Motivation: Comparative genomic studies indicate that extant genomes are more properly considered to be a fusion product of random mutations over generations (vertical evolution) and genomic material transfers between individuals of different lineages (reticulate transfer). This has motivated biologists to use phylogenetic networks and other general models to study genome evolution. Two fundamental algorithmic problems arising from verification of phylogenetic networks and from computing Robinson-Foulds distance in the space of phylogenetic networks are the tree and cluster containment problems. The former asks how to decide whether or not a phylogenetic tree is displayed in a phylogenetic network. The latter is to decide whether a subset of taxa appears as a cluster in some tree displayed in a phylogenetic network. The cluster containment problem (CCP) is also closely related to testing the infinite site model on a recombination network. Both the tree containment and CCP are NP-complete. Although the CCP was introduced a decade ago, there has been little progress in developing fast algorithms for it on arbitrary phylogenetic networks. Results: In this work, we present a fast computer program for the CCP. This program is developed on the basis of a linear-time transformation from the small version of the CCP to the SAT problem.
Introduction
Genome evolution is shaped not only by random mutations over generations but also horizontal genetic transfers between individuals of different species (Doolittle and Bapteste, 2007; Marcussen et al., 2014; Treangen and Rocha, 2011) . Phylogenetic trees have been used to study the evolution of life for over 150 years. The tree structure, however, is not powerful enough to model horizontal gene transfer, hybridization and genetic recombination events, which occur frequently in viruses and bacteria. This has led researchers to establish more general evolutionary models, including phylogenetic networks and persistent homology, to investigate horizontal evolution (Chan et al., 2013; Moret et al., 2004; Nakhleh, 2013) . A phylogenetic network is a rooted connected and acyclic digraph in which internal nodes are either tree nodes (which are of indegree 1 and outdegree >1) or reticulate nodes (which are of outdegree 1 and indegree >1), where reticulate nodes represent reticulation events. The computational and mathematical aspects of phylogenetic networks have been extensively studied over the past two decades (Cardona et al., 2009; Gusfield, 2014; Huson et al., 2011; Parida, 2010; Steel, 2016; Wang et al., 2001) .
On the one hand, phylogenetic networks are very useful for dating and inferring reticulation events (Skoglund et al., 2015; Szö ll} osi et al., 2015) . On the other hand, it is extremely challenging to reconstruct correct network models from sequence data or from gene trees (Huson et al., 2009; Yu et al., 2014) . Given that the phylogenies of numerous gene families and species have been studied, phylogenetic networks are often reconstructed and validated by examining their relationships with existing gene trees and well-established clades. The tree containment problem (TCP) and the cluster containment problem (CCP) are the two fundamental problems arising from study along these lines (Gambette et al., 2016 (Gambette et al., , 2017 Gunawan et al., 2016; Huson et al., 2011) . The TCP asks whether or not a phylogenetic tree is displayed in a phylogenetic network. The CCP is determining whether or not a subset of taxa is a cluster in some phylogenetic tree displayed in a phylogenetic network. Such clusters are called softwired clusters of the network and are used to define a new version of the Robinson-Foulds distance between two phylogenetic networks (Huson et al., 2011) . The CCP is also closely related to testing the infinite site model on a recombination network (Kanj et al., 2008) . Since these two problems are NP-complete even for several restricted classes of phylogenetic networks (Huson et al., 2011; Kanj et al., 2008; van Iersel et al., 2010) , they are unlikely to have a polynomial time solution.
In this work, we aim to develop a fast computer program for the CCP on arbitrary phylogenetic networks. We shall work on a restricted version of the CCP that asks whether or not a subset of taxa is a softwired cluster at a given tree node in the input phylogenetic network. This version is called the small cluster containment problem (SCCP). Both the CCP and SCCP have a linear time algorithmic solution for the so-called binary reticulation-visible networks (Huson et al., 2011; Gunawan et al., 2017) . However, there has been little progress in developing computer programs for solving both the CCP and the SCCP for arbitrary phylogenetic networks (Huson et al., 2011; Lu et al., 2017) .
Here, we first present an extremely simple transformation from the SCCP to the well-studied SAT problem (which is determining if there exists an interpretation that satisfies a set of propositional clauses simultaneously). On the basis of this transformation, we use the MiniSat (Sö rensson and Een, 2005) package to implement a new CCP computer program for arbitrary phylogenetic networks. The validation tests show that it outperforms the existing programs on random phylogenetic networks.
Algorithm

Basic concepts and notation
A (rooted) phylogenetic network over a set of taxa is a rooted connected and acyclic digraph in which (i) all the edges are directed away from the root and thus the root is of indegree 0 and outdegree >1, (ii) each non-root node is of either indegree 1 or outdegree 1 and (iii) the nodes of indegree 1 and outdegree 0 are leaves that are bijectively mapped onto the set of taxa.
A non-leaf node is said to be a tree node if its indegree is either 0 or 1 (including 'redundant' nodes of indegree and outdegree one, if any). It is a reticulate node if its indegree is >1 and its outdegree is 1. Reticulate nodes represent reticulate evolutionary events. Notice that a phylogenetic tree is simply a phylogenetic network that does not contain any reticulate nodes. A phylogenetic network is binary if every tree node is of outdegree 2 and every reticulate node is of indegree 2.
Let N be a phylogenetic network. The network root of N is written as qðNÞ. We use VðNÞ; RðNÞ; T ðNÞ; LðNÞ to denote the set of nodes, the set of reticulate nodes, the set of tree nodes and the set of leaves in N, respectively. Similarly, we use EðNÞ to denote the set of directed edges in N.
An edge (u, v) is a tree edge if v 2 T ðNÞ [ LðNÞ. A path comprising tree edges only is called a tree path. The edge (u, v) is a reticulate edge if v 2 RðNÞ. For a reticulate edge e of N, N-e denotes the network obtained from N by removing e, which is clearly connected. Similarly, we use N-E to denote the resulting network after all the edges of E are removed, for a set E of reticulate edges. Analogously, N þ e and N þ E are defined for any e ¼ ðu; vÞ such that e 6 2 EðNÞ and E VðNÞ Â VðNÞ such that E \ EðNÞ ¼ Ø.
Likewise, the removal of a node set V from N yields a digraph N-V with the node set VðNÞnV and the edge set fðu; vÞ 2 EðNÞ : u 6 2 V 6 2 vg.
If ðu; vÞ 2 EðNÞ, we say that u is a parent of v and conversely v is a child of u. Generally, we say that a node u is an ancestor of v if there is a directed path from u to v. We also say that u is above v and v is below u if u is an ancestor of v.
The CCPs
Let N be a phylogenetic network over a set of taxa X. Any directed spanning tree of N can be obtained through removing all but one incoming edge for every reticulate node. A spanning tree may contain new leaves that are not the network leaves (Fig. 1c) . For a node v 2 VðNÞ and a spanning tree T of N, the set X 0 of taxa that are below v in T is called a softwired cluster at v of N if X 0 6 ¼ Ø. Note that if N is not a tree, N contains more than one spanning tree. Therefore, in general, different softwired clusters can be associated with the same node if N is not a tree, as illustrated in Figure 1 . X is a softwired cluster of N that is associated with qðNÞ. For any x 2 X, {x} is also a softwired cluster of N. However, it is unclear whether a non-trivial subset of X is a softwired cluster of N or not. Therefore, it is useful to investigate the following algorithmic problem.
Cluster containment problem
Instance: A phylogenetic network N on X and S X such that jSj > 1 and S 6 ¼ X. Question: Is S a softwired cluster in N?
In any spanning tree T of N, a node u 2 RðNÞ is of indegree 1 and outdegree at most 1. Therefore, any softwired cluster at u is also found at the first tree node v 2 T ðNÞ in the path from u to a leaf in T. The CCP can be reduced to the following version in linear time.
Small cluster containment problem
Instance: A phylogenetic network N on X, a tree node v 2 T ðvÞ and S X such that jSj > 1 and S 6 ¼ X. Question: Is S a softwired cluster at v in N?
Precisely, if there is a SCCP algorithm that takes Oðf ðNÞÞ time on a phylogenetic network N, then, calling this algorithm on every tree node in N solves the CCP in O jT ðNÞj Á f ðNÞ time. Of note, the CCP, the SCCP and another variant of them were proved to be NP-complete (Huson et al., 2011; Kanj et al., 2008) . All the possible spanning trees of the network. Since {1, 2, 3} is the cluster of the parent of Leaf 1 in the spanning trees in (c) and (d), it is a softwired cluster at the parental node. In contrast, the network does not display {3, 4, 5} as a softwired cluster
Tree-and ret-components
In this section, we summarize a decomposition technique that was first introduced by Gunawan et al. (2017) .
After the removal of RðNÞ, N becomes a forest N À RðNÞ. Each connected component of this forest consists of tree nodes and leaves only; it is a subtree rooted at either qðNÞ or the child of a reticulate node. These subtrees are called the tree-components of N. A treecomponent is said to be trivial if it contains only a leaf.
Similarly, N À T ðNÞ À LðNÞ is a forest. Each connected component of this forest consists of reticulate nodes only, in which every edge is directed towards its root that is the lowest node. Such a component is called a ret-component of N.
Theorem 2.1 Let N be a phylogenetic network with tree-components s 0 ; s 1 ; . . . ; s j and ret-components r 1 ; r 2 ; . . . ; r k (Gunawan et al., 2017 A phylogenetic network is compressed if every ret-component contains only one reticulate node. For instance, the network in Figure 2a is compressed.
Compression of ret-components
Let r be a ret-component of N. Compressing r means that we remove all nodes but qðrÞ and rewire every edge (x, y) to ðx; qðrÞÞ for any tree node x and reticulate node y 2 VðrÞ (and remove parallel edges if any), where qðrÞ is the root of r. In other words, by compressing r in N, we obtain:
þ fðu; qðrÞÞ : ðu; rÞ 2 EðNÞs:t:u 6 2 VðrÞ; r 2 VðrÞg:
Of note, leaves and tree nodes in N remain the same in N C ðrÞ, although their neighbors might be modified. Proposition 2.1 Let N be a network over X, v 2 T ðNÞ and S X. For any ret-component r of N, S is a softwired cluster at v in N if and only if S is a softwired cluster at v in N C ðrÞ.
Proof To prove the necessity, we assume that N has a spanning tree T in which S is the cluster of v. Let t be the last node in the path from qðNÞ to qðrÞ in T such that t 2 T ðNÞ. We assume that the path from the tree node t to qðrÞ in T is: P T ðt; qðrÞÞ : t; r 1 ; r 2 ; Á Á Á ; r k ¼ qðrÞ; k!1:
Then, each r 2 VðrÞnfr i : 1 i kg is not above qðrÞ in T and thus no leaf of N is below r in T.
is a subtree such that the cluster of v is still S. Note that every r i is of indegree 1 and outdegree 1 in both T and T 0 . Let T 00 be the subtree obtained from T 0 by further compressing the path P T ðt; qðrÞÞ into an edge ðt; qðrÞÞ. We have that T 00 is a spanning tree of N C ðrÞ in which S is still the cluster of the node v. This finishes the proof of the necessity. The sufficiency can be proved by reversing the above modifications. Assume that there is a spanning tree T Ã of N C ðrÞ in which S is the cluster of v. Let u be the parent of qðrÞ in T Ã . Then, there is a reticulate node r in r, such that ðu; rÞ 2 EðNÞ. We then replace the edge ðu; qðrÞÞ in T Ã with the path ðu; rÞ þ P r ðr; qðrÞÞ where P r ðr; qðrÞ is the unique path from r to qðrÞ in r. This does not change the cluster of v. We then extend the resulting tree into a spanning tree of N by adding any incoming edge of each reticulate node in VðrÞnVðP r ðr; qðrÞÞÞ. These reticulate nodes are not above qðrÞ, and thus not above any network leaf in the resulting spanning tree of N.
Compressing every ret-component of N yields a compressed network C(N) in which there is no edges between two reticulate nodes. C(N) is said to be the compression of N. Proposition 2.1 implies the following result.
Theorem 2.2 Let N be a phylogenetic network and C(N) be the compression of N. Then, C(N) and N have the same set of tree nodes and display the same set of softwired clusters at each tree node.
Reduction from the SCCP to the SAT problem
Without loss of generality, we may assume that N is compressed in this section. Let v 2 T ðNÞ. If v is not the root of the tree-component s v containing v, then the parent u of v is in s v . Let q ¼ qðNÞ. We extend N to N 0 by adding a new root q 0 , inserting a new reticulate node r into the edge (u, v) and adding a new edge from q 0 to r, 
as shown in Figure 2 . In N 0 , v becomes the root of a treecomponent. Obviously, N and N 0 display the same set of softwired clusters at v. Therefore, the SCCP is reduced to the following special case of it: Given a phylogenetic network N on X, the root r of a treecomponent and S X, is S a softwired cluster at r in N?
Working on this special case of the SCCP leads to a simple reduction from the SCCP to the SAT, one of the most well-studied NPcomplete problems:
Given a set of clauses C 1 ; C 2 ; Á Á Á ; C m on Boolean variables v 1 ; v 2 ; Á Á Á ; v k , determine whether or not C 1^C2^. . .^C m is satisfiable (i.e. there is a true assignment for the k variables such that the given clauses are true simultaneously).
When we work on the SCCP, the individual taxa label of each leaf is no longer important. We just need to know whether a leaf is in S or not. Thus, the leaves in S are colored blue and the rest red. A2. every blue node other than r has at least one blue parent; and A3. every red node other than qðNÞ has at least one red parent.
Proof To prove the necessity, we assume that N displays S at r via a spanning tree T. This means that every blue (resp. red) leaf is below (not below) r in T. Thus, we can color a node blue if it is below r (including r) in T and color the others red as shown in Figure 3 . Clearly such a coloring satisfies Conditions A1-A3.
To prove the sufficiency, we assume that there is a blue-red node-coloring that satisfies Conditions A1-A3. We can then construct a spanning tree T as follows:
• for each blue node a 6 ¼ r, we add an edge (b, a) to T, where b is chosen among the blue parents of a, guaranteed by Condition A2; • similarly, for each red node c 6 ¼ qðNÞ, we add an edge (d, c) to T, where d is chosen among the red parents of c, guaranteed by Condition A3; and • finally, we add an incoming edge of r.
As each non-root node is of indegree one in T, it is indeed a spanning tree of N. Additionally, every blue leaf (resp. red leaf) is connected to r by a path consisting of blue (resp. red) nodes from r (resp. qðNÞ). Therefore every blue leaf is below r, whereas every red leaf is not. Hence, T is a spanning tree of N in which the cluster of r contains only blue leaves. h We remark that if a node-coloring C satisfies Conditions A2 and A3, then every node in a tree-component must have the same color. Suppose otherwise that some tree-component s contains a blue node and a red node. If qðsÞ is blue (resp. red), then a highest red node (resp. blue) in s does not have a red (resp. blue) parent, thus contradicting Condition A3 (resp. A2). In particular, if there is a tree-component s in N that contains a blue leaf and a red leaf, we can immediately deduce that N does not display S at r. Now, given an instance (N, r, S) of the SCCP, we let RðNÞ ¼ fh 1 ; h 2 ; Á Á Á ; h k g. Then, N contains k þ 1 tree-components s 0 ; s 1 ; Á Á Á ; s k such that s i is rooted at the child of h i for each i!1 and r is the root of some s j . We construct a SAT instance by associating each tree-component s i with a variable v i , where coloring the nodes in s i blue (resp. red) is equivalent to assigning 'TRUE' (resp. 'FALSE') to v i . The clauses in the SAT instance are defined below.
i. For each reticulate node h j below r, let all the parents of h j be located in m tree-components s i1 ; s i2 ; Á Á Á ; s im . We introduce two clauses:
ii. For each tree-component s i , we introduce a single literal clause:
if s i contains a blue leaf or it is the tree-component containing r. This guarantees that 'TRUE' must be assigned to v i .
iii. Similarly, for each tree-component s i , we introduce a single literal clause:
if s contains a red leaf or it is not below r. This guarantees that 'FALSE' must be assigned to v i . In summary, we have transformed an instance of the SCCP into the SAT instance consisting of the clauses defined in Equations (36).
This transformation is illustrated in Figure 4 . The network N (left) in the figure is compressed. It has six reticulate nodes h 1 -h 6 and hence has seven tree-components s 0 -s 6 , where s i is the treecomponent rooted at the child of h i for i 6 ¼ 0 and s 0 is the treecomponent rooted at q. The tree node r is the root of s 1 .
Since h 3 -h 6 are below r, we define two clauses for each of them as shown in the table (right). For instance, because the reticulate node h 3 has two parents in s 0 and s 1 , C 0 ðh 3 Þ and C 00 ðh 3 Þ defined in
Equations (3) and (4) Fig. 3 . Illustration of the correspondence between a blue-red node coloring and the set of blue nodes is a softwired cluster at a given node r. (a) A phylogenetic network. Leaves are colored either blue or red, tree-components are highlighted, reticulate nodes are named from h 1 to h 6 and r is the root of a tree-component. (b) A spanning tree T of the network in a, where the set of blue nodes appears as a cluster at r. If we color any node below r blue and the rest red in T, we obtain a desired blue-red coloring in which all the nodes in each tree-component have the same color Fig. 4 . Illustration of the transformation from a SCCP instance to a SAT instance. A Boolean variable is created for each of the tree-components. Two clauses are created for each of the reticulate nodes (h 3 -h 6 ) below the given node r Additionally, there are five single literal clauses that are defined in (ii) and (iii). For instance, s 5 contains a red leaf, so we have the clause v 5 .
We remark that the five single literal clauses imply that
The other eight multi-literal clauses are satisfied only if v 4 ¼ 'TRUE' and v 3 ¼ 'FALSE'. This is equivalent to that the set consisting of the two blue leaves is the cluster of r in the spanning tree (Fig. 3) obtained by the removal of the dashed reticulate edges. Theorem 2.3 Let N be a compressed phylogenetic network with m reticulate nodes. Any SCCP instance consisting of a compressed network N, the root r of a tree-component and a set S of blue leaves can be transformed to a SAT instance G such that the set of blue leaves is a softwired cluster at r if and only if G is satisfiable, where G consists of at most 2 m clauses over at most m-2 variables.
Proof We can check whether or not N has a tree-component that contains both blue and red leaves in OðjEðNÞjÞ time. We assume that N does not have a tree-component containing these conflicting leaves. Clearly, the transformation can be done in linear time.
Since there are at most m reticulate nodes below r, there are at most 2 m clauses defined in Step (i). The literal clauses defined in Steps (ii) and (iii) induce an assignment to each of variables corresponding to tree-components that contain a leaf or not below r. There are at least three such tree-components, implying that the clauses defined in Step (i) contains at most m -2 unassigned variables. The SAT instance can be further simplified by removing the assigned variables, along with each clause that is satisfiable due to assigned variables.
Step (i) ensures that the SAT is satisfiable if and only if there is a node coloring that satisfies Conditions A2 and A3, whereas Steps (ii) and (iii) ensure that the coloring satisfies Condition A1. Thus by Lemma 2.1, the resulting SAT instance is equivalent with the SCCP instance. h 2.6 Implementation of the algorithm Combining Theorems 2.2 and 2.3, we can solve the CCP by converting an instance of the CCP into a set of SAT instances. This approach is summarized in Figure 5 .
We implemented this algorithm into three slightly different Cþþ computer programs S-ClusterÀ, S-Custer and S-Clusterþþ. There are currently a number of fast SAT solvers available (see Wikipedia on Boolean satisfiability problem). Our programs call miniSAT (Sö rensson and Een, 2005) for solving the resulting SAT instance at the end of Step 2, as it performs quite well and contains only about 600 lines of code.
S-Cluster and S-Clusterþþ are different in how to implement Step 2 of the algorithm. In S-Cluster, any instance (M, u, S) is converted into a SAT instance without examining the property of M and the position of u. In contrast, we don't convert any simple negative instance into a SAT instance in S-Clusterþþ. More specifically, if a blue leaf (which is in S) is not below u in the network M, S is clearly not a softwired cluster at u. If there exists a tree-component that contains both blue and red leaves, S is not a softwired cluster at node u in M. For these two cases, we simply output FALSE rather than calling the SAT solver for answer in S-Clusterþþ.
S-ClusterÀ is different from the other two in the following aspect. When a SCCP instance is converted into a SAT instance, both S-Cluster and S-Clusterþþ create a variable for each treecomponent and create a clause for each reticulate node of the network M, whereas S-ClusterÀ creates a variable and a clause for each tree node. Clearly, the SAT instance BðM; u; SÞ contains simpler but much more clauses in S-ClusterÀ than in the other two programs.
Validation tests
We evaluated the performance of three S-Cluster programs by comparing it against a CCP program called W-Cluster2 on random networks. W-Cluster2 is the second version of the computer program developed by Lu et al. (2017) , in which we added a new technique for speedup of the original version.
We generated 10 datasets using a random network generator, which was developed by Gunawan et al. (2016) recently. Each dataset comprises 1000 random phylogenetic networks on k taxa each with a fixed number (q) of reticulate nodes, where k ¼ 8, 10 and q ¼ 30; 35; 40; 45; 50. For each dataset, we selected a set of four leaves and used each program to determine whether the leaf subset Note: Five datasets were used, each containing 1000 random networks over 8 leaves with a fixed number (q) of reticulate nodes, where q ¼ 30; 35; Á Á Á ; 50. In the top (resp. bottom) part, each entry is the total run time (in seconds) of a program on all the negative (resp. positive) instances in which the given subset of leaves was not (resp. was) a softwired cluster in the input network.
was a softwired cluster in each network or not. We counted how many networks displaying and how many networks not displaying the leaf set as a softwired cluster. The former are called positive cases and the latter negative cases. Since each negative case took often longer time than a positive case, we also recorded the total run time for the positive and negative cases in each dataset, respectively (Tables 1 and 2 ).
Our tests showed that W-Cluster2 is 5-10 times slower than S-Cluster and S-ClusterÀ, whereas S-Cluster and S-ClusterÀ are about a couple times as slow as S-Clusterþþ. The second fact demonstrates that calling the SAT solver only on non-trivial cases is useful and that working on tree-components instead of tree nodes is important.
Our analyses also showed that W-Cluster2 took about the same time for a negative case as for a positive case. This is probably because that it was designed on the basis of a dynamic programming technique. In contrast, the three S-Cluster programs were often two to five times slower on a negative case than on a positive case.
Finally, the three S-Cluster programs are likely to have better scalability than W-Cluster. In our simulation tests, the run time per network often increased 50-100% for W-Cluster and often increased <50% for the S-Cluster programs as q increases by 5.
Conclusion
We have presented S-Clusterþþ, a fast CCP computer program for phylogenetic networks. It can be easily extended into a program for computing the Soft Robinson-Foulds distance between two phylogenetic networks, which is defined as the cardinality of the symmetric difference of the sets of softwired clusters displayed in the two networks. These provide a new tool for evaluating the inconsistency of phylogenetic network models and the performance of programs for reconstruction of network models in future.
Theorem 2.3 is also of theoretical interest. In theory, since an instance of the SCCP involving a binary phylogenetic network is transformed into a three-SAT instance, then the SCCP and CCP have an algorithm of time complexity OðpðnÞ1:3334 jRðNÞj Þ ¼ OðpðnÞ2 0:415jRðNÞj Þ for binary phylogenetic networks N with n nodes, where pð Þ is a sub-exponential function. This can be obtained from the best derandomization of Schö ning's algorithm (Moser and Scheder, 2011) . Note: Five datasets were used, each containing 1000 random networks over 10 leaves with a fixed number (q) of reticulate nodes, where q ¼ 30; 35; Á Á Á ; 50. In the top (resp. bottom) part, each entry is the total run time (in seconds) of a program on all the negative (resp. positive) instances.
