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Abstract (English) 
This project originates from the idea of making a program that can simulate the spread of a virus between people 
occupying an indoor environment such as a school, library, or hospital. The project includes the design, 
construction, implementation and testing of a simulation program which makes use of the multi-agent simulation 
toolkit MASON. Developing a model around MASON, our goal was to investigate whether the layout of a 
building’s floor plan has an effect on the transmission of an influenza-like virus. The final program is able to run 
a simulation that shows a representation of agents moving about randomly in a user-designed layout. Sick agents 
can infect others if they get close enough. The transmission depends only on distance between agents; we do not 
take into account the effect which factors such as temperature, humidity or inflow of light can have on the 
probability of transmitting a virus. The program is capable of displaying the simulation, in which agent portrayals 
consist of basic dots, whose colors are determined by whether they are infected or not. Results obtained from 
the model’s implementation as it is presented in this report suggest that a building’s layout may, in fact, play a 
role in the dynamics of virus spread among humans. However, more conclusive results could be obtained 
through further implementation of certain original design features that did not make it into the current version 
due to time constraints. 
Abstract (Danish) 
Dette project started med ideen om at lave et program der kunne simulere spredningen af en sygdom mellem 
mennesker i et indendørs miljø, dette kunne være en skole, et bibliotek, et hospital og så videre. Projectet 
inkludere designet, konstructionen, implementeringen og test af et simulerings program der bruger multi-agetnt 
simulerings værtøjet MASON. Ideen er at bruge programet til at svare på om indretningen af miljøet kan have en 
effekt på transmissionen af en influenza-ligende virus.Det færdige program kan kører en simulering der viser en 
repræsentation af agenter der bevæger sig tilfældigt i et givent miljø. Agenterne kan være syge, og de kan smitte 
andre hvis de kommer tæt nok på. Smitten afhænger kun af afstand mellem agenter, vi medregner ikke at 
faktorer som temperatur, fugtighed eller lysindfald kan have en effekt på sandsynligheden for at overfører 
virussen. Programmet kan vise simuleringen, hvor agenterne er repræsenteret af prikker, som har farve alt efter 
om de er syge eller rakse. Resultaterne fra modellens implementering som den er i presenteret i rapporten peger 
på at en bygnings inretning muligvis kan have en effekt på virus spredning blandt mennesker. Der ville dog 
kunne konkluderes mere sikkert ved videre implementering af visse originale design egenskaber som ikke kom 
med i denne version af rapport grundet mangel på tid.  
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Preface 
This study was conducted at Roskilde University, Denmark, between February and May 2013. The study group 
consisted of one Erasmus student from Epitech in France and two bachelor students from Roskilde University.  
This report describes the design and implementation of a simulation written in Java and making use of the 
MASON modeling toolkit. The relevant source code can be found on the CD at the back of the report. 
Otherwise, when accessing this report through some other means, the source code may be obtained from 
Roskilde University Library. 
We would like to thank our supervisor, Bishoksan Kafle for help and support during the project period and John 
Gallagher for assistance with the final revision.  
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1. Introduction 
To simulate, is basically to mimic something real. The purpose of making a simulation is often to get a systematic 
and graphical overview of the subject of interest. Computer simulations are an alternative to carrying out real-
world experiments, which can be both time-consuming and expensive [Raczynski, 2006]. With biological 
experiments in the laboratory, it is often necessary to repeat experiments due to human error. A simulation gives 
the ability to run ‘experiments’ and give the result within a shorter time span than the real experiment. A 
simulation can also be of help when projection problems are encountered, such as those dealing with projections 
of population growth. A simulation can address such problems given a set of starting conditions, rules of 
population dynamics, mathematical models of prediction and some reasonable assumptions. 
As set out in the current study guidelines at Roskilde University (RUC), the essential requirements for a 
Computer Science report at the bachelor level includes the delivery and defense of a medium-sized program 
written in a high-level language, as well as a written project report detailing the plan, implementation, test and 
documentation of the program. 
In fulfillment of these requirements, we set out to design and implement an easily configurable and extensible 
program in Java, making use of the multi-agent simulation toolkit MASON1. The goal was to use the program to 
investigate whether or not the floor plan of an institute plays a role in the transmission of an influenza-like virus 
among people occupying the space. When running the program we want it to show a graphical representation of 
a simulation that gives an overview of the spread of a virus in an indoor environment. 
The target group of this study is bachelor-level students who are at a level corresponding to the first year of 
studying Computer Science at Roskilde University. The reader can benefit from having some basic familiarity 
with MASON. 
In the end, we accomplished this by creating a program that simulates agents moving randomly in a given layout 
and finally plots the results to a graph. Agent states include infected and uninfected, with infected individuals 
having the capacity to infect healthy ones when they get close enough. In its current state, the model could 
benefit greatly from a proper algorithm governing agent movement, as well as a more detailed implementation of 
real virus dynamics. 
  
                                                     
1 http://cs.gmu.edu/~eclab/projects/mason/ 
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1.1. Problem statement 
The goal of this project is to develop a simulation of virus spread in an indoor environment using the multi-
agent simulation toolkit MASON. 
We fulfill this goal by meeting the following sub goals: 
1. The program should be able to start a simulation with different layouts. 
2. The program should be able to import a layout from some layout application. 
3. The simulation should be graphically visible.   
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2. Background 
In this section we describe the theory behind computer simulation, agent-based modeling, and biological virus 
dynamics. All this is important in order to understand the program and the decisions made during the process of 
designing and implementing the program. 
2.1. Computer simulation 
There are three components in a simulation: the simulation itself, a system and a model [Raczynski, 2006]. The 
first component—the simulation—is defined as being “the  r epre s en ta t ion o f  the  dynamic  behav ior  o f  the  
sy s t em by  mov ing  i t  f rom s ta t e  t o  s tat e  in  ac cordance  wi th  we l l -de f ined  opera t ion ru l e s” [Pritsker, 1984]. A 
simulation is thus a manipulation of the model. The second component—the system—is described as a set of 
components that are interrelated and interact with each other [Raczynski, 2006]. The model is described as “t he  
de s c r ip t i on o f  some sy s t em in t ended to  pred i c t  what  happens  i f  c e r ta in  ac t i ons  are  taken” [Bratley et al. 
1987]. The model is a simplified representation of some system, made with the intention of understanding said 
system.  
To describe our project in terms of computer simulation, the system is the indoor environment we would like to 
simulate. For example, this could be a kitchen or classroom at RUC. Our model is thus the representation of the 
simulation of virus spread. 
There are a number of model types one should consider when making a simulation. First of all, one must 
understand the distinction between discrete and continuous simulation models. The discrete simulation model 
works with events which occur in discrete time steps and the model does not change between events. Thus, an 
event is defined as a change of the model state. The continuous simulation model, on the other hand, has events 
occurring continuously in time and the model time advances continuously. There is also a distinction between 
object-oriented and agent-oriented simulation. The object-oriented simulation deals with model components 
represented by objects. An object consists of parameters and methods. A classic example, cars, have a type, 
weight, color etc. The components in agent-oriented simulation are a specific type of object: namely, agents. An 
agent is an object which has an ability to make decisions, communicate with other agents and negotiate if 
necessary for reaching its goal [Raczynski, 2006]. 
Agent-based programming is a method for examining systems which include both interacting agents and 
properties arising from those interactions [Axelrod & Tesfatsion, 2013]. Approaching our problem from an 
agent-based angle makes sense because not only do we have agents with goals interacting with each other, but 
also a situation in which it is conceivable for these interactions to lead to non-intuitive, emergent results - that is 
to say, results which emerge from lower-level properties of the agents themselves [Grimm and Railsback, 2005]. 
This idea of an agent-based model having the capacity for leading to emergent results is an important one, as it 
embodies one of the core principles of modeling, which is the goal of simplifying a system in order to better 
understand both it and its underlying dynamics. To apply this approach, we need to model a number of 
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individual agents, corresponding to the people in an indoor environment of some sort. They should therefore 
move independently of one another, which will, in turn, have an effect on the spread of the virus. 
2.2. Agent-based approach 
As mentioned, agents are objects which can have parameters and are equipped with states and decision-making 
abilities [Robinson & Dinga, 2010]. Looking at the model, the agents represent humans. Consequently, the 
parameters for the agents include sex, age, and occupation, among others. These parameters were chosen as 
relevant from a biological perspective. 
Potentially, the agents could respond to needs like hunger and thirst. For example, should a person’s hunger level 
reach a certain level then the agent will move to the kitchen. These needs could change with different speed 
according to the agent type.  For example, a young agent might get hungry faster than an old one. To make the 
agent able to find the desired room we could have made use of implementing a pathfinding algorithm like A* (A-
star).  
3. Simulation tools 
The requirements for this project are to solve a medium-sized programming problem using a high-level general-
purpose programming language and the group must be able to plan, implement, test, and document the program. 
For this purpose we decided to use an existing simulation tool. To find the right one for our project we 
examined four different tools: Processing2, NetLogo3, AnyLogic4 and MASON (Table 1).  
Table 1 Table showing the comparison of four different simulation tools that could have been used. 
Tool Good 
documentation 
Free 
modeling   
Extensibility Discrete 
simulation 
Familiarity  
Processing  X  X X  
NetLogo X  X  X  
AnyLogic       
 MASON  X X X X   
Given the project requirements, we opted to work with MASON as it offered—in our opinion—the best 
balance between streamlining of the model’s visual aspects and flexibility in terms of programming the model 
itself with an eye towards extensibility. Besides this, several other factors played in to the decision, such as 
MASON featuring extensive documentation and the MASON libraries being written in Java, a popular and 
standard language with which all members of the group are familiar. 
                                                     
2  http://www.processing.org/ 
3  http://ccl.northwestern.edu/netlogo/ 
4  http://www.anylogic.com/ 
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In comparison to MASON, NetLogo is aimed primarily at inexperienced programmers [Grimm and Railsback, 
2005] and, as such, implements a custom language combining elements of both Java and Scala as well as a unique 
coding structure combining elements of both object-oriented and procedural design [Wilensky, 1999]. These 
non-standard features greatly simplify the task of creating models of varying complexity, but at the cost of 
expandability and customization. 
Processing, on the other hand, features a limited function set geared mainly towards artists and programmers 
interested in visual experimentation, with no direct support for discrete modeling [Reas and Fry, 2007]. 
Consequently, the program enjoys limited success in academic fields related to modeling, significantly limiting 
the availability of relevant literature and documentation. 
AnyLogic, in contrast to the other alternatives, is proprietary software. In addition to the cost barrier, the 
software is quite sophisticated, presenting little opportunity for our group to display our programming abilities. 
3.1.  MASON  
This section is based on Luke [2011], unless otherwise stated. 
The multi-agent simulation toolkit MASON is designed by Sean Luke from the Department of Computer 
Science at George Mason University. It is designed to handle tasks with a large number of simulation runs, it is 
written in Java and is domain-independent which means that MASON can be used in different contexts, not 
only for swarm simulation or computer games. Domain-independent simulation tools are “popular for problems 
which involve many relatively simple agents” [Luke, 2011]. 
The overall architectural layout of MASON is divided into two components: the model and visualization. The 
model is encapsulated in an object called SimState. It contains a schedule which is used to call agents, 
several built-in fields representing the simulation space, and a fast, high-quality random number generator. The 
visualization part is encapsulated in an object called GUIState, in which an object controller is found 
that can handle a number of windows called displays, for both 2D and 3D visualization. 
3.2. Virus spread 
This section describes how we define a ‘normal’ probability of getting infected when an agent gets within the 
transmission radius of an infected person. The transmission radius, at the moment, is not based on any literature. 
The spread of a virus in a population can be measured by the transmission rate. The transmission rate denotes 
the number of contacts between sick and healthy individuals that result in the transmission of a virus. This report 
uses the transmission rate to find the probability of getting infected when two agents interact. 
Boven et al. [2010] investigated the transmission of the Novel influenza strain in a household. The study 
estimates an overall transmission rate of the influenza virus in question to be about 0.037–0.13 (average: 0.0835) 
with a time united equal to about 2.2–3.2 days. This is under the assumption that the agents have a meeting rate 
at about the same as the transmission rate. In the model, this is interpreted as every encounter between an 
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Parser 
The Parser class processes the input from the layout designer into a layout that is compatible with the 
Simulation and Space classes. The content of the input file (Fig. 2) can be broken down into six parts as 
follows:  
 
Line 1 - layout dimensions 
• (integer) layout width, (integer) layout height 
• Stores the overall dimensions of the layout as an integer pair. 
Line 2 – internodal distance 
• (double) internodal distance 
• Stores the value representing the real-world distance between two nodes of the current layout. Note: 
This feature is not yet fully-implemented. The value can be set and stored, but no manipulations are 
carried out as a result. 
Line 3 – room types 
• (integer) unique room identifier, (integer) room type 
• Each colon-delimited unit stores the room type value for a specific room. Parsed to a Map. 
Line 4 – room adjacencies 
• (integer) unique room identifier, unique room identifier 
• Each colon-delimited unit represents a pair of adjacent rooms connected by a door. Parsed to a Map. 
Line 5 – door locations 
• (integer) unique room identifier, (integer) unique room identifier,  
• (integer) x-coordinate of door, (integer) y-coordinate of door 
Figure 2: Sample of layout designer output file code (left) with its graphical representation (right). 
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• Each colon-delimited unit represents a pair of adjacent rooms along with the coordinates of a door 
connecting the two. Parsed to a Map. 
Remaining lines – node data 
• (integer) x-coordinate of node 
(integer) y-coordinate of node  
(boolean) isRoom 
(boolean) isWall 
(boolean) isDoor 
(integer) roomType 
(integer) unique room identifier 
Each line starting at line six stores data for a single node comprising the BottomNode network of the layout. 
This data consists of the node’s coordinates and booleans to identify type of node, and—if the node is of 
type room—the type of room the node belongs to as well as the unique room identifier of the room to which it 
belongs. If the node is of type wall or door, then the last two values are set to zero. 
This data is parsed directly into BottomNode objects. 
Space  
The Space class represents the simulated environment. It handles both the necessary data structures for model 
visualization as well as those used by the agents themselves. 
Visual representation of the model makes reference to an IntGrid2D, which is a convenience class provided 
by MASON for storing a multidimensional array of integers. This is sufficient in terms of visual representation 
of the floor layout, as all node types are identified by an integer value (Fig. 3). The space class manages several 
additional data structures that are directly related to model behavior. There are two Networks—
TopNodeNetwork and BottomNodeNetwork—that have been implemented to facilitate pathfinding by 
simplifying the simulation space's search area by means of graph representation. MASON’s Network class maps 
graphs as a collection of edges that connect pairs of nodes. Both edges and nodes are treated as distinct objects, 
thereby providing a fair deal of flexibility in terms of implementation. A description of the node classes for both 
the TopNodeNetwork and BottomNodeNetwork follows this section.  
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The TopNodeNetwork data structure represents the room layout, in which nodes are distinct rooms and 
edges signify room connections. The BottomNodeNetwork, on the other hand, is a representation of the 
entire layout, at the lowest search space resolution. Although the BottomNodeNetwork would theoretically 
suffice, the TopNodeNetwork is included as part of a heuristic for the (not yet implemented) pathfinder. The 
specifics of this implementation are more fully fleshed out in the description of the Pathfinder class. 
There is one final structure, a SparseGrid2D, which is responsible for storing all of the BottomNodes as 
well as agents. MASON’s SparseGrid2D is a multidimensional array, but unlike IntGrid2D, it stores 
objects instead of integers. In addition, it also allows multiple objects to be stored at a single location. 
AgentType 
The AgentType class is used as a template for generating a Person object with random values. Modeling of 
different types of agents was implemented to investigate how different agent properties and behaviors (like age 
and agendas) might affect the spread of the virus. 
For each agent type a specific behavior depending on its internal values such as age, but also a different agenda 
was included. Indeed, a teacher will probably be older than a student, but he or she will also have a different  
agenda and will act differently. All these properties will eventually affect the way in which the virus spreads 
among agents. 
Figure 3: Conceptual schematic illustrating the relationship between the Space class’ numerous data structures. At the
lowest level, the IntGrid2D stores data for model visualization and shares no interaction with the remaining structures. The
SparseGrid2D reserves a unique cell for every BottomNode and also stores agents. BottomNodes are also stored in a graph,
BottomNodeNetwork. At the top, a graph representing the room structure, TopNodeNetwork, tracks BottomNodes belonging to
individual rooms 
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The AgentType class is instanced in the Simulation class, and used by the personGenerator class to generate a 
population of given agent type. The main fields of the class are the label and the quantity. The label indicates the 
name of the agent type, it is usually a profession (teacher, student, etc.), and the quantity is the number of agents 
needed for each type. Then the personGenerator will go through the list of all different types and generate as 
specified by quantity. 
If one does not want a specific quantity for each agent type an option in the personGenerator class can generate 
a random number of each agent type. 
The other fields of the AgentType class, like the age and the age range, the decrease factor and the decrease 
time (which will have an influence on how the agent will move) are used to randomly generate the fields of the 
Person class. 
Example: 
List.add(new AgentType("Student",  100,  18, 10, 2, 5));  
List.add(new AgentType("Teacher",  10,  40, 20, 3, 4)); 
In the above example, an AgentType named “Student” with a quantity of 100, an age of 18, an age range from 0 
to 10, a decrease factor of 2 and a decrease time of 5 is added to the list of AgentType used by the 
personGenerator. This means the personGenerator will generate 100 Person objects with the label “Student”, 
with an age randomly generated from 18 to 28 (18 + 10), they will decrease their internal values to 2 every 5 units 
of time. Also specified, are 10 “Teacher” agents with an age set between 40 and 60 years old and their internal 
values to be decreased by 3 every 4 units of time. 
At this time there is no implementation of a schedule that would affect the overall agent behavior, but it is a 
feature that is planned to be developed in future releases. 
PersonGenerator 
The personGenerator is responsible for generating the population of agents used in the simulation. Its 
constructor takes a total number of agents and a list of different agent types. Its main method 
generatePopulationManually() consists of going through the list of AgentType and generate a specific 
number of agents for each of these types. If a specific number of each type is not required, the method 
generatePopulationRandom() can be called, randomly generating an amount of each type until the total 
number of agents is reached. This method was created to facilitate the population creation for tests, but it can 
also be useful if the amount of each type is unknown. 
In both methods, an array is filled with Person objects that will be returned as the population used in the 
simulation. The main process is to go through a loop in which a Person object is generated with random 
parameters and some properties from the AgentType list. This newly generated Person object is added to the 
population array until total number of agent specified is reached.  
Example:  
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for (int i = 0; i < agentNumber; i++) 
{ 
Label = List.get(index).getLabel(); 
age = agentType.getAge() + rand.nextInt(agentType.getAgeFactor()); 
sex = rand.nextBoolean(0.5); 
thirstLevel = 1 + rand.nextInt(100); 
hungerLevel = 1 + rand.nextInt(100); 
decreaseRate = 1 + rand.nextInt(agentType.getDecreaseFactor()); 
decreaseTime = 1 + rand.nextInt(agentType.getDecreaseTime()); 
 
population[i]= new Person(label, age, sex, isInfected, thirstLevel, 
   hungerLevel, decreaseRate, decreaseTime); 
} 
Person 
The Person class is the representation of our agents. It implements Steppable, which is a MASON interface for 
being stepped in the schedule object of the simulation. It contains some fields that define it, such as a label, an 
age, a sex, state of infection, etc. It also contains a Virus object (see Virus) that will be instanced if the agent is 
infected. Its main function is step() and it is the method called by the schedule in every step of the simulation. 
The current state of the simulation is passed as a parameter to step() so the Person object is aware of the 
environment. It uses this state to define the end of simulation condition. 
The main methods of the Person class are infect()and move(). Infect() is used to attempt to infect other agents 
that are within a specific range if the agent is already infected. Move() moves an agent to an adjacent node 
randomly, avoiding nodes that are walls or other agents. Currently, another method housed by the Person class 
is the drawGraph() method, which uses the data stored in the Simulation instance to draw a graph when the 
simulation is finished. 
Virus 
The Virus class is small and simple. It is contained in the Person class and is instantiated when the agent is 
infected. Its main purpose is to try to infect other agents in the range defined by the transmissionRadius field. To 
do so, it uses the method from MASON called nextBoolean() [Luke, 2011] with the field transmissionProbability as 
parameter. This method has a chance of returning true depending on the probability such as: 
isInfected =  random.nextBoolean(transmissionProbability); 
TopNode 
The TopNode class handles the representation within the model of room structures. At present, there is little to 
say about the class as it is designed to work in conjunction with the pathfinding algorithm, which has not been 
implemented in the current version of the model. The class stores two key sets of data in a Map: 
BottomNodes belonging to the room and the nearest room of every room type. To clarify the second point, 
if, for example, a model distinguishes between six room types, then for each room in the layout, the TopNode 
representing said room will map key-value pairs in which the key is a room type and the corresponding value is 
the nearest room (to the current one) matching the key’s room type. 
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The edges with which TopNodes are associated represent adjacent rooms connected by doorways. 
BottomNode 
In contrast to class TopNode, the BottomNode class represents the smallest discrete area of modeled 
environment. The primary function of this class is to provide agents with a simplified layout on which 
pathfinding calculations can be carried out reasonably fast. To this end, BottomNode objects track values 
relevant to the pathfinding algorithm. In addition to these pathfinding values, BottomNode objects also store 
information which may otherwise be useful for agents to know: the XY coordinates of the node, the room type 
and unique room identifier of the TopNode with which the node is associated, and information regarding what 
sort of node it is (i.e. wall, room, door). 
The edges with which BottomNode objects are associated represent connections between points in the model 
space directly adjacent to one another. Edges connecting two room nodes or a room node with a door node 
represent the basic unit of valid movement for an agent. 
Simulation 
The Simulation class is the main class of the program. It calls the initialization methods that set up the agents 
and the layouts and then launches the simulation itself with MASON’s built-in method doLoop(). In 
initializeLayout(), the layout information is retrieved from the input file and create the Space object where 
agents will move. In initializeAgents(), the types of agents needed are set and the population used in the 
simulation is generated (see AgentType and personGenerator). Then, a random position is set for each agent 
within the boundaries of the Space. Finally, every agent is added to the schedule of the simulation where they 
will be stepped in the doLoop() method. 
The doLoop() method “performs an elaborate simulation loop with a lot of built-in gizmos, but the basic concept is actually a 
very simple top-level loop” [Luke, 2011].  The doLoop() method goes through the following stages: (1) creates an 
instance of the Simulation class, (2) calls its start() method that add the agents to the schedule, and (3) repeatedly 
calls the step() method of every agent. Finally, (4) when the end of the simulation is reached, the method stops 
the simulation and exits. 
Another way of interpreting what the doLoop() actually does is presented in Luke [2011] as the following 
implementation: 
Public static void main(String[] args) 
{ 
  SimState state = new Simulation(System.currentTimeMillis()); 
  state.start(); 
  do  
   if (!state.schedule.step(state)) break; 
  while(!endOfSimulation()); 
  state.finish(); 
  System.exit(0); 
} 
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SimulationGUI 
The SimulationGUI class is used for graphical visualization. It consists of a main method which creates a 
Console object which, according to the documentation, is “an elaborate Controller which provides a variety of GUI 
niceties to control the basics of a simulation”. The niceties include functions such as playing, stopping, pausing, and 
stepping the simulation. Furthermore, it displays the current time and frame rate during the simulation. When 
the console is created, it calls the method init() on the GUIState. 
In the init() method, the displays, backdrop and frame are set. Agents and environment portrayals—which 
handle visualization of these elements according to some set of rules—are also initialized. 
5. Program Design 
This section will explain the main operations that are executed by the program from start to end. It is divided 
into three subsections. The input section describes how we retrieve information from the configuration file and 
generate a Space object. The process section explains how agents are stepped in the schedule object and what 
their different actions are. The output section will talk about the data stored and the graph generated from it. 
5.1.1. Input 
When the program is launched, the user selects a configuration file generated in the layout designer. This file 
contains the information required to create the Space object created in the method initializeLayout() of the 
Simulation class, using the method parseData() of the Parser class. 
5.1.2. Process 
After creating the Space object, the initializeAgent() method of the Simulation class is used to generate a 
population of agents. These agents are generated via the method generatePopulationRandom() of the 
personGenerator class. That class uses an AgentType list to generate randomly a set of different agent types. 
When the population is set, the agents are then randomly placed in the Space object between the boundaries of 
the layout. 
Next, the start() method initiates the simulation by registering the agents with the schedule and repeatedly 
calling each agent’s step() method until the end condition for the simulation is reached (i.e. all agents are 
infected). 
The schedule calls the step() method of every agents. In this method the current state of the simulation is 
retrieved, giving access to some variables such as the total number of agents, the current number of infected 
agents, the probability of infection, etc. Next, if the agent is infected, its infect() method is triggered. This 
method uses the variables transmissionProbability and transmissionRadius and attempts to infect an agent located 
within this range. The agent then attempts to move to another node, using the move() method, by randomly 
choosing an available node connected to its current position. 
At this point, the agent will count all of the infected agents at the current time of the simulation using the Map 
object belonging to the Simulation instance that keeps track of the number of infected agents. If the number of 
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Figure 5: Flowchart for potential users of the simulation model. 
  
Input:
1) Set parameters 
(number of agentsmand 
the transmission 
probability )
2) Launch program
3) Choose layout
4) Start simulation by 
clicking the play buttom
Process:
1) Watch simulation 
evolve
2) Use buttons to pause 
or stop the simulation
3) When all agents are 
infected the simulation 
stops and a graph pops 
up
Output:
1) See the number of 
infected agents plotted 
againt the number of 
steps in the simulation
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7. Testing and evaluation 
When the program was showing satisfying results during evaluation runs, we started changing a few parameters 
to see how the program would handle extreme cases. Examples include increasing the number of agents to an 
order of magnitude of tens of thousands or setting a very low probability of virus transmission that would 
considerably increase the runtime of a given simulation. We also performed some basic unit tests by 
implementing a class specifically made for calling the methods of the main objects with extreme parameters to 
provoke some bugs or crashes in order to resolve them and improve the stability of the whole program. 
For the testing we used a computer of the brand HP, running Microsoft Windows 8 Professional x64 edition, with 
an Intel processor i5 @2.5GHz and 6 GB of RAM. 
The main parameters that were used to test the program were the total number of agents, the probability of an 
agent to be infected, and the layout of the simulation space. At this time, the program does not provide an easy 
way for the user to change the first two parameters. This is why, in order to perform these tests, we directly 
changed the values of these variables in the code and then ran the program again after recompiling. For the 
layout parameter, the program implements a graphical interface where the user chooses the layout he or she 
wants to run in the program. This method is used for simulation tests, although, for the unit tests, we hardcoded 
the name of the file in a variable to have easy access to it through multiple calls. 
7.1. Program Running 
Fig. 6 shows the program running in what will henceforth be referred to as normal use: 100 agents moving in a 
layout based on the floor plan of Building 13 at Roskilde University, with a probability of infection set to 0.0835. 
The agents move randomly in the layout, slowly infecting one another. The graph represents the rate of the 
infection for this simulation. 
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Figure 6: A series of screenshots presenting the evolution of a simulation run using the layout of Building 13 at
Roskilde University (Roskilde, Denmark) with the following parameters: 100 agents and a probability of
infection set to 0.0835. (A) The simulation prior to start, (B) after 1000 steps, (C) after 2000 steps,  (D) after 3000
steps, and (E) just before 4000 steps. (F) The plot generated by the program upon completion of the simulation
run. 
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7.2. Change of Parameters 
The total number of agents and the probability of infection are the main parameters used for these tests. They 
are implemented as variables in the Simulation class as shown below: 
private int numPerson = 100;   //number of agents 
private double probability = 0.0835;  //probability of infection 
The layout building is stored in a text file. A desired layout may be selected for use in the simulation using the 
graphical interface implemented in the program (Fig. 7). 
 
Figure 7: Screenshot of the file selection window. 
We examined different configurations of the simulation in order to produce some output for comparison. 
Some of the experiments we made and the parameters used are presented in Table 2, and the corresponding 
graphs are shown in Fig. 8. 
Table 2: An overview of the experiments, and the parameters used in each. 
Experiment number Number of agents Probability of infection Layout5 
1 100 0.0835 RUC building 13 
2 100 0.0835 RUC building 02 
3 100 0.0835 RUC building 43 
4 100 0.0835 Open room 
5 1500 0.0835 RUC building 02 
6 1500 0.00001 RUC building 13 
 
 
 
                                                     
5 See Appendix A 
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Figure 8: Results from several simulation runs in which layout type, number of agents, and probability of infection were varied. 
Buildings 02, 13, and 43 are departments at Roskilde University (Roskilde, Denmark). The layouts used are (A) Building 13, 
(B) Building 02, (C) Building 43, (D) Open room, (E) Building 02, and (F) Building 13. For (A), (B), (C), and (D) the layouts 
varied, but otherwise the number of agents equaled 100 and the probability of transmission was set to 0.0835. For (E), the 
number of agents was increased to 1500 and the probability of transmission was set to 0.0835. For (F), the number of agents 
was also increased to 1500 while the probability of transmission was lowered to 0.00001. 
Data summary 
When focusing on the layout, we see that in experiments 1(Fig. 8A) and 3(Fig. 8C) the simulation stops after 
3000 and 1900 steps, respectively, in experiment 2 (Fig. 8B) it takes the simulation approximately 7500 steps for 
all of the agents to be infected. This is using the RUC Building 02 layout, which has a more complicated 
structure consisting of more rooms than the layouts for RUC Buildings 13 and 43. When an even greater number 
of agents is used (Fig. 8E), the simulation in this layout takes 1300 steps because of the increased interactions 
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between the agents. We also notice that in experiment 4 (Fig. 8D), which is carried out in the open room, the 
simulation stops after only 2500 steps. Thus, as the simulation is now, it shows that by chance, the virus can 
spread slowly even in an open layout, but that the walls nonetheless play some role in preventing the virus from 
spreading. When changing the probability of getting infected in experiment 6 (Fig. 8F), the simulation stops after 
400,000 steps, which is what we expected because the model dynamics are strongly dependent on the probability 
of infection. 
7.3. Unit Testing 
To run basic unit tests we created a class called TestClass where we call different methods of the main classes of 
the simulation. We stress tested the memory allocation by generating a number of objects up to one million or a 
constant allocations/deallocations of memory for a certain amount of time. 
7.4. Robustness 
We applied the same methodology to the other classes of the program. We focused on the classes 
PersonGenerator and Parser because they do a lot of memory allocations or system calls such as file operations 
(open, read, write). We tested the methods of these classes with unexpected parameters such as empty or null 
strings, empty lists or arrays, negative or equal to zero variables, as well as opening and reading files multiple 
times in a loop. The program could handle these parameters and stress tests without crashing. The only thing 
that the program could not handle was the allocation of more than one million agents, generating a memory 
error. 
7.5. Performance 
After running the program in different configurations multiple times, we noticed that the program has a 
tendency to become very slow when the number of agents is too high: above 10,000 agents, the graphical 
representation struggles with processing the data for displaying. Fortunately, in the context of this project, such a 
number of agents is not relevant as spaces of the size being modelled would never house such a large number of 
people. However, it would be a good idea to look for an optimization of the data structures used or the manner 
in which these data are displayed. That said, if we launch the simulation without the graphical representation, the 
program can handle more than 100,000 agents, but runs very slowly. 
We also noticed that when we launch more than four simulations at the same time, the global speed of these 
simulations slows down drastically: 100% of the CPU and almost 60% of the memory is used and the effect can 
be seen on the display where agents are moving slowly. Once again, there must be a way to optimize the display 
to avoid these reductions in speed. 
7.6. Validation 
Overall, the program performs as expected. It runs a reasonable amount of agents in a layout generated via the 
input file. The agent population is dynamically generated with agent templates. All agents are stepped according 
to their schedules and move within the boundaries of the layout, infecting other agents around them given the 
right conditions. When all the agents are infected the simulation stops and a graph is generated with the data 
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collected at every step. Finally, the graph is saved as an image file on the system for further comparisons. No 
execution bugs or crashes have been noticed during the test phases, even though some of these experiments 
lasted for more than 10 hours straight.   
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8. Conclusion 
The final program is able to simulate agents walking randomly in different layouts. Agents can be infected with a 
virus which can be transmitted to others. When all agents in the model are infected, the simulation stops and a 
graph plotting the number of infected agents against simulation steps is displayed. 
The program does not work as a complete simulation of a virus spread among humans, but the main ideas we 
have for expanding the program to a state where it can simulate such a phenomenon is to implement pathfinding 
for simulating realistic movement of agents and some additional rules for virus spread in a population of 
individuals. 
According to our testing we found that the layout of the indoor environment does have an effect on the virus 
transmission. What we could see from our experiments is that the virus is transmitted more slowly in layouts 
with a lot of walls such as that of RUC Building 02 compared with more open layouts such as that of Building 
43. However, we also saw that the virus can be transmitted slowly in an open room in which there are no walls. 
We conclude that the simulation is still highly dependent on chance. 
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9. Further work 
Here we present some ideas which we think could be useful for further developing our program. The major 
motivation for improving the program is to make the simulation more realistic, because the more realistic it is, 
the more viable it is for scientific experimentation and argumentation.  
9.1. Agent behavior 
One important improvement is the implementation of transmitting behavior done by infected agents, including 
coughing and sneezing. The risk of getting infected could increase if the infected have been coughing or sneezing 
in the given area. Also, transmission could happen if an agent comes in contact with an object which has been 
touched or used by an infected agent.  
Another important feature currently missing from the agent implementation is realistic movement. The 
advantage of using an agent-based approach in trying to examine a problem such as ours is considerably reduced 
in the absence of realistic behavior on the part of the agents. If the movement could more accurately be 
approximated, then the model would be that much more useful in generating reliable results. The immediate 
solution to this deficit is to implement two features: a pathfinding algorithm in conjunction with an agent 
scheduler. 
9.1.1. Pathfinding 
The main goal in pathfinding is to find the shortest path from a source position to a destination position.  
In the case of our model, a basic pathfinding system is needed in order to emulate the complex patterns of 
movement somewhat accurately. Of all the features we were unable to implement, the pathfinding ranks among 
the most significant. Without the ability to navigate the model space in a deliberate fashion, a very important 
aspect of the model is lost: namely, the role of human agency in virus transmission.  
So far, we have described agent pathfinding in the following manner: when an agent is prompted to seek out a 
certain space within the model, it knows what type of space to look for and where to find it. However, how does 
the agent know the coordinate address of this space? For future iterations of the model, we plan to incorporate a 
second pathfinding approach which would be used by the simulator itself at initialization to map rooms to each 
other. A closely-related alternative to the A* algorithm—Djikstra’s algorithm—would be used in this instance, as 
it suitable for searching for goals with unknown placement. Essentially, the simulator would generate a Map that 
stores unique room identifiers as keys and maps a List of every room type along with its position in 2D-space.  
9.1.2. Agent scheduling 
The basic idea behind an agent agenda is to define a data structure that cues agents to behave in a certain manner 
as a function of time—in other words, tasks. The agenda—much like a typical day planner—would be 
subdivided into discrete blocks. Given a 24-block agenda, an agent’s behavior could be set hourly, though in 
practice an 8-block agenda would probably provide a sufficiently accurate emulation of daily activity. 
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Tasks would be initialized with arguments corresponding to room type and movement strategy. The room type 
provides the task with a target location and the movement strategy could be something along the lines of a 
command to avoid or crowd other agents. As new tasks pop up in an agent’s agenda, they themselves are passed 
as arguments to the agent’s general move() method.  
We might distinguish between two broad categories of task: major and minor. Major tasks—including goEat, 
goWork, goSocialize—are assigned by the user; in contrast, minor tasks would crop up sporadically in response 
to various agent needs such as thirst, hunger, and bathroom breaks, and would be hardcoded into all agents 
regardless of type. 
9.2. The program GUI 
We have two main improvements for the program GUI. First, for the interface, it would be useful to have a reset 
button; at present, there is no quick way to simply restart the model while keeping the same parameters. This is 
an indispensable feature, as it streamlines the process of experimentation. 
Second, the graphing functionality should be moved from the Person class into its own class, and additional 
functionality should be included. Furthermore, the ability to display a graph and have it draw and update in real-
time alongside a running model should be included. 
9.3. Layout designer 
At present, there is one important feature missing from the layout designer, and that is the ability for users to 
define their own room types. This functionality makes more sense when considered alongside the 
aforementioned addition of agent scheduling.  
The purpose of distinguishing spaces within the model layout is to provide agents with a higher purpose than 
just random wandering. By defining spaces, the modeler can more effectively script goal-oriented behaviors. By 
providing the modeler with the means to define custom spaces, it becomes necessary to also provide some sort 
of interface for customizing agent agendas (i.e. their routines).  
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11. Appendix A 
Here we present some of the different layouts and number of agents we used in the testing. 
 
Figure 9: Roskilde University (Roskilde, Denmark) Building 02. 
 
 
Figure 10: Roskilde University (Roskilde, Denmark) Building 43 
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Figure 11: Roskilde University (Roskilde, Denmark) Building 13. 
 
 
Figure 12: Roskilde University (Roskilde, Denmark) Building 13. 
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Figure 13: Custom layout, four rooms. 
 
 
Figure 14: Custom layout, single open room. 
 
 
 
