In this paper we investigate the use of lot streaming in non-permutation flowshop scheduling problems. The objective is to minimize the makespan subject to the standard flowshop constraints, but where it is now permitted to reorder jobs between machines. In addition, the jobs can be divided into manageable sublots, a strategy known as lot streaming. Computational experiments show that lot streaming reduces the makespan up to 43% for a wide range of instances when compared to the case in which no job splitting is applied. The benefits grow as the number of stages in the production process increases but reach a limit. Beyond a certain point, the division of jobs into additional sublots does not improve the solution.
Introduction
One of the main issues in scheduling jobs during manufacturing is the efficient use of resources. Lot streaming, which involves dividing production lots or jobs into sublots, and then processing the overlapped sublots on different machines, has proven to be an effective way of addressing this issue. In recent years, lot streaming has received a great deal of attention as a strategy for minimizing any number of production objectives, including makespan, total tardiness, and maximum tardiness. Furthermore, it has been shown to reduce both work-in-process and the cycle time (Sarin & Jaiprakash, 2007) . Since its conception by Reiter (1966) , the development and applications of lot streaming have increased considerably, mostly in flowshop production systems. One of the first significant contributions, presented by Potts and Baker (1989) , showed that for instances with two and three stages and a single product, a lot streaming problem could be solved optimally with consistent sublots; that is, sublots that are the same size at all stages. Following this work Trietsch and Baker (1993) proposed a problem classification scheme, Vickson (1995) extended the analysis to several products, and Sriskandarajah and Wagneur (1999) added no-wait conditions to the problem. Larger instances were solved by means of evolutionary methods. Kumar et al. (2000) using this approach showed that the multi-product problem with continuous sized sublots could be reduced to the traveling salesman problem. Other research in this area includes the work of Yoon and Ventura (2002) who applied a genetic algorithm to find soluitons; Tseng and Liao (2008) , who applied a particle swarm optimization approach, and Pan et al. (2011) who implemented a discrete bee colony algorithm. More recent work on lot streaming has been undertaken by Pan and Ruiz (2012) and Davendra et al. (2014) .
Lot streaming has also been applied in the context of hybrid flowshop problems in which more than one machine (or resource unit) is available at each stage. The first application was by Zhang et al. (2005) who considered just two stages and parallel machines only in the first stage. Ruiz et al. (2008) tackled the hybrid flowshop problem with an approach somewhat related to lot streaming. In a similar vein, Defersha (2011) compared methods for finding solutions to the flexible hybrid flowshop problem with the lot streaming approach. Their ultimate goal was to close the gap between the two methods. Several authors followed this lead, including Azzi et al. (2012) and Wang et al. (2014) .
All the aforementioned studies have a single feature in common: they all analyze the flowshop lot streaming scheduling problem under permutation schedules (permutation flowshop, PFS). In the PFS model, the sequence of jobs on all machines or at all stages is the same. However, in most cases of practical concern, this condition is not required by the production process. Usually there is no need for identical schedules on all machines. The permutation condition is generally assumed to make the scheduling problem more tractable. For the PFS, n! possible schedules (where n is the number of jobs) have to be examined. This is in a stark contrast to the non-permutation flow shop (NPFS) case in which the search space grows to n! m (where m is the number of machines).. While the permutation condition has the advantage of lower complexity, achieving optimal solutions may still not be possible for production systems with more than three-stages (Pinedo, 2002) . Moreover, keeping the sequence of jobs fixed may induce unproductive waiting time, for instance, when there is more than one job queuing for a busy machine. If the sequence is allowed to change (the queue is reordered) new solutions and, possibly, better results can be obtained. This is one of the goals that we explore in this paper.
With the increase in computational power and the development of improved optimization software, it is now possible to solve larger, more realistic instances of the general or non-permutation flowshop problem. Moreover, it has been shown that NPFS schedules dominate PFS schedules (Pugazhendhi, et al. 2003; Liao et al. 2006) . This is particularly relevant for practitioners since it means that productivity can be increased without any extra investment in machinery or any modification of the actual production system or product design. Subsequent to the work of Pugazhendhi et al. (2003) and Liao et al. (2006) , several algorithms and procedures have been proposed for solving NPFS (e.g., see Ying, 2008; Ying et al., 2010; Lin & Ying, 2009; Rossi & Lanzetta, 2014; Mehravaran & Logendran, 2012 VahediNouri et al., 2013 , Shen et al., 2014 . Although the interest in the lot streaming has grown in the past few years, it has not been adopted as an optimization strategy or even studied in the context of NPFSs. To the best of our knowledge the only paper that deals with a strategy similar to lot streaming is by Shen et al. (2014) . They considered a cell manufacturing system in which the jobs belong to families of products and batching is used. The splitting procedure consists in dividing a family into jobs but not splitting the jobs themselves, i.e., the splitting strategy assumes that it is not necessary to process the entire family of jobs in a single run. Therefore, it is possible to divide the jobs belonging to a single family into groups of jobs and process them after processing jobs from other families. However, the authors do not give any indication of how to divide the jobs from a family into "optimal" groups, or equivalently, how to create optimal size sublots.
This brief review of the literature indicates that little work has been done in combining NPFS and lot streaming. In this paper, we develop a mathematical model that integrates lot streaming decisions and non-permutation flow in which the creation of sublots is a key decision variable. We assume that the entire production process can be divided into some maximum number of sublots, but in such a way that the lot sizes may vary according to changing requirements. The solution of the model provides optimal job sequences for each machine, the number of sublots for each job, the size of each sublot, and the corresponding makespan.
The rest of the paper is as follows. Section 2 presents mathematical statements of both the standard nonpermutation flowshop problem and of the non-permutation flowshop with lot streaming. Section 3 describes the instances on which our formulations are tested and present our computational results. Average makespan reductions ranged from 13% up to 43%. In Section 4, we conclude with the observation that lot streaming is, indeed, an efficient makespan-reduction strategy.
Mathematical formulation
We start by formulating an analytic version of the NPFS problem without lot streaming. The latter feature is then is added to get the new model.
Problem description and assumptions
The flowshop system consists of several consecutive production stages with one machine for each stage. There are multiple products, having each of different parameter settings: unitary processing time, sublot setup time, and transfer and unloading times. Sarin and Jaiprakash (2007) pointed out the importance of the last two parameters for problems of lot streaming since they are the primary determinants of operational efficiency.
With lot streaming, each job or production lot is split into some maximum number of sublots. Discrete sublots belonging to the same job are processed consecutively. It is further assumed that all jobs require the same machine sequence, but the size of sublots is allowed to vary. Only the maximum number of sublots into which a job can be divided is specified (some sublots may be empty).
Additional assumptions include:
 Machines cannot process more than one job/sublot at a time  A sublot cannot be processed by more than one machine at a time  All machines are available at the start of the planning horizon  All jobs are available at the start of the planning horizon  Machines can be idle during the planning horizon  Preemption is not allowed 
NPFS MILP model

MILP formulation
(1) subject to: 
The objective function (1) is aimed at minimizing the makespan of the production process. Constraints (2) require that each job finishes its operation at a given stage before moving to the next stage. Constraints (3) and (4) act jointly and set the production sequence for each machine m: if job j is processed any time before j' then (3) becomes operative and (4) becomes redundant. The logical precedence condition is restricted by (5). If job j precedes job j' on machine m, then j' cannot precede j on that machine. Expression (6) places a lower bound on the completion time of each job on each machine while (7) sets the makespan cmax as being at least equal to the completion time of the last job on the last machine. Finally, (8) and (9) are the integrality and feasibility constraints on the variables.
NPFS with lot streaming MILP model
To extend model (1) - (9) to an NPFS with lot streaming it is necessary to account for the division of jobs into sublots. This requires a new index f for sublots and several new variables and constraints. respectively, the change of jobs on a machine (tslsm,j), and the minor adjustments needed on a machine for the production of a new sublot (tslssm,j).
Index
Minimize
 max Z c (10) subject to: 
(23) The objective in (10) is again makespan minimization. Equations (11) define the size sf,j of sublots and ensure that all of product j, Uj, is distributed among the sublots. The maximum allowable number of sublots is F. Expression (12) forces yf,j to be 1 when sf,j is non-zero. In (13), the start time of the first sublot of job j is based on the setup time tslsm,j and is calculated even if sublot f is empty. This ensures that machine m is ready to process the remaining sublots of job j. Constraints (14) determine the sequence of sublots. Before the next sublot can be processed, the previous one has to finish its setup, processing and transfer operations. Constraints (15) track the arrival time of the first sublot of job j at the next machine m+1. The left-hand side includes setup time tslsm,j and processing time prm,j on machine m, and transfer time trm,j to machine m+1. For the remaining sublots, arrival time at downstream machines is governed by constraints (16). The completion time of each job on each machine is bounded by (17), taking into consideration the completion time of the last sublot of that job. The ordering of jobs at each stage is determined by expressions (18) and (19), and work in a similar way to (3) and (4). If job j is processed any time before job j' then (18) ensures that job j' will be processed after job j has finished and (19) becomes redundant. Otherwise, the role of the expressions is reversed. Expression (20) defines the makespan cmax as the completion time of the last job on the last machine. Logical restrictions in (21) are the same as in (5), and ensure that job j is either processed before or after job j' on machine m. Constraints (22) and (23) define the variables.
Computational Experience
Experimental design
Model (10) -(23) provides a tool for evaluating the impact of lot streaming in NPFSs. Given that the literature indicates that the effort involved in solving non-permutation instances may have a positive return when the system has more than three stages, we test our model on different versions with 5 and 10 machines, and where the number of jobs is 2, 4 and 5. The parameter data are generated following the standard flowshop literature (e.g., see Taillard 1993 ). In our case, unit processing times are drawn from a uniform distribution over [1, 5] and the transfer time for job/sublot from a uniform distribution in the range [1, 4] . For the total number of lots, we sample from a uniform distribution over the range [20, 50] . Note that multiplying the unit processing times by lot size, the range for the processing time of the entire job is similar to that found in the flowshop literature; that is, uniformly distributed over [1, 99] as in the experiments prescribed by Taillard (1993) . For no lot streaming, setup times are drawn from the uniform distribution over [1, 50] ; for lot streaming, we sample tslsm,j over [1, 25] and tslssm,j over [1, 10] . For each instance, different maximum allowable sublots sizes have been tested (ranging from no splitting up to 6 sublots). This provided insights into how NPFS systems respond under different lot streaming conditions. For each set of parameters, we randomly generated and evaluated five instances. All computations were performed under Windows 7 on a PC with an Intel core i7 2.00 GHz processor and 4 GB of memory. The optimization models were solved with CPLEX 12.6 using its default settings and its 4 core processors running in parallel. Table 1 indicates the size of the various instances in terms of number of constraints as well as of the number of continuous and discrete variables. The average runtime of the five tests for each instance is also indicated. The average results are shown in Table 2 , indicating the average makespan for each instance (over the five different parameter sets) as well as the average total number of sublots required but the corresponding optimal makespans. The maximum total number of sublots is defined by splitting each job into 2, 3, 4, 5 or 6 sublots depending on the instance, and solving each case. We can see that lot streaming has a clear impact on makespan minimization. For example, in the case of 2 jobs and 5 machines the makespan goes down from 1187 when no lot splitting is applied to 862 when each job is allowed to be divided into 5 sublots. This reduction represents a 25% improvement.
Results
Table 2
Average results under the different splitting conditions Table 3 presents the makespan reduction when different lot streaming conditions are compared with the no-splitting condition, the comparison is expressed in percentage. From Table 3 , it is shown that creating sublots reduce the makespan in every instance. The improvement ranges from 13% (for 5 jobs and 5 machines) up to 43% (2 jobs and 10 machines). This indicates that lot streaming is an efficient scheduling strategy. On the other hand, the limit for improvements seems to be reached at 4 sublots per job: for 2 jobs and 10 machines, 5 possible sublots yield an incremental improvement of 1%. Once splitting has reached this limit, any additional division does not impact on makespan reduction. This effect is illustrated in Fig.1 , where percentages of relative makespan reduction for all the instances with 5 machines are presented. Fig. 1 also shows similar behavior independently of the number of jobs: the relative makespan reduction reaches a maximum after which the use of more sublots does not affect the result. The maximum makespan reduction is different in each case: for 5 jobs it is around 15%, for 4 jobs about 18% and for 2 jobs it is over 25% . Fig 1 also shows that as the number of jobs increases, the relative makespan reduction decreases. That is, the impact of lot streaming is smaller for more jobs (products). From Table 3 we can see that the relative makespan reduction obtained with lot streaming for 2 jobs (always larger than 23%) is never reached with 4 and 5 jobs. The largest relative makespan reduction for these cases is 18% and 15%, respectively. Another observation from Table 2 is that makespan reduction depends on the number of operations required by each job. For example, consider the makespan reduction in the case of 5 jobs and 2 possible sublots. When the system involves 5 machines the relative makespan reduction with respect to the no-splitting case is 13% while for 10 machines it is 24%. For the rest of the product configurations the behavior is similar: when the number of machines increases the impact of lot streaming is increases. Fig. 2 illustrates this effect in the case of 5 jobs. Again, makespan reduction does not decrease indefinitely as more sublots are created. The main reason why improvement is bounded is related to the accumulation of fixed times in the schedule. Each new sublot for job j requires minor setup changes on machine m that take tslssm,j time and consume trm,j time during transfer. These timeconsuming activities increase proportionally with the number of sublots, since more sublots require more time for setup and transfer. Therefore, the benefits of lot streaming are restricted by these parameter values. If these activities were not taken into account, the optimal sublot size would be one.
The number of actual (nonempty) sublots may explain the greater impact of lot streaming on larger productive systems. Table 2 reports the number of sublots created for instances with 5 jobs and 10 machines when the maximum allowable number is 2 per job (9.8 on average). This value is larger than the average number of sublots created for the 5 machine instances (8.4 on average). For the rest of the instances the pattern of these entries is similar, for the same number of jobs with 10 machines, more sublots are used and achieve a larger relative makespan reduction than in the case with 5 machines. We can thus infer that the accumulative effect of lot streaming increases in significance as the size of the productive system grows. Table 2 for the moment, we can see why a larger number of machines leads to a larger reduction in the makespan. Just consider the row corresponding to the number of sublots. Mathematically, this entry represents the average of the sum of the variables yf,j, for the different runs. In the case of 5 jobs, 10 machines, and a maximum number of 2 sublots per job, the production lots have been split into an average of 9.8 sublots. In contrast, for 5 jobs, 5 machines and 2 sublots, the average is 8.4 sublots. The implication is that the number of sublots formed grows as the number of machines increases. This applies in all instances for the number of jobs held constant. As a consequence, we can say that the cumulative effect of lot streaming increases in significance as the size of the productive system grows. This proposition is further substantiated by the results presented in Table 4 . In Table 4 , each entry indicates the percentage of sublots created with respect to the total number of potential sublots. For example, if the maximum number of possible sublots is 2 per job for the case of 2 jobs, then the maximum number of possible sublots is 4. The percentage represents the degree to which those possible sublots are used. In Table 4 , we can also see that for the 10-machine instances all the percentages are equal to or larger than the respective values for the 5-machine instances. More splits induce a larger difference in makespan than with no splitting (as shown in Table 2 ). Note, in Table 4 , that the average percentage of number of actual sublots for a given problem configuration, e.g., 10 machines and 5 jobs, decreases as F increases because the optimal number of sublots is reached and more sublots do not have any effect on the optimal solution. This reduces the proportion of the sublots actually used.
Conclusions
This work was motivated by a decisive lack of research on the use of lot streaming in non-permutation flowshops. The importance of this connection is twofold. First, NPFSs are a more representative model of manufacturing systems than the permutation version. Second, lot streaming has been proven to be an effective makespan reduction strategy that also reduces work-in-process and cycle time. The results of our analyses confirmed that the application of lot streaming to NPFSs effectively reduces the makespan of the production process. We have also shown that the strategy of splitting jobs has its limits. Our experiments have shown that the marginal improvement in the makespan becomes negligible as jobs are split into more than 4 sublots. Another finding of our research is that lot streaming has a larger impact on production systems as the number of stages in a flowshop increases. In accordance with this observation, the number of sublots actually used increases with the number of production stages. Again, this has a limit: for the same number of stages, the relative impact of lot streaming decreases with the number of sublots used in the process.
In future research we will consider the development of heuristics to analogously analyze large-scale instances and test other objective functions. This will involve the use of metaheuristics and optimizationbased approaches such as column generation.
