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RAČUNALNIŠTVO IN INFORMATIKA
Mentor: doc. dr. Tomaž Curk
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kako pridobiti povratno informacijo od uporabnikov in izbolǰsati vsebino sple-
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urejanje predlogov. Razviti vtičnik preverite in ovrednotite na praktičnem
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wiki input proposal vnos predloga
DB database podatkovna baza

Povzetek
Naslov: Vtičnik wiki za administrativno ploščo Django
Avtor: Aljaž Glavač
Zagotovo smo vsi že kdaj obiskali spletno strani in na njej opazili informacijo,
ki bi jo lahko izbolǰsali ali celo popravili. S tem dejanjem bi nadgradili in-
formacijsko vrednost spletne strani tako, da bi obiskovalci za nami od obiska
strani odnesli čim več. Takšno funkcionalnost omogoča spletna stran Wikipe-
dia, ki je tudi najbolj znana s takšno funkcionalnostjo. Ta operacija se ime-
nuje dodajanje predlogov na že obstoječe vnose v podatkovni bazi. Takšen
predlog gre nato v stanje pregleda. V tem stanju so nad pregledom možne tri
operacije: spreminjanje, potrditev ali zavrnitev. Zadnji dve operacije lahko
izvaja samo administrator spletne strani oziroma lastnik originalnega vnosa.
Ureja pa jo lahko kdorkoli.
V diplomski nalogi smo razvili vtičnik za spletne aplikacije, ki so nare-
jene na ogrodju Django. Vtičnik omogoča anonimnemu uporabniku vpogled
v vnose v podatkovni bazi. Vnose lahko spremeni, če meni, da jih bo s svojo
spremembo izbolǰsal. Ustvari lahko tudi nove vnose. Originalni vnosi, iz
katerih anonimni uporabnik izpelje vnos z popravljeno ali dodatno informa-
cijo, so popolnoma neodvisni in ostanejo nespremenjeni. Vsi novi vnosi so
nato vidni skupini administratorjev spletne strani, ki jih lahko potrdijo ali
zavrnejo. Pred potrditvijo lahko tudi popravijo vnos.




Title: Wiki extension for the Django administration panel
Author: Aljaž Glavač
We have all visited a web site and noticed an information that we could
improve or add. With this action, we would upgrade the informational value
of the site, so other visitors would be presented with better information. This
functionality is offered on the well-known Wikipedia website. The operation
of adding or improving an existing part of information, is known as input of
a proposal. The proposal, new or derived from an existing source, is then put
into a review stage. In this stage, there are three valid operations that users
can do on the entry: edit, accept or reject. Editing can be done by anyone,
while the last two operations can be executed only by the site administrator.
This is a very generalized presentation of how wiki entries are generated and
handled.
In this diploma thesis, we have developed a plugin for web applications
that are built in the Django framework. The plugin enables anonymous user
to view entries in the database and perform two operations on them. Create
new entry or update an existing one. Original entries stay intact to prevent
false information. All the new entries from anonymous users are then visible
to administrators of the site. Administrators can approve the requested entry
or decline it. Before approving it the administrator can update and fix the
information in the entry.




V diplomski nalog smo razvili vtičnik za ogrodje Django, ki tudi anonimnim
uporabnikom omogoča enostavno spreminjanje vnosov v podatkovni bazi. Na
primer, uporabnik, ki obǐsče spletno stran in meni, da lahko doda ali izbolǰsa
vnose, lahko spremeni vnos in s tem oblikuje vnos, ki čaka na potrditev
administratorja strani. Ko administrator strani opazi nov predlog vnosa ali
predlog spremembe vnosa, predlog preveri ter ga nato zavrne ali sprejme.
Takšen postopek izbolǰsevanja obstoječih informacij in dodajanja novih
bi lahko uporabljale turistične organizacije, ki menijo, da bi javnost lahko
izbolǰsala njihov trenutni izbor informacij. Na miselnem vzorcu na sliki 1.1
lahko vidimo grafično predstavitev celotnega koncepta vtičnika.
1.1 Obstoječi sistemi
Obstoječi sistemi ali vtičnik za spletne aplikacije, ki so zgrajene z orodjem
Django, ne obstajajo. Zato je to prvi vtičnik te vrste, ki uporabljajo obstoječo
administrativno ploščo. Ideja o tem, kako bo vtičnik deloval, smo črpali
iz koncepta delovanja splošnih sistemov za dodajanje predlogov. Takšno
delovanje je opisano na spletni strani “How Wikis Work” [5].
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Slika 1.1: Miselni vzorec vtičnika.
1.2 Cilji
Glavni cilj diplomskega dela je razviti vtičnik, ki bo lahko vgrajen v kate-
rokoli spletno aplikacijo Django. Vtičnik bo omogočal uporabniku prijazno
vnašanje novih in spreminjanje obstoječih vnosov v podatkovni bazi. Na
drugi strani pa omogočil skupini administratorjev spletne strani, da te pre-
dloge pregledajo in jih zavrnejo ali sprejmejo. Glavna ciljna publika so turi-
stične spletne aplikacije, ker lahko, z implementacijo vtičnika, širša javnost
veliko doprinese k že obstoječim vnosom v podatkovni bazi. Z razvojem tega
vtičnika bi omogočil, da razvijalec prepusti anonimnemu uporabniku dostop
do podatkov vendar brez skrbi, da bi podatke v kakršnikoli meri uničil. Lahko
jih kvečjemu izbolǰsa ali doda. S tem bi povǐsal informacijsko vrednost sple-




Predstavili bomo programerske metode, vzorce in pa orodja, ki smo jih upo-
rabljali med razvojem in so mi v veliki meri olaǰsala razvoj in fleksibilnost
med razvijalnimi okolji.
2.1 Docker
Orodje Docker [9] je med programerji že kar vpeljana praksa in to z do-
brim razlogom. Orodje omogoča razvoj kakršnih okoli aplikacij neodvisno
od sistema, na katerem programer razvija. Programer lahko eksplicitno pove
kakšno okolje aplikacija zahteva in ravno takšno okolje se mu bo postavilo.
Ne glede na to ali kdaj se postavi okolje Docker bo le-to vedno isto, kar
omogoča bolj neodvisen razvoj in popoln nadzor nad okoljem.
Vtičnik smo razvili v okolju Docker zato, ker smo razvijali na različnih
računalnikih (kar pomeni da so bili sistemi posledično različni). Docker je v





Git je še eno orodje, ki se je uveljavilo kot standard [7]. Git ponuja oddaljeno
shrambo programske kode in zelo podrobno kontrolo nad verzijami kode.
Git omogoča kreiranje več vej razvoja, na katerih lahko programer razvije
novo funkcionalnost na aplikaciji neodvisno od glavne kode. Nato lahko te
spremembe uveljavi in njegova koda je premaknjena na glavno vejo razvoja.
Med razvojem smo ustvarili več vej, na katerih smo razvijali različne
funkcionalnosti vtičnika in reševali najdene hrošče. S tem smo vedeli, kaj
smo nazadnje razvili in se lahko kadarkoli vrnili na preǰsnjo verzijo, če smo
ugotovili napake.
2.3 Predstavitev ogrodja Django
Vse več dinamičnih spletnih strani oziroma spletnih aplikacij se oblikuje z
uporabo modernih, visoko prilagodljivih ogrodij. Orodja omogočajo izdelavo
spletnih strani ali aplikacij, ki so zelo prilagojene naročnikovim zahtevam
in funkcionalnostim. Eno najbolj popularnih ogrodji za izdelavo tovrstnih
spletnih strani je Django. Ravno to ogrodje je bilo zasnovano z namenom,
da programerju pusti proste roke pri kreiranju logičnega in vizualnega dela
strani. Pred množično migracijo na takšno vrsto oblikovanja spletnih strani,
je večina ogrodji za izdelavo bila osredotočena izključno na zgled in ne toliko
na operacije, ki so v ozadju zadolžene za komunikacijo s podatkovno bazo in
operacijami nad pridobljenimi podatki.
Ogrodje Django je zasnovano po vzorcu model-pogled-nadzornik (kontro-
ler) [8, 1]. Model predstavlja podatkovno bazo, kjer se shranjujejo podatki za
prikaz uporabniku, uporabnǐske račune in kakršnekoli druge entitete. Enti-
teta predstavlja vnos v podatkovni bazi. Pogled je vizualna predstavitev sple-
tne strani, ki prikazuje podatke iz podatkovne baze. Django omogoča obli-
kovanje prilagodljivih in dinamičnih predlog, ki ponujajo vpogled v podatke
pridobljene iz podatkovne baze. Podatki pa so pogledu oziroma predlogi
poslani iz strani nadzornika. Nadzornik skrbi za pridobivanje podatkov iz
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podatkovne baze, nad njimi izvaja logične operacije in procesira uporabnǐske
vnose. Zadolžen je za pridobivanje, posodabljanje in kreiranje novih entitet
(na kratko, manipulacija z entitetami).
Vzorec, ki omogoča učinkovitost in varnost, in njegova uporaba v Django
sta skupaj ustvarila zelo zanesljivo ogrodje, ki ga za izgradnjo spletnih apli-
kacij oziroma strani izbira vedno več programerjev. Popularnost ogrodja
Django je narasla tudi zaradi zelo velike skupnosti, ki konstantno odpravlja
najdene napake in dodaja nove funkcionalnosti. Še vedno pa kljub temu pusti
programerjem proste roke pri ustvarjanju. Zelo se je razvila tudi skupnost,
kjer programerji sami napǐsejo vtičnike, ki razširijo funkcionalnost osnovnega
delovanja aplikacije. Tovrstni vtičniki so dostopni na uradni spletni strani.
2.4 Administrativna plošča Django
Projekt Django je sestavljen iz ene glavne aplikacije, kjer se shranijo in na-
stavijo vse nastavitve za druge podrejene aplikacije. Poleg glavne aplikacije
lahko programer ustvari poljubno mnogo aplikacij. Vsaka od teh aplikacij
ima svojo predstavitev modelov, poglede in svojega nadzornika. Posamezne
aplikacije so popolnoma neodvisne ena od druge, vendar lahko komunicirajo
med sabo in izmenjujejo podatke. Poleg vseh aplikacij pa pride vsak pro-
jekt Django s pripravljeno administrativno ploščo. Namen te je predstavitev
podatkovne baze administratorjem spletne strani. Omogoča pregled, spremi-
njanje, dodajanje in odstranjevanje vnosov. Programer, ki oblikuje spletno
stran v ogrodju Django, nastavi kateri modeli in kateri stolpci posameznih
modelov bodo prikazani v administrativni plošči. Administrativna plošča
je dostopna samo administratorju spletne strani. Ustvari se lahko poljubno
mnogo uporabnikov, ki lahko nato z določenimi pravicami vidijo posamezne
modele in entitete [3]
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2.5 Aplikacije za večkratno uporabo
Ravno delitev na manǰse neodvisne aplikacije, programerju ponudi možnost
oblikovanja aplikacij, ki jih lahko večkrat uporabi. Če si zamislimo dva pro-
jekta z imeni Podjetje1 in Podjetje2. Oba projekta zahtevata možnost evi-
dence uporabnikov. Zato lahko najprej znotraj projekta Podjetje1 obliku-
jemo neodvisno aplikacijo, ki skrbi za overitev, oblikovanje in nadzorovanje
uporabnǐskih računov, poimenovana auth. Ko smo prepričani, da aplikacija
deluje pravilno in dosega vse zahteve, lahko aplikacijo auth preprosto kopi-
rano iz projekta Podjetje1 v Podjetje2 in s tem v ta projekt dodamo identično
funkcionalnost, vendar še vedno neodvisno od druge. Oblikovala se bosta dva
modela, ki bosta skrbela vsak za uporabnike iz svojega projekta.
Skupnost nenehno razvija nove aplikacije in jih pakira v pakete za po-
novno uporabno v drugih projektih. Ti paketi so dostopni na spletu in
velikokrat tudi odprtokodni. Odprtokodnost poskrbi, da so paketi dovolj
zanesljivi tudi za uporabo v bolj kompliciranih projektih. Še en pokazatelj,
da je skupnost zelo povezana in zagotovo prisotna je, da se paketi kritizirajo,
izbolǰsujejo in predstavljajo. Ravno zato, da je lahko vsak paket čim bolj in
večkrat uporabljen. Uporaba takšnih paketov olaǰsa razvoj aplikacij. O tem
govori še en programerski vzorec imenovan ponovna uporaba.
2.6 Vtičnik kot aplikacija
Vtičnik oziroma aplikacijo smo želeli zapakirati v paket in ga naložiti na
portal, kjer ga bodo lahko drugi našli, pregledali, kritizirali in na koncu
tudi uporabili. Vtičnik, ki smo ga razvili omogoča razširjanje projekta na
zelo podoben način. Razlika je samo v tem, da je naš vtičnik oblikovan za
razširjanje administrativne plošče projekta. Vtičnik je lahko dodan poljub-
nemu projektu. Oblikovan je tako, da od programerja zahteva minimalen
napor za njegovo vgraditev v projekt. Vtičnik v vsak model aplikacije doda
še en stolpec in oblikuje ustreznega anonimnega uporabnika. Zakaj je to




V tem poglavju je opisan koncept implementacije, kar je bil prvi korak v
izdelavi vtičnika. Opisane so predpostavke, omejitve in drugi potrebni členi,
ki so nujni za pravilno delovanje vtičnika. Vtičnik je oblikovan za uporabo v
kateremkoli projektu Django. Zasnovan je tako, da od uporabnika oziroma
programerja, ki ga bo vdeloval v svoj projekt, zahteva čim manj operacij
in modifikacij že obstoječe programerske kode. Za razumevanje uporabe
vtičnika bo poskrbela tudi dokumentacija v poglavju 5.
3.1 Tipi vnosov v podatkovni bazi
V podatkovni bazi sta shranjeni dve skupini vnosov: originalni vnosi in pre-
dlogi vnosov. Obema skupinama smo vnaprej dodelili naslednje lastnosti:
• Predlog vnosa je lahko izpeljan iz originalnega vnosa ali oblikovan na
novo.




• Predlogi vnosov niso preverjeni, zato se jih naj ne bi uporabljajo na
javni strani.
• Razlikovanje med tema dvema skupinama vnosov je s pomočjo doda-
tnega stolpca (wiki id).
• Iz vsakega originalnega vnosa se lahko ustvari samo en predlog. Iz
predloga, pa se ne ustvari še več predlogov.
• Originalni vnos, ki ima prisoten predlog vnosa, lahko posledično ime-
nujemo starš, predlog pa otrok tega originalnega vnosa.
• Če ima originalni vnos izpeljan predlog, je kakršnokoli urejanje origi-
nalnega vnosa blokirano. Ta omejitev se sprosti, ko njegov otrok ni več
prisoten.
3.2 Uporabniki in skupine
Nove predloge lahko ustvarja kdorkoli, ki obǐsče spletno stran. Za takšen
dostop ni potrebnega nobenega uporabnǐskega imena ali gesla. Takšen do-
stop obiskovalca uvrsti v anonimno skupino in ga prijavi kot anonimnega
uporabnika.
Anonimni uporabnik oziroma uporabnik, ki spada v skupino anonimnih
uporabnikov, ima naslednje lastnosti:
• Za prijavo ne potrebuje uporabnǐskega imena in gesla.
• Lahko dodaja, spreminja in shranjuje predloge vnosov. Te operacije so
razložene v naslednjem poglavju.
• Ne more brisati obstoječih, originalnih vnosov v podatkovni bazi.
• Dostopa lahko samo do podatkov iz tistih aplikacij, do katerih ima
dovoljenje odobreno iz strani administratorja.
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Administrator strani ima na voljo več operacij, nosi pa tudi večjo odgo-
vornost. Lastnosti administratorja so:
• Za prijavo potrebuje uporabnǐsko ime in geslo.
• Njegova naloga je nadzirati predloge, ki so bili vneseni iz strani anoni-
mnih uporabnikov.
• Dovoljene so mu splošne operacije dodajanja, brisanja in spreminjanja
kateregakoli vnosa.
• Dodani sta mu še dve operaciji, ki sta specifični za ta vtičnik. To je
potrjevanje in zavračanje predloga.
• Če se odloči za potrditev predloga, ga lahko pred tem tudi uredi.
3.3 Operacije
Predlogi vnosov v bazi imajo še tri dodatne operacije:
• Posodabljanje. Polja vnosa se spremenijo, kot je to zahtevano, vendar
se ne ustvari nov vnos.
• Zavrnitev. Vnos se izbrǐse in staršu se ponastavi vrednost polja wiki id.
• Potrditev. Informacije iz polj predloga, se prepǐsejo v starša. Predlog
se na koncu izbrǐse.
Operacijo posodabljanja lahko izvede samo anonimni uporabnik, druge dve
pa samo administrator strani. Če administrator želi še zadnjič urediti predlog
vnosa pred potrditvijo, lahko to stori na privzetem obrazcu. Ko bo kliknil na
gumb “potrdi,” se bodo najprej posodobile trenutne spremembe v predlogu
in nato se bodo polja predloga prepisala na mesto starša.
10 Aljaž Glavač
3.4 Dodaten stolpec - wiki id
Za razlikovanje med originalnimi vnosi in predlogi vnosov, ki jih vnese anoni-
mni uporabnik, uporabimo stolpec wiki id. Stolpec je dodan v vsako tabelo,
kjer želimo imeti možnost dodajanja predlogov. Ta je celoštevilske oblike ali
brez vrednosti, None. Vrednosti stolpca so nenegativne. Odločili smo se za
takšen pristop, saj je definitivno bolj prijazen kot pa, da bi ustvaril še eno
podatkovno bazo za shranjevanje samo teh novih predlogov vnosov, ki so v
stanju čakanja na pregled. Glede na vrednosti wiki id se določa stanje vnosa.
Stolpec wiki id ima naslednje lastnosti:
• Originalni vnosi, ki nimajo otroka oziroma iz njih ni bil izpeljan predlog,
imajo vrednost wiki id stolpca enako vrednosti primarnega ključa tega
vnosa.
• Če je vrednost wiki id različna od svojega primarnega ključa, pomeni,
da je vnos predlog, da je izpeljan iz originalnega vnosa in mora biti
pregledan. V tem primeru je vrednost wiki id -ja nastavljena na vre-
dnost primarnega ključa starša, iz katerega je bil predlog izpeljan. S
pomočjo te vrednosti ima vsak predlog referenco na svojega starša. Ob
potrditvi lahko s pomočjo te vrednosti v konstantnem času vemo iz
katerega originalnega vnosa je predlog izpeljan in vemo, kam moramo
zapisati spremembe. S prepisovanjem originalnega vnosa s podatki iz
izpeljanega vnosa poskrbimo, da se primarni ključi originalnih vnosov
ne spreminjajo in se vrednosti ključev ne večajo po nepotrebnem.
• Ostala je samo še ena vrednost, ki jo lahko zavzame wiki id, to je None
(brez vrednosti). Takšno vrednost dobi predlog objekta, ki je ustvarjen
na novo, in tako vemo, da se predlog ne nanaša na nobenega od ori-
ginalnih vnosov. To je pomembno ob dogodku potrditve predloga, saj
ni potrebno prepisovati informacij ampak samo shranimo vnos in po-
sodobimo vrednost wiki id na vrednosti primarnega ključa tega vnosa.
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Implementacija vtičnika
V tem poglavju bomo najprej opisali vpis dveh skupin uporabnikov in pred-
stavili različne poglede, ki so jim na voljo. Nato pa bomo opisali še dodajanja
predloga in posledično zavrnitev ali potrditev tega predloga.
4.1 Vpis uporabnika in različni pogledi
Vtičnik deli vse uporabnike administrativne plošče na dve skupini, kot je to
opisano v drugem poglavju, koncept implementacije. Zato se posledično tudi
za prijavo obeh skupin uporabljata različni metodi prijave.
4.1.1 Administrator
Ko do administrativne plošče dostopa pooblaščeni administrator, je od njega
zahtevano uporabnǐsko ime in geslo. Do strani vodi podnaslov /admin. Ob
pravilnem vnosu uporabnǐskega imena in gesla se administrator vpǐse v svoj
račun in prikaže se mu začetna administrativna stran. Vtičnik omogoča
avtomatsko kreiranje administratorjev za posamezne tabele v podatkovni
bazi, na katere je dodan ta vtičnik. Seveda obstaja tudi glavni administrator,
ki ima na voljo vpogled v vse tabele, ki so kreirane znotraj podatkovne baze.
Vsak administrator posamezne tabele ima možnost vpogleda le v tabelo,
ki mu je bila dodeljena. Enako velja za upravljanje z uporabniki sistema.
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Samo glavni administrator ima možnost operiranja z uporabnǐskimi računi,
skupinami in pravicami.
Razlaga za takšno določitev je sledeča. Ustvarimo si namǐsljen turistični
projekt, ki ima v svoji bazi shranjene znamenitosti. V projekt se doda vtičnik
wiki, s tem se omogoči dodajanje predlogov in dostop anonimnega uporab-
nika. Seveda pa se poleg tega uporabnika ustvari tudi še en administratorski
račun, katerega se preda turističnim centrom. Njihova naloga je pregledova-
nje predlogov in skrb za dodajanje novih znamenitosti. Nočemo, da turistični
delavec upravlja z drugimi uporabnǐskimi računi, ustvarja svoje in spremin-
ja pravice. Zato je potrebno kreiranje administratorskega računa za vsako
posamezno tabelo v bazi.
Predlogi, ki jih je ustvaril anonimni uporabnik, morajo biti vidni admi-
nistratorju. Zato se na naslovu strani prikaže dinamičen seznam trenutnih
predlogov. Seznam je viden samo uporabnikom, ki so v administrativni sku-
pini. Element v seznamu je sestavljen iz imena predloga (kar je nastavljeno,
da vrne reprezentativna funkcija) in tabele, v kateri predlog obstaja. Do-
datna informacija o tabeli je podana zato, ker je lahko en administrator
nadzornik več tabel oz. je zadolžen za pregled, zavračanje in potrjevanje
predlogov v več tabelah. S to informacijo administrator že vnaprej ve v
kakšnem kontekstu je predlog, ki ga bo pregledal. Vsak element v seznamu
je povezan na spletno stran, kjer se lahko predlog pregleda in nato zavrne
ali sprejeme. Seznam poskrbi, da se novi predlogi pojavijo takoj na naslovni
strani in so v čim kraǰsem času vzeti pod drobnogled.
4.1.2 Anonimni uporabnik
Prijava oziroma dostop anonimnega uporabnika do strani se začne s tem, da
obǐsče podnaslov /wiki. S tem se izvede avtomatska prijava v glavnega ano-
nimnega uporabnika. Glavni anonimni uporabnik ima dostop do vseh tabel
znotraj vseh aplikacij, ki uporabljajo vtičnik. Tudi tu, podobno kot je to obli-
kovano pri administratorjih, je dodan še en nivo anonimnih instanc. To so
anonimni uporabniki posameznih aplikacij. Do njih lahko dostopamo preko
Diplomska naloga 13
podnaslova /wiki-[aplikacija]. Ob odpiranju te strani nas vpǐse v uporabnika,
ki ima dovoljenja za izvajanje operacij wiki samo nad tabelami, ki so posta-
vljene znotraj omenjene aplikacije (aplikacije v podnaslovu). Anonimni upo-
rabnik nima možnost vpogleda v skupine, dovoljenja ali druge uporabnǐske
račune. Seznam, ki je v pomoč administratorjem za lažje prepoznavanje
predlogov, anonimnim uporabnikom ni na voljo. Vsi anonimni uporabniki se
prijavijo v spletno stran z istim računom. Na srečno v ozadju ogrodje Django
omogoča prijavo več uporabnikov z istim računom ob istem času. Zato tudi
ob večjem številu anonimnih obiskov hkrati, ne bo prihajalo do problemov in
napak v delovanju vtičnika. Pogled anonimnega uporabnika je zelo skromen
in mu ne ponuja veliko informacij. Dodatne informacije za prikaz lahko pro-
gramer doda naknadno preko vtičnika. Uporaba vtičnika tako ne preprečuje
dodajanje novih funkcionalnosti, razširitev ali prilagoditev administrativne
plošče. Seveda ima uporaba vtičnika svoje omejitve, ki jih bomo opisal in
izpostavil v četrtem poglavju.
4.2 Prikaz gumbov oziroma dovoljenih
operacij
Vtičnik preoblikuje privzet pogled gumbov, ki so na voljo na strani za spre-
minjanje posameznega vnosa v podatkovni bazi. Do te strani lahko pride
tako anonimni uporabnik kot tudi administrator. Najprej iz seznama vseh
tabele razbere, za katero aplikacijo si želi ogledati vnose. Nato, s klikom na
ime tabel, odpre tabelarni pogled izbrane tabele. Vsaka vrstica v tem prikazu
predstavlja en vnos v tabeli. S klikom na vnos se odpre spletna stran za spre-
minjanje vnosa. Če se uporabnik odloči, da želi dodati nov vnos v izbrano
tabelo, mu to omogoča gumb z ikono plus v zgornjem desnem kotu strani, ko
odpre tabelarični pogled. Polja vnosa so pri vseh instancah uporabnikov in
ne glede na tip vnosa (ali je originalen predlog ali predlog izpeljan iz origi-
nala). Spreminjajo se gumbi z operacijami, ki so prikazani na koncu strani.
Prikaz gumbov je lahko v petih različnih situacijah, glede na tip vnosa in
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uporabnika, ki ogleduje vnos.
Spodaj je besedna in grafična predstavitev različnih prikazov oziroma
pogledov. Vsaki operaciji je dodeljen en gumb. Vsak gumb na posameznem
pogledu omogoča uporabniku, da izvrši predpisano operacijo nad vnosom, ki
si ga ogleduje.
Anonimni uporabnik:
• Vnos je originalen, preverjen, iz njega ni izpeljan predlog. Na
voljo so mu gumbi oziroma operacije:
∗ Dodaj predlog.
• Vnos je predlog, ima starša, iz katerega je izpeljan. Na voljo so
mu gumbi oziroma operacije:
∗ Shrani.
Administrator strani:
• Vnos je originalen, preverjen, iz njega ni izpeljan predlog. Na
voljo so mu gumbi oziroma operacije:
∗ Shrani spremembe.
∗ Shrani in urejaj naprej.
∗ Shrani in dodaj še enega.




Anonimni ali administrator. Vnos je preverjen, vendar ima obstoječ
izpeljan predlog:
∗ Na voljo je gum nazaj, ki uporabnika vrne na tabelarični pogled.
∗ Dodatno je prikazano statusno sporočilo, ki uporabniku pove, da
je iz tega objekta že bil izpeljan predlog, ki čaka na pregled.
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Za razlikovanje med različnimi situacijami nam pomaga zelo dobra funk-
cionalnost ogrodja Django, to je ustvarjanje poljubnih značk template. To
so funkcije Python, ki jih lahko naslavljamo iz konteksta html. To je ena od
posebnih in zelo uporabnih funkcionalnosti ogrodja Django. Ustvarimo lahko
poljubno število značk template (templatetags), ki jih registriramo na spletni
strani in jih nato s posebno sintakso kličemo. Podajamo lahko argumente
in funkcije med seboj vežemo v cevovod. Za potrebe našega vtičnika smo
ustvarili nekaj dodatnih značk template. Značke so dveh glavnih tipov. Prvi
tip značk omogoča pregledovanje ali uporabnik, ki obiskuje stran, pripada
določeni skupini. Drugi tip pa omogoča ugotavljanje tipa predloga, ki je
prikazan, in drugih lastnosti, ki jih ima lahko izpeljan predlog.
Prva skupina značk za svoje delovanje zahteva dva argumenta. Prvi ar-
gument je uporabnik, ki je trenutno prijavljen, drugi pa ime skupine (kot niz
znakov), za katero želimo ugotoviti pripadnost prej omenjenega uporabnika.
Oba argumenta se pošljeta na zaledje ogrodja Django, kjer operacije prever-
janja izvede skripta Python. Funkcija in zaporedje ukazov v skripti nastavijo
vrednost značke v html na vrednost True ali False. Vrednost nato upora-
bimo v pogojnih stavkih znotraj kode html, kar je še ena odlična dodatna
funkcionalnost čelnega dela Django. S kombinacijo značk template in po-
gojnih stavkov lahko naredimo zares dinamične spletne strani. Izgled strani
se prilagaja glede na to, katere podatke je pogled (view) vrnil (poslal) temi
(template). Podatki so v obliki slovarja. S pomočjo značk tema sprocesira
podatke in jih prikaže. Django nam poleg pogojnih stavkov omogoča tudi
iteracije oziroma zanke. Te so bile uporabljene v prej opisanem seznamu
predlogov, ki čakajo na pregled, ki je prikazan na naslovni strani admini-
strativnega pogleda. V primeru prikaza omenjenega seznama predlogov, od
pogleda v ozadju pridobimo preprosto tabelo vseh predlogov, ki so znotraj
podatkovne baze. Nato za vsak element v seznamu oblikujemo novo po-
vezavo, ki se prikaže administratorju. Vsaka posamezna povezava, vodi do
strani za pregledovanje oziroma urejanje predloga. Druga skupina značk
skrbi za ugotavljanje lastnosti, ki se tičejo ogledovanega vnosa in njegovega
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razmerja v kontekstu wiki. V kontekst wiki spada ugotavljanje, ali je vnos
predlog ali je originalen, če je originalen ali je iz njega izpeljan predlog. In
najbolj zahtevna značka, ki pregleduje ali ima vnos v podatkovni bazi priso-
ten tuji ključ, ki kaže nanj. To je bila ena od bolj zahtevnih operacij, saj se
mora operacija izvesti v čim kraǰsem času, da ne bi uporaba vtičnika imela
preveliko težo. Kratka razlaga in pojasnilo, zakaj je ta značka predstavljala
največ težav, sta podani v četrtem poglavju.
4.3 Specifične operacije
Vtičnik, poleg operacije shranjevanja oziroma posodabljanja vnosa, doda še
tri operacije. To so dodajanje predloga, zavračanje in sprejemanje. Vse tri
dodatne operacije so izpeljane iz izvorne operacije za shranjevanje. Dodano
jim je specifično dodeljevanje vrednosti stolpca wiki id, glede na tip vnosa in
uporabnika, ki je operacijo sprožil.
Najprej bomo opisali potek operacije dodajanje predloga oziroma izpelje-
vanje predloga iz že preverjenega vnosa. Nato pa še zavračanje in sprejemanje
oziroma odobritev predloga.
4.3.1 Dodajanje predloga
Gumb za izvajanje operacije dodajanja predloga se pojavi v primeru, če je
uporabnik, ki ima odprto stran, iz skupine anonimnih uporabnikov in če
vnos, ki si ga ogleduje, nima že izpeljanega predloga. Prvi pogoj preverimo z
značko template, ki je bila opisana zgoraj. Na strani html najprej preverimo
ali je uporabnik v skupini anonimnih uporabnikov. Če je, potem se preveri tip
trenutnega vnosa, ki je prikazan. V primeru, da vnos izpolnjuje dva pogoja
- vnos je preverjen/originalen in nima nobenega otroka, to je, iz njega ni
izpeljanega nobenega predloga - se prikaže gumb za dodajanje predloga.
Ko anonimni uporabnik doda novo informacijo oziroma izpopolni ob-
stoječo in klikne na gumb, se v ozadju izvrši operacija dodajanja predloga v
stanje za pregled iz strani administratorja. Podrobneje, ustvari se kopija ori-
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ginalnega objekta, pri čemer se originalen objekt ne posodobi ampak ostane
popolno enak kot je bil na začetku. Posodobi se polje wiki id, ki sedaj kaže
ne svojega starša. S pomočjo te vrednosti lahko kasneje v konstantnem času
dostopamo do starševega objekta. To je pomembno pri operaciji sprejemanja
oziroma potrjevanja predloga.
Vtičnik omogoča dodajanje tudi popolnoma novih predlogov. To so pre-
dlogi, ki nimajo starša oziroma niso izpeljani iz nobenega vnos. Takšni pre-
dlogi se ob dodajanju obravnavajo popolnoma isto kot ostali, edino njihova
vrednost wiki id stolpca je drugačna, nastavljena je na None, brez vrednosti.
Informacija bo uporabna pri operaciji potrjevanja predloga. Grafični prikaz
poteka dodajanja predloga je lahko razviden na sliki 4.1.
Slika 4.1: Potek dodajanja predloga.
4.3.2 Zavračanje in sprejemanje predloga
Ko anonimni uporabnik doda nov predlog in se njegovo stanje spremeni v
stanje čakanja na pregled, se spremeni tudi pogled gumbov. To so gumbi, ki
jih administrator vidi, ko odpre stran za urejanje vnosa. Na voljo ima dve
operaciji: zavrni in sprejmi. Administrator ima na voljo samo ta dva gumba.
Anonimni uporabnik, ki odpre stran za urejanje, ima na voljo klasične ope-
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racije za shranjevanje oziroma posodabljanje vnosa. Najprej bomo opisali
operacijo in potek zavrnitve vnosa nato pa še sprejemanje.
Zavračanje je zagotovo bolj preprosta operacija kot pa sprejemanje. Ko
administrator klikne na gumb zavrni, se v ozadju vnos izbrǐse in admini-
strator je preusmerjen na tabelarični pogled vseh vnosov v tabeli. Vendar
opisan postopek velja le, če administrator zavrača predlog, ki nima nobenega
tujega ključa oziroma noben drugi vnos ne kaže nanj. Če imamo med dvema
tabelama znotraj aplikacije vzpostavljeno relacijo, se proces zavračanja za-
komplicira, saj Django ne dovoli izbrisati glavnega objekta, če na tega kažejo
drugi objekti. Zaradi tega imamo dve različici poteka brisanja predloga.
Če je predlog iz tabele, ki nima nobene relacije, je potek brisanja takšen,
kot smo ga že opisali. Predlog se preprosto izbrǐse iz podatkovne baze. Če
pa je predlog objekt iz tabele, ki ima relacijo, in vnosi kažejo na vnose iz
druge tabele, moramo dodatno preveriti nekaj stvari. Najprej moramo najti
vse tovrstne objekte in jih zaporedoma izbrisati. Ko na glavni objekt ne
kaže noben drugi objekti, lahko zbrǐsemo glavni objekt. Potek zavračanja je
prikazan na sliki 4.2.
Slika 4.2: Potek zavračanja predloga.
Druga operacija je potrjevanje predloga. Ko se administrator prepriča, da
so informacije v predlogu vredne zaupanja in izbolǰsajo original, z operacijo
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potrjevanja nadomesti original z vsebino predloga. Tukaj postane dodaten
stolpec wiki id smiseln. Ko znotraj funkcije, ki skrbi za potrjevanje predloga
dobimo predlog, katerega želimo uveljaviti, se najprej v tabeli poǐsče objekt,
ki ima primarni ključ enak vrednosti stolpca wiki id predloga. Tako dobimo
starša predloga, oziroma vnos, iz katerega je bil predlog izpeljan. Po tem ko-
raku imamo oba vnosa, originalnega in predlog, katerega informacije oziroma
polja se bodo prepisala v vnos njegovega starša. Naslednji korak je enostavna
zanka po vseh poljih predloga. Ker imajo polja predloga enaka imena kot
polja originalnega predloga, lahko z vgrajeno funkcijo Python setattr()
nastavimo točno določeno polje podanega objekta na specifično vrednost.
Ekvivalent tega ukaza je objekt.ključ = vrednost. Znotraj zanke kopi-
ram vrednosti polj predloga na istoimenska polja originala. Edini dve polji,
ki jih ne posodobimo sta id in wiki id. Vrednost id ne posodobimo, ker
drugače bi imel v bazi dva vnosa z istim primarnim ključem, kar pa tako ali
tako ni dovoljeno. Drugi, lažji pristop bi bilo enostavno brisanje original-
nega vnosa ter posodabljanje vrednosti wiki id, vendar smo hoteli ohraniti
vrednosti primarnih ključev. Na koncu prepisovanja vseh polji, posodobimo
še stolpec wiki id. Nastavimo ga na vrednosti primarnega ključa originala.
S tem vtičniku povemo, da vnos nima otroka oziroma predloga, ki bi bil
izpeljan iz njega.
Pri opisu poteka dodajanja predloga je lahko vrednost stolpca wiki id
tudi brez vrednostni, (None). Takšen predlog nima starševega vnosa oziroma
ni izpeljan iz nobenega vnosa. V tem primeru ni potrebno prepisovati polj
ali kakršnihkoli drugih operacij. Potrebno je le nastaviti vrednosti stolpca
wiki id na vrednost primernega ključa in postopek je zaključen. Diagram
poteka potrditve iz strani administratorja in kaj se v tem primeru dogaja z
entitetami v bazi je prikazan na sliki 4.3.
Dodaten korak je potreben pri potrjevanju predloga, ki ima pod seboj še
druge predloge, ki so bili nanj povezani preko tujega primarnega ključa in
je bil na administrativni plošči prikazan v načinu ’inline’. To je pogled, ki
omogoča prikazovanje glavnega objekta in pod njim še vse ostale objekte,
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Slika 4.3: Potek potrditve predloga.
ki kažejo na ta glavni objekt. V tem primeru, ko je administrator potrdil
predlog, moramo poleg glavnega predloga potrditi tudi še vse ostale, ki so
bili prikazani pod njim. Ogrodje Django v ozadju najprej kliče funkcijo, ki se
navezuje na glavni objekt, in nato drugo funkcijo, katera kot argument dobi
seznam vseh podrejenih objektov. Ker so bile to drugačne ločene funkcije,
smo si morali zapomniti primarni ključ glavnega objekta. Tega smo potre-
bovali pri potrjevanju podrejenih objektov, saj smo morali pravilno nastaviti
referenco preko primarnega ključa. Problem smo rešil tako da, ko dobimo
glavni predlog, v shrambo trenutnega zahtevka http shranimo primarni ključ
objekta. Nato opravi prej opisan proces potrditve predloga. Nato se pokliče
funkcija, ki skrbi za obravnavo podrejenih objektov. Najprej za predlog naj-
demo preko katerega polja je v relaciji, poǐsčemo, katero polje vsebuje tuji
ključ. Vrednost tega polja nastavimo na vrednost primarnega ključa, ki je v
shrambi trenutnega zahtevka. Zaporedje ukazov ponovimo za vse objekte, ki
jih dobimo v seznamu. To so vsi objekti, ki so povezani z glavnim objektom.
Z zaporedjem vseh opisanih korakov za različne primere predlogov opra-
vimo zavračanje in sprejemanje predloga. Vse operacije, ki se zgodijo po
uspešno opravljenih opisanih korakih, bomo opisal v naslednjem poglavju.
Opisali bomo tudi omejitve, ki smo jih morali upoštevati pri vseh implemen-
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tiranih operacijah wiki. Prikaz zelo posplošenega stanja v izmǐsljeni tabeli je
razviden na sliki 4.4.
Slika 4.4: Posplošena tabela znotraj aplikacije Django.
4.4 Sistem za prikaz obvestil uporabniku
Za prijazno uporabnǐsko izkušnjo smo spremenili že vgrajen sistem za pri-
kazovanje statusnih obvestil. Pred tem je uporabnik, ki je urejal objekte
v administrativni plošči, dobil statusna obvestila ob kreiranju, urejanju in
brisanju vnosov. To so bila statusna sporočila, ki so se prikazala pod glavo
administrativne strani.
4.4.1 Statusna obvestila
Za potrebne vtičnika smo želeli dodati tri nove tipe sporočil. To so sporočila,
ki se prikažejo, ko uporabnik opravi eno od operacij wiki. Zato imamo toliko
novih tipov sporočil, kot je novih operacij.
Prvi tip sporočil se sproži, ko anonimni uporabnik doda nov predlog.
Predlog je lahko izpeljan iz že potrjenega vnosa ali pa dodan čisto na novo.
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V tem primeru se prikaže sporočilo, ki anonimnemu uporabniku sporoči, da
je v stanje pregleda dodal nov predlog. Sporočilo je obarvano nežne modre
barve, kar uporabniku ne poda dodatne vizualne informacijske vrednosti.
Druga dva tipa sporočil, se lahko prikažeta samo administratorju strani,
saj sta vezana na ključni dve operaciji, ki sta dovoljene samo administrator-
jem. Prva operacija je zavračanje predloga, ki sproži pojavitev sporočila o
zavrnitvi predloga. Statusni pas, na katerem se prikaže sporočilo, je v tem
primeru rdeče barve, kar ponazarja, da se je nekaj izbrisalo iz podatkovne
baze.
Zadnji tip sporočil se proži pri operaciji potrditve predloga. Tako kot prej
lahko to sporočilo vidijo samo administratorji, ker je operacija potrjevanja
dovoljena samo tej skupini uporabnikov. Sporočilo se prikaže v zelenem pasu.
Uporabniku zelena barva poda dodatno vizualno informacijo o tem, da je
bila operacija potrjevanja predloga uspešna. Seveda se vsa statusna sporočil
prikažejo ali sprožijo, ko je operacija zagotovo uspešno zaključena. S temi
dodatnimi sporočili dobi uporabnik zagotovilo, da se je operacija, ki jo je
opravil, izvedla uspešno.
Z dodatnimi sporočili, smo zagotovili, da bo končni uporabnik operacij
vtičnika zagotovo vedel, kdaj je uspešno opravil katerokoli od dodatnih ope-
racij. Seveda je tukaj še prostora za izbolǰsave vendar smo se raje posvetil
programiranju dobrega jedra vtičnika, kot pa dodatnim vizualnim funkcio-
nalnostim.
4.5 Vrednotenje
Rešitev smo uporabili in ovrednotili na projektu med študentskim delom na
Institutu Jožefa Stefana (IJS). Vtičnik smo uporabljali v spletni aplikaciji, ki
služi kot vir turističnih atrakcij Slovenije, Nemčije in Italije. Hoteli smo širši
javnosti omogočiti dodajanje in pa dopolnjevanje obstoječih vnosov. Vtičnik
se je izkazal kot zelo uporabna rešitev, saj smo veliko število vnosov z manj-
kajočimi podatki hitro dopolnili s pomočjo turističnih delavcev iz različnih
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občin. Večino hroščev smo odpravili med razvojem, ko smo vtičnik testirali.
V veliko pomoč pri odkrivanju hroščev in testiranju pa so bili tudi sami upo-
rabniki, ki so dobili dostop do spletne strani še preden je bila ta do konca
razvita. To, da je vtičnik preprost za uporabo smo izvedeli, ko smo dobili
odziv od začetnih uporabnikov. Kar se pa tiče same preprostosti implemen-
tacije vtičnika v druge aplikacije Django, smo dobil povratno informacijo od
sodelavcev na IJS, ki so vsi menili, da je preprosta in logična. Pri razvoju smo
stremeli k temu, da za vgradnjo vtičnika neprogramer ne potrebuje drugega
kot samo osnovno znanje ogrodja Django.
4.6 Omejitve relacij pri vgradnji vtičnika
Vtičnik v obstoječe tabele v podatkovni bazi doda še en stolpec wiki id, ki
služi za vodenje reference na starša predloga. Iz tega lahko ugotovimo, da so
na najnižjem nivoju vsi predlogi in vnosi shranjeni v isti podatkovni bazi, ki
je sestavljena iz več tabel. Tabel je toliko kolikor jih programer spletne apli-
kacije specificira. V ozadju vsake spletne aplikacije Django je podatkovna
baza, ki je lahko kakršnegakoli tipa (SQL, Postgres, SQLite, ...). Nadpo-
menka za naštete, in tudi večino drugih baz, je relacijska podatkovna baza.
Beseda relacija nam pove, da so lahko tabele v podatkovni bazi med seboj
povezane v relacijo. Na voljo imamo več konfiguracij relacije. Lahko je ena-
proti-ena, ena-proti-mnogo in mnogo-proti-mnogo. Ravno tako nam ogrodje
Django omogoča oblikovanje vseh naštetih relacije med tabelami. Lastnosti
vsake relacije posebej ne bomo razlagali, ker to ni namen tega dela. Ogordje
Django tabele aplikacije definira v datoteki models.py, znotraj te datoteke so
tabele definirane kot razredi. Če je tabela v spletni aplikaciji definirana kot
samostojna tabela brez kakršnihkoli relacij, je obravnava vnosov v takšno
tabelo zelo preprosta. Vse operacije wiki, dodajanje, zavračanje in potr-
jevanje, se nanašajo samo na podan vnos in med operacijo ni potrebe po
spremljanju stanja drugih vnosov. Vendar takoj, ko so dve tabeli v rela-
ciji ena-proti-mnogo, kar pomeni, da so povezne s pomočjo tujega ključa,
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operacije postanejo malo bolj zakomplicirane [6].
4.6.1 Predstavitev problema relacij
Predpostavimo zelo preprost primer relacije ena-proti-mnogo, da si bomo
lažje predstavljali problem, ki ga želimo opisati. Imamo dve tabeli, prva se
imenuje novinarji, druga pa članki. Tabela novinarji shranjuje osebne po-
datke novinarjev, tabela člankov pa posamezne članke z datumom objave.
Med tema tabelama je relacija, ki povezuje avtorja s člankom. En avtor
lahko napǐse mnogo člankov. Iz tega nastane relacija ena-proti-mnogo, vsak
članek ima dodatno polje, tuj ključ, ki kaže na avtorja tega članka. Tuj ključ
je predstavljen kot primarni ključ avtorja, to je pozitivna številka. Vzemimo
najprej pod drobnogled, kaj se zgodi, če anonimni uporabnik iz obstoječega
članka izpelje nov predlog članka. V tem primeru, ker članek ni glavni v rela-
ciji, nanj ne kaže noben tuji ključ, se preprosto ustvari kopija vnosa in nastavi
se vrednost wiki id na vrednost primernega ključa originalnega članka. Za-
vračanje in potrjevanje takšnega predloga ni čisto nič bolj posebno, kot sem
to že opisal v poglavju 3.
Težava nastane, ko imamo zgornjo relacijo dveh tabel in vnosov v tabeli
prikazani na administrativni plošči v načinu ’inline’. V tem primeru se za
vsakega avtorja pod njim prikažejo še članki, ki so povezani nanj preko tu-
jega ključa. To omogoča uporabniku administrativne plošče lažje urejanje,
dodajanje ali brisanje vnosov objektov, ki v relaciji. V tem primeru, ano-
nimni uporabnik kot predlog spremeni vnos avtorja (spremeni njegov opis),
moramo poleg tega objekta obravnavati tudi vse objekte na katere je pove-
zan. Oziroma vse članke, ki kažejo na tega avtorja. Ko anonimni uporabnik
nad tem vnosom opravi operacijo dodajanje predloga, se morajo ustvariti
kopije tudi vseh člankov, ki jih je ta avtor napisal. Najprej moramo ustvariti
kopijo avtorja, poiskati vse članke, narediti kopije člankov, pravilno nastaviti
vrednosti wiki id, prav tako pa tudi vrednosti tujega ključa na novo ustvar-
jenega avtorja. Pri operaciji zavračanja moramo najprej izbrisati vse članke,
ki kažejo na avtorja in šele nato avtorja. To je zato, ker ogrodje Django ne
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dovoli, da bi tuji ključ kazal na objekt, ki ne obstaja. Zadnja operacija, ki
je bila za implementacijo najtežja, je operacija potrjevanja v primeru med
seboj povezanim objektov. Najprej v funkcijo, ki opravlja potrjevanje pre-
dloga, dobimo glavni objekt (avtorja). Informacije tega objekta smo kopirali
v originalni objekt in s tem potrdili ta predlog, vendar je ta objekt še vedno
ime druge predloge (članka), ki so kazali nanj. Zato smo moral v preǰsnji
funkciji shraniti primarni ključ potrjenega objekta, da smo lahko v nasle-
dnjem koraku pravilno nastavili tuje ključe vsem člankom (tako bodo članki
kazali na pravilnega avtorja). Druga funkcija prejme seznam vseh otrok glav-
nega objekta (člankov avtorja). Informacije iz članka smo kopirali v pravilni
staršev članek, iz katerega je bil ta izpeljan, in na koncu še vsakemu članku
nastavili pravilni tuji ključ, ki smo ga v preǰsnjem koraku shranili. S temi
dodatnimi koraki smo uspešno implementirali obdelovanje tudi predlogov, ki
so v relaciji, in so na administrativni plošči prikazani v načinu ’inline’.
Prav to je tudi edina omejitev uporabe vtičnika. Vtičnik wiki lahko upo-
rabimo na tabelah, ki nimajo vzpostavljene nobene relacije ali pa izključno
relacijo ena-proti-mnogo - ker je lahko samo eno polje v tabeli tipa tuji ključ.
S to omejitvijo smo si olaǰsali celotno implementacijo vtičnika. Če bi se
odločili za nadgradnjo podpore vseh relacij, bi zagotovo porabili veliko več
časa za razvoj. Takšno omejitev si lahko privoščimo, saj iz izkušenj vemo, da
je ena-proti-mnogo najbolj uporabljena relacija in da so druge relacije manj
uporabljene. Podobno smo lahko na podlagi izkušenj omejili na ena dovo-
ljeno število polj tipa tuji ključ. Kljub tema dvema omejitvama menimo, da
je vtičnik še vedno uporaben.
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Poglavje 5
Namestitev in primer uporabe
V tem poglavju bomo opisali postopek namestitev vtičnika iz oddaljenega
repozitorija in konfiguracijo spletne aplikacije Django tako, da začne upo-
rabljati novo funkcionalnost. Opisali bomo, kako se nato v aplikaciji kreira
nove modele (model je v Django nova tabela). Razložili bomo ukaze, ki jih
razvijalec aplikacije mora pognati, da se v ozadju generirajo vse potrebne
datoteke, ustvarijo uporabnǐske pravice in uporabniki za dostop do nadzorne
plošče.
5.1 Namestitev vtičnika
Namestitev vtičnika je precej preprosta. Potreben je dostop do medmrežja
in osnovno znanje uporabe ukazne vrstice. Vtičnik je objavljen na odla-
galǐsču PyPi [2]. To je odlagalǐsče, na katerega lahko drugi razvijalci nala-
gajo različne pakete, ki s svojo funkcionalnostjo doprinesejo nekaj koristnega
celotni skupnosti. Ravno zaradi tega, ker je vtičnik objavljen na tako znanem
mestu, ste že zagotovo že kdaj namestili vtičnik na popolnoma enak način,
kot je to potrebno za ta vtičnik. Izvorna koda vtičnika je dostopna na spletni
strani GitHub [4]. Poleg izvorne kode je tudi že nastavljena aplikacija z že
vgrajenim vtičnikom.
Premaknete se v mapo, kjer imate shranjeno postavitev vaše aplikacije
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Django, na mesto, kjer je tudi datoteka manage.py. Nato v ukazni vrstici
zaženete naslednji ukaz:
pip install django-admin-wiki-extension
Ukaz ne bo ustvaril nobene mape, ki bi vam bila vidna. Naslednji korak je
dodajanje novo nameščene aplikacije oziroma paketa, v datoteki settings.py.
S tem korakom bomo Django povedali, da naj posredno uporablja nameščeno





Od tega koraka naprej bo Django znal uporabljati razširitve funkcionalno-
sti wiki na administrativni plošči Django. Potreben je samo še zadnji korak,
to je vključevanje dostopnih naslovov v množico že obstoječih. Če tega korak
ne naredimo, ne bomo morali dostopati do strani, kjer anonimni uporabnik
dodaja predloga, niti do strani, kjer administrator pregleda določene pre-
dloge znotraj posameznih aplikacije. V tem koraku je potrebna konfiguracija





5.2 Razširjanje modela in nastavitev
administrativne plošče
Vtičnik svojo funkcionalnost razširja nad objekte v podatkovni bazi, zato je
naslednji korak konfiguracija modelov v vsaki posamezni aplikaciji Django,
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v katero želite dodati funkcionalnost wiki. Razširitev osnovnega razreda, ki
že ima lastnosti oblikovanja modelov z razredom wiki, doda v vsako tabelo
oziroma model nov stolpec wiki id. Funkcija tega stolpca je bila že opisana
zgoraj.
Najprej je potrebno uvoziti razred WikiModel iz novo nameščene aplika-
cije wiki.
from wiki.models import WikiModel
Naslednji korak je razširjanje modela z novimi lastnostmi. Primer je prikazan









Ker smo z zadnjim korakom naredili spremembo v tabelah znotraj podat-
kovne baze, moramo zagnati ukaze django management, ki generirajo migra-
cijske datoteke za vpis zgoraj dodanih sprememb v tabele vaše podatkovne
baze in njihove entitete.
python manage.py makemigrations
python manage.py migrate
5.3 Ustvarjanje dovoljenj in dostopnih
naslovov
S pomočjo naslednjih ukazov lahko oblikujemo in ustvarjamo pravice prav
tako pa tudi ustvarimo anonimnega in administrativnega uporabnika. Ukazi
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se imenujejo upravljalni ukazi (ang. management commands), ki jih lahko
programer posamezne aplikacije Django oblikuje sam. Njihov namen je nad-
zor in upravljanje s podatkovno bazo brez uporabne znanja programskega
jezika. Ukazi so:
• Ustvarjanje administratorja in anonimnega uporabnika:
python manage.py wiki USERNAME
• Prikaz aplikacij, ki imajo administrativni in anonimni račun:
python manage.py wiki list [MODELS]
• Ustvarjanje administrativnih ali anonimnih pravic za skupine modelov:
python manage.py wiki create admin|anno [MODELS]
5.4 Prikaz uporabe vtičnika
Za prikaz uporabe vtičnika, bomo uporabili koncept preproste turistične apli-
kacije. Na eni strani je turistična pisarna, ki v podatkovno bazo doda neke
zanimivosti oziroma atrakcije v svoji regiji. Nato pa dodajanje in dopolnje-
vanje zanimivosti prepusti drugim prebivalcem te regije. V tej demonstraciji
ne bo prikazano programiranje in konfiguracije projekta Django, saj je to
prikazano in opisano že zgoraj.
5.4.1 Anonimni uporabnik
Ko anonimni uporabnik dostopa do administrativne plošče, se mu pokažejo
vsi vnosi znotraj izbrane tabele. V tem primeru lahko uporabnik izbere vnos,
za katerega meni, da ga lahko izbolǰsa in preko obrazca nadgradi vsebino
vnosa in ga pošlje v pregled, glej sliko 5.1. Na sliki je razviden tudi gumb
Submit, s katerim uporabnik pošlje vnos na pregled. Ob kliku na gumb
Submit, spletna stran preusmeri uporabnika nazaj na pogled vseh vnosov in
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mu prikaže statusno sporočilo. Statusno sporočilo je razvidno na sliki 5.2.
V vsebini sporočila je tudi povezava, ki ob kliku uporabnika pelje na novo
dodani predlog vnosa. Če anonimni uporabnik ponovno odpre vnos, ga lahko
ureja ali izbrǐse, kot je prikazano na sliki 5.3.
Slika 5.1: Pogled anonimnega uporabnika ob urejanju predloga.
5.4.2 Administrator
Vpis administratorja najprej prikaže vse vnose, ki jih mora pregledati, glej
sliko 5.4. S tem takoj vidi, kateri vnosi potrebujejo pregled, in lahko to
čim prej opravi. Ob kliku na vrstico naslova se mu odpre urejevalnik vnosa,
slika 5.5. Vnos lahko pregleda in dodatno spremeni, če meni da je to po-
trebno, in na koncu izvede eno izmed dveh operacij. Ob kliku na gumb za
potrditev predloga ga vtičnik preusmeri na pogled vnosov znotraj tabele in
na vrhu strani se prikaže statusno sporočilo. Sporočilo deluje kot potrditev,
da je bila operacije potrditve uspešno izvedena. Isto velja za operacijo za-
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Slika 5.2: Statusno sporočilo, ki se prikaže ob poslanem vnosu v pregled.
vračanja. Kar se v tem primeru spremeni, je vsebina statusnega sporočila.
Odstranjena je tudi hitra povezava v statusnem sporočilu, ki drugače pove-
zuje vnos. Statusno sporočilo ob potrditvi vnosa je razvidno na sliki 5.6, za
zavrnitev vnosa pa na sliki 5.7.
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Slika 5.3: Pogled vnosa, ki ga vidi anonimni uporabnik, ko ureja že poslan
vnos.
Slika 5.4: Administrativni pregled vseh vnosov, ki jih mora pregledati.
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Slika 5.5: Pogled vnosa iz administrativne strani. Na spodnji strani lahko
vidimo gumba Accept in Reject.
Slika 5.6: Statusno sporočilo po potrditvi vnosa. Vidna je tudi povezava na
vnos.
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Končni rezultat diplomskega dela in v tem sklopu razvitega izdelka, je vtičnik,
ki je lahko implementiran v katerokoli spletno aplikacijo v orodju Django. Im-
plementacija je precej preprosta in ne zahteva nikakršnega dodatnega znanja.
Prednost razvitega vtičnika je ta, da za svoje delovanje uporablja že dosto-
pno nadzorno ploščo Django. Vtičnik je zgrajen tako, da mora programer
opraviti čim manj operacij in modifikacij za njegovo vgradnjo. Izbolǰsave
vtičnika se navezujejo na samo delovanje vtičnika in podporo različnih mo-
delov (tabel) in relacij med polji. Ena izmed izbolǰsav bi se dotikala omejitve,
ki je vpisana v sekciji 4.6. S tem bi omogočil dodajanje anonimnih predlogov
tudi med polji, ki so povezana v relacijah mnogo-proti-mnogo. Še ena nad-
gradnja vtičnika bi bila podpora več jezikov. V trenutni verziji so statusna
sporočila in napisi na gumbih samo v angleščini. Dodali bi lahko prevode
še iz drugih najbolj razširjenih jezikov. Dodatna funkcionalnost vtičnika bi
lahko bila tudi, da se administratorju, ob pregledu predloga vnos, pokaže
tudi original. S tem bi lahko videl, kako je anonimni uporabnik spremenil
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