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Abstrakt
Tento dokument prakticky i teoreticky popisuje práci s neˇkterými známými .NET knihov-
nami pro persistenci dat. Práce je rozdeˇlena do cˇtyrˇ hlavních cˇástí - nejdrˇíve knihovny,
které k ukládání dat používají relacˇní model, dále knihovny využívající dokumentové
(NoSQL) databáze a nakonec také jeden zástupce objektového prˇístupu. Na konci každé
cˇásti jsou knihovny porovnány a doporucˇeny dle možných preferencí cˇtenárˇe. V záveˇru
práce jsou popsány doporucˇené scénárˇe persistence pro každý typ databáze. Text je do-
plneˇn ukázkami kódu˚, jež popisují neˇkteré ze zajímaveˇjších schopností knihoven.
Klícˇová slova: .NET, Dapper, Entity Framework, NHibernate, RavenDB, Redis, Eloquera,
bakalárˇská práce, persistence dat, databáze
Abstract
This document both practically and theoretically describes work with some of the famous
.NET libraries for data persistence. The task is divided into three main parts - firstly li-
braries, which are using relational databases to store their data, then libraries which make
use of the document (NoSQL) databases and lastly one delegate of the object oriented
approach. At the end of each part libraries are compared and recommended based on
possible user preferences. Recommended persistence scenarios are described at the end
of the document. The text is complemented with code examples on how to use some of
the more interesting abilities of each library.
Keywords: .NET, Dapper, Entity Framework, NHibernate, RavenDB, Redis, Eloquera,
bachelor’s thesis, data persistence, database
Seznam použitých zkratek a symbolu˚
XML – Extensible Markup Language
SQL – Structured Query Language
RAM – Random-Acces Memory
ORM – Objektoveˇ-relacˇní mapování
CRUD – Create, Read, Update, Delete
POCO – Plain Old CLR
CLR – Common Language Runtime
OOP – Objektoveˇ orientované programování
LINQ – Language Integrated Query
API – Application programming interface
EF – Entity Framework
PMC – Package Manager Console
NH – NHibernate
JSON – JavaScript Object Notation
HQL – Hibernate Query Language
IIS – Internet Information Services
ACID – Atomicity, Consistency, Isolation, Durability
DTC – Distributed Transaction Coordinator
OSS – Open source software
JVM – Java Virtual Machine
OLTP – Online Transaction Processing
RDBMS – Relational Database Management System
CAD – Computer Aided Design
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31 Úvod
Již pomeˇrneˇ dlouhou dobu je na pocˇítacˇové programy kladen požadavek, aby si data
uchovávaly i po svém ukoncˇení a znovunacˇtení. Jelikož spušteˇné programy beˇží v RAM
pameˇti, jejíž obsah se po ukoncˇení programu nebo vypnutí pocˇítacˇe maže, musí ovlá-
dat neˇjakou formu persistence (zachování) svých dat. Taková data jsou nejcˇasteˇji uklá-
dána do databází. Aby byl proces ukládání dat zjednodušen, vznikly jisté knihovny cˇi
frameworky, které programátoru˚m tuto práci usnadnˇují. Pochopitelneˇ existuje více zpu˚-
sobu˚, jakými lze data ukládat - relacˇní, dokumentové, grafové databáze, atd. V rámci
této práce jsem se zameˇrˇil na nejcˇasteˇji používané relacˇní (kapitoly Dapper, Entity Fra-
mework, NHibernate), NoSQL (kapitoly RavenDB, Redis) a jednoho zástupce objekto-
vých databází (kapitola Eloquera). Dle zadání jsem se všemi knihovnami pracoval na
.NET platformeˇ.
42 ORM knihovny
V této cˇasti se budeme zabývat ORM knihovnami, tedy teˇmi, které ukládají data do relacˇ-
ních databází. Dnešní programy pracují s daty ve formeˇ objektu˚, jenže takovéto objekty
nelze jen tak uložit do relacˇní databáze. Je potrˇeba zajistit platformu, která programová
a tedy cˇisteˇ objektová data ”prˇeloží”do takového formátu, jež je možno uložit do data-
báze. Tento proces je do jistý míry stálý, proto vznikly frameworky, které tuto operaci
usnadnˇují.
Pokud chcete spustit prˇiloženou solutionu do Visual Studia, musíte kromeˇ správné
instalace jednotlivých knihoven také zajistit, aby na daném pocˇítacˇi beˇžela instance Micro-
soft SQL Serveru, já jsem využil SQL Server 2008R2 (verze 10.50). Na server je pocho-
pitelneˇ nutné nahrát databázi, s níž budeme pracovat - skripty jsem umístil do složky
DB_scripts. Jméno mojí instance SQL Serveru je BP a databáze nesou názvy Fabrics
a Bank. Není nutné toto dodržet, nicméneˇ to doporucˇuji, jelikož by jinak bylo zapotrˇebí
upravit connection stringy v jistých trˇídách.
2.1 Dapper
Dapper je volný open source software vyvinutý komunitou kolem webového fóra Stac-
kOverflow. Myšlenka této knihovny spocˇívá v rychlém generování objektu˚ z výsledku˚
SQL dotazu˚, cˇehož dosahuje díky cacheování informací u každého dotazu a minimální
režii. Dapper nerˇeší vztahy mezi objekty a nedokáže automaticky generovat žádné SQL,
proto jej tvu˚rci oznacˇují jako micro-ORM. [1]
2.1.1 Instalace
Dapper je pouze jeden soubor, který stacˇí referencovat v daném projektu a lze s ním zacˇít
ihned pracovat. Je možné jej získat na adrese http://code.google.com/p/dapper-dot-
net/, nicméneˇ pro pohodlnost doporucˇuji k instalaci použít balícˇkovací systém Visual
Studia - NuGet. Pokud nepoužíváte Visual Studio 2012, mu˚žete NuGet stáhnout a doin-
stalovat - http://nuget.org/. Stacˇí v neˇm vyhledat klícˇové slovo Dapper a nainstalovat
první vyhledanou položku - Dapper dot net (obcˇas se vyhledávání buguje a je potrˇeba
frázi vyhledat znovu). NuGet noveˇ nainstalovanou soucˇást automaticky i zareferencuje
do projektu, tedy není nutné provádeˇt další úkony a je možné s Dapperem zacˇít ihned
pracovat. Existují i jistá rozšírˇení Dapperu jako naprˇ. Dapper-Extensions, která prˇinášejí
zjednodušení CRUD operací a neˇkolik dalších vylepšení.
2.1.2 Technologie
Jelikož je Dapper ve své podstateˇ spíše jen objektový mapper, nepodporuje ru˚zné tech-
nologie velkých frameworku˚ jako lazy loading nebo sledování zmeˇn nahraných objektu˚
v rámci neˇjaké kontextové trˇídy. Prˇesto se urcˇitá funkcionalita nad rámec beˇžných CRUD
operací zajistit dá.
5Transakce
Jsou to sekvence databázových operací, které se musí bud’ provést úplneˇ všechny,
anebo žádná, cˇímž bude databáze vždy zanechána v korektním stavu. [5] Typickým prˇí-
kladem využití transakcí je bankovnictví. Prˇi prˇevodu peneˇz mezi dveˇma úcˇty se úspeˇsneˇ
musí provést vícero operací - odecˇtení cˇástky z úcˇtu A, prˇicˇteˇní na úcˇet B, prˇípadneˇ ješteˇ
neˇjaké další úkony. Kdyby se naprˇ. peníze odecˇetly z prvního úcˇtu, ale už se neprˇicˇetly na
druhý, došlo by k nekorektnímu stavu databáze (peníze nemohou jen tak zmizet). Tento
problém lze vyrˇešit využitím transakcí viz. prˇíklad níže.
Dapper sám o sobeˇ transakce nijak implicitneˇ nepodporuje, nicméneˇ je možné vy-
užít ADO.NET trˇídu TransactionScope. Navíc je pro správnou funkcˇnost programu ne-
zbytné mít v systému zaplou službu Koordinátora distribuovaných transakcí (Distribu-
ted Transaction Coordinator).
using (var transactionScope = new TransactionScope())
{
using (var sqlConnection = new System.Data.SqlClient.SqlConnection(Connectionstring))
{
try
{
sqlConnection.Open();
var accountFrom = helper.getAccount(idfrom);
helper.updateFromAccount(accountFrom, amount);
var accountTo = helper.getAccount(idto);
helper.updateToAccount(accountTo, amount);
helper.insertTransaction(idfrom, idto , amount);
transactionScope.Complete();
sqlConnection.Close();
Console.Write("Vsechny operace uspesne dokonceny.");
}
catch (Exception)
{
Console.Write("Chyba, rollback. ");
}
}
}
Výpis 1: Dapper - Transakce
Ukázka z výpisu 1 prˇevede peníze z jednoho úcˇtu na druhý a zárovenˇ uloží záznam o
provedení transakce, avšak pouze v prˇípadeˇ, že v porˇádku probeˇhnou všechny operace.
Kdyby neˇco bylo v neporˇádku (naprˇ. neexistující ID úcˇtu), všechny úkony se zruší a
databáze bude navrácena do posledního korektního stavu.
Na první pohled kód vypadá pomeˇrneˇ prˇímocˇarˇe, avšak jen proto, že jeho veˇtšina
je ukrytá ve funkcích jako getAccount(), insertTransaction() apod. Narozdíl od
velkých frameworku˚ Dapper sám o sobeˇ neumí naprˇ. materializovat objekt vcˇetneˇ ko-
lekce jeho potomku˚, proto je nutné velkou cˇást kódu vcˇetneˇ SQL dotazu˚ psát rucˇneˇ. To
poskytuje výhodu dobré kontroly nad SQL smeˇrˇovaným na databázi, na druhou stranu
neˇkterˇí vývojárˇi by radeˇji byli od SQL oprosteˇni a veˇnovali se místo neˇj samotnému pro-
gramu.
6Multi mapping
Dapper vývojárˇi umožnˇuje namapovat jeden rˇádek na vícero objektu˚.
sqlConnection.Open();
var query = "select a.AccountId, a.Balance, c.CustomerId, c.Name from Accounts as a join
Customers as c on a.AccountCustomerId = c.CustomerId";
var accounts = sqlConnection.Query<Account, Customer, Account>(query, (a, c) => { a.Customer =
c; return a; }, splitOn: "CustomerId");
sqlConnection.Close();
return accounts;
Výpis 2: Dapper - Multi mapping
Výpis 2 je výnˇatkem z metody getAllAccounts(), jež vrací všechny úcˇty a jméno
jejich majitele. V prvé rˇadeˇ je nutné napsat samotný SQL dotaz - tuto abstrakci Dapper
zkrátka neprovádí. Zajímaveˇjší je metoda Query(), která slouží k získávání dat z da-
tabáze a následnému plneˇní objektu˚. V tomto prˇípadeˇ dotaz nevrací pouze úcˇet, ale i
jeho majitele, proto je nutné do prvního parametru metody vložit oba. Ovšem aby toto
fungovalo, Dapper musí veˇdeˇt, jak má spojit úcˇet s jeho majitelem (z toho du˚vodu má do-
ménová trˇída Account property Customer, která neexistuje jako sloupec v databázi, ale
bude naplneˇna daty majitele, jež byl s úcˇtem spojen v dotazu). Ve výcˇtu entit se znovu
objevuje úcˇet (Account), cˇímž Dapper zjistí, který objekt má prˇesneˇ vracet. Po vloženém
dotazu pak následuje funkce, která Dapperu rˇíká, jak namapovat úcˇet a jeho majitele
do jednoho úcˇtu pro každý rˇádek vrácený daným dotazem. Nakonec na rˇadu prˇichází
parametr splitOn(), jež specifikuje klícˇ, kterým jsou tabulky spojeny (v podstateˇ bod
rozdeˇlení). Implicitneˇ je tato funkce provádeˇna pro sloupec s názvem Id nebo ID, takže
pokud jsou klícˇe v databázi pojmenovány prˇesneˇ takto, není nutné splitOn() používat.
Obcˇas vznikne potrˇeba rozdeˇlovat na více sloupcích - v takovém prˇípadeˇ stacˇí všechny
sloupce zapsat jako parametry metody splitOn() a oddeˇlovat cˇárkou bez mezery.
Uložené procedury
Jsou shluky zpravidla T-SQL nebo PL/SQL prˇíkazu˚ zkompilovaných v rámci jednoho
vykonávacího plánu. Všechny moderní DMBS je podporují, jelikož nasazení uložených
procedur mu˚že prˇinášet znacˇné výhody - naprˇ. snížení sít’ové záteˇže, bezpecˇnost, snad-
neˇjší údržbu nebo zvýšený výkon. [2]
var customer = sqlConnection.Query<Customer>("getUserById", new { @p_id = customerid },
commandType: CommandType.StoredProcedure).FirstOrDefault();
Console.WriteLine("{0} {1} {2}", customer.Name, customer.City, customer.Email);
Výpis 3: Dapper - Uložená procedura
Volání uložené procedury je v Dapperu podobné klasickému dotazování prostrˇednic-
tvím metody Query(). Místo dotazu Dapperu postacˇí název uložené procedury v data-
bázi, zadaný parametr (pokud procedura neˇjaký ocˇekává) a nastavení commandType, z
neˇhož Dapper pozná, co prˇesneˇ má deˇlat. Kód v ukázce spustí proceduru s prˇedaným Id
uživatele, nacˇež procedura vrátí podrobnosti o daném úcˇtu jakožto property objektu, se
kterým je možné v programu pracovat. V prˇípadeˇ potrˇeby Dapper také umožnˇuje použití
dynamických parametru˚.
7Multiple results
Dapper také dokáže zpracovat vícero množin výsledku˚ v rámci jednoho dotazu:
var sql =@"select ∗ from Customers where CustomerId = @id
select ∗ from Accounts where AccountCustomerId = @id
select ∗ from Transactions where TransactionFromId = @id or TransactionToId = @id";
using (var multi = sqlConnection.QueryMultiple(sql, new { id = customerid }))
{
var customer = multi.Read<Customer>().Single();
var accounts = multi.Read<Account>().ToList();
var transactions = multi .Read<Transaction>().ToList();
}
Výpis 4: Dapper - Multiple results
Toto je výhodné zejména pro snížení pocˇtu spojení na databázi a zlepšení výkonu
aplikace.
2.1.3 Dapper - shrnutí
Vznik Dapperu se datuje k 14.4. 2011, kdy byla zverˇejneˇna první verze 1.0.0. Du˚vodem
jeho vývoje bylo to, že provoz kolem webového fóra StackOverflow narostl do takových
rozmeˇru˚, že pu˚vodní ORM už nadále nebylo schopné data zpracovávat v rozumném
cˇase. Veˇtšinu záteˇže stránek tvorˇilo obrovské množství jednodušších dotazu˚, což byla
hlavní prˇícˇina vzniku Dapperu - mapování parametrizovaného SQL na business objekty.
Jak už jsem psal na zacˇátku kapitoly, tato knihovna je oznacˇována jako micro-ORM.
Je to z toho du˚vodu, že se v podstateˇ jedná o specializovaný mapper, který vu˚bec nerˇeší
objektové vztahy, sledování zmeˇn nahraných dat, lazy loading (avšak lze provést vlastní
implementaci skrze trˇídu Lazy<T>), automatické generování SQL, apod. Veškerá auto-
matizace ustoupila jednoduchosti a rychlosti. Existují však jistá rozšírˇení Dapperu, která
urcˇitým zpu˚sobem zlepšují cˇi rozširˇují jeho funkcionalitu. Z teˇchto bych vyzdvihl dveˇ:
• Dapper-Extensions - poskytuje helpery pro CRUD operace
• Dapper dot net async - prˇidává možnost asynchroního dotazování
V soucˇasné dobeˇ se Dapper nachází ve verzi 1.26 a je nasazen na projektech Stack
Overflow, xpfest.com, helpdesk-software, worldcitycard, roadmap. Lze tedy prohlásit,
že se jedná o stabilní a osveˇdcˇenou knihovnu.
Ideálním prˇípadem užití by bylo nasazení do situace, která vyžaduje materializaci
spousty doménových objektu˚, prˇicˇemž se prˇíliš neocˇekává využití technologií velkých
frameworku˚ (potenciálneˇ naprˇ. webové fórum).
82.2 Entity Framework
Entity Framework je Microsoftem podporované rˇešení ORM pro .NET. Soucˇasný stabilní
build se nachází ve verzi 6.1. Podobneˇ jako další frameworky i tento ulehcˇuje vývojárˇi
práci tím, že zajišt’uje konverzi mezi programovými (objektovými) a relacˇními daty v
databázi. Narozdíl od Dapperu je Entity Framework pomeˇrneˇ robustní ORM a nabízí
neˇkteré zajímavé funkce jako naprˇ. Model First, Database First, Code First development,
nativní LINQ podporu atd. Nedeˇlá mu tedy problém vytvorˇit model a na základeˇ neˇj pak
databázi, nebo naopak vytvorˇit model podle již existující databáze. [3]
Architektura Funkcˇnost Entity Frameworku si mu˚žeme ilustrovat obrázkem:
EDM (Entity Data Model): Skládá se ze trˇí cˇástí - konceptuální model, mapování a
model ukládání.
Conceptual Model: Konceptuální model slouží jako grafická reprezentace reality. Ob-
sahuje typy entit, asociace, komplexní typy a další v aplikacˇní doméneˇ.
Storage Model: Definován skrze SSDL (store schema definition language), popisuje
databázové schéma.
Mapping: Obsahuje informace o tom, jak je konceptuální model namapován na data-
bázi.
LINQ to Entities: Dotazovací jazyk k psaní dotazu˚ na objektový model. Vrací entity,
jež jsou definovány v konceptuálním modelu.
Entity SQL: Další dotazovací jazyk podobný LINQ to Entitties. Je však složiteˇjší a
vývojárˇi se jej musí naucˇit zvlášt’.
Object services: Hlavní prˇístupová brána k databázi. Provádí tzv. materializaci, což je
proces konvertování dat vrácených Entity Client Data Providerem na strukturu objektu.
Entity Client Data Provider: Prˇevádí L2E nebo Entity SQL na dotazy jazyka SQL,
kterému rozumí daná databáze. Komunikuje s ADO.NET Data Providerem, který cˇte
nebo zapisuje data do databáze.
9ADO.Net Data Provider: Tato vrstva komunikuje prˇímo s databází. Lze využít i pro-
videry pro jiné databáze - naprˇ. MySQL nebo Oracle.
2.2.1 Instalace
Nejpohodlneˇjším zpu˚sobem je instalace skrze NuGet, stacˇí vyhledat Entity Framework a
nainstalovat jej. Další zajímavou ”vychytávkou”jsou tzv. Entity Framework Power Tools.
Jedná se o rozšírˇení Visual Studia, které funguje jako interaktivní návrhárˇ pro Entity Fra-
mework. Mezi jeho schopnosti patrˇí naprˇ. Reverse Engineer Code First - automaticky
vygeneruje POCO trˇídy a mapování pro existující databázi, což dokáže ušetrˇit mnoho
cˇasu, prˇípadneˇ zobrazit Entity Data Model.
2.2.2 Technologie
Entity Framework umožnˇuje hned neˇkolik ru˚zných metod vývoje - workflow. Vhodnou
metodu pro daný projekt si je možno vybrat po zodpoveˇzení základních otázek:
• Je už prˇipravená databáze, nebo se bude vytvárˇet na základeˇ doménového modelu?
• Chcete model vytvárˇet v grafickém návrhárˇi, nebo radeˇji psát kód?
1. Code First (nová databáze): Tento zpu˚sob vývoje bude vyhovovat zejména lidem,
kterˇí rádi dodržují principy DDD (Domain Driven Design). Umožnˇuje programátoru˚m
soustrˇedit se na doménový model, namísto návrhu databáze a vytvárˇení trˇíd podle ní. V
praxi se tedy nejprve napíší doménové trˇídy a až prˇi spušteˇní aplikace vytvorˇí Code First
API novou databázi. Napojení na konkrétní databázový server lze prˇedat parametrem v
konstruktoru trˇídy, respektive vepsáním do konfiguracˇního souboru aplikace.
2. Model First: Grafická obdoba prˇedchozího workflow. Nejprve se vizuálneˇ navrhne
doménový model, na jehož základeˇ jsou následneˇ vygenerovány C# trˇídy. Z teˇhto trˇíd
pak Entity Framework vytvorˇí databázi prˇímo na databázovém serveru.
3. Database First: Jak už název napovídá, tento workflow je vhodné použít v prˇípadeˇ,
že pro daný projekt již existuje databáze naplneˇná daty. Stacˇí zadat spojení na databázi,
nacˇež Entity Framework pomocí techniky reverzního inženýrství vygeneruje grafickou
reprezentaci doménového modelu (edmx soubor) a z ní pak následneˇ i jednotlivé trˇídy.
Návrhárˇ si poradí i se situací, kdy je v databázi provedena neˇjaká zmeˇna (naprˇ. nová
tabulka) - je schopný kdykoliv aktualizovat model z databáze.
4. Code First (existující databáze): V tomto workflow se definují doménové trˇídy a
mapování skrze klasické psaní kódu pro již existující databázi. I zde je možno využít
nástroje pro automatické generování POCO trˇíd z databáze.
V souvislosti s Code First prˇístupy je také potrˇeba zmínit podporu tzv. migrací. Mi-
grace prˇedstavují pro Entity Framework další nástroj, s jehož pomocí se lze vyporˇádat
se zmeˇnami v databázi, prˇípadneˇ jej použít k vytvorˇení nové. Zapnutí migrací vytvorˇí
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usporˇádanou množinu kroku˚, které popisují ru˚zné verze databázového schématu. Každý
z teˇchto kroku˚ je známý jako migrace a obsahuje kód, jež popisuje zmeˇny v databázi. K
lepšímu pochopení výhod migrací je vhodné si popsat tzv. inicializátory databáze pro
Entity Framework. Inicializátor databáze je trˇída, která se stará o vytvorˇení databáze,
tedy tabulek a vazeb podle daného doménového modelu.
Entity Framework standardneˇ disponuje trˇemi inicializátory:
CreateDatabaseIfNotExists: Tento inicializátor se používá jako výchozí. Vytvorˇí da-
tabázi pouze v prˇípadeˇ, že taková neexistuje. Zárovenˇ se vyhýbá jejímu neúmyslnému
smazání.
DropCreateDatabaseWhenModelChanges: Tato trˇída vytvorˇí novou databázi pouze
pokud neexistuje, nebo došlo k neshodeˇ mezi modelem a aktuální formou databáze. Z
toho du˚vodu se obvykle používá v ranných fázích vývoje nebo testování, kdy se model
cˇasto meˇní a není kladen du˚raz na existující databázové záznamy.
DropCreateDatabaseAlways: Prˇi použití tohoto inicializátoru se databáze vždy smaže
(at’ už existuje, nebo ne) a znovu vytvorˇí prˇi každém spušteˇní aplikace, což je vhodné pro
testování, kdy je potrˇeba spoušteˇt aplikaci vždy s novým datasetem.
Další možností je napsat si vlastní inicializátor databáze, cˇehož lze docílit využitím
IDatabaseInitializer rozhraní. V takovém prˇípadeˇ je potrˇeba implementovat metodu Ini-
tializeDatabase() a napsat vlastní logiku tvorby databáze.
Tyto inicializátory však nemusí každému vyhovovat - naprˇ. chceme prˇidat novou
modelovou trˇídu a podle ní pouze aktualizovat databázi bez jejího smazání nebo jiné
zmeˇny. Takovýto problém lze vyrˇešit pomocí Code First migrací. Ty je možno zapnout
prˇíkazem Enable-Migrations, který se vloží do Package Manager Console. Spušteˇní
tohoto prˇíkazu v projektu vytvorˇí novou složku s názvem Migrations, jejíž pocˇátecˇní ob-
sah bude roven dveˇma souboru˚m - trˇídeˇ Configuration a první uložené migraci s názvem
<timestamp>_InitialCreate (timestamp je "cˇasová známka"- veˇtší pocˇet vygenero-
vaných cˇísel).
Konfiguracˇní trˇída specifikuje nastavení, která budou migrace používat pro daný
kontext. Za zmínku urcˇiteˇ stojí Seed metoda, jež má za úkol tzv. "zasít"databázi novými
daty, prˇípadneˇ aktualizovat data stávající a je tedy vhodná pro naplneˇní databáze testo-
vacími daty prˇi odlad’ování aplikace.
První migrace s názvem _InitialCreate obsahuje zmeˇny, které byly na databázi
provedeny od jejího vytvorˇení. Každá další migrace vytvárˇí snapshot databáze, díky cˇe-
muž lze jednoduše prˇecházet mezi ru˚znými verzemi. Novou migraci lze vytvorˇit pomocí
prˇíkazu Add-Migration <jméno> a následneˇ ji aplikovat na databázi skrze Update-
Database (obojí se vkládá do PMC), prˇicˇemž po potvrzení druhého prˇíkazu se prove-
dená migrace zaznamená i na úrovni databáze (tabulka _MigrationHistory). Pro vý-
pis všech již aplikovaných migrací poslouží prˇíkaz Get-Migrations.
Lazy loading
Jedná se o návrhový vzor, u neˇhož prˇíbuzné objekty (potomci) nejsou automaticky
nahrávány zárovenˇ s materˇským objektem, ale až na vyžádání. Jeho vhodné použití mu˚že
v urcˇitých prˇípadech zvýšit efektivitu aplikace.
11
using (var db = new FabricsContext())
{
db.Configuration.LazyLoadingEnabled = true;
db.Database.Log = s => System.Diagnostics.Debug.WriteLine(s);
Console.Write("ID klienta: ");
Int32 idclient = Convert.ToInt32(Console.ReadLine());
var client = db.Clients .Where(c => c.ClientId == idclient ) .FirstOrDefault () ;
IList <Order> orders = client .Orders.ToList() ;
}
Výpis 5: Entity Framework - Lazy loading
Tento kód nacˇte klienta zadaného z klávesnice a vypíše jeho jméno a objednávky,
které jsou pod prˇíslušným ID uloženy v jiné tabulce. Za zmínku stojí kontextová trˇída (v
tomto prˇípadeˇ FabricsContext), což je hlavní trˇída zodpoveˇdná za interakci s objektovými
daty - naplnˇování objektu˚ daty z databáze nebo ukládání do ní. [4] Je kombinací vzoru˚
Unit of Work a Repository takovým zpu˚sobem, aby mohla být použita k dotazování na
databázi a shlukovat zmeˇny, které budou zapsány zpeˇt na úložišteˇ formou jednotky.
Paremetr LazyLoadingEnabled není nutné nastavovat vždy - pokud se pro tvorbu
modelu použijí nástroje Entity Frameworku, vygenerovaný kód už tuto vlastnost bude
mít zaplou. Nutno zdu˚raznit, že pro funcˇnost lazy loadingu je zapotrˇebí deklarovat jed-
notlivé property v doménových trˇídách jako virtuální (v opacˇném prˇípadeˇ bude pro da-
nou property vypnut).
Kód nahorˇe bude mít za následek odeslání dvou SQL dotazu˚. Entity Framework
nejdrˇíve z databáze získá klienta, a až na požádání aplikace následneˇ odešle druhý dotaz,
kde se ptá na objednávky pro danou osobu.
Eager loading
Proti lazy loadingu funguje obráceneˇ - potomci jsou nacˇítáni zárovenˇ s jejich rodicˇi. V
Entity Frameworku jeho použití vynutí prˇíkaz Include:
var query = db.Clients.Include("Orders").Where(c => c.ClientId == idclient ) .ToList () ;
Výpis 6: Entity Framework - Eager loading
Tato zjednodušená ukázka deˇlá ve výsledku to samé jako ta prˇedchozí, ale rozdíl je v
interním fungování aplikace. V tomto prˇípadeˇ se na databázi odešle pouze jediný dotaz,
který bude vracet klienty i s objednávkami zárovenˇ. Zatímco lazy loading nacˇte pouze
klienty a na jejich objednávky se dotazuje až na vyžádání separátními dotazy, eager loa-
ding automaticky nacˇte všechna data najednou.
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Transakce
Entity Framework nabízí uživateli metodu BeginTransaction(), která mu dává
kontrolu nad zacˇátkem a ukoncˇením transakce v rámci existujícího kontextu. Další mož-
ností je použití UseTransaction() dovolující kontextu využít transakci, jež byla zapo-
cˇata mimo Entity Framework.
using (var transaction = db.Database.BeginTransaction(System.Data.IsolationLevel.Serializable))
{
try
{
var accountFrom = db.Accounts.Where(a => a.AccountId == idfrom).Single();
accountFrom.Balance −= amount;
var accountTo = db.Accounts.Where(a => a.AccountId == idto).Single();
accountTo.Balance += amount;
var mytransaction = new Transaction { TransactionFromId = idfrom, TransactionToId = idto,
Amount = amount, Date = DateTime.Now };
db.Transactions.Add(mytransaction);
db.SaveChanges();
transaction .Commit();
}
catch (Exception)
{
transaction .Rollback();
}
}
Výpis 7: Entity Framework - Transakce
Ukázka z výpisu 4 deˇlá ve výsledku to stejné co Dapper v ukázce 1. Rozdíl je v
tom, že nebylo nutné psát žádné vlastní metody ani SQL dotazy. Naprˇ. pro materiali-
zaci všech úcˇtu˚ v databázi stacˇí jednoduše prˇíkaz db.Accounts.ToList(). Další pod-
statnou zmeˇnou proti Dapperu je sledování zmeˇn entit v kontextu. V této ukázce jsem
se dotázal na prˇíslušné úcˇty z databáze, vytvorˇil jejich objekty v pameˇti, zmeˇnil neˇkteré
jejich vlastnosti a nakonec je uložil zpeˇt do databáze. Entity Framework standardneˇ au-
tomaticky sleduje zmeˇny entit, proto ví, že daným úcˇtu˚m byl zmeˇneˇn jejich zu˚statek.
Prˇi volání metody SaveChanges() tak automaticky na databázi odešle UPDATE dotazy,
cˇímž permanentneˇ zmeˇny uloží. V prˇípadeˇ vložení nové transakce se pochopitelneˇ jedná
o dosud neexistující záznam, tudíž v tomto prˇípadeˇ bude na databázi odeslán prˇíkaz
INSERT.
Nepovinný parametr Isolation.Level.Serializable jsem uvedl pouze pro de-
monstracˇní úcˇely. V prˇípadeˇ jeho vynechání použije Entity Framework úrovenˇ izolace
shodnou s nastavením databáze, cˇož je naprˇ. v prˇípadeˇ MSSQL Serveru nastavení read
committed. [6]
Dotazovací API
V soucˇasné dobeˇ EF 6.1 poskytuje tyto možnosti, jakými lze získat data z databáze:
• LINQ to Entities - konvertuje LINQ dotazy na posloupnost prˇíkazu˚, které posílá na
Entity Framework a vrací objekty, jež mohou být použity EF i LINQem.
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• Entity SQL - nezávislý na DB, podobný SQL. Je prˇímo zpracováván Object services
a vrací ObjectQuery.
• Nativní SQL - vlastní SQL lze prˇedat jako parametr pro metodu SqlQuery().
ID generátory
1. Identity - identity sloupce pro MSSQL Server, MySQL, DB2 a Sybase
2. GUID - globálneˇ unikátní ID pro objekty, programy, záznamy apod. Jedná se o 16
bytový binární datový typ.
3. Assigned - identifikátor prˇideˇlen aplikací
2.2.3 Entity Framework - shrnutí
Tato knihovna byla ješteˇ do nedávna uzavrˇeným projektem. V rˇíjnu 2013 prˇesla s verzí 6
na open source a od té doby ušla dlouhou cestu. Jen výpis zásadneˇjších novinek pro EF6
je pomeˇrneˇ rozsáhlý:
• Transakce - zlepšení práce s transakcemi + podpra externích transakcí.
• Asynchronní dotazy - podpora asynchronního programování s využitím async/a-
wait prˇíkazu˚ pro platformu .NET 4.5.
• Logování a odchytávání databázových operací - každý prˇíkaz odeslaný framewor-
kem na databázi je možno zachytit (a prˇípadneˇ upravit) aplikacˇním kódem.
• Testování s in-memory datasetem - možnost testování pouze v pameˇti prostrˇednic-
tvím kontextu, jehož chování je definováno uživatelskými testy.
• Connection resiliency - automatické opakování prˇíkazu˚, které selhaly z du˚vodu vý-
padku spojení.
• Connection management - spojení prˇedávané jako parametr konstruktoru už ne-
musí být uzavrˇené. Dále je ponecháno více volnosti kódu a spojení se ukoncˇuje až
se zrušením kontextu (volání Dispose()).
Další du˚ležité aspekty jako podpora uložených procedur nebo Linq to entities byly
prˇítomny už ve starších verzích.
Dále si Entity Framework zvolil Microsoft jako svoje vlastní ORM rˇešení pro ADO.NET.
Na jeho vývoji kromeˇ ru˚zných cˇlenu˚ komunity pracuje zkušený tým developeru˚, prˇicˇemž
podle dat ze stránek http://www.ohloh.net/p/entityframework mu˚žeme rˇíci, že
pomeˇrneˇ aktivneˇ. Jedná se tedy o stabilní dlouhodobý projekt s dobrými vyhlídkami do
budoucna.
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Vzhledem k podporovaným technologiím je zrˇejmé, že tento projekt je cílen spíše do
enterprise sféry. Nemohu nezmínit prˇehlednou webovou prezentaci s výborneˇ zpraco-
vanou a dobrˇe provázanou dokumentací vcˇetneˇ videotutoriálu˚. Typické využití Entity
Frameworku si lze prˇedstavit naprˇ. v aplikacích využívajících WCF Data services (pou-
žívá stejný Entity Data Model jako EF) nebo ASP.NET.
2.3 NHibernate
NHibernate je další z rˇady open source ORM frameworku˚ pro .NET. Jedná se o port ORM
s názvem Hibernate, který funguje na Javeˇ. Podobneˇ jako Entity Framework, i NHiber-
nate ulehcˇuje programátoru˚m práci tím, že usnadnˇuje prˇechod prˇes bariéru mezi objek-
tovými a relacˇními daty. Je to ”kompletní”ORM, svými možnostmi se tedy více podobá
Entity Frameworku - mapuje .NET trˇídy na databázové tabulky, poskytuje nástroje pro
dotazování a získávání dat, generuje SQL atd. [7]
Architektura Interneˇ NHibernate pracuje takto:
Transient Objects: Instance trˇíd, které práveˇ nejsou asociovány s žádnou session.
Mohly být vytvorˇeny bud’ aplikací, nebo uzavrˇenou session.
Persistent objects: Krátkodobeˇ žijící objekty obsahující status perzistence. Mohou to
být POCO objekty, ale v dané dobeˇ jsou asociovány práveˇ s jednou session. Po jejím
ukoncˇení je bude možné použít v jakékoliv aplikacˇní vrstveˇ.
15
Session Factory: Threadsafe (vzor immutable) cache zkompilovaných mapování pro
jednu databázi. Vytvárˇí session a connection provider. Mu˚že obsahovat i volitelnou cache
druhé úrovneˇ.
Session: Jednovláknový objekt s krátkou životností, který prˇedstavuje komunikaci
mezi aplikací a databází. Zapouzdrˇuje ADO.NET spojení a vytvárˇí transakce. Také obsa-
huje cache první úrovneˇ perzistentních objektu˚ k jejich procházení/vyhledávání.
Transaction: Volitelný objekt s omezenou životností, jehož aplikace používá k za-
jišteˇní atomických jednotek práce. Abstrahuje aplikaci od ADO.NET transakce. Jedna
session mu˚že obsahovat více transakcí.
Transaction factory: Vytvárˇí instance jednotlivých transakcí. Aplikace o ní neví, ale
mu˚že být rozšírˇena vývojárˇemi.
Connection provider: Vytvárˇí ADO.NET spojení o prˇíkazy. Abstrahuje aplikaci od
konkrétní implementace IDbConnection a IDbCommand výrobcem.
2.3.1 Instalace
Podobneˇ jako skoro se vším, i NHibernate nejpohodlneˇji nainstalujeme prˇes NuGet. Al-
ternativneˇ jej mu˚žeme stáhnout z jeho domovské stránky - http://nhforge.org/. Pokud
jste se prˇece jen rozhodli stáhnout zip soubor z webobých stránek, stacˇí jej rozbalit neˇ-
kam na disk a pro daný projekt ve Visual Studiu prˇidat reference na NHibernate.dll a
NUnit.dll.
2.3.2 Technologie
Prˇed použitím nainstalovaného NHibernate je potrˇeba provést jisté kroky k zajišteˇní jeho
funkcˇnosti. V prvé rˇadeˇ musí být vytvorˇen konfiguracˇní soubor, který definuje chování
NHibernate jako spojení a dialekt databázového serveru, nastavení výpisu odesílaného
SQL, apod. Tento soubor má prˇesneˇ daný název - hibernate.cfg.xml. Vypadá neˇjak takto:
<?xml version="1.0" encoding="utf−8"?>
<hibernate−configuration xmlns="urn:nhibernate−configuration−2.2" >
<session−factory>
<property name="connection.driver_class">NHibernate.Driver.SqlClientDriver</property>
<property name="connection.connection_string">
Server=.\BP; initial catalog=Fabrics;Integrated Security=SSPI
</property>
<property name="dialect">NHibernate.Dialect.MsSql2008Dialect</property>
<property name="show_sql">false</property>
<mapping assembly="NH_lazy"/>
</session−factory>
</hibernate−configuration>
Výpis 8: Konfiguracˇní soubor NHibernate
V balíku NHibernate jinak existují konfiguracˇní šablony pro další databázové pro-
videry. Atribut connection.driver_class urcˇuje typ databáze, se kterým se bude
NHibernate spojovat - Oracle, Microsoft, atd. connection.connection_string pak
prˇedstavuje spojení na konkrétní server a databázi, dialect prˇedstavuje konkrétní verzi
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severu. Konfigurace ve výpisu 8 NHibernate rˇíká, že se má spojit s MSSQL Serverem
2008, prˇesneˇji instancí serveru nesoucí název BP, na níž se nachází databáze se jménem
Fabrics. Parametr show_sqlnastavuje zapnutí/vypnutí zobrazování SQL kódu, který
NHibernate vytvárˇí. Stejným zpu˚sobem se pomocí hbm.xml souboru˚ popíší i mappery
(jejich build action je však potrˇeba nastavit na Embedded resource), doménové entity lze
zapsat formou klasických POCO trˇíd.
Alternativou k teˇmto XML souboru˚m jsou tzv. Code-based konfigurace. Jedná se o
nastavení NHibernate skrze striktneˇ kontrolovaný C# kód, což poskytuje výhody v po-
dobeˇ typové kontroly, snadného refaktoringu atd. Zdaleka nejpopulárneˇjší nástroj pro
tyto konfigurace je rozšírˇení nesoucí název Fluent NHibernate, poprˇípadeˇ je možno vyu-
žít i integrované API mapping-by-code.
Lazy loading
Tuto strategii nacˇítání objektu˚ využívá NHibernate implicitneˇ, nicméneˇ pro její ko-
rektní funkcˇnost musí být property v POCO trˇídách definovány jako virtual, navíc se
v mapperech nesmí vyskytovat nastavení lazy=false.
var client = session.Get<Client>(idclient ) ;
Console.WriteLine("Vsechny objednavky pro Id: {0}, {1} {2}", client.ClientId, client .FirstName,
client .LastName);
foreach (var item in client .Order)
{
Console.WriteLine("{0} {1} {2} {3} {4}", item.OrderId, item. ClientId , item.OrderDate, item.
OrderTotal, item.OrderStatus);
}
Výpis 9: NHibernate - Lazy loading
Tato ukázka je stejný prˇíklad jako výpis 5 v Entity Frameworku - získání dat o klien-
tovi a všech jeho objednávkách. Vzhledem k dotazovacím možnostem NHibernate exis-
tuje více zpu˚sobu˚, jak daný úkon rˇešit. Ukázka znacˇí použití metody Get<T>, která po-
skytuje zpu˚sob, jak získat entity na základeˇ primárního klícˇe. Výhodou je, že tato metoda
automaticky nejdrˇíve kontroluje session cache i cache druhé úrovneˇ. Výsledkem budou
opeˇt dva odeslané SQL dotazy - jeden pro informace ohledneˇ klienta, druhý pro jeho ob-
jednávky. NHibernate pochopitelneˇ také podporuje eager loading, o jehož vynucení se
stará metoda Fetch().
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Dotazovací API
NHibernate poskytuje hned neˇkolik zpu˚sobu˚, jakými lze z databáze získat data:
session.CreateCriteria(typeof(Client ) ) .Add(Restrictions.Eq("ClientId" , idclient ) ) .CreateCriteria("
Order").UniqueResult<Client>(); −> Criteria API
session.Query<Client>().Where(c => c.ClientId == idclient) .Fetch(c => c.Order).ToList () ; −> LINQ
session.CreateQuery("from Client as c where c.ClientId = :idclient").SetParameter("idclient",
idclient).List<Client>() ; −> HQL
Výpis 10: NHibernate - dotazy
• Criteria API - prˇedstavuje dotaz na danou perzistentní trˇídu. Umožnˇuje progra-
moveˇ vytvárˇet dotazy, vhodné pro dynamické dotazování.
• HQL - podobné SQL, nicméneˇ plneˇ objektoveˇ-orientované s podporou deˇdicˇnosti,
polymorfismu a asociací.
• LINQ - integrován od NHibernate verze 3. Možno využít metodu Query().
• Nativní SQL - vlastní SQL lze prˇedat jako parametr pro metodu CreateSQLQuery().
Transakce
NHibernate nativneˇ podporuje transakce a je du˚razneˇ doporucˇeno je používat v pod-
stateˇ neustále, tedy i naprˇ. pro read operace.
using (ISession session = NHibernateHelper.OpenSession())
{
using (ITransaction transaction = session.BeginTransaction())
{
var accFrom = session.CreateCriteria(typeof(Accounts)).Add(Restrictions.Eq("AccountId",
idfrom)).UniqueResult<Accounts>();
accFrom.Balance −= amount;
var accTo = session.CreateCriteria(typeof(Accounts)).Add(Restrictions.Eq("AccountId", idto) )
.UniqueResult<Accounts>();
accTo.Balance += amount;
session.Update(accFrom);
session.Update(accTo);
session.Save(helper.AddTransaction(idfrom, idto, amount, accFrom, accTo));
transaction .Commit();
}
}
Výpis 11: NHibernate - Transakce
Du˚vodem budiž skutecˇnost, že každá databázová operace je provádeˇna v rámci trans-
akce (vcˇetneˇ cˇtení). Pokud nedefinujeme konkrétní transakci, bude použit implicitní re-
žim, kde se každý prˇíkaz na databázi provede ve své vlastní transakci, což má za násle-
dek sníženou výkonnost a konzistenci. Dalším du˚vodem je 2nd level cache (cache druhé
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úrovneˇ). NHibernate se snaží, aby si tato cache udržovala konzistentní obraz databáze,
cˇehož dosahuje tak, že se všechny její aktualizace odkládají až na commit transakce. Po-
kud se tedy transakce explicitneˇ nedefinují, není nikdy zavolán commit(), tudíž NHi-
bernate mezipameˇt’ neaktualizuje daty nacˇtených entit (jako by neexistovala). [8]
ID generátory
NHibernate podporuje celou škálu strategií, s jejichž pomocí lze vytvárˇet ID hodnoty
primárních klícˇu˚.
1. Increment - vytvárˇí identifikátory typu Int16/32/64, které jsou ovšem unikátní
pouze v prˇípadeˇ, že žádný další proces nevkládá data do stejné tabulky.
2. Identity - identity sloupce pro MSSQL Server, MySQL, DB2 a Sybase
3. Sequence - sekvence pro Oracle, PostgreSQL, Firebird
4. Hilo - použití hi/lo algoritmu ke generování identifikátoru˚ typu Int16/32/64 na
zakládeˇ sloupce a tabulky. Jsou unikátní jen pro danou databázi.
5. Seqhilo - stejný jako hilo, ale parametrem je pojmenovaná databázová sekvence.
6. UUID - vytvorˇí id pomocí 128bit UUID algoritmu. Navrácené id je typu string uni-
kátní v rámci síteˇ (použití IP).
7. GUID - databází generovaný string pro MSSQL Server a MySQL.
8. Assigned - identifikátor objektu prˇideˇluje aplikace prˇed voláním metody Save. Im-
plicitní volba.
9. Native - bude vybrán identity, sequence, nebo hilo podle možností dané databáze.
10. Foreign - použije identifikátor jiného asociovaného objektu. Veˇtšinou používaný
spolu s 1:1 asociací.
2.3.3 NHibernate - shrnutí
Vznik této knihovny se datuje neˇkam do roku 2005, kdy ji ješteˇ zajišt’ovala firma JBoss.
Prˇibližneˇ o rok pozdeˇji byla tato podpora ukoncˇena a od té doby je tento ORM veden a
vyvíjen komunitou. K dnešnímu dni byl nasazen do tisícu˚ projektu˚. [9]
NHibernate je tedy výrazneˇ starší než Entity Framework nebo Dapper. Z toho plyne
jeho znacˇná vyzrálost a flexibilita, kterou mu˚žeme videˇt naprˇ. na jeho dotazovacích schop-
nostech, id generátorech, podporovaných databázích, 2nd level cache (ru˚zné možnosti),
podporˇe batchingu atd.
Na druhou stranu všechny tyto možnosti mohou být do jisté míry prˇekážkou pro
nové vývojárˇe - naprˇ. mají použít Criteria API, nebo HQL? V neˇkterých oblastech jde
NHibernate sám proti sobeˇ. Vzhledem k urcˇitým nevýhodám mapování prˇes XML sou-
bory (typová kontrola, refaktoring atd.) vzikl projekt trˇetí strany nesoucí název Fluent
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NHibernate, který tyto nedostatky eliminoval pomocí odstraneˇní XML souboru˚ a definici
mapování v C#kódu. Logickým krokem by bylo zahrnout populární Fluent NHibernate
do hlavního kódu NHibernate, ale místo toho se vývojárˇi rozhodli vyvinout vlastní API
mapping-by-code.
V soucˇasné dobeˇ se NHibernate nachází ve verzi 3.3.3, která se datuje k 8.8.2013,
takže ubeˇhl necelý rok od poslední aktualizace. Situace není o mnoho lepší ani prˇi po-
hledu na statistiky projektu na adrese http://www.ohloh.net/p/nhibernate, kde
lze vypozorovat pomeˇrneˇ znacˇný mezirocˇní pokles aktivity. Vzhledem k této skutecˇnosti
a také posilování Entity Frameworku bych se bál NHibernate doporucˇit jako platformu
pro nový projekt.
2.4 Srovnání ORM knihoven
V této kapitole se pokusím jednotlivé ORM knihovny mezi sebou porovnat na základeˇ
jejich vlastností a schopností.
Dapper se od dalších dvou ORM v této práci pomeˇrneˇ liší. Jak už bylo napsáno výše,
jedná se o tzv. micro-ORM, což znamená, že tato knihovna mimo jiné nerˇeší stavy a aso-
ciace mezi objekty, nemá žádné dotazovací API kromeˇ rucˇneˇ psaných SQL dotazu˚, ne-
podporuje lazy loading, ani se nestará o generování databázového schématu, prˇípadneˇ
jeho úpravu prˇi zmeˇneˇ kódu. Je to zkrátka pomocná knihovna, jejíž primárním cílem je
mapovat .NET trˇídy na databázové tabulky a na základeˇ výsledku˚ SQL dotazu˚ zpeˇtneˇ
vytvárˇet objekty teˇchto trˇíd. Takto byl Dapper od zacˇátku koncipován a navržen - dává
prˇednost jednoduchosti a prˇímocˇarosti prˇed plnou automatizací.
Od toho se odvíjí potenciální nasazení této knihovny. Jestliže daný projekt vyžaduje
podporu naprˇ. migrací, odpojených entit, cˇi interception, nebude Dapper vhodnou vol-
bou z du˚vodu naprosté absence teˇchto technologií. Pokud je ovšem kladen du˚raz prˇe-
vážneˇ na transfer dat mezi aplikací a databází, prˇicˇemž absence pokrocˇilejších technologií
neprˇedstavuje problém, pak bych Dapper doporucˇil pro jeho jednoduchost a proveˇrˇenost
(nasazen na StackOverflow a dalších). Velké frameworky by v takovém prˇípadeˇ mohly
pu˚sobit až zbytecˇneˇ nafouknuteˇ a vývojárˇu˚m by zabralo delší dobu se s nimi seznámit.
Entity Framework a NHibernate jsou si v mnohých veˇcech podobné a prˇímo si kon-
kurují. Pokusím se je porovnat na základeˇ vlastností, které jsou zejména v enterprise sférˇe
cˇasto využívané.
Databázová podpora: NHibernate by meˇl bez problému fungovat na všech známeˇj-
ších databázích - SQL Server, Oracle, Acces, Firebird, PostgreSQL, MySQL, SQLite. Entity
Framework má momentálneˇ podporu pro SQL Server, Firebird, Visual Fox Pro, MySQL
a PostgreSQL. Pro Oracle cˇi SQLite existují providery trˇetí strany, nicméneˇ po prˇedsta-
vení EF6 bylo jeho code-first konfiguracˇní API dostupné pouze pro SQL Server a na další
providery bylo nutné cˇekat.
Dotazovací API: Criteria API, HQL, LINQ a nativní SQL dávají NHibernate znacˇnou
flexibilitu, nicméneˇ vývojárˇu˚m mohou prˇipadat redundantní. Entity Framework nabízí
LINQ to Entities, Entity SQL a nativní SQL.
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Strategie generování ID: 3 základní u EF vs. 11 pro NH. I když generátory podporo-
vané EF jsou obecneˇ nejpoužívaneˇjší, v ostatních prˇípadech má v tomto oledu NHiber-
nate jednoznacˇneˇ navrch.
Asynchronní dotazy: Entity Framework tuto technologii podporuje od verze 6. Im-
plementace do NHibernate by vyžadovala znacˇný refaktoring kódu a není plánována ani
pro budoucí verzi 4.
Práce s odpojenými entitami: Typicky tato situace nastává naprˇ. ve webovém pro-
strˇedí, kdy je kontext (obdoba session) uzavrˇen po zpracování požadavku a obsah entity
je prˇedán klientovi formou HTTP. Další HTTP požadavek poskytuje modifikovaný ob-
sah entity, která musí být znovu vytvorˇena, prˇidána do nového kontextu a uložena. NHi-
bernate dokáže v tomto scénárˇi bez problému uložit celý objektový graf, zatímco Entity
Framework vyžaduje manuální synchronizaci každé entity, což je pro mnoho vývojárˇu˚
neprˇijatelné.
2nd level cache: NHibernate disponuje hned neˇkolika providery pro cache druhé
úrovneˇ, Entity Framework tuto technologii nepodporuje. Prˇinejlepším pro neˇj existuje
rozšírˇení pro cacheování výsledku˚ SQL dotazu˚, ale prozatím se nachází v beta stádiu.
[10]
Migrace: Oba frameworky podporují migrace vcˇetneˇ teˇch automatických. EF má na-
víc Seed metodu vhodnou prˇedevším k testování.
Lazy loading: NH podporuje tuto technologii pro asociované entity, kolekce a ska-
lární property. EF pouze asociované entity a kolekce.
Code-based konfigurace: NH má své mapping-by-code, prˇípadneˇ populárneˇjší Flu-
ent NHibernate ve formeˇ rozšírˇení. EF má podporu už od verze 4.1.
Dokumentace: Entity Framework má kvalitneˇ popsanou a aktuální dokumentaci vcˇetneˇ
nejnoveˇjších prˇídavku˚ na jednom místeˇ. Naproti tomu dokumentace NHibernate je neak-
tualizovaná, nové technologie v ní i dlouhou dobu po vydání chybí a informace je cˇasto
nutné hledat rozházené ru˚zneˇ na internetu.
Z výše popsaného je zrˇejmé, že každá knihovna má své výhody i nevýhody. Není
možné jednoznacˇneˇ rˇíct, která je efektivneˇjší. Je potrˇeba schopnosti každé knihovny pro-
mítnout do daného projektu a zjistit, zdali je potrˇebná technologie podporována, nebo
ne.
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3 Dokumentové knihovny
Dalším z nejcˇasteˇji používaných úložišt’ jsou dokumentové databáze známé též jako
NoSQL databáze. Od relacˇních se liší tím, že namísto tabulek s vazbami ukládají data
do dokumentu˚. Ty nemusejí mít stejnou strukturu pro každý záznam a mohou být takrˇka
neomezeneˇ komplexní. Výhodo teˇchto databází je vysoká dostupnost (dokumenty se jed-
noduše prˇenášejí mezi více servery) a modifikovatelnost (nevyžadují neˇjaké konkrétní
schéma). Pochopitelneˇ dokumenty v databázi jsou stále neˇco jiného než objekty v rámci
beˇhu programu, takže podobneˇ jako u ORM knihoven, i zde musíme zajistit prˇechod
mezi objektovými a dokumentovými daty. [11]
Dokumentové databáze jsou od relacˇních odlišné také v tom, že nemají definovaný
žádný standard, který by prˇesneˇ rˇíkal co a jak. Každá knihovna disponuje svým vlastním
serverem a API pro vývoj.
3.1 RavenDB
RavenDB je open-source (pouze pro nekomercˇní využití) dokumentová (NoSQL) data-
báze napsaná v .NET (tedy nejen Client API, ale i databázový engine). Data jsou ukládána
bez schématu jako JSON dokumenty, což je výhodné pro jednoduchou úpravu. RavenDB
se skládá ze serveru a klienta. Server rˇeší ukládání dat a zpracování dotazu˚, které na neˇj
klient zasílá. [12]
3.1.1 Instalace
RavenDB umí pracovat bud’ v klasickém klient-server, nebo embedded módu, kdy se
spouští jako proces zárovenˇ s aplikací. Aplikace v prˇiložené solutione je psaná pro klient-
server mód, takže bude nutné nainstalovat RavenDB Client i RavenDB server - oba je
možné získat prˇes NuGet. Alternativneˇ lze RavenDB stáhnout z jeho oficiálních strá-
nek v pravém menu pod Latest Downloads - http://ravendb.net/download. Server se
spouští souborem Raven.Server.exe (NuGet jej zpravidla nahraje do složky packages) a
prˇi spušteˇní projektu pochopitelneˇ musí beˇžet. Dále je možné server v prˇípadeˇ potrˇeby
nainstalovat jako službu, prˇípadneˇ jej integrovat do IIS na Windows systémech.
3.1.2 Technologie
RavenDB je tzv. schema-less databáze, což znamená, že typicky narozdíl od relacˇních da-
tabází nemá žádné schéma, které by pevneˇ definovalo její strukturu. Nevyžaduje proto
žádné speciální mapování, postacˇí pouhá definice skrze POCO entity. Jednotlivé doku-
menty jsou pak ukládány ve formeˇ JSON dokumenu˚.
Management Studio
Každou instanci RavenDB serveru je možno spravovat pomocí této vzdáleneˇ prˇí-
stupné Silverlight aplikace. Pro tento úcˇel stacˇí do neˇkterého webového prohlížecˇe zadat
adresu serveru a port, na kterém naslouchá (na daném pocˇítacˇi zpravidla localhost:8080).
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Studio slouží jako vzdálený správce dané instance RavenDB serveru, umožnˇuje tedy pro-
vádeˇt operace jako naprˇ. CRUD na dokumentech, správu indexu˚, psaní dotazu˚, zobra-
zení logu˚, import/export atd.
Transakce
Pro zajišteˇní transakcí RavenDB využívá implementaci Microsoftu - trˇídu Transacti-
onScope a technologii DTC, které je možné využít nejen pro vícero operací na jeden ser-
ver, ale také na více serveru˚ a databází (distribuované transakce).
using (IDocumentSession session = documentStore.OpenSession())
{
using (var transaction = new TransactionScope())
{
try
{
User user = session.Load<User>("users/"+userid);
user.Name = username;
session.SaveChanges();
transaction .Complete();
Console.WriteLine("Vsechny operace uspesne dokonceny.");
}
catch (Exception)
{
Console.WriteLine("Chyba, rollback.");
}
}
}
Výpis 12: RavenDB - Transakce
Výnˇatek z metody ve výpisu 12 meˇní jméno uživatele dle zadaných parametru˚. Jako
v každé transakci i zde bud’ probeˇhnou všechny operace úspeˇšneˇ a zmeˇna se zapíše do
databáze, nebo neˇkterá selže a databáze zu˚stane v pu˚vodním stavu.
Oproti relacˇním databázím si lze všimnout zmeˇny prˇi nacˇítání uživatele (metoda
Load()). Místo konvertování vstupu na integer a jeho odeslání jakožto parametru se
na databázi pošle ID ve tvaru naprˇ. users/1. Je to z toho du˚vodu, že RavenDB prˇi vyne-
chání ID pole danému dokumentu automaticky vygeneruje jeho ID, které je standardneˇ
ve formátu <entita>/cˇíslo, tedy naprˇ. blogs/1 (názvy entit jsou pluralizovány). Pocho-
pitelneˇ se jedná spíše o pouhé konvence a není nutné je dodržovat. Reálneˇ mu˚že ID být
jakýkoliv string.
Z ukázky je také patrné, že jednotkou práce (unit of work) RavenDB je IDocument-
Session, jež je vytvárˇena v rámci IDocumentStore (továrna). Podobneˇ jako naprˇ. u NHi-
bernate, DocumentSession komunikuje s databází (prˇenos dat, dotazy) a jedná se o lehký
objekt, zatímco DocumentStore rˇídí klient/server komunikaci, vyžaduje více zdroju˚ a
meˇla by se vytvárˇet pouze jednou pro celou aplikaci. [12]
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Replikace
Je proces kopírování a spravování databázových objektu˚ mezi více databází, které
dohromady tvorˇí distribuovaný databázový systém, což mu˚že zvýšit výkonost a zlepšit
dostupnost dat. Zapnutí replikacˇního modulu bude mít za následek:
• Zaznamenávání serveru, na který byl dokument pu˚vodneˇ zapsán. Slouží pro kont-
rolu konfliktu mezi replikovaným a pu˚vodním dokumentem.
• Konfliktní dokumenty budou oznacˇeny a bude zapotrˇebí automatické nebo uživa-
telské reakce.
• Mazané dokumenty obdrží tzv. delete markers (oznacˇení pro smazání). Ty slouží k
replikování jednotlivých mazání na potomcích.
• Replikace nefunguje pro systémové dokumenty, jejichž klícˇ zacˇíná Raven/.
K nastavení replikace je dále nutné vytvorˇit dokument Raven/Replication/Destinati-
ons, což je seznam serveru˚, na které se má replikovat. Samotná replikace pak probíhá
tak, že prˇi každém úspeˇšném zakoncˇení transakce (commit) se Raven podívá na seznam
destinací replikace, prˇicˇemž pro každou destinaci se dotáže na poslední dokument, jež
zde byl replikován. Následneˇ zašle dávky updatu˚, které nastaly od poslední replikace.
To vše probíhá paralelneˇ na pozadí. [12]
Lazy loading
Raven podporuje lazy operace pro dotazování, nacˇítání, filtrované vyhledávání a na-
šeptávání. K použití této technologie se využívá metoda Lazily(), která oznacˇí jakýko-
liv typ dotazu jako lazy operaci.
Lazy<IEnumerable<User>> lazyUsers = session.Query<User>().Lazily();
IEnumerable<User> users = lazyUsers.Value;
Výpis 13: RavenDB - Lazy loading
Takto oznacˇený dotaz vrátí lazy instanci, která bude vyhodnocena až v prˇípadeˇ po-
trˇeby, což v této ukázce provádí prˇíkaz Value.
Sharding
Jedná se o technologii, která poskytuje zpu˚sob, jak rozdeˇlit data na více serveru˚ tak,
že každý server obsahuje jen jejich urcˇitou cˇást. To je výhodné hlavneˇ v prˇípadeˇ, že data-
báze obsahuje velké množství dokumentu˚ (spoustu indexu˚), jelikož se tak rozloží záteˇž
mezi více serveru˚. Raven rˇeší všechny aspekty shardingu, takže uživateli zbývá speci-
fikovat, jak rozdeˇlit dokumenty mezi vícero shardu˚. K zajišteˇní shard funkcionality je
potrˇeba místo DocumentStore použít ShardedDocumentStore, který se ale jinak až na
inicializacˇní fázi chová stejneˇ. Dále je nutné specifikovat ShardStrategy, jež obsahuje slov-
ník se shardy, na kterých má pracovat - tato instance se prˇedává ShardedDocumentStore
prˇi jeho inicializaci. Slovník obsahuje ID shardu a DocumentStore instance, která na neˇj
odkazuje.
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Vyhledávání
Pomeˇrneˇ cˇasto používaná funkce. Raven nabízí neˇkolik možností, jak použít urcˇitou
formu vyhledávání v dokumentech:
foreach (var user in Queryable.Where(session.Query<User>(), x => x.Name.StartsWith(
searchname)))
var users = session.Query<User>("UsersByName").Search(x => x.Name, searchname + " " +
searchname2).ToList();
Výpis 14: RavenDB - Vyhledávání
Výpis 14 obsahuje dva prˇíklady. První rˇádek vyhledává na zacˇátku jména (naprˇ. ma
-> Martin), druhý pak hledá fráze s prˇesnou shodou (tedy všechny znaky v textovém
poli se musí shodovat). Další možností je vytvorˇení složeného indexu, díky kterému je
pak možné vyhledávat na dvou nebo více property zárovenˇ (naprˇ. jméno a povolání
zárovenˇ).
Cache
Raven má vlastní implementaci vyrovnávací pameˇti. Továrneˇ je tato pameˇt’ zapnutá a
je možno nastavit jak cacheování pro danou URL, tak i pocˇet takto uložených požadavku˚.
Dále lze cache nastavit do tzv. agresivního módu. V prˇípadeˇ použití tohoto nastavení se
Raven ani neptá serveru, ale rovnou vrátí odpoveˇd’ z lokální cache (pokud tam je), což
je pochopitelneˇ výrazneˇ rychlejší. Implicitneˇ klient naslouchá notifikacím ze serveru a s
jejich využitím je schopný anulovat dokumenty v cache, u kterých probeˇhla zmeˇna. Takto
ví, kdy se musí zeptat serveru a kdy mu˚že dokumenty nacˇíst z cache, nicméneˇ je možné
získat špatná data, jelikož obdržení notifikací ze serveru zabere neˇjaký cˇas. [12]
3.1.3 RavenDB - shrnutí
RavenDB poprvé spatrˇil sveˇtlo sveˇta zhruba polovineˇ roku 2010 a jeho soucˇasná poslední
verze 2.5.2879 pak 11.5.2014. Je zdarma v rámci OSS, komercˇní projekty si musejí zakou-
pit neˇkterou z nabízených licencí.
Tato dokumentová databáze je kompletneˇ vyvíjena na .NET platformeˇ. Klade velký
du˚raz na bezpecˇnost a spolehlivost dat (ACID transakce, implicitní limity na pocˇet prˇene-
sených dokumentu˚, batching apod.) a enterprise sféru obecneˇ s využitím technologií jako
replikace cˇi sharding (oba lze použít zárovenˇ). Data jsou v Ravenu ukládána ve formeˇ
JSON dokumentu˚ bez schématu, tudíž není potrˇeba se zateˇžovat jeho prˇípadnými zmeˇ-
nami nebo tvorbou specifického mapování. Primárním nasazením by dle tvu˚rcu˚ meˇlo být
webové prostrˇedí. Tato knihovna mu˚že operovat v klasickém klient/server nebo embed-
ded módu, kdy je prˇímo spjata s danou aplikací. Také existují rozšírˇení ve formeˇ balícˇku˚,
jež propu˚jcˇují dodatecˇnou funkcionalitu - naprˇ. komprese, šifrování, verzování, nebo již
zmíneˇnou replikaci a sharding.
V rˇádu neˇkolika týdnu˚ by meˇla vyjít nová verze - RavenDB 3.0, která prˇedstavuje
neˇkteré zajímavé novinky - mimo jiné zlepšení výkonnosti a flexibility indexace, RavenFS
(replikovaný file systém s podporou velkých souboru˚ a jejich správy), JVM API, nebo
Voron, což je nový storage systém, jenž nahraní soucˇasný Esent.
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3.2 Redis
Redis je open source NoSQL databáze vyvíjená za podpory spolecˇnosti Pivotal. Nejedná
prˇímo o dokumentovou databázi jako RavenDB, ale o tzv. key-value store (pracuje na
principu klícˇ -> hodnota). Hlavní rozdíl proti dokumentové databázi spocˇívá v tom, že
key-value store lze dotazovat pouze na hodnotu klícˇe, zatímco u Dokumentové databáze
se mu˚žeme ptát na jakýkoliv atribut, jelikož se záznam skládá z více položek. Key-value
store je tedy jednodušší a cˇasto rychlejší na úkor flexibility.
Redis je obvzlášteˇ zajímavý jednou veˇcí - s celou databází pracuje kompletneˇ v pa-
meˇti. Díky tomu (a faktu, že se jedná o key-value store) dosahuje extrémních výkonu˚.
Pochopitelneˇ z tohoto prˇístupu plynou jisté nevýhody - z du˚vodu in-memory operací je
zapotrˇebí, aby se celý dataset vešel do pameˇti, což v neˇkterých prˇípadech mu˚že prˇedsta-
vovat problém. Dále je na místeˇ otázka, jak Redis zajišt’uje persistenci dat, když se RAM
pameˇt’ po restartu/vypnutí maže? Tento problém však Redis rˇeší pomocí persistencˇních
technologií RDB a AOF. Více se o nich docˇtete níže v dokumentu.
Redis byl pu˚vodneˇ vyvíjen pouze pro Linux, nicméneˇ práce probíhajíi také na verzi
pro Windows pod záštitou Microsoft Open Tech skupiny. V soucˇasné dobeˇ již tento port
Redisu dosáhl produkcˇní verze.
3.2.1 Instalace
V rámci této práce jsem s Redisem pracoval ve Windows prostrˇednictvím .NET klienta. K
dnešnímu dni je možné Redis server i C# klient získat prˇes NuGet. Stacˇí vyhledat klícˇové
slovo Redis a stáhnout první nalezenou položku C# Redis client s Id ServiceStack.Redis.
Redis server doporucˇuji stáhnout z GitHubu - https://github.com/MSOpenTech/redis
(tlacˇítko Download ZIP napravo). Obsah balícˇku postacˇí rozbalit neˇkam na disk a ve
složce msvs otevrˇít soubor redisserver.sln ve Visual Studiu (alesponˇ 2013). Pak stacˇí už
jen spustit kompilaci, prˇípadneˇ nastavit build konfiguraci cˇi platformu. Po kompilaci lze
Redis server zapnout souborem redis-server.exe.
3.2.2 Technologie
Podobneˇ jako Raven, ani Redis nevyžaduje neˇjaké konrétní schéma. Bohateˇ mu postacˇí
definice modelu skrze POCO entity. Tyto entity jsou pak serializovány ve formeˇ JSON.
Perzistence
V úvodu sekce jsem zmínil dva zpu˚soby, jakými Redis zajišt’uje persisnteci dat - RDB
a AOF.
RDB pracuje tak, že v nastavených intervalech porˇizuje snapshoty databáze což s se-
bou prˇináší urcˇiteˇ výhody a nevýhody. Mezi výhody patrˇí, že se jedná o reprezentaci
databáze v urcˇitém cˇase v jednom malém souboru, což je výhodné naprˇ. pro prˇenos to-
hoto souboru do vzdálených datacenter v prˇípadeˇ chyby. Dále RDB umožnˇuje Redis ser-
veru dosáhnout maximálního výkonu, jelikož hlavní proces serveru nemusí deˇlat žádné
diskové operace, pouze vytvorˇí podproces, který se o vše postará. Mezi nevýhody patrˇí
ztráta dat od posledního snapshotu v prˇípadeˇ problému˚ (naprˇ. výpadek proudu) nebo
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fakt, že pro jakékoliv diskové operace musí server vytvorˇit podproces, což mu˚že zabrat
dost procesorového cˇasu v prˇípadeˇ velkého datasetu a zpomalit tak komunikaci serveru
s klienty. [13]
AOF (append-only file) naproti tomu zaznamenává každou write operaci, která bude
prˇehrána prˇi dalším spušteˇní serveru a ve výsledku tak databázi obnoví. Z toho du˚-
vodu má AOF lepší možnosti nastavení synchronizace (každou vterˇinu, pro každý do-
taz). Když soubor zacˇne být prˇíliš velký, umí jej server prˇepsat tak, že vytvorˇí nový sou-
bor s minimálním množstvím operací potrˇebných k vytvorˇení databáze. Server zapisuje
zmeˇny do starého souboru a jakmile je nový soubor prˇipraven, zacˇne zapisovat do neˇj.
Mezi nevýhody patrˇí veˇtší velikost AOF souboru˚ oproti RDB souboru˚m a podle nasta-
vení synchronizace mu˚že být AOF pomalejší, i když prˇi nastavení jedné vterˇiny je výkon
porˇád vysoký. [13]
Redis dovoluje použít i kombinaci RDB a AOF. Také je možné perzistenci úplneˇ vy-
pnout; v takovém prˇípadeˇ budou data v pameˇti pouze po dobu beˇhu serveru a zaniknou
s jeho vypnutím.
Transakce
Narozdíl od Ravenu nebo dalších knihoven, transakce v Redisu fungují poneˇkud od-
lišneˇ, i když deklarace mu˚že na pohled vypadat podobneˇ.
var users = redisclient .As<User>();
var user = redisclient .GetById<User>(userid);
using (var transaction = client .CreateTransaction()) // MULTI
{
user.Name = username;
transaction .QueueCommand(x => x.Store(user));
transaction .Commit(); //EXEC
} // DISCARD, pokud nebyl vyvolan EXEC
Výpis 15: Redis transakce
Redis k jejich kontrole používá klícˇová slova multi, exec, discard a watch, prˇicˇemž
všechny transakce musejí splnˇovat urcˇité podmínky: všechny prˇíkazy jsou v rámci trans-
akce serializovány a zpracovány sekvencˇneˇ. Nemu˚že se tedy stát, že žádost jiného klienta
je vykonávána uprostrˇed pru˚beˇhu neˇkteré transakce, díky cˇemuž jsou prˇíkazy vykonány
jako jediná operace. Druhou podmínkou je, že se bud’ provedou všechny prˇíkazy, anebo
žádný; Redis transakce je tedy atomická. Prˇíkaz exec spustí provádeˇní všech prˇíkazu˚ v
transakci, takže pokud klient ztratí spojejí se serverem ješteˇ prˇed voláním multi, žádná
z operací se neprovede, v opacˇném prˇípadeˇ se provedou všechny. Watch lze použít ke
sledování klícˇe - spušteˇní exec podmíní tím, že žádný další klient nezmeˇnil neˇkterý ze
sledovaných klícˇu˚.
Prˇíkazy jako exec, multi a další se v kódu ukázky nevyskytují (znázorneˇno komenty),
jelikož ServiceStack C# klient pro Redis používá jinou syntaxi, nicméneˇ z hlediska funkcˇ-
nosti zde není rozdíl.
Další zajímavostí transakcí v Redisu je, že nepodporují rollback. V transakci se zpra-
vidla vyskytne jedna ze dvou chyb: prˇíkaz mu˚že mít chybnou syntaxi (naprˇ. špatný po-
cˇet argumentu˚, prˇípadneˇ i plná pameˇt’) a chyba nastane ješteˇ prˇed voláním exec. Druhá
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chyba se vyskytne až po volání exec (naprˇ. použití prˇíkazu na špatný klícˇ - string -> int
apod.). Ve starších verzích Redisu tak mohly vznikout situace, kdy se do databáze dostaly
pouze prˇíkazy, které bez problému˚ prošly kontrolou a byly prˇidány do fronty (metoda
QueueCommand()). Od verze 2.6.5 si však server pamatuje, že nastala chyba prˇi rˇazení
prˇíkazu˚ do fronty, a tak transakci vu˚bec neprovede a zahodí ji.
Redis také nedovoluje nacˇtení a manipulaci s daty v rámci jedné transakce, což je
du˚vod, procˇ se v ukázce 15 uživatel nacˇítá prˇed jejím zacˇátkem.
Datové typy
Redis je sice koncipován jako key-value store, ale narozdíl od typického key-value
storu, který spojuje string klícˇe se string hodnotami, Redis podporuje ru˚zné typy dat:
• Keys - jsou binárneˇ bezpecˇné, takže lze jako klícˇ použít jakoukoliv binární sekvenci.
• Lists - listy stringu˚. Je možné prˇidávat elementy na jejich zacˇátek nebo konec.
• Sets - neusporˇádané kolekce stringu˚. Nedovolí opakování stejných cˇlenu˚ (v takové
situaci bude set obsahovat pouze jeden cˇlen).
• Hashes - skupina polí, kde je každé asociováno s neˇjakou hodnotou. Vhodné pro
ukládání objektu˚.
• Sorted sets - neopakující se kolekce stringu˚. Narozdíl os setu je každý cˇlen asocio-
ván se skóre, nebo podle hodnosti. Umožnˇují rychlý prˇístup ke všem cˇlenu˚m.
Replikace
Redis používá asynchronní master-slave replikaci, která umožní slave serveru˚m, aby
byly prˇesnými kopiemi master serveru˚. V praxi si master ukládá logy ohledneˇ databá-
zových operací, ty následneˇ posílá slavu˚m, kterˇí vykonávají prˇíkazy tak, aby meˇli ve
výsledku stejný dataset. Jeden master tedy mu˚že mít více slavu˚, prˇicˇemž slave servery
mohou akceptovat spojení od dalších slavu˚. Prˇi spojení vyšle slave synchronizacˇní prˇí-
kaz, nacˇež master zacˇne ukládat na pozadí a bufferovat všechny prˇíkazy, jež modifikují
dataset. Jamile tento proces dokoncˇí, prˇenese master databázový soubor na slave, který
si jej uloží na disk a nacˇte do pameˇti. Nakonec master prˇenese buffer, což se deˇje ve formeˇ
streamovaných prˇíkazu˚. [13]
Sharding
Neboli rozdeˇlení dat podle klícˇe na ru˚zné servery. Pro Redis je tato technologie vý-
znamná hlavneˇ ze dvou du˚vodu˚: jelikož je k dispozici více pocˇítacˇu˚, mají dohromady
efektivneˇ více pameˇti, což dovoluje nasazení veˇtší databáze. Druhým du˚vodem je velmi
dobré škálování výkonu, protože se scˇítají prostrˇedky každého z pocˇítacˇu˚, což kromeˇ
procesoru platí i pro sít’ovou propustnost. Redis nabízí více zpu˚sobu˚ shardingu, mimo
jiné naprˇ. range (podle rozsahu ID) nebo hash (na jakýkoliv klícˇ se uplatní hash funkce,
která jej prˇemeˇní na cˇíslo).
Mezi nevýhody patrˇí naprˇ. nemožnost použití transakcí operujících na více klícˇích,
veˇtší komplexita dat (více RDB/AOF souboru˚), nebo prˇidávání/odebírání uzlu˚ za beˇhu,
které ostatní systémy nepodporují.
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3.2.3 Redis - shrnutí
Redis (Remote dictionary server) je pokrocˇilý key-value store, který byl pu˚vodneˇ vypuš-
teˇn 10.4.2009. Dokáže ukládat data nejven ve formeˇ stringu˚, ale také listu˚, setu˚, nebo
hashu˚. Jedná se o kompletneˇ open-source software distribuovaný pod BSD licencí.
Jeho specifickou vlastností je, že s celým datasetem operuje pouze v pameˇti, díky cˇe-
muž mu˚že dosahovat extrémních výkonu˚. Z toho du˚vodu se jej rozhodlo nasadit mnoho
projektu˚, at’ už jako hlavní databázi, nebo formou pomocné cache. Aktuálneˇ lze Redis
najít na Twitteru, Githubu, Flickeru, StackOverflow a dalších. Jeho popularita vedla ke
vzniku klientu˚ snad v každém známeˇjším jazyce - C/C#/C++, Java, Python, PHP atd.
Z pohledu enterprise sféry je Redis zajímavý prˇedevším svou výkonností, ale také
velmi dobrou škálovatelností skrze technologie jako replikace a sharding. Omezení ma-
ximální velikosti databáze na velikost operacˇní pameˇti je pomeˇrneˇ neprˇíjemné, nicméneˇ
je na každém, aby zvážil, jak velkou prioritu pro neˇj má rychlost a s jak velkým datasetem
bude pracovat.
3.3 Srovnání NoSQL knihoven
Zde se opeˇt pokusím provést srovnání, tentokrát mezi dokumentovými databázemi -
RavenDB a Redis.
Databázový model: Raven je dokumentová databáze, která nevyžaduje žádné schéma
a využívá Esent jako storage engine. Kromeˇ klient-server mu˚že pracovat i v embedded
módu uvnitrˇ aplikace. Redis je pokrocˇilý key-value store, také nevyžaduje žádné schéma,
nicméneˇ celá databáze se musí vejít do pameˇti, cˇímž dává prˇednost rychlosti na úkor fle-
xibility.
Dotazovací API: Raven umožnˇuje dotazování prˇes LINQ nebo HTTP RESTful API,
které jsou prˇekládány na Lucene dotazy a vykonány vu˚cˇi vhodnému indexu. Redis z
principu key-value store žádné specifické dotazování neumožnˇuje, pouze má hodnoty
asociované s klícˇi.
Škálovatelnost: Oba podporují master-slave replikaci i sharding.
Indexování: Raven používá dynamické (automatické) indexy, navíc uživateli umož-
nˇuje vytvorˇit si vlastní (statický) index. Také podporuje kompozitní klícˇe a full text search.
Redis indexuje primární klícˇe, prˇicˇemž prˇedpokládá, že každá entita má práveˇ jeden pri-
mární klícˇ (nepodporuje kompozitní klícˇe). Full text search lze implementovat naprˇ. s
využitím Lua s enkódováním/dekódováním JSON nad Redisem, nicméneˇ továrneˇ Redis
tuto funkci nemá.
Platformy: RavenDB Server v soucˇasné dobeˇ beˇží pouze pod Windows na .NET Fra-
mework 4.0, klient mu˚že beˇžet i na Monu. Redis je multiplatformní - funguje na Linuxu,
BSD, OS X. Windows port je pak vyvíjen za podpory Microsoftu.
Vývojové API: Jen a pouze C# pro Raven, zatímco Redis má klienty pro všechny
známeˇjší API - C, C#, C++, Clojure, Common Lisp, D, Dart, Erlang, Haskell, Java, Lua,
Perl, PHP, Python, Ruby, Scala, Smalltalk a další.
Dokumentace: Obeˇ knihovny mají na svých domovských stránkách obsáhlou a dobrˇe
popsanou dokumentaci. Nicméneˇ v prˇípadeˇ Redisu se stává, že konkrétní implementace
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v rámci daného klienta se od dokumentace liší (naprˇ. neprˇítomnost multi a exec v C#
klientovi), pak je potrˇeba hledat jinde.
Licence: RavenDB je zdarma pro open-source projekty; v prˇípadeˇ komercˇního využití
je nutné zakoupit licensi, jejíž cena se podle konfigurace pohybuje v rozmezí stovek až
tisícu˚ dollaru˚ rocˇneˇ. Redis je kompletneˇ open-source projekt, tedy naprosto zdarma.
Faktem je, že RavenDB a Redis se od sebe pomeˇrneˇ zásadneˇ liší už ve zpu˚sobu, ja-
kým pracují - dokumentová databáze s rozsáhlými možnostmi dotazování a indexování
versus in-memory key-value store.
Redis bude vhodneˇjší všude tam, kde jsou kladeny nárocˇné požadavky na výkon, ale
zárovenˇ není dataset tak velký, aby se nevešel do pameˇti serveru/serveru˚. V opacˇném
prˇípadeˇ jej však lze použít jako pomocnou cache. Pro zajišteˇní perzistene Redis používá
techniky RDB (snapshoty databáze) a AOF (záznam sekvence write operací), jež svu˚j úcˇel
splnˇují, nicméneˇ se mu˚že stát, že v prˇípadeˇ pádu se ztratí zmeˇny provedené za urcˇitou
jednotku cˇasu dle nastavení (naprˇ. interval mezi dveˇma snapshoty apod.). Dále Redis
trpí menší flexibilitou dotazování - umožnˇuje se dotazovat pouze na daný klícˇ a nelze
mu naprˇ. rˇíct, at’ vrátí záznamy, jejichž pole veˇk je rovno 30.
RavenDB je tvu˚rci zamýšlen prˇevážneˇ do webového prostrˇedí a OLTP systému˚. Je
schopen ukládat velice komplexní objekty, respektive objektové grafy, prˇicˇemž poskytuje
intuitivní API, prostrˇednictvím kterého se lze dotázak na jakýkoliv atribut. Další prˇida-
nou hodnotu prˇedstavují velice bezpecˇné ACID transakce, lazy loading nebo možnost
spravovat databázi v grafickém režimu skrze webový prohlížecˇ.
Podobneˇ jako v prˇípadeˇ ORM frameworku˚, nelze jednoznacˇneˇ doporucˇit tu cˇi onu
knihovnu. Je potrˇeba vzít v úvahu parametry plánovaného projektu a ty porovnat s mož-
nostmi dané knihovny.
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4 Objektová databáze
Objektové databáze ukládají data ve formeˇ objektu˚. Takovéto objekty se zpravidla sklá-
dají z atributu˚ (charakterizují objekt naprˇ. typy integer, string, apod.) a metod (definují
chování objektu). Tennto prˇístup je výhodný z pohledu moderních objektoveˇ orientova-
ných programovacích jazyku˚, jako je C++, C#, Java a další. Objektové databáze dokáží
ukládat komplexní objekty a vztahy mezi nimi, z pohledu vývojárˇe tedy odpadá nutnost
prˇevádeˇt objektová (programová) data na neˇco jiného, jako je tomu v prˇípadeˇ relacˇních
databází. [14]
4.1 Eloquera
Eloquera je cˇistokrevná .NET objektová databáze vyvíjená stejnojmennou firmou. Do-
káže nativneˇ uložit jakýkoliv .NET objekt bez jakéhokoliv rozhraní nebo deˇdeˇní ze spe-
ciálneˇ navržené trˇídy. V rámci vývoje umí beˇžet v desktopovém módu ve Visual Studiu
(jeden uživatel) a pochopitelneˇ i v produkcˇním klient-server. Existuje ve dvou verzích
- community edition (CE) a enterprise edition (EE). Community edice je zdarma pro
osobní i komercˇní využití, cena enterprise verze se odvíjí podle zvolených parametru˚.
Rozdíl mezi nimi spocˇívá v lepší škálovatelnosti cˇi load balancingu ve prospeˇch enter-
prise verze. [15]
4.1.1 Instalace
Doporucˇuji stáhnout Eloqueru prˇes NuGet, jelikož oficiální stránky (http://eloquera.com/
download) vyžadují registraci, která je sice zdarma, ale neˇkomu mu˚že vadit. Knihovna
se do projektu nainstaluje v pohodeˇ trˇí referencí, a to je prakticky vše, co je nezbytné pro
zacˇátek vývoje.
4.1.2 Technologie
Podobneˇ jako neˇkteré dokumentové databáze, také Eloquera nevyžaduje žádné schéma.
Už z principu jejího návrhu totiž žádné nepotrˇebuje - jedná se o objektovou databázi,
která s objekty pracuje v jejich nativní formeˇ. Narozdíl od relacˇních databází nepotrˇe-
buje prˇi každém prˇesunu dat "rozsekávat"objekty a po kouscích je ukládat nazpátek do
tabulky; zkrátka uloží objekt prˇesneˇ tak, jak existuje v aplikaci.
Unikátní ID
Eloquera má svu˚j vlastní zpu˚sob generování unikátních identifikacˇních atributu˚. V
prvé rˇadeˇ vyžaduje promeˇnnou (nikoliv property) typu long, která je navíc oznacˇena
anotací [ID]. Je potrˇeba zdu˚raznit, že takové ID není náhodná hodnota nebo inkrement,
ale komplexní datový cˇlen (field) se spoustou informací jako naprˇ. definice typu. Z toho
du˚vodu jej vývojárˇi v žádném prˇípadeˇ nedoporucˇují meˇnit.
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Dotazovací API
Momentálneˇ jsou k dispozici dveˇ - LINQ a SQL.
var user = (from User u in db where db.UID == idUser select u).Single(); // LINQ
Parameters param = db.CreateParameters();
param["Id"] = Id ;
var user = (User)db.ExecuteQuery("SELECT User WHERE $ID = @Id", param); //SQL
Výpis 16: Eloquera - dotazování
V prˇípadeˇ obou metod poporuje Eloquera také join syntaxi. Mu˚žeme si všimnout
poneˇkud zvláštního zápisu u podmínky ohledneˇ ID. Je to z toho du˚vodu, že hodnota da-
tového cˇlenu oznacˇeného [ID] neexistuje/není definována za hranicemi aplikace. $ID v
SQL a db.UID v LINQu znamená dotaz prostrˇednictvím UID, což je unikátní ID objektu,
podle kterého jej už knihovna najde. Obecneˇ je SQL v Eloquerˇe robustneˇjší než link a lze
jeho prostrˇednictvím volat nejen datové cˇleny a property, ale také potomky, pole a pole
objektu˚.
Vývojové API
Jedna ze slabších stránek Eloquery, jelikož vyvíjet pro ni lze pouze na .NET platformeˇ
Microsoftu v jazyce C#.
Dynamické objekty
Tyto objekty odhalují cˇleny jako naprˇ. vlastnosti nebo metody až prˇi beˇhu programu,
nikoliv prˇi kompilaci. Díky tomu mohou dynamické objekty uchovávat struktury, které
neodpovídají neˇjakému statickému typu cˇi formátu. [17] Mezi jejich další výhody patrˇí:
• Není potrˇeba rˇešit naprˇ. chybeˇjící property, prˇizpu˚sobí se.
• Automaticky zjistí datový typ, také se postarají o indexování.
• Mohou obsahovat sebe navzájem.
• Dají se volneˇ konvertovat na nativní objekty a zpeˇt.
Mezi beˇžné využití patrˇí naprˇ. registrace uživatele, evidence nebo aplikace, kde data
mají promeˇnný pocˇet atributu˚ ru˚zných typu˚.
In-memory databáze
Eloquera podporuje databáze uložené v pameˇti, což je výhodné v prˇípadeˇ, že je za-
potrˇebí vysoká rychlost zpracování dat. Tuto technologii lze zapnout parametrem v con-
nection stringu:
DB db = new DB("server=(local);options=inmemory,persist;");
Výpis 17: Eloquera - connection string
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Parametr persist znamená, že se dababáze uloží na disk prˇi volání db.Close(), což
vytvorˇí soubor nesoucí její název. Takto uloženou databázi je možné opeˇt otevrˇít prˇíka-
zem db.OpenDatabase("název"). Server=(local) znamená, že databáze pobeˇží v desktop
módu.
Uložené procedury
Bloky kódu, které mohou být vyvolány ze strany databáze. Aplikace, které je využí-
vají, mohou mít výhody:
• Snížená sít’ová zátež mezi klienty a servery - procedury operují s daty a vracejí
pouze výsledky
• Zvýšená bezpecˇnost - se zahrnutím databázových práv do SP mu˚že administrá-
tor zvýšit bezpecˇnost, jelikož všichni ostatní mohou využívat služeb procedury a
nemusejí tak být sami vlastníci práv.
• Rychlejší vývoj - databázové operace se cˇasto opakují, tudíž znovuvyužití jedné
procedury usnadnˇuje práci.
Procedury jsou v Eloquerˇe psané v C#. Deklarují se jako trˇídy deˇdící ze StoredPro-
cedure.
4.1.3 Eloquera - shrnutí
Tato knihovna byla poprvé publikována 7.6.2010 ve verzi 2.7, soucˇasný build 6.3.3 pak
31.1.2014. Eloquera je objektová databáze, která se snaží odstranit nejveˇtší nevýhody RD-
BMS systému˚ a zárovenˇ programátoru˚m nabídnout prˇíjemné prostrˇedí, ve kterém mo-
hou s objekty zacházet bez toho, aniž by byli omezeni možnostmi relacˇních databází.
Eloquera nabízí rˇadu technik, jež s relacˇními databázemi zkrátka nejsou možné - uklá-
dání nativních .NET objektu˚, dotazování na potomky/pole objektu˚/dle datového typu,
velice dobrˇe pracuje s komplexními objekty, podporuje dynamické objekty vcˇetneˇ kon-
tejneru˚ atd.
Tvu˚rci o ní mluví jako o knihovneˇ do enterprise sféry zameˇrˇené na webové prostrˇedí v
rámci víceuživatelských systému˚. V komunitní verzi je sice zdarma, nicméneˇ enterprise
verzi s plnou podporou nezbytných tenchnologií (profiling, disaster recovery apod.) je
nutné zakoupit. Neˇkterým vývojárˇu˚m také mu˚že vadit, že je Eloquera svázána s .NET
platformou a žádný alternativní klient neexistuje, respektive nejspíše nikdy existovat ne-
bude, jelikož se nejedná o open-source software a autorˇi tuto situaci nevidí jako problém.
Bohužel se mi z du˚vodu nedostatku cˇasu nepodarˇilo zpracovat druhou objektovou
databázi, takže nemohu Eloqueru s neˇjakou další objektovou knihovnou prˇímo porovnat.
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5 Scénárˇe persistence
V této záveˇrecˇné kapitole rozeberu možnosti a doporucˇené scénarˇe každé databázové
technologie.
5.1 Relacˇní databáze
Tyto databáze ukládají data do tabulek, které jsou rozdeˇleny na sloupce, prˇicˇemž každý
sloupec obsahuje jeden datový typ. Jeden záznam odpovídá jednomu rˇádku. Tabulky
zpravidla obsahují klícˇe na jednom nebo více sloupcích, které pro každý rˇádek prˇed-
stavují unikátní identifikátor. Nejjednodušším zpu˚sobem, jak spravovat data v relacˇní
databázi, je jazyk SQL.
Pokud tedy chce relacˇní databáze uložit objekt, musí vytvorˇit jeho datovou reprezen-
taci. Ukládání objektu˚ v takové databázi není jednoduché z du˚vodu nekompatibilních
typu˚ - je potrˇeba namapovat objektové schéma na relacˇní databázi. Této technice se rˇíká
objektoveˇ-relacˇní mapování a je nutné ji provádeˇt prˇi každém cˇtení/ukládání aplikacˇních
dat do RDBMS. Z toho du˚vodu vznikly ORM rˇešení jako naprˇ. Entity Framework, jež
vývojárˇu˚m usnadnˇují prˇekonat rozdíl mezi relacˇními a objektovými daty, nicméneˇ tyto
frameworky pouze zjednodušují psaní kódu, objektoveˇ-relacˇní konflikt nevyrˇeší. Dále
nejsou relacˇní databáze vhodné pro ukládání dat s promeˇnnou strukturou (mají pevneˇ
dané schéma) a špatneˇ škálují prˇi obrovském množství dat.
Na druhou stranu mají výhodu v tom, že je to pochopená a zavedená technika, dobrˇe
se mapuje na data s konzistentní strukturou a veˇtším množstvím vztahu˚ mezi více en-
titami, umožnˇují joinování a podporují ACID transakce vcˇetneˇ jejich dobré škálovatel-
nosti. V enterprise segmentu se také hledí na to, že se jedná o velmi vyladeˇné technologie
s podporou velkých korporací - spolehlivost.
Doporucˇené scénárˇe:
• Bankovnictví - strˇední dataset a rychlé transakcˇní operace.
• Datové sklady - velký dataset, menší pocˇet read/write operací s menším du˚razem
na rychlost.
5.2 Dokumentové databáze
NoSQL databáze prˇedstavily nový zpu˚sob, jak ukládat data. V tomto modelu jsou každý
záznam a jeho prˇidružená data chápáni jako dokument. Tyto dokumenty nemají pevneˇ
stanovenou strukturu (jsou bez schématu), díky cˇemuž mohou obsahovat pomeˇrneˇ kom-
plexní data jako stromy, kolekce nebo slovníky. Na druhou stranu nepodporují relace;
dokument mu˚že obsahovat klícˇ na jiný dokument, ale není zde žádná vynucená relacˇní
integrita.
Jelikož dokumenty nevyžadují žádné schéma, není nutné se zabývat konverzí objek-
tových dat na relacˇní a naopak. Také díky tomu neprˇedstavuje problém ukládat nestruk-
turovaná data a vyhnout se tak nákladným migracím. Dokumenty jsou navíc nezávislé
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entity, což zvyšuje výkon (prˇidružená data jsou souvisle nacˇítána z disku) a umožnˇuje
jednoduše distribuovat data na vícero serveru˚. Tento typ databáze také dokáže velmi
dobrˇe vertikálneˇ škálovat - s rostoucím pocˇtem serveru˚ témeˇrˇ úmeˇrne roste i výkon
(velmi dobrá replikace a sharding).
Mezi nevýhody mu˚že patrˇit fakt, že dokumentové databáze zpravidla neumí join a
cˇasto mají problémy zajistit ACID transakce. Poveˇtšinou se navíc jedná o relativneˇ mladé
projekty, které svou spolehlivostí (myšleno vyzrálostí) nemohou odladeˇným RDBMS ko-
kurovat.
Doporucˇené scénárˇe:
• Geo-indexing služby jako Foursquare cˇi Craigslist - obrovský dataset s velkým
množstvím jednodušších read/write operací.
5.3 Objektové databáze
Jak lze z názvu usoudit, objektové databáze ukládají data ve formeˇ objektu˚, což jim do-
voluje pracovat s aplikacˇními daty v jejich pu˚vodní formeˇ bez potrˇeby neˇjaké konverze.
To znamená, že lze do databáze bez problému uložit celou kolekci objektu˚, dynamické
objekty a velice složité objektové grafy obecneˇ.
Podobneˇ jako dokumentové databáze, ani ty objektové nepotrˇebují striktneˇ defino-
vané schéma, což pro vývojárˇe znamená méneˇ kódu a snadneˇjší refaktoring. Dále mají
zpravidla vysoký výkon (žádná konverze dat a veˇtšinou není potrˇeba join), lze porovná-
vat prˇímo podle identity objektu, dobrˇe implementují deˇdicˇnost, zapouzdrˇení, agregaci
a polymorfismus.
Nicméneˇ ve výsledku se jedná o mladou a nevyzrálou technologii. Na trhu zaujímá
minimální podíl a cˇasto zkrátka stojí mimo okraj zájmu. V soucˇasnosti neexistuje žádný
vendor, který by se mohl meˇrˇit s giganty jako Microsoft cˇi Oracle, ale reálneˇ ani s knihov-
nami jako MongoDB.
Doporucˇené scénárˇe:
• Prˇípady komplexních dat nebo vztahu˚ (many to many) - naprˇ. CAS/CAD/CAM
aplikace.
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6 Záveˇr
V této práci jsem dle typu mezi sebou porovnal 6 knihoven pro persistanci dat v rámci
vývojové platformy Microsoft .NET a zhodnotil, jaký typ databáze je vhodný na ty které
operace. Vu˚bec poprvé jsem se prakticky setkal s NoSQL a objektovými databázemi a do
jisté míry se s nimi pomocí prˇedstavených knihoven naucˇil pracovat, avšak nepodarˇilo
se mi proniknout do dané problematiky tak hluboko, jak bych si prˇedstavoval.
Ondrˇej Sobek
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