For working with diagrams on a computer screen we need diagram editors, i.e., graphical editors specialized in the specific diagram language. In order to create such a diagram editor in a methodical way, a formal representation of each diagram and of the whole diagram language is required. This paper describes continued work on how to specify a wide range of diagram languages in terms of a hypergraph model together with hypergraph grammars. The specification of a diagram language can serve as input for an automated generator which creates a diagram editor for the specified diagram language. Editors support syntax-directed editing as well as free hand editing of the diagrams on the screen which are internally represented by hypergraphs. For free hand editing, a hypergraph parser is used to obtain the diagrams' syntactic structure and to distinguish correct diagrams or diagram parts from incorrect ones.
Introduction
Diagrams are a powerful means to represent complex situations since they directly support visualizing multidimensional relationships and thus human perception. Diagrams are established in nearly every field. Independent of their specific field of application, however, three main building principles of diagrams can be identified where each diagram class may incorporate more than one of these principles: Diagrams like graphs express relationships between node-like, visual items by connecting them using lines or arcs. Typical examples are finite automata, Entity-Relationship diagrams, flowcharts, Petri-nets, or connection diagrams in electrical engineering. Instead, recursively built diagrams consist of few primitive building blocks which can be grouped together in order to create new, more complex building blocks. An example are Nassi-Shneiderman diagrams which build larger structures by horizontally or vertically attaching smaller structures. Statecharts are graph-like as well as recursive: States are connected by arcs, and each state can consist of a statechart again. Finally, diagrams may use general spatial relationships like touching, overlapping, intersecting etc. for expressing complex situations. Typical examples are Euler diagrams for expressing sets and operations on sets, and VEX as a visual λ-calculus which uses circles containing or touching other circles which may be connected by lines and arrows, too, in order to express abstraction, application, and bindings (Citrin et al., 1995) . This paper describes an approach for specifying diagrams using any of the described building principles, i.e., any of the spatial building principles. The key issue of this approach is the opportunity to use such a specification as an input for a tool. The tool automatically creates a graphical environment which serves as an editor for creating and modifying diagrams of the specified diagram class.
The work described in this paper is continued work on DiaGen, a framework together with a generator for creating graphical editors for a specific diagram class from a formal specification. So far DiaGen has considered diagram languages consisting of graph-like and recursively built diagrams primarily. This paper shows that the concepts used in DiaGen-hypergraphs as an internal diagram model and hypergraph grammars-are also a simple means for specifying diagram languages which use general spatial relationships.
The rest of the paper is organized as follows: The next section gives a brief overview of DiaGen previous to the work described in this paper. DiaGen uses hypergraphs for internally representing diagrams. The following section describes how diagrams using all building principles can be represented by hypergraphs where representing general spatial relationships is a new contribution by this paper. A section on hypergraph parsing presents a new efficient hypergraph parser used when editing diagrams by free hand editing. The parser is applicable to a wide range of hypergraph languages. However, additional application conditions have to be added to the hypergraph grammar. Finally, related work is briefly discussed. The last section concludes.
DiaGen
DiaGen as described in (Viehstaedt and Minas, 1994; Minas and Viehstaedt, 1995; Minas, 1997) consists of an editor framework and a generator. A formal specification of a diagram class serves as input for the generator which creates custom components that build-together with the framework-a graphical editor customized for the specified diagram class. Main features supported by this approach are:
1. Diagrams are internally represented by hypergraphs (see next section); a diagram class is thus a hypergraph language together with a mapping from hypergraphs to their visual representation as diagrams. A context-free hypergraph grammar is used to describe the hypergraph language. For diagrams which cannot be described by a context-free grammar, additional graph transformations serve as a means to create context-sensitive shares.
2. Nodes and hyperedges carry attributes, and each grammar productions is augmented by layout constraints on attributes accessible in the production. A constraint-solver provides automatic, user-adjustable layout of diagrams.
3. Diagrams can be edited in a syntax-directed way by using transformations on derivation trees for their context-free share and on hypergraphs described in the specification. To hide those details from the user, interactions of the user and the editor are described by certain interaction automata thus offering editing diagrams by direct manipulation.
4. Free hand editing is also supported. The user can arbitrarily add, delete, move, or modify parts of the diagram as with a drawing tool. The underlying hypergraph model is modified accordingly, a hypergraph parser distinguishes correct diagrams from incorrect ones by keeping the underlying hypergraph's syntactic meta-structure up-to-date. Free hand editing with parser support relaxes the need to specify a full set of transformations on diagrams for syntax-directed editing since free hand editing can be used for (yet) unspecified diagram operations. Therefore, this editing mode enhances usability of editors and also makes rapid prototyping of diagram editors possible because-as an extreme case-specification of diagram operations can be omitted completely.
Hypergraph representation of diagrams
Hypergraphs have proved to be an intuitive means for internally representing diagrams (Viehstaedt and Minas, 1994; Minas and Viehstaedt, 1995; Minas and Shklar, 1996; Minas, 1997) . A hypergraph is a generalization of a graph, in which edges are hyperedges (Berge, 1989) . Each hyperedge has a type and a (fixed) number of tentacles. Each tentacle is connected to a node. We say the hyperedge visits these nodes. The familiar directed graph can be seen as a hypergraph in which all hyperedges have two tentacles: source and target of the edge.
Graph-like and recursively built diagrams
For graph-like or recursively built diagrams, there is a direct representation of diagrams by hypergraphs. Figure 1 shows a simple Nassi-Shneiderman diagram and its hypergraph model: nodes in the hypergraph stand for points in the plane, hyperedges are diagram elements whose position is given by the nodes being visited by the hyperedge. Each hyperedge tentacle represents an area of a diagram element that can be attached to others. In the case of Nassi-Shneiderman diagrams each corner of a diagram element is such an attachment area which has to be represented by a tentacle connected to a node. Finite automata are another diagram class which are easily modelled by hypergraphs. Figure 2 shows a sample finite automaton for the regular language (ab + aab) and its hypergraph model. States are modelled by hyperedges with only one tentacle which represents the borderline of the state's circle. Transitions are represented by hyperedges with three tentacles: the two end points of the arrow (source s and target t in Fig. 2 ) and the arrow line (description d in Fig. 2 ). The arrow line tentacle is needed for representing transition labels. Each label is represented by a hyperedge with one tentacle which is connected to the same node as the arrow line tentacle. Please note that a node may represent an area of the plane instead of a single point as in the Nassi-Shneiderman example.
A specification of a diagram class based on such a hypergraph model consists of a mapping between hyperedges and their diagram counterparts and a description of all valid hypergraph models. The latter is usually specified by some (hyper-)graph grammar which is discussed in the section on hypergraph parsing. The specification of mappings between hyperedges and diagram components is quite obvious: Each primitive diagram element is simply represented by a hyperedge. However, creating a diagram's hypergraph model needs closer consideration: When using syntax-directed editing, pre-specified diagram operations modify the hypergraph model as the primary data structure. The diagram is modified according to the specification how hyperedges are visualized as diagram components. Therefore, diagrams behave like views of their hypergraphs. However, when providing free hand editing, diagrams are modified directly, and the hypergraph representation has to be adjusted accordingly. The crucial operation of these adjustments are how hyperedges representing spatially related diagram components are connected by visiting the same nodes. For graph-like diagram classes as the finite automata example or recursively built diagram classes as the Nassi-Shneiderman example, this task is easily fulfilled: each diagram component is represented by a hyperedge already visiting an appropriate number of nodes which represent "sensitive" areas of the plane. Whenever diagrams are edited such that sensitive areas overlap, the corresponding nodes get unified; whenever overlapping areas get separated, the previously unified nodes get separated again. For diagrams with general spatial relationships as building principle, however, using an internal hypergraph model and keeping it synchronized with a diagram modified by free hand editing is a more complicated task. This is considered next.
Diagrams using general spatial relationships
When diagrams use general spatial relationships like containing, intersecting, or touching, it is not sufficient to represent only diagram components by hyperedges; the hypergraph also has to contain hyperedges that make the significant relationships explicit. However, the hypergraph still has to model its represented diagram in a way which makes it easy to incrementally adjust the hypergraph when editing the diagram. We consider VEX (Citrin et al., 1995) as an example of a diagram language which primarily uses spatial relationships, but also recursive and graph-like features for expressing λ-expressions: in VEX each variable identifier is represented by an empty circle that is connected by a line to a so-called root node. A root node is again an empty circle with one or more lines touching it, leading to all identifiers representing the same variable. A root node may either be internally tangential to another circle, it then represents a parameter of a λ-abstraction, or it is not included by any other circle, it then denotes a free variable. A circle representing a λ-abstraction contains its parameter circle and a VEX (sub-) diagram as its body. An application of two expressions is depicted by two externally tangential circles with an arrow at the tangent point. The head of the arrow lies inside the argument circle. Figure 3 shows VEX expressions for (λx:x)y and λx:(xx).
VEX diagrams consist of circles, lines, and arrows which are represented by corresponding hyperedges. For simplicity we omit labelling text. Therefore, each diagram element has two attachment areas: circles have their borderline and their area, lines as well as arrows have their end points as attachment areas where they connect to other diagram elements. Plain edges can be used for representation, hyperedges visiting more than two nodes are not required: The edges representing arrows and lines simply connect nodes representing the corresponding end points. Circles are also represented by (directed) edges connecting two nodes: the source node ("borderline node") of the edge represents the borderline of the circle, the target ("area node") of the edge its inner area (Fig. 4) . VEX's main spatial relationships relate two circles which may be internally or externally tangential, or they relate arrows with circles where arrow head and tail lie inside of two circles. The latter situation is represented similar to connecting two circles by a line: the arrow's hyperedge simply connects the circle nodes which represent the circles' areas. However, a situation where one circle is contained in another one cannot be described by simply unifying their area nodes. It would not be clear which circle is the inner one. Furthermore, if there were a third circle contained in the outer one, we would have to unify its area node with the other area node, too, loosing all the information of how the second and the third circle are related (Fig. 5) .
In order not to loose information by representing a diagram by an internal hypergraph, additional hyperedge types touch and inside are used. The first one denotes an (undirected) hyperedge connecting the borderline nodes of tangential circles, the latter one denotes a directed edge from the area node of a circle to the area node of another circle which contains the first one. We do not need a direct representation of circles being internally or externally tangential. This is expressed by a touch edge between the border nodes of both circles and an inside edge between the area nodes if the circles are internally tangential and without such an inside edge if they are externally tangential. In order to make detection of invalid diagrams possible on the level of their internal diagrams, we also need an additional intersect edge which connects the border nodes of intersecting circles. The existence of such an edge is an indicator for an invalid VEX diagram. Figure 6 shows the according hypergraph representations for the VEX diagrams of Fig. 3 . Oval hyperedges are labelled with the same letters as the corresponding circles in Fig. 3 .
When editing a diagram in free hand mode, the hypergraph has to be adjusted accordingly. For lines that connect two circles, VEX follows the graph-like building principle. In this case, for each of the line's end points, its node gets unified with the borderline node of the corresponding circle if their sensitive areas overlap. Application arrows are similarly handled; they connect the corresponding circles' area nodes when their sensitive areas overlap. However, touch and inside edges have to be created automatically when necessary, and they have to be removed again when the circles are no longer related. Therefore, we have the following general situation:
Primitive diagram components are represented by hyperedges. In the beginning, when they are created, each of these hyperedges is added to the already existing hypergraph with a set of new nodes the new hyperedge is connected to. Each node represents a sensitive area of the plane. As soon as sensitive areas of two nodes overlap, one of three actions has to be taken which has to be revoked as soon as the original sensitive areas do not overlap any longer.
1. Either, the corresponding nodes get unified thus connecting the new hyperedge to the existing hypergraph. The shape of the sensitive area of the unified node has to be reconsidered then.
2. Or the corresponding nodes get connected by a hyperedge representing the spatial relationship between the corresponding diagram components.
Or nothing happens.
The selected operation may also depend on the kind of overlap, e.g., the situations of two circles touching or intersecting are clearly distinguished by how the sensitive areas of the borderlines overlap. As the most general characterization of how two areas overlap, three kinds of overlap have to be distinguished (the letters are used in Table 1 ): (C) One area is completely contained in the other.
(S) The overlap area has a single connected shape.
(M) The overlap consists of multiple connected shapes, but does not have a connected shape for its own. A straight-forward way to define the actions which have to be taken in the case of overlap is to give each node a type depending on the hyperedge visiting the node and to create a table describing the action to be taken if two nodes of given type overlap and the overlap is of a certain kind.
We use VEX as an example again. We have three types of nodes: Circle nodes represent the circles's area or border, and arrows as well as lines have nodes of type end point. Table 1 shows all the actions to be taken when sensitive areas of different nodes overlap. Rows and columns of the table represent the different node types. Each column is separated into three sub-columns according to the kind of overlap. The table's fields contain the edge which have to be added to the hypergraph or "unify" if the corresponding nodes have to be unified. In the latter case the new type of the unified node is expressed in brackets.
With such a table it is now straight-forward to have a general framework for graphical editors which is extended to a customized editor for a specific diagram class keeping a internal hypergraph model up-to-date. So far, the specification consists of a set of primitive diagram elements-for VEX we need circles, lines, and arrows-and their hyperedge representations. For each of these components, sensitive areas have to be defined where they can have "contact" to other diagram components. These areas are represented by nodes of the hypergraph. Furthermore, each of the sensitive areas has to have a specific type where different areas may have the same type. Finally, the specification has to contain a table like Table 1 which describes how to connect hypergraph parts when sensitive areas of different nodes overlap.
In order to really create an editor for the specified diagram class, it has to be aware of the diagram class's syntax, i.e., we need a means to check the correctness of the hypergraph model by some hypergraph parser which simultaneously can extract further information, e.g., an abstract syntax representation, for further processing.
Hypergraph parsing
We describe diagrams in terms of their hypergraphs. In order to define a diagram language in terms of a hypergraph language, hypergraph grammars are an appropriate means. In (Minas, 1997) context-free hypergraph grammars and a restricted form of context-sensitive grammars have been used to define the class of valid hypergraphs and thus the class of valid diagrams. A hypergraph parser was presented to check hypergraphs whether they are valid hypergraphs with respect to the specified grammar. In this section, the class of hypergraph grammars is further extended in order to cover an even wider range of diagram classes. A hypergraph grammar HG consists of a set T of terminal hyperedge types and a set N of nonterminal ones with both sets being disjoint. Furthermore, there are a finite set of hypergraph productions, 1 and a starting hypergraph S 2 Graph N T where Graph N T denotes the set of all hypergraphs containing only hyperedges of types in N T . Each production p = (L G ! R) consists of three hypergraphs L; G; R 2 Graph N T and two hypergraph morphisms G ! L and G ! R where G ("gluing hypergraph") is a subhypergraph of L ("left hand side") and R ("right hand side"). The morphisms unambiguously define the mapping from G into L resp. R. A hypergraph production p is applied to a hypergraph H by finding L as a subgraph (redex) A special case of such hypergraph grammars are contextfree hypergraph grammars which only contain context-free productions where L consists of a single hyperedge of nonterminal type, G being the set of all nodes of L and R 2 Graph N T being an arbitrary hypergraph containing the nodes of G.
For VEX and the hypergraph model described earlier, there does not exist any context-free hypergraph grammar. However, a grammar according to the general hypergraph grammar definition is easily created. Figure 7 shows a selection of eight productions in a more readable representation which contains only lhs and rhs of a production. The gluing hypergraph is implicitly defined by the labeled nodes and the hyperedges contained in the lhs and the rhs at the same time. The complete grammar consists of 15 productions (Stingl, 1998) . P 1 ; : : :; P 6 are actually context-free ones, but P 8 is not. P 8 's gluing hypergraph consists of the nodes a, b, and c and of the inside hyperedge. P 7 is somehow special since it must 1 In the following, we use the terms production and rule as synonyms. not be applied if P 8 is applicable. Application of P 7 is then prohibited because only one of the lhs nodes is in the gluing hypergraph. If the host hypergraph has an additional edge visiting the node corresponding to the unlabeled one, removing L nG would yield an inconsistent hypergraph since this node would be removed leaving the additional edge without a visited node. 2 Figure 8 shows a sample derivation using P 1 , P 8 , and P 3 .
For a diagram editor with free hand editing, a parsing algorithm has to try to reconstruct a derivation from the starting hypergraph to the internal hypergraph model of the current diagram. The diagram is a valid diagram if the parser succeeds, otherwise it is not. For context-free hypergraph grammars, this problem is more or less efficiently decidable (Minas, 1997) . For the general grammar, this problem is no longer decidable. For certain restricted graph grammars 3 as the layered graph grammars (Rekers and Schürr, 1995) there are special parsing algorithms, however they are quite inefficient. Recently, the class off reserved graph grammars (RGGs) (Zhang and Zhang, 1997) has been proposed which allows for a straight-forward way to parse hypergraphs. 4 The derivation for a hypergraph H is reconstructed by exchanging lhs and rhs of each production ("reversed productions") and to start a derivation at H using reversed productions until the derivation stops. If the resulting hypergraph is the starting hypergraph, H is valid. For RGGs, parsing is always terminating since their is a well-founded ordering on hypergraphs decreasing for each derivation step during parsing (Zhang and Zhang, 1997 The parser cannot run into a dead end. However, this confluence property is the crucial property which is frequently, e.g., for our VEX grammar, hard to fulfil. We propose a simple but effective extension of graph grammars: if the system of reversed productions is not confluent, we extend the productions by appropriate context and/or-if this is not yet sufficient-add appropriate negative application conditions (NACs) to affected productions. NACS have been motivated by Habel et al. (1996) : a production with matching lhs is not applicable if one of its NAC is satisfied. A NAC is simply a hypergraph connected to the lhs of the reversed production. The NAC is satisfied for an embedding of the lhs into the the host hypergraph if the NAC hypergraph can be embedded also. 3 In the literature, mainly graphs as the simple form of hypergraphs are used. However, most results for graphs also apply to hypergraphs. 4 Reserved graph grammars have been introduced by Zhang and Zhang for a special kind of graphs which are actually hypergraphs. Figure 9: Hypergraph with overlapping redexes-indicated by the grayish subgraph-and appropriately extended reversed P 3 and P 4 (see Fig. 7 ) with negative application condition (indicated by "X") resp. additional context.
Of course, additional contexts and NACs modify and add further information to hypergraph grammars; the original grammar is no longer the only description of the hypergraph language's syntax. Adding adequate contexts and NACs that yield confluence but that do not modify the original grammar's language might be not too easy.
This paper does not present a fully fledged set of reversed productions for VEX due to its size. For details see (Stingl, 1998) . Instead we give an example why we need additional contexts and NACs for VEX. Figure 9 shows a hypergraph for which the reversed productions of P 3 as well as P 4 are applicable. Actually, reversed P 3 must not be applied since the variable has to act as a function ("Fun"). The situation when reversed P 3 may be applied is easily distinguished from the situation when reversed P 4 may be applied by considering the context: if an arrow edge is present as indicated, reversed P 4 has to be applied, otherwise P 3 . Figure 9 shows the appropriately extended reversed productions.
Related Work
In the field of frameworks for visual language environments based on diagrams there are several related approaches; the most closely related ones are VLCC by Costagliola et al. (1997) , the visual environment by Rekers and Schürr (1996) , and the VisPro toolset based on reserved graph grammars by Zhang and Zhang (1997) .
In contrast to the three building principles of diagrams presented in this paper, Costagliola et al. distinguish two main syntactic models for visual languages. The connectionbased one corresponds with our graph-like principle, the geometric-based one covers our recursive principle as well as the one with general spatial relationships. They use an object-oriented hierarchy for representing diagrams according to their syntactic models instead of a uniform representation as in our work. For connecting visual components, their VLCC system uses sensitive areas defined for each diagram component like DiaGen.
The approach by Rekers and Schürr actually uses two kinds of graphs as internal representations of diagrams: the spatial relationship graph (SRG) abstracts from the physical diagram layout and represents higher level spatial relationships. Additionally, an abstract syntax graph (ASG) is kept up-to-date with the SRG representing the diagram's logical structure. Two different but connected context-sensitive graph grammars are used to define the syntax of SRGs and ASGs. Free editing of diagrams is planned to modify the first graph, syntax-directed editing is going to modify the second. The actually other graph is modified accordingly. DiaGen uses only one internal hypergraph which corresponds to their SRG. However, DiaGen uses hypergraphs which makes specification more "natural" and easier as we think.
Finally, Zhang and Zhang's VisPro system depends on reserved graph grammars which allow for efficient parsing even of context-sensitive graph grammars. The hypergraph parser presented in this paper actually uses the same parser and extends it by additional negative application conditions which yields a wider range of (hyper-) graph languages it may be used for.
Conclusions and future work
We have presented continued work on visual environments for graphically working with diagrams. An extended hypergraph model has been presented which allows to represent diagrams using various building principles in a uniform way. The paper has discussed a method to keep this internal hypergraph model incrementally up-to-date when editing the diagram. A new hypergraph parsing algorithm is used to extract syntactic information from the internal model. These concepts have been incorporated into a framework for visual environments (DiaGen).
Further work also consists of research of how to connect a visual environment as considered here with other systems, e.g., for diagrammatic reasoning. For this we need suitable representations of (abstract) syntax and semantics of diagrams as described by Erwig (1997) .
