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Tato diplomová práce se zabývá hardwarovou a softwarovou realizací autonomního řídícího
systému pro RC autíčko. Toto autonomní autíčko mělo za úkol jet po černé čáře vyznačené
na bílém pozadí. Autíčko bylo obohaceno o wi-fi pro přenos dat do počítače a černou čáru
detekuje pomocí kamery. Hlavní řídicí modul byl implementován pomocí jednodeskového
počítače Raspberry Pi.
Abstract
This master’s thesis describes the hardware and software implementation of autonomous
control system for RC toy car. This autonomous car had the task to follow a black line
drawn on a white background. Car was enriched with wi-fi for data transfer to computers
and the black line is detected by the camera. The main control module was implemented
using a single board computer Raspberry Pi.
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V dnešní době se potkáváme s vestavěnými systémy téměř na každém rohu. Ať už si jdeme
vybrat peníze do bankomatu nebo si budeme chtít ohřát jídlo v mikrovlnné troubě. Tyto
systémy nám usnadňují každodenní život. Podkategorií těchto vestavěných systémů jsou
také autonomní systémy.
Cílem této diplomové práce je vytvořit autonomní systém ovládání pro závodní autíčko.
Toto závodní autíčko by mělo jet po závodní dráze, která je vyznačena pomocí černé čáry
na bílém pozadí.
V první kapitole diplomové práce bude rozebráno, co jsou to vestavěné systémy a auto-
nomní systémy. Dále zde bude v rychlosti shrnuta historie a vývoj vestavěných systému. V
poslední řadě zde bude provedena krátká studie o aktuální trendech ve vestavěných systé-
mech.
V další kapitole se dozvíme o možnostech a realizaci jednotlivých částí hardwarové
implementace. Budou zde nastíněny možnosti snímání cesty, bezdrátového přenosu a im-
plementace řídicích a výkon-nových částí systému.
V předposlední kapitole se budeme věnovat softwarové části implementace. Bude zde po-
psán návrh a implementace firmwaru autíčka, aplikace v počítači a bezdrátová komunikace.
V závěrečné kapitole budeme seznámeni o průběhu testování celého systému.
Práce navazuje na semestrální projekt, ve kterém proběhla zkrácená studie o trendech
ve vestavěných systémech a rovněž tam byl nastíněn návrh hardwarových a softwarových
částí celého systému.
1.1 The Freescale cup
Diplomová práce vychází z tohoto závodu, tudíž je dobré se tímto závodem blíže seznámit.
The Freescale cup: Intelligent Car Racing je celosvětový závod autonomních závodních
autíček, která mají za úkol co nejrychleji zajet trasu vyznačenou černým pruhem. Tato
soutěž je určena pro studenty vysokých škol, vyžaduje a rozvíjí jejich znalosti v oblasti
vestavěných systémů.
Kvalita a popularita soutěže neustále roste, o tom svědčí i její historie a bohatý seznam
zúčastněných univerzit z celého světa. The Freescale Cup, dříve známy jako Smart Car
Race začal již v roce 2003 na Korejské universitě Hanyang University. Od té doby se závod
rozšířil do mnoha zemí a stal se celosvětovou akcí. Ročně se závodu zúčastní na více než
500 universit a 15000 studentů.
Na samotný návrh auta jsou dána přísná a striktní pravidla. Studenti musí používat
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Obrázek 1.1: Závodní prototyp a trať
pouze schválené typy kamer, volit pro tuto soutěž určenými procesory a rovněž jsou zde
i pravidla pro motory, serva a H-můstky. Při porušení těchto pravidel může být příslušný
tým diskvalifikován ze soutěže. Tato striktní pravidla mají za úkol zajistit stejné podmínky
pro všechny zúčastněné týmy.
Z mého pohledu jsem nemusel vyvíjet závodní autíčko pro Freescale Cup, tudíž jsem
nebyl svázán technickými kritérii závodu a mohl jsem použít hardware jaký jsem měl zrovna
k dispozici. Jediné čeho jsem se chtěl držet, byla trať, která byla vyznačena černým pruhem
na bílém pozadí, protože jsem chtěl zachovat základní koncept tohoto závodu.
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Kapitola 2
Vestavěné systémy a autonomní
systémy
Vestavěný systém neboli embedded systém je zpravidla jednoúčelový systém, ve kterém je
počítač integrován přímo do zařízení. Jedná se o kombinaci hardwaru a softwaru, jejímž
smyslem je řídit externí proces, zařízení či systém. Vzhledem k tomu, že vestavěné systémy
jsou určeny pro konkrétní účel, mohou vývojáři optimalizovat zařízení pro konkrétní apli-
kaci a snížit tak cenu [30]. Vestavěný systém v dnešní době nalezneme v mnoha zařízeních.
Můžeme na něj narazit v pračkách, ledničkách, automobilech a dokonce i v mobilních telefo-
nech. Vestavěný systém se zpravidla skládá z mikroprocesoru či mikrokontroléru a externích
součástek pro měření, vykonávání určité činnosti či iteraci s člověkem.
Zatímco autonomní systémy jsou takové vestavěné systémy, které dokáží samostatně
plnit úkoly v striktním rozmezí strukturovaného prostředí. Autonomní systém nepotřebuje
vnější interakci s člověkem [26]. S těmito systémy se více setkáváme v robotice než v běžném
životě. Autonomní systémy mají vlastní mechanismy pro rozhodování a vykonávání činností
v určitých podmínkách.
V této kapitole nejprve zabrousíme do historie vestavěných systému. Bude se zde dát
vyčíst první použití vestavěného systému a jejich postupný vývoj. V druhé části proběhne
krátká studie o současných trendech ve vestavěných systémech.
2.1 Historie
První moderní vestavěný systém byl použit v Apollo Guidance Computer, který vyvinul
Charles Stark Draper v laboratoři MIT Instrumentation [32]. Tento vestavěný systém byl
vyvinut pro program Apollo. Každá raketa, která létala na měsíc, obsahovala dva tyto sys-
témy. Tato zařízení měla za úkol řídit navigační systém a Apollo Lunar Module. Apollo
Guidance Computer mělo 16-ti bitové slovo, kde 1 bit byl paritní a zbylých 15 bitů bylo da-
tových. Většina softwaru byla uložena ve speciální paměti jenom pro čtení. Pro komunikaci
sloužila klávesnice DSKY a numerický displej.
První hromadně vyráběný vestavěný systém byl vojenský naváděcí systém pro rakety
Minuteman. Tento naváděcí systém nesl označení D-17 a vyráběla ho firma Autonetic [32].
Byl vytvořen z tranzistorů a jako paměť používal hard-disk. Při zavedení výroby rakety Mi-
nuteman II byl systém D-17 nahrazen novým mikroprocesorem, který jako první používal
velké množství integrovaných obvodů. Hromadná výroba těchto vestavěných systémů způ-
sobila, že cena integrovaného obvodu obsahujícího čtyři hradla NAND klesla z 1000 dolarů
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Obrázek 2.1: Apollo Guidance Computer, převzato z [18]
na pouhé 3 dolary, což umožnilo použití integrovaných obvodů v komerčních výrobcích.
Obrázek 2.2: D-17, převzato z [24]
První úspěšný mikroprocesor, který byl použit ve vestavěných systémech, byl Intel 4004.
Jednalo se 4-bytový mikroprocesor a byl taktovaný na frekvenci 750kHz. Tento mikropro-
cesor vyžadoval oddělenou datovou a programovou paměť dle harvardské architektury a
vyžadoval externí paměť i další podpůrné obvody. Mikroprocesor se převážně používal v
kalkulačkách a dalších malých systémech.
Postupem času se začaly externí součástky integrovat na čip spolu s procesorem a vznikl
mikrokontrolér. Většinou mikrokontrolér obsahuje paměť pro uložení programu, operační
paměť, bloky pro logické a analogové vstupy/výstupy a komunikační linky.
2.2 Současné trendy
V této podkapitole proběhne krátká studie o aktuální trendech ve vestavěných systémech.
Většina těchto trendů má za úkol zvýšit výkon vestavěných systémů nebo snížit jejich příkon.
Jako první trend bude rozebrána architektura ARM, dále zde budou zmíněny více-jádrové
procesory, heterogenní architektury a vestavěné systémy s operačními systémy.
2.2.1 Architektura typu ARM
ARM (dříve Advanced RISC Machine a ještě předtím Acorn RISC Machine) je v infor-
mačních technologiích 32bitová mikroprocesorová architektura typu RISC vyvinutá firmou
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ARM Limited, která se využívá v mnoha vestavěných systémech. Díky svým energeticky
úsporným vlastnostem se procesory ARM používají hlavně v mobilním odvětví spotřební
elektroniky, kde je malá spotřeba energie velmi důležitá. Dnes tvoří rodina procesorů ARM
75% všech 32bitových RISC procesorů ve vestavěných zařízeních, což z ní dělá nejpoužíva-
nější architekturu na světě. Procesory ARM je možné najít ve všech odvětvích spotřební
elektroniky od PDA, mobilních telefonů, multimediálních přehrávačů, přenosných herních
konzolí, kalkulaček až po počítačové periferie [19].
Mezi základní rysy architektury ARM jsou:
• 32bitová architektura
• 32šířka sběrnice
• 26bitová adresová sběrnice
• 27 32bitových registrů
• nejdelší doba reakce na přerušení 3 milisekundy
• možnost podmíněného vykonání instrukcí
• jednoduchý a výkonný instrukční soubor, jednoduše využitelné kompilátory vyšších
programovacích jazyků
Přehled dostupných architektur ARM
Společnost ARM se zabývá pouze vývojem procesorů, tudíž procesory nevyrábí, ale pro-
dává licence ostatním firmám, které přidávají další externí součástky k jádrům ARM a takto
vytvořený integrovaný obvod vyrobí. Proto se můžeme setkat z celou řadou výrobců mikro-
kontrolérů, které obsahují jádro ARM. Mezi tyto výrobce můžeme zařadit například firmy:
Atmel, Freescale, Texas Instruments a mnoho dalších společností. Jednotlivé mikroproce-
sory ARM jsou rozděleny do takzvaných rodin. Jednotlivé rodiny mohou obsahovat více
architektur i jader ARM. Dřívější označení jednotlivých rodin a architektur ARM1, ARM2,
ARM3 až ARM11 vystřídalo novější značení rodin Cortex-A, Cortex-R nebo Cortex-M.
Rodina SecureCore je založená na rodině Cortex-M a je obohacena o bezpečnostní prvky
[10]. Níže shrneme hlavní vlastnosti a použití rodin Cortex.
1. Cortex-A - jedná se o výkonné procesory, které se používají pro výpočetně náročné
aplikace, mohou na nich běžet operační systém jako je Linux, Android, Windows CE.
Tyto procesory se převážně používají ve smartphonech, tabletech, set-top boxech,
chytrých televizí a serverech. Procesory mohou být buď jedno jádrové nebo více já-
drové. Rodina obsahuje procesory Cortex-A8 , Cortex-A9 , Cortex-A5, Cortex-A7 ,
Cortex-A15, Cortex-A53 a Cortex-A57 [7].
2. Cortex-R - tato rodina procesorů je optimalizovaná na real-time systémy. Nabízí vy-
soce výkonné výpočetní řešení pro vestavěné systémy, kde je požadována spolehlivost,
vysoká dostupnost, nízká tolerance poruchy a rychlá odezva. Na těchto procesorech se
nejčastěji spouštějí operační systémy v reálném čase (RTOS). Většinu procesorů na-
lezneme použitou v bezdrátových a drátových senzorových sítích, tiskárnách, síťových
zařízeních a v řídicí jednotce auta. Rodina obsahuje procesory Cortex-R4, Cortex-R5
a Cortex-R7 [9].
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3. Cortex-M - tato řada je určena pro vestavěné systémy s ohledem na nízkou cenu
a příkon. Často se tyto procesory používají ve vestavěných systémech, které mají
omezené možnosti pro rozšíření hardwaru a zobrazovaní informací člověku. Používají
se v senzorech, měřidlech a regulátorech. Tato rodina se skládá z procesorů Cortex-
M0+ pro ultra nízký příkon, Cortex-M0 pro nízký příkon, Cortex-M3, který se dá
použít pro všeobecné účely a Cortex-M4 pro digitální signály řízené aplikací [8].
4. SecureCore - tato rodina obsahuje procesor SC000, který je založen na ultra nízké
spotřebě Cortex-M0. SC100, který je založen na populárním procesoru ARM7TDMI.
SC300, který je založen na procesoru Cortex-M3. Všechny tyto procesory jsou rozšířeny
o zabezpečovací metody. Proto jsou vhodné na použití v bankovnictví, chytrých kar-
tách a SIM kartách [11].
Obrázek 2.3: Přehled procesorů ARM a jejich použití, převzato z [6]
Nejnovější architektura, kterou ARM vyvinul, nese označení ARMv8. Tato architek-
tura přináší 64 bitovou podporu, ale zachová si kvůli zpětné kompatibilitě i 32 bitovou
podporu. Hlavní přínos 64 bitové architektury je v tom, že bude mít možnost adresovat
daleko větší množství paměti. Díky těmto vlastnostem si ARMv8 otevírá cestu pro nasa-
zení v serverech. Kompletní specifikace ARMv8 byla zatím uvolněna pouze pro partnery
společnosti.
Jako příklad využití architektury ARMv8 můžeme označit procesor s označením X-
Gene. X-Gene je vícejádrový procesor taktovaný na frekvenci 3GHz. Tento procesor by měl
být schopen vytvořit vysoký výkon při nízké spotřebě [25].
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2.2.2 Více-jádrové procesory
Pro zvyšovaní výkonu už nestačí jenom zvyšovat frekvenci procesoru. Zvyšování frekvence
má za následek vysokou spotřebu a tudíž toto řešení není vhodné pro vestavěné systémy.
Proto se začaly vyrábět více-jádrové procesory. Více-jádrové procesory zvýšily výkon a
přitom si zachovaly nízkou energetickou spotřebu.
Obrázek 2.4: Spotřeba a výkon jedno-jádrových a více-jádrových procesorů, převzato z [13]
Více-jádrové procesory momentálně nalezneme v různých vestavěných systémech a také
tyto procesory mají různé architektury. Můžeme se setkat s dvou, čtyř i osmi jádrovými pro-
cesory založenými na symetrickém multiprocesingu nebo na sdílené cache paměti. Můžeme
zde také zahrnou procesory s více jádry, které můžou být implementovány pomocí sdílení
paměti, distribuované paměti či kombinací obou. Jako příklady můžeme považovat pro-
cesory Freescale 8641D (dvou-jádrové), ARM Cortex-A9 MPCore (podporující dvě nebo
čtyři jádra), Plurality Hypercore procesor (podporující 16 až 256 jader) a Tilera TilePro64
procesor (64 jader). Nicméně bez ohledu na to, kolik procesor bude mít jader, musí návrhář
vestavěných systémů, oproti procesorům s jedním jádrem, řešit problémy se sdílenou pamětí
či sdílenými zdroji.
Například novým zástupcem této skupiny procesorů se stal ARM Exynos 5 Octa 5420,
který vyrábí firma Samsung. Jedná se o čip, který obsahuje 8 jader, z toho jsou 4 jádra
typu Cortex A7 pro klidový provoz a další 4 jádra typu Cortex A15 pro náročné aplikace,




Pro zvýšení výkonu vestavěných systémů se začaly používat heterogenní architektury ve-
stavěných systémů. Tento typ architektury umožňuje vytvořit vysoce výkonné vestavěné
systémy. Jak už název napovídá, jedná se o zpracování dat vícero prvkami, typicky se jedná
spojení o procesoru a FPGA či GPU. Toto spojení má za následek snížení spotřeby a zvýšení
výkonu.
Obrázek 2.5: Heterogenní architektura, převzato z [27]
Zatímco na procesoru bývá většinou spuštěn operační systém, na kterém může probíhat
uživatelské rozhraní, síťová komunikace a jiné méně náročné operace, tak FPGA je ideální
pro paralelní výpočty, jako je zpracování signálu. FPGA realizuje výpočty přímo v hard-
waru, který poskytuje nízkou latenci a rychlý výpočet. Další kladná stránka FPGA je, že
zlepšuje flexibilitu vestavěných systémů, umožňuje nám lehčí upgrade systému než systémy
s pevnou logikou a umožňuje adaptaci měnícím se I/O požadavkům [27].
2.2.4 Operační systémy pro vestavěné zařízení
S vývojem složitějších a komplexnějších vestavěných systémů bývá potřebné použít operační
systém. Pro tento účel slouží operační systémy pro vestavěné zařízení. Mezi tyto operační
systémy dnes patří:
• Linux - Linux je systém nabízející celou řadu kladných vlastností. Nejčastěji bývá
oceňována stabilita Linuxu, dále pak samozřejmě jeho volná distribuce, v neposlední
řadě bezpečnost, která je na mnohonásobně vyšší úrovni než u mnoha jiných srovna-
telných systémů. Linux se rovněž vyznačuje malými nároky na hardware a přizpůsobi-
vostí nesčetnému množství architektur: ARM, Compaq, SUN Sparc, M68000, MIPS,
PowerPC.
Za nejvýznamnější vlastnosti linuxových distribucí bývají považovány tyto:
– Stabilita a bezpečnost
– široká škálovatelnost




Plnohodnotný linuxový kernel vyžaduje okolo 1 MB paměti, zatímco úsporné linuxové
mikrokernely ve skutečnosti využívají třeba i jen 100 kB. S podporou síťových zásob-
níků a základních nástrojů se kompletní Linux vtěsná do 500 kB paměti. Linuxové
jádro má poměrně jednoduchou architekturu mikrokernelu. Podpora síťí a souboro-
vého systému je modulární a nachází se ve vrchní vrstvě mikrokernelu. Je možno
implementovat přídavný ”real-time”softwarový modul, který běží v prostoru jádra a
který zavádí real-timové plánování úloh: výjimky hardwarového přerušení, řízení vy-
konávání úloh. Linux obsahuje rovněž kvalitní podporu v podobě ovladačů pro různé
periferie a aplikace.
Linux je víceprocesorový systém, to znamená, že umí využít výkon více CPU jedno-
tek, jsou-li implementovány. Užívaná grafická prostředí pro Linux jsou zejména KDE
nebo Gnome. V dnešní době existuje rozmanitá nabídka různých forem embedded
Linuxu. Je možné tvrdit, že nějaká forma Linuxu může běžet na jakémkoli zařízení
schopném vykonávat instrukce. Příklady některých známějších forem embedded Li-
nuxu: RTLinux (hard real-timeová modifikace Linuxu), LOAF (Linux On A Floppy),
uClinux (distribuce určená pro systémy postrádající podporu stránkování paměti),
uLinux (distribuce pro 386 architekturu), ThinLinux, emdebian, Embedded Gentoo
(zaměřeno na malá zařízení, je postaveno na knihovně uClibc) [15].
• Windows CE - Windows CE je 32 bitový víceúlohový a víceprocesní operační sys-
tém. Windows CE jsou preemptivním operačním systémem reálného času. Příjemnou
vlastností Windows CE je jeho modulární architektura, škálovatelnost a možnost vý-
běru rozsáhlé řady architektur: krom Intel x86, ARM, MIPS, PowerPC i Hitachi SH,
Toshiba apod., v podstatě je možno použít jakýkoli 32 bitový procesor mající imple-
mentovanou správu paměti.
Windows CE je kompaktní systém poskytující vysoký výkon s relativně malými ná-
roky na paměť. Příjemnou vlastností je i pokročilý způsob řízení úspory energie (power
management), což jej předurčuje k použití v řadě mobilních zařízení, kde jsou kladeny
nároky na životnost baterií takovýchto zařízení. Další vlastností, která tento systém
zvýhodňuje zejména při aplikacích v mobilních a multimediálních zařízení je jeho mo-
dularita, která programátorovi umožňuje volný výběr, co chce a co nechce zahrnout
do svého produktu - výsledkem je minimalizace nároků systému na paměť [12].
• Pharlap - PharLap ETS je víceúlohový operační systém, určený pro embedded apli-
kace postavené na 32 bitové architektuře x86. Jádro PharLapu bylo navrženo zejména
pro průmyslové embedded systémy. PharLap není víceprocesní (všechna uživatelská
vlákna tvoří složku jediného procesu jádra). Provádění více úloh tedy PhraLap řeší
pouze přes vlákna. Vlákna sdílejí stejný adresní prostor, globální proměnné, blok pa-
měti i proměnné prostředí. Přepínání mezi vlákny obecně znamená snadnější a rych-
lejší proceduru, PharLap tak potřebuje z porovnávaných systémů nejmenší množství
registrů a v průběhu přepínání mezi úlohami ukládá a obnovuje nejméně informací.
Díky tomu je PharLap ETS neobyčejně rychlý a současně hardwarově nenáročný ope-
rační systém pevného reálného času.
PharLap je možné spouštět napsáním vlastního spouštěcího kódu i bez přítomnosti
systému BIOS. Má malé paměťové požadavky, pouze o velikosti 88 kB. Podporuje
síťové možnosti, internetový server i možnost grafického rozhraní.
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V jádře systému je obsažen vysokorychlostní plánovač, který využívá preemptivního
i kooperačního algoritmu round-robin, což znamená: zpracovávání vláken probíhá v
pořadí dle hierarchie jejich priorit, dochází k pravidelné kontrole, zda ve frontě nečeká
vlákno s vyšší prioritou, než jakou má vlákno právě zpracovávané. Čeká-li na zpraco-
vání vlákno o vyšší prioritě, pak je současně zpracovávané vlákno uloženo a zařazeno
zpět do fronty, načež se spustí vlákno s vyšší prioritou.
PharLap ETS podporuje neomezený počet programových vláken, garantuje jemné čle-
nění pomocí časové obsluhy ve 256 úrovních přiřazení priorit. Schopnost dynamického
zvyšování priorit brání vzniku nepředvídatelného chování systému zapříčiněného efek-
tem prioritní inverze (prioritní inverze - stav, kdy vlákno vysoké priority potřebuje
použít prostor, který právě používá jiné vlákno nižší priority).
Frekvence přepínání mezi vlákny se stejnou prioritou je řízena délkou nastaveného
časového sdílení času procesoru jednotlivými vlákny - standardně 10 ms (ale je možné
nastavit hodnoty od 1us do 18,2ms). Plánovač garantuje přepnutí kontextu kritického
programového vlákna s vyšší prioritou v časovém intervalu mezi 500ns až 2us [23].
Dále se ve vestavěných systémech používají operační systémy reálného času (RTOS).
Jedná se operační systém, který poskytuje možnost reagovat na vytvořené události v re-
álném čase, to znamená, že poskytuje možnost reagovat na události průběžně. Nejzáklad-
nějším požadavkem kladeným na takový operační systém je jeho včasná odpověď za všech
možných okolností. Obecně lze systém reálného času definovat jako informační systém, který
zpracovává asynchronní vstupy a produkuje odpovědi v pevně stanoveném čase. Doba, kte-
rou má systém k dispozici pro provedení úlohy, je známa předem. Na počtu vstupů a jimi
vyvolané pracovní zátěži systému přitom nezáleží.
V praxi není vždy nutné použít plně deterministický systém. Proto se systémy reálného
času dělí:
• soft real time (měkké RTOS) - záruky jsou přibližné
• hard real time (tvrdé RTOS) - záruky jsou deterministicky zajištěny
Jako příklady real-time operačních systémů můžeme brát:
• PikeOS - PikeOS je operační systém pracující v reálném čase pro bezpečnostně kri-
tické aplikace. Je speciálně vyvinutý pro snadné oddělení či verifikaci jednotlivých
částí elektronického systému. Je založený na mikrojádře a používá se převážně v em-
bedded systémech a serverech. Deterministické chování a konfigurovatelné paravirtu-
alizační schopnosti PikeOS umožňují široké využití v letectví a dopravní a automobi-
lové technice (MPC5200), kosmonautice (LEON3), zdravotnictví (X86), automatizaci
(ARM) a dalších odvětvích [33].
• RTLinux - RTLinux je malý a rychlý operační systém, který je v souladu s normou
POSIX 1003.13, což je architektura pro minimální operační systémy reálného času.
RTLinux lze považovat za úplný operační systém s předvídatelnou činností v reálném
čase, bez rozhraní pro standardní Linux bez reálného času. Vlákna RTLinuxu jsou
zpracovány přímo plánovacím algoritmem s pevnou prioritou. Jádro a všechny procesy
standardního Linuxu jsou řízeny plánovačem RTLinuxu jako úlohy v pozadí. RTLinux
vytváří úplný obecný operační systém, který běží nad malým předem definovaným
jádrem RTOS [28].
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• VxWorks 6.x - VxWorks je operační systém pro řízení v reálném čase, který se
vyznačuje RT mikrojádrem wind. Toto jádro zahrnuje většinu nástrojů pro podporu
reálného času. Patří k nejrozšířenějším operačním systémům reálného času zejména v
oblasti průmyslových aplikací embedded systémů. Mezi základní charakteristiky patří:
neomezený počet procesů/úloh, preemptivní plánování, 256 úrovní priorit, rychlá a
flexibilní meziprocesová komunikace, dědění priorit, fronty zpráv, signály, roury, so-
kety, podporovaná CPU: PowerPC, ARM, Intel x86, atd. Mikrojádro je navrženo
s minimální režií systému, což umožňuje rychlou a deterministickou odezvu na ex-
terní událost. Tento systém je bezpečný i při použití v kritických aplikačních úlohách
(byl použit v aplikacích meziplanetárního výzkumu). Systém je kompatibilní s řadou
průmyslových standardů a lze jej používat na běžných CPU [29].
Tato studie o aktuálních trendech, byla vypracovaná pro ucelení informací pro realizaci
systému a rovněž je tato studie dána zadáním diplomové práce.
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Kapitola 3
Návrh a realizace hardwarové
implementace
Hardwarová implementace závodního autíčka se bude skládat ze dvou hlavních částí (řídicí
části a výkonové části) a připojených periferií. Výkonová část bude zajišťovat napájení a
řízení motorků autíčka. Řídicí část bude mít za úkol zpracovávat data z periferií, vypočítávat
směr jízdy auta, odesílat data do počítače a ovládat řízení přes výkonovou část.
Obrázek 3.1: Blokový návrh hardwarového zapojení
Bližší informace o obou hlavních částí hardwarové implementace budou rozebrány v
podkapitolách níže. Poslední podkapitola se bude věnovat konstrukčnímu vyhotovení zá-
vodního autíčka.
3.1 Návrh řídicí části a periferií
Pro realizaci řídicí části lze použít různá řešení. Tyto možnosti realizací budou rozebrány v
dalších podkapitolách. Řekneme si jejich parametry a na konci této podkapitoly si shrneme
poznatky o různých technologií a bude zde uveden návrh realizace.
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3.1.1 Možnosti snímání cesty
První důležitou periferií bude nástroj pro snímání cesty, respektive senzoru, který bude
rozpoznávat černou čáru. Cesta bude určená černou čárou na bílém pozadí a tudíž bude
jednoduché detekovat cestu. Pro detekci připadalo v úvahu hned několik možností.
1. Led diody a fototranzistory - první a asi nejjednodušší a ekonomicky nejvýhodnější
volbou by bylo použít systém s LED diodami ve funkci osvícení dráhy a fototranzistorů
snímajících intenzitu odraženého světla přicházejícího zpět z vozovky. Tento systém
má jasné výhody v jeho jednoduchosti, snadnému sběru informace na A/D převodník,
který v dnešní době obsahuje téměř každý mikroprocesor. Hlavní výhoda tohoto řešení
je v rychlosti vyhodnocení dat bez potřeby rozsáhlých výpočtů, jelikož senzorů by bylo
podstatně méně než například pixelů z obrazu kamery. Na druhou stranu použití takto
jednoduchého obvodu by zajistilo informaci jen z několika míst pod podvozkem auta,
kde by byly senzory umístěny, což je jasná nevýhoda oproti kamerovému systému,
který při správném nastavení dodá informaci i o vozovce několik decimetrů před autem
a zbude tedy dostatek času pro výpočet a jemnější nastavení řízení.
2. Řádková kamera - další možnou volbou je použití řádkové kamery. Tyto kamery
dávají jako výstup n-bitový datový vektor namísto matice NxM jako standardní ka-
mery. Využití této řádkové kamery by fungovalo podobně jako systém s LED diodami
a fototranzistory, vylepšený o získávání informace o charakteru čáry na vzdálenost
nastavenou před autem. Zbyl by tedy dostatek času na výpočet řídicího vektoru a
nastavení řízení. Navíc by tyto výpočty nemusely být nijak složité a hlavně rozsáhlé,
stačil by tedy i pomalejší výpočetní systém s větší úsporou energie, než při použití
standardní kamery s informačním výstupem NxM.
3. Maticová kamera - poslední rozmýšlenou možností bylo využití standardní kamery
právě s obrazovým výstupem NxM bitů. Jedinou výhodou takovéto kamery je právě
tato datová matice, která poskytne daleko více informací a umožní daleko lepší cit-
livost nastavení řízení i větší možnou maximální rychlost otáčení motoru. Tím se
ale objevuje jiný problém a to požadavek na větší výpočetní výkon celého systému
zpracovávajícího obraz.
Jelikož chci udělat více univerzální závodní autíčko a dávat větší přehled uživateli, jak
auto jede a ”vidí”, bude použita maticová kamera s výstupem NxM bitů. Pří jízdě bude
kamerou snímaný obraz přeposílán přes bezdrátový přenos do aplikace v počítači. Pro
zpracování obrazu bude stačit kamera o rozlišení 320x240. Toto rozlišení je dostatečně velké
pro zachování informace o snímaném obrazu a zároveň je dostatečně malé pro zpracování
obrazu.
3.1.2 Možnosti bezdrátového přenosu
Dále bude muset vestavěný systém komunikovat s aplikací spuštěnou na počítači. Tato
komunikace bude muset probíhat bezdrátově, jelikož se bude autíčko po trati pohybovat a
těžko za sebou bude tahat drát pro přenos dat. Rovněž i zde se nabízí několik možností jak
tento bezdrátový přenos realizovat
1. Bluetooth - Jako první možnost pro bezdrátový přenos dat se jevila implementace s
bluetooth. Bluetooth je definováno standardem IEEE 802.15.1 a spadá do kategorie
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osobních sítí, tzv. PAN (Personal Network Area) [14]. Momentálně se vyskytuje více
verzí, přičemž nejrozšířenější je verze 2.0. Tato verze je implementována ve většině
zařízeních jako jsou telefony, notebooky, sluchátka ale i televize. V současné době
se můžeme setkat s verzí 4.0, která bude mít větší dosah, menší spotřebu energie a
rychlejší přenosovou rychlost. Bluetooth pracuje v pásmu 2,4 GHz a k přenosu využívá
metodu FHSS (frequency hopping spread spectrum). Přenosová rychlost se pohybuje
okolo 720Kb/s a je možné vytvořit asymetrický (přenosová rychlost při příjmu je vyšší
než při odesílaní) a symetrický spoj [34].
Stručné shrnutí charakteristiky bluetooth 2.0:
• Dosah: až 100 m (bez překážek a dle výkonových úrovní)
• Maximální přenosová rychlost: 720 Kb/s
• Přenosové pásmo: 2,4 GHz
2. ZigBee - ZigBee je bezdrátová komunikační technologie založena na standardu IEEE
802.15.4 [17]. Jedná se o poměrně nový standard, který je platný od listopadu 2004.
Podobně jako bluetooth spadá do kategorie bezdrátových sítí PAN. Tato technologie
je převážně určena pro nízkovýkonová zařízení a používá se zejména v průmyslu.
ZigBee je navržen jako jednoduchá a flexibilní technologie pro tvorbu i rozsáhlejších
bezdrátových sítí u nichž není požadován přenos velkého objemu dat. K jejím hlavním
přednostem patří spolehlivost, jednoduchá a nenáročná implementace, velmi nízká
spotřeba energie a v neposlední řadě též příznivá cena [1].
Stručná charakteristika ZigBee:
• Dosah: až 50 m
• Maximální přenosová rychlost: 250 Kb/s
• Přenosové pásmo: globální - 2,4 GHz, regionální - 915MHz nebo 868Mhz
3. Wi-fi - Wi-fi je definovaná standardem IEEE 802.11. Tato technologie je implemen-
tována téměř ve všech přenosných zařízení. Momentálně se setkáme s více standardy
Wi-fi. Jedná se o standardy 802.11a, 802.11b, 802.11g a 802.11n [20]. Bezdrátová síť
může být vybudována různými způsoby v závislosti na požadované funkci. Ve všech
případech hraje klíčovou roli identifikátor SSID (Service Set Identifier), což je řetězec
až 32 ASCII znaků, kterými se jednotlivé sítě rozlišují. SSID identifikátor je v pravi-
delných intervalech vysílán jako broadcast, takže všichni potenciální klienti si mohou
snadno zobrazit dostupné bezdrátové sítě, ke kterým je možné se připojit [4].
Stručná charakteristika Wi-fi:
• Dosah: až 100m
• Maximální přenosová rychlost: 54 Mb/s
• Přenosové pásmo: 2,4 GHz
Pro bezdrátový přenos jsem se rozhodoval ze tří výše zmíněných možností: bluetooth,
ZigBee a wi-fi. Jelikož ZigBee není běžně integrované do osobního počítače a taktéž není
určeno pro přenos velkého množství dat z důvodu streamingu obrazu, jsem tuto možnost
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implementace zamítl. Bluetooth je sice jednodušší jak při obsluze tak i hardwarové imple-
mentaci než Wi-fi, ale za to je pomalejší a mívá větší latenci. Z hlediska rychlosti odezvy a
přenosu velkého množství dat při streamingu obrazu, bude vhodné použít technologii Wi-fi.
3.1.3 Možnosti realizace řídicí části
Hlavní částí celého vestavěného systému bude řídicí část. Tato část bude zpracovávat obraz,
odesílat data do počítače a řídit celé autíčko. Řídicí část by se dala realizovat dvěma způ-
soby. A to za pomocí vlastní realizace nebo použít hotové řešení za pomoci jednočipového
počítače.
1. Vlastní realizace - Při vlastní realizaci by se dalo uvažovat ze dvou možností. Mohli
bychom použít realizaci za pomocí heterogenní architektury nebo výkonného proce-
soru s externími obvody. Rovněž při vlastní realizaci musíme vytvořit zapojení, návrh
desky plošného spoje a zajistit výrobu desky.
• Heterogenní architektura by se skládala z FPGA, který by se staral o zpracování
obrazu. Dále by se implementace skládala z méně výkonného mikroprocesoru,
který by se staral o posílání obrazu a přijímání příkazů přes Wi-fi a řízení motorů
přes výkonovou část.
Obrázek 3.2: Blokový návrh heterogenního zapojení
Ke zpracování obrazu bychom mohli zvolit logický programovatelný obvod FPGA
Spartan-3 od firmy Xilinx. Obvod by měl být dostatečně rychlý pro zpracování
obrazu z kamery a určení směru, kam by autíčko mělo jet. Jako procesor by se
dal použít mikrokontrolér rodiny K10 od firmy Freescale semiconductor, např.
procesor MK10DN512VLK10 s jádrem ARM Cortex-M4. Integrované obvody
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by mezi sebou mohly komunikovat za pomocí rozhraní UART či SPI. Přes toto
rozhraní by obvod FPGA posílal řídicí data a obraz do mikrokontroléru, který
by generoval řídicí signály pro výkonovou část celého zapojení. Samozřejmě by
celé zapojení potřebovalo další přídavné obvody jako je např. paměť pro FPGA.
Tato možnost implementace zapojení by byla i relativně drahá.
• Jako další možnost by se jevila volba, při které bychom použili mikroprocesor,
který by musel být dostatečně výkonný na to, aby stíhal zpracovávat signál
z kamery. Jako takový mikroprocesor by se dal použít procesor architektury
ARM série I.MX51 od firmy Freescale semiconductor. Dále by tato implementace
musela obsahovat externí paměť RAM. Tato paměť RAM musí být dostatečně
velká pro uložení obrazu při zpracování. Pro tento účel by měla stačila paměť
o velikosti 256MB. Velikost paměti se vypočítá pomocí vzorce počet řádků *
počet sloupců * 3 byty na barvu (320 * 240 * 3 ).
Obrázek 3.3: Blokový návrh zapojení s výkonným procesorem
2. Jednodeskové počítače - Jednodeskový počítač má na rozdíl od univerzálního počí-
tače všechny potřebné části integrované do jedné desky, proto může být tento jedno-
deskový počítač menších rozměrů. Toto řešení bude jednodušší na realizaci, jelikož
se nebude muset navrhovat deska plošných spojů. Bude stačit pouze vybrat vhodný
jednodeskový počítač a k němu připojit vhodné periferie. Momentálně na trhu nalez-
neme spousty jednodeskových počítačů. Nalezneme na trhu výkonné kity od Intelu
či AMD, které můžou obsahovat procesory, které nalezneme i ve stolních počítačích.
Pro naši realizaci budou ideální jednodeskové počítače s procesorem, který bude ob-
sahovat ARM jádro. Těchto procesorů je na trhu celé množství. Nalezneme kity od
Arduina až třeba po jednodeskový počítač Raspberry PI.
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Obrázek 3.4: Blokový návrh zapojení s jednodeskovým počítačem
Pro implementaci řídicí části jsem z výše uvedeného zvolil realizaci pomocí jednočipo-
vého počítače. Tato možnost vyplynula jak z finanční náročnosti, tak i z náročné realizace
zapojení a desky plošných spojů. Navíc výhodu jednočipového počítače oproti vlastnímu
zapojení vidím v odladěnosti celého systému.
3.2 Realizace řídící části a periferií
V této kapitole se dozvíme, jaké jednotlivé součástky byly použity pro realizaci dílčích částí.
Nejprve se dozvíme výběr jednodeskového počítače pro řídicí část a podle něj se vyberou
vhodné typy periferií.
3.2.1 Řídicí část
Pro řídicí část jsme zvolili implementaci pomocí jednodeskového počítače, přesněji se bude
jednat o počítač Raspberry PI Model B. Jedná se o jednodeskový počítač, který je velikosti
kreditní karty a je momentálně jedním z nejvíce používaných jednodeskových počítačů pro
svou nízkou cenu a relativně vysoký výkon. V tomto jednočipovém počítači se ukrývá mikro-
kontrolér Broadcom BCM2835. Tento mikrokontrolér se skládá z procesoru ARM1176JZ-F
s architekturou ARMv6 a dále z dvou-jádrového grafického koprocesoru Broadcom Video-
Core IV. Procesor ARM1176JZ-F spadá do kategorie aplikačních procesorů a můžeme ho
najít v různých zařízeních, jako jsou chytré telefony, chytré televize či elektronické čtečky.
Na Raspberry PI se vyskytuje také celá řada různých konektorů. Nalezneme zde konektor
HDMI pro připojení televize či monitoru, konektor USB pro připojení klávesnice či myši,
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konektor pro Eternet a spoustu dalších. Dlouhodobá paměť je realizována za pomocí karty
SD [2].
Obrázek 3.5: Raspberry PI, převzato z [2]
Parametry Raspberry PI:
• Procesor: Broadcom BCM2835, 700 MHz, jedno-jádrový
• Grafický procesor: Broadcom VideoCore IV
• RAM: 512 MB
• Paměť: SDR 2GB
• USB 2.0: 2 krát
• Lan konektor
3.2.2 Bezdrátový přenos
Jak bylo zmíněno výše, bezdrátový přenos bude realizován za pomocí Wi-fi. Pro Raspberry
PI jsem vybral modul WI-PI. Jedná se o WLan modul, který je přímo určený pro Rasberry
PI. [5] Tento modul se připojí do Raspberry PI pomocí rozhraní USB. Modul WI-PI používá
nejnovější standard pro bezdrátové technologie a to standard 802.11n. Je rovněž zpětně
kompatibilní se staršími standardy IEEE 802.11g/b a podporuje přenosovou rychlost až
150Mb/s. Největší výhodou toho modulu Wi-fi určeného přímo pro Raspberry PI je jeho
snadná instalace. Jelikož Raspberry PI obsahuje v sobě ovladače pro tento modul, stačí
pouze WI-PI připojit do USB a může se okamžitě používat. Jediná nevýhoda modulu tkví
v tom, že nepodporuje vytvoření přístupného bodu (acces point) a musí se připojit již k
vytvořenému bodu.
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Obrázek 3.6: Raspberry PI WI-PI modul, převzato z [5]
Parametry WI-PI modulu
• Rozhraní: USB
• Podpora standardů: IEEE 802.11g/b/n
• Maximální vysílací výkon: 20dBm
• Zabudovaná anténa
3.2.3 Snímání cesty
Pro snímání cesty jsme vybrali maticovou kameru, která by měla podporovat rozlišení
320x240. Pro tento účel se mi nejlépe jevila kamera Raspberry Pi Camera Board, která je
taktéž přímo určená pro jednodeskový počítač Raspberry PI. Tato kamera má 5 megapixe-
lový senzor (2592x1944 pixelů) a je schopná nahrávat 1080p HD video s rychlostí 30 snímků
za sekundu [3]. Toto vysoké rozlišení nebudeme využívat, protože by zpracování obrazu tr-
valo dlouhou dobu. Proto lze rozlišení snížit na velikost 320x240 pixelů, které pro náš účel
bude naprosto vyhovující. Kamerový modul se připojuje za pomocí 15-ti pinového plochého
kabelu, sériovému rozhraní CSI. Toto rozhraní je speciálně navrženo pro připojení kamer
a je schopno velmi velké přenosové rychlosti, které se hodí při přenášení velký obrazových
dat. Rovněž velkou výhodou této kamery, jako s modulem WI-PI, je jeho jednoduchá in-
stalace do Raspberry PI. Rovněž stačí připojit do příslušného rozhraní a můžeme kameru
začít používat.
Obrázek 3.7: Raspberry PI Kamera modul, převzato z [3]
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Parametry kamerového modul
• Senzor: 5 megapixel
• Rychlost snímání: 30fps
• Rozměry: 25mm x 20mm x 9mm
3.3 Návrh a realizace výkonové části
Pro návrh elektrického schématu i pro následný návrh desky plošných spojů byl použit
nástroj Eagle od americké firmy CadSoft, jenž je k dispozici i v omezené verzi volně ke
stažení, která nás nijak nelimituje a je pro naše účely zcela dostačující.
Výkonová část bude mít za úkol napájet a řídit směry motorků a zároveň bude napájet
i řídicí část celého systému. Tato část bude sestavena ze stabilizátoru napětí a můstku pro
ovládání motorů. Vstupní napájecí napětí do výkonové části bude 8,5V a bude pocházet z
tužkových baterií. Toto napětí bude stabilizováno na výstupní napětí 5V a bude dodávat
maximální výstupní proud 1A. Pro stabilizaci napětí bude použit integrovaný obvod 7805
od firmy ON Semiconductor, který vyhovuje svými vlastnostmi podmínkám popsaných výše
[31].
Parametry integrovaného obvodu 7805
• Výstupní napětí: 5V
• Výstupní proud: 1A
• Max. vstupní napětí: 35V
• Úbytek napětí: 2V
• Proud nulovým pinem: 3,2mA
• Pouzdro: D2PAK
Hlavní částí celého systému bude H-můstek, který se bude starat o zmíněné ovládání a
napájení motorů. H-můstek umožňuje dle přivedených signálů na vstupy omezení příkonu
motoru při minimálních ztrátách na samotném obvodu a navíc dopředný a zpětný chod
motoru. Pro mé zapojení jsem vybral integrovaný obvod L293D od firmy Texas Instruments.
Tento integrovaný obvod může ovládat dva motorky současně a díky tomu nemusíme mít
samostatný integrovaný obvod pro každý motorek [21].
Parametry integrovaného obvodu L293D
• Vstupní logické/napájecí napětí: 4.5 - 36V
• Výstupní proud na pin: 600mA
• Pouzdro: DIP16
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Obrázek 3.8: Schéma zapojení výkonové části
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Zapojení těchto integrovaných obvodů vychází většinou z doporučení z jejich katalogových
listů. Celkové zapojení lze vidět na obrázku 3.8. Výstup ze stabilizačního integrovaného
7805 obvodu bude napojen na konektor USB, přes který bude jednoduše napájen jednode-
skový počítač Raspberry Pi a dále bude připojen na vstupní konektor VCC1 integrovaného
obvodu (h-můstku) L293D. Na vstup VCC2 je přivedeno vstupní napětí 8,5V pro motorky.
Pro ovládání rychlosti autíčka, respektive regulaci otáček motoru, jsem se rozhodl použít
modulaci signálu pomocí PWM. PWM jsem použil z důvodu jednoduchého generování z
Raspberry Pi.
Jelikož Raspberry Pi má napětí výstupních pinů ve stavu logická 1 nastaveno na 3,7V,
tak spínání vstupních řídicích signálů h-můstku je řízeno pomocí tranzistorů. Tyto tranzis-
tory jsou spínány výstupními piny Raspberry Pi.
3.3.1 Návrh a výroba desky plošných spojů
Při samotném návrhu desky plošných spojů bylo zejména nutné počítat s uchycením sou-
částky na autíčko. Proto bylo na desku umístěno několik montážních otvorů. Tyto otvory
byli umístěny na rozích DPS. Rovněž celé zapojení bylo optimalizované na velikost, aby se
součástka dala bezproblémově uchytit ke kostře závodního autíčka.
Výroba desky byla zajištěna externí firmou Pragoboard a osazení desky proběhlo pomocí
prostředků dostupných na fakultě. Na desce se nevyskytly, žádné technické nedostatky při
výrobě a mohla být okamžitě použita. Pouze při testování se zde ukázaly chyby při návrhu
schématu zapojení. Tyto chyby a jejich odstranění bude popsáno v kapitole 5.
3.4 Konstrukční realizace
Konstrukční realizace vychází z RC autíčka, které jsem měl doma k dispozici. Z tohoto
autíčka se vybrala veškerá elektronika a zůstala pouze mechanická část autíčka s připev-
něnými motory. Nevýhodou tohoto RC autíčka bylo to, že pro řízení zatáčení auta nebyl
namontován servo motor, ale obyčejný motorek, který zatáčel pouze na plné zatočení, tedy
až k dorazu a poté začaly mechanické části prokluzovat. Tato nevýhoda se projevila při
menších zatáčecích manévrech, ale měla výhodu ve snadnějším řízení toho motoru.
Obrázek 3.9: Upevnění kamery
Na očištěnou konstrukci od tovární elektroniky se posléze připevnila veškerá vyrobená
elektronika a propojila se pomocí kabelů. Největší problém představovalo upevnění kamery,
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protože pro úspěšné zpracování a vyhodnocení snímaného obrazu, tedy černé čáry na bílém
podkladu, je nezbytné správně nastavit úhel pohledu a vzdálenost kamery nad vozovkou.




Návrh a realizace softwarové
implementace
Tuto kapitolu si rozdělíme na čtyři části. V první části bude rozebrán obslužní firmware
autíčka, v druhé podkapitole bude nastíněna implementace aplikace na počítači, v další
části bude popsána síťová komunikace mezi autíčkem a počítačem a v poslední části se
dozvíme o použitých technologiích při implementaci.
4.1 Firmware autíčka
Jádrem celého systému je Raspbery Pi. Na tento jednodeskový počítač byl nainstalován
operační systém Linux, respektive jeho distribuce pro Raspberry Pi, Raspbian, který je
založen na Debianu.
Aplikace, která bude zajišťovat chod autíčka, bude spuštěna v režimu více vláken. Bude
zde vlákno (řídicí vlákno) starající se o snímání obrazu, odesílání obrazu po síti, zpracování
obrazu a řízení autíčka. Další vlákno se bude starat o příjem zpráv ze síťové komunikace.
Protokol této síťové komunikace bude popsán v podkapitole 4.3.
Obrázek 4.1: Stavový automat řídicího vlákna
Řídicí vlákno bude při jeho spuštění pracovat jako stavový automat v nekonečné smyčce,
jak lze vidět na obrázku výše. Ve stavu zpracování obrazu bude probíhat prahování a ode-
sílání obrazu přes wi-fi směrem k aplikaci spuštěné na počítači. Poté se bude vyhodnocovat
kam autíčko pojede. Rovněž bude zachována možnost řízení skrze aplikaci na počítači. Toto
řízení bude mít na starosti člověk.
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Řízení autíčka bude prováděno jako stavový automat. Tento automat lze vidět na ob-
rázku 4.2. Jak lze vidět z obrázku, stavový automat bude mít tři hlavní stavy: dopředu,
stůj, dozadu. Tyto stavy určují, kam autíčko pojede. Stavy dopředu a dozadu budou para-
metrizovány rychlostí. Tento parametr bude procento z maximální rychlosti autíčka. Jelikož
motor bude řízen pomocí PWM, bude toto procento odpovídat velikosti efektivní hodnoty
řídicího signálu. Dále ve stavech jsou podstavy: vlevo, rovně, vpravo. Tyto stavy určují,
kam autíčko zatočí.
Obrázek 4.2: Stavový automat řídicího vlákna
Umělá inteligence autíčka
Umělá inteligence autíčka neboli autonomní řízení auta po čáře se dá implementovat něko-
lika způsoby:
1. Jednoduché řízení - Jednoduché řízení bude spočívat v tom, že se budou na jednom
řádku detekovat obě hrany černé čáry (levý a pravý okraj čáry). Z tohoto levého a
pravého okraje se vypočítá střed čáry a podle místa, kde se tento vypočítaný střed
černé čáry nachází v obrazu, autíčko zatočí. Toto lze vidět na obrázku níže.
Obrázek 4.3: Levy - autíčko pojede rovně, Pravý - autíčko pojede doprava
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2. Vektorové řízení - Vektorové řízení bude probíhat jako jednoduchý součet v ob-
rázkové matici násobené vektory, které budou mít za úkol navážit matici s různou
velikostí prvků v závislosti na poloze. Pro lepší představu je řízení zobrazeno na jed-
nodušší matici a zobrazeno na obrázku 4.4. Pod černým pixelem matice se skrývá
hodnota 1 a pod bílým pixelem matice hodnota 0. Tyto pixely vynásobíme vektorem,
který nese váhu pro zatočení autíčka (horní vektor na obrázku) a vektorem, který
určí jak daleko před autíčkem se zatáčka nachází (pravý vektor na obrázku). Podle
výsledku kladného, záporného či nulového poznáme, kam má autíčko zatočit (kladné
- doprava, záporné - doleva).
Obrázek 4.4: Vektorové řízení
Vektorové řízení je náročné na výpočetní výkon a po otestování tohoto vektorové řízení,
jsem zjistil, že Raspberry Pi nemá dostatečný výkon pro zpracování obrazu tímto způsobem.
Rovněž jsem zvažoval použití neuronové sítě pro výpočet směru autíčka. Tuto možnost jsem
zamítl po implementaci vektorového řízení, jelikož si myslím, že by jednodeskový počítač
Raspberry Pi nebyl dostatečně výkonný pro výpočet směru.
Pro náš účel jsem implementoval režim jednoduchého řízení, které má hlavní výhodu
v rychlosti vypočítaného směru řízení auta a rovněž po otestování řízení zcela postačovalo
pro určovaní směru jízdy. Nevýhodou tohoto algoritmu vidím v tom, že pro řízení musí
detekovat černou čáru.
4.2 Návrh aplikace v počítači
Aplikace v počítači bude rovněž rozdělena do dvou vláken. A to do vlákna starající se o
uživatelské rozhraní a vykreslování obrazu a do vlákna starající se o síťovou komunikaci, jako
tomu bylo o firmwaru autíčka. Uživatelské rozhraní aplikace bude jednoduché a intuitivní.
Návrh toho uživatelské rozhraní lze vidět na obrázku 4.5.
Uživatelské rozhraní bude mít dva hlavní módy. První mód (tlačítko Auto) nastaví
autíčko do autonomního režimu a projede trať automaticky samo. Druhý mód (tlačítko
Člověk) umožní řídit autíčko uživateli. Druhý mód je brán spíše jako doplněk a zpestření
pro uživatele.
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Obrázek 4.5: Návrh GUI aplikace
4.3 Návrh síťové komunikace
Na obrázku 4.3 je možno vidět návrh síťové komunikace. Komunikace mezi autíčkem a
počítačem bude prováděna především přes protokol UDP. Nejprve vyšle počítač dotaz přes
broadcast, na které IP adrese se autíčko nachází. Pokud autíčko přijme paket, odpoví zprá-
vou, že se autíčko našlo. Poté podle toho, co uživatel vybere v aplikaci na počítači, se bude
autíčko chovat. Při zapnutém autonomním režimu bude pouze autíčko streamovat video z
kamery a čekat na zprávu zastavující autonomní režim. Pokud bude zapnut režim řízení
člověkem, autíčko bude rovněž streamovat video z kamery a čekat na zprávy udávající směr,
kam se má pohybovat nebo bude čekat na zprávu udávající konec režimu řízení člověkem.




Jako jazyk pro realizaci softwarové části byl zvolen programovací jazyk C++ a byla vyvíjena
pod systémem Linux. Při implementaci byly použity následující knihovny:
• OpenCV - knihovna pro počítačové vidění
• Qt - knihovna pro vývoj grafického uživatelského rozhraní a pro síťovou komunikace
4.4.1 Realizace firmwaru autíčka
Celá implementace firmwaru autíčka je rozdělena do tříd:
• Třída Comunication - Tato třída je implementována jako singleton a je používaná
pro komunikaci po síti. Odesílá pakety UDP směrem k počítači. To se děje na portu
45455. Při odesílání obrazu přes síť je obraz nejdříve rozdělen na menší části a ty
jsou potom poslány přes síť. Začátek a konec odesílání zapouzdřují pakety, které nesou
data ve formátu ”Start image”respektive ”End image”. Pro odesílání paketu využívá
třída Comunication třídu QUdpSocket.
1 QUdpSocket ∗ socke t ; // d e f i n i c e soketu
socket = new QUdpSocket ( t h i s ) ; // vytvořen í soketu
QByteArray datagram = ”Im Car” ; // zpráva v soketu
socket−>writeDatagram ( datagram . data ( ) , datagram . s i z e ( ) , ip , 45455) ; //
odešleme
socket−>c l o s e ( ) ; //uzavřeme soket
Listing 4.1: Ukázka odeslání paketu
• Třída Camera - Třída Camera je zapouzdření knihovny raspicam. Tato třída se stará
o nastavení kamery na snímání v šedé barvě, dále určí rozlišení snímaného obrazu. V
poslední řadě, pomocí funkce Camera::getPicture vrátí snímek z kamery umístěné
v přední části autíčka. Implementace této třídy je rovněž singleton.
• Třída Control - Implementaci této třídy nalezneme v souborech control.cpp a
control.h. Třída je typu QThread, což v praxi znamená, že všechny metody vo-
lané z metody Control::run, poběží v jiném vlákně než zbytek aplikace. Tato třída
má za úkol nastavovat řídící signály podle stavů za pomocí tříd GPIO a PWM.
Tato třída má dvě hlavní metody a to metody Control::GPIOturn pro zatočení a
Control::GPIOgo pro určení směru. Tyto dvě metody nastavují piny GPIO podle
aktuálního stavu v jakém se autíčko nachází.
• Třída PWM a GPIO - Tyto dvě třídy se starají o nastavování řídicích pinů. Řídicí
piny se v Raspbbery Pi chovají jako soubory, tudíž je lehké nastavovat jejich hodnoty.
Tyto soubory nalezneme ve složce /sys/class/gpio/. V této složce si stačí vybrat
podsložku s číslem pinu (např. gpio17) a určit do kterého souboru se bude zapisovat.
Na výběr je ze souborů export, direction, value. Názvy souboru napovídají pro
jaký účel se používají (určení směru pinu, hodnota pinu). Poté stačí pouze určit, jestli
se jedná o vstupní/výstupní pin a poté stačí číst/zapisovat na tento pin. O toto se
stará třída GPIO. Příklad jak lze do tohoto pinu zapsat výstupní hodnotu můžete
vidět níže.
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s t r i n g c e s t a = ”/ sys / c l a s s / gpio / gpio ” + c i s l o p i n u + ”/ value ” ; //
vytvoříme ces tu k souboru
ofstream gpio ( c e s t a . c s t r ( ) ) ; // otevřeme soubor
i f ( gpio < 0) { // otevře se špatně , chyba
std : : cout << ”Operace s e l h a l a : GPIO: ” << c i s l o p i n u << ” ! ” << std : :
endl ;
5 } e l s e {
gpio << hodnota ; // zapíšeme hodnotu
gpio . c l o s e ( ) ; //uzavřeme soubor
}
Listing 4.2: Ukázka zápisu hodnoty do pinu GPIO
Třída PWM je typu QThread a funguje v samostatném vláknu. Třída se stará o
nastavovaní PWM (pulzně šířkové modulace) signálu. PWM je implantováno jedno-
duchým cyklem for, ve kterém se nastavuje velikost efektivní hodnoty signálu a nulová
hodnota tohoto signálu. Velikosti obou hodnot signálu jsou parametrizovány přes pro-
měnou, která udává procento efektivní hodnoty signálu z celé periody. Tato třída je
implementována jako singleton.
• Třída Server - Tato třída je implementována v souborech server.cpp a server.h,
a má za úkol zpracovávat síťovou komunikaci mezi autíčkem a aplikací běžící na
počítači. Jedná se o serverovou část firmwaru a jak už bylo zmíněno výše, pracuje nad
protokolem UDP a naslouchá na přiřazeném slotu číslo 45454. Nejdůležitější částí
serverové části je zpracování paketu. Toto zpracování je ukázáno níže.
//odpověd na ptan í se kdo j e auto
2 i f ( s t r s t r ( datagram . data ( ) , ”Who i s car ?” ) != NULL) {
comunication−>s e t I p ( sender ) ;
comunication−>imCar ( ) ;
// zapne autonomní režim
} e l s e i f ( s t r s t r ( datagram . data ( ) , ” Sta r t auto” ) != NULL) {
7 rezim = CAR; // nas tav í režim
car−>s t a r t ( ) ; // zapne autonomní režim
// zapne režim ov ládán í člověkem
} e l s e i f ( s t r s t r ( datagram . data ( ) , ” Sta r t human” ) != NULL) {
rezim = HUMAN;
12 human−>s t a r t ( ) ;
// ukončí režimy
} e l s e i f ( s t r s t r ( datagram . data ( ) , ”Stop car ” ) != NULL) {
i f ( rezim == CAR) {
s igna lStopCar ( ) ;
17 car−>wait ( ) ;
} e l s e i f ( rezim == HUMAN) {
signalStopHuman ( ) ;
human−>wait ( ) ;
}
22 rezim = 0 ;
// p ř i režimu č lověk se nechá ř í d i t
} e l s e i f ( rezim == HUMAN) {
i f ( s t r s t r ( datagram . data ( ) , ”Dopredu” ) != NULL) {
s ignalGo (DOPREDU,100 ) ;
27 } e l s e i f ( s t r s t r ( datagram . data ( ) , ” Stat ” ) != NULL) {
s ignalGo (STAT, 0 ) ;
} e l s e i f ( s t r s t r ( datagram . data ( ) , ”Dozadu” ) != NULL) {
s ignalGo (DOZADU,100 ) ;
}
31
32 i f ( s t r s t r ( datagram . data ( ) , ”Doleva” ) != NULL) {
s ignalTurn (DOLEVA) ;
} e l s e i f ( s t r s t r ( datagram . data ( ) , ”Rovne” ) != NULL) {
s ignalTurn (ROVNE) ;
} e l s e i f ( s t r s t r ( datagram . data ( ) , ”Doprava” ) != NULL) {
37 s ignalTurn (DOPRAVA) ;
}
// vyp í še datagram pokud nenajde vhodné zpracování
} e l s e {
std : : cout << ”Neznámý datagram : ” << datagram . data ( ) << std : : endl ;
42 }
}
Listing 4.3: Zpracování paketu
• Třídy Car a Human - Tyto třídy mají za úkol hlavní řízení programu a dědí metody
z třídy Control.
Třída Human, pouze vyhodnocuje zaslané signály z třídy Server, podle kterých
nastaví autíčko do příslušného stavu. Dále má tato třída za úkol odeslat obraz do
aplikace na počítači pomocí třídy Comunication.
Obrázek 4.7: Postup vyhodnocování směru jízdy
Třída Car má za úkol řízení autonomní části celého autíčka. Důležitou částí auto-
nomního řízení je zpracování obrazu. To se nejdříve provádělo tak, že se zpracoval
celý obrázek za pomocí prahování a poté se určovala cesta pomocí vektorového řízení
popsaného v kapitole 4.1. To bylo ale pomalé. Druhá implementace algoritmu spočí-
vala za pomocí prahování pouze jednoho řádku obrázku a každého druhého pixelu
v řádku a určovaní cesty za pomocí jednoduchého řízení, které je rovněž popsáno v
kapitole 4.1. Pro navýšení rychlosti algoritmu se zároveň při prahování prováděla i
detekce černé čáry. Po nalezení obou hran černé čáry se vypočítal střed čáry a podle
tohoto středu se určí směr jízdy. Směr jízdy se určuje tak, že se autíčko zatáčením
snaží držet střed černé čáry ve stanovených mezí uprostřed obrázku. Tento algoritmus
funguje dobře při nalezení černé čáry, tudíž bylo potřeba naprogramovat i algoritmus
při vyjetí z oblosti, kdy je černá čára detekována.
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Ztracení černé čáry, tedy vyjetí autíčka mimo oblast, kdy je černá čára detekovatelná
kamerou, není nijak kritické. Algoritmus při této situaci srovná kola do neutrální
polohy a couvá s autem do doby, než se znova detekuje černá čára. Po nalezení černé
čáry autíčko pokračuje ve standardní jízdě. Tato vlastnost navíc dovoluje postupné
vytáčení zatáček s poloměrem menší než je maximální možnost zatočení autíčka.
Rovněž je zde implementováno zpomalování a zrychlování při zatáčení nebo při rovin-
kách. K tomuto účelu nám slouží třída PWM, která pomocí signálu PWM reguluje
otáčky motorku. Poté je odeslán obraz přes třídu Comunication do aplikace na
počítači.
4.4.2 Realizace aplikace běžící na počítači
Rovněž aplikace na počítač je rozdělena do několika třít:
Obrázek 4.8: Vzhled aplikace běžící na počítači
• Třída Comunication - Tato třída má podobné vlastnosti jako třída Comunication
ve firmwaru autíčka. Je rovněž implementována jako singleton a je používaná pro
komunikaci po síti. Odesílá pakety UDP směrem k počítači. To se děje na portu
45454, na kterém naslouchá server na straně autíčka.
• Třída Server - Třída Server má totožné vlastnosti jako třída Server ve firmwaru
autíčka. Jediný rozdíl je v tom, že má přiřazený port číslo 45455. Rovněž má tato
třída jinak implementované zpracovaní paketů. Toto zpracování lze vidět níže.
// z j i s t í kdo j e aut í čko
2 i f ( s t r s t r ( datagram . data ( ) , ”Im Car” ) != NULL) {
w. autoNalezeno ( ) ; // nap í še že aut í čko bylo na lezeno
comunication−>s e t I p ( sender ) ; // nas tav í ip aut í čka
}
// začátek p o s í l á n í obrazu
7 e l s e i f ( s t r s t r ( datagram . data ( ) , ” s t a r t image” ) != NULL) {
imageDatagram . c l e a r ( ) ;
}
// konec p o s í l á n í obrazu
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e l s e i f ( s t r s t r ( datagram . data ( ) , ”end image” ) != NULL) {
12 w. setImage ( getImage ( imageDatagram ) ) ;
}
// postupné na č í t án í obrazu
e l s e {
imageDatagram . append ( datagram ) ;
17 }
Listing 4.4: Zpracování paketu
• Třída MainWindow - Tato třída se stará o obsluhu grafické části aplikace. Zpra-
covává signály při stlačení tlačítka v aplikaci. Rovněž při režimu člověk odchycuje
stlačení šipek na klávesnici a pomocí třídy Cominication odesílá příkazy, kam má
autíčko jet. Uživatelské rozhraní lze vidět na obrázku 4.4.2.
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Kapitola 5
Testování a oprava chyb
Následují kapitole bude uvedeno celkové otestování systému a oprava chyb, které se při
testování projevily.
5.1 Otestování výkonové části
Jako první se provedlo otestování výkonové části. Toto otestování se provádělo převážně
za pomocí multimetru. Nejprve se otestovalo, jestli jsou všechny spoje v pořádku a jestli
součástky jsou správně napájeny. To bylo ověřeno tak, že se pomocí multimetru v režimu
testu vodivosti postupně prozkoušely všechny spoje.
Po tomto otestování následovalo ověření funkčnosti při připojeném napětí na vstup. To
probíhalo tak, že pomocí multimetru v režimu voltmetr se proměřily jednotlivé části obvodu
a porovnalo se předpokládané napětí s napětím naměřeném. Tyto testy proběhly v pořádku
a mohlo se přejít k propojení výkonové části s části řídicí.
5.2 Otestování ovládání motorků
Po propojení jednotlivých části bylo potřeba otestovat ovládání motorků. Toto se provedlo
tak, že byla spuštěna testovací aplikace, která měla za úkol rozjet autíčko dopředu, dozadu
a zatočit s předními koly doleva a doprava.
Obrázek 5.1: Ukázka opravy zapojení u jednoho tranzistoru
Toto se bohužel při prvních pokusech nepodařilo. Po bližším zkoumání jsem objevil
chybu v zapojení. Jednalo se o zapojení transistorů. Tento problém se dal řešit dvěma
způsoby. Buď použít jiný typ transistoru nebo jsem zjistil po lepší nastudovaní datasheetu
integrovaného obvodu L293D, že hodnota log 1 se detekuje už při hodnotě 2,7V, tudíž stačilo
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připojit řídicí vývody L293D přímo na GPIO Raspberry Pi. Druhá varianta mi připadala
jednodušší, takže jsem ji použil. Změnu v zapojení lze vidět na obrázku 5.2. Oprava desky
plošného spoje byla rovněž jednoduchá, stačilo odpájet tranzistory a nahradit je zkratovou
propojkou. Tato oprava lze vidět na obrázku níže a je vyznačena žlutou barvou.
Obrázek 5.2: Oprava DPS
Po odstranění této chyby byla znovu spuštěná testovací aplikace pro řízení motorků. Au-
tíčko se zachovalo dle předpokládaného chování a mohli jsme postoupit k dalšímu otestování
systému.
5.3 Otestování autíčka při ovládání člověkem
Předposlední testování se zabývalo připojením všech periferií (modul pro wi-fi a kamerový
modul) a otestování režimu při kterém ovládal autíčko člověk. Tato zkouška pojednávala
hlavně o otestování celého systému v praxi. To znamená otestování síťové komunikace,
snímání obrazu a ovládání motorů dle příkazů přijatých přes wi-fi.
Při tomto testování jsem narazil na problém funkčnosti všech částí dohromady z důvodu
napájení. Při snímání obrazu, připojené wi-fi a zapnutých motorků, baterie nedodávaly
dostatečný proud do Raspberry Pi. To se projevilo vypnutou wi-fi nebo kamerového modulu.
Tento problém jsem vyřešil pomocí přídavného napájení pro Raspberry Pi v podobě externí
baterie Genius Power Bank ECO-u261. Tato externí baterie má kapacitu 2600 mAh a
dodává dostatečný výstupní proud 1A [16].
Obrázek 5.3: Použitá powerbanka na napájení Raspberry Pi, převzato z [16]
Po připojení externí baterie problém zmizel a mohl jsem zahájit otestování poslední
části a to otestování autonomního režimu.
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5.4 Otestování autonomního režimu
V poslední části testování se budeme věnovat otestování autonomního režimu auta. Nejprve
bylo zapotřebí vyrobit testovací dráhu. Ta byla vytvořena za pomocí bílého papíru a černé
lepící pásky. Testovací dráha měla dvě zatáčky a uprostřed křižovatku tvaru X. Tento tvar
testovací dráhy lze vidět na obrázku níže.
Obrázek 5.4: Testovací dráha
Na této dráze bylo otestováno autonomní chování při projetí dráhy. Na dráze bylo
otestováno projetí rovně na křižovatce tvaru X, vytočení zatáček a vrácení se na trať při




Cílem této práce bylo navrhnout a vytvořit systém autonomního řízení závodního autíčka.
Toto se dle mého názoru se povedlo. Podařilo se vytvořit autonomní auto, které je schopné
sledování černé čáry a dokáže se podle ní řídit. Autíčko si poradí se zatáčkou s menším
poloměrem než je maximální poloměr zatáčení auta a v případě vyjetí z dráhy se dokáže
vrátit a bez problémů pokračovat v jízdě.
Vzhledem k tomu, že základem autonomního auta je jednodeskový počítač Raspberry Pi,
jsou poměrně velké možnosti ladění a vývoje algoritmů. Rovněž můžeme dobře kontrolovat
snímání cesty a řízení auta pomocí komunikace přes rozhraní wi-fi a uživatelské aplikace.
Uživatelská aplikace taktéž nabízí možnost řízení autíčka pomocí kláves.
Celý systém by se dal vylepšit za pomocí heterogenní architektury, která je finančně
náročná, ale disponuje s větším výpočetním výkonem. Tudíž by se zpracování obrazu a
řízení provádělo rychleji než na jednodeskovém počítači Raspberry Pi. S tímto rozšířením
by se mohly použít algoritmy pracující s neuronovou sítí. Rovněž by bylo dobré osvítit
snímanou čáru, aby se předešlo vlivům světla na snímaný obraz.
V této závěrečné práci bylo nejprve provedeno seznámení se s problematikou a popsána
soutěž The Freescale Cup z kterého diplomová práce vychází. V další kapitole byly rozebrány
současné trendy ve vestavěných systémech. Dále se zde dozvíme o návrhu a realizaci celého
systému.
Na závěr bych rád bez bližšího srovnání dodal, že auto by mohlo být konkurence schopné
v soutěži The Freescale Cup. Soudím tak subjektivně jen podle videí natočených ze závodů.
Bohužel toto je neporovnatelné, jelikož autíčko je založené na jiném šasí a nemá tak malý
natáčecí poloměr, jako autíčka na této soutěži.
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• aplikace - zdrojové kódy aplikace běžící na počítači
• dokumentace - zdrojové kódy k dokumentaci
• firmware - zdrojové kódy firmwaru autíčka
• eagle - zdrojové soubory schéma zapojení a DPS
• videa - videa z autonomního průjezdu dráhy (verze2.mp4 - finální verze)
• dip.pdf - technická zpráva v pdf
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Příloha B
Schéma zapojení a DPS
Obrázek B.1: Opravená deska plošných spojů
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Instalace je určená pod systém Linux.
D.1 Instalace Raspbian na Raspberry Pi
1. Stažení image operační systému Raspbian. Můžeme jej nalézt na stránce:
• http://www.raspberrypi.org/downloads
2. Rozbalíme soubor a zkopírujeme na SD kartu. Musíme si dávat na pozor při názvu
souboru a správné zařízení, na které chceme zapsat. Kopírování uskutečníme pomocí
příkazu:
• sudo dd bs=1M if=<nazev image>.img of=/dev/<připojená SD karta>
3. Vložíme SD kartu do Raspberry Pi a spustíme. Po spuštění se zobrazí raspi-config.
V programu raspi-config nastavíme enable na camera suport. A aktualizujeme za
pomocí příkazu:
• sudo apt-get update
• sudo apt-get upgrade
D.2 Zprovoznění firmwaru autíčka
Předpokládáme nainstalované knihovny openCV a Qt.
1. Instalace knihovny pro ovládání kamery:
• Přepneme se do složky firmware/git/raspicam-0.0.7/build/
• Spustíme příkaz cmake ..
• Spustíme příkaz make
• Spustíme příkaz sudo make install
2. Přeložení aplikace:
• Přepneme se do složky firmware/
• Spustíme příkaz qmake
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• Spustíme příkaz make
• Spustíme příkaz sudo ./dp
D.3 Zprovoznění aplikace na počítači
Předpokládáme nainstalované knihovny openCV a Qt.
• Přepneme se do složky aplikace/
• Spustíme příkaz qmake
• Spustíme příkaz make
• Spustíme příkaz ./dp
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