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O estudo dos jogos é uma área de elevado interesse para a Inteligência Artificial pois o 
desenvolvimento de agentes com estratégias bem-sucedidas representa um grande desafio. Por 
essa razão muitos investigadores desta área despenderam tempo no estudo e resolução dos 
jogos, tendo atingido resultados excecionais (e.g. Deep Blue) em que um jogador artificial foi 
capaz de bater o melhor jogador humano de sempre. 
 Nos últimos anos a investigação tem-se focado nos jogos estocásticos de informação 
incompleta, como o Poker, pois estes apresentam desafios diferentes como o facto de, 
normalmente, não existir uma ação ótima para um dado conjunto de informação. Isto acontece 
porque os jogadores não têm total conhecimento acerca do estado do jogo e porque ocorrem 
situações aleatórias durante o jogo. 
 O Poker é, hoje em dia, uma indústria em grande crescimento e com grande rentabilidade. 
É jogado por milhões de pessoas por todo mundo, tanto ao vivo como online. É um jogo com 
centenas de variantes. Estas variantes têm um conjunto de regras base, que são comuns umas às 
outras. No entanto, distinguem-se entre elas pela estrutura de apostas, pelo número de cartas do 
baralho, pela forma como o vencedor é determinado, entre outras. Por esta razão, foram criados 
agentes para as mais diversas variantes do jogo. No entanto, não existe um modelo de descrição 
unificado que permita que esses agentes sejam testados nas diferentes variantes de Poker.  
Por essa razão, foi desenvolvida uma linguagem de descrição de jogos (GDL) para jogos 
de Poker – o Poker Game Description Language (PGDL). O objetivo de uma GDL é descrever o 
estado de um jogo como uma série de factos e os mecanismos do jogo como uma série de regras 
lógicas. As GDL‟s são usadas, tipicamente, como input por sistemas gerais de jogo (GGPS). 
Estes sistemas são capazes de reconhecer uma descrição formal de um jogo e criar agentes 
inteligentes que os joguem, sem intervenção humana. Para apoiar a criação e avaliação de 
entidades PGDL, um sistema geral de jogo foi desenvolvido. Este sistema permite aos 
utilizadores jogar o jogo descrito em PGDL contra agentes com estratégias simples.  
Este trabalho descreve a implementação do sistema geral de jogo PGDL, que foi 
essencialmente dividido em quatro etapas: pesquisa sobre as principais diferenças entre as 
variantes de Poker, criação de uma linguagem capaz de especificar as tais variantes, criação de 
um sistema geral de jogo capaz de jogar os jogos especificados e, por fim, o desenvolvimento 
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de uma interface que facilita a especificação das regras e possibilita ao utilizador jogar o jogo 
que especificou. 
Acredita-se que, apesar da existência de sistemas gerais de jogo mais genéricos, o facto de 
PGDL fornecer uma infraestrutura partilhada, comum a todas as variantes de Poker, torna esta 
abordagem muito pertinente, devido ao facto de tornar mais fácil a escrita de agentes que 
joguem as variantes especificadas. Os testes realizados demonstraram que o PGDL é capaz de 
descrever as variantes de Poker mais populares, e demonstraram que a interface de 
especificação das regras é intuitiva e fácil de usar. 
 
Palavras-Chave: Representação de informação; Poker; Teoria dos Jogos; Geração 
automática de jogos; Jogos de informação incompleta; Sistemas gerais de jogo; Linguagens de 








The study of games is an area of great interest for Artificial Intelligence since the 
development of agents with successful strategies represents a major challenge. For this reason 
many researchers spent time studying and solving games, achieving exceptional results where 
an intelligent player that was able to beat the best human players (e.g. Deep Blue Computer).  
In the last years research has given focus to incomplete information and stochastic 
games, such as Poker, because they present different challenges as the fact that, normally, there 
is no optimal action for a given information set. This happens because the players do not have 
full knowledge about the state of the game and random situations occur during the game. 
Poker is, nowadays, an industry with high growth that has high profitability. It is played 
by millions of people around the world, both live and online. It is a game with hundreds of 
variants. These variants have a set of rules that are common to each other. However, they differ 
from each other by betting structure, number of cards in the deck or winning conditions. 
Because of this, numerous agents have been created for several different variants of the game. 
However, there is not a single unified description model that allows for those agents to 
be tested across different Poker variants inexpensively. For this reason, were introduced a new 
Game Description Language (GDL) for Poker games - Poker Game Description Language 
(PGDL), based on XML language. The goal of a GDL is to describe the state of a game as a 
series of facts and the game mechanics as series of logical rules. GDL‟s are typically used by 
General Game-Playing Systems (GGPS) as input. GGPS are systems that are capable of 
recognizing a formal description of a game and play the game effectively without human 
intervention. To support the creation and assessment of PGDL entities, a general game playing 
system was also developed. This system allows users to play the PGDL described game against 
basic agents. 
This work aims to describe the implementation phase of PGDL system, which was 
essentially divided into four stages: research on the major differences between the variants of 
Poker, creation of a language capable of specifying such variants, creation of a platform able to 
play the games specified and, finally, the development of an interface that facilitates the 
specification of rules and enables the user to play the game specified. 
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It is believed that despite the existence of more general game playing systems, the fact that 
PGDL language natively supplies a shared infrastructure, common to all Poker variants, renders 
our approach very pertinent, due to the fact that make it easier to write agents that play the 
variants specified. The tests showed that the PGDL is able to describe the most popular poker 
variants, and proved that PGDL Builder is intuitive and easy to use. 
 
Keywords: Information representation; Poker; Game Theory; Automatic generation of 
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Desde a antiguidade que a Inteligência artificial (IA) desperta grande curiosidade nos seres 
humanos, tendo começado como um “desejo antigo de forjar os deuses”[1]. 
No entanto, só nos anos 40 é que se verificaram as primeiras descobertas nesta área, com a 
criação do primeiro computador. Esta descoberta despertou nos investigadores a crença de que 
era possível conceber um cérebro eletrónico, o que levou à criação, em 1955, da Inteligência 
Artificial como um campo de estudo das ciências computacionais durante uma conferência no 
campus do Dartmouth College, intitulada “The Dartmouth Summer Research Project on 
Artificial Intelligence”[2]. 
Os jogos são uma área em que a Inteligência Artificial sempre demonstrou grande interesse 
pois representam um grande desafio. Investigadores de Inteligência artificial têm usado os jogos 
como domínio de testes durante anos. Devido ao facto dos jogos terem regras bem definidas, 






Figura 1 Garry Kasparov vs Deep Blue 
 
A Figura 1 retracta um dos expoentes máximos da investigação nos jogos que foi o Deep 
Blue, um supercomputador criado pela IBM capaz de jogar xadrez de forma inteligente que foi 
capaz de vencer o melhor jogador do mundo de xadrez de todos os tempos, Garry Kasparov [4]. 
O Poker, nos últimos anos, tem sido um jogo objeto de estudo e interesse por parte dos 
investigadores de I.A., pois o Poker representa um desafio completamente diferente de jogos 
como o xadrez [5][6][7]. Como se pode ver na Tabela 1, jogos como o xadrez lidam com 
informação completa, isto é, os dois jogadores têm total informação acerca do estado atual do 
jogo, sendo possível definir uma estratégia através de uma árvore de decisão [8]. 
Contrariamente, o Poker é um jogo de informação incompleta, isto é, cada jogador apenas tem 
informação acerca das suas cartas e das cartas públicas, obrigando por isso à construção de uma 
árvore de decisão probabilística, baseada em crenças sobre possíveis cartas dos adversários 
[9][10]. Outro dos desafios do Poker é o facto de este se tratar de um jogo estocástico, ou seja, 
existe o fator sorte. Este fator surge devido ao facto das cartas serem baralhadas e distribuídas 
aleatoriamente no início de cada jogo. 
 
Tabela 1. Classificação de jogos e alguns exemplos 
Jogos Informação completa Informação incompleta 
Estocásticos Monopólio, Gamão,… Poker, OPEC,… 




A principal razão que justifica a pesquisa nos jogos é o facto de, desde sempre, os 
humanos terem revelado um enorme fascínio por esta área. Os jogos abordam funções 
cognitivas importantes. Sendo assim, um programa que jogue muitos jogos pode simular 
importantes funções cognitivas [11]. Outra razão importante é o facto de os jogos poderem 
validar novas metodologias, pois, como se assemelham a problemas do mundo real, tornam 
possível medir o progresso em diversas áreas através da simulação de jogos. 
Existem três razões fundamentais para estudar um tema como o Poker em detrimento de 
outros jogos. Em primeiro lugar, o Poker é, hoje em dia, uma indústria em grande crescimento e 
com grande rentabilidade. É jogado por milhões de pessoas por todo mundo, tanto ao vivo como 
online [12], [13]. Segundo, o Poker representa um desafio completamente diferente para a 
Inteligência Artificial, pois é um jogo que possui atributos que o tornam interessante como: ser 
um jogo de informação incompleta e estocástico; ter regras fáceis de definir; e ter de lidar com 
fatores como gestão de risco modelação de oponentes, necessidade de fazer bluff e informação 
que não é confiável [14]. 
Terceiro, o Poker tem importância noutras áreas: como a Economia e a Psicologia. Na 
Economia porque os lucros dos casinos, tanto ao vivo como online, dependem muito dos jogos 
de poker; na Psicologia, porque a tomada de decisões no Poker pode-se assemelhar à tomada de 
decisões na vida real, pois ambas dependem de variáveis aleatórias. Um exemplo é o problema 
do vício no jogo, que tem sido alvo de muitos estudos [15]. 
O poker é um jogo com centenas de variantes. As variantes de Poker possuem 
características comuns, que são essenciais para um jogo de Poker. No entanto, diferem umas das 
outras pela estrutura de apostas, pelo número de cartas do baralho, pela determinação do 
vencedor, entre outras.  
As aplicações que jogam jogos de Poker apenas permitem jogar algumas variantes de um 
jogo de Poker. Não existe, que seja do meu conhecimento, nenhum modelo de descrição 
unificado que permita que agentes jogadores sejam testados em diferentes variantes de Poker.  
Por essa razão, foi desenvolvida uma linguagem de descrição de jogos (GDL) para jogos 
de Poker – o PGDL. O objetivo de uma GDL é descrever o estado de um jogo como uma série 
de factos e os mecanismos do jogo como uma série de regras lógicas. GDL‟s são usadas como 
input, tipicamente, por sistemas gerais de jogo (GGPS). Estes sistemas são capazes de 
reconhecer uma descrição formal de um jogo e criar agentes inteligentes que os joguem, sem 
intervenção humana. 
Para apoiar a criação e avaliação de entidades PGDL, um sistema geral de jogo também foi 





O objetivo deste projeto de dissertação foi a construção de uma plataforma capaz de criar 
qualquer variante do jogo de Poker, através da especificação das suas regras. Esta especificação 
é feita de forma assistida através de um sistema criado para esse efeito. Após definida a 
especificação do jogo, pretendeu-se a geração automática de jogadores inteligentes capazes de 
jogar de forma competente o jogo especificado. 
Os principais objetivos desta dissertação são: 
 Desenvolver uma linguagem XML capaz de especificar as regras de qualquer 
variante de Poker. 
 Construir um sistema capaz de reconhecer a linguagem XML criada (em Prolog) e 
que seja capaz de gerar o jogo especificado. 
 Construir uma plataforma (PGDL Builder) que permita ao utilizador especificar de 
forma assistida as regras de qualquer variante do jogo de Poker, da qual resultará 
um ficheiro PGDL com a definição formal das regras. 
 Gerar agentes inteligentes capazes de jogar qualquer variante de Poker 
especificada em PGDL. 
1.4 Resumo do documento 
O resto do documento é composto pelos seguintes capítulos: O Poker, Estado de Arte, 
Especificação PGDL, Implementação do Sistema PGDL, Desenvolvimento da Interface, Testes 
e resultados e Conclusão. 
No segundo capítulo é apresentado o domínio de estudo desta tese, através da apresentação 
das regras do Poker, com ênfase nas principais diferenças entre as diversas variantes do Poker. 
No terceiro capítulo é apresentado o estudo realizado sobre o estado de arte e sobre 
ferramentas e pesquisas efetuadas na área. Este estudo focou-se em cinco áreas: a representação 
da informação, sistemas gerais de jogo, linguagens de descrição de jogos linguagens de 
descrição de jogos de Poker e estratégias de jogo. 
No quarto capítulo é detalhada a forma como é estruturado um ficheiro PGDL, usado para 
especificar as regras de uma variante de Poker, que utiliza como base a linguagem XML.  
No quinto capítulo é demonstrado como foi feita a implementação do sistema PGDL, 
utilizando a linguagem Prolog. Nesta secção são apresentadas as principais dificuldades no 
desenvolvimento do sistema PGDL bem como as soluções encontradas para os resolver. 
No sexto capítulo é apresentada a aplicação que permite ao utilizador especificar as regras 
de um jogo de Poker, o PGDL Builder, bem como as interfaces utilizadas para jogar o jogo 
especificado. 
No sétimo capítulo são demonstrados os testes feitos ao sistema, que consistiram em 
avaliar a quantidade de variantes de Poker que o mesmo consegue especificar, bem como os 
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testes feitos à interface PGDL Builder, que tiveram como objetivo avaliar o tempo que os 
utilizadores demoravam a especificar duas variantes simples de Poker. Nesta secção são 
também apresentados os resultados desses testes. 
No oitavo e último capítulo são apresentadas as conclusões sobre o trabalho realizado bem 










O Poker é um jogo de cartas e apostas jogado por dois ou mais jogadores, sem cooperação, 
isto é, cada jogador joga por si e contra todos os outros. O objetivo do Poker, 
independentemente da variante, é sempre o mesmo: ganhar o máximo dinheiro possível. Para 
isso, cada um dos jogadores tenta formar a combinação de cinco cartas mais valiosa possível. 
As combinações são tanto mais valiosas quanto menos vulgares [16].  
Cada jogador aposta que a sua mão é mais forte do que a dos adversários. As apostas são 
colocadas no pot e, no fim, vence o jogador com a mão mais forte. No entanto, existe outra 
forma de vencer um jogo de Poker, que consiste em fazer os outros jogadores desistir e ser o 
último jogador em jogo.   
2.1 Mãos de Poker 
O Poker é geralmente jogado com 52 cartas, divididas em 4 naipes – paus, espadas, ouros e 
copas (Figura 2). Existem 13 cartas de cada naipe, com valores de 2 a Ás [17]. Todos os naipes 
têm o mesmo valor. 
 
 
Figura 2. Naipes das cartas de um baralho 
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Na Figura 3 estão representadas as 52 cartas, agrupadas pelos naipes, que fazem 
normalmente parte de um jogo de Poker. Os valores das cartas classificadas da mais baixa para 
a mais alta são: 2,3,4,5,6,7,8,9,10, Valete, Dama, Rei, Ás.  
 
 
Figura 3. 52 cartas que compõem um baralho de cartas e que estão presentes na 
maioria dos jogos de Poker 
 
Uma mão de Poker é um conjunto de 5 cartas que representa a pontuação de um jogador 
num jogo de Poker. As cartas podem pertencer a apenas um jogador ou podem ser partilhadas 
por todos os jogadores em jogo. As mãos de Poker possíveis serão descritas a seguir, por ordem 
decrescente de valor [18]: 
 
Five of a Kind: Quatro cartas iguais e uma carta wild. Em jogos que se jogam com cartas 
wild, é a mão mais valiosa (Figura 4). 
´ 
 








Royal Flush: Um Ás, um Rei, um Valete, uma Dama e um Dez todos do mesmo naipe. É a 
mão mais valiosa do Poker, em jogos que não incluem cartas wild. Trata-se de um tipo especial 
de Straight Flush (Figura 5).  
 
 
Figura 5. Exemplo de Royal Flush de Copas 
Straight Flush: Sequência de cinco cartas do mesmo naipe sequenciadas (Figura 6). 
  
 
Figura 6. Exemplo de Straight Flush de Copas 
Four of a Kind: Quatro cartas com o mesmo valor e naipes diferentes. A quinta carta pode 
ser uma das restantes do baralho (Figura 7). 
 
 
Figura 7. Exemplo Four of a Kind (Ases) 
Full House: É uma combinação de um trio com um par, isto é, três cartas com o mesmo 
valor e mais outras duas cartas com o mesmo valor (Figura 8). 
.  
 






Flush: 5 cartas do mesmo naipe (Figura 9). 
 
 
Figura 9. Exemplo Flush (Espadas) 
Straight: Cinco cartas seguidas, de naipes diferentes (Figura 10). 
 
 
Figura 10. Exemplo Straight 
Three of a Kind: Três cartas com o mesmo valor (Figura 11). 
 
 
Figura 11. Exemplo Three of a Kind (Valetes) 
Two Pairs: Dois pares de valores diferentes e um Kicker de valor diferente (Figura 12). 
 
 
Figura 12. Exemplo de Two Pairs (Damas e Setes) 
One Pair: Duas cartas com o mesmo valor e três kickers (Figura 13). 
 
 
Figura 13. Exemplo de One Pair (Ases) 
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High Card: Qualquer mão que não encaixe em nenhuma das acima referidas. O valor desta 
mão é definido pela carta de maior valor, depois pela segunda de maior valor e assim 
consecutivamente (Figura 14). 
 
 
Figura 14. Exemplo High Card (Rei) 
2.2 Variantes   
O Poker é um nome genérico para centenas de jogos, mas todos eles têm características 
que os distinguem[18]. Podem-se dividir as variantes do Poker em três grupos: 
 Draw Poker, em que cada jogador recebe um conjunto de cartas que só ele 
consegue ver e que pode melhorar substituindo cartas[19]. Os jogos deste grupo 
são jogados de forma casual e são raras as competições profissionais em que se 
jogam variantes de Draw Poker. Como exemplos de jogos de Poker que fazem 
parte deste grupo temos Five-Card Draw, Badugi e Kansas City Lowball; 
 Stud Poker, jogos em que cada jogador recebe uma combinação de cartas expostas 
(cartas com a face virada para cima) e cartas privadas (cartas com a face virada 
para baixo) em múltiplas rondas de apostas. Six-Card Stud, Razz, Eight-or-better 
high-low stud são variantes do Stud Poke[20]; 
 Community card poker, jogos em que cada jogador recebe uma quantidade 
variável de cartas fechadas que formam uma mão incompleta, a qual é completada 
através da combinação com as cartas públicas[21]. A variante do Poker mais 
popular na atualidade, Texas Hold’em, pertence a este grupo de variantes de Poker, 
bem como Omaha Hold’em e Manila. 
 
As variantes de Poker podem-se distinguir umas das outras tendo em conta as seguintes 
variáveis[22]: 
 
Número de rondas de aposta  
 Cada variante tem um número específico de rondas de apostas[23]. A variante Texas 
Hold’em tem quatro rondas de apostas: Pre-Flop, Flop, Turn e River, nas quais vão sendo 
reveladas cartas públicas. No Flop são reveladas três cartas, no Turn, uma carta e no River uma 
carta [24]. A variante Five-card draw tem três rondas de apostas. Uma ronda depois de serem 
entregues as cinco cartas aos jogadores. Outra ronda depois dos jogadores trocarem as suas 
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cartas por cartas do baralho e, por último, uma ronda semelhante à anterior. Após esta ronda os 
jogadores em jogo mostram as suas cartas para determinar o vencedor[25]. Em qualquer uma 
das variantes podem haver menos rondas se apenas se mantiver um jogador em jogo, e os 
restantes tiverem desistido. 
 
Número de cartas públicas e cartas fechadas  
O número de cartas fechadas e públicas pode variar. Na variante Texas Hold’em são 
mostradas cinco cartas públicas e cada jogador tem duas cartas fechadas. Na variante Cincinnati 
são mostradas quatro cartas públicas, uma antes de cada ronda de apostas e cada jogador tem 
quatro cartas fechadas. O conceito de cartas públicas apenas existe nas variantes que pertencem 
ao grupo Community Card Poker. 
 
Ordem das apostas  
A ordem das apostas varia conforme a variante que se joga. Existem variantes em que se 
joga no sentido dos ponteiros do relógio, e outras variantes em que o fluxo de jogo decorre no 
sentido contrário aos ponteiros do relógio. 
 
Número de jogadores  
O número máximo de jogadores varia conforme a variante. A variante Omaha Hold’em 
pode ser jogada por no mínimo dois jogadores e no máximo nove. A variante Five-card draw 
pode ser jogado no mínimo por dois jogadores e no máximo por oito jogadores. 
 
Determinação do vencedor  
Há jogos high como seven-card stud e Texas Hold'em, em que a mão mais alta ganha, e 
jogos low como draw lowball e razz, em que vence a mão mais baixa. Há também jogos high-
low split, em que a melhor mão mais alta e a melhor mão mais baixa dividem o pot.  
 
Número de cartas expostas  
Entre jogos high, low e high-low split há aqueles, como five-card draw, em que as mãos 
estão fechadas, e aqueles, como seven-card stud, em que algumas das cartas dos jogadores são 
expostas para todos os jogadores verem[26].  
 
Com que cartas do baralho se joga  
Há também variantes que se jogam com mais do que um baralho, como Royal Deck, ou 
então com apenas algumas cartas do baralho, como Manilla. Esta variante é jogada apenas com 






Estruturas de apostas  
Outra das principais diferenças entre as variantes do Poker é a estrutura de apostas. A 
estrutura pode ser limit, pot-limit e no-limit. Os jogos limit são jogo em que existe um limite 
mínimo e máximo para cada aposta feita por um jogador. Num jogo pot-limit cada aposta ou 
raise tem de ser de valor maior que o valor atual do pot. Nos jogos no-limit não existem limites 
para as apostas.  
 
Estrutura das blinds  
A estrutura das blinds é outro dos fatores que diferencia as variantes umas das outras. 
Algumas variantes não usam blinds, como é o caso do Leduc Hold’em, e outras usam, como no 
Texas Hold’em. As variantes que usam blinds, costumam usar duas blinds, a small blind e a big 
blind. No entanto existem variantes que utilizam também a dealer blind. 
 
Uso de cartas wild  
Jokers, cartas selvagens e regras especiais podem ser introduzidos em qualquer um destes 
jogos para criar aberrações como o Baseball, Follow the Queen, Anaconda, e dezenas de outras 
variantes[18]. Nestes tipos de jogos, os jokers e as cartas selvagens podem assumir o valor de 
qualquer carta do baralho menos as cartas presentes na mão do jogador. 
 
Uso de apostas forçadas  
Algumas variantes obrigam o primeiro jogador a jogar a apostar, isto é, tem de apostar 
algumas fichas, não pode fazer check nem fold. Outras forçam os jogadores a apostar um 
determinado valor antes de começar o jogo, a chamada ante. 
 
Troca de cartas  
Algumas regras especiais relacionadas com as cartas são usadas em algumas variantes. A 
variante Anaconda permite que os jogadores, a seguir a receberem as cartas, passem para o 
jogador à sua esquerda três cartas que não queiram, A variante Five Card Draw permite que os 
jogadores troquem cartas que não lhes sejam favoráveis por cartas do baralho, de forma a 
melhorar a sua mão. Outras variantes obrigam os jogadores a descartarem um número variável 
de cartas, numa determinada altura do jogo[22]. 
 
Primeiro jogador a jogar a apostar 
Outro fator que diferencia as variantes de Poker é o primeiro jogador a apostar numa ronda. 
Existem variantes como Seven-card stud em que, em cada ronda de apostas, começa a apostar o 
jogador com a carta exposta mais baixa, e variantes como Omaha Hold’em em que na primeira 
ronda de apostas começa a apostar o jogador à esquerda da big blind e nas restantes rondas 




Na Tabela 2 são apresentadas algumas características das principais variantes de Poker.  
















Sim(5) Não 2 4 9 52 cartas 
Omaha 
Hold’em 
Sim(5) Não 4 4 10 52 cartas 
Baseball Não Sim(4) 3 4 8 
Durante o jogo os 3´s e 9’s 
são consideradas cartas wild 
Cincinnati Sim(5) Não 5 5 9 52 cartas 
Five-card 
draw 
Não Não 5 2 6 
Cartas fechadas podem ser 
trocadas por cartas do 
baralho 
Anaconda Não Não 7 4 7 
49 cartas do baralho; 
Em cada ronda de apostas 
são passadas cartas para o 
jogador à esquerda. 
Manilla Sim(5) Não 2 5 9 




Não Sim(4) 3 6 8 
Começa a apostar o jogador 




Neste capítulo foi descrito o jogo de Poker, com especial atenção às mãos de Poker possíveis 
num jogo de Poker e às principais diferenças entre as inúmeras variantes que este jogo tem. 












Estado de Arte 
Neste capítulo é apresentado o estado de arte sobre os principais domínios envolvidos 
neste projeto de dissertação. O estudo do estado de arte divide-se em 4 partes, Representação de 
Informação, Sistemas Gerais de Jogo, Linguagens de Descrição de Jogos e Estratégias de Jogo. 
3.1 Representação de Informação 
“Na atualidade, constata-se que a informação se tornou um recurso cada vez mais 
valorizado como viabilizador de decisões e de processos de conhecimento/inteligência nos mais 
diferentes campos” [28].  
A linguagem XML é, hoje em dia, muito usada para representar informação e foi utilizada 
neste projeto para especificar as regras das variantes de Poker.  
XML (eXtensible Markup Language) é uma linguagem extensível, criada em 1990, 
adequada para representar conhecimento hierárquico. Dada a existência de um elevado número 
de tecnologias para efetuar o seu processamento (parsers) e a quantidade de sistemas que o 
suportam, tornam o XML numa solução interoperável [7]. 
Os dados representados em XML são organizados de forma hierárquica e a sua 
portabilidade permite que um determinado software escreva num ficheiro XML e outro software 
distinto possa ler esse mesmo ficheiro[29]. 
Sendo assim as principais vantagens desta linguagem são: 
 A interoperabilidade; 
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 A portabilidade, pois permite que o mesmo ficheiro seja escrito e lido por 
diferentes sistemas; 
 Linguagem auto documentada, através de XML Schemas ou DTDs, que 
representam a estrutura que um ficheiro XML deve seguir; 
 Diversas ferramentas de suporte; 
 
Na Figura 15 está um exemplo de um ficheiro escrito na linguagem XML: 
 
Figura 15. Exemplo de ficheiro XML escrito na linguagem HoldemML [30] 
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3.2 Sistemas Gerais de Jogo 
Um Sistema Geral de Jogo (general game playing system) é um sistema que aceita uma 
descrição formal de um jogo e permite que um utilizador o jogue ou, então, disponibiliza 
jogadores artificiais competentes que se adaptam às regras do jogo especificadas [31]. São o 
desenho de programas com inteligência artificial que são capazes de jogar mais do que um jogo 
com sucesso. Ao contrário de jogadores especializados, como é o caso do Deep Blue, os 
jogadores genéricos não assentam em algoritmos projetados com antecedência para jogos 
específicos. Eles são capazes de reproduzir diferentes tipos de jogos. 
Para muitos jogos, como por exemplo o xadrez, os computadores são programados para 
jogar utilizando um algoritmo pré-concebido para o efeito e que não pode ser transferido para 
contextos diferentes. Um sistema geral de jogo, se for bem desenhado, é capaz de ajudar noutras 
áreas[32]. 
3.2.1 Zillions of Games 
O Zillions of Games é um sistema desenvolvido por Jeff Mallet e Mark Leffer em 1998 
capaz de definir e jogar quase todos os jogos abstratos de tabuleiro, a duas dimensões, ou 
puzzles. Para criar os jogos, o Zillions of Games recebe um ficheiro de especificação das regras 
escrito numa linguagem específica, no formato ZRF. Após a leitura do ficheiro a plataforma é 
capaz de criar o jogo e gerar jogadores inteligentes capazes de o jogar. O Zillions of Games 
permite jogos com mais do que um jogador em que podem estar presentes jogadores humanos e 
os agentes gerados pelo sistema[33].  
 
 




A linguagem ZRF é capaz de representar as regras da maioria dos jogos de tabuleiro e 
puzzles, usando S-expressions para definir todos os componentes de cada jogo[34]. S-
expressions são uma notação usada para dados estruturados em árvore, e foi inventado para ser 
usado pela linguagem de programação Lisp. ZRF representa conceitos como: 
 O nome do jogo; 
 A descrição do jogo, isto é, uma pequena explicação das regras do jogo, da sua história; 
 Os nomes que os jogadores vão ser identificados no jogo; 
 A ordem com que os jogadores jogam; 
 A definição do tabuleiro; 
 A definição das peças, isto é, qual o seu nome, como se movem no tabuleiro; 
 O estado inicial do jogo; 
 O objetivo do jogo; 
 
Um exemplo de um jogo especificado na linguagem ZRF encontra-se na Figura 17 e na 




Figura 17. Jogo Tic Tac Toe definido na linguagem ZRF 
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3.2.2 LUDÆ Project 
LUDÆ Project é uma tentativa de criar um sistema geral de jogo com capacidades de 
aprendizagem, que utiliza sistemas multiagente e algoritmos genéticos. Este projeto, para além 
de ter definido uma nova forma de categorizar jogos abstratos, também definiu uma forma 
genérica de descrever esses mesmos jogos através da teoria dos conjuntos e em condições de 
programação mais amigáveis[35]. 
 No LUDÆ, um jogo consiste: 
 Num conjunto dos materiais usados no jogo, isto é, o tabuleiro e o conjunto das peças; 
 Num conjunto de regras, que vão definir o conjunto de movimentos válidos para um 
determinado estado do jogo; 
 A função de final de jogo, uma função que define quando é que um jogo chega ao seu 
fim; 
 A configuração inicial do jogo, isto é, o estado do jogo em que o jogo se inicia. 
 
O estado do jogo é definido por uma posição do tabuleiro, o próximo jogador a jogar e 
alguma informação extra visível para ambos os jogadores, como por exemplo, o número de 
peças que não estão to tabuleiro, a fase em que o jogo se encontra, o número de peças 
capturadas, entre outras. 
3.3 Linguagens de Descrição de Jogos 
Linguagens de Descrição de Jogos (Game description languages) descrevem o estado de 
um jogo como uma série de factos e os mecanismos do jogo como regras lógicas. É um 
conjunto de formalismos de alto nível e baseados nas regras do jogo que são usados para 
comunicar as regras de jogos arbitrários para sistemas gerais de jogo, cujo desafio é aprender a 
jogar jogos que são previamente desconhecidos sem a intervenção humana. 
3.3.1 Gala 
Gala é um sistema que permite a especificação e resolução eficiente de jogos de 
informação incompleta. O sistema recebe uma descrição do jogo, analisa-o e retorna estratégias 
de jogo para os diversos jogadores. A especificação do jogo é escrita numa linguagem 
desenvolvida para o efeito, também chamada Gala[36]. 
Este sistema é composto por duas partes principais que interagem entre si. A primeira parte 
permite que jogos complexos sejam descritos de forma clara e concisa, utilizando a linguagem 
Gala. Esta linguagem imita o modo como um jogo é normalmente descrito em linguagem 
natural, através da especificação das suas regras. A Figura 18 apresenta parte de uma 




Figura 18. Exemplo de jogo de Poker especificado na linguagem Gala  
A especificação começa por declarar um estado inicial do jogo, incluindo o número de 
jogadores. De seguida são listadas as sequências de fases de jogo, cuja execução causa o estado 
do jogo  
Um programa escrito na linguagem Gala consiste num conjunto de declarações. Essas 
declarações são agrupadas em duas categorias. Na minha primeira categoria encontram-se 
declarações que descrevem entidades no jogo. No jogo de Poker acima descrito é declarado que 
o jogo envolve dois jogadores, chamados dealer e gambler, um baralho de cartas, entre outros. 
A outra categoria contém as declarações que descrevem a sequência de eventos que ocorrem 
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durante o jogo. As declarações para flow, ante, deal, bet e next_bet entram todas nesta categoria. 
Cada uma dessas declarações contém uma sequência de declarações Gala.  
Três importantes declarações Gala são: 
 choose, que define um ponto de escolha no jogo, indica o conjunto de escolhas 
possíveis nesse ponto e se essa escolha é feita por um jogador ou de forma 
aleatória; 
 reveal, que muda o estado de informação de um jogador; 
 payoff, que determina o resultado final do jogo. 
 
Na Figura 17, é mantida a quantidade de dinheiro disponível para os jogadores através da 
variável $money(gambler) e $money(dealer). Estas são atualizadas por comandos Gala à 
medida que as apostas vão sendo feitas, e são acedidas para determinar o conjunto de 
quantidades possíveis que um jogador pode escolher para apostar. 
A segunda parte do sistema Gala analisa e encontra automaticamente estratégias ótimas 
para os jogos descritos. Para jogos de informação imperfeita, o uso de variáveis de decisão 
aleatórias é essencial para atingir desempenhos razoáveis.  
3.3.3 GDL e GDL-II 
GDL é uma das linguagens de descrição de jogos mais populares para descrever jogos de 
informação completa. A ênfase está em regras de jogos declarativas e de alto-nível que são 
fáceis de compreender e manter[38]. É baseada no padrão de sintaxe e semântica da 
Programação em Lógica. GDL é capaz de descrever qualquer jogo finito, síncrono, determinista 
e jogado por n-jogadores[39]. Os diferentes elementos dos jogos são descritos através das 
seguintes palavras-chave: 
 role (R), em que R é um jogador; 
 init (F), em que F representa a posição inicial do jogo; 
 true (F), em que F significa a posição atual do jogo; 
 legal (R,M), que especifica que o jogador R pode executar o movimento M na 
posição atual em que o jogo se encontra; 
 does (R,M),  que declara que o jogador R executa o movimento M; 
 next(F), em que F representa a próxima posição; 
 terminal, que indica que a posição atual é terminal; 
 goal(R,N), que declara que o jogador R recebe N pontos na posição atual em que o 
jogo se encontra; 
 
GDL-II introduziu novas funcionalidades na linguagem para permitir também a descrição 
de jogos de informação incompleta. Esta nova versão, GDL-II, pode ser usada para representar 
jogos complexos de Poker, como Texas Hold’em [40]. 
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Apesar de GDL ter sido desenvolvida apenas para jogos de informação completa, bastou 
uma simples extensão à sua sintaxe para generalizar a linguagem para jogos de informação 
incompleta, com informação assimétrica e movimentos aleatórios. Para isso foram criadas duas 
novas palavras-chave: 
 sees (R,P), que é necessária para especificar as condições em que um jogador R 
recebe a informação P. Isto é acompanhado por um modelo de execução 
modificado, em que os jogadores já não são informados sobre os movimentos 
dos outros jogadores em jogo. Em vez disso, os jogadores só conseguem ver o 
que as regras do jogo implicam sobre as suas perceções. 
 random, que desempenha um papel especial, pois supõe que um jogador faz 
sempre escolhas puramente aleatórias entre os seus movimentos possíveis 
numa determinada posição. Isto permite modelar jogos que têm o elemento 




Figura 19. Descrição de um jogo de cartas na linguagem GDL-II[41] 
A Figura 19 retrata uma descrição em GDL-II de um jogo de cartas muito simples: Dois 
jogadores são acompanhados por um dealer, modelado por um papel especial random. Este jogo 
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joga-se com oito cartas (7, 8, 9, 10, Valete, Dama, Rei, Ás de um mesmo naipe). O jogo 
consiste em apenas duas rondas, começando com uma dealingRound. 
Os movimentos permitidos são definidos pelas regras chamadas legal: Na primeira ronda, 
o dealer escolhe aleatoriamente duas cartas diferentes, uma para cada jogador. Na segunda 
ronda ambos os jogadores têm a possibilidade de escolher entre dois movimentos, allIn e fold.  
 As cláusulas sees especificam as condições em que os jogadores vão receber informação 
acerca do estado do jogo. Cada um dos jogadores vai saber apenas a sua carta. Depois da 
segunda ronda, eles serão informados sobre a aposta do adversário. No final, cada jogador 
saberá a carta do adversário, no caso de ambos irem a all-in. 
As restantes regras indicam que após a conclusão das rondas de apostas, o jogo termina. 
No caso de ambos os jogadores irem a all-in, o jogador com a carta mais alta ganha. Se só um 
jogador for a all-in e o outro fizer fold, ganha o jogador que foi a all-in. Se ambos os jogadores 
fizerem fold o jogo acaba em empate [41]. 
3.3.3 Ary 
Ary é um programa que traduz as regras de um jogo descrito na linguagem GDL-I ou GDL-
II para Prolog, e transmite-as para um interpretador Prolog. É usado para: 
 gerar movimentos válidos; 
 efetuar os movimentos; 
 determinar quando o jogo acaba; 
 determinar a pontuação de cada jogador.  
 
Depois de interpretar o ficheiro GDL, Ary usa o algoritmo Monte-Carlo Tree Search 
(MCTS) para calcular o melhor movimento a tomar no momento em que o jogo se encontra. O 
algoritmo constrói uma árvore de estados explorado, adicionando um nó para cada jogada. O 
sistema utiliza os resultados das jogadas anteriores para seleccionar o ramo a explorar e atualiza 
o valor dos nós da árvore[42]. 
Este programa ganhou a competição General Game Playing em 2009 e 2010, onde jogou 
jogos como Sudoku, Capture the King e The Four Way Battle. 
3.4 Linguagens de descrição de jogos de Poker 
Apesar de as linguagens acima descritas serem suficientemente genéricas para especificar 
jogos de Poker, elas não foram especificamente projetadas para o fazer. Por esse motivo, o 
desenvolvimento de jogos de Poker nessas linguagens e a implementação de agentes para eles é 
uma tarefa difícil, dada a quantidade de conceitos abstratos e de baixo nível presentes nestas 
linguagens. A linguagem PGDL pretende resolver este problema. Não existe nenhuma GDL 
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específica de Poker disponível (conhecida pelo autor), mas as seguintes linguagens relacionadas 
com o Poker serviram de inspiração para este trabalho. 
3.4.1 HoldemML 
A linguagem HoldemML é uma linguagem desenvolvida em [43] e consiste numa estrutura 
genérica para representação de logs de jogos das variantes de Poker Texas Hold’em. É uma 
linguagem escrita no formato XML, o que traz grandes vantagens como a portabilidade, 
interoperabilidade e as ferramentas de suporte. 
Na Figura 20 é apresentado o esquema desta linguagem [44], onde são representados 
conceitos como: 
 os jogadores que participaram no jogo; 
 qual a quantidade de fichas dos jogadores no decorrer do jogo; 
 quais as cartas que cada jogador teve durante o jogo; 
 quais as apostas que cada jogador fez nas diversas fases de apostas; 
 a posição do dealer; 
 as cartas públicas reveladas nas diversas rondas do jogo; 
 os jogadores que apostaram as blinds; 
 o vencedor do jogo; 
 
 
Figura 20. Esquema HoldemML (retirado de [44]) 
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Um exemplo de um ficheiro escrito nesta linguagem é apresentado na Figura 14.  
3.4.2 PokerLang 
PokerLang é uma linguagem de alto nível de conceitos de Poker que permite a criação de 
regras simples para definir um agente de Poker, desenvolvida em [44]. 
A Figura 21 ilustra os principais conceitos relacionados com o Poker que esta linguagem 
permite representar. 
 
Figura 21. Conceitos principais expressos pela linguagem PokerLang [44] 
 
Sendo assim, PokerLang representa conceitos como: 
 Estratégias que os jogadores podem usar durante o jogo; 
 Táticas que compõem as estratégias dos jogadores; 
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 Condições de ativação de uma estratégia, que incluem o número de jogadores que estão 
a jogar, a stack do jogador, a posição do jogador na mesa, entre outras coisas. 
 Ações que fazem parte de uma tática, que podem ser definidas pelo utilizador ou então 
podem ser predefinidas através da aplicação Poker Builder (Figura 22). Esta aplicação 
permite aos utilizadores criar estratégias de jogo de forma assistida e intuitiva, tornando 
este processo mais simplificado;  
 
 
Figura 22. Screenshot Poker Builder 
3.5 Estratégias de Jogo 
Uma estratégia refere-se a uma das opções que um jogador pode escolher num ambiente 
onde o resultado não depende apenas de suas próprias ações, mas também das ações dos outros 
jogadores [45]. A estratégia de um jogador irá determinar a ação que o jogador vai tomar em 
qualquer fase do jogo. 
3.5.1 Teoria dos Jogos 
A Teoria dos jogos é um ramo da matemática aplicada que estuda situações estratégicas 
onde os jogadores escolhem diferentes ações na tentativa de melhorar o seu retorno[46]. É um 
conjunto de ferramentas analíticas destinadas a ajudar à compreensão dos fenómenos que 
ocorrem quando os decisores interagem. Os pressupostos básicos que fundamentam a teoria são 
que os decisores perseguem objetivos bem definidos e têm em conta o seu conhecimento ou 
expectativas de comportamento de outros decisores[47]. 
Um jogo é uma descrição de uma interação estratégica que inclui as restrições sobre as 
ações que os jogadores podem tomar e os interesses dos jogadores, mas não especifica as ações 
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que os jogadores tomam. A solução é uma descrição sistemática dos resultados que podem 
surgir numa família de jogos.  
3.5.1.1 Representação de Jogos 
 
Um jogo pode ser representado de duas formas: a forma normal e a forma extensiva. Na 
representação de um jogo na forma normal (Figura 23) cada jogador escolhe uma estratégia e a 
combinação de estratégias escolhidas por todos os jogadores representam um retorno para cada 
jogador. Esta forma de representação é feita através de uma matriz e especifica os jogadores em 
jogo, as estratégias possíveis para cada jogador e o retorno que cada jogador recebe para cada 
combinação de estratégias escolhidas pelos jogadores[48]. 
 
Figura 23. Representação de um jogo na forma normal (Dilema do prisioneiro) 
A representação de um jogo na forma extensiva (Figura 24) serve para representar jogos 
onde a ordem das jogadas é importante, sendo que e os jogos são representados através de 
árvores de decisão. Este tipo de representação especifica os jogadores que estão em jogo, 
quando cada jogador tem de executar uma jogada, que jogadas cada jogador pode efetuar 
quando for a sua vez de jogar, qual a informação que cada jogador possui quando tem de jogar, 
e o retorno que cada jogador tem para cada combinação de jogadas possível[48]. 
 
 
Figura 24. Representação de um jogo na forma extensiva 
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3.5.1.2 Tipos de Jogos 
 
A Teoria dos Jogos classifica os jogos em 3 grupos[47]: 
 
Jogos cooperativos e não-cooperativos 
Em todos os modelos da teoria dos jogos a entidade básica é o jogador. Um jogador pode 
ser interpretado como apenas um indivíduo ou como um grupo de indivíduos. Os jogos 
cooperativos são jogos em que os jogadores são capazes de estabelecer compromissos 
vinculativos. Em jogos não-cooperativos isso não acontece. 
 
Jogos estratégicos e jogos extensos 
Um jogo estratégico é um modelo de uma situação em que cada jogador escolhe o seu 
plano de ação uma vez e esse plano não é alterado, e as decisões de todos os jogadores são feitas 
simultaneamente. Em contraste, no modelo de um jogo extenso cada jogador pode considerar o 
seu plano de ação não só no início do jogo mas também sempre que ele tem que tomar uma 
decisão. 
 
Jogos de informação perfeita e informação imperfeita 
Nos jogos de informação perfeita os participantes estão plenamente informados sobre os 
movimentos uns dos outros, enquanto nos jogos de informação imperfeita os participantes não 
têm conhecimento total acerca do estado do jogo. 
3.5.2 Conjuntos de informação vs Estados de jogo  
Convencionalmente um jogo é representado através de uma árvore, em que cada nó 
representa um possível estado do jogo e cada aresta representa uma ação que um jogador pode 
tomar que leva a um novo estado do jogo. Cada nó tem um conjunto de arestas adjacentes que 
representam um conjunto de ações que cada jogador pode tomar. No entanto, esta representação 
não é adequada para jogos de informação incompleta, porque não se consegue reproduzir os 
conjuntos de informação (information sets) dos jogadores. Um conjunto de informação é um 
conjunto que, para um determinado jogador, estabelece todos os movimentos possíveis que 
poderiam ter ocorrido no jogo até ao momento, mediante o que esse jogador observou.  
Para resolver este problema a árvore deste tipo de jogos representa adicionalmente os 
conjuntos de informação de cada jogador. Um conjunto de informação contém um conjunto de 
nós que o jogador não consegue distinguir no momento em que tem de tomar uma decisão. 
Sendo assim para o mesmo conjunto de informação existem vários estados de jogo possíveis. 
Por exemplo, no Poker um jogador não vê as cartas dos seus adversários, logo todas as 
combinações de cartas possíveis das cartas do adversário fazem parte do mesmo conjunto de 
informação do jogador[49]. 
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Considerando um jogo de dois jogadores em que cada jogador tem de escolher entre dois 
desportos, Futebol (F) ou Voleibol (V), em que os jogadores ganham um ponto se escolherem o 
mesmo desporto e não ganham nada se escolherem desportos diferentes. O jogador 1 escolhe 
um desporto (F ou V) e o jogador 2 escolhe a seguir sem ter informação acerca da escolha do 
jogador 1. A árvore que representa este jogo de informação incompleta é ilustrada na Figura 25: 
 
 
Figura 25. Árvore que representa o exemplo de jogo de informação incompleta 
Cada nó representa um ponto em que um jogador tem de tomar uma decisão. Por cima de 
cada nó tem um número que representa qual o jogador que tem de tomar uma decisão nesse nó. 
As arestas que têm a letra F representam que um jogador escolheu Futebol, e as que têm a letra 
V que um jogador escolheu Voleibol. Os valores no fim da árvore representam o retorno para 
cada jogador se fizerem aquelas escolhas. A elipse representa o conjunto de informação do 
jogador 2, e cada nó presente no conjunto de informação representa um estado de jogo possível. 
Num exemplo mais orientado ao Poker, consideremos uma variante em que apenas jogam 
dois jogadores e o baralho apenas contém três cartas: 1,2 e 3. Cada jogador tem de apostar um 
euro antes de ver as cartas e recebe apenas uma carta. O jogo tem três rondas de apostas. Na 
primeira ronda, o primeiro jogador pode apostar mais um dólar ou então passar. Se o jogador 1 
passar e o jogador 2 apostar, o jogador 1 tem mais uma oportunidade de decidir se quer apostar 
ou não. Se os dois apostarem ou passarem, o jogador com a maior carta ganha o pot. Se um 






A Figura 26 representa a árvore parcial do jogo de Poker explicado anteriormente que 
contém três de seis possíveis distribuições das cartas durante o jogo. Uma aresta para a esquerda 
representa que um jogador passou e uma aresta para a direita representa uma aposta. Os 
conjuntos de informação estão representados como elipses, e alguns deles estendem-se para a 
outra parte da árvore. Nos nós finais são indicados os retornos que os jogadores irão ter se 
tomarem as decisões que precedem esse nó. 
3.5.3 Estratégia Melhor Resposta 
Uma estratégia Melhor Resposta produz o resultado mais favorável para um jogador, dadas 
as estratégias escolhidas pelos outros jogadores. Calcular a melhor resposta para a estratégia de 
um adversário revela-se muito custoso em termos computacionais. Normalmente, são utilizadas 
técnicas que aproximam uma estratégia de melhor resposta. Esta aproximação é calculada 
escolhendo ação que tenha o maior retorno para cada conjunto de informação. 
3.5.4 Estratégia Equilíbrio de Nash 
O equilíbrio de Nash é um dos conceitos mais importantes na teoria dos jogos. Consiste 
num estado de um jogo estratégico em que cada jogador tem a expectativa correta em relação ao 
comportamento dos outros jogadores e age racionalmente. Se cada jogador que participa num 
jogo chegar à conclusão que ele não tem como melhorar sua estratégia, dadas as estratégias 
escolhidas pelos seus adversários, então as estratégias escolhidas pelos participantes deste jogo 
definem um equilíbrio de Nash[6]. 
Figura 26. Uma árvore parcial de um jogo de Poker simplificado[49] 
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Computar um equilíbrio de Nash para jogos como Poker é inviável[50] dado o tamanho da 
árvore de pesquisa que o representa. Sendo assim, tenta-se encontrar aproximações a um 
equilíbrio de Nash, através de por exemplo técnicas de abstração de conjuntos de informação 
(agrupar pontos de decisão num único conjunto de informação para reduzir o tamanho do jogo). 
Um equilíbrio ε-Nash é uma estratégia em que um jogador não consegue melhorar o seu retorno 
mais do que ε ao mudar unilateralmente a sua estratégia.  
3.5.4.1 Counterfactual Regret Minimization 
 
Counterfactual Regret Minimization(CFR) é um algoritmo iterativo que minimiza uma 
forma de arrependimento para cada conjunto de informação. Arrependimento, também chamado 
de custo de oportunidade, é a diferença entre a maior utilidade atingível (sobre todas as ações) e 
a utilidade da ação que foi tomada realmente. Duas estratégias, uma para cada jogador, são 
representadas na memória e inicializadas arbitrariamente. Em cada iteração, as estratégias são 
avaliadas e atualizadas de forma a minimizar o arrependimento em cada decisão: a diferença de 
utilidade entre as ações que estão a ser selecionadas e a melhor ação em retrospetiva. Ao longo 
de uma série de iterações, a estratégia para os jogadores aproxima-se de um equilíbrio de ε-Nash 
[51]. 
Quando é aplicado a um jogo abstrato, encontra um equilíbrio de ε-Nash dentro da 
abstração e estas estratégias não farão pior do que empatar contra qualquer outra estratégia na 
abstração. Sendo assim, se colocarmos dois agentes CFR a jogarem um contra o outro, as 
estratégias de ambos os jogadores vão convergir para um equilíbrio de Nash (Figura 27).  
 
 
Figura 27. Agente CFR vs Agente CFR 
Se colocarmos um agente CFR a jogar contra um agente com uma estratégia aleatória, a 
estratégia do agente CFR vai convergir para a estratégia melhor resposta em relação à estratégia 





Figura 28. Agente CFR vs Agente aleatório 
Uma descrição formal deste algoritmo encontra-se em [50]. 
3.5.5 Agentes de Poker e outras metodologias 
Um agente de Poker é um software que contém uma I.A. de Poker que é usada para jogar 
poker de forma autónoma, sem intervenção humana. 
O número de agentes de Poker tem vindo a aumentar nos últimos anos. Muitos deles foram 
criados através de pesquisa académica, mas à medida que esta pesquisa tem-se tornado mais 
generalizada e com melhores resultados, o número de indivíduos que abordam e pesquisam 
sobre este assunto também tem aumentado. 
Os próximos subcapítulos falam sobre alguns dos agentes de Poker criados até ao 
momento.  
3.5.5.1 Loki & Poki 
 
Loki[52] foi o primeiro agente implementado na universidade de Alberta pelo Computer 
Poker Research Group. O jogo é controlado por duas componentes: um avaliador da mão e uma 
estratégia de apostas. Loki também foi desenvolvido usando jogos reais de adversários 
humanos. Para este efeito, o programa participou continuamente em jogos online, em execução 
no Internet Relay Chat (IRC).  
Apesar de algum sucesso Loki tinha limitações, como a necessidade de conhecimento 
extenso, sendo difícil de construir, e ter baixa precisão para a modelação de oponentes. Também 
não era capaz de jogar de forma adaptativa, produzindo um único estilo de jogo. 
Poki[14] é uma reescrita orientada a objetos, criada também no Poker Research Group da 
universidade de Alberta, do programa Loki anteriormente mencionado. Ele é descrito como um 
sistema baseado em simulação, que consiste em representar cenários prováveis, mantendo o 
controlo do valor esperado de cada aposta. Como Loki, usa um sistema para orientar a estratégia 
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de apostas, mas foram introduzidas redes neurais de forma a melhorar as suas capacidades de 
modelação de oponentes. Foram usadas técnicas como miximax e miximix para alcançar 
pesquisas mais robustas em árvores de jogos imperfeitos. 
3.5.5.2 Polaris 
 
Pograma de Poker Texas Hold'em desenvolvido na Universidade de Alberta, nos Estados 
Unidos da América, pelo Poker Research Group.  
 





Derrotou recentemente jogadores profissionais de Poker no campeonato de Poker Man vs. 
Machine (Figura 29). É o vencedor atual da AAAI Computer Poker Competition nas variantes 
limit equilibrium e no-limit [53]. 
Polaris usa o algoritmo Counterfactual Regret Minimization para resolver jogos de Poker 
abstratos. Ao usar esta técnica, consegue resolver jogos com 10
12
 estados em alguns dias de 
computação. 
3.5.5.3 HoldemML Framework 
 
A framework HoldemML [30], [54] contém um conversor que recebe logs de jogos Poker a 
partir de fontes de dados diferentes. Depois, ele converte os logs dos jogos num formato 
comum, em XML. Depois de todos os dados serem processados são criados dois documentos: 
"Lista de Jogadores", que contém a lista de todos os jogadores relevantes presentes na fonte de 
                                                     
1 Retirado de http://www.hazard.su/ 
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dados,  e "Game Stats", que calcula o estado do jogo para cada ação. Estes dois ficheiros são 
usados para gerar um ficheiro que contém uma estratégia, que é usada pelo agente para 
reproduzir essa mesma estratégia de jogo [55].  
O ficheiro que descreve a estratégia é criado aplicando um algoritmo de aprendizagem 
supervisionada. O agente pode usar vários arquivos de estratégia ao mesmo tempo e mudar o 
arquivo durante todo o jogo usando uma heurística simples: quando uma estratégia faz perder 
dinheiro durante algum tempo o agente muda de estratégia [9]. 
3.6 Resumo 
Neste capítulo foi descrita a pesquisa feita e algumas ferramentas que suportaram o 
trabalho realizado durante esta dissertação. Esta pesquisa focou-se em áreas como a 
representação de informação, os sistemas gerais de jogo, as linguagens de descrição de jogos, os 
agentes de Poker já existentes e as estratégias de jogo. 
Com a pesquisa feita, conclui-se que muitos avanços têm ocorrido no desenvolvimento de 
agentes inteligentes capazes de jogar Poker, e que esta área move cada vez mais interessados.  







Neste capítulo é descrita a estrutura dos ficheiros PGDL. O formato destes ficheiros é 
baseado em XML e numa descrição hierárquica das rondas de um jogo de poker. A descrição de 
cada ronda gere o fluxo do jogo. Também existem outros elementos para descrever regras mais 
gerais de variantes de poker, como o número de jogadores que podem jogar a variante, ou meta-
informação, como o nome da variante. A Figura 30 representa a estrutura em árvore de um 
ficheiro PGDL pois descreve os componentes chave da linguagem. 
 
 
Figura 30. Esquema da linguagem PGDL 
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4.1 Configuração básica 
O elemento PokerGame detalha o nome do jogo, a forma como é determinado o vencedor 
(winningType), o valor da aposta forçada feita antes do jogo começar (ante) e se o jogo é jogado 




Figura 31. Esquema do elemento PokerGame 
O atributo wildCards está relacionado com o conceito de cartas wild, que são cartas que 
podem assumir o valor de qualquer carta presente no baralho mas que não esteja presente na 
mão do jogador que a possui, e pode assumir, apenas, dois valores: 
 “Yes” se o jogo for jogado com cartas wild;´ 
 “No” se o jogo não for jogado com cartas wild; 
 
O atributo winningType pode ser definido por um de três valores: 
 “high”, se no jogo a mão vencedora for a mais alta; 
 “low”, se no jogo vencer a mão mais baixa; 




O atributo ante tem de ser um inteiro maior que zero e o atributo name tem de ser uma 
string. 
Na Figura 32 é apresentado um exemplo da especificação do elemento PokerGame, onde é 
especificado que o nome do jogo é Leduc, não se joga com cartas wild (linha 1), a forma 
como se determina o vencedor é High e o valor da ante é 1 (linha 2). 
 
1: <PokerGame name=”Leduc” wildCards=”No” 
2: winningType=”High” ante=”1” /> 
Figura 32. Exemplo especificação elemento PokerGame 
 
Players (esquema na Figura 33) é um elemento filho obrigatório do elemento PGDL onde 
é especificado o número máximo e mínimo de jogadores, os quais têm de ser inteiros maiores 
ou iguais que dois. O atributo maximum tem de ser igual ou maior que minimum (Figura 34). 
 
 
Figura 33. Esquema do elemento Players 
 
 
1: <Players minimum=”2” maximum=”4” /> 
Figura 34. Exemplo especificação elemento Players 
No ficheiro PGDL também é possível especificar uma descrição textual do jogo e a 
história do mesmo, através dos elementos Description e History, respetivamente. Estes dois 





Figura 35. Esquema dos elementos Description e History 
4.2 Personalização do baralho 
As variantes de poker podem ser jogadas com um baralho standard (52 cartas) ou então 
com um baralho incompleto (Figura 36). Para definir qual o tipo de baralho deve-se definir o 
elemento standardDeck, que pode ter dois valores apenas: 
 “Yes”, se o baralho for standard; 
 “No” se o baralho não for standard; 
 
 
Figura 36. Esquema do elemento Deck 
Se na definição do elemento PokerGame for especificado que a variante é jogada com 
cartas wild (atributo wildCards definido como “Yes”), qualquer carta pode ser usada como wild 
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e podem adicionar-se jokers ao baralho (que são usados como cartas wild), logo, o número de 
jokers pode ser maior que zero. Se não, o elemento jokers deve ser igual a 0 e nenhuma carta 
pode ser wild. Um exemplo da especificação de Deck encontra-se na linha 1 da Figura 36. 
A personalização do baralho permite não só definir o baralho como standard como 
também personalizá-lo ao indicar que cartas pertencem ao baralho. Para cada carta tem de se 
indicar o id e nome da carta, o seu naipe, o seu valor e se a carta é considerada wild ou não. Esta 
representação não cobre variantes com cartas wild dinâmicas, isto é, variantes em que as cartas 
tornam-se wild no decorrer do jogo. 
Na Figura 37 é apresentado o exemplo da especificação do baralho do Kuhn Poker (uma 
das variantes de Poker mais simples, usada principalmente para fins de pesquisa). 
 
1: <Deck standardDeck=”No” jokers=”0”> 
2:     <Card id=”k” name=”King” value=”K” suit=”h” wild=”No” /> 
3:     <Card id=”q” name=”Queen” value=”Q” suit=”h” wild=”No” /> 
4:     <Card id=”j” name=”Jack” value=”J” suit=”h” wild=”No” /> 
5: </Deck> 
Figura 37. Exemplo especificação elemento Deck 
Na tabela 3 são apresentados as possíveis combinações de valores que podem definir o 
elemento Card. O número de cartas com id joker tem de ser igual ao valor do atributo jokers na 
definição do elemento Deck.  
Tabela 3. Valores possíveis para descrever o elemento Card 
Id value wild 
2h 2c 2d 2s 2 Yes/No 
3h 3c 3d 3s 3 Yes/No 
4h 4c 4d 4s 4 Yes/No 
5h 5c 5d 5s 5 Yes/No 
6h 6c 6d 6s 6 Yes/No 
7h 7c 7d 7s 7 Yes/No 
8h 8c 8d 8s 8 Yes/No 
9h 9c 9d 9s 9 Yes/No 
th tc td ts t Yes/No 
jh jc jd js j Yes/No 
qh qc qd qs q Yes/No 
kh kc kd ks k Yes/No 
ah ac ad as a Yes/No 
Joker Joker Yes/No 
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4.3 Descrição das rondas 
O elemento Round é o componente mais importante da estrutura de um ficheiro PGDL 
porque está associado à descrição do fluxo do jogo. O seu esquema está representado na Figura 
38. 
Round descreve como as rondas vão decorrer durante o jogo. Cada ronda tem um número 
(para controlar a ordem das rondas), um nome, o número de cartas públicas distribuídas, o 
número de cartas expostas e cartas privadas distribuídas a cada jogador, um valor booleano para 





Figura 38. Esquema do elemento Round 
 
O número da ronda (number), tem de ser um inteiro maior que zero e menor ou igual que o 
número total de elementos Round existentes. O nome da ronda pode ser qualquer string que o 
utilizador entender. O número de cartas públicas (communityCardsNumber), cartas privadas 
(faceDownCardsDealt), cartas públicas (faceUpCardsDealt) distribuídas nessa ronda têm de ser 
um inteiro maior ou igual que zero.  
O atributo blinds deve assumir um de dois valores: 
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 “yes”, se nessa ronda os jogadores tiverem de apostar blinds. Neste caso, será 
obrigatório definir o elemento BlindStructure nesta ronda; 
 “no”, se nessa ronda os jogadores não tiverem de apostar blinds. Neste caso, não 
haverá definição do elemento BlindStructure na ronda em questão. 
 
O atributo forceBet tem de ser declarado de entre dois valores: 
 “yes”, se nessa ronda o primeiro jogador a jogar é obrigado a apostar, isto é, não 
pode fazer fold nem check. 
 “no”, neste caso é especificado que o primeiro jogador a jogar pode executar 
qualquer movimento que pretender, dentro das suas limitações de stack. 
Um exemplo da especificação do elemento Round é apresentado na Figura 39. 
 
1: <Round number=”1” name=”Round One”   
2:   communityCardsNumber=”1”  
3:      faceUpCardsDealt=”0”  
4:   faceDownCardsDealt=”1”   
5:   blinds=”yes”  
6:   forceBet=”no”> 
7:       … 
8: </Round> 
Figura 39. Exemplo especificação do elemento Round 
Para além do referido, cada ronda tem subcomponentes:  
 BettingStructure, que representa a estrutura de apostas que vai ocorrer na ronda;  
 BlindStructure, que especifica a estrutura das blinds que vai ser seguida na ronda;  
 DrawCards, PassCards, DiscardsCards, que são elementos que definem regras 
relacionadas com as cartas; 
 BettingOrder, que declara como irá funcionar a ordem das apostas na ronda que 
está a ser definida. 
4.3.1 BettingStructure 
Cada ronda deve ter uma estrutura de apostas específica. BettingStructure (Figura 40) deve 
ter um de três tipos: limit, noLimit e potLimit. Conforme o tipo escolhido, deve ser indicado o 
número máximo de raises permitido por ronda (masNumRaises) e o valor padrão das 
apostas(value). O atributo value deve ser um inteiro maior que zero e o atributo maxNumRaises 
deve ser um inteiro maior ou igual que zero. Se o atributo type for “noLimit”, maxNumRaises e 
value podem assumir qualquer valor pois não irão interferir em nada no decorrer da ronda, visto 
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que neste tipo de estrutura de apostas não existem limites para o nível de apostas nem para o 
número máximo de raises permitido. 
 
 
Figura 40. Esquema do elemento BettingStructure 
Na figura 41 é apresentado um exemplo de especificação do elemento BettingStructure 
para uma determinada ronda. Nesta ronda é especificado que a estrutura de apostas é do tipo 
Limit, onde as apostas vão ter como valor pré-definido 1 e o número máximo de raises nesta 
ronda é 3.  
 
1: <BettingStructure type=”Limit”> 
2:     <Bet value=”1” maxNumRaises=”3” /> 
3: </BettingStructure> 
Figura 41. Exemplo especificação do elemento BettingStructure 
4.3.2 BlindStructure 
Blinds são apostas que os jogadores são forçados a fazer e representam a primeira aposta 
no jogo. Estas apostas têm um valor específico, e os jogadores que têm de apostar são definidos 
pelas suas posições relativas ao dealer. O componente BlindStructure (esquema na Figura 42) só 
existe se o atributo blinds, na definição do elemento Round, estiver ativado (igual a „Yes’). Este 




Figura 42. Esquema do elemento BlindStructure 
Para descrever Blind é necessário especificar o nome, um id único, o valor da blind e a 




2:   <Blind id=”smallBlind”  
3:          value=”1” 
4:          name=”Small Blind”  
5:          position=”nextDealer” /> 
6: </BlindStructure> 
Figura 43. Exemplo especificação do elemento BlindStructure 
Na tabela 4 são apresentados os valores possíveis na definição do elemento Blind. Se 
existir Big Blind tem, forçosamente de existir, Small Blind e vice-versa. Caso contrário a 
estrutura das blinds não é válida. Os valores das blinds são calculados relacionando-os com o 
valor definido no atributo value do elemento BettingStructure, como indicado na tabela. A 







Tabela 4. Valores possíveis para especificar elemento Blind 
Id Value name position 
dealerBlind ¼*value(BettingStructure) Dealer Blind dealer 
smallBlind ½*value(BettingStructure) Small Blind nextDealer 
bigBlind value(BettingStructure) Big Blind nextSmallBlind 
 
4.3.3 Regras das cartas 
Para a especificar as regras relacionadas com as cartas é necessário definir três elementos: 
DrawCards, DiscardCards e PassCards. 
 
 
Figura 44. Esquema do elemento DrawCards 
 DrawCards (Figura 44) indica o número mínimo (min) e máximo (max) de cartas que 
cada jogador pode trocar por outras cartas do baralho nessa ronda. Os atributos max e min têm 
de ser números inteiros maiores ou iguais que zero e max tem de ser maior ou igual que min. 
 
 
Figura 45. Esquema do elemento DiscardCards 
DiscardCards especifica o número de cartas (value) que cada jogar tem de descartar na 
ronda em questão. O atributo value é um inteiro maior ou igual que zero. A forma como é 





Figura 46. Esquema do elemento DrawCards 
 PassCards define o número de cartas (value) que cada jogador deve passar e em que 
direção as deve passar (clockwise ou counterclockwise). Para ser válido, value deve ser um 
inteiro maior ou igual que zero. A Figura 46 ilustra o esquema de representação do elemento 
DrawCards. 
 
1: <DrawCards min=”0” max=”0” /> 
2: <PassCards value=”1” direction=”clockwise” /> 
3: <DiscardCards value=”1” /> 
Figura 47. Exemplo especificação dos elementos DrawCards, PassCards e 
DiscardCards 
4.3.4 BettingOrder 
BettingOrder é um subcomponente de Round, onde é especificado a ordem em que a ronda 






Figura 48. Esquema do elemento BettingOrder 
 
O atributo firstPlayerBetting pode assumir um de três valores: 
 “nextDealer”,  que indica que o primeiro jogador a jogar é o jogador a seguir ao 
dealer na direção definida em order; 
 “highCard”, que especifica que o jogador com a carta exposta mais alta começa a 
jogar; 
 “lowCard”, que indica que o jogador com a carta exposta mais baixa começa a 
jogar; 
 “nextBigBlind”, que especifica que o primeiro jogador a jogar nessa ronda é o 
jogador a seguir ao jogador que apostou a big blind. 
 
Os valores “highCard” e “lowCard” só podem ser usados se os jogadores tiverem em seu 
poder cartas expostas, caso contrário, firstPlayerBetting deve assumir o valor “nextDealer”. 
Na Figura 49 é declarado que a ordem de apostas é feita no sentido dos ponteiros do 
relógio (clockwise) e o primeiro jogador a jogar é o jogador a seguir ao dealer (nextDealer). 
 
1: <BettingOrder order=”clockwise”  
2:               firstPlayerBetting=”nextDealer” /> 





Neste capítulo foi descrita a estrutura de um ficheiro PGDL, que tem como base o formato 








Implementação do Sistema PGDL 
O sistema PGDL é um conjunto de aplicações que contempla as seguintes funcionalidades: 
 Suportar a criação de ficheiros PGDL através de uma GUI intuitiva; 
 Gerar variantes de Poker definidas pelo utilizador através de um ficheiro PGDL ou 
através da GUI; 
 Permitir que os utilizadores joguem as variantes de Poker criadas através de uma 
interface gráfica 2D. 
 
A Figura 50 explica o fluxo de trabalhos do sistema PGDL. Com o PGDL Builder os 
utilizadores especificam as regras de um jogo de Poker. Essa especificação gera um documento 
PGDL XML que é validado através do Schema PGDL XML, que determina se o formato da 
especificação é válido. Se a validação for bem-sucedida, o documento PGDL XML é traduzido 
para um ficheiro Prolog que contém os termos necessários para configurar a implementação de 
um jogo genérico de Poker em Prolog. A implementação em Prolog pode ser estendida por uma 
API simples de desenvolvimento de agentes. Um agente que usa a API de desenvolvimento de 
agentes é originalmente incluído: um agente aleatório que escolhe uma ação aleatória. 
Posteriormente o jogo pode ser jogado na consola do Prolog ou num visualizador 2D pelo 






Figura 50. Fluxo de trabalhos do sistema PGDL 
Durante o desenvolvimento do sistema PGDL, surgiram algumas dificuldades. Nas seguin-
tes subsecções esses problemas, as suas soluções bem como detalhes da implementação serão 
descritos. 
5.1 Configuração das regras de um jogo 
O primeiro problema a surgir foi escolher a melhor forma de representar a lista de termos 
no Prolog que especificam as regras de uma variante de Poker. Este conjunto de termos foi 
desenhado de forma a facilitar a conversão de ficheiros PGDL para Prolog bem como tornar 
mais fácil o seu uso por parte do sistema genérico em Prolog. Na Figura 51, é demonstrado um 
exemplo da configuração das regras de um jogo de Poker. 
Os primeiros termos a serem definidos são o número mínimo (minPlayers) e máximo 
(maxPlayers) de jogadores que podem jogar a variante especificada. 
Para declarar quantos jogadores vão jogar o jogo é usado o termo nPlayers, em que o 
número utilizado deve-se encontrar no intervalo [minPlayers, maxPlayers].  
O termo stack representa a stack inicial de todos os jogadores em jogo. De seguida é 
definido o nome do jogo (name), o valor da ante, a forma como é determinado o vencedor 
(winningType). O termo wildCards indica se o jogo é jogado com cartas wild ou não. É 
representado por um número binário:  
 1, se o jogo for jogado com cartas wild; 











9: card(qs,’Queen of Spades’,queen,spades,1,0). 
10: card(js,’Jack of Spades’,jack,spades,2,0). 
11: card(jh,’Jack of Hearts’,jack,hearts,5,0). 
12: card(qh,’Queen of Hearts’,queen,hearts,4,0). 
13: card(ks,’King of Spades’,king,spades,3,0). 
14: card(kh,’King of Hearts’,king,hearts,6,0). 
15: round(1,1,1,0,1,’Pre Flop’). 
16: bettingStructure(1,noLimit,1,3). 
17: blind(1,’Small Blind’,1,leftDealer). 




Figura 51. Configuração das regras de uma variante de Poker, em Prolog 
 
As cartas são descritas da seguinte forma: 
 
card(+Id, +Nome, +Valor, +Naipe, +IdBaralho, +WildCard) 
 
Id é usado para diferenciar as cartas entre elas e está relacionado com a carta em si. Os id’s 
usados para definir card são os mesmos id’s usados na especificação das cartas no ficheiro 
PGDL, descritos na tabela 3. Nome representa o nome da carta. Valor e Naipe representam o 
valor e o naipe da carta, respetivamente.  
O IdBaralho é usado para efeitos de construção e manipulação da lista que representa o 
baralho. A lista que representa o baralho em vez de ser composta pelas cartas em si, é composta 
pelos diversos IdBaralho que representam as cartas, que são números inteiros forçosamente 
diferentes uns dos outros. Os diversos IdBaralho têm de começar em 1 e acabar no número total 
de cartas declaradas. Este mecanismo é usado para selecionar aleatoriamente as cartas do 
baralho quando é preciso distribuir cartas pelos jogadores ou mostrar cartas públicas. Esta 
seleção é feita através do termo random, que gera um número aleatório de entre os números 
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presentes numa lista. Sendo assim, basta apenas executar esse termo, dando como argumento a 
lista de inteiros que representa o baralho, que uma carta será selecionada aleatoriamente. 
WildCard é um número binário que representa se a carta é wild (1), ou não (0). 
Para definir uma ronda em Prolog (linha 15, Figura 51), é utilizado o termo round, que 





O átomo NumRound representa o número da ronda, usado para efeitos de ordenação das 
rondas e para ligar outros termos ao termo round. FaceDownCards, FaceUpCards e 
CommunityCards representam, respetivamente, o número cartas privadas que cada jogador 
recebe nessa ronda, o número de cartas expostas que cada jogador recebe nessa ronda e o 
número de cartas públicas distribuídas nessa ronda. Para finalizar a declaração deste termo é 
necessário definir o nome (Name) da ronda. 
O termo bettingStructure (linha 16, Figura 51) está relacionado com a estrutura de apostas 
de um jogo de Poker, e pode ser declarado da seguinte maneira: 
 
bettingStructure(+Round, +Type, +Value, +NumMaxRaises) 
 
Round é usado para ligar o termo bettingStructure a uma ronda, pois representa o número 
da ronda em que a estrutura de apostas definida vai ser aplicada. O átomo Type, Value e 
MaxNumRaises são utilizados, respetivamente, para definir o tipo de estrutura de apostas, o 
valor por defeito das apostas e o número máximo de raises aplicados na ronda Round. 
Para definir blinds é usado o termo blind (linhas 17 e 18, Figura 51), que é composto por 4 
átomos: 
 
blind(+NumRound, +Name, +Value, +Position) 
 
O átomo NumRound representa o número da ronda em que a blind descrita vai ser 
aplicada. O nome da ronda é definido através de Name e o valor da blind através de Value. 
Position significa a posição em que a blind vai ser apostada e pode assumir os seguintes valores: 
 “dealer”, se a blind em questão for a Dealer Blind; 
 “nextDealer”, se a blind descrita for a Small Blind; 
 “nextSmallBlind”, se anteriormente for definida a Small Blind e a blind que estiver a ser 
declarada for a Big Blind. 
 
O termo bettingOrder é usado para especificar a ordem das apostas numa determinada 




bettingOrder(+NumRound, +Order, +FirstPlayerBetting) 
 
Como no termo blind e bettingStructure, o átomo NumRound indica qual a ronda em que 
vai ser aplicada a ordem de apostas que está a ser declarada. Order representa a ordem que vai 
decorrer o fluxo do jogo, que pode ser no sentido dos ponteiros do relógio (clockwise) ou no 
sentido contrário (counterclockwise). Para finalizar a especificação do termo é necessário definir 
qual o primeiro jogador a apostar na ronda em questão (FirstPlayerBetting). 
Se a variante de Poker contemplar a passagem de cartas entre jogadores é preciso declarar 
o seguinte termo: 
 
passCards(+NumRound, +NumCards, +Order) 
 
NumRound tem o mesmo significado usado noutros termos. NumCards representa o 
número de cartas que cada jogador deve passar obrigatoriamente. As cartas podem ser passadas 
em dois sentidos (Order), no sentido dos ponteiros do relógio ou no sentido contrário. 





NumCards representa o número de cartas que cada jogador é obrigado a descartar na ronda 
NumRound. 
O último termo que pode ser declarado é o termo drawCards, usado para especificar a 
quantidade de cartas que cada jogador pode trocar por outras cartas do baralho numa 
determinada ronda e é definido da seguinte forma: 
 
drawCards(+NumRound, +MinCards, +MaxCards) 
 
O número de cartas que cada jogador pode trocar por outras cartas do baralho na ronda 
NumRound tem de estar no intervalo [MinCards, MaxCards]. 
5.2 Representar o estado de um jogador 
Durante o jogo, cada jogador é representado da seguinte forma: 
 





Id é um identificador único do jogador no jogo. Cartas é uma lista que contém as cartas do 
jogador. Cada carta é composta também por um número inteiro que representa o tipo de carta. 
Esse número pode assumir apenas dois valores: 
 1, se a carta for uma carta privada; 
 2, se for uma carta exposta. 
 
TipoJogador indica se um jogador é humano ou um agente (para permitir que ele seja 
controlado pela GUI ou não). DisponibilidadeJogador é um número inteiro no intervalo [0,2] 
que indica se um jogador pode apostar. Se o jogador estiver em all-in ou se já não estiver em 
jogo não pode apostar. Cada uma destas situações é descrita por um valor: 
 0, se o jogador não estiver em jogo; 
 1, se o jogador estiver em jogo e ainda tiver a stack maior que 0. 
 2, se o jogador estiver em modo all-in. 
 
ValorGasto representa o montante de dinheiro que o jogador apostou durante a ronda que 
está a decorrer. Quando uma ronda começa este valor passa a ser -1. ValorGasto é usado para 
verificar se uma ronda chegou ao fim, ao verificar se as apostas de todos os jogadores são 
iguais. É usado também para controlar o nível das apostas dos jogadores, isto é, para garantir 
que quando um jogador faz raise o valor da sua aposta é superior ao maior valor da ValorGasto 
de todos os jogadores em jogo ou para garantir que quando um jogador faz call a sua aposta é 
igual ao maior valor da ValorGasto de todos os jogadores em jogo.  
Stack representa o número de fichas que o jogador tem em sua posse, de forma a controlar 
as apostas do jogador para não permitir apostas superiores ao número de fichas que possui. No 
caso do valor da ValorGasto ser igual ao valor da Stack o jogador passa a estar em modo all-in 
e, então, a DisponibilidadeJogador passa a ser igual a dois. 
5.3 Representar o estado do jogo 
O estado do jogo é representado por uma lista, a qual contém uma lista com todos os 
jogadores que iniciam o jogo (PlayersList), o valor atual do pot (Pot) que vai ser entregue ao 
jogador vencedor no final do jogo, o número de raises feitos até ao momento (NumberRaises), 




NumberRaises é usado para controlar o número de raises feitos até ao momento em jogos 
em que existe limite para o número de raises. Nesses casos, quando NumberRaises for igual ao 
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número máximo de raises permitidos, os jogadores deixam de ter a possibilidade de efetuar 
raises. 
As cartas públicas são armazenadas numa lista (SharedCards) e a cada carta está associado 
um número que representa o estado da carta. Os estados possíveis são: carta pública (0), carta 
privada (1) e carta exposta (2).  
O valor das apostas realizadas até ao momento, guardado em Pot, é necessário para duas 
situações: 
 Saber qual o valor que o(s) vencedor(es) vai receber no final do jogo; 
 Controlar o nível das apostas em jogos em que a estrutura de apostas é Pot Limit, pois 
nesta estrutura um jogador pode apostar no máximo o valor atual do pot.  
 
A posição do dealer (Dealer) é usada para localizar os jogadores na mesa, pois durante o 
jogo são usadas posições relativas ao dealer. Essa posição corresponde a um identificador de um 
jogador presente em PlayersList. 
5.4 Determinar o fim da ronda 
Para determinar se uma ronda chegou ao fim tem de se verificar se os valores das apostas 
de todos os jogadores em jogo são iguais. A função que determina isso está representada na 
Figura 52. 
 
1: pass_aux(BetsList):-  
2:    max_member(Max, BetsList), 
3:    min_member(Min, BetsList), 
4:    Max =:= Min. 
Figura 52. Função que determina quando uma onda chega ao fim 
Quando isto acontece, a ronda acaba e o sistema segue para uma nova ronda. Se não 
houver mais nenhuma ronda, o vencedor do jogo é determinado. 
Para que a ronda só termine quando todos os jogadores executarem movimentos pelo 
menos uma vez, cada jogador possui um valor booleano que indica se já apostou ou não. 
5.5 Determinar o vencedor 
Outro problema enfrentado foi a forma de determinar o vencedor do jogo. Para fazer isto, o 
jogador com a melhor mão deve ser escolhido. Já existem muitas aplicações que comparam 
mãos de Poker de forma eficiente (descritas em [56]), no entanto, estão direcionadas para as 
variantes mais populares em que as mãos são compostas por no mínimo 5 cartas e no máximo 7 
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cartas. As formas como as mãos são avaliadas, mediante o número de cartas que compõem a 
mão, é apresentada na tabela 5. 
Tabela 5. Métodos de avaliação usados mediante o número de cartas que compõe a 
mão 
Número de cartas Método de avaliação 
1 a 4 Avaliador desenvolvido 
5 a 7 TPT 
> 7 TPT mais combinações de 7 cartas possíveis 
 
O valor das mãos compostas por, no máximo, 4 cartas é calculado usando um avaliador 
desenvolvido durante este projeto, enquanto para calcular o valor das mãos com mais de 4 cartas 
é utilizado o avaliador TwoPlus Two, o avaliador com melhor performance dos avaliadores já 
existentes. 
5.5.1 Mãos com mais de 5 cartas 
O avaliador mais rápido conhecido, neste momento, é o TwoPlusTwo Evaluator que 
consegue avaliar 15 milhões de mãos por segundo [56]. Este avaliador avalia uma mão de Poker 
ao mapeá-la para um valor inteiro único de forma que qualquer mão com valor igual representa 
um empate e a mão com maior valor vence. TwoPlusTwo foi usado para calcular o vencedor de 
jogos em que as mãos são compostas por pelo menos 5 cartas. Para mãos com mais de 7 cartas é 
usado o TwoPlusTwo com 7 cartas para calcular o vencedor. Para tal, são computadas todas as 
combinações possíveis C (n,7) de 7 cartas e usado o TwoPlusTwo Evaluator com 7 cartas para 
calcular o valor de todas as combinações. O valor dessa mão será o maior valor de entre os 
valores calculados. 
5.5.2 Mãos com menos de 5 cartas 
Para calcular o valor de mãos com menos de 5 cartas foi desenvolvido um avaliador. Este 
avaliador atribui um valor para cada mão possível, baseado nas cartas que compõem a mão e 
baseia-se num método, chamada numEqualValue, que recebe como argumento uma lista que 
contém os valores das cartas que compõem a mão que está a ser avaliada e devolvem o valor 
dessa mão. O corpo deste método muda conforme o número de cartas da mão e o tipo de mão. 
Sendo assim serão apresentadas as formas como são calculados os valores das mãos, conforme 
o número de cartas que a mão contém. 
O avaliador criado tem como base um conjunto de valores que vão representar as cartas 



















5.5.2.1 Mãos de uma carta 
 
Para calcular o valor das mãos compostas por apenas uma carta basta retornar o valor da 
carta que compõe a mão. Sendo assim, ganha a mão que tiver a carta mais alta, mediante a 
forma como é determinado o vencedor do jogo. 
numEqualValue([HandValue],HandValue). 
Em cima é apresentada a função que calcula o valor de uma mão com apenas uma carta. 
HandValue representa o valor da mão. 
Na tabela 7 é apresentada a gama de valores que as mãos de uma carta podem assumir. 
Tabela 7. Gama de valores que as mãos de uma carta podem assumir 
Ranking mão Gama de valores 
High Card 1 a 13 
5.5.2.2 Mãos de 2 cartas 
 
As mãos de duas cartas podem ser de dois tipos: 
 High Card, se as duas cartas forem diferentes; 
 Pair, se as duas cartas forem iguais. 
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4: HandValue is Max*1000+Min*10. 
Figura 53. Função que calcula o valor de mãos compostas por duas cartas diferentes 
O valor da mão é calculado recorrendo à fórmula presente na linha 4 da Figura 53, em que 
Max representa a carta com maior valor e Min a carta com menor valor. 
Quando as duas cartas da mão são iguais, o método numEqualValue usadoestá 
representado na Figura 54. C representa o valor das cartas e HandValue o valor da mão. 
 
1: numEqualValue([C,C],HandValue):- 
2: HandValue is C*100+14400. 
Figura 54. Função que calcula o valor de mãos compostas por duas cartas iguais 
HandValue é calculado multiplicando o valor da carta presente na mão por 100 e 
adicionando 14400. 
 Desta forma, a gama de valores que as mãos compostas por duas cartas podem assumir 
é apresentada na tabela 8, mediante o ranking da mão. 
 
Tabela 8. Gama de valores que as mãos de duas cartas podem assumir 
Ranking mão Gama de valores 
High Card 2010 a 13120 
Pair 14500 a 15700 
5.5.2.3 Mãos de 3 cartas 
 
Uma mão composta por 3 cartas pode ter um de três rankings possíveis: 
 High Card, quando as cartas são todas diferentes; 
 Pair, quando é composta por duas cartas iguais e um kicker; 
 Three of a Kind, quando as cartas são todas iguais. 
 
Quando as cartas são todas diferentes, o método numEqualValue usado é apresentado na 









5: delete(L,Min,L2),L2 =[Value], 
6: HandValue is Max*1000+Value*10+Min. 
Figura 55. Função que calcula o valor de mãos compostas por três cartas diferentes 
Com os valores das cartas ordenados, calcula-se o valor da mão a partir da fórmula 
presente na linha 6 da Figura 55, em que Max representa a carta com maior valor, Value 
representa o valor intermédio e Min o valor da carta mais baixa. 
 Perante uma mão de 3 cartas que contém um par e um kicker, a fórmula usada para 
calcular o valor da mão (HandValue) é apresentada na Figura 56, em que C representa o valor 
da carta presente no par e C1 o valor do kicker. 
 
1: numEqualValue([C,C1,C],HandValue):- 
2: HandValue is C*100+C1+14400. 
Figura 56. Função que calcula o valor de mãos compostas por três cartas, que contêm 
um par 
Quando a mão contém um trio, o valor da mão é calculado multiplicando o valor da carta 
presente no trio (C) por 100 e adicionando 16100, tal como se verifica na Figura 57. 
 
1: numEqualValue([C,C,C],HandValue):- 
2: HandValue is C*100+16100. 
Figura 57. Função que calcula o valor de mãos compostas por três cartas iguais 
Na tabela 9 é apresentada a gama de valores que as mãos de 3 cartas podem assumir, 
mediante o ranking da mão. Esta gama de valores foi definida utilizando os cálculos em cima 
descritos, para todos os tipos de mãos possíveis. 
 
Tabela 9. Gama de valores que as mãos de três cartas podem assumir 
Ranking mão Gama de valores 
High Card 3021 a 13131 
Pair + Kicker 14502 a 15712 
Three of a Kind 16200 a 17400 
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5.5.2.4 Mãos de 4 cartas 
 
Uma mão composta por 4 cartas pode ter um de cinco rankings possíveis: 
 High Card, quando as cartas são todas diferentes; 
 Pair, quando é composta por duas cartas iguais e 2 kickers; 
 Two pairs, quando é composta por dois pares; 
 Three of a Kind, quando três cartas são iguais e ainda contém um kicker; 
 Poker, quando as cartas são todas iguais. 
 
Para computar o valor de mãos compostas por 4 cartas diferentes a forma como o valor é 
calculado é representado na Figura 58. 
 
1: numEqualValue([C1,C2,C3,C4],HandValue):-        
2:    max_member(Max,[C1,C2,C3,C4]), 
3:               min_member(Min,[C1,C2,C3,C4]), 
4:                   delete([C1,C2,C3,C4],Max,L), 
5:                   delete(L,Min,L2),  
6:                   max_member(Max1,L2), 
7:                   min_member(Min1,L2),  
8:               HandValue is Max*1000+Max1*100+Min1*10+Min. 
Figura 58. Função que calcula o valor de mãos compostas por quatro cartas 
diferentes 
No exemplo, a função numEqualValue recebe como argumentos: uma lista com os valores 
das cartas que compõem a mão, neste caso a lista é composta pelas cartas C1, C2, C3 e C4, e 
devolve o valor da mão (HandValue). 
De seguida, são ordenados os elementos da lista que contém os valores das cartas que 
compõem a mão, para se poder calcular o valor da mão. Este cálculo é apresentado na linha 8 da 
Figura 58, onde Max, Max1, Min1 e Min representam os valores ordenados das cartas que estão 
presentes na mão que está a ser avaliada. 
Quando a mão é composta por um par e dois kickers, a fórmula usada é apresentada na 





4:    HandValue is C*100+Max*10+Min+14400. 
Figura 59. Função que calcula o valor de mãos compostas por quatro cartas, que 




em que C representa o valor da carta presente no par, Max o valor do kicker mais alto e Min o 
valor do kicker mais baixo. 
No caso da mão em questão ser composta por dois pares, o valor da mão (HandValue) é 





4: HandValue is Max*100+Max*10+Min+15900. 
Figura 60. Função que calcula o valor de mãos compostas por quatro cartas, que 
contêm dois pares 
Neste exemplo, Max represente o valor da carta presente no par mais alto e Min o valor da 
carta presente no par mais baixo. 
O método usado para calcular o valor de mãos que contêm um trio é apresentado na Figura 
61. C representa o valor da carta presente no trio e C1 o valor do kicker. 
 
1: numEqualValue([C1,C,C,C],HandValue):- 
2: HandValue is C*100+C1+17400. 
Figura 61. Função que calcula o valor de mãos compostas por quatro cartas, que 
contêm um trio 
O cálculo do valor de mãos compostas por 4 cartas iguais faz-se adicionando 18800 ao 
valor da carta presente na mão, como se pode verificar na linha 2 da Figura 62. 
 
1: numEqualValue([C,C,C,C],HandValue):- 
2: HandValue is C+18800. 
Figura 62. Função que calcula o valor de mãos compostas por quatro cartas iguais 
A tabela 10 mostra a gama de valores que as mãos de 4 cartas podem assumir, tendo em 
conta o ranking da mão. 
Tabela 10. Gama de valores que as mãos de quatro cartas podem assumir 
Ranking mão Gama de valores 
High Card 4321 a 14320 
Pair + 2 kickers 14532 a 15831 
Two Pairs 16121 a 17342 
Three of a Kind 17502 a 18712 
Poker 18801 a 18813 
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5.6 Lidar com cartas wild 
Outro problema encontrado foi a forma como lidar com cartas wild quando um jogador 
tem em sua posse cartas wild e é necessário calcular o valor da mão. É utilizada a função 
retrieveHandValue (Figura 63) para fazer esse cálculo. Esta função recebe como argumentos: 
 Hand, que representa a mão que vai ser avaliada e que contém cartas wild; 
 WildCards, que é uma lista que contém as cartas wild que estão presentes na mão 
em Hand; 
 
E retorna um inteiro que representa o melhor valor possível que a mão consegue obter 
substituindo as cartas presentes em WildCards por quaisquer cartas do baralho menos as que 
presentes em Hand. 
 
1: retrieveWildHandValue(Hand,WildCards,Value):- 
2:    newHand(Hand,WildCards,NewHand), 
3:    findall(C,card(C,_,_,_,_,_),Deck), 
4:    newDeck(Deck,NewHand,NewDeck), 
5:    length(WildCards,NumWC), 
6:    length(L,NumWC), 
7:    findall(L,comb2(NewDeck,L),AllCombs), 
8:    getValue(NewHand,AllCombs,0,Value,Card). 
Figura 63. Função que calcula o valor de mãos que contêm cartas wild 
Neste caso as cartas wild são identificadas e removidas da mão (linha 2, Figura 63), 
criando uma nova mão(NewHand). De seguida, as cartas da nova mão são removidas do baralho 
inicial (Deck) e com o novo baralho (NewDeck) são geradas todas as possíveis combinações do 
número de cartas wild presentes na mão original (linhas 3 a 7, Figura 63). Cada uma das 
combinações geradas é adicionada à mão (NewHand) e é calculado o valor dessa mão (linha 8, 
Figura 63). O valor da mão (Value) é escolhido de entre todos os valores das combinações de 
mãos possíveis (AllCombs), de acordo com a forma como o vencedor é determinado no jogo 
(High, Low ou High/Low). 
5.7 Resumo 
Este capítulo apresentou a fase de implementação e desenvolvimento do sistema PGDL, 
apresentando a estrutura do mesmo. 
De seguida, foram explicadas e detalhadas as principais dificuldade encaradas durante a 
implementação do sistema. As principais dificuldades estiveram relacionadas com a 
representação do estado do jogo, a forma de lidar com as cartas wild, a forma de representar um 
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jogador, a configuração das regras de um jogo, a determinação do fim de uma ronda e a 
determinação do vencedor. 
Para além das dificuldades serem apresentadas, foram também explicadas as soluções 











Desenvolvimento da interface 
Este capítulo aborda a fase de desenvolvimento da interface que permite ao utilizador 
especificar as regras de uma variante de Poker bem como a interface pensada para permitir ao 
utilizador jogar a variante especificada.  
A especificação da interface contém os seus casos de uso bem como a explicação 
detalhada, suportada por figuras, de como funcionar com a mesma ao especificar as regras de 









Na Figura 64 são apresentados os casos de uso gerais para a interface. A interação básica 
do utilizador com o sistema deve permitir que este crie um novo jogo, carregar um jogo já 
existente baseado num ficheiro PGDL já criado e especificar uma variante de Poker. O sistema 
deve permitir também gravar o jogo especificado num ficheiro PGDL para ser usado mais tarde 
ou criar o ficheiro PGDL para, de seguida, jogar o jogo no visualizador 2D. 
6.1 Especificação das regras 
De forma a tornar mais fácil e intuitivo para o utilizador especificar as regras de um jogo 
de Poker foi desenvolvida uma interface, utilizando Windows Forms em C#. Por essa razão, a 
interface foi divida em três partes: Informação geral, Rondas e Baralho, que serão detalhadas 
nas subsecções seguintes. Na Figura 65 estão retratados os possíveis casos de uso para um 
utilizador ao contactar com a interface quando pretende especificar um jogo. 
 
 
Figura 65. Casos de uso de especificação das regras através do PGDL Builder 
6.1.1 Informação geral 
A Figura 66 representa um screenshot da interface usada para especificar a informação 
geral do jogo. Aqui o utilizador deve indicar o número mínimo e máximo de jogadores que 
podem jogar o jogo, a forma como o vencedor é determinado (Winning Type), o nome do jogo, 





Figura 66. Interface de especificação da informação geral 
6.1.2 Rondas 
Na Figura 67 é representada a interface usada para especificar as rondas. O utilizador tem a 
possibilidade de especificar o nome da ronda, se a ronda tem de começar obrigatoriamente com 
uma aposta (Force Bet), a estrutura de apostas (Betting Structure), a ordem das apostas (Betting 
Order), as regras que envolvem cartas (Cards Rules), a estrutura das blinds (Blind Structure) e 
as cartas que são distribuídas nessa ronda para cada jogador (Cards Dealt). Cada ronda do jogo 
é definida em tabs diferentes. Em cada tab é possível editar a ronda em questão e a ordem das 
rondas é a mesma ordem das tabs na interface. As rondas podem ordenadas ao clicar numa tab e 
move-la para o local pretendido.   
 




Para especificar a composição do baralho (Figura 68), o utilizador tem a possibilidade de 
escolher entre um baralho standard (composto por 52 cartas) ou por um baralho parcial. No 
caso de escolher o baralho parcial o utilizador tem de selecionar as cartas que pretende que 
façam parte do baralho uma a uma da lista da esquerda e adicioná-las à lista da direita. 
Independentemente do tipo de baralho que o utilizador selecionar, este deve indicar se o baralho 
contém cartas wild ou não. Em caso afirmativo, deve indicar quantos jokers farão parte do 
baralho e indicar se alguma carta do baralho é wild ou não. 
 
 
Figura 68. Interface de especificação do baralho 
6.1.4 Criar jogo 
Para criar o jogo o utilizador deve clicar no botão “Create Game”. Se a especificação tiver 
erros o utilizador será notificado das mesmas de forma a poder alterá-las. Em caso contrário, o 
ficheiro XML com a especificação do jogo e o ficheiro Prolog com os termos relacionados com 




     
 
 
Figura 69. Exemplo de especificação da variante Kuhn Poker no PGDL Builder 
 
Na Figura 69 é demonstrada a especificação da variante Kuhn Poker através do PGDL 












 Prolog PGDL 
1: minPlayers(2). <PGDL> 
2: maxPlayers(2).   <PokerGame name="Kuhn Poker" 
3: nPlayers(2).   wildCards="No" stackValue="15" 
4: stack(15).   WinningType="High" ante="1" /> 
5: name(‘Kuhn Poker’). <History /> 
6: history(_).   <Description /> 
7: description(_).   <Players minimun="2" maximum="2" /> 
8: ante(1).   <Deck standardDeck="No" jokers="0"> 
9: winningType(high).     <Card id="jh" name="Jack of Hearts" 
10: wildCards(0).     value="Jack" suit="Hearts" wild="No"/> 
11: card(qs,     <Card id="qh" name="Queen of Hearts" 
12: ’Queen of Spades’,     value="Queen" suit="Hearts" wild="No"/> 
13: queen,     <Card id="kh" name="King of Hearts" 
14: spades,1,0).     value="King" suit="Hearts" wild="No"/> 
15: card(js,   </Deck> 
16: ’Jack of Spades’,   <Round number="1" name="Round One" 
17: jack,spades,2,0).   communityCardsNumber="0" 
18: card(ks,   faceUpCardsDealt="0" 
19: ’King of Spades’,   faceDownCardsDealt="1" 
20: king,spades,3,0).   forceBet="no" blinds="no"> 
21: round(1,1,1,0,1,     <BettingStructure 
22: ’Round One’).     type="Limit"> 
23: bettingStructure(1,        <Bet value="1" 
24: limit,1,1).       maxNumRaises="1" /> 
25: bettingOrder(1,     </BettingStructure> 
26: clockwise,     <DrawCards min="0" max="0"/> 
27: nextDealer).     <PassCards value="0" 
28: passCards(1,0,_).     direction="Clockwise" /> 
29: drawCards(1,0,0).     <DiscardCards vaue="0"/> 
30: discardCards(1,0). 
 
    <BettingOrder order="Clockwise" 
31:      firstPlayerBetting="Next Dealer" /> 
32:    </Round> 
  </PGDL> 
Figura 70. Exemplo ficheiro PGDL e ficheiro Prolog que especificam a variante Kuhn 
Poker




O menu da interface é composto por duas opções: “File” e “Help”. Através da interface o 
utilizador tem também a possibilidade de editar ficheiros PGDL já existentes. Para tal tem de 
carregar na opção “File” no menu e depois selecionar “Open”. Após isto, surge uma janela onde 
o utilizador seleciona o ficheiro que pretende editar. O ficheiro selecionado vai ser sujeito a uma 
validação pelo PGDL XML Schema. Se for um ficheiro válido a interface apresentará as regras 
do jogo especificado no ficheiro selecionado. 
No caso de o utilizador pretender gravar o jogo que está a especificar de forma a poder 
editá-lo mais tarde, terá de carregar na opção “File” do menu e depois selecionar “Save”. 
Depois terá de indicar qual o nome com que pretende gravar o ficheiro PGDL e a localização do 
mesmo. 
O menu tem também a opção Help, onde o utilizador tem acesso a um manual de utilização 
da interface. Este manual mostra como interagir com a interface e explica alguns conceitos que 
possam ser desconhecidos ao utilizador. Para além do manual, a interface contém também 
mensagens de ajuda e tooltips de forma a ajudar o utilizador na especificação das regras. 
6.3 Visualização do jogo 
Após a especificação do jogo e consequente validação das regras, o utilizador tem a 
possibilidade de jogar o mesmo. Para tal, pode usar a consola do Prolog ou um visualizador 2D, 
que tornará mais fácil e intuitivo para o utilizador jogar a variante de Poker que especificou.  
6.3.1 Consola Prolog 
Através da consola do Prolog o utilizador tem a possibilidade de jogar o jogo que 
especificou. Esta interface permite ao utilizador ver o estado atual do jogo, a sua stack, as suas 
cartas, escolher os movimentos que pretende efetuar bem como ver quais os movimentos 
tomados pelo jogador adversário. 
 
 




A Figura 71 ilustra um exemplo de como a interface em Prolog é apresentada ao utilizador. 
No caso apresentado, o utilizador tem acesso à seguinte informação: 
 que as cartas foram distribuídas pelos jogadores; 
 a ronda em que o jogo se encontra; 
 quais as cartas públicas que foram colocadas na mesa; 
 quais as suas cartas e que tipo de cartas são, cartas expostas ou cartas privadas; 
 a sua stack; 
 os movimentos que pode executar no estado de jogo atual. 
 
Os movimentos que o jogador pode efetuar são catalogados com um número que os 
identifica. Para indicar qual o movimento que pretende efetuar, o utilizador deve inserir na 
consola o número que identifica o movimento pretendido seguido de um ponto final “.”. 
Quando é a vez de um agente jogar (Figura 71), o utilizador é informado acerca: 
 da ronda em que o jogo se encontra; 
 das cartas públicas; 
 de qual o jogador que vai jogar; 
 da stack do jogador que vai jogar; 
 e do movimento que o jogador efetuou bem como o valor da aposta do jogador, se 
o movimento executado pelo agente implicar o tal. 
 
 
Figura 72. Exemplo consola Prolog movimento agente 
6.3.2 Visualizador 2D 
Apesar da interface em Prolog ser suficiente para perceber e jogar os jogos especificados 
pelos utilizadores, pensou-se em desenvolver uma interface que tornasse mais intuitivo e fácil 





Figura 73. Visualizador 2D 
 
O visualizador 2D foi desenvolvido com sucesso e permite jogar todas as variantes que o 
sistema PGDL consegue especificar. 
O visualizador está representado na Figura 73. No exemplo está retratado um jogo em que 
só jogam dois jogadores e em que cada um só tem uma carta no estado de jogo atual. Através do 
visualizador 2D, o utilizador só tem acesso às suas cartas, às cartas públicas, às cartas expostas 
dos adversários, aos movimentos dos adversários, ao valor do pot, à posição do dealer e às 
stacks de ambos os jogadores. Quando for a sua vez de jogar, são apresentados ao utilizador os 
possíveis movimentos que pode efetuar. Neste caso os movimentos são: Fold, Call e Raise. Para 
determinar o valor do raise, o utilizador utiliza um slider. Para selecionar um movimento, o 




Neste capítulo foi descrita a fase de desenvolvimento da interface, onde são apresentados 
os casos de uso da mesma. 
O sistema PGDL Builder foi descrito, incluindo todos os componentes necessários para 
especificar um jogo de Poker. 
Foram, também, apresentadas as interfaces utilizadas para jogar um jogo especificado pelo 





Testes e resultados 
De forma a validar o sistema PGDL, foram realizados alguns testes. O sistema foi testado 
de forma a perceber a quantidade de variantes que o sistema conseguia especificar. Realizaram-
se, também, testes com utilizadores de forma a perceber se o PGDL Builder era intuitivo e 
amigável para os utilizadores. 
7.1 Variantes implementadas 
Para começar, foram implementadas várias variantes populares de Poker para confirmar 
que a especificação PGDL era capaz de descrevê-las a todas.  
Estes testes mostraram que o sistema permite a especificação da maior parte das variantes 
de Poker mais conhecidas. As seguintes variantes de Poker foram especificadas com sucesso 
através do sistema PGDL: 
 No Limit Texas Hold’em; 
 Kuhn Poker; 
 Leduc Poker; 
 Cincinnati; 
 Five-card draw; 
 Anaconda; 
 Manilla 
 Seven-Card stud. 
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Os ficheiros PGDL gerados pela especificação das variantes acima referidas encontram-se 
no Anexo C. 
No entanto, ainda existem algumas regras que o sistema PGDL não contempla. Jogos 
como Omaha Hold’em ditam que a mão vencedora deve ser composta por 3 cartas privadas e 2 
cartas públicas. O sistema não contempla essa regra, pois não permite que o utilizador 
especifique com que cartas deve ser composta a mão vencedora de um jogo.  
Existem algumas variantes, as variantes em que a forma como o vencedor é determinado é 
High/Low, em que o jogador que tem a mão mais alta e o jogador que tem a mão mais baixa 
dividem o pot. No entanto, há variantes que usam essa forma de determinar o vencedor mas que 
especificam que o jogador que ganha com a mão mais baixa tem de ter uma mão composta por 
cartas de valor inferior a 9, como é o caso da variante Omaha High/Low. Se isso não acontecer, 
o jogador com a mão mais alta ganha o valor integral do pot. Esta regra não pode ser 
especificada pelo sistema PGDL. Nestes casos, o sistema divide o pot pela mão mais baixa e 
mais alta independentemente de como é composta a mão. 
Nos jogos com cartas wild, o ranking das mãos muda, porque a mão mais alta deixa de ser 
o Royal Flush e passa a ser o Five of a Kind. O sistema PGDL não considera o Five of a Kind, 
visto que os avaliadores de mãos existentes, e com melhor desempenho, não contemplam esse 
tipo de mão. 
No Poker, o Ás pode, normalmente, ser a carta mais alta, ou a carta mais baixa, conforme 
seja mais benéfico para o jogador. No entanto, algumas variantes apenas tratam o ás como carta 
mais alta (variante deuce-to-seven lowball) ou apenas como carta mais baixa (Ace-to-five low). 
No sistema PGDL esta regra não pode ser especificada, logo o Ás é sempre tratado como 
podendo assumir o valor de carta mais alta ou mais baixa.  
Algumas variantes de Poker têm regras especiais relacionadas com cartas wild. Estas 
regras ditam que algumas cartas passam a ser wild quando ocorre um certo acontecimento 
durante o jogo. Por exemplo, na variante Follow the Queen, quando é dada uma dama com a 
face virada para cima a um jogador, a carta exposta que sair a seguir passar a ser wild. Este tipo 
de regras não é suportado pelo sistema.  
As regras acima referidas não foram implementadas porque são muito raras, e as variantes 
que as usam são pouco jogadas pelos jogadores de Poker. Será sempre difícil conseguir 
abranger todas as regras que definem jogos de Poker, devido ao facto de serem criadas novas 
regras e novas variantes frequentemente.  
7.2 Testes à interface PGDL Builder 
Para testar se a interface de especificação das regras, PGDL Builder, é intuitiva e amigável 
para o utilizador, foram feitos testes de usabilidade a 15 possíveis utilizadores do sistema. O 
teste começava com um pequeno questionário que se encontra no Anexo B. 
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Estas perguntas tinham como objetivo saber qual o nível de conhecimento na área do 
Poker dos sujeitos que fizeram os testes, bem como a sua capacidade e facilidade em trabalhar 
com computadores.  
Na tabela 13 (Anexo B) são apresentados os resultados do questionário feito aos 15 
participantes no teste. Pelos resultados do questionário é possível constatar que os participantes 
têm características diferentes uns dos outros, tanto ao nível do conhecimento e capacidade na 
utilização de computadores como no conhecimento em relação ao Poker.  
Participaram neste teste utilizadores com grande conhecimento em relação ao Poker, as 
suas variantes e as respetivas regras. Participaram também utilizadores com pouco ou quase 
nenhum conhecimento das regras da variante mais popular do Poker (Texas Hold’em) e, muito 
menos, de outras variantes menos conhecidas do público em geral. 
Foi também constatado que nenhum dos participantes no teste conhece as variantes Kuhn 
Poker e Leduc Hold’em Poker. Esta situação é normal visto que são duas variantes muito 
básicas que são apenas usada para fins de investigação, precisamente por serem muito simples. 
Essas duas variantes foram as escolhidas para ser implementadas pelos participantes no 
teste, na segunda parte do mesmo. O objetivo era que os participantes lessem e compreendessem 
as regras das variantes acima referidas, e, a seguir, as implementassem no PGDL Builder. 
Durante essa implementação foram retirados alguns dados como: 
 Tempo despendido a executar a especificação das regras das variantes pedidas; 
 As principais dificuldades que os participantes enfrentaram durante a 
implementação, caso existissem dificuldades. 
Estas variantes foram escolhidas por terem regras simples e fáceis de compreender, mesmo 
para utilizadores com pouco conhecimento de Poker, e porque a construção de variantes 
pequenas permite reduzir a variância dos resultados. Nas seguintes subseções são explicadas as 
regras das variantes testadas, bem como os resultados dos testes. 
7.2.1 Kuhn Poker 
A experiência 1 consistiu em pedir aos utilizadores que especificassem a variante Kuhn 
Poker. Esta é, provavelmente, a variante de Poker existente com as regras mais simples. Esta 
variante é jogada somente por dois jogadores e o baralho contém apenas três cartas: Valete, 
Dama e Rei (de um mesmo naipe). Cada jogador recebe uma carta privada. Antes de receberem 
as cartas, todos os jogadores pagam 1 de valor de entrada (ante). No Kuhn vence a mão mais 
alta, logo é um jogo do tipo High. Existe somente uma ronda de apostas: cada jogador recebe 
uma carta privada, o primeiro jogador a apostar é o jogador a seguir ao dealer, a ordem de 
apostas é no sentido dos ponteiros do relógio, o tipo da estrutura de apostas é Limit, o valor de 
todas as apostas é 1 e não é permitido fazer raise. 




Tabela 11. Resultados da experiência 1 
ID 
Tempo (s)  
Exp 1 
Ajuda? Dificuldades 
Q1 150 Sim 
Não escreveu nome do jogo; 
Nomenclatura; 
Q2 420 Sim Nomenclatura; 
Q3 150 Sim 
Confundiu draw cards 
com face down cards 
Q4 145 Sim 
Não percebeu como 
preencher a betting structure 
Q5 210 Sim Não colocou o valor das apostas 
Q6 200 Sim Não preencheu betting structure 
Q7 160 Sim 
Não preencheu o 
máximo numero de raises 
Q8 174 Sim 
Confundiu draw cards 
com face down cards 
Q9 350 Sim 
Nomenclatura; 
Definição do baralho 
Q10 253 Sim 
Confundiu draw cards 
com face down cards 
Q11 184 Sim 
Especificou o numero de 
cartas para todos os jogadores 
em vez das cartas que cada 
jogador recebe 
Q12 243 Sim 
Confundiu draw cards 
com face down cards; 
Colocou blinds 
Q13 240 Sim Nomenclatura 
Q14 122 Sim Nomenclatura 
Q15 230 Sim 
Nomenclatura; 




7.2.2 Leduc Hold’em 
Na experiência 2, foi pedido aos utilizadores que especificassem a variante Leduc Hold'em. 
Esta é uma variante simplificada do Texas Hold'em. O Leduc é jogado por dois jogadores e o 
baralho contém apenas seis cartas: dois Valetes, duas damas e dois Reis (de dois naipes 
diferentes). Cada jogador recebe uma carta privada e na ronda Flop é revelada uma carta 
pública. Antes de receberem as cartas, todos os jogadores pagam uma ante de valor 1. No Leduc 
vence a mão mais alta, logo é um jogo High. Existem apenas duas rondas de apostas: 
 Pre-Flop: cada jogador recebe uma carta privada, o primeiro jogador a apostar é o 
jogador a seguir ao dealer. A ordem de apostas é no sentido dos ponteiros do 
relógio, o tipo de estrutura de apostas é Limit, o valor de todas as apostas é 1 e só 
pode ocorrer um raise. 
 Flop: os jogadores não recebem cartas mas é revelada uma carta pública. O 
primeiro jogador a apostar é o jogador a seguir ao dealer, a ordem de apostas é no 
sentido dos ponteiros do relógio, o tipo da estrutura de apostas é Limit, o valor de 




Tabela 12. Resultados da experiência 2 
ID Tempo (s) 
Exp 2 
Ajuda? Dificuldades 
Q1 120 Sim Não colocou nome da ronda 
Q2 270 Sim Confundiu community cards com face down cards 
Q3 150 Não - 
Q4 180 Sim Não percebeu como adicionar rondas 
Q5 240 Sim Confundiu community cards 
com face down cards 
Q6 150 Não - 
Q7 210 Sim Confundiu community cards 
com face down cards 
Q8 240 Sim Precisou de ajuda para especificar 
o baralho 
Q9 412 Sim Definição do baralho 
Q10 300 Sim tipo de betting structure 
Q11 266 Não - 
Q12 230 Sim Não tratou as rondas 
separadamente 
Q13 296 Sim Não tratou as rondas 
separadamente 
Q14 116 Sim Não tratou as rondas separadamente 
Q15 245 Não - 
Média 228,3   
 
Os dados obtidos durante a experiência 2 estão registados na tabela 12.  
7.2.3 Discussão de resultados 
Pelos resultados (tabelas 11 e 12), podemos verificar que os maiores problemas 
enfrentados no uso da interface estiveram relacionados com a compreensão da nomenclatura 
específica do Poker, tanto para os utilizadores pouco familiarizados com o Poker como para os 
utilizadores que jogam Poker de forma regular. Isto acontece devido ao facto da maioria das 
variantes de Poker ser desconhecida, mesmo para os mais entendidos na matéria, porque a 
maioria joga os jogos mais populares, como Limit e No Limit Texas Hold’em e Omaha Hold’em. 
 
Seja     o tempo que o utilizador i demorou na experiência n. Então o tempo relativo 
máximo (       ) é dado por: 
           
   
         
Para determinar as curvas de aprendizagem, considerou-se que o tempo esperado para a 





Figura 74. Curvas de aprendizagem dos testes efetuados 
 
Todos os participantes implementaram as duas variantes numa média de 3.69 minutos. 
Analisando os resultados dos testes, pode-se concluir que o tempo gasto pelos utilizadores ao 
realizarem esses testes foi similar, independentemente do nível de conhecimento sobre o 
domínio do Poker, com um desvio padrão de 76 segundos. As curvas de aprendizagem dos 
testes podem ser observadas na Figura 74. Constata-se que elas são semelhantes para todos os 
tipos de utilizadores, com um declive mais acentuado para os utilizadores básicos. 
Podemos, também, constatar que a média de tempo que os utilizadores demoraram a 
implementar a variante Leduc Hold’em é ligeiramente superior à média de tempo gasto a 
implementar o Kuhn Poker. Este resultado demonstra que, apesar do Leduc Hold’em ser, à 
primeira vista, uma variante mais complexa e que exige maior dispêndio de tempo para ser 
implementada, depois de os utilizadores terem uma primeira experiência com a interface já 
conseguem interagir com ela melhor e mais rapidamente.  
7.3 Resumo 
Neste capítulo, são apresentados os testes feitos ao sistema PGDL com o objetivo de 
avaliar a quantidade de variantes de Poker que o mesmo consegue especificar.  
 Foram, também, realizados testes à interface PGDL Builder, que tiveram como objetivo 
avaliar o tempo que os utilizadores demoravam a especificar duas variantes simples de Poker, 
bem como as principais dificuldades com que se depararam ao utilizar o PGDL Builder. 







































Este capítulo apresenta as conclusões deste projeto, fazendo uma apreciação da satisfação 
dos objetivos do trabalho. São também apresentadas perspetivas para trabalho futuro, por forma 
a melhorar o trabalho desenvolvido até ao momento. 
8.1 Satisfação dos objetivos 
O principal objetivo desta dissertação era o desenvolvimento de um sistema capaz de 
especificar qualquer jogo de Poker e que possibilitasse aos utilizadores jogarem os jogos 
especificados contra agente inteligentes.  
Primeiro, foi feita uma pesquisa sobre as variantes de Poker e as suas diferenças, de forma 
a perceber como desenhar uma linguagem genérica que representasse as regras dessas variantes. 
Depois de a pesquisa ser feita, foi desenvolvida a linguagem PGDL. A linguagem 
desenvolvida tem como base o formato XML, e tem o potencial de representar a maioria das 
regras que definem as inúmeras variantes do Poker. 
Depois de a linguagem estar definida, foi desenvolvido o sistema PGDL que irá permitir ao 
utilizador jogar as variantes que especificou através da linguagem PGDL. Este sistema, 
desenvolvido em Prolog, cria um jogo de poker bem como todos os seus mecanismos a partir de 
um ficheiro PGDL com a especificação das regras.  
A fase seguinte consistiu no desenvolvimento de uma interface que tornasse a 
especificação das regras mais intuitiva para o utilizador. Para tal, foi desenvolvido o PGDL 
Builder, que permite ao utilizador especificar regras de jogos de Poker, criar ficheiros PGDL 
com as regras especificadas, bem como editar ficheiros PGDL já existentes. Nesta fase foi 
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também desenvolvida visualizador 2D simples que permite jogar o jogo especificado no PGDL 
Builder. 
Por último, foram realizados testes à interface PGDL Builder, de forma a verificar se esta 
era intuitiva e fácil de utilizar. Nestes testes foi pedido aos utilizadores que especificassem duas 
variantes simples de Poker, com o objetivo de verificar quanto tempo demoravam a especificá-
las e quais as principais dificuldades enfrentadas. Nestes testes foram, também, registadas as 
principais dificuldades que os utilizadores enfrentaram ao utilizar o sistema, de forma a perceber 
onde ele poderia ser melhorado. Também foram realizados testes com o objetivo de constatar 
quais as variantes que o sistema PGDL conseguia especificar. Verificou-se que o sistema é 
capaz de especificar a grande maioria das variantes existentes. 
8.2 Trabalho futuro 
Apesar de o sistema PGDL estar bastante completo, ainda existe espaço para o melhorar, 
como por exemplo: 
 Abranger mais regras, de forma a conseguir especificar todo o tipo de variantes 
existentes, apesar do ritmo a que o Poker evolui fazer com que surjam novas regras 
e variantes frequentemente; 
 Melhorar o visualizador 2D com o objetivo de torná-lo mais completo, robusto e 
capaz de jogar todas as variantes existentes; Poderá, também, desenvolver-se um 
visualizador 3D; 
 Desenvolver agentes inteligentes capazes de jogar os jogos especificados de forma 
mais eficaz, obtendo melhores resultados. Através da pesquisa feita conclui-se que 
o algoritmo Counterfactual Regret Minimization é o mais indicado para criar um 
agente que jogue de forma genérica jogos de Poker com bons resultados.  
 Desenvolver uma API que permita facilitar a criação e integração de agentes 
externos. A plataforma existente já o permite fazer através da comunicação por 
sockets TCP. 
 
Termino a minha dissertação com a convicção de que se trata de um trabalho que, por 
natureza, será sempre incompleto por não esgotar todo o universo de possibilidades, hipóteses e 
soluções que certamente existirão. No entanto, termino não apenas com a sensação mas com a 
convicção de que o tempo que lhe dediquei em investigação, desenvolvimento da aplicação, 
recolha e análise de todos os dados e dos resultados a que cheguei me habilitam a poder fazer a 
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Glossário de termos de Poker 
All-in – Significa apostar todo o dinheiro numa aposta apenas. 
Bet – Ação de fazer a primeira aposta de uma ronda de apostas. 
Big Blind - Uma aposta forçada feita antes da distribuição das cartas. 
Call – Aposta de um jogador de forma a igualar o nível de apostas atual. Se o nível atual 
for zero, o termo preferido é check. 
Cartas públicas – Cartas que todos os jogadores em jogo podem ver e com as quais 
podem completar a sua mão final. 
Cartas expostas – Cartas que todos o jogadores em jogo podem ver mas que pertencem a 
apenas um jogador. 
Cartas fechadas – Cartas pertencentes a um jogador e que só ele consegue ver. 
Cartas selvagens – Cartas que podem tomar qualquer valor mediante as necessidades do 
jogador. Este tipo de cartas é usado em algumas variantes do Poker. 
Check – Ação de não apostar durante uma ronda de apostas. Só pode ser feito Check se 
nenhum jogador tiver apostado algo antes. 
Dealer – Pessoa responsável por dar cartas durante o jogo e por controlar as apostas e as 
ações dos jogadores. 
Flop – As primeiras três cartas públicas na variante Hold’em, seguidas da segunda ronda 
de apostas. 
Fold - Ação de descartar uma mão em vez de igualar as apostas dos adversários, perdendo 
assim a possibilidade de ganhar o pot. 
Jogos High – Jogos de Poker onde ganha o jogador que tiver a mão mais alta. 
Jogos High-Low split – Jogos de Poker onde o jogador que tiver a mão mais alta e o 
jogador que tiver a mão mais baixa dividem o pot. 
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Jogos Low – Jogos de Poker onde o jogador com a mão mais baixa ganha. 
Jokers – Carta selvagem que é mais utilizada nas variantes de Poker. 
Kicker – Carta que decide o vencedor de um jogo quando existem duas mãos com o 
mesmo valor. 
Limit – Jogos onde a estrutura de apostas é limitada.  
No-Limit – Jogos onde a estrutura de apostas não é limitada. 
Pot – A soma das apostas que os jogadores fazem durante um jogo. 
Pot-Limit – Jogos em que nenhum jogador pode aumentar mais do que o tamanho total do 
pot. 
Pre-flop – A primeira ronda de apostas na variante Texas Hold’em antes do flop, que 
começa com a aposta das blinds e com a distribuição das cartas fechadas.  
Raise – Ação de aumentar o nível de apostas atual. Se o nível for zero, o termo preferido é 
bet. 
River – Última ronda de apostas da variante Texas Hold’em, antecedida pela apresentação 
da quinta carta pública. 
Showdown – A exposição das cartas no fim de um jogo para determinação do vencedor. 
Small Blind - Uma aposta forçada feita antes da distribuição das cartas. 
Turn – A quarta carta pública mostrada na variante Texas Hold’em, seguida pela terceira 







O Poker Rule Builder é uma ferramenta desenvolvida no LIACC que permite a rápida 
definição e implementação de jogos de Poker. Este questionário destina-se a avaliar a 
experiência de utilização da ferramenta, tendo em conta o tipo de utilizador e a afinidade deste 
com variantes conhecidas de Poker como o No Limit Texas Hold’em. O questionário possui 
perguntas de resposta aberta ou de escolha múltipla. No caso das perguntas de escolha múltipla, 






2. Capacidade de utilizar computadores e software em geral 
 
 Avançado   Intermédio   Básico 
 
3. Familiaridade com Poker 
 
 Jogo regularmente   Já joguei / jogo pontualmente  
 Já ouvi falar mas nunca joguei  Nunca ouvi falar 
 
4. Conhece ou já ouviu falar da variante Texas Hold’em Poker? 
 




4.1 Em caso afirmativo, indique o grau de conhecimento das regras. 
 
 Avançado   Intermédio   Básico 
 
4.2 Conhece outras variantes de Poker? 
 
 Sim  Não 
 




5. Conhece a variante Kuhn Poker?  
 
 Sim  Não 
 
6. Conhece a variante Leduc Hold’em Poker?  
 
 Sim  Não 
 
Experiência 1 – Desenvolver variante Kuhn Poker 
 
O Kuhn é provavelmente a variante de Poker existente com as regras mais simples. Esta 
variante é jogada somente por 2 jogadores e o baralho contém apenas 3 cartas: Valete, Dama e 
Rei (de um mesmo naipe). Cada jogador recebe uma carta privada. Antes de receberem as 
cartas, todos os jogadores pagam 1 de valor de entrada (ante). No Kuhn vence a mão mais alta, 
logo é um jogo do tipo High. Existe somente uma ronda de apostas: cada jogador recebe uma 
carta privada, o primeiro jogador a apostar é o jogador a seguir ao dealer, a ordem de apostas é 
no sentido dos ponteiros do relógio, o tipo da estrutura de apostas é Limit, o valor de todas as 
apostas é 1 e não é permitido fazer raise. 
 
Tempo de implementação (em minutos) 
 
____________________ 
Precisou de ajuda?  
 








Experiência 2 – Desenvolver variante Leduc Hold’em Poker 
 
O Leduc Hold'em é uma variante simplificada do Texas Hold'em. O Leduc é jogado por 2 
jogadores e o baralho contém apenas 6 cartas: 2 Valetes, 2 damas e 2 Reis (de 2 naipes 
diferentes). Cada jogador recebe uma carta privada e na ronda Flop é revelada uma carta 
pública. Antes de receberem as cartas, todos os jogadores pagam uma ante de valor 1. No Leduc 
vence a mão mais alta, logo é um jogo High. Existem apenas duas rondas de apostas: 
 Pre-Flop: cada jogador recebe uma carta privada, o primeiro jogador a apostar é o joga-
dor a seguir ao dealer. A ordem de apostas é no sentido dos ponteiros do relógio, o tipo 
de estrutura de apostas é Limit, o valor de todas as apostas é 1 e só pode ocorrer 1 raise 
por jogador. 
 Flop: os jogadores não recebem cartas mas é revelada uma carta pública. O primeiro jo-
gador a apostar é o jogador a seguir ao dealer, a ordem de apostas é no sentido dos pon-
teiros do relógio, o tipo da estrutura de apostas é Limit, o valor de todas as apostas é 1 e 
o número máximo de raises é 1 por cada jogador. 
 
Tempo de implementação (em minutos) 
 
____________________ 
Precisou de ajuda?  
 
























Tabela 13. Resultados do questionário feito aos utilizadores 
ID P1 P2 P3 P4 P4.1 P4.2 P4.2.1 P5 P6 
Q1 26 Avançado Já joguei Sim Intermédio Não - Não Não 
Q2 38 Avançado 
Já ouvi falar 
mas nunca 
joguei 




Q3 23 Avançado Já joguei Sim Avançado Sim Omaha Não Não 
Q4 24 Avançado Já joguei Sim Intermédio Não - Não Não 
Q5 38 Avançado 
Já ouvi falar 
 mas nunca 
joguei 
Sim Básico Não - Não Não 
Q6 26 Avançado 
Já ouvi falar  
mas nunca 
joguei 
Sim Básico Não - Não Não 





Q8 25 Básico 
Já ouvi falar  
mas nunca 
joguei 
Sim Básico Não - Não Não 
Q9 24 Básico 
Já ouvi falar 
 mas nunca 
joguei 
Não - Não - Não Não 
Q10 23 Intermédio 
Jogo regular-
mente 





Q11 22 Intermédio Já joguei Sim Avançado Sim 
Pot Limit,  
Omaha 
Não Não 
Q12 23 Intermédio Já joguei Sim Avançado Não - Não Não 
Q13 22 Intermédio 
Jogo regular-
mente 




Q14 22 Básico Já joguei Sim Básico Sim No Limit Não Não 
Q15 26 Básico 





Não - Não Não 
Média 25,8 









Exemplos de ficheiros PGDL  
 































Figura 82. Ficheiro PGDL: Anaconda 
