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Táto práca sa zaoberá možnosami implementácie operaného systému postaveného na 
jadre Linux. Strune zobrazuje programový model architektúry ARM. Inicializáciu 
najdôležitejších periférií obvodu DM644x a spôsob bootovania z NAND a NOR pamätí 
a UART rozhrania. V závere ukazuje postup potrebný pre skompilovanie univerzálneho 
zavádzaa u-boot a jadra systému. 
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The main subject of this thesis is implementation of operating system based on Linux 
kernel. The thesis demonstrates ARM architecture and the programming model of this 
architecture very briefly. Then it explains initialization process of most significant 
peripherals including serial interfaces and memory controllers and describes booting 
process form NAND, NOR memory and UART interface. At the end it shows 
compiling procedures necessary for building u-boot and kernel.   
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1. HARDWÉR 
1.1 PROCESORY RADY TMS320DM644X (DMSOC) 
Predstavujú komplexné integrované obvody zamerané na spracovávanie 
digitálnych signálov. Skladajú sa z dvoch CPU jadier: 
• ARM RISC CPU (univerzálny procesor urený pre beh systému) 
• DSP (špecializovaný procesor pre efektívne spracovanie obrázkov, videa a audio 
signálov) 
Obrázok 1.1 Blokový diagram DMSoC TMS320DM6446 [2] 
DMSoC pozostáva z nasledujúcich podsystémov: 
• ARM podsystém (Obsahuje RISC jadro ARM926 a odpovedajúcu pamä) 
• DSP podsystém (Obsahuje DSP jadro C64x+, video koprocesor a odpovedajúcu 
pamä) 
• Video podsystém (Obsahuje vstupné/výstupné video rozhrania) 
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• I/O rozhrania 
•  DMA podsystém a DDR2 EMIF rozhranie 
1.2 ÚLOHA PODSYSTÉMU ARM 
Základ podsystému ARM tvorí CPU z jadrom ARM926EJ-S, ktorý riadi 
innos ostatných podsystémov. Jadro ARM926EJ-S je 32 bitový RISC-ový 
procesor schopný vykonáva 32 alebo 16 bitové inštrukcie a spracova 32, 16 alebo 
8 bitové dáta. Obecne môžeme poveda, že ARM je zodpovedný za konfiguráciu a 
kontrolu celého obvodu TMS320DM644x vrátane DSP. Stará sa o inicializáciu, 
konfiguráciu, konektivitu, vykonávanie užívateských príkazov, užívateské 
rozhranie a DSP podsystém. 
Výhodou CPU ARM je špecializácia na vykonávanie týchto inností (má 
väší pamäový priestor a schopnos lepšie prepína kontext). Preto sa hodí viac ako 
DSP na komplexné, multi-tasking úlohy. 
1.2.1 Komponenty podsystému ARM 
• Jadro ARM926EJ-S typu RISC, ktoré obsahuje: 
• Koprocesor 15 (CP15) 
• Jednotku správy pamäte MMU 
• 16KB Inštruknej a 8 KB dátovej vyrovnávacej pamäte 
• Interné pamäte ARM 
• 16KB Internej RAM (32 bitový prístup) 
• 8KB Internej ROM (Obsahuje zavádzaní program) 
• Zabudovaná podpora ladenia (ETM/ETB) 
• Systém ovládania periférií 
• Kontrolór ovládajúci prerušenia 
• PLL kontrolór 
• Kontrolór zabezpeujúci napájacie a uspávacie funkcie 
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ARM taktiež nastavuje/kontroluje nasledovné periférie 
• DDR2 kontrolór 
• Asynchrónny EMIF (AEMIF) kontrolór 
• DMA systém 
• Sériové rozhrania 
• asovae 
• Impulznú šírkovú moduláciu (PWM) 
• I2C 
• Kontrolór MMC/SD kariet 
• Audio port 
• ATA kontrolór 
• Ethernet kontrolór 
• Video rozhranie (vstup) 
• CCD kontrolór 
• Jednotka meniaca rozmer 
• Náhadová jednotka 
• H3A jednotka (zabezpeuje automatické ostrenie, vyváženie bielej farby a 
expozíciu) 
• Historogram 
• Video rozhranie (výstup) 
• OSD 
• Jednotka video enkodéru 
Architektúra DM644x používa dve primárne zbernice zabezpeujúce výmenu dát v 
systéme. 
• DMA zbernica (taktiež nazývaná ako dátová zbernica) – slúži na prenos dát medzi 
podsystémami a modulmi. 
• CFG zbernica (alebo konfiguraná zbernica) – slúži na zápis do registrov periférií 
rôznych modulov. 
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Obrázok 1.2 Blokový diagram podsystémov DMSoC TMS320DM6446 [2] 
Jadro použitého procesoru patrí do rodiny ARM9 pre obecné použitie. Spadá 
pod architektúru 5TEJ. Vyznauje sa nízkou spotrebou, podporou pre multi-tasking 
(viac úlohové) aplikácie a výkonnou správou pamäte. Podporuje jak 32 bitovú 
inštruknú sadu (ARM), tak aj 16 bitovú inštruknú sadu (THUMB). Obsahuje 
hardvérovú podporu pre Java aplikácie a tiež jednotku pre spracovanie signálov. 
Principiálne sa jedná o Harvardskú architektúru (oddelená dátová a inštrukná 
pamä). Obsahuje 16 kB RAM a 8 kB ROM pamäte. O riadenie komunikácie na 
zbernici sa stará arbiter zbernice, takže rozlišujeme inštruknú I-TCM a dátovú D-
TCM zbernicu. Arbiter má na starosti aj DMA zbernicu. 
1.2.2 Pracovné módy ARM 
• Užívateský režim (USR) – neprivilegovaný režim, využívaný prevažne 
aplikáciami 
• Režim rýchlych prerušení (FIQ) – umožuje rýchle spracovanie prerušení 
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• Režim prerušení (IRQ) – normálne spracovanie prerušení 
• Riadiaci režim (SVC) – chránený režim využívaný operanými systémami 
• Režim výnimiek (ABT) – režim spustený pri chybe neplatných dát, ... 
• Systémový režim (SYS) – privilegovaný režim využívaný operanými systémami 
• Nedefinovaný režim (UND) – režim spustený pri vykonaní nedefinovaných 
inštrukcií 
Prechod do privilegovaného režimu (SYS, SVC) je možný len z iného 
privilegovaného módu. Pre vstup z užívateského módu do riadiaceho režimu (SVC), 
je nutné vyvola softvérové prerušenie (SWI). To spôsobí prechod procesoru do 
režimu prerušení (IRQ prípadne FIQ). Každý z režimov má nastavený vlastný 
zásobník. Ukazate na vrchol zásobníka (SP) sa automaticky mení na SP toho módu, 
v ktorom sa procesor práve nachádza. 
1.2.3 Základné registre jadra ARM (Programový model) 
Obrázok 1.3 Základné pracovné registre jadra ARM [7] 
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Predchádzajúci obrázok zobrazuje aktívne registre (programový model) jadra 
ARM v siedmych operaných (pracovných) módoch. Procesorové jadrá architektúry 
ARM využívajú pri prístupe k registrom load-and-store architektúru. Teda pri 
vykonávaní inštrukcií spracujúcich dáta, sa musia najprv tieto dáta presunú
z pamäového priestoru (load) do interných (pracovných) registrov. Následne sa 
vykoná inštrukcia spracovávajúca tieto dáta a nakoniec sa presunú spä do pamäte 
(store). Pracovné registre predstavujú skupinu 16 užívateských registrov R0 až R15. 
Fyzicky je registrov implementovaných viac. Pri prepínaní pracovných módov však 
dochádza k ich automatickému premapovaniu, takže programovo máme k dispozícií 
stále rovnaký poet registrov. Toto premapovanie prebieha interne a programovo ho 
nemôžeme ovplyvni. Na obrázku sú registre, u ktorých dochádza k premapovaniu, 
zobrazené sivou farbou. Každý z registrov je 32 bitový. Registre v rozsahu R0 až 
R12 nemajú priradenú žiadnu funkciu a sú k dispozícií  vo všetkých módoch okrem 
módu FIQ. Registre R8 až R12 sú v tomto móde nahradené = premapované, registre 
R0 až R7 sú pôvodné. Umožuje to rýchle spracovanie prerušenia, pretože as
(pracovných) registrov je okamžite k dispozícii. Prípadne sa nemusia uloži všetky 
pracovné registre do zásobníkovej pamäti ale len prvých 8. Zvyšné registre majú 
špeciálne funkcie. Register R13 býva použitý ako ukazate na zásobníkovú pamä
(SP), register R14 ako návratový register (LR) a register R15 ako programový íta
(PC). Programový íta PC je spoloný pre všetky pracovné módy. Každý pracovný 
mód má svoj vlastný ukazate zásobníku (SP) a návratový register (LR). Nachádza 
sa tu aj špeciálny register CPSR (SPSR), ktorý si rozoberieme podrobnejšie.  
1.2.4  Stavový register procesoru (CPSR, SPSR) 
Jedná sa o 32 bitový register. Má na starosti povoovanie a zakazovanie 
prerušení a nastavovanie režimu procesoru. K stavovému registru sa pristupuje 
špeciálnymi inštrukciami assembleru (MSR). Register CPSR je spoloný pre všetky 
režimy jadra ARM (je len jeden a nedochádza k jeho premapovaniu). Každý z 
pracovných módov, okrem USR módu, má k dispozícií dodatoný register SPSR. 
Pokia aplikácia beží v USR móde a príde prerušenie, ktoré spôsobí zmenu módu,  
tak sa obsah registru CPSR uloží do registra SPSR. Následne sa vykoná kód 
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prerušenia a pri návrate z prerušenia sa obsah registra CPSR obnoví z registra SPSR. 
Toto umožní kódu aplikácie pokraova v rozpracovaných inštrukciách.  
Register PSR (CPSR, SPSR) môžeme rozdeli na: 
PSR[7:0] – riadiace bity 
PSR[27:8] – rezervné bity  
PSR[31:28] – stavové bity 
Podrobné lenenie (Riadiace bity): 
Bit 7 – I bit : Zakazuje IRQ (I = 1) alebo povouje IRQ (I = 0) 
Bit 6 – F bit : Zakazuje FIQ (F = 1) alebo povouje FIQ (F = 0) 
Bit 5 – T bit : Prepína procesor do thumb (T = 1) alebo ARM inštrukného módu (T 
= 0) 
Bity 4:0 – Mód : Nastavuje pracovný režim procesoru
10000 : Užívateský režim (USR)  
10001 : Režim rýchlych prerušení (FIQ) 
10010 : Režim prerušení (IRQ) 
10011 : Riadiaci režim (SVC) 
10111 : Režim výnimiek (ABT)  
11011 : Nedefinovaný režim (UND) 
11111 : Systémový režim (SYS)  
Podrobné lenenie (Stavové bity – reprezentujú výsledok poslednej aritmeticko-
logickej operácie): 
Bit 31 – N bit : Záporná hodnota, menšie (logické operácie) 
Bit 30 – Z bit : Nula 
Bit 29 – C bit : Prenos, pôžika 
Bit 28 – V bit : Preteenie, podteenie 
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1.2.5 Výnimky a vektory prerušení 
Výnimka predstavuje udalos, ke dochádza k doasnému prerušeniu 
normálneho behu programu. Pokia k nej dôjde, CPU zmení pracovný mód a do 
registru PC sa uloží príslušný vektor prerušenia.  
Výnimky vyvolávajú nasledujúce udalosti: 
• Reset procesoru 
• FIQ prerušenie – rýchle prerušenie 
• IRQ prerušenie – normálne prerušenie 
• Neplatná výnimka – vzniká ako reakcia na udalos, pri ktorej nie je možné 
uskutoni prístup do pamäte na danú adresu 
• SWI (softvérové) prerušenie – slúži na prechod do SVC režimu 
• Nedefinovaná výnimka – vzniká ako reakcia na udalos, pri ktorej procesor 
vykonáva neznámu inštrukciu 
Každá z výnimiek má definovanú prioritu, ktorá zodpovedá poradiu v akom 
boli vymenované (SWI a „nedefinovaná výnimka“ majú rovnakú prioritu). Tabuka 
prerušení zaína na adrese 0x0. Vektory prerušení ležia na nasledovných adresách (v 
tomto adresnom priestore je mapovaná prvá banka internej RAM pamäte 8 KB): 
Adresa 
vektoru 
Výnimka Režim
Povolenie 
IRQ 
Povolenie 
FIQ 
0x0000 Reset SVC Zakázané Zakázané 
0x0004 Nedefinovaná inštrukcia UND Zakázané Bez zmeny 
0x0008 Softvérové prerušenie SVC Zakázané Bez zmeny
0x000C Vykonanie kódu na neplatnej adrese ABT Zakázané Bez zmeny 
0x0010 Neplatný dátový prístup ABT Zakázané Bez zmeny 
0x0014 Rezervované - - Bez zmeny 
0x0018 IRQ IRQ Zakázané Bez zmeny 
0x001C FIQ FIQ Zakázané Zakázané 
Tabuka 1.1 Vektory prerušení [2] 
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Pokia dôjde k prerušeniu, napríklad IRQ prerušenie, vykonajú sa nasledovné 
akcie. Adresa nasledujúcej inštrukcie (PC + 4) sa uloží do príslušného návratového 
registra (LR = R14_irq). Obsah stavového registra CPSR sa skopíruje do príslušného 
SPSR (SPSR_irq). Register PC sa naplní adresou príslušného vektoru prerušenia (v 
našom prípade 0x0018). Súbežne sa zmení pracovný mód na IRQ mód, o spôsobí 
premapovanie registrov R13, R14 na ich ekvivalenty v móde IRQ (R13_irq, 
R14_irq). 
1.2.6 Porovnanie inštrukného súboru 
Zavedenie 16 bitovej inštruknej sady (THUMB) umožnilo použitie 
redukovanej inštruknej sady. THUMB predstavuje urité rozšírenie 32 bitovej 
architektúry ARM. To vedie teoreticky k zdvojnásobeniu hustoty kódu v porovnaní z 
32 bitovou inštruknou sadou (ARM). Obecne 16 bitová inštrukná sada zachováva 
väšinu z výhod 32 bitovej architektúry, pretože operuje s tými istými 32 bitovými 
registrami ako inštrukná sada ARM. Každá inštrukcia zo súboru THUMB má svoj 
ekvivalent v sade ARM (pri vykonávaní inštrukcií prichádza k ich dekompresii). 
Výhoda 32 bitovej architektúry spoíva v schopnosti spracova 32 bitové celoíselné 
premenné (16 bitová inštrukná sada musí v obecnom prípade použi najmenej dve 
inštrukcie). Na druhú stranu nie všetky inštrukcie vyžadujú spracovanie 32 bitových 
dát (skokové inštrukcie, …). Vo výsledku máme dve možnosti. Bu použi
inštruknú sadu THUMB, ím zvýšime kódovú hustotu a zárove šetríme pamäový 
priestor, alebo použijeme inštruknú sadu ARM a dosiahnu tým vyššieho výkonu. 
Prakticky všetky ARM procesory, ktoré majú implementovanú THUMB inštruknú 
sadu, nám umožujú plynulo sa medzi týmito sadami prepína (za behu programu).  
1.2.7 Koprocesor 15 (CP15) 
Používa sa na nastavenie a riadenie inštrukných a dátových vyrovnávacích 
pamätí, TCM pamätí, jednotky správy pamäte MMU a ostatných systémových 
funkcií. Prístup k jeho registrom je možný len pomocou špeciálnych inštrukcií 
(MRC, MCR) v privilegovanom móde.  
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1.2.8 Jednotka správy pamäte (MMU) 
Poskytuje prostriedky na virtualizáciu pamäte pre potreby operaných 
systémov. 
1.2.9 Pevne prepojená pamä (TCM) 
Jadro typu ARM926EJ je vybavené špeciálnou pevne prepojenou pamäou, 
ktorá umožuje oddelený inštrukný a dátový prenos. Úmyslom tohto zapojenia je 
zabezpeenie spracovania inštrukcií (dát) v reálnom ase, prípadné iné spracovanie 
kritického kódu. 
1.3 SIGNÁLOVÝ PROCESOR C64X+ (DSP) 
Digitálny signálový procesor (DSP) je mikroprocesor, ktorého návrh je 
optimalizovaný pre algoritmy používané pri spracovaní digitálne reprezentovaných 
signálov. Predstavuje druhú generáciu signálových procesorov Texas Instrument, 
urených na prácu s pevnou rádovou iarkou. Inštrukne je kompatibilný s radou 
C6000 DSP. Je schopný vykona až 4752 miliónov inštrukcií za sekundu, pokia
pracuje na frekvencii 594 MHz. Disponuje 64 registrami na všeobecné použitie (32 
bitové) a 8 špeciálnymi funknými jednotkami (2 násobiky + 6 aritmeticko-
logických jednotiek). alej obsahuje dvojúrovovú architektúru vyrovnávacích 
pamätí. 
1.4 VIDEO PODSYSTÉM (VPSS) 
Môžeme ho rozdeli na video vstupnú (VPFE) a výstupnú (VPBE) as. 
Vstupná as zahruje  CCD kontrolór, náhadovú jednotku, modul historogramu, 
modul automatického vyvažovania a ostrenia. Na CCD kontrolór je možné zapoji
CCD snímae, video dekodéry alebo CMOS senzory. Náhadová jednotka sa stará 
o spracovanie obrazových dát získaných zo snímaa s reálnom ase a ich konverziu. 
Výstupná as pozostáva z OSD a video enkodéru. OSD je schopné obsluhova 2 
video okná. Video enkodér obsahuje  4 prevodníky digitálneho signálu na analógový. 
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1.5 PAMÄ	OVÝ PRIESTOR PROCESORU TMS320DM644X 
Poiatoná 
adresa 
Koncová 
adresa 
Vekos
(bajty) 
        ARM        C64x+ 
0x0000 0000 0x0000 1FFF 8K ARM RAM0 
0x0000 2000 0x0000 3FFF 8K ARM RAM1 
0x0000 4000 0x0000 5FFF 8K ARM ROM 
0x0000 6000 0x0000 7FFF 8K Rezervované 
0x0000 8000 0x0000 9FFF 8K ARM RAM0 
0x0000 A000 0x0000 BFFF 8K ARM RAM1 
0x0000 C000 0x0000 DFFF 8K ARM ROM 
0x0000 E000 0x0000 FFFF 8K 
0x0001 0000 0x000F FFFF 960K 
Rezervované 
0x0010 0000 0x001F FFFF 1M VICP 
0x0020 0000 0x007F FFFF 6M Rezervované 
0x0080 0000 0x0080 FFFF 64K L2 RAM/ Cache 
0x0081 0000 0x00E0 7FFF 6112K Rezervované 
0x00E0 8000 0x00E0 FFFF 32K L1P Cache 
0x00E1 0000 0x00F0 3FFF 976K Rezervované 
0x00F0 4000 0x00F0 FFFF 48K L1D RAM 
0x00F1 0000 0x00F1 7FFF 32K L1D Cache 
0x00F1 8000 0x017F FFFF 9120K Rezervované 
0x0180 0000 0x01BB FFFF 3840K 
Rezervované 
0x01BC 0000 0x01BC 0FFF 4K ARM ETB Pamä
0x01BC 1000 0x01BC 17FF 2K ARM ETB Registre 
0x01BC 1800 0x01BC 18FF 256 ARM IceCrusher 
0x01BC 1900 0x01BF FFFF 255744 Rezervované 
CFG Priestor 
0x01C0 0000 0x01FF FFFF 4M 
CFG zbernica 
periférií 
CFG zbernica 
periférií 
0x0200 0000 0x09FF FFFF 128M EMIFA (kód a dáta) EMIFA (dáta) 
0x0A00 0000 0x0BFF FFFF 32M Rezervované Rezervované
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0x0C00 0000 0x0FFF FFFF 64M VLYNQ 
0x1000 0000 0x1000 7FFF 32K 
0x1000 8000 0x1000 9FFF 8K ARM RAM0 
0x1000 A000 0x1000 BFFF 8K ARM RAM1 
0x1000 C000 0x1000 DFFF 8K ARM ROM 
0x1000 E000 0x1000 FFFF 8K 
0x1001 0000 0x110F FFFF 17344K 
0x1110 0000 0x111F FFFF 1M 
0x1120 0000 0x117F FFFF 6M 
Rezervované 
Rezervované 
0x1180 0000 0x1180 FFFF 64K L2 RAM/ache L2 RAM/ache 
0x1181 0000 0x11E0 7FFF 6112K Rezervované Rezervované 
0x11E0 8000 0x11E0 FFFF 32K L1P Cache L1P Cache 
0x11E1 0000 0x11F0 3FFF 976K Rezervované Rezervované 
0x11F0 4000 0x11F0 FFFF 48K L1D RAM L1D RAM 
0x11F1 0000 0x11F1 7FFF 32K L1D RAM/Cache 
L1D 
RAM/Cache 
0x11F1 8000 0x1FFF FFFF ~241M Rezervované Rezervované 
0x2000 0000 0x2000 7FFF 32K 
DDR2 Riadiace 
Registre 
DDR2 Riadiace 
Registre 
0x2000 8000 0x41FF FFFF ~544M Rezervované Rezervované 
0x4200 0000 0x4FFF FFFF 224M Rezervované EMIFA/VLYNQ
0x5000 0000 0x7FFF FFFF 768M Rezervované Rezervované 
0x8000 0000 0x8FFF FFFF 256M DDR2 DDR2 
0x9000 0000 0xFFFF FFFF 1792M Rezervované Rezervované 
Tabuka 1.2 Pamäový priestor procesoru TMS320DM6446 [1]   
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1.6 INICIALIZÁCIA PERIFÉRIÍ PROCESORU TMS320DM644X 
Každý procesor obsahuje okrem samotného procesorového jadra aj rôzny 
poet interných periférií. V tejto kapitole sa budeme zaobera inicializáciou 
najdôležitejších podsystémov. Pre všetky podsystémy platí, že majú pamäovo 
mapované konfigurané registre. Konfigurané registre vzahujúce sa k uritej 
periférií sú obvykle umiestnené od uritej bázovej adresy a tvoria ucelený blok. 
Neplatí to však vždy. Aj tak sa ale oplatí definova registre ako prvky štruktúry. 
Umožní to jednoduchší a prehadnejší zápis. 
1.6.1 Program CHK_OFFSET 
Pre potreby kontroly správnych adries jednotlivých registrov bol vytvorený 
jednoduchý program. Jedná sa o prototyp a jeho funknos je znane obmedzená. 
Žiadna z verzií nebola nikdy dokonená a ostali len vo forme návrhu. 
1.6.1.1 Verzia 0 utility chk_offset 
Pracuje s príkazovým riadkom. Po spustení sa dvojnásobným stlaením klávesy TAB 
zobrazia implementované periférie. Zvolením (napísaním) požadovanej periférie a 
potvrdením klávesov ENTER sa pri dvojnásobnom stlaení klávesy TAB dostávame 
k jednotlivým registrom periférie. Potvrdením ubovoného registru sa vypíše jeho 
adresa. Je implementovaná jednoduchá forma automatického dop	ania reazcov z 
možných volieb, stlaením klávesy TAB. Program sa ukoní klávesov ESC. 
Obrázok 1.4 chk_offset verzia 0 
ÚSTAV AUTOMATIZACE A MICÍ TECHNIKY 
Fakulta elektrotechniky a komunikaních technologií 
Vysoké uení technické v Brn
18
1.6.1.2 Verzia 1 utility chk_offset 
Je totožná s verziou 0 a pridáva urité rozšírenia. Klávesa „šípka dole“ 
poskytuje prehadný výpis všetkých adries registrov aktuálnej úrovne. Klávesa 
„šípka hore“ plní funkciu klávesy TAB. Klávesa „šípka doava“ umožuje vráti sa o 
úrove vyššie v štruktúre registrov. V našom prípade máme iba dve úrovne. 
Obrázok 1.5 chk_offset verzia 1 
1.6.1.3 Verzia 2 utility chk_offset 
Jedná sa o implementáciu využívajúcu knižnice „curses“. Skladá sa z troch 
okien, medzi ktorými sa je možné prepína klávesou TAB. 
avé okno obsahuje 
názvy konfiguraných štruktúr. Pravé konkrétne adresy jednotlivých registrov. 
Posledné okno malo slúži na vyhadávanie, ale táto funkcionalita nebola 
implementovaná.  
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Obrázok 1.6 chk_offset verzia 2 
1.6.2 Inicializácia periférie UART 
Pretože sériový port je používaný na nahrávanie spustiteného kódu pomocou 
RBL (Rom Boot Loader), je v skutonosti už inicializovaný. Periféria UART 
implementovaná v SOC je založená na priemyselnom štandarde TL16C550 ako 
asynchrónny komunikaný prvok. Tento priemyselný štandard sa vyznauje tým, že 
implementuje FIFO vyrovnávaciu pamä. 
Obecne UART pracuje ako sériovo-paralelný prevodník pre dáta prijaté z 
periférií a ako paralelne-sériový prevodník pre dáta prijaté z CPU. Disponuje 
kontrolnými obvodmi, stavovým registrom a prerušením procesoru. Je vybavený 
programovateným baudovým generátorom. 
V obvod DM644x obsahuje integrované tri asynchrónne sériové rozhrania. 
Pretože puzdro obvodu má limitovaný poet pinov, sú niektoré vstupy alebo výstupy 
periférií multiplexované s inými funkciami. Piny rozhrania UART0 sú 
multiplexované z obecnými vstupno-výstupnými pinmi.
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Obrázok 1.7 Blokový diagram periférie UART [4] 
Bitová rýchlos sériového portu je odvodená od pevnej hodinovej frekvencie 
27 MHz. Konceptuálne generátor hodinového signálu procesoru prijíma externý 
hodinový signál a vytvára vstupný hodinový signál pre UART s nastavitenou 
frekvenciou. UART pozostáva z programovateného baudového generátoru, do 
ktorého vstupuje hodinový signál, ktorý sa nastavuje pomocou deliiek v rozsahu 1 
až (216 – 1). Z generátoru vystupuje hodinový signál BCLK. Každý prijatý alebo 
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vyslaný bit potrebuje 16 hodinových cyklov BCLK. Nastavenie deliiek sa riadi 
poda nasledovného vzahu. 
16⋅
=
rýchlosbaudováPožadovaná
signálinovývstupnýhodUART
Deliel
Fyzicky je delika implementovaná ako dva osem bitové registre (DLH, DLL). 
innos celého systému objasuje nasledujúci blokový diagram. 
Obrázok 1.8 Generátor hodinového signálu periférie UART [4] 
Inicializácia periférie UART pozostáva z nasledujúcich krokov: 
• Voba zvolenej baudovej rýchlosti a jej zápis do odpovedajúcich registrov (DLH, 
DLL). 
• Nastavenie konfiguraného registra FCR a povolenie FIFO vyrovnávacích pamätí. 
• Voba požadovaného komunikaného protokolu (poet stop bitov, parita, ...) 
pomocou registra LCR. 
• Nastavenie riadenia komunikaného toku (RTS, CTS, autoflow, ...) pomocou 
registra MCR. 
• Povolenie vysielania a prijímania signálov pomocou registra PWREMU_MGMT. 
1.6.3 Inicializácia PLL1 
PLL1 zabezpeuje primárny hodinový signál. Pri štarte je implicitne vypnutý 
a musí sa softvérovo zapnú. Obvod vtedy pracuje v takzvanom „bypass móde“ a 
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hodinový signál je privedený priamo zo vstupu CLKIN alebo OSCIN na interné 
deliky. Pokia je PLL zapnutý a stabilizovaný, môžeme ho softvérovo zaradi ako 
generátor hodinového signálu (dokáže generova široké spektrum výstupných 
frekvencií). 
Obrázok 1.9 Blokový diagram podsystému PLL1 [2] 
Inicializácia PLL1 pozostáva z nasledujúcich krokov.  
• Nastavíme požadovaný vstupný hodinový signál zmenou bitu CLKMODE v 
registri PLLCTL. V našom prípade použijeme externý oscilátor (vstup OSCIN), 
takže bit CLKMODE nulujeme. 
• Nastavíme bypass mód. 
• Nulujeme bit PLLENSRC v registri PLLCTL. 
• Nulujeme bit PLLEN v registri PLLCTL (nastavenie bypass módu). 
• Pokáme 4 cykly vstupného signálu (27 MHz), ktoré sú potrebné na ustálenie 
bypass módu. 
• Resetujeme PLL1 nulovaním bitu PLLRST v registri PLLCTL. 
• Zakážeme výstup PLL1 nastavením bitu PLLDIS v registri PLLCTL. 
• Zapneme PLL1 nulovaním bitu PLLPWRDN v registri PLLCTL. 
• Povolíme výstup PLL1 nulovaním bitu PLLDIS v registri PLLCTL (stále sme 
fyzicky v bypass móde). 
• Pokáme na stabilizáciu PLL1 150µs. 
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• Nastavíme register PLLM, ktorého obsah násobí vstupný hodinový signál. V 
našom prípade doho zapíšeme hodnotu 21. 
( ) ( ) MHzMHzPLLMff inout 594121271 =+⋅=+⋅=
• Nastavíme register POSTDIV, ktorého obsah delí výstupný hodinový signál. V 
našom prípade doho zapíšeme hodnotu 0. Povolíme deliku POSTDIV. 
( ) MHz
MHz
POSTDICV
f
f outout 59410
594
12
=
+
=
+
=
• Nastavením prvého bitu v registri PLLCMD vykonáme fázové prispôsobenie. 
Priebeh prispôsobenia môžeme sledova pomocou registra PLLSTAT. 
• Pokáme na ustálenie PLL1 128 cyklov vstupného hodinového signálu. 
• Nastavíme bit PLLRST v registri PLLCTL, ím zrušíme reset PLL1. 
• Pokáme na aretáciu PLL1 2000 cyklov vstupného hodinového signálu. 
• Zrušíme bypass mód nastavením bitu PLLEN v registri PLLCTL. 
Výstupný hodinový signál je následne privedený na sériu pevne nastavených 
deliiek PLLDIV1 až PLLDIV5, ktoré generujú vstupný hodinový signál pre 
podsystém DSP,  podsystém ARM, EMIF rozhranie... 
1.6.4 Inicializácia PLL2 
Generuje vstupné hodinové signály pre DDR rozhranie pomocou série 
deliiek. Pri zapnutí je PLL2 vypnuté a musí sa zapnú softvérovo (je v bypass 
móde). Nastavenie je obdobné ako v prípade PLL1. 
Obrázok 1.10 Blokový diagram podsystému PLL2 [2] 
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1.6.5 Inicializácia periférie TIMER 
Obvod TMS320DM644X v sebe integruje softvérovo programovatený 64 
bitový asova. asovae sú tu integrované 3. Prvé dva môže vyžíva bu jadro 
ARM alebo jadro DSP. Tretí asova slúži ako „watchdog“ pre jadro ARM. Blokové 
schéma asovaa je nasledovné. 
Obrázok 1.11 Blokový diagram periférie TIMER [5] 
Z blokového diagramu vyplýva, že asova môže používa bu interný alebo 
externý zdroj hodinového signálu. V našom prípade využijeme interný hodinový 
signál 27 MHz. Tento hodinový signál uruje rýchlos asovaa, priom hodnota 
asovaa sa inkrementuje v každom cykle hodinového signálu. Pre nás sú dôležité 
hlavne bloky „Timer Counter Register“ a „Timer Period Register“. Prvý blok 
reprezentuje aktuálnu hodnotu ítaa. Druhý hodnotu, po ktorej dosiahnutí sa 
vykonajú akcie nastavené pomocou riadiacich registrov. íta bol nastavený ako 
jednorázový 64 bitový s periódou 5 sekúnd. Po svojom vypršaní nastaví príznak 
prerušenia. Výpoet konštanty, ktorá sa zapíše do „Timer Period Register“, sa riadi 
poda nasledujúceho vzahu. 
],;[Re sHztfgisterPeriodTime delayosc −⋅=
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Pre úplnos uvedieme ešte blokový diagram asovaa v 64 bitovom móde. 
Obrázok 1.12 Blokový diagram ítaa v 64 bitovom móde [5] 
Konfigurácia obecného asovaa do 64 bitového módu pozostáva z nasledujúcich 
krokov. 
• Zastavenie asovaa uvedením ho do reset módu. 
• Povolenie 64 bitového módu. 
• Zablokovanie reset módu. 
• Zvolenie požadovanej periódy. 
• Povolenie asovaa. 
1.6.6 Inicializácia periférie AEMIF 
Skratka AEMIF (Asynchronous External Memory Interface) reprezentuje 
externé asynchrónne pamäové rozhranie. Cieom AEMIF je zabezpeenie 
jednoduchého rozhrania pre pripojenie NAND pamätí a ostatných asynchrónnych 
obvodov typu FLASH, SRAM a HPI.  
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Vlastnosti : 
• 4 CS signály, každý s rozsahom 32MB 
• Šírka dátovej zbernice 8 alebo 16 bitov 
• Programovatené asovanie riadiacich signálov zbernice 
• Generovanie ECC pre NAND FLASH pamäte 
Obrázok 1.13 Blokový diagram rozhrania EMIF [6] 
Blokový diagram zobrazuje I/O signály rozhrania EMIF a jeho pripojenie na 
spínanú centrálnu zbernicu (SRC). Interný hodinový signál je odvodený z výstupu 
deliky PLLDIV5 periférie PLL1. PLL1 generuje hodinový signál o frekvencii 
takmer 600 MHz a výstupná delika ho zníži 6 krát (v našom prípade pracuje na 
100MHz). Frekvencia tohto rozhrania priamo závisí na nastavení PLL1 a frekvencií 
vstupného oscilátoru. K rozhraniu môžu pristupova až 4 zdroje (ARM+DSP, 
EDMA3, VICP, Master Peripherals). Pretože EMIF je schopné spracova len jeden 
požiadavok v daný okamžik, tak sa programovo nastavujú priority prístupu. EMIF je 
schopné komunikova so širokou paletou asynchrónnych zariadení vrátane FLASH 
pamätí. Používajú sa 3 hlavné pracovné módy: 
• Normálny mód 
• Select Strobe (SS) mód 
• NAND mód 
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Rozdiel medzi „normálnym“ a „select strobe“ módom je v obsluhe výstupu 
EM_CS (v normálnom móde je EM_CS v aktívnej úrovni poas celého prístupového 
cyklu). NAND mód okrem predchádzajúcich vlastností hardvérovo poíta chybový 
opravný kód ECC. 
1.6.6.1 Nastavenie zbernice AEMIF v normálnom móde 
Zbernica EMIF dovouje široké možnosti nastavenia. Rozlišuje sa tu 
zapisovací a ítací mód. Pre každý mód je možné nastavi nasledovné položky: 
• Setup : Predstavuje as medzi zaiatkom prístupového cyklu (vystavenie platnej 
adresy) a aktiváciou signálu EM_OE (output enable) alebo EM_WE (write 
enable).  
• Strobe : Predstavuje as medzi aktiváciou a deaktiváciou EM_OE alebo EM_WE. 
• Hold : Predstavuje as zrušením EM_OE alebo EM_WE a koncom prístupového 
cyklu, ktorý je obvykle indikovaný zmenou adresy alebo zrušením EM_CS (chip 
select) signálu. 
Obrázok 1.14 asovanie signálov pri asynchrónnom prístupe (ítanie) [6] 
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Obrázok 1.15 asovanie signálov pri asynchrónnom prístupe (zápis) [6] 
1.6.6.2 Pripojenie NAND pamäte k rozhraniu AEMIF 
NAND mód predstavuje tretí operaný mód AEMIF rozhrania. V princípe sa 
jedná o „normálny mód“ doplnení o generovanie kontrolných sútov pre každých 
512 prenesených bajtov. Rozhranie AEMIF negeneruje celý prístupový cyklus, ktorý 
pozostáva z príkazových, adresných a dátových fáz, potrebných k prístupu k NAND 
pamäti. Všetky operácie z NAND pamäou teda musia by rozdelené do 
samostatných asynchrónnych prístupových cyklov. 
Obrázok 1.16 Prepojenie EMIF rozhrania a NAND flash pamäte [6] 
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2. SOFTWÉR 
2.1 VÝVOJOVÉ PROSTREDIE 
Predstavuje súbor binárnych spustitených súborov, ktoré sa využívajú pre 
zostavovanie programov. Špeciálne sa zameriame na krížové kompilátory. Krížová 
kompilácia je kompilácia, pri ktorej kompilátor generuje kód spustitený na inej 
platforme. Sú to programy, ktoré bežia na uritej poítaovej architektúre, ale 
zostavujú programy pre inú architektúru. Tento spôsob práce má svoje opodstatnenie 
v tom, že cieová architektúra má asto obmedzené funkcie a prostriedky. Napríklad 
nie je dostatone výkonná, nemá operaný systém, prípadne neumožuje beh 
kompilátoru a vývojového prostredia. Generujúca architektúra býva výkonnejšia, 
stabilnejšia a práca na nej je pohodlnejšia, ako na samotnom cieovom systéme. 
Vývojových prostredí pre ARM procesory existuje niekoko desiatok. Z 
vekej asti sú odvodené od kompilátora „gcc“. Krížové kompilátory obvykle 
podporujú širokú škálu rôznych operaných systémov. Pre zostavenie krížového 
kompilátoru staí postupova poda konkrétneho tvorcom sprístupneného manuálu 
pre danú distribúciu (operaný systém). Pretože 32 bitové systémy sú v segmente 
osobných poítaov na ústupe, predvedieme si aj postup inštalácie krížového 
kompilátoru na 64 bitovom systéme. V alšom postupe predpokladajme, že 
používame distribúciu Ubuntu 8.04 (64 bit, rok vzniku 2008), prípadne staršiu verziu 
Ubuntu 6.06 (32 bit, rok vzniku 2006). 
2.1.1 Embedded Linux Development Kit (ELDK) 
Obsahuje GNU vývojové nástroje ako sú kompilátory, binutils, gdb a iné. 
Súasne prináša zostavené nástroje a knižnice zabezpeujúce základnú funkcionalitu 
cieového systému. Je to oficiálny vývojový nástroj vytvorený spolonosou 
stojacou za projektom univerzálneho zavádzaa operaného systému U-boot. Jedná 
sa o vývojové prostredie, ktoré podporuje niekoko cieových architektúr (PowerPC, 
MIPS, ARM). K dispozícií bývajú dve verzie. Jedna je založená na knižnici Glibc, 
druhá používa zjednodušenú knižnicu uClibc. 
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Stabilné verzie inštalátorov vývojového prostredia ELDK sú distribuované vo 
forme ISO obrazov. Môžu by bu vypálené na CD média alebo pripojené priamo 
do súborového systému, pokia má jadro Linux k dispozícií modul jadra „loopback“
(bu externe alebo ako súas jadra). ELDK pozostáva z inštalaného sprievodcu a 
RPM balíkov. Balíky sa interne delia na : 
• Embedded Linux Development Tools (ELDT) - Vývojové nástroje (pre HOST 
systém) 
• Target components - Predpripravené spustitené programy a knižnice (spustitené 
na TARGET systéme). Slúžia ako minimálny základ operaného systému pri 
zavedení z NFS (sieový súborový systém). 
2.1.1.1 Získanie ELDK inštalátoru 
Existuje niekoko možností. Najjednoduchšie riešenie je stiahnutie ISO 
obrazu z FTP serveru. K tomuto úelu je dobré použi napríklad program „wget“. 
Pokia ho systém neobsahuje, tak sa dá nainštalova príkazom: 
bash$ sudo apt-get install wget 
ISO obraz stiahneme príkazom: 
bash$ wget ftp://ftp.sunet.se/pub/Linux/distributions/eldk/4.1/arm-linux-x86-uclibc/iso/arm-
2007-01-22-uclibc.iso 
alšou z možností je stiahnutie adresárovej štruktúry ELDK a následné 
vytvorenie ISO obrazu. K tomuto úelu musíme naviaza ftp spojenie napríklad 
pomocou programu „ncftp“. 
bash$ ncftp ftp.sunet.se 
ncftp / > cd /pub/Linux/distributions/eldk/4.1 
ncftp /pub/Linux/distributions/eldk/4.1 > bin 
ncftp /pub/Linux/distributions/eldk/4.1 > get -R arm-linux-x86-uclibc/distribution 
ncftp /pub/Linux/distributions/eldk/4.1 > bye 
Pokia operaný systém neobsahuje program „ncftp“ môžeme ho získa z 
adresy „http://www.ncftp.com/download/“ . Pretože pri prekopírovaní adresárovej 
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štruktúry dochádza k strate atribútov dovoujúcich spustenie binárnych súborov, je 
nutné tieto atribúty obnovi. K tomuto úelu môžeme použi shellový skript 
make_exec.sh (PRILOHA), ktorý pre potrebné súbory nastaví príznak spustenia. 
Následne predpripraveným shellovým skriptom make_iso.sh (PRILOHA) vytvoríme 
ISO obraz. O samotné vytvorenie obrazu sa stará program mkisofs a shellové skripty 
nás len zbavujú nutnosti neustále si pamäta potrebné prepínae jednotlivých 
programov. Týmto postupom získame ISO obraz „eldk-arm-linux-x86.iso“, ktorý sa 
bude nachádza v aktuálnom pracovnom adresári. 
2.1.1.2 Zostavenie a nainštalovanie ELDK zo zdrojových súborov 
Zdrojový kód môžeme získa bu z ISO obrazu, alebo stiahnu aktuálnu 
verziu z repozitárov git. Ako východzí systém sa predpokladá distribúcia „Red Hat“ 
v aktuálnej verzii. Hne túto podmienku nesplníme a využijeme distribúciu Ubuntu 
6.06 (máme ju k dispozícií, pre bezproblémový postup je nutné dodrža oficiálne 
doporuenia). Musíme skopírova minimálne zložky „build“ (obsahujú zostavovacie 
skripty) a „tarballs“ (obsahujú komprimované zdrojové kódy programov). K tomuto 
cieu použijeme program git. V prípade že nie je súasou operaného systému, tak 
ho musíme nainštalova. Následne si vytvoríme pracovný adresár, napríklad
„/opt/eldk“ a nastavíme potrebné práva pre pohodlnú prácu. 
bash$ sudo apt-get install git-core  
bash$ sudo adduser my_username src 
bash$ sudo chown root:src /opt 
bash$ sudo chmod g+rwx /opt 
bash$ mkdir /opt/eldk 
bash$ cd /opt/eldk 
bash$ git-clone git://www.denx.de/git/eldk/build 
bash$ git-clone git://www.denx.de/git/eldk/tarballs
bash$ git-clone git://www.denx.de/git/eldk/SRPMS 
Presunieme sa do vývojovej verzie pre ARM. 
bash$ cd tarballs; git-checkout ELDK_4_2_ARM; cd ..; 
bash$ cd build; git-checkout ELDK_4_2_ARM; cd ..; 
bash$ cd SRPMS; git-checkout ELDK_4_2_ARM; cd .. 
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Pretože používame relatívne starú a oficiálne nepodporovanú distribúciu 
musíme doplni potrebné programy a zmeni urité nastavenia. Najprv nainštalujeme 
chýbajúce programy nasledovnými príkazmi: 
bash$ sudo apt-get install libreadline5-dev bison flex emacs lisp ghc 
Pretože program python2 nie je v repozitároch k dispozícií, nastavíme symbolickú 
linku na aktuálnu verziu programu „python“ a spoahneme sa na to, že zostavovacie 
skripty využívajú vlastnosti, ktorú sú pre obe verzie spoloné. Repozitár predstavuje 
inštalaný archív, kde prevádzkovate udržuje inštalané balíky s daným systémom 
kompatibilných aplikácií. Ina by sme museli python2 zostavova rune zo 
zdrojového kódu, priom by sme pravdepodobne skonili na nekompatibilite 
(zastaralosti) knižnice „glibc“. 
bash$ ln -s /usr/bin/python /usr/bin/python2 
Rovnako musíme upravi maximálny poet súborov, ktoré operaný systém dovolí 
ma naraz otvorené. Túto zmenu môžeme vyvola bu doasne príkazmi: 
bash$ cd /opt/eldk/build 
bash:/opt/eldk/build$ ulimit -n 4096 
Alebo trvalo (prejaví sa po reštarte) zmenou obsahu súboru (odpovedajúcich 
riadkov) na nasledovný tvar: 
bash:/opt/eldk/build$ vim /etc/security/limits.conf
… 
my_username hard nofile 8192 
my_username hard nofile 4096 
END # the setting are active after restart 
Pre istotu zmeníme aj obsah súboru sysctl.conf a doplníme riadok 
bash:/opt/eldk/build$ vim /etc/sysctl.conf 
fs.file-max=200000 # increase FILE limit 
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Pretože jednotlivé systémové aplikácie sa neustále vyvíjajú, môžu sa pri 
spracovávaní jednotlivých parametrov chova odlišne. Z tohto dôvodu musíme 
editova jeden zo zostavovacích skriptov, 
bash:/opt/eldk/build$ vim /opt/eldk/build/cross_rpms/crosstool/SPECS/crosstool.spec 
vyhada nasledujúci riadok (slúži k prekopírovaniu súborov)  
tar -C %{buildroot}$REALPREFIX/$TARGET include -zc | tar -xv -C %{buildroot}/d/usr -z -f - 
a nahradi ho nasledujúcim riadkom, ktorý by ho mal zastúpi
cp -r %{buildroot}$REALPREFIX/$TARGET/include %{buildroot}/d/usr 
Následne sa presunieme do zložky /opt/eldk/build/ s spustíme zostavovací skript. 
bash$ cd /opt/eldk/build/ 
bash:/opt/eldk/build$ ./ELDK_BUILD -a arm -v 4.2 -n NGE-ARM-2008 -u 
Skript ELDK_BUILD predstavuje základný skript pre vytvorenie ELDK. 
Spracováva nasledujúce argumenty: 
-d <arch> Cieová architektúra: "arm", "ppc" alebo "ppc64", implicitne 
"ppc".  
-n <build_name> 
Identifikaný reazec. Implicitne je založený na cieovej 
architektúre a aktuálnom ase v nasledujúcom formáte: <arch>-
YYYY-MM-DD  
-u  Vytvorenie verzie založenej na uClibc knižnici.  
-p <builddir>  Pracovný adresár. Implicitne sa jedná o aktuálny adresár. 
Tabuka 2.1 Prepínae zostavovacieho skriptu ELDK 
Skompilova celé ELDK sa nám nepodarí, kvôli nekompatibilite použitej 
distribúcie. Zostavenie prvej asti (krížového kompilátora) však prebehne úspešne. 
Následne zabalíme výsledné súbory do archívu príkazom 
bash:/opt/eldk/build$ tar -czf denx-v4_2.tar.gz --exclude=”src” --exclude=”denx-v4_2.tar.gz” -
-exclude=”info” --excule=”share” --exclude=”lib” --exclude=”include” /opt/eldk/build/arm-NGE-
ARM-2008/work/usr/* 
a odstránime nepotrebné súbory (celý obsah adresára /opt/eldk/). 
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Inštalácia krížového kompilátoru znamená len rozbalenie archívu do ubovoného 
adresára. 
bash$ sudo mkdir /usr/local/denx4-2  
bash$ sudo tar -C /usr/local/denx4-2/ -xvzf denx-v4_2.tar.gz  
Pre uahenie a zjednodušenie alšej práce je výhodné vytvori jednoduchý 
skript, ktorý bude ma za úlohu prestavi premenné prostredia (shellu) pre daný 
kompilátor. Príklad takéhoto súboru je napríklad „setup-env-v4_2“ (PRILOHA). 
Umožní nám to rýchle prepínanie sa medzi rôznymi krížovými kompilátormi. 
Na záver je vhodné pripomenú si, o nás môže vies ku vlastnej kompilácií 
krížového kompilátoru. V prvom rade je to potreba nových vlastností vývojového 
prostredia, priom nemôžeme aka na oficiálne vydanie. Pretože ELDK je zamerané 
hlavne na architektúru PowerPC, architektúra ARM býva doplovaná až dodatone. 
Použitie autormi nepodporovaného systému na skompilovanie (náš prípad) nie je 
doporuené. Táto možnos bola zvolená len preto, že tento 32 bitový systém (ELDK 
nemá podporu pre 64 bitovú architektúru) bol k dispozícií. 
Samotná 32 bitová verzia ELDK, môže beža aj na 64 bitovom systéme. Je 
však nutné tento systém doplni špeciálne upravenými knižnicami (zabezpeia 
spätnú kompatibilitu s 32 bitovým systémom). Toto docielime príkazom: 
bash$ sudo apt-get install ia32-libs 
2.1.1.3 Inštalovanie ELDK z ISO obrazu 
Pretože najnovšia verzia ELDK (v4.2) nemá oficiálne podporu pre platformu 
ARM, nainštalujeme staršiu verziu. Dosiahneme to nasledovným postupom. 
Využijeme to, že sme ako užívate lenom skupiny src. Prípadne sa ním môžeme 
sta príkazom „adduser my_usrname src“ (my_usrname reprezentuje naše 
užívateské meno, ktoré môžeme zisti príkazom „whoami“).  Uahí nám to starosti 
s prístupovými právami (prístupové práva sú základným pilierom bezpenosti 
Unixových systémov). 
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bash$ sudo mkdir /usr/local/denx4_1  
bash$ sudo chown root:src /usr/local/denx4_1  
bash$ sudo chmod g+rwx /usr/local/denx4_1 
bash$ cd /usr/local/denx4_1 
bash$ mkdir install_iso  
bash$ sudo mount -o loop,exec /media/backup/WIN/Davinci/CrossTools/Denx/V4_1/eldk-
arm-linux-x86.iso ./install_iso/ 
Samotnú inštaláciuspustíme príkazom:  
bash$ ./install_iso/install -d /usr/local/denx4_1 arm 
Po úspešnej inštalácií nám ELDK ponúka predpripravený skript nastavujúci 
premenené prostredia. Musíme mu však nastavi atribút spustitenosti.  
bash$ chmod u+x eldk_init 
Následne odstránime nepotrebné súbory. 
bash$ sudo umount ./install_iso/ 
bash$ rmdir install_iso/ 
Aby sme si zachovali možnos využíva viaceré krížové kompilátorov 
použijeme vlastný skript, kvôli zavedeným konvenciám ho nazveme „setup-env-
v41“. V prípade, že sa uspokojíme z jediným kompilátorom je výhodné obsah súboru 
„eldk_init“ vloži do súboru „.bashrc“, ktorý sa obvykle nachádza v domovskom 
adresári užívatea. Užívateské adresáre sa nachádzaju v zložke /home a do aktuálne 
aktívneho (domovského adresára) sa dostaneme napríklad použitím príkazu „cd“ bez 
parametrov. 
2.1.2 Inštalácia vývojového prostredia projektu Openmoko (VPO) 
Vychádza z Angstrom gnuabi kompilátora. Jedná sa o 64 bitové vývojové 
prostredie. Primárne je urené pre iné zariadenie s jednoduchšou verziou jadra ARM. 
V oficiálnej dokumentácií, sú uvedené programy, ktoré VPO potrebuje k správnej 
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innosti. Vychádzame z predpokladu, že používame distribúciu Ubuntu 8.04 (64 bit). 
V tom prípade musíme nainštalova nasledovné programy: 
bash$ sudo apt-get install gcc g++ autoconf automake binutils libtool libglib2.0-dev \ 
ccache libxrender-dev intltool libmokoui2-dev libgconf2-dev mtools fakeroot alien check 
uboot-mkimage 
Inštalaný balíek získame pomocou aplikácie wget z adresy 
bash$ wget http://downloads.openmoko.org/toolchains/openmoko-x86_64-arm-linux-
gnueabi-toolchain.tar.bz2 
Samotná inštalácia predstavuje len rozbalenie archívu do súborového systému. 
Vývojové prostredie sa musí inštalova do adresára „/usr/local/openmoko/“. Môžeme 
k tomu použi nasledujúci postup: 
bash$ mkdir -p /usr/local/openmoko 
bash$ sudo chown root:src /usr/local/openmoko  
bash$ sudo chmod g+rwx /usr/local/openmoko 
bash$ tar -C /usr/local/openmoko -xjvf ./penmoko-XYZ-arm-linux-gnueabi-toolchain.tar.bz2 
Aby sme mohli používa VPO musíme zmeni premenné prostredia (minimálne 
premennú $PATH, ktorá obsahuje cesty k spustiteným súborom). K dispozícií je 
predpripravený skript, ktorý všetko nastaví za nás. Nájdeme ho v adresári 
„/usr/local/openmoko/arm/“ pod názvom „setup-env“. 
2.1.3 Záverené nastavenia 
Pre jednoduchšie prepínanie sa medzi krížovými kompilátormi je vhodné 
napísa skript. Skript nastaví premenné prostredia a zavolá príkaz make. Ako 
vstupné parametre sa zadáva typ cross-kompilátoru a parameter funkcie make. 
Aktuálne podporované cross-kompilátory reprezentuje lokálna premenná 
dtoolchain=("denx4_2" "denx4_1" "angstrom")  
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Cesty k odpovedajúcim premenným prostredia obsahuje lokálna premenná: 
dtoolpath=("/usr/local/denx4_2/setup-env" "/usr/local/denx4_1/setup-env" 
"/usr/local/openmoko/arm/setup-env")  
Podporované parametre, ktoré je možné preda programu „make“ reprezentuje 
premenná: 
dcommands=("" "clean") 
Príklad použitia skriptu build.sh 
./build.sh  # zavolá program „make“ priom premenné prostredia ukazujú na 
    # imlicitný krížový kompilátor ELDK v4.2. 
./build.sh denx4_1  # zavolá program „make“ priom premenné prostredia  
    # ukazujú na krížový kompilátor ELDK v4.1. 
./build.sh angstrom clean # zavolá program s parametrom „make clean“ priom premenné 
      # prostredia ukazujú na krížový kompilátor projektu Openmoko. 
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2.2 ZAVEDENIE PROGRAMU POMOCOU SÉRIOVÉHO 
ROZHRANIA 
Vyžaduje podporu zo strany procesoru DM644x, ktorý musí obsahova
pomocný program schopný obsluhy sériového portu. Tento program výrobca oznail 
RBL (Rom Boot Loader) a je umiestnený v ROM pamäti procesoru. Pre úspešné 
zavedenie externého programu zo sériového portu potrebujeme dve aplikácie. Prvú 
predstavuje nahrávací program spustený na externom poítai, ktorý je schopný 
interaktívnej komunikácie s RBL. Druhú program, ktorý sa cez sériové rozhranie do 
procesoru pošle. Následne je prenesený program spustený procesorom 
TMS320DM644x (UBL). Obecne môže  by UBL zavedený aj z NAND alebo NOR 
pamäte. V tomto prípade staí samotný kód uložený v týchto pamätiach (žiadna 
externá nahrávacia aplikácie nie je potrebná). Tú v prípade NAND pamäte obsahuje 
priamo RBL. 
2.2.1 Prehad zavádzacieho procesu procesoru TMS320DM644x  
Po resete alebo zapnutí vykoná procesor DM644x kód umiestnený vo svojej 
ROM pamäti (RBL). Jedná z prvých inností, ktorú RBL vykoná, je naítanie obsahu 
registru BOOTCFG umiestneného na adrese 0x01C4 000A. Význam jednotlivých 
bitov registra je nasledovný: 
Obrázok 2.1 Register BOOTCFG [1] 
Dôležité sú pre nás bity BTSEL (7 - 6), ktoré predstavujú logické úrovne 
nastavené na pinoch procesoru poas resetu. Poda zosnímaných logických hodnôt sa 
vykoná RBL zvolený bootovací mód.  
BTSEL
1 0 
BOOTOVACÍ 
MÓD 
RESET 
VEKTOR 
POPIS 
0 0 
ARM NAND 
RBL 
0x0000 4000 
Maximálne 14 KB programu z NAND 
(maximálne 2 K-bajtové stránky). 
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0 1 
ARM AEMIF 
External Boot 
0x0200 0000 
EMIFA EM_CS2 externý adresný 
priestor. 
1 0 ARM HPI RBL 0x0000 4000 
Maximálne 14 KB programu od 
externého hostiteského zariadenia. 
1 1 
ARM UART 
RBL 
0x0000 4000 
Maximálne 14 KB programu zo 
sériového portu. 
Tabuka 2.2 Bootovacie módy RBL [1] 
V prípade voby „ARM AEMIF External Boot“ (01B) zane procesor 
automaticky vykonáva inštrukcie ležiace od adresy 0x0200 0000. V ostatných 
prípadoch sa vykoná kód umiestnený v internej ROM pamäti. Štartovanie zo 
sériového portu vyžaduje externý užívateský program, ktorý pošle spustitený kód 
vo forme dátového bloku cez sériové rozhranie. Zárove je v tomto prípade 
limitovaná maximálna vekos programu na 14 KB. Maximálna vekos programu 
preneseného cez sériové rozhranie je daná rozmermi vnútornej pamäte RAM (16 KB 
- „pamä použitá pre potreby RBL“ = 14 KB). Vývojové dosky „Spectrum Digital 
DVEVM“ majú piny urujúce štartovací režim vyvedené na prepínai S3-2, S3-1. 
Úlohou UBL (user boot loader) je inicializovanie uritých podsystémov 
procesoru, špeciálne kontrolóru pamätí DDR2 a následné uloženie a spustenie 
finálneho zavádzacieho programu ako je napríklad U-boot. Kód nahraný pomocou 
UBL, však nemusí by len zavádza. Môže to by prakticky ubovoná aplikácia. 
2.2.2 Sériový komunikaný protokol RBL 
RBL je umiestnený v ROM pamäti procesoru DM644x od adresy „0x0000 
4000“ a jeho vekos je maximálne 8KB. V tejto kapitole sa budeme zaobera len 
prípadom bootovania systému pomocou rozhrania UART. Pretože sa jedná o sériové 
asynchrónne komunikané rozhranie, tak je vyžadovaná podpora na obidvoch 
stranách (hostiteská HOST a cieová TARGET). Z pohadu TARGET sa o všetko 
stará RBL, ktorý obsahuje minimálne základnú inicializáciu systému, nastavenie 
hodinového signálu (PLL), asovaa (TIMER), sériových liniek (UART) a v 
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neposlednom rade algoritmy pre kontrolu chýb ako napríklad CRC32. Jeho innos
zobrazuje nasledujúci vývojový diagram. 
Obrázok 2.2 Vývojový diagram RBL - obecne [2] 
Nastavenie sériového portu na strane vysielaa (HOST) vyžaduje 
komunikanú rýchlos 115.2 Kbps, 8 bitové dátové symboly, bez kontrolného 
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paritného bitu a 1 stop bit. Obdobne je nastavený aj procesor DM644x. Naviac má 
aktivovaný kontrolný asova, ktorý po uplynutí 500 ms (pokia sa na vstupe 
sériovej linky neobjavia žiadne dáta) zresetuje komunikaný stavový automat do 
východzieho stavu. Vlastný komunikaný protokol implementovaný výrobcom 
popisuje nasledujúci vývojový diagram. Komunikácia zaína periodickým 
vysielaním reazca „ BOOTME\0“, ím vývojová doska oznamuje svoju 
pripravenos na zahájenie prenosu. Na túto výzvu HOST odpovie reazcom „ 
ACK\0“. Následne HOST odošle 20 bajtovú hlaviku dátového prenosu.  
Dáta Poet bajtov POPIS 
„ ACK\0” 8 Inicializaný reazec oznaujúci hlaviku. 
CRC32 8 
8 ASCII znakov reprezentujúcich 32 bitový kontrolný 
súet posielaného binárneho súboru. 
Poet 
bajtov 
4 
4 ASCII znaky reprezentujúce vekos posielaného 
binárneho súboru v hexadecimálnej sústave. Maximálne 
14 KB programu od externého hostiteského zariadenia. 
Štartovacia 
adresa 
4 
4 ASCII znaky reprezentujúce štartovaciu adresu, od 
ktorej sa zane vykonáva poslaný binárny súbor pokia
bude prenos úspešný. 
„0000“ 4 4 ASCII znaky oznaujúce koniec hlaviky. 
Tabuka 2.3 Hlavika sériového komunikaného protokolu RBL [3] 
Hlavika pozostáva z 8 bajtov predstavujúcich kontrolný súet, 4 bajtov 
reprezentujúcich vekos posielaných dát, 4 bajtov urujúcich štartovaciu adresu, 
ktorá sa po ukonení prenosu premiestni do PC (ukazuje na nasledujúcu inštrukciu 
ktorá sa vykoná) a z posledných 4 bajtov, skladajúcich sa z reazca „0000“, 
oznamujúcich koniec hlaviky. Hodnoty prijaté v hlavike sú následne zavádzaom 
RBL testované (správny rozsah). Poet prijatých bajtov je obmedzený vekosou 
internej RAM pamäte (externé pamäte DDR2 nie sú pomocou RBL inicializované). 
Interná RAM pamä má vekos 16 kB a je mapovaná ako inštrukná pamä od 
adresy 0x0000 0000 a ako dátová od adresy 0x0000 8000. Jedná sa o tu istú pamä, 
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ku ktorej sú vedené dve dátové zbernice a preto obsahuje arbiter zbernice. Logicky je 
rozdelená na dve 8 kB pamäové banky, takže umožuje súasné dátové a inštrukné 
prístupy, pokia sú kód a dáta oddelené. Vzhadom na to, že as tejto pamäte zaplní 
pole polynómov CRC32 (1 kB), a as sa spotrebuje na režijné úely (prvých 32 
bajtov reprezentuje 8 vektorov prerušení, as je rezervovaná pre neinicializované 
dáta, zásobník), tak RBL umožní prija na sériový port len 14 KB (0x3800) dát. Dáta 
sú nahrávané od adresy 0x0000 0020 (za vektormi prerušení), priom adresa nahraná 
do programového ítaa (PC), môže by len v rozsahu 0x0100 až 0x3800. Pokia
hlavika obsahuje správne údaje, odošle RBL na sériový port reazec „ BEGIN\0“. 
HOST na tento podnet zane posiela 256 polynómov CRC. Následne RBL overí 
platnos prijatých polynómov pomocou internej funkcie „checksum8“. Správnos
prijatých dát RBL potvrdí odoslaním reazca „ DONE\0“, následne môže zaa
HOST posiela dáta programu, ktoré sa budú uklada do pamäti RAM od adresy 
0x0000 0020 (za vektormi prerušení). Z prijatých dát RBL vypoíta koeficienty 
CRC32 a porovná ich s kontrolným sútom prijatým v hlavike. Pokia sa tieto 
hodnoty zhodujú, tak umiestni štartovaciu adresu z hlaviky do programového ítaa 
(PC) a zane sa vykonáva kód priatej aplikácie. V prípade nesprávneho kontrolného 
sútu mohlo dôjs k poškodeniu dát pri posielaní aplikácie, prípadne polynómov 
CRC alebo k chybnému poslaniu výsledného CRC v hlavike. Tieto chyby vedú k 
nesprávnemu výsledku a odmietnutiu prijatých dát. Na o RBL zareaguje 
resetovaním komunikaného automatu a znova oakáva platnú hlaviku.  
Polynóm využitý vo funkcii CRC32 má tvar 
01245781011121622232632 xxxxxxxxxxxxxxx ++++++++++++++
Interne sú polynómy spracovávané ako 32 bitové ísla, po sériovej linke sú 
však posielané ako 8 bajtové reazce (0xFFAA10A1 -> „FFAA10A1“). Funkcia 
„checksum8“ slúži na overenie správnosti CRC tabuky. Predstavuje najmenej 
významný byte sumy všetkých bajtov v prijatej CRC tabuke a mala by sa rovna
0x00. Inak je komunikácia s HOSTom resetovaná.  
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Obrázok 2.3 Vývojový diagram RBL - UART [3] 
Praktický výpis komunikácie môže vyzera nasledovne: 
TARGET " BOOTME\0" 
TARGET " BOOTME\0" 
... 
... 
HOST " ACK\0"  // zahájenie komunikácie a poslanie hlaviky  
HOST "00000000"  // odoslanie 32b CRC kontrolného sútu 
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HOST "3800"   // vekos posielaného súboru v hexadecimálnej sústave (14 KB) 
HOST "0100"   // štartovacia adresa súboru v hexadecimálnej sústave 
HOST "0000"   // znaky reprezentujúce koniec hlaviky 
TARGET " BEGIN\0" // RBL vyšle požiadavku na priatie tabuky CRC polynómov 
HOST "00000000" // HOST odošle 256 polynómov reprezentujúcich tabuku CRC32  
HOST "00000000" // 
... 
... 
TARGET " DONE\0" // RBL potvrdí priatie a správnos polynómov a aká na binárne dáta  
HOST "EA00EA00" // HOST odošle binárny súbor ako ASCII znaky 
HOST "EA00EA00" 
... 
... 
TARGET " DONE\0"  // RBL potvrdí príjem aplikácie a správnos kontrolného CRC sútu 
// Následne sa zane vykonáva zvolená štartovacia adresa (napríklad 0x0000 0100)
2.2.3 Program DAVINCI (HOST) 
Predstavuje jednoduchý nahrávací program, využívajúci sériové rozhranie na 
komunikáciu s RBL, ktoré je umiestnené v ROM pamäti procesoru DM644x. Slúži 
na zavedenie programu do internej RAM pamäte (max 14 KB). V prípade, že sa do 
internej RAM pamäte zavedie špeciálny program schopný inicializova DDR2 
pamäte a obsluhova sériové rozhranie, tak umožuje zavies aplikácie typu U-boot, 
prípadne iné. Umiestni ich do externej RAM pamäte (DDR2). Je založený na 
programe „dv_host“, ktorý modifikuje a rozširuje ho o CRC funkcie získané z 
programu „mk_ubl“. 
2.2.4 Ovládanie programu DAVINCI 
Jedná sa o konzolovú aplikáciu, ktorá je schopná spracova parametre z 
príkazovej riadky v nasledujúcom formáte. 
davinci -[attribute] [parameters]  
davinci --[full_name_attribute] [parameters]  
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Pre jednoduchos sú rozpoznávané plné názvy a skrátené názvy atribútov. 
Priom platí, že sa môžu ubovone kombinova. Takže napríklad zápis „-p“ a „--
Port“ sú ekvivalentné. Všetky vstupné premenné predstavujú bu znakové reazce 
alebo ísla v hexadecimálnej forme. 
2.2.4.1 Implementované parametre 
Nastavenie komunikaného portu - Takzvaného špeciálneho zariadenia, asto 
umiestneného v adresári „/dev/“. Prakticky sa môžeme stretnú len zo sériovým 
portom pod  poznaením ttyS[íslo portu] alebo prevodníkom USB-UART pod 
oznaením ttyUSB[íslo portu].  
--Port  
-p  
Príklad: -p /dev/ttyS0  
Nastavenie UBL ofsetu  - Odstrauje uritý poet poiatoných bajtov posielaného 
binárneho súboru. Pokia nie je pri zostavovaní posielaného binárneho programu 
použitý špeciálne nastavený linkovací program, tak výstupný súbor predpokladá 
štartovaciu adresu 0x00. RBL však ukladá prijaté dáta do internej pamäte RAM až 
od adresy 0x20 (na adresách 0 až 0x20 ležia vektory prerušení). Na odstránenie tejto 
nekonzistencie, je nutné bu na túto skutonos upozorni linkovací program, alebo 
prvých 32 bajtov programu vyplni nedôležitými inštrukciami (NOP) a následne 
nastavi parameter –UBLOffset , ktorý zabezpeí odstránenie týchto dát.  
--UBLOffset  
-uo 
Príklad: -uo 20  
Nastavenie urujúce poet bajtov posielaného programu - Odporúa sa používa
len v špeciálnych prípadoch, ke nechceme posla celý vygenerovaný binárny kód 
(odstránenie posielania nadbytoných bajtov slúžiacich na zarovnanie vekosti a teda 
neobsahujúcich funkný kód).  
--ByteCountUBL  
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-bu 
Príklad: -bu 3000  
Nastavenie štartovej adresy - Uruje adresu, od ktorej sa má zaa vykonáva
program. RBL obmedzuje tento rozsah na hodnoty v rozsahu 0x0100 až 0x3800.  
--EntryPointUBL  
-eu 
Príklad: -eu 100  
Zadanie mena binárneho súboru obsahujúceho kód programu pre internú RAM 
procesoru DM644x. 
--FileNameUBL  
-fu 
Príklad: -fu rboot.bin  
Nastavenie urujúce poet bajtov posielaného MEM programu - Reprezentuje 
poet bajtov programu, ktorý sa uloží do externej RAM (DDR2) pamäte. Odporúa 
sa používa len v špeciálnych prípadoch, ke nechceme posla celý vygenerovaný 
binárny kód (odstránenie posielania nadbytoných bajtov slúžiacich na zarovnanie 
vekosti a teda neobsahujúcich funkný kód).  
--ByteCountMEM  
-bm 
Príklad: -bm 100000  
Nastavenie štartovej adresy, od ktorej sa má zaa vykonáva program umiestnený 
v externej RAM pamäti. Procesor má túto pamä mapovanú od adresy 0x8000 0000.  
--EntryPointMEM  
-em 
Príklad: -em 80000100  
Zadanie mena binárneho súboru obsahujúceho kód programu pre externú RAM 
(DDR2) procesoru DM644x. 
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--FileNameMEM  
-fm 
Príklad: -fm u-boot.bin  
Vypnutie použitia CRC ochrany pri prenose dát. 
--BypassCRC  
Príklad: --BypassCRC  
Výpis nápovede na štandardný výstup - Štandardný výstup obvykle reprezentuje 
okno terminálu. Operaný systém umožuje presmerovanie štandardného výstupu. 
--help  
-h 
Príklad: -h  
2.2.4.2 Praktické príklady 
Umiestnenie binárneho súboru do internej pamäte RAM: 
./davinci -p /dev/ttyUSB0 -fu mboot.bin -uo 0 -eu a84 
./davinci -p /dev/ttyS0 -fu rboot.bin -uo 20 -eu 100 
Umiestnenie binárneho súboru do externej pamäte RAM: 
./davinci -p /dev/ttyUSB0 -fu mboot_ep0x0a84.bin -uo 0 -eu a84 -fm u-boot_ram.bin -em 
0x81080000  
./davinci -p /dev/ttyS0 -fu rboot.bin -uo 20 -eu 100 -fm u-boot_ram.bin -em 0x81080000  
Pokia prebehne prenos súboru úspešne a nahraný program sa spustí a ohlási 
vopred nadefinovaným reazcom, dôjde k spusteniu jednoduchého terminálu, cez 
ktorý je možne s programom komunikova. Komunikáciu je možné ukoni
klávesovou kombináciou „CTRL + A“. 
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2.2.5 Zostavenie programu DAVINCI 
Poíta, na ktorom prebehne zostavenie programu DAVINCI, musí ma
nainštalované všetky potrebné kompilátory. Obecne staí ma nainštalovaný funkný 
systém s jadrom linux a programy gcc a make. Na systémoch založených na 
distribúcii Debian sa o inštaláciu všetkého potrebného na zostavovanie programov 
postará príkaz „sudo apt-get install buil-essential“, prípadne môžeme použi jeho 
ekvivalent „sudo aptitude install build-essential“. Jedná sa o balíkovacie programy, 
ktoré sa starajú o to, aby inštalované programy mali k dispozícií všetky súbory, ktoré 
vyžadujú k svojej innosti (asto sa jedná o inštaláciu alších pomocných 
programov, hlavikových súborov a knižníc, ktoré nie sú momentálne v systéme k 
dispozícií a inštalovaný program sa pri svojej innosti na ne odkazuje). Inými 
slovami rieši závislosti. Zárove zabezpeujú bezproblémovú inštaláciu a 
odstránenie programov. Postup pri zostavení programu je nasledovný: 
sudo apt-get install build-essentail 
tar -xvjf davinci-v7s1.tar.bz2 
cd davinci-v7s1/  
make 
chmod a+x davinci 
Výsledný program vznikne v aktuálnom adresári (./davinci-v7s1) a bude sa vola
„davinci“.  
2.2.5.1 Modifikácia programu DAVINCI 
Základné konštanty, ktoré špecifikujú implicitné chovanie sú umiestnené v 
súbore „./include/ dv_config.h“. Jedná sa v prvom rade o implicitné hodnoty, ktoré 
sú použité v prípade, že užívate spustí program s chýbajúcimi parametrami. alej je 
tu možné zmeni nastavenia sériového portu a reazec, ktorý program oakáva, že 
mu vráti správne zavedený program v internej RAM pamäti procesoru DM644x cez 
sériové rozhranie. 
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2.2.5.2 Možné problémy (výpadky komunikácie) 
Pretože komunikácia prebieha bez akéhokovek riadenia toku dát na 
sériovom rozhraní, môže dôjs k jej výpadkom (program HOST môže posiela dáta 
príliš rýchlo). Riešenie tohto problému je možné len editáciou súborov v zložke 
„./src“, zväšením hodnoty funkcie usleep(). 
2.2.6 Program pre internú RAM pamä procesoru DM644x 
Je limitovaný vekosou maximálne 14 KB (vekos internej RAM je 16 kB). 
Interná pamä RAM býva oznaovaná ako TCM (Tightly Coupled Memory). Jedná 
sa o rýchlu pamä, ktorá obsahuje vektor prerušení a používa sa na ukladanie real-
time dát alebo iných výkonnostne kritických astí kódu. TCM oznauje spôsob 
pripojenia pamäovej zbernice k jadru procesoru ARM926EJ-S. Táto zbernica je 
rozdvojená na inštruknú a dátovú as. Dátové rozhranie je pripojené k dátovej asti 
pamäte a inštrukné k inštruknej asti pamäte. O rozdelenie údajov na zbernici sa 
stará arbiter zbernice. Rozlíšenie dátového alebo inštrukného prístupu je 
zabezpeené pomocou mapovania na rozliné adresy v pamäovom priestore 
procesoru. Inštrukná pamä je mapovaná v rozsahu adries 0x0000 – 0x3FFF a 
dátová v rozsahu 0x8000 – 0xBFFF. Pre pripomenutie je vhodné uvies, že sa 
fyzicky jedná o tú istú pamä. Interne sa delí na dve banky o vekosti 8 KB, takže je 
možný súbežný a dátový a inštrukný prístup (prístup musí by do rozdielnych 
pamäových baniek). 
Pretože 14 KB pamäte je na zložité úlohy relatívne málo a vývojová doska je 
vybavená 256 MB externej RAM pamäte naskytá sa možnos využi internú RAM 
na inicializáciu periférií. Nazvime tento program UBL (user boot loader). Jeho 
úlohou bude inicializácia všetkých potrebných periférií a následne spustenie 
zavádzaa operaného systému (U-boot), ktorý je sám o sebe príliš veký (>100 KB) 
a celý by sa do internej RAM nezmestil. 
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2.2.6.1 Vývojové prostredie 
Binárny kód aplikácie musí by navrhnutý tak, aby bol schopný samostatného 
behu v jadre ARM procesoru DM644x. To znamená, že v tomto prípade nemáme k 
dispozícií operaný systém, prípadne iné prostriedky zabezpeujúce beh programu. 
Skompilovaný kód musí by umiestnený do pamäte na vopred známe miesto a 
následne spustený. Vhodná konfigurácia sa dá docieli správnym nastavením 
linkovacieho programu a vytvorením špeciálneho „makefile“ súboru. „Makefile“ 
súbor predstavuje vstup aplikácie make. Je to predpis, ktorý volá jednotlivé GNU 
nástroje, ktoré vo výsledku vytvoria binárny súbor v správnom formáte. 
2.2.6.2 Linkovací skript 
Linkovací program predstavuje v GNU systéme aplikácia ld. Cieom linkeru 
je organizácia sekcií kódu, v skompilovaných objektových súboroch, do jedného 
výsledného spustiteného súboru. Zostavovací program musí nahradi symbolické 
názvy ich adresami. Konkrétne adresy uruje obsah linkovacieho skriptu. Linkovací 
skript  nám okrem iného zabezpeí správne rozmiestnenie dátových a inštrukných 
sekcií, zamedzí ich prekrytiu a vyrieši ofset 0x20 bajtov medzi nahrávacou adresou a 
spúšacou adresou. Je to ofset,  od ktorého RBL kopíruje prijaté dáta to internej 
RAM pamäte. 
2.2.6.3 Príkazy linkovacieho skriptu 
Nastavenie spúšacieho bodu aplikácie na symbol „boot“, napríklad adresa funkcie 
boot(), main(), ... 
ENTRY(boot) 
Vytvorenie rozmiestnenia dátových a inštrukných sekcií, ktoré budú súasou 
výstupného súboru. Výstupné dátové a inštrukné sekcie sú vytvorené mapovaním 
sekcií vstupných objektových súborov do týchto výstupných sekcií.  
SECTIONS { 
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Nasledujúci riadok (symbol „.“) nastaví aktuálnu pozíciu na 0x8020. To znamená, že 
nasledujúca sekcia zaína na tejto adrese. Pretože sa jedná o adresu dátovej banky je 
v hodné tam umiestni  dátové sekcie. Kúové slovo „AT“ uruje polohu tejto 
sekcie vo výstupnom súbore. Konkrétne sekcia „.rodata“ bude leža na zaiatku 
výstupného súboru. Linker umiestni každý symbol v kóde, ktorý sa odkazuje na dáta 
v tejto sekcií, do rozsahu adries zaínajúcich na adrese 0x8020. Výstupná sekcia 
„.rodata“ pozostáva zo sekcií „.rodata“ a „.rodata*“ nachádzajúcich sa vo vstupných 
objektových súboroch. Tieto sekcie pozostávajú z konštantných dát, ako sú napríklad 
znakové reazce.  Príkaz ALIGN(4) zabezpeí, že každá sekcia bude násobkom ísla 
4. Jedná sa o zarovnanie na násobky 32 bitov. 
. = 0x00008020; 
.rodata : AT ( 0x0 ) 
{ 
  *(.rodata*) 
  *(.rodata) 
  . = ALIGN(4); 
} 
Pomocou nasledujúcich príkazov vytvoríme sekciu „.data“ výstupného objektového 
súboru, do ktorej sa vložia odpovedajúce sekcie „.data“ vstupných objektových 
súborov. Nasleduje okamžite za sekciou „.rodata“. Kúové slovo „AT“ predstavuje 
súet poiatonej adresy sekcie „.rodata“ a jej vekosti. Sekcia „.data“ obsahuje 
inicializované globálne premenné. 
.data : AT ( LOADADDR(.rodata) + SIZEOF(.rodata) ) 
{ 
  *(.data) 
  . = ALIGN(4); 
} 
Dostávame sa k definícií výstupnej sekcie „.text“, ktorá obsahuje inštrukcie 
programu. Pretože inštrukná pamä je mapovaná od adresy 0x0 a je to fyzicky tá 
istá pamä ako dátová, musíme zníži aktuálnu pozíciu o 0x8000. Týmto sa 
dostaneme do regiónu inštruknej zbernice internej RAM pamäte. Jedná sa o 
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relatívnu pozíciu, pretože sme znížili aktuálnu hodnotu, ktorá odpovedala vekosti 
predchádzajúcich sekcií.  Sekcia „.boot“ obsahuje funkciu boot() a je umiestnená za 
inštruknou sekciou. Týmto spôsobom zabezpeíme (s vekou pravdepodobnosou), 
že bude fyzicky umiestnená za adresou 0x0100, o je minimálna adresa ktorú je RBL 
schopný zavies do programového ítaa (vykona).  
. -= 0x8000; 
.text : AT ( LOADADDR(.data) + SIZEOF(.data) ) 
{ 
  *(.text) 
  . = ALIGN(4); 
} 
.boot : AT ( LOADADDR(.text) + SIZEOF(.text) ) 
{ 
  *(.boot) 
  . = ALIGN(4); 
} 
Aktuálnu pozíciu znova presunieme do oblasti dátovej zbernice internej RAM 
pamäte posunutím o 0x8000 a nadefinujeme „.bss“ sekciu, ktorá obsahuje 
neinicializované premenné. Pretože sa jedná o sekciu, ktorá na zaiatku neobsahuje 
žiadne dáta, nie je nutné definova adresu pomocou kúového slova AT.  
. += 0x8000; 
.bss : 
{ 
  *(.bss) *(COMMON) 
  . = ALIGN(4); 
} 
Posledná as definuje vrchol zásobníkovej pamäte, sekcie DDR2 a  AEMIF. Na 
AEMIF zbernici je pripojená NOR alebo NAND pamä.  Vrchol zásobníku je 
nastavený na koniec rozsahu dátovej zbernice 0xBFFC. 
__topstack = 0xC000 - 0x4; 
. = 0x02000000; 
.aemif : 
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{ 
  *(.aemif) 
} 
. = 0x80000000; 
.ddrram : 
{ 
  *(.ddrram) 
} 
Obrázok 2.4 Rozmiestnenie objektových sekcií [3] 
a) rozmiestnenie v binárnom súbore 
b) rozmiestnenie vo fyzickej pamäti 
c) rozmiestnenie v logickej pamäti 
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2.2.6.4 Makefile 
Program make je utilita pre automatizáciu prekladu zdrojového kódu do 
binárnych súborov. Súbor nazvaný Makefile uruje postup utility make pri preklade 
a definuje závislosti medzi zdrojovými súbormi. 
Makefile pozostáva z nasledujúcich krokov: 
• Používa krížový kompilátor gcc na skompilovanie „*.c“ súborov do objektových 
(*.o) súborov.  
Prepína -c zabezpeí, že zdrojové kódy sa len skompilujú, bez linkovania. 
Prepína -Os sa stará o optimalizáciu výstupného súboru vzhadom k vekosti. 
Prepína -Wall zobrazí všetky výstražné správy, ktoré vzniknú behom kompilácie. 
• Generuje spustitený súbor typu ELF pomocou krížového kompilátoru (ktorý 
interne volá utilitu GNU linker ld), ktorý zlinkuje objektové súbory.  
Prepína -Wl zabezpeí predanie prepínaa -T$(lskript) priamo GNU linkeru. 
Prepína -nostdlib zabezpeí generovanie istého binárneho súboru. Zabráni linkeru 
v kompilácií systémových knižníc, ktoré zabezpeujú správny formát binárneho 
súboru pre operaný systém. 
• Pomocou utility krížového kompilátoru GNU objcopy sa konvertuje ELF súbor 
do binárneho tvaru. Príkaz objcopy sa obecne používa na prevod jedného 
objektového súboru na iný typ, v našom prípade z ELF formátu na binárny 
formát. 
Prepína -R odstráni nadbytoné sekcie. V našom prípade sekcie „.aemif“ a 
„.ddrram“, pretože neležia v pamäovom rozsahu internej RAM. 
Prepína --gap-fill 0xFF vyplní prázdny priestor medzi sekciami konštantou 0xFF. 
Prepína --pad-to 0x3800 zarovná výstupný binárny súbor na d	žku 14 kB. 
Prepína -S odstráni všetky ladiace informácie. 
• Na záver použitím utility krížového kompilátoru objdump nájde adresu zaiatku 
funkcie boot(). Vstupom tejto utility je súbor vo formáte ELF, ktorú stále 
obsahuje potrebné symbolické informácie. 
Prepína -t vypíše symbolickú tabuku s rozmiestnením a adresami jednotlivých 
sekcií.  
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2.2.7 Program MBoot (TARGET) 
Pozostáva z dvoch astí. Prvá ma na starosti inicializova periférie procesoru 
DM644x, druhá sa stará o zavedenie externého programu (získaného zo sériového 
komunikaného rozhrania) do externej RAM pamäte. 
Inicializácia procesoru vyžaduje zápis konfiguraných hodnôt do 
hardvérových registrov mapovaných v pamäovom priestore procesoru. Pri uritých 
zásadných modifikáciách (zmena frekvencie hodinového signálu), zmena nenastáva 
okamžite, ale až za uritý as. asto sa v týchto okamžikoch doporuuje zablokova
program až do ustálenia zmeny. To je možné bu použitím testovacích cyklov 
(pokia je hardvér schopný nás o zmene informova zmenou uritého STATUS 
registra) alebo použitím asových cyklov (doba akania predstavuje najhorší možný 
parameter oneskorenia uvedený výrobcom). 
Inicializácia spoíva vo vykonaní nasledujúcich krokov. Najprv prepneme 
procesor do režimu SVC (supervisor). Jedná sa o takzvaný chránený režim a využíva 
sa primárne v spojení s jadrom operaného systému (OS). Z pohadu aplikácie však 
staí, že nám tento mód umožní voný prístup k potrebným registrom. Je to taktiež 
implicitný režim, ktorý je nastavený po resete. Následne nastavíme, že budeme 
používa 32 bitové inštrukcie z inštruknej sady ARM a zakážeme všetky prerušenia. 
Nasleduje vypnutie MMU (memory management unit). MMU využíva OS na 
mapovanie medzi fyzickou (tá ktorá je k dispozícií) a virtuálnou (tá s ktorou pracujú 
inštancie OS) pamäou. Aplikácia kategórie UBL MMU nepotrebuje. UBL prakticky 
nepoužíva ani DPS (procesorové jadro špecializované na spracovanie signálov), 
takže ho UBL vypne. 
Program ktorý sa má zavies do externej RAM pamäte sa získa zo sériového 
komunikaného rozhrania. Táto voba vyžaduje inicializáciu UART rozhrania. 
UART rozhranie je už inicializované samotným RBL, ale opätovným nastavením sa 
ni nepokazí. Výpoet komunikaných rýchlostí sa odvodzuje od základnej 
frekvencie hodinového signálu (27 MHz) a nastavuje sa delikami (binárna hodnota 
v odpovedajúcich registroch). Zárove sa aktivuje aj asovací obvod (TIMER), 
ktorého vypršanie bude komunikaný protokol považova za chybu v komunikácií. 
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Pretože procesor DM644x môže pracova na frekvencii približne 300MHz, a 
po resete beží len v základnom móde (13.5 MHz), je vhodné ho nastavi, tak aby sa 
ako zdroj hodinového signálu použil externý oscilátor v kombinácií s fázovým 
závesom. Výstup hodinového signálu PPL je následne pomocou fixných deliov 
rozvedený do všetkých astí systému. Základný pracovný mód predstavuje takzvaný 
bypass režim. Prítomnos výstupných deliiek vysvetuje, preo pri externom 
hodinovom signáli 27 MHz, je hodinový signál pre jadro ARM926 len 13.5 MHz. 
Jadro ARM je pripojené za deli ktorý vstupný hodinový signál delí dvoma. 
Externé pamäte typu DDR2 vyžadujú taktiež zdroj hodinového signálu. Tento 
signál je možné vyrobi pomocou PLL2, ktorý je súasou DM644x.  
Po správnom nastavení všetkých hodinových signálov je nutné inicializova
samotné DDR2 pamäte. Inicializácia spoíva v nastavení kontrolných registrov 
spravujúcich asovanie, obnovovaciu frekvenciu, dátovú šírku a poet ipov.  
Vlastná innos UBL spoíva v prekopírovaní dát zo sériového rozhrania do 
pamäte DDR2 RAM. 
Prenos zaína vyslaním hlaviky v nasledujúcom tvare. 
Dáta Poet bajtov Popis 
„l” 1 Inicializaný reazec oznaujúci hlaviku. 
Poiatoná 
adresa 4 
4 byty reprezentujúce poiatonú adresu (0x80000000) 
v pamäovom priestore procesoru DM644x, od ktorej 
sa zane uklada poslaný binárny súbor. 
Poet 
bajtov 
4 
4 byty reprezentujúce vekos posielaného binárneho 
súboru. 
Binárny 
program 
-- 
Tabuka 2.4 Hlavika sériového komunikaného protokolu UBL(nahranie) 
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Pre spustenie nahranej aplikácie musíme vysla hlaviku v tvare: 
Dáta Poet bajtov Popis 
„g“ 1 Inicializaný reazec oznaujúci hlaviku. 
Štartovacia 
adresa 
4 4 byty reprezentujúce štartovaciu adresu, od ktorej sa 
zane vykonáva prijatý binárny súbor. Teda adresa 
ktorá sa nahrá do registra PC. 
Tabuka 2.5 Hlavika sériového komunikaného protokolu UBL (spustenie) 
Po správnej a úspešnej inicializácií periférií DM644x program nakopíruje 
prijaté dáta na urenú adresu do externej DDR2 pamäte. 
2.2.7.1 Kompilácia programu MBoot 
Musíme ma nainštalované krížové kompilátory pre danú platformu, poda 
návodu v predchádzajúcich kapitolách. Následne sa presunieme do pracovného 
adresára so zdrojovými kódmi programu a postupujeme nasledovne: 
bash$ cd ./dv-mboot 
bash$ ./usr/local/denx4_2/setup-env 
bash$ make clean 
bash$ make 
Prípadne je vhodné využi predpripravený skript „build.sh“, ktorý nám 
umožní plynulí preklad programov pomocou rôznych kompilátorov. Potom môžeme 
zvoli jednu z nasledujúcich možností (a, b, c): 
bash$ cd ./dv-mboot 
bash$ ./build.sh clean 
a) bash$ ./build.sh denx4_2 
b) bash$ ./build.sh denx4_1 
c) bash$ ./build.sh angstrom 
Štandardný výstup nás bude o priebehu kompilácie informova a vráti 
štartovaciu adresu binárneho súboru. 
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2.2.8 Program MBNand (TARGET) 
Reprezentuje binárny program, ktorý sa zavedie cez sériové rozhranie. Veká 
as kódu je spoloná z utilitou MBoot. Po svojom spustený dokáže pristupova k 
NAND pamäti umiestnenej na zbernici AEMIF. Jeho innos spoíva v tom, že 
NAND pamä zmaže a sám sa do nej nakopíruje. Nakopírovaný program sa z NAND 
pamäte nespustí, prípadne nepracuje správne (nedá o sebe vedie). NAND pamä je 
umiestnená  v pamäovom regióne CS2. Je to rovnaká oblas v akej ležia aj iné typy 
pamätí. Konkrétny typ požadovanej pamäte (NOR, NAND, ...) sa volí pomocou 
prepínaa J4.  
Obrázok 2.5 Prepína J4 = región CS2 [8] 
Rovnako dôležité je aj nastavenie požadovanej šírky zbernice (prepína S3-
COUT2). NAND pamä je pripojená na 8 bitovú zbernicu. 
Obrázok 2.6 Prepína S3 = bootovací mód / nastavenie procesoru [8] 
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Obrázok 2.7 Blokový diagram zdrojových súborov utility MBNand 
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2.2.8.1 Kompilácia programu MBNand 
Musíme ma nainštalované krížové kompilátory pre danú platformu, poda 
návodu v predchádzajúcich kapitolách. Následne sa presunieme do pracovného 
adresára so zdrojovými kódmi programu a postupujeme nasledovne: 
bash$ cd ./dv-mbnand 
bash$ ./usr/local/denx4_2/setup-env 
bash$ make clean 
bash$ make 
Prípadne je vhodné využi predpripravený skript „build.sh“, ktorý nám 
umožní plynulí preklad programov pomocou rôznych kompilátorov. Potom môžeme 
zvoli jednu z nasledujúcich možností (a, b, c): 
bash$ cd ./dv-mboot 
bash$ ./build.sh clean 
a) bash$ ./build.sh denx4_2 
b) bash$ ./build.sh denx4_1 
c) bash$ ./build.sh angstrom 
Štandardný výstup nás bude o priebehu kompilácie informova a vráti 
štartovaciu adresu binárneho súboru. 
2.3 ZAVEDENIE PROGRAMU Z NAND PAMÄTE 
Poet podporovaných typov NAND pamätí je limitovaný RBL 
(implementovanými identifikátormi obvodov). V prípade, že je zvolený bootovací  
mód NAND, tak sa RBL pokúsi identifikova NAND pamä pripojenú na pamäový 
región CS2. Šírka dátovej zbernice sa urí poda logickej úrovne na pine 
EM_WIDTH (8 alebo 16 bitov), ktorý je pri zapnutí zosnímaný do registra 
BOOTCFG. Tento pin je vyvedený na prepína S3 (COUT2). Pokia je identifikácia 
NAND pamäte úspešná, tak sa RBL pokúsi preíta obsah pamäte a prekopírova ho 
do internej RAM pamäte. Prvý blok NAND pamäte by mal obsahova UBL 
hlaviku. 
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Obrázok 2.8 Vývojový diagram RBL - NAND [9] 
NAND pamä sa interne delí na bloky. Bloky sa delia na stránky a stránky 
obsahujú uritý poet bajtov + rezervných bajtov (pre kontrolné súty). Najmenšia 
dátová jednotka, ktorá sa dá z NAND pamäte preíta, je stránka (prípadne jej as
použitím špeciálnych inštrukcií). Z vývojového diagramu plynie, že sa RBL pokúša 
nájs platné magické íslo, uložené v prvých 4 bytoch stránky 0 blokov 1 až 5. 
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NAND pamä má niektoré bloky už od výroby poškodené, prípadne sa niektoré 
poškodia v priebehu používania. Z tohto dôvodu sa prehadáva až prvých 5 blokov. 
Hne ako RBL nájde správne magické íslo (napríklad 0xA1ACDE00) predpokladá, 
že za ním nasleduje hlavika 16 bajtov (20 bajtov vrátane magického ísla). Tieto 
dáta umožnia RBL vyhada obraz UBL, prekopírova ho do internej RAM pamäte a 
spusti. 
Ofset Dáta Popis 
0x00 0xA1ACEDxx Platné magické íslo pre NAND bootovací mód. 
0x04 Štartovacia adresa UBL 32 bitová adresa zaiatku UBL (PC). 
0x08 Poet stránok Poet stránok, ktoré obsahujú UBL 
0x0C Poiatoný  blok íslo bloku, od ktorého je uložené UBL. 
0x10 Poiatoná stránka 
íslo stránky v poiatonom bloku, od ktorého 
je uložené UBL. 
Tabuka 2.6 UBL hlavika v NAND pamäti [9]  
2.4 U-BOOT 
U-boot (Universal Bootloader) je multiplatformový zavádza s otvoreným 
zdrojovým kódom. Podporuje interaktívne príkazy, premenné prostredia, 
skriptovanie a zavádzanie systému z externých pamäových médií. Natívne 
podporuje stovky rôznych embedded systémov a im odpovedajúce procesory vrátane 
architektúr PowerPC, ARM, XScale, MIPS, Coldfire, Microblaze, ... Základnou 
úlohou zavádzaa je inicializova  systém a predanie systémových informácií jadru 
operaného systému. Jednou z úloh je napríklad oznámenie jadru, ktorá partícia 
disku sa má pripoji ako koreový adresár. Minimálne by mal zavádza
zabezpeova nasledujúce innosti: 
• Inicializácia hardvéru, špeciálne pamäových kontrolórov. 
• Predanie bootovacích parametrov jadru systému. 
• Spustenie jadra systému. 
Medzi doplnkové innosti patrí napríklad: 
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• ítanie a zapisovanie obsahu externých pamätí. 
• Nahrávanie nových binárnych obrazov do RAM pamäte pomocou sériového 
rozhrania alebo Ethernetu. 
• Kopírovanie binárnych obrazov z RAM do FLASH pamäte. 
Obvykle je u-boot umiestnený na zaiatku flash pamäte. Jeho presné 
umiestnenie je dané použitým procesorom. Zabezpeí inicializovanie periférií, 
vytvorí potrebné dátové štruktúry pre jadro systému a prekopíruje sa do pamäte. Po 
svojom zavedení oakáva príkazy od užívatea. V prípade, že dostane príkaz na 
spustenie obrazu jadra, tak toto jadro rozbalí, umiestni do pamäte a predá mu 
kontrolu (spustí ho). Následne pokrauje jadro systému vo svojej innosti bez 
interakcie s u-bootom. 
2.4.1 Programový model utility U-boot 
Obrázok 2.9 Adresárová štruktúra programu u-boot [10] 
   Názov adresára                           Popis 
board Platformové súbory. Obsahuje adresáre, ktoré obsahujú 
inicializané funkcie využívané funkciami umiestnenými v 
súbore  lib_<arch>/board.c. 
board/<boardname>/ Súbory týkajúce sa inicializácie konkrétnych dosiek 
(asm_init.S, config.mk, u-boot.lds, ...) 
common Súbory obsahujúce príkazy (cmd_boot.c, cmd_date, env.c, ...) 
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cpu CPU súbory inicializujúce jednotlivé CPU jadrá (cpu_init.c, 
cache.S, interrupts.c, start.S,...). 
disk Partície a štruktúry pre potreby pevných diskov. 
drivers Ovládae rôznych zariadení (usbtty, ns9750_eth, ...). 
include Hlavikové súbory (console.h, usb.h, pci.h, ...). 
lib_generic Obecné knižnice (bzlib.c, vsprintf, string.c, ...). 
lib_* Knižniné funkcie pre špecifické procesory (pamäové 
rozsahy, prenosové rýchlosti, volanie špecifických rutín z 
adresára board, ...). 
net Súbory zabezpeujúce funkciu ethernetu. 
doc Dokumenty 
examples Príklady (hello_world.c, ...). 
fs Súborové systémy (fat, fods, jffs2, ...). 
rtc Hodiny reálneho asu (date.c, ...). 
tools Pomocné adresáre a súbory (env, gdb, logá, mkimage.c, ...). 
post Testovacie funkcie. 
Tabuka 2.7 Adresárová štruktúra programu u-boot [10] 
2.4.2 Pridanie novej platformy 
Pri pridávaní novej platformy sa zmeny týkajú hlavne procesoru a obvodov 
tvoriacich periférie. Je doporuené vychádza z už existujúcej konfigurácie 
podobného modelu. Nový návrh pozostáva hlavne z nasledujúcich krokov: 
• Definovanie mapovania fyzickej pamäte vrátane sekcií reprezentujúcich flash a 
dram pamäte. 
• Definovanie mapovania pamäte pre linker z nasledujúcimi sekciami 
.text - Dátové a inštrukné sekcie u-bootu. 
.env - Rezervovaný priestor pre premenné prostredia. 
Global data - Rezervované dáta pre globálne premenné. 
Monitor - Rezervovaný priestor v RAM pamäti pre u-boot. 
Malloc - Rezervovaný priestor pre dynamicky prideovanú pamä. 
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Bootmap - Rezervovaný priestor pre obraz operaného systému. 
• Nastavenie u-bootu zmenou hlavikového súboru <boardname.h> 
Vyžaduje vytvorenie adresárovej a súborovej štruktúry nasledujúceho tvaru: 
u-boot/board/<boardname>  
u-boot/include/configs/<boardname>.h 
u-boot/Makefile 
Následne sa vytvoria platformovo závislé  zdrojové kódy a upravia súbory 
Makefile. Tieto zmeny ovplyvujú aj ostatné  adresáre (include, cpu, lib_arch, 
board), ktoré sú závislé na použitej architektúre a doske. Zvyšok adresárov je 
platformovo nezávislí a  zostáva nezmenený. 
2.4.2.1 Adresár „include“ 
Configs/<boardname>.h (napríklad: configs/davinci_dvevm.h ) 
Obsahuje hardvérovú konfiguráciu mapovania pamäte a periférií. Pozostáva z 
nastavení jednotlivých obvodov vrátane i2c, ethernetu, sériového rozhrania, 
premenných u-bootu, flash (NOR, NAND) a RAM (SDRAM, DDR) pamätí. 
<core>.h (napríklad: arm926ejs.h ) 
Obsahuje definície špecifické pre daný procesor ako sú napríklad definície registrov. 
2.4.2.2 Adresár „cpu“ 
Sa skladá zo súborov, ktoré obsahujú inicializané rutiny interných periférií. 
<core>/cpu.c 
Obsahuje kód špecifický pre dané CPU. Zabezpeuje operácie ako ítanie a zápis do 
kontrolných registrov, resetovanie cpu, zapínanie a vypínanie cache pamätí, 
nastavenie zásobníkov pre režimy prerušenia... 
<core>/interrupt.c 
Obsahuje funkcie pre prácu s prerušeniami a asovaom, ako sú napríklad povolenie 
prerušení, zakázanie prerušení, spustenie asovaa... 
<core>/start.S 
Obsahuje kód, ktorý  nastaví jadro procesoru a pripraví ho pre beh. 
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2.4.2.3 Adresár „lib_<arch>” 
board.c 
Inicializuje pamä, umožní dynamickú alokáciu pamäte a inicializuje periférie. 
bootm.c 
Obsahuje implementáciu príkazu bootm, ktorý sa využíva na umiestnenie obrazu 
jadra systému do RAM pamäte. Následne predá jadru bootovacie parametre a íslo 
architektúry. 
div0.c 
Obslužná rutina výnimky delenia nulou. 
2.4.2.4 Adresár „board“ 
Každá vývojová doska, ktorú u-boot podporuje, tu má samostatný adresár. 
Nachádzajú sa tu konfigurané rutiny pre konkrétne zariadenia. 
<boardname>/flash.c 
Obsahuje funkcie na prácu s flash pamäami, ako sú inicializácia, reset, ítanie, zápis 
a mazanie pamäte. 
<boardname>/<boardname>.c 
Inicializácia samotnej dosky, nastavenie sériového portu a flash pamätí. 
<boardname>/platform.S 
Obsahuje nastavenie PLL, správu napájania, konfiguráciu SDRAM pamätí... 
Záverený krok predstavuje pridanie novej konfigurácie do makefile na najvyššej 
úrovni poda nasledovného príkladu: 
<boardname>_config: unconfig 
  @./mkconfig $(@:_config=) <architecture> <core> <boardname> 
2.4.3 Kompilácia u-bootu 
Vyžaduje prítomnos krížového kompilátoru pre danú architektúru. Aktuálnu 
verziu zavádzaa u-boot môžeme stiahnu pomocou nasledujúcich príkazov: 
a) bash$ git clone git://www.denx.de/git/u-boot.git u-boot/ 
b) bash$ git clone http://www.denx.de/git/u-boot.git u-boot/ 
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c) bash$ git clone rsync://www.denx.de/git/u-boot.git u-boot/ 
d) bash$  wget ftp://ftp.denx.de/pub/u-boot/u-boot-1.2.0.tar.bz2 
d) bash$  rm -f u-boot 
d) bash$  bunzip2 < u-boot-1.2.0.tar.bz2 | tar xf -
d)bash$  ln -s u-boot-1.2.0 u-boot 
bash$  cd u-boot 
Vlastnú kompiláciu spustíme pomocou príkazov: 
bash$ ./usr/local/denx4_2/setup-env 
bash$  make distclean 
bash$  make davinci_dvevm_config 
bash$  make 
Výstupom budú nasledujúce súbory: 
u-boot - súbor vo formáte ELF 
u-boot.bin - binárny obraz (odstránené ELF hlaviky) 
u-boot.srec - obraz vo formáte S-Record 
u-boot.map - obsahuje globálne adresy symbolov ... 
2.4.4  Nastavenia u-bootu 
Sa nachádzajú  v súbore „./include/configs/davinci_dvevm.h”. Jedná sa o 
súbor obsahujúci definície symbolických konštánt pre detailné nastavenie  
jednotlivých periférií. Základné nastavenie reprezentujú hne prvé 3 riadky, ktorých 
zmenou môžeme vygenerova nasledujúce binárne verzie u-bootu 
• NAND verzia 
/*=======*/ 
/* Board */ 
/*=======*/ 
#define DV_EVM 
#define CONFIG_SYS_NAND_SMALLPAGE 
#define CONFIG_SYS_USE_NAND 
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• NOR verzia 
/*=======*/ 
/* Board */ 
/*=======*/ 
#define DV_EVM 
#define CONFIG_SYS_NAND_SMALLPAGE 
#define CONFIG_SYS_USE_NOR 
• UART verzia (urená pre nahratie cez sériový port) 
/*=======*/ 
/* Board */ 
/*=======*/ 
#define DV_EVM 
#define CONFIG_SYS_NAND_SMALLPAGE 
#define CONFIG_SYS_USE_NOR 
#define CONFIG_NOR_UART_BOOT 
2.5 JADRO 
Pre obvod DM644x sú k dispozícii dve jadrá odvodené od jadra linux. Prvé je 
komerne dostupné ako súas operaného systému MontaVista Linux, druhé je 
vyvíjané open-source komunitou. Zdrojové kódy open-source verzie získame 
pomocou príkazu git 
git-clone  git://git.kernel.org/pub/scm/linux/kernel/git/khilman/linux-davinci.git 
Kompiláciu jadra spravíme pomocou nasledujúcich príkazov: 
bash$  ./usr/local/openmoko/arm/setup-env 
bash$  make distclean 
bash$  make davinci_evm_dm644x_defconfig 
bash$  make uImage 
bash$  make modules 
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3. ZOZNAM SYMBOLOV, VELIÍN A SKRATIEK 
ASCII ... American Standard Code for Information Interchange 
ATA … Advanced Technology Attachment (štandardná poítaová zbernica)  
Cache … Chache memory (doasná, vyrovnávacia pamä) 
CCD …  Charge Coupled Devices  
CD …  Compact Disk (dátové médium) 
CS …   Chip Select (signál aktivujúci daný obvod) 
CPSR …  Current Program Status Register (aktuálny stavový register) 
CRC ... Cyclic Redundancy Check (cyklický redundantný súet) 
CPU … Central Procesor unit (procesor) 
DM644x …  oznaenie procesoru TMS320DM644x  
DaVinci ... oznaenie rodiny procesorov DM6xxx 
DMA …  Direct memory Access (priamy prístup do pamäte) 
DMSoC …  Digital Media System-on-Chip (digitálny integrovaný systém) 
DPS ...  Digital Signal Processor (digitálny procesor na spracovanie signálov) 
D-TCM ... Data - Tightly Coupled Memory (špeciálna dátová zbernica - pamä) 
ECC …  Error Correction Code (kontrolný súet) 
ELDK … Embedded Linux Development Kit (výv. prostredie, kompilátor) 
ELDT … Embedded Linux Development Tools (výv. prostredie, kompilátor) 
EMIFA ... External Memory Interface (dátové rozhranie, asynchrónne) 
ETM …  Embedded Trace Module 
ETB …  Embedded Trace Buffer 
FIFO … first in first out (pamä alebo dátový typ typu fronta) 
FLASH ... polovodiová pamä schopná uchova informáciu bez napájania 
FTP …  File Transfer Protocol (komunikaný protokol pre prenos dát) 
HPI …  host port interface (dátové komunikané rozhranie) 
I2C …  Inter-IC Communication (sériová komunikaná zbernica) 
ISO …  iso image (binárny obraz formátu ISO) 
I-TCM ... Instruction - Tightly Coupled Memory (špeciálna inštrukná zbernica) 
kB ...  kilobajty 
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Kbps ... Kilobytes per second (kilobajty za sekundu) 
LR …   Link Register (návratový register) 
MIPS …  million instructions per second (poet miliónov inštrukcií za sekundu) 
MMC …  MultiMedia Card (polovodiová pamä) 
MMU …  Memory Management Unit (jednotka správy pamäte) 
ms ...  milisekundy 
NAND ... typ polovodiovej pamäte 
NOR ... typ polovodiovej pamäte 
NFS …  Network File System (sieový súborový systém) 
OS ...  operaný systém 
OSD …  On-Screen Display 
PC …   Program Counter (programový íta) 
PLL …  Phase-locked loop (fázový záves) 
PWM …  Pulse Width Modulation (impulzne šírková modulácia) 
PSR …  Processor Status Registers (stavový register procesoru) 
RAM … Random Access Memory (pamä RW s náhodným prístupom) 
RBL …  Rom Boot Loader (zavádzací program, ktorý je súasou procesoru) 
ROM …  Read Only Memory (pamä urená len na ítanie) 
RPM ... Red Hat Package Manager (balíkovací systém) 
RISC …  Reduced instruction set computer (procesor s redukovanou 
inštruknou sadou ) 
SVC ... Supervisor (privilegovaný režim jadra ARM) 
SD …   Secure Digital Card (polovodiová pamä) 
SWI … Sofrware Interrupt (softvérové prerušenie) 
SP …   Stack Pointer (ukazate zásobníku) 
SCR …  Switched Central Resource (komunikaná zbernica) 
SRAM ... Static RAM (statická RAM pamä) 
SPSR …  Saved Program Status Register (záloha stavového registru) 
TCM …  Tightly Coupled Memory (špeciálna zbernica obsahujúca arbiter 
zbernice a z toho plynúcu dátovú a inštruknú as) 
TIMER …  asova
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THUMB … 16 bitový inštrukný súbor jadra ARM 
UBL ... User Boot Loader (užívateský zavádzací program) 
VLYNQ ... plne duplexné sériové komunikané rozhranie 
VICP … Video Imaging Coprocessor (obrazový koprocesor) 
VPSS … Video Processing Subsystem (obrazový podsystém) 
VPFE … Video Processing Front-End 
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