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<heading level 1> Introduction <heading level 2> Computer tools in modern Science
The omnipresence of computer-based analysis in modern science comes with two challenges, which are the subject of this paper. 1) Where science is based on computer models, the existing software infrastructure determines the range of research questions that can be tackled.
Consequently, cutting edge research requires software development, which in turn requires special skills and is time consuming. Researchers are rarely software specialists, and their lack of knowledge may lead to sub-optimal results such as low readability and re-usability of code (Hannay and colleagues 2009) . 2) Published results and scientific claims must be reproducible and transparent. To ensure this, scientists have agreed on the general rules of good scientific record keeping (Macrina 2005 ) and on the right to give peers access to raw data upon request (Ince and colleagues 2012) . There is no agreement, however, on whether the software used to generate scientific results should be published along with the results. Withholding source code makes it more difficult to reproduce results, and several proposals for higher software availability have already been made (Peng 2011; Ince and colleagues 2012; Hanson and colleagues 2011) .
<heading level 2> Computer tools in Industrial Ecology
Industrial ecology (henceforth IE) is a rapidly advancing field. Progress includes the establishment of research paradigms (Pauliuk and Hertwich 2014; Ehrenfeld 2004) , agreement on accounting frameworks (Suh and colleagues 2010; Fischer-Kowalski and colleagues 2011; Pauliuk and colleagues 2014a) , the compilation of an increasing number of databases (Ecoinvent Centre 2014; Lenzen and colleagues 2013; Lutter 2010; Tukker and colleagues 2013) , and the use of increasingly sophisticated quantitative analysis and assessment methods. Models currently used in IE require more data and collaboration than ever before. Has the development of software tools kept pace? How has the IE community responded to the two challenges above? To our knowledge, this issue has not yet been addressed in the IE literature. We attempt to answer these questions for our area of expertise, which comprises life cycle assessment (LCA), input-output analysis (I/O), and dynamic material or substance flow analysis (MFA), three core methods of IE. We focus on software used to tackle data and computation intensive research questions, i.e., cases where simple spreadsheets are not enough.
LCA: State-of-the-art LCA studies are most affected, because of the large number of processes in the background system (more than 10,000 for ecoinvent 3 (Ecoinvent Centre 2014)). Tools for LCA can be divided into closed-source commercial software (GaBi (GaBi 2014) , SimaPro (Goedkoop and colleagues 2008) , Umberto (ifu Hamburg 2014), Aveny (Aveny GmbH 2014)), closed-source freeware (CMLCA (Heijungs 2012) ), and open source freeware (OpenLCA (OpenLCA 2014)). Designed mainly for industrial users, the commercial tools are essential to mainstreaming the practical application of LCA. Often, however, they prove to be too inflexible to serve the needs of cutting-edge research. This includes questions requiring region-specific emissions data and impact factors (Mutel and Majeau-Bettez and colleagues 2014b). Many leading groups therefore undertake their own programming activities, and the code is usually written by LCA specialists rather than software specialists.
Despite repeated calls for higher transparency and reproducibility (Frischknecht 2004; Finnveden and colleagues 2009; Finnveden and Ekvall 1998) , most LCAs are not sufficiently transparent to allow for meaningful comparisons across studies or for the harmonization of their system definitions (Price and Kendall 2012; Burkhardt and colleagues 2012; Kim and Wallington 2013) . For many studies, raw data are not published, or not published in a convenient format, which makes it impossible to reproduce the analysis. This has several reasons. 1) It is difficult to transparently and comprehensively document LCA analyses with commercial software. 2) There is a lack of transparency surrounding critical steps performed by database providers, such as the matching of characterization factors to emissions, or allocation. 3) Incentives for more transparent inventories are low. As result, many LCA studies are hard to compare, and they lack credibility if evaluated by high scientific standards.
I/O:
Specific software is needed for most I/O models because of the large number of system variables. Aside from play models for illustrative purposes, the number of processes in the system typically lies between 10 2 (single-region I/O) and 10 4 -10 5 (for integrated hybrid models like THEMIS or the EORA MRIO given that these models are rapidly gaining relevance in climate and resource policy making.
MFA:
The complexity of systems studied in MFA has increased significantly over the last We see lifting IE software and the way it is used to a higher level as a key strategy to successfully mastering future challenges like model integration, closer collaboration across research groups and better interaction with neighboring fields like integrated assessment modeling and general equilibrium models.
2) Level of software openness: To our knowledge there is neither an established standard nor a vivid debate regarding transparency and reproducibility of computations behind published quantitative research conducted under the label 'industrial ecology'. A general lack of reproducibility may lower the scientific quality of the field as a whole, which in the long run can impede interaction with other scientific fields and the acquisition of research funding.
Low levels of reproducibility and transparency exclude non-insiders from verifying the conclusions drawn, which can undermine the credibility of our research. Since policy guidance is a main motivation of many studies that use IE models, e.g., (Wiedmann and colleagues 2011; Tukker and colleagues 2013) , this lack of credibility must be considered problematic in a democratic society. This becomes even more apparent in light of the proposed role of scientists as 'honest brokers' (Pielke Jr 2007) and as information providers for evidence-informed policy development (Rose 2014) .
In this article we present our efforts to respond to the two challenges. (2012), we argue that the IE community should set higher requirements regarding access to source code behind scientific computations. Finally, we present our first attempt at 'walking the talk': We describe a set of open source modules for standard IE modeling tasks that are written in the general purpose language Python. We present each topic in a separate section, and discuss possible disadvantages and options for future development at the end.
<heading level 1> Guidelines for developing, testing, and documenting
software tools in industrial ecology
We present guidelines for how IE software should be developed and organized to facilitate correctness and re-usability. These guidelines are independent of the programming language chosen. Nor are they affected by the decision on whether to share the software with others.
Our suggestions extend existing guidelines for best practice in scientific coding (Wilson and colleagues 2014) and for maintaining correctness in scientific software (Dubois 2005) . Our extended set of guidelines applies to software that is structured according to the scheme in Figure 1 , which we consider to be the general structure of computations in industrial ecology ( Figure 1 ).
Figure 1:
Computational blocks of the scientific software for a typical model run in industrial ecology. Not all elements are always present, but a more elaborate structure, especially with logging and testing modules, is important for complex projects.
The software framework depicted in Figure 1 breaks up the data flow into specific functional blocks. Software should be modular; this increases the clarity and re-usability of the different components. Later re-use for similar purposes should be considered. There should be a dedicated section or software module for each block in the diagram in Figure 1 . For example, data should be read by a designated input module, in contrast to the common practice of reading data whenever they are needed. Control parameters should not be hard-coded in the model, but defined in data files, as hard-coded parameters are prone to yield mistakes when modified and forgotten, especially when they enter the code at different places. (Beck 2003) . These tests should always accompany the code and be re-run when the module is modified to ensure that the intended functionality is maintained. In contrast, system tests -such as performance, compatibility, load, and usability testing-are harder to automate. They verify that the software as a whole meets functional requirements, and are therefore interesting for more mature IE projects aiming for mainstream use.
The next guideline is the key to successful modularization and re-use of the code: (Beck 1999) . We refrain from recommending a specific methodology to the IE community, as the choice of an optimal strategy is largely project and resource dependent. We do recommend, however, that groups investing resources in software development apply a specific strategy for this process.
Development and documentation of the interfaces between software blocks is of central importance, as is the documentation of the functions of the code within the blocks.
<heading level 1> Guidelines for collaborative software projects within industrial ecology and a call for more transparency of published results
The benefits of pursuing high quality standards for scientific software are hardly debatable.
More sensitive is the question of whether or not to share software with peers and have them use and improve it. We argue that in many cases, considerable synergies may arise by combining the pursuit of high quality software and the willingness to publish it open source.
The first type of synergy concerns the productivity of IE research: Open source software can help the whole IE community to move faster and produce higher quality work with less effort.
Collaborative software projects encourage researchers to interact; they can also initiate scientific collaboration beyond mere programming. Contributing to such software increases a researcher's visibility. but it carries a large potential. It turns a piece of software into a publication in its own right, which encourages the publisher to properly modularize, test, document, and comment the software. This alone will raise practice standard by making the code better structured and less prone to mistakes. We believe that following the proposed guidelines will help to make open source publishing of code beneficial to the community as a whole, including the author of the code.
<heading level 2> More transparency and reproducibility from mandatory code sharing
In response to the increasing demand for publicly available software to reproduce scientific claims, the IE community should consider to set higher requirements regarding the provision of raw data and scientific software along with peer-reviewed publications. We believe that the editors of journals that publish IE research as well as the reviewers are key players in this process. They should consider asking authors for a major revision of manuscripts whose Open source software and reproducible scientific claims are two sides of the same coin. We close our explanations by summarizing our recommendations on software development, sharing, and publication in tabular form (Table 1) . Table 1 : Summary of our proposed guidelines for software development and sharing. These guidelines were developed for industrial ecology, but they also comprise other fields where the typical program structure follows the flow diagram in Figure 1 .
Guidelines for software development Guidelines for software sharing  Software should be modular. Later re-use should be considered.
 Well-defined interfaces between modules are essential. Modules and interfaces require extensive documentation.
 Unit-tests should be performed on all independent modules.
 Version control should be used to keep the overview as the software modules change.
 Logging routines should be used to facilitate high transparency within a model run.
 Every piece of code that has welldefined functionality and interfaces and that can potentially be re-used is worth publishing. Brightway2 is a framework for life cycle assessment, covering everything from data input/output and processing to calculations and interpretation (Mutel 2014) . The software itself is split into different modules, each with a specific focus and limited set of capabilities.
In addition to the core components, extension modules provide user interfaces, regional and dynamic LCA, and data interfaces for external programs. Brightway2 is extensively documented, and is designed to be easy to use and adapt. Its capabilities include:
 Import of ecospold 1 and 2 (ecoinvent 2 and 3) and SimaPro files, and export to multiple formats.
 Very fast static and stochastic LCA calculations and supply chain graph traversal.
User interfaces and extensions:
 Web based and classical GUIs enable data management as well as visualization of LCA results including networks, Hinton matrices, and treemaps.
 Another extension enables grouping several processes into so-called process subsystems, which can be efficiently relinked based on user-defined product names to screen alternative life cycles and provide the basis for optimization problems.
<heading level 2> Matrix system representations (ecospold2matrix)
Ecospold2matrix.py (Majeau-Bettez 2014a) is partly based on the ecospold-parsing functionality of Brightway2, but it is much simpler and more narrow in scope. To help bridge the gap between typical LCA and EEIO workflows, this module reorganizes the ecoinvent 3 database as a collection of matrices. It can notably:
 assemble the unallocated dataset in a supply and use table framework (see pySUT)
 perform basic quality checks on the pre-allocated datasets and arrange them as Matlab or Matematica. Thus, users of the latter languages are subject to vendor lock-in, which raises issues over the longevity of the code base and may be cost-prohibitive for some institutions. This economic advantage and the independence of a specific provider should be taken into consideration when deciding which programming environment to use. We consider the use of a free and open programming environment to be more appropriate for an emerging research field with high ambitions and a strong footing in the developing world.
<heading level 1> Conclusion:
Industrial ecology needs better software to mature further. Our guidelines for the development of more professional software for the industrial ecology (IE) community cover modularization, testing, interfaces, documentation, version control, and logging routines. To follow these guidelines, additional effort related to modularization, testing, and documentation is needed. According to our experience, however, this effort is promptly offset by the benefits of reusability and ease of collaboration.
Open source software for industrial ecology research has a large potential to make our field more productive and to produce higher quality results. Our guidelines for open source IE software may help to realize this potential, and first steps in that direction have already been taken. It may take some time, however, until a comprehensive and mature open source software framework will be at disposal to the community.
Transparent and reproducible results are another aspect of a mature research field. Published IE research often falls short of the standards set in other fields, and the IE community should consider setting higher requirements regarding general access to software tools and/or documentation of data flows related to published IE research.
We identified considerable synergies between high-quality software, open source software, and reproducible results, and believe that the recommendations given in the paper will eventually help IE researchers make more solid contributions to understanding and solving the environmental challenges faced by modern society. Clearly, we are only at the beginning of such a process.
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