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LAZY EVALUATION AND NONDETERMINISM MAKE BACKUS ~ FP-SYSTEMS 
MORE PRACTICAL  
Atanas  Radensky  
Center  fo r  Mathemat ics  and Mechan ics  
1090 Sof ia ,  P~O~Box 373~ Bu lgar ia  
SUMMARY.  Backus  ~ FP -sys tems are  made more  pract i ca l  by 
in t roduc ing  in to  them lazy  eva luat ion  and nondetermin ism.  Th is  is done  
in the  f ramework  of a concrete  programming language ca l led  FP~ From 
the  one  hand~ th i s  language is a lmost  as  mathemat ica l  as  FP -sys tems 
area F rom the  o ther  hand,  it g ives  the  poss ib i l i ty  to  manage secondary  
memory  and  to  deve lop  such  app l i ca t ions  as, fo r  ins tance ,  in teract ive  
and d is t r ibuted  f i l e  sys tems.  Exper imenta l  vers ions  of a compi le r  and 
an in terpreter  for  the  FP~ language are  imp lemented~ 
!. FP -SYSTEMS - SOME SHORTCOMINGS 
J~ Backus ,  in h i s  Tur ing  award  lec ture  in 1977~ in t roduced a 
c lass  of pure  funct iona l  p rogramming languages ,  re fe r red  to  as  
FP -sys tems [Bac, 78]. In FP -sys tems.  on ly  funct ions  of one  argument  
are  used.  (S ince  the  argument  is just  one,  there  is  no  need to  
exp l i c i te ly  denote  it, and  th i s  is  the  reason  FP -programs do  not  
conta in  any  var iab les . )  Th is  resu l t s  in a very  s imple  and e legant  
mathemat ica l  semant ic ,  wh ich  encourages  the  deve lopment  of a pecu l ia r  
a lgebra  of p rograms [Bac ,78] .  Some genera l  theorems wh ich  character i ze  
l a rge  c lasses  of programs are proved [Wi l ,80] .  [Bat ,81] .  [Wi i .82] .  For 
i ns tance ,  some theorems concern ing  the  representab i l i tv  of 
FP - funct ions  in the  fo rm of " in f in i te  cond i t ions"  a re  proved:  the  
recurs ion  and i te ra t ion  theorems [Bac~78] ,  the  l inear  expans ion  
theorem [Bac ,81] ,  the  theorem of representat ion  of some non- l inear  
fo rms [Wi l ,80]~ the  theorem which  es tab l i shes  the  ex is tence  of 
representat ion  of any  funct ion  in the  fo rm of in f in i te  cond i t ion  
[Rad ,82] .  
The  poss ib i l i ty  to  deve lop  re la t ive lv  s imp le  and  power fu l  
mathemat ica l  methods  for  fo rmal  s tudy  and ana lys i s  of p rograms is one  
major advantage of FP-systems. However, there  ex is t  some hard 
shortcomings of FP-systems which are obstac les  to  the i r  wider 
spreading and use as a rea l  programming too l .  
F i r s t  of a l l ,  FP-systems do not support  the development of 
in teract ive  programs and the management of secondary storage.  Thus, i t  
i s  imposs ib le  in  FP-systems to  implement text  ed i to rs ,  f i l e  systems 
and database systems, and many other  s imi la r  programs. 
Another group of problems w i th  FP-systems concerns the  e f f i c iency  
of the i r  implementat ion.  I t  i s  s t i l l  unc lear  how much combinators or 
mul t ip rocessor  systems can help in  th i s  respect .  Much exper imentat ion  
ought to  be done, in  order to  develop spec i f i c  compi ler  techn iaues  fo r  
e f f i c ient  code generat ion .  
The above mentioned and some other  shortcomings of FP-systems can 
be removed (at  leas t  par t ia l l y )  by means of spec i f i ca l ly  adopted 
var iants  of some wel l  known methods: lazy  eva luat ion ,  nondeterminism, 
loca l  de f in i t ions ,  tabu la t ion .  Such an approach to  improving 
app l i cab i l i ty  and e f f i c iency  of FP-systems i s  mater ia l i zed  in  a 
concrete  language ca l led  FP~, and a corresponding microcomputer 
programming system. From the  one hand, FP* succeeds use fu l  
mathematical p roper t ies  of FP-svstems. From the o ther  hand, FP~ a l lows  
in teract ive  programming, secondary s tor rage  management, and i t  can be 
implemented e f f i c ient ly  enough in  order to  be considered as a 
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cand idate  fo r  real  p rogramming~ 
2~ BASIC  CUNSTRUCTS IN THE FP~ LANGUAGE 
Wi l l i ams [Wi l ,82]  p resents  a very  n ice  synops is  of FP -sys tems~ 
and here  we use  i ts  scheme to present  the  FP~ language~ the  more  so  as 
many const ructs  in FP~ are  the  same as in FP -svs temso 
A program in FP~ is a set  of de f in i t ions  of funct ions  that  map 
ob jec ts  to  ob jec ts~ The set  Ob of ob jec ts  is de f ined  in the  Eo l low ing  
way: 
I) ? is  in Ob (? denotes  the  undef ined  ob jec t )~ 
2) a set  of a toms ( in tegers~ ident i f ie rs~ and characters )  is in 
Ob 
3) any  f in i te  or in f in i te  sequence  <xl "~ ~ oo~ ,-,~ o~ xn > of  ob jec ts  
i s  in  Ob~ inc lud ing  the  empty sequence <> (a prec ize  de f in i t ion  of 
in f in i te  ob jec ts  can be g iven  in  terms of in f in i te  t rees)°  
Backus denotes the  undef ined  ob jec t  by 2 and accepts  that  
<x l ,x2 , .~ ,xn>= i , i f  fo r  some i~ x i  = i ~ Such s t r i c tness  of  the  
l i s t  const ructor  in FP -sys tems impl ies  that  "~.othe  var ious  
computat ion  ru les ,  outermost ,  ie f tmost -outermost ,  innermost ,  and 
le f tmost - innermost ,  a re  al l  sa te  ru les  for  comput ing  the  leas t  f i xed  
po in t "  [Wi l ,82] .  Th is  is rea l ly  very  n ice  f rom a theoret i ca l  po in t  of 
v iew but  is not  so impor tant  f rom a pract i ca l  one~ The  pr i ce  wh ich  is 
pa id  for  the  s t r i c tness  of the  l i s t  const ructor  in FP -sys tems is the  
absence  of lazy  eva luat ion ,  and  th i s  p r i ce  is too  h igh.  
A nonst r i c t  l i s t  const ructor  is used  in FP~ In par t i cu la r ,  th i s  
means  that  the  ob jec t  < .~.? . . .>  is not  equ iva lent  to the  undef ined  
ob jec t  ?. Th is  assumpt ion  a l lows  lazy  eva luat ion  in FP~ Note  that  
w i th  nonst r i c t  const ructor  it is s t i l l  poss ib le  to  prove  laws  in the  
a lgebra  of p rograms,  use  s t ruc tura l  induct ion  and f ixpo in t  induct ion  
to  deduce  proper t ies  of p rograms,  and in genera l  - reason  about  
programs by  means  of p rec ize  mathemat ica l  methods .  
A set  of p r imi t ive  funct ions  and a set  of funct iona ls  ( re fer red  
to  as " funct iona l  fo rms" )  a re  used.  G iven  a funct iona l  p rogram P, the  
not ion  of a funct ion  (programmable  in P) is de f ined  as  fo l lows :  
- Any  pr imi t ive  funct ion  is a funct ion  (programmable  in P). 
- If fl, f2 , . . . ,  fn (n >= 0) a re  funct ions  (programmable  in P), 
and  if C is a funct iona l  fo rm that  take  n a rguments ,  then  
C( f1~f2~. . .~fn)  is a funct ion  (programmable  in P). 
- If the  program P conta ins  a de f in i t ion  
l azy  g = G(g~. . . ) ,  
then q i s  a " lazy"  funct ion  (programmable in  P).  I f  P conta ins  a 
de f in i t ion  
def f = F ( f , . . . )~  
then f i s  a "normal"  funct ion  (programmable in  P).  The r iqht  
s ides  G(g , . . . )  and F ( f , . . . )  are  funct ions  (programmable in  P).  
Fur ther  on, the  express ion  "proorammable in  P" i s  omi t ted .  By x : f  
we denote the  resu l t  of the  app l i ca t ion  of f to  ×. 
When a lazy  funct ion  i s  to  be app l ied  to  an ob jec t  x~ a 
pseudo-ob jec t  which rep laces  the  resu l t  x : f  i s  c reated .  In that ,  the  
cor respond ing  computat iona l  process  i s  de layed ,  not  in i t ia ted .  When 
the  resu l t  ×:g of  the  app l i ca t ion  of g to  x i s  to  be output  or  used by 
a pr imi t ive  funct ion ,  then the  suppressed computat iona l  p rocess  i s  
automat ica l ly  fo rced .  
The set  of p r imr i t ive  funct ions  conta ins  se lec tor  funct ions  
(denoted by 1~ 2, 3~. . . ) ,  the  ta i l  funct ion  ( t l ) ,  funct ions -pred icates  
(=, is_empty~ is_atom, eqO~ etc .} ,  a r i thmet ic  funct ions  (+, - ,  ~, / ,  
mod~ p lus1 ,  minus1) ,  the  append funct ions  (apnd l ,  apndr ) ,  and many 
others ;  some of them are cons idered  la ter .  
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The fo l low ing  examples h igh l iQht  the  semant ics of p r imi t ive  
funct ions  used  fur ther  in th i s  paper:  
Se lec tors :  <a b c>: l  = a; <a b c>:3  = c~ 
Tai l :  <a b c>~ti  = <b c>~ <a <b c>>:t l  = <<b c>>: 
Ident i ty :  <a b c>: id  = <a b c>~ 
Is empty :  <a b c>: i s_empty  = F~ <>: is_empty  = T: ? : i s _empty  =?~ 
Mul t ip l i ca t ion :  <100 2>:~ = 200; <100 ?>:~ = ?. 
The  append to  the lef t  funct ion  (it d i f fe rs  essent ia l l y  f rom the  
cor respond ing  FP - funct ion)  is app l ied  in the  fo l low ing  way: 
× : apnd l  = 
<y>, if x=<y <>.~.>~ 
<y zl z2 . . . zn>,  if x=<y <z l . . . zn . . .> . . .>;  
<y>~ if x=<y z . . .>  and z is not  a l ists 
? o therwise .  
The  set  of funct iona l  fo rms inc ludes  compos i t ion  (denoted  by ":"~ 
not  by  "o" as in FP -sys tems) ,  const ruct ion  ([fl f2 . . . fn ] ) ,  cond i t i ton  
(if p then  f e l se  g)~ constant  (denoted  by "x~ not  by  ~)~ i te ra t ion .  A 
"case"  funct iona l  fo rm is in t roduced in FP~ in o rder  to  improve  both  
program readab i l i ty  and e f f i c iency .  Th is  fo rm wi l l  be  inc luded in some 
fur ther  examples .  
Accord ing  to Backus  [Bac ,78]~ funct ions  in an FP -compos i t ion  (fl 
o f2  o ... o {n) a re  app l ied  f rom r ight  to left,  i .e.:  
(fl o f2  o ... o fn ) :x  = f l : ( f2 : . . . ( fn :x ) . . , ) .  
Th is  is ra ther  inconven ient ,  s ince  in real p ro0rams n can  be 
fa i r ly  large.  Th is  de f in i t ion  of compos i t ion  fo rces  programmers  (which 
usua l ly  wr i te  f rom lef t  to r ight)  to  wr i te  f i r s t ly  the  funct ion  wh ich  
is to  be  app l ied  the  last.  (Funct ion  compos i t ion  is used  l i ke  
s ta tement  compos i t ion  in procedura l  lan0uaQes ,  and we can imaq ine  a 
For t ran  programmer  wh ich  is  persuaded to wr i te  h i s  p rogram s tar t in0  
w i th  the  last  s ta tement  and f in i sh ino  wi th  the  f i r s t  one.)  In FP~, 
funct ions  in a compos i t ion  ( f l : f2 : . . . : fn )  a re  app l ied  in the  way  are  
wr i then ,  i .e. f rom left  to r ight :  
x : ( f l : f2 : . . . : fn )  = ( . . . ( (x : f l ) : f2 ) . . . : fn ) .  
Some examples concern ing funct iona l  forms fo l low.  
Compos i t ion:  <a b c>: ( t l : l )  = b : 
Const ruct ion :  <5 2>: [+ - ~ / ]  = <7 3 10 2>; 
Constant :  5: ( [ id  "2 ] :~)  = <5 2>:~ = 10; 
Cond i t ion :  <5 6>: ( i f  empty then id  e l se  [1 "2 ] :~)  = <5 2>:~ = 10. 
3. INPUT - OUTPUT IN FP~ 
Suppose, a funct ion  f i s  app l ied  to  an ob jec t  x.  The app l i ca t ion  
of f s ta r ts  ( i f  poss ib le> even before  any par t  of x i s  input .  The 
app l i ca t ion  of f i s  suspended in a case some nessessary par ts  of x are 
not input  yet .  I t  i s  resumed immediate ly  a f te r  one or more l ines  
conta in ing  the  nessessary data are input .  In that ,  any component of 
the resu l t  x : f  i s  output  immediate ly  a f te r  i t  has been computed. 
S imi la r ly  to  [Hen,82] ,  a funct ion  which doubles an in f in i te  l i s t  
of numbers can be in t roduced:  
lazy  double = [ [1  "2 ] :$  t l :doub le ] :apnd l -  
Dur ing i t s  app l i ca t ion ,  the fo l low ing  d ia looue  can be seen on the 
screen:  
<1 3 2 - - input  
<2 6 4 - -output  
5 7 10 - - input  
10 14 20 - -output  
6 - - input  
12 - -output  
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A pr imi t ive  funct ion  "wr i te"  is in t roduced in FP~o It ex tends  the  
pr imary  memory  onto  the secondary  one~ 
We present  here  a s impl i f ied  var iant  of th i s  funct ion°  By means  
of it~ an ob jec t  can be output  onto  a disk° Formal lv~ the  funct ion  is 
app l ied  accord ing  to  the  fo l low ing  ru le :  
x :wr i te  = y~ if x=<y n . . . .  ~ e lse  ? 
If n is a number  of a d i sk  dev ices  then  the  ob jec t  v is output  
onto  the  cor respond ing  d isk~ In that~ the  p iece  of p r imary  s toraqe  
occup ied  by y is re leased°  Ins tead~ a pseudo-ob jec t  wh ich  conta ins  
some nessessary  d i sk  addresses  is c reated~ In th i s  manners  the  ob jec t  
y remains  access ib le  fo r  fu r ther  user and when nessessary~ is 
automat ica l ly  loaded by the  sys tem in to  the  pr imary  s torage .  
Henderson  [Hens82]  descr ibed  a s imple  f i l e r  in a L i sp - l i ke  
notat ion .  We did the  same in the  FP~ language us ing  the  pr imi t ive  
funct ion  wr i te~ A funct ion  " f i l e r "  is descr ibed  in the  FP~ ianquaqe~ 
By means  of th i s  funct ion~ the  user  can  c reate~ update~ and 
in ter rogate  a database~ wh ich  is  ac tua l ly  a l i s t  of f i les .  A f i l e  is 
an ob jec t  in the  fo rm <f i le_name f i le_va lue>~ A f i l e_name is  an 
ident i f ie r~ and a f i l e_va lue  is an ob jec t .  
The  f i l e r  accepts  some commands  f rom the  keyboard~ executes  them 
and re turns  cor respond ing  answers  on the  sc reen .  We cons ider  here  on ly  
two  commands :  put  and  get.  The  put  command has  the  form: 
<put  f i l e_name f i le_va lue>.  
The resu l t  of the  execut ion  of th i s  command is  that  the  f i l e  is 
s to red  in the  database~ and answer  " ready"  is d i sp layed  on the  sc reen~ 
d isp layed  
d isp layed~ 
database.  
The 
commands, 
The get  command has the  form: 
<get T i le_name>. 
As a resu l t~ the  cor respond ing  f i l e  va lue  from the  database i s  
on the  screen.  A l te rnat ive ly ,  the  answer "not_ found"  i s  
i f  a f i l e  w i th  the  spec i f ied  name i s  miss ing  from the  
f i l e r  i s  a funct ion  which i s  app l ied  to  an in f in i te  l i s t  of 
executes  them, and re turns  cor respond ing  answers.  As an 
e f fec t  of lazy  eva luat ion~ the  f i l e r  executes  and answers every  
command immediate ly  a f te r  i t  has been input .  Thus, there  i s  a d ia logue  
between the  user  and the  f i l e r .  
Example. A typ ica l  d ia logue  looks  l i ke  th i s :  
<<put f i l e l  <A B C>> 
<ready 
<get f i l e1> 
<A B C> 
<put f i l e1  <x y>> 
ready 
<get f i l e l>  
not  found 
<get f i l e1> 
<x y> 
w l w  
Note that  the  FP~ programming system can save the  s ta te  of  the  
executed funct iona l  program before  any sw i tch ing  o f f  the  computer;  i t  
can recover  i t  immediate ly  a f te r  the  computer i s  sw i tched  on aga in .  In 
that ,  the  database i s  saved on the  d i sk ,  and i s  fu r ther  used and 
delopped a f te r  the  sw i tch ing  on. 
There i s  no p lace  enough to  present  the  de f in i t ion  of  the  f i l e r  
here ,  but  th i s  funct ion  w i l l  be used in  fu r ther  examples. 
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4o NONDETERMINISM IN FP~ 
A pr imi t ive  funct ion -pred icate  named " i s_ ready"  can  be  used  in 
o rder  to  tes t  whether  i t s  a rgument  is a pseudo-ob jec t~ or it is  an 
ac tua l  ( i~e~ a l ready  computed)  one~ The  va lue  of the  funct ion  can  be 
T or  F~ and  it depends  on the  s ta tus  of the  argument  in the  moment  of 
app l i ca t ion~ If the  argument  is a pseudo-ob jec t~ then  the  funct ion  
is ready  re turns  F~ e lse  it re turns  T~ 
Th is  funct ion  is nondetermin is t i c  s ince  it can  re turn  d i f fe rent  
resu l t s  when app l ied  tw ice  to  the  same argument .  For  ins tance~ the  
resu l t  of  app l i ca t ion  may depend on the  speed w i th  wh ich  the  argument  
is input .  
Formal ly~ it can be  accepted  that  the  va lue  of the  funct ion  
i s_ ready  is  p roduced in an abso lu te ly  random manner :  
x : i s _ ready  = T or F~ 
One more  pr imi t ive  funct ion  named "awa i t "  i s  in t roduced.  I ts  
app l i ca t ion  is  t ight ly  connected  to  the  use  of the  funct ion  i s_ ready .  
Formal ly~ the  funct ion  awa i t  8 ives  ~ust  the  same resu l t  as the  
ident i ty  funct ion :  
x~awai t  = ×~ 
In pract i cer  the  imp lementat ion  of awa i t  is d i f fe rent  f rom the  
imp lementat ion  of the  ident i ty~ s ince  the  fo rmer  funct ion  fo rces  i t s  
a rguments  Thus~ the  app l i ca t ion  of awa i t  to  a pseudo-ob jec t  resumes  
some de layed  computat iona l  p rocess .  
Fur ther~ some def in i t ions  of lazy  funct ions  a re  cons idered .  They  
i l lus t ra te  the  use  of the  funct ions  i s_ ready  and  awai t .  
A NONDETERMINISTIC MERGE OF TWO LISTS 
A nondetermin is t i c  funct ion  "merqe" i s  def ined~ which when 
app l ied  to  an ob jec t  in  the  form 
<<xl  x2  x3  . . .>  <yl  y2 y3  . . .> .- ->~ 
merges  <xl  x2  x3  . . .> and  <vl  y2  v3 . . .> in the  same l ist :  
l azy  merge  = 
if l : i s _ ready  then  
[ I : I  [ l : t l  2 ] :merge] :apnd l  
e l se  if 2 : i s _ ready  then  
[2:1 [I 2 : t l ] :merge] :apnd l  
e lse  I f :awa i t  2 :awa i t ] :merge;  
Henderson [Hen,82]  proposes as a pr imi t ive  funct ion  in  a 
L i sp - l i ke  language a funct ion  ca l led  " in ter leave"  which i s  app l ied  
ana logous ly  (but not equ iva lent ly )  to  the  funct ion  merge. The use of 
the pr imi t ive  funct ions  i s_ ready  and await  ins tead  of in ter leave  
however  g ives  the  poss ib i l i ty  to  descr ibe  var ious  use fu l  var iants  of 
in ter leav ing  funct ions  wh ich  f i t  bet ter  to  d i f fe rent  par t i cu la r  tasks .  
Fur ther ,  l i s t s  in  the  form: 
x = <<i l  x l>  < i2  x2> <i3  x3> . - ->  
are  cons idered ,  where i l ,  i 2 ,  i3~ . . .  a re  in tegers  and x l ,  x2, 
x3, ... a re  a rb i t ra ry  ob jec ts .  The  in tegers  il, i2, i3~ ... a re  
re fer red  to  as  labe ls ,  and x is  referred to  as  labe led  l ist .  
Some funct ions  wh ich  f i l te r  labe led  l i s t s  can be de f ined .  These  
funct ions  f i l te r  a l ist ,  l e t t ing  pass  on ly  e lements  w i th  par t i cu la r  
labe ls .  In that ,  f i l te rs  remove labe ls  f rom all  sc reened e lements .  
In fu r ther  examples ,on ly  two  f i l te rs  named f i l te rO l  and f i l te r02  
are  used .  F i l te rO l  ( respect ive ly  f i l te r02)  le ts  pass  on ly  e lements  
labe led  by  0 or I ( respect ive ly  by 0 or 2). The  f i l te r  funct ions  a re  
lazy,  and  are  de f ined  by  means  of the  "case"  funct iona l  form:  
lazy  f i l te rO l  = 
case  I: I  is  
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w..>~ 
~0~ ~I - -> [1:2 t l : f i l te rO l ] :apnd l~ 
e lse  t l : f i l te rO l~ 
end~ 
F i l te r02  is de f ined  ana logous ly°  
Example~ Denote  by W the fo l low ing  list: 
<<0 100> <0 200> <2 300> <I 400> <0 500> <i 600> <2 700> <I 800> 
Then: 
W: f i l te rO l  = <I00 200 400 500 600 800.~.>~ 
W: f i l te r02  = <i00 200 300 500 700 .~>.  
SPLITTING~ PROCESSING, AND MERGING 
Suppose, the fo l low in8  process (see f ig .  l )  i s  to  be pro0rammed: 
1) Elements of a labeled l i s t  are input  one bv one from the 
keyboard; 
2) The input  data are f i l te red  and sp l i t  up on two separate 
l ists;  
3) Every  e lement  of the f i r s t  ( respect ive ly  - the  second)  l i s t  is 
processed by means of a funct ion  81 ( respect ive ly  - 82); 
4) The both processed l i s t s  are merged and the resu l t ing  l i s t  i s  
output on the screen. 
Fig.  1. 
This process i s  implemented by means of a funct ion  def ined as 
fo l lows :  
lazy  p = [ f i l te rO l :q l  f i l te rO2:g2}:merqe .  
C lear ly ,  var ious  processing funct ions  gl  and 82 can be used. For 
ins tanter  g l  and q2 can be def ined in the fo l low ing  way: 
lazy g l  = 
await :  
( i f  is_ready then [1 :p lus1 t l :q l ] :apnd l  
e lse gl); 
lazy g2 = 
await :  
( i f  is_ready then [1:minus1 t l :q2] :apnd l  
e lse  g2). 
Thus, gl adds 1 to  (and q2 subt racts  1 from) every element of an 
in f in i te  l i s t  of in tegers .  
Note that  the funct ion  merge demands (by means of the pr imi t ive  
funct ion  await)  the resu l t  of the app l i ca t ion  of g l  and g2 (see 
f ig .  l ) .  Actual ly~ the funct ion  merge forces  gl  and g2. From i t s  par t ,  
g l  ( respect ive ly  g2) demands the resu l t  of app l i ca t ion  of f i l te r01  
( respect ive ly  f i l te r02) .  Thus, every funct ion  which i s  on the path 
from the keyboard to  the screen demands the resu l t  of i t s  predecessor. 
A DISTRIBUTED FILER 
We are going to  def ine a d i s t r ibuted  f i l e r  which creates and 
manages some databases in  para l le l .  The d i s t r ibuted  f i l e r  w i l l  be able 
to  execute the fo l low ing  commands: 
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I) <i <put  f x>>o 
If i>O, then  th i s  command has  the  e f fec t  of add ing  the  f i l e  <f x> 
to the  i - th  data  base° In case  of i be ing  O, the  same is done  w i th  all 
data  bases~ If a T i le  wi th  name f a l ready  ex is ts ,  then  it is rep laced  
by the  new f i le~ 
2) <i <get  f>>~ 
If i>0, then  th i s  command ext racts  f rom the  i - th  database  the  
va lue  of the  f i l e  w i th  name f~ In case  of i be ing  O, f i l e  va lues  w i th  
name f a re  ext racted  s imul taneous ly  f rom all databases°  
In fact ,  the  above  commands  are  labe led  var iants  of the  commands  
put and get,  cons idered  in sect ion  3. Label  0 means  that  the  command 
is to  be  executed  on all databases ,  and label  i, i>0, means  that  the 
command is to  be executed  on the  i - th  database~ 
Fig~ 2~ 
A funct ion  named d is t r ibuted  f i l e r  i s  de f ined  
s impl i c i ty ,  i t  suppor ts  on ly  two databases (see f ig .2 ) :  
l azy  d i s t r ibuted_ f i le r  = 
[ f i l te r01  : f i l e r  f i l te r02  : f i l e r ]  : merqe  
below. For 
In  the  above def in i t ion ,  the  f i l e r  that  suppor ts  one database 
(see sect ion  3) i s  used. 
The d is r ibuted  f i l e r  i s  app l ied  to  an in f in i te  seauence of 
commands, executes  them, and re turns  an in f in i te  sequence of answers. 
Due to  lazy  eva luat ion ,  every  command i s  executed and answered 
immediate ly  a f te r  i t  has been input .  A typ ica l  in teract ion  w i th  the  
d i s t r ibuted  f i l e r  looks  l i ke  that :  
<<i <put  f 100>> 
<ready  
<o ~ <put  f 200>> 
ready  
<0 <get  fx~,.. 
100 200 
.~ ~get  f~  
200 
s m a  
In  the  beg in ing ,  a f i l e  <f 100> i s  s to red  in  the  f i r s t  database,  
and a f i l e  <f 200> - in  the  second one. Actua l ly ,  f can be cons idered  
as the  same f i l e ,  d i s t r ibuted  in  the  both databases.  By means of the  
command <0 <get f>>, the  f i l e  f i s  ext rac ted  s imul taneous ly  from the  
both databases.  
In  p ract i ce ,  a d i s t r ibuted  f i l e r  which suppor ts  much more than 
two databases can be used. I t  i s  conven ient  to  implement such a 
funct ion  (and many others )  by means of mul t ip rocessor ,  mu l t id r ive  
systems, in  which merging i s  done by hardware. In par t i cu la r ,  i t  i s  
conven ient  to  a l locate  every database on a separate  in te l l iqent  un i t  
which compr ises a d i sk  dr ive ,  a processor ,  and some pr imary  memory. 
5. CONCLUDING REMARKS 
An exper imenta l  programming system 
Bu lgar ian  microcomputer "P ravets -82" .  I 
FP*  i s  implemented on the  
i ses  a compi le r  which 
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t rans la tes  funct iona l  p rograms in to  abst rac t  mach ine  language 
programs~ and an in terpreter  of such  abst rac t  p rograms~ A number  of 
funct iona l  p rograms are tes ted  and executed~ inc lud ing  all p rograms 
cons idered  in th i s  paper°  
Let  us  f ina l ly  note  that  management  of text  databases  is 
cons idered  as a ma jor  app l i ca t ion  of the FP~ language°  It can be 
e f f i c ient ly  suppor ted  by means  of a mul t ip recesser  mul t id r ive  computer  
sys tem.  
6~ REFERENCES 
[Bac~ 78] 
J~Backus~ Can Programming Be L iberated  f rom the  Von Neumann 
Sty le?  A Funct iona l  S ty le  and i ts  A lgebra  of P rograms~ Communo ACM~ v~ 
21~Aug.  1978~ pp. 613-641~ 
[Bac~ 81] 
J .Backus~ The  A lgebra  of Funct iona l  P rograms:  Funct ion  Leve l  
Reason ing~ L inear  Equat ions~ and Extended Def in i t ions .  In "Proc~ Into 
Co i log~ on Formal i sa t ion  of P rogramming Concepts"~ Pen isco la~ Spain~ 
Lecture  Notes  in Computer  Sc ience~ vo lo107 (Spr inger  Ver lag~ 
He ide lberg~ 1981). 
[Hen~ 82] 
P. Henderson. Purely Functional Operating Systems. In 
"Functional Programming and I t s  Applications"~ ed~ by J. Darlington~ 
P. Henderson~ and D. Turner~ Cambridge Univ. Press~ 1982. 
[Rad, 82] 
A. Radensky~ An In f in i te  Expansion in I te ra t ive  Combinatory 
Spaces and in Functional Proqramming Systems. Comptes rendus de 
l'Academie Bulgare des sciences~ Tome 35~ N 5~ 1982~ pp.569-571. 
[Wil ,  80] 
J .Wil l iams. On the Development of the Algebra of Functional 
Programs. Tech. report  RJ 2983~ IBM Research laboratory~ San Jose~ CAr 
1980. 
[Wil~ 82] 
J .Wil l iams. Notes on the FP s ty le  of funct ional  programming. 
In "Functional Programming and I t s  appl ications"~ ed. by Oi 
Darlington~ P. Henderson~ and D. Turner~ Cambridge Univ~ Press~ 1982. 
