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1 Einführung 
1 Einführung 
 
Im Mai 2001 wurde JavaServer Faces (JSF) von Sun als Java Specification 
Request (JSR) 127 vorgestellt. Außer Sun sind an der Entwicklung der JSF Spezi-
fikation unter anderem die Apache Software Foundation, BEA Systems, Borland 
Software Corporation, IBM, Oracle und Macromedia beteiligt. Seit Dezember 
2003 steht die Referenzimplementierung (RI) von Sun als Version 1.0 Beta zur 
Verfügung. 
 
Obwohl die Spezifikation noch nicht ganz abgeschlossen ist und die RI bis zum 
Final Release noch große Änderungen erfahren wird, zeichnet sich bereits ab, dass 
hier ein "großer Wurf" gelungen ist. Tool-Hersteller wie auch Anwendungsent-
wickler bringen JSF großes Interesse entgegen; eine OpenSource-Implementie-
rung der JavaServer Faces ist mit MyFaces1 von SourceForge auch schon zu ha-
ben.  
 
Dabei gab es JavaServer Faces eigentlich schon, bevor die Entwicklung der Spezi-
fikation begann. Das inzwischen in der Version 2.1.7 vorliegende Framework 
UIX (User Interface XML) von Oracle versucht schon seit einigen Jahren, eine 
große Lücke zu füllen. Es ist, genau wie JSF, ein UserInterface-Framework fürs 
Web. Im Gegensatz zu JSF ist es jedoch schon so ausgereift, dass es in realen 
Projekten eingesetzt werden kann.2  
 
Wer UIX verwenden möchte, bindet sich jedoch an den Hersteller. Es ist nicht 
Teil der Java 2 Enterprise Edition (J2EE)3 und erfährt dadurch einen nicht uner-
heblichen Wettbewerbsnachteil. Durch die Entwicklung der JSF-Spezifikation 
                                                          
1 Infos und Download unter <http://sourceforge.net/projects/myfaces> 
2 Ein Bericht über ein Projektmanagement-Tool für die VR Bauregie GmbH, entwickelt von Opitz 
Consulting, unter Verwendung von UIX, ist unter 
<http://www.technikwissen.de/bauing/aktuell/newsdetail.asp?id=2298> und 
<http://www.press1.de/ibot/db/10238920731687244457n0.html>zu finden 
3 J2EE ist ein Standard, um mit modularen Komponenten verteilte, mehrschichtige, skalierbare  
und plattformunabhängige Anwendungen zu entwickeln. J2EE setzt auf bereits etablierte Stan-
dards wie z.B. JDBC oder CORBA auf und stellt zusätzlich weitere APIs wie z.B. Enterprise Java 
Beans, Java Servlets und JSP zur Verfügung. 
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bietet sich die Chance, UIX einer größeren Zahl von Entwicklern zugänglich zu 
machen. UIX wird JSF vollständig implementieren und erweitern. 
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1.1 Ziel der Arbeit 
 
Diese Arbeit stellt zunächst JavaServer Faces am Beispiel der Referenzimplemen-
tierung von Sun vor. Dabei werden einzelne Bestandteile der Architektur näher 
betrachtet und beurteilt. Anwendungsfälle eines fiktiven Online-Shops werden mit 
der RI implementiert. 
 
In einem nächsten Schritt wird das Framework UIX von Oracle vorgestellt. Eine 
Implementierung des Online-Shops mit UIX verdeutlicht dabei Unterschiede und 
Gemeinsamkeiten von JSF und UIX.  
 
Schließlich wird untersucht, inwieweit UIX die JSF-Spezifikation bereits imple-
mentiert. Interessant ist dies besonders im Hinblick auf eine mögliche Migration 
bereits bestehender UIX-Anwendungen nach JSF bzw. einer Weiterentwicklung 
von UIX zu einem vollständig JSF-konformen Framework.  
 
Abschließend soll eingeschätzt werden, wie eine solche Migration technisch aus-
sehen könnte und ob eine Tool-Unterstützung möglich bzw. sinnvoll ist. 
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1.2 Literaturübersicht 
 
Informationen über JSF sind bisher fast ausschließlich im Internet zu finden. 
Nachdem im Dezember 2003 die Beta-Version der JSF-Spezifikation veröffent-
licht wurde, wird sich das Erscheinen einiger bereits für das erste Quartal 2004 
angekündigter Bücher wahrscheinlich noch hinauszögern. Das Buch "JavaServer 
Faces Programming" von Budi Kurniawan, erschienen bei McGraw-Hill Osborne 
Media im Oktober 2003, beschäftigt sich mit der Early Access 4 Version von 
JavaServer Faces, ist also schon veraltet. 
 
Es gibt außerdem mehrere Web-Seiten, die eine Fülle nützlicher Links zusammen-
fassen. Hier findet man auch Artikel, Vorträge, FAQs und Foren zu JSF. Einige 
seien an dieser Stelle genannt: 
 
Die JSF-Seite von Sun <http://java.sun.com/j2ee/javaserverfaces> 
Resources for Java server-
side developers 
<http://www.java201.com/resources/browse/72-
2003.html> 
JSFCentral      <http://www.jsfcentral.com> 
Java Server Faces Resources <http://www.jamesholmes.com/JavaServerFaces>
jsf-forum.de <http://www.jsf-forum.de> 
 
Tabelle 1 Link-Sammlungen zu JSF 
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Die Hauptinformationsquellen für UIX sind der UIX Developer's Guide in der 
Online-Hilfe zum Oracle JDeveloper4 und das UIX-Forum von Oracle unter 
<http://forums.oracle.com/forums/forum.jsp?forum=162>5
                                                          
4 Der Oracle JDeveloper ist ein IDE zur Entwicklung von Java-Applikationen. Besonders hervor-
zuheben ist die gute J2EE-Unterstützung. JDeveloper unterstützt alle gängigen Standards zur Java 
Web- und Client-Server-Programmierung und zur Integration von Datenbanken, zum Beispiel: 
JavaBeans, JavaServer Pages (JSP), Servlets, Enterprise JavaBeans (EJB), Oracle Business 
Components for Java (BC4J), Swing/AWT, XML, PL/SQL. Infos und Download unter 
<http://otn.oracle.com/products/jdev/index.html> 
5 Anm.: Das UIX-Forum soll laut Oracle in Zukunft nicht mehr verwendet werden. Fragen zu UIX 
sollen stattdessen in das Forum zum JDeveloper gestellt werden. Das UIX-Forum existiert aber 
noch und bietet eine Fülle nützlicher Informationen. 
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2 JavaServer Faces 
 
2.1 Allgemeines 
 
JavaServer Faces (JSF, oder "Faces") ist ein User-Interface Framework, das das 
Erstellen von Web-Anwendungen mit Java vereinfacht. Es wurde vom Java 
Community Process6 (JCP) als Java Specification Request (JSR) 1277 entwickelt 
und wird Teil der Java 2 Enterprise Edition (J2EE)8 werden. Eines der Hauptziele 
von JSF ist es, den aus dem Rapid Application Development9 (RAD) bekannten 
Stil der Anwendungsentwicklung auch in der Welt der Java Web-Anwendungen 
zu etablieren. Dieses Verständnis der Web-Anwendungsentwicklung ist nicht neu, 
wurde aber erst mit der Einführung von Microsoft's ASP.NET Web Forms and 
Visual Studio .NET populär. JSF besitzt eine auf JavaBeans basierende Kompo-
nenten-Architektur und ein Set von Standard-Komponenten.  
 
JSF stellt neben den Standard-Komponenten (wie zum Beispiel Buttons, Hyper-
links, Checkboxen) ein Modell zum Erstellen benutzerdefinierter Komponenten 
zur Verfügung und ein Event-Handling-Modell zum Bearbeiten von client-seitig 
generierten Events auf dem Server (wie zum Beispiel das Ändern des Textes in ei-
nem Eingabefeld oder das Anklicken eines Buttons). Für JSF kann relativ leicht 
eine gute Tool-Unterstützung bereit gestellt werden. User-Interface-Komponenten 
können auf unterschiedliche Arten dargestellt und so von unterschiedlichen Emp-
fangsgeräten verarbeitet werden (Browser, Telefone, PDAs). Beziehungen zwi-
schen User-Interface-Komponenten und Objekten des Datenmodells, die die dar-
zustellenden Inhalte liefern, werden deklarativ beschrieben. Alle JSF-Applikatio-
nen basieren auf dem Servlet API und verwenden zur Darstellung der Inhalte 
                                                          
6 <http://www.jcp.org>, siehe auch Kapitel 2.2.1 "Der Java Community Process" 
7 <http://www.jcp.org/en/jsr/detail?id=127> 
8 <http://java.sun.com/j2ee/index.jsp> 
9 Unter Rapid Application Development versteht man eine Sammlung von Hilfsprogrammen zur 
Softwareentwicklung (oft vereint unter einem IDE), die ständig wiederkehrende und/oder zeitrau-
bende Vorgänge automatisieren oder stark vereinfachen. Insbesondere können mit Hilfe von RAD 
graphische Benutzeroberflächen in einem Bruchteil der Zeit, die für konventionelle Program-
mierung erforderlich wäre, erstellt werden. Auch automatische Vervollständigung des Codes bei 
der Eingabe ist häufig Teil des RAD-Konzepts. Wichtige Vertreter für RAD-Systeme sind 
Microsoft Visual Basic und Borland Delphi. [Wikipedia] 
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Template-basierte Techniken wie zum Beispiel JavaServer Pages10 (JSP). Obwohl 
alle Faces-Implementierungen zumindest eine Basis-Unterstützung für JSP mit-
bringen sollen, sind auch alternative Darstellungsformen denkbar. So kann bei-
spielsweise auch XML/XSLT oder reiner Java Code für die Erstellung der Benut-
zeroberflächen verwendet werden. 
 
Ein besonderes Merkmal von JSF ist die Unterstützung des Model 2 Design Pat-
terns, welches die Trennung von Präsentation und Geschäftslogik zum Ziel hat. 
 
JSF konzentriert sich auf User-Interface-Komponenten und Event-Handling. Auf 
diese Weise lässt es sich mit Frameworks, die andere Schwerpunke setzen (wie 
zum Beispiel Struts), gut kombinieren. Dabei kann die Funktionalität von JSF 
durchaus mit der anderer Frameworks überlappen. In Kapitel 2.3 "Abgrenzung zu 
anderen Web-Frameworks", wird auf dieses Thema näher eingegangen. Dabei 
wird insbesondere auf Struts Bezug genommen. 
 
JavaServer Faces Implementierungen enthalten eine Reihe von Standard-Kompo-
nenten, die für den Bau typischer Benutzeroberflächen ausreichend sein sollen. 
Diese Komponenten ermöglichen unter anderem die Darstellung von Text, die 
Eingabe von Text und die Darstellung von Drop-Down-Listen, Formularen und 
Tabellen. Dabei bestimmt eine Komponente lediglich ihr Verhalten selbst, ihre 
Erscheinung wird durch einen sogenannten Renderer11 festgelegt. Für jedes Kon-
trollelement können unterschiedliche Renderer zur Verfügung gestellt werden, die 
verschiedene Arten der Darstellung erlauben. JSF stellt ein Standard HTML 
Render Kit12 zur Verfügung, das ein HTML 4.01-basiertes Encoding und Deco-
ding für alle Standard-Komponenten durchführt. Die Standard-Komponenten ar-
beiten gut mit diesem Standard HTML Render Kit zusammen, können aber ohne 
weiteres auch mit Render Kits von anderen Anbietern verwendet werden. Ein 
Open Source XML Render Kit (für JSF EA4) ist unter <http://www.orbeon.com/ 
model2x/xml-renderkit> zu finden. 
                                                          
10 <http://java.sun.com/products/jsp> 
11 Ein Renderer generiert aus Rohdaten durch Anwendung geeigneter Verfahren neue Daten. Ein 
Renderer der JSF bezieht seine Rohdaten aus der JSF-Seite (die zum Beispiel ein JSP Document 
sein kann) und generiert daraus zum Beispiel HTML oder WML. 
12 Ein Render Kit fasst alle für ein bestimmtes Endgerät bestimmten Renderer zusammen. 
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Werden JSPs zum Erstellen der Seiten verwendet, können Komponenten durch 
sogenannte Custom Tags in die Seite eingebaut werden. Jedes dieser Tags, auch 
Component-Tags genannt, repräsentiert ein Komponenten-Renderer-Paar: Attri-
bute der Komponente und Properties des Renderers werden in einem einzigen Tag 
definiert. Die sogenannten Core Tags sind Render Kit-unabhängige Tags, die in 
einer JSP dazu dienen, Faces-spezifisches Verhalten auszulösen, die aber nicht 
selbst in der Seite dargestellt werden. Das Registrieren von Validierern an einer 
Komponente findet beispielsweise durch Core Tags statt. Findet ein Rendering in 
HTML statt und ist bekannt, welches HTML-Element ein bestimmter Renderer er-
zeugt, können dem Component-Tag auch entsprechende HTML-Attribute mitge-
geben werden. Diese werden als pass-through-Attribute bezeichnet, denn sie wer-
den einfach an den Web-Browser weitergereicht. 
 
 
Abbildung 1 Der Aufbau einer JavaServer Faces Anwendung13 
 
                                                          
13 aus [Mann, 2003 / 1] 
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JSF stellt mehrere Komponenten für Konfiguration, Ausgabe und Layout zur Ver-
fügung. Die UIParameter-Komponente stellt zusätzliche Informationen bereit, die 
ein Renderer für das Encoding und Decoding möglicherweise braucht; sie selbst 
wird nicht dargestellt. Die UIGraphic-Komponente stellt ein Bild dar, das anhand 
einer als Property angegebenen URL gefunden wird. Die UIOutput-Komponente 
zeigt schreibgeschützte Daten. Sie besitzt Renderer für einfachen Text, Label, 
Fehler und parametrisierte Nachrichten. Die UIPanel-Komponente fasst andere 
Komponenten zusammen (üblicherweise in einer Tabelle), kann aber auch für das 
Layout zuständig sein, abhängig vom jeweils verwendeten Renderer. Alle Stan-
dard-HTML Komponenten können durch Cascading Style Sheets14 (CSS) ergänzt 
werden.  
 
Abbildung 1 zeigt den groben Aufbau einer JavaServer Faces Anwendung. Es 
wird insbesondere die Trennung von Model-, View- und Controller-Komponenten 
der Anwendung deutlich. 
 
2.1.1 Historische Einordnung 
 
Vor der ersten JSP Implementierung erzeugten server-seitige Java-Applikationen 
HTML, indem sie Strings in Java Code einbetteten. Listing 1 zeigt den relevanten 
Codeausschnitt für das Erzeugen einer einfachen HTML-Tabelle durch ein Serv-
let. Dieses Vorgehen birgt aber folgende Probleme: 
 
• Durch das Einbetten der HTML-Strings in Java Code entsteht eine schwer zu 
lesende Mischung aus dynamisch erzeugten Anteilen der Ausgabe und stati-
schem Output. 
• Bei jeder Änderung eines statischen Strings muss der Java Code neu kompi-
liert, gepackt und deployt werden. 
 
Viele Seiten enthalten aber große Mengen an statischem Text, der leicht editierbar 
sein soll, und nur eine geringe Menge an dynamisch generiertem Inhalt. Deshalb 
bieten Page-Template-Verfahren eine natürlichere Methode, um festen Template-
                                                          
14 <http://www.w3.org/Style/CSS> 
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Text und dynamische Inhalte miteinander zu verknüpfen. Ein in der Java-Welt be-
sonders verbreitetes Template-Verfahren ist JSP.  
 
  
 PrintWriter out = response.getWriter(); 
       
 ArrayList tableData = new ArrayList(); 
 tableData.add("Item 1"); 
 tableData.add("Item 2"); 
 tableData.add("Item 3"); 
 
 out.println("<html>"); 
 out.println("<head><title>ItemServlet</title></head>"); 
 out.println("<body>"); 
 
 out.println("<table border=\"1\">"); 
 for (int i = 0; i < tableData.size(); i++) { 
   out.println("<tr>"); 
   out.println("<td>"); 
   out.println(tableData.get(i).toString()); 
   out.println("</td>"); 
   out.println("</tr>"); 
 } 
 out.println("</table>"); 
 
 out.println("</body></html>"); 
 out.close(); 
 
 
Listing 1 Ein Servlet, das HTML erzeugt 
 
JavaServer Pages (JSPs) werden von [Wikipedia] wie folgt definiert: 
 
"JavaServer Pages [...] sind eine von Sun Microsystems entwickelte Techno-
logie, die im Wesentlichen zur einfachen dynamischen Erzeugung von 
HTML- und XML-Ausgaben eines Webservers dient. Diese Technologie er-
laubt es Java-Code und spezielle JSP-Aktionen in statischen Inhalt einzubet-
ten. Dies hat den Vorteil, dass bei dieser Technologie die Logik unabhängig 
vom Design implementiert werden kann.  
 
Die JSP-Syntax erlaubt es mittels spezieller XML-Tags (JSP-Aktionen), vor-
definierte Funktionalität einzubinden. Diese JSP-Aktionen werden in so ge-
nannten Tag-Bibliotheken (Tag Libaries) als Erweiterung der HTML bzw. 
XML Tags definiert.  
Das vom Servlet 
erzeugte HTML 
im Browser 
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JSPs werden mit Hilfe eines JSP-Compilers in ein Java-Servlet kompiliert. 
Ein JSP-Compiler kann ein Servlet im Java-Code erzeugen, der dann wiede-
rum durch einen Java-Compiler zu Bytecode kompiliert wird, oder aber er 
kann direkt Bytecode für das Servlet erzeugen. Der so erzeugte Code kann 
dann von einem Webserver mit entsprechender Servlet-Engine ausgeführt 
werden." 
 
JSP ist also eine serverseitige Skriptsprache, die das Schreiben von Dokumenten 
(JSP Pages) ermöglicht, die keinen Java Code benötigen, um statischen Template-
Text zu erzeugen. Nur dynamische Inhalte erfordern Java Code. Die JSP Pages 
werden von der JSP Engine "on the fly" geladen und kompiliert. Der Entwick-
lungsprozess vereinfacht sich wesentlich. Der Java Code ist gekapselt in Kon-
strukten, die als Scriplets bezeichnet werden. Das Ergebnis ist letztendlich eine 
Mixtur aus HTML und Scriplets, die bei umfangreichen JSP Pages unübersicht-
lich wird und vom JSP-Entwickler Java-Kenntnisse verlangt. Es wird schwierig, 
eine klare Rollenverteilung zwischen Markup-Autoren und Java-Entwicklern zu 
erreichen. 
 
Durch das Vermischen von HTML und Java Code in einer JSP Page entsteht noch 
ein weiteres Problem. Die gesamte Anwendungslogik wird in die JSP Page einge-
baut. Eine Trennung zwischen Anwendungslogik und Darstellung findet nicht 
statt. Diese wird durch JSP zwar ermöglicht, aber nicht erzwungen. Große Projek-
te können dadurch schnell unübersichtlich werden und schwer zu warten sein, 
wenn die Entwickler nicht sehr diszipliniert vorgehen. 
 
Weitere Verbesserungen sind also wünschenswert betreffend 
• Der Lesbarkeit der JSP Page selbst 
• Eines Modells zur Trennung von Anwendungslogik und Darstellung 
 
J2EE basierte Architekturen für Web-Applikationen 
Anstelle des oben beschriebenen Page-Centric-Approach ("Model 1"), bei dem 
eingehende Client-Requests direkt von der JavaServer Page entgegen genommen 
werden, die dann auch für die Darstellung verantwortlich ist, sollte eine Architek-
tur gewählt werden, die die Darstellung konsequent von Request-Verarbeitung 
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und Datenhaltung trennt. Hier hat sich der sogenannte Dispatcher-Approach 
("Model 2") bewährt. Dabei übernimmt ein Servlet die Rolle eines Controllers, 
der Client-Requests analysiert und Aufgaben an Service-Klassen delegiert. Die 
JSP in der Rolle der View enthält überhaupt keine Anwendungslogik mehr. Der 
Austausch von Daten zwischen Controller und View wird über JavaBeans reali-
siert. Dieser Ansatz entspricht weitgehend dem klassischen Model-View-Control-
ler-Paradigma. 
 
Abbildung 2 verdeutlicht die Beziehungen zwischen den einzelnen Komponenten 
einer auf das Web-Umfeld übertragenen MVC-Architektur. 
 
 
 
Abbildung 2 MVC bzw. Model 2 
 
Die MVC-Architektur kann durch die konsequente Aufteilung des Codes in durch 
klar definierte Schnittstellen verbundene Schichten auch für eine Vereinfachung 
des Entwicklungsprozesses sorgen. Spezialisierte Entwickler können sich auf ihre 
Kernkompetenzen konzentrieren. 
 
Es ist ein klarer Trend zu erkennen in Richtung Seiten-Entwicklung ohne die Ver-
wendung von Scriplets. Den "best practices" folgend verändern sich JSP Pages 
zunehmend von einem formlosen Mix aus HTML und Java-Scriplets zu sauberen 
XML-Dateien. Das Ergebnis ist zum einen eine konsistentere Syntax, die weniger 
Arbeit für den Entwickler und eine bessere Integration mit Tools bedeutet, aber 
auch eine bessere Trennung von Geschäftslogik und Darstellung. Hier setzt 
JavaServer Faces an. 
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2.1.2 Die Zielsetzung von JSF 
 
JavaServer Faces hat zum Ziel, die Entwicklung von Web-Anwendungen schnel-
ler und einfacher zu machen. Entwickler denken in Begriffen wie Komponenten, 
Events, Modell-Objekten und ihre Interaktionen anstelle von Requests, Responses 
und Markup. Mit anderen Worten, JavaServer Faces schirmt den Entwickler von 
vielen komplexen Vorgängen ab, so dass er sich auf die Geschäftslogik konzen-
trieren kann und die Fehleranfälligkeit der Anwendung gesenkt wird. 
 
Mit den JavaServer Faces präsentiert Sun eine Spezifikation eines GUI-Frame-
works für formularbasierte Anwendungen. Servlets und JSPs sind mächtige In-
strumente, um Web-Dialoge zu entwickeln. Auf der anderen Seite gibt es kein 
standardisiertes API für eine clientseitige GUI; diese Lücke sollen die JavaServer 
Faces schließen. Die Spezifikation, die als Proposed Final Draft vorliegt, verfolgt 
folgende Ziele: 
 
• Definition eines Frameworks für webbasierte GUIs 
• Definition von Java-Basisklassen und JSP-Tags für die GUI-Elemente 
• Unterstützung der gängigsten GUI-Elemente 
• Definition eines Standards für die Ereignisbehandlung zwischen Client und 
Server 
• Definition eines API für die Eingabevalidierung, einschließlich der Unterstüt-
zung für clientseitige Validierung 
• Unterstützung von Internationalisierung 
• Automatische Erzeugung von entsprechendem Clientcode abhängig von der 
Clientkonfiguration, z.B. der Browserversion 
 
Sun ist sich bewusst, dass die aufgeworfenen Fragestellungen in Teilen schon von 
anderen Projekten, z.B. dem OpenSource-Projekt Struts, adressiert worden sind. 
In erster Linie soll mit JavaServer Faces jedoch das heterogene Umfeld für web-
basierte GUI-Entwicklung standardisiert werden; bereits vorhandene Lösungen 
sollen in den neuen Standard einfließen. Mit der Standardisierung soll der Einsatz 
von Tools für die web-basierte GUI-Entwicklung und das Verwenden fertiger 
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Komponenten vorangetrieben und letztendlich der Unterschied zwischen konven-
tioneller und web-basierter GUI-Entwicklung verkleinert werden. 
 
2.1.3 Die Architektur von JSF 
 
Die Architektur von JSF umfasst sechs verschiedene Ebenen, 
- das UI Component Model,  
- das Rendering Model,  
- das Event Model, 
- das Validation Framework,  
- das Page Navigation Framework und  
- das Internationalization Framework,  
die im Folgenden näher betrachtet werden. 
 
2.1.3.1 Das UI Component Model 
 
Das UI Component Model beschreibt hauptsächlich die Funktionalität der einzel-
nen Komponenten. Diese werden durch JavaBeans gebildet, die verschiedene 
Möglichkeiten von Eingabe, Auswahl und Gruppierung repräsentieren. Die Basis-
klasse für alle UI-Komponenten ist eine abstrakte Klasse, die Informationen über 
den Zustand einer Komponente und das ihr eigene Verhalten definiert. Jede Kom-
ponente besitzt einen Typ, eine Id, lokale Variable und einige allgemeine Attribu-
te. Das UI Component Model ist erweiterbar; d.h. es können mit wenig Aufwand 
eigene Komponenten erstellt werden, die bereits vorhandene Komponenten erwei-
tern oder sich aus anderen Komponenten zusammensetzen. Ihr Verhalten wird be-
stimmt durch Events. Jede UI-Komponente kann mit austauschbaren Validierern 
verknüpft werden, die nach dem Auftreten eines Events Benutzereingaben auf ihre 
Gültigkeit überprüfen, bevor sie von der Geschäftslogik verarbeitet werden. 
 
Das Kapitel 2.2.2 "Standardkomponenten" beschreibt die von JSF in der Version 
1.0 Beta zur Verfügung gestellten UI-Komponenten.  
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2.1.3.2 Das Rendering Model 
 
Das Rendering Model definiert die Art der Darstellung einer UI-Komponente. 
Dieselbe UI-Komponente kann auf verschiedene Weise dargestellt werden, wenn 
verschiedene Renderer für diese Komponente zur Verfügung gestellt werden. So 
kann zum Beispiel eine UISelectOne-Komponente als Drop-Down-Liste oder als 
Gruppe von Radio Buttons ausgedrückt werden. Eine UICommand-Komponente 
kann sowohl ein Button sein als auch ein Hyperlink. Diese Entkopplung von Ren-
dering und Funktionalität der Komponente bietet den weiteren Vorteil, dass die-
selbe Komponente auf einem HTML Client (z.B. Web Browser) oder auch einem 
WML Client (z.B. Mobil-Telefon) darstellbar wird. Das Rendering Model ver-
wendet sogenannte Render Kits. Ein Render Kit fasst alle für ein bestimmtes End-
gerät bestimmten Renderer zusammen. 
 
2.1.3.3 Das Event Model 
 
Das JSF Event Model ähnelt dem EventHandling-Konzept der JavaBeans. Es de-
finiert Listener- und Event-Klassen, die von der Web-Anwendung gebraucht wer-
den, um von UI-Komponenten erzeugte Ereignisse zu verarbeiten. Ein Event-Ob-
jekt identifiziert die Komponente, die es erzeugt hat, und speichert außerdem In-
formationen über das Event selbst. Um über ein Event informiert zu werden, muss 
die Anwendung eine Implementierung der Listener-Klasse bereitstellen und diese 
bei der das Event auslösenden Komponente registrieren. Wenn der Benutzer eine 
Komponente aktiviert, indem er zum Beispiel auf einen Button klickt, wird ein 
Event ausgelöst. Die JSF-Implementierung führt daraufhin eine Methode des re-
gistrierten EventHandlers aus, die das Event verarbeitet. Diese Fähigkeit ist von 
Rich GUI Interfaces (wie zum Beispiel Swing) bekannt, so dass Entwicklern die-
ses Event Notification Model schon vertraut ist. Im Bereich der Web-Anwen-
dungs-Entwicklung hat es bislang leider gefehlt. Es ermöglicht das Entwickeln 
von lose gekoppelten Web-Anwendungen. 
Die JSF-Implementierung unterstützt zwei Arten von Events: 
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• Ein Value-Change-Event tritt auf, wenn der Benutzer den Wert einer Kompo-
nente ändert. Ein Beispiel ist das Auswählen einer Checkbox, wodurch sich 
der Wert der Komponente z.B. von "false" auf "true" ändert. Dieser Typ von 
Events wird durch UIInput-, UISelectOne-, UISelectMany- und UISelect-
Boolean-Komponenten ausgelöst. Value-Change-Events werden nur dann aus-
gelöst, wenn keine Validierungsfehler aufgetreten sind (siehe Kapitel 2.1.3.4 
"Das Validation Framework").  
 
• Ein Action-Event tritt auf, wenn der Benutzer auf einen Button oder einen 
Hyperlink klickt. Dieser Typ von Events wird also nur von UICommand-
Komponenten ausgelöst. 
 
2.1.3.4 Das Validation Framework 
 
Das Validation Framework stellt einen Mechanismus zur Verfügung, mit dem so-
genannte Validierer bei UI-Komponenten registriert werden können. Validierer 
sind einfache Klassen, welche eine Datentyp-Validierung (z.B. numerische Einga-
be), eine Bereichs-Validierung (z.B. Gültigkeitsbereich zwischen MIN und 
MAX), eine Längen-Validierung für Strings oder eine Pflichtfeld-Validierung 
durchführen. In seiner einfachsten Form ist ein Validierer einfach eine Klasse, die 
das Validator-Interface aus dem JSF-API implementiert. Der Validierer wird 
beschrieben und mit einer UI-Komponente verknüpft, indem ein 
<validate_validatortype>-Tag mit dem Tag eines Eingabeelementes verschachtelt 
wird. Das Validierer-Tag wird dabei von dem Tag des Eingabeelementes wie folgt 
umschlossen:  
 
<componenttype_renderertype> 
  <validate_validatortype/> 
</componenttype_renderertype> 
 
Durch fehlerhafte Benutzereingaben verursachte Validierungsfehler können dem 
Benutzer über das <output_errors>-Tag angezeigt werden. Die JSF-Implementie-
rung stellt einige Standard-Validierer zur Verfügung, die für einfache Fälle ausrei-
chend sind. Es können jedoch auch benutzerdefinierte Validierer erstellt werden, 
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wenn die zu entwickelnde Anwendung besondere Anforderungen an die Validie-
rung stellt. Diese Validerer gehören zum Standard: 
 
• RequiredValidator  
Prüft, ob der Wert der Komponente nicht null oder, im Falle eines Textfeldes, 
kein leerer String ist. Wird ausgedrückt durch das Attribut required der 
Eingabe-Komponente.  
• LengthValidator  
Prüft, ob die Länge des Wertes sich in einem definierten Bereich befindet. 
Wird ausgedrückt durch das <validate_length>-Tag.  
• LongRangeValidator  
Prüft, ob ein Wert des Typs long sich in einem definierten Bereich befindet. 
Wird ausgedrückt durch das <validate_longrange>-Tag.  
• DoubleRangeValidator  
Prüft, ob ein Wert des Typs double sich in einem definierten Bereich befindet. 
Wird ausgedrückt durch das <validate_doublerange>-Tag.  
• StringRangeValidator  
Prüft, ob ein Wert des Typs String sich in einem definierten Bereich befindet 
(z.B. a bis m). Wird ausgedrückt durch das <validate_stringrange>-Tag.  
 
2.1.3.5 Das Page Navigation Framework 
 
Das Page Navigation Framework stellt einen Mechanismus zur Verfügung, der es 
erlaubt, den Seitenfluss deklarativ zu beschreiben. Dies geschieht in einem soge-
nannten Application Resource File, einer einfachen XML-Datei, die Navigations-
regeln (Navigation Rules) enthält.  Diese Regeln ermöglichen die Navigation an-
hand von Ergebnissen. Ein Ergebnis (outcome), kann in einem UICommand-Ele-
ment direkt angegeben sein oder als Reaktion auf eine Benutzeraktion berechnet 
werden. Versucht ein Benutzer zum Beispiel, sich bei einem System anzumelden, 
können mögliche Ergebnisse "success" bei erfolgreicher Anmeldung oder "error" 
bei einer gescheiterten Anmeldung sein. Eine Navigation Rule für eine Anmel-
dung kann wie folgt aussehen:   
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      <navigation-rule> 
   <from-tree-id>/login.jsp</from-tree-id> 
   <navigation-case> 
     <from-outcome>success</from-outcome> 
     <to-tree-id>/welcome.jsp</to-tree-id> 
   </navigation-case> 
   <navigation-case> 
     <from-outcome>error</from-outcome> 
     <to-tree-id>/error.jsp</to-tree-id> 
   </navigation-case> 
 </navigation-rule> 
   
Der Seitenfluss kann also angepasst werden, ohne Java-Code verändern zu müs-
sen. Navigation Rules können auch feiner abgestuft werden, so dass ein Naviga-
tion Case nur für spezielle Actions Anwendung findet: 
 
 <navigation-rule> 
   <from-tree-id>*</from-tree-id> 
   <navigation-case> 
     <from-action>#{someBean.doLogin}</from-action> 
     <from-outcome>success</from-outcome> 
     <to-tree-id>/welcome.jsp</to-tree-id> 
   </navigation-case> 
   <navigation-case>  
     <from-action>#{someBean.doLogout}</from-action> 
     <from-outcome>success</from-outcome> 
     <to-tree-id>/login.jsp</to-tree-id> 
   </navigation-case> 
 </navigation-rule> 
 
2.1.3.6 Das Internationalization Framework 
 
Dieses Framework stellt einen einfachen Mechanismus für die Internationalisie-
rung von statischen Inhalten, dynamischen Inhalten und Meldungen in einer An-
wendung zur Verfügung. Für die Internationalisierung von statischen Inhalten 
können die entsprechenden Tags der JavaServer Pages Standard Tag Library15 
(JSTL) in Verbindung mit Resource Bundles16 eingesetzt werden. Die Daten wer-
den dann in der JSP Page über Keys referenziert. Für die Internationalisierung von 
dynamischen Inhalten ist dagegen eine Bean des Datenmodells verantwortlich, 
weil diese dynamischen Inhalte nur zur Laufzeit zur Verfügung stehen. Das JSF 
                                                          
15 <http://java.sun.com/products/jsp/jstl> 
16 Dateien, die Meldungen in unterschiedlichen Sprachen enthalten, welche über Schlüssel erfragt 
und dann von der Anwendung verarbeitet werden können. 
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API stellt eine Reihe von Klassen bereit, die generische Ausgaben und Fehlermel-
dungen internationalisieren.  
 
2.1.3.7 Mögliche Request Processing Lifecycle Szenarios 
 
Die Szenarios beschreiben mögliche Request / Response Lebenszyklen, die direkt 
oder indirekt das JSF Framework betreffen. Der Lebenszyklus des Requests wird 
aufgeteilt in mehrere Phasen, die in den verschiedenen Szenarien jeweils unter-
schiedliche Aktionen ausführen, oder gar nicht erst auftreten. Eine genauere Be-
trachtung der einzelnen Phasen erfolgt im nächsten Abschnitt. 
 
Es werden drei Szenarien unterschieden: 
 
Standardfall: Ein Faces Request generiert einen Faces Response 
Ausnahmefall 1: Ein Nicht-Faces Request generiert einen Faces Response 
Ausnahmefall 2: Ein Faces Request generiert einen Nicht-Faces Response 
 
Auf den dritten Ausnahmefall, dass ein Nicht-Faces Request einen Nicht-Faces 
Response generiert, wird hier nicht eingegangen, da dieser das JSF Framework 
nicht berührt.  
 
Der Standardfall tritt auf, wenn eine vorangegangene Faces-Response Kontrollele-
mente enthält, die dem Benutzer eine Request URI, die auf den Controller der 
Faces-Implementierung gemappt ist, zur Verfügung stellt, und wenn der Benutzer 
dieses Kontrollelement aktiviert. Dabei werden in dem Request JSF-spezifische 
Daten abgelegt, wie z.B. der Component-Tree, der die GUI-Komponenten server-
seitig repräsentiert. Dieser Component-Tree muss für die neue Faces-Response 
aufbereitet werden. Der Standard Request Processing Lifecycle wird in Kapitel 
2.1.3.8 "Der Standard Request Processing Lifecycle" genauer beschrieben. 
 
Im ersten Ausnahmefall wurde ein Request von einer Standard HTML Seite oder 
einer JSP Seite ohne JSF generiert. Entsprechend müssen die fehlenden, vom JSF 
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Framework benötigten, Informationen und Daten aufbereitet werden. Folgende 
Schritte werden durchgeführt: 
 
• Faces-spezifische Objekt-Referenzen werden beschafft 
• Ein neuer Component Tree wird aufgebaut  
• Die renderResponse() Methode der FacesContext17-Instanz wird aufgerufen. 
Der JSF-Implementierung wird auf diese Weise vermittelt, dass als nächstes 
die Render Response Phase des Request Processing Lifecycles ausgeführt 
werden soll. 
• Die execute() Methode der Lifecycle18-Instanz wird aufgerufen. Es wird zur 
nächsten Phase des Request Processing Lifecycles übergegangen. Weil im 
vorangegangenen Schritt die renderResponse() Methode aufgerufen wurde, 
wird nun also das Rendering der neuen Seite durchgeführt. 
 
 
Abbildung 3 Request-Response Lifecycle mit Non-Faces Request 
 
Der zweite Ausnahmefall bedeutet, dass zwar eine Anfrage von einer JSF GUI ab-
geschickt wurde, die Antwort allerdings nicht aus dem Framework erfolgen soll. 
Dies kann z.B. ein Redirect auf eine andere Seite sein oder ein Datenstrom zum 
Client, wie Binärinformationen oder ein Text Stream wie z.B. XML. In diesem 
Fall muss die Render Response Phase übersprungen werden, indem die 
responseComplete()-Methode der FacesContext-Instanz aufgerufen wird. 
 
2.1.3.8 Der Standard Request Processing Lifecycle 
 
Als nächstes sollen die unterschiedlichen Phasen, die eine JSF Seite in ihrem Le-
benszyklus typischerweise durchläuft, näher betrachtet werden. Zunächst beinhal-
tet der Lebenszyklus einen Request für eine bestimmte Seite, der an einen HTTP / 
                                                          
17 Der FacesContext repräsentiert Request-spezifische Informationen, die für die Verarbeitung 
eines eingehenden Requests und das Erstellen der entsprechenden Response benötigt werden.  
18 Die Klasse Lifecycle wird von der JSF-Implementierung für Management und Ausführung des 
Request Processing Lifecycles benötigt. 
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Web Server gerichtet wird (zum Beispiel durch einen Browser), gefolgt von einer 
Response, die für ein spezielles Endgerät (zum Beispiel einen Browser) generiert 
wurde. 
 
Ein Faces Request durchläuft insgesamt neun Phasen. Von diesen neun können 
sechs klar abgegrenzt werden; sie sind in Abbildung 4 als dick umrandete Recht-
ecke dargestellt. Gestrichelte Linien zeigen an, dass die Render Response Phase 
aus einem Zwischenschritt heraus angestoßen wird, oder dass während der Vali-
dierung der Benutzereingabe oder der Daten-Konvertierung (Data Conversion) 
Fehler aufgetreten sind. 
 
 
 
Abbildung 4 JavaServer Faces Standard Request Processing Lifecycle [Spec PFD]   
 
Der Standard-Lebenszyklus für eine typische JSF Seite drückt sich in den folgen-
den Phasen aus: 
 
Reconstitute Component Tree 
Im Standardfall wurde ein Faces-Request erzeugt. Der eingehende Request leitet 
die Reconstitute Component Tree Phase ein. Während dieser Phase erstellt der 
Server einen hierarchischen Baum (Component-Tree) aus den UI-Komponenten, 
aus denen sich die Seite, von der die Anfrage kam, zusammensetzt. Diese Seite er-
scheint auch als URL der Response im Browser, nicht aber die URL der Seite, die 
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als nächstes angezeigt wird, und die zu diesem Zeitpunkt noch nicht bekannt ist. 
Die JSF-Engine knüpft alle deklarierten EventHandler und Validierer an die ent-
sprechenden Komponenten. Der Component-Tree wird schließlich im FacesCon-
text hinterlegt. Der FacesContext stellt damit eine Momentaufnahme der anfra-
genden Seite dar; diese Informationen werden in den späteren Phasen benötigt. 
 
Apply Request Values 
Nachdem nun der Component-Tree erstellt wurde, müssen die Informationen, die 
der Benutzer an der Oberfläche eingegeben hat, und die als Parameter im Request-
Objekt liegen, in die entsprechenden Komponenten des Baumes abgelegt werden. 
Dabei handelt es sich z.B. um in ein Formular eingegebene Werte oder in Select-
Boxen ausgewählte Elemente. In der Regel geschieht dies, indem die 
processDecodes()-Methoden aller im Component-Tree befindlichen Komponenten 
aufgerufen werden. Alternativ kann das Decoding aber auch von einem Renderer 
übernommen werden. In dieser Phase finden außerdem Konvertierungen statt. 
Wenn in einem Eingabefeld also z.B. ein Zahlenwert gefordert wurde, wird ver-
sucht, den String in einen Integer umzuwandeln. Schlägt dies fehl, werden Fehler-
meldungen generiert und in eine Warteschlange gestellt. Diese wird vom Faces-
Context verwaltet. Sind EventListener bei einer Komponente registriert, werden 
sie über zugehörige Events informiert.19 
 
Wenn eine der decode()-Methoden oder einer der EventListener die Methode 
responseComplete() der FacesContext-Instanz aufgerufen hat, wird der Request 
Processing Lifecycle an dieser Stelle abgebrochen. Das kann zum Beispiel dann 
der Fall sein, wenn binäre Daten an den Client geliefert werden sollen (z.B. ein 
PDF-Dokument). Wurde die renderResponse()-Methode aufgerufen, wird zur 
Render Response Phase übergegangen. Ansonsten folgt die Process Validations 
Phase. 
 
Process Validations 
Für die Oberfläche können für einzelne UI-Komponenten, die eine Eingabe erlau-
ben, ein oder mehrere Validierungsregeln konfiguriert werden. Eine Bedingung 
                                                          
19 siehe "Process Events" 
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kann z.B. sein, dass ein bestimmtes Datum nicht überschritten werden darf oder 
eine bestimmte Mindestbestellmenge erforderlich ist. Auch Pflichtfelder können 
so definiert werden. Nach der Apply Request Values Phase sollte nun jede Einga-
be-Komponente einen typrichtigen Wert besitzen. In der Process Validations Pha-
se werden nun diese Werte überprüft und Fehlermeldungen in eine Warteschleife 
gelegt. Tritt in dieser Phase ein Fehler auf, wird sofort zur Render Response Phase 
übergegangen. Die Seite wird anhand des Component-Trees neu aufgebaut und 
zeigt neben den Werten, die der Benutzer bereits richtig eingegeben hat, alle 
Fehlermeldungen, die sich in der Warteschleife gesammelt haben. Traten keine 
Fehler auf, werden alle interessierten EventListener benachrichtigt und die Update 
Model Values Phase beginnt. Wurde die responseComplete()-Methode oder die 
renderResponse()-Methode aufgerufen, wird wie oben verfahren. 
 
Update Model Values 
Wird diese Phase erreicht, kann man davon ausgehen, dass alle Komponenten ihre 
korrekten Werte besitzen. Diese werden nun den zugehörigen Model-Objekten, 
also JavaBeans, zugewiesen. Wurde also z.B. ein Login mit Benutzername und 
Passwort in einem Formular gefordert, kann nun eine UserBean mit den Inhalten 
der Felder "name" und "password" aus den Komponenteninformationen gefüllt 
werden. Treten an dieser Stelle Konvertierungsfehler auf, werden diese wieder in 
der Warteschlange gesammelt und dann zur Render Response Phase übergegan-
gen. Traten keine Fehler auf, werden erst die Werte in den Komponenten des 
Component-Trees gelöscht, dann werden alle interessierten EventListener benach-
richtigt und die Invoke Application Phase beginnt. Wurde die response-
Complete()-Methode oder die renderResponse()-Methode aufgerufen, wird wie 
oben verfahren. 
 
Invoke Application 
An dieser Stelle werden diejenigen Events verarbeitet, die in ihrer getPhaseId()-
Methode festgelegt haben, dass sie in dieser Phase des Request Processing Life-
cycles behandelt werden möchten. Handelt es sich um ein Application Event20, 
ermittelt der EventListener das Ergebnis (outcome) und übergibt es dem Naviga-
                                                          
20 siehe "Process Events" 
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tionHandler. Der NavigationHandler ermittelt anhand dieses Ergebnisses und der 
Navigation Rules in der Konfigurationsdatei faces-config.xml, welche Response 
gesendet werden soll. Der Component Tree für die nächste Seite wird entspre-
chend aufgebaut. 
 
Render Response 
Die UI-Komponenten aus dem Response-Component-Tree werden zusammen mit 
eventuell aufgelaufenen Fehlermeldungen als Seite dargestellt. Der Component-
Tree wird entweder in der Response oder in der Session abgelegt, damit er für die 
nächste Anfrage wieder zur Verfügung steht. Der Request Processing Lifecycle 
beginnt wieder von vorn. 
 
 
Abbildung 5 Bestandteile der JSF Architektur im Request Processing Lifecycle 
 
Abbildung 5 stellt die Bestandteile der JSF Architektur mit den Phasen des 
Request Processing Lifecycles in Beziehung. 
 
Process Events 
Sowohl in der Spezifikation als auch in der Literatur werden Events in zwei Grup-
pen eingeteilt. Ein Value Change Event signalisiert, dass sich der Wert in einer 
UIInput-Komponente geändert hat, z.B. durch Auswahl eines Elementes in einer 
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Select-Box oder durch Eingabe von Text in ein Textfeld. Value Change Events 
werden nach Abschluss der Phase Process Validations behandelt. Action Events 
dienen dagegen zur Registrierung von Benutzerkommandos wie z.B. Submit-
Buttons oder Hyperlinks. Sie werden normalerweise im Anschluss an die Phase 
Invoke Application behandelt. Indem das Attribut immediate einer UICommand-
Komponente auf "true" gesetzt wird, kann der EventListener aber auch unmittel-
bar nach der Phase Apply Request Values aufgerufen werden. Die Phasen Process 
Validations und Update Model Values können so übersprungen werden, um zum 
Beispiel einen Cancel-Button zu realisieren.  
 
Außerdem wird in JSF zwischen User Interface Events und Application Events 
unterschieden. Obwohl in der Spezifikation die Begriffe Application Event und 
User Interface Event nicht konsequent angewendet werden, sollen sie in dieser 
Arbeit stets klar unterschieden werden. Ein User Interface Event dient nie der Na-
vigation auf eine andere Seite. Bei der Verwendung von Action Events sind Kom-
promisse möglich. Ein Action Event sollte dann verwendet werden, wenn tatsäch-
lich eine Navigation stattfindet; wenn aber keine passende Navigation Rule ge-
funden werden kann, findet auch keine Navigation statt.  
 
Value Change Events sind sicher den User Interface Events zuzuordnen, während 
Action Events sowohl als User Interface Events als auch als Application Events 
auftreten können. Zur Verarbeitung eines Action Events ist es in der Regel 
ausreichend, in einer als Managed Bean zur Verfügung stehenden JavaBean eine 
Methode zur Behandlung eines Events zu implementieren und diese an einer 
UICommand-Komponente zu registrieren. Es wird dann der Default-Action-
Listener verwendet. Die registrierte Methode wird entweder mit dem Attribut 
"action" übergeben (s.u.), ist parameterlos und liefert einen String zurück: 
 
<h:command_button value="Post Order"  
                  action="#{OrderController.postOrder}"/>  
 
zugehörige Methode : public String postOrder() 
 
oder sie wird mit dem Attribut actionListener übergeben (s.u.) und erhält als 
Parameter ein Objekt vom Typ javax.faces.event.ActionEvent: 
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<h:command_button image="images/next_enabled.gif"  
                  actionListener="#{CatalogController.viewNext}" 
 
zugehörige Methode : public void viewNext(ActionEvent aEvent) 
 
Die erste Variante erzeugt ein Action Event, wobei der von der Methode generier-
te String als "outcome" die Navigation auf die nächste Seite anstößt. Die zweite 
Variante erzeugt dagegen ein User Interface Event. Eine Navigation findet hier 
nicht statt. Analog findet die Registrierung einer Methode zur Verarbeitung eines 
Value Change Events statt: 
 
<h:selectone_menu id="categories" 
                valueChangeListener="#{CatalogController.categoryChange}"  
                ... 
 
zugehörige Methode : public void categoryChange(ValueChangeEvent vEvent) 
 
Alternativ können für jede Art von Event eigene EventListener-Klassen geschrie-
ben werden, die mit eigenen Tags definiert und als Kind-Komponente einer 
UIInput bzw. UICommand-Komponente bekannt gemacht werden. 
 
 
Abbildung 6 Klassendiagramm mit den wichtigsten JSF-Klassen und -Interfaces 
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Abbildung 6 fasst noch einmal die wichtigsten JSF-Klassen und -Interfaces zu-
sammen. 
 
2.1.4 Einschränkungen von JSF 
 
An dieser Stelle sollen einige Einschränkungen der Spezifikation herausgestellt 
werden, die zum Teil insbesondere dann augenfällig werden, wenn man vergleich-
bare Probleme in UIX bereits gelöst sieht. Diese Einschränkungen beziehen sich 
ausschließlich auf die Spezifikation, nicht aber auf die Referenzimplementierung 
von Sun, auf die in Kapitel 2.2 "Die Referenzimplementierung (RI) von SUN" 
noch einmal gesondert eingegangen wird. 
 
Gefahr einer Aufweichung des MVC-Prinzips 
JSF bietet die sogenannten Standard-UIComponent-Model-Beans an. Das sind 
JavaBeans, die Daten des Models repräsentieren können, und die Bequemerweise 
auch gleich einige nützliche Methoden zur Verfügung stellen. Es gibt passende 
Model-Beans für die Darstellung tabellarischer Daten, Listen usw. Diese Model-
Beans versprechen dem Entwickler eine deutliche Vereinfachung im Umgang mit 
den Daten aus dem Model. JSF gibt quasi vor, wie die Daten aufbereitet sein sol-
len, um optimal dargestellt zu werden. Da die Model-Beans aber JSF-spezifisch 
sind, wird durch ihren Einsatz unter Umständen das MVC-Prinzip aufgeweicht. 
Sie sind allenfalls als reine View Helper geeignet, die der View zur Verfügung ge-
stellt werden, nachdem die benötigten Daten aus dem Model geholt wurden. Das 
Model selbst kennt die JSF-Bibliotheken nicht und kann daher keine Model-Beans 
direkt zur Verfügung stellen. Deshalb wäre vielleicht eine Umbenennung der 
Model-Beans in View-Helper-Beans oder View-Model-Beans sinnvoll. Eine an-
dere Möglichkeit, die Daten für die View bereit zu stellen, wäre der Einsatz ein-
facher JavaBeans. Leider ist das in JSF nur eingeschränkt möglich. So kann das 
Tag "selectitems", über das z.B. für eine Drop-Down-Liste Listeneinträge bereit-
gestellt werden, nur mit Objekten vom Typ javax.faces.model.SelectItem arbeiten. 
In dem folgenden Beispiel enthält die ArrayList "categories" also eine Menge von 
SelectItems. 
 
<f:selectitems value="#{CatalogController.catalog.categories}"/> 
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Ein SelectItem enthält die Properties "label" (dargestellter Text für ein Listenele-
ment) und "value" (zu übermittelnder Wert beim Abschicken eines Formulars).  
 
In UIX wird ein anderer Ansatz verfolgt:  
 
<contents data:childData="categories@catalog@catalogController" > 
  <option data:text="name" data:value="ctgrId"/> 
</contents> 
 
Wie das Beispiel zeigt, werden die Namen der Properties für den dargestellten 
Text und den zu übermittelnden Wert in der UIX-Seite angegeben. Dadurch ist je-
de JavaBean geeignet, die Daten bereitzustellen. 
 
Das Beispiel JSFOrderEntry (siehe Kapitel 2.4 "Implementierung einer Anwen-
dung mit JSF") verwendet Standard-UIComponent-Model-Beans nach Möglich-
keit nicht. Überall, wo es möglich war, wurden einfache JavaBeans eingesetzt, die 
als ValueObjects21 (Transport der Daten) und ViewHelper22 (Bereitstellung der 
Daten für die View) gleichzeitig dienen. 
 
Umgang mit Kind-Komponenten 
Es gibt Kind-Komponenten, die nicht einfach entsprechend ihrer Reihenfolge in 
der JSP-Page gerendered werden können. In der Version 1.0-Beta sind das die 
Tabellen-Header/-Footer und die Spalten-Header/-Footer. Diese Kind-Komponen-
ten werden von einem <facet>-Tag eingeschlossen, das als Attribut einen be-
stimmten Namen ("header" oder "footer") erhält, und sind so eindeutig zuzuord-
nen. Vom Entwickler wird einfach erwartet, dass er weiß, welche Tags welche 
Facets benötigen oder unterstützen. In UIX wurde eine bessere Lösung gefunden, 
indem die sogenannten Named Children am Namen ihres Tags erkannt werden, 
während die Indexed Children, welche nach ihrer Reihenfolge verarbeitet werden, 
durch ein <contents>-Tag eingeschlossen werden. Durch Code-Insight kann der 
Entwickler jedem Tag die von ihm erwarteten Named Children zuordnen. 
 
                                                          
21 JavaBeans, die als reine Transport-Objekte dienen und keinerlei Funktionalität implementieren. 
Sie ermöglichen eine Minimierung des Netzwerkverkehrs und eine Verbesserung der Performance. 
22 Dienen als Schnittstelle zwischen Controller und View. In der Regel einfache Datenbehälter, die 
mit den ValueObjects identisch sein können. 
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Verknüpfung dynamischer und statischer Inhalte beim DataBinding 
In der Version 1.0 Beta von JSF ist es noch nicht möglich, beim DataBinding dy-
namische und statische Inhalte zu kombinieren. Hier sind Verbesserungen geplant. 
Das könnte dann ungefähr so aussehen: 
 
<h:output_text value="Hello, #{customer.firstName}"/> 
 
Fehlender Built-in Support für JavaScript 
Das Standard HTML Render Kit liefert HTML auf dem Level des niedrigsten ge-
meinsamen Nenners. JavaScript gehört leider nicht dazu. Dieser Mangel wird be-
sonders deutlich bei der Verwendung von Dropdown-Listen. Hier ist es in vielen 
Fällen erwünscht, dass nach Auswahl eines Punktes in der Liste eine Reaktion der 
Anwendung erfolgt, ohne dass der Benutzer zusätzlich noch einen Button an-
klicken muss. Dafür muss aber die benötigte JavaScript-Funktion vom Entwickler 
"von Hand" in die JSF-Seite eingefügt werden. 
 
<h:selectone_menu id="categories"                           
                  onchange="this.form.submit();"  
                  ... > 
 
Fehlende Clientseitige Validierung 
Die UIInput-Komponenten von JSF 1.0 unterstützen nicht explizit clientseitige 
Validierung. Diese kann mit Hilfe der JavaScript-EventHandler selbst implemen-
tiert werden, entweder direkt in einer JSF-Seite, oder als zusätzlicher Output eines 
selbstgeschriebenen Renderers. 
 
UIX unterstützt dagegen clientseitige Validierung (siehe UIX Developer's Guide 
Kapitel 6: "Handling Errors – Clientside Validation"). Dabei kann die Validierung 
für einzelne Buttons mittels eines unvalidated-Attributes bei Bedarf abgeschaltet 
werden. Der Einsatz von regulären Ausdrücken23 ermöglicht außerdem eine Vali-
dierung nach eigenen Regeln, ohne dass ein eigener Validierer implementiert wer-
den muss.  
 
                                                          
23 Reguläre Ausdrücke bilden eine Familie von kompakten, leistungsfähigen formalen Sprachen 
mit denen sich (Unter-)Mengen von Zeichenketten beschreiben lassen. Ein Validierer, der mit re-
gulären Ausdrücken arbeitet, prüft, ob eine vom Benutzer eingegebene Zeichenkette einem be-
stimmten Muster entspricht, und unterscheidet auf diese Weise gültige und ungültige Eingaben. 
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Inkompatibilität mit JSTL und anderen Tag Libraries 
Sollen JSTL-Tags oder auch Tags aus anderen Tag Libraries in einer JSF-Seite 
verwendet werden, sind Einschränkungen zu beachten. Im Proposed Final Draft 
der Spezifikation werden folgende genannt: 
 
• Werden JSF-Tags in Nicht-JSF-Tags geschachtelt, und übernehmen diese un-
ter Umständen das Rendering ihrer Kind-Komponenten, müssen die JSF-Tags 
manuell eindeutige Ids erhalten (normalerweise haben JSF-Komponenten au-
tomatisch eindeutige Ids, ohne dass diese in der Seite angegeben werden müs-
sen). Dieser Fall kann eintreten wenn die JSTL-Tags <c:if> oder <c:choose> 
verwendet werden. 
• JSF-Komponenten dürfen nicht Kind-Komponenten eines Iterator-Tags sein 
(z.B. <c:forEach> aus JSTL), weil in einem solchen Fall nicht manuell eindeu-
tige Ids vergeben werden können.  
• Werden Komponenten programmatisch dem Component-Tree hinzugefügt, 
müssen sie Kind-Komponenten einer weiteren Komponente sein, deren 
getRendersChildren()-Methode "true" zurückgibt, und die entsprechend für 
das Rendering ihrer Kind-Komponenten sorgt. 
• Nicht-JSF-Tags sollen in einer JSF-Seite nicht in Tags geschachtelt werden, 
deren getRendersChildren()-Methode "true" zurückgibt.  
 
Ein weiteres Problem ergibt sich beim Einsatz der JSTL Expression Language in-
nerhalb von JSF-Tags. Ein Beispiel soll verdeutlichen, was passieren kann, wenn 
das disabled-Attribut eines Buttons mit Hilfe der JSTL Expression Language ge-
füllt wird.  
 
In der Update Model Values Phase des Request Processing Lifecycles werden die 
Werte aus dem Component Tree in die entsprechenden Properties der zugrunde-
liegenden JavaBeans kopiert. In der sich anschließenden Invoke Application Phase 
werden dann Events behandelt, die möglicherweise eine Änderung des Models be-
wirken. Nehmen wir also an, in diesem Beispiel wird der Wert einer Property für 
das Abschalten eines Buttons von "false" auf "true" geändert. Wird danach auf ei-
ne andere Seite verzweigt, wird der Component Tree sowieso neu aufgebaut und 
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es treten keine Probleme auf. Wird aber dieselbe Seite noch einmal angezeigt, 
werden die Änderungen im Model unter Umständen nicht sichtbar; d.h. der But-
ton wird nicht abgeschaltet. Abhilfe schafft hier eine explizite Navigation auf die-
selbe Seite, die einen Neu-Aufbau des Component-Trees erzwingt. 
 
Das zugrundeliegende Problem ist Folgendes: 
 
Werden JSF- und JSTL-Tags vermischt, treffen zwei sehr unterschiedliche Kon-
zepte zusammen. In JSF werden Value Reference Expressions wie z.B. in 
<h:output_text value="#{item.price}"/> erst verarbeitet, wenn das Rendering aus-
geführt wird. Auf diese Weise wird der aktuelle Wert aus dem Model ermittelt, zu 
einem Zeitpunkt, wenn alle Events verarbeitet sind und keine weiteren Änderun-
gen im Model auftreten können. Darüber hinaus wird ein wiederholtes Auswerten 
der Expressions möglich, z.B. beim Verarbeiten des folgenden Requests oder 
beim Rendering einer Repeater-Komponente, wie z.B. <data_table>. Diese Vor-
gehensweise wird als delayed execution of expression bezeichnet. JSTL dagegen 
arbeitet mit immediate execution of expression. Das heißt, wenn JSF und JSTL 
kombiniert verwendet werden, wird die Expression nur einmal ausgewertet, und 
zwar beim Aufbau des Component Trees. Wird für einen weiteren Request, der 
auf dieselbe Seite führt, der Component Tree wiederverwendet, wird auch der alte 
Wert wiederverwendet. 
 
Adam Winer, Mitglied der Expertengruppe24, die JSF im Rahmen des JSR 127 
entwickelt, beschreibt, warum JSF nicht beide Ansätze (delayed execution und 
immediate execution) unterstützen wird:  
 
"We'd considered adding support for both delayed execution - "#{}" - and 
immediate execution - "${}" on JSF attributes, […] but decided not to, for 
two reasons. First, it would be very confusing. Second, it actually opened a 
small security hole to do so that can't be solved without changes to the JSP 
EL architecture."25 
                                                          
24 Siehe Kapitel 2.2.1 "Der Java Community Process" 
25 <http://forum.java.sun.com/thread.jsp?forum=427&thread=479558> 
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In der 1.0-Beta-Version von JSF gibt es einen neuen Value-Binding-Mechanis-
mus, der es ermöglicht, mit sogenannten Value Reference Expressions fast jedem 
Attribut einer JSF- Komponente (alle außer "id" und "var") dynamisch einen Wert 
zuzuweisen, ohne die Expression Language der JSTL zu verwenden.  
 
"one-to-many"-Beziehung zwischen UI-Komponenten und Validierern 
Das Validator Model unterstützt zur Zeit nur eine "one-to-many"-Beziehung zwi-
schen UI-Komponenten und Validierern, d.h. eine Komponente kann von mehre-
ren Validierern geprüft werden. Wenn eine Validierung von mehreren Eingabefel-
dern abhängt, also eine "many-to-many"-Beziehung vorliegt, kann das Validator 
Model diesen Fall nicht abdecken. Ein Beispiel für eine solche "many-to-many"-
Beziehung ist das Ändern eines Passwortes. Dabei soll das Passwort eine Min-
destlänge haben und zur Sicherheit zweimal eingegeben werden. Es muss also ge-
prüft werden, ob die Werte zweier Eingabefelder identisch sind. 
 
Fehlende Tool-Unterstützung 
Weil JavaServer Faces noch relativ neu ist und sich erst im Proposed Final Draft-
Stadium befindet, steht noch keine ausreichende Tool-Unterstützung zur Verfü-
gung. 
 
Eingeschränktes Component-Set 
Die UI-Komponenten und Validierer, die die RI zur Verfügung stellt, sind noch 
sehr einfach. Komplexe Komponenten, z.B. editierbare Tabellen, Karteikarten und 
Bäume, fehlen. Es gibt noch keine Unterstützung für File Uploads. Schön wäre 
auch ein Validierer, der eine Eingabe anhand von regulären Ausdrücken prüft und 
eine spezielle Komponente für Datumseingaben. Beides ist in UIX vorhanden. 
Abbildung 7 zeigt ein Eingabefeld für die Datumseingabe in UIX mit einem 
Popup-Fenster, welches dem Benutzer ein bequemes Auswählen des gewünschten 
Datums erlaubt. 
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Abbildung 7 Unterstützung der Datumseingabe in UIX 
 
Unvollständige Überprüfung der Spezifikation durch die Referenzimplementie-
rung 
Die Spezifikation der JavaServer Faces besagt, dass die Faces-Architektur ein 
Rendering für verschiedene Ausgabegeräte ermöglichen soll. In der Referenzim-
plementierung wird zunächst aber nur HTML unterstützt. Hier steckt ein poten-
tieller Risikofaktor, denn es können unvorhergesehene Probleme auftreten, wenn 
später dann eine Unterstützung für unterschiedliche Ausgabeformate implemen-
tiert werden soll. Vielleicht sollte solchen Dingen mehr Aufmerksamkeit ge-
schenkt werden, denn ein bereits veröffentlichtes API noch einmal zu ändern ist 
sicher schwieriger als eine Beta-Version anzupassen. 
 
Umgehen der Validierung 
Durch das Setzen des Attributes immediate eines UICommand-Elementes auf 
"true" kann sowohl die Validierung als auch die Aktualisierung des Models um-
gangen werden. Konvertierer werden dagegen trotzdem ausgeführt. Hier kann sich 
ein Problem ergeben, wenn ein Konvertierer mehr ist als ein Konvertierer, wenn 
er zum Beispiel die Validierung ganz oder teilweise übernimmt. Das kann dann 
der Fall sein, wenn eine Datumseingabe erfolgt und der eingegebene Wert in ein 
Datums-Objekt überführt werden soll. Weil der Validierer (in der Process Valida-
tions Phase) erst nach dem Konvertierer (in der Apply Request Values Phase) 
ausgeführt wird, muss der Konvertierer zwangläufig selbst eine Überprüfung der 
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Eingabe vornehmen. Diese kann dann aber nicht durch das immediate-Attribut 
übersprungen werden. Die Spezifikation wird sich (laut EG) in ihrer endgültigen 
Version dieses Problems annehmen. 
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2.2 Die Referenzimplementierung (RI) von SUN 
 
Unter <http://java.sun.com/j2ee/javaserverfaces/download.html> kann die JSF-
Referenzimplementierung von Sun heruntergeladen werden. Eine Referenzimple-
mentierung soll zeigen, dass eine Umsetzung der Spezifikation tatsächlich mög-
lich ist und kann außerdem Herstellern Anregungen für eine eigene Implementie-
rung geben. 
 
2.2.1 Der Java Community Process   
nach [Dommann, 2001] 
 
Der Java Community Process (JCP) wurde im Dezember 1998 von Sun Microsys-
tems eingeführt, um den Dialog mit der Java Community zu formalisieren. Er soll 
es ermöglichen, Java im Internet unter Einbeziehung vieler Entwickler weiterzu-
entwickeln. Der JCP soll dazu Spezifikationen erstellen und überprüfen. Dazu 
muss er schnell, flexibel und an die große Vielfalt vorhandener Arbeitsweisen an-
passbar sein.  
 
Sun Microsystems hebt folgende Ziele des JCP hervor: 
 
• Der JCP soll es einer breiteren Java Community ermöglichen, sich an Vor-
schlag, Auswahl und Entwicklung von Java APIs zu beteiligen, indem ein 
Mittel geschaffen wird, das es sowohl Lizenznehmern als auch Nicht-Lizenz-
nehmern gestattet, sich zu beteiligen. 
• Der JCP soll es Mitgliedern der Java Community ermöglichen, neue API-Ent-
wicklungen vorzuschlagen und auszuführen, ohne dass Ingenieure von Sun 
Microsystems daran aktiv beteiligt sein müssen.  
• Der JCP soll sicherstellen, dass der Prozess, wenn immer nötig, genau beob-
achtet wird, indem bei jedem wichtigen Meilenstein eine Überprüfung ermög-
licht wird. 
• Der JCP soll sicherstellen, dass jede Spezifikation durch eine Referenzimple-
mentierung und Tests unterstützt wird. 
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• Der JCP soll gute Beziehungen zwischen der Java Community und anderen 
Körperschaften wie Konsortien, Standardisierungsinstitutionen, Forschungs-
gruppen und Non-Profit-Organisationen fördern helfen. 
 
Der JCP besteht hauptsächlich aus vier Phasen: 
 
1. Initiation: Eine Spezifikation wird von einem oder mehreren Community 
Members initiiert und vom zuständigen Executive Commitee (EC) genehmigt. 
 
2. Community Draft: Eine Expertengruppe wird zusammengestellt, um einen ers-
ten Entwurf der Spezifikation zu erstellen, der dann sowohl von der Commu-
nity als auch vom zuständigen EC überprüft wird. Die Expertengruppe benutzt 
die Rückmeldungen, um den Entwurf zu überarbeiten und zu verfeinern. Am 
Ende des Reviews entscheidet das EC, ob zum nächsten Schritt übergegangen 
wird. 
 
3. Public Draft: Der Entwurf wird für das öffentliche Review veröffentlicht, so 
dass jeder mit einem Internetanschluss den Entwurf lesen und kommentieren 
kann. Schließlich stellt der Leiter der Expertengruppe fest, dass die Referenz-
implementierung und das zugehörige Technology Compatibility Kit26 (TCK) 
fertiggestellt wird, und sendet die Spezifikation dem zuständigen EC zur end-
gültigen Genehmigung. 
 
4. Maintenance: Die fertiggestellte Spezifikation, die Referenzimplementierung 
und das TCK werden entsprechend laufender Nachfragen bezüglich Klarstel-
lung, Interpretation, Erweiterungen und Änderungen aktualisiert. Das zustän-
dige EC kann alle vorgeschlagenen Änderungen der Spezifikation überprüfen 
und entscheiden, welche sofort ausgeführt werden können und welche der 
Überprüfung der Spezifikation durch eine Expertengruppe bedürfen. Einwän-
de gegen einen oder mehrere Tests im TCK werden vom EC abschließend be-
urteilt, wenn sie nicht anders gelöst werden können.  
                                                          
26 Test Suite zur Überprüfung, ob eine Implementierung tatsächlich den Anforderungen der Spezi-
fikation genügt 
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JavaServer Faces wurde von Sun im Mai 2001 als Java Specification Request 
(JSR) 127 vorgestellt. Außer Sun sind an der Entwicklung der JSF Spezifikation 
unter anderem die Apache Software Foundation, BEA Systems, Borland Software 
Corporation, IBM, Oracle und Macromedia beteiligt. 
 
2.2.2 Standardkomponenten 
 
Tabelle 2 zeigt die UI-Komponenten, die von JSF in der Version 1.0 Beta zur 
Verfügung gestellt werden. 
 
Komponente Beschreibung 
UIColumn Repräsentiert eine einzelne Spalte mit Daten innerhalb einer UIData-
Komponente. Die Kind-Componenten von UIColumn werden einmal 
für jede Zeile dargestellt. 
UICommand Löst bei Aktivierung durch den Benutzer ein Event ("Action") aus. 
Wird typischerweise als Button oder Hyperlink dargestellt. 
UIData Repräsentiert ein DataBinding zu Daten, die zeilenweise darstellbar 
sind, üblicherweise in Form einer Tabelle. Akzeptiert nur Kind-
Komponenten vom Typ UIColumn. 
UIForm Stellt ein Eingabe-Formular für den Benutzer dar (z.B. ein HTML-
Formular). UIForms enthalten Kind-Komponenten, deren Werte bei 
einem Submit an den Server geschickt werden. 
UIGraphic Ein Bild wird dem Benutzer angezeigt. 
UIInput Erfasst Benutzereingaben und stellt bereits eingegebene Werte 
auch während nachfolgender Requests dar. 
UIOutput Zeigt nur lesbaren Inhalt an. Es können statische aber auch dynami-
sche Inhalte dargestellt werden. 
UIPanel Ein Container für andere Komponenten; kann auch bei der Gestal-
tung des Layouts Anwendung finden. 
UIParameter Wird zur Weitergabe von Parametern an die Eltern-Komponente 
verwendet. Diese Komponente wird nicht visuell dargestellt. 
UISelectBoolean Stellt einen einzelnen true/false-Wert dar. Wird meist als Checkbox 
dargestellt. 
UISelectItem Ein einzelner Posten, der vom Benutzer in einer Eltern-Komponente 
ausgewählt werden kann. Diese Eltern-Komponente kann eine 
UISelectMany- oder eine UISelectOne-Komponente sein. 
UISelectItems Eine Reihe von Posten, die aus einer UISelectMany- oder einer 
UISelectOne-Komponente ausgewählt werden können. Sie müssen 
durch ein Model-Objekt bereitgestellt werden. 
UISelectMany Ein Kontroll-Element, dass eine Auswahl von keinem, einem oder 
mehreren Posten aus einer Liste erlaubt (wobei die Posten durch die 
Kind-Komponenten UISelectItem und/oder UISelectItems repräsen-
tiert werden). Eine ListBox oder eine Gruppe von Checkboxen. 
  
 
 
- 47 -
2 JavaServer Faces Die Referenzimplementierung von Sun
UISelectOne Ein Kontroll-Element, dass eine Auswahl von einem Posten aus 
einer Liste erlaubt (wobei die Posten durch die Kind-Komponenten 
UISelectItem und/oder UISelectItems repräsentiert werden). Eine 
ComboBox oder eine Gruppe von Radio Buttons. 
UIViewRoot Die Wurzel des Component Trees. Besitzt keine visuelle Darstel-
lung. 
 
Tabelle 2 UI-Komponenten in der 1.0 Beta 
 
 
 
 
Abbildung 8 Hierarchie der Standard UI-Komponenten von JSF 
 
Abbildung 8 stellt die Hierarchie der Standard-Komponenten dar. Diese Kompo-
nenten gehen auf fünf wichtige Interfaces zurück: 
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ActionSource 
Eine Komponente implementiert das Interface ActionSource, um in der Lage 
zu sein, Action Events auszulösen und diese durch den Default-ActionListener 
verarbeiten zu lassen. 
 
NamingContainer 
Komponenten, die das Interface NamingContainer implementieren, erheben 
den Anspruch, dass alle ihre Kind-Komponenten durch eine Id eindeutig iden-
tifiziert werden können. 
 
StateHolder 
Das Interface StateHolder wird von Komponenten implementiert, deren Zu-
standsinformationen über den aktuellen Request hinaus erhalten bleiben sollen. 
 
ValueHolder 
Komponenten, die Daten auf der Benutzeroberfläche darstellen oder von dort 
entgegennehmen und via Value Reference Expressions mit dem Model über 
diese Daten kommunizieren, implementieren das Interface ValueHolder. 
 
ConvertibleValueHolder 
Komponenten, die das Interface ConvertibleValueHolder implementieren, 
unterstützen Datentypkonvertierungen über Converter. 
 
Tabelle 3 zeigt die in der Version 1.0 Beta bereits vorhandenen Renderer, die alle 
dem HTML Render Kit zuzuordnen sind. 
 
Komponente Renderer Typ HTML Darstellung 
Button Button, der ein Formular abschickt. UICommand 
 Link Hyperlink, der ein Formular abschickt. 
UIData Table Eine HTML-Tabelle. 
UIForm Form Formular 
UIGraphic Image Bild 
Hidden Verstecktes Eingabefeld UIInput 
 Secret Eingabefeld vom Typ "password" 
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Text Eingabefeld  
 Textarea Mehrzeiliges Eingabefeld 
Label Label 
Link Einfacher Hyperlink zum Verzeigen auf eine 
Nicht-JSF-Seite. 
UIOutput 
Text Einfacher Text 
Grid Eine Tabelle mit änderbaren Überschriften, Fuß-
zeilen und anderen Eigenschaften. 
UIPanel 
Group Dient zur Gruppierung anderer Komponenten, 
besitzt aber selbst keine visuelle Darstellung. 
UISelectBoolean Checkbox Checkbox 
Checkbox Eine Gruppe von Ceckboxen in einer Tabelle. 
Listbox Eine ListBox, die alle Posten anzeigt, und es er-
laubt, mehrere davon auszuwählen. 
UISelectMany 
Menu Eine ListBox, die eine bestimmte Anzahl von 
Posten anzeigt, und es erlaubt, mehrere davon 
auszuwählen. 
Listbox Eine ListBox, die alle Posten anzeigt, und es 
erlaubt, einen davon auszuwählen. 
Menu Eine ListBox, die eine bestimmte Anzahl von 
Posten anzeigt, und es erlaubt, einen davon aus-
zuwählen. 
UISelectOne 
Radio Eine Gruppe von Radio Buttons in einer Tabelle. 
 
Tabelle 3 Renderer in der 1.0 Beta Version 
 
2.2.3 Einschränkungen der RI 
 
Unter "Einschränkungen der RI" sollen hier nicht die vielen Bugs verstanden wer-
den, die in der Version 1.0 Beta leider noch vorhanden sind. Über diese gibt das 
JSF-Forum27 von Sun ausführlich Auskunft. Es sollen vielmehr Design-Schwä-
chen beleuchtet werden, die nicht auf Vorgaben durch die Spezifikation zurückzu-
führen sind. Außerdem soll auf Fälle hingewiesen werden, wo die RI nicht das er-
wartete Verhalten zeigt ("This is not a bug, this is a feature"). 
 
setter-Methoden für Properties der Model-Beans 
Wann immer der Wert eines Eingabe-Elementes über einen EL-Ausdruck aus ei-
ner Bean gewonnen wird, muss nicht nur eine entsprechende getter-Methode vor-
                                                          
27 <http://forum.java.sun.com/forum.jsp?forum=427> 
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handen sein, sondern auch eine setter-Methode, damit in der Update Model 
Values Phase des Request Processing Lifecycles der Wert in der Bean aktualisiert 
werden kann. Dies muss selbst dann der Fall sein, wenn das Eingabefeld abge-
schaltet ist und gar keine Benutzereingaben entgegennehmen kann. Aber auch, 
wenn das Eingabefeld in Funktion ist, kann es Fälle geben, in denen eine Aktuali-
sierung des Models nach der Benutzereingabe nicht erwünscht ist. Als Beispiel sei 
hier eine Drop-Down-Liste genannt, die dazu dient, ein bestimmtes Objekt ledig-
lich auszuwählen. Welches Objekt als ausgewählt angezeigt werden soll, wird an-
hand der Id ermittelt. Listing 2 zeigt eine solche Drop-Down-Liste. Hat der Benut-
zer ein Objekt, hier eine Kategorie, ausgewählt, wird sie als "Current Category" in 
einem Katalog abgelegt. Die Id soll hier nicht durch den Aufruf einer setter-
Methode geändert werden. 
 
 
 <h:selectone_menu id="categories"                          
            value="#{CatalogController.catalog.currentCategory.ctgrId}" 
            onchange="this.form.submit();"                            
            valueChangeListener="#{CatalogController.categoryChange}"> 
   <f:selectitems value="#{CatalogController.catalog.categories}"/> 
 </h:selectone_menu> 
 
 
Listing 2 Eine Drop-Down-Liste 
 
Die Spezifikation legt fest, dass in der Update Model Values Phase die setter-Me-
thoden derjenigen Bean-Properties aufgerufen werden sollen, die mit einem Ein-
gabefeld assoziiert sind. Tritt dabei ein Fehler auf, soll eine ReferenceSyntax-
Exception geworfen werden. Ob es ein Fehler ist, wenn keine setter-Methode ge-
funden werden kann, wird aber nicht festgelegt. In der aktuellen Referenzimple-
mentierung wird die Ausführung des Request Processing Lifecycles in einem sol-
chen Fall einfach abgebrochen und der Benutzer bzw. Entwickler erhält keinerlei 
Hinweis darauf, was er falsch gemacht haben mag. Nachdem die Spezifikation 
keine eindeutige Regelung getroffen hat, wäre es vielleicht sinnvoll, über fehlende 
setter-Methoden hinwegzusehen und anzunehmen, dass eine Aktualisierung der 
Model Values nicht gewünscht wird.  
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Unzureichende Fehlermeldungen 
Da sich viele Fehler, die ein Entwickler beim Bau einer JSF-Anwendung machen 
kann, erst zur Laufzeit offenbaren, gestaltet sich die Fehlersuche oft mühsam. 
Hier könnten treffende Fehlermeldungen schnell den richtigen Weg weisen und 
dem Entwickler viel Zeit und Arbeit sparen helfen. Die Referenzimplementierung 
legt leider keinen großen Wert auf aussagekräftige Fehlermeldungen. Sie sind 
oftmals kryptisch oder fehlen ganz. Das weiter oben genannte Problem mit den 
setter-Methoden führt zum Beispiel nicht zu einer Fehlermeldung. Hier lohnt es, 
sich die log-Ausgaben28 anzusehen:  
FEIN: setValue Evaluation threw exception: 
javax.faces.el.PropertyNotFoundException: itemId 
bedeutet zum Beispiel, dass eine setter-Methode für den Wert itemId fehlt.  
 
Durchführung von Konvertierungen 
Eine JSF-basierte Anwendung arbeitet mit zwei unterschiedlichen Ansichten der 
Daten. In der Model-View werden die Daten durch Java-Objekte repräsentiert. In 
der Presentation-View liegen sie in einer Form vor, die eine Manipulation durch 
den Benutzer erlaubt, i.d.R. als String. Aufgabe eines Converters ist die Umwand-
lung von Java-Objekten in Strings und umgekehrt. Dazu stellt ein Converter die 
zwei Methoden getAsObject() und getAsString() zur Verfügung. Im in der RI mit-
gelieferten HTML Render Kit ruft die Klasse HtmlBasicRenderer die Methode 
getAsString() aber nur dann auf, wenn das Objekt, das konvertiert werden soll, 
noch kein String ist. Das heißt, die derzeitige Implementierung erlaubt keine Kon-
vertierung eines Strings in ein anderes Format. 
 
2.2.4 Andere JSF-Implementierungen 
 
Die Implementierung "MyFaces" von Sourceforge 
MyFaces29 ist die erste OpenSource-Implementierung der JavaServer Faces Spezi-
fikation, zur Zeit noch auf dem Stand des Public Review Draft 2. An dieser Stelle 
sollte eigentlich ein ausführlicherer Vergleich stattfinden zwischen der RI von 
                                                          
28 Die JSF RI arbeitet mit dem Jakarta Commons logging API. Infos unter <http://jakarta.apache 
.org/commons/logging/userguide.html> und in dem README, das der RI beiliegt. 
29 Infos unter <http://sourceforge.net/projects/myfaces> 
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Sun und MyFaces. Weil aber erst im Dezember die neue Version der Spezifika-
tion erschienen ist, ist die 1.0 Beta Version der RI im Moment "außer Konkur-
renz". Es bleibt aber festzustellen, dass MyFaces, obwohl auf einem älteren Stand, 
schon eine größere Zahl von UI-Komponenten zur Verfügung stellt, wie z.B. 
Unterstützung für FileUpload und sortierbare Tabellen-Header. 
 
Im Zusammenhang mit JSF sind auch die folgenden Produkte verfügbar bzw. 
geplant: 
 
Smile30 
Smile ist eine Open-Source-Implementierung der JavaServer Faces Spezifikation 
von SourceForge.net. Smile will eine umfangreiche Komponentenbibliothek zur 
Verfügung stellen und die Entwicklung von JSF-Anwendungen durch ein Desig-
ner-Tool unterstützen. 
 
Die für März 2004 geplante Version 0.4 soll dem Proposed Final Draft der Spezi-
fikation entsprechen. Zukünftig soll sich Smile aus drei voneinander unabhängi-
gen Modulen zusammensetzen:  
 
• Core (JSF-Implementierung)  
• Component library  
• Designer application  
 
IBM's WebSphere Studio Application Developer V5.1.131 
Ein auf Eclipse32 basierendes Entwicklungstool zum Erstellen von Web Services 
und J2EE-Anwendungen. Der WebSphere Studio Application Developer enthält 
eine JSF-Implementierung und vereinfacht die Entwicklung von JSF-Anwendun-
gen durch einen WYSIWYG33-Editor, der das Zusammenstellen einer JSF-Seite 
durch Drag-and-Drop ermöglicht. Die JSF-Implementierung entspricht dem 
Public Review Draft 2 der Spezifikation. 
                                                          
30 <http://smile.sourceforge.net> 
31 <http://www-106.ibm.com/developerworks/websphere/downloads> 
32 <http://www.eclipse.org> 
33 "What You See Is What You Get" 
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XML RenderKit für JavaServer Faces34 
Das XML Render Kit für JSF von Orbeon erzeugt XML-Dokumente, die dann mit 
Hilfe von XSL-Transformationen (XSLT) in HTML oder andere Ausgabeformate 
umgeformt werden können. Der Source Code wird von Orbeon zur Verfügung ge-
stellt. 
Die Implementierung des Render Kits entspricht dem Public Review Draft 2 der 
Spezifikation. 
 
Hochwertige GUI-Komponenten 
Die Java Server Faces (JSF) product line35 von Otrix umfasst drei UI-Komponen-
ten, die in Kürze als Beta-Versionen verfügbar sein sollen: 
 
• WebGrid dient der Darstellung und Bearbeitung tabellarischer Daten. Die 
Komponente soll in hohem Grad anpassbar sein und sortierbare Spalten, eine 
Navigation sowie die Darstellung von Master-Detail-Beziehungen erlauben. 
• WebMenu ermöglicht das Erstellen komplexer Menüs unter Verwendung 
sowohl server- als auch client-seitiger Events. 
• Mit WebTree werden baumartige Strukturen ausgedrückt. Auch WebTree 
unterstützt server- und client-seitige Events. 
 
Mit den Web Galileo Faces (Professional Edition 1.0) Components plant die 
Firma SoftAspects36 eine Komponentenbibliothek für JSF, die voraussichtlich fol-
gende UI-Komponenten beinhalten wird: TabbedPanel, Toolbar, Menu, Tree, 
Table. Die Veröffentlichung wird im ersten Quartal 2004 erwartet. Der 
WebGalileo Faces (Professional Edition 1.0) Designer, ein Entwicklungstool für 
das schnelle Erstellen von JSF-Anwendungen, soll im zweiten Quartal 2004 er-
scheinen. 
                                                          
34 <http://www.orbeon.com/model2x/xml-renderkit> 
35 <http://www.otrix.com> 
36 <http://www.softaspects.com> 
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2.3 Abgrenzung zu anderen Web-Frameworks 
 
Web Frameworks nutzen die durch J2EE vorgegebenen Funktionalitäten und bie-
ten darauf aufbauend weitere Services an. Darunter fällt neben Mehrsprachigkeit 
und der Überprüfung von Benutzereingaben vor allem ein Programmiermodell, 
das die Trennung von Applikations- und Präsentationslogik unterstützt und einfor-
dert. 
 
Um JSF gegenüber anderen Web-Frameworks abzugrenzen, sollen deshalb zu-
nächst zwei verschiedene Modelle unterschieden werden, die auf unterschiedliche 
Weise versuchen, eine Model 2 Architektur abzubilden. 
 
Das Push-Modell 
Basiert ein Framework auf dem Push-Modell, kennt die View keine Details des 
Models und enthält daher auch keine Präsentationslogik. Der Controller integriert 
die Daten in die View und muss deshalb Kenntnis über die Struktur der View ha-
ben. Ändert sich die View, muss auch er angepasst werden.  
 
Barracuda37 ist ein Framework, das sich auf das Pull-Modell stützt. Dabei werden 
aus HTML- und XML-Dateien Java-Klassen erzeugt, die einen DOM38-Baum re-
präsentieren. Der Controller (in der Regel ein oder mehrere Servlets) kann nun die 
View mit den Daten aus dem Model versorgen. 
 
Das Pull-Modell 
Einen ganz entgegengesetzten Ansatz verfolgt das Pull-Modell. Hier ist das Model 
völlig unabhängig von der View, während die View die Struktur des Models ken-
nen muss, um die Daten entsprechend darzustellen. Die View enthält meist die so-
                                                          
37 <http://barracudamvc.org/Barracuda/index.html> 
38 Ein Java-API zur Verarbeitung von XML-Dokumenten, das einen baumorientierten Ansatz ver-
folgt. Dabei baut der Parser einen Baum von Java-Objekten auf, der der Schachtelungshierarchie 
des Dokuments entspricht. Dieser Baum wird der XML-Applikation nach dem Parse-Vorgang 
übergeben. Anschließend kann die XML-Applikation den Baum traversieren und das Dokument so 
verarbeiten.  
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genannte Präsentationslogik, d.h. Bedingungen und Schleifen, die dazu dienen, 
Bedienelemente abhängig vom Model in einer Seite anzuordnen. 
 
Ein relativ bekanntes Framework, das auf diesem Modell basiert, ist Struts39 aus 
dem Jakarta Projekt. Struts ist eines der ersten Frameworks, die auf JSP basieren, 
das eine Infrastruktur implementiert, die folgende Bereiche abdeckt. Es werden 
Tag Libraries zur Verfügung gestellt, die Bedingungen, Iterationen und Selektion 
von Daten ermöglichen, dadurch weniger Java Code in der JSP Page erfordern, 
und so ihre Lesbarkeit erhöhen. Die Implementierung der Model-View-Control-
ler-Architektur vereinfacht dabei die Trennung von Anwendungslogik und Dar-
stellung. 
 
Das Programmiermodell von Struts soll an dieser Stelle kurz vorgestellt werden. 
Struts sieht als Controller ein Servlet vor, das Anfragen entgegennimmt und diese 
dann an vom Entwickler erstellte Klassen (Action-Klassen) weiterleitet. Diese 
Klassen benutzen Modell-Klassen wie z.B. Session Beans, um Applikationslogik-
relevante Funktionalitäten auszuführen. Schließlich leiten sie die Anfrage entwe-
der an eine weitere Action-Klasse oder an eine JSP weiter, aus der dann die ei-
gentliche HTML-Seite für den Anwender erzeugt wird. Sogenannte Form Beans 
können Daten aus HTML-Formularen kapseln und in den Action-Klassen 
komfortabel ausgelesen und gefüllt werden. Die Zuordnungen unter den Einheiten 
Anfrage, Controller und View erfolgt über eine Konfigurationsdatei. Durch diese 
Konfiguration sind Controller- und View-Klassen lose miteinander gekoppelt, ein 
Austausch der einzelnen Elemente ist relativ unkompliziert. 
 
Sowohl JSF als auch UIX entsprechen ebenfalls dem Pull-Modell. Sie stehen da-
mit Struts wesentlich näher als Push-Frameworks wie zum Beispiel Barracuda. 
Wenn der Schwerpunkt bei JSF auch eindeutig auf dem User Interface liegt, über-
schneidet sich die Funktionalität von JSF mit der von Struts in einigen Punkten. 
Nicht zuletzt deshalb hat sich in diversen Internet-Foren zu den Themen JSF und 
Struts das Gerücht, JSF werde Struts ersetzen, sehr hartnäckig festgesetzt. Bei ge-
nauerer Betrachtung stellt man jedoch fest, dass JSF und Struts völlig unter-
                                                          
39 <http://jakarta.apache.org/struts> 
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schiedliche Schwerpunkte setzen. So bietet JSF zum Beispiel ein Komponenten-
Modell für User Interfaces, welches im Struts-Framework nicht enthalten ist. 
Struts beinhaltet eher abstraktere, Applikations-orientierte Konzepte wie etwa das 
Validator Framework40 oder Tiles41, um modulare Web-Seiten zu gestalten. Struts 
allgemein hat seine Stärken in der Controller-Komponente eines MVC-Frame-
works und ist in Sachen View nicht festgelegt. Während sich JSF also eher als 
"server-seitiges UI-Komponenten API" versteht, ist Struts ein "Web-Applikations-
Framework" und beschäftigt sich mehr mit der Gesamtarchitektur von Web-
Applikationen. JSF kann ein Bestandteil einer solchen Architektur sein. 
 
 
Abbildung 9 Die Infrastruktur einer Web-Anwendung als Stapel von Diensten42 
 
Abbildung 9 zeigt, wie JSF und Struts sich überlappen, dass aber JSF Struts nicht 
ersetzen, sondern vielmehr ergänzen, kann. 
                                                          
40 <http://jakarta.apache.org/struts/userGuide/dev_validator.html> 
41 < http://jakarta.apache.org/struts/userGuide/dev_tiles.html > 
42 aus [Mann, 2003 / 1] 
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Die Roadmap für Struts 2.0 sieht ein Zusammenwachsen mit JSF vor, obgleich 
JSF nicht die einzige Lösung für die View sein wird. Weiterhin wird Struts klar 
das Model vom Controller getrennt halten und seine Stärken in der Controller-
Komponente haben. Für Struts 1.1 wird derzeit eine Open-Source Struts-Faces 
Integration Library43 von Craig McClanahan angeboten, wodurch bisherige 
Struts 1.1 Applikationen mit relativ wenig Arbeit JSF-fähig gemacht werden kön-
nen. Sie beinhaltet Adapter-APIs, um die Action-Verarbeitung von Struts aus der 
Invoke Application Phase des JSF Request Processing Lifecycles heraus anzu-
stoßen. Man kann sich das so vorstellen, dass User Interface Events weiterhin von 
JSF verarbeitet werden, während Application Events an Struts weitergegeben wer-
den. Struts-Faces stellt außerdem eine Anzahl von JSF-Komponenten bereit, die 
eine ähnliche Funktionalität wie die bestehenden Struts-Tags besitzen. Auf diese 
Weise können bei einer Integration von Struts mit JSF sämtliche Action-Klassen 
wiederverwendet werden. Lediglich die Tag-Libraries in der View sind andere 
und es müssen einige Änderungen an den Konfigurationsfiles vorgenommen wer-
den. Die Struts-Faces Integration Library ist, wahrscheinlich aus Zeitmangel, lei-
der noch recht weit von einer Fertigstellung entfernt. Es gibt einen interessanten 
Artikel von IBM zu dem Thema "Integrating Struts, Tiles and JavaServer 
Faces"44.
                                                          
43 Infos unter <http://jakarta.apache.org/struts/proposals/struts-faces.html> 
Download unter <http://cvs.apache.org/builds/jakarta-struts/nightly/struts-faces> 
44 <http://www-106.ibm.com/developerworks/library/j-integrate> 
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2.4 Implementierung einer Anwendung mit JSF 
 
Um eine genauere Vorstellung davon zu bekommen, wie eine Anwendungsent-
wicklung mit JSF aussehen kann und wo sich eventuell Unterschiede zwischen 
JSF und UIX zeigen, wurde ein fiktiver Online-Shop sowohl mit der JSF-Refe-
renzimplementierung von Sun als auch mit UIX erstellt. Beide setzen auf demsel-
ben Datenmodell auf, basieren auf denselben BC4J-Komponenten45 als Mittel-
schicht und implementieren dieselben Anwendungsfälle. In diesem Kapitel wird 
die Implementierung mit JSF vorgestellt. 
 
2.4.1 Referenzarchitektur 
 
JSF basiert auf den folgenden Java API Spezifikationen: 
• JavaServer Pages Spezifikation46, Version 1.2 
• Java Servlet Spezifikation47, Version 2.3 
• Java 2 Platform, Standard Edition48, Version 1.4 
• JavaBeans Spezifikation49, Version 1.0.1 
• JavaServer Pages Standard Tag Library50, Version 1.1 
 
Als Entwicklungsumgebung wurde der Oracle9i JDeveloper Version 9.0.3.3 mit 
der J2SE Version 1.4.2_01 eingesetzt. Die Anwendung läuft im Tomcat 5.0.16 
Preview51, im Tomcat 4.1, aber auch im Embedded OC4J (Version 9.0.3) des 
JDeveloper. Zum Editieren der faces-config.xml wurde die Faces Console Version 
1.0 Beta 3 von James Holmes52 verwendet, ein frei verfügbares Tool, das Stand-
alone läuft, sich aber auch in verschiedene Entwicklungsumgebungen integrieren 
lässt. 
 
                                                          
45 siehe Kapitel 2.4.4 "Business Components for Java (BC4J)" 
46 <http://java.sun.com/products/jsp> 
47 <http://java.sun.com/products/servlet> 
48 <http://java.sun.com/j2se> 
49 <http://java.sun.com/products/javabeans/docs/spec.html> 
50 <http://java.sun.com/products/jsp/jstl> 
51 <http://jakarta.apache.org/tomcat> 
52 <http://www.jamesholmes.com/JavaServerFaces/console> 
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Folgende Bibliotheken wurden im WEB-INF/lib-Verzeichnis der Anwendung zur 
Verfügung gestellt: 
• jsf-api.jar und jsf-impl.jar53 (JSF RI, Version 1.0 Beta) 
• jstl.jar und standard.jar (JSTL 1.0.3) 
• commons-beanutils.jar (Jakarta Commons BeanUtils 1.6) 
• commons-digester.jar (Jakarta Commons Digester 1.5) 
• commons-collections.jar (Jakarta Commons Collections 2.1) 
• commons-logging.jar (Jakarta Commons Logging 1.0.3) 
• demo-components.jar (Demo-Komponenten, die in den von der RI mitgelie-
ferten Beispielen verwendet werden) 
 
Von den DemoComponents aus den JSF-Samples wurde ein Tag zum Einbinden 
von Style Sheets verwendet. 
 
2.4.2 JSFOrderEntry 
 
JSFOrderEntry ist ein fiktiver Onlineshop, der Spielzeug anbietet. Verschiedene 
Artikel, nach Kategorien geordnet, können vom Kunden angesehen und in einen 
Warenkorb gelegt werden. Schließlich kann der Kunde eine Bestellung aufgeben.  
 
Dieses Beispiel ist eng an die BC4J Toy Store Anwendung von [Muench, 2003] 
angelehnt. Das verwendete Datenbankschema, dargestellt in Abbildung 10, ist ei-
ne Teilmenge des OrderEntry-Schemas, das einer älteren Version des JDeveloper 
beilag (JDeveloper 3.2.3), und das für JSFOrderEntry geringfügig angepasst wur-
de.  
 
                                                          
53 <http://java.sun.com/j2ee/javaserverfaces/download.html> 
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Abbildung 10 Datenmodell der JSFOrderEntry-Applikation 
 
2.4.3 Anwendungsfälle 
 
Zunächst wird ein Katalog bereitgestellt, der dem Benutzer ein Durchstöbern des 
Shops ermöglicht. Die Artikel, die verschiedenen Kategorien zugeteilt sind, wer-
den in tabellarischer Form mit Name, Preis und Beschreibung dargestellt. Die Ta-
belle erlaubt zudem ein Hinzufügen von Artikeln in einen virtuellen Warenkorb. 
Dazu wird in ein Eingabefeld die gewünschte Bestellmenge eines Artikels einge-
tragen und der Artikel durch Anklicken eines Buttons hinzugefügt. Abbildung 11 
zeigt die Tabelle mit den Artikeln. Ein roter Button zeigt an, dass der betreffende 
Artikel sich bereits im Warenkorb befindet. 
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Abbildung 11 Katalog mit Artikeln 
 
Der Benutzer kann sich außerdem den Inhalt seines Warenkorbes ansehen, dabei 
die Bestellmenge eines oder mehrerer Artikel ändern oder einen oder mehrere Ar-
tikel aus dem Warenkorb entfernen. Die Ansicht des Warenkorbs zeigt Abbil-
dung 12. 
 
Abbildung 12 Inhalt des Warenkorbs 
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Abbildung 13 Eingeben der Benutzerinformationen 
 
Zum Abschicken der Bestellung werden schließlich die Benutzerinformationen 
abgefragt, dargestellt in Abbildung 13. Abbildung 14 zeigt die Bestätigung bei er-
folgreicher Bestellung.  
 
Des weiteren sollen unsinnige Benutzereingaben, wie zum Beispiel eine negative 
Bestellmenge, verhindert und bei einem Fehler eine Fehlerseite mit einer Be-
schreibung des aufgetretenen Fehlers angezeigt werden. Das kann bei einer fehler-
haften Eingabe dieselbe Seite mit einem entsprechenden Hinweistext sein; bei ei-
nem gravierenden Fehler auf Serverseite erscheint eine spezielle Fehlerseite. Wie 
diese Seite aussehen kann, zeigt Abbildung 15. 
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Abbildung 14 Bestätigung nach erfolgreicher Bestellung 
 
 
 
Abbildung 15 Fehlerseite 
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2.4.4 Business Components for Java (BC4J) 
 
Das Business Components for Java Framework von Oracle ist ein J2EE Frame-
work, welches zu 100% auf Java und XML-Technologien beruht und die Aufga-
ben des objektrelationalen Mappings sowie der Kapselung der eigentlichen 
Geschäftslogik übernehmen soll. Das Framework ist vollständig in den Oracle 
JDeveloper integriert. Der Aufbau gliedert sich in verschiedene Ebenen. Auf un-
terster Ebene existieren sogenannte Entity-Objects, welche 1:1 auf den zugehöri-
gen Tabellen oder Views in der Datenbank aufsetzen. Auf der Basis solcher 
Entity-Objects lassen sich nun View-Objects konstruieren, welche SQL-State-
ments kapseln und aufgrund der Ergebnismenge Entity-Objects erzeugen (kön-
nen). View-Objects können dabei über ViewLinks miteinander kommunizieren 
und werden in sogenannten ApplicationModules zu anwendungsfallbezogenen 
Einheiten zusammengefasst. Solche BC4J-Komponenten werden typischerweise 
genutzt, um Geschäftslogik direkt als Java-Code aufzunehmen oder PL/SQL-Code 
in der Datenbank anzustoßen und die Ergebnisse weiterzuverarbeiten. 
 
Eine der Stärken von BC4J liegt in der Bereitstellung bewährter J2EE Design 
Patterns, die durch den Einsatz von BC4J implizit zum Einsatz kommen, ohne 
dass der Entwickler sie selber implementieren muss.54 
 
Einsatz von BC4J in der Anwendung JSFOrderEntry 
Die Anwendung JSFOrderEntry gliedert sich im Wesentlichen in Presentation 
Tier, Business Tier, Data Access Tier und Data Tier (vgl. Abbildung 16), wobei 
die Business Tier teilweise und die Data Access Tier vollständig von BC4J-Kom-
ponenten abgedeckt werden. Diese befinden sich in einem separaten JDeveloper-
Projekt, dessen Struktur in Abbildung 17 dargestellt wird.  
 
                                                          
54 Mehr Informationen zu BC4J sind in einem technischen Whitepaper unter <http://otn.oracle 
.com/products/jdev/info/techwp20/wp.html> zu finden und in einem interessanten Artikel von 
Steve Muench mit dem Titel "Simplifying J2EE and EJB Development with BC4J" unter <http:// 
otn.oracle.com/products/jdev/collateral/tutorials/903/j2ee_bc4j/prnt/j2ee_bc4j.html> 
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Abbildung 16 Verteilung der Anwendung JSFOrderEntry 
 
 
 
 
Abbildung 17 Paketstruktur eines Business Components Projects 
 
Die BC4J-Komponenten verteilen sich auf zwei BC4J-Packages. Das ist zum 
einen das Package orderentry.model.entities, welches zwei EntityObjects und die 
dazugehörige Association beinhaltet. Jedes EntityObject repräsentiert eine Tabelle 
in der Datenbank. Die Association bildet die Beziehung zwischen diesen Tabellen 
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ab. Das zweite Package, orderentry.model.shopping, enthält ViewObjekte, 
ViewLinks und ein ApplicationModule. Diejenigen ViewObjekte, deren Name 
auf Lookup endet, basieren nicht auf einem EntityObject und besitzen daher nur 
lesenden Zugriff auf die Daten in der Datenbank. Es handelt sich dabei um die 
ViewObjekte, die die Daten zur Anzeige des Katalogs liefern, der ja nicht editier-
bar ist. Die beiden anderen ViewObjekte beruhen auf EntityObjects. Dadurch 
kann über diese ViewObjekte schreibend auf die Datenbank zugegriffen werden, 
um eine Bestellung mit den dazugehörigen Bestellpositionen zu speichern. 
 
Abbildung 18 zeigt das entstandene Datenmodell, wie es durch das Application-
Module ShoppingModule abgebildet wird. 
 
 
Abbildung 18 Durch das ApplicationModule abgebildetes Datenmodell 
 
Alle lesenden und schreibenden Zugriffe auf die Datenbank finden durch das 
ApplicationModule statt. Dieses stellt dazu sogenannte Client Methods bereit, die 
vom Controller der JSFOrderEntry-Anwendung angesprochen werden. Das Appli-
cationModule stellt also das Business Model im Sinne des MVC-Design-Patterns 
zur Verfügung. 
 
2.4.5 JSP Documents 
 
Ein JSP Document ist eine JSP-Seite mit XML-Syntax. Sie verwendet Name-
spaces, um Tag Libraries zu integrieren. Eine JSP kann entweder die traditionelle 
JSP-Syntax oder die XML-Syntax verwenden, ein Vermischen der beiden ist nicht 
möglich. Die Dateiendung kann in beiden Fällen .jsp sein. Der Container kann 
eine Unterscheidung anhand des <jsp:root>-Elementes treffen, das es nur in der 
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XML-Syntax gibt. Die semantische Bedeutung eines JSP Documents unterschei-
det sich in keiner Weise von der einer gewöhnlichen JSP-Seite. Ein JSP Docu-
ment generiert einen Response Stream, zusammengesetzt aus statischen und dyna-
mischen Inhalten. Verschiedene Gründe sprechen dafür, in JSPs die XML-Syntax 
anzuwenden. Die Spezifikation beschreibt die folgenden: 
 
• Bevor eine JSP-Page in ein Servlet übersetzt wird, wird sie in ein äquivalentes 
XML-Dokument überführt. Werden JSP Documents verwendet, entfällt dieser 
Zwischenschritt. 
• JSP Documents können gegen eine Document Type Definition (DTD)55 vali-
diert werden. 
• JSP Documents können mit XML-Werkzeugen bearbeitet werden. 
• JSP Documents können über XML Transformationen (z.B. XSLT) aus XML-
Dokumenten automatisch erzeugt werden. Das ist wiederum für eine automati-
sierte Migration von UIX nach JSF sehr interessant. Um dem Ergebnis einer 
Migration möglichst nahe zu kommen, wurden bei der Entwicklung der Bei-
spielanwendung ausschließlich JSP Documents verwendet. 
 
Auf die verschiedenen Elemente eines JSP-Documents soll an dieser Stelle nicht 
näher eingegangen werden. [Fesler, 2001] und [Trusiak] geben weiterführende In-
formationen. 
 
2.4.6 Konfiguration des Seitenflusses mit JSF 
 
In Abbildung 19 werden die Views, die als JavaServer Pages implementiert sind, 
als Rechtecke dargestellt. Die schwarzen Pfeile beschreiben mögliche Naviga-
tionspfade. Die gestrichelten Pfeile deuten an, dass nach dem Ablauf der Session 
der Benutzer auf die Startseite geleitet wird, um mit der Bestellung neu zu begin-
nen. 
                                                          
55 Mit Hilfe einer "Document Type Definition" wird aus der "Standard Generalized Markup 
Language" (SGML) eine konkrete Auszeichnungssprache abgeleitet. SGML selbst ist keine Aus-
zeichnungssprache, sondern mehr eine generelle Grammatik. Die bekannteste DTD von SGML ist 
HTML.  
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Abbildung 19 Der Seitenfluss der JSFOrderEntry-Applikation 
 
Die Navigation wird in JSF in einer JSF-spezifischen Konfigurationsdatei dekla-
rativ beschrieben. Ein sogenannter NavigationHandler ermittelt anhand von be-
rechneten oder in einer JSF-Seite angegebenen Ergebnissen (outcome), abhängig 
von der anfragenden Seite, welche Seite als nächstes angezeigt werden soll. 
 
Listing 3 zeigt einen Ausschnitt aus der Konfigurationsdatei faces-config.xml mit 
zwei Navigationsregeln (Navigation Rules), die beispielhaft erläutert werden sol-
len. Nehmen wir zunächst an, der Benutzer befindet sich auf der Checkout-Seite 
und entschließt sich, seine Benutzerinformationen doch nicht einzugeben. Statt 
dessen betätigt er den Cancel-Button, um auf die Seite mit dem Warenkorb zu-
rückzukehren, von der er kam. Wie in Abbildung 19 zu sehen, wird dazu der Out-
come cancelCheckout erzeugt. Der NavigationHandler prüft also zunächst, ob er 
eine NavigationRule findet, deren <from-view-id> zur aktuellen Seite 
checkout.jsp passt. Hat er eine passende NavigationRule gefunden, sucht er nach 
dem entsprechenden NavigationCase, in diesem Fall cancelCheckout. Da ein 
NavigationCase für cancelCheckout vorhanden ist, kann die nächste Seite ermit-
telt werden: der Benutzer bekommt die Seite cart.jsp zu sehen. Wurde dagegen 
keine NavigationRule mit der richtigen <from-view-id> gefunden, ist aber eine 
NavigationRule mit der <from-view-id> "*" vorhanden, so wird diese verwendet. 
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Wenn nun gar keine passende NavigationRule gefunden werden kann oder aber 
kein NavigationCase für den zustande gekommenen Outcome vorhanden ist, fin-
det keine Navigation statt. 
 
   
  <navigation-rule> 
    <from-view-id>/checkout.jsp</from-view-id> 
    <navigation-case> 
      <from-outcome>gotoConfirmation</from-outcome> 
      <to-view-id>/confirmation.jsp</to-view-id> 
      <redirect/> 
    </navigation-case> 
    <navigation-case> 
      <from-outcome>cancelCheckout</from-outcome> 
      <to-view-id>/cart.jsp</to-view-id> 
      <redirect/> 
    </navigation-case> 
  </navigation-rule> 
 
  <navigation-rule> 
    <from-view-id>*</from-view-id> 
    <navigation-case> 
      <from-outcome>gotoCat</from-outcome> 
      <to-view-id>/catalog.jsp</to-view-id> 
      <redirect/> 
    </navigation-case> 
    <navigation-case> 
      <from-outcome>exception</from-outcome> 
      <to-view-id>/error.jsp</to-view-id> 
    </navigation-case> 
    <navigation-case> 
      <from-outcome>newSession</from-outcome> 
      <to-view-id>/welcome.jsp</to-view-id> 
      <redirect/> 
    </navigation-case> 
  </navigation-rule> 
 
 
Listing 3 Ein Ausschnitt aus der faces-config.xml mit Navigationsregeln 
 
2.4.7 Managed Beans 
 
Die Daten aus dem Model werden in der JSFOrderEntry-Anwendung über soge-
nannte Managed Beans den Views zur Verfügung gestellt. 
 
Managed Beans sind JavaBeans, die gemäß ihrer Konfiguration in der Datei 
faces-config.xml von JSF selbständig verwaltet werden. Sie besitzen einen eindeu-
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tigen Namen, über den sie in einer JSF-Seite und in der Konfigurationsdatei selbst 
in einer Value Reference Expression angesprochen werden können. Sobald eine 
Bean benötigt wird, d.h. wenn die erste Value Reference Expression verarbeitet 
wird, die eine solche Bean anspricht, wird ein Objekt dieser Bean erzeugt.  
 
 
  <managed-bean> 
    <managed-bean-name>ShoppingCartController</managed-bean-name> 
    <managed-bean-class> 
      orderentry.webclient.controller.ShoppingCartController 
    </managed-bean-class> 
    <managed-bean-scope>session</managed-bean-scope> 
    <managed-property> 
      <property-name>catalogController</property-name> 
      <value>#{CatalogController}</value> 
    </managed-property> 
  </managed-bean> 
 
  <managed-bean> 
    <managed-bean-name>OrderController</managed-bean-name> 
    <managed-bean-class> 
      orderentry.webclient.controller.OrderController 
    </managed-bean-class> 
    <managed-bean-scope>session</managed-bean-scope> 
    <managed-property> 
      <property-name>shoppingCartController</property-name> 
      <value>#{ShoppingCartController}</value> 
    </managed-property> 
    <managed-property> 
      <property-name>confirmationController</property-name> 
      <value>#{ConfirmationController}</value> 
    </managed-property> 
  </managed-bean> 
 
 
Listing 4 Die Konfiguration von Managed Beans 
 
Listing 4 zeigt die Definitionen zweier Managed Beans der Anwendung 
JSFOrderEntry. Sie besitzen sogenannte Managed Properties, welche in einer au-
tomatisch durchgeführten Initialisierung mit Werten gefüllt werden. Dazu müssen 
die Beans gemäß den JavaBeans-Konventionen die entsprechenden setter-Metho-
den zur Verfügung stellen. Die Beispiele in Listing 4 zeigen außerdem, wie Mana-
ged Beans auch innerhalb der Konfigurationsdatei über Value Reference Expres-
sions referenziert werden können. Wird also in einer JSF-Seite die Bean 
ShoppingCartController benötigt, so wird auch die Bean CatalogController er-
zeugt, sowie alle Managed Beans, die als Managed Properties der Bean Catalog-
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Controller benötigt werden. Es ist deshalb darauf zu achten, dass durch die Defi-
nition von Managed Properties keine Endlosschleifen erzeugt werden. 
 
 
Abbildung 20 Klassendiagramm mit Controller-Beans und Value Objects 
 
Die in JSFOrderEntry verwendeten Managed Beans übernehmen eine Controller-
Funktion, indem sie Daten aus dem ApplicationModule beschaffen oder hinein-
schreiben bzw. das Model verändern. Diese Daten werden von ValueObjects ge-
kapselt. Abbildung 20 zeigt die Beziehungen zwischen den Controller-Beans und 
den ValueObjects. In Abbildung 21 wird beispielhaft die Controller-Eigenschaft 
des OrderControllers verdeutlicht. Er delegiert verschiedene Aufgaben an das 
ApplicationModule und andere Controller. 
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Abbildung 21 Sequenzdiagramm für das Abschicken einer Bestellung 
 
 
 
 <h:data_table id="items"                          
               value="#{CatalogController.catalog.currentItems}"  
               var="item"> 
               
   <h:column> 
     <f:facet name="header"> 
       <h:output_text value="Name"/> 
     </f:facet> 
     <h:output_text value="#{item.name}"/> 
   </h:column> 
    … 
 
 
Listing 5 Auslesen von Daten aus Beans 
 
Wie die Daten aus den ValueObjects in einer JSF-Seite dargestellt werden 
können, zeigt Listing 5. Das Tag <data_table> benötigt als Wert (value) eine 
Collection. Im Beispiel ist das eine ArrayList, die eine Anzahl von Items enthält, 
und die ein Property der Klasse Catalog ist. Ein Objekt der Klasse Catalog wird 
von der Bean CatalogController, die für die Verwaltung des Katalogs zuständig 
ist, geliefert.  
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Besonderheiten des OC4J 
Da der OC4J 9.0.3 nicht in der Lage ist, Tag Library Descriptoren56 (TLDs), die 
im Verzeichnis META-INF eines JAR-Files liegen, zu erkennen, muss bei Ver-
wendung von DemoComponents aus den Beispielen, die der JSF Referenzimple-
mentierung beiliegen, die benötigte TagLibrary in der web.xml registriert werden. 
  
  <taglib> 
    <taglib-uri>http://java.sun.com/jsf/demo/components</taglib-uri> 
    <taglib-location>/WEB-INF/demoComps/components.tld</taglib-location> 
  </taglib> 
 
Darüber hinaus muss die im JAR-File demo-components.jar enthaltene Konfigu-
rationsdatei faces-config.xml extrahiert und der Anwendung als Kontext-Parame-
ter bekannt gemacht werden. 
 
 <context-param> 
   <param-name>javax.faces.application.CONFIG_FILES</param-name> 
   <param-value> 
    /WEB-INF/faces-config.xml,/WEB-INF/demoComps/faces-config.xml 
   </param-value> 
 </context-param> 
 
Unabhängig von den DemoComponents muss immer auch folgender Listener in 
der web.xml angegeben sein, damit die Tag Library Descriptoren der Referenzim-
plementierung, die sich im JAR-File jsf-impl.jar befinden, gefunden und verwen-
det werden. 
 
 <listener> 
   <listener-class>com.sun.faces.config.ConfigListener</listener-class> 
 </listener> 
 
 
                                                          
56 Meta-Beschreibungsdateien zur Definition eigener Markup-Elemente (Tags) bei der Entwick-
lung von Webapplikationen mittels JavaServer Pages verwendet. 
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3 Das Oracle UIX Framework 
 
3.1 Allgemeines 
 
UIX ist eine Sammlung von Frameworks zur Entwicklung von Web-Oberflächen 
für J2EE-konforme Geschäftsanwendungen, welche dem Model-View-Controller 
Design Pattern entsprechen. 
 
Das Framework unterstützt verschiedene Strategien der Anwendungsentwicklung: 
 
• Deklarative Entwicklung von Benutzungsoberflächen über XML-Dateien 
(uiXML) 
• Einbettung der Interface-Komponenten in JavaServer Pages 
• Verwendung des API in Java 
 
Alle drei Varianten haben Vor- und Nachteile. Zur Laufzeit führen sie prinzipiell 
aber zum gleichen Ergebnis: Eine Anzahl von UIX-Seiten wird im Servlet-Contai-
ner als Java-Objektbäume (bestehend aus sogenannten UINodes57) erzeugt und 
vorgehalten. Bei Aufruf der jeweiligen Seite erzeugen die Renderer der einzelnen 
UINodes den gewünschten Output, z.B. HTML. 
 
3.1.1 Historische Einordnung 
 
UIX ist seit der Version 9.0.2, die bereits im November 2001 als Release 
Candidate vorgestellt wurde, Bestandteil des JDevelopers. Schon damals war UIX 
im Grunde keine neue Technologie mehr. Denn vor der Veröffentlichung war 
UIX bereits in internen Projekten der Firma Oracle erfolgreich im Einsatz. Alle 
wesentlichen Bestandteile des Frameworks waren schon implementiert, sind seit-
her aber stark verbessert und erweitert worden. So ist z.B. eine Bereitstellung der 
in einer Seite anzuzeigenden Daten über JavaBeans möglich geworden. Der 
                                                          
57 Kurzname für "User Interface Node". Ein UINode ist die vom Ausgabemedium unabhängige 
Repräsentation einer UI-Komponente und liegt intern als Java-Klasse vor. 
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JDeveloper unterstützt die Entwicklung auf BC4J aufbauender UIX-Anwendun-
gen durch eine automatische Generierung von Create- und Edit-Seiten. Der gene-
rierte Code kann direkt verwendet oder als Vorlage für eigene Anwendungen ein-
gesetzt werden.  
 
Der JDeveloper 10g, der zur Zeit als Preview Version erhältlich ist, stellt außer-
dem einen WYSIWYG-Editor zur Verfügung, der einen Aufbau der Seiten per 
Drag-and-Drop ermöglicht, ähnlich wie in Swing. 
 
3.1.2 Die Zielsetzung von UIX 
 
Mit UIX verfolgt Oracle das Ziel, wie bei der JSF-Spezifikation gefordert, ein 
vom Ausgabemedium unabhängiges Komponentenframework für die erste 
Schicht (View) einer n-Tier-Architektur bereitzustellen. Die Anbindung an die 
Businesslogik ist dabei so universell gestaltet, dass jedes weitere Framework (u.a. 
BC4J / EJB) für die Mittelschicht zum Einsatz kommen kann. UIX bietet ein ein-
faches Controller-Framework, das noch keine deklarative Beschreibung des Sei-
tenflusses ermöglicht. Es kann bei Bedarf ausgetauscht werden kann. So soll z.B. 
eine Integration mit Struts möglich sein. 
 
3.1.3 Die Architektur von UIX 
 
UIX setzt sich aus mehreren, weitgehend unabhängig voneinander einsetzbaren 
Frameworks zusammen. Der Entwickler kann also selbst entscheiden, in welchen 
Bereichen er Unterstützung von UIX-Technologien in Anspruch nehmen will. Zu-
sammengefasst besteht UIX aus folgenden Hauptbestandteilen: 
 
3.1.3.1 UIX Components 
 
UIX Components ist eine Komponentenbibliothek zur Erzeugung von Benutzer-
oberflächen für Web Applikationen ("Swing-Komponenten fürs Web"). Dahinter 
verbirgt sich der Grundgedanke, komplexe Oberflächenkomponenten wie Bäume, 
Navigierbare Tabellen, Karteikarten usw. bereitzustellen, anhand derer sich sehr 
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schnell, und ohne spezielle Programmier- oder GUI-Design-Kenntnisse, einheitli-
che Benutzeroberflächen erstellen lassen. Anforderungen aus der JSF-Spezifika-
tion wie Unabhängigkeit vom Ausgabemedium und Trennung zwischen Seitenbe-
schreibung und Implementierung werden in UIX durch eine Zweiteilung der 
Komponenten in Implementierung und Renderer erreicht. Zu jeder Komponente 
werden Standard-Renderer für verschiedene Ausgabeformate (z.B. HTML/ 
XHTML, PDA58) mitgeliefert. Zur Implementierung eigener Renderer steht ein 
einfaches API zur Verfügung. 
 
Jede Seite (Page) wird in UIX durch einen Baum aus UIX-Komponenten 
(UINodes) repräsentiert, wobei die logische Seitenbeschreibung unabhängig von 
der Art der Ausgabe ist. In Abbildung 22 ist auf der linken Seite die Darstellung 
einer Beispielseite im Browser, aufgeteilt in verschiedene Schichten, zu sehen. 
Diese Schichten entsprechen der Schachtelung der UINodes wie sie auf der rech-
ten Seite der Abbildung dargestellt ist. Abbildung 23 zeigt schließlich die tatsäch-
liche Ansicht im Browser. 
 
 
Abbildung 22 Eine einfache UIX Page und ihre Repräsentation als Baum von UINodes59 
                                                          
58 Personal Digital Assistant = tragbarer Rechner in Notizbuchformat 
59 Quelle: Oracle 
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Abbildung 23 Ergebnis bei HTML Rendering60 
 
UINodes enthalten Informationen über sich selbst in Form von Name/Value-
Paaren – über diese werden die Beans der Komponentenbibliothek konfiguriert. 
 
Alle Element-Eigenschaften können über "Data Binding" mit einer Datenquelle 
verbunden werden. Die Datenquellen ("Data Provider") sind über Java Interfaces 
definiert. Für die Anbindung von BC4J steht eine umfangreiche Erweiterung zur 
Verfügung, so dass viele Standardfunktionen auf Basis eines bestehenden BC4J-
Projektes über uiXML deklarativ erstellt werden können. 
 
 
Abbildung 24 UINode Rendering60 
 
Anders als in JSF, wo jedes Tag selbst festlegt, welcher Renderer ihm zugeordnet 
ist, läuft die Auswahl des Renderers in UIX automatisch ab. Abhängig vom Aus-
gabegerät wird zwischen drei Typen von Renderern unterschieden: 
                                                          
60 Quelle: Oracle 
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- TYPE_DESKTOP für Geräte mit großem Bildschirm (z.B. PC oder Laptop) 
- TYPE_PDA für PDAs mit kleinen Anzeigen 
- TYPE_PHONE für Telefone mit minimaler Anzeigegröße 
 
3.1.3.2 UIX Dynamic Images 
 
UIX Dynamic Images ist ein Image Generator zur automatischen Grafikerzeu-
gung. Viele UIX-Komponenten (z.B. Buttons) verwenden aus stilistischen Grün-
den als Gestaltungsmittel Images. Um das Erscheinungsbild der Images (Text, 
Aktiviert, Disabled usw.) vom gewählten Layout und den gesetzten Komponen-
teneigenschaften abhängig zu machen, wurde für UIX der Weg der automatischen 
Image-Generierung gewählt. Das Sub-Framework UIX Dynamic Images ermög-
licht auch eine Internationalisierung der Images und eine Belegung der Images mit 
laufzeitabhängigen Texten. 
 
3.1.3.3 uiXML 
 
uiXML (User Interface Markup Language) ist eine XML-Ressourcensprache zur 
deklarativen Gestaltung von Web-Oberflächen auf Basis von UIX Components 
und UIX Controller. Sie baut in erster Linie auf den UIX-Components auf und 
wird zum deklarativen Aufbau von UIX-Seiten verwendet. Dabei repräsentiert je-
des XML-Tag innerhalb einer UIX-Seite eine UIX-Komponente. Einfache Kom-
ponenteneigenschaften werden über die Tag-Attribute gesetzt; komplexere, wie 
z.B. Positionierung der Komponenten mittels UI-Layout-Managern, werden durch 
eine Verschachtelung der Komponenten umgesetzt. Die Definition eines HTML-
Namespaces ermöglicht auch den direkten Einsatz von HTML zur Seitengestal-
tung. Selbstentwickelte Komponenten können mit dem selben Mechanismus 
nachträglich in uiXML integriert und dann ebenfalls deklarativ angesprochen wer-
den. Abbildung 25 zeigt den uiXML-Code für das oben beschriebene Beispiel. 
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Abbildung 25 Jedes XML-Element entspricht einer UIX Component Java Bean 
 
3.1.3.4 UIX Controller 
 
UIX Controller ist ein Servlet-basiertes Controller-Framework zur Steuerung der 
Navigation zwischen den Seiten einer Web Applikation und der Event-Verarbei-
tung. Sein wichtigster Baustein, das UIXServlet, empfängt alle Client-Requests, 
führt das Encoding durch und gibt die verpackten Parameter an die sogenannte 
PageFlowEngine weiter. Diese ruft die gemappte Event-Methode auf und ermittelt 
anhand des Returnwerts, welche Folgeseite dargestellt werden soll.  
 
Die PageFlowEngine ist eine vom Anwender frei konfigurierbare Komponente, 
die angepasst oder vollständig selbst implementiert werden kann. Die mitgeliefer-
te Default-Implementierung kann eine einfache Zugriffsprüfung durchführen und 
interpretiert das Ergebnis der aufgerufenen Event-Methode als Hinweis auf die 
nächste darzustellende Seite. 
 
UIX Controller steuert den Seitenfluss nicht auf der Grundlage einer Konfigura-
tionsdatei mit Navigationsregeln. Insofern ist UIX Controller nicht wirklich ein 
Controller-Framework im Sinne von Struts. 
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Abbildung 26 Kontrollfluss mit UIX  
 
3.1.3.5 UIX Styles 
 
UIX Styles ist ein Stylesheets-Framework zur Definition von Styles für verschie-
dene Zielsysteme. Externe Layoutanpassungen wie Farbe, Größe, Font werden 
durch das Sub-Framework UIX Style unterstützt, das die Kompatibilität zu unter-
schiedlichen Browsern und Ländereinstellungen durch eine automatische Generie-
rung von Cascading Style Sheets zur Laufzeit herstellt. UIX Styles verwendet eine 
eigene XML-Sprache XML Style Sheet (XSS). 
 
3.1.3.6 UIX Share 
 
UIX Share beinhaltet nützliche Java-Klassen beim Umgang mit UIX sowie allge-
meine Werkzeuge, die von allen UIX Sub-Frameworks genutzt werden 
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3.1.3.7 UIX Taglib 
 
Für JSP-Entwickler, die nicht das gesamte Framework einsetzen, aber auf die leis-
tungsfähigen UIX-Komponenten nicht verzichten möchten, steht eine UIX-Taglib 
für die Integration vieler Oberflächenkomponenten mit JSP bereit. 
 
3.1.4 Besondere Features 
 
Templating 
Der UIX-Template-Mechanismus erlaubt es, komplexe UI-Komponenten (Temp-
lates) auf Basis bereits bestehender Komponenten zu erstellen. Diese werden in 
einer separaten Datei mit der Endung .uit definiert und können in einer UIX-Seite 
wie eine gewöhnliche Komponente eingesetzt werden. Sie besitzen dabei alle Ei-
genschaften der Komponente, von der sie abgeleitet wurden; sie können also die-
selben Attribute und Kind-Komponenten erhalten. Darüber hinaus können in der 
Template-Definition auch zusätzliche Attribute und Kind-Komponenten festgelegt 
werden. Um ein Template in einer UIX-Seite verwenden zu können, muss es der 
Seite über einen Template-Import bekannt gemacht werden. 
 
 
 <page xmlns="http://xmlns.oracle.com/uix/controller" 
       xmlns:demoTmps="http://www.example.org/demo/templates"> 
   <templates xmlns="http://xmlns.oracle.com/uix/ui"> 
     <templateImport source="demoPageLayout.uit"/> 
   </templates> 
 
   <content> 
     <demoTmps:demoPageLayout xmlns="http://xmlns.oracle.com/uix/ui" 
                              selectedTab="3"> 
       <start><sideNav/></start> 
       <demoTmps:topHead> 
         <header text="A first header"/> 
       </demoTmps:topHead> 
       <contents> 
         <header text="A second header"/> 
       </contents> 
     </demoTmps:demoPageLayout> 
   </content> 
 </page> 
 
 
Listing 6 Ein Template in einer UIX-Seite verwenden 
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Wie ein Template in einer UIX-Seite eingesetzt werden kann, zeigt Listing 6. Das 
Template ist von der Komponente PageLayout abgeleitet und kann deshalb die 
Kind-Komponente start des PageLayouts enthalten. Darüber hinaus wurde ein 
neues Named Child61 verwendet, dass in der Template-Definition eingeführt wur-
de. 
 
BC4J-Integration 
Es gibt eine Erweiterung von uiXML um eine Gruppe spezieller BC4J-Tags. Die-
se erlauben eine deklarative Datenanbindung an BC4J. Daten aus BC4J-Kompo-
nenten können angezeigt, bearbeitet und gefiltert werden, ohne dass der Entwick-
ler eigene DataProvider oder EventHandler schreiben muss. Voraussetzung ist ein 
vorhandenes BC4J-Projekt mit mindestens einem Application Module und min-
destens einem ViewObjekt. BC4J-Tags basieren zu einem großen Teil auf dem 
UIX-Template-Mechanismus und auf Standard-UINodes, welche um generisches 
Data-Binding speziell in Bezug auf BC4J erweitert wurden. Die BC4J-Tags sind 
im ADF62 UIX des JDeveloper 10g als "deprecated" ausgezeichnet und sollten 
nicht mehr benutzt werden. Das ADF Data Binding wird eine bessere Möglichkeit 
bieten, BC4J-Komponenten anzusprechen, ohne dass die View Details des 
Models (insbesondere die zur Implementierung verwendete Technik) kennen 
muss. 
 
Partial Page Rendering 
Der Partial Page Rendering Mechanismus von UIX ermöglicht ein nur teilweises 
Rendering einer Seite. Dies kann dann sinnvoll sein, wenn eine Aktion des Benut-
zers nicht zu einer Navigation auf eine andere Seite führt, sondern lediglich einer 
Aktualisierung der bereits angezeigten Inhalte dient. Die Auswahl einer Kategorie 
                                                          
61 siehe Kapitel 2.1.4 "Einschränkungen von JSF" 
62 ADF fasst im Wesentlichen die bestehenden Oracle Frameworks einheitlich zusammen, und er-
laubt ein einfaches Austauschen von Einzelframeworks, wobei auch freie Technologien integriert 
werden können. Dies wird durch einen dünnen Model-Layer erreicht, der die View- und Control-
ler-Schicht von der eigentlichen Business Service Schicht trennt. Zusätzlich wurde die Art des 
DataBinding vereinheitlicht, so dass nun das Entwicklungs-Feeling von Swing-Oberflächen und 
Web-Oberflächen stark angenähert wird. 
Siehe auch "Oracle ADF Data Binding Primer" unter 
<http://otn.oracle.com/products/jdev/htdocs/adfprimer/index.html> 
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in einer Dropdown-Liste kann zum Beispiel die in einer Tabelle gezeigten Artikel 
ändern.  
 
Durch Partial Page Rendering kann zum einen das unschöne Flackern beim Ak-
tualisieren der Seite vermieden werden. Zum anderen bleibt der aktuelle Kontext 
erhalten und der Benutzer wird bei seiner Arbeit nicht unterbrochen, indem er ge-
zwungen wird, erst wieder an die Stelle einer längeren Seite zu scrollen, an der er 
gerade gearbeitet hat. 
 
Beim Partial Page Rendering wird wie bei dem gewohnten Full Page Rendering 
ein Request abgeschickt, um die neuen Inhalte anzufordern. Der Unterschied be-
steht nun darin, dass beim Partial Page Rendering nur die neuen oder veränderten 
Inhalte zurück an den Browser geschickt werden. Diese werden an passender Stel-
le in die bestehende Seite integriert. Dieser Mechanismus beruht auf eingebetteten 
Frames, die zum Standard von HTML gehören. 
 
3.1.5 Einschränkungen von UIX 
 
Keine Vermischung von UIX-JSP-Tags und JSTL-Tags 
Wie auch im Kapitel 2.1.4 "Einschränkungen von JSF" beschrieben, ist eine Ver-
mischung mit JSTL-Tags nur eingeschränkt möglich. Das gilt sowohl für JSF als 
auch für UIX. Adam Winer von Oracle beschreibt das Problem: 
 
"The major complexity in integrating the two is remembering that JSTL sets 
and iterates immediately, but UIX JSP evaluates EL expressions only once 
the last UIX JSP tag completes. This doesn't cause much of a problem with 
<c:set> or <c:if>, but does cause some major problems with <c:forEach>. 
(A very similar problem is encountered when using JSTL tags with Java 
Server Faces JSP tags, so this is just a painful fact-of-life.)"63 
 
 
                                                          
63 <http://forums.oracle.com/forums/thread.jsp?forum=162&thread=213350& 
message=586456&q=6661636573#586456> 
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Einschränkungen in der Gestaltung des Layouts 
Eine wirklich ärgerliche Einschränkung bei UIX ist die Festlegung auf das Oracle 
Browser Look and Feel (BLAF), beschrieben in den Oracle Browser Look and 
Feel Guidelines64. Alle UIX-Komponenten werden diesen Guidelines entspre-
chend gerendered, was unter anderem bedeutet, das dynamisch generierte Images 
eingefügt werden. Fast alle verwendeten Farben werden von vier Grundfarben ab-
geleitet, die in einem XML Style Sheet definiert sind: 
• Kern-Farbe (core color) - Blau 
• Akzent-Farbe (accent color) – Grün-Braun 
• Text-Hintergrund-Farbe - Weiß 
• Text-Vordergrund-Farbe – Schwarz 
 
Die Farbverläufe sind auf diese Farben abgestimmt, so dass Änderungen nur in ei-
nem bestimmten Rahmen vorgenommen werden können. Abbildung 27 zeigt eine 
Komponente, die mit einem grauen Schatten hinterlegt ist. Je heller die Grund-
Farbe der Komponente gewählt wird, desto deutlicher treten Unregelmäßigkeiten 
zu Tage. 
 
 
Abbildung 27 Unregelmäßigkeiten in der Farbgebung der Images 
 
Sollen nur die Eigenschaften einer bestimmten Komponente verändert werden, 
fällt auf, dass das in vielen Fällen gar nicht möglich ist. Die Dokumentation em-
pfiehlt daher, nur die Grundfarben zu ändern. Abbildung 28 zeigt, dass durch das 
Ändern einer Grundfarbe aber unerwartete Abhängigkeiten zutage treten können. 
Diese sind nicht dokumentiert und schwer durchschaubar, was dazu führt, dass 
allein für die Anpassung der Farben viel Zeit verloren geht. 
 
Die äußere Form der Bedienelemente, wie zum Beispiel die abgerundeten Ecken 
der Buttons, lässt sich nur durch eigene Renderer beeinflussen. 
 
                                                          
64 <http://otn.oracle.com/tech/blaf/index.html> 
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Abbildung 28 Unerwartete Abhängigkeiten  
 
 
 
Abbildung 29 Neue Look and Feels in UIX 2.265 
 
                                                          
65 Quelle: Oracle 
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Letztendlich heißt das, wenn man das Oracle Browser Look and Feel nicht ver-
wenden möchte, muss man entweder auf den Einsatz von UIX verzichten oder 
einen größeren Aufwand für Anpassungen einplanen. Das kann sich lohnen, wenn 
diese Anpassungen in vielen Projekten genutzt werden. Ab UIX 2.2 werden meh-
rere Standard Look and Feels zur Auswahl stehen (Abbildung 29). 
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3.2 Implementierung einer Anwendung mit UIX 
 
Der fiktive Online-Shop OrderEntry, der, implementiert mit JSF, bereits vorge-
stellt wurde, soll nun noch einmal mit UIX erstellt werden. Die Anwendung soll 
UIXOrderEntry heißen und wird identisch aufgebaut sein wie JSFOrderEntry. Be-
zogen auf das Model-View-Controller-Prinzip werden sich im Wesentlichen nur 
die View und der Controller unterscheiden. 
 
Abbildung 30 zeigt zunächst den Katalog als Tabelle mit dem typischen UIX-
Look-and-Feel und einer integrierten Navigationsleiste.  
 
 
Abbildung 30 Eine Tabelle mit UIX  
 
Die Seiten werden mit den Tags von UIX nach demselben Prinzip aufgebaut wie 
zuvor mit JSF. Zwei wesentliche Unterschiede bestehen in der Konfiguration des 
Seitenflusses und der Bereitstellung der Controller-Beans.  
 
Verwaltung der Controller-Beans 
Während in JSF Beans als Managed Beans automatisch verwaltet werden können, 
muss eine UIX-Anwendung diese Aufgabe selbst übernehmen. Sie enthält zu die-
sem Zweck einen speziellen Bereich, in dem sogenannte DataProvider definiert 
werden. Als DataProvider können JavaBeans, ResourceBundles oder statische 
Methoden beliebiger Java-Klassen eingesetzt werden. Eine statische Methode 
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muss eine bestimmte Signatur besitzen und ein Objekt vom Typ DataObject zu-
rückgeben. DataObject ist wiederum ein Interface mit einer einzigen Methode 
selectValue(). Eine statische Methode als DataProvider zu verwenden hat den 
Vorteil, dass keine Instanz der Klasse vorhanden sein muss. Werden dagegen 
Beans als DataProvider benutzt, müssen sie in der Session, im Request oder an-
derswo vorgehalten werden. Um nun die Controller-Beans, die auch schon in der 
JSF-Anwendung zum Einsatz kamen, in der neuen Anwendung benutzen zu 
können, sollen sie zunächst in der Session abgelegt werden, wenn sie das erste 
Mal benötigt werden. Diese Aufgabe übernimmt, wie in Listing 7 zu sehen, ein 
"controllerProvider" mit einer statischen Methode. Diese Methode liefert ein 
DataObject, dass von einem zweiten DataProvider "catalogController" verwendet 
wird, um eine Controller-Bean-Instanz zu finden. Das DataObject prüft dazu in 
seiner selectValue()-Methode, ob die gewünschte Bean bereits in der Session vor-
handen ist, legt bei Bedarf ein neues Bean-Objekt in die Session und gibt es zu-
rück. 
 
 
 
 <?xml version="1.0" encoding="windows-1252"?> 
 <page xmlns="http://xmlns.oracle.com/uix/controller" 
       xmlns:ctrl="http://xmlns.oracle.com/uix/controller" 
       xmlns:html="http://www.w3.org/TR/REC-html40"> 
  <content> 
   <dataScope xmlns="http://xmlns.oracle.com/uix/ui" 
              xmlns:data="http://xmlns.oracle.com/uix/ui"> 
    <provider> 
     <data name="controllerProvider"> 
      <method class="orderentry.webclient.provider.BeanProvider"  
              method="getControllerProvider"/> 
     </data> 
     <data name="catalogController"> 
      <bean> 
       <dataObject select="CatalogController"  
                   source="controllerProvider"/> 
      </bean> 
     </data> 
    </provider> 
 
    <contents> 
  … 
 
Listing 7 DataProvider in einer UIX-Seite 
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Konfiguration des Seitenflusses 
Wird als Reaktion auf eine Benutzeraktion keine Geschäftslogik ausgeführt, son-
dern immer auf dieselbe Folgeseite verzweigt, wird der Pfad zu dieser neuen Seite 
in der UIX-Seite direkt angegeben: 
 
<button text="Continue Shopping" destination="catalog.uix"/> 
 
Wenn aber z.B. Berechnungen stattfinden sollen, wird anstelle der Folgeseite ein 
Event definiert: 
 
<image source="images/prev_enabled.gif" ctrl:event="viewPrev"/> 
 
Dieser Event wird in einem speziellen EventHandler-Bereich der UIX-Seite einem 
konkreten EventHandler zugeordnet (siehe Listing 8). Während aber eine ein 
Event behandelnde Methode in JSF einen sogenannten Outcome zurückliefert, mit 
dessen Hilfe die Folgeseite ermittelt wird, gibt ein EventHandler in UIX üblicher-
weise als EventResult ein Page-Objekt zurück. Auf diese Seite wird dann ver-
zweigt.  
 
 
  </content> 
 
  <handlers> 
    … 
   <event name="viewPrev"> 
    <instance class="orderentry.webclient.controller.CatalogController" 
              method="handleViewPrev"/> 
   </event> 
    … 
  </handlers> 
 </page> 
 
 
Listing 8 Der EventHandler-Bereich einer UIX-Seite 
 
Eine Möglichkeit, diese direkte Implementierung des Seitenflusses zu vermeiden, 
stellt eine eigene Implementierung der PageFlowEngine dar, wie sie in Kapitel 
3.1.3.4 "UIX Controller" bereits erwähnt wurde. Durch diese können dann belie-
bige durch ein EventResult gekapselte Ergebnisse verarbeitet werden. 
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4 Vergleich von JSF und UIX 
 
In diesem Kapitel sollen JSF und UIX einander gegenübergestellt und verglichen 
werden. Nachdem UIX den Anspruch erhebt, eine frühe Implementierung von JSF 
zu sein, soll hier nun geprüft werden, inwieweit UIX JSF tatsächlich schon imple-
mentiert. An welcher Stelle sind vielleicht Änderungen zu erwarten, die UIX noch 
erfahren muss, um eine Prüfung durch das Technology Compatibility Kit66 zu be-
stehen und sich eine Implementierung von JSF nennen zu dürfen? 
 
4.1 Bewertung der Implementierung von JSF durch 
UIX 
 
Zweifellos ist UIX auf einem guten Weg, JavaServer Faces zu implementieren. 
Wenn auch noch nicht alle Features von JSF umgesetzt wurden, wie zum Beispiel 
das Konzept der Managed Beans, die dynamisch erzeugt und aktualisiert werden, 
oder die deklarative Beschreibung des Seitenflusses, so ist doch die Ähnlichkeit 
augenfällig. Um die größten Unterschiede zu verdeutlichen, soll an dieser Stelle 
noch einmal der Request Processing Lifecycle von JSF betrachtet werden. 
 
 
Abbildung 31 JavaServer Faces Standard Request Processing Lifecycle [Spec PFD] 
                                                          
66 siehe Kapitel 2.2.1 "Der Java Community Process" 
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Nachdem eine automatisierte Verarbeitung von Request-Parametern in UIX i.A. 
nicht stattfindet (Ausnahme BC4J-Tags), fehlen in UIX die beiden Phasen Apply 
Request Values und Update Model Values vollständig. Auch die Phase Process 
Validations gibt es in UIX in dieser Ausprägung nicht. Während JSF nur eine Un-
terstützung für Server-seitige Validierung anbietet, arbeiten die von UIX mitgelie-
ferten Standard-Validierer ausschließlich mit JavaScript auf der Clientseite. Nicht-
triviale Validierungen, die z.B. Zugriff auf eine Datenbank benötigen, werden in 
UIX deshalb während der Eventverarbeitung vorgenommen. Überträgt man das 
Modell des Request Processing Lifecycles von JSF auf UIX, würden Server-seiti-
ge Validierungen in UIX also in der Invoke Application Phase anzusiedeln sein. 
 
Einige gravierende Änderungen wird UIX also wohl in oben genannten Bereichen 
erfahren. Eine UIX-Seite wird einen ähnlichen Lebenszyklus durchlaufen wie eine 
JSF-Seite heute. Darüber hinaus muss UIX eine automatische Aktualisierung des 
Models unterstützen und die Verwaltung von Managed Beans. 
 
Die neue Version des UIX-Frameworks (UIX 2.2) im neuen JDeveloper 10g nä-
hert sich JSF bereits an, indem die UIX-spezifische DataBinding-Syntax  
 
data:tableData="lineItems@shoppingCart@shoppingCartController" 
 
zugunsten einer Expression Language  
 
tableData="${uix.data.shoppingCartController.shoppingCart.lineItems}" 
 
fallen gelassen wird. 
 
Besonders interessant ist in diesem Zusammenhang auch das Oracle Application 
Development Framework (Oracle ADF), das neben den schon bekannten Value 
Bindings auch ein Action Binding für Command-Komponenten bietet, ähnlich 
wie in JSF. Darüber hinaus soll ein Value Binding mit den Oracle ADF UI-Kom-
ponenten neben der Darstellung auch ein Update der Daten ermöglichen. 
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Im Folgenden werden mit dem Rendering Model und dem Konzept der Compo-
nent-Bindings (JSF) / des DeltaTree (UIX) zwei Aspekte angesprochen, die die 
Gemeinsamkeiten von JSF und UIX verdeutlichen. 
 
Rendering Model 
JSF unterstützt zwei unterschiedliche Rendering-Modelle. Beim Direct Implemen-
tation Model übernehmen die Komponenten ihr Encoding und Decoding selbst. 
Beim Delegated Implementation Model übernimmt diese Aufgaben ein der Kom-
ponente zugeordneter Renderer. Diese Renderer sind in Render Kits für verschie-
dene Ausgabemedien oder Look and Feels zusammengefasst.  
 
Ganz ähnlich sieht der Aufbau in UIX aus. Zwar kann eine Komponente sich 
selbst rendern, in der Regel übernimmt dies jedoch ein Renderer. Auch in UIX 
sind die Renderer in Gruppen zusammengefasst, die jeweils Renderer für ein 
bestimmtes Ausgabemedium oder ein bestimmtes Look and Feel enthalten. Die 
Zuordnung nimmt der sogenannte RendererManager vor, der damit in etwa mit ei-
nem Render Kit in JSF vergleichbar ist. 
 
Manipulation der View durch Java-Code 
Sowohl JSF als auch UIX bieten die Möglichkeit, den in einer Seite definierten 
Komponenten-Baum dynamisch mittels Java-Code zu erweitern. In JSF werden 
durch sogenannte Component-Bindings Objekte vom Typ UIComponent in die 
Seite eingefügt. Diese UI-Komponenten sind dabei als Properties von Managed 
Beans verfügbar und wurden nach den Erfordernissen der Anwendung dynamisch 
zusammengesetzt. Hierbei ist zu beachten, dass die eingefügten UI-Komponenten 
natürlich auch Kind-Komponenten enthalten können. Auf diese Weise können 
umfangreiche Unter-Bäume erzeugt und in eine Seite eingebaut werden.  
 
Ähnlich funktioniert der DeltaTree-Mechanismus von UIX. Dazu wird eine 
Komponente in der UIX-Seite mit einem Attribut nodeID markiert, um es auf 
Server-Seite wiederzufinden. Des weiteren wird eine benutzerdefinierte PageDes-
cription-Klasse in der UIX-Seite registriert, die dann einen Baum von UINodes 
aufbauen und an der markierten Stelle in die UIX-Seite einfügen kann. 
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Listing 9 zeigt eine UIX-Seite mit einer markierten UI-Komponente, die durch die 
in Listing 10 dargestellte Klasse DeltaTreeTest manipuliert wird. Das Beispiel 
ordnet einem Text eine in einem Stylesheet definierte Style-Klasse zu. 
 
 
 <?xml version="1.0" encoding="windows-1252"?> 
  <page xmlns="http://xmlns.oracle.com/uix/controller"> 
   <!-- This sets up our page description class.  
        Page descriptions are used in UIX to encapsulate both the  
        rendering and event handling parts of a page. We're extending  
        the default class. -->  
   <javaClass name="DeltaTreeTest"/> 
 
   <content> 
     <dataScope xmlns="http://xmlns.oracle.com/uix/ui" 
                xmlns:data="http://xmlns.oracle.com/uix/ui"> 
       <contents>  
          <stackLayout xmlns="http://xmlns.oracle.com/uix/ui"><contents> 
             <styledText text="One"/> 
             <styledText text="Two"/> 
             <styledText text="Three" nodeID="three"/> 
          </contents></stackLayout> 
       </contents></dataScope> 
    </content> 
 
 </page> 
 
 
Listing 9 Eine UIX-Seite mit DeltaTree 
 
 
 
 public class DeltaTreeTest extends DefaultUINodePageDescription { 
   public UINode getRootUINode() { 
    UINode node = super.getRootUINode();  
      
      DeltaTree tree = new DeltaTree(node);      
 
      Path path = PathUtils.findPathWithNodeID(null, node, "three"); 
           
      MutableUINode nodeThree = tree.getMutableUINode(null, path); 
  
      StyledTextBean.setStyleClass(nodeThree, "OraErrorText"); 
 
      return tree.getRoot(); 
   } 
 } 
 
 
Listing 10 Eine PageDescription-Klasse manipuliert UINodes
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4.2 Herausstellung der Unterschiede zur RI 
 
Trotz der vielen Gemeinsamkeiten fallen auch Unterschiede auf: 
 
Unvollständige Implementierung des HTML Render Kits in JSF 
Die JSF-Spezifikation schreibt als Standard-Komponenten im Wesentlichen eini-
ge viel verwendete UI-Komponenten vor. Was aber fehlt sind Komponenten, die 
es ermöglichen, eine Seite vollständig mit JSF-Tags darzustellen, ohne auf 
HTML-Tags zurückgreifen zu müssen. Listing 11 zeigt einen Ausschnitt aus einer 
JSF-Seite. Aus dieser Seite kann mit Hilfe des HTML Render Kits eine korrekte 
HTML-Seite generiert werden. Soll aber, nachdem ein Render Kit für ein anderes 
Ausgabemedium erstellt wurde, dieselbe Seite mit diesem noch einmal gerendert 
werden, muss die Seite zunächst auf das neue Ausgabemedium angepasst werden. 
Hier zeigt sich, dass ein einfaches Austauschen von Render Kits mehr erfordert 
als nur das Bereitstellen der Standard-Komponenten für ein anderes Ausgabeme-
dium. Um dies zu erreichen muss das HTML Render Kit zunächst vollständig im-
plementiert werden. 
 
 
 <jsp:root xmlns:jsp="http://java.sun.com/JSP/Page" 
           xmlns:h="http://java.sun.com/jsf/html" 
           xmlns:f="http://java.sun.com/jsf/core" 
           xmlns:dc="http://java.sun.com/jsf/demo/components" 
           version="1.2"> 
   <jsp:directive.page contentType="text/html;charset=windows-1252"/> 
   
   <html> 
     <head> 
       <dc:stylesheet path="/stylesheet.css"/> 
     </head> 
 
     <body> 
       <f:view> 
      
         <h:form id="shoppingForm"> 
   … 
 
Listing 11 Ein Auszug aus einer JSF-Seite 
 
Listing 12 zeigt dagegen einen Auszug aus einer uiXML-Seite, der zeigt, dass in 
UIX keine HTML-Tags zur Erzeugung einer ablauffähigen Seite benötigt werden. 
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 <?xml version="1.0" encoding="windows-1252"?> 
 <page xmlns="http://xmlns.oracle.com/uix/controller" 
       xmlns:ctrl="http://xmlns.oracle.com/uix/controller" 
       xmlns:html="http://www.w3.org/TR/REC-html40"> 
   <content> 
     <dataScope xmlns="http://xmlns.oracle.com/uix/ui" 
                xmlns:data="http://xmlns.oracle.com/uix/ui"> 
        <contents> 
         <document> 
           <metaContainer> 
             <head title=""/> 
           </metaContainer> 
           <contents> 
 
             <body><contents> 
 
               <form name="shoppingForm"><contents> 
    … 
 
Listing 12 Ein Auszug aus einer UIX-Seite 
 
Data Binding 
Das DataBinding in UIX ist vergleichbar mit den Value Reference Expressions in 
JSF. Beide ermöglichen das Anzeigen dynamischer Inhalte; der Entwickler trägt 
in die UIX- bzw. JSF-Seite nicht die Daten selbst ein, sondern eine Referenz auf 
ein Objekt, das sich im sessionScope, requestScope o.ä. befindet. Ein solches Ob-
jekt kann in UIX entweder eine JavaBean oder ein DataObject sein, in JSF ist es 
immer eine JavaBean. Der Hauptunterschied besteht in der Fähigkeit von JSF, die 
Properties einer JavaBean nicht nur anzuzeigen, sondern auch automatisch mit 
neuen Werten zu füllen, sofern die dafür benötigten setter-Methoden in der Bean 
vorhanden sind.  
 
Werden in einem Tag sowohl ein fester Text wie auch eine Referenz auf eine 
JavaBean angegeben, fällt ein weiterer Unterschied auf. Wird in UIX folgendes 
Tag verwendet 
 
<text text="Hans Wurst" data:text="name@customer@orderController"/> 
 
wird zunächst das Property name der JavaBean customer abgefragt. Besitzt dieses 
Property einen Wert, wird dieser Wert in der Seite dargestellt. Nur wenn das Pro-
perty den Wert null liefert, wird der Text "Hans Wurst" angezeigt. UIX bietet auf 
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diese Weise einen einfachen Mechanismus, Default-Werte festzulegen. In JSF 
kann entweder ein statischer Text  
 
<h:output_text value="Hans Wurst"/> 
 
oder eine Value Reference Expression 
 
<h:output_text value="#{OrderController.customer.name}"/> 
 
angegeben werden. Default-Werte für Bean-Properties werden in JSF in der Kon-
figurationsdatei faces-config.xml angegeben. 
 
Zuordnung zwischen Komponenten und Renderern 
JSF-Komponenten liegen zumeist in einer abstrakten Form vor, die durch die Zu-
ordnung verschiedener Renderer unterschiedliche Ausprägungen gewinnt. Dabei 
können für eine Komponente Renderer für unterschiedliche Ausgabegeräte, aber 
auch einfach für ein anderes Look and Feel oder eine andere Darstellungsart, vor-
liegen. Der Entwickler einer JSF-Seite trifft die Wahl des zu verwendenden Ren-
derers für jede einzelne Komponente (zur Erinnerung: der Name eines Tags setzt 
sich zusammen aus dem Komponententyp und dem Renderer).  
 
In UIX dagegen gibt es zwei Möglichkeiten, einer Komponente einen anderen 
Renderer zuzuordnen. Zum einen erkennt die Anwendung selbst, von welchem 
Ausgabegerät angefragt wird, und wählt für jede Komponente einer Seite einen 
zum Ausgabegerät passenden Renderer. Die zweite Möglichkeit (ab UIX 2.2) 
besteht darin, in einer Konfigurationsdatei ein anderes Look and Feel einzustellen. 
Aber auch hier wird für alle Komponenten einer Seite gleichermaßen ein entspre-
chender Renderer automatisch gewählt. 
 
Was in UIX fehlt ist also eine Möglichkeit, ein und dieselbe abstrakte Komponen-
te durch verschiedene Renderer auszudrücken und diese Renderer innerhalb einer 
UIX-Seite frei zu wählen. Dafür bietet UIX eine automatische Anpassung des 
Rendering-Prozesses an das Ausgabemedium. Es ist aber fragwürdig, ob diese 
Funktionalität wirklich benötigt wird; für so unterschiedliche Ausgabegeräte wie 
PCs, PDAs und Telefone müssen die Seiten sowieso sehr unterschiedlich gestaltet 
werden. 
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Besondere Features von JSF 
JSF unterstützt, im Gegensatz zu UIX, client-side State Saving. Weil es im Zu-
sammenhang mit dem client-side State Saving aber Probleme geben kann, wenn 
bei einem Request die Methode GET verwendet wird, ist nur POST erlaubt. 
Außerdem müssen beim client-side State Saving alle Managed Beans serialisier-
bar sein. Managed Beans werden in Kapitel 2.4.7 "Managed Beans" beschrieben. 
 
Besondere Features von UIX 
Die Standard PageFlowEngine besitzt einen eingebauten und sehr einfach zu 
nutzenden Mechanismus zur Zugangskontrolle. Templating, das Partial Page 
Rendering und die BC4J-Integration wurden bereits in Kapitel 3.1.3 "Die 
Architektur von UIX" erwähnt.
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4.3 Eventset von hochwertigen GUI-Komponenten 
 
UIX stellt hochwertige GUI-Komponenten zur Verfügung, die das Erstellen auf-
wendiger Benutzeroberflächen deutlich erleichtern. Diese Komponenten zeichnen 
sich unter anderem dadurch aus, dass sie oft ein eigenes Eventset besitzen. Eine 
Tabelle in UIX ist z.B. so zu konfigurieren, dass einzelne Zeilen über Radio-But-
tons auswählbar sind und das abgeschickte Formular alle benötigten Informatio-
nen über die Tabelle als Request-Parameter mitschickt. Dazu gehören die Anzahl 
der Zeilen in der Tabelle, der Index der ausgewählten Zeile, die Inhalte aller Ein-
gabefelder in der Tabelle. 
 
Abbildung 32 zeigt die Ansicht einer solchen Tabelle im Browser. Der Code in 
Listing 13 zeigt, was der Entwickler tun muss, um einer Tabelle eine Auswahl-
möglichkeit hinzuzufügen. Das Tag <tableSelection> zeigt dabei an, dass eine 
Auswahl stattfinden soll. Das Tag <singleSelection> bestimmt, dass dabei (im Ge-
gensatz zur Multiple Selection, die es in UIX auch gibt) nur eine Zeile ausgewählt 
werden kann. Schließlich wird noch ein Button definiert, der das Formular ab-
schickt und gleichzeitig ein Event auslöst, damit die Eingabe des Benutzers verar-
beitet werden kann. 
 
 
Abbildung 32 Ansicht einer Tabelle mit Auswahlmöglichkeit im Browser 
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 <table id="itemsTable"   
        data:tableData="currentItems@catalog@catalogController"  
        blockSize="3"  
        data:value="catalogValueAsString@catalogController"  
        minValue="1"  
        data:maxValue="catalogMaxValueAsString@catalogController"> 
   <tableSelection> 
     <singleSelection selectedIndex="0"><contents> 
       <image source="images/addtocart.gif" 
              onClick="submitForm('catalogForm',1, 
                       {'event':'addItemToCart'}); 
                       return false"/> 
     </contents></singleSelection> 
   </tableSelection> 
   <contents> 
     <column> 
       <columnHeader><html:div class="tableHeader"> 
         <text text="Name"/> 
       </html:div></columnHeader> 
       <contents><html:div class="nameColumn"> 
         <text data:text="name"/> 
       </html:div></contents> 
     </column>  
     <column> 
       <columnHeader><html:div class="tableHeader"> 
         <text text="Quantity"/> 
       </html:div></columnHeader> 
       <contents><html:div class="quantityColumn"> 
         <formValue name="itemIdField" data:value="itemId"/> 
         <textInput name="quantityField"/>                          
       </html:div></contents> 
     </column> 
   </contents> 
 </table> 
 
 
Listing 13 Code für eine Tabelle mit Auswahlmöglichkeit  
 
Wählt nun der Benutzer einen Artikel in der Tabelle aus und klickt den Einkaufs-
wagen an, werden die in Tabelle 4 dargestellten Parameter abgeschickt. Die Na-
men derjenigen Parameter, die im Zusammenhang mit der Tabelle stehen, setzen 
sich aus mehreren Elementen zusammen. Sie beginnen mit dem Namen der Tabel-
le, "itemsTable". Das zweite Element entspricht dem Namen des Eingabefeldes, 
z.B. quantityField. Eingabefelder, die in jeder Tabellenzeile vorkommen, werden 
mit einem Index versehen und erhalten so einen eindeutigen Namen. Die eingege-
bene Anzahl für den ausgewählten Artikel wäre demnach wie folgt zu ermitteln:  
  
String quantity = event.getParameter("itemsTable:quantityField:" +    
                  event.getParameter("itemsTable:selected")); 
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Parameter-Name Wert 
categories 1 
itemsTable:length 3 
itemsTable:selected 0 
itemsTable:itemIdField:0 410 
itemsTable:itemIdField:1 407 
itemsTable:itemIdField:2 412 
itemsTable:quantityField:0 1 
itemsTable:quantityField:1 1 
itemsTable:quantityField:2 1 
 
Tabelle 4 Request-Parameter nach Auswahl des Artikels "Billiard Balls" 
 
Ein weiteres schönes Beispiel für diese hochwertigen GUI-Komponenten sind die 
sortierbaren Tabellenüberschriften (sortable Header). Diese lösen beim Anklicken 
automatisch das Event sort aus, welches dann von Entwickler entsprechend zu be-
handeln ist. 
 
Derartige Komponenten sind in der JSF-Spezifikation zur Zeit nicht vorgesehen. 
Da sie aber sehr nützlich sind, werden sicher andere Hersteller dem Vorbild von 
UIX folgen und solche Komponenten zur Verfügung stellen. Hier stellt sich die 
Frage, ob es nicht sinnvoll wäre, wenn die Spezifikation eine Festlegung für das 
Design des Eventsets solcher Komponenten treffen würde. Zumal eine Erweite-
rung des Standard-Komponenten-Sets nicht vorgesehen ist und die Hersteller da-
durch nicht die Möglichkeit haben, aus der Referenzimplementierung eine geeig-
nete Herangehensweise abzuleiten. 
 
Einer ein Event auslösenden Komponente in JSF muss immer eine das Event be-
handelnde Methode angegeben werden. Im Gegensatz dazu werden in UIX Events 
mit einem eindeutigen Namen benannt und nur diese Namen den jeweiligen Kom-
ponenten bekannt gemacht. Die Zuordnung zwischen Event und EventHandler 
wird an anderer Stelle vorgenommen. Es wäre schön, wenn die JSF-Spezifikation 
ebenfalls eine solche Trennung zwischen Event-auslösender Komponente und 
Event-behandelndem Objekt vorsehen würde. Solange das aber nicht der Fall ist, 
kann folgender Ansatz verfolgt werden. Eine JSF-Komponente besitzt für jedes 
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Event, das sie auslösen kann, entsprechende Attribute um einen EventListener zu 
definieren (action bzw. actionListener) und bei Bedarf die Validierung zu umge-
hen (immediate). Dabei kann eine Festlegung getroffen werden, ob ein Event als 
User Interface Event (keine Navigation) oder als Application Event (Navigation 
möglich) anzusehen ist, indem wahlweise das Attribut action oder das Attribut 
actionListener zur Verfügung gestellt wird. Die Verarbeitung der Events solcher 
komplexer GUI-Komponenten im Verlauf des Request Processing Lifecycles un-
terscheidet sich in keiner Weise von der Verarbeitung "normaler" Events.
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5 Migration von UIX nach JSF 
 
Weil die JSF-Spezifikation noch nicht abgeschlossen ist und für die endgültige 
Version noch große Änderungen geplant sind, ist zur Zeit noch davon abzuraten, 
ein Kundenprojekt mit JSF zu implementieren. Nicht zuletzt die große Fehlerzahl 
in der Referenzimplementierung bewirkt, dass das Entwickeln mit JSF mühsam 
und umständlich vorwärts geht. Hier sei als Beispiel ein Bug in der Komponente 
UIData angeführt, der dazu führt, dass in einer Spalte die Attribute der Kind-
Komponenten nur mit dynamischen Werten gefüllt werden können. Als Work-
around können "statische Werte" aus einer Bean ausgelesen werden. So wird aus 
einer einfachen: 
 
<h:data_table id="items"  
              value="#{CatalogController.catalog.currentItems}"  
              var="item"  
              styleClass="tablePanel"  
              columnClasses="quantityColumn"> 
  <h:column> 
    <h:input_text id="quantityField" value="1" … 
 
eine komplizierte Konstruktion: 
…     
<h:column> 
  <h:input_text id="quantityField" value="#{item.defaultQuantity}" … 
 
 
Hier bietet es sich an, zunächst erprobte Techniken und Frameworks, z.B. UIX, zu 
verwenden, und später, wenn die Spezifikation abgeschlossen ist, auf JSF umzu-
steigen. Um die dazu notwendige Vorgehensweise und eventuell auftretende 
Schwierigkeiten genauer zu untersuchen, soll beispielhaft die Migration einer mit 
UIX 2.1.7 entwickelten Anwendung auf JSF 1.0 Beta näher betrachtet werden.  
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5.1 Probleme bei der Migration 
 
Das wohl offensichtlichste Problem einer Migration von UIX nach JSF ist die be-
schränkte Auswahl an UI-Komponenten, die JSF zur Verfügung stellt. UIX dage-
gen bietet über 70 Komponenten. Ist also zum Zeitpunkt der Planung der UIX-
Anwendung schon bekannt, dass später migriert werden soll, sollte möglichst zu-
gunsten einer vereinfachten (vielleicht auch automatisierten) Migration auf kom-
plexe UI-Komponenten ganz verzichtet werden. 
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5.2 Beispiel für eine Migration in zwei Schritten 
 
Als Ausgangsbasis für die Migration soll die in Kapitel 3.2 "Implementierung 
einer Anwendung mit UIX" beschriebene Anwendung dienen. Diese Anwendung 
nutzt UI-Komponenten, welche von JSF noch nicht zur Verfügung gestellt wer-
den. Diese werden in einem ersten Schritt durch einfachere Komponenten ersetzt. 
 
5.2.1 Migration von UIX 2.1.7 auf vereinfachtes UIX 
 
Ersetzt werden sollen folgende Konstrukte: 
- Die Komponente <tableSelection> in cart.uix und catalog.uix einschließlich 
ihrer Kind-Komponenten. 
- Die integrierte Navigationsleiste der Tabelle in catalog.uix. 
 
Ersetzen der Auswahlkomponente einer Tabelle am Beispiel von cart.uix 
Zunächst wird der Code aus Listing 14 gelöscht. Betroffen ist die Tabellenspalte 
mit den Radio Buttons sowie die beiden Buttons direkt oberhalb der Spaltenüber-
schriften.    
      
  
 <tableSelection> 
  <singleSelection selectedIndex="0"> 
   <contents> 
    <image source="images/updateicon.gif"  
      onClick="submitForm('shoppingForm',1,{'event':'updateItemInCart'}); 
               return false"/> 
    <spacer height="0" width="5"/> 
    <image source="images/deleteicon.gif" 
    onClick="submitForm('shoppingForm',1,{'event':'removeItemFromCart'}); 
             return false"/> 
   </contents> 
  </singleSelection> 
 </tableSelection> 
 
 
Listing 14 Zu ersetzender Bereich innerhalb des Table-Tags 
 
Die Auswahl einer Bestellposition über Radio Buttons soll nicht mehr nötig sein. 
Stattdessen werden zwei neue Spalten in die Tabelle eingefügt, die in jeder Zeile 
einen entsprechenden Button zur Verfügung stellen. Wie in Listing 15 soll jeder 
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dieser Buttons die aktuelle (d.h. der Zeile entsprechenden) ItemId in ein versteck-
tes Eingabefeld (<formValue name="selectedItemId"/>) speichern, bevor er das 
Formular abschickt und das Event auslöst. 
 
                       
 <column> 
  <columnHeader> 
   <text text=""/> 
  </columnHeader> 
  <contents> 
   <html:div class="buttonColumn"> 
    <image source="images/updateicon.gif"> 
     <boundAttribute name="onClick"> 
      <concat> 
       <fixed text="document.shoppingForm.selectedItemId.value = '"/> 
       <dataObject select="itemId"/> 
       <fixed text="'; 
              submitForm('shoppingForm',1,{'event':'updateItemInCart'}); 
              return false"/> 
      </concat> 
     </boundAttribute> 
    </image> 
   </html:div> 
  </contents> 
 </column> 
 
 
Listing 15 Neue Tabellenspalte für den Update-Button 
 
Das Eingabefeld für die Bestellmenge erhält als Name die Id des jeweiligen Arti-
kels, um während der Eventverarbeitung problemlos Bestellpositionen und Be-
stellmengen zuordnen zu können. 
    <textInput data:name="itemId" data:text="quantity" … 
 
Schließlich müssen auch die EventHandling-Methoden des ShoppingCartControl-
lers angepasst werden, um mit den neuen Request-Parametern umzugehen. Diese 
Änderungen sind trivial und sollen nicht im Detail besprochen werden. 
 
Ersetzen der integrierten Navigationsleiste 
Komplizierter gestaltet sich der Austausch der integrierten Navigationsleiste in 
catalog.uix durch eine eigene Navigation. Das Table-Tag verliert zunächst die 
Attribute blockSize, value, minValue und maxValue, welche für die Darstellung 
der Navigationsleiste verantwortlich waren (Listing 16). 
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 <table id="itemsTable"  
        data:tableData="currentItems@catalog@catalogController" 
        width="80%"  
        blockSize="3"  
        data:value="catalogValueAsString@catalogController"  
        minValue="1"  
        data:maxValue="catalogMaxValueAsString@catalogController"> 
 
 <table id="itemsTable"  
        data:tableData="currentItems@catalog@catalogController" 
        width="80%"> 
 
 
Listing 16 Entfernen der Navigationsleiste 
 
  
 <tableLayout width="80%" cellPadding="0" cellSpacing="4"><contents> 
  <rowLayout><contents> 
   <cellFormat styleClass="align-right"><contents> 
    <image source="images/prev_enabled.gif" 
           ctrl:event="viewPrev" 
           data:rendered="hasPrevAsString@catalog@catalogController"/> 
    <image source="images/prev_disabled.gif" 
           data:rendered="hasNoPrevAsString@catalog@catalogController"/> 
   </contents></cellFormat> 
   <cellFormat styleClass="align-left"><contents> 
    <image source="images/next_enabled.gif" 
           ctrl:event="viewNext" 
           data:rendered="hasNextAsString@catalog@catalogController"/> 
    <image source="images/next_disabled.gif" 
           data:rendered="hasNoNextAsString@catalog@catalogController"/> 
   </contents></cellFormat> 
  </contents></rowLayout> 
 </contents></tableLayout> 
 
 
Listing 17 Einfügen der neuen Navigations-Buttons 
 
Der CatalogController ist nun in der Verantwortung, festzustellen, in welche 
Richtung eine Navigation möglich ist, um die neuen Navigations-Buttons (siehe 
Listing 17) entsprechend zu aktivieren oder zu deaktivieren. Des weiteren wird 
nun nicht mehr ein einziges Event goto vom CatalogController verarbeitet, son-
dern zwischen den Events für Vorwärts- und Rückwärts-Navigation unterschie-
den. 
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In diesem einfachen Beispiel waren lediglich zwei Tabellen betroffen. In einer re-
alen Anwendung ist die Umstellung auf ein vereinfachtes UIX aber mit einem ho-
hen Aufwand verbunden. Das ist besonders dann der Fall, wenn eigene, komplexe 
Komponenten entwickelt wurden. 
 
5.2.2 Migration von vereinfachtem UIX auf JSF 1.0 Beta 
 
Bei der Übertragung der Anwendung von diesem vereinfachten UIX nach JSF 
kann durch den Einsatz von XSL-Transformationen eine gewisse Automatisierung 
bei der Migration der Seiten erreicht werden. Die Erstellung der XSL-Regeln für 
die Übertragung ist mit einem hohen Aufwand verbunden, weil sehr viele Regeln 
definiert werden müssen. Zur Navigation durch die UIX-Seite während der Über-
tragung werden außerdem komplexe XPath67-Ausdrücke benötigt. Umfangreiche 
Kenntnisse in den Bereichen XML, XSL, XSLT68 und XPath sind deshalb für das 
Erstellen geeigneter XSL-Transformationen Voraussetzung. 
 
Da sich insbesondere der Umbau von Strings recht kompliziert gestalten kann,  
 
 data:tableData="lineItems@shoppingCart@shoppingCartController" 
                       
 value="#{ShoppingCartController.shoppingCart.lineItems}" 
 
lohnt sich wahrscheinlich eine Aufbereitung des Quelldokumentes durch ein Java-
Programm, um anschließend ein bereinigtes Dokument zu transformieren. 
 
Eine praktische Durchführung der Migration mittels XSL-Transformationen ist 
nicht Gegenstand dieser Diplomarbeit, deshalb soll an dieser Stelle nicht näher da-
rauf eingegangen werden. Ohnehin ist von Oracle eine Tool-Unterstützung für die 
Migration geplant (siehe Kapitel 5.3 "Zusammenfassung"). 
 
                                                          
67 Abfrage-Sprache, um Teile eines XML-Dokumentes zu adressieren. 
68 XSLT ist eine deklarative, funktionale Programmiersprache. Auf die Baumrepräsentation eines 
Quelldokumentes wird eine Folge von Transformationen angewandt. Damit wird wiederum ein 
neuer Baum in Form eines XML-Dokumentes erzeugt.  
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Neben einer Übertragung der Seiten von UIX nach JSF muss außerdem ein Style-
sheet erstellt werden. Wurde schon bei der Erstellung der UIX-Seiten konsequent 
mit Stylesheets gearbeitet, kann auch ein Stylesheet teilweise automatisiert erstellt 
werden. Das typische Oracle Browser Look and Feel einer UIX-Anwendung kann 
so allerdings nicht erreicht werden. 
 
Migration des Java Codes 
Während für eine Migration der UIX-Seiten nach JSF Regeln abgeleitet werden 
können, die eine teilweise Automatisierung ermöglichen, kann sich der weitere 
Aufbau verschiedener UIX-Anwendungen doch sehr stark unterscheiden. Wurde 
eine eigene PageFlowEngine oder ein PageBroker69 implementiert? Wo werden 
Events verarbeitet? Wie ist das Model aufgebaut? Wie werden anwendungsfallbe-
zogene Daten einer UIX-Seite zugänglich gemacht? All diese Fragen müssen Be-
rücksichtigung finden. 
 
Die in dieser Arbeit verwendeten Beispiele JSFOrderEntry und UIXOrderEntry 
wurden bewusst so implementiert, dass die Schnittmenge möglichst groß und eine 
Umsetzung der Anwendung UIXOrderEntry in JSF möglichst unkompliziert ist. 
Trotzdem hat sich gezeigt, dass gerade bei der Verarbeitung von Events und beim 
Umgang mit Request-Parametern Anpassungen vorgenommen werden müssen, 
die zu individuell für jede Anwendung sind, um automatisiert abzulaufen. Auch 
macht es Sinn, verschiedene Model Beans um setter-Methoden für ihre Properties 
zu erweitern, um von der automatischen Aktualisierung des Models in der Update 
Model Values Phase zu profitieren, aber auch, weil fehlende setter-Methoden zu 
einem Abbruch des Request Processing Lifecycles führen. Einzig die BC4J-
Komponenten, also das Business Model, konnten völlig unverändert übernommen 
werden.  
 
Als Beispiel für die nötigen Änderungen in der Eventverarbeitung sei das Einfü-
gen einer Bestellposition in den Warenkorb genannt, welches hier im Detail be-
sprochen werden soll. 
                                                          
69 Top-level Interface des UIX Controllers, ruft EventHandler und Renderer auf, verarbeitet File-
Uploads, erlaubt Zugriff auf globale Ressourcen. 
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Wie die Tabellen 5 und 6 zeigen, unterscheiden sich die Request-Parameter für 
dieselbe Benutzeraktion (hier: Einfügen einer Bestellposition für Würfel in den 
Warenkorb) in den Beispielen stark. Aufgrund der Fähigkeit von JSF, ein Update 
der Werte des Models anhand dieser Parameter selbständig vorzunehmen, sind die 
Modifikationen an der das Event behandelnden Methode aber recht einfach.       
        
Parameter-Name Wert 
categoriesForm categoriesForm
categoriesForm:categories 1 
categoriesForm:selectedItemId 407 
categoriesForm:items:0:hiddenId 410 
categoriesForm:items:1:hiddenId 407 
categoriesForm:items:2:hiddenId 412 
categoriesForm:items:0:quantityField 1 
categoriesForm:items:1:quantityField 1 
categoriesForm:items:2:quantityField 1 
categoriesForm:items:1:_id24.x 11 
categoriesForm:items:1:_id24.y 14 
 
Tabelle 5 Request-Parameter nach Auswahl des Artikels "Dice" in JSF 
                 
Parameter-Name Wert 
categories 1 
event addItemToCart 
selectedItemId 407 
itemsTable:length 3 
itemsTable:410:0 1 
itemsTable:407:1 1 
itemsTable:412:2 1 
 
Tabelle 6 Request-Parameter nach Auswahl des Artikels "Dice" in UIX 
 
Die Listings 18 und 19 zeigen die beiden Methoden, die das Event addItemToCart 
behandeln. Die Methode handleAddItemToCart() aus dem UIX-Beispiel erzeugt 
eine anonyme innere Klasse, die das Interface EventHandler implementiert. Ein 
Nachteil dieses Ansatzes besteht darin, dass aus dieser statischen Methode heraus 
kein direkter Zugriff auf Eigenschaften des ShoppingCartControllers möglich ist.  
Die Zeilen 14 bis 18 in Listing 18 lassen sich deshalb auf die Zeilen 5 und 7 in 
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Listing 19 reduzieren. Durch das automatische Update des Models lassen sich die 
Zeilen 5 bis 12 in Listing 18 durch eine einzige Zeile 6 in Listing 19 ersetzen, weil 
die Bestellmenge nicht mehr umständlich anhand der Request-Parameter ermittelt 
werden muss, sondern bequem aus dem Model erfragt werden kann. Event-verar-
beitende Methoden sind in JSF also in aller Regel kürzer und übersichtlicher auf-
gebaut, so dass eine Migration, auch wenn sie von Hand durchgeführt wird, mit 
einem doch überschaubaren Aufwand verbunden ist. Für das OrderEntry-Beispiel 
mussten etwa zwölf Event-verarbeitende Methoden angepasst und mehrere setter-
Methoden in den Controller-Beans und den Model-Beans eingefügt werden. 
 
   
  1 public static EventHandler handleAddItemToCart() { 
  2  return new EventHandler() { 
  3   public EventResult handleEvent(BajaContext context,  
                                     Page page,  
                                     PageEvent event) throws Throwable { 
  4    String itemId = event.getParameter("selectedItemId"); 
  5    String quantity = "0"; 
  6    int length =  
           Integer.parseInt(event.getParameter("itemsTable:length")); 
  7    for (int i = 0; i < length; i++) { 
  8     quantity = event.getParameter("itemsTable:" + itemId + ":" + i); 
  9     if (quantity != null) { 
 10      break; 
 11     } 
 12    } 
 13    HttpServletRequest request = context.getServletRequest(); 
 14    HttpSession session = request.getSession(); 
 15    CatalogController catalogController =  
           (CatalogController)session.getAttribute("CatalogController"); 
 16    Item newItem = catalogController.findItemById(itemId);   
 17    ShoppingCartController shoppingCartController =  
           BeanProvider.getShoppingCartController(session); 
 18    shoppingCartController.getShoppingCart().addLineItem(newItem,  
                                                            quantity);  
 19    catalogController.addItemToCart(newItem);    
 20    return new EventResult(page); 
 21   } 
 22  }; 
 23 } 
 
 
Listing 18 Statische EventHandler-Methode in UIX 
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 1 public void addItemToCart(ActionEvent aEvent) { 
 2  FacesContext context = FacesContext.getCurrentInstance(); 
 3  HttpServletRequest request =  
       (HttpServletRequest)context.getExternalContext().getRequest();  
 4  String itemId = (String)context.getExternalContext() 
                   .getRequestParameterMap() 
                   .get("categoriesForm:selectedItemId"); 
 5  Item newItem = catalogController.findItemById(itemId); 
 6  String quantity = newItem.getQuantity(); 
 7  shoppingCart.addLineItem(newItem, quantity); 
 8  catalogController.addItemToCart(newItem); 
 9 } 
 
 
Listing 19 Einfache ein Event verarbeitende Methode in JSF 
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5.3 Zusammenfassung 
 
Wie sollte also bei der Implementierung einer UIX-Anwendung vorgegangen wer-
den, wenn später auf JSF migriert werden soll? 
 
Laut Oracle wird es für eine Migration von UIX auf JavaServer Faces eine Tool-
Unterstützung geben. Voraussetzung für den Einsatz dieses Tool wird sein, dass 
die zu migrierende UIX-Anwendung mit dem neuen ADF UIX des JDevelo-
per 10g entwickelt wurde.  
 
Eine mit der aktuellen Version UIX 2.1.7 erstellte Anwendung muss also erst auf 
ADF UIX umgestellt werden, um von der Tool-Unterstützung bei der Migration 
profitieren zu können. Um diese Umstellung zu vereinfachen, sollten anstelle von 
DataObjects ausschließlich JavaBeans als DataProvider verwendet werden, denn 
diese können in ADF UIX wiederverwendet werden. Die speziellen BC4J-Tags, 
die in der Version 2.1.7 eine einfache Integration mit Oracle's Business 
Components for Java ermöglicht haben, werden in der neuen Version als 
"deprecated" ausgezeichnet sein und sollten daher nicht mehr verwendet werden. 
Oracle wird aber möglicherweise ein Tool zur Migration der BC4J-Tags auf ein 
ADF Data Binding bereitstellen: 
 
"We are working on a set of utilities to migrate from the old BC4J syntax to 
the ADF model syntax. We haven't determined yet if that conversion will be 
100% automatic, but we hope to migrate as much as possible automatical-
ly"70 
 
Bei der Migration von ADF UIX nach JSF werden dann uiXML-Seiten in JSP-
Documents (XML-konforme JSP-Seiten) mit JSF-Tags umgewandelt. Für eine 
Migration von UIX JSP wird es keine Tool-Unterstützung geben: 
 
                                                          
70 <http://forums.oracle.com/forums/thread.jsp?thread=215293&forum=162> 
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"The difference between UIX XML and UIX JSP is that we would provide an 
upgrade tool for XML but not JSP."71 
 
Inwieweit die Migration des Java Codes unterstützt werden kann, wird sich erst 
zeigen, wenn JSF 1.0 produktiv wird. Für verschiedene Aspekte (z.B. Page Flow 
oder Data Binding) wird vielleicht eine Art "empfohlene Vorgehensweise" ent-
wickelt, an der sich ein Entwickler orientieren kann. Ein Patentrezept für alle 
UIX-Anwendungen kann es dagegen nicht geben, weshalb sich eine vollständig 
toolgestützte Migration nicht realisieren lassen wird. 
 
Informationen über die Migration von UIX nach JSF sind in der "Roadmap for the 
ADF UIX technology and JavaServer Faces"72 zu finden, des weiteren im UIX-
Forum von Oracle: 
 
"There will be some obvious differences between UIX and JSF. For exam-
ple, JSF provides standard mechanisms for automatic event and state hand-
ling for components, and this will mean that some UIX code will no longer 
be needed in a JSF application. We expect to provide upgrade utilities for 
pages that use the UIX XML syntax, because that is one of the benefits of 
using XML."73 
 
"One thing to consider then is that I believe if you use UIX XML we will be 
providing an upgrade tool. But if you use UIX JSP we won't. Its much easier 
to upgrade a well formed language than one that is not well formed."73 
                                                          
71 <http://forums.oracle.com/forums/thread.jsp? 
forum=162&thread=215091&message=593911&q=6a7366#593911> 
72 <http://otn.oracle.com/products/jdev/collateral/papers/9.0.5.0/adfuix_roadmap/ 
adfuix_roadmap.html> 
73 <http://forums.oracle.com/forums/thread.jsp?forum=162&thread=214691> 
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Oracle beschreibt ADF UIX als eine "Erweiterung der JavaServer Faces": 
 
"Although the initial release of JavaServer Faces will provide developers 
with a rich architecture, there will be limitations in the functionality and 
only a limited number of UI components will be available. In order for 
developers to create an enterprise application they will have to create 
libraries of reusable user interface components, component libraries, and 
render kits. 
 
In the next release of Oracle JDeveloper the ADF UIX technology will 
leverage and extend the specific capabilities of the JSF libraries to provide 
a very sophisticated and rich set of user interface components implementing 
the JSF standards. Furthermore, applications built using ADF UIX with 
Oracle JDeveloper 10g will be automatically and seamlessly upgraded to 
the JSF architecture without losing functionality." 74 
 
Dabei werden die Seiten von UIX-Anwendungen bevorzugt mit uiXML ent-
wickelt, während die UIX JSP Tag-Library in Zukunft nicht weiter unterstützt 
wird.  
 
"[…] the uix jsp tags will eventually be phased out in the next release of 
UIX that works with Faces."75 
 
Eine Unterstützung für JSF wird der JDeveloper 10g aber noch nicht mitbringen: 
 
"The JSF release is the release after JDeveloper 10g Production."76 
 
Er wird allerdings das neue Oracle Application Development Framework (ADF) 
zur Verfügung stellen, das mit einem neuen Data Binding Ansatz die UIX BC4J 
Tags ersetzen wird. 
                                                          
74 [Jacobi, 2003] 
75 <http://forums.oracle.com/forums/thread.jsp?forum=162&thread=215091&message=593911&q
=6a7366#593911> 
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"Also the UIX (JSP and XML) BC4J tags are being phased 
out to use the ADF Data Binding stuff from JDeveloper 10G."77 
 
Abbildung 33 zeigt, wie sich UIX und JSF in eine ADF-basierte Anwendung inte-
grieren werden. Das ADF Binding Layer kapselt die für Business Model und 
View verwendeten Techniken besser als bisher und vereinfacht somit eine Migra-
tion der View-Technologie. 
 
 
Abbildung 33 Oracle ADF Application Architecture78 
                                                                                                                                                               
76 <http://forums.oracle.com/forums/thread.jsp?forum=162&thread=214331&message=610493&q
=6a7366#610493> 
77 <http://forums.oracle.com/forums/thread.jsp?forum=162&thread=215091&message=593911&q
=6a7366#593911> 
78 Quelle: Oracle 
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In dieser Diplomarbeit wurden zwei User-Interface-Frameworks für die Anwen-
dungsentwicklung im Web-Umfeld in Beziehung gesetzt. JavaServer Faces ist ein 
User-Interface Framework, das das Erstellen von Web-Anwendungen mit Java 
vereinfacht. Die Ziele von JSF sind die Definition eines Frameworks für webba-
sierte GUIs, einschließlich Basisklassen und JSP-Tags für die gängigsten GUI-
Elemente, die Definition eines Standards für die Ereignisbehandlung zwischen 
Client und Server, die Definition eines API für die Eingabevalidierung, die Unter-
stützung von Internationalisierung, sowie eine automatische Erzeugung von ent-
sprechendem Clientcode abhängig von der Clientkonfiguration, z.B. der Browser-
version. In Kapitel 2 wurde JSF ausführlich dargestellt. 
 
In der Zielsetzung wie auch in der Umsetzung erinnert JSF stark an das bereits in 
Projekten eingesetzte Framework UIX von Oracle. Dieses hat in mancher Hinsicht 
als Vorbild gedient bei der Entwicklung des neuen Standards JSF. UIX soll zu ei-
ner vollständigen Implementierung von JSF weiterentwickelt werden, ohne an 
Funktionalität einzubüßen. Das UIX-Framework wurde in Kapitel 3 ausführlich 
beschrieben. 
 
Jeffrey Stephenson, Oracle Corporation, fasst die Beziehung von JSF und UIX 
wie folgt zusammen: 
 
"UIX is in many ways a predecessor of Java Server Faces. UIX provides a 
rich component set, where components have built-in behaviors. Secondly, 
the lifecycle of a .uix page is similar in some ways to JSF, the .uix file is 
parsed into a tree of components, a set of Renderers are applied to that 
component tree that generate output appropriate to the particular user 
agent. A component and its rendering are separated which allows for diffe-
rent sets of renderers for different look and feels and different devices.  
 
It is no accident that UIX is similar to Java Server Faces, the UIX team at 
Oracle has been one of the most active contributors in the expert group for 
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the Java Server Faces JSR. When Java Server Faces is released, the next 
version of JDeveloper will provide all of the existing set of UIX components 
as Java Server Faces components. Customers writing UIX 2.x applications 
today will have a painless and automated transition over to the next version 
of the UIX components and Java Server Faces. In addition, there are many 
UIX features that the first specification of Java Server Faces doesn't inclu-
de, and customers will continue to be able to use these features."79 
 
Auf den Vergleich von UIX und JSF wurde in Kapitel 4 eingegangen. 
 
Solange sich JSF noch in einem Stadium befindet, in dem es nicht in Projekten 
nutzbar ist, empfiehlt sich der Einsatz bereits bewährter Techniken und Frame-
works, wie zum Beispiel UIX. Als Hauptergebnis hat diese Arbeit in Kapitel 5 ge-
zeigt, dass eine nachträgliche Umstellung einer zunächst mit UIX entwickelten 
Anwendung auf JSF möglich ist. Beide Frameworks unterstützen explizit die 
Model 2-Architektur, so dass sich bei der Migration die Arbeiten auf Anpassun-
gen der Controllers-Komponenten und der View beschränken lassen. Kapitel 5 
zeigt aber auch, dass eine Migration großer Anwendungen technisch aufwendig ist 
und schon bei der Planung eines Projektes Rücksicht auf eine spätere Migration 
genommen werden muss. Am Beispiel einer in dieser Arbeit entwickelten Appli-
kation wird in Kapitel 5.2 eine mögliche Vorgehensweise beschrieben. 
 
Laut Oracle wird es für eine Migration von UIX auf JavaServer Faces eine Tool-
Unterstützung geben. Voraussetzung für den Einsatz dieses Tool wird sein, dass 
die zu migrierende UIX-Anwendung mit dem neuen ADF UIX des JDevelo-
per 10g entwickelt wurde. Dabei werden dann uiXML-Seiten in JSP-Documents 
mit JSF-Tags umgewandelt. Die Migration von Java Code wird dagegen nicht au-
tomatisiert werden können.  
 
                                                          
79 <http://forums.oracle.com/forums/thread.jsp?forum=162&thread=207006& 
message=565857&q=6a7366#565857> 
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A Inhalt der CD-ROM 
 
A.1 Software 
 
Die CD enthält  
• Ein Java 2 Software Development Kit der Version 1.4.2.01 
• Einen JDeveloper 9.0.3.3 (Installation durch Entpacken in ein beliebiges Ver-
zeichnis) 
• Einen OC4J 9.0.4 (zur Installation in der Kommandozeile in das Verzeichnis 
j2ee/home wechseln und java -jar oc4j.jar -install eingeben) 
• Einen Tomcat 5.0 preview 
 
A.2 Das Beispiel OrderEntry 
 
Die CD enthält außerdem verschiedene Implementierungen der Anwendung 
OrderEntry.  
 
• JSFOrderEntry10Beta mit JSF 1.0 Beta 
• UIXOrderEntry217 mit UIX 2.1.7 
- Unter Verwendung hochwertiger GUI-Komponenten 
- Ohne komplexe Komponenten, um eine Migration zu vereinfachen 
 
Auf der CD sind zwei Verzeichnisse JSFOrderEntry10Beta und 
UIXOrderEntry217 zu finden, die jeweils einen Workspace enthalten, der direkt 
mit dem JDeveloper geöffnet werden kann.  
 
Die Anwendung JSFOrderEntry10Beta teilt sich in zwei Projekte auf. Das Projekt 
OrderEntryModel enthält die BC4J-Komponenten und andere für die Mittel-
schicht relevante Klassen (Model). Das Projekt OrderEntryWebClient enthält 
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JSP-Documents, verschiedene Konfigurationsdateien, Controller- und Utility-
Klassen, die ausschließlich für View und Controller benötigt werden. 
 
Der zweite Workspace beinhaltet drei Projekte. Das Projekt OrderEntryModel ist 
weitgehend identisch mit dem für die JSF-Variante der Anwendung verwendeten. 
Das Projekt OrderEntryWebClient enthält u.a. UIX-Seiten. Diese verwenden 
komplexe UI-Komponenten (insbesondere eine editierbare Tabelle). Dagegen be-
schränkt sich das Projekt OrderEntryWebClientSimplified auf einfachere Kompo-
nenten, um eine Migration nach JSF zu erleichtern. 
 
Alle Beispiele lassen sich mit dem JDeveloper 9.0.3.3 öffnen und bearbeiten. Sie 
sind getestet im  
• Embedded OC4J des JDeveloper 9.0.3.3 
• OC4J 9.0.3 
• OC4J 9.0.4 
• Tomcat 4.1 
• Tomcat 5.0 preview 
 
B Installation der Beispiele 
 
Die Verzeichnisse JSFOrderEntry10Beta und UIXOrderEntry217 sollte zunächst 
auf die Festplatte kopiert werden. Dann können die Workspaces mit dem 
JDeveloper geöffnet und bearbeitet werden. Dabei sollten JSP-Dokumente, die 
JSF-Tags enthalten, nicht in ein Projekt eingefügt werden, weil sie sich mit dem 
JDeveloper nicht kompilieren lassen. Sie können trotzdem im System Navigator 
des JDeveloper angezeigt werden, indem sie wie gewohnt in Verzeichnis 
public_html abgelegt und durch Drücken des Show-All-Files-Buttons in der Me-
nüleiste des System Navigators sichtbar gemacht werden (siehe Abbildung 34). 
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Abbildung 34 Nicht zum Projekt gehörende Dateien sichtbar machen  
 
Als Nächstes wird eine Datenbank-Connection angelegt, ich nenne sie mal 
orderentry. Hierbei die Checkbox deploy password anklicken. Beide Projekte mit 
dem Namen OrderEntryModel beinhalten eine Datei OrderEntryModel.jpx. Durch 
Doppelklick können diese in einem Editor-Fenster geöffnet werden. Unter dem 
Menüpunkt Connection kann jetzt die neue Datenbankverbindung eingestellt 
werden. Das Projekt OrderEntryModel im Workspace JSFOrderEntry10Beta 
enthält eine Datei schema.sql. Im Kontextmenü folgendes auswählen: Run in 
SQL*Plus Æ orderentry. Daraufhin wird sich das in Abbildung 35 dargestellte 
Fenster öffnen. Um das SQL-Script ausführen zu können, muss an dieser Stelle 
der Pfad zu einer SQL Plus Installation angegeben werden.  
 
 
Abbildung 35 Der Pfad zu einer SQL Plus Installation  
 
Nachdem das Datenbank-Schema angelegt wurde, können die Beispiele direkt im 
Embedded OC4J des JDeveloper gestartet werden. 
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Um die Beispiele in einem standalone laufenden OC4J auszuführen, ist wie folgt 
vorzugehen. Im JDeveloper wird eine neue Application Server Connection ange-
legt. Während dieses Vorgangs muss der OC4J laufen. Der Connection Type ist 
Standalone OC4J, die Checkbox deploy password wird angeklickt. Als Local 
Directory Where admin.jar for OC4J is Installed wird der entsprechende Pfad an-
gegeben. Abbildung 36 zeigt, wie dann z.B. die Anwendung JSFOrderEntry10-
Beta in den OC4J deployt werden kann. Nach dem Deployment der Anwendung 
JSFOrderEntry10Beta in einen Standalone OC4J 9.0.3 muss unter 
j2ee\home\application-deployments\JSFOrderEntry10Beta\JSFOrderEntry10Beta 
die Datei orion-web.xml angepasst werden. Hier wird der Kommentar um den 
Eintrag  
 
<web-app-class-loader search-local-classes-first="true" include-war- 
manifest-class-path="true" />  
 
entfernt. 
 
 
Abbildung 36 Deployment in einen Standalone OC4J  
 
Um ein Beispiel in einem Tomcat zu installieren, wird es zunächst zu einem 
WAR-file gepackt. Abbildung 36 zeigt den entsprechenden Menüpunkt im Kon-
textmenü eines Deployment Profiles. Hier findet sich auch ein Punkt Settings..., 
unter dem verschiedene Einstellungen vorgenommen werden können. Unter ande-
rem kann hier festgelegt werden, wo das WAR-file abgelegt werden soll. Es kann 
auf diese Weise direkt im webapps-Verzeichnis des Tomcat platziert oder nach-
träglich dorthin kopiert werden.
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