Abstract-It is well known that most assembly skills can be regarded as one of the signal-symbol Hybrid Dynamical Systems (HDS), since the interactive dynamics between an end effector and the environment change according to contact configurations (geometrical constraints). In this paper, we first propose a model of the peg-in-hole task, which is known as a typical assembly task. MLDS is adopted to formulate the peg-in-hole task, and an optimal solution with both continuous and logical variables under an objective function is found systematically. Then, a strategy to find the optimal solution with less computation is proposed. Finally, some planning results for the peg-in-hole task are shown in order to verify the usefulness of the proposed method.
INTRODUCTION
Recently, a great deal of attention has focused on the design and control of assembly skills. Numerous approaches have been taken to realize assembly skills. In [6] - [8] , the skill controller for the assembly task was developed by observing a human demonstration and embedding it in the robot controller through a suitable skill transfer technique. This approach has often shown excellent results. However, lots of trial-and-error is usually required, and no quantitative evaluation method has been developed yet. Moreover, the structural differences between human workers and artificial manipulators make the optimality of the realized artificial skills questionable.
On the other hand, it is well known that most assembly skills can be regarded as signal-symbol Hybrid Dynamical Systems (HDS), since the interactive dynamics between the end effector and the environment change according to the contact configurations (geometrical constraints). Several works have been undertaken from this point of view [9] - [12] . Although the basic skill controller architectures adopted in those studies are quite promising, the advance development of the discrete-state transition graph is required [13] - [18] , and a systematic way to design a kind of 'optimal controller' has yet to be clearly established.
Based on these considerations, we first adopt the viewpoint of HDS to propose a model of the peg-in-hole task, which is known as a typical assembly task. Several techniques have been proposed as description styles for HDS, including hybrid automata, piecewise affine systems, linear complementarity systems and Mixed Logical Dynamical Systems (MLDS). In this paper, MLDS is adopted to formulate the peg-in-hole task because (1) the geometrical constraints appearing in the peg-in-hole task can be easily transformed to the standard form of MLDS, and (2) MLDS can be easily combined with various mathematical programming techniques (in many cases, it can be formulated by Mixed Integer Quadratic Programming (MIQP)), and the optimal solution with both continuous and logical variables under suitable objective functions can be found in a systematic way. The major advantage of using MLDS is that we do not have to prepare the discrete-state transition graph in advance. This fact can drastically reduce the effort of the designer. This advantage can be emphasized when the designer faces a complex task. In the case of the peg-in-hole task, however, the resulting MLDS model includes nonlinear constraints, unlike the standard MLDS. This implies that the MLDS-based optimal motion planning problem for the pegin-hole task leads to Mixed Integer NonLinear Programming (MINLP). It is well known that the computation involved in MINLP is much harder than that involved in MIQP. Therefore, secondly, we propose a strategy to find the optimal solution while reducing the amount of computation. Finally, some planning results on the peg-in-hole task are shown in order to verify the usefulness of the proposed method.
2.REPRESENTATION OF PEG-IN-HOLE TASK BY MLDS

Brief review of MLDS
MLDS are a class of hybrid systems in which logic, dynamics and constraints are integrated [1] . MLDS are formalized by eqs. (1) to (3).
where k ∈ Z is a discrete time, x is a state variable of the system, y is an output, u is an input, δ ∈ {0, 1} is an auxiliary logical variable and z is an auxiliary continuous variable. Note that x, u and y may take discrete or continuous variables. Each matrix A, B i , C, D i and E i has a suitable dimension. Note that the inequality in (3) is considered for each component.
One of the characteristics of MLDS is that a logical relation can be transformed into equivalent linear inequalities including logical and continuous variables. The basic rule of this transformation can be described as follows. For example, a logical relation
can be transformed into eqs. (5) and (6)
where a is a constant value, M = max x f(x), m = min x f(x) and ε > 0 is a small positive constant. Also, the term δf(x) can be replaced by an auxiliary variable z = δf(x), which satisfies the following two logical relations,
and these are equivalent to
Formulation of peg-in-hole task with MLDS
Throughout this paper, the two-dimensional peg-in-hole task is considered. The coordinate frame of the peg-in-hole task is depicted in Figure 1 . 
Dynamical model of peg motion
First of all, the dynamics of the peg motion are supposed to be represented by the following linear first-order time lag system,
where
T represents the position and orientation of the peg, and
T represents the position and orientation references of the peg. Also, A = (1 − Ts τ )I 3 and B = Ts τ I 3 , where T s is a sampling period, τ is a time constant and I n is an n × n identity matrix. The output is specified by
where C = I 3 . w(k) and u(k) are supposed to be bounded as follows. (These inequalities are also considered for each component.)
where L, l and D are physical parameters shown in Figure 1 .
Constraints in peg-in-hole task
Generally speaking, constraints that appear in the peg-in-hole task are classified into two categories: Hard Constraints (HCs) and Soft Constraints (SCs). HCs represent physical constraints and must be satisfied absolutely. For the peg-in-hole task, the following constraints are considered HCs (See Figure 2) .
, then the edge 'E' exists above the vertex 'V'. These constraints are represented by the following logical relations.
HC1
:
HC2 :
Coordinate of vertices of the peg and the environment
and R and r represent the diameter of the hole and that of the peg, respectively.
On the other hand, SCs are specified so as to avoid undesirable behaviors in the system. In this paper, the following SCs are considered.
SC1 is introduced in order to reduce the search space of the motion planning problem, and SC2 is considered from the point of view of implementation. SC3 indicates that the vertex 'P' must stay out of the virtual obstacle 'S', and that 'P' plays a role in keeping the motion of the peg out of the undesirable area. Note that r X > R 2 and r Z > 0. Obviously, these SCs are not unique. If the designer needs to put some other requirements on the motion of the peg, they also can be included.
These constraints can be represented by eqs. (22), (23) and (24), respectively.
Assignment of logical variables
In order to formulate the peg-in-hole task as an MLDS, logical variables are assigned to logical relations. Logical relations can be transformed into equivalent inequalities by assigning logical variables. In this paper, six logical variables are assigned as follows.
As a result, HCs and SCs are transformed into the following logical relations:
Note that SC1 and SC2 are not related to any logical variables.
Transformation from logical relations into inequalities
As a next step, the logical relations of eqs. (26) to (34) are transformed into inequalities by making use of the basic rule described in Section 2.1. For instance, eq. (26) is equivalent to eqs. (35) and (36).
Analogously, eqs. (27) to (31) can be transformed into equivalent inequalities. The remaining transformations are listed in the Appendix. In addition to these transformations, the following inequalities are explicitly specified. This enables the solver to avoid searching for obviously infeasible solutions, and to accelerate the search process.
For example, (26) and (28) imply that δ 1 and δ 3 cannot be zero simultaneously, and (37) does not allow δ 1 = δ 3 = 0.
Finally, HCs and SCs can be transformed into the following inequalities.
OPTIMAL MOTION PLANNING FOR PEG-IN-HOLE TASK
In [1] , the following optimal control problem for MLDS has been investigated.
) are symmetric and positive definite, K refers to a horizon, and the subscript f means the final desired value. This optimization problem can be reformulated as a Mixed Integer Quadratic Programming (MIQP) problem.
In this problem, the large K makes the search space enormous, and the number of search variables increases exponentially. In [1] , to overcome this complexity, the value of K is restricted within some small value and the framework of model predictive control is introduced.
One of the promising ways to solve MIQP is the branch-and-bound method. The branch-and-bound method is effective for solving optimization problems that include integer variables [4] . In this method, the original problem is not solved directly; instead, many subproblems are produced by relaxing the integer constraints for the original problem. The relaxed subproblems are then solved step by step. However, it is well known that the number of subproblems increases exponentially as the number of integer variables increases.
MLDS including nonlinear constraint
In MLDS for the peg-in-hole task, there exist nonlinear inequalities such as 'sin' or 'cos' functions. Therefore the optimization strategy mentioned above cannot be applied directly. In order to deal with nonlinear constraints, the original MLDS form is revised as follows.
where (51) represents nonlinear constraints. Then the optimization problem can be recast as follows.
Unlike the optimization problems (46) and (47), this problem includes nonlinear constraints. Therefore, it can be regarded as a Mixed Integer NonLinear Programming (MINLP) problem. Even though the branch-and-bound method is useful for MINLP, the increase in the computational burden creates a serious problem. In the following subsection, one of the solutions to this problem is described.
Reduction of computational amount
In this subsection, a simple but effective idea to reduce the computational amount is proposed. This idea tries to reduce the number of subproblems in the branch-and-bound method by adding the following assumption.
Assumption
Each logical variable takes a constant value during
The solution found under this assumption is no longer optimal. However, as far as the mechanical system is concerned, and K is not so large, the quality of the solution is not seriously degraded.
This assumption is formulated by the following constraint.
This assumption implies that the change of the logical variables may occur every finite horizon.
NUMERICAL EXPERIMENTS
Based on the MLDS formulation, the optimal motion planning for the peg-inhole task has been carried out by minimizing the following evaluation function. 
Verification of proposed strategy
In order to verify the effectiveness of the strategy proposed in Section 3.2, the following two situations are simulated. S1 : HC1, HC2, SC1 and SC2 are included with the assumption described in Section 3.2. S2 : HC1, HC2, SC1 and SC2 are included without the assumption described in Section 3.2. Figures 3 and 4 show the optimal profiles of logical and continuous variables, respectively, in the case of S1. Figures 5 and 6 show the optimal profiles for S2. As shown in Figure 3 , the switching of logical variables occurred at step 201 for S1 and at step 198 for S2 ( Figure 5 ). This switching has occurred according to (26) and (28).
In S1, the switching of logical variables is restricted at every 80 [ms] . In actual, the combination of logical variables is switched at 2.000 [s], which is consistent to the assumption. In both cases, the motion planning has been made successfully, and the peg-in-hole task has been accomplished by the obtained optimal input sequences through the experiment.
A comparison of the amount of computation between S1 and S2 is shown in Table 1 . As shown in Table 1 , it took about 0.4 hours to solve this optimization problem in S1, while more computation was required to solve the same problem in the case of S2. Moreover, the sum of performance indices of S1 was almost equal to that of the indices of S2. This result implies that the strategy mentioned in subsection 3.2 is useful for reducing the amount of computation without compromising the quality of the solution.
In Figures 3 and 5 , an optimal sequence of logical variables is obtained. This implies that not only an optimal trajectory but also an optimal state transition are obtained simultaneously. This has not been realized in the conventional motion planning framework. This results clearly shows the significant advantage of the proposed method. 
Effect of adding SCs
In order to show adaptability to changes in constraints, the constraint SC3 is added to S1 (denoted by S3). By considering this constraint, we add 16 logical variables, 32 nonlinear constraints and 32 linear inequalities. The assumption in subsection 3.2 is also used.
The optimization results are shown in Figures 7 and 8 , and a comparison of the amount of computation between S1 and S3 is shown in Table 2 .
The switching of δ 5 and δ 6 has occurred at step 88, which means that the vertex 'P' has entered the left side of the virtual obstacle 'S'. As for the switching of δ 1 to δ 4 , the same scenarios as in S1 and S2 are found. In Figures 7 and 8 , the virtual obstacle is avoided successfully.
As for the computational amount, the size of the optimization problem of S3 becomes about 1.6 times as much as that of S1. 
CONCLUSIONS
In this paper, the peg-in-hole task has been modeled as an MLDS, which includes both continuous dynamics and logical switching. The major advantage of using MLDS is that we do not have to prepare the discrete-state transition graph in advance. This fact can drastically reduce the effort of the designer. This advantage can be emphasized when the designer faces a complex task. Since the resulting MLDS model includes nonlinear constraints, the MLDS-based optimal control problem for the peg-in-hole task has led to Mixed Integer NonLinear Programming (MINLP), which is well known for requiring a good deal of computation to find the optimal solution. Secondly, a simple but effective way to find the optimal solution with less computation has been proposed. Finally, the effectiveness of the proposed strategy has been shown through numerical experiments. Our future works will focus on the robustness of this strategy and its real-time implementation. 
