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In recent years, it gets easier studying something using internet by search-engine’s 
improvements and the appearance of online-encyclopedia such as Wikipedia. However, not all 
documents are e-documented. It is inconvenient for searching normal books, but reading books 
is still important for studying. Recently, document scanner or book scanner is available for 
personal use, although they are still expensive or need to cutting pages. So, I thought that by 
mounting the web-cams on head, scanning the text in books and tracking eye movement and 
fingertip at the same time could solve the problems and make it possible for efficiently 
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が、あまり普及していない。既存のアノテーション・電子化方法の利点・問題点を表 1 に示す。 
 
方法 可逆性 検索性 アノテーション コスト その他 
付箋 ○ × ○ 数百円 読みながら貼る 
マーカー × × ○ 百円程度 読みながら書き込む 
一般的なスキャナ ○ ○ × 1 万円 一ページごとスキャン 
ドキュメントスキャナ × ○ × 5 万円 検索は出来るが手動でアノテーション
ブックスキャナ ○ ○ × 30 万円 検索は出来るが手動でアノテーション
電子ブックリーダー NA ○ △ 3 万円 電子化済みのドキュメントのみ閲覧可
























第 2 章で関連研究について述べ、第 3 章でシステムの概要、各処理の内容に付いて述べる。第 4 章





2.1 Google Book Search [1] 
 
米 Google 社の提供している書籍全文検索サービス。これまでに刊行された書物すべて（Google
の見積もりでは 3000 万冊）をスキャンしてデジタル化し OCR でテキスト化、検索可能にする
ことを目標としている。専用のスキャナを利用。 
 


















・100 電子メールメッセージ/1 日 (5KB/1 通) 
・100web ページ/1 日 (50KB/1 ページ) 
・5 ページのスキャンされた紙 (100KB/1 ページ) 
・1 冊の本/10 日 (1MB/1 冊) 
・10 枚の写真/1 日 (400KB/1 枚) 
・8 時間の音声記録/1 日(8KB/秒） 電話や会議内容含む 







1 データのサイズ 1 テラバイトに収納可能な上限 1 日あたりの記録数 
写真 (400KB) 270 万枚 7354 枚 
文書（1MB） 100 万文書 2872 文書 
音声（128Kb/秒） 18600 時間 51 時間 
ビデオ（256Kb/秒） 9300 時間 26 時間 
高画質ビデオ（1.5M/秒） 290 時間 4 時間 







本システムではデスクトップコンピューター及び視線認識・文字認識用に 130 万画素の Web カメラ
を 2 台使用した。目の撮影と、顔の向いている方向の撮影用にカメラを設置してある。カメラは自作
の支えを使用し眼鏡に固定してある。 
使用した開発環境は Visual Studio 2008 (C# 3.0)である。カメラ部の外観を図 1 に示す。 
     
図 1: カメラ部外観 
使用したパーツの詳細を書きに示す。 
z デスクトップコンピュータ (Athlon X2 5600+, 3GB) 
z 視線検出用カメラ(Princeton 社製 PWC-130UAF) 
































視線認識用カメラの入力画像から黒目の位置を抽出する。視線認識の処理フローを図 3 に示す。 
 
輝度による2値化 黒目位置の検出 座標の変換トリミング 
 









トリミングの結果を図 4 に示す。 
       
図 4: トリミングの結果 
 
 
3.2.2 輝度による 2 値化 
 





輝度を用いて 2 値化を行った画像を図 5 に示す。 
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黒目部分の検出結果を図 6 に示す。 
  







座標の変換結果を図 7 に示す。 
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下記に指先認識のフローを図 8 に示す。 
 
 





3.3.1 HSL による 2 値化 
 
指の部分を抽出するにあたり、指の色の抽出に HSL 色空間を用いた。 
HSL 色空間では色を:  
•  H :色 相 (h u e )  
•  L :明 度 ( l i g h t n e s s )  
•  S :彩 度 ( s a t u r a t i o n )   
で表現する。 
実験の結果、肌色は大体色相が 100～155 であることが分かったので、その値を用いて 2 値化を行
った。 
RGB 色空間から HSL への変換公式は下記の通りである。 
 











































同じ画像入力画像（図：）の RGB 色空間でのヒストグラムと HSL 色空間でのヒストグラムを
図 9、図 10 に示す。 
   
     
図 9: RGB 色空間でのヒストグラム            図 10: HSL 色空間でのヒストグラム  




HSL を用いて 2 値化を行った画像を図 11 に示す。 
 
     








ラベリング結果を図 12 に示す。 
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図 12: ラベリング結果 
 










              
図 13:  Prewitt フィルタ結果 
 














図中の黄緑の点は、直線と画素値の AND をとった結果を標識したものである。 
 
 
図 14: Hough 変換結果 
 
 
上記の処理を行った指先の検出結果を図 15 に示す。 
 
 









文字抽出の処理フローを図 16 に示す。 
 
 
行の抽出 文字の抽出 傾き補正 
 





識と同様に Hough 変換を行い文章の方向を検出する。この際、文字部分を抽出するため 2 値化には
RGB の R の値に閾値を設定した。 
 
     
図 17: 指先画像の Hough 変換結果 
 
Hough 変換の結果を元に、画像を回転する。指先画像の傾き補正後の結果を図 18 に示す。 
 
 







   




















図 21: 横方向の周辺分布 
 
 
















マッチング Levenshtein距離による誤認識修正 特徴ベクトル抽出 
 

































比較用の辞書には IPA 辞書(version 2.7.0)を利用した。 
入力文字列「こんにち■」(■は不明文字を表す)に対する処理結果を表 3 に示す。 
 






















表 4: 各入力の分解能 
 
入力画像 認識率 
20×20px（ひらがな） 約 70% 
20×20px（漢字） 1%未満 
60×60px(漢字) 約 90% 




























文字の認識(1 文字あたり) 60ms 
認識誤差の修正 170ms  
表 6: 各処理の処理時間 
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