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ABSTRAKT
Pra´ce se zaby´va´ na´vrhem a implementac´ı adaptace ovla´da´n´ı na konkre´tn´ıho uzˇivatele.
Adaptace je dosazˇeno navrzˇeny´m adaptabiln´ım interpretrem, ktery´ pomoc´ı pˇrevodn´ı
funkce meˇn´ı charakteristiku chova´n´ı joysticku. Parametry pˇrevodn´ı funkce jsou nasta-
vova´ny evolucˇn´ım algoritmem na za´kladeˇ pˇredchoz´ıho pr˚ujezdu zadanou dra´hou.
V u´vodu pra´ce je popsa´no vy´vojove´ prostˇred´ı Microsoft Robotics Developer Studio
(MRDS) vcˇetneˇ na´vodu na tvorbu jednoduche´ho projektu. Da´le je rozeb´ıra´n zpu˚sob pra´ce
s joystickem a u´pravy jeho chova´n´ı. Na´sleduje popis zpu˚sobu programova´n´ı v MRDS, za-
by´vaj´ıc´ı se z´ıska´n´ım objektu robota ze simulace a jeho na´sledny´m automaticky´m rˇ´ızen´ım.
Na´sleduj´ıc´ı cˇa´st pra´ce se zaby´va´ na´vrhem a realizac´ı adaptabiln´ıho interpretru joysticku.
Je zde navrzˇena rovnice pˇrevodn´ı funkce interpretru a take´ je zde rozeb´ıra´n zpu˚sob na-
staven´ı jej´ıch parametr˚u. Posledn´ı cˇa´st se zaby´va´ metodikou testova´n´ım a vy´sledky test˚u.
KL´ICˇOVA´ SLOVA
Joystick, interpret, adaptace, RDS
ABSTRACT
The main subjects of this bachelor thesis are proposal and implementation of control
adaptation on concrete user. Adaptation is achieved by proposed adaptable interpreter,
which changes joystick behavior using conversion function. Parameters of the conversion
function are set by evolution algorithm based on recent drive through given path.
The development environment Microsoft Robotics Developer Studio (MRDS) is de-
scribed in the introduction including instructions for creating a simple project. Further-
more, there is analyzed way of work with joystick and adjustments to his behavior.
Follows description of way of programming in MRDS, concerning getting robot object
from simulation and its automatic driving. Next part of this work describes proposal and
implementation of adaptable joystick interpreter. There is proposed equation of the con-
version function used in this interpreter and described the way of setting its parameters.
Last part describes methods of testing and test results.
KEYWORDS
Joystick, interpret, adaption, RDS
ERBEN, Vojteˇch Adaptabiln´ı interpret joysticku pro RDS: bakala´ˇrska´ pra´ce. Brno: Vy-
soke´ ucˇen´ı technicke´ v Brneˇ, Fakulta elektrotechniky a komunikacˇn´ıch technologi´ı, U´stav
automatizace a meˇˇric´ı techniky, 2011. 54 s. Vedouc´ı pra´ce byl Ing. Petr Honz´ık, Ph.D.
PROHLA´SˇEN´I
Prohlasˇuji, zˇe svou bakala´ˇrskou pra´ci na te´ma
”
Adaptabiln´ı interpret joysticku pro
RDS“ jsem vypracoval samostatneˇ pod veden´ım vedouc´ıho bakala´ˇrske´ pra´ce a s pouzˇit´ım
odborne´ literatury a dalˇs´ıch informacˇn´ıch zdroj˚u, ktere´ jsou vsˇechny citova´ny v pra´ci a
uvedeny v seznamu literatury na konci pra´ce.
Jako autor uvedene´ bakala´ˇrske´ pra´ce da´le prohlasˇuji, zˇe v souvislosti s vytvoˇren´ım
te´to bakala´ˇrske´ pra´ce jsem neporusˇil autorska´ pra´va tˇret´ıch osob, zejme´na jsem nezasa´hl
nedovoleny´m zpu˚sobem do ciz´ıch autorsky´ch pra´v osobnostn´ıch a jsem si plneˇ veˇdom
na´sledk˚u porusˇen´ı ustanoven´ı S 11 a na´sleduj´ıc´ıch autorske´ho za´kona cˇ. 121/2000 Sb.,
vcˇetneˇ mozˇny´ch trestneˇpra´vn´ıch du˚sledk˚u vyply´vaj´ıc´ıch z ustanoven´ı S 152 trestn´ıho za´-
kona cˇ. 140/1961 Sb.
Brno . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
(podpis autora)
PODEˇKOVA´NI´
Deˇkuji vedouc´ımu pra´ce Ing. Petru Honz´ıkovi, Ph.D. za rady, trpeˇlivost, ochotu
vzˇdy pomoct a prˇa´telsky´ prˇ´ıstup. Take´ bych chteˇl podeˇkovat svy´m rodicˇ˚um za mo-
ra´ln´ı a financˇn´ı pomoc a vsˇem testovany´m osoba´m za ochotu a trpeˇlivost.
OBSAH
U´vod 9
1 Simula´tory 10
1.1 Gazebo . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
1.2 Webots . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
1.3 Simbad . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
1.4 Microsoft Robotics Developer Studio . . . . . . . . . . . . . . . . . . 12
2 Ovla´dac´ı zarˇ´ızen´ı 13
2.1 Pa´kovy´ ovladacˇ (joystick) . . . . . . . . . . . . . . . . . . . . . . . . 13
2.2 Gamepad . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
2.3 Hern´ı volanty . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
3 Microsoft Robotics Developer Studio 15
3.1 Prostrˇed´ı . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
3.2 Tvorba jednoduche´ho projektu . . . . . . . . . . . . . . . . . . . . . . 15
3.2.1 Vytva´rˇen´ı ko´du v prostrˇed´ı VPL . . . . . . . . . . . . . . . . 18
3.3 Vytvorˇen´ı nove´ sluzˇby . . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.4 Vytvorˇen´ı simulace pomoc´ı sluzˇby . . . . . . . . . . . . . . . . . . . . 19
3.4.1 Vytva´rˇen´ı novy´ch entit robot˚u . . . . . . . . . . . . . . . . . . 20
4 Zpracova´n´ı dat z joysticku 21
4.1 Joystick v MRDS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
4.2 U´prava chova´n´ı joysticku . . . . . . . . . . . . . . . . . . . . . . . . . 22
4.2.1 U´prava sluzˇby DesktopJoystick . . . . . . . . . . . . . . . . . 22
4.2.2 U´prava sluzˇby GameController . . . . . . . . . . . . . . . . . 23
4.3 U´prava citlivosti rˇ´ızen´ı . . . . . . . . . . . . . . . . . . . . . . . . . . 23
4.3.1 Pouzˇit´ı upravene´ sluzˇby ve VPL . . . . . . . . . . . . . . . . . 25
5 Vytvorˇene´ sluzˇby 27
5.1 MyRobot . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
5.2 SimpleDashboard . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
5.3 PositionRecorder . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
6 Zaznamena´va´n´ı pozice robota 29
6.1 Z´ıska´n´ı objektu robota ze simulace . . . . . . . . . . . . . . . . . . . 29
6.2 Zas´ıla´n´ı zpra´v s aktua´ln´ı pozic´ı robota . . . . . . . . . . . . . . . . . 30
6.3 Sluzˇba PositionRecorder . . . . . . . . . . . . . . . . . . . . . . . . . 31
6.3.1 Prˇ´ıjem zpra´v . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
7 Automaticky´ pr˚ujezd dra´hy robotem 34
7.1 Rezˇim j´ızdy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
7.1.1 Rˇ´ızen´ı pomoc´ı vy´konu motor˚u . . . . . . . . . . . . . . . . . . 35
7.1.2 Rˇ´ızen´ı pomoc´ı zmeˇny pozice robota . . . . . . . . . . . . . . . 35
7.2 Vykreslen´ı dra´hy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 36
7.3 Rezˇim ucˇen´ı . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 36
8 Adaptace ovla´da´n´ı 38
8.1 Hleda´n´ı globa´ln´ıch extre´mu . . . . . . . . . . . . . . . . . . . . . . . 39
8.2 Optimalizacˇn´ı metody . . . . . . . . . . . . . . . . . . . . . . . . . . 40
8.2.1 Stochasticke´ metody . . . . . . . . . . . . . . . . . . . . . . . 40
8.2.2 Geometricke´ metody . . . . . . . . . . . . . . . . . . . . . . . 40
8.2.3 Evolucˇn´ı metody . . . . . . . . . . . . . . . . . . . . . . . . . 40
8.3 Diferencia´ln´ı evoluce . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
8.3.1 Algoritmus a jeho parametry . . . . . . . . . . . . . . . . . . . 41
8.4 Pouzˇit´ı DE ve sluzˇbeˇ SimpleDashboard . . . . . . . . . . . . . . . . . 42
9 Testova´n´ı 44
9.1 Trasa j´ızdy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 44
9.2 Metodika testova´n´ı . . . . . . . . . . . . . . . . . . . . . . . . . . . . 44
9.3 Vy´sledky test˚u . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 47
10 Za´veˇr 51
Literatura 53
Seznam symbol˚u, velicˇin a zkratek 54
SEZNAM OBRA´ZKU˚
1.1 Vzhled simulacˇn´ıho prostrˇed´ı Gazebo . . . . . . . . . . . . . . . . . . 10
1.2 Vzhled simulacˇn´ıho prostrˇed´ı Webots . . . . . . . . . . . . . . . . . . 11
1.3 Vzhled simulacˇn´ıho prostrˇed´ı Simbad . . . . . . . . . . . . . . . . . . 11
1.4 Vzhled simulacˇn´ıho prostrˇed´ı MRDS . . . . . . . . . . . . . . . . . . 12
2.1 Joysticky Saitek Cyborg F.L.Y. 9 a X52 Flight Control System . . . . 13
2.2 Logitech Gamepad F310 . . . . . . . . . . . . . . . . . . . . . . . . . 14
2.3 Hern´ı volant Logitech Driving Force GT . . . . . . . . . . . . . . . . 14
3.1 Vizua´ln´ı podoba sluzˇeb v prostrˇed´ı VPL . . . . . . . . . . . . . . . . 16
3.2 Popis vstup˚u a vy´stup˚u sluzˇby v prostrˇed´ı VPL . . . . . . . . . . . . 16
3.3 Dialog Connections prˇi propojen´ı dvou blok˚u . . . . . . . . . . . . . . 17
3.4 Dialog Connections prˇi propojen´ı bloku s existuj´ıc´ım spojen´ım . . . . 17
3.5 Prostrˇed´ı Visual Programming Language . . . . . . . . . . . . . . . . 17
3.6 Dialog Data Connections . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.7 Spusˇteˇny´ projekt s oknem simula´toru . . . . . . . . . . . . . . . . . . 18
4.1 Popis os joysticku . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
4.2 Chova´n´ı robota prˇi ovla´da´n´ı sluzˇbou DesktopJoystick . . . . . . . . 22
4.3 Nastaven´ı manifestu ve sluzˇbeˇ . . . . . . . . . . . . . . . . . . . . . . 25
4.4 Uzˇivatelske´ rozhran´ı sluzˇby SimpleDashboard . . . . . . . . . . . . . 26
5.1 Vzhled sluzˇby MyRobot v prostrˇed´ı VPL . . . . . . . . . . . . . . . . 27
5.2 Upravene´ uzˇivatelske´ rozhran´ı sluzˇby SimpleDashboard . . . . . . . . 28
6.1 Sche´ma komunikace prˇi zˇa´dosti o objekt ze simulace . . . . . . . . . . 30
6.2 Uzˇivatelske´ rozhran´ı sluzˇby PositionRecorder . . . . . . . . . . . . 31
6.3 Vztah mezi producentem a konzumentem . . . . . . . . . . . . . . . . 32
6.4 Sche´ma komunikace prˇi pos´ıla´n´ı nove´ho stavu robota . . . . . . . . . 33
7.1 Cˇa´st UI sluzˇby SimpleDashboard s volbou Driving . . . . . . . . . . 34
7.2 Vykreslena´ dra´ha v prostrˇed´ı VSE beˇhem rezˇimu j´ızdy . . . . . . . . 36
7.3 Cˇa´st UI upravene´ sluzˇby SimpleDashboard s volbou Learning . . . . 37
8.1 Graf za´vislosti rozd´ılu vy´kon˚u motor˚u na ose Y . . . . . . . . . . . . 39
8.2 Cˇa´st UI sluzˇby SimpleDashboard s volbou Ucˇenı´ . . . . . . . . . . . 42
9.1 Cˇa´st UI sluzˇby SimpleDashboard pro vy´beˇr mapy . . . . . . . . . . . 44
9.2 Nacˇtena´ mapa Bludiˇsteˇ v prostrˇed´ı VSE . . . . . . . . . . . . . . . . 45
9.3 Pohled na simulovanou sce´nu z kamery na robotovi . . . . . . . . . . 45
9.4 Graficka´ podoba pr˚ujezdu dra´hou . . . . . . . . . . . . . . . . . . . . 46
9.5 Graficka´ podoba dat z joysticku . . . . . . . . . . . . . . . . . . . . . 46
9.6 Graficka´ podoba derivace dat z joysticku . . . . . . . . . . . . . . . . 47
U´VOD
Adaptabiln´ı interpretr joysticku je softwarovy´ na´stroj pro u´pravu vstupn´ıch dat od
uzˇivatele. Tato u´prava spocˇ´ıva´ ve zmeˇneˇ reakc´ı jednoose´ho diferencia´lneˇ rˇ´ızene´ho
robota na povely uzˇivatele. Za´kladem adaptabiln´ıho interpretru je prˇevodn´ı funkce
s nastavitelny´mi parametry. Vhodnou volbou prˇevodn´ı funkce je mozˇne´ volit zp˚usob
parametrizace joysticku (zmeˇna smyslu os, zmeˇna klidove´ polohy joysticku, pro-
meˇnna´ citlivost v za´vislosti na rychlosti). Nastaven´ım parametr˚u prˇevodn´ı funkce
je dosazˇeno adaptace na konkre´tn´ıho uzˇivatele. Adaptabiln´ı interpretr vyuzˇ´ıva´ 3
stupneˇ volnosti – osy joysticku X, Y a Rz (rotace joysticku).
Pro implementaci a testova´n´ı bude pouzˇit roboticky´ simula´tor Microsoft Robotics
Developer Studio. Soucˇa´st´ı pra´ce bude popis tohoto prostrˇed´ı a na´vod pro tvorbu
jednoduche´ho projektu. Da´le bude popsa´n zp˚usob pouzˇ´ıva´n´ı joysticku a u´prava jeho
chova´n´ı.
Pro u´cˇely testova´n´ı budou vytvorˇeny testovac´ı mapy sesta´vaj´ıc´ı z pevny´ch prˇe-
ka´zˇek umı´steˇny´ch v ohranicˇene´m prostoru. Testovac´ı u´lohou bude projet´ı vy´choz´ı
dra´hy mezi teˇmito prˇeka´zˇkami. Prˇi adaptaci interpretru joysticku bude robot sa´m
sledovat vy´choz´ı dra´hu a uzˇivatel bude joystick pouzˇ´ıvat stejneˇ, jako kdyby robota
skutecˇneˇ ovla´dal. Na za´kladeˇ zaznamenany´ch dat z joysticku a znalosti vy´kon˚u mo-
tor˚u robota zaznamenany´ch prˇi tvorbeˇ vy´choz´ı dra´hy je mozˇne´ vypocˇ´ıtat vhodne´
parametry prˇevodn´ı funkce. Vy´pocˇet vhodny´ch parametr˚u prˇevodn´ı funkce inter-
pretru bude realizova´n evolucˇn´ım algoritmem.
C´ılem pra´ce je navrhnout a implementovat adaptabiln´ı interpretr joysticku, ktery´
se bude schopen adaptovat na konkre´tn´ıho uzˇivatele. Funkce interpretru bude testo-
va´na v simulacˇn´ım prostrˇed´ı na pr˚ujezdu zadanou trasou. Vy´sledkem test˚u by meˇlo
by´t
”
komfortneˇjˇs´ı“ rˇ´ızen´ı robota pro dane´ho uzˇivatele prˇi pr˚ujezdu dra´hou.
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1 SIMULA´TORY
1.1 Gazebo
Gazebo je 3D simula´tor venkovn´ıho prostrˇed´ı se schopnost´ı simulovat v´ıce robot˚u,
senzor˚u a objekt˚u. Vytva´rˇ´ı realisticke´ odezvy senzor˚u a fyzika´lneˇ veˇrohodne´ inter-
akce mezi objekty [7]. Jedna´ se o free software vydany´ pod licenc´ı GNU Public
License.
Obr. 1.1: Vzhled simulacˇn´ıho prostrˇed´ı Gazebo [7]
1.2 Webots
Webots je vy´vojove´ prostrˇed´ı k modelova´n´ı, programova´n´ı a simulaci mobiln´ıch ro-
bot˚u. K dispozici je velke´ mnozˇstv´ı pohon˚u a senzor˚u pro kazˇde´ho robota. Chova´n´ı
robot˚u je mozˇne´ oveˇrˇit ve fyzika´lneˇ realisticke´m prostrˇed´ı [1]. Jedna´ se o placeny´
software.
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Obr. 1.2: Vzhled simulacˇn´ıho prostrˇed´ı Webots [1]
1.3 Simbad
Simbad je 3D roboticky´ simula´tor vyuzˇ´ıvaj´ıc´ı prostrˇed´ı Java. Je urcˇen pro veˇdecke´
a vzdeˇla´vac´ı u´cˇely ke studiu umeˇle´ inteligence, strojove´ho ucˇen´ı a dalˇs´ım podobny´m
algoritmu˚m ve smyslu autonomn´ı robotiky. Nen´ı zameˇrˇen na simulaci rea´lne´ho sveˇta.
Dovoluje programa´tor˚um vytvorˇit vlastn´ı ovla´da´n´ı robota, upravit si prostrˇed´ı a
pouzˇ´ıvat dostupne´ senzory [8]. Tento software je k dispozici zdarma a je mozˇne´ jej
libovolneˇ upravovat dle licence GNU Public License.
Obr. 1.3: Vzhled simulacˇn´ıho prostrˇed´ı Simbad
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1.4 Microsoft Robotics Developer Studio
Microsoft Robotics Developer Studio (MRDS) je prostrˇed´ı pro operacˇn´ı syste´m Win-
dows urcˇene´ univerzitn´ım, amate´rsky´m a komercˇn´ım vy´voja´rˇ˚um ke snadne´ tvorbeˇ
roboticky´ch aplikac´ı pro nejr˚uzneˇjˇs´ı hardware. Jeho soucˇa´st´ı je Visual Programming
Language (VPL) prostrˇed´ı pro snadnou tvorbu roboticky´ch aplikaci za pomoci
”
drag
and drop“ funkcionality. Take´ obsahuje Visual Simulation Environment (VSE) pro
mozˇnost testova´n´ı aplikac´ı ve 3D fyzika´ln´ım prostrˇed´ı se simulac´ı fyziky [3]. Tento
software je k dispozici zdarma. Tato pra´ce se da´le zaby´va´ popisem a pouzˇit´ım tohoto
prostrˇed´ı.
Obr. 1.4: Vzhled simulacˇn´ıho prostrˇed´ı MRDS
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2 OVLA´DACI´ ZARˇI´ZENI´
MRDS podporuje jako vstupn´ı zarˇ´ızen´ı libovolne´ hern´ı ovladacˇe, ktere´ jsou podpo-
rova´ny operacˇn´ım syste´mem Microsoft Windows. Je mozˇne´ take´ vyuzˇ´ıt mozˇnosti
softwarove´ho joysticku zobrazene´ho na obrazovce a ovla´dane´ho pomoc´ı mysˇi.
2.1 Pa´kovy´ ovladacˇ (joystick)
Jedna´ se o ovladacˇ ve tvaru pa´ky upevneˇne´ kolmo k podstavci. Ovla´da´ se jednou
rukou vychy´len´ım te´to pa´ky do stran, prˇ´ıpadneˇ i rotacˇn´ım pohybem pa´ky. Neˇktere´
joysticky by´vaj´ı vybaveny tlacˇ´ıtky a dalˇs´ımi ovla´dac´ımi prvky. Tento druh hern´ıho
ovladacˇe vznikl podle letecky´ch ovladacˇ˚u tzv. knipl˚u. Ma´ proto spoustu shodny´ch
znak˚u s teˇmito ovladacˇi, jako naprˇ´ıklad tvar, specia´ln´ı tlacˇ´ıtka (naprˇ. HAT), ovla´da´n´ı
plynu apod. Z tohoto d˚uvodu je cˇasto pouzˇ´ıva´n pro ovla´da´n´ı letecky´ch simula´tor˚u.
Jeho vyuzˇit´ı je dnes vsˇak mnohem sˇirsˇ´ı a cˇasto se pouzˇ´ıva´ nejen pro hran´ı her roz-
licˇny´ch zˇa´nr˚u, ale take´ k ovla´da´n´ı pr˚umyslovy´ch stroj˚u jako robot˚u, jerˇa´b˚u, letadel,
raket apod. Tato pra´ce se da´le zaby´va´ pouzˇit´ım tohoto ovla´dac´ıho zarˇ´ızen´ı.
Obr. 2.1: Joystick Saitek Cyborg F.L.Y. 9 (vlevo) a Saitek X52 Flight Control Sys-
tem (vpravo) s plynovy´m ovladacˇem (prˇevzato z <http://www.saitek.com/>)
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2.2 Gamepad
Take´ nazy´vany´ Controlpad nebo Joypad je typ ovladacˇe, ktery´ se drzˇ´ı v obou ruka´ch
a ovla´da´ se nejcˇasteˇji palci. Za´kladn´ımi ovla´dac´ımi prvky jsou smeˇrovy´ ovladacˇ a
akcˇn´ı tlacˇ´ıtka. Gamepady by´vaj´ı obvykle vybaveny i neˇkolika analogovy´mi pa´cˇkami,
ktere´ na rozd´ıl od smeˇrove´ho ovladacˇe umozˇnˇuj´ı detekovat velikost vychy´len´ı pa´cˇky.
Tyto hern´ı ovladacˇe se uplatnily prˇedevsˇ´ım v oblasti hern´ıch konzol´ı.
Obr. 2.2: Logitech Gamepad F310 (prˇevzato z <http://www.logitech.com>)
2.3 Hern´ı volanty
Jedna´ se o ovla´dac´ı zarˇ´ızen´ı napodobuj´ıc´ı volant. Pouzˇ´ıvaj´ı se prˇedevsˇ´ım pro za´vodn´ı
hry. Cˇasto by´vaj´ı doplneˇny o dalˇs´ı tlacˇ´ıtka, peda´ly a rˇadic´ı pa´ku.
Obr. 2.3: Hern´ı volant Logitech Driving Force GT (prˇevzato z <http://www.
logitech.com>)
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3 MICROSOFT ROBOTICS DEVELOPER STU-
DIO
MRDS je prostrˇed´ı pro operacˇn´ı syste´m Windows urcˇene´ univerzitn´ım, amate´rsky´m
a komercˇn´ım vy´voja´rˇ˚um ke snadne´ tvorbeˇ roboticky´ch aplikac´ı pro nejr˚uzneˇjˇs´ı hard-
ware. Tato kapitola cˇerpa´ ze zdroj˚u [3, 4, 5].
3.1 Prostrˇed´ı
Microsoft Robotics Developer Studio se skla´da´ z na´sleduj´ıc´ıch cˇa´st´ı [3]:
∙ Concurrency and Coordination Runtime (CCR) usnadnˇuje pra´ci s asynchron-
n´ımi vstupy a vy´stupy, odstranˇuje potrˇebu uzamyka´n´ı zdroj˚u, pouzˇ´ıva´n´ı
semafor˚u a tvorby vla´ken.
∙ Visual Programming Language (VPL) poskytuje za´kladn´ı na´stroj pro vizua´l-
n´ı tvorbu programu zp˚usobem drag-and-drop. Je take´ schopen generovat
cˇloveˇku srozumitelny´ ko´d v jazyce C#.
∙ Decentralized Software Services (DSS) dovoluje vytva´rˇet programove´ moduly,
ktere´ mohou spolupracovat na robotovi a na prˇipojene´m pocˇ´ıtacˇi za po-
uzˇit´ı jednoduche´ho otevrˇene´ho protokolu.
∙ DSS Manifest Editor (DSSME) umozˇnˇuje jednoduchou tvorbu nastaven´ı apli-
kac´ı a prˇiˇrazen´ı sce´na´rˇe.
∙ Visual Simulation Environment (VSE) dovoluje simulovat a testovat robot-
icke´ aplikace s pouzˇit´ım 3D prostrˇed´ı se simulac´ı fyziky. Umozˇnˇuje vytva´-
rˇet aplikace pro roboty bez rea´lne´ho hardware v nejr˚uzneˇjˇs´ıch virtua´ln´ıch
prostrˇed´ıch.
3.2 Tvorba jednoduche´ho projektu v prostrˇed´ı
VPL
Projekt je mozˇne´ vytvorˇit v prostrˇed´ı VPL pouzˇit´ım teˇchto blok˚u:
DesktopJoystick slouzˇ´ı k emulaci joysticku na obrazovce, ovla´dane´ho pomoc´ı my-
sˇi. Pokud bude robot ovla´da´n pouze joystickem prˇipojeny´m k pocˇ´ıtacˇi, je
mozˇne´ tento blok z projektu odstranit.
GameControler slouzˇ´ı k ovla´da´n´ı robota pomoc´ı joysticku prˇipojene´ho k pocˇ´ı-
tacˇi. Pokud nebude robot ovla´da´n joystickem, mu˚zˇe by´t tento blok z projektu
odstraneˇn.
SimpleDifferentialDrive slouzˇ´ı k simulaci robota s diferencia´ln´ım podvozkem.
15
Tyto bloky se v MRDS nazy´vaj´ı sluzˇby (services) a jsou umı´steˇny v leve´ spodn´ı
cˇa´sti prostrˇed´ı VPL. Jednotlive´ bloky mu˚zˇou by´t umı´steˇny do pracovn´ı oblasti prˇe-
tazˇen´ım mysˇ´ı (vzhled dany´ch sluzˇeb v pracovn´ı oblasti ukazuje obra´zek 3.1). Kazˇdy´
Obr. 3.1: Vizua´ln´ı podoba sluzˇeb v prostrˇed´ı VPL (zleva: DesktopJoystick, Game-
Controller a GenericDifferentialDrive)
blok mu˚zˇe obsahovat vstupy (leva´ hrana bloku) a vy´stupy (prava´ hrana bloku),
jak ukazuje obra´zek 3.2, ktere´ je mozˇne´ vza´jemneˇ propojovat uchopen´ım vy´stupu
pomoc´ı mysˇi a jeho prˇetazˇen´ım na vstup jine´ho bloku. Takto je propojen vy´stup
Obr. 3.2: Popis vstup˚u a vy´stup˚u sluzˇby v prostrˇed´ı VPL
Notification (vy´stup ve tvaru kruhu) bloku DesktopJoystick se vstupem bloku Ge-
nericDifferentialDrive. Jako zdroj v nab´ıdce Connection je zvolen UpdateAxes
a jako c´ıl SetDriveSpeed , viz obra´zek 3.3. Vy´stup z bloku GameController je nutne´
propojit s jizˇ vytvorˇeny´m spojen´ım, cozˇ vyvola´ dialog Connections. Jako zdroj je
zvolen UpdateAxes a jako c´ıl MergeConnections, viz obra´zek 3.4. Hotove´ sche´ma
zapojen´ı ukazuje obra´zek 3.5.
Aby byl robot schopen prˇij´ımat hodnoty od joysticku je potrˇeba tyto hodnoty prˇepo-
cˇ´ıtat na rychlost ota´cˇen´ı jednotlivy´ch kol. Tento prˇepocˇet lze nastavit v dialogove´m
okneˇ Data Connection prˇ´ıstupne´m pravy´m kliknut´ım mysˇi na datove´ spojen´ı, ktere´
vstupuje do bloku SimpleDifferentialDrive. V dialogove´m okneˇ je potrˇeba zasˇkrtnout
volbu Edit values directly .
Joystick nastavuje promeˇnne´ X a Y v rozsahu ⟨−1000; 1000⟩ celocˇ´ıselneˇ, kdezˇto
rychlost ota´cˇen´ı kol je typu double (desetinne´ cˇ´ıslo). Pohyb joystickem vprˇed (smeˇ-
rem nahoru u virtua´ln´ıho joysticku na monitoru) je osa Y a pohyb do stran osa X.
Prˇi maxima´ln´ı vychy´len´ı joysticku smeˇrem vprˇed je hodnota 𝑌 = −1000 a hodnota
𝑋 = 0. Prˇi ota´cˇen´ı vpravo je 𝑋 = 1000 a 𝑌 = 0, proto je pouzˇit pro vy´pocˇet ota´-
cˇek leve´ho kola rozd´ıl 𝑋/4 − 𝑌 . Osa X je deˇlena cˇtyrˇmi, aby nedocha´zelo k prˇ´ıliˇs
rychle´mu ota´cˇen´ı robota. Dany´ rozd´ıl je vydeˇlen hodnotou 1000 a za t´ımto cˇ´ıslem je
16
Obr. 3.3: Dialog Connections prˇi propo-
jen´ı dvou blok˚u
Obr. 3.4: Dialog Connections prˇi propo-
jen´ı bloku s existuj´ıc´ım spojen´ım
Obr. 3.5: Prostrˇed´ı Visual Programming Language s vytvorˇeny´m programem
symbol
”
f“, aby byl pod´ıl vypocˇ´ıta´n jako desetinne´ cˇ´ıslo (float), nikoliv jako celocˇ´ı-
selny´ pod´ıl. Pro levy´ motor je zvolen rozd´ıl −𝑋/4−𝑌 a opeˇt vydeˇlen hodnotou 1000.
Tuto u´pravu ukazuje obra´zek 3.6.
Sluzˇbeˇ je prˇiˇrazen tzv. manifest. Jedna´ se o soubor s nastaven´ım sce´ny ve VSE,
ktery´ obsahuje jednotlive´ objekty (v prostrˇed´ı VSE zvane´ entity) a jejich nastaven´ı
(tvar, velikost, barva, textury, fyzika´ln´ı vlastnosti objekt˚u, umı´steˇn´ı v prostoru atp.).
K vytvorˇen´ı za´kladn´ı sce´ny je mozˇne´ pouzˇ´ıt jizˇ prˇeddefinovany´ manifest, ktery´ je
soucˇa´st´ı instalace MRDS.
Toto prˇiˇrazen´ı se provede dvojklikem na blok SimpleDifferentialDrive a vy´-
beˇrem polozˇky Use a Manifest z vysouvac´ı nab´ıdky. Tlacˇ´ıtkem Import Manifest je
vybra´n manifest IRobot.Create.Simulation.user.Manifest.xml. T´ım je tvorba
projektu dokoncˇena a je mozˇne´ ho spustit. Spusˇteˇny´ projekt zobrazuje obra´zek 3.7.
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Obr. 3.6: Dialog Data Connections
Obr. 3.7: Spusˇteˇny´ projekt s oknem simula´toru
3.2.1 Vytva´rˇen´ı ko´du v prostrˇed´ı VPL
Pomoc´ı VPL je mozˇne´ zkompilovat aplikaci jako sluzˇbu, cozˇ je vhodne´, pokud
je potrˇeba sloucˇit neˇkolik blok˚u do jedine´ sluzˇby. Pro kompilaci slouzˇ´ı polozˇka
Compile As a Service v nab´ıdce menu Build . Tato sluzˇba bude po zkompilova´n´ı
dostupna´ v leve´ cˇa´sti okna mezi ostatn´ımi sluzˇbami. Kompilac´ı vznikne projekt
v jazyce C#, ktery´ je mozˇne´ editovat pomoc´ı Microsoft Visual Studio.
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3.3 Vytvorˇen´ı nove´ sluzˇby
Novou sluzˇbu lze vytvorˇit ze sˇablony v Microsoft Visual Studio. Prˇi tvorbeˇ no-
ve´ho projektu je mozˇne´ vybrat programovac´ı jazyk (naprˇ. C#) a v neˇm zvolit po-
lozˇku Microsoft Robotics . Zde je nutne´ vybrat sˇablonu DSS Service. V textove´m
poli Name je mozˇne´ zvolit jme´no nove´ sluzˇby. T´ımto se vytvorˇ´ı vsˇechny potrˇebne´
soubory pro tvorbu nove´ DSS sluzˇby. Tyto soubory zahrnuj´ı soubory trˇ´ıd a xml
manifest. Takto vytvorˇena´ nova´ sluzˇba bude po zkompilova´n´ı dostupna´ v leve´ cˇa´sti
okna VPL v cˇa´sti Services .
3.4 Vytvorˇen´ı simulace pomoc´ı sluzˇby
Simulacˇn´ı sce´ny ve VSE je mozˇne´ vytvorˇit programoveˇ pomoc´ı Microsoft Visual
Studio. Nejdrˇ´ıve je potrˇeba vytvorˇit novou DSS sluzˇbu pouzˇit´ım sˇablony ve Visual
Studiu (viz kap. 3.3). Do nove´ho projektu ve Visual Studiu je potrˇeba prˇidat na´sle-
duj´ıc´ı reference (references) v okneˇ Solution Explorer kliknut´ım pravy´m tlacˇ´ıtkem
mysˇi na polozˇku References a vy´beˇrem volby Add Reference:
PhysicsEngine obsahuje metody a vlastnosti potrˇebne´ k prˇ´ıstupu do fyzika´ln´ıho
engine AGEIA (dnes vlastneˇno firmou nVidia pod na´zvem PhysX).
RoboticsCommon obsahuje obor na´zv˚u PhysicalModel, ktery´ obsahuje definice
typ˚u pouzˇ´ıvane´ prˇi definova´n´ı fyzika´ln´ıch charakteristik robot˚u.
SimulationCommon obsahuje definice typ˚u pouzˇ´ıvane´ se simula´torem a fyzika´l-
n´ım engine.
SimulationEngine je pouzˇ´ıva´n k prˇ´ıstupu do simulacˇn´ıho engine a vykona´va´ funk-
ce jako udrzˇova´n´ı stav˚u kazˇde´ entity.
SimulationEngine.proxy proxy pro simulacˇn´ı engine, pouzˇ´ıva´na k nacˇten´ı engine
jako partnera.
Po prˇida´n´ı referenc´ı je potrˇeba prˇidat deklarace obor˚u na´zv˚u pro dane´ reference.
Na zacˇa´tek souboru s implementac´ı trˇ´ıd je potrˇeba prˇidat tyto deklarace:
using Microsoft.Robotics.Simulation.Physics;
using Microsoft.Robotics.PhysicalModel;
using Microsoft.Robotics.Simulation;
using Microsoft.Robotics.Simulation.Engine;
using engineproxy = Microsoft.Robotics.Simulation.Engine.Proxy;
MRDS obsahuje dalˇs´ı sluzˇby, ktery´mi je mozˇne´ implementovat specificke´ funkci-
onality. Naprˇ´ıklad pro implementaci robota s diferencia´ln´ım podvozkem jsou zapo-
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trˇeb´ı jesˇteˇ reference SimulatedDifferentialDrive.2006.M06 a
SimulatedDifferentialDrive.2006.M06.Proxy.
Jelikozˇ je simulacˇn´ı engine take´ sluzˇba, je potrˇeba prˇidat ji jako partnerskou
sluzˇbu prˇida´n´ım atributu Partner, jak ukazuje na´sleduj´ıc´ı ko´d:
[Partner("Engine",
Contract = engineproxy.Contract.Identifier,
CreationPolicy = PartnerCreationPolicy.UseExistingOrCreate)]
private engineproxy.SimulationEnginePort _engineServicePort =
new engineproxy.SimulationEnginePort();
3.4.1 Vytva´rˇen´ı novy´ch entit robot˚u
MRDS podporuje rˇadu r˚uzny´ch typ˚u entit, ktere´ mohou by´t pouzˇity k vytvorˇen´ı si-
mulovane´ho hardware. Take´ poskytuje entity pro tvorbu prostrˇed´ı jako naprˇ. oblohy
nebo zemeˇ.
Entity robot˚u cˇasto obsahuj´ı dalˇs´ı vnorˇene´ entity, ktere´ mohou reprezentovat
senzory. Naprˇ´ıklad entita robota Pioneer 3DX obsahuje dalˇs´ı entity pro laserovy´
meˇrˇicˇ vzda´lenosti a senzory na´razu. K vytvorˇen´ı entity robota je mozˇne´ pouzˇ´ıt trˇ´ıdu
Pioneer3DX, ktera´ je obsazˇena v simulacˇn´ım engine. Tato trˇ´ıda deˇd´ı z Differen-
tialDriveEntity, ktera´ se pouzˇ´ıva´ k nastaven´ı fyzika´ln´ıch vlastnost´ı diferencia´ln´ıho
podvozku. Vytvorˇen´ı nove´ entity se provede takto:
Pioneer3DX robotBaseEntity = new Pioneer3DX(new Vector3(0, 1, 0));
Datovy´ typ Vector3 v prˇedchoz´ım ko´du je trˇ´ıda, ktera´ se pouzˇ´ıva´ k uchova´n´ı
pozice robota v 3D prostoru v simulacˇn´ı sce´neˇ.
Pro spusˇteˇn´ı sluzˇby, reprezentuj´ıc´ı motor robota Pioneer, je potrˇeba pouzˇ´ıt me-
todu CreateService, ktera´ vytvorˇ´ı sluzˇbu jako partnera entity, jak ukazuje na´sle-
duj´ıc´ı ko´d:
CreateService(
drive.Contract.Identifier,
Microsoft.Robotics.Simulation.Partners.CreateEntityPartner(
"http://localhost/" + robotBaseEntity.State.Name)
);
Podobny´m zp˚usobem je mozˇne´ vytvorˇit vnorˇene´ entity jako naprˇ´ıklad laserovy´
meˇrˇicˇ vzda´lenosti. To je mozˇne´ udeˇlat vytvorˇen´ım nove´ho objektu z trˇ´ıdy Laser-
RangeFinderEntity s pouzˇit´ım metody CreateService pro vytvorˇen´ı sluzˇby.
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4 ZPRACOVA´NI´ DAT Z JOYSTICKU
4.1 Joystick v MRDS
Joystick nastavuje promeˇnne´ X,Y a Rz v rozsahu ⟨−1000; 1000⟩ celocˇ´ıselneˇ. Vy´znam
jednotlivy´ch os a jejich orientaci ukazuje obra´zek 4.1. V klidove´ poloze jsou hodnoty
Y
-Y
-X
X
Rz
-Rz
Obr. 4.1: Popis os joysticku
jednotlivy´ch promeˇnny´ch nulove´. Data z joysticku je mozˇne´ cˇ´ıst pomoc´ı trˇ´ıdy in-
put.JoystickState. Tato trˇ´ıda obsahuje promeˇnne´ s aktua´ln´ımi daty z joysticku a
je soucˇa´st´ı instalace MRDS. Definici te´to trˇ´ıdy ukazuje na´sleduj´ıc´ı ko´d:
public class JoystickState
{
public bool[] Buttons;
public int[] PovHats;
public int Rx;
public int Ry;
public int Rz;
public int[] Sliders;
public int X;
public int Y;
public int Z;
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public JoystickState();
public override string ToString();
}
Tlacˇ´ıtka (Buttons), posuvn´ıky (Sliders) a pozicˇn´ı smeˇrove´ kloboucˇky (PovHats) jsou
definova´ny jako pole, jejichzˇ index je cˇ´ıslo prˇ´ıslusˇne´ho prvku na joysticku.
4.2 U´prava chova´n´ı joysticku
Sluzˇby DesktopJoystick a GameController se prˇi pohybu robota v doprˇedne´m
smeˇru chovaj´ı dle ocˇeka´va´n´ı, ovsˇem prˇi pohybu vzad je smeˇr zata´cˇen´ı robota v roz-
poru s ocˇeka´va´n´ım veˇtsˇiny uzˇivatel˚u, jak ukazuje obra´zek 4.2.
Obr. 4.2: Chova´n´ı robota prˇi ovla´da´n´ı sluzˇbou DesktopJoystick
Na´prava je jednoducha´ a spocˇ´ıva´ v editaci zdrojovy´ch ko´d˚u tak, aby prˇi kladne´
hodnoteˇ osy Y (joystick smeˇrˇuje dozadu) dosˇlo ke zmeˇneˇ zname´nka osy X.
4.2.1 U´prava sluzˇby DesktopJoystick
Zdrojove´ ko´dy te´to sluzˇby je mozˇne´ nale´zt v adresa´rˇi MRDS ve slozˇce /samples-
/UX/JoystickForm, kde je v souboru JoystickUI.cs potrˇeba upravit metodu pic-
Joystick_MouseMove ve trˇ´ıdeˇ JoystickUI. Je potrˇeba zmeˇnit rˇa´dek:
_axes.X = x;
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na
_axes.X = y < 0 ? x : -x;
4.2.2 U´prava sluzˇby GameController
Zdrojove´ ko´dy te´to sluzˇby jsou v adresa´rˇi MRDS ve slozˇce /samples/UX/Game-
Controller. Zde je v souboru GameControllerTypes.cs potrˇeba upravit metodu
Update ve trˇ´ıdeˇ Axes. Je potrˇeba zameˇnit:
_x = state.X;
_y = state.Y;
za
_y = state.Y;
_x = _y<0 ? state.X : -state.X;
Po kompilaci takto upraveny´ch sluzˇeb se v prostrˇed´ı VPL tyto sluzˇby objev´ı
s prˇedponou (User) naprˇ. (User) GameController.
4.3 U´prava citlivosti rˇ´ızen´ı
K u´praveˇ zp˚usobu zpracova´n´ı dat z joysticku je mozˇne´ pouzˇ´ıt sluzˇbu SimpleDashbo-
ard, ktera´ je kombinac´ı sluzˇeb DesktopJoystick, GameController a GenericDi-
fferentialDrive. Zdrojove´ soubory te´to sluzˇby se nacha´zej´ı v adresa´rˇi MRDS ve
slozˇce /samples/UX/SimpleDashboard.
Data z joysticku jsou zpracova´va´na v souboru DriveControl.cs metodou Upda-
teJoystickAxes ve trˇ´ıdeˇ DriveControl. Joystick ve trˇ´ıdeˇ axes nastavuje promeˇnne´
X,Y a Rz v rozsahu ⟨−1000; 1000⟩ celocˇ´ıselneˇ.
Takto vypada´ cˇa´st zdrojove´ho ko´du v metodeˇ UpdateJoystickAxes, ktera´ vy-
hodnocuje data z joysticku a urcˇuje z nich rychlost rotace jednotlivy´ch motor˚u robota
(promeˇnne´ left a right). Promeˇnna´ y obsahuje hodnotu -axes.Y:
if (y > -100)
{
left = y + axes.X / 4;
right = y - axes.X / 4;
}
else
{
left = y - axes.X / 4;
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right = y + axes.X / 4;
}
Z programu je patrne´, zˇe osa X ma´ cˇtyrˇikra´t sn´ızˇenou citlivost oproti ose Y. To
prˇisp´ıva´ ke snazsˇ´ı ovladatelnosti robota prˇi zata´cˇen´ı. Bez te´to sn´ızˇene´ citlivosti by
docha´zelo jizˇ prˇi mı´rne´m vychy´len´ı joysticku k nekontrolovane´ rotaci robota.
Prˇi prakticky´ch zkousˇka´ch rˇ´ızen´ı robota se ovsˇem uka´zalo, zˇe toto sn´ızˇen´ı citli-
vosti je prˇ´ıliˇs vysoke´ a ota´cˇen´ı robota je tud´ızˇ prˇ´ıliˇs pomale´. Proto je vhodne´ sn´ızˇit
citlivost pouze trˇikra´t a pro intuitivneˇjˇs´ı ovla´da´n´ı prˇidat i ovla´da´n´ı pomoc´ı rotace
joysticku (osa Rz), jak ukazuje na´sleduj´ıc´ı ko´d:
left = (int)(y + (axes.X / 3.0) + (axes.Rz / 3.0));
right = (int)(y - (axes.X / 3.0) - (axes.Rz / 3.0));
Jedna´ se pouze o cˇa´st ko´du v bloku, kdy je splneˇna podmı´nka y>0. V prˇ´ıpadeˇ zˇe
tato podmı´nka nebude platit, bude vypadat ko´d analogicky k prˇedchoz´ımu zdrojo-
ve´mu ko´du (dojde pouze ke zmeˇneˇ zname´nka za promeˇnnou y).
Osa Rz ma´ take´ trˇikra´t sn´ızˇenou citlivost, jelikozˇ take´ ovlivnˇuje rychlost zata´cˇen´ı
robota. Rychlost rotace robota lze, na rozd´ıl od prˇedchoz´ıho zp˚usobu rˇ´ızen´ı, zvy´sˇit
soucˇasny´m nakloneˇn´ım joysticku do strany a jeho rotac´ı. T´ım je dosazˇeno veˇtsˇ´ıho
rozsahu rychlosti zata´cˇen´ı pouzˇit´ım dvou r˚uzny´ch os joysticku.
Tento zp˚usob rˇ´ızen´ı ovsˇem nepocˇ´ıta´ s rychlost´ı robota, tud´ızˇ je zvolena´ citlivost
osy X vhodna´ sp´ıˇse pro vysˇsˇ´ı rychlosti j´ızdy robota. Prˇi n´ızke´ rychlosti je zata´cˇen´ı
prˇ´ıliˇs pomale´ a je tedy nutne´ pouzˇ´ıt k zata´cˇen´ı obeˇ osy joysticku. Prˇi velmi rychle´
j´ızdeˇ je zase zata´cˇen´ı azˇ prˇ´ıliˇs citlive´, proto bylo ovla´da´n´ı upraveno tak, aby se
prˇihl´ızˇelo k aktua´ln´ı pozˇadovane´ rychlosti robota v doprˇedne´m smeˇru. Upraveny´
ko´d vypada´ na´sledovneˇ:
left = (int)((y + (axes.X / (float)(((y > 500) ? y : 500) / 250.0))\
+ (axes.Rz / (float)(((y > 500) ? y : 500) / 250.0))));
right = (int)((y - (axes.X / (float)(((y > 500) ? y : 500) / 250.0))\
- (axes.Rz / (float)(((y > 500) ? y : 500) / 250.0))));
V tomto prˇ´ıpadeˇ je citlivost osy X nastavova´na podle aktua´ln´ı hodnoty osy Y.
Prˇ´ı n´ızky´ch hodnota´ch osy Y (do hodnoty 500) je osa X (stejneˇ tak i osa Rz) deˇlena
cˇ´ıslem 2. Zata´cˇen´ı robota prˇi n´ızky´ch rychlostech je tedy dostatecˇneˇ rychle´. Jakmile
se zvy´sˇ´ı pozˇadavek na doprˇednou rychlost (hodnota y nad 500) je jmenovatel pod´ılu
vypocˇ´ıta´n podle vztahu y/250.0. Prˇi maxima´ln´ı rychlosti (hodnota 1000) je tedy
osa X deˇlena cˇ´ıslem 4, ovla´da´n´ı robota prˇi maxima´ln´ı rychlosti tedy nen´ı tak citlive´
a nemu˚zˇe zp˚usobit nekontrolovanou rotaci.
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4.3.1 Pouzˇit´ı upravene´ sluzˇby ve VPL
Jakmile je sluzˇba zkompilova´na, objev´ı 1 se v prostrˇed´ı VPL nova´ sluzˇba nazvana´
(User) SimpleDashboard, kterou je mozˇne´ pouzˇ´ıt prˇida´n´ım na pracovn´ı plochu
v prostrˇed´ı VPL. Sluzˇbeˇ je mozˇne´ prˇiˇradit manifest (v´ıce o tvorbeˇ projektu je mozˇne´
nale´zt v kapitole 3.2 na straneˇ 15). Na obra´zku 4.3 je sluzˇbeˇ prˇiˇrazen manifest s mo-
delem hrˇiˇsteˇ pro roboticky´ fotbal, ktery´ vznikl v ra´mci rˇesˇen´ı semestra´ln´ı pra´ce [6].
Obr. 4.3: Nastaven´ı manifestu ve sluzˇbeˇ (User) SimpleDashboard
Sluzˇba SimpleDashboard obsahuje uzˇivatelske´ rozhran´ı pro jej´ı ovla´da´n´ı, ktere´ je
zobrazeno na obra´zku 4.4. Pro propojen´ı joysticku s robotem slouzˇ´ı tlacˇ´ıtko Connect
v cˇa´sti okna Remote Node. T´ım sluzˇba nacˇte seznam sluzˇeb, ktere´ jsou na dane´m
pocˇ´ıtacˇi spusˇteˇne´ a ktere´ je mozˇne´ ovla´dat pomoc´ı joysticku. V seznamu je mozˇne´
zvolit robota, ktery´ bude ovla´da´n a dvojklikem je mozˇne´ zapnout jeho motor. In-
dikace stavu motoru je zobrazena v cˇa´sti okna Differential Drive v polozˇce Motor.
V cˇa´sti okna Direct Input Device je mozˇne´ vybrat hardwarovy´ joystick prˇipojeny´
k pocˇ´ıtacˇi, ktery´ bude pouzˇit k ovla´da´n´ı, nebo je mozˇne´ pouzˇ´ıt softwarovy´ joystick
v te´zˇe sekci okna ovla´dany´ pomoc´ı mysˇi. Stisknut´ım tlacˇ´ıtka Drive zacˇne by´t robot
ovla´da´n pomoc´ı zvolene´ho zarˇ´ızen´ı.
1Pokud je sluzˇba kompilova´na poprve´ a soucˇasneˇ je spusˇteˇno prostrˇed´ı VPL, sluzˇba se v neˇm
objev´ı azˇ po jeho ukoncˇen´ı a opeˇtovne´m spusˇteˇn´ı.
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Obr. 4.4: Uzˇivatelske´ rozhran´ı sluzˇby SimpleDashboard
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5 VYTVORˇENE´ SLUZˇBY
Beˇhem rˇesˇen´ı pra´ce byly navrzˇeny sluzˇby MyRobot a PositionRecorder. Take´ byla
upravena jizˇ existuj´ıc´ı sluzˇba SimpleDashboard.
5.1 MyRobot
Sluzˇba MyRobot slouzˇ´ı ke spusˇteˇn´ı vsˇech nezbytny´ch soucˇa´st´ı vcˇetneˇ simulacˇn´ıho pro-
strˇed´ı. Zajiˇst’uje tvorbu vsˇech entit v simulaci jako tvorbu oblohy, podlahy, osveˇtlen´ı
sce´ny, tvorbu robota (vzhled a parametry robota byly navrzˇeny beˇhem rˇesˇen´ı semest-
ra´ln´ı pra´ce [6]) a kamery na neˇm umı´steˇne´. Spousˇt´ı take´ ostatn´ı sluzˇby, vytvorˇene´
v ra´mci te´to pra´ce.
Tato sluzˇba je pouzˇita prˇi tvorbeˇ projektu v prostrˇed´ı VPL. Je potrˇeba j´ı prˇiˇradit
stejnojmenny´ manifest. Vzhled sluzˇby v prostrˇed´ı VPL ukazuje obra´zek 5.1.
Obr. 5.1: Vzhled sluzˇby MyRobot v prostrˇed´ı VPL
5.2 SimpleDashboard
Tato sluzˇba je soucˇa´st´ı instalace MRDS a pro potrˇeby te´to pra´ce byla upravena. Je
v n´ı implementova´na veˇtsˇina funkc´ı. Jedna´ se o komunikaci s joystickem, zjiˇst’ova´n´ı
pozice robota (viz kapitola 6 na straneˇ 29), pos´ıla´n´ı nezbytny´ch dat sluzˇbeˇ Posi-
tionRecorder (viz kapitola 6.2 na straneˇ 30), rezˇim automaticke´ j´ızdy robota (viz
kapitola 7.1 na straneˇ 34), vykreslova´n´ı dra´hy (viz kapitola 7.2 na straneˇ 36), rezˇim
ucˇen´ı (viz kapitola 7.3 na straneˇ 36), spolupra´ce s algoritmem diferencia´ln´ı evoluce
(viz kapitola 8.4 na straneˇ 42) a tvorba map (viz kapitola 9.1 na straneˇ 44).
Soucˇa´st´ı te´to sluzˇby je take´ uzˇivatelske´ rozhran´ı, ktere´ bylo upraveno k ovla´da´n´ı
a nastaven´ı vy´sˇe zmı´neˇny´ch funkc´ı. Vzhled upravene´ho uzˇivatelske´ho rozhran´ı je na
obra´zku 5.2.
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Obr. 5.2: Upravene´ uzˇivatelske´ rozhran´ı sluzˇby SimpleDashboard s vyznacˇeny´mi
oblastmi, ktere´ byly prˇida´ny
5.3 PositionRecorder
Pro u´cˇel zaznamena´va´n´ı projete´ dra´hy byla vytvorˇena sluzˇba PositionRecorder.
Prˇij´ıma´ zpra´vy o pozici robota, smeˇru jeho natocˇen´ı, rychlosti, vy´konu motor˚u a
poloze joysticku a tyto informace ukla´da´ do souboru (viz kapitola 6.3.1 na straneˇ 32).
Soucˇa´st´ı sluzˇby je take´ uzˇivatelske´ rozhran´ı, ktere´ je bl´ızˇe popsa´no v kapitole 6.3 na
straneˇ 31.
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6 ZAZNAMENA´VA´NI´ POZICE ROBOTA
Pro u´cˇely zaznamena´va´n´ı trasy robota a adaptace joysticku na uzˇivatele je nezbytne´
ukla´dat beˇhem j´ızdy robota jeho aktua´ln´ı pozici, natocˇen´ı a cˇas porˇ´ızen´ı teˇchto dat.
K tomu je zapotrˇeb´ı z´ıskat objekt robota ze simulacˇn´ıho engine.
6.1 Z´ıska´n´ı objektu robota ze simulace
Pro komunikaci se simulacˇn´ım engine jsou ve trˇ´ıdeˇ SimpleDashboardService vy-
tvorˇeny objekty:
SimulationEnginePort _simEngine;
SimulationEnginePort _notificationTarget;
Da´le je v te´to trˇ´ıdeˇ vytvorˇena metoda GetRobot pro nacˇten´ı objektu ze simulace.
V n´ı je objekt, slouzˇ´ıc´ı k zˇa´dosti o zasla´n´ı objektu entity ze simulace:
EntitySubscribeRequestType sub = new EntitySubscribeRequestType();
Do jeho promeˇnne´ Name se zapisuje na´zev entity, ktera´ je pozˇadova´na (jme´no entity
robota je
”
MyRobot“). Zˇa´dost se odes´ıla´ pomoc´ı portu simulacˇn´ıho engine takto:
_simEngine.Subscribe(sub, _notificationTarget).Choice(...);
Zˇa´dana´ entita bude ze simulace odesla´na zpeˇt do sluzˇby na port _notification-
Target. Proto je potrˇeba na tomto portu zaregistrovat handler, ktery´ zpracuje prˇ´ı-
choz´ı objekt robota:
Activate(new Interleave(new TeardownReceiverGroup(
Arbiter.Receive<simengine.InsertSimulationEntity>(false,
_notificationTarget, InsertEntityNotificationHandler), ...
Komunikaci mezi sluzˇbou SimpleDashboard a simulacˇn´ım engine ukazuje obra´-
zek 6.1.
Prˇi cˇten´ı z takto z´ıskane´ho objektu jsou z´ıska´va´na aktua´ln´ı data prˇ´ımo ze si-
mulace. Pro cˇten´ı pozice robota se pouzˇ´ıva´ promeˇnna´ State.Pose.Position a pro
cˇten´ı orientace robota promeˇnna´ State.Pose.Orientation. Obdobny´m zp˚usobem
lze z´ıskat libovolnou entitu z prostrˇed´ı simulace.
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GetRobot();
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Obr. 6.1: Sche´ma komunikace prˇi zˇa´dosti o objekt entity ze simulacˇn´ıho engine
6.2 Zas´ıla´n´ı zpra´v s aktua´ln´ı pozic´ı robota
Sluzˇba SimpleDashboard v pravidelny´ch intervalech zjiˇst’uje aktua´ln´ı pozici robota,
smeˇru jeho natocˇen´ı, rychlosti, vy´konu motor˚u a data z joysticku a odes´ıla´ je po-
moc´ı objektu PositionJoystick, ktery´ byl vytvorˇen beˇhem rˇesˇen´ı te´to pra´ce a ktery´
obsahuje potrˇebne´ promeˇnne´ pro prˇeda´n´ı vesˇkery´ch dat. K tomuto u´cˇelu slouzˇ´ı me-
toda TimerHandler, ktera´ vytvorˇ´ı novy´ objekt trˇ´ıdy PositionJoystick, ulozˇ´ı do
neˇj aktua´ln´ı informace ze simulace a odesˇle jej.
Aby se dana´ metoda spousˇteˇla periodicky je potrˇeba vytvorˇit port, na neˇjzˇ se
bude pos´ılat upozorneˇn´ı. Vytvorˇen´ı portu ilustruje na´sleduj´ıc´ı ko´d:
private Port<DateTime> _timerPort = new Port<DateTime>();
Prˇi spusˇteˇn´ı sluzˇby SimpleDashboard je na tento port zasla´na zpra´va pomoc´ı
metody Post a je zaregistrova´na obsluha zpra´v, prˇicha´zej´ıc´ıch na tento port:
_timerPort.Post(DateTime.Now);
Activate(Arbiter.Receive(true, _timerPort, TimerHandler));
Takto odeslana´ zpra´va spust´ı vykona´va´n´ı metody TimerHandler. Ta odesˇle ak-
tua´ln´ı data pomoc´ı metody SendNotification pomoc´ı portu _positionsubmana-
gerPort, cozˇ je port sluzˇby SubscriptionManager (v´ıce v [2]).
base.SendNotification(_positionsubmanagerPort,
new positionJoystick.Replace(newstate));
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Nakonec metoda TimerHandler odesˇle zpra´vu na port _timerPort s urcˇity´m
zpozˇdeˇn´ım, ktere´ se vypocˇ´ıta´ na za´kladeˇ frekvence odes´ıla´n´ı ulozˇene´ v promeˇnne´
UpdateFreq. To zp˚usob´ı zˇe po uplynut´ı dane´ doby dojde k opeˇtovne´mu spusˇteˇn´ı
te´to metody.
Activate(Arbiter.Receive(false, TimeoutPort((int)Math.Round(1000.0 /
(double)UpdateFreq)), delegate(DateTime time)
{
_timerPort.Post(time);
}));
6.3 Sluzˇba PositionRecorder
Pro zaznamena´va´n´ı pozice robota byla vytvorˇena nova´ sluzˇba, ktera´ se jmenuje
PositionRecorder (v´ıce o tvorbeˇ nove´ sluzˇby naleznete v kapitole 3.3). Tato sluzˇba
prˇij´ıma´ zpra´vy o aktua´ln´ı pozici robota, smeˇru jeho natocˇen´ı, rychlosti, vy´konu mo-
tor˚u a data z joysticku od sluzˇby SimpleDashboard. Tyto u´daje jsou ukla´da´ny do
souboru s prˇ´ıponou .log a je mozˇne´ takto nahranou dra´hu vykreslit v simulaci a
nechat robota zopakovat pr˚ujezd touto dra´hou nebo na n´ı prove´st proces ucˇen´ı.
Soucˇa´st´ı te´to sluzˇby je take´ uzˇivatelske´ rozhran´ı, ktere´ je na obra´zku 6.2. Je roz-
Obr. 6.2: Uzˇivatelske´ rozhran´ı sluzˇby PositionRecorder
deˇleno na dveˇ hlavn´ı cˇa´sti: Status a Log File. V prvn´ım z nich je zobrazen stav sluzˇby,
ktery´ je indikova´n na´pisem Not Running nebo Running a jeho barvou (zelena´ pro
beˇzˇ´ıc´ı zaznamena´va´n´ı a cˇervena´ pro neaktivn´ı stav).
Cˇa´st Log File slouzˇ´ı k vy´beˇru souboru, do ktere´ho bude za´znam zapisova´n. Sou-
bor je mozˇne´ vybrat pomoc´ı standardn´ıho syste´move´ho dialogu pro otevrˇen´ı souboru
(prvn´ı tlacˇ´ıtko vedle textove´ho pole) nebo je mozˇne´ nechat vytvorˇit na´zev souboru
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z aktua´ln´ıho data a cˇasu jeho vytvorˇen´ı (druhe´ tlacˇ´ıtko vedle textove´ho pole), naprˇ.
PositionLog_Y2011_M2_D19_17.7.56.log.
Pro ovla´da´n´ı beˇhu sluzˇby slouzˇ´ı tlacˇ´ıtka Start a Stop ve spodn´ı cˇa´sti okna.
6.3.1 Prˇ´ıjem zpra´v
Sluzˇba PositionRecorder prˇij´ıma´ zpra´vy o pozici robota, jeho natocˇen´ı, rych-
lost a pozici joysticku od sluzˇby SimpleDashboard. Tyto zpra´vy obsahuj´ı objekt
PositionJoystick, ktery´ byl vytvorˇen beˇhem rˇesˇen´ı te´to pra´ce a ktery´ obsahuje
potrˇebne´ promeˇnne´ pro prˇeda´n´ı vesˇkery´ch dat. Pomoc´ı tohoto datove´ho typu je
mozˇne´ si zaregistrovat handler, ktery´ se spust´ı prˇi prˇ´ıchodu zpra´vy na urcˇity´ port
(v tomto prˇ´ıpadeˇ _positionJoystickNotify), jak ukazuje na´sleduj´ıc´ı ko´d:
this.MainPortInterleave.CombineWith(new Interleave(
new ExclusiveReceiverGroup(
Arbiter.ReceiveWithIterator<positionJoystick.Replace>(true,
_positionJoystickNotify, PositionJoystickNotifyReplaceHandler),...
Da´le je nutne´ se k objektu PositionJoystick podepsat (subscribe), aby mohly by´t
dane´ zpra´vy dorucˇova´ny:
Arbiter.Choice(
_positionJoystickPort.Subscribe(_positionJoystickNotify),..
Komunikaci prˇi pozˇadavku na podepsa´n´ı (subscribe) a prˇi zas´ıla´n´ı zpra´v mezi pro-
ducentem a konzumentem uda´losti zobrazuje obra´zek 6.3.
SubscriptionManager
Publisher
SendNotiﬁcation();
Even
t
Subscriber
NotifycationHandler();
Forward event
Subsribe();
Subscribe request
Obr. 6.3: Vztah mezi producentem (publisher) a konzumentem (subscriber)
Nyn´ı se prˇi kazˇde´m prˇijet´ı zpra´vy o pozici robota spust´ı metoda Position-
JoystickNotifyReplaceHandler, ktera´ jako parametr obdrzˇ´ı objekt trˇ´ıdy Posi-
tionJoystick obsahuj´ıc´ı potrˇebna´ data. Sche´ma komunikace mezi sluzˇbami Sim-
pleDashboard a PositionRecorder je na obra´zku 6.4.
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SubscriptionManager
_positionsubmanagerPort
SimpleDashboard
SendNotiﬁcation();
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tate
_positionJoystickNotify
PositionRecorder
PositionJoystickNotifyReplaceHandler();
newstate
Obr. 6.4: Sche´ma komunikace prˇi pos´ıla´n´ı nove´ho stavu robota mezi sluzˇbami
SimpleDashboard a PositionRecorder
Prˇi spusˇteˇn´ı zaznamena´va´n´ı se do prˇ´ıslusˇne´ho souboru zap´ıˇse jedna pozice ro-
bota a pak sluzˇba vycˇka´va´, dokud nedojde ke zmeˇneˇ pozice joysticku (uzˇivatel po-
hne s joystickem). V tu chv´ıli zacˇne sluzˇba ukla´dat prˇicha´zej´ıc´ı data do souboru.
Zaznamena´va´ ovsˇem pouze zpra´vy, ktere´ obsahuj´ı neˇjakou zmeˇnu, aby nedocha´zelo
k ukla´da´n´ı nepotrˇebny´ch dat a sn´ızˇila se tak datova´ na´rocˇnost ukla´dane´ho souboru.
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7 AUTOMATICKY´ PRU˚JEZD DRA´HY ROBO-
TEM
K zaznamena´n´ı dra´hy robota je pouzˇita sluzˇba PositionRecorder, ktera´ je popsa´na
v kapitole 6.3 na straneˇ 31. Vy´stupem te´to sluzˇby je soubor se za´znamem projete´
dra´hy. Tento soubor slouzˇ´ı jako vstup prˇi opakovane´m projet´ı dra´hy v automaticke´m
rezˇimu. K tomuto u´cˇelu byla upravena sluzˇba SimpleDashboard a jej´ı uzˇivatelske´
rozhran´ı, ktere´ je na obra´zku 5.2.
7.1 Rezˇim j´ızdy
Rezˇim j´ızdy vykona´va´ metoda AutoDriving. Tato metoda slouzˇ´ı k nacˇ´ıta´n´ı dat ze
souboru s projetou dra´hou. Je spusˇteˇna, pokud uzˇivatel stiskne tlacˇ´ıtko Driving
v uzˇivatelske´m rozhran´ı sluzˇby SimpleDashboard v sekci Automatic Drive (viz ob-
ra´zek 7.1). Jej´ı beˇh je indikova´n zama´cˇknut´ım tohoto tlacˇ´ıtka. Kdykoliv beˇhem j´ızdy
Obr. 7.1: Cˇa´st uzˇivatelske´ho rozhran´ı sluzˇby SimpleDashboard s vyznacˇenou volbou
Driving
je mozˇne´ toto tlacˇ´ıtko znovu stisknout a j´ızda bude ihned ukoncˇena.
Metoda nacˇte jeden rˇa´dek se za´znamem trasy ze souboru a vycˇka´ potrˇebnou
dobu na za´pis novy´ch parametr˚u do entity robota. Tato doba se vypocˇ´ıta´ podle
cˇasu v za´znamu trasy (je zde ukla´da´na cˇasova´ znacˇka vztazˇena´ k zacˇa´tku j´ızdy) a
aktua´ln´ı j´ızdn´ı doby. Tento vy´pocˇet ilustruje na´sleduj´ıc´ı ko´d:
int delay = (int)elapsed - CompareTime(DateTime.Now,
_autoDrivingState.StartTime);
Vsˇechny cˇasy jsou uda´va´ny v milisekunda´ch. Promeˇnna´ elapsed je cˇasova´ znacˇka
nacˇtena´ ze souboru s dra´hou a promeˇnna´ _autoDrivingState.StartTime uchova´va´
cˇas zacˇa´tku j´ızdy. T´ımto vy´pocˇtem je zjiˇsteˇna doba, ktera´ zby´va´ do aktualizace
parametr˚u robota. Na tuto dobu se metoda pozastav´ı prˇ´ıkazem:
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System.Threading.Thread.Sleep(delay);
Po uplynut´ı te´to doby jsou do entity robota zapsa´na nova´ data jedn´ım z na´sleduj´ıc´ıch
zp˚usob˚u. Tento postup se cyklicky opakuje, dokud nen´ı dosazˇeno konce souboru
s dra´hou nebo uzˇivatel neprˇerusˇ´ı rezˇim j´ızdy.
7.1.1 Rˇı´zen´ı pomoc´ı vy´konu motor˚u
Jedn´ım z mozˇny´ch zp˚usob˚u rˇ´ızen´ı robota prˇi automaticke´m pr˚ujezdu urcˇenou dra´hou
je zaznamena´vat vy´kony jednotlivy´ch motor˚u a ty na´sledneˇ nastavovat ve stejne´m
sledu a cˇasovy´ch odstupech.
Potrˇebne´ trˇ´ıdy se nacha´zej´ı v oboru na´zv˚u Microsoft.Robotics.Services.-
Drive.Proxy. Pro jednoduchost pouzˇit´ı je tento obor na´zv˚u prˇejmenova´n na drive.
Pro zˇa´dost o nastaven´ı vy´konu je potrˇeba vytvorˇit objekt trˇ´ıdy SetDrivePower-
Request, jak ukazuje na´sleduj´ıc´ı ko´d:
drive.SetDrivePowerRequest request =
new drive.SetDrivePowerRequest();
Takto vytvorˇeny´ objekt obsahuje promeˇnne´ LeftWheelPower a RightWheel-
Power, do ktery´ch je mozˇno zapsat pozˇadovany´ vy´kon dane´ho motoru v rozsahu
⟨0; 1⟩ v double precission. Nyn´ı je potrˇeba tento objekt odeslat:
_drivePort.SetDrivePower(request);
Objekt _drivePort je objektem trˇ´ıdy DriveOperations.
Tento zp˚usob rˇ´ızen´ı se ovsˇem uka´zal by´t prˇ´ıliˇs neprˇesny´m. Prˇ´ıcˇinou je prˇedevsˇ´ım
zp˚usob nastavova´n´ı vy´kon˚u motor˚u. Pozˇadavek je odes´ıla´n do sluzˇby motoru robota
a nen´ı mozˇne´ zarucˇit jeho vcˇasne´ dorucˇen´ı. V d˚usledku toho docha´z´ı ke kumulaci
drobny´ch odchylek beˇhem j´ızdy a ve vy´sledku k odchy´len´ı se robota od pozˇadovane´
dra´hy.
7.1.2 Rˇı´zen´ı pomoc´ı zmeˇny pozice robota
Dalˇs´ım zp˚usobem rˇ´ızen´ı robota prˇi automaticke´m pr˚ujezdu urcˇenou dra´hou je za-
znamena´vat pozici a smeˇr natocˇen´ı robota. Prˇi pr˚ujezdu dra´hou je robot umist’ova´n
na danou pozici.
K tomu je zapotrˇeb´ı mı´t ulozˇeny´ objekt robota, d´ıky neˇmuzˇ je mozˇne´ jeho pozici
snadno meˇnit. Zp˚usob z´ıska´n´ı objektu robota ze simulace je popsa´n v kapitole 6.1
na straneˇ 29. K nastaven´ı pozice a u´hlu natocˇen´ı robota je vyuzˇita metoda SetPose
v objektu entity robota robotBase, jak ukazuje na´sleduj´ıc´ı ko´d:
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robotBase.PhysicsEntity.SetPose(new Pose(pozice, theta));
Prˇi tomto zp˚usobu rˇ´ızen´ı docha´z´ı take´ ke zpozˇdeˇn´ı prˇi nastaven´ı pozice robota,
ovsˇem nedocha´z´ı ke kumulaci chyb a rˇ´ızen´ı je tud´ızˇ dostatecˇneˇ prˇesne´ pro opakovany´
pr˚ujezd dra´hou.
7.2 Vykreslen´ı dra´hy
Pro kontrolu spra´vnosti rˇ´ızen´ı robota a pro pozdeˇjˇs´ı rezˇim ucˇen´ı (viz kapitola 7.3) je
potrˇeba proj´ızˇdeˇnou dra´hu graficky zobrazit ve VSE. K tomuto u´cˇelu je prˇi zaha´jen´ı
rezˇimu automaticke´ho rˇ´ızen´ı nebo rezˇimu ucˇen´ı vygenerova´na bitmapa s proj´ızˇdeˇ-
nou trasou. Cˇa´ra je vyhlazova´na pomoc´ı metody zvane´ Anti-aliasing. Bitmapa je
na´sledneˇ umı´steˇna na podlahu hrˇiˇsteˇ v simulacˇn´ım prostrˇed´ı, ktera´ je tvorˇena en-
titou nazvanou Underlay. Obra´zek 7.2 zobrazuje vykreslenou dra´hu beˇhem rezˇimu
j´ızdy. Pokud je v uzˇivatelske´m rozhran´ı v sekci Automatic drive zasˇkrtnuta volba
Obr. 7.2: Vykreslena´ dra´ha v prostrˇed´ı VSE beˇhem rezˇimu j´ızdy
Mazat cˇa´ru, je cˇa´ra po dokoncˇen´ı rezˇimu j´ızdy nebo ucˇen´ı, prˇ´ıpadneˇ prˇi jejich prˇe-
rusˇen´ı uzˇivatelem, smaza´na.
7.3 Rezˇim ucˇen´ı
Tento rezˇim slouzˇ´ı k zaznamena´n´ı reakc´ı uzˇivatele (pohyb joysticku) beˇhem auto-
maticke´ho projet´ı dra´hy robotem. Uzˇivatel si ma´ v tomto rezˇimu prˇedstavovat, zˇe
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robota opravdu rˇ´ıd´ı a podle toho pohybovat s joystickem. Prˇi tomto rezˇimu je ukla´-
da´n soubor s prˇ´ıponou .learn a stejny´m na´zvem jako soubor s projetou dra´hou.
Obsahuje vy´kony jednotlivy´ch motor˚u robota a data z joysticku. U´daje slouzˇ´ı pro
adaptaci rˇ´ızen´ı na dane´ho uzˇivatele. Tento rezˇim je spusˇteˇn, pokud uzˇivatel stiskne
tlacˇ´ıtko Learning v uzˇivatelske´m rozhran´ı sluzˇby SimpleDashboard v sekci Auto-
matic Drive (viz obra´zek 7.3). Po spusˇteˇn´ı sluzˇba vycˇka´va´ na za´sah uzˇivatele (pohyb
joysticku).
Obr. 7.3: Cˇa´st uzˇivatelske´ho rozhran´ı upravene´ sluzˇby SimpleDashboard s vyznacˇe-
nou volbou Learning
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8 ADAPTACE OVLA´DA´NI´
Tato kapitola cˇerpa´ ze zdroj˚u [9, 10].
Adaptace je evolucˇn´ı proces, prˇi neˇmzˇ se interpret joysticku prˇizp˚usobuje stylu
rˇ´ızen´ı uzˇivatele. Prˇi tomto procesu jsou vyuzˇ´ıva´na data z´ıskana´ prˇi rezˇimu ucˇen´ı (viz
kapitola 7.3). Adaptace je prova´deˇna zmeˇnou trˇ´ı za´kladn´ıch parametr˚u prˇevodn´ı
funkce (viz rovnice 8.1 a rovnice 8.2). Tyto rovnice umozˇnˇuj´ı zmeˇnu orientace a
zmeˇnu citlivosti os X a Rz beˇhem adaptace.
|Y| ≤ Zlom:
𝐿,𝑅 = 𝑌 ± sign(𝑌 ) 𝑋𝑍𝑙𝑜𝑚+𝐶
𝐷
± 𝑅𝑧𝑍𝑙𝑜𝑚+𝐶
𝐷
(8.1)
|Y| > Zlom:
𝐿,𝑅 = 𝑌 ± sign(𝑌 ) 𝑋|𝑌 |+𝐶
𝐷
± 𝑅𝑧|𝑌 |+𝐶
𝐷
(8.2)
Promeˇnne´:
L . . . . . . . . vy´kon leve´ho motoru
R . . . . . . . . vy´kon prave´ho motoru
X . . . . . . . . na´klon joysticku ve smeˇru osy X
Y . . . . . . . . na´klon joysticku ve smeˇru osy Y
Rz . . . . . . . na´klon joysticku ve smeˇru osy Rz
Parametry:
C . . . . . . . . cˇinitel sklonu
D . . . . . . . . deˇlitel
Zlom . . . . hodnota osy Y, prˇi ktere´ docha´z´ı ke zmeˇneˇ interpretace dat
Dokud je hodnota promeˇnne´ Y mensˇ´ı nebo rovna hodnoteˇ parametru Zlom,
jsou promeˇnne´ X a Rz deˇleny konstantou. Prˇi zvy´sˇen´ı hodnoty promeˇnne´ Y nad
hodnotu parametru Zlom je velikost jmenovatel˚u obou zlomk˚u za´visla´ na velikosti
promeˇnne´ Y. S rostouc´ı hodnotou Y stoupa´ hodnota jmenovatel˚u a tedy klesa´ cit-
livost rˇ´ızen´ı pro osy X a Rz. Graficke´ zna´zorneˇn´ı za´vislosti rozd´ılu vy´kon˚u motor˚u
na promeˇnne´ Y pro r˚uzne´ hodnoty za´kladn´ıch parametr˚u a r˚uzne´ hodnoty osy X je
na obra´zku 8.1. Rozd´ıl vy´kon˚u motor˚u je vypocˇ´ıta´n dle vztahu 8.3.
∆𝑅 = 𝐿(𝑋, 𝑌,𝑅𝑧)−𝑅(𝑋, 𝑌,𝑅𝑧) (8.3)
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𝐷 = 333; 𝐶 = 0; 𝑍𝑙𝑜𝑚 = 500
𝐷 = 500; 𝐶 = 250; 𝑍𝑙𝑜𝑚 = 500
𝐷 = 1000; 𝐶 = 1000; 𝑍𝑙𝑜𝑚 = 500
Obr. 8.1: Graf za´vislosti rozd´ılu vy´kon˚u motor˚u na ose Y pro r˚uzne´ hodnoty para-
metr˚u
8.1 Hleda´n´ı globa´ln´ıch extre´mu
Pro nalezen´ı nejlepsˇ´ıho prˇizp˚usoben´ı je potrˇeba naj´ıt takove´ parametry prˇevodn´ı
funkce, ktere´ minimalizuj´ı odchylku od referencˇn´ı dra´hy (zp˚usob vy´pocˇtu odchylky
je popsa´n v kapitole 8.4 na straneˇ 42). K tomuto u´cˇelu slouzˇ´ı optimalizacˇn´ı metoda.
Jako oblast hleda´n´ı Ω extre´mu prˇevodn´ı funkce byla zvolena oblast ohranicˇena´ hod-
notami parametr˚u:
𝐶 ∈ ⟨−500; 500⟩
𝐷 ∈ ⟨−500; 500⟩ − {0}
𝑍𝑙𝑜𝑚 ∈ ⟨0; 500⟩
Postup prˇi hleda´n´ı globa´ln´ıch extre´mu˚ optimalizacˇn´ı metodou
1. Urcˇen´ı na´hodny´ch bod˚u z oblasti hleda´n´ı Ω
2. Testova´n´ı prˇevodn´ı funkce pro dane´ body
3. Urcˇen´ı novy´ch bod˚u pomoc´ı optimalizacˇn´ı metody
Cyklus 2. – 3. se opakuje azˇ do nalezen´ı extre´mu prˇevodn´ı funkce.
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8.2 Optimalizacˇn´ı metody
Druh˚u optimalizacˇn´ıch metod existuje velke´ mnozˇstv´ı. Kazˇdou metodu je mozˇne´
da´le upravit pro rˇesˇen´ı konkre´tn´ıho proble´mu. Mezi za´kladn´ı druhy optimalizacˇn´ıch
metod patrˇ´ı metody:
1. stochasticke´
2. geometricke´
3. evolucˇn´ı
8.2.1 Stochasticke´ metody
Tato metoda je nejjednodusˇsˇ´ı a pro nalezen´ı extre´mu vyuzˇ´ıva´ principu na´hody. Nove´
parametry generuje na´hodneˇ z oblasti hleda´n´ı Ω a pote´ je testuje na prˇevodn´ı funkci.
Nalezene´ minimum nebo maximum je prohla´sˇeno za extre´m dane´ funkce. Nevy´hodou
te´to metody je za´vislost na na´hodeˇ a nemozˇnost prˇedpov´ıdat jej´ı pr˚ubeˇh ani dobu
hleda´n´ı.
8.2.2 Geometricke´ metody
Geometricke´ metody pouzˇ´ıvaj´ı geometrii k nalezen´ı mı´sta extre´mu funkce. Prˇ´ıkla-
dem mu˚zˇe by´t simplexova´ metoda vyuzˇ´ıvaj´ıc´ı k urcˇen´ı novy´ch testovac´ıch bod˚u
jednoduche´ geometricke´ tvary. Ve dvourozmeˇrne´m prostoru pouzˇ´ıva´ rovnostranny´
troju´heln´ık, v trojrozmeˇrne´m prostoru pravidelny´ cˇtyrˇsteˇn. Urcˇova´n´ı nove´ho testo-
vane´ho bodu se rˇ´ıd´ı pravidlem, kdy je bod s nejhorsˇ´ı hodnotou, v ra´mci dane´ho
geometricke´ho tvaru, nahrazen novy´m vrcholem tak, aby opeˇt vznikl dany´ geomet-
ricky´ tvar.
Nevy´hodou te´to metody je vysoka´ sˇance, zˇe se postup hleda´n´ı zastav´ı v loka´ln´ım
extre´mu, ktery´ nen´ı globa´ln´ım extre´mem.
8.2.3 Evolucˇn´ı metody
Evolucˇn´ı metody implementuj´ı do optimalizace za´konitosti prˇ´ırody. Za´kladn´ım pra-
vidlem je:
”
Do nove´ generace se nedostane zˇa´dny´ slaby´ jedinec“ [9]
Za´kladn´ım prvkem evolucˇn´ıch metod je jedinec. Jedna´ se o vektor o 𝑑 + 1 slozˇ-
ka´ch, kde 𝑑 je pocˇet hledany´ch parametr˚u. Posledn´ı prvek vektoru je vyuzˇ´ıva´n jako
funkcˇn´ıho hodnota parametr˚u dane´ho jedince. Mnozˇina teˇchto jedinc˚u se nazy´va´
populace. V pr˚ubeˇhu hleda´n´ı extre´mu˚ vznikaj´ı nove´ populace slozˇene´ z kombinace
starsˇ´ıch a novy´ch jedinc˚u. Konkre´tn´ı populace v te´to posloupnosti se nazy´va´ gene-
race. Jedn´ım z evolucˇn´ıch algoritmu˚ je diferencia´ln´ı evoluce.
40
8.3 Diferencia´ln´ı evoluce
Diferencia´ln´ı Evoluce (DE) je velmi jednoducha´ na naprogramova´n´ı a velmi rychla´
i pro v´ıce rozmeˇr˚u. Na rozd´ıl od geometricky´ch optimalizacˇn´ıch metod doka´zˇe spo-
lehliveˇ naj´ıt globa´ln´ı extre´m c´ılove´ funkce. Doka´zˇe naj´ıt i v´ıce globa´ln´ıch extre´mu
dane´ funkce [9]. Vy´hodou je take´ mozˇnost pracovat s libovolny´m druhem dat a jejich
kombinacemi.
Kazˇdy´ jedinec z 𝑗-te´ generace vytva´rˇ´ı pra´veˇ jednoho potomka, ktery´ bude cˇlenem
𝑗 + 1 generace.
8.3.1 Algoritmus a jeho parametry
Algoritmus DE pracuje se dveˇma populacemi P a Q o stejne´m pocˇtu jedinc˚u N. Novy´
jedinec y je vytvorˇen z aktua´ln´ıho jedince x𝑖 stare´ populace P a z jedince u vytvo-
rˇene´ho mutac´ı. V prˇ´ıpadeˇ, zˇe je novy´ jedinec lepsˇ´ı nezˇ stary´, dojde k vlozˇen´ı nove´ho
jedince do nove´ populace Q. V opacˇne´m prˇ´ıpadeˇ postupuje do nove´ generace ak-
tua´ln´ı jedinec. Po vytvorˇen´ı cele´ nove´ populace Q je touto populac´ı nahrazena stara´
populace P. Tento cyklus pokracˇuje dokud nedojde k dosazˇen´ı ukoncˇovac´ı podmı´nky.
Algoritmus 1 ukazuje, jak mu˚zˇe by´t diferencia´ln´ı evoluce zapsa´na v pseudoko´du [10].
Algoritmus 1 Diferencia´ln´ı evoluce
generuj P = (x1,x2,...,x𝑁); (N bod˚u v D)
repeat
for i:=1 to N do
urcˇi vektor u pro mutaci
vytvorˇ y krˇ´ızˇen´ım u a x𝑖
if f(y) < f(x𝑖) then
vlozˇ y do Q
else
vlozˇ x𝑖 do Q
end if
end for
P := Q;
until podmı´nka ukoncˇen´ı
Pro generova´n´ı jedince u je mozˇne´ pouzˇ´ıt postup zvany´ DERAND, ktery´ pouzˇ´ıva´
va´zˇeny´ rozd´ıl dvou jedinc˚u
u = r1 + 𝐹 (r2 − r3)
kde r1 ̸= r2 ̸= r3 ̸= x𝑖 a r1, r2, r3 jsou jedinci na´hodneˇ vybran´ı z populace P. Vstupn´ı
parametr F je mutacˇn´ı konstatnta, pro kterou plat´ı 𝐹 > 0.
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Prvky 𝑦𝑗 pro 𝑗 = 1, 2, . . . 𝑑 nove´ho jedince y vznikaj´ı krˇ´ızˇen´ım rodicˇe x𝑖 a je-
dince u podle tohoto pravidla:
𝑦𝑗 =
⎧⎨⎩ 𝑢𝑗 𝑝𝑜𝑘𝑢𝑑 𝑈𝑗 < 𝐶 𝑛𝑒𝑏𝑜 𝑙 = 𝑗𝑥𝑖,𝑗 𝑝𝑜𝑘𝑢𝑑 𝑈𝑗 > 𝐶 𝑎 𝑙 ̸= 𝑗 (8.4)
kde 𝑙 je na´hodneˇ vygenerovane´ cˇ´ıslo z mnozˇiny {1, 2, . . . 𝑑}, 𝑈1, 𝑈2, . . . 𝑈𝑑 jsou na´-
hodne´ cˇ´ısla rovnomeˇrneˇ rozdeˇlene´ na ⟨0, 1⟩ a vstupn´ı parametr 𝐶 je pra´h krˇ´ızˇen´ı
ovlivnˇuj´ıc´ı pocˇet prvk˚u jedince vymeˇneˇny´ch krˇ´ızˇen´ım.
Pro zvy´sˇen´ı spolehlivosti hleda´n´ı a rychlosti konvergence je mozˇne´ zave´st adap-
tivn´ı nastaven´ı hodnoty parametru F. Ten se v kazˇde´m iteracˇn´ım kroku nastav´ı
podle pravidla:
𝐹 =
⎧⎪⎨⎪⎩
max
(︁
𝐹𝑚𝑖𝑛, 1−
⃒⃒⃒
𝑓𝑚𝑎𝑥
𝑓𝑚𝑖𝑛
⃒⃒⃒)︁
pokud
⃒⃒⃒
𝑓𝑚𝑎𝑥
𝑓𝑚𝑖𝑛
⃒⃒⃒
< 1
max
(︁
𝐹𝑚𝑖𝑛, 1−
⃒⃒⃒
𝑓𝑚𝑖𝑛
𝑓𝑚𝑎𝑥
⃒⃒⃒)︁
pokud
⃒⃒⃒
𝑓𝑚𝑎𝑥
𝑓𝑚𝑖𝑛
⃒⃒⃒
≥ 1
(8.5)
Prˇedpokla´da´ se, zˇe tento zp˚usob vy´pocˇtu parametru F udrzˇuje prohleda´va´n´ı diver-
zifikovane´ v pocˇa´tecˇn´ım sta´diu a intenzivneˇjˇs´ı v pozdeˇjˇs´ı fa´zi prohleda´va´n´ı.
Pro diferencia´ln´ı evoluci byly zvoleny na´sleduj´ıc´ı hodnoty vstupn´ıch parametr˚u:
𝑁 = 30; 𝐹 = 0, 8; 𝐶 = 0, 5; 𝐹𝑚𝑖𝑛 = 0, 3
8.4 Pouzˇit´ı DE ve sluzˇbeˇ SimpleDashboard
Algoritmus DE byl implementova´n v programu nazvane´m DiffE. Tento program je
vyuzˇ´ıva´n sluzˇbou SimpleDashboard pro urcˇen´ı parametr˚u prˇevodn´ı funkce. Vstup-
n´ımi daty pro DE je soubor vznikly´ prˇi rezˇimu ucˇen´ı. V uzˇivatelske´m prostrˇed´ı sluzˇby
SimpleDashboard je mozˇne´ spustit adaptaci pomoc´ı tlacˇ´ıtka Ucˇenı´ v sekci Nasta-
ven´ı joysticku, jak ukazuje obra´zek 8.2. Vstupn´ı soubor se vol´ı dle jme´na souboru
Obr. 8.2: Cˇa´st uzˇivatelske´ho rozhran´ı sluzˇby SimpleDashboard s vyznacˇenou volbou
Ucˇenı´
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v sekci Automatic Drive s prˇ´ıponou .learn. Kazˇdy´ rˇa´dek v souboru obsahuje data
z joysticku z´ıskane´ prˇi rezˇimu ucˇen´ı a u´daje o vy´konu jednotlivy´ch motor˚u robota ze
souboru proj´ızˇdeˇne´ trasy (tyto hodnoty byly zaznamena´ny prˇi vytva´rˇen´ı referencˇn´ı
dra´hy a jsou povazˇova´ny za
”
spra´vne´“). C´ılem DE je naj´ıt takove´ parametry prˇe-
vodn´ı funkce, aby se vy´kony motor˚u bl´ızˇily hodnota´m v souboru. Tento soubor si
program nacˇte do pameˇti a prova´d´ı pomoc´ı neˇj testova´n´ı novy´ch jedinc˚u v popu-
laci. Pro kazˇdy´ za´znam v souboru je pomoc´ı rovnic 8.1 a 8.2 a parametr˚u dane´ho
jedince vypocˇ´ıta´n vy´kon leve´ho motoru a je porovna´n se skutecˇny´m vy´konem mo-
toru ze souboru. Tento rozd´ıl vy´kon˚u pro jednotlive´ rˇa´dky souboru je secˇten a tvorˇ´ı
hledanou nejmensˇ´ı funkcˇn´ı hodnotu. Hleda´n´ı nejlepsˇ´ıho jedince prob´ıha´ maxima´lneˇ
v 10 000 iterac´ıch nebo do doby, kdy se v deseti po sobeˇ jdouc´ıch iterac´ıch neobjev´ı
v populaci zˇa´dny´ novy´ jedinec. Parametry nejlepsˇ´ıho jedince jsou zapsa´ny do vy´-
stupn´ıho souboru, ktery´ ma´ stejne´ jme´no jako vstupn´ı, jen s prˇ´ıponou .joy a data
v neˇm jsou oddeˇlena zalomen´ım rˇa´dku.
Po nalezen´ı parametr˚u je tento soubor automaticky nacˇten sluzˇbou Simple-
Dashboard a parametry prˇevodn´ı funkce jsou ihned aplikova´ny na rˇ´ızen´ı. Zvolene´
parametry jsou zobrazeny v cˇa´sti Nastaven´ı joysticku.
Tlacˇ´ıtkem Reset je mozˇne´ nastavit parametry prˇevodn´ı funkce do vy´choz´ıho
stavu. Vy´choz´ı hodnoty parametr˚u jsou:
𝐶 = 0; 𝐷 = 250; 𝑍𝑙𝑜𝑚 = 500
Zatrzˇen´ım polozˇky Pu˚vodnı´ rˇı´zenı´ je mozˇne´ zvolit p˚uvodn´ı model rˇ´ızen´ı (bez prˇe-
vodn´ı funkce), ktery´ je obsazˇen ve sluzˇbeˇ SimpleDashboard po instalaci MRDS.
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9 TESTOVA´NI´
Testova´n´ı spocˇ´ıva´ v projet´ı dane´ dra´hy s umı´steˇny´mi prˇeka´zˇkami v rezˇimu learning.
Na´sleduje proveden´ı adaptace rˇ´ızen´ı na dane´ho uzˇivatele a pote´ projet´ı te´to dra´hy
s adaptovany´m rˇ´ızen´ım.
9.1 Trasa j´ızdy
Pro u´cˇely testova´n´ı bylo vytvorˇeno neˇkolik tras s umı´steˇny´mi prˇeka´zˇkami souhrnneˇ
nazvane´ mapy. Kazˇda´ mapa ma´ sv˚uj soubor s projetou dra´hou a definovane´ prˇeka´zˇky.
Jednotlive´ mapy lze volit v UI sluzˇby SimpleDashboard v cˇa´sti Vy´beˇr mapy, jak
ukazuje obra´zek 9.1. Volba Vykreslit dra´hu slouzˇ´ı k urcˇen´ı, zda se ma´ po vy´beˇru
Obr. 9.1: Cˇa´st uzˇivatelske´ho rozhran´ı sluzˇby SimpleDashboard pro vy´beˇr mapy
mapy vykreslit dra´ha prˇidruzˇena´ k dane´ mapeˇ. Vzhled jedne´ z testovac´ıch map
v prostrˇed´ı VSE je na obra´zku 9.2.
9.2 Metodika testova´n´ı
Kazˇde´ testovane´ osobeˇ je nejdrˇ´ıve vysveˇtlen zp˚usob rˇ´ızen´ı robota pomoc´ı joysticku
vcˇetneˇ mozˇnosti vyuzˇ´ıt osu Rz (rotace). K dispozici je pohled na simulovanou sce´nu
seshora a z pohledu robota (pomoc´ı kamery na neˇm umı´steˇne´). Pohled z kamery na
robotovi ukazuje obra´zek 9.3.
Pote´ je spusˇteˇn rezˇim Ucˇen´ı, prˇi ktere´m robot automaticky proj´ızˇd´ı dra´hu v ma-
peˇ, prˇicˇemzˇ testovana´ osoba ovla´da´ joystick jakoby robota opravdu rˇ´ıdila. Data z joy-
sticku jsou ukla´da´na do souboru.
Po dokoncˇen´ı j´ızdy je proveden vy´pocˇet vhodny´ch parametr˚u prˇevodn´ı funkce
joysticku a testovana´ osoba projede dra´hu s t´ımto nastaven´ı v rezˇimu
”
volne´“ j´ızdy.
Tento pr˚ujezd je zaznamena´va´n sluzˇbou PositionRecorder pro pozdeˇjˇs´ı analy´zu.
Pr˚ujezd je mozˇne´ neˇkolikra´t opakovat a v u´vahu bude bra´n ten nejlepsˇ´ı.
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Obr. 9.2: Nacˇtena´ mapa Bludiˇsteˇ v prostrˇed´ı VSE
Obr. 9.3: Pohled na simulovanou sce´nu z kamery na robotovi
Pote´ jsou nastaveny parametry prˇevodn´ı funkce do vy´choz´ıho stavu (nen´ı bra´na
v potaz prˇedchoz´ı adaptace) a testovana´ osoba dra´hu opeˇt projede. Take´ je mozˇne´
pr˚ujezd neˇkolikra´t opakovat.
Vy´sledne´ soubory s dany´mi pr˚ujezdy jsou zpracova´ny do graficke´ podoby a je
z nich urcˇen celkovy´ cˇas pr˚ujezdu dra´hou. Obra´zky 9.4, 9.5 a 9.6 zobrazuj´ı graficke´
vy´sledky pr˚ujezd˚u dra´hou s adaptac´ı a bez n´ı. V u´vahu je take´ bra´n subjektivn´ı
na´zor testovane´ osoby, zda bylo adaptovane´ rˇ´ızen´ı lepsˇ´ı.
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Obr. 9.4: Graficka´ podoba pr˚ujezdu dra´hou s a bez adaptovane´ho rˇ´ızen´ı (jedna´ se
o pr˚ujezd osoby, ktera´ nen´ı zvykla´ na ovla´da´n´ı pomoc´ı joysticku)
Obr. 9.5: Graficka´ podoba dat z joysticku
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Obr. 9.6: Graficka´ podoba derivace dat z joysticku
9.3 Vy´sledky test˚u
Hlavn´ımi krite´rii hodnocen´ı j´ızdy jsou:
∙ Cˇas pr˚ujezdu dra´hy
∙ Zp˚usob pouzˇ´ıva´n´ı joysticku (rychlost pohybu)
∙ Subjektivn´ı pocity testovane´ osoby
Vy´sledky testova´n´ı jsou shrnuty v tabulka´ch 9.1 a 9.2. Zp˚usob pouzˇ´ıva´n´ı joysticku
je vyja´drˇen pomoc´ı pr˚umeˇru derivace absolutn´ı hodnoty dane´ osy joysticku. Tato
hodnota vyjadrˇuje pr˚umeˇrnou rychlost pohybu joysticku. Pro rˇ´ızen´ı bez adaptace
by tato hodnota meˇla by´t vysˇsˇ´ı (rychle´, cukave´ pohyby joysticku).
Z vy´sledk˚u je patrne´, zˇe pro mapu Slalom1 je pr˚ujezd dra´hou s adaptovany´m
rˇ´ızen´ım v pr˚umeˇru o 0, 9 s rychlejˇs´ı. Je take´ zrˇejme´, zˇe prˇi rˇ´ızen´ı bez adaptace jsou
pohyby joysticku rychlejˇs´ı, o cˇemzˇ sveˇdcˇ´ı vysˇsˇ´ı hodnoty pr˚umeˇr˚u derivac´ı vsˇech os.
Nejv´ıce je to patrne´ na ose Rz, jej´ızˇ pr˚umeˇrna´ derivace je prˇi adaptaci 481, kdezˇto bez
adaptace dosahuje hodnoty 700. Vzhledem k vy´beˇrovy´m smeˇrodatny´m odchylka´m
pr˚umeˇr˚u rychlosti pr˚ujezdu 4 s a 6 s a odchylka´m pr˚umeˇr˚u derivac´ı nelze tento rozd´ıl
jakkoli statisticky interpretovat. Ovsˇem na za´kladeˇ subjektivn´ıch pocit˚u testovany´ch
osob, budou-li povazˇova´ny za nezaujate´, lze hypote´zu o tom, zˇe komfort rˇ´ızen´ı je
u obou ovla´da´n´ı shodny´, na hladineˇ vy´znamnosti 𝛼 = 0,05 jednostranneˇ zamı´tnout
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a prˇijmout alternativn´ı hypote´zu, zˇe adaptovane´ ovla´da´n´ı je lepsˇ´ı.
Pr˚ujezd mapy Bludiˇsteˇ je u adaptovane´ho rˇ´ızen´ı pomalejˇs´ı o 2,8 s. Cozˇ je zp˚u-
sobeno vysˇsˇ´ım tlumen´ım joysticku prˇevodn´ı funkc´ı. Toto vysˇsˇ´ı tlumen´ı umozˇnˇuje
veˇtsˇ´ı komfort rˇ´ızen´ı za cenu sn´ızˇen´ı rychlosti j´ızdy robota. Pohyby joysticku byly
rychlejˇs´ı u origina´ln´ıho rˇ´ızen´ı pro osu X, ovsˇem u ostatn´ıch os jsou rychlejˇs´ı pohyby
adaptovane´ho rˇ´ızen´ı. To je pravdeˇpodobneˇ zp˚usobeno vysˇsˇ´ı na´rocˇnost´ı dane´ mapy,
ktera´ zp˚usobuje u nezkusˇeny´ch uzˇivatel˚u horsˇ´ı vy´sledky. Jelikozˇ jsou smeˇrodatne´ vy´-
beˇrove´ odchylky v tomto prˇ´ıpadeˇ pro pr˚umeˇrnou rychlost pr˚ujezdu 7 s a 10 s a d´ıky
velikosti odchylek pr˚umeˇr˚u derivac´ı nen´ı mozˇne´ tyto rozd´ıly jakkoli statisticky inter-
pretovat. Ovsˇem na za´kladeˇ subjektivn´ıch pocit˚u testovany´ch osob za prˇedpokladu
jejich nezaujatosti lze hypote´zu o tom, zˇe komfort rˇ´ızen´ı je u obou ovla´da´n´ı shodny´,
na hladineˇ vy´znamnosti 𝛼 = 0,05 jednostranneˇ zamı´tnout a prˇijmout alternativn´ı
hypote´zu, zˇe adaptovane´ ovla´da´n´ı je i v tomto prˇ´ıpadeˇ lepsˇ´ı.
Graficke´ zna´zorneˇn´ı pr˚ujezd˚u drah v jednotlivy´ch testech a grafy rˇ´ızen´ı a dat
z joysticku je mozˇne´ nale´zt na CD-ROM prˇilozˇene´m k te´to pra´ci.
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Tab. 9.1: Vy´sledky test˚u provedene´ na mapeˇ Slalom1
Osoba cˇ.
Cˇas pr˚ujezdu Joystick
Je adaptace
lepsˇ´ı?
Adaptace
[𝑠]
Bez adaptace
[𝑠]
Adaptace Bez adaptace
d
d𝑡
|𝑋| d
d𝑡
|𝑌 | d
d𝑡
|𝑅𝑧| d
d𝑡
|𝑋| d
d𝑡
|𝑌 | d
d𝑡
|𝑅𝑧|
1 21,4 30,6 394,5 341,6 764,7 313,9 342,9 1024,8 ano
2 15,9 18,4 266,8 144,1 665,9 296,3 213,9 875,6 ano
3 14,2 14,1 1520,8 360,2 45,7 1571,7 151,3 153,4 ne
4 14,9 14,9 500,7 137,7 912,1 422,4 186,7 1243,6 ano
5 23,9 20,7 430,4 253,5 375,2 773,9 370,0 1139,9 ano
6 16,4 16,4 835,6 144,7 0,0 754,3 133,8 0,0 ano
7 16,0 15,6 1157,4 124,7 0,0 1043,5 143,2 0,0 ne
8 15,9 25,2 1077,8 161,4 940,8 2231,8 713,3 1738,8 ano
9 25,3 30,8 1043,3 891,2 737,4 965,5 746,5 1450,2 ano
10 15,7 14,4 1216,1 256,2 36,4 1158,1 231,6 23,0 ano
11 14,1 14,9 943,0 68,2 696,8 781,4 157,7 326,6 ano
12 14,7 16,0 562,0 136,1 646,8 942,3 148,3 930,3 ano
13 26,4 14,8 965,6 633,4 432,8 1329,0 244,6 190,8 ano
Pr˚umeˇr 18,1 19,0 839,5 281,0 481,1 968,0 291,1 699,8
s 4,5 6,1 378,3 236,4 355,3 534,6 208,4 609,4
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Tab. 9.2: Vy´sledky test˚u provedene´ na mapeˇ Bludiˇsteˇ
Osoba cˇ.
Cˇas pr˚ujezdu Joystick
Je adaptace
lepsˇ´ı?
Adaptace
[𝑠]
Bez adaptace
[𝑠]
Adaptace Bez adaptace
d
d𝑡
|𝑋| d
d𝑡
|𝑌 | d
d𝑡
|𝑅𝑧| d
d𝑡
|𝑋| d
d𝑡
|𝑌 | d
d𝑡
|𝑅𝑧|
1 44,9 40,2 221,0 193,2 963,8 361,6 256,2 1058,7 ano
2 31,4 27,9 1759,1 256,1 89,8 1643,3 132,9 24,4 ne
3 30,5 29,9 514,6 110,8 1309,9 481,5 66,3 1330,1 ano
4 37,9 31,0 576,9 200,3 1036,0 890,9 156,0 1507,6 ano
5 42,8 27,7 1613,1 560,1 30,2 1124,8 88,7 0,0 ne
6 47,2 58,6 1733,6 773,6 1746,3 1877,5 1062,9 1695,1 ano
7 43,9 25,7 1066,0 646,1 1034,8 2553,3 423,8 415,3 ano
8 32,2 27,6 1403,8 253,3 77,5 1382,5 146,6 146,7 ano
9 28,1 27,1 1219,5 99,0 1030,7 756,6 89,2 619,6 ano
10 26,7 26,6 1239,1 64,1 996,0 1274,8 124,3 1059,2 ano
11 29,8 42,1 1377,9 180,1 375,7 1588,2 556,9 609,9 ano
Pr˚umeˇr 35,9 33,1 1156,80 303,36 790,06 1266,82 282,16 769,69
s 7,6 10,1 515,45 241,51 564,16 643,75 301,40 599,34
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10 ZA´VEˇR
Pra´ce se zaby´va´ zp˚usoby ovla´da´n´ı robota a u´pravou algoritmu˚ pro zpracova´n´ı dat ze
vstupn´ıch zarˇ´ızen´ı. Jako ovla´dac´ı zarˇ´ızen´ı byl zvolen joystick vzhledem k intuitivn´ımu
ovla´da´n´ı.
Beˇhem rˇesˇen´ı bakala´rˇske´ pra´ce byly navrzˇeny u´pravy algoritmu˚ pro zpracova´n´ı
dat z joysticku, ktere´ zprˇesnˇuj´ı a usnadnˇuj´ı rˇ´ızen´ı robota ve virtua´ln´ım prostrˇed´ı.
Prˇedevsˇ´ım se jedna´ o zaveden´ı za´vislosti citlivosti ota´cˇen´ı robota na pozˇadavku ry-
chlosti j´ızdy. Soucˇa´st´ı u´prav rˇ´ızen´ı je i prˇida´n´ı rotacˇn´ı osy joysticku (Rz ), ktera´ se
vyuzˇ´ıva´ k rotaci robota a v kombinaci s nakloneˇn´ım joysticku do strany ke zvy´sˇen´ı
rychlosti zata´cˇen´ı.
Beˇhem rˇesˇen´ı te´to pra´ce byly vytvorˇeny dveˇ nove´ sluzˇby pro tvorbu simulacˇn´ı
sce´ny a pro zaznamena´va´n´ı pozice robota a dat z joysticku. Take´ byla pro u´cˇely te´to
pra´ce jedna sluzˇba upravena. Soucˇa´st´ı neˇktery´ch sluzˇeb je i uzˇivatelske´ rozhran´ı pro
zobrazen´ı stavovy´ch informac´ı a snadne´ ovla´da´n´ı obsazˇeny´ch funkc´ı.
Pro u´cˇely adaptace rˇ´ızen´ı byly navrzˇeny dveˇ metody automaticke´ho rˇ´ızen´ı robota
(pomoc´ı vy´konu motor˚u a pomoc´ı zmeˇny pozice robota). Rˇ´ızen´ı pomoc´ı vy´kon˚u mo-
tor˚u ovsˇem nedosahovalo pozˇadovane´ prˇesnosti. Prˇ´ıcˇinou je decentralizovany´ model
MRDS, ktery´ zp˚usobuje cˇasove´ prodlevy mezi pozˇadavkem na vy´kon a jeho pro-
veden´ım. Proto bylo zvoleno rˇ´ızen´ı zmeˇnou pozice robota, kdy je ze souboru se
za´znamem nacˇ´ıta´na pozice a orientace robota a tato data jsou aplikova´na prˇ´ımo na
objekt robota v simulaci. Automaticky´ rezˇim j´ızdy byl pouzˇit k adaptaci interpretru
joysticku.
Pro u´cˇely adaptace byla navrzˇena rovnice prˇevodn´ı funkce adaptabiln´ıho inter-
pretru joysticku (rovnice 8.1 a 8.2). Tato rovnice umozˇnˇuje zmeˇnu orientace a zmeˇnu
citlivosti os X a Rz beˇhem adaptace. Po dokoncˇen´ı rezˇimu ucˇen´ı je mozˇne´ spustit vy´-
pocˇet parametr˚u prˇevodn´ı funkce pomoc´ı algoritmu diferencia´ln´ı evoluce. Vypocˇtene´
parametry jsou ihned aplikova´ny na rˇ´ızen´ı.
Pro u´cˇely testova´n´ı byly vyvinuty mapy sesta´vaj´ıc´ı z pevny´ch prˇeka´zˇek a vy´-
choz´ı trasy. Krite´ria hodnocen´ı pr˚ujezdu dra´hou byla cˇas pr˚ujezdu, zp˚usob pouzˇ´ıva´n´ı
joysticku (rychlost pohybu) a subjektivn´ı dojem z adaptovane´ho rˇ´ızen´ı.
Vy´sledky testova´n´ı jsou shrnuty v tabulka´ch 9.1 a 9.2. Je z nich zrˇejme´, zˇe
u mapy Slalom1 bylo adaptovane´ rˇ´ızen´ı v pr˚umeˇru o 0,9 s rychlejˇs´ı. Z derivace po-
hyb˚u joysticku vyply´va´, zˇe u rˇ´ızen´ı bez adaptace byly pohyby rychlejˇs´ı (nizˇsˇ´ı komfort
rˇ´ızen´ı). U mapy Bludiˇsteˇ byl pr˚ujezd s adaptovany´m rˇ´ızen´ım pomalejˇs´ı o 2,8 s. Jedna´
se o d˚usledek vysˇsˇ´ıho tlumen´ı joysticku prˇevodn´ı funkc´ı kv˚uli dosazˇen´ı lepsˇ´ıch j´ızd-
n´ıch vlastnost´ı. Pohyby joysticku jsou pomalejˇs´ı pro adaptovane´ rˇ´ızen´ı u osy X.
Ostatn´ı osy vykazuj´ı mı´rneˇ rychlejˇs´ı pohyby. Jedna´ se pravdeˇpodobneˇ o d˚usledek
vysˇsˇ´ı obt´ızˇnosti dane´ mapy, ktera´ zp˚usobuje u nezkusˇeny´ch uzˇivatel˚u horsˇ´ı vy´sledky.
51
Vzhledem k vy´beˇrovy´m smeˇrodatny´m odchylka´m nelze tyto rozd´ıly jakkoli statis-
ticky interpretovat. Ovsˇem na za´kladeˇ subjektivn´ıch pocit˚u testovany´ch osob, budou-
li povazˇova´ny za nezaujate´, lze hypote´zu o tom, zˇe komfort rˇ´ızen´ı je u obou ovla´da´n´ı
shodny´, na hladineˇ vy´znamnosti 𝛼 = 0,05 jednostranneˇ zamı´tnout a prˇijmout alter-
nativn´ı hypote´zu, zˇe adaptovane´ ovla´da´n´ı je pro obeˇ mapy lepsˇ´ı. Souhrnneˇ lze rˇ´ıci,
zˇe uzˇivatele´ s noveˇ navrzˇeny´m adaptovany´m rˇ´ızen´ım nedosa´hli lepsˇ´ıch cˇas˚u, avsˇak
jejich j´ızda byla objektivneˇ vyrovnaneˇjˇs´ı a subjektivneˇ meˇli pocit veˇtsˇ´ı kontroly a
komfortu prˇi rˇ´ızen´ı robota.
52
LITERATURA
[1] Cyberbotics: Webots. 2011, [online], [cit. 2011-04-26].
Dostupne´ z WWW: <http://www.cyberbotics.com/>.
[2] Kuparowitz, Toma´sˇ: Inteligentn´ı rˇ´ızen´ı roboticke´ho fotbalisty joystickem. Se-
mestra´ln´ı pra´ce, Brno: Vysoke´ ucˇen´ı technicke´ v Brneˇ, Fakulta elektrotechniky
a komunikacˇn´ıch technologi´ı, U´stav automatizace a meˇrˇ´ıc´ı techniky, 2010, ve-
douc´ı pra´ce byl Ing. Petr Honz´ık Ph.D.
[3] Microsoft Corporation: Microsoft Robotics Developer Studio. [online], [cit. 2010-
11-15].
Dostupne´ z WWW: <http://www.microsoft.com/robotics/>.
[4] Microsoft Corporation: VPL Lab 1 - Joystick a Robot in Simulation and in
Hardware. [online], [cit. 2010-10-11].
Dostupne´ z WWW: <http://msdn.microsoft.com/en-us/library/cc998515.
aspx>.
[5] Morgan, Sara: Programming microsoft robotics studio. Microsoft Press Red-
mond, WA, USA, 2008, ISBN 9780735624320, 304 s.
[6] Muzika, Da´vid: Inteligentn´ı rˇ´ızen´ı roboticke´ho fotbalisty joystickem. Semestra´ln´ı
pra´ce, Brno: Vysoke´ ucˇen´ı technicke´ v Brneˇ, Fakulta elektrotechniky a komuni-
kacˇn´ıch technologi´ı, U´stav automatizace a meˇrˇ´ıc´ı techniky, 2010, vedouc´ı pra´ce
byl Ing. Petr Honz´ık Ph.D.
[7] Player Project: Gazebo. 2006, [online], [cit. 2011-04-20].
Dostupne´ z WWW: <http://playerstage.sourceforge.net/index.php?src=
gazebo>.
[8] Simbad 3d Robot Simulator: Simbad. 2011, [online], [cit. 2011-04-20].
Dostupne´ z WWW: <http://simbad.sourceforge.net/>.
[9] Suchomel, Ondrˇej; Hyhl´ık, Toma´sˇ: Optimalizacˇn´ı metody v CFD - diferencia´ln´ı
evoluce. Semestra´ln´ı pra´ce, Fakulta strojn´ı CˇVUT, 2006, [online].
Dostupne´ z WWW: <www.suchomel.org/files/Optimalizace-v-CFD.pdf>.
[10] Tvrd´ık, Josef: Evolucˇn´ı algoritmy a adaptace jejich rˇ´ıdic´ıch parametr˚u. Auto-
matizace, rocˇn´ık 50, cˇ. 7-8, 2007: s. 453–457.
53
SEZNAM SYMBOLU˚, VELICˇIN A ZKRATEK
MRDS Microsoft Robotics Developer Studio
CCR Concurrency and Coordination Runtime
VPL Visual Programming Language
DSS Decentralized Software Services
DSSME DSS Manifest Editor
VSE Visual Simulation Environment
DE Diferencia´ln´ı Evoluce
UI User Interface
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