Introduction
In the Lowband project at the University of Sussex, we are building an architecture in which multimedia data is turned into intelligent active objects which can control their own disposition and adapt to transmit and display themselves in an appropriate manner, according to the constraints of network bandwidth and display capabilities. The system is being built in Java and uses Remote Method Invocation (RMI) as a method of handling objects distributed over a network.
At a basic architectural level, retrieval of a Lowband media object first requires getting meta-information describing the object from the object or its server. Remote method invocations are then made upon the object during which it transforms itself into an alternate representation which meets the current constraints of network delivery and host display. This alternate representation is then delivered across the network.
To see how this can provide a saving in time and network resources, a few simple sums suffice. In retrieving a media object (see Figure 1 ), the total time taken can be calculated to a first approximation by summing the round trip time (rtt) and the time taken to download the data, which for an object of size size full and a bandwidth of bw is: In this paper we shall present reasons for choosing the Java language and the RMI mechanism, and explain how the Lowband architecture is being instantiated within a WWW image proxy service. We briefly describe how this service will improve access for home and mobile users, and how individual user's preferences are incorporated into the design.
Why Java?
From reading the press and listening to various programming communities, it would appear that Java is taking over the world 1 . Whilst a lot of this is hype, there are many good reasons why Java has exploded into prominence: It retains many similarities with C; the class syntax and semantics that are are much cleaner than C++; development environments are free; byte compilation promises platform independence, and Java integrates well with the WWW.
For this project, we chose to use Java because it is the first widespread programming language with good built-in support for distributed programming i.e., Remote Method Invocation.
As distributed applications become more widespread, their users are going to require ubiquitous access to various resources, no matter what bandwidth or display capabilities they have available to them. Since communication bandwidths will always remain constrained for some environments and some media, such as mobile personal communications, applications will have to be designed to adapt to the network connecting users to resources, rather than just assuming high bandwidth. The favoured way in parts of the research world at the moment is to proselytise the network cognizant application, in which the application learns about the state of the network and adapts itself in an application specific manner, such as [3, 5, 1] . However, these have worked by the careful design of protocols which measure and estimate the state of the network from what happens to the sent packets.
If Sheila Bloggs (programmer) wants to design a network cognizant application, then learning to design a network protocol is a skill that she probably doesn't wish to acquire. Instead, it would be better if the programming environment in which she worked provided a middle-ware layer that allowed her to get at network information in terms of abstractions that she understands; one which provides methods which can be invoked when the needing to adapt arises.
We can expect to see the rise and domination of distributed programming over less generic specialised protocols, since for middle-ware protocols, the abstractions are more easily expressed in a higher level programming language (such as Java). Specialised protocols are still necessary for some things (although we are working on an abstraction for multicast remote method invocation).
We show how this can be achieved in the next section.
An Exemplar Architecture: The mobile image proxy
The full architecture will be described in a forthcoming paper [4] . In order to cope with a range of bandwidths on the network between the user and the image that they want to retrieve it is necessary to be able to perform one or all of: lossy compression, non-lossy compression and image scaling. The displaying application first asks the image server for some information about about the image: this meta-information is used to determine what action will be taken on the object before it is transmitted over the network. Some display or bandwidth situations may require more than just compression and scaling: it may be appropriate to send a textual description of the image or a thumbnail of the picture. These are regarded as transformations of the original object.
Image Compression
An obvious ideal situation is one where the image can be transferred as the author had intended; the bandwidth and display constraints of the situation may allow the object just sent 'as is' or to be compressed using a non-lossy technique. If the bandwidth constraints demand a smaller object for transfer then it may be necessary to use a more efficient compression technique i.e., one that involves loss of information, such as the lossy compression specified by the JPEG image format.
Image scaling
There are two situations in which it makes sense to scale an image. Defining scaling as (usually) reducing the size of the image object by reducing the size of the object to say, half of it original size or by reducing the colour depth. A reduction in colour depth or colour map might be made to improve the display quality of the image.
Although a thoughtfully designed receiving application could be made to carry out this task, it is better suited to the server transmitting the image. Two reasons for this are immediately apparent: first, the transfer of the image can take advantage of its now smaller size and, at the displaying end of things, there is no apparent degradation in image quality; second, disk space allowing, once that conversion has been made it can be cached at the server end -thus, given multiple calls for that image, not only can we reduce network traffic, but we can also reduce the mean processor load over the network. Clearly this argument also applies to the caching of compressed images as well. Another upshot of this technique is that we can control where on the network the majority of the processing, for image retrieval, will be. The application in receiving the image need not be a powerful machine capable of processing images in a computationally expensive way on the fly. The lowband approach allows adaption to client with unusual display and processing capabilities such as palmtops and other mobile devices.
Another situation where we might want scale an image by reducing its size or color depth is where the bandwidth constraints of the exchange demand an even smaller object for transmission. An image reduced in size and colour depth, that has in turn been compressed, can easily be an order of magnitude smaller than the original image. To what extent user will still be able to extract the information that they require from that image is an issue for further research.
Transformation
Compression of images is one example of a more general principle that active objects can undergo transformations in response to bandwidth constraints, client device requirements, user preference, or perhaps because of interaction with other active objects.
Transformation of an image from one format (such as JPEG) to another (such as GIF or TIFF) may be useful in some circumstances. More aggressive transformations could include reduction of an image to a thumbnail. In other situations, transformation from (say) text to speech may be appropriate for a portable device with limited display capabilities, or where the user has stated such a preference. Clearly, support for the full range of possible transformations is a huge problem and much research remains to be done.
Java 'Interfaces'
The lowband architecture supports a number of Java interfaces that define the processes of compression reduction (here we define lossy compression as reduction), scaling and transformation. 
Using a proxy server
The Lowband design is currently using the "AO" protocol identifier to identify Lowband active objects. Obviously, these aren't widely recognised, so we are currently employing an Applet to encapsulate and run the Lwoband protocols.
To enable the Lowband architecture to be used in retrieving WWW images, we are using a WWW proxy to rewrite HTML Image tags in returned content to invoke the lowband image applet. This applet takes in a URL of an active object and then manipulates and retrieves the object from the Lowband AO server.
Currently, the percieved bandwidth is controlled by direct input from the user, although as we progress in our work, network conditions will be available from objects within the environment of the applet.
Whilst there ahve been other architectures with similar goals, such as the Pythia proxy from Berkeley [2] , we believe we are the first group to leverage off the advantages that using RMI as middleware provides.
Understanding and Accommodating Authors and Consumers Wishes
There are three separate points of view which should be considered when distributed and displaying an information resource over a network.
The Author brings their creativity to bear when determining how to represent the information they are trying to communicate, such as selecting a particular font or designing a particular graphic. Their choice is one determined by aesthetic principles as much as bandwidth limitations.
The Consumer may well have particular preferences for how they wish an information resource to be presented. If they work in a noise sensitive environment, then they would prefer audio to be transformed to another media. If they are visually impaired, then they would wish that text was spoken by a voice synthesiser rather than read. They may prefer to have a synopsis delivered quickly rather than wait a long time for the full text. Now we could simply dictate how changes are made, but that doesn't allow us to explore the possibilities of how people would like to present their data. If we get the tools right, then by examining how people view and change media, then we'll have an interesting tool to explore the cognitive processes at work at reading and interpreting the various media. Thus we need to ensure that the various policy definitions and the entities that can define policy -author, viewer and within a browser -can commute in appropriate ways. To use a posh phrase, we need to think about how to represent policies of degradation, and to define a calculus of interaction.
As part of this work, we're looking at abstractions that will allow us to open up the state of the network to the user and the application. In particular, we're investigating how to design network objects that supply the current state of the path to to a particular destination in terms of the expected bandwidth, loss and delay characteristics so that the application can adapt. This is part of a larger piece of work to develop an Internet weather report system for the use of applications and by users directly. We are also investigating how to represent display devices and their limitations and are working towards an abstraction encapsulating display capabilities.
All of these entities have a bearing on how the data should be transformed for transmission across the network. Our long term goal is to develop a means of representing policies across all of these entities that can be combined to find a suitable set of transformations and representations that satisfies both groups of people and meets the constraints of the network and display environments. A part of this is in teaching authors of information resources about the need to consider alternate representations when designing their products.
Home use in browsing the web
We are currently developing our system for use by mobile machines, but this is running in parallel to development of our mobile infra-structure. Where the image proxy service is finding more use is in providing intelligent images for browsing over low bandwidth PPP links from home, using HotJava. When our proxy platform becomes stable we intend to provide the image proxy as a service to the whole Internet.
Conclusion
In this paper, we have described some of the ongoing work at Sussex to develop an architectural framework in which we can examine how to construct network cognizant applications for bandwidth constrained environments, such as in mobile environments. We are building a WWW image proxy service in which applets can turn images in active objects which adapt to the bandwidth available.
