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Resumo. Este artigo descreve a arquitetura e as características principais de 
uma ferramenta de software destinada a auxiliar o processo de aprendizagem e 
dar suporte a equipamentos da plataforma de redes Mikrotik. Foram utilizadas 
técnicas de compilação e interpretação de linguagens de programação, 
engenharia de software, modelagem orientada a objetos e conceitos de redes 
de computadores. O resultado obtido foi um software que faz análise sintática 
do arquivo de configuração de uma RouterBoard Mikrotik 493 com Router 
OS versão 5.11, mostrando em linguagem natural a funcionalidade de cada 
uma das propriedades presentes no arquivo, cobrindo em torno de 70% das 
configurações possíveis. Também foi obtida uma arquitetura de software que 
permitirá o uso de análise semântica mais profunda.  
Palavras-chave: Interpretador. Mikrotik. Engenharia de Software. Análise 
Semântica. Linguagem Natural.` 
 
Abstract. This article describes the architecture and the main characteristics of 
a software tool intended to aid the support and learning process of equipments 
of the Mikrotik’s network platform. It has been used programming language’s 
compilation and interpretation techniques, software engineering, object 
oriented modeling and concepts of computer networks. The result obtained 
was software that parses the configuration file of a RouterBoard Mikrotik 493 
running Router OS version 5.11, showing in natural language the functionality 
of each one of the properties present in the file, covering about 70% of the 
possible configuration. It has been also obtained a software architecture that 
allows the using of deeper semantic analysis.  
Keywords: Interpreter. Mikrotik. Software Engineering. Semantic Analysis. 
Natural Language. 
 
INTRODUÇÃO 
 
O objetivo deste trabalho foi desenvolver um software com as funções de analisador 
léxico, analisador sintático e semântico e interpretador do arquivo de configuração de 
uma RouterBoard Mikrotik 493, com sistema operacional Router OS versão 5.11, de 
forma a auxiliar no processo de aprendizagem e oferecer suporte a equipamentos desta 
  
plataforma. Esse auxílio torna-se relevante quando, por exemplo, uma empresa que 
necessita de suporte técnico ao equipamento está sem acesso a algum serviço (como por 
exemplo, à Internet, à Intranet ou a qualquer outro serviço de rede) em função de falha 
em uma RouterBoard. Se o suporte puder ser facilitado, sendo, como consequência, 
finalizado antes e com maior correção, o prejuízo à empresa será menor. Da mesma 
forma, um cenário onde tal ferramenta seria relevante é em provedores de acesso à 
Internet, que usam a plataforma Mikrotik. Se o suporte a um equipamento for feito em 
menor tempo, com maior correção, os danos financeiros e à imagem da empresa serão 
menores, haja vista que o período de instabilidade ou inoperância da rede que atende 
seus clientes foi menor. 
É importante salientar que, tratando-se da plataforma citada, as possibilidades de 
configuração são inúmeras, uma vez que o equipamento não desempenha apenas uma 
função. Dependendo da configuração feita, o mesmo equipamento pode desempenhar as 
funções de switch, roteador, bridge, firewall, web-proxy ou, ainda, várias delas ao 
mesmo tempo. Assim, o número de configurações tende a ser bem maior do que em 
equipamentos que desempenham somente uma função. 
Desta maneira, foi procurado alcançar um nível de maturidade da ferramenta que 
permita mostrar ao usuário, em linguagem natural, o que uma determinada propriedade 
presente no arquivo de configuração de uma RouterBoard faz exatamente. Também se 
buscou preparar a ferramenta para receber a implementação de análise semântica mais 
aprofundada, que viria a permitir correlações entre as diversas configurações feitas e 
problemas típicos de redes (por exemplo, uma configuração no firewall conflitando com 
uma configuração de web-proxy). 
Não deixa de ser relevante considerar que tal ferramenta, ou similar, não foi 
encontrada no mercado pelo autor sendo, portanto, os resultados deste trabalho de 
caráter inovador. 
  
METODOLOGIA 
 
O trabalho foi iniciado com a revisão bibliográfica referente a redes de computadores, a 
fim de se obter o conhecimento técnico necessário para poder explicar, em linguagem 
natural, a função de uma configuração para o usuário final. Foi realizado um estudo 
acerca de Sistemas Operacionais, com o objetivo de elucidar os principais conceitos que 
podem permear a utilização do RouterOS, sistema operacional das RouterBoards 
Mikrotik. Também foi feito um estudo sobre linguagens formais e autômatos, a fim de 
dar embasamento à análise bibliográfica de compiladores. Ambos servem para o correto 
desenvolvimento da ferramenta. Foi revisado o tema UML e linguagem de programação 
JAVA, a fim de poder projetar, implementar e documentar a ferramenta citada. O 
próximo passo foi o estudo da plataforma Mikrotik, suas funcionalidades e possíveis 
implementações. Foi então abordado, o estudo do arquivo de configuração de uma 
RouterBoard Mikrotik, com o intuito de entender a linguagem usada e o encadeamento 
lógico, léxico, sintático e semântico dos componentes desse arquivo. 
  
A seguir, foi feito o levantamento de requisitos da plataforma e sua modelagem 
utilizando padrões UML. Após, foi iniciado o desenvolvimento do analisador léxico, 
sintático e semântico e do interpretador do arquivo de configuração, sendo baseado nos 
conhecimentos adquiridos e em conhecimentos específicos da plataforma, obtidos 
através de documentação do fabricante, através de testes de campo e discussão em 
fóruns sobre o assunto. 
 
O ESTUDO DA LINGUAGEM 
 
Segundo Ferreira A., Anjos e Ferreira M. (2004, p. 1213) uma linguagem é “O uso da 
palavra articulada ou escrita como meio de expressão e de comunicação entre pessoas” 
e também, é “A forma de expressão pela linguagem própria de um indivíduo, grupo, 
classe etc.”. Pode-se concluir, portanto, que uma linguagem é a forma que o indivíduo 
expressa ideias e transmite suas ideias a outros, como por exemplo, a uma máquina ou a 
um indivíduo semelhante.  
Porém, para que a comunicação entre indivíduos ou entre indivíduo e máquina 
ocorra, é necessário que o que for transmitido/recebido possa ser entendido/interpretado 
pelas partes que interagem na comunicação. Para que isso aconteça e a linguagem venha 
a ter uma estrutura bem definida, são necessárias a definição de palavras válidas dessa 
linguagem e suas regras gramaticais. Segundo Campani (2006, p. 10), esses dois 
elementos são os constituintes de uma linguagem.  
Contudo, normalmente as linguagens usadas para configuração/operação de 
máquinas são diferentes das linguagens usadas pelo ser humano. Seria o grupo de 
linguagens formais. Segundo Campani (2006, p. 10), este é um grupo distinto de 
linguagens, as quais podem ser representadas através de um sistema com sustentação 
matemática, basicamente formada por sintaxe e semântica.  
Segundo Menezes (2001, p. 2) “A sintaxe trata das propriedades livres da 
linguagem como, por exemplo, a verificação gramatical de programas”. Já a semântica, 
segundo o mesmo autor, “[...] Objetiva dar uma interpretação para a linguagem como, 
por exemplo, um significado ou valor para um determinado programa”.  
Essa sustentação matemática, que torna a especificação de uma linguagem sem 
ambiguidades e precisa, é de suma importância para a comunicação homem-máquina, 
pois um computador apenas executa comandos numa linguagem conhecida. Se esses 
comandos forem ambíguos, os programas escritos teriam comportamentos incertos, ora 
apresentando um comportamento, ora apresentando outro. 
Dessa linguagem, decorrem diversas estruturas. As principais são símbolos, que 
são estruturas abstratas básicas, os caracteres; alfabeto, o qual é um conjunto finito de 
símbolos; palavra, como uma sequência finita de símbolos de um alfabeto; gramática, a 
qual serve para especificar uma linguagem que poderia ser infinita, de forma finita, 
formalmente. É esta última que diz que uma palavra faz parte de uma linguagem ou não 
(MENEZES, 2001, p. 21; CAMPANI, 2006, p. 15). 
  
 Segundo Menezes (2001, p. 23), uma gramática é uma construção matemática 
sem ambiguidades, definida por uma quádrupla (V, T, P, S), sendo: V é um conjunto de 
símbolos variáveis; T é um conjunto de símbolos terminais, tal que ; P é o 
conjunto de regras de produção, as quais definem as regras para a geração de palavras 
de uma linguagem (se uma construção de palavras puder ser gerada a partir dessas 
regras, ela faz parte da linguagem); S sendo um elemento de V, denominado variável 
inicial. 
Por se tratar de uma plataforma fechada, a Mikrotik não disponibiliza 
publicamente a linguagem e a gramática usadas na construção do arquivo de 
configuração de uma RouterBoard. Portanto, foi necessário o estudo desse arquivo e 
diversos testes com as mais diversas configurações, a fim de captar as minúcias da 
gramática usada. O arquivo, atualmente com 41 páginas, contém regras de produção 
como as mostradas na Figura 1. Foi utilizada, em toda a gramática, a Forma Normal de 
Backus, ou BNF. 
 
Figura 1. Parte Inicial da Gramática. Fonte: O autor (2012) 
A partir dessa gramática, a qual foi sendo construída incrementalmente, 
conforme ocorriam os estudos acerca do arquivo de configurações e parte do 
desenvolvimento, foi possível moldar o software para se adequar a essa gramática e 
conseguir realizar o trabalho proposto. 
Para que o estudo da linguagem pudesse ser feito, utilizou-se uma RouterBoard 
Mikrotik 493, com sistema operacional RouterOS 5.11. Nela foram realizados diversos 
testes de possibilidades de configuração, a fim de obter quais seriam as propriedades 
passíveis de configuração, quais os valores possíveis e qual o comportamento em cada 
valor. Para tal propósito, também foi utilizada a documentação do fabricante. 
  
Como exemplo, pode-se citar o arquivo de configuração (gerado a partir do 
comando ‘/ ip route export file=route1’ digitado na console do equipamento), que 
mostra as políticas de roteamento e as rotas adicionadas manualmente. Tal arquivo é 
mostrado na Figura 2.  
É possível perceber no arquivo que, após algumas informações sobre a 
RouterBoard (linhas 1 a 3), começa a configuração. Percebeu-se que o arquivo divide-se 
em estruturas hierárquicas. Como exemplo, a estrutura ‘ip’ contida na raiz, contém a 
estrutura ‘route’, e esta contém a estrutura ‘rule’. Dentro de ‘route’, estão as entradas 
manuais na tabela de roteamento. É possível notar que há duas entradas, cada uma 
começando com a palavra ‘add’. Após essa palavra, estão as propriedades do item, 
algumas opcionais outras não (há dois itens, com algumas configurações presentes em 
um e ausentes em outro). Cada valor de cada propriedade fará com que o equipamento 
apresente um comportamento diferente. Por exemplo, no segundo item de ‘/ip route’, 
caso a propriedade ‘gateway’ seja alterada, o pacote que passa pelo equipamento será 
enviado a um destino diferente. 
 
Figura 2 - Arquivo de Configuração. Fonte: O autor (2012) 
É importante que cada uma das propriedades configuradas no equipamento, 
explícitas no arquivo de configuração, possa ser interpretada corretamente, mostrando 
ao usuário, de forma clara, a semântica envolvida nessa propriedade. Também é 
imprescindível que durante a interpretação a estrutura sintática do arquivo, explícita na 
gramática (exemplo na Figura 1), possa ser validada, a fim de ter certeza que ele não foi 
alterado e que os valores das propriedades são válidos. Para tais propósitos, foi 
construída uma planilha que denota a hierarquia de comandos (sua estrutura sintática) e 
a semântica de cada um deles. Essa planilha tem um exemplo na Figura 3.  
  
 
Figura 3 - Planilha de Hierarquia e Semântica. Fonte: O autor (2012) 
 
 
No exemplo da Figura 3, o nível mostrado refere-se àquele que mostra a 
configuração de interfaces lógicas bridge (/interface bridge). Cada item é identificado 
através de uma palavra „add‟ inserida no arquivo, o que na planilha é mostrado na 
coluna Comando Inicial. Cada propriedade tem uma linha, e seu nome está na coluna 
Propriedades. A coluna Neg indica se a propriedade pode ser negada (através do 
símbolo „!‟ em frente ao valor). A coluna Opt define se a propriedade sempre deve 
aparecer no arquivo ou não. O campo Observação fornece alguma explicação sobre 
exceções à regra, funcionamento de um item da hierarquia ou se há dependência de uma 
propriedade com outra (por exemplo, se uma propriedade só tem sentido se outra tiver 
determinado valor). A coluna Semântica define, em linguagem natural, qual o 
significado da propriedade e o comportamento esperado em cada valor. A coluna 
Valores Possíveis determina quais os valores esperados para a propriedade, estando de 
acordo com a gramática para este item. 
 
CORRELAÇÃO COM COMPILADORES 
 
Sendo assim, tendo identificado parte da linguagem, foi possível criar o software que 
conseguisse interpretar essa linguagem. É importante salientar que o software usa 
conceitos de compiladores e interpretadores, mas não é um compilador ou interpretador 
típico. Por compilador típico, pode-se usar a definição de Aho, Ullman e Sethi (1995, p. 
1), que diz que “Um compilador é um programa que lê um programa escrito numa 
linguagem, a linguagem fonte, e o traduz num programa equivalente numa outra 
linguagem, a linguagem alvo.” Portanto, é mais orientado a passar uma linguagem de 
alto nível para linguagem de baixo nível. Já um interpretador, segundo Aho, Ullman e 
Sethi (1995, p. 2), ao invés de produzir um programa em uma linguagem de mais baixo 
nível, a partir de um programa em linguagem de mais alto nível, realiza as operações 
especificadas pelo programa fonte. Ainda segundo Aho, Sethi e Ullman (1995, p. 1), são 
duas as partes da compilação: Análise e síntese. A análise divide o programa fonte em 
partes e cria uma representação intermediária do mesmo, enquanto que a síntese 
constrói o programa alvo a partir dessa representação intermediária. O software aqui 
descrito utiliza apenas a parte de análise, ou seja, análise léxica, sintática e semântica, 
não executando nenhum comando do código passado (arquivo de configuração da 
RouterBoard), apenas o traduzindo em expressões da linguagem natural. 
  
Desta maneira, optou-se pela utilização de uma análise sintática top-down 
chamada Recursiva Preditiva. Segundo Aho, Sethi e Ullman (1995, p. 20), esse é um 
método onde cada não-terminal da gramática é representado por um procedimento no 
compilador. Nele, o primeiro token do lado direito de cada produção é único 
(considerando o mesmo lado esquerdo), determinando de forma única, o procedimento 
a ser selecionado ao se ler um token da entrada. Assim, evita-se o retrocesso e o 
processo fica mais rápido. Além disso, as regras de recursividade deste modelo ficam 
implícitas nas chamadas feitas em software. Todos esses detalhes contribuíram para a 
escolha deste método, que tornou o desenvolvimento da ferramenta mais facilitado.  
Quanto aos demais passos (análise léxica e semântica), estão implícitos no 
decorrer da análise sintática. Esse método chama-se Tradução Dirigida por Sintaxe, que 
segundo Price e Toscani (2001, p. 85), “[...] É uma técnica que permite realizar 
tradução (geração de código) concomitantemente com a análise sintática.” Também, 
para aplicar todos os passos junto à análise sintática, foi feito o uso de esquemas de 
tradução. Conforme Aho, Sethi e Ullman (1995, p. 17), “Um esquema de tradução é 
uma gramática livre de contexto na qual, fragmentos de programas chamados de ações 
semânticas são inseridos nos lados direitos das produções.” Nesse método, a avaliação 
das regras semânticas e das variáveis da gramática são feitos de forma explícita, 
facilitando o entendimento. Contudo, em função da extensão do código fonte e das 
regras semânticas que deveriam ser inseridas na gramática (tornando a mesma quase 
ilegível), tornando-a excessivamente extensa, optou-se por trabalhar com uma planilha 
que descreve a semântica envolvida em cada propriedade do arquivo de configuração. 
Tal planilha está exemplificada na Figura 4. 
 
A MODELAGEM DA FERRAMENTA 
 
Como forma de projetar e documentar o software foi utilizada a modelagem orientada a 
objetos utilizando UML. Segundo Melo (2004, p. 33-34), “UML [...] é uma linguagem 
para especificação, visualização, construção e documentação de artefatos de sistemas de 
software”. Portanto, ela serviu para que se fizesse a especificação das responsabilidades 
de cada um de seus componentes, a fim de atender as necessidades do usuário. Além 
disso, serviu como forma de documentar os relacionamentos entre as diversas partes 
deste software. Foram feitos quatro tipos de diagramas: de pacotes, de casos de uso, de 
classes e de sequência; todos disponibilizados para acesso Web, em função de seu 
tamanho. O Diagrama de Casos de Uso está disponível em: http://bit.ly/KXweCk. O 
Diagrama de Sequência em: http://bit.ly/KNzket. O Diagrama de Classes, em duas 
partes, disponível em: http://bit.ly/KNzhiQ e http://bit.ly/LB2URK. O Diagrama de 
Pacotes está em: http://bit.ly/KNzyCn.  
A ferramenta foi idealizada para ser usada em casos onde o usuário busca o 
aprendizado sobre algum tópico ou ainda ajuda na resolução de algum problema, através 
do uso de um arquivo de configuração da RouterBoard. Desta maneira, o levantamento 
de requisitos apontou apenas dois casos de uso. Será fornecido pelo usuário um arquivo 
de configuração e o software irá interpretá-lo, retornando o texto em linguagem natural. 
  
A atividade de interpretação é denotada pelo diagrama de sequência desta 
atividade, exemplificado para o caso de interpretação de parte do arquivo da Figura 2. 
Nele, é possível notar que é feito o parsing (através dos objetos com nome iniciando 
com ‘Parser’) obedecendo à hierarquia de comandos. Por exemplo, há o objeto 
Parser_Geral, que inicia o processo de interpretação, criando o objeto RouterBoard 
(que espelha as configurações da RouterBoard Mikrotik, pra futuras implementações de 
análise semântica mais profunda) e o ParserRouterboard (que interpreta as informações 
iniciais sobre a RouterBoard). Após, é feita a interpretação de ‘/ip’ pelo objeto 
Parser_IP, seguida do mesmo processo para ‘route’, feito pelo Parser_IP_Route. Então, 
é feita a interpretação de um item dessa hierarquia pelo objeto Parser_IP_Route_Item, o 
qual faz o matching da palavra ‘add’ e irá interpretar todas as propriedades de um item 
de ‘/ip route’. São usados métodos comuns do objeto Common, para evitar a reescrita 
de código em diversas classes de interpretação. Cada propriedade lida é armazenada em 
um objeto Bean, que espelha um objeto da plataforma Mikrotik. Esse objeto é 
armazenado no objeto Routerboard. Após as operações de interpretação de 
propriedades, o Bean é validado através do método ‘isComplete():Boolean’, o qual 
define se o Bean está com todas as propriedades necessárias para ser válido. Essa 
validação tem profunda importância para a análise semântica atual e futura, pois se faltar 
alguma propriedade indispensável para um item, a semântica ficará inconsistente. 
 
INTERFACE COM USUÁRIO E EXEMPLO DE EXECUÇÃO 
 
A interface com o usuário foi feita de forma simples e intuitiva. Basta selecionar um 
arquivo de configuração completo (gerado a partir do comando ‘export 
file=nomeDoArquivo’) ou parcial e clicar em ‘Interpretar’. Um exemplo de execução é 
mostrado na Figura 4. É possível notar que para cada comando interpretado é mostrado 
qual foi o comando utilizado, os comandos possíveis e, se houver, qual é o valor padrão 
da propriedade. 
  
 
Figura 4 - Exemplo de Execução. Fonte: O autor (2012) 
O software está cobrindo em torno de 70% das configurações possíveis. 
Também é importante ressaltar que a cobertura do software é para a versão do 
RouterOS 5.11. Para novas versões, é necessário acompanhar a documentação de 
atualizações do fabricante. Outro ponto que está fora do escopo é a interpretação de 
scripts, desenvolvidos através da API da Mikrotik. Também fica fora do escopo a 
aplicação em outros modelos, haja vista que o chipset de switching de cada 
RouterBoard tem atribuições diferentes, conforme o hardware em que está operando. 
Não é coberta a interpretação de comandos na console do equipamento. 
 
CONCLUSÃO 
 
A partir dos resultados alcançados é possível afirmar que, tratando-se de um trabalho 
que envolve a concepção da arquitetura de um software que venha a ser robusto o 
suficiente para suportar a expansão para uma ferramenta de análise semântica 
aprofundada, o estudo da linguagem de um arquivo de configuração de uma 
RouterBoard, a montagem de uma gramática condizente e de um software que consiga 
interpretar, com capacidade de análise semântica, um arquivo de configuração completo 
ou parcial (permitindo troubleshooting em parte da configuração), os objetivos foram 
alcançados. 
  
Ainda, a partir desses resultados, é possível vislumbrar diversos trabalhos 
futuros, como a implementação de uma análise semântica mais profunda, a fim de 
apresentar resultados com um nível mais alto de ‘inteligência’. Ainda, pode ser estendida 
a ferramenta para a API e para comandos digitados na console do equipamento, assim 
como para a atividade de simulação de configurações e interação com outros 
componentes de rede, a fim de testar os resultados antes de colocar o equipamento real 
em campo. Tais trabalhos são perfeitamente suportados pela arquitetura desenvolvida 
até agora. Portanto, é possível concluir, a partir dos resultados obtidos, que é possível 
desenvolver um software completo para o auxílio ao processo de aprendizagem e 
suporte a equipamentos da plataforma Mikrotik, a partir da arquitetura proposta e do 
que foi desenvolvido até agora.  
Ainda, deve-se citar que tal ferramenta pode vir a facilitar muito o trabalho e 
aprendizado com esses equipamentos, haja vista que não há nada igual a esta ferramenta 
no mercado. No estado atual, já poderia ser fornecida uma versão on-line, para testes 
com usuários, o que seria de grande valia para a validação dos resultados. 
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