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ABSTRAKT
Cílem této práce je prostudovat a teoreticky zpracovat stávající možnosti řízení pohybu
stanice v prostředí OPNET Modeler. Tyto možnosti jsou popsány v první části práce. Dále
navrhnout a implementovat funkci pro zobrazení trasy získané z prostředí reálného světa
a docílit pohyb stanice po této trase v průběhu simulace. Souřadnice sloužící k pohybu
stanice jsou získávány prostřednictvím formátu GPX, který slouží pro přehledné ukládání
souřadnic systému GPS. Druhá část práce je tedy věnována popisu vytváření této funkce,
nejprve pomocí PHP skriptu, dále přímé implementace do prostředí OPNET Modeler
pomocí jazyka C++.
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ABSTRACT
The aim of this work is to study and theoretically process existing movement options
of station in OPNET Modeler environment. These options are described in first part.
Furthermore to design and implement function to display path obtained from real-world
conditions and done to station following this route during simulation. Coordinates used
to move station are obtained by GPX format, which is used to store clearly the GPS
coordinates. Second part is devoted to describing creation of this function, first using
PHP script, then direct implementation into OPNET Modeler environment using C++.
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ÚVOD
Při každém návrhu sítě je vždy třeba nejprve teoreticky otestovat její parametry. Si-
mulace se provádějí za účelem odhalení případných nedostatků řešení již při návrhu
a jejich následnému snazšímu odstranění, než by tomu bylo v případě odstraňo-
vání chyb až při praktické realizaci. K tomuto účelu se jako vhodný jeví program
OPNET Modeler (dále OM), který dokáže efektivně a podrobně simulovat chování
rozsáhlých heterogenních sítí včetně komunikačních protokolů pracujících na růz-
ných úrovních modelu sítě. Při simulaci mobilních sítí je důležité umístění vysílačů
a přijímačů signálu a také trasa, po které cestují mobilní uzly. Program však umož-
ňuje nastavovat tyto trasy (v OM zvané trajektorie) pouze orientačně. Určují se
klikáním myši v grafickém prostředí nebo vytvořením náhodného pohybu podle ně-
kolika přednastavených parametrů. Pokud však chceme simulovat reálné podmínky
sítě, potřebujeme k tomu, mimo směrovacích protokolů, nastavení aplikací a profilů
provozu, také definovat reálnou trajektorii, po které by se pohybovaly jednotlivé
uzly sítě.
Jako příklad může sloužit síť GSM. Pokud známe skutečnou polohu vysílacích
stanic, můžeme poté při simulaci přidělit mobilní stanici požadovanou trajektorii,
vygenerovanou na základě reálných souřadnic a následně tuto síť teoreticky odsimu-
lovat. Takováto simulace nám může přinést velice užitečná data, která lze následně
použít například pro vylepšení parametrů stávající sítě.
V dnešní době se rozvíjí speciální druh bezdrátových sítí, tzv. Mobilních Ad-hoc
sítí (Mobile Ad-hoc Networks, MANET). V těchto sítích jsou jednotlivé uzly mobilní,
jejich vzájemné propojení se může neustále měnit a neexistuje zde žádný centrální
prvek. Počet bezdrátových stanic se tak může vyšplhat až k velmi vysokému číslu.
Z toho důvodu je zde užití trajektorií a simulace reálných parametrů velice důležité.
Tato práce je proto zaměřena na rozbor stávajících možností řízení pohybu stanic
pomocí trajektorií v prostředí OM a následné získání trajektorie z reálného světa
a její převedení do určitého formátu, ve kterém bude možné je vložit do simulace.
10
1 TRAJEKTORIE V OPNET MODELER
Program OPNET Modeler byl již mnohokrát popsán v nejrůznějších materiálech [1],
proto je tento text zaměřen přímo na popis vytváření a ovládání trajektorie modelu
v tomto programu.
V následující kapitole jsou popsány stávající možnosti řízení pohybu stanice
v OM. V programu je implementováno několik rozdílných typů trajektorie a také
několik způsobů jejich přiřazení jednotlivým objektům. Následující text popisu mož-
ností nastavení trajektorie je z velké části čerpán z dokumentace k OM. [2]
1.1 Segmentová trajektorie
Pro přesné určení trajektorie uživatelem je v OM definována tzv. segmentová trajek-
torie. Takto vytvořená trajektorie se skládá z jedné nebo více hodnot času, polohy
a souboru tří-dimenzionálních souřadnic (x, y, a nadmořská výška), které definují
polohu mobilního objektu. Kromě toho, trajektorie s proměnnou délkou segmentu
(viz podkapitola Proměnný interval trajektorie) obsahuje soubor úhlů (roll, pitch,
yaw), které definují orientaci mobilního objektu v prostoru. Všechny tyto hodnoty
jsou uloženy v textovém ASCII souboru, který má příponu trj. Pro jeho funkčnost
v programu je nutné umístit tento soubor do složky s vytvořeným libovolným pro-
jektem a dále přiřazení těchto souborů se zvolenou trajektorií mobilnímu objektu či
mobilní podsíti.
V OM se souřadnice objektu x a y dají definovat dvěma způsoby. Při zaklá-
dání nového projektu v nabídce Choose Network scale lze vybrat: svět (World),
ve kterém jsou jednotky pevně nastaveny na stupně (Degrees). Udávají se zde tedy
hodnoty objektu x a y v zeměpisné šířce a zeměpisné délce. Dále zde lze vybrat mezi
Enterprise, Campus či Office. U těchto voleb je možnost nastavit měřítko zvoleného
pozadí a také jednotky, v kterých jsou hodnoty x a y uváděny. Tyto jednotky mo-
hou být, stejně jako při zvolení měřítka World, uváděny ve stupních, mohou se však
zvolit i metry (Meters), kilometry (Kilometers) apod. Při odlišném nastavení mě-
řítka budou následně i odlišné hodnoty v souborech trj. Tyto odlišnosti jsou popsány
v Tab. 1.1.
V průběhu simulace mobilní objekt kopíruje svojí trajektorii pohybem od jed-
noho definovaného bodu k dalšímu. Segmentová trajektorie určuje umístění mobil-
ního objektu pro konečnou dobu trvání. To znamená, že pokud simulace probíhá
po delší dobu, než je čas posledního definovaného bodu, objekt zůstane stát právě
v tomto posledním bodě.
Segmentová trajektorie se dělí na: trajektorii s fixním intervalem a trajektorii
s proměnným intervalem.
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1.1.1 Fixní interval trajektorie
Pokud je zvolen fixní interval trajektorie, jediná hodnota určuje dobu trvání cesty
pro všechny segmenty trasy zároveň, proto objektu trvá stejný čas přejít z jednoho
bodu do druhého a nezáleží přitom na délce trasy. Dále také jedna hodnota zpravidla
určuje nadmořskou výšku pro všechny body. Soubor trj poté vypadá následovně:
<coordinate_count>
locale: <locale>
<sample_time_step>
<position_unit>
<coordinate_method>
<x_coord_0>, <y_coord_0>, <alt_0>
<x_coord_1>, <y_coord_1>, <alt_1>
...
<x_coord_n>, <y_coord_n>, <alt_n>
1.1.2 Proměnný interval trajektorie
Při variabilním intervalu má každý bod vlastní specifickou nadmořskou výšku, dobu,
po kterou zůstane stát v každém bodě, čas, za který urazí vzdálenost mezi předcho-
zím bodem a následujícím bodem a orientaci v prostoru. Soubor trj vypadá takto:
Version: 3
Position_Unit: <position_unit>
Altitude_Unit: <altitude_unit>
Coordinate_Method: <coordinate_method>
locale: <locale>
Calendar_Start: <start_time>
Coordinate_Count: <coordinate_count>
# X Position ,Y Position ,Altitude ,Traverse Time ,Wait Time ,Pitch ,Yaw ,Roll
<x_coord_0> ,<y_coord_0> ,<alt_0> ,<trav_time_0> ,<wait_time_0> ,<pitch_0> ,<yaw_0> ,<roll_0)>
<x_coord_1> ,<y_coord_1> ,<alt_1> ,<trav_time_1> ,<wait_time_1> ,<pitch_1> ,<yaw_1> ,<roll_1)>
...
<x_coord_n> ,<y_coord_n> ,<alt_n> ,<trav_time_n> ,<wait_time_n> ,<pitch_n> ,<yaw_n> ,<roll_n)>
1.1.3 Význam jednotlivých polí v souboru trj
V Tab. 1.1 jsou vysvětleny významy jednotlivých atributů v souboru trj .
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Tab. 1.1: Význam jednotlivých polí v souboru trj
Název pole Význam
altitude_unit Jednotky pro alt_n (viz níže). Platné hodnoty jsou
Kilometers, Meters, Miles, Feet a Local. Pokud je
zvoleno Local, trajektorie používá souřadnicový systém
podsítě, v které je definována.
alt_n Absolutní nadmořská výška pro pozici n (reálné číslo).
Pozn.: Nadmořská výška zvolené trajektorie přepíše atri-
but nadmořské výšky nastavený v editoru projektu mo-
bilní stanici, které je trajektorie přiřazena.
calendar_start Rezervováno pro budoucí užití. Jediná platná hodnota
je unused.
coordinate_count Počet bodů definovaných v trj souboru (celé číslo).
coordinate_method Specifikuje, jak budou hodnoty pozice x_coord_n
a y_coord_n interpretovány. Platné hodnoty jsou:
• relative - souřadnice x a y jsou brány jako odsazení
od místa výchozí pozice vztažené k dané podsíti. První
souřadnice v souboru musí být 0, 0.
• fixed - souřadnice x a y jsou brány jako absolutní
v dané podsíti.
locale Rezervováno pro budoucí použití. Jediná platná hod-
nota je C.
pitch_n Čelní náklon pro pozici n (reálné číslo). Platné hodnoty
jsou:
• stupně, kde hodnota 0 znamená rovnoběžně se zem-
ským povrchem, pozitivní hodnoty znamenají náklon
špičkou nahoru a negativní náklon špičkou dolů.
• autocomputed - hodnota čelního náklonu je nastavena
tak, že orientace objektu odpovídá vektoru pohybu pro
každý bod trajektorie.
• unspecified - stejný význam, jako hodnota 0 stupňů.
position_unit Jednotky pro hodnoty x_coord_n a y_coord_n pro
pozici n. Platné hodnoty jsou: Degrees, Kilometers,
Meters, Miles, Feet, a Local. Pokud je zvoleno Local,
trajektorie používá souřadnicový systém podsítě, ve
které je definována.
Pokračování na další straně
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Tab. 1.1 – pokračování z předchozí strany
Název pole Význam
roll_n Boční náklon pro pozici n (reálné číslo). Platné hodnoty
jsou:
• stupně, kde hodnota 0 znamená rovnoběžně se zem-
ským povrchem, pozitivní hodnoty znamenají náklon
pravou stranou směrem k zemi a negativní náklon le-
vou stranou směrem k zemi.
• unspecified - stejný význam, jako hodnota 0 stupňů.
sample_time_step Čas pohybu pro trajektorii s fixním intervalem, v sekun-
dách (reálné číslo).
trav_time_n Čas pohybu z pozice n-1 do pozice n, vyjádřena ve
standartním časovém formátu (6:18:59) nebo ve for-
mátu HMS (6h18m59s). Formát HMS (Hodiny, Minuty,
Sekundy) nevyžaduje, aby byla vyplněna všechna tři
pole, platné hodnoty jsou např. i 6h18m či 18m. De-
setinná čísla mohou být použita pouze u hodnot nejvíce
vpravo. Platné vstupy jsou 6:18:59.5 a 18.5m, ale hod-
noty, jako 6.5:18:59 a 6h18.5m59s platné nejsou. Pokud
je vloženo jen jedno číslo, např. 23 nebo 59, jsou tyto
hodnoty brány jako sekundy.
version_number Verze souboru trj (celé číslo), musí být 3.
wait_time_n Doba, po kterou objekt čeká na pozici n předtím, než
bude pokračovat na další pozici. Je vyjádřena ve stejném
formátu, jako trav_time_n.
x_coord_n Souřadnice x pro pozici n (reálné číslo). Pokud jsou jed-
notky v úhlových souřadnicích (Degrees), vyjadřuje to
zeměpisnou délku, na které se objekt nachází.
y_coord_n Souřadnice y pro pozici n (reálné číslo). Pokud jsou jed-
notky v úhlových souřadnicích (Degrees), vyjadřuje to
zeměpisnou šířku, na které se objekt nachází.
Pokračování na další straně
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Tab. 1.1 – pokračování z předchozí strany
Název pole Význam
yaw_n Natočení pro pozici n (celé číslo). Platné hodnoty jsou:
• stupně, kde hodnota 0 znamená natočení na sever,
pozitivní hodnoty znamenají natočení na východ a ne-
gativní natočení na západ.
• autocomputed - natočení bude nastaveno tak, že ori-
entace objektu bude souhlasit s vektorem pohybu pro
každý segment trajektorie.
• unspecified - stejný význam, jako hodnota 0 stupňů.
1.1.4 Relativní pohyb
Vzhledem k tomu, že mobilní objekty mohou být vnořené (například mobilní uzel
v rámci mobilní podsítě), může mít pohyb mateřské podsítě vliv na pohyb objektu
v ní umístěný. Toto je třeba brát v úvahu při vytváření segmentové trajektorie.
Mohou nastat tyto dva případy:
• Pokud jsou jednotky vnořeného objektu uváděny ve stupních, nemá pohyb
mateřské podsítě žádný vliv na pohyb tohoto objektu.
• Jestliže nejsou jednotky vnořeného objektu uvedeny ve stupních, ale např.
v metrech či stopách, jeho pohyb je poté relativní vůči mateřské podsíti. Na-
příklad, pokud se mateřská podsíť pohybuje na východ rychlostí 10 m/s a vno-
řený objekt se pohybuje na západ na 5 m/s, pohyb vnořeného objektu vztažený
vůči zemi je 5 m/s směrem na východ.
1.1.5 Manuální nastavení segmentové trajektorie
V grafickém prostředí editoru projektu v OM lze trajektorii vytvořit a přiřadit mo-
bilnímu objektu ručně.
Definování typu trajektorie
V menu Topology se toto provádí výběrem položky Define Trajectory. Zde je na
výběr mezi dvěma druhy trajektorie:
• Variable interval - proměnný interval trajektorie,
• Fixed interval - fixní interval trajektorie.
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Rozdíl v těchto nastaveních je popsán v podkapitolách 1.1.1 a 1.1.2. Rozdílná poté
budou i pole v tomto menu v závislosti na nastaveném typu trajektorie tak, jak je
zobrazeno na Obr. 1.1.
Obr. 1.1: Nastavení proměnného (vlevo) a fixního intervalu (vpravo).
Při nastaveném proměnném intervalu trajektorie jsou na výběr tyto pole:
• Initial altitude - počáteční nadmořská výška a jednotky, v kterých je uvedena,
• Initial wait time - čas začátku pohybu.
Pokud je zvolen fixní interval trajektorie, nastavují se tyto parametry:
• Altitude - celková nadmořská výška a jednotky, v kterých je uvedena,
• Time step - časový interval, za který objekt přejde z jednoho bodu do druhého.
Hodnoty, které lze do polí Initial wait time a Time step vepsat, jsou popsány v Tab.
1.1 u hodnoty trav_time_n. Oběma druhům trajektorií je poté společné nastavení
souborů úhlů:
• Initial pitch - počáteční čelní náklon objektu,
• Initial yaw - počáteční natočení objektu,
• Initial roll - počáteční boční náklon objektu.
Podrobnější vysvětlení významu těchto hodnot je v Tab. 1.1. Poslední volbou je
Coordinates are relative to object’s position, která určuje, jak jsou interpretovány
souřadnice x, y, a nadmořská výška. Pokud je toto tato volba zaškrtnuta, souřadnice
x a y znamenají relativní odsazení od počáteční pozice mobilního objektu s ohledem
na své mateřské podsítě. Pokud zůstane políčko prázdné, souřadnice jsou považovány
za absolutní hodnoty.
Vytvoření trajektorie
V tomto kroku program přejde do módu definice trajektorie a objeví se diagonální
čára nad kurzorem v prostředí editoru projektu. Zde lze nastavit:
• Duration - čas v sekundách, za který stanice urazí definovaný úsek,
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• Speed - rychlost objektu, lze nastavit jednotky km/h, m/s atd.
Další nastavení se liší podle typu zvolené trajektorie:
• Fixní interval - trajektorie se vytváří levým klikem v prostředí editoru, ná-
sledný klik myší na jiné místo určuje další bod trajektorie. Pro ukončení editace
slouží volba Complete trajectory definition.
• Proměnný interval - vytváření trajektorie je stejné jako u fixního intervalu,
ovšem u každého definovaného bodu se otevře ještě jedno okno s informacemi
o segmentu.
Nastavení hodnot při zvoleném proměnném intervalu:
• Traverse segment at - informace o času či rychlosti definované v předchozím
okně,
• End at an altitude of - nadmořská výška v koncovém bodě,
• End with a pitch of - koncový čelní náklon objektu,
• End with a yaw of - koncové natočení objektu,
• End with a roll of - koncový boční náklon objektu,
• Wait at this point for - čas, po který bude objekt čekat v koncovém bodě,
hodnoty jsou ve formátu, popsaném u hodnoty časového intervalu (Time step).
Po nastavení všech těchto hodnot slouží tlačítko Continue pro nastavení dalšího
bodu trajektorie. Pro dokončení editace je určeno tlačítko Complete. Nastavení je
zobrazeno na Obr. 1.2.
Obr. 1.2: Manuální nastavení trajektorie při proměnném intervalu.
Přiřazení trajektorie objektu
Vytvořená trajektorie se uloží do souboru s příponou trj, který je umístěn v adresáři,
v němž se nachází soubory vytvořeného projektu. Posledním bodem je přiřazení
trajektorie mobilnímu objektu. Zvolením Edit Attributes - trajectory a následným
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vybráním trajektorie dle zvoleného názvu je trajektorie objektu přiřazena. Postup
je zobrazen na Obr. 1.3.
Obr. 1.3: Přiřazení trajektorie objektu.
1.2 Náhodná trajektorie
Pokud je potřeba vytvořit model náhodného pohybu pro mobilní objekt, je v OM
použita funkce náhodné mobility. Náhodná mobilita umožňuje definovat pravoúhlou
oblast, v níž se bude objekt pohybovat v průběhu simulace. Tuto oblast lze definovat
zadáním souřadnic x a y nebo pomocí tzv. mobilní domény. Během simulace objekt
náhodně vybere cíl v oblasti a pohybuje se směrem k němu předem stanovenou nebo
náhodně vybranou rychlostí. Poté, co objekt dosáhne svého cíle, zastaví na místě
a zůstává zde po určitou, předem definovanou, dobu. Poté zopakuje proces výběru
dalšího náhodného cíle.
Objekt Mobility Config, který v OM slouží k nastavování parametrů náhodné
mobility, má v sobě uloženo několik profilů, které lze snadno opětovné použít. Profily
můžou být aplikovány na konkrétní objekty. I když několik objektů v síti používá
stejný profil, bude jejich pohyb odlišný, protože cíl pro každý objekt je vybrán
náhodně a nezávisle.
1.2.1 Nastavení náhodné trajektorie
Základní postup pro konfiguraci náhodné mobility v síti je následující:
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1. Definování mobilní domény,
2. Definování profilů mobility,
3. Přiřazení profilů mobilnímu objektu.
Dále jsou popsány jednotlivé kroky konfigurace.
Definování mobilní domény
K nastavení domény slouží objekt Mobility domain. Jeho umístěním do editoru pro-
jektu a následným tažením myši přes požadovanou plochu se tato doména vytvoří.
V atributech objektu je třeba nastavit název vytvořené domény.
Definování profilů mobility
Pro tyto účely slouží objekt Mobility Config. Jeden tento objekt může obsahovat ně-
kolik profilů mobility. Po jeho umístění do projektu jsou v položce Random Mobility
Profiles uloženy tři již vytvořené profily mobility:
• Default Random Waypoint,
• Default Random Waypoint(Record trajectory),
• Static.
K těmto stávajícím lze také vytvořit vlastní nový profil. V každém profilu je možno
editovat tyto položky:
• Mobility Domain - přiřazení dříve vytvořené mobilní domény.
Pokud není vytvořena, hodnota pole bude Not Used a náhodný pohyb objektu bude
omezen stanovením hranic pomocí souřadnic:
• x min - minimální hodnota souřadnice x,
• y min - minimální hodnota souřadnice y,
• x max - maximální hodnota souřadnice x,
• y max - maximální hodnota souřadnice y.
Všechny hodnoty jsou uvedeny v metrech. Dále lze nastavit:
• Speed - rychlost pohybu, uveden v m/s,
• Pause time - čas, po který má objekt stát na místě,
• Start time - čas počátku pohybu,
• Stop time - čas ukončení pohybu,
• Animation update frequency - časový interval, v kterém se bude obnovovat
animace pohybu,
• Record trajectory - nastaveno na hodnotu Enabled, pokud chceme zaznamenat
vytvořený pohyb.
Pokud tyto položky nebudou nastaveny, neproběhne žádný pohyb. Příklad nastavení
Mobility Config je na Obr. 1.4.
19
Obr. 1.4: Nastavení Mobility Config.
Přiřazení profilů mobilnímu objektu
Jednomu či více objektům, lze v menu Topology - Random Mobility - Set Mobility
Profile přiřadit předem definovaný profil. Ukázka nastavení je na Obr. 1.5. V někte-
rých případech je třeba zopakovat stejnou náhodnou dráhu mobilního objektu, což
může být užitečné pro porovnání výsledků simulace. Náhodná mobilita umožňuje
zaznamenávat cestu, která vznikne při simulaci a použít tuto dráhu jako trajektorii
v pozdější simulaci. Pokud je atribut Record Trajectory nastaven na Enabled, OM
vytváří trajektorie soubory během simulace, jeden soubor pro každý objekt, u kte-
rého je nastaven daný profil. Každý soubor trajektorie obsahuje seznam souřadnic,
které objekt sledoval. Soubory trajektorie jsou pojmenovány scénář projektu-název
objektu.trj a umístěny v adresáři projektu.
Obr. 1.5: Přiřazení náhodné trajektorie objektu.
1.3 Vektorová trajektorie
Pokud je u objektu v položce Edit Attributes - trajectory nastavena hodnota VEC-
TOR, je použita tzv. vektorová trajektorie. Tento typ trajektorie má dva parametry:
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směr a rychlost, které lze měnit i za běhu simulace.
Vektorová trajektorie je založena na okruhu kolem Země a je určena směrem,
rychlostí vůči zemi a rychlostí stoupání. Tyto tři hodnoty určují trajektorii objektu.
Tato kruhová trajektorie má svůj střed ve středu země a prochází určitým bodem,
obvykle mobilním nebo satelitním objektem, který leží na dané cestě. Během simu-
lace zeměpisná šířka a délka objektu následuje kruhovou trajektorii. Na rozdíl od
staticky definované trajektorie zde není žádný časový limit a pozice objektu se mění
tak dlouho, dokud není rychlost vůči zemi a rychlost stoupání nulová.
Obr 1.6 ukazuje možnou definici trajektorie objektu založenou na okruhu kolem
Země (zobrazena pomocí červené čáry). Zeměpisná šířka a délka objektu bude v po-
čátku při startu simulace, směr, rychlost a rychlost stoupání určují její trasu tak,
jak postupuje simulace. Souřadnice zeměpisné šířky a délky sledují okruh na základě
rychlosti objektu a nadmořské výšky v závislosti na rychlosti stoupání.
Obr. 1.6: Vektorová trajektorie.
Vektor trajektorie se typicky nemění v průběhu simulace. Nicméně, v OM se
trasa objektu může měnit v průběhu simulace v případě, že se směr objektu změní.
V tomto případě se aktuální souřadnice zeměpisné šířky a délky objektu stane novým
počátkem a nová trasa okruhu je přepočítávána na základě nového směru a počátku.
1.4 Přímá manipulace s atributy pozice mobilní
stanice
Doposud zde byly popisovány způsoby vytvoření trajektorie objektu nastavením
parametrů v grafickém prostředí OM. Druhou variantou je pohyb stanice simulovat
změnou jejích atributů. Každá stanice v OM má soubor atributů, které lze měnit,
ať už před či v průběhu simulace. Jedním z těchto atributů je i pozice stanice, tedy
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hodnoty x, y a nadmořská výška. Přímá manipulace s atributy polohy je implemen-
tována v programovacím prostředí OM a je založena na funkci obsažené přímo OM,
která nastavuje atributy polohy stanice přímo v průběhu simulace a dále na funkci
definovanou uživatelem, která generuje či načítá jednotlivé body trasy.
Je-li mobilnímu uzlu přiřazena trajektorie, je cesta, po které se bude pohybovat,
definována předem pro celou simulaci. Nicméně pokud není přiřazena trajektorie
žádná, pozice stanice může být přímo měněna v jakémkoliv procesu v průběhu si-
mulace. Hodnoty position x a position y v atributech mobilní stanice specifikují
umístění stanice v její nadřazené podsíti. Atribut nadmořská výška (altitude) určuje
umístění stanice vzhledem k mořské hladině, terénu pod stanicí či nadřazené pod-
síti (v závislosti na atributu modeling altitude). Změna nějakého z těchto atributů
způsobí okamžitou změnu v umístění mobilních stanice.
Typicky je použita jedna ze dvou způsobů dynamické změny umístění mobilní
stanice. V obou případech je za modifikaci atributů pozice zodpovědná funkce, která
je definována uživatelem. Prvním způsobem je centralizovaný přístup, při kterém je
jeden proces zodpovědný za změnu pozice pro všechny mobilní stanice v modelu
sítě. Většinou tento proces probíhá ve stanici, která speciálně určená jako centrální
prvek pro celou síť. Druhý způsob spočívá v decentralizovaném přístupu, ve smyslu
že každá mobilní stanice obsahuje proces, který mění pozici pouze té stanici, ve
které je umístěný. Následuje příklad implementace obou metod. Pozn.: V těchto
příkladech je funkce node_position_compute() vytvořená uživatelem za účelem
vypočítání pozice stanice na základě určitých kritérií.
Příklad implementace decentralizovaného přístupu řízení pozice pomocí atributů
stanice:
/* Zjištění ID nadřazené stanice procesu. */
parent_node_objid = op_topo_parent (op_id_self ());
/* Zjištění nových souřadnic pro nadřazenou stanici. */
node_position_compute (parent_node_objid , &x_pos , &y_pos , &alt);
/* Nastavení atributů stanice na nové hodnoty. */
op_ima_obj_attr_set_dbl (parent_node_objid , "x position", x_pos);
op_ima_obj_attr_set_dbl (parent_node_objid , "y position", y_pos);
op_ima_obj_attr_set_dbl (parent_node_objid , "altitude", alt);
Příklad implementace centralizovaného přístupu řízení pozice pomocí atributů
stanice:
/* Uložení počtu stanic do proměnné num_nodes. */
num_nodes = op_topo_object_count (OPC_OBJTYPE_NDMOB);
/* Pro každou mobilní stanici */
for (i = 0; i < num_nodes; i++)
{
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/* Zjištění i-tého ID mobilní stanice. */
node_objid = op_topo_object (OPC_OBJTYPE_NDMOB , i);
/* Zjištění nových souřadnic pro nadřazenou stanici. */
node_position_compute (node_objid , &x_pos , &y_pos , &alt);
/* Nastavení atributů stanice na nové hodnoty. */
op_ima_obj_attr_set_dbl (node_objid , "x position", x_pos);
op_ima_obj_attr_set_dbl (node_objid , "y position", y_pos);
op_ima_obj_attr_set_dbl (node_objid , "altitude", alt);
}
V porovnání s trajektorií, kdy simulační jádro modeluje spojitý pohyb, přímá ma-
nipulace s atributy mobilní stanice způsobuje diskrétní změnu pozice.
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2 MAPOVÝ PODKLAD
Úkolem této práce je vložit do OM trajektorii, která bude mít souřadnice odpo-
vídající souřadnicím reálného světa. To znamená převést reálné údaje do formátu,
který podporuje OM a které byly teoreticky popsány. Reálné údaje budou získány
ze systému GPS a reprezentovány souborem ve formátu GPX. Cílem je vytvořit
program, u kterého bude jako vstup použit právě GPX soubor a jeho výstupem
bude simulační model s pohybem stanice v OM, v podobě souboru s trajektorií ve
formátu trj či pomocí přímé manipulace s pozicí stanice.
2.1 Systém GPS
Systém GPS (Global Positioning System, globální polohovací systém) je americký,
původně vojenský globální družicový polohový systém, který poskytuje spolehlivé
určování polohy, navigace a určování času kdekoliv na Zemi. Část služeb tohoto
systému s omezenou přesností je volně k dispozici i civilním uživatelům. [4]
GPS se skládá ze tří částí: satelitů obíhajících kolem Země, kontrolních a mo-
nitorovacích stanic na Zemi a GPS přijímačů, které vlastní přímo uživatelé. GPS
satelity vysílají signály z vesmíru, které jsou zachyceny a zpracovány GPS přijímači.
Každý přijímač GPS pak poskytuje tří-dimenzionální polohu (zeměpisná šířka, délka
a nadmořská výška) a čas.
2.2 Formát GPX
Většina aplikací pro komunikaci s GPS, ale i některé GPS přijímače umí ukládat
informace získané z GPS do datového souboru ve formátu GPX (GPS eXchange
format). GPX je formát odvozený z univerzálního jazyka XML (eXtensible Markup
Language) a dědí tak všechny jeho přednosti, ale i nedostatky [3].
Díky tomuto formátu lze srozumitelně zaznamenávat trasy, konkrétní body, po-
známky o nadmořské výšce či stavu GPS v konkrétním místě a podobně. Velkou
výhodou je přenositelnost tohoto formátu a zároveň jeho otevřenost, takže kdokoliv
je schopen zaznamenávat data do GPX souboru. Po ukončení zaznamenávání lze
tento výsledný soubor dále zpracovat.
Nevýhodou tohoto formátu může být fakt, že kromě důležitých údajů je nutné
ukládat i velké množství značek, které vyžaduje samotná specifikace XML a při
ukládání velkého objemu dat (například trasy o délce v řádu stovek kilometrů) se
může velikost cílového souboru vyšplhat až na několik desítek megabajtů.
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2.2.1 Struktura souboru GPX
Základní struktura GPX souboru [3] vypadá následovně:
• Hlavička XML:
<?xml version="1.0" standalone="yes"?>
Musí se vyskytnout na úplném začátku dokumentu. Nesmí se před ní vyskyt-
nou žádné jiné znaky. Ačkoliv je hlavička XML dokumentu nepovinná, tak by
s ní měl začínat každý XML dokument. V hlavičce jsou totiž udána důležitá
nastavení týkající se celého dokumentu. Mohou se zde vyskytnout tři údaje:
verze XML, zvolené kódování a údaj, zda je dokument použitelný samostatně
bez dalších externích deklarací.
• Značka, oznamující, že se jedná o gpx soubor:
<gpx>
• Značka reprezentující trasu, seřazený seznam bodů popisujících trasu:
<trk>
• Značka obsahující seznam bodů cesty, napojuje na sebe body té samé trasy,
pokud byl například ztracen signál GPS nebo byl vypnut přijímač:
<trkseg>
• Značka obsahující souřadnice zeměpisné šířky (lat) a délky (lon) každého
bodu cesty:
<trkpt lat="50.0405650" lon="15.8049233">
• Značka <trkpt> může být rozšířena o:
– Časová stopa:
<time>2009-06-05T15:10:01Z</time>
– Nadmořská výška:
<ele>214</ele>
Přehledné znázornění obsahu souboru GPX je uveden v příloze A.
2.3 Vypočtení vzdálenosti mezi dvěma body trasy
Při praktické realizaci programu je třeba vypočítat vzdálenost mezi dvěma body
trasy, respektive její celkovou vzdálenost. Proto je zde třeba popsat algoritmus na-
zvaný Haversine [11], jehož implementací je tento výpočet prováděn.
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Pro každé dva body země platí:
haversin
(
d
R
)
= haversin(ϕ2 − ϕ1) + cos(ϕ1)cos(ϕ2)haversin(∆λ), (2.1)
kde:
• haversin je funkce haversin, haversin(θ) = sin2(θ/2) = (1− cos(θ))/2,
• d je vzdálenost mezi dvěma body,
• R je poloměr země,
• ϕ1 je zeměpisná šířka bodu 1,
• ϕ2 je zeměpisná šířka bodu 2,
• ∆λ je rozdíl zeměpisných délek dvou bodů.
Na levé straně rovnice je argument funkce haversine v radiánech. Pokud by bylo třeba
použít stupně, výraz se změní na haversin (180◦ d/piR). Vyjádřit hodnotu d lze poté
buď pomocí inverzní funkce haversin, nebo použitím funkce arcsin(inverzní sin).
d = R haversin−1 = 2R arcsin
(√
h
)
, (2.2)
kde h je haversin(d/R).
Algoritmus Haversine je rovnice důležitá při navigaci, poskytující vzdálenost mezi
dvěma body na zemi na základě jejich nadmořské šířce a délce. Jedná se o speci-
ální případ více obecné rovnice v oboru zvaném sférická trigonometrie, kde jsou
označovány jako ”law of haversines” , založených na stranách a úhlech ve sférických
”trojúhelnících”.
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3 REALIZACE PROGRAMU PRO PŘEVOD PO-
MOCÍ SKRIPTU PHP
V první fázi práce, za účelem prvotního vložení a otestování vložení reálné trasy
do prostředí OM, byla realizována aplikace pro převod souborů z formátu GPX na
formát podporovaný OM, tedy soubor ve formátu trj. V následujících kapitolách
jsou popsány použité technologie při programování této aplikace, popis vytvořeného
programu a následně také simulace vytvořené trajektorie v prostředí OM.
3.1 Použité technologie
Program je koncipován jako webová aplikace s použitím jazyka HTML a PHP. Na
ošetření vstupů byl použit jazyk JavaScript. Jazyk PHP byl zvolen z několika dů-
vodů: jelikož soubor GPX vychází z jazyka XML a je v podstatě identický, byly zde
využity funkce knihovny SimpleXML, který podporuje většina současných i neplace-
ných webhostingů. To znamená, že zde není potřeba instalace samotného programu,
dodatečných knihoven a byl usnadněn vývoj programu. Jako další důvod se může
jevit rozšíření například o Google Maps API či jiného mapového podkladu, ze kte-
rého by se dala čerpat data při případném rozšíření programu. A v neposlední řadě,
v případě umístění na veřejné webové stránky je program přístupný všem uživatelům
internetu.
3.1.1 PHP
PHP (Hypertext Preprocessor) je velice rozšířený víceúčelový skriptovací jazyk,
který je obzvláště vhodný pro vývoj webových aplikací a lze jej zapouzdřit do HTML
(HyperText Markup Language). Při použití PHP pro dynamické stránky jsou skripty
prováděny na straně serveru – k uživateli je přenášen až výsledek jejich činnosti.
Jeho syntaxe je odvozená z jazyků C, Java a Perl. Cílem tohoto jazyka je umožnit
webovým vývojářům psát dynamicky generované stránky rychle a efektivně.[6]
3.1.2 SimpleXML
Tato knihovna slouží k jednoduchému načítání dokumentů ve formátu XML (eX-
tensible Markup Language). Dokumenty XML mohou být načítány buď ze souboru
XML nebo řetězce. SimpleXML umožňuje pracovat pomocí moderního postupu ob-
jektově orientovaného programování. Základní princip je ten, že celý dokument je
načtený do paměti do struktury objektů, jejichž jména odpovídají názvům elementů
daného dokumentu.[7]
27
3.1.3 JavaScript
JavaScript je multiplatformní, objektově orientovaný skriptovací jazyk. Nyní se zpra-
vidla používá jako interpretovaný programovací jazyk pro WWW stránky, často
vkládaný přímo do HTML kódu stránky. Jsou jím obvykle ovládány různé interak-
tivní prvky GUI (tlačítka, textová políčka) nebo tvořeny animace a efekty obrázků.
Jeho syntaxe patří do rodiny jazyků C/C++/Java. Slovo Java je však součástí jeho
názvu pouze z marketingových důvodů a s programovacím jazykem Java jej vedle
názvu spojuje jen podobná syntaxe.
Program v JavaScriptu se obvykle spouští až po stažení WWW stránky z Inter-
netu (tzv. na straně klienta), na rozdíl od ostatních jiných interpretovaných progra-
movacích jazyků (např. PHP a ASP), které se spouštějí na straně serveru ještě před
stažením z Internetu. Z toho plynou jistá bezpečností omezení, JavaScript např.
nemůže pracovat se soubory, aby tím neohrozil soukromí uživatele.[8]
3.2 Grafické rozhraní
Jednotlivé vstupy programu jsou ošetřeny pomocí funkcí jazyka JavaScript tak, aby
bylo možné zadat pouze číslo a zároveň aby pole nemohlo zůstat prázdné. V případě,
že uživatel bude mít JavaScript v prohlížeči vypnutý, jsou zde vstupy ošetřeny ještě
pomocí PHP. Grafické rozhraní programu je zobrazeno na Obr. 3.1.
Obr. 3.1: Grafické rozhraní aplikace.
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3.2.1 Popis funkce progamu
V první fázi program načte vložený soubor a ověří, zda se jedná o soubor s přípo-
nou .gpx. Následuje kontrola velikosti souboru. Jeho maximální hodnota je nasta-
vena na 10 megabajtů. Soubor následně uloží do složky gpx v serverové části. Dále je
soubor načten funkcí simplexml_load_file, která převede XML soubor na objekt.
V tomto kroku se také testuje, jestli vnitřní struktura souboru odpovídá struktuře
jazyka XML, potažmo GPX. Pokud jsou tyto podmínky splněny, následuje prochá-
zení struktury souboru, dokud není nalezen prvek <trkpt>. Z tohoto prvku jsou do
jednoho pole načteny jeho parametry - zeměpisná šířka a délka. Pokud se v souboru
GPX nacházejí údaje o čase a nadmořské výšce, jsou tyto údaje vloženy také do
pole. Poté, co jsou všechny body cesty načteny v poli, je zjištěn počet těchto bodů.
Dále, pokud je v rozhraní programu zvoleno jako pozadí Campus, hodnoty pole se
převedou z úhlových souřadnic do souřadnic daného pozadí. Pokud je zatrženo pole
Vycentrovat, střed trasy se umístí přesně do středu souřadného systému.
Následně se vytvoří nový soubor trajectory.trj ve složce export. Do něho se vloží
hlavička, podle zvoleného pozadí jednotky, v kterých je cesta uváděna a také dříve
zjištěný počet souřadnic. Dále se procházejí pole s body cesty, časem a nadmořskou
výškou a vypisují se do souboru ve formátu daném souborem trj.
V poslední fázi je smazán soubor ze složky gpx a nově vytvořený soubor trj je
k dispozici ke stažení uživatelem.
3.3 Simulace reálné trajektorie v Opnet Modeler
V této kapitole je popsáno získání souboru GPX, převod a vložení reálné trajektorie
do projektu v OM a následná simulace pohybu bezdrátové stanice po této trajektorii.
3.3.1 Získání souboru GPX a převod do trj
Soubor GPX byl vytvořen aplikací GPSed Mobile Application [5]. Tato aplikace je
součástí systému GPSed, který umožňuje vytvářet trasy kdekoliv na světě pomocí
mobilního telefonu s GPS přijímačem a následně je zobrazovat na mapě. Program
je k dispozici ke stažení zdarma. V aplikaci GPSed lze zaznamenat trasu například
při chůzi, či jízdě autem a tuto trasu následně uložit jako soubor GPX.
Pro příklad byla vybrána trasa, zobrazená na Obr. 3.2, zaznamenána při jízdě
autobusem. Soubor GPX, vygenerovaný aplikací GPSed, byl převeden vytvořeným
programem na soubor trj. OM obsahuje mapu celého světa i s reálnými souřadnicemi,
proto byly při převodu ponechány souřadnice zeměpisné šířky a délky. Soubor byl
následně vložen do adresáře projektu.
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Obr. 3.2: Zobrazení trasy na mapě.
Pro tento projekt, vytvořený pro znázornění trasy v OM, je zvoleno jako po-
zadí World. Dále obsahuje jednu bezdrátovou stanici (wlan wkstn, Mobile Node
z knihovny wireless wlan), které byl v atributech nastaven jako trajektorie vytvořený
soubor trj.
3.3.2 Zobrazení výsledků simulace
Pro zobrazení pohybu stanice je třeba nastavit: DES - Record Node Movement 2D
Animation For Subnet. Pro následné zobrazení po dokončení simulace slouží nabídka:
DES - Play 2D Animation.
Obr. 3.3: Trasa v OM.
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V tomto prostředí lze tlačítky v horní liště spustit simulaci pohybu. Dále jí lze
zastavit, zrychlit či zpomalit a přehrát znovu. V dolní liště je zobrazena uražená
vzdálenost a čas cesty. Ukázka simulace je zobrazena na Obr. 3.3
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4 IMPLEMENTACE PROGRAMU PRO PŘE-
VOD DO PROSTŘEDÍ OPNET MODELER
Dalším postupem je vytvoření programu pro převod dat ze systému GPS, v tomto
případě reprezentovaného souborem ve formátu GPX, přímo do prostředí OM. Na-
bízelo se zde více variant řešení. První z nich je obdobné řešení, jaké bylo realizováno
v programu vytvořeného pomocí jazyka PHP, tedy převod obsahu souboru GPX na
soubor trj a poté tento vytvořený soubor s trajektorií přiřadit mobilní stanici. Při
tomto způsobu řešení by však bylo nutné spouštět simulaci dvakrát, poprvé právě
pro zmiňovaný převod, po skončení simulace nastavit stanici požadovanou trajek-
torii a spustit simulaci znovu, tentokrát už s pohybem stanice po vytvořené trase.
Vyřešit by se to dalo tím, že by se převod provedl na úplném začátku simulace a poté
nějakou funkcí přiřadit stanici trajektorii a dál už simulovat pohyb. Podle podpory
OM však žádná taková funkce neexistuje.
Proto je zvoleno řešení s přímou manipulací s atributy stanice. V tomto případě se
hodnoty ze souboru GPX načtou obdobným způsobem, jako v předchozím případě
a hodnoty se využijí přímo při simulaci k přímému nastavovaní atributů pozice
stanice a tím také k pohybu při simulaci. Zůstává zde možnost vytvoření souboru
trj v průběhu simulace a jeho následné použití např. pro zpětné zaznamenání, kudy
se stanice pohybovala či pro další simulaci. Dále je zde požadavek, aby si uživatel
mohl zvolit, zda ponechat časové značky ze souboru GPX nebo zadat vlastní dobu
cesty, rychlost pohybu, zda se vytvoří soubor trj či ne a také výpis o trase do konzole
OM. V následující kapitole je popsáno vytvoření tohoto programu.
4.1 Programování v prostředí Opnet Modeler
Program Opnet Modeler obsahuje velmi obsáhlé knihovny v kterých se vyskytuje
velký počet síťových prvků dostupných pro simulaci. Zdrojové kódy těchto prvků
jsou psány v jazyce C/C++ a jsou otevřené, lze je tedy upravovat či vytvářet zcela
nové. Při programování nabízí program své vlastní grafické rozhraní, které je jakousi
nadstavbou nad samotným kódem a přizpůsobuje a ulehčuje uživateli implementaci
vlastního kódu do prostředí síťových prvků. Programování v tomto prostředí má
určitá specifika a trochu se odlišuje od běžného programování v jazyce C či C++.
Důležitá je znalost základních prvků v tomto prostředí, jako je model uzlu (Node
Model), procesní model (Process Model), jednotlivé stavy v něm - vynucený a ne-
vynucený a přechody mezi těmito stavy. Podrobný popis prostředí OM lze nalézt
v literatuře [1] a [9].
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4.1.1 Program
Program pro načítání souborů formátu GPX je napsán v jazyce C++ tak, že všechny
jeho funkce jsou umístěny v jednom hlavičkovém souboru s názvem gpx.h, který se
poté vloží pomocí #include"gpx.h" přímo do HB (Header Block) ve vytvořeném
procesním modelu Mobility. Následně se z tohoto procesu volají jednotlivé funkce
programu. Lze tedy vytvořit více stanic s odlišným kódem, které budou používat
funkce z tohoto hlavičkového souboru.
Jazyk C++ je upřednostněn před jazykem C z důvodu existence XML parseru
s jednoduchým a intuitivním použitím. V tomto případě se jedná o TinyXML parser.
Pomocí něho je soubor GPX načten, procházen a jednotlivé souřadnice a hodnoty
času jsou poté dále zpracovávány.
4.1.2 Tiny XML
TinyXML je jednoduchý XML parser napsaný, jak již bylo zmíněno, v jazyce C++
a může být jednoduše integrovaný do ostatních programů. TinyXML byl vyvinut
pomocí zpětné vazby mnoha přispěvatelů. Je to jednoduchý a stabilní XML parser
používaný mnoha v open source i komerčních projektech. [10]
Parser používá dva hlavičkové soubory nazvané tinyxml.h a tinystr.h a dále
soubory C++: tinyxml.cpp, tinyxmlerror.cpp, tinyxmlparser.cpp a tinystr.cpp. Před
vlastním programováním v OM je třeba nahrát hlavičkové soubory tinyxml.h a ti-
nystr.h do složky include, standartní cesta je:
C:\OPNET\"verze"\models\std\include.
Případně lze v prostředí OM definovat vlastní cestu k hlavičkovým souborům tak, jak
je popsáno v kapitole 4.1.5. Po provedení tohoto nastavení lze ponechat hlavičkové
soubory ve složce s projektem.
4.1.3 Vytvoření hlavičkového souboru
Hlavičkový soubor byl naprogramován ve vývojářském nástroji Microsoft Visual Stu-
dio 2010. Po spuštění Visual Studia je třeba vytvořit nový projekt. To se provede
výběrem z menu File - New - Project. Otevře se průvodce pro vytvoření nového pro-
jektu. V něm je třeba zvolit Visual C++ a Win32 Console Application. V dalším
okně zvolit Empty Project. Vytvoří se prázdný projekt. Zde se poté musí v okně
Solution Explorer do záložky Header Files přidat havičkové soubory XML parseru.
To se provede pravým klikem na Header Files - Add - Existing Item a zde vybrá-
ním souborů tinystr.h a tinyxml.h. Dále poté vytvořit nový hlavičkový soubor, ve
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kterém budou umístěny funkce programu pomocí Header Files - Add - New Item
a v následujícím okně zvolit Header File.
Po přidání hlavičkových souborů je třeba ještě přidat externí soubory parseru.
Přidání se provede pomocí Source Files - Add - Existing Item a vybráním souborů
tinyxml.cpp, tinyxmlerror.cpp, tinyxmlparser.cpp a tinystr.cpp. Dále je možné si vy-
tvořit soubor main, pomocí Source Files - Add - New Item, ve kterém lze pomocí
vytvořené funkce main() volat funkce z hlavičkového souboru a ověřit si tak funkč-
nost programu. Tato funkce poté bude nahrazovat Process Model v simulačním
prostředí OM. Přiřazení souborů ve Visual Studio 2010 je zobrazen na Obr. 4.1.
Obr. 4.1: Přiřazení souborů ve Visual Studio 2010.
4.1.4 Popis vybraných funkcí programu
V této kapitole jsou popsány vybrané funkce umístěné v hlavičkovém souboru gpx.h.
Souřadnice získané z GPX souboru se ukládají do následující struktury:
struct souradnice
{
double longitude;
double latitude;
double altitude;
int time;
};
Zde longitude zastupuje zeměpisnou délku, latitude zeměpisnou šířku a altitude
nadmořskou výšku. Položka time vyjadřuje časovou značku každého bodu trasy.
Dále se ještě musí dopočítat rozdíl mezi jednotlivými body kvůli správnému prů-
běhu simulace, jak je popsáno dále. Samotné načtení souboru GPX, jeho otevření
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a procházení pomocí TinyXML parseru a poté naplnění dříve uvedených vektorů
hodnotami souřadnic a času má na starosti funkce:
vector <souradnice > CoordToVector(char gpx_file [128] , bool isTimeMan
, double timeMan , double speed , bool *err)
Tato funkce je volána přímo z prostředí Proces Model v OM. Hodnoty, které jí jsou
předávány jsou následující:
• gpx_file - název GPX souboru, který má být načten.
• is_time_manual - příznak - pokud je hodnota 1, jedná se o čas manuálně
zadaný v atributech stanice. Pokud je 0, čas je načítán přímo ze souboru
GPX.
• travel_time_manual- manuálně zadaný čas cesty v atributech stanice
• speed - manuálně zadaná rychlost v atributech stanice
• *err - příznak, který se předává funkci jako ukazatel. Nastaví se na 1, pokud se
vyskytne chyba v načtení souboru, pokud má soubor špatný název nebo není
ve správném formátu. Tento příznak poté ukončí simulaci v Proces Model
v OM, jak bude popsáno dále.
Při provedení této funkce se vytvoří vektor dříve vytvořené struktury souřadnic:
vector <souradnice > v;
Tento vektor je také touto funkcí vrácen. Dále je pomocí této funkce otevřen a pro-
cházen soubor GPX. Vytvořený vektor v je naplněn jednotlivými souřadnicemi ze-
měpisné délky a šířky, nadmořské výšky a času. Čas v souboru GPX je ve formátu:
2010 -11 -28 T20 :29:05Z.
Proto je třeba při vkládání času zavolat funkci:
int TimeParser(string timeGPX).
Té se předá parametr času v tomto formátu a funkce vrací čas v sekundách jako
datový typ integer. Pokud uživatel zvolí převod na trj, volá se funkce:
void GPXtoTRJ(char site_name [128], vector <souradnice > v, bool *err)
Této funkci je předán vektor souřadnic v. Funkce vytvoří soubor s trajektorií trj
s názvem direct movement-scenario1-mobile node 0.trj. Zde by bylo lepším řešením
pojmenovat tento soubor podle aktuálně vytvořeného projektu a scénáře, bohužel
se však nepodařilo přes veškerou snahu úspěšně přeložit funkci:
Ets_Project_And_Scenario_Name_Get ().
Tato funkce podle dokumentace k OM slouží k získání názvu vytvořeného projektu
a scénáře, proto je zde název nastaven napevno. Dále se do souboru vloží hlavička
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a poté se prochází vektor a do souboru se vypisují jednotlivé souřadnice, čas a nad-
mořská výška spolu s ostatními hodnotami popsanými v tab. 1.1. Hodnota času
se bere jako rozdíl mezi současným a předchozím bodem. První hodnota souřadnic
musí mít časovou hodnotu 0. Pro zjištění počtu souřadnic slouží funkce:
int CountFunc(vector <souradnice > v).
Počet souřadnic je zde třeba pro parametr Coordinate_Count v souboru trj a také
pro zajištění, aby při nastavování atributů polohy stanice proběhl tento cyklus toli-
krát, kolik je bodů trasy. Vzdálenost trasy je vypočítána pomocí funkce:
double DistanceInMeters(const souradnice& from , const souradnice&
to).
Ta obsahuje algoritmus Haversine, popsaný v kapitole 2.3.
4.1.5 Nastavení cesty k hlavičkovým souborům
Standartní cesta pro hlavičkové soubory v OM je:
C:\ OPNET \14.0.A\models\std\include
Pokud je třeba do projektu přiložit nově vytvořený hlavičkový soubor, je třeba ho
buď nahrát do této složky, či přidat složku (nejlépe složku s projektem, kvůli pří-
padnému přenášení na jiný počítač), ve které se daný hlavičkový soubor nachází do
prostředí OM. Toto se provádí v menu Edit - Preferences (Ctrl + Alt + P), zde je
třeba vyhledat položku Compilation Flags for All Code. Původní záznam vypadá
takto:
/W3 /D_CRT_SECURE_NO_DEPRECATE /IC:\OPNET \14.0.A\models\std\include
Pro přidání další složky, např.:
C:\ gpx_trj.project
je třeba tento záznam rozšířit tak, aby vypadal následovně:
/W3 /D_CRT_SECURE_NO_DEPRECATE /IC:\OPNET \14.0.A\models\std\include
/IC:\ gpx_trj.project
Nyní dokáže OM přečíst hlavičkové soubory z této složky. Takto lze přidat libovolnou
složku, případně i složek několik. Nastavení je zobrazeno na Obr. 4.2.
4.2 Scénář s přímou manipulací pohybu stanice
Po vytvoření hlavičkového souboru a jeho uložení do složky s projektem a nastavením
cesty je dalším krokem vytvoření nového scénáře. Zde je třeba vytvořit novou stanici
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Obr. 4.2: Přidání cesty k hlavičkovým souborům.
a jí přiřadit procesní model, do kterého už je vkládán samotný zdrojový kód. Tento
postup je zde popsán.
4.2.1 Vytvoření nového scénáře
Prvním krokem ve vytváření programu je založení nového projektu v OM. To se
provede pomocí File - New Project. Jako pozadí je zvoleno svět (World). Dalším
krokem je vytvoření duplikátu mobilní stanice, dále vytvoření nového procesoru
a v něm procesního modelu, jak je popsáno v dalších podkapitolách.
4.2.2 Vytvoření duplikátu stanice
Při změně jakéhokoliv modelu je dobré si vytvořit duplikát a uložit si ho do vlastní
složky pod jiným názvem. V opačném případě se úpravy ukládají do souborů pů-
vodních modelů a v případě nějaké chyby by byl původní model nefunkční. V tomto
projektu je zvolen model bezdrátové stanice wlan wkstn. Pro vytvoření duplikátu
je třeba zvolit v projektu Open Object Palette. Zde vyhledat wlan wkstn ve složce
Mobile Node, zvolit Model Details - Derive New, v okně Node Types u položky Fixed
Node - Supported zvolit NO. Dále je třeba si tuto nově vytvořenou kopii uložit pod
vlastním názvem pomocí volby Save do nějaké vlastní vytvořené složky. V tomto
projektu má vytvořená stanice název gpx wlan wkstn adv. Tuto stanici lze poté vy-
hledat v Object Palette. Po vložení vytvořené stanice do pracovního prostředí je třeba
vstoupit do Node Model, zde zvolit File - Save As a pod vlastním jménem (opět
např. gpx wlan wkstn adv) uložit do stejné složky. Dále se posunout zpět o úroveň
výš, zvolit pravým klikem na stanici Edit Attributes(Advanced) a v položce mo-
del zvolit právě vytvořený Node Model. Toto nastavení zabrání přepsání původních
modelů, při editaci se budou měnit hodnoty pouze vytvořeného modelu.
37
4.2.3 Vytvoření procesoru Mobility
V Node Model je vytvořen nový procesor pomocí volby Create Proccessor. Vytvoří
se základní procesor nazvaný Sink, který obsahuje dva stavy: vynucený - Init a nevy-
nucený - Discard. Vytvořený Process Model je opět třeba uložit pod jiným názvem,
aby se nepřepsal původní procesor Sink v OM. V tomto projektu je pojmenován
gpx mobility.pr.n. Poté je třeba vytvořenému procesoru přiřadit vytvořený model
pomocí Edit Attributes - Process Model a případně ho pojmenovat. V tomto pro-
jektu je pojmenovaný jako Mobility. Vytvořený procesor Mobility je zobrazen na
Obr. 4.3.
Obr. 4.3: Vytvoření procesoru Mobility.
Vytvořený základní procesor (Sink) obsahuje Process Model znázorněný na Obr.
4.4. Je zde stav Init, který je vynucený. To znamená, že proces automaticky přejde ze
vstupního do výstupního stavu po vykonání zdrojového kódu, který obsahuje. Dále
je zde přechod, kterým se po vykonání procesu Init přejde do stavu Discard, který
je nevynucený. To znamená, že proces přejde z vstupního do výstupního stavu při
nějakém přerušení.[9] V tomto případě proces Discard ukončí činnost tohoto proce-
soru. Dále je tento model upravován v dalším vytváření programu jak je popsáno
v dalších kapitolách.
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Obr. 4.4: Process Model.
4.2.4 Přiřazení externích souborů do procesního modelu
V OM jsou externí soubory pojmenovány stylem název souboru.ex.c nebo
název souboru.ex.cpp. Protože je třeba přiřadit soubory tinyxml.cpp,
tinyxmlerror.cpp, tinyxmlparser.cpp a tinystr.cpp do OM jako externí, je třeba je
přejmenovat na tento formát. Soubory proto budou ve formátu: tinyxml.ex.cpp. Tyto
soubory je poté nutné nahrát do složky s projektem.
Pro použití XML parseru je třeba tyto externí soubory zkompilovat při spuštění
programu, proto je třeba je v Process Editor přiřadit tyto soubory našemu pro-
gramu. Zvolit File - Declare External Files. Toto přiřazení je zobrazeno na Obr. 4.5.
Kompilace je poté provedena při spuštění simulace.
Dále, pokud chceme programovat v prostředí OM pomocí jazyka C++, je třeba
před vlastní kompilací v Process Editor zvolit položku Compile - Enable C++ Code
Generation. V případě, že by tato položka nebyla zatržena, lze kompilovat pouze
kód napsaný v jazyce C.
4.2.5 Přidání nových atributů stanici
Stanici lze, kromě atributů, které již obsahuje, přiřadit také vlastní atributy. Ty lze
poté pomocí vnitřních funkcí OM načíst, jejich hodnotu si uložit do proměnné a s ní
dále pracovat. Atributy můžou být buď typické datové typy v jazyce C/C++, tedy
int, double a string. Dále může být atribut typu toggle, což je v podstatě přepínač. Je
zde sice typu int, ale může obsahovat pouze dvě hodnoty - 1 nebo 0. Dalším typem
atributu je compound. Do něho může být umístěno několik dalších atributů, vytváří
tedy jakési menu. Lze ještě přiřadit atributy typu typed file, profile nebo color, těmi
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Obr. 4.5: Přiřazení externích souborů.
se však tato práce nezabývá.
Hlavním důvodem pro přidání nových atributů stanici je možnost, aby uživatel
definoval u každé stanice soubor GPX, podle kterého se bude stanice pohybovat.
Soubor GPX také obsahuje údaje o času cesty a vytvořený program tento čas dokáže
zpracovat. Pro případnou simulaci je ale dobré mít možnost tyto údaje upravovat
i ručně. Proto jsou mobilní stanici přidány další atributy, pomocí kterých lze nasta-
vit, zda bude použit čas přímo ze souboru GPX, nebo bude definován ručně. Lze
také definovat rychlost, kterou se bude stanice pohybovat. Tato rychlost je poté
převedena na čas. Dále je zde přidán atribut, kterým si uživatel zvolí, zda bude při
simulaci vygenerován soubor s trajektorií trj či nikoliv. Přidání nových atributů se
provádí v Proces Model Mobility a zvolením Interfaces - Model Attributes se otevře
tabulka s definicí nových parametrů. Vytvořeny jsou tyto atributy:
• GPX File - Soubor GPX, který bude při simulaci načten.
• Manual Time - Volba, zda bude čas pohybu zadán ručně (enabled) či bude
použit čas ze souboru GPX (disabled). Pokud je zvoleno disabled a soubor
GPX neobsahuje informace o čase, je použit čas 1s pro přechod z jednoho
bodu k druhému.
• Travel Time - Samotný čas cesty. Jednotky jsou uváděny v minutách.
• Speed - Rychlost pohybu, uváděného v km/h.
• Generate TRJ - Pokud je zvoleno enabled, je zároveň vytvořen trj soubor, který
poté může být zobrazen v prostředí OM, popřípadě ho použít k opakované
simulaci, např. ho přiřadit nějakému jinému objektu. Pokud je naopak zvoleno
disabled, soubor trj se nevytváří.
• Movement Report - určuje, zdali bude do konzole vypisovány zprávy o pohybu
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stanice při simulaci.
Přiřazení nových atributů stanici je zobrazeno na Obr. 4.6. Atributy jsou dále načí-
tány a zpracovány za běhu programu, jak je popsáno dále.
Obr. 4.6: Okno vytváření atributů stanice.
Tyto atributy jsou poté přístupné po kliknutí na jednotlivou stanici a pomocí
menu Edit Attributes je lze měnit. Každá stanice načítá svoje atributy a podle nich
se řídí, tudíž v simulaci může být libovolný počet mobilních stanic, kde každá může
načítat svůj vlastní GPX soubor, může mít nastaveny rozdílné údaje rychlosti, času
cesty apod. Přístup k atributům a příklad nastavení je zobrazen na Obr. 4.7
Obr. 4.7: Okno nastavení atributů stanice.
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4.2.6 Úprava procesního modelu
Procesní model vytvořený v předchozím scénáři byl pozměněn tak, jak je zobrazeno
na Obr. 4.8 a byl uložen pod názvem direct movement mobility. Jsou zde stavy
INIT (vynucený), Coordinates(nevynucený) a Discard. Stav Discard slouží pouze
k ukončení pohybu stanice, ostatní stavy jsou popsány dále.
Obr. 4.8: Procesní model pro přímou manipulaci s atributy stanice.
Blok HB procesu Mobility vypadá následovně:
#include "gpx.h"
#include <map >
typedef vector <souradnice > v;
map <int ,v> mymap;
map <int ,int > timeD;
Je zde tedy pomocí #include přidán vytvořený hlavičkový soubor gpx.h. Dále je zde
definován vektor souřadnic v jako nový datový typ a na základě toho je vytvořena
tzv. mapa vektorů pomocí funkce map s názvem mymap. Jednoduše definovaný vektor
souřadnic by mohl být použitý pouze v případě, že by simulace pohybu probíhala
pro jednu stanici. Pokud jsou však v pracovním prostředí OM vloženy dvě a více
stanic, takto vytvořený vektor nefunguje korektně. Stanice vložené do pracovního
prostředí OM se totiž od sebe liší pouze názvem a také svým ID, jak je popsáno dále,
jinak jsou totožné. Jejich zdrojový kód je tedy reprezentován jedním souborem.
Pokud vynecháme ostatní procesy a budeme se soustředit pouze na provádění
kódu vytvořeného procesu Mobility, tak se při simulaci kompiluje kód tím způso-
bem, že provádění kódu se provede v první fázi pro první stanici, konkrétně první
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vloženou, např mobile node0. Proběhne jeden cyklus programu v procesu Mobility,
proběhnou stavy INIT a Coordinates. Příznak set zůstane na hodnotě true, provede
se tedy smyčka a program zůstane stát ve vstupním bloku stavu Coordinates. Do
vektoru se načtou souřadnice ze souboru přiřazeného právě této stanici a zároveň se
stanici nastaví poloha odpovídající první souřadnici. V dalším kroku program přejde
k provádění kódu druhé stanice, např. mobile node1, což se v podstatě rovná zopa-
kování provedení předchozího kódu první stanice. Stane se tedy to, že je první vektor
souřadnic přepsán souřadnicemi jinými, v tomto případě souřadnicemi načtenými ze
souboru patřící právě této druhé stanici. Takto to pokračuje pro všechny vytvořené
stanice. Dále simulace pokračuje skokem opět na první stanici a provádí se další
smyčka stavu Coordinates, stav INIT už se neuplatní. Vektor první stanice je však
již přepsán vektorem stanice poslední a proto jsou jí nastavovány špatné souřadnice.
V lepším případě takováto simulace skončí tím, že se všechny stanice pohybují po
stejné trase, která náleží stanici, jejíž kód byl kompilován jako poslední. V horším
případě simulace může skončit předčasně a do konzole je vypsáno chybové hlášení.
Proto zde byla implementována právě zmíněná funkce map, pomocí které lze
vytvořit více vektorů v jednom programu a následně na ně odkazovat indexem.
V tomto případě je nejlepší řešení na takto vytvořené vektory odkazovat pomocí
ID dané stanice, ke kterému souřadnice náleží. Průběh simulace bude totožný, jak
bylo popsáno dříve, s tím rozdílem, že se pro každou stanici vytvoří vektor souřadnic
náležící právě této konkrétní stanici. V rámci jednoho programu se tedy vytvoří právě
tolik vektorů, kolik bylo umístěno stanic do prostředí OM. Poté se k nim přistupuje
pomocí indexu, tedy ID stanice, která se liší pro každou stanici v průběhu simulace.
Postup vytvoření a dále vyčítání hodnot z vektorů a nastavování atributů stanice je
popsáno dále.
4.2.7 Stav INIT
V tomto stavu se provede zjištění ID stanice, vyčtení všech potřebných atributů
a naplnění vektoru souřadnicemi. Nejprve je třeba získat ID procesu mobility pomocí
funkce op_id_self():
my_obj_id = op_id_self ();
Dále pro potřeby popsané dále také získat ID rodiče, tedy přímo mobilní stanice:
parent_obj_id = op_topo_parent (my_obj_id);
Dalším krokem je poté načtení vytvořených atributů a jejich uložení do příslušných
proměnných. Načtení atributu gpx se provádí následovně:
op_ima_obj_attr_get (my_obj_id , "gpx file", site_gpx);
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Ostatní atributy jsou načítány obdobným způsobem. Následně jsou tyto parametry
předány funkcím v hlavičkovém souboru a dále zpracovány. Funkce, která naplní
vektor souřadicemi, se volá následovně:
mymap[parent_obj_id] = CoordToVector(site_gpx , time_manual ,
travel_time , speed , &err);
Vektor souřadnic, který vrací funkce CoordToVector se uloží do vytvořené mapy
vektorů mymap s indexem ID stanice, jejíž kód je právě prováděn. Stanici se předají
parametry názvu souboru GPX (site_gpx), příznaku manuálního času, doby cesty,
rychlosti a také ukazatele na příznak err. Vzdálenost načtené trasy se spočítá funkcí:
distance = PathDistance(mymap[parent_obj_id ]);
Následuje zjištění počtu souřadnic pomocí:
count = CountFunc(mymap[parent_obj_id ]);
Pokud uživatel zvolí, že chce při simulaci vytvořit také trj soubor, tedy za podmínky,
že je time_manual rovno true, volá se funkce:
GPXtoTRJ(site_name , mymap[parent_obj_id], &err);
Té je předán parametr název stanice, vytvořený vektor souřadnic a také příznak err.
Výsledkem této funkce je vytvořený soubor trj ve formátu název stanice-projekt-
scénář a je umístěn ve složce s projektem. Pokud všechny tyto funkce proběhnou
správně, příznak err je tedy nastaven na true, program přejde do stavu Coordinates.
Celý kód ve stavu INIT je uveden v příloze D.
4.2.8 Stav Coordinates
V tomto stavu se nastavují atributy stanici, tedy přímo souřadnice uložené v pří-
slušném vektoru. Je zde použita funkce:
op_ima_obj_attr_set_dbl (parent_obj_id , "x position", mymap[
parent_obj_id ][i]. longitude);
Tato funkce byla již popsána v kapitole 1.4. K vektoru se přistupuje opět pomocí
ID stanice, index i určuje pozici souřadnice ve vektoru a je v každém cyklu inkre-
mentována o jedna. Hodnota longitude zde představuje zem. délku. Obdobně jsou
atributy nastavovány pro pozici y a nadm. výšku, pouze se mění druhý parametr,
který se předává funkci a místo hodnoty longitude je zde latitude či altitude. Pokud
je hodnota času brána ze souboru GPX, volá se zde funkce:
timeD[parent_obj_id] += TimeDiffFunc(i, mymap[parent_obj_id ]);
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Tato funkce vrací rozdíl časů mezi jednotlivými body. Hodnota uložená v proměnné
timeD se tedy zvyšuje v každém průchodu stavem Coordinates o rozdíl času mezi
body. Pokud je hodnota nastavena ručně pomocí atributů, je hodnota timeD načí-
tána následovně:
timeD[parent_obj_id] += mymap[parent_obj_id ][i-1]. time;
Hodnota timeD je poté použita ve funkci:
op_intrpt_schedule_self (timeD[parent_obj_id], 0);
Tato funkce je vnitřní funkcí programu OM a zde funguje tím způsobem, že vy-
volá přerušení stavu v čase, který je právě uložen v proměnné timeD . Pokud není
dosaženo konce souboru, tedy počet kroků se nerovná počtu souřadnic, je příznak
set nastaven na true a právě pomocí této funkce je v požadovaném čase vyvoláno
přerušení a pomocí přechodu, v tomto případě zpětné smyčky, se proces Coordinates
opakuje. Výsledek je takový, že v požadovaném čase stanice skočí na požadované
místo a tento proces se opakuje tak dlouho, dokud jsou k dispozici souřadnice. Celý
kód ve stavu Coordinates je uveden v přílohách E a F.
4.3 Scénář s pohybem stanice po náhodně zvolené
trajektorii
V tomto scénáři je využito funkce Haversine k vzájemnému propojení tras. Princip
spočívá v tom, že uživatel zadá v menu stanice libovolný počet tras umístěných
v GPX souboru a tyto trasy jsou načteny programem. Dále se počítá, právě pomocí
funkce Haversine, vzdálenost posledního bodu první trasy k prvnímu bodu druhé
trasy, poslednímu bodu druhé trasy k prvnímu třetí trasy atd. Na základě těchto
vzdáleností je poté vybrána jedna souvislá trasa tvořená dvěma propojenými tra-
sami, které byly původně zadány. Vybere se tedy nejmenší vzdálenost a podlé té
se odpovídající trasy propojí. Dále pokračuje simulace klasickým způsobem, trasa
je simulována pomocí nastavování atributů polohy stanice v daném čase, může být
vytvořen soubor trj a výpis do konzole. Změny se tedy týkají stavu INIT a také se
odlišuje nastavení atributů stanice tak, jak je popsáno dále.
4.3.1 Atributy stanice
Atributy jsou pozměněny tak, jak je zobrazeno na Obr 4.9. Položka GPX File je
zanořena do menu GPX, které je typu Compound. V tomto menu si poté uživatel
může zvolit počet řádků (Row), tedy počet prvků, které má toto menu obsahovat.
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Obr. 4.9: Pozměněné atributy stanice.
V tomto případě počet řádků reprezentuje počet načítaných GPX souborů. Příklad
tohoto nastavení je na Obr. 4.10.
Obr. 4.10: Nastavení pozměněných atributů stanice.
4.3.2 Vyčítání atributů
Nejprve je třeba zjistit ID menu GPX a uložit si ho do proměnné pomocí funkce:
op_ima_obj_attr_get_objid (my_obj_id , "GPX", &gpx_id);
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Dále se zjišťuje počet potomků (child) tohoto menu pomocí funkce:
child_count = op_topo_child_count (gpx_id , OPC_OBJTYPE_GENERIC);
Následuje cyklus, který probíhá až do té doby, než se proměnná i rovná počtu
potomků. Uvnitř cyklu se pomocí funkce op_topo_child zjistí ID potomka podle
daného indexu i, který se funkci předává jako třetí parametr. Prvním parametrem
je ID nadřazeného menu, které bylo načteno dříve. ID potomků v daném menu se
vždy počítá od 0. Dále se pomocí funkce op_ima_obj_attr_get zjistí obsah menu,
tedy název GPX souboru definovaného uživatelem. Posledním krokem je předání
takto vyčtené hodnoty funkci CoordToVector. Takto se načtou všechny soubory,
které jsou definovány. Cyklus vypadá následovně:
for(i = 1; i <= child_count; i++)
{
file1_id = op_topo_child (gpx_id , OPC_OBJTYPE_GENERIC , i-1);
op_ima_obj_attr_get (file1_id , "GPX File", gpx_file);
mapvector[i] = CoordToVector(gpx_file , time_manual , travel_time ,
speed , &err);
}
4.3.3 Princip spojování tras
Struktura souřadnic v hlavičkovém souboru je pozměněna tímto způsobem:
struct souradnice
{
double longitude;
double latitude;
double altitude;
int time;
int count;
};
Přibyly zde proměnné count a distance, které budou vysvětleny dále. Kromě této
změny zůstal hlavičkový soubor nezměněný. Princip propojení tras spočívá v tom,
že po načtení všech tras se vytvoří všechny kombinace propojení tras, tedy první
s první, první s druhou atd. Dále se do proměnné count zapíše počet souřadnic první
trasy. Ten je dále použit při výpočtu vzdálenosti mezi posledním bodem první trasy
a prvním bodem druhé trasy. Bere se tedy vzdálenost souřadnice v bodě count vůči
souřadnici v bodě count+1. Pokud je vzdálenost nulová, nebere se v potaz, protože
poté se jedná o případ propojení dvou stejných tras. Dále se porovnají výsledky
vzdáleností a najde se nejmenší. Tato trasa, složená ze dvou tras se poté použije
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při simulaci. Všechen tento kód je umístěn ve stavu INIT, ostatní stavy zůstávají
nezměněné. Zdrojový kód je v příloze G. Header Block vypadá takto:
#include "gpx.h"
#include <map >
typedef vector <souradnice > v;
map <int ,v> vect;
map <int ,v> mapvector;
map <int ,v> mapvectorspoj;
map <int ,double > mapdistance;
Přibyly zde definice vektorů mapvector, do kterého jsou načteny jednotlivé soubory
GPX definované uživatelem v menu. Dále je zde mapvectorspoj, do kterých se uloží
všechny kombinace propojení cest, vznikne tedy počet GPX vektorů na druhou.
Do vektoru mapdistance se ukládají hodnoty vzdáleností mezi trasami. Po zjištění
trasy, která bude použita k simulaci, se mapvector s daným indexem dvou tras
s nejmenší vzdáleností vloží do vektoru vect, který je opět indexován ID stanice.
Funkce použití více stanic v jedné simulaci tedy zůstane zachována.
4.4 Simulace
Samotná simulace je zde popsána z hlediska zobrazení pohybu stanice a vztahuje
se ke scénáři s přímou manipulací s atributy stanice. V této práci nejsou nastavo-
vány žádné parametry síťového provozu a podobně. Nejsou tedy generovány žádné
grafy. V následující kapitole je popsáno spuštění simulace, příklad nastavení atri-
butů stanici a popis, jak lze zobrazit pohyb stanice v případě manipulace s atributy
stanice.
4.4.1 Vložení mobilních stanic a nastavení parametrů
Pro vložení mobilních stanic je třeba zvolit tlačítko Open Object Palette. Zde vyhle-
dat stanici direct movement wlan wksn adv(Mobile Node), jak je zobrazeno na Obr.
4.11. Na pracovní plochu lze vložit jednu, dvě, jak je zvoleno zde, či více stanic.
Pro nastavení atributů je třeba u obou stanic zvolit Edit Attributes a zde nastavit
příslušné parametry. Příklad nastavení je zobrazen v Tab. 4.1.
Pro simulaci takto vytvořeného scénáře je třeba zvolit Configure/Run Discrete
Event Simulation. Zde lze nastavovat nejrůznější parametry simulace. Z těch základ-
ních (v záložce Common) je zde na výběr z nastavení času simulace. Dále je možné
použití nástroje OPNET Debugger. To se provede v záložce Execution - OPNET De-
bugger zaškrtnutím položky Use OPNET Simulation Debugger(ODB). Použití ODB
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Obr. 4.11: Object Palette.
Tab. 4.1: Příklad nastavení atributů stanice
Atributy mobile node0 mobile node1
GPX File trasaA.gpx trasaB.gpx
Generate TRJ enabled disabled
Manual Time enabled disabled
Speed 20 0
Travel Time 0 0
je popsáno v další kapitole. Takto nastavená simulace může být spuštěna pomocí
tlačítka Run.
4.4.2 Opnet Debugger
V tomto prostředí lze sledovat průběh simulace, zastavovat a spouštět simulaci,
zobrazovat animaci např. pohybu stanice v průběhu simulace nebo průběh procesů
v nižších úrovních, posílání jednotlivých paketů apod.
Výpis všech stavů programu, chybových hlášek a podobně lze pozorovat v záložce
Console, Obr. 4.12, která zde zastává funkci klasické konzole, podobná například té
ve Visual Studio při programování konzolové aplikace.
Animaci pohybu stanic lze pozorovat v záložce Model po zaškrtnutí Show Ani-
mations. Lze jí pomocí tlačítek Faster a Slower zrychlovat respektive zpomalovat,
jak je zobrazeno na Obr. 4.13. Zde je patrné, že lze do prostředí OM vložit také ob-
rázek s mapou pro ověření, zda se stanice pohybuje po správné trase. To se provede
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Obr. 4.12: Konzole Debuggeru.
v pracovním prostředí v menu View - Background - Add Image Map. Mapa musí být
ve formátu tiff a je potřeba doplnit umístění obrázku na mapě pomocí souřadnic.
Obr. 4.13: Okno se zobrazením animace.
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V prostředí Debugger se nachází tabulka, kde jsou po kliknutí na mobilní stanici
zobrazeny její atributy jak je zobrazeno na Obr. 4.14 Je zde mimo jiné zobrazena
nadmořská šířka a výška a také hodnoty pozice X a Y v okně simulace. V tomto
případě jsou hodnoty totožné, protože je použit jako podklad projektu World. Dále
je zde zobrazeno, zda je použit soubor s trajektorií či ne.
Obr. 4.14: Okno zobrazující pozici stanice.
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5 ZÁVĚR
V úvodní části práce byly popsány stávající možnosti řízení modelu stanice v OM.
Byl podrobně popsán soubor trj, pomocí něhož jsou trajektorie ovládány a také
možnost pohybu stanice pomocí přímé manipulace s atributy stanice.
Další postup spočíval ve vytvoření aplikace pro převod souřadnic ze systému
GPS vyjádřeného souborem GPX do formátu souboru trj, používaného v programu
OPNET Modeler. Zde bylo třeba prozkoumat strukturu GPX souboru a také způsob,
jakým se v programu OPNET Modeler řídí trajektorie pohybu stanic. K tomuto
účelu posloužila velmi dobře zpracovaná dokumentace k tomuto programu. Výsledná
aplikace byla vytvořena jako PHP skript s využitím knihovny SimpleXML. Pro
testovací účely byla tato aplikace umístěna na http://opnet.php5.cz/upload.php.
Dalším bodem byla simulace získané trasy v simulačním prostředí programu
OPNET Modeler. Trasa byla získána pomocí mobilního telefonu s GPS modulem
a nainstalovanou aplikací GPSed. Výstup byl následně převeden do formátu trj a byl
vytvořen a odsimulován jednoduchý projekt pro názornou ukázku pohybu stanice
po této trase. Zde byla velmi užitečná funkce programu, která přehledně zobrazuje
animaci pohybu stanice po dané trase.
Pokračování spočívalo v implementaci funkce pro simulaci reálné trajektorie ze
souboru GPX přímo do prostředí OPNET Modeler. Byl vytvořen program v jazyce
C++, použit zde byl opět XML parser, tentokrát Tiny XML. Program je zalo-
žen na hlavičkovém souboru obsahující funkce pro převod. Ten je univerzální, lze
pomocí něho tedy vytvořit více stanic, kde každá může mít rozdílný kód, ale hlavič-
kový soubor používá stejný. Scénáře byly vytvořeny dva, jeden s přímou manipulací
s atributy stanice a druhý s možností propojování tras navzájem. U obou scénářů je
ponechána možnost vytvoření souboru trj pro zobrazení trasy a také pro možnosti
další simulace. Stanicím byly vytvořeny atributy, kde může uživatel zvolit, podle
jakého souboru GPX se bude daná stanice řídit. Také má možnost zadat čas cesty
či rychlost pohybu ručně. U obou scénářů je možnost použít pro simulaci libovolný
počet stanic, každá má svoje vlastní atributy a řídí se podle nich nezávisle na ostat-
ních stanicích. Je zde také implementována funkce, která zobrazuje délku trasy při
startu simulace.
Tento postup řízení stanic podle GPX souboru je jedna varianta způsobu řízení
stanic. Vytvoření procesní model se jeví jako univerzální a dá se použít pro načítání
souřadnic z nejrůznějších zdrojů, například ze simulačních programů vytvořených
pro simulování pohybu v MANET sítích a podobně. Lze také vytvořit jinou funkci
pro generování souřadnic pro pohyb s minimálními zásahy do vytvořeného proces-
ního modelu.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
ASCII American Standard Code for Information Interchange
ASP Active Server Pages
GPS Global Positioning System, globální polohovací systém
GPX GPS eXchange format
GSM Global System for Mobile communications, globální systém pro mobilní
komunikaci
GUI Graphical User Interface, grafické uživatelské rozhraní
HB Header Block, blok hlaviček
HMS Hodiny, Minuty, Sekundy
HTML HyperText Markup Language
ID IDentifikace
MANET Mobile Ad-hoc NeTworks
ODB Opnet DeBugger
OM Opnet Modeler
PHP Hypertext Preprocessor
WWW World Wide Web
XML eXtensible Markup Language
54
SEZNAM PŘÍLOH
A Ukázka souboru GPX 56
B Ukázka souboru trj 57
C Výpis průběhu pohybu do konzole 58
D Stav INIT - vstupní stav 59
E Stav Coordinates - vstupní stav 60
F Stav Coordinates - výstupní stav 61
G Stav INIT - scénář s propojením tras 62
55
A UKÁZKA SOUBORU GPX
<?xml version="1.0" standalone="yes"?>
<gpx>
<trk>
<trkseg>
<trkpt lat="50.0405617" lon="15.8049250">
<ele>214</ele>
<time>2009-06-05T15:10:00Z</time>
</trkpt>
<trkpt lat="50.0405650" lon="15.8049233">
<ele>214</ele>
<time>2009-06-05T15:10:01Z</time>
</trkpt>
<trkpt lat="50.0405667" lon="15.8049200">
<ele>214</ele>
<time>2009-06-05T15:10:02Z</time>
</trkpt>
<trkpt lat="50.0405683" lon="15.8049183">
<ele>214</ele>
<time>2009-06-05T15:10:03Z</time>
</trkpt>
<trkpt lat="50.0405700" lon="15.8049167">
<ele>214</ele>
<time>2009-06-05T15:10:04Z</time>
</trkpt>
.
.
.
<trkpt lat="50.0216567" lon="15.7555383">
<ele>222</ele>
<time>2009-06-05T15:29:56Z</time>
</trkpt>
</trkseg>
</trk>
</gpx>
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B UKÁZKA SOUBORU TRJ
Version: 3
Position_Unit: Degrees
Altitude_Unit: Meters
Coordinate_Method: fixed
Altitude_Method: absolute
locale: C
Calendar_Start: unused
Coordinate_Count: 3246
16.167483 ,49.939878 ,310 ,0 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.16765 ,49.939707 ,309 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.167812 ,49.939542 ,309 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.16798 ,49.939372 ,309 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.168152 ,49.939197 ,310 ,2 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.168335 ,49.939013 ,310 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.168512 ,49.938835 ,311 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.168888 ,49.938462 ,311 ,2 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.169065 ,49.938282 ,311 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.169403 ,49.937945 ,312 ,2 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.169727 ,49.937643 ,313 ,2 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.17006 ,49.937315 ,314 ,2 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.170677 ,49.936723 ,315 ,4 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.170863 ,49.936545 ,315 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.171037 ,49.936362 ,315 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.171213 ,49.936175 ,315 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.171397 ,49.935987 ,315 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.17159 ,49.935795 ,315 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.171783 ,49.935605 ,315 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.171972 ,49.935415 ,315 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.17216 ,49.935227 ,315 ,2 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.172352 ,49.935038 ,315 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.17255 ,49.934848 ,315 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.172753 ,49.934655 ,315 ,2 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.172962 ,49.93446 ,315 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.173158 ,49.93426 ,315 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.173362 ,49.934062 ,315 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.173558 ,49.93386 ,315 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.17389 ,49.93349 ,316 ,2 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.174098 ,49.93329 ,316 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.17432 ,49.933093 ,316 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.174525 ,49.932895 ,316 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
16.174733 ,49.932702 ,316 ,1 ,0h0m0.0s ,Autocomputed ,Autocomputed ,Unspecified
.
.
.
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C VÝPIS PRŮBĚHU POHYBU DO KONZOLE
Nacten soubor s nazvem: trasaA.gpx
Vzdalenost trasy trasaA.gpx pro stanici mobile_node_0 je 2379.74 m.
Vytvoren soubor trj s nazvem: direct_movement-scenario1-mobile_node_0.trj
pro stanici: mobile_node_0
-----------------------------------------------
Pro mobilni stanici: mobile_node_0.trj
Pozice X nastavena na: 16.5818346
Pozice Y nastavena na: 49.2288156
Nadm. vyska nastavena na: 0
v case 5 s
-----------------------------------------------
Nacten soubor s nazvem: hard2.gpx
Vzdalenost trasy hard2.gpx pro stanici mobile_node_1 je 88837.44152 m.
Vytvoren soubor trj s nazvem: direct_movement-scenario1-mobile_node_1.trj
pro stanici: mobile_node_1
-----------------------------------------------
Pro mobilni stanici: mobile_node_1.trj
Pozice X nastavena na: 16.311489
Pozice Y nastavena na: 49.866346
Nadm. vyska nastavena na: 396.5
v case 2 s
-----------------------------------------------
-----------------------------------------------
Pro mobilni stanici: mobile_node_1.trj
Pozice X nastavena na: 16.311503
Pozice Y nastavena na: 49.866348
Nadm. vyska nastavena na: 396
v case 4 s
-----------------------------------------------
-----------------------------------------------
Pro mobilni stanici: mobile_node_1.trj
Pozice X nastavena na: 16.31151
Pozice Y nastavena na: 49.866349
Nadm. vyska nastavena na: 396
v case 6 s
-----------------------------------------------
-----------------------------------------------
Pro mobilni stanici: mobile_node_0.trj
Pozice X nastavena na: 16.5821779
Pozice Y nastavena na: 49.228185
Nadm. vyska nastavena na: 0
v case 10 s
-----------------------------------------------
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D STAV INIT - VSTUPNÍ STAV
// nastaveni promennych
err = false; set = true; end = false; pom = true;
i = 0; j = false; timeDiff = 0;
// Ziskani ID modelu
my_obj_id = op_id_self ();
// Ziskani ID rodice
parent_obj_id = op_topo_parent (my_obj_id);
// nacteni atributu gpx
op_ima_obj_attr_get (my_obj_id , "GPX File", site_gpx);
// nacteni atributu trajectory
op_ima_obj_attr_get (parent_obj_id , "trajectory", traj);
// nacteni atributu manualne zadaneho casu
op_ima_obj_attr_get_toggle(my_obj_id , "Manual Time", &time_manual);
// nacteni atributu doba cesty
op_ima_obj_attr_get (my_obj_id , "Travel Time", &travel_time);
// nacteni atributu rychlost
op_ima_obj_attr_get (my_obj_id , "Speed", &speed);
// nacteni atributu nazev stanice
op_ima_obj_attr_get_str (parent_obj_id , "name", 128, site_name);
// nacteni atributu generuj trj
op_ima_obj_attr_get_toggle (my_obj_id , "Generate TRJ", &gen_trj);
// nacteni atributu vytvor vypis trasy
op_ima_obj_attr_get_toggle (my_obj_id , "Movement Report", &cons);
// volani funkce prevodu z hlavickoveho souboru gpx.h na vektor
mymap[parent_obj_id] = CoordToVector(site_gpx , time_manual ,
travel_time , speed , &err);
// vypocet vzdalenosti trasy
distance = PathDistance(mymap[parent_obj_id ]);
// vypis vzdalenosti trasy
cout << "Vzdalenost trasy " << site_gpx << " pro stanici " <<
site_name << " je " << distance << " m." << endl;
if(gen_trj)
{
// pokud je generuj trj true , vytvor soubor trj
GPXtoTRJ(site_name , mymap[parent_obj_id], &err);
}
// volani funkce vracejici pocet souradnic
count = CountFunc(mymap[parent_obj_id ]);
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E STAV COORDINATES - VSTUPNÍ STAV
// Ziskani ID modelu
my_obj_id = op_id_self ();
// Ziskani ID rodice
parent_obj_id = op_topo_parent (my_obj_id);
// zmena atributu pozice X
op_ima_obj_attr_set_dbl (parent_obj_id , "x position", mymap[
parent_obj_id ][i]. longitude);
// zmena atributu pozice y
op_ima_obj_attr_set_dbl (parent_obj_id , "y position", mymap[
parent_obj_id ][i]. latitude);
// zmena atributu nadm. vysky
op_ima_obj_attr_set_dbl (parent_obj_id , "altitude", mymap[
parent_obj_id ][i]. altitude);
// posun na dalsi souradnici
i++;
if(! time_manual)
{
// pokud je cas ze souboru GPX , volani funkce TimeDiff
timeD[parent_obj_id] += TimeDiffFunc(i, mymap[parent_obj_id ]);
}
else
{
// pokud je cas rucne nastaven , cas z primo z vektoru
timeD[parent_obj_id] += mymap[parent_obj_id ][i-1]. time;
}
// vyvoláni preruseni v case timeDiff
op_intrpt_schedule_self (timeD[parent_obj_id], 0);
// vypis trasy do konzole
if(cons)
{
cout << "-----------------------------------------------" << endl;
cout << "Pro mobilni stanici: " << site_name << endl;
cout << "Pozice X nastavena na: " << mymap[parent_obj_id ][i-1].
longitude << endl;
cout << "Pozice Y nastavena na: " << mymap[parent_obj_id ][i-1].
latitude << endl;
cout << "Nadm. vyska nastavena na: " << mymap[parent_obj_id ][i-1].
altitude << endl;
cout << "v case " << timeD[parent_obj_id] << " s" << endl;
cout << "-----------------------------------------------" << endl;
}
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// skonceni simulace po dosahnuti poctu souradnic
if (i == count)
{
cout << "Konec pohybu." << endl;
set = false;
end = true;
}
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// začátek stejný jako v příloze D
.
.
.
// nacteni ID menu GPX
op_ima_obj_attr_get_objid (my_obj_id , "GPX", &gpx_id);
// zjisteni poctu deti
child_count = op_topo_child_count (gpx_id , OPC_OBJTYPE_GENERIC);
// smycka pro nacitani GPX souboru
for(in = 1; in <= child_count; in++)
{
// nacteni ID ditete
file1_id = op_topo_child (gpx_id , OPC_OBJTYPE_GENERIC , in -1);
// nacteni souboru GPX
op_ima_obj_attr_get (file1_id , "GPX File", gpx_file);
// prrevod obsahu GPX na vektor
mapvector[in] = CoordToVector(gpx_file , time_manual , travel_time ,
speed , &err);
}
// nalezeni nejmensi vzdalenosti mezi trasami
if(err == false)
{
int size = child_count;
for(int i = 1; i <= (size*size); i++)
{
if(k == size)
{
k = 0;
}
k++;
mapvectorspoj[i] = mapvector[m];
mapvectorspoj[i][0]. count = mapvectorspoj[i].size();
for(int j = 0; j < mapvector[k].size(); j++)
{
mapvectorspoj[i]. push_back(mapvector[k][j]) ;
}
if(i%size == 0)
{
m += 1;
}
}
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for(int i = 1; i<= (size*size); i++)
{
if (mapvectorspoj[i][0]. longitude == mapvectorspoj[i][(
mapvectorspoj[i][0]. count)]. longitude)
mapdistance[i] = 10e10;
else
mapdistance[i] = DistanceInMeters(mapvectorspoj[i][(
mapvectorspoj[i][0]. count) -1], mapvectorspoj[i][(
mapvectorspoj[i][0]. count)]);
cout << mapdistance[i] << endl;
}
nejm = mapdistance [1];
for(int i = 1; i <= ((size*size) -1); i++)
{
if(nejm > mapdistance[i+1])
{
nejm = mapdistance[i+1];
nejmi = i+1;
}
}
// vypis poradi nejmensi vzdalenosti tras
cout << "nejmensi vzdálenost je " << nejmi << endl;
// vypocet a vypis vzdalenosti trasy
distance = PathDistance(mapvectorspoj[nejmi ]);
cout << "Vzdalenost trasy " << site_gpx << " pro stanici " <<
site_name << " je " << distance << " m." << endl;
// volani funkce vracejici pocet souradnic
count = CountFunc (mapvectorspoj[nejmi ]);
// prevod na trj
if(gen_trj)
{
GPXtoTRJ(site_name , mapvectorspoj[nejmi],&err);
}
vect[parent_obj_id] = mapvectorspoj[nejmi];
}
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