This paper gives an overview of a Ph.D.-project that investigates approaches to support the evolution of software architectures. Particularly, we focus on the use of model-driven techniques in the context of software product-lines. We recognise four tasks related to software evolution: evaluation, conformance checking, migration, and documentation. We propose model-driven solutions for these tasks. By their application in industrial case studies we investigate the extent to which the evolution tasks can be automated, the impact of the use of software product lines, and the possibilities and difficulties to integrate these solutions in industrial practice.
Introduction
When changes are required to a software system, the question is whether they can be implemented within the bounds set by the current architecture or require a redesign of the architecture. The former causes types of software evolution referred to as architectural drift and erosion [1] . Eventually, these make a redesign of the architecture unavoidable. In our research we consider the latter type of software evolution, that is, on the level of architecture.
Many companies extended the scope of their software architectures from single systems to multiple systems to increase reuse and reduce required development and maintenance effort 1 . These companies develop a whole range of products that have much in common. By developing such products as a software product line [2] their commonalities and variabilities are made explicit in a product-line architecture. The development of individual products is reduced to specifying the required variation, that is, if all variability is made explicit in the product-line architecture. A first step to arrive at such a mature product-line, is the identification of all commonalities and their implementation as a (domain-specific) software platform [3] . All product-line members are built on top of that platform.
To hide the behavioural and structural complexity of such platforms, model-driven engineering (MDE) ap-proaches are introduced [4] . MDE refers to software development approaches in which models are considered the primary development artefacts [5] . In these approaches software models are gradually transformed (automatically) into source code that runs on top of a platform.
The foundations for MDE are abstraction (modelling) and automation (model transformations). In software engineering the purpose of a model is to represent a particular aspect of a software system. A model can be used either descriptively to determine properties of a system, or prescriptively as a specification of a system to be build [6] . The trade-off involved with modelling is that a model should be simpler (to use and create) than the real system, but complete enough to be useful.
In our work we address the problem of software evolution in the context of MDE and product-lines.
Problem
Currently, MDE approaches, such as OMG's Model Driven Architecture (MDA [7] ), are focussed on the generation of code from models. The type of model transformations involved are typically vertical (from abstract to concrete). Most software development activities, however, concern software maintenance and evolution [8] . In contrast, these activities involve, for instance, also horizontal transformations, such as the migration of systems from one platform to another. Therefore, we focus on the evolution of software platforms and the systems they support. More particularly, we address the problem of their evolution on the architectural level. A final focus point is that we, in-line with MDE, aim at the development of automated techniques, where possible.
The solution of software engineering problems in practice has been hampered by industry's resistance to adoption of state-of-the-art software engineering technologies. An important reason for this is that such technologies often have a large impact on current ways of working, resulting in unacceptable risks [9] . This means that, in the context of software evolution, we have to take into account, for instance, the informal use of modelling languages in industry [10] . This makes automation particularly difficult. In general, the impact of solutions (technologies or processes) to current ways of working should be minimised.
To limit the scope of our work we restrict ourselves to four types of activities related to evolution of software. We refer to these activities as software evolution tasks. The tasks we consider are depicted in Figure 1 in an evolutionary software life-cycle and are explained below.
Evaluation In particular we consider the assessment of whether a product-line architecture requires changes in the face of anticipated changes to the product-line members. Dobrica and Niemelä [11] gives an overview of proposed architecture evaluation approaches. However, none of those is explicitly aimed at software product lines.
Conformance Checking In the case that an evaluation indicates that architectural changes are required, knowledge of the extent to which 'downstream' development artefacts (e.g., product-line members) conform to the software (product-line) architecture is valuable. Krikhaar [12] and Mens [13] compare a number of approaches to check architecture conformance. However, conformance between models at different abstraction levels is not addressed. Moreover, most approaches dictate the introduction of specific modelling languages, requiring a change to current ways of working.
Migration The migration to a new product-line architecture and associated software platform that better supports foreseen requirements, requires the migration of all products supported by the legacy platform. There is no previous work that considers software (architecture) migration as a model transformation problem. Several other works do address the transformation of software systems. However, they consider single-product architectures [14] , simple graphs [15] , or the level of source code [16] . The language migration process used by Terekhov and Verhoef [16] is particularly interesting. It separates a migration in three phases that include restructuring of source programs to enable the (automatic) transformation phase. Although it was used for source code migration, such a preparatory step is also required for the migration on the architectural level to take into account idiosyncratic industrial modelling conventions.
Documentation After a migration of the (product-line) architecture and the products-line members it supports, documentation needs to be updated. It is generally accepted that the documentation of software architectures consists of multiple views [17] . Often UML is used in these views. On the other hand, architecture description languages (ADL's) and MDE support the creation of models to automate several software engineering tasks, such as code generation. However, no approach addresses the problem of keeping documentation and models consistent. With the upcoming of MDA and other MDE approaches this becomes a highly relevant problem.
Research Questions
We investigate the integration of model-driven and architecture-driven software development approaches and their deployment for software evolution tasks. As such, our main research question is:
How can model-driven software engineering approaches be deployed to support software architecture evolution?
When considering the problem description in Section 2, this question raises the following sub-questions:
• To what extent can this support be automated?
• What is the impact of the use of software product lines and platforms on this support? • How to integrate this support in practice, considering the informal use of modelling languages and preference for proven technologies in industry?
The relevance of our work lies in the fact that we take into account several advances in software development practices, that is, software product lines and MDE. At the same time we consider these approaches in terms of software evolution tasks. It is those tasks that take up most of the time, effort, and money of software development projects and organisations [8] . Model-driven support at the architectural level for these tasks allows for (partial) automation, resulting in improved reliability, efficiency, and quality.
Research Methods
We intend our research to be industry-driven. Therefore, we adopt the 'industry-as-laboratory' approach proposed by Potts [18] . We accomplish the interactions with industry on which this approach is based in three ways: a survey, industrial case studies, and close collaboration with software practitioners in industry.
We first perform a survey among more than 35 software practitioners at eight companies to get an overview of software engineering practices and specific problems in the (embedded) software industry [9] . The observations made in that survey, include the upcoming use of product-line approaches, the informal use of modelling languages, and the importance of the evolutionary aspect of software. This survey partially determines the problems we address in the research described in this paper.
Our type of research questions, makes it is difficult to identify and measure controlled variables. Furthermore, as our research is industry-driven, we want to avoid scalability problems. Therefore, as suggested by Kitchenham et al. [19] , we use case studies to investigate the applicability of model-driven approaches to the software evolution tasks we defined. For each task we propose a separate solution, which we evaluate in a (industrial) case study. The case studies we conducted are mainly related to two industrial systems.
We qualitatively evaluate the solutions we propose by carefully observing and analysing their application in the case study. For the migration case study we were able to compare our findings with respect to a migration of the same system conducted manually. The conformance checking tasks were only executed using our techniques. Therefore, their evaluation is based on the type and number of inconsistencies found. For the evaluation and documentation tasks, we evaluate our solutions with respect to the application of similar approaches in other cases.
Considering our research questions, we specifically focussed the evaluation on the extent to which the software evolution tasks can be automated, the impact of software product lines, and possibilities for reusing (proven) software technologies and reducing organisational impact.
Solution
For the first of our software evolution tasks, we defined a process-based solution based on the Software Architecture Assessment Method (SAAM [20] ). Our approach takes into account the product-line aspect by the introduction of different types of scenarios. Furthermore, by reducing the amount of effort required from different stakeholders, the organisational impact of the approach is minimised.
In contrast to our solution for the evaluation task that does not necessarily requires models, our solution to the remaining tasks are model-driven. As architecture evolution involves the change of architectural models, we propose to consider those software evolution tasks as model transformation problems. Model-driven support for these tasks involves the definition of metamodels and model transformations. In our work we use MDA technologies, such as the Unified Modeling Language (UML, for modelling), the Meta-Object Facility (MOF, for metamodelling), XML Metadata Interchange (XMI, for model interchange), and the Atlas Transformation Language (ATL, for model transformations).
We focus on two issues related to conformance checking. One is the semantic gap between models at different levels of abstraction and between models and code. We address this by the definition of conformance models at an 'intermediate' abstraction level. The other issue is the integration of conformance checking in practical (model-based) development processes. This not only requires to use industry standards, but also to take into account (informal) industrial modelling conventions.
We address these issues by demonstrating how to implement conformance checking using XML and MDA technology and the introduction of a normalisation step. Together, with the generation of conformance models this allows our approach to be applied with minimal impact on existing development processes.
Our migration approach also involves the definition of suited metamodels for source and target of the migration. It defines a migration as separate normalisation and transformation steps. Again, the normalisation step is required because of the informal use of modelling languages in industry. The transformation step is specified and implemented using a model transformation language. Finally, the involved normalisation and transformation rules are defined for a set of key concerns for the particular domain.
For documentation of software architectures we rely on the use of UML as described by Medvidovic et al. [21] . In our approach, however, we allow at the same time the use of ADL's for other software engineering tasks. By using model transformations to create an explicit mapping between ADL models and documentation using UML, the approach enables their simultaneous evolution.
Results and Contributions
Our results demonstrate the applicability of modeldriven solutions to specific software evolution tasks. For all software evolution tasks we considered, we proposed solutions that take into account product-line architectures (opposed to single-product architectures), aim to reduce organisational impact, or are model-driven. Furthermore, we extend and use technologies that have already proven their applicability in practice, such as SAAM and MOF.
Although our solutions were investigated in the context of concrete (industrial) problems, our evaluations show that they can be applied to these software evolution tasks for a broader class of systems. Moreover, as they are accompanied by stepwise processes, we are able to indicate which part is automated. In particular, the main contributions of our research are:
• An overview of the software engineering technologies used in embedded software industry [9] • An approach for the evaluation of product-line architectures [22] .
• An XML-and view-based approach for checking the conformance of implementation and architecture [23] .
• A model-driven approach for checking the conformance of state-based and interaction-based behavioural models [24] .
• A model-driven approach for the migration of supervisory machine control architectures [25] • A model-driven approach for simultaneous evolution of models and documentation based on views, UML, and MDA.
At the time of writing, we are in the final stage of our work. All case studies have been performed and most of the results have been published in international workshops, conferences, and journals [9, 22, 23, 24, 25] .
