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Moderne Produkte, wie etwa Automobile oder Maschinen, werden infolge der zunehmenden Di-
gitalisierung komplexer. Neben mechanischen Bauteilen umfassen sie zahlreiche mechatronische,
elektronische und elektrische Bauteile. Um unterschiedliche Kundenbedu¨rfnisse, la¨nderspezifische
Charakteristiken oder gesetzliche Anforderungen bedienen zu ko¨nnen, muss fu¨r diese Produkte
eine hohe Variabilita¨t ermo¨glicht werden.
Die Produktentwicklung erfolgt u¨blicherweise system- und komponentenorientiert und wird mit
Methoden des Concurrent Engineering realisiert. Unterschiedliche Anforderungen und Aufgaben
der Produktentwickler fu¨hren zu einer autonomen, heterogenen IT-Systemlandschaft, die sowohl
aus etablierten Informationssystemen, etwa Produktdatenmanagement-Systemen, aber auch aus
fachbereichsspezifischen Lo¨sungen besteht. Wa¨hrend zwischen den etablierten Informationssys-
temen ha¨ufig Austauschschnittstellen existieren, erfolgt der Abgleich von Produktdaten aus die-
sen Systemen mit fachbereichsspezifischen Lo¨sungen ha¨ufig manuell oder gar nicht. Zusa¨tzlich
ist die IT-Systemlandschaft der Produktentwicklung einem sta¨ndigem Wandel unterworfen, so
dass Austauschschnittstellen kontinuierlich angepasst und erweitert werden mu¨ssen.
Wa¨hrend die unabha¨ngige Entwicklung von Systemen und Komponenten die Entwicklungszeit
reduziert, wird es zu verschiedenen Zeitpunkten wa¨hrend der Produktentwicklung notwendig,
die autonomen, heterogenen Produktdaten zu synchronisieren. Fehlerhafte und inkonsistente
Produktdaten in spa¨ten Entwicklungsphasen fu¨hren zu erheblichen Kosten, so dass die Kontrol-
le der Vollsta¨ndigkeit und Konsistenz von Produktdaten mo¨glichst fru¨h sichergestellt werden
sollte, um eine hohe Produktqualita¨t zu gewa¨hrleisten.
Gegenstand dieser Arbeit ist das PROactive Consistency for E/E product Data management
(PROCEED)-Framework, dass die Integration autonomer, heterogener Produktdaten ermo¨glicht.
PROCEED unterstu¨tzt den gesamten Lebenszyklus der Integration von Produktdaten, beginnend
mit der initialen Integration, u¨ber die Steuerung und U¨berwachung des Integrationsprozesses
sowie die Unterstu¨tzung von Schema- und Datena¨nderungen.
Um die strukturelle Heterogenita¨t von Produktdaten zu u¨berwinden, werden Informationssys-
teme in sog. Produktontologien abstrahiert. Die Produktontologien werden anschließend mit
Hilfe von Abbildungsregeln und -aktionen in eine gemeinsame Sicht u¨berfu¨hrt. Auf Basis dieses
Modells werden Qualita¨tsmetriken der Integration, wie z.B. die Konsistenz und Vollsta¨ndigkeit
definiert. Zusa¨tzlich wird das dynamische Verhalten bei A¨nderungen von Schema und Daten der
Produktontologien erla¨utert. Schließlich wir das PROCEED-Rahmenwerk prototypisch realisiert
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Kontinuierliche Produktinnovationen und stetig steigende Kundenanforderungen fu¨hren zu im-
mer komplexeren Produkten, wa¨hrend gleichzeitig die Entwicklungszeiten durch den zunehmen-
den Wettbewerb stetig ku¨rzer werden sollen [Con12]. An der Entwicklung eines komplexen Pro-
duktes, etwa eines Automobiles [MHHR06], sind heutzutage 500 bis 1000 Entwickler beteiligt,
zu denen unter anderem Anforderungsanalysten, Softwareentwickler, Zulieferer oder Testspe-
zialisten geho¨ren. Zur Erledigung ihrer Entwicklungsaufgaben verwenden Entwickler autonome,
heterogene Informationssysteme1, die jeweils fu¨r spezifische Anwendungsfa¨lle maßgeschneidert
sind. Folglich werden die verschiedenen Perspektiven auf Produktdaten (z.B. Anforderungen,
Software, geometrische Modelle) in spezifischen, oftmals heterogenen Datenmodellen gespei-
chert.
Die Produktentwicklung erfolgt in der Regel durch die Zusammenarbeit simultan arbeitender
Teams, wa¨hrend der Entwicklungsprozess linear verla¨uft [CRS`13]. Dadurch werden die einzel-
nen Produktdaten zu verschiedenen Zeitpunkten erstellt. Um unterschiedliche Kundenwu¨nsche
sowie la¨nderspezifische und gesetzliche Anforderungen bedienen zu ko¨nnen, ist eine hohe Pro-
duktvariabilita¨t pra¨valent.
Trotz der autonomen, heterogenen Speicherung von Produktdaten wird es wa¨hrend der Ent-
wicklung notwendig, diese zu unterschiedlichen Zeitpunkten in eine vollsta¨ndige und konsistente
Form zu integrieren. Da die Komponenten komplexer Produkte von einander abha¨ngen ko¨nnen
(z.B. vernetzte Steuergera¨te in einem Fahrzeug) und teilweise durch Entwickler anderer Herstel-
ler realisiert werden, ko¨nnen Fehler wa¨hrend der Entwicklung auftreten, etwa nach A¨nderungen
an Spezifikationen, die aufgrund fehlender Schnittstellen nicht automatisch an nachfolgende In-
formationssysteme kommuniziert wurden. Um diesen Problemen entgegen zu wirken, werden in
Entwicklungsprojekten sog. Meilensteine definiert, an denen z.B. die Konsistenz von Produkt-
datenaspekten u¨berpru¨ft und abgesichert wird.
Da Informationssysteme zur Unterstu¨tzung spezifischer Aufgaben entwickelt werden, kann es
vorkommen, dass die Produktdaten mittels unterschiedlicher Variabilita¨ts- und Versionierungs-
mechanismen dokumentiert werden. Daru¨ber hinaus bieten die Datenmodelle der Informati-
onssysteme große Freiheitsgrade in der Speicherung von Produktdaten. So bieten einige Infor-
mationssysteme z.B, Freitextfelder an, die beliebige, unstrukturierte Daten enthalten ko¨nnen,
wohingegen andere Informationssysteme strenge Einschra¨nkungen fu¨r Datentypen und die In-
halte von Attributen besitzen. Die Integration solcher strukturierter und unstrukturierter Daten
ist sehr komplex und fehleranfa¨llig.





Abbildung 1.1 zeigt die Komplexita¨t eines Produktes fu¨r mehrere Ebenen. Ein Produkt be-
steht aus unterschiedlichen Bauteilen, ein Automobil etwa aus mechanischen (z.B. Karosserie)
und elektrischen Bauteilen (z.B. Sensoren, Steuergera¨te und Aktuatoren). Um La¨nder-, Markt-
und Kunden-Anforderungen zu bedienen, sind einige Bauteile optional, wa¨hrend fu¨r andere von
ihnen Varianten existieren [ATW`15, HBR10, Hal10]. Das heißt, es lassen sich verschiedene
Produktvarianten konfigurieren. Die Auswahl von optionalen und variablen Bauteilen wird als
Produktkonfiguration bezeichnet [Ste12].
Ein Beispiel fu¨r ein komplexes Produkt ist ein Automobil: Neben tausenden mechanischen Bau-
teilen umfasst ein modernes Fahrzeug mehr als 100 Steuergera¨te, Sensoren und Aktuatoren
[MHR06, MHR07, MHR08]. Durch die vielen variablen Merkmale sind theoretisch mehrere Mil-
lionen Fahrzeugkonfigurationen mo¨glich. Insgesamt hat sich die Anzahl der Produktvarianten
in den letzten 15 Jahren mehr als verdoppelt [Con12]. A¨hnliches gilt in Bezug auf moderne
Produktionsanlagen und Cyber-physische Systeme [HPS`18, KPSR18].
Fu¨r die verschiedenen Ebenen in Abbildung 1.1 existieren unterschiedliche Probleme. Der Fokus
dieser Arbeit liegt auf den Ebenen Produktdaten, Informationssysteme und Prozesse. Bei der
Produktkonfiguration existiert in der Regel kein durchga¨ngiges Featuremodell zur Beschreibung
mo¨glicher Konfigurationen eines Produktes entlang der verschiedenen Informationssysteme. So
verwenden letztere proprieta¨re Modelle, die teils nur implizit dokumentiert sind. Produktdaten
sind, wie bereits erwa¨hnt, u¨ber autonome, heterogene Informationssysteme verteilt. Eine expli-
zite Dokumentation zusammengeho¨riger Produktdaten u¨ber die Grenzen von Informationssys-
temen, hinweg ist nicht vorhanden. Durch die heterogenen, konzeptionellen Datenmodelle der
einzelnen Systeme werden daher Variabilita¨t und Versionierung von Produktdaten meist unter-
schiedlich gehandhabt. Die Qualita¨t der dokumentierten Aspekte ha¨ngt von der Entwicklungs-
phase ab und ist in den fru¨hen Phasen oft durch Fehler und unvollsta¨ndige Informationen ge-
pra¨gt. Neben der Autonomie und Heterogenita¨t der Informationssysteme erschweren technische
Aspekte , wie etwa fehlende Schnittstellen, ebenso wie soziokulturelle Aspekte (z.B. verschiedene
Verantwortlichkeiten und Interessen der beteiligten Entwickler, Weitergabe impliziten Wissens)
die Integration verschiedener Produktdaten und Informationssysteme. Nicht zuletzt stellt die
fehlende System- und Prozessorientierung der Informationssysteme [RW12, BBR11], inklusive
der Abstimmung von A¨nderungen untereinander, sowie die mangelnde IT-Unterstu¨tzung von
Entwicklungsprozessen [Gra16, GOR12] eine weitere Hu¨rde fu¨r die Integration dar.
Produktdaten sind alle Dokumente und elektronisch gespeicherten Entwicklungsergebnisse, die
wa¨hrend der Entwicklung von Bauteilen anfallen. Sie dienen der lu¨ckenlosen Nachvollziehbar-
keit der Entwicklung und mu¨ssen auf Grund rechtlicher Vorschriften, etwa der Produkthaftung,
aufbewahrt werden. Produktdaten umfassen unterschiedliche Aspekte, wie zum Beispiel Anfor-
derungsspezifikationen, Schaltpla¨ne, Leitungssatzdiagramme, geometrische CAD-Modelle oder
Software. Ha¨ufig werden diese Aspekte in unterschiedlichen Informationssystemen von Entwick-
lern zu verschiedenen Zeitpunkten dokumentiert. Der hohe Freiheitsgrad der Informationssys-
teme fu¨hrt dazu, dass Attribute einzelner Aspekte (z.B. die Bezeichnung) wahlfrei und ohne
Beru¨cksichtigung einheitlicher Vorgaben gespeichert werden. So ist es in der Praxis u¨blich, dass
fu¨r ein und dieselbe Komponente unterschiedliche Bezeichnungen in den verschiedenen Informati-
onssystemen verwendet werden. Dadurch ist eine automatische Zuordnung zusammengeho¨render











































































Abbildung 1.1.: Komplexita¨t der Produktentwicklung
Beispiel 1 (Bauteil). Abbildung 1.2 zeigt exemplarisch verschiedene Artefakte eines
einzelnen Tu¨rsteuergera¨tes fu¨r ein Automobil, die in unterschiedlichen Informationssys-
temen dokumentiert sein ko¨nnen. Ein Tu¨rsteuergera¨t ist fu¨r unterschiedliche Sicherheits-
und Komfortfunktionen zusta¨ndig und bedient z.B. Aktuatoren fu¨r die Spiegelverstellung,
den Blinker, das Tu¨rschloss oder den Fensterhebermotor. Fu¨r die unterschiedlichen Aspek-
te existieren mehrere Versionen, die zu verschiedenen Zeitpunkten dokumentiert worden
sind. Die erwa¨hnte Variabilita¨t von Bauteilen wird in den Informationssystemen unter-
schiedlich realisiert. Wa¨hrend eine Anforderungsspezifikation alle mo¨glichen Varianten eines
Tu¨rsteuergera¨tes beschreibt, werden fu¨r die unterschiedlichen Varianten eigene Funktions-
modelle erstellt, die wiederum in Softwaremodellen realisiert werden. Schließlich existie-
ren drei unterschiedliche geometrische Modelle der Tu¨rsteuergera¨tegeha¨use, die von unter-
schiedlichen Herstellern angeliefert werden [Kat15]. Diese unterschiedlichen Methoden zur
zeitlichen Dokumentation und Variabilita¨t von Produktdaten erschweren die Integration
erheblich.
Wa¨hrend der Entwicklung eines Produktes ist es aufgrund der simultanen Entwicklung [Beu02]
essentiell, dass Produktdaten regelma¨ßig auf verschiedene Eigenschaften, wie etwa Konsistenz
und Korrektheit, untersucht werden, um Fehler mo¨glichst fru¨h zu erkennen und beseitigen
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Abbildung 1.2.: Produktdaten wa¨hrend der Entwicklung
genen, autonomen Informationssystemen integriert werden.
Abbildung 1.3 zeigt fu¨r das dargestellte Beispiel zwei Anwendungsfa¨lle. Im Anwendungsfall 1
sollen Anforderungen und Funktionsmodelle fu¨r Steuergera¨te abgeglichen werden. Dazu mu¨ssen
zu den einzelnen Anforderungsspezifikationen in den jeweiligen Versionen die zugeho¨rigen Funk-
tionsmodelle in den entsprechenden Versionen ermittelt werden. Daru¨ber hinaus mu¨ssen Be-
ziehungen zwischen unterschiedlichen Varianten bestimmt werden. Im speziellen Fall bedeutet
dies, dass zu allen Anforderungsspezifikationen alle realisierenden Varianten der Funktionsmo-
delle bestimmt werden mu¨ssen.
Im Anwendungsfall 2 sollen allen aktuellen Aspekte eines Bauteils integriert werden, damit
eine holistische Sicht geschaffen wird. Dazu mu¨ssen Produktdaten aus allen Informationssyste-
men integriert werden. Hier kommt erschwerend hinzu, dass mehr als zwei Informationssysteme
integriert werden mu¨ssen und somit ein ”gemeinsamer Nenner“ fu¨r Variabilita¨ts- und Versio-nierungsmechanismen gefunden werden muss.
Heutzutage sind solche Anwendungsfa¨lle schwer zu realisieren, da Beziehungen zwischen zu-
sammengeho¨rigen Produktdaten fehlen. In der Praxis wird die Integration dieser Produktdaten
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Abbildung 1.3.: Anwendungsfa¨lle fu¨r Produktdaten
zwischen zusammengeho¨renden Aspekten sind, wenn u¨berhaupt, nur implizit vorhanden. Bei
der Entwicklung komplexer Produkte sind fu¨r die Entwicklung von Bauteilen unterschiedliche
Mitarbeiter verantwortlich. A¨nderungen an Bauteilen ko¨nnen Auswirkungen auf weitere haben
und mu¨ssen folglich koordiniert werden, wodurch eine manuelle Integration erschwert wird. In
einigen Fa¨llen existieren Kopplungen zwischen Applikationen. In der Regel handelt es sich hier-
bei um den Abgleich von Daten aus zwei Informationssystemen, eine ganzheitliche Integration
von mehreren Produktdaten findet jedoch nicht statt.
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Neben diesen semantischen und technischen Problemen kann die Qualita¨t der dokumentierten
Produktdaten sehr unterschiedlich sein. In fru¨hen Entwicklungsphasen werden oft Entwicklungs-
ergebnisse vorheriger Produkte wiederverwendet und angepasst. Deshalb ist eine vollsta¨ndige
Integration aller Produktdaten zu allen Zeitpunkten nicht mo¨glich bzw. der Aufwand wu¨rde in
keinem Verha¨ltnis zum Nutzen stehen. Vielmehr ist eine bedarfsgerechte Integration notwendig.
Dass heißt, dass nur diejenigen Produktdaten integriert werden sollten, die zur Realisierung
eines Anwendungsfalls beno¨tigt werden.
Ziel der Integration von Produktdaten aus heterogenen, autonomen Informationssystemen ist die
Unterstu¨tzung einer Vielzahl und Vielfalt an Anwendungsfa¨llen. Folglich muss eine Integration
zu einem bestimmten Zeitpunkt vollsta¨ndig und konsistent erfolgen. Damit diese Eigenschaf-
ten erreicht werden ko¨nnen, muss der Integrationsprozess u¨berwacht werden, wofu¨r wiederum
Kennzahlen beno¨tigt werden, welche die gewu¨nschten Integrationseigenschaften messen.
Da Informationssysteme i.A. autonom sind, erfolgen Datenmodella¨nderungen unabha¨ngig von-
einander, was bei der Integration von Produktdaten beru¨cksichtigt werden muss. Durch Daten-
modella¨nderungen darf bereits existierendes Integrationswissen nicht unbrauchbar werden. Mit
Integrationswissen sind vor allem Beziehungen zwischen Produktdaten gemeint.
1.3. Forschungsfragen
Um ein Rahmenwerk zu entwickeln, welches die vorangehend genannten Probleme adressiert,
mu¨ssen verschiedene Ziele beru¨cksichtigt werden (siehe Tabelle 1.1).
Nr. Ziel
Z1 Integration heterogener und autonomer Produktdaten zur Realisierung von Anwen-
dungsfa¨llen
Z2 Beru¨cksichtigung von A¨nderungen auf Schema- und Datenebene
Z3 U¨berwachung und Kontrolle des Integrationsprozesses
Tabelle 1.1.: Forschungsziele
Zuna¨chst muss untersucht werden, wie Produktdaten aus autonomen und heterogenen Informati-
onssystemen mit verschiedenen Mechanismen zur Dokumentation von Variabilita¨t und Versionie-
rung integriert werden ko¨nnen (Z1). Ein Beispiel fu¨r Variabilita¨tsmechanismen in der Automobil-
industrie stellen Anforderungsspezifikationen und Funktionsmodelle fu¨r Steuergera¨te dar (siehe
Abbildung 1.4). Wa¨hrend eine Anforderungsspezifikation fu¨r ein Steuergera¨t alle mo¨glichen Vari-
anten beschreibt, mu¨ssen ggf. fu¨r jede dieser Varianten eigene Funktionsmodelle erstellt werden.
Da die Beziehungen zwischen Anforderungsspezifikationen und Funktionsmodellen ha¨ufig nicht
explizit dokumentiert werden, sondern lediglich implizites Wissen der Entwickler darstellen,
kann es vorkommen, dass A¨nderungen an Anforderungsspezifikationen nicht in entsprechende
Funktionsmodelle u¨bernommen werden.
Sind Produktdaten einmal integriert, muss untersucht werden, wie sich unterschiedliche A¨nder-
ungen sowohl an den Schemata der autonomen Informationssysteme als auch an dessen Daten
auf die bereits bestehende Integration auswirken (Z2). Um beim vorherigen Beispiel zu bleiben,
werden nach einer initialen Integration von Anforderungsspezifikationen und Funktionsmodellen










Abbildung 1.4.: Variabilita¨t von Funktionsmodellen
Informationssystem vorhanden sind. Anschließend muss u¨berpru¨ft werden, welche Schritte not-
wendig sind, um auf diese neuen Produktdaten zu reagieren.
Da die Integration der Produktdaten nur teil-automatisiert erfolgen kann, muss der manuelle
Integrationsprozess u¨berwacht werden. Dazu muss untersucht werden, welche Eigenschaften der
Integration geeignet sind. Schließlich muss der Integrationsprozess u¨berwacht werden (Z3).
Aus diesen Forschungszielen leiten wir folgende Forschungsfragen ab:
• Forschungsfrage 1: Wie lassen sich komplexe Produktdaten aus heterogenen, autono-
men Informationssystemen in Entwicklungsumgebungen integrieren, die unterschiedliche
Konzepte zur Repra¨sentation von Variabilita¨t und Versionierung aufweisen?
– Welche Ansa¨tze und Architekturen existieren zur Integration heterogener, autonomer
Informationssysteme? Was sind die Vor- und Nachteile der einzelnen Ansa¨tze?
– Wie sieht eine Methodik zur Integration heterogener Produktdaten aus?
– Welche Standards existieren fu¨r den Austausch von Produktdaten? Welche Vor- und
Nachteile bieten diese?
– Wie lassen sich die Beziehungen zwischen zusammengeho¨rigen Aspekten beschreiben
und auswerten?
– Welche Ansa¨tze zur Datenintegration bietet Konzepte zur Unterstu¨tzung manueller
Integrationsaufgaben?
• Forschungsfrage 2: Wie la¨sst sich der Prozess der Integration u¨berwachen?
– Welche Eigenschaften lassen sich bei der Integration bestimmen und wie sieht ein
Monitoringprozess aus?
– Wie lassen sich diese Eigenschaften zu definierten Zeitpunkten garantieren?
21
1. Einleitung
• Forschungsfrage 3: Wie beeinflussen strukturelle und inhaltliche A¨nderungen bereits
integrierte Produktdaten?
– Wie lassen sich A¨nderungen kompensieren und welche Schritte sind notwendig, um
Vollsta¨ndigkeit und Konsistenz wiederherzustellen?
– Existieren A¨nderungen, die bisherige Integrationsinformationen unbrauchbar machen?
• Forschungsfrage 4: Mit Hilfe welcher Technologien la¨sst sich die Integration heterogener
Produktdaten umsetzen?
– Welche Vorraussetzungen muss eine IT-Landschaft besitzen, um eine Integration zu
ermo¨glichen?
– Wie lassen sich Integrationsprozesse in eine bestehende IT-Landschaft einbinden und
welche Aufgaben und Rollen werden beno¨tigt?
1.4. Beitrag
Das im Rahmen der vorliegenden Dissertation entwickelte PROCEED-Rahmenwerk adressiert al-
le der in Abschnitt 1.3 hergeleiteten Fragestellungen. Der Hauptbeitrag der Arbeit liegt in der
Bereitstellung von Konzepten, Techniken und Methoden zur Integration autonomer, heterogener
Produktdaten u¨ber deren gesamten Lebenszyklus hinweg. Dieser Lebenszyklus reicht von der
Abstraktion konzeptioneller Datenmodelle aus autonomen, heterogenen Informationssystemen
in lokale Produktontologien (engl. local product ontologies, LPOs), u¨ber die Definition von In-
tegrationsregeln und -aktionen, bis hin zur Unterstu¨tzung von A¨nderungen bereits integrierter
Produktdaten.
Es werden unterschiedliche Qualita¨tskriterien fu¨r integrierte Produktdaten eingefu¨hrt und ein
allgemeiner Integrationsprozess, inklusive allen beteiligten Aktivita¨ten und Rollen, definiert.
Zusa¨tzlich werden visuelle Darstellungskonzepte zur Reduktion der Komplexita¨t bei manuellen
Integrationsaufgaben erla¨utert. Die dargestellten Konzepte und Methoden sind generisch und
damit doma¨nenunabha¨ngig. Sie lassen sich auf beliebige Produkte (z.B. Fahrzeug, Flugzeug,
Maschine, Software) anwenden. Schließlich werden die entwickelten Konzepte prototypisch im-
plementiert und anhand einer Fallstudie praktisch evaluiert.
1.5. Forschungsmethodik





Da es das Ziel der Arbeit ist, ein Realweltproblem zu lo¨sen, wurde in der vorliegenden Arbeit die
Forschungsmethodik aus Abbildung 1.5 angewandt, sie basiert auf dem Design Science Paradig-
ma [HMPR04]. Zuna¨chst erfolgt die Problemanalyse, danach werden Anforderungen hergeleitet
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(siehe Kapitel 3) und Lo¨sungen entworfen (siehe Kapitel 5, 6, 7 und 8). Schließlich werden
letztere implementiert (siehe Kapitel 9) und evaluiert (siehe Kapitel 10). Im Detail wird das
Problem anhand der Doma¨ne der Automobilindustrie und im Speziellen fu¨r die Entwicklung
von E/E-Komponenten [MHR06, MHR07] beschrieben.
Erkenntnisse der Doma¨ne fließen in die Anforderungsanalyse genau so ein wie eine Literatur-
studie zur Integration von Produktdaten. Auf Basis dieser Anforderungen werden Lo¨sungen
entworfen und durch Prototypen evaluiert. Erkenntnisse der prototypischen Evaluierung wie-




Die Arbeit gliedert sich in vier Teile: Der erste Teil umfasst die Problembeschreibung und -
analyse. Dazu za¨hlen sowohl die Grundlagen, die fu¨r das weitere Versta¨ndnis der Arbeit er-
forderlich sind, als auch die notwendige Anforderungsanalyse. Diese werden anschließend mit
verwandten Arbeiten abgeglichen, um die Relevanz der Arbeit zu unterstreichen.
Der zweite Teil stellt das PROCEED-Rahmenwerk vor, welches die Lo¨sung fu¨r die Handhabung
der in Teil I identifizierten Probleme bietet. In Kapitel 6 wird die Integration von Produktdaten
aus autonomen, heterogenen Informationssystemen erla¨utert. Anschließend werden verschiede-
ne Eigenschaften zur Qualita¨t (z.B. Vollsta¨ndigkeit und Konsistenz) der Integration beschrieben
(siehe Kapitel 7), bevor in Kapitel 8 A¨nderungsoperationen vorgestellt werden. Schließlich wer-
den die prototypische Implementierung der Konzepte in Kapitel 9 erla¨utert und deren praktische
Anwendung in Kapitel 10 ero¨rtert.
Im dritten Teil der Arbeit werden die zuvor dargestellten Konzepte anhand unterschiedlicher
Fallstudien validiert. Im letzten und vierten Teil werden die wesentlichen Erkenntnisse zusam-




Dieses Kapitel definiert grundlegende Begriffe, die fu¨r das weitere Versta¨ndnis der Arbeit not-
wendig sind. Zuna¨chst werden allgemein gu¨ltige Begriffe zu Daten und Informationen gegeben,
bevor Begriffe und Prozesse der Produktentwicklung in der Automobilindustrie erla¨utert werden.
Anschließend werden Aspekte der Integration von Informationen sowie deren Qualita¨t beschrie-
ben.
2.1. Daten und Informationen
Um die Integration von Produktdaten zu definieren, mu¨ssen zuna¨chst die Begriffe Daten und
Information erla¨utert werden. Eine bekannte Definition bietet die DIKW1-Hierarchie nach Ack-
off [Ack89]2. Ackhoff strukturiert die Begriffe Daten, Informationen, Wissen und Weisheit als
Pyramide, bei der Daten als Fundament fu¨r Informationen dienen.
Definition 1 (Daten). Daten sind Fakten oder Beobachtungen u¨ber Gegensta¨nde der
physischen Welt, etwa Dinge oder Menge von Dingen. Ohne einen Kontext oder eine Inter-
pretation besitzen Daten keine Bedeutung.
Definition 2 (Information). Informationen sind Daten, die einen Mehrwert fu¨r das
Versta¨ndnis eines Subjektes besitzen. Folglich u¨bertragen Daten entsprechende Informatio-
nen von einem Sender zu einem Empfa¨nger.
Um Daten und Informationen maschinenlesbar zu machen, mu¨ssen Dinge der physischen Welt







Abbildung 2.1.: Zusammenha¨nge zwischen Konzept, Symbol und Ding. Semiotisches Dreieck nach
[ORMC23]
1Data, Information, Knowledge, Wisdom
2Eine genaue Untersuchung zu den existierenden Definitionen ist in [Row07] zu finden.
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Definition 3 (Konzeptualisierung). Konzeptualisierung ist das Ermitteln und Beschrei-
ben aller notwendigen Konzepte einer Doma¨ne, um Dinge und Mengen von Dingen der
physischen Welt mit Hilfe von Informationssystemen zu verarbeiten.
Eine Konzeptualisierung bildet somit die Grundlage fu¨r die Erstellung aller Informationssyste-
me, egal ob das zugrundeliegende semantische Datenmodell auf einem relationalen bzw. objek-
torientierten Datenmodell oder einer Ontologie basiert. Fu¨r letztere existiert keine einheitliche
Definition, die am meisten verwendete stammt von [Gru93] (siehe Definition 4).
Definition 4 (Ontologie). Eine Ontologie ist eine explizite Spezifikation einer geteilten
Konzeptualisierung.
2.1.1. Evolution vs. Versionierung
Da Dinge der Realwelt nicht statisch sind, sondern sta¨ndigen A¨nderungen [Len03] unterliegen,
mu¨ssen Konzepte und dementsprechend auch Daten und Informationen angepasst werden. Je
nach dem jeweils zugrunde liegendem semantischen Datenmodell eines Informationssystems muss
zwischen Schemaevolution und Ontologieevolution unterschieden werden.
Nach [JDB`98] unterstu¨tzt eine Datenbank die Evolution, wenn nach A¨nderungen des Sche-
mas keine bestehenden Daten verloren gehen. Weiter unterstu¨tzt eine Datenbank Versionie-
rung, wenn verschiedene Schemata genutzt werden ko¨nnen, um Daten abfragen zu ko¨nnen. Die
entsprechenden Begriffe werden in der Literatur fu¨r prozessorientierte Informationssysteme ent-
sprechend erweitert [RRD04a, RRD04b].
Schemaevolution und -versionierung
”Es wird zwischen Schemaevolution und Schemaversionierung unterschieden. Schemaevolutionist die Fa¨higkeit das Schema einer mit Daten gefu¨llten Datenbank zu a¨ndern, ohne dass dabei
Daten verloren gehen“ [Rod95]. Schema-Versionierung bedeutet, auf alle Daten (alte und neue)
u¨ber verschiedene Schnittstellen zugreifen zu ko¨nnen.
2.2. Produktentwicklung
Zentraler Prozess eines produzierenden Unternehmens ist der Produktentwicklungsprozess. Die-
ser definiert alle Aktivita¨ten und Rollen, die notwendig sind, um Produkte zu entwickeln. Im
Folgenden werden die Grundlagen der Produktentwicklung am Beispiel der Automobilindustrie
erla¨utert; sie sind fu¨r das weitere Versta¨ndnis der Arbeit erforderlich sind. Die grundlegen-
den Prozesse und Informationssysteme sind in anderen Doma¨nen (etwa der Luftfahrtindustrie)
a¨hnlich, so dass die gewonnen Erkenntnisse der Arbeit generisch auf andere Doma¨nen u¨bertragen
werden ko¨nnen.
2.2.1. Produkt und Produktdaten
Ein Produkt ist ein physisches Erzeugnis und stellt das Ergebnis eines Entwicklungsprozesses dar,
an dem eine Vielzahl unterschiedlicher Personengruppen beteiligt sind (z.B. Entwickler, Projekt-
manager, Tester, Lieferanten). Fu¨r die Entwicklung komplexer Produkte, wie etwa Automobilen
26
2.2. Produktentwicklung
oder Flugzeugen, hat sich eine System- und Komponentenorientierte Entwicklung durchgesetzt.
Zuna¨chst werden die Funktionen eines Produktes spezifiziert und anschließend auf verschiedene,
untereinander vernetzte Systeme verteilt. Letztere wiederum werden durch das Zusammenspiel
unterschiedlicher Komponenten, auch Bauteile genannt, nebenla¨ufig realisiert. In diesem Zusam-
menhang wird auch von Concurrent Engineering gesprochen [Beu02, PMR93, YB03].
[SAS05] beschreibt Produktdaten als diejenigen Daten, die von der Konzeption des Produktes
bis zu dessen Fertigung beno¨tigt werden. Zu ihnen za¨hlen Computer-Aided Design (CAD) Da-
ten, Computer-Aided Manufacturing (CAM) Daten, Computer-Aided Engineering (CAE) Daten,
Product Data Management (PDM) und weitere Daten.
Definition 5 (Produktdaten). Produktdaten umfassen alle Dokumente, Erzeugnisse,
Modelle und Protokolle, die wa¨hrend der Entwicklung eines Produktes anfallen ko¨nnen. Sie
sind die Grundlage der Produktion und mu¨ssen auf Grund rechtlicher Rahmenbedingungen
(z.B. Produkthaftung) dokumentiert werden.
Typischerweise besteht ein komplexes Produkt aus mehreren tausend Bauteilen. Um die Entwick-
lungszeit von Produkten zu reduzieren, werden diese Bauteile nebenla¨ufig durch unterschiedliche
Verantwortliche entwickelt. Um die unterschiedlichen Bauteile zuordnen zu ko¨nnen, besitzen sie
eindeutige Bauteilnummern. Dabei erfolgt die Entwicklung von Bauteilen in der Regel durch un-
terschiedliche Zusammenarbeitsmodelle unter Beteiligung einer Vielzahl von Zulieferern [Kat15].
Beispiel 2 (Produktdaten). Ein Beispiel fu¨r ein System eines Fahrzeuges ist eine Autotu¨r.
Dieses System realisiert verschiedene Funktionen (z.B. die Spiegelverstellung oder Fenster-
beta¨tigung) mit Hilfe unterschiedlicher Komponenten. Abbildung 2.2 zeigt schematisch den
Aufbau einer Autotu¨r, die neben mechanischen Komponenten (z.B. Innen- und Außenver-
kleidung, Scharniere) aus mechatronischen Komponenten (z.B. Außenspiegel, Tu¨rschließung
und Schalterblock zur Bedienung des Fensters und des Außenspiegels) besteht. Schließlich
gibt es rein elektrische und elektronische Komponenten, etwa den Fensterhebermotor, den
Lautsprecher oder das Tu¨rsteuergera¨t, welches fu¨r die Ansteuerung der verschiedenen Ak-
tuatoren verantwortlich ist.
Ein Produkt durchla¨uft wa¨hrend seiner Entwicklung einen definierten Produktlebenszyklus, in
dessen Verlauf, zu den einzelnen Komponenten verschiedene Produktdaten anfallen. Letzte-
re sind in der Regel u¨ber eine Vielzahl autonomer, heterogener Informationssysteme verteilt
[Sta11]. Zu den Produktdaten einer Komponente za¨hlen sowohl Modelle (z.B. Systemmodelle,
Simulationsmodelle), E-CAD Modelle3 (z.B. Leitungssa¨tze, Steuergera¨te, Sensoren, Aktuatoren,
Schaltpla¨ne), M-CAD4 Modelle (z.B. Bauteilgeometrien, Konstruktionszeichnungen), als auch
Daten (z.B. Anforderungs- und Testspezifikationen).
Die verschiedenen Produktdaten eines Produktes werden u¨blicherweise durch viele Beteiligte zu
unterschiedlichen Zeitpunkten erstellt, genutzt und gea¨ndert. Entwickler beschreiben ein Bauteil
aus speziellen Sichten (z.B. Anforderungsspezifikation, geometrische Modellierung, Softwareent-






































Abbildung 2.2.: Geometrie einer Autotu¨r
Definition 6 (Produktdaten). Produktdaten beschreiben einen Ausschnitt an Produkt-
daten aus einem fachlichen Bereich. Diese Daten ko¨nnen in einem oder mehreren Infor-
mationssystemen verwaltet werden. Innerhalb dieser Systeme ko¨nnen gleiche Aspekte in
unterschiedlichen Datenstrukturen repra¨sentiert sein.
Beispiel 3 (Produktdaten eines Automobils). Abbildung 2.3 zeigt die Verteilung von



































Abbildung 2.3.: Verteilung von Produktdaten u¨ber Informationssysteme
2.2.2. Produktstruktur und -stu¨cklisten
Die strukturierte Anordnung von Bauteilen wird als Produktstruktur bezeichnet und spiegelt die
Beziehungen und Abha¨ngigkeiten von Bauteilen und Zusammenbauten5 untereinander wider.
5Zusammenbauten sind Bauteile, die sich aus mehreren Bauteilen zusammensetzen und in der Regel von Zulie-
ferern bezogen werden. Daher besitzen sie in der Regel nur eine Bauteilnummer.
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Eine spezielle Produktstruktur der Produktentwicklung ist die sog. (Struktur-)Stu¨ckliste. 6 Sie
bildet die hierarchische Struktur ab, die ein Produkt von oben nach unten in Bauteile und Zu-
sammenbauten zerlegt. Eine Stu¨ckliste ist notwendig, um ein spezifisches Produkt herzustellen.
Sie ist somit fu¨r die Bestellung und Bauteilebedarfsermittlung essentiell. In der Regel werden
fu¨r unterschiedliche Aufgaben wa¨hrend der Entwicklung unterschiedliche Produktstrukturen ver-
wendet [SI08].
Beispiel 4 (Produktstruktur). In Abbildung 2.4 sind ein exemplarischer Auszug der Pro-
duktstruktur sowie eine Strukturstu¨ckliste fu¨r die zuvor beschriebene Autotu¨r dargestellt. In
der Produktstruktur auf der linken Seite werden Bauteile in Gruppen (z.B. Innenverklei-
dung, Spiegel) zusammengefasst. Innerhalb einer Gruppe ko¨nnen mehrere a¨hnliche Bautei-
le vorhanden sein. In der Strukturstu¨ckliste auf der rechten Seite ist aus der Produktstruktur
eine spezifische Autotu¨r konfiguriert. Das heißt, es sind sowohl die beno¨tigten Mengen ein-
zelner Bauteile als auch Gruppen bestimmt. Fu¨r alle Bauteile, fu¨r die mehrere Alternativen
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Abbildung 2.4.: Beispiel einer Produktstruktur sowie Strukturstu¨ckliste
2.2.3. Systemlandschaft und Prozesse
In Abbildung 2.5 ist eine generische IT-Systemlandschaft fu¨r Automotive Engineering Dienste
dargestellt. Einen a¨hnlichen Aufbau beschreiben [TRS15, Kat15]. Gemeinsam ist beide Land-
6Daru¨berhinaus existieren weitere Stu¨cklisten wie z.B. die Strukturstu¨ckliste, die Variantenstu¨ckliste oder die
Verwendungsstu¨ckliste, welche jedoch fu¨r das weitere Versta¨ndnis der Arbeit nicht notwendig sind.
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schaften, dass wa¨hrend der verschiedenen Phasen der Entwicklung unterschiedliche Informati-
onssysteme verwendet werden.
Beispiel 5 (IT-Entwicklungslandschaft). Der Lebenszyklus der Entwicklung ist in Ab-
bildung 2.5 in Spezifikation, Geometrie, E/E und Software, Simulation und Berech-
nung sowie Test unterteilt. Die dargestellte Systemlandschaft stellt ein Idealbild dar, Ab-
weichungen sind mo¨glich. Der Austausch von Produktdaten zwischen den verschiedenen
Informationssystemen erfolgt u¨ber ein Produktdaten Backbone. Zur Unterstu¨tzung der
Entwicklung existiert eine Vielzahl an Prozessen [BHR05, BRB05, Mu¨l09], wovon ein Teil
durch Informationssysteme unterstu¨tzt werden, wa¨hrend andere manuell gelebt werden.
Neben dem Projekt- und Stammdatenmanagement sind vor allem das Stu¨cklisten- und
A¨nderungsmanagement essentiell. Da die Entwicklung von Komponenten und gesamten Sys-
temen ha¨ufig in Zusammenarbeit mit Lieferanten geschieht, ist die Integration von Liefe-

































Abbildung 2.5.: Generische Systemlandschaft der Produktentwicklung im Automobilbereich (ange-
lehnt an [Kat15])
[Web14] detailliert weitere Prozesse der Produktentwicklung, zum Beispiel die virtuelle Produkt-




Der Produktentwicklungsprozess ist durch folgende Merkmale gekennzeichnet: Systeme und Kom-
ponenten werden in unterschiedlichen Zusammenarbeitsmodellen zwischen Herstellern und Zu-
lieferern entwickelt. Der Entwicklungsprozess verla¨uft nach dem V-Modell [BR05], der sich grob
in die fu¨nf Phasen Anforderungsspezifikation, Design, Realisierung, Test und Abnahme
einteilen la¨sst (vgl. Abbildung 2.5). Neben den zuvor genannten Prozessen wie Konfigurations-
und A¨nderungsmanagement [BRB05, BRB06] ist die Produktentwicklung in unterschiedliche
Fachprozesse unterteilt. Beispiele fu¨r Fachprozesse sind etwa die Entwicklung von elektrischen
und elektronischen Komponenten, die virtuelle Produktentwicklung, die mechanische Konstruk-
tion, die Motorentwicklung und die Antriebsstrangentwicklung. Entlang dieser Fachprozesse
sind Meilensteine definiert, die vordefinierte Entwicklungssta¨nde zu einem festen Zeitpunkt re-
pra¨sentieren. Die Synchronisation der Fachprozesse erfolgt u¨ber sog. Quality Gates7. An diesen
Punkten sind eindeutige Qualita¨tskriterien festgelegt, die erfu¨llt sein mu¨ssen, damit die Ent-
wicklung in die na¨chste Entwicklungsphase u¨bergehen kann [PNSD07]. Wa¨hrend Quality Gates
zeitlich flexibel sind, besitzen Meilenstein feste Deadlines, was dazu fu¨hrt, dass diese Deadlines
nicht immer eingehalten werden [PS14].
Beispiel 6 (Meilenstein). In Abbildung 2.6 existieren mehrere Meilensteine fu¨r unter-
schiedliche Fachprozesse. Beispielsweise mu¨ssen in der mechanischen Konstruktion zuna¨chst
alle geometrischen Modelle und Zeichnungen freigegeben werden, bevor eine Kollisionsunter-
suchung durch digitale Mock-Ups (DMU)8durchgefu¨hrt werden kann. Weitere Beispiele fu¨r
Meilensteine sind die Absicherung der E/E-Architektur oder Hardware-in-the-Loop (HiL)9.
Beispiel 7 (Quality Gate). In Abbildung 2.6 sind drei Quality Gates dargestellt, d.h.
Lastenheft, Realisierung und Prototyp. Sie teilen den Entwicklungsprozess in unterschied-
liche Phasen ein. Der U¨bergang von einer in die na¨chste Phase geschieht nur, wenn die
zuvor definierten Qualita¨tskriterien des Quality Gates erfu¨llt sind. Beispielsweise kann die
Prototypen-Phase erst dann begonnen werden, wenn z.B. Geometrien und Konstruktions-
zeichnungen fu¨r alle Komponenten freigegeben sind.
7Das System wird auch als Stage-Gate-System bezeichnet [Coo90]. Weitere Synonyme fu¨r Gates bzw. Quality
Gates sind Gateways, Synchropunkte, Q-Checks, Moments of Truth [PS14].
8DMU ist die digitale Absicherung etwa zur Bestimmung von Kollisionen von Bauteilen durch geometrische
Modelle.
9HiL wird in spa¨ten Entwicklungsphasen eingesetzt, um das Verhalten zwischen mehreren Bauteilen durch phy-
sische Prototypen zu simulieren. Umgebungsvariablen eines Fahrzeuges wie etwa die aktuelle Geschwindigkeit























Abbildung 2.6.: Stage-Gate-Modell am Beispiel von Fachprozessen
Konfigurationsmanagement
Wie anhand der Produktstruktur der Autotu¨r bereits zu erkennen ist, besitzen Produkte va-
riable und optionale Bauteile. Die Gru¨nde fu¨r variable und optionale Bauteile sind vielfa¨ltig:
Einerseits mo¨chten Hersteller ihren Kunden die Mo¨glichkeit bieten, ein Produkt nach Vorlie-
ben und Wu¨nschen zu wa¨hlen, andererseits existieren in verschiedenen La¨ndern unterschiedliche
Rechtsgrundlagen, so dass Bauteile fu¨r diese unterschiedlichen Gegebenheiten entwickelt werden
mu¨ssen. So existieren in der Europa¨ischen Union und in den Vereinigten Staaten verschiedene
Grenzwerte fu¨r Emissionen von Kraftfahrzeugen.
Merkmale eines Produktes, die zu Variabilita¨t fu¨hren, sind zum Beispiel geometrische Abmessun-
gen, physikalische Eigenschaften, Funktionalita¨ten, Form, Oberfla¨chen, Farben oder Materialien.
Neben dieser externen Variabilita¨t, also durch den Kunden wahrnehmbare Unterschiede, exis-
tiert interne Variabilita¨t. Beispiele fu¨r letztere sind verschiedene Zulieferer fu¨r gleiche Bauteile
in unterschiedlichen Produktionssta¨tten.
Die Verwaltung von Produktmerkmalen wird als Konfigurationsmanagement bezeichnet und
definiert, welche Bauteile obligatorisch bzw. optional sind. Eine Mo¨glichkeit, Produktmerkmale
darzustellen, sind Feature-Diagramme [KCH`90].
Beispiel 8 (Feature-Diagramm). Abbildung 2.7 zeigt ein Feature-Diagramm fu¨r die
zuvor beschriebene Autotu¨r. Das Diagramm umfasst ingesamt 20 Features sowie mehrere
Constraints. Die Features anklappbar, beheizt und erho¨hter Diebstahlschutz sind op-
tional, wa¨hrend fu¨r Tu¨rsteuergera¨t, Form, Glas, Lautsprecher und Design alternative
Varianten existieren.
Durch die dargestellten Features und Constraints lassen sich theoretisch 104 verschiedene Fahrer-
tu¨ren aufbauen. Die Auswahl variabler und optionaler Bauteile einer Produktstruktur wird als
Produktkonfiguration bezeichnet. Das damit verbundene Konfigurationsmanagement stellt si-
cher, dass nur sinnvolle, dass heißt baubare bzw. wirtschaftlich sinnvoll Produktkonfigurationen




7UVWHXHUJHUlW 6SLHJHO /DXWVSUHFKHUHUK|KWHU'LHEVWDKOVFKXW] 'HVLJQ
0LQ 0D[ )RUP *ODV
6WDQGDUG $VSKlULVFK
DQNODSSEDU EHKHL]W 6WDQGDUG 3UHPLXP .ODVVLVFK 6SRUW
6WDQGDUG (&




Abbildung 2.7.: Feature-Diagramm einer Autotu¨r
wirtschaftliche Anzahl eingeschra¨nkt, um die Komplexita¨t wa¨hrend der Produktentwicklung zu
reduzieren.
Es existieren unterschiedliche Methoden, um variable und optionale Bauteile in der Produkt-
struktur abzubilden [Nob07]. Eine ha¨ufig verwendete Methode, variable Merkmale abzubilden,
besteht darin, diese mit Hilfe von Codes10 zu verschlu¨sseln11. Variable und optionale Bauteile
in der Produktstruktur der Autotu¨r in Abbildung 2.4 sind mit Codes versehen. So sind etwa
die Bauteile, die zum Premium Soundsystem geho¨ren, mit dem Code 58 versehen. Wa¨hrend der
Konfiguration einer Produktinstanz werden mit Hilfe logischer Operationen die gewa¨hlten Codes
ausgewertet und so alle beno¨tigten Bauteile ermittelt, die fu¨r den Aufbau erforderlich sind.
A¨nderungsmanagement
Wie bereits in Abschnitt 2.1.1 erwa¨hnt, unterliegen Daten kontinuierlichen A¨nderungen. Integra-
ler Bestandteil der Produktentwicklung ist das A¨nderungsmanagement, welches A¨nderungsvor-
haben koordiniert und dadurch eine lu¨ckenlose Dokumentation von Bauteila¨nderungen ermo¨glicht
[Bob08]. Nach [Vi09] sind die folgenden Ursachen fu¨r A¨nderungen an Bauteilen relevant:
• Gesetzliche A¨nderungen (z.B. Abgasvorschriften im Automobilbereich),
• A¨nderungen der Markt- und Konkurrenzbedingungen,
• Interne Verbesserungen in Entwicklung, Planung oder Produktion,
• Qualita¨ts- und Sicherheitsprobleme,
• Ausnutzung zusa¨tzlicher Optimierungspotenziale
In Abbildung 2.8 ist ein vereinfachter A¨nderungsprozess (Engineering-Change-Prozess) illus-
triert, der aus vier Schritten besteht. Zuna¨chst wird ein Problem beschrieben bzw. ein A¨nderungs-
grund identifiziert. Anschließend werden mo¨gliche Lo¨sungen fu¨r das Problem gesucht und doku-
mentiert. Ein Entscheidungsgremium stimmt auf Basis dieser Informationen u¨ber die A¨nderung
10Weitere Synonyme in der Literatur sind etwa Ausstattungen, Merkmale, Schlu¨sselelemente und Optionen




ab. Wird diese genehmigt, erfolgt die Umsetzung. In der Literatur lassen sich noch weite-










Abbildung 2.8.: Beispiel fu¨r einen Engineering-Change-Prozess
2.3. Integration
Die vorliegende Arbeit fokussiert auf die Integration heterogener Produktdaten aus autonomen
Informationssystemen. Das Forschungsfeld der Integration reicht bis in die Anfa¨nge der Daten-
verarbeitung zuru¨ck und ist auch weiter ein aktiver Untersuchungsbereich. Im Folgenden werden
die grundlegenden Prinzipien erla¨utert.
Der Begriff Integration beschreibt das Zusammenfu¨hren von Artefakten, die semantisch zusam-
mengeho¨ren, jedoch u¨ber heterogene Quellen (z.B. Informationssysteme) verteilt sind. Nach
[LN06] ergeben sich drei Grundprobleme, die bei der Integration von Informationssystemen
beru¨cksichtigt werden mu¨ssen: Autonomie, Verteilung und Heterogenita¨t.
Fu¨r die Integration heterogener Informationssysteme sind im Laufe der Zeit verschiedenen Tech-
niken entstanden. Dazu za¨hlen das Schema Matching, die Duplikaterkennung und die verteilte
Anfrageverarbeitung. Im Folgenden werden die grundlegende Terminologie eingefu¨hrt und an-
schließend die Integration in verschiedene Kategorien klassifiziert. Allgemeine Begriffe wie Inte-
gration und Korrespondenzen beziehen sich im weiteren Verlauf der Arbeit auf die Integration
autonomer, heterogener Produktdaten.
2.3.1. Terminologie
Wie bereits erla¨utert, kommen wa¨hrend der Produktentwicklung unterschiedliche Informations-
systeme zum Einsatz, die wie folgt definiert sind:
Definition 7 (Informationssystem). Ein Informationssystem ist ein Softwaresystem zur
Ausfu¨hrung betrieblicher Abla¨ufe, welches die Erfassung, Verarbeitung, Speicherung und
U¨bertragung von Informationen automatisiert. Wir unterscheiden zwischen einem globalen
Informationssystem, welches eine einheitliche Sicht auf eine Vielzahl autonomer, heterogener




Bei der Produktentwicklung dienen Informationssysteme der Unterstu¨tzung spezifischer Ent-
wicklungsaufgaben. Daru¨ber hinaus mu¨ssen Anwendungsfa¨lle unterstu¨tzt werden, die Produkt-
daten aus mehreren Informationssystemen beno¨tigen.
Definition 8 (Anwendungsfall). In Rahmen der Produktentwicklung bezeichnet ein
Anwendungsfall (AF) die Nutzung von integrierten Produktdaten aus heterogenen Informa-
tionssystemen zur Realisierung fachlicher Aufgaben. Beispiele fu¨r solche Aufgaben sind:
• Suche / Reports,
• Dokumentationsgenerierung,
• Navigation / Visualisierung,
• Konsistenz-, Vollsta¨ndigkeits- und Plausibilita¨tsu¨berpru¨fung und
• Berechnungen.
Beispiel 9 (Anwendungsfall). Abbildung 2.9 zeigt einen Anwendungsfall fu¨r die Kon-
sistenzu¨berpru¨fung von Anforderungsspezifikationen fu¨r mechatronische Komponenten mit
den entsprechenden Funktionsmodellen. Ziel der U¨berpru¨fung ist es festzustellen, ob fu¨r alle
Komponenten entsprechende Funktionsmodelle vorhanden sind. Da die Komponenten durch
unterschiedliche Zulieferer erstellt werden, ko¨nnen heterogene Informationssysteme zur Mo-
dellierung zum Einsatz kommen. Nach der Integration ist es mo¨glich, A¨nderungen sowohl
an den Anforderungsspezifikationen als auch den Funktionsmodellen nachzuvollziehen. Dazu
werden mit Hilfe der Korrespondenzen zwischen den Artefakten zusammengeho¨rige Doku-


































Definition 9 (Produktdatenintegration). Produktdatenintegration ist der Prozess der
Integration autonomer, heterogener Produktdaten und dessen unterschiedliche Produktda-
ten aus lokalen Informationssystemen in eine zentrale Wissensbasis. Die Verwaltung dieser
Wissensbasis geschieht durch ein globales Informationssystem, auch Produktdatenintegrati-
onssystem (PDIS) genannt, welches die notwendigen Funktionalita¨ten bereitstellt, um Pro-
duktdaten zu integrieren, auf A¨nderungen zu reagieren und Abfragen integrierter Produkt-
daten zu ermo¨glichen.
Wie erwa¨hnt, mu¨ssen sowohl die Schemata als auch die Daten heterogener Informationssysteme
integriert werden. Auf Grund der verschiedenen Datenmodelle, die bei der Realisierung lokaler
Informationssysteme zum Einsatz kommen, mu¨ssen die verschiedenen Begriffe vereinheitlicht
werden. Dazu definieren wir Schemakonzepte (engl. schema concepts, SC) und Instanzen (engl.
individuals, Ind) folgendermaßen:
Definition 10 (Schemakonzept). Ein Schemakonzept (engl. schema concept, SC) mo-
delliert in einem semantischen Datenmodell (z.B. ER-/UML-Diagramm) eine Menge von
Dingen der physischen Welt durch die Definition von Attributen (vgl. Definition 3). Zwi-
schen Schemakonzepten ko¨nnen Beziehungen definiert werden. Abha¨ngig vom Datenmodell
existieren weitere Synonyme, wie z.B. Klasse, Entita¨tstyp, Relation, Typ oder Konzept. Das
Schema des PDIS wird im weiteren als globales Schema bezeichnet, wa¨hrend Schemata von
Informationssystemen lokale Schemata heißen.
Konkrete Realweltobjekte werden im weiteren Verlauf der Arbeit als Instanzen bezeichnet. Sie
sind folgt definiert:
Definition 11 (Instanz). Ein Gegenstand einer Menge mit den gleichen Attributen
(Schemakonzept) wird als Instanz (engl. individual, Ind) bezeichnet. Jede Instanz kann Aus-
pra¨gungen der Attribute in Form von Attributwerten haben. Je nach Datenmodell werden
die Synonyme Individuum, Auspra¨gung, Objektinstanz, Datensatz, Tupel, Zeile, Entita¨t
oder Objekt verwendet.
Ziel der Produktdatenintegration ist es, semantisch zusammengeho¨rige Produktdaten zu identi-
fizieren. Deren Beziehungen werden als Korrespondenzen bezeichnet und sind wie folgt definiert:
Definition 12 (Korrespondenz). Eine Korrespondenz (engl. correspondence, Cor) ist
eine gerichtete Beziehung zwischen zwei oder mehreren Artefakten (Schemakonzept, In-
stanz, Attribut, Attributwert). Die Beziehung bedeutet, dass die korrespondieren Artefakte
in der Realwelt semantisch zusammengeho¨ren, sie bedeutet jedoch nicht automatisch deren
A¨quivalenz. Zwischen zwei Artefakten ko¨nnen mehrere Korrespondenzen existieren. Kor-
respondenzen ko¨nnen mit einem numerischen Maß versehen sein, welches den Grad der
A¨hnlichkeit zwischen zwei Artefakten beschreibt. Korrespondenzen zwischen Schemakon-
zepten werden Schemakonzept-Korrespondenz und die zwischen zwei Instanzen als Instanz-
Korrespondenz bezeichnet.
Der Prozess zum Auffinden von Korrespondenzen wird als Matching-Prozess bezeichnet, die




Definition 13 (Matching). Matching bezeichnet den Prozess, Korrespondenzen zwischen
Artefakten (Schemakonzepte, Schemaattribute, Instanzen) zu finden. In der Regel soll dieser
Prozess soweit wie mo¨glich automatisch ablaufen. In der Praxis werden jedoch manuelles
Eingreifen bzw. Korrigieren von Korrespondenzen notwendig.
Definition 14 (Mapping). Das Ergebnis des Matching ist das Mapping, welches alle er-
mittelten gerichteten Korrespondenzen zwischen Artefakten zweier unterschiedlicher Infor-
mationssysteme entha¨lt. Das Mapping kann anhand unterschiedlicher Qualita¨tsdimensionen
untersucht werden, wodurch auch die Qualita¨t der Integration bestimmt werden kann.
Beispiel 10 beinhaltet alle zuvor definierten Begriffe.
Beispiel 10 (Terminologie). In Abbildung 2.10 werden die verschiedenen Begriffe an
Hand eines Beispiels illustriert. Das konzeptionelle Datenmodell des lokalen Informations-
system A basiert auf dem relationalen Datenmodell und ist als ER-Diagramm illustriert,
das Datenmodell des lokalen Informationssystems B hingegen wird mit Hilfe eines UML-
Klassendiagramms dargestellt. Im Zuge der Integration wurden Korrespondenzen zwischen
dem Schemakonzept Entity X und Class B sowie dem Concept aus dem globalen Informa-



























[LN06] definiert die Informationsintegration als ”... die korrekte, vollsta¨ndige und effizienteZusammenfu¨hrung von Daten und Inhalt verschiedener, heterogener Quellen zu einer einheit-
lichen und strukturierten Informationsmenge zur effektiven Interpretation durch Nutzer und
Anwendungen.“ Wa¨hrend in diesem Fall die Informationsintegration nur die Integration von
Daten umfasst, definieren andere Autoren weitere Ebenen der Integration [LBK07]. [Was90]
fu¨hrt fu¨nf Ebenen der Tool-Integration ein. Die Plattform-Integration ermo¨glicht Interoperabi-
lita¨t verschiedener Systeme, in dem diese auf einer virtuellen Operationsschicht laufen. Mit der
Pra¨sentationsintegration wird ein einheitliches und konsistentes ”Look and Feel”geschaffen. Fu¨r
die Datenintegration schla¨gt [Was90] ein gemeinsames Repository vor, welches den Datenaus-
tausch zwischen Systemen ermo¨glicht. Mit Kontrollintegration wird die Fa¨higkeit eines Systems
bezeichnet, sich u¨ber Ereignisse zu benachrichtigen und Funktionen anderer Applikationen aus-
zulo¨sen12. Schließlich sorgt die Prozessintegration fu¨r einen einheitlichen Prozess zur Steuerung
der Aktivita¨ten u¨ber die unterschiedlichen Systemgrenzen hinweg. Abbildung 2.11 verdeutlicht
die unterschiedlichen Ebenen der Tool-Integration. Die verschiedenen Ebenen mu¨ssen jeweils
unter dem Aspekt technischer, struktureller und semantischer Heterogenita¨t betrachtet werden.
Abbildung 2.11.: Verschiedene Ebenen der Integration
Im weiteren Verlauf der Arbeit wird auf die Schema- und Datenintegration fokussiert, wa¨hrend
die anderen Ebenen nicht im Fokus stehen.
2.3.3. Integrationsprozess
Fu¨r die Schema- und Datenintegration definiert [BN09] folgende generischen Integrationsprozess
(siehe Abbildung 2.12): Zuna¨chst wird ein Mapping (siehe Definition 14) zwischen den zu inte-
grierenden Datenquellen definiert. Anschließend erfolgt die Duplikaterkennung der Datensa¨tze,
bei dem Artefakte, welche die selben Realweltobjekte repra¨sentieren, einander zugeordnet wer-
den. Danach erfolgt die Datenfusion, das heißt das Zusammenfu¨hren der Attributwerte in eine
einheitliche Form. Schließlich ko¨nnen die integrierten Daten durch Applikationen genutzt wer-
den. Zu jeder Phase existiert eine Vielzahl an wissenschaftlichen Ansa¨tzen, die in Kapitel 4
ausfu¨hrlich diskutiert werden.










Abbildung 2.12.: Generischer Integrationsprozess




Integrationsansa¨tze fu¨r Schemata und Daten unterscheiden sich in der Art, wie die Integration
der Daten erfolgt. Hier muss zwischen virtuellen und materialisierenden Ansa¨tzen unterschieden
werden. Abbildung 2.13 zeigt die zwei grundlegenden Architekturen fu¨r die Integration hetero-
gener Datenquellen [DHI12].
• Bei Ansa¨tzen der ersten Kategorie (siehe Abbildung 2.13 a©) werden Daten aus autono-
men, heterogenen Informationssystemen in ein gemeinsames, zentrales Informationssystem
kopiert und dort integriert. Anfragen an das zentrale Informationssystem werden nur auf
den integrierten Daten ausgefu¨hrt.
• Ansa¨tze der zweiten Kategorie (siehe 2.13 b©) kopieren keine Daten, sondern belassen diese
im urspru¨nglichen Informationssystem. Anfragen werden an ein gemeinsames Schema u¨ber
ein Integrationssystem gestellt; anschließend zerlegt diese die Anfrage und erzeugt Abfragen
an die einzelnen heterogenen Informationssysteme. Letztere verarbeiten die Abfragen lokal
und schicken die Ergebnisse an das Integrationssystem zuru¨ck. Dieses ist schließlich fu¨r die
























Abbildung 2.13.: Integrationsarchitekturen nach [DHI12]
Die beiden Ansa¨tze haben ihre Vor- und Nachteile. Da bei materialisierten Ansa¨tzen, neue Da-
tensa¨tze erst integriert werden mu¨ssen und virtualisierte Ansa¨tze nur mit Quelldaten arbeiten,
ist die Aktualita¨t bei Ansa¨tzen der zweiten Kategorie besser. Auf der anderen Seite mu¨ssen die
Anfragen bei virtuellen Ansa¨tzen zuna¨chst durch lokale Informationssysteme verarbeitet wer-
den, wodurch es zu einer Verzo¨gerung bei Anfragen kommt. Materialisierte Ansa¨tze besitzen
gegenu¨ber den virtuellen Ansa¨tzen einige Vorteile. So sind die Daten vollsta¨ndig integriert und
ko¨nnen vorher um Fehler bereinigt werden, wodurch die Informationsqualita¨t ho¨her sein kann
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als bei virtuellen Ansa¨tzen. Anfrageplanung und -bearbeitung ko¨nnen bei virtuellen Ansa¨tzen
sehr komplex werden und die Vollsta¨ndigkeit der Integration kann auf Grund der ho¨heren Au-
tonomie nicht garantiert werden. Fa¨llt ein Informationssystem aus oder kann eine Anfrage des
Integrationssystems nicht verarbeiten, fehlen diese Informationen in der Integration.
Ist die Datenqualita¨t der heterogenen Informationssysteme sehr unterschiedlich, ko¨nnen die In-
tegrationssysteme in beiden Architekturen die Duplikaterkennung und Datenfusion nicht voll-
sta¨ndig automatisieren. In diesem Fall ist manuelle Unterstu¨tzung durch Endanwender in beiden
Ansa¨tzen erforderlich.
2.3.5. Integrationsstrategien
Sobald mehrere Quellen integriert werden sollen, gibt es verschiedene Strategien, die in Abbil-
dung 2.14 illustriert sind. Die erste Mo¨glichkeit besteht darin, alle vorhandenen Quellen gleich-
zeitig zu integrieren (siehe Abbildung 2.14 a), d.h. zusammengeho¨rige semantische Konzepte
aller Schemata gleichzeitig zu betrachten. Bei sehr vielen Quellen mit einer Vielzahl an Kon-
zepten kann diese Vorgehensweise einen Integrationsverantwortlichen mit zu vielen Informatio-
nen u¨berfordern. Auf der anderen Seite kann die Betrachtung aller Schemata auf einmal die
Mo¨glichkeit bieten, Gemeinsamkeiten zwischen verschiedenen Schemata zu identifizieren. Eine
weitere Mo¨glichkeit ist die bina¨re Integration von Quellen (siehe Abbildung 2.14 b). Dazu werden
jeweils zwei Quellen zu einem Zwischenschema integriert, und zwei Zwischenschemata wiederum
zu einem neuen Schema. Dieses Problem wiederholt sich solange, bis nur noch ein Schema u¨brig
bleibt. Der Vorteil ist, dass wesentlich weniger Konzepte auf Gemeinsamkeiten hin analysiert
werden und Integrationsverantwortliche mit weniger Komplexita¨t zurecht kommen mu¨ssen.
Da nicht jedes Schema mit jedem anderen Schema direkt verglichen wird, kann es vorkommen,
dass Zusammenha¨nge zwischen Schemakonzepten unterschiedlicher Quellen u¨bersehen werden
ko¨nnen. Eine abgewandelte Form der bina¨ren Integration ist die gewichtete Integration (siehe
Abbildung 2.14 c). Dabei wird ein Schema identifiziert, welches am wichtigsten fu¨r die Integration
ist, da es z.B. die meisten Konzepte einer Doma¨ne entha¨lt. Bei diesem Vorgehen wird dieses
Schema schrittweise mit einem weiteren Schema zu Zwischenschemata integriert. Letzteres wird
dann mit dem na¨chsten Schema zum na¨chsten Zwischenschema integriert. Dieser Vorgang wird








Ha¨ufigstes Problem bei der Integration von Informationssystemen sind unterschiedliche Arten
von Heterogenita¨t. ”Heterogenita¨t herrscht, wenn sich zwei miteinander verbundene Informati-onssysteme syntaktisch, strukturell oder inhaltlich unterscheiden.“ [LN06]. Die Gru¨nde fu¨r He-
terogenita¨t sind vielfa¨ltig und durch unterschiedliche Faktoren bedingt: Informationssysteme
basieren auf unterschiedlichen technischen Plattformen (etwa .NET, J2EE), wodurch technische
Heterogenita¨t entsteht. Zu letzterer geho¨ren auch die Verwendung unterschiedlicher Kommunika-
tionsprotokolle (z.B. CORBA, Web Services) oder verschiedene Schnittstellen. Daru¨ber hinaus
werden Informationssysteme durch unterschiedliche Datenmodelle (relational, objektorientiert
oder hierarchisch) realisiert. Innerhalb dieser ko¨nnen sowohl strukturelle als auch semantische
Heterogenita¨t auftreten. Sowohl bei der virtuellen als auch bei der materialisierten Integration
fu¨hren diese Arten von Heterogenita¨t zu unterschiedliche Konflikten. Diese ko¨nnen sowohl auf
der Schema- als auch Instanzebene auftreten.
Schemakonflikte
Schemakonflikte betreffen die erste Phase des generischen Integrationsprozesses (siehe Abschnitt
2.3.3). In diesem Schritt werden Abbildungen zwischen Konzepten heterogener Datenmodelle
definiert. Zu den Schemakonflikten za¨hlen alle Heterogenita¨tsprobleme, die bei der Abbildung
von Schemakonzepten aus unterschiedlichen Quellen resultieren ko¨nnen. Im Folgenden werden
die wichtigsten Konflikte kurz erla¨utert.
Beispiel 11 (Schemakonflikte). In Abbildung 2.15 sind die konzeptionellen Schemata
zweier Informationssysteme illustriert, die u¨berlappende Konzepte besitzen. Im Speziellen
dokumentieren beide Schemata die Bauteilaspekte eines Produktes. Wa¨hrend Informati-
onssystem A alle Bauteile (mechanische, elekromechanische, elektronische und elektrische)
dokumentiert, werden in Informationssystem B lediglich elektromechanische, elektrische und
elektronische Bauteile verwaltet.
Neben der technischen Heterogenita¨t beider Informationssystemea treten unterschiedliche
Schemakonflikte bei der Integration beider Schemata auf. Der Bauteilname im relationalen
Schema A ist synonym mit dem Bezeichner (label) von Component in B. Im Speziellen ist
Component eine Teilmenge von Bauteil.
Wa¨hrend der Herstellername eines Bauteils in A mittels einer Entita¨t modelliert ist, wird
dieser in Schema B durch ein Attribut realisiert. Das Bauteilgewicht wird in A in Gramm
angegeben, wa¨hrend die Einheit Unzen in Schema B verwendet wird. Auf der anderen Seite
wird der Verantwortliche eines Bauteils in A durch zwei Attribute (RespName, RespFirst)
in B modelliert.
aInformationssystem A basiert auf dem relationalen Schema und wird mit einem Datenbankmanagementsys-
tem realisiert wa¨hrend Informationssystem B in UML modelliert ist und Instanzen in Dateien persistiert.
Das Mapping (siehe Abschnitt 2.3.1) zwischen A und B ist in Tabelle 2.1 informell dargestellt.
Wa¨hrend die Schemakonzepte aus A und B aufeinander abgebildet werden konnten, ist keine der
Korrespondenzen zwischen A und B ausreichend, um deren Instanzen einander eindeutig zuordnen
zu lassen. Einzige Mo¨glichkeit in diesem Fall wa¨re die Definition einer Mapping-Tabelle zwischen
















































Abbildung 2.15.: Beispiele fu¨r strukturelle und semantische Heterogenita¨t
Im obigen Beispiel treten eine Vielzahl an Schemakonflikten auf. So ist die Benennung zwischen
synonymen Konzepten und Attributen unterschiedlich. Weiter werden gleiche Sachverhalte un-
terschiedlich modelliert. So ist der Herstellername in A ein Attribut eines eigenen Konzeptes
wa¨hrend dieser in B lediglich als Attribut desselben Konzeptes modelliert wird.
Neben den bereits erla¨uterten Integrationskonflikten existieren noch weitere. So ko¨nnen Tabel-
len mit gleichem Namen unterschiedliche semantische Inhalte besitzen (die Namen werden in
diesem Fall als Homonyme bezeichnet). Auch wenn zwei Tabellen die gleiche Bezeichnung haben
und den selben Inhalt beschreiben, ko¨nnen Strukturprobleme auftreten. Attribute die in einem
Konzept dokumentiert sind, ko¨nnen im synonymen Konzept fehlen oder implizit modelliert sein.
Schließlich ko¨nnen die Integrita¨tsbedingungen von Konzepten in den Quellen unterschiedlich
Informationssystem A Beziehung Informationssystem B
Bauteil beinhaltet Component
Bauteil.Name gleich Component.RespFirst + Component.RespName
Bauteil.Gewicht gleich Component.Weight * 0.035274
Hersteller.Name gleich Component.Supplier
Tabelle 2.1.: Mapping zwischen Informationssystem A und B
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sein. Fu¨r eine detaillierte Diskussion der weiteren Integrationskonflikte bei der Integration von
relationalen Datenmodellen wird auf [KS91] verwiesen.
Datenkonflikte
Neben den Konflikten auf der Schemaebene treten auch Konflikte bei der Integration von Instan-
zen auf. Daten ko¨nnen in unterschiedlichen Einheiten repra¨sentiert sein (z.B. Gewicht, La¨nge,
Zeit, Wa¨hrungen). Mu¨ssen Einheiten untereinander konvertiert werden, ko¨nnen diese durch
Genauigkeitsverluste verfa¨lscht werden. Ha¨ufiges Beispiel fu¨r die Repra¨sentation von gleichen
Sachverhalten sind Adressdaten [LN06], die unterschiedlich geschrieben werden (z.B. Karlstras-
se, Karl Str. und Karl Strasse). Weiter ko¨nnen Daten falsch dokumentiert sein, etwa wenn sie
manuell u¨bertragen wurden (z.B. durch Tippfehler). Schließlich tritt Heterogenita¨t zwischen
Datensa¨tzen auf, wenn diese zu unterschiedlichen Zeitpunkten aktualisiert werden bzw. Aktua-
lisierungen nicht an nachfolgende Informationssysteme propagiert werden.
[BS06] definiert zwei Typen von Datenkonflikten: Ein key-Konflikt tritt bei der Integration von
zwei Relationen auf, wenn die Attributwerte von Instanzen in beiden Quellen identisch sind,
sich jedoch dessen Prima¨rschlu¨ssel unterscheiden. Existieren im umgekehrten Fall von Instanzen
mit gleichen Prima¨rschlu¨ssel und unterschiedlichen Werten fu¨r weitere Attribute, handelt es sich
um attribute-Konflikte. Wa¨hrend letztere relativ einfach zu identifizieren sind, mu¨ssen im ersten
Fall die Attributwerte aller Instanzen aus beiden Relationen miteinander verglichen werden, um
mo¨glich Konflikte zu identifizieren.
Beispiel 12 (Datenkonflikte). Abbildung 2.16 zeigt ein Beispiel fu¨r Attribut- und
Schlu¨sselkonflikte. Tabelle A und Tabelle B sollen integriert werden, und es wird an-
genommen, dass keine schematischen Konflikte zwischen den beiden Tabellen existieren.
Fu¨r die Instanzen mit der Nr. 268 tritt ein Konflikt fu¨r die korrespondierenden Attribu-
te Verantwortlicher und Responsible auf, da in beiden Tabellen verschiedene Werte
vorhanden sind. Des weiteren korrespondieren der Eintrag mit der Nr 921 aus Tabelle A
zum Eintrag mit der Nr 931 aus Tabelle B, da sa¨mtliche Attribute identische Werte besit-
zen. Da beide Instanzen unterschiedliche Prima¨rschlu¨ssel besitzen, liegt in diesem Fall ein
Prima¨rschlu¨sselkonflikt (Key-Konflikt) vor.
Semantische Konflikte
Semantische Heterogenita¨t ist ein Begriff, der in vielen Disziplinen unterschiedlich verwendet
wird [Col97]. Nach [Ver97] umfasst diese Form alle Unterschiede in Bedeutung, Interpretation
und Art der Nutzung. Nach [LN06] liegt semantische Heterogenita¨t vor, ”wenn unterschiedli-che Elemente des Datenmodells verwendet werden, um denselben Sachverhalt zu modellieren.“.
Als Beispiel geben die Autoren das relationale Datenmodell an, bei dem derselbe Sachverhalt
entweder durch eine Relation, ein Attribut oder einen Attributwert modelliert werden kann.
Beispiel 13 (Semantische Heterogenita¨t). Abbildung 2.17 zeigt ein Beispiel fu¨r se-
mantische Heterogenita¨t. Die Entita¨ten in a), b) und c) beschreiben den selben Sachverhalt
(den Typ einer Komponente), jedoch mit unterschiedlichen Mitteln des relationalen Daten-













































Abbildung 2.16.: Beispiele fu¨r Attribut- und Schlu¨sselkonflikte
denen Typen als Attribut einer Entita¨t ausgedru¨ckt werden. In c) wird der Typ durch einen
Attributwert realisiert.
Ein weiteres Beispiel fu¨r semantische Heterogenita¨t wurde bereits im obigen Beispiel (siehe
Abbildung 2.15) angesprochen. Die Begriffe Bauteil und Component stehen synonym fu¨r
einander. Jedoch ist ihre Bedeutung unterschiedlich. Wa¨hrend der erste Begriff alle Bauteile
eines Produktes beschreibt, sind mit dem zweiten Begriff nur diejenigen Bauteile gemeint,



































Nachdem die grundlegenden Integrationsbegriffe erla¨utert wurden, werden nun fundamentale
Begriffe zur Beschreibung und Bestimmung von Informationsqualita¨t beschrieben. Es existiert
kein einheitlicher Begriff fu¨r die Qualita¨t von Daten und Informationen. Neben der ”fitness foruse“ nach [JG99], stammt die verbreiteste Definition aus der ISO 9000-Normreihe und ist sehr
abstrakt gehalten. Sie bezeichnet die Qualita¨t von Daten, als den Grad den eine Menge an
Charakteristiken gegebene Anforderungen erfu¨llt [Hoy09].
Bei der Kategorisierung von Qualita¨tskriteren erfolgt eine Unterscheidung in die verschiede-
nen Ebenen, die bei der Integration von Produktdaten relevant sind. Dazu za¨hlen neben der
Schemakonzept- und Instanzebene auch die Ebene der Korrespondenzen zwischen Schamkon-
zepten sowie zwischen Instanzen.
2.4.1. Schemakonzeptqualita¨t
[Red97] definiert folgende Dimensionen fu¨r die Qualita¨t eines konzeptionellen Schemas: Kor-
rektheit bezieht sich sowohl auf das Modell, dass heißt, ob ein Datenmodell den syntaktischen
Vorgaben entspricht, als auch auf die korrekte Abbildung von Anforderungen der Realita¨t im
Modell. Im Falle des relationalen Datenmodells sind damit unter anderem Kardinalita¨ten und
Integrita¨tsbedingungen gemeint. Ferner ist ein Schema minimal, wenn alle Anforderungen im
Modell repra¨sentiert sind und keine Elemente entfernt werden ko¨nnen, ohne dass dadurch An-
forderungen unberu¨cksichtigt bleiben. Die Vollsta¨ndigkeit misst den Grad, den ein konzeptuelles
Schema fu¨r spezifische Anforderungen erfu¨llt. Die Relevanz bestimmt die Anzahl an unno¨tigen
konzeptuellen Elementen im Modell. Die visuelle Repra¨sentation eines konzeptionellen Schemas
wird als lesbar bezeichnet, wenn bestimmte a¨sthetische Eigenschaften, wie etwa Kompaktheit
der Darstellung, gegeben sind. Schließlich sind fu¨r das relationale Datenmodell unterschiedli-
che Normalformen auf Basis funktionaler Abha¨ngigkeiten zwischen Relationen definiert. Diese
ko¨nnen ebenfalls zur Betrachtung der Schemaqualita¨t in Betracht gezogen werden.
Definition 15 (Schemakonzeptqualita¨t). Schemaqualita¨t beschreibt den Grad der
Erfu¨ll-ung von gegebenen Charakteristika, die ein Schema zu einem Zeitpunkt besitzt.
2.4.2. Instanzqualita¨t
Instanz- bzw. Datenqualita¨t ist ein aktives Forschungsgebiet, in dem eine Vielzahl wissenschaft-
licher Arbeiten vero¨ffentlich wurden. Es existieren unterschiedliche Klassifikationssysteme und
Terminologien, und die Datenqualita¨tseigenschaften werden von den Autoren unterschiedlich
definiert [WS96, BS06, KCH`03, WZL06, ORH05].
Mit der Normreihe ISO 8000 [Ben09] entsteht ein neuer Standard fu¨r die Qualita¨t von Stammda-
ten, der sowohl Datenqualita¨tskriterien (Part 110: Master data: Exchange of characteristic data:
Syntax, semantic encoding, and conformance to data specification) als auch Prozesse fu¨r das Da-
tenqualita¨tsmanagement (ISO 8000:150–A frameworkfor Data Quality Management) definiert.
Eine detaillierte Betrachtung des Standards erfolgt in Abschnitt 4.2.5.
Qualita¨tsdimensionen fu¨r Instanzen beziehen sich auf Fehler einzelner oder mehrerer Attribut-
werte. Beispiel fu¨r einen solchen Fehler ist z.B. ein Schreibfehler eines Namens oder einer Adresse,
der entweder bei der manuellen Eingabe durch einen Endanwender enstanden ist oder auf Fehler
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bei der automatischen Texterkennung zuru¨ckzufu¨hren ist. [LN06] beschreibt eine Liste weiterer
Fehler, wie z.B. fehlende Attributwerte, falsche Werte, falsche Referenzen oder eingebettete Wer-
te. In [BS06] werden unter anderem die Dimensionen Richtigkeit, Vollsta¨ndigkeit, Konsistenz und
Aktualita¨t erla¨utert.
Definition 16 (Instanzqualita¨t). Instanzqualita¨t beschreibt den Grad der Erfu¨llung von
Charakteristika, die eine Menge an Instanzen zu einem Zeitpunkt besitzt.
2.4.3. Produktdatenqualita¨t
[SAS05] geht einen Schritt weiter und definiert Produktdatenqualita¨t als Maß der Genauigkeit
(engl. accuracy) und Angemessenheit (engl. appropriateness) von Produktdaten, kombiniert mit
der Aktualita¨t mit der diese Daten allen beno¨tigten Personen zur Verfu¨gung gestellt werden.
Qualita¨t bezieht sich hier vor allem auf die Qualita¨t von geometrischen Modellen.
Entscheidend fu¨r die Integration heterogener Produktdaten ist deren Datenqualita¨t. In der Rea-
lita¨t ist die Qualita¨t von Produktdaten und Daten im Allgemeinen sehr unterschiedlich und
von verschiedenen Faktoren abha¨ngig [HS98]. So nimmt die Datenqualita¨t von Produktdaten
in der Regel mit zunehmender Reife zu, wa¨hrend sie zu Beginn der Entwicklung viele Informa-
tionen fehlen. Weitere Datenqualita¨tsprobleme des Concurrent Engineerings werden in [BLL10]
erla¨utert. So ko¨nnen Attribute von Instanzen fehlen, falsche Werte besitzen oder falsch dokumen-
tiert sein. Die Gru¨nde dieser Probleme sind vielfa¨ltig [LN06]. Bei der automatischen Erfassung,
z.B. durch OCR-Software, oder falsche manuelle Eingaben ko¨nnen fehlerhafte Werte entstehen.
Werden Datenbesta¨nde nicht kontinuierlich aktualisiert, altern diese und spiegeln nicht mehr
die Realita¨t wieder. Bei der Transformation unterschiedlicher Formate und Bereiche ko¨nnen
Informationen verloren gehen. Neben Datenqualita¨tsproblemen, die in einzelnen Datenquellen
auftreten ko¨nnen, ko¨nnen bei der Integration weitere Probleme auftreten [LN06].
Definition 17 (Produktdatenqualita¨t). Produktdatenqualita¨t bezeichnet das Verha¨ltnis
von zuvor definierten Charakteristika (z.B. Vollsta¨ndigkeit, Genauigkeit, Konsistenz) mit
definierten Zielerreichungswerten im Verha¨ltnis zur tatsa¨chlichen Erfu¨llung der Charakte-
ristika zu einem bestimmten Zeitpunkt. Charakteristika fu¨r Produktdaten sind abha¨ngig
vom Produktdatenaspekt und die Zielerreichungswerte von der Reife eines Produktes.
2.4.4. Integrationsqualita¨t
Bisher wurden nur Dimensionen und Fehler einzelner Informationssysteme betrachtet. Werden
Schematkonzepte und Instanzen integriert, ergeben sich weitere Fehler und Qualita¨tsdimensionen.
Wie diskutiert, treten bei der Integration heterogener Schemata strukturelle, schematische und
semantische Probleme auf. Werden Instanzen mit den gleichen Attributen integriert, ko¨nnen
Duplikate bei der Integration entstehen. Werden gemeinsame Attribute geteilt, ko¨nnen un-
terschiedliche Attributkonflikte auftreten. Attribute ko¨nnen widerspru¨chliche Werte besitzen,
unterschiedliche Einheiten oder Genauigkeiten aufweisen oder verschieden repra¨sentiert sein.
Wa¨hrend die genannten Qualita¨ten Charakteristiken betrachtet, die fu¨r einzelne Informations-
system isoliert betrachtet werden, fokussiert die Integrationsqualita¨t auf Charakteristiken (etwa




Definition 18 (Integrationsqualita¨t). Integrationsqualita¨t bezeichnet das Verha¨ltnis
von zuvor definierten Charakteristika (z.B. Vollsta¨ndigkeit, Genauigkeit, Konsistenz) mit
definierten Zielerreichungswerten im Verha¨ltnis zur tatsa¨chlichen Erfu¨llung der Charakteris-
tika zu einem bestimmten Zeitpunkt. Charakteristika fu¨r die Integrationsqualita¨t betrachten




Dieses Kapitel leitet relevante Anforderungen zur Realisierung eines PDIS her. Zuna¨chst pra¨sen-
tiert Abschnitt 3.1 eine Literaturstudie zu den Herausforderungen bei der Integration von
Produktdaten. Anschließend werden in Abschnitt 3.2 die IT-Landschaft fu¨r die Entwicklung
von E/E-Komponenten bei einem Automobilhersteller analysiert und anhand zweier Fallstudi-
en entsprechende Herausforderungen und Anforderungen abgeleitet. In Abschnitt 4.2 werden
Standards im Umfeld der Produktentwicklung analysiert. Schließlich fasst Abschnitt 3.3 die
Anforderungen zusammen.
3.1. Literaturstudie
In Tabelle 3.1 sind die fu¨nf zu untersuchenden Forschungsfragen aus Abschnitt 1.3 mit Stichwo¨r-
tern aufgelistet, die fu¨r die Ermittlung relevanter wissenschaftlicher Literatur verwendet wurden.
Diese Stichwo¨rter wurden anschließend dazu genutzt, potenzielle wissenschaftliche Literatur in
folgenden Suchmaschinen zu identifizieren:
• Google Scholar (http://scholar.google.com)
• SpringerLink (http://link.springer.com)
• IEEE xplore (http://ieeexplore.ieee.org/Xplore)
• ACM Digital Library (http://dl.acm.org/)
Die Suchergebnisse wurden anschließend gesichtet und die gewonnen Erkenntnisse zusammenge-
fasst. Danach wurden relevante Anforderungen abgeleitet. Im Folgenden werden die Erkenntnisse
der Literaturstudie zusammengefasst.
Insbesondere [Sta11] listet eine Reihe von Problemen auf, die im Zusammenhang von Produktda-
ten auftreten. Die Heterogenita¨t von Bezeichnern, Produktstrukturen, und Repra¨sentation sowie
unterschiedliche Abstraktionsstufen werden als Herausforderungen fu¨r die Integration von Pro-
duktdaten genannt. Zusa¨tzlich erschweren die mangelnde Datenqualita¨t (inkorrekte und inkon-
sistente Daten, U¨berlappungen, Duplikate) sowie implizites Wissen die Integration zusa¨tzlich.
[VSW15] kommt zu folgenden Erkenntnissen: Um komplexe System zu realisieren, werden Ver-
antwortliche aus unterschiedlichen Doma¨nen (Hardware, Software, Service) beno¨tigt, die wa¨h-
rend der Entwicklung dynamische und teils widerspru¨chliche Anforderungen produzieren. Ent-
wicklungsaufgaben werden mit Hilfe von Concurrent Engineering realisiert, zunehmends ver-
schiebt sich die Entwicklung in Richtung Digital Mock-Up (DMU). Insgesamt ist ein Trend zu
lokalen, lose gekoppelten Modellen in fo¨derierten Umgebungen zu beobachten.
Nicht nur die Zunahme an Produktdaten insgesamt, sondern auch die wachsende Komplexita¨t
infolge von Vernetzung komplexer Komponenten/Bauteile sowie ein fehlender Systemgedanke




1 Wie lassen sich komplexe Produktdaten aus heterogenen und au-
tonomen Informationssystemen in anspruchsvollen Entwicklungs-
umgebungen integrieren, die unterschiedliche Konzepte zur Re-




2 Wie la¨sst sich die Qualita¨t (z.B. Vollsta¨ndigkeit und Konsistenz)
der Integration bestimmen? ”
integration“
”quality“3 Wie beeinflussen strukturelle und inhaltliche A¨nderungen bereits
integrierte Produktdaten? ”
integration“
”changes“4 Mit Hilfe welcher Technologie la¨sst sich die Integration der hete-
rogenen Produktdaten umsetzen? ”
integration“ ”ar-chitecture“
5 Wie la¨sst sich die Wirtschaftlichkeit der Produktintegration be-
stimmen? ”
integration“ ”in-vestment“
Tabelle 3.1.: Forschungsfragen fu¨r die Anforderungsanalyse
soziale Komponente, etwa die Bereitschaft implizites Wissen mit anderen zu teilen. Schließlich
erfolgt der Austausch von Produktdaten auf Basis einer Vielzahl komplexer Standards (z.B.
STEP1, AUTOSAR2, JT3).
Daraus leiten die Autoren folgende Anforderungen ab: Die Qualita¨t von Produktdaten und
deren Integration mu¨ssen kontinuierlich u¨berwacht werden. Um Datenmodellheterogenita¨t zu
u¨berwinden und Produktdaten unterschiedlicher Hersteller integrieren zu ko¨nnen, werden ein
standardisiertes Lieferantenintegrationsportal sowie Investitionen in entsprechende Prozesse be-
no¨tigt. Schließlich sind ”natu¨rliche Benutzerschnittstellen“ fu¨r die Interaktion mit Produktdatennotwendig.
Auch [TRS15] sieht die zunehmende Funktionalita¨t und Komplexita¨t als Herausforderungen
in der Produktentwicklung. Wa¨hrend fu¨r das Stu¨cklisten- und Produktdatenmanagement teils
homogene Architekturen entlang des gesamten Entwicklungsprozesses etabliert sind, werden Da-
ten in einer heterogenen Systemlandschaft gespeichert. Vor allem im Team Data Management
(TDM) ist eine hohe Heterogenita¨t mit bis zu 1000 unterschiedlichen Applikationen vorhanden.
Die große Anzahl an heterogenen Systemen entsteht, um neue Technologien und Entwicklun-
gen zu unterstu¨tzen. Wa¨hrend die Integration zu definierten Synchronisationspunkten erfolgt,
existiert fu¨r Methoden, Systeme und Datenmodelle kein unternehmensweites Schema. Zusam-
mengefasst kommen die Autoren zu folgenden Anforderungen: Neben der Integration von Be-
nutzeroberfla¨chen muss vor allem eine konsistente Produktstruktur etabliert werden. Insgesamt
muss die Integration von Daten und Prozessen sowohl auf technischer als auch organisatorischer
Ebene erfolgen. Technisch sind hierfu¨r offene und standardisierte Schnittstellen erforderlich.
[Kat15] sieht zusa¨tzlich eine Reduktion der Entwicklungsdauer zwischen 30 und 50 Prozent in
den letzten 30 Jahren. Auch haben sich in den letzten Jahren die Zusammenarbeitsmodelle deut-
lich gea¨ndert. Nicht nur, dass immer mehr Entwicklungsaufgaben durch Zulieferer u¨bernommen
werden, auch Kooperationen zwischen großen Herstellern ru¨cken vermehrt in den Fokus. Dadurch
muss der Austausch zwischen unterschiedlichen Produktdatenmanagementsystemen (PDMS) er-
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mo¨glicht werden. Neben etablierten Systemen, etwa dem Stu¨cklistenmanagement, welches bis
zu 500 Schnittstellen zu anderen Systemen haben kann, besteht die IT-Landschaft im Auto-
mobilbereich aus einer Vielzahl gewachsener proprieta¨rer Applikationen, kleinen speziellen und
selbstentwickelten Applikationen sowie großen Standardapplikationen. In diesem Zusammen-
hang ist eine Konsolidierung oder A¨nderung der Systemlandschaft schwierig, da die Nutzung
dieser Systeme integraler Bestandteil des spezifischen Entwicklungswissens eines Unternehmens
sei. Als Lo¨sung des Problems wird eine Basis-IT-Infrastruktur fu¨r die Entwicklung von Sys-
temen vorgestellt, die neben Dokumenten-, Konfigurations-, Versions-, Release- sowie Regeln-
und Rechtemanagement vor allem aus einem zentralen Integrationsbus besteht. Fu¨r den Au-
tor ergeben sich folgende Herausforderungen im Zusammenhang mit Produktdaten: Aufgrund
der zunehmenden Bedeutung von Zulieferern ist die Integration von deren Informationssyste-
me von entscheidender Bedeutung. Da A¨nderungen der IT-Landschaft aufwa¨ndig sind, muss
diese Schritt fu¨r Schritt, also bedarfsgerecht, geschehen (hier wird auf eine Service-orientierte
Architektur gesetzt, bei der die IT-Landschaft modularisiert aber nicht umstrukturiert werden
soll). Dazu werden Standards wie STEP AP242 (siehe Abschnitt 4.2.3) und JT4 eingesetzt. In
diesem Zusammenhang wird der Code of PLM Openness hervorgehoben. Zuletzt werden seman-
tische Netzwerke als Mo¨glichkeit diskutiert, um die Nachvollziehbarkeit zwischen verbundenen
Objekten zu erreichen.
Die skizzierten Erkenntnisse decken sich mit denen aus [CRS`13], dass CAD-Systeme nicht
mehr ausreichend fu¨r die Dokumentation von Produktdaten seien. Die fehlende Repra¨sentation
fu¨r Funktionen und das Verhalten von Komponenten verhindert eine Integration aller Produkt-
daten. Vor allem Analysen integrierter Produktdaten, etwa Impact-Analysen5, lassen sich nicht
vollautomatisch durchfu¨hren. Die Autoren leiten folgende Anforderungen ab: Interagierende In-
formationssysteme, die Wissen der Produktentwicklung speichern, mu¨ssen integriert werden.
Dabei soll ein Paradigmenwechsel erfolgen, weg vom reinen Austausch von Produktdaten hin
zu einem Austausch von Produktinformationen u¨ber unterschiedliche Disziplinen und Doma¨nen
hinweg entlang aller Phasen eines Produktes. Dazu ist die Entwicklung einer umfassenden Re-
pra¨sentation von Produktentwicklungswissen erforderlich. Die Autoren empfehlen eine Integrati-
on der bereits vorhanden Systeme mit wissensbasierten Systemen, etwa auf Basis von Ontologien.
Schließlich sollen diese Systeme nachhaltig sein, da die Einfu¨hrung neuer Informationssysteme
mit hohen Kosten und langen U¨bergangszeiten verbunden ist.
[RTW15] erla¨utern Herausforderungen im Zusammenhang mit der Integration von Variabilita¨t
wa¨hrend der Produktentwicklung. Variabilita¨t tritt in jeder Phase der Produktentwicklung auf
und wird oftmals in jeder Phase unterschiedlich modelliert. Nach Ansicht der Autoren fokus-
sieren aktuelle Forschungsprojekte vor allem auf die Reduktion der externen, also durch den
Kunden wahrnehmbare, Komplexita¨t, wa¨hrend auf der anderen Seite die interne Variabilita¨t
durch Standardisierung und Modularisierung reduziert werden soll. Daraus ergeben sich fol-
gende Anforderungen fu¨r das Variabilita¨tsmanagement bei der Produktentwicklung: Durch die
zunehmende Komplexita¨t muss das Variantenmanagement durch formale Logiken abgebildet
werden. Da in den verschiedenen Phasen der Produktentwicklung unterschiedliche Modelle zum
Einsatz kommen, wird ein ”overall composed variability model“ beno¨tigt, welches sehr groß undkomplex werden kann. Fu¨r eine komplette Produktlinie kann ein solches Modell bis zu 200.000
Regeln enthalten.
4Jupiter Tesselation - ISO-Standard zur Speicherung von 3D-Daten.
5Damit sind Analysen gemeint, die Auswirkungen von potenziellen A¨nderungen im Voraus bestimmen, um
letztere besser bewerten zu ko¨nnen.
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[PNSD07] beschreibt das Qualita¨tsmanagement in der Produktentwicklung. Demnach haben
die zunehmende Produktkomplexita¨t und die ku¨rzeren Entwicklungszeiten dazu gefu¨hrt, dass
die Qualita¨t der Produktentwicklung nachgelassen hat. Der Autor sieht die Beherrschung der
Komplexita¨t von Hard- und Software als eine der Kernaufgaben der Automobilbranche an.
Dazu sei die U¨berwachung des Produktentstehungsprozesses essentiell. Die Vollsta¨ndigkeit und
Richtigkeit seien vor allem wichtig fu¨r die Detaillierungsphase und mu¨ssen folglich effizient, d.h.
mo¨glichst automatisch, erfolgen.
3.2. Explorative Untersuchung
Neben der Sichtung der wissenschaftlichen Literatur wurde die Systemlandschaft fu¨r die Ent-
wicklung von E/E-Bauteilen eines großen deutschen Automobilherstellers untersucht [THR13b,
THR13a]. In diesem Kontext wurden Anwendungsfa¨lle betrachtet, welche die Integration von
Produktdaten aus autonomen, heterogenen Informationssystemen erfordern.
3.2.1. Anwendungsfall 1: Integration elektrischer und geometrischer Komponenten
Im ersten untersuchten Anwendungsfall wird die Integration von Produktdaten (mechanisch und
elektrisch) zweier Informationssysteme untersucht.
Elektrische Komponenten eines Fahrzeuges ko¨nnen sowohl Sensoren als auch Aktuatoren seien.
Ein Sensor (z.B. Temperatursensor) liefert die Eingabeinformationen fu¨r Steuergera¨te (etwa das
Motorsteuergera¨t), die wiederum Aktuatoren (z.B. Fensterhebermotor) ansteuern. Der Informa-
tionsaustausch zwischen Sensoren, Aktuatoren und Steuergera¨ten kann sowohl analog als auch
digital erfolgen.
Im Informationssystem E-PDM werden elektrische Komponenten und deren Varianten verwaltet,
wa¨hrend im Informationssystem PDM geometrische Modelle dieser Komponenten dokumentiert
werden.
Auf Grund unterschiedlicher Ausstattungsmerkmale (siehe Abschnitt 2.2.3) und Gesetzgebungen
existieren diese Komponenten in unterschiedlichen Varianten. Diese Variabilita¨t kann sowohl auf
elektrischer Ebene (verschiedene Software, Bauteile) als auch auf physischer Ebene (Geometrie)
vorliegen. Wa¨hrend letztere zu verschiedenen Geometriemodellen im System PDM fu¨hren, werden
erstere in E-PDM dokumentiert.
Der zu realisierende Anwendungsfall ist wie folgt: Fu¨r jede E/E-Komponente in E-PDM soll
u¨berpru¨ft werden, ob ein entsprechendes geometrisches Modell in PDM vorhanden ist. Dabei
sollen unterschiedliche Varianten beru¨cksichtigt werden.
In Abbildung 3.1 sind Ausschnitte der Datenmodelle sowie Beispielinstanzen beider Informa-
tionssysteme dargestellt. E-PDM verwaltet fu¨r ein Fahrzeugmodell dessen Komponenten, die
wiederum in unterschiedlichen Komponentenvarianten und Komponentenvariantenversionen
existieren ko¨nnen. Auf der anderen Seite verwaltet PDM mehrere Bauteile sowie zugeho¨rige
Bauteilversionen in unterschiedlichen Projekten. Betrachtet man die Beispielinstanzen, so
fa¨llt auf, dass in den beiden Informationssystemen die Varianten nach unterschiedlichen Kriteri-
en gespeichert werden. Wa¨hrend in E-PDM zu einer elektrischen Komponente die verschiedenen
Varianten explizit dokumentiert sind, so ist die Variabilita¨t in PDM implizit in der Bezeichnung
der Bauteile dokumentiert. Weiter fa¨llt auf, dass beide Systeme eine unterschiedliche Anzahl an
elektrischen Komponenten bzw. Bauteilen besitzen. Dies liegt zum einen an der zuvor erwa¨hnten






















































Abbildung 3.1.: Datenmodellausschnitte und Beispielinstanzen
beide Informationssysteme unterschiedliche Semantiken fu¨r die Begriffe elektrische Komponente
und Bauteil besitzen. Ein Bauteil kann sowohl eine elektrische als auch eine rein mechanische
Komponente sein.
Nicht nur die Dokumentation von Variabilita¨t in beiden Systemen unterscheidet sich, auch zeit-
liche A¨nderungen der Entwicklungssta¨nde elektrischer Komponenten und Bauteile besitzen ver-
schiedene Semantiken. Wa¨hrend in PDM A¨nderungen von Geometriemodellen linear dokumentiert
werden, ko¨nnen in E-PDM komplexe Vor- und Nachfolgebeziehungen definiert werden.
Bei der Realisierung des Anwendungsfalles ergeben sich somit folgende Herausforderungen: Beide
Informationssysteme verwenden unterschiedliche Bezeichner fu¨r die Benennungen von Bauteilen
bzw. Komponenten. Zusa¨tzlich sind die Daten in unterschiedlichen Produktstrukturen gespei-
chert. Dies betrifft vor allem die unterschiedlichen Konzepte fu¨r Variabilita¨t und Versionierung.
Wa¨hrend in PDM Bauteile im Sinne einer Stu¨ckliste hierarchisch strukturiert sind, werden die
unterschiedlichen elektrischen Varianten von Komponenten in E-PDM zusammengefasst. Der zu
integrierende gemeinsame Nenner zwischen beiden Informationssystemen ist die elektrische Kom-
ponente, die eine Teilmenge der Bauteile ist.
Folglich kann die Integration solch heterogener Produktdaten nicht vollsta¨ndig automatisiert
werden. Vielmehr muss die Integration und im Speziellen die Zuordnung von semantisch zusam-
mengeho¨rigen Daten mittels manueller Interaktionen durch Endbenutzer unterstu¨tzt werden.
Aus dem illustrierten Anwendungsfall ergeben sich folgende Anforderungen an ein PDIS: Die In-
tegration von Produktdaten muss unterschiedliche Konzepte fu¨r Variabilita¨t und Versionierung
von Produktdaten beru¨cksichtigen. Da nicht alle Korrespondenzen zwischen Artefakten auto-
matisch ermittelt werden ko¨nnen, muss ein PDIS Mo¨glichkeiten bereitstellen, Anwender bei der
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Integration zu unterstu¨tzen. Schließlich muss es mo¨glich sein, die Integration von Produktdaten
nur fu¨r Ausschnitte von Datenmodellen und eine Auswahl der Instanzen vorzunehmen, da sich
semantische Konzepte zwischen Informationssystemen unterscheiden.
3.2.2. Anwendungsfall 2: Integration der vollsta¨ndigen Produktentwicklung
Wa¨hrend im Anwendungsfall 1 lediglich Schemata und Daten zweier Informationssysteme inte-
griert wurden, werden nachfolgend die Herausforderungen und Anforderungen erla¨utert, die sich
ergeben, wenn die unterschiedlichen Aspekte von Bauteilen wa¨hrend der Produktentwicklung
vollsta¨ndig integriert werden sollen. Zu den Aspekten za¨hlen sowohl die Anforderungsspezifi-
kationen, Konstruktionszeichnungen, geometrische Modelle, Softwaremodelle und Quelldateien,
Hardwareinformationen, Testspezifikationen und Testprotokolle.
Abbildung 3.2 zeigt exemplarisch einen Ausschnitt der Systemlandschaft der Produktentwick-
lung – eine detaillierte Beschreibung der Basis-IT-Infrastruktur findet sich in [Kat15]. Im CAD-
Bereich werden u¨berwiegend angepasste COTS6-Systeme eingesetzt, wa¨hrend viele weitere In-
formationssysteme fu¨r Kernaufgaben der Produktentwicklung (z.B. Stu¨cklisten- und A¨nderungs-
management) Eigenentwicklungen sind. Neben diesen werden in den u¨brigen Bereichen ha¨ufig
Office-Anwendungen und eigene Applikationen eingesetzt, die oft informelle oder undokumen-














Abbildung 3.2.: Systemu¨bersicht der Produktentwicklung





Requirements Engineering Anforderungen Systemlastenhefte, Komponentenlastenhefte
Architektur Entwurf Technologiedokumentation
PDM 3D-Geometrie Volumenmodelle, Simulationen, FEA
PDM 2D-Zeichnungen Konstruktionszeichnungen
E-PDM Hardware Stecker, Pins, Interne Beschaltungen
Stu¨ckliste Produktstruktur Konfigurationen
Software Funktionen Funktionsmodelle
Software Verbindungen Kommunikationsmatrizen, Signale
Software Source-Code Quelldateien, Testdateien,
Testing Test Testspezifikationen und -protokolle
Tabelle 3.2.: Unterschiedliche Aspekte und Artefakte von Bauteilen
in den einzelnen Informationssysteme wa¨hrend der Produktentwicklung u¨blicherweise dokumen-
tiert werden. Wa¨hrend einige Informationssysteme genau einen Aspekt von Bauteilen abdecken
(z.B. Anforderungen), werden in anderen Systemen (z.B. PDM-System) eine Vielzahl an Aspek-
ten dokumentiert.
Wie im Anwendungsfall 1 verwenden die Informationssysteme eigene Mechanismen zur Bezeich-
nung, Variabilita¨t und Versionierung von Aspekten. Wa¨hrend zuvor nur zwei Bauteilmengen mit-
einander verglichen werden mussten, mu¨ssen nun eine Vielzahl an Mengen abgeglichen werden.
Daraus ergeben sich folgende Anforderungen: Auf Grund der Vielzahl an Informationssystemen
und der beno¨tigten manuellen Interaktionen bei der Integration ist der kontinuierliche Abgleich
der Bauteilmengen aller Informationssysteme zu allen Zeitpunkten nicht wirtschaftlich. Die In-
tegration muss daher nach Bedarf erfolgen. Wa¨hrend A¨nderungen an Produktdaten sowie an
den beiden Informationssystemen im ersten Anwendungsfall noch u¨berschaubar waren, existiert
im zweiten Anwendungsfall ein komplexes Abha¨ngigkeitsgeflecht zwischen den einzelnen Infor-
mationssystemen. A¨nderungen an einem Informationssystem ko¨nnen sich auf eine Vielzahl wei-
terer Informationssysteme auswirken. Ein PDIS muss somit die Auswirkungen von A¨nderungen
an Produktdatenn sowie den zugrundeliegenden Informationssystemen unterstu¨tzen sowie die
mo¨glichen Auswirkungen vor der eigentlichen Realisierung bestimmen ko¨nnen.
Grundsa¨tzlich existieren zwei Ansa¨tze, um Schemakonzepte und Instanzen heterogener Informa-
tionssysteme zu integrieren. Entweder wird ein Schema mit Schemakonzepten definiert, auf wel-
ches Schemakonzepte existierender Informationssysteme abgebildet werden (ha¨ufig Top-Down-
Integration genannt), oder es wird versucht gemeinsame existierende Schemakonzepte zu ver-
einheitlichen (Bottom-Up-Integration). Auf Grund der Vielzahl an zu integrierenden Informati-
onssystemen mit jeweils einer Menge an Schemakonzepten und Instanzen, muss ein PDIS unter-
schiedliche Integrationsmethodiken unterstu¨tzen.
3.3. Anforderungen
Dieser Abschnitt fasst die resultierenden Anforderungen an ein Konzept zur Integration von
Produktdaten in komplexen Entwicklungsprozessen zusammen.
Wa¨hrend der Produktentwicklung arbeiten unterschiedliche Personen an einem Produkt und
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fu¨hren dabei verschiedene, teils nebenla¨ufige, Aktivita¨ten aus. Um letztere mo¨glichst effektiv
und effizient durchfu¨hren zu ko¨nnen, nutzen die Entwickler autonome, heterogene Informations-
modelle, mit Datenstrukturen, die auf ihre Bedu¨rfnisse zugeschnitten sind [Sta11]. Die Ablo¨sung
dieser komplexen IT-Systemlandschaft ist weder praktisch mo¨glich noch ist sie sinnvoll. Folglich
mu¨ssen Produktdaten integriert werden. Auf Grund der heterogenen Datenstrukturen mu¨ssen
bei der Integration die verschiedenen Mechanismen fu¨r die Modellierung von Variabilita¨t und
Versionierung von Produktdaten besonders beru¨cksichtigt werden.
Durch die große Anzahl an Informationssystemen mit jeweils einer Vielzahl an Datenmodellkon-
zepten ist eine vollsta¨ndige Integration all dieser Konzepte weder sinnvoll noch praktikabel. So
muss die Integration bedarfsgerecht erfolgen. Zusammenfassend ergibt dies die erste Anforderung
fu¨r die Realisierung eines Produktdatenintegrationssystems.
Anforderung A1 (Bedarfsgerechte, Anwendungsfall-getriebene Integration). Es
muss mo¨glich sein, beliebige Teilmengen von Produktdaten bedarfsgerecht sowie unter Beru¨ck-
sichtigung unterschiedlicher Mechanismen fu¨r Variabilita¨t und Versionierung zu integrieren.
Die Integration muss Produktdaten sowohl aus unterschiedlichen Repra¨sentationsformen
(technische Heterogenita¨t) als auch unterschiedliche Konzeptionalisierungen (semantische
Heterogenita¨t) unterstu¨tzen. Abha¨ngigkeiten zwischen Schemakonzepten der heterogenen
Informationssystemen mu¨ssen explizit dokumentiert werden. Neben Schemakonzepten mu¨ssen
außerdem die Instanzen von Schemakonzepten integriert werden. Die Identita¨t von Produkt-
datenn soll mo¨glichst automatisch ermittelt werden. Die Integration dient der Unterstu¨tzung
zuvor definierter Anwendungsfa¨lle.
Die Datenqualita¨t der Produktdaten variiert stark und korreliert zu den einzelnen Entwick-
lungsphasen. In fru¨hen Entwicklungsphasen sind Informationen zu einzelnen Komponenten nur
teilweise verfu¨gbar oder a¨ndern sich regelma¨ßig. Daru¨ber hinaus werden in einigen Informati-
onssystemen die Dokumentationsmethodiken definiert, ihre Einhaltung jedoch nicht konsequent
u¨berpru¨ft. Dies trifft zum Beispiel fu¨r die Bezeichnung von Artefakten (z.B. Komponenten),
zu. Komplexe Produkte ko¨nnen aus mehreren tausend Komponenten bestehen, folglich kann
die Integration nicht vollsta¨ndig automatisiert werden [Hei95]. Vielmehr muss ein Integrations-
prozess durch Benutzer u¨berwacht und unterstu¨tzt werden. Zu dessen Aufgaben za¨hlt es unter
anderem, Artefakte, die durch automatische Algorithmen nicht zugeordnet werden konnten, zu
u¨berpru¨fen und gegebenenfalls Korrespondenzen manuell zu erstellen. Insgesamt ergibt dies die
na¨chste Anforderung an ein PDIS.
Anforderung A2 (Unterstu¨tzung manueller Integrationsaufgaben). Ein PDIS muss
Benutzer bei unterschiedlichen Aufgaben im Integrationsprozess unterstu¨tzen. Dazu za¨hlt
unter anderem die Identifikation von Artefakten, fu¨r die automatische Algorithmen keine
Korrespondenzen identifizieren konnte. Vielmehr muss ein PDIS Mechanismen bereitstellen,
die es ermo¨glichen komplexe Produktdaten und dessen Beziehungen darzustellen.
Hauptziel der Integration von Produktdaten ist die Realisierung doma¨nenspezifischer Anwen-
dungsfa¨lle, wie z.B. Vollsta¨ndigkeits- und Korrektheitsanalysen. Diese ko¨nnen in unterschied-
lichen Phasen der Produktentwicklung (z.B. Anforderungsspezifikation, Modellierung, Imple-
mentierung/Realisierung, Test, Integration) durchgefu¨hrt werden. Ergebnisse einer Integration
mu¨ssen somit fu¨r solche Anwendungsfa¨lle zuga¨nglich gemacht werden. Die dritte Anforderung
an ein PDIS ist demnach:
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Anforderung A3 (Nutzung integrierter Produktdaten). Zur Realisierung doma¨nen-
spezifischer Anwendungsfa¨lle mu¨ssen Fachanwender in der Lage sein, beliebige Abfragen
u¨ber integrierte Produktdaten stellen zu ko¨nnen. Ein PDIS muss eine Mo¨glichkeit bereitstel-
len, diese nutzen zu ko¨nnen.
Schemata von Informationssystemen ko¨nnen sehr viele Schemakonzepte umfassen, deren manu-
elle Integration mit sehr viel Aufwand verbunden ist. Auch die Integration von Instanzen dieser
Schemata kann nicht voll-automatisiert werden, auch hier ist eine Interaktion mit Endanwendern
erforderlich. Daher beno¨tigt der Integrationsprozess einen gewissen Zeitraum bis alle erforder-
lichen Schemakonzepte und Instanzen integriert sind. Zur Realisierung eines Anwendungsfalles,
bei dem Produktdaten aus unterschiedlichen autonomen und heterogenen Informationssystemen
beno¨tigt werden, wird in der Regel ein Zeitpunkt definiert, ab dem die integrierten Daten ver-
wendet werden sollen und keine weitere Integration mehr statt finden darf. Zu diesem Zeitpunkt
sollen alle vorhandenen Produktdaten integriert sein, d.h. zusammengeho¨rige Produktdaten sind
mittels Korrespondenzen einander zugeordnet. Deshalb muss der Integrationsprozess u¨berwacht
werden, damit die Einhaltung von Nutzungszeitpunkten garantiert werden kann.
Anforderung A4 (U¨berwachung und Kontrolle des Integrationsprozesses). Ein
PDIS muss fu¨r die Integration und dessen Fortschrittskontrolle entsprechende Prozesse mit
Aufgaben und Rollen definieren. Dabei mu¨ssen Prozesse und Rollen bereits existierende
Unternehmensprozesse und Aufgaben beru¨cksichtigen.
Informationssysteme entwickeln sich kontinuierlich weiter [Len03, RRD03]. A¨nderungen an Infor-
mationssystemen in der Produktentwicklung sind die Regel und sind Anwender- und Kundenge-
trieben. In einigen Bereichen existiert eine abgestimmte Release-Planung fu¨r kritische Systeme,
also solche, die fu¨r die direkte Produktion erforderlich sind. Daru¨ber hinaus existieren jedoch ei-
ne Vielzahl an bereichsspezifischen Informationssystemen, die autonom entwickelt werden. Hier-
bei handelt es sich um spezielle Applikationen, die durch Fachanwender als Unterstu¨tzung der
ta¨glich anfallenden Arbeit entwickelt worden sind. Dies ko¨nnen sowohl Tabellenkalkulationen
mit Berechnungen als auch kleine Datenbanken oder a¨hnliches sein. Diese Systeme entstehen,
da Funktionalita¨ten in existierenden Informationssystemen fehlen oder der Aufwand der Anpas-
sung dem Nutzen nicht gegenu¨ber steht.
A¨nderungen an einem Schema eines Informationssystems ko¨nnen Auswirkungen auf Schemata
anderer integrierter Informationssysteme haben. Wenn Produktdaten bereits integriert worden
sind, du¨rfen Schemaa¨nderungen nicht dazu fu¨hren, dass diese integrierten Ergebnisse verloren
gehen bzw. unbrauchbar werden [CKR14]. A¨nderungen von Instanzen sind kontinuierlich, ein
Lo¨schen findet nur in Ausnahmen statt. Vielmehr dient die Speicherung aller Entwicklungser-
gebnisse der lu¨ckenlosen Dokumentation der Entwicklung. Fu¨r jede A¨nderung von Instanzen
und Schemata mu¨ssen entsprechende Operationen und Prozesse entwickelt werden, die eine
konsistente Integration sicherstellen bzw. wiederherstellen. U¨blicherweise existieren in Unter-
nehmen bereits eine Vielzahl an Prozessen, so etwa auch fu¨r die Abwicklung von A¨nderungen.




Anforderung A5 (Unterstu¨tzung von A¨nderungen). Ein PDIS muss auf A¨nderungen
von Schemata und Instanzen reagieren und A¨nderungen dieser unterstu¨tzen, ohne dass be-
reits bestehendes Integrationswissen verloren geht. Im Speziellen bedeutet dies, dass Aus-
wirkungen von A¨nderungen (sowohl auf Schema- als auch Instanzebene) vor der eigentlichen
Realisierung bestimmt werden ko¨nnen mu¨ssen. Bei der Realisierung von A¨nderungen sollen
diese mo¨glichst vollautomatisch durchgefu¨hrt werden.
Wie erwa¨hnt, verwenden die zu integrierenden Informationssysteme unterschiedliche Konzep-
te zur Modellierung der Variabilita¨t und Versionen von Produktdaten. Fu¨r die Realisierung
von Anwendungsfa¨llen ko¨nnen unterschiedliche Granularita¨ten von Produktdatenvarianten und
-versionen beno¨tigt werden. Die Realisierung der Produktintegration kann auf unterschiedliche
Arten erfolgen. In der Literatur wird ha¨ufig zwischen top-down- und bottom-up-Ansa¨tzen unter-
schieden. Bei ersteren werden die zu integrierenden Konzepte in einem zentralen, integrierten
Schema vorgegeben und existierende Konzepte von Informationssystemen auf diese abgebildet.
Im anderen Fall werden die existierenden Schemata von Informationssystemen auf gemeinsame
Konzepte analysiert, die integriert werden ko¨nnen. Hieraus folgt die letzte Anforderung an ein
PDIS:
Anforderung A6 (Integrationsmethodiken). Um unterschiedliche Vorgehensweisen
bei der Realisierung von Anwendungsfa¨llen zu ermo¨glichen, muss ein PDIS eine klar defi-
nierte Methodik besitzen. Diese muss sowohl eine top-down- als auch bottom-up-Integration
unterstu¨tzen. Weiter muss diese Methodik die Mo¨glichkeit bieten, verschiedene Varianten-
und Versionsmechanismen unterstu¨tzen.
In Tabelle 3.3 sind alle Anforderungen auf einen Blick dargestellt.
Nr Anforderung Literaturstudie AF 1 AF 2
A1 Integration [Sta11] x x
A1.1 bedarfsgerecht x
A1.2 Varianten / Versionen x x
A2 Integrationsunterstu¨tzung [TRS15] x x
A3 Nutzung x x
A4 Monitoring [VSW15, PNSD07] x x
A5 Change Management x
A6 Methodiken x
Tabelle 3.3.: Anforderungen auf einen Blick
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Die in Kapitel 3 ermittelten Anforderungen werden nun mit verwandten Ansa¨tzen abgeglichen.
Zuna¨chst werden Arbeiten untersucht, die sich der Integration heterogener Informationen wid-
men. Anschließend werden Standards untersucht, die verschiedene Aspekte der Integration adres-
sieren. Zuletzt werden die behandelten Ansa¨tze mit den erhobenen Anforderungen abgeglichen.
4.1. Heterogenita¨t, Autonomie, Integration
In diesem Abschnitt werden unterschiedliche Architekturen fu¨r die Integration heterogener, auto-
nomer Informationssysteme beschrieben. Zuna¨chst werden fo¨derierte Datenbanksysteme [SL90],
Data-Warehouses [CD97], Peer-Daten-Management-Systeme [HRZ`08] und Ansa¨tze zur Tool
Integration [KS06] diskutiert. Anschließend werden verwandte Arbeiten zu den verschiedenen
Schritten des Integrationsprozesses (vgl. Abschnitt 2.3.3) erla¨utert.
4.1.1. Fo¨derierte Datenbanksysteme
Bei fo¨derierten Datenbanksystemen [SL90] handelt es sich um virtuell integrierende Systeme.
Dass heißt, es findet keine physische Integration der Daten aus heterogenen, autonomen Infor-
mationssystemen statt. Vor allem die Autonomie der bestehenden Informationssysteme steht im
Vordergrund fo¨derierter Systeme. Es gibt verschiedene Referenzarchitekturen, die kurz erla¨utert
werden. Detaillierte Informationen zu den einzelnen Ansa¨tzen finden sich in [Con97].
Referenzarchitekturen
Import-/Exportschema ist die a¨lteste Architektur fo¨derierter Datenbanksysteme, bei der
die Verhandlung zwischen Datenbanksystemen im Vordergrund steht. Demnach besitzt jedes
DBMS ein privates Schema, welches alle Daten beschreibt, die dieses DBMS verwaltet. Im sog.
Exportschema wird der Teil beschrieben, der anderen DBMS zur Verfu¨gung gestellt wird. Auf
der anderen Seite besitzt jedes DBMS ein Importschema, das die genutzten Schemakonzepte
anderer Exportschemata umfasst.
Diese Architektur hat zum Ziel, eine mo¨glichst hohe Autonomie der lokalen Systeme zu be-
wahren. Fu¨r die Integration sind sowohl Benutzer als auch lokale Administratoren der Systeme
verantwortlich. Der Zugriff auf die Fo¨deration erfolgt u¨ber die lokalen Systeme.
Die Multidatenbank-Architektur kommt ohne ein globales Schema aus. Dabei muss ein
Benutzer mittels einer geeigneten Anfrage- und Datenmanipulationssprache die Mo¨glichkeit ha-
ben, auf die heterogenen Datenbanken zugreifen zu ko¨nnen. Die Architektur besteht aus einem
physischen Schema, das die interne Struktur der Daten beschreibt, sowie einem internen lo-
gisches Schema, welches das konzeptionelle Schema darstellt. Das konzeptionelle Schema ist
ein Ausschnitt des internen logischen Schemas bzw. stellt dessen Inhalt in einer abweichenden
Struktur dar. Mit einem externen Schema kann sich ein Benutzer in der gewu¨nschten Spra-
che ein Schema aus dem vorhandenen konzeptionellen Schemata zusammenstellen und darauf
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arbeiten. Abha¨ngigkeiten zwischen konzeptionellen Schemata, etwa datenbanku¨bergreifende In-






























Bei der Multidatenbank-Architektur wird eine Multidatenbanksprache beno¨tigt, welche die Funk-
tionen fu¨r die Integration bereitstellt. Ein Vorteil dieser Architektur besteht darin, dass durch die
Abha¨ngigkeitsschemata datenbanku¨bergreifende Integrita¨tsbedingungen definiert werden ko¨nnen.
Anders als bei der Import-/Export-Architektur ist der Benutzer alleine fu¨r die Integration ver-
antwortlich. Der Zugriff auf die Fo¨deration erfolgt u¨ber eine globale Schnittstelle.
Die 5-Ebenen-Schema-Architektur besitzt, im Gegensatz zu den beiden vorangehend be-
handelten Architekturen, ein u¨bergeordnetes fo¨deriertes Schema [SL90]. In Abbildung 4.3 sind
die fu¨nf Schemaebenen der Architektur illustriert. Das lokale Schema ist das konzeptionelle
Schema einer Datenbank, das alle Daten eines Systems umfasst. Das lokale Schema kann in
unterschiedlichen Datenmodellen vorliegen. Das Komponentenschema wiederum beseitigt die
Datenmodellheterogenita¨t der lokalen Schemata. Einen Ausschnitt des Komponentenschemas,
das der Fo¨deration zur Verfu¨gung gestellt werden soll, wird im Exportschema definiert. Das
fo¨derierte Schema fast alle Exportschemata zusammen und basiert in der Regel auf einem glo-
balen (d.h. kanonischen) Datenmodell. Schließlich ko¨nnen mit Exportschemata unterschiedliche
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Ausschnitte des fo¨derierten Schemas definiert werden. Anders als in den beiden zuvor diskutier-
ten Architekturen erfolgt der Zugriff auf die Fo¨deration u¨ber ein globales System bzw. Anfragen
gegen dessen Schema. Die Integration wird durch einen globalen Administrator durchgefu¨hrt,















Abbildung 4.3.: 5-Ebenen-Architektur fo¨derierter Datenbanksysteme (nach [SL90])
Integrationsmethoden
Bisher wurden unterschiedliche Architekturen fu¨r fo¨derierte Integrationssysteme vorgestellt. Im
weiteren Verlauf betrachten wir die 5-Ebenen-Schema-Architektur und diskutieren wie die In-
tegration von Exportschemata in ein fo¨deriertes Schema realisiert werden kann. Dazu werden
unterschiedliche Methoden diskutiert.
• Zusicherungsbasierte Integration: Mit Hilfe von Zusicherungen werden diejenigen Be-
standteile zwischen Schemata beschrieben, die einander entsprechen oder in einer bestimm-
ten Beziehung zu einander stehen. Dadurch sollen strukturelle Konflikte im Integrations-
prozess automatisch aufgelo¨st werden. Die Zusicherungen werden unabha¨ngig von einem
Datenmodell in einem generischen Datenmodell beschrieben. Der Ansatz unterscheidet un-
terschiedliche Schemakonzept- und Attributzusicherungsarten. Dazu za¨hlen A¨quivalenz,
Inklusion, U¨berlappung und Disjunktheit von Schemakonzepten und Attributen. Korre-
spondenzbeziehungen lassen sich auch fu¨r Pfade innerhalb der Schemata definieren, analog
existieren hier die Pfada¨quivalenz, Pfadinklusion und Pfadu¨berlappung sowie der Pfadaus-
schluss. Auf Basis der Zusicherungen zwischen zwei Schemata erfolgt der Integrationspro-
zess u¨ber bina¨re Integrationsregeln. Treten Konflikte im Integrationsprozess auf, wird im
integrierten Schema das Element der beiden Schemata verwendet, welches weniger Ein-
schra¨nkungen besitzt.
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Die Integrationsregeln werden nur fu¨r A¨quivalenzzusicherungen beschrieben. Inklusion,
U¨berlappung und Ausschluss werden nicht na¨her untersucht. Auch die Integration von
komplexen Attributen wird nicht betrachtet.
• Upward Inheritance: Hierbei handelt es sich um eine Integrationsmethode fu¨r objekt-
orientierte Datenmodelle. Vor allem die Betrachtung von Generalisierungs- und Speziali-
sierungshierarchien spielt bei diesen Datenmodellen eine wesentliche Rolle.
Im Speziellen mu¨ssen Vererbungshierarchien aus lokalen Schemata auch im integrierten
Schema repra¨sentiert sein. Folglich muss zu jedem Schemakonzept aus dem lokalen Sche-
ma ein a¨quivalentes Schemakonzept im integrierten Schema vorhanden sein. Zwei Sche-
makonzepte aus unterschiedlichen lokalen Schemata ko¨nnen nur dann in dasselbe Schema-
konzept im globalem Schema integriert werden, wenn beide die selbe Semantik besitzen.
U¨berlappen sich die Menge der Instanzen beider Schemakonzepte, wird fu¨r jedes Schema-
konzept ein explizites Schemakonzept im globalem Schema angelegt. Handelt es sich um ei-
ne Teilmengenbeziehung, besteht eine Hierarchie im globalen Schema zwischen den beiden
Schemakonzepten. Anderenfalls muss ein gemeinsames Schemakonzept im globalen Sche-
ma erzeugt werden, von dem beide Schemakonzepte abgeleitet werden (Aufwa¨rtsvererbung,
engl. upward inheritance).
Durch die Forderung, dass bei Hierarchien fu¨r jedes Schemakonzept eines lokalen Schemas
ein a¨quivalentes Konzept im globalen Schema repra¨sentiert sein muss, sind Umstrukturie-
rungen im globalen Schema ausgeschlossen.
• Generisches Integrationsmodell (GIM): Die zu integrierenden Schemata werden ge-
meinsam mit Hilfe der sog. GIM-Notation dargestellt. Diese bildet die Grundlage fu¨r die
anschließende Integration. Besonderheiten dieser Methode sind die Unabha¨ngigkeit von
konkreten Datenmodellen sowie die flexible Behandlung von Generalisierungs- und Spezia-
lisierungshierarchien. Zusa¨tzlich erlaubt der GIM-Ansatz, im Gegensatz zu anderen objek-
torientierten Integrationsmethoden, die Umstrukturierung lokaler Beziehungen im globa-
len Schema. Allerdings werden Aggregationsbeziehungen sowie 1-n- und n-m-Beziehungen
nicht unterstu¨tzt.
[Con97] merkt an, dass alle bisherigen Ansa¨tze ein relativ einfaches Datenmodell als Grund-
lage fu¨r die Integration verwenden und sieht darin eine konzeptionelle Beschra¨nkung, merkt
gleichzeitig aber an, dass in den meisten bestehenden Datenbanksystemen nur ein Bruchteil der
Modellierungsmo¨glichkeiten angewendet wird.
Integration durch Sichten
Eine weitere Methode zur Integration von Exportschemata in ein fo¨deriertes Schema ist die
Definition von Sichten zwischen Exportschemata.
In Abschnitt 2.3.4 wurden bereits die zwei grundlegenden Architekturen zur Integration von
Informationssystemen erla¨utert.
Die bisherigen Methoden haben lediglich die Integration lokaler Schemata beschrieben, jedoch
nicht adressiert wie die eigentliche Integration von Instanzen vonstatten geht. Des weiteren
fokussierten alle bisher beschriebenen Ansa¨tze auf der Integration bereits bestehender Schemata,
um ein globales Schema zu erzeugen. Dieses Vorgehen wird in der Literatur als Bottom-Up-
Ansatz bezeichnet. Eine weitere Mo¨glichkeit besteht darin, ein globales Schema zu spezifizieren
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und anschließend Abbildungen auf die lokalen Schemata zu definieren. Diese Vorgehen wird
als Top-Down-Ansatz bezeichnet. Abbildung 4.4 veranschaulicht beide Ansa¨tze. Beim Bottom-
Up-Ansatz werden die lokalen Schemata zuna¨chst in Komponentenschemata u¨bersetzt, die mit
einer gemeinsamen Modellierungssprache spezifiziert sind. Anschließend werden Exportschemata
spezifiziert, die diejenigen Schemakonzepte enthalten, die dem fo¨derierten Schema zur Verfu¨gung
gestellt werden. Anschließend erfolgt die Integration der Konzepte der Exportschemata in ein
gemeinsames integriertes, fo¨deriertes Schema.
Der Beginn des Top-Down-Ansatzes ist a¨quivalent zu dem des Bottom-Up-Ansatzes, indem
lokale Schemata auf Komponentenschemata und anschließend auf Exportschemata abgebildet
werden. Anschließend erfolgt jedoch keine Integration der existierenden Schemakonzepte der
Exportschemata, sondern es wird ein globales Schema definiert. Erst dann werden Abbildun-













Abbildung 4.4.: Bottom-Up- und Top-Down-Ansatz
Die Integration im Bottom-Up-Ansatz sowie die Abbildungen im Top-Down-Ansatz lassen sich
mit Hilfe von Sichten im relationalen Datenmodell realisieren. Fu¨r die Definition dieser Sichten
gibt es drei Methodiken, die im Folgenden erla¨utert werden.
Local-as-View (LaV). Die Spezifikation von Abbildungen zwischen Exportschemata und fo¨der-
iertem Schema im Top-Down-Entwurf mit Hilfe von Sichten wird in der Literatur als Local-as-
View (LaV) bezeichnet [Len02]. Im Speziellen werden fu¨r ein gegebenes fo¨deriertes Schema die
Abbildungen von Exportschemata als Sichten auf das fo¨derierte Schema definiert.
Beispiel 14 (LaV). Abbildung 4.5 illustriert ein Beispiel, in dem ein globales Schema defi-
niert wurde und existierende Exportschemata als Sichten auf dieses Schema definiert werden.
Das fo¨derierte Schema besteht aus der Relation Komponente mit den Attributen Nr, Label,
Verantwortlicher, Lieferant und Typ. Das Exportschema von Informationssystem A
besteht aus der Relation Bauteil, wa¨hrend Informationssystem B die Relation Component
beinhaltet.
Die Abbildungen zwischen fo¨deriertem Schema und den beiden Exportschemata lassen sich
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durch folgende Sichten spezifizieren.
CREATE VIEW Bauteil AS
SELECT K.Nr, K.Label AS Name , K.Lieferant , K.Verantwortlicher ,
K.Typ FROM Komponente AS K
CREATE VIEW Component AS
SELECT K.Nr AS Id, K.Label AS Name , K.Lieferant AS Supplier ,















































Abbildung 4.5.: Beispiel fu¨r LaV
Wa¨hrend in diesem relativ einfachen Beispiel alle Schemakonzepte der Exportschemata durch
Sichten auf das fo¨derierte Schema definiert werden ko¨nnen, gibt es einige Einschra¨nkungen
die mit der LaV-Methode nicht modelliert werden ko¨nnen. Existieren Beziehungen zwischen
Schemakonzepten in einem Exportschema, die keine Entsprechung im fo¨derierten Schema besitzt,
kann diese nicht abgebildet werden. Ist ein Schemakonzept eines Exportschemas genereller als ein
korrespondierendes globales Schemakonzept, kann dies nicht in einer Sicht ausgedru¨ckt werden.
Wie zuvor erwa¨hnt, sind Fo¨derierte Datenbanken virtuell integrierende Systeme, dass heißt die
Instanzen verbleiben in den Informationssystemen, ohne dass ihre Daten in das fo¨derierte Schema
kopiert werden. Folglich mu¨ssen alle Anfragen an das fo¨derierte Schema u¨bersetzt und zerlegt
werden in Teilanfragen an die einzelnen Exportschemata.
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Grundidee des LaV-Ansatzes ist es, die einzelnen Sichten so zu einer Anfrage zu kombinieren,
dass deren Ergebnis einen Teil der Anfrage (oder die ganze Anfrage) beantworten. Das Gesam-
tergebnis ist dann die Vereinigung der Ergebnisse mehrerer Anfragen.
Diese sog. Anfrageplanung kann sehr komplex werden, und es existiert hierfu¨r eine Vielzahl
spezieller Algorithmen [Hal01].
Global-as-View (GaV). Analog zum LaV-Ansatz wird die Spezifikation von Abbildungen zwi-
schen Exportschema und fo¨deriertem Schema im Bottom-Up-Ansatz mit Hilfe von Sichten in der
Literatur als Global-as-View (GaV) bezeichnet [Len02]. Dass heißt, das fo¨derierte Schema wird
als Sicht auf die Exportschemata definiert. Folglich ko¨nnen nur Schemakonzepte und Attribute
im fo¨derierten Schema vorhanden sein, die auch in den Exportschemata spezifiziert worden sind.
Beispiel 15 (GaV).
Abbildung 4.6 illustriert ein Beispiel zur GaV-Methode. Die drei Exportschemata der In-
formationssysteme A, B und C sollen zu einem fo¨derierten Schema integriert werden. Jedes
Schema besitzt ein Schemakonzept (Anforderungen, Test und CASE); die Schemakonzepte
wiederum ko¨nnen zu einer Sicht aggregiert werden:
CREATE VIEW Produkt AS
SELECT A.Komponente AS Name , A.Verantwortlicher , A.Anforderun -
gen , A.Variante , C.Version , T.Test FROM Anforderungen AS A
INNER JOIN CASE AS C ON A.Komponente = C.Label INNER JOIN Test
AS T ON A.Komponente = T.Component
Im Gegensatz zum LaV-Ansatz ist die Anfrageplanung beim GaV-Ansatz deutlich einfacher,
da bereits in der Sichtdefinition festlegt ist, welche Elemente aus dem fo¨derierten Schema
welchen Elementen aus den Exportschemata entsprechen. Andererseits la¨sst sich die GaV-
Methode nur realisieren, wenn die Datenqualita¨t der Instanzen sehr gut ist, insbesondere du¨rfen
Prima¨rschlu¨sselattribute keine Fehler (z.B. ungu¨ltige Verweise, Mehrfachvergabe) enthalten. Des
Weiteren geht die GaV-Methode davon aus, dass Instanzen, welche dieselben Dinge in der Real-
welt darstellen, auch gleiche Bezeichner bzw. Identifikationsmerkmale besitzen (etwa eine global
gu¨ltige Nummer oder Id).
Lokale Schemata ko¨nnen Attribute besitzen, die nicht in der globalen Sicht vorkommen mu¨ssen.
Alle Relationen der globalen Sicht mu¨ssen Relationen aus lokalen Schemata sein oder konjunktive
Anfragen dieser Relationen sein. Ist ein Schemakonzept im fo¨derierten Schema genereller als das
korrespondierende Konzept im Exportschema, kann dies nicht in der Sicht ausgedru¨ckt werden.
Treten A¨nderungen an lokalen Schemata auf, muss die Sicht des globalen Schemas neu erstellt
werden. Die Integration zusammengeho¨riger Instanzen ist auf die verfu¨gbaren Befehle der SQL-
Spezifikation (z.B. UNION- und JOIN-Operator) beschra¨nkt.
65








































Abbildung 4.6.: Beispiel fu¨r GaV-Methode
Global-Local-as-View (GLaV). Die Global-Local-as-View (GLaV)-Methode ist eine Kombina-
tion aus den beiden vorherigen. Wa¨hrend bei der LaV-Methode das globale Schema eine Sicht
auf lokale Schemata darstellt, bilden bei der GaV-Methode lokale Schemata die Sichten auf
das globale Schema. Bei GLaV werden Sichten auf das globale Schema als Sichten der loka-
len Schemata definiert. Die Komplexita¨t fu¨r die Anfragebearbeitung ist die selbe wie fu¨r den
LaV-Ansatz.
Abgleich der Anforderungen
Im Folgenden werden die Anforderungen aus Abschnitt 3.3 mit den bisherigen Erkenntnissen zu
fo¨derierten Datenbanksystemen abgeglichen.
Anforderung 1 (Bedarfsgerechte Integration, Beru¨cksichtigung von Variabilita¨t und Versio-
nierung) Alle existierenden Ansa¨tze fu¨r fo¨derierte Datenbanken gehen von guter Datenqualita¨t
bzw. dem Vorhandensein global eindeutiger Identifikationsmerkmale aus. Diese sind in der Praxis
ha¨ufig nicht gegeben. Aufgrund der hohen Komplexita¨t bei der Anfrageverarbeitung verwenden,
bis auf wenige Ausnahmen, alle wissenschaftlichen Ansa¨tze die GaV-Methode. Bei der Inte-
gration mit Hilfe der GaV-Methode sind nur eingeschra¨nkte Integrationsfunktionen vorhanden,
diese beschra¨nken sich auf JOIN- und UNION-Operationen sowie definierte SQL-Funktionen
fu¨r relationale Datenbanken. Die meisten wissenschaftlichen Ansa¨tze sind u¨berwiegend Metho-
denbeschreibungen, prototypische Implementierungen der Konzepte fehlen dagegen meist und
ko¨nnen daher nicht getestet werden.
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Mit Hilfe fo¨derierter Datenbanksysteme la¨sst sich eine Integration bedarfsgerecht durchfu¨hren,
indem nur diejenigen Schemakonzepte in Exportschemata abgebildet werden, die auch tatsa¨chlich
integriert werden sollen. Es existieren keine Ansa¨tze, die sich mit der expliziten Integration von
Konzepten fu¨r Variabilita¨t und Versionierung im Kontext fo¨derierter Datenbanksysteme ausein-
andersetzen.
Anforderung 2 (Benutzerunterstu¨tzung) Es gibt keine Unterstu¨tzung von Integrationsauf-
gaben, etwa durch visuelle Editoren. Je nach verwendeter Architektur (Import-Export, Mul-
tidatenbank, 5-Ebenen-Schema) sind unterschiedliche Personengruppen fu¨r die Erstellung von
Modellen sowie den Abbildungen zwischen ihnen verantwortlich. Jedoch werden die genauen
Aufgaben dieser Gruppen nicht na¨her spezifiziert. Ein Konzept zur Unterstu¨tzung von Integra-
tionsaufgaben, etwa die grafische Aufbereitung komplexer Arbeitsschritte, existiert nicht.
Anforderung 3 (Nutzung) Anfragen an das fo¨derierte Schema sind mit der GaV-Methode zwar
einfach, bleiben aber auf vorhandene Schemakonzepte im fo¨derierten Schema beschra¨nkt. Die
Anfrageplanung mit der LaV-Methode wiederum kann sehr komplex werden.
Anforderung 4 (Monitoring) Der Integrationsprozess als solches wird nicht u¨berwacht bzw.
dessen Qualita¨t nicht gemessen. Vielmehr wird aufgrund der Annahme einer guten Datenqualita¨t
von einer vollsta¨ndig automatischen Integration ausgegangen.
Anforderung 5 (Change Management) Bei A¨nderungen bzw. der Integration neuer Informa-
tionssysteme muss beim GaV-Ansatz die gesamte Sicht angepasst werden. Da Integrationswissen
hart in die Sichten kodiert ist, kann sich die Anpassung bei einem großen fo¨derierten Schema
aufwendig gestalten. Beim LaV-Ansatz muss bei A¨nderungen die Anfrageplanung angepasst
werden. Wa¨hrend A¨nderungen von Schemata dazu fu¨hren, dass solche Sichten oder die Anfrage-
bearbeitung angepasst werden mu¨ssen, sind das Einfu¨gen, A¨ndern und Lo¨schen von Instanzen
in fo¨derierten Datenbanken mo¨glich.
Anforderung 6 (Methodiken) Durch GaV, LaV und GLaV werden unterschiedlichen Metho-
den fu¨r die Erstellung einer Fo¨deration bereitgestellt. Explizite Methoden fu¨r die Abbildung von
Variabilita¨ts- und Versionierungsmechnismen existieren dagegen nicht.
4.1.2. Data Warehouse Systeme
Virtuell integrierende Systeme, wie fo¨derierte Datenbanken, weisen eine Vielzahl an Nachteilen
auf, etwa die Dauer der Anfragebearbeitung, die Verfu¨gbarkeit von Informationssystemen oder
die Komplexita¨t der Anfragebearbeitung betreffend.
Multidimensionale Datenmodellierung
Data Warehouses (DWHs) fu¨hren eine materialisierte Integration durch, d.h. Daten aus lokalen
Informationssystemen werden in ein globales System kopiert, bereinigt und integriert [CD97].
DWHs kommen in verschiedenen Anwendungsfa¨llen zum Einsatz. Dazu za¨hlen vor allem Anwen-
dungen, bei denen die Analyse großer Datenbesta¨nde (z.B. Verkaufszahlen von Produkten oder
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Korrelationen zwischen verkauften Produkten und Ka¨ufergruppen) im Fokus stehen. Folglich un-
terscheidet sich die Modellierung von Daten grundlegend zu klassischen Informationssystemen,
die auf dem relationalen Datenmodell basieren. Diese Modellierung wird als multidimensionale
Datenmodellierung bezeichnet, bei der Fakten entlang verschiedener Dimensionen modelliert
werden [KR11]. Beispiele fu¨r Fakten sind Gescha¨ftsmetriken wie etwa Verka¨ufe oder Telefona-
te in einem Service-Unternehmen. Zu den Dimensionen za¨hlen oftmals Zeitpunkte, Regionen
oder Lieferanten. Dimensionen lassen sich in der Regel hierarchisch anordnen (z.B. Jahr-Monat-
Woche-Tag). Die grafische Darstellung von Fakten kann bei drei Dimensionen als Wu¨rfel erfol-
gen.
Abbildung 4.7 zeigt die grundlegende Architektur eines DWH. Zuna¨chst wird definiert, welche
Datenquellen integriert und welche Anwendungsfa¨lle unterstu¨tzt werden sollen. Anschließend
werden Schemata und Sichten des DWH sowie dessen physisches Schema definiert, bevor schließ-
lich die Datenquellen u¨ber Schnittstellen eingebunden werden. Diese werden mit Hilfe eines zuvor
definierten Extract-Transform-Load (ETL) Prozesses in ein DWH kopiert, bereinigt (Fehler be-
seitigt, Daten in einheitliche Formate u¨berfu¨hrt) und integriert. Dazu werden Skripte fu¨r die
Datenextraktion, -transformation, -bereitstellung und -aktualisierung erstellt. Ein Integrations-
prozess ist immer anwendungsspezifisch, dass heißt der ETL-Prozess definiert nur ein abstraktes
Ablaufschema, dessen einzelne Aktivita¨ten angepasst werden mu¨ssen. Ein wichtiger Schritt ist
die Definition eines Refresh-Plans, der spezifiziert wann Aktualisierungen von operationalen Da-
tenbanken in das DWH u¨bernommen werden sollen. Da letztere in der Regel mehrere Terrabyte
umfassen ko¨nnen, ist eine kontinuierliche Aktualisierung nicht praktikabel. Vielmehr geschehen
Aktualisierungen nach Bedarf oder festgelegten Zeitpunkten. Das DWH wird mit Hilfe des zu-
vor festgelegten Schemas sowie der Sichten durch die Skripte befu¨llt und kann anschließend fu¨r











Abbildung 4.7.: Architektur eines DWH, in Anlehnung an [CD97]
Star- und Snowflake-Schema
Die Abbildung multidimensionaler Daten auf eine relationale Datenbank kann mit dem Star-
oder dem Snowflake-Schema geschehen (siehe Abbildung 4.8). In beiden Fa¨llen ist der Fakt ein
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Verkauf. Im Star-Schema wird jede Dimension in einer eigenen Tabelle gespeichert, im Fall
von a) sind dies Produkt, Zeitpunkt und Filiale. Im Fall des Snowflake-Schemas in b) erha¨lt
jede Klassifikationsstufe eine eigene Tabelle. Wa¨hrend das Star-Schema weniger Tabellen und
damit weniger JOIN-Operationen bei Abfragen beno¨tigt, werden Daten redundant (d.h. nicht
normalisiert) gespeichert. Anders sieht es im Snowflake-Schema aus, wo zwar die Redundanz












































Abbildung 4.8.: Beispiel eines multidimensionalen Datenmodells im Star-Schema
Ein multidimensionales Datenmodell la¨sst sich mit Hilfe eines Wu¨rfels visualisieren, falls die
Anzahl der Dimensionen drei entspricht. Sind mehr Dimensionen vorhanden, handelt es sich
um einen Hyperwu¨rfel, der jedoch nicht ohne weiteres grafisch dargestellt werden kann. Auf
einem Wu¨rfel sind fu¨r DWHs spezielle Operationen definiert, welche die Navigation im bzw.





































































Abbildung 4.9.: Wu¨rfeldarstellung eines DWH-Schemas
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Da das Schema des DWH eine Vielzahl an Fakten entlang verschiedener Dimensionen speichert,
werden anwendungsspezifische Ausschnitte dieses Schemas als sog. Data Marts definiert. Abbil-
dung 4.9 zeigt einen Wu¨rfel fu¨r die visuelle Darstellung des Star-Schemas aus Abbildung 4.8
a.
Bottom-Up- und Top-Down-Entwurf
Methodisch la¨sst sich ein Data Warehouse auf verschiedene Arten realisieren. [Inm05] schla¨gt
dazu einen Top-Down-Ansatz vor. Dabei wird zuna¨chst ein normalisiertes Datenmodell erstellt,
bevor die Data Marts definiert werden, die dann Daten fu¨r spezifische Gescha¨ftsbereiche oder Ab-
teilungen bereitstellen. Dem entgegen steht der Bottom-Up-Ansatz von [KR11], in dem zuna¨chst
die Data Marts erstellt werden. Diese werden anschließend kombiniert, um das Datenmodell des
Data Warehouse zu erhalten. Beide Ansa¨tze haben ihre Vor- und Nachteile, die Anwendung
des jeweiligen Ansatzes ha¨ngt vom Einsatzbereich ab. Der in [Inm05] skizzierte Ansatz ist sehr
zeitaufwa¨ndig und mit hohen initialen Kosten verbunden, da die Erstellung des DWH durch
Spezialisten erfolgen muss. Dafu¨r ist die Verwaltung eines bestehenden DWH einfach. Auf der
anderen Seite ist der Ansatz von [KR11] mit geringeren initialen Kosten verbunden und kann
schneller realisiert werden, da auch Generalisten die Integrationsaufgaben erledigen ko¨nnen.
Dagegen ist die Verwaltung eines bestehenden DWH erheblich aufwa¨ndiger als mit dem ersten
Ansatz.
Abgleich der Anforderungen
Die Erkenntnisse zu Data Warehouses werden nun mit den Anforderungen aus Kapitel 3.3 ab-
geglichen.
Anforderung 1 (Bedarfsgerechte Integration, Beru¨cksichtigung von Variabilita¨t und Versio-
nierung) Wa¨hrend der Fokus eines DWH auf der Entscheidungsunterstu¨tzung fu¨r Unterneh-
men durch die Integration von Fakten (z.B. Verkaufszahlen) entlang verschiedener Dimensionen
liegt, ist eine Modellierung von Produktdaten durch eine multidimensionale Modellierung nicht
mo¨glich. Wichtiges Merkmal von Daten fu¨r DWHs ist die Fa¨higkeit der Aggregation, welche fu¨r
Produktdaten nur bedingt gegeben ist. DWHs bieten die Mo¨glichkeit, Daten bedarfsgerecht zu
integrieren, jedoch existieren wie bei den fo¨derierten Datenbanksystemen (FDBS) keine explizi-
ten Konzepte fu¨r die Integration von Variabilita¨ts- und Versionierungskonzepten. Weiter sind
die Integrationsskripte im ETL-Prozess anwendungsspezifisch.
Anforderung 2 (Benutzerunterstu¨tzung) Durch die kommerzielle Verbreitung von Data Ware-
house Systemen, besitzen diese unterschiedliche Funktionsumfa¨nge. Dazu za¨hlen auch Funk-
tionen zur Unterstu¨tzung der ETL-Prozesse. Fu¨r dessen Definition existiert eine Vielzahl an
Software-Systemen, die u.a. eine grafische Modellierung der ETL-Prozesse erlauben.
Anforderung 3 (Nutzung) Durch die multidimensionale Modellierung sind die Mo¨glichkeiten
fu¨r Abfragen begrenzt. Die Anfragen an integrierte Produktdaten sind allgemeiner als eine Ein-
schra¨nkung auf Fakten und Dimensionen, wodurch sich ein DWH nicht als Realisierung fu¨r ein
PDIS eignet.
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Anforderung 4 (Monitoring) Genau wie bei der Benutzerunterstu¨tzung ha¨ngen die Funktiona-
lita¨ten fu¨r das Monitoring eines DWH vom eingesetzten Produkt ab. IBM InfoSphere Informati-
on Server etwa ist eine Komponente fu¨r die Integration von Daten fu¨r ein DWH. Sie ermo¨glicht
zudem die Definition von Monitoring-Prozessen [BBK`13]. Es lassen sich Qualita¨tsziele fu¨r Da-
ten definieren, ebenso wie ein entsprechender Prozess, der diese Qualita¨tsziele u¨berpru¨ft. Da es
sich lediglich um ein System zur Realisierung von ETL handelt, wird der Integrationsprozess an
sich nicht u¨berwacht.
Anforderung 5 (Change Management) Probleme, die durch A¨nderungen eines DWH entste-
hen, werden in der Literatur als View Maintenance Problem bezeichnet. Die meisten Ansa¨tze
befassen sich mit der Fragestellung, wie materialisierte Sichten konsistent mit den zugrundelie-
genden Datenquellen gehalten werden ko¨nnen. [Bel02] beschreibt, wie strukturelle A¨nderungen
in einem DWH unterstu¨tzt werden ko¨nnen. Dabei werden z.B. materialisierte Sichten dynamisch
angepasst, und es wird versucht, soweit sinnvoll und mo¨glich, alte Sichten wiederzuverwenden.
Daru¨ber hinaus ko¨nnen A¨nderungen am Schema des Data Warehouse unabha¨ngig von den Sche-
mata der integrierten Systeme durchgefu¨hrt werden. Schließlich beschreibt [PVSV07] einen An-
satz, mit dem What-If-Analysen fu¨r A¨nderungen an Schema und Instanzen von Datenquellen
durchgefu¨hrt werden ko¨nnen. Daru¨ber hinaus werden die Auswirkungen fu¨r ETL-Prozesse be-
stimmt.
Anforderung 6 (Methodiken) Analog zu fo¨derierten Datenbanken existieren Bottom-Up- und
Top-Down-Ansa¨tze, die unterschiedliche Szenarien unterstu¨tzen. Jedoch fehlen bei den Data
Warehouse Systemen eine explizite Unterstu¨tzung fu¨r die Modellierung von Variabilita¨ts- und
Versionierungskonzepten.
4.1.3. Peer-Daten-Management-Systeme
Basierend auf den Prinzipien von Peer-to-Peer-Systemen sind die Peer-Daten-Management-
Systeme entstanden [HRZ`08]. Zuna¨chst werden Grundlagen erla¨utert, bevor die Anfragebe-
arbeitung detailliert wird. Schließlich werden die Anforderungen abgeglichen.
Grundlagen
Grundidee ist, dass Anfragen an alle Informationssysteme (Peer) gestellt werden ko¨nnen, die
Teil einer Integration sind. Damit za¨hlen Peer-Daten-Management-Systeme zu den virtuell inte-
grierenden Systemen. Ein Peer versucht Anfragen mit Hilfe seiner eigenen Daten sowie den Da-
ten weiterer Informationssysteme (Peers) zu beantworten. Ziele eines Peer-Daten-Management-
Systems sind die Autonomie des Peers sowie geringe Initial- und Wartungskosten, ohne Einbin-
dung eines zentralen Koordinators [RS13].
Abbildung 4.10 illustriert ein Peer-Daten-Management-System. Zwischen den verschiedenen
Peers existieren unterschiedliche Beziehungen zwischen deren Schemata. Wa¨hrend zwischen BOM,
PDM und Requirements jeweils bidirektionale Mappings bestehen, sind alle anderen Abbildungen
unidirektional. Ein Mapping zwischen den Schemata zweier Peers definiert A¨quivalenzen zwi-
schen denselben Schemakonzepten sowie notwendige Transformationen. Ein Peer fungiert sowohl
als Datenquelle als auch Mediator, in dem er Anfragen an weitere Peers weiterleitet. Mappings
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zwischen Schemata der Peers ko¨nnen sowohl mittels GaV -, LaV - als auch GLaV -Ansatz defi-










Angenommen die Peers in Abbildung 4.10 besitzen alle ein gemeinsames Schemakonzept, wel-
che untereinander entsprechend der Pfeile mittels Mappings abgebildet sind. Dann ko¨nnte eine
Anfrage etwa an den Peer BOM im Netzwerk wie folgt abgearbeitet werden: Die Anfrage soll alle
Attribute des gemeinsamen Schemakonzeptes aus allen Peers zuru¨ckgeben, so dass tatsa¨chlich
alle Peers abgefragt werden mu¨ssen. Abbildung 4.11 zeigt zwei sogenannte rule-goal-trees, also













Abbildung 4.11.: Beispiele fu¨r Rule-Goal-Trees
Abgleich der Anforderungen
Die Erkenntnisse von Peer-Daten-Management-Systeme werden nun mit den Anforderungen aus
Kapitel 3.3 abgeglichen.
Anforderung 1 (Bedarfsgerechte Integration, Beru¨cksichtigung von Variabilita¨t und Versio-
nierung) Da es sich bei Peer-Daten-Management-Systemen um virtuell integrierende Systeme
handelt, ist die Integration a¨hnlich zu bewerten wie bei fo¨derierten Datenbanksystemen. Es
wird angenommen, dass die Datenqualita¨t gut ist und a¨hnliche Schemakonzepte in den Schema-
ta der Peers vorhanden sind. Durch die fehlende Materialisierung mu¨ssen Inkonsistenzen bereits
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wa¨hrend der Anfragebearbeitung vollsta¨ndig aufgelo¨st werden. Es gibt einige Konzepte, die sich
mit Konsistenzproblemen wa¨hrend der Integration befassen. Dabei wird zwischen lokaler Inkon-
sistenz und P2P-Inkonsistenz unterschieden. Im ersten Fall sind Daten im lokalen Speicher eines
Peers inkonsistent. Im zweiten Fall ist jeder Peer lokal konsistent, aber es gibt Widerspru¨che
in den Daten zwischen den Peers, oder ein Peer importiert inkonsistente Daten eines anderen.
Lokale Inkonsistenz eines Peers fu¨hrt automatisch dazu, dass das System unbrauchbar ist, da es
global inkonsistent ist. Um diesem Problem zu begegnen, lassen sich in einigen Systemen lokal
inkonsistente Peers von Abfragen ausschließen. Bei P2P-Inkonsistenz wird versucht, durch Algo-
rithmen die Inkonsistenzen automatisch aufzulo¨sen. Bestehende Ansa¨tze gehen davon aus, dass
alle Peers die gleiche Doma¨ne teilen, d.h. dass diese gleiche Elemente fu¨r die Repra¨sentation von
Realweltobjekten verwenden. Wie bereits in der Anforderungsanalyse erla¨utert, spiegel dies nicht
die Realita¨t in der Produktentwicklung wider. Wie alle bisher diskutierten Ansa¨tze bieten auch
Peer-Daten-Management-Systeme keine expliziten Konzepte fu¨r die Integration unterschiedlicher
Variabilita¨ts- und Versionierungskonzepte.
Anforderung 2 (Benutzerunterstu¨tzung) Da es sich um virtuell integrierende Systeme han-
delt, wird davon ausgegangen, dass die Integration von Daten im Zuge der Anfragebearbeitung
vollautomatisch und ohne Benutzerinteraktion geschieht. Fu¨r das Mapping zwischen Peers sind
keine expliziten Unterstu¨tzungskonzepte bekannt.
Anforderung 3 (Nutzung) Da die Abbildungen zwischen Schemata der Peers mit Hilfe von
LaV, GaV und GLaV erfolgen, sind die Aussagen zur Nutzung integrierter Daten a¨hnlich wie
bei fo¨derierten Datenbanksystemen. Durch die dezentrale Architektur kommt zusa¨tzlich Kom-
plexita¨t fu¨r die Anfragebearbeitung in folge der Ermittlung der Rule-Goal-Trees hinzu.
Anforderung 4 (Monitoring) Durch die dezentrale Architektur findet keine zentrale U¨berwa-
chung der Integration statt. Wie erwa¨hnt, gehen Peer-Daten-Management-Systeme davon aus,
dass die Integration vollsta¨n-dig und konsistent in der Anfragebearbeitung erfolgt.
Anforderung 5 (Change Management) Bisher gibt es wenige Konzepte zur Unterstu¨tzung von
A¨nderungen auf Schemaebene. Einige Ansa¨tze propagieren A¨nderungen lokaler Datenquellen an
ihre direkten Nachbarn, was jedoch zu vielen Problemen fu¨hren kann [RS13]. Da A¨nderungen
sowohl an Schemakonzepten als auch an Instanzen eine zentrale Eigenschaft von Produktent-
wicklungsprozessen darstellen, ist die fehlende Unterstu¨tzung von A¨nderungsoperationen ein
Ausschlusskriterium fu¨r die Verwendung von Peer-Daten-Management-Systemen zur Integrati-
on von Produktdaten.
Anforderung 6 (Methodiken) Da die Abbildungen zwischen den Schemakonzepten eines Peers
zu weiteren Peers entweder durch LaV- oder GaV-Abbildungen erfolgen ko¨nnen, sind, wie bei
fo¨derierten Datenbanksystemen, zwei Methodiken fu¨r die Modellierung von Schemakorrespon-
denzen mo¨glich. Wie bei allen bisherigen Ansa¨tzen sind auch hier keine expliziten Konzepte fu¨r
die Modellierung unterschiedlicher Variabilita¨ts- und Versionierungskonzepte vorhanden.
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4.1.4. Tool Integration
Bereits in Abschnitt 2.3.2 wurde diskutiert, dass eine Tool-Integration deutlich mehr umfasst,
als nur Schema- und Datenintegration. Im weiteren Verlauf sollen aber nur die Bereiche der
Schema- und Datenintegration ausgewa¨hlter Ansa¨tze untersucht werden. Die wichtigste Gruppe
von Ansa¨tzen basiert auf sog. Triple-Graph-Grammatiken (TGG) [KS06]. Die Integration von
Informationssystemen geschieht paarweise auf Metamodellebene. Im Speziellen werden mit Hil-
fe von Korrespondenzen, die in einem eigenen Metamodell definiert werden, Elemente der zu
integrierenden Metamodelle bidirektional aufeinander abbildet.
Abbildung 4.12 illustriert die Metamodelle zweier Informationssysteme aus der Softwareentwick-
lung fu¨r eingebettete Echtzeitsysteme in der Automobilindustrie sowie das Abbildungsmodell
zwischen beiden (siehe Abbildung 4.12b). In Abbildung 4.12a ist das Metamodell zur Spezifi-
kation von Anforderungen an eine Komponente dargestellt (RequirementsDocument). Feature
ko¨nnen zu Gruppen zusammengefasst werden (FeatureGroup) sowie Beziehungen (Dependency)
zu anderen Features haben. In Abbildung 4.12c ist zudem das Metamodell fu¨r die Model-
lierung von UML-Use-Case-Diagrammen illustriert. Anwendungsfa¨lle (UseCaseDocument) sind
Diagramme, die in Packages zusammengefasst werden und die Beziehungen (Relationship)
zu anderen Anwendungsfa¨llen haben ko¨nnen. In Abbildung 4.12b ist zudem die Abbildung der
Metamodellelemente spezifiziert, in der semantisch zusammengeho¨rige Schemakonzepte aufein-
ander bidirektional abgebildet sind. Demnach geho¨rt eine FeatureGroup zu einem Package, ein



















































Abbildung 4.12.: Metamodelle zweier Informationssysteme sowie dessen Abbildung [KS06]. Creative
Commons Lizenz Attribution-NonCommercial-NoDerivs 3.0 Unported (CC BY-NC-
ND 3.0), https://creativecommons.org/licenses/by-nc-nd/3.0/
TGGs erlauben es, bidirektionale Transformationen zwischen Paaren von Graphen zu definie-
ren, die u¨ber einen Korrespondenzgraphen verbunden werden. Analog werden die Metamodelle
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in Graphgrammatiken [Roz97] u¨berfu¨hrt. Die Transformation erfolgt durch sog. Graph Rewri-
ting Rules. Jede Regel besteht aus einer rechten und linken Seite. Letztere ist ein zu findenes
Muster innerhalb des Graphen, welches durch ein anderes auf der rechten Seite spezifiziertes
Muster ersetzt wird. Die Triple-Graph Grammatiken erlauben die Spezifikation von Korrespon-
denzen auf Basis von Attributen der Schemakonzepte. Abbildung 4.13 zeigt unterschiedliche Re-
geln, mit der die Metamodelle aus Abbildung 4.12 konsistent gehalten werden. Die erste Regel
createFeatureGroupAndPackage in Abbildung 4.12a ist fu¨r die Erstellung eines neuen Modells
zusta¨ndig, in dem sowohl eine FeatureGroup im Modell fu¨r Anforderungen angelegt wird und
gleichzeitig ein Package im Model fu¨r Use Cases. Diese beiden Modellelemente werden mitein-
ander verbunden und besitzen den selben Namen. Die zweite Regel in Abbildung 4.12b fu¨gt
einer bestehenden FeatureGroup sowie einem zugeho¨rigem Package eine neue FeatureGroup
































Abbildung 4.13.: Graph rewriting rules [KS06]. Creative Commons Lizenz Attribution-
NonCommercial-NoDerivs 3.0 Unported (CC BY-NC-ND 3.0),
https://creativecommons.org/licenses/by-nc-nd/3.0/
Abgleich der Anforderungen
Die Erkenntnisse zur Tool Integration werden nun mit den Anforderungen aus Kapitel 3.3 ab-
geglichen.
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Anforderung 1 (Bedarfsgerechte Integration, Beru¨cksichtigung von Variabilita¨t und Versio-
nierung) Fokus der Tool-Integrationsansa¨tze mittels TGGs ist die Sicherstellung der Konsis-
tenz zwischen Modellen. Die Integration erfolgt dabei paarweise auf Metamodell-Ebene. Bei
großer Anzahl zu integrierender Systeme, wird die Zahl der beno¨tigten Abbildungen zwischen
den Informationssystemen sehr groß. Eine vollsta¨ndige Kopplung aller n Systeme untereinander
wu¨rde n˚pn´1q{2 TGGs beno¨tigen. Bei 10 Systemen sind dies bereits 45 potenzielle Schnittstel-
len. Bisher werden in den Abbildungsmetamodellen nur einfache Regeln fu¨r die Beschreibung von
Beziehungen zwischen Attributen unterstu¨tzt. [KS06] fu¨hrt außerdem an, dass die vollsta¨ndige
Konsistenz der Modelle durch TGGs zu jedem Zeitpunkt in der Praxis utopistisch ist, da sich
alle Dokumente und Entwicklungsmodelle gleichzeitig weiterentwickeln mu¨ssten.
Anforderung 2 (Benutzerunterstu¨tzung) Sowohl mit MOFLON [AKRS06] als auch FUJABA
[BGN`04] existieren zwei Ansa¨tze, die grafische Benutzeroberfla¨chen fu¨r die Definition von
TGGs sowie Graph Rewriting Rules bieten. Die Ansa¨tze gehen von einer hohen Datenqualita¨t
aus, etwa dass Modellelemente in den zu integrierenden Informationssystemen gleich benannt
sind und sich somit eindeutig identifizieren lassen. Diese Annahme kann fu¨r die Produktentwick-
lung jedoch aufgrund von Concurrent Engineering nicht getroffen werden. Folglich wird auch
keine grafische Unterstu¨tzung fu¨r die Auflo¨sung von Konsistenzproblemen auf Modellebene (In-
stanzen) angeboten. Schließlich ist es schwierig, einen U¨berblick u¨ber das integrierte Metamodell
zu behalten, wenn die zu integrierenden Metamodelle komplex sind. In diesem Fall ko¨nnen die
Graph Rewriting Rules derart komplex werden, dass sie nur noch von Experten verwaltet werden
ko¨nnen.
Anforderung 3 (Nutzung) Der Nutzen von Tool-Integrationsansa¨tzen beschra¨nkt sich auf die
Konsistenzsicherung von Modellen zwischen Informationssystemen. Die Integration der Meta-
modelle erfolgt nur paarweise, und ein globales Integrationsmodell fehlt in diesem Fall.
Anforderung 4 (Monitoring) Es ist keine Arbeit bekannt, die sich mit dem Monitoring des
Prozesses einer Tool-Integration bescha¨ftigt. Durch die Definition von Graph Rewriting Ru-
les wird angenommen, dass Modelle stets konsistent sind und eine manuelle Integration nicht
erforderlich ist.
Anforderung 5 (Change Management) Ziel der Tool-Integration ist die Konsistenzsicherung
von Modellen zwischen verschiedenen Informationssystemen. D.h. A¨nderungen von Instanzen
bzw. Modellen werden durch die Graph Rewriting Rules an das jeweils korrespondierende Infor-
mationssystem propagiert. Anders verha¨lt es sich mit A¨nderungen der Metamodelle. Bisher ist
kein Ansatz bekannt, der sich mit der expliziten A¨nderung von Metamodellen und den daraus
resultierenden Auswirkungen auf eine bestehende Integration befasst. Im Fall einer Metamo-
della¨nderung muss die Integration der Schemakonzepte erneut durchgefu¨hrt werden. Dazu za¨hlt
auch die Erstellung eines Abbildungsmetamodells sowie die Definition von Graph Rewriting
Rules.
Anforderung 6 (Methodiken) [KRS08] beschreibt einen Prozess zur Integration von Infor-
mationssystemen, die sowohl Anforderungen als auch Use-Case-Diagramme zur Entwicklung
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mechatronischer Systeme verwalten. Dazu definieren die Autoren eine Architektur, die aus ei-
nem Integrationsservice, einem Modellrepository und Tooladaptern besteht. Der Integrations-
service ist fu¨r die Erstellung sog. Traceability Links zusta¨ndig, die zwischen Schemakonzepten
unterschiedlicher Metamodelle definiert werden. Der Service legt diese Informationen im Mo-
dellrepository ab und ist daru¨ber hinaus fu¨r die Propagation von A¨nderungen in Modelle der
Informationssysteme zusta¨ndig. Fu¨r jedes Informationssystem, dass integriert werden soll, muss
ein Tooladapter implementiert werden. Explizite Konzepte zur Abbildung unterschiedlicher Va-
riabilita¨ts- und Versionierungskonzepte gibt es nicht.
4.1.5. Weitere Vorgehensweisen
Wie in Abschnitt 2.3 erla¨utert, ist Heterogenita¨t eines der Hauptprobleme bei der Integration von
Informationssystemen. [GOP02, Tho09] schlagen Lo¨sungen fu¨r die Interoperabilita¨t heterogener
Informationssysteme (vgl. Abschnitt 2.3.6) vor und bewerten die einzelnen Ansa¨tze.
• Kategorie 1: Alle bestehenden Informationssysteme werden durch ein System abgelo¨st,
das alle Daten beinhaltet.
• Kategorie 2: Zwischen jeweils zwei Informationssystemen werden Datentransformationen
realisiert.
• Kategorie 3: Daten der Informationssysteme werden in ein neutrales Format u¨berfu¨hrt.
• Kategorie 4: Es folgt eine manuelle Wiedereingabe von Daten.
Auf den ersten Blick erscheint die Vorgabe eines einzelnen Systems als Lo¨sung fu¨r den Aus-
tausch von Daten vorteilhaft, jedoch gibt es einige Argumente, die gegen dieses Vorgehen spre-
chen. Innerhalb eines Unternehmens haben Abteilungen unterschiedliche Anforderungen, die
mo¨glicherweise nicht alle durch ein einzelnes System abgedeckt werden ko¨nnen. So kann ein ein-
zelnes System nur als Kompromiss angesehen werden. Schwieriger wird es, ein einzelnes System
entlang einer Wertscho¨pfungskette mit verschiedenen Zulieferern zu etablieren. Letztere arbei-
ten ha¨ufig fu¨r mehrere OEMs und mu¨ssten dem entsprechend fu¨r jeden OEM ein System zum
Datenaustausch vorhalten, was erhebliche Wartungs- und Schulungskosten nach sich zieht.
In der Produktentwicklung wurde bereits versucht, mit PDM-Systemen ein zentrales System
fu¨r die Dokumentation von Entwicklungsergebnissen zu etablieren [Sta11]. Trotzdem werden
heute viele kleine bereichsabha¨ngige Applikationen eingesetzt und entwickelt, die schneller an
A¨nderungen (Gesetze, Innovationen) angepasst werden ko¨nnen. Schließlich lo¨st ein einziges Sys-
tem nicht das Problem, dass Datenmodella¨nderungen auftreten ko¨nnen oder neue Applikatio-
nen integriert werden mu¨ssen. Des weiteren ist es aus praktischer Sicht nicht realisierbar, da
bestehende IT-Landschaften in der Produktentwicklung u¨ber Jahrzehnte gewachsen und dem
entsprechend komplex sind.
Punkt-zu-Punkt Datenaustausch hat den Nachteil, dass die Anzahl der beno¨tigten Transforma-
toren mit der Anzahl der zu integrierenden Systeme quadratisch steigt.1 Zusa¨tzlich mu¨ssen bei
Datenmodella¨nderungen eines Systems im ungu¨nstigsten Fall alle Transformatoren zu diesem
System angepasst werden. Vertreter sind Peer-Daten-Management-Systeme oder Ansa¨tze zur
1Sollen Daten zwischen alle Systeme untereinander transformiert werden, so werden maximal n˚pn´1q2 Transfor-
mationen beno¨tigt.
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Tool-Integration. Schließlich existiert die Mo¨glichkeit, sich auf ein gemeinsames neutrales For-
mat zu einigen und dieses zu standardisieren. Auch wenn ein solches Format einen Kompromiss
zwischen allen beteiligten Systemen darstellt, bietet es doch die Mo¨glichkeit, A¨nderungen am
gemeinsamen Format koordiniert abzustimmen. Im Abschnitt 4.2 werden Standards betrachtet,
die in der Produktentwicklung relevant sind.
Die manuelle Wiedereingabe von Daten ist mit enormen Kosten verbunden und kann bei Fehl-
eingaben weitere Kosten nach sich ziehen. Sie ist somit nur in sehr kleinem Umfang und in
Ausnahmefa¨llen eine mo¨gliche Lo¨sung.
4.2. Standards
Eine Mo¨glichkeit zur U¨berwindung von Heterogenita¨t, ist die Standardisierung des Austauschs
von Informationen zwischen unterschiedlichen Unternehmen. Wa¨hrend die Lebenszeit eines In-
formationssystems nur wenige Jahre betragen kann, mu¨ssen Produktdaten oftmals bis zu mehre-
re Jahrzehnte aufbewahrt werden [Tho09]. Folglich ist es sinnvoll, nachhaltige Standards zu ent-
wickeln, die diesen Anforderungen gerecht werden. Im Umfeld der Produktentwicklung existiert
eine Vielzahl solcher Standards, die unterschiedliche Phasen im Entwicklungsprozess abdecken.
Dabei lassen sich Standards in verschiedene Kategorien einteilen [SRF`05, RSB`08].
Abbildung 4.14 zeigt eine schematische U¨bersicht der Zusammenha¨nge der verschiedenen Stan-
dards. Mit Hilfe von Informationsmodellstandards la¨sst sich Wissen konzeptualisieren, d.h. Kon-
zepte der Realwelt mu¨ssen mit Hilfe von Artefakten abstrahiert und beschrieben werden. Weiter
existieren Inhaltsstandards, die Schemakonzepte fu¨r verschiedene Anwendungsbereiche spezifizie-
ren. Fu¨r die Produktentwicklung etwa sind STEP, SysML und AUTOSAR zu nennen. Wa¨hrend
STEP versucht, alle Bereiche der Produktentwicklung zu unterstu¨tzen, fokussieren SysML2 und
AUTOSAR auf der Modellierung von Systemen und Komponenten eines Produktes. Modellin-
stanzen dieser Inhaltsstandards ko¨nnen mittels verschiedener Informationsaustauschstandards
ausgetauscht werden. Erwa¨hnenswert sind z.B. EDI, XML, SOAP und RDF. Im Folgenden wer-
den die wichtigsten Inhaltsstandards fu¨r Produktdaten erla¨utert und die mit ihnen einhergehen-
den Herausforderungen diskutiert. Schließlich erfolgt der Abgleich mit den Anforderungen aus
Abschnitt 3.3.
4.2.1. Informationsmodellstandards
Informationsmodelle lassen sich mit Hilfe unterschiedlicher Standards modellieren. Zu den am
weitesten verbreiteten Standards za¨hlen die Unified Modeling Language (UML), das relationale
Datenmodell, die Ontology Web Language (OWL) und, im Zusammenhang mit Produktdaten
zu nennen, EXPRESS. Die verschiedenen Standards unterscheiden sich aufgrund der verschie-
denen Anwendungsdoma¨nen in ihrer Methodik und Ausdrucksma¨chtigkeit. Wa¨hrend die UML
eine grafische Sprache zur Modellierung unterschiedlicher Aspekte von Softwarekomponenten
und -systemen ist, dient OWL zur Beschreibung semantischer Wissensnetze und bietet, u¨ber
die Modellierung hinaus, die Mo¨glichkeit Schlussfolgerungen (engl. Inferences) aus bestehendem
Wissen mit Hilfe von Algorithmen abzuleiten. EXPRESS ist eigens fu¨r die ISO 103033 entwickelt
2Systems Modeling Language ist eine auf UML 2 basierende Modellierungssprache fu¨r das Systems Engineering.
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Abbildung 4.14.: Inhaltsstandards im Produktlebenszyklus
worden, um eine einheitliche und systemunabha¨ngige Beschreibungssprache fu¨r Produktdaten-
konzepte zu bieten. Neben der Beschreibung der Struktur sog. Entita¨ten (entities) mit Attributen
(attributes) lassen sich komplexe Schreibregeln mit Hilfe arithmetischer, logischer und numeri-
scher Funktionen und Operatoren definieren. Eine logisch komplette Einheit an Entita¨ten wird
als Schema (schema) bezeichnet.
4.2.2. Inhaltsaustauschstandards
Fu¨r den Austausch sowohl von Datenmodellen als auch deren Instanzen existiert eine Vielzahl
an Standards. Zu ihnen za¨hlen EDI (electronic data interchange) und XML (extensible markup
language). EDI fasst unterschiedliche elektronische Transferverfahren (z.B. ebXML, VDA re-
commendations) zusammen, die auf XML-Schema basieren. In der Vergangenheit gab es weitere
Initiativen, wie etwa STEPml4 oder auch das XML-basiertes Austauschformat fu¨r Produktdaten
PDML (Product Data Markup Langauge), welche beide ebenfalls auf XML basieren. In den letz-
ten Jahren kommt vermehrt PLM XML5 zum Einsatz, ein Standard der die Beschreibung von
Produktstrukturen durch XML ermo¨glicht.
4.2.3. Inhaltsstandards
Die Internationale Organisation fu¨r Normung (ISO) besitzt ein eigenes technisches Komitee
(engl. Technical Committee, TC), das fu¨r die Automatisierung und Integration von Systemen
zusta¨ndig ist. Dieses TC und im Speziellen das Subkomitee 4 sind fu¨r den Entwurf und die
4A library of XML specifications
5PLM XML ist kein internationaler Standard, sondern ein Format der Siemens PLM Software
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Aktualisierung einer Vielzahl technischer Standards und Verfahrensstandards fu¨r industrielle
Daten verantwortlich. Zu den wichtigsten Standards fu¨r den Austausch und die Integration von
Produktdaten za¨hlen ISO 8000: Data Quality, ISO 10303: Standard for the Exchange of Product
Model Data (STEP), und ISO 18876: Integration of Industrial Data for Exchange, Access, and
Sharing (IIDEAS).
Die Ziele dieser Standards sind in allen Fa¨llen a¨hnlich: Viele OEMs und Zulieferer verwenden un-
terschiedliche Informationssysteme (z.B. CAD- oder PDM-Systeme) basierend auf unterschied-
lichen Datenmodellstrukturen. Dadurch ist der Austausch von Informationen zwischen OEMs
und Zulieferern nicht ohne Weiteres mo¨glich, und es ko¨nnen unterschiedliche Probleme auftre-
ten. Hier muss zwischen Datenaustauschproblemen (z.B. Fla¨chen und Linien treffen sich nicht)
und Datenqualita¨tsproblemen (z.B. doppelte Eintra¨ge) unterschieden werden.
Um diese Probleme zu adressieren, begann Mitte der 80er Jahre die Arbeit an der ISO Norm-
reihe 10303 ”Industrial automation systems and integration - Product data representation andexchange“, informell auch als ”Standard for the Exchange of Product Data (STEP)“ bekannt.Wa¨hrend ISO 10303 verschiedene Standards fu¨r den Austausch von Produktdaten umfasst, wer-
den in den ISO 8000 Standards verschiedene Kriterien fu¨r die Qualita¨t von Daten definiert.
Eng verbunden mit letzterem ist die Normreihe ISO 22745, die eine zentrale Registry fu¨r die
eindeutige Identifikation von Personen, Organisationen, Orten, Produkten, Services, Prozessen,
Regeln und Regularien beschreibt.
Die diversen Standards haben unterschiedliche Annahmen und Ziele und lassen sich daher nur
schwer in Einklang bringen. Dieses Problem kann aus o¨konomischen Gesichtspunkten nicht durch
eine zentrale Stelle oder Organisation gelo¨st werden, vielmehr ist ein offener partizipativer Pro-
zess notwendig [SRF`05].
Im Folgenden werden technische Standards von ISO 10303 sowie der Verfahrensstandard ISO
8000 na¨her beleuchtet. Daru¨ber hinaus werden noch weitere Standards nationaler Verba¨nde
betrachtet und mit den Anforderungen aus Abschnitt 3.3 abgeglichen.
ISO 10303: Standard for the Exchange of Product Model Data (STEP)
STEP ist eine modulare ISO Normreihe mit dem Ziel, den Austausch von durch Computer-
interpretierbaren Produktinformationen u¨ber den gesamten Lebenszyklus eines Produktes hin-
weg zu ermo¨glichen. Hauptaugenmerk wa¨hrend der Entwicklung des Standards war es vor allem,
den Austausch geometrischer Modelle zwischen Herstellern und Zulieferern zu ermo¨glichen. Da-
bei stand die U¨bertragung von Volumenmodellen, die auch fu¨r den Aufbau digitaler Prototypen
(Digital Mockup) eine wichtige Voraussetzung sind, im Vordergrund [XN09].
Kern der ISO Normreihe sind sog. Application Protocols (AP), die komplexe Datenmodelle fu¨r
spezifische Produktdatenanwendungen darstellen. In Abbildung 4.15 ist die Architektur von
STEP dargestellt. Application Protocols ko¨nnen sich aus verschiedenen Application Modules
(AMs) zusammensetzen, die verschiedene wiederverwendbare Entita¨ten enthalten. Grundlage
fu¨r diese Module bilden die gemeinsamen Ressourcen, die auch als integriertes Produktmodell
bezeichnet werden [AT00]. Dieses setzt sich aus den anwendungsunabha¨ngigen Produktmerkma-
len, etwa dem Geometriemodell, der Produktstruktur oder dem Pra¨sentationsmodell sowie den
anwendungsabha¨ngigen Elementen, etwa Konstruktion oder Finite Element Analyse, zusammen.
Erstere werden als Integrated Generic Resources, letztere als Integrated Application Resources
bezeichnet. Schließlich existieren Application Interpreted Constructs, die Spezifalisierungen der
vorherigen beiden Gruppen darstellen und in mehreren Application Protocols wiederverwendbar
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sind. Die Beschreibung aller Ressourcen, Konstrukte und Protokolle basiert auf der Informations-
modellierungssprache EXPRESS, die teilweise grafisch durch EXPRESS-G dargestellt werden
kann. Die Implementierung kann durch unterschiedliche Methoden erfolgen. Bspw. existieren
Abbildungen auf verschiedene Programmiersprachen (z.B. C, C++ und Java) ebenso besteht
die Mo¨glichkeit der Ausgabe als Text- oder XML-Datei.
Der Prozess zur Erstellung und Genehmigung eines neuen AP ist komplex und durchla¨uft meh-
rere Phasen, in denen verschiedene Modelle entstehen [XN09]: Zuna¨chst wird ein Application
Activity Model (AAM) erstellt, das alle Aktivita¨ten und Datenflu¨sse fu¨r ein zu erstellendes
Application Protocol entha¨lt. Es dient als Diskussionsgrundlage nachfolgender Verfeinerungs-
runden. Auf Basis dieses Modells wir das sog. Application Reference Model (ARM) erstellt,
das alle Daten entha¨lt, die fu¨r eine spezifische Anwendungsdoma¨ne beno¨tigt werden. Das ARM
wird in der eigens fu¨r STEP entwickelten Datenmodellierungssprache EXPRESS spezifiziert, da-
mit dieses von Anwendern der Zieldoma¨ne verstanden werden ko¨nnen. Zusa¨tzlich existiert die
grafische Modellierung EXPRESS-G, die jedoch nicht die komplette Ausdrucksma¨chtigkeit von
EXPRESS besitzt. 6 Schließlich wird dieses Modell von einem STEP-Experten mit Hilfe gemein-
samer integrierter Ressourcen der STEP-Spezifikationen (engl. generic integrated resources) auf
ein Application Interpreted Model (AIM) abgebildet.
Um STEP zu modularisieren, wurden u¨ber die Zeit unterschiedliche Konstrukte eingefu¨hrt:
Zuna¨chst wurden Unit of Functionality und Application Interpreted Constructs (AICs) ein-
gefu¨hrt. Diese wurden im Laufe der Zeit durch sog. Application Modules (AM) ersetzt. Letztere
stellen im Prinzip kleine Application Protocols dar, die wiederverwendet werden ko¨nnen und
besitzen wie Applications Protocols interpretierte Modelle, die als Module Interpreted Model
bezeichnet werden. Application Modules wiederum ko¨nnen weitere Applications Modules refe-
renzieren und somit komplexe Datenmodelle aufbauen. Seit der Initiierung von STEP sind eine
Vielzahl von Application Protocols fu¨r unterschiedliche Doma¨nen entstanden.
Zu den wichtigsten Application Protocols (APs) der Automobilindustrie za¨hlen:
• AP 203: Configuration controlled 3D design of mechanical parts and assemblies,
• AP 204: Mechanical design using boundary representation,
• AP 210: Electronic assembly, interconnect, and packaging design,
• AP 212: Electrotechnical design and installation,
• AP 214: Core data for automotive mechanical design processes,
• AP 242: Managed model based 3D engineering, wurden 2014 die beiden APs 203 und 214
zusammengefu¨hrt.
”Wichtigster Themenbereich in AP 214 ist seit der Initiierung die Produktstruktur und hierbeiinsbesondere die Handhabung der komplexen Variantenvielfalt, die im Automobilbau besonders
ausgepra¨gt ist. Dies beinhaltet Themen des Produktdatenmanagements wie Spezifikation, Konfi-
guration, Klassifikation und Gu¨ltigkeit, bezieht sich aber auch auf Geometrien und Konstrukti-
onselemente sowie deren graphische Darstellung” [AT00].
6EXPRESS bietet neben der Modellierung von Entita¨ten, Attributen und Beziehungen auch die Mo¨glichkeit
komplexe Integrita¨tsbedingungen zu definieren.
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Abbildung 4.15.: . In Anlehnung an STEP on a Page https://web.archive.org/web/
20161221123916/http://www.mel.nist.gov/sc5/soap/soapgrf030407.pdf
(abgerufen am 19.11.2017)
In Abbildung 4.16 sind die wesentlichen Entita¨ten der oben genannten Application Proto-
cols zur Repra¨sentation von Produktdaten und dessen Konfiguration illustriert. An den ein-
zelnen Entita¨ten sind jeweils die entsprechenden Application Modules dokumentiert. Appli-
cation Modules enthalten Entita¨ten (inklusive Attributen), von denen mehr als 900 in STEP
spezifiziert sind. Der U¨bersicht halber sind die Entita¨ten als UML-Klassendiagramm anstelle
von EXPRESS dargestellt. Zentrale Entita¨t ist das Product, welches sowohl ein Bauteil als
auch ein Dokument beschreiben kann. Jedes Produkt ist Teil eines Produktkontextes (z.B.
”mechanisch“). Variantenbeziehungen zwischen Produkten werden mittels der Entita¨t alterna-te product relationship hergestellt. Unterschiedliche Versionen eines Produktes werden in sog.
product definition formation abgelegt. Daru¨ber hinaus ko¨nnen auf einzelne Produktversionen
von diesen Sichten (product definition) gebildet werden und Produkte unterschiedlichen Katego-
rien (z.B. Bauteil, Zusammenbau, Detail oder Standard) zugeordnet werden (product related pro-
duct category). STEP definiert auch die Mo¨glichkeit explizite Konfigurationen zu definieren. Dazu
fasst ein product concept mehrere configuration items zusammen, dessen Auspra¨gungen Referen-
zen auf Produktversionen sind (configuration design).
Das integrierte Produktmodell aus Abbildung 4.16 soll als Integrationsplattform fu¨r Informa-
tionssysteme dienen, die entlang der verschiedenen Phasen der Produktentwicklung eingesetzt
werden. Dadurch sollen alle Produktdaten abgebildet und maschinenverarbeitbar sein, wodurch














































































Abbildung 4.16.: Ausschnitt von STEP-Entita¨ten verschiedener Application Modules
Doma¨nen (z.B. Automobil- oder Elektroindustrie) erfolgt auf Basis dieser eine Spezialisierung
des Modells.
Neben dem integrierten Produktmodell existiert das STEP PDM Schema [UB02], welches diejeni-
gen Entita¨ten aus den STEP-Ressourcen entha¨lt, die fu¨r das Produktdatenmanagement notwen-
dig sind. Hierbei handelt es sich nicht um einen offiziellen Standard, sondern um eine Initiative
der ProSTEP iViP7 und PDES8, um Interoperabilita¨t zwischen den verschiedenen Application
Protocols zu ermo¨glichen. Zu den Hauptfunktionalita¨ten des Schemas za¨hlen die Identifikation,
Versionierung, Klassifikation und Strukturierung sowie Eigenschaften von Bauteilen, Projekt-
management und A¨nderungsprozesse.
7ProSTEP iViP ist ein Verein von Mitgliedern aus Industrie und Forschung, der Anforderungen von OEMs und
Zulieferern fu¨r die Produktentwicklung und -fertigung formuliert und Standards definiert.
8PDES, Inc. ist ein internationales Konsortium, das die Entwicklung und Implementierung von Standards fu¨r
den Austausch von Produktdaten forciert.
83
4. Stand der Technik
ISO 18876: Integration of Industrial Data for Exchange, Access, and Sharing (IIDEAS)
Parallel zu STEP ist ein weiterer ISO Standard entstanden, der a¨hnliche Ziele verfolgt, jedoch
einen breiteren Fokus einnimmt und sich nicht auf Produktdaten beschra¨nkt. Im Mittelpunkt
steht das Teilen und Integrieren von Daten anstelle ihres Austausches, wie er bei STEP ange-
strebt wird. Im Zuge der Entwicklung von ISO 18876 wurde erkannt, dass es fu¨r die Integration
von Daten notwendig ist, die Identita¨t zusammengeho¨riger Daten aus heterogenen Quellen zu
bestimmen [Wes96]. D.h., bei der Integration sollen diejenigen Teile identifiziert werden, welche
das selbe Realweltobjekt repra¨sentieren.
Der ISO-Standard 18876 definiert sowohl eine Architektur als auch eine Methodik, um Daten aus
unterschiedlichen Quellen zu integrieren [ISO03b, ISO03c]. Letztere ko¨nnen durch unterschied-
liche Modelle beschrieben und durch heterogene Modellierungssprachen realisiert sein. Daru¨ber
hinaus sollen Konflikte zwischen Modellen aufgelo¨st und Daten, die unterschiedliche kodiert sind,
transformiert werden.
Architektur. Die Integration von Datenquellen erfolgt durch sog. Integrationsmodelle, die wie-
derum mit anderen Datenmodellen zu neuen Integrationsmodellen integriert werden ko¨nnen. Ein
Datenmodell kann in eines oder mehrere Integrationsmodellen integriert werden. Die Kodierung
von Daten und Modellen kann wiederum durch unterschiedliche Formate (z.B. SGML, XML,
UML und EXPRESS) geschehen.
Ein Integrationsmodell setzt sich aus primitiven und abgeleiteten Konzepten zusammen. Erstere
umfassen Foundation Concepts, General Concepts und Specific Concepts. Beispiele fu¨r Founda-
tions Concepts sind Klassifikation, Beziehungen und Komposition. Zu den General Concepts
za¨hlen u.a. physikalische Konzepte. Specific Concepts schließlich beziehen sich auf einen einge-
schra¨nkten Anwendungsbereich (z.B. Automobilindustrie).
Die Integration von Datenmodellen erfolgt durch die Definition von Abbildungen (Mappings).
Diese spezifizieren die Transformationen, um Instanzen eines Modells in einem anderen Modell
repra¨sentieren zu ko¨nnen. Dabei werden bestimmte Annahmen getroffen, etwa das Mappings
auf Transformationen der Struktur, Terminologie und Kodierung der Datenmodelle beschra¨nkt
sind. Transformationen sind immer bidirektional, was jedoch bedeutet, dass die Transformati-
onsrichtungen separat definiert werden mu¨ssen.
Ziel des Integrationsprozesses ist es, die selben Informationen eines Daten- oder Integrationmo-
dells mit Hilfe von Transformationen darzustellen, ohne dass bei der Integration die Semantik
verloren geht. Als Ergebnis dieses Prozesses resultieren Abbildungen zwischen Datenmodellen
von Informationssystemen und Teilmengen des Integrationsmodells. Gegebenenfalls muss letz-
teres im Zuge der Integration erweitert werden, so dass dieses die Schemakonzepte der Daten-
modelle pra¨zise ausdru¨cken kann.
Der Integrationsprozess la¨sst sich in drei unterschiedliche Szenarien einteilen. Im ersten Sze-
nario existieren vor Start des Integrationsprozesses sowohl das Integrationsmodell als auch die
Datenmodelle der zu integrierenden Informationssysteme. Im zweiten Szenario existieren zwar
die Datenmodelle der zu integrierenden Informationssysteme, jedoch noch kein Integrationsmo-
dell. Im dritten Szenario existiert das Integrationsmodell, jedoch noch keine Datenmodelle der
zu integrierenden Informationssysteme, d.h. lediglich die Anforderungen an diese Datenmodelle
liegen vor.
Im Folgenden wird lediglich das erste Szenario beschrieben, da dieses die anderen Szenarien mit
abdeckt. Zuna¨chst werden das Datenmodell eines zu integrierenden Informationssystems analy-
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siert und a¨quivalente Schemakonzepte aus dem Integrationsmodell identifiziert. Gegebenenfalls
muss das Integrationsmodell erweitert werden, falls nicht alle Schemakonzepte des zu integrie-
renden Datenmodells abgebildet werden ko¨nnen. Anschließend wird die Teilmenge des Inte-
grationsmodells ermittelt, welche die Konzepte des zu integrierenden Datenmodells beschreibt.
Da Datenmodelle immer in dem Anwendungskontext betrachtet werden mu¨ssen, fu¨r den sie
erstellt wurden, muss dieser, so fern nicht explizit im Modell vorhanden, bei der Integrati-
on beru¨cksichtigt werden und ggf. in die Mappingspezifikation mit aufgenommen werden. Als
Beispiel kann etwa das Informationssystem E-PDM aus Abschnitt 3.2.1 betrachtet werden. Das
Schemakonzept Komponente beschreibt implizit, dass es sich im Kontext von E-PDM um elektri-
sche Komponenten handelt. Dieses wird jedoch nicht aus der Bezeichnung ersichtlich und sollte
im Zuge einer Integration explizit in einer Mappingspezifikation dokumentiert werden.
Nun werden fu¨r beide Integrationsrichtungen strukturelle und terminologische Transformationen
zwischen Datenmodell und Integrationsmodell definiert. Sollten beide unterschiedlich kodiert
sein, muss zwischen beiden Sprachen ebenfalls eine Transformation definiert sein. Diese Schritte
werden solange wiederholt, bis alle zu integrierenden Informationssysteme abgebildet sind.
Abbildung 4.17 illustriert die ISO 18876 Architektur. Sowohl das Integrationsmodel, die Mapping-
Spezifikationen sowie die Informationssysteme besitzen Schemakonzepte und Instanzen, die in
Schemata definiert sind. Diese ko¨nnen in verschiedenen Informationsmodellen (z.B. UML, XML-
Schema, relationales Datenmodell) spezifiziert sein. Das Integrationsmodell kann entweder ein
Modell mit unterschiedlichen Abstraktionsstrufen oder Hierarchien sein, oder es existieren meh-
rere Integrationsmodelle, die integriert werden. Fu¨r jedes zu integrierende Informationssystem
ist genau eine Mapping-Spezifikation definiert, die einen Ausschnitt des Integration Model refe-
renziert. Neben strukturellen Transformationen fu¨r die Abbildung von Schemakonzepten sowie
terminologischen Transformationen fu¨r die Abbildung von Instanzen, ko¨nnen Einschra¨nkungen
(engl. Constraints) definiert werden. Diese werden dann erforderlich, wenn Informationssysteme,
die integriert werden sollen, zueinander in Konflikt stehende Einschra¨nkungen besitzen. Dann
























Abbildung 4.17.: In Anlehnung an [ISO03b]
Fu¨r die Konsolidierung von Instanzen muss eine gemeinsame, zuverla¨ssige und dauerhafte Iden-
tifikation zusammengeho¨riger Instanzen vorhanden sein. Sollten bestehende Identifikationsmerk-
male wiederverwendet werden ko¨nnen, mu¨ssen keine zusa¨tzlichen Attribute im Integrationsmo-
dell spezifiziert werden.
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Methodik. Die Methodik beschreibt wie Integrationsmodelle erstellt, erweitert und aktualisiert
werden. Dabei werden unterschiedliche Szenarien unterstu¨tzt, etwa die initiale Integration von
zwei oder mehreren Informationssystemen in ein neues Integrationsmodell. Im Folgenden werden
die verschiedenen Phasen der Methodik kurz erla¨utert.
Die erste Phase definiert die Analyse der Informationssysteme und die damit verbundene Er-
stellung des Integrationsmodells. Zuna¨chst muss der Kontext des Informationsmodells festgelegt
werden. Steht mehr als ein Integrationsmodell zur Auswahl, so wird jenes gewa¨hlt, das die gro¨ßte
U¨berdeckung mit den zu integrierenden Informationssystemen hat. Anschließend werden die
Konzepte der Informationssysteme untersucht und Beziehungen zu Konzepten im Integrations-
modell bestimmt. Hier unterscheidet die Methodik zwischen Synonymen, Homonymen, Identita¨t,
Kompatibilita¨t, Inkompatibilita¨t, Komplexita¨t und Partitionierung.
In der zweiten Phase geht es um die Erweiterung eines Integrationsmodells fu¨r den Fall dass
wa¨hrend der Analysephase Konzepte identifiziert worden sind, fu¨r die keine Entsprechung im
Integrationsmodell gefunden werden kann. Dazu mu¨ssen dem Integrationsmodell neue Kon-
zepte hinzugefu¨gt werden, ohne aber bestehende Konzepte zu a¨ndern. Sollte es nicht mo¨glich
sein, A¨nderungen am Integrationsmodell durchzufu¨hren, welche eine Integration neuer Konzep-
te ermo¨glicht, muss ein neues Integrationsmodell erstellt werden. In diesem Fall wird das alte
Integrationsmodell zu einem Integrationsmodell, welches ebenfalls in das neue Modell integriert
werden muss.
Die na¨chsten beiden Phase beschreibt die Auswahl derjenigen Teilmenge an Konzepten aus
dem Integrationsmodell, welche die Abbildung eines Informationssystems ermo¨glichen sowie die
Integration beider. Damit sind das Modell des zu integrierenden Informationssystems sowie
die Teilmenge aus dem Integrationsmodell semantisch a¨quivalent. Da beide sich in Struktur
und Terminologie unterscheiden, mu¨ssen diese Unterschiede durch Transformationen aufgelo¨st
werden.
4.2.4. Standards fu¨r das Konfigurationsmanagement
Wie in Abschnitt 2.2.3 erla¨utert, ist das Konfigurationsmanagement einer der wichtigsten Teil-
bereiche der Produktentwicklung. Im seinem Kontext existieren unterschiedliche Standards und
Richtlinien fu¨r die Erstellung und Pflege von Konfigurationen. Zu den verbreitetsten za¨hlen der
ANSI Standard EIA-649 [EIA98]9 sowie der ISO Standard ISO 10007 10 [ISO03a].
”Configuration management (CM): A management process for establishing and maintainingconsistency of a product’s performance, functional, and physical attributes with its requirements,
design and operational information throughout its life.“ [EIA98]
”Configuration management documents the product’s configuration“ ”Product configuration in-formation: requirements for product design, realization, verification, operation and support“ ISO
10007
EIA-649 definiert grundlegende Begriffe und Aktivita¨ten des Konfigurationsmanagements und
liefert dazu 50 Prinzipien. Das Konfigurationsmanagement umfasst folgenden Prozessen:
• Konfigurations- und Planungsmanagement: Definition des Geltungsbereiches, Inte-
gration in Unternehmensprozesse.
9National Consensus Standard for Configuration Management
10Quality management systems – Guidelines for configuration management
86
4.2. Standards
• Konfigurationsidentifikation: Definition der Produktstruktur und -attribute, Vergabe
eindeutiger Bauteilnummern und Etablierung eines Releaseprozesses.
• Konfigurationsa¨nderungsmanagement: Identifikation von variablen Anteilen sowie
die Dokumentation aller A¨nderungen.
• Konfigurationsstatuskontrolle: Realisierung von Informationssystemen, Erfassung al-
ler relevanten Konfigurationsmanagementinformationen.
• Konfigurationsverifikation und -pru¨fung: Sicherstellung der Konsistenz von Release-
informationen, U¨berpru¨fung der Leistungserfu¨llung.
• Konfigurationsmanagement fu¨r digitale Daten: Anweisungen fu¨r die IT-Unterstu¨t-
zung des Konfigurationsmanagement.
Die Inhalte von EIA 649 und ISO 10007 decken sich in großen Teilen, lediglich der Prozess
Konfigurationmanagement fu¨r digitale Daten wird im ISO-Standard nicht erwa¨hnt.
4.2.5. Qualita¨tsstandards
Auch bzgl. Datenqualita¨t existieren verschiedene Standards, der verbreitete ISO Standard ISO
9001 [ISO08], der die Anforderungen an Qualita¨tsmanagementsysteme definiert. Mit ISO 8000
[Ben09] ist ein Standard entstanden, der sich mit der Qualita¨t von Daten im Speziellen bescha¨ftigt.
Dazu werden neben unterschiedlichen Rollen fu¨r das Qualita¨tsmanage-ment von Daten auch ver-
schiedene Prozesse beschrieben.
ISO 8000: Data Quality
Bei ISO 8000 handelt es sich um eine Normreihe von Standards zur generellen Datenqualita¨t
bzw. zur Qualita¨t von Masterdaten. Unter Masterdaten werden zentrale Gescha¨ftsobjekte (etwa
Kunden-, Mitarbeiter-, Zulieferer- oder Produktdaten) verstanden, die durch eine Vielzahl von
Informationssystemen innerhalb eines Unternehmens verwendet werden [Los09]. Neben grund-
legenden Informationen zur Qualita¨t von Daten wird in ISO 8000 ein Rahmenwerk beschrieben,
welches das Management von Datenqualita¨t erlaubt.
Unter Datenqualita¨t wird im Standard die Definition der ISO 9000 referenziert: ”Degree towhich a set of inherent characteristics fulfils requirements“. Die erste Normreihe (Teile 0 bis 99)
von ISO 8000 beschreibt die grundlegende Terminologie fu¨r Datenqualita¨t. Die zweite Norm-
reihe (Teile 100 bis 199) bescha¨ftigt sich mit der Qualita¨t von Masterdaten. Darunter fallen
alle Informationen, Unternehmensunabha¨ngig und fundamental fu¨r das operative Gescha¨ft sind.
Dazu za¨hlen Informationen zu einzelnen Personen, Organisationen, Standorten, Waren, Services
und Regularien. Um eine einheitliche Semantik sowie zentrale Beschreibung von Konzepten
zu ermo¨glichen wird, mit der ISO Normreihe 22745 ein zentrales technisches Verzeichnis als
Grundlage fu¨r das Datenqualita¨tsmanagement vorausgesetzt. Mit Hilfe eines solchen Verzeich-
nisses lassen sich Konzepte eindeutig beschreiben und identifizieren. Des weiteren werden in der
Normreihe charakteristische Eigenschaften fu¨r Datenqualita¨t beschrieben. Dazu za¨hlen die Da-
tenherkunft (Provenance), die Vollsta¨ndigkeit (Completeness) sowie die Genauigkeit (Accuracy)
von Masterdaten.
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Rahmenwerk. Neben grundlegenden Definitionen beschreibt die Normreihe ein Rahmenwerk
fu¨r das Management von Datenqualita¨t. Dieses umfasst drei Rollen und drei Prozesse (sie-
he Abbildung 4.18). Zu den Rollen za¨hlen der Data Manager, Data Administrator und Data
Technician. Diese fu¨hren unterschiedliche Aktivita¨ten in den Prozessen Data Operations, Data
Quality Monitoring und Data Quality Improvement aus.
Abbildung 4.18.: ISO 8000-150 Data Quality Management Framework
Der Prozesse Data Operations betrachtet Faktoren, welche die Datennutzung und die Daten-
qualita¨t direkt betreffen:
• Data Architecture Management ist fu¨r die strategische, unternehmensweite Planung der
Datenqualita¨t verantwortlich. Zu den Aktivita¨ten za¨hlt die Verwaltung unternehmens-
weiter Datenmodelle, Standards und Schnittstellen sowie deren Koordination zwischen
unterschiedlichen Informationssystemen.
• Data Design verwaltet Datenstandards und Definitionen, Datenbank-/Systemimplemen-
tierungen und deren Konfiguration. Zu den Aufgaben za¨hlen die Entwicklung logischer
und physischer Datenmodelle, ebenso wie die Etablierung von Standards und Regeln auf
Betriebsebene. Datenadministratoren mu¨ssen sensibel fu¨r Anforderungen aus dem Data
Architecture Management sein sowie einen Austausch mit anderen Abteilungen pflegen,
um auf A¨nderungen der Anforderungen reagieren und Systemkonfigurationen anpassen zu
ko¨nnen.
• Data Processing ist der Prozess auf operativer Ebene, der fu¨r die Erzeugung sowie Ak-
tualisierung von Daten verantwortlich ist. Zu den Aufgaben za¨hlt die U¨berwachung des
Datenerstellungs- und Datena¨nderungsprozesses, sowie die Protokollierung verschiedener
Parameter (z.B. Datennutzung, A¨nderungen).
Der zweite Prozess Data Quality Monitoring beurteilt, inwieweit bestimmte Stufen der Daten-
qualita¨t im Unternehmen erreicht werden. Vor der Aktivita¨t Data Quality Planning werden die
Ziele des Datenqualita¨tsmanagement fixiert, die wiederum an den Unternehmenszielen ausge-
richtet sein mu¨ssen. Im Data Quality Criteria Setup werden Methoden und Maße festgelegt,
um Datenqualita¨t bestimmen zu ko¨nnen. Im Data Quality Measurement wiederum werden die-




Der letzte Prozess Data Quality Improvement korrigiert gefundene Datenfehler und beseitigt
die Gru¨nde fu¨r diese. Im Data Stewardship and Flow Management werden Datenflu¨sse und
Verantwortlichkeiten analysiert und Datenoperationen verwaltet. In der Aktivita¨t Data Error
Cause Analysis werden die Gru¨nde fu¨r Fehler analysiert, um diese nachhaltig zu eliminieren.
Schließlich werden im Data Error Correction Daten korrigiert, die nicht vorgegebenen Standards
und Kriterien entsprechen.
SASIG - Product Data Quality for the Global Automotive Industry
Auf im Umfeld der Produktentwicklung in der Automobilindustrie hat sich eine Reihe von Stan-
dards und Richtlinien fu¨r die Qualita¨t von Produktdaten etabliert. In den meisten Fa¨llen han-
delt es sich um Vorgaben fu¨r den Austausch von Geometrien zwischen Herstellern und Liefe-
ranten. [SAS05] stellt Richtlinien fu¨r die Qualita¨t von Produktdaten zusammen, die sich auf
CAD-Aspekte beschra¨nken. Zuna¨chst werden die Begriffe ”Produktdaten“ und ”Produktdaten-qualita¨t“ definiert. Produktdaten sind demnach alle Daten, die von der Konzeption bis zur
Fertigung eines Produktes beno¨tigt werden, etwa CAD-11, CAM-12, CAE-13 und PDM- Daten.
Die Richtlinie umfasst bisher nur Qualita¨tskriterien fu¨r geometrische Modelle und Zeichnungen;
Kriterien fu¨r weitere Bereiche sind geplant.
4.2.6. Abgleich der Anforderungen
Die diskutierten Standards werden nun mit den Anforderungen aus Abschnitt 3.3 abgeglichen.
Anforderung 1 (Bedarfsgerechte Integration, Beru¨cksichtigung von Variabilita¨t und
Versionierung)
Mit dem ISO Standard ISO 18876 wird eine grobe Integrationsarchitektur skizziert, jedoch keine
detaillierte Spezifikation gegeben. Diese Architektur kann als Grundlage fu¨r ein Produktdaten-
integrationssystem herangezogen werden. Dabei bleiben jedoch viele Herausforderungen offen.
Es wird lediglich gefordert, dass die Identita¨t von Instanzen ermittelt werden kann, um die
Instanzen zu integrieren bzw. konsolidieren. Gleiches gilt fu¨r die Erstellung der Mappings zwi-
schen Integrationsmodell und den Modellen der zu integrierenden Informationssysteme. Wie die
genaue Transformation zwischen den Schemakonzepten aussehen soll, bleibt allerdings offen.
Damit sind auch keine expliziten Konzepte fu¨r die Integration von Konzepten fu¨r den Umgang
mit Variabilita¨t und Versionierung vorhanden.
ISO 10303 ist in erster Linie entstanden, um den Austausch von Geometriemodellen zwischen
Herstellern und Lieferanten zu ermo¨glichen. In der Literatur existieren einige Analysen zur
Verbreitung und zum praktischen Einsatz. In diesem Kontext beschreibt [GOP02] vier Haupt-
probleme, die einen praktischen Einsatz von STEP erschweren:
1. Hohe initiale Investitionskosten fu¨r die Entwicklung bzw. Etablierung eines Standards, von
dem alle beteiligten Industriepartner profitieren,






4. Stand der Technik
3. Technische Risiken, die bei der Entwicklung von STEP-U¨bersetzern und zugeho¨rigen Tools
auftreten ko¨nnen sowie
4. Notwendigkeit einen unvoreingenommen Experten zu etablieren, der die Verhandlungen,
Entwicklung und Realisierung von Standards leitet.
Hauptanwender von ISO 10303 sind die Automobilbranche sowie die Luft- und Raumfahrt-
industrie [AT00]. Der Fokus liegt auf dem Austausch von Geometriedaten. Damit wird ein
großer Teil der modernen Produktentwicklung, etwa die E/E-Entwicklung und deren Prozes-
se [BHR05, MHR06, MHR07], zu wenig beru¨cksichtigt und somit nicht mehr ausreichend un-
terstu¨tzt.
Auf der einen Seite sind die Application Protocols zu komplex und die Weiterentwicklung der
Normierungen langsam. Um auf vera¨nderte Rahmenbedingungen (z.B. neue Technologien oder
neue Kundenwu¨nsche) schneller eingehen zu ko¨nnen, wurden die Entwicklungszyklen komplexer
Produkte in den letzten Jahrzehnten deutlich verku¨rzt. Folglich werden Application Protocols
durch Unternehmen sehr zo¨gerlich umgesetzt.
In STEP werden allen Bauteile und Dokumente als Product dokumentiert. Stammen zwei STEP-
Files von unterschiedlichen Herstellern bzw. Zulieferern, ist das Problem der Identita¨t von Bau-
teilen bzw. Dokumenten mit STEP nicht gelo¨st. STEP dient lediglich dazu, den Austausch tech-
nisch zu ermo¨glichen. Zwar ist die Theorie des Variabilita¨tsmanagement in der Industrie gut
verstanden, jedoch fehlen durchga¨ngige Ansa¨tze, um ein unternehmensweites Variantenmanage-
ment zu ermo¨glichen.
Anforderung 2 (Benutzerunterstu¨tzung)
Weder ISO 10303 noch ISO 18876 besitzen Konzepte fu¨r die Unterstu¨tzung von Benutzern bei
der Integration von Produktdaten.
Anforderung 3 (Nutzung)
ISO 10303 bietet unterschiedliche Mo¨glichkeiten, um Produktdaten zu kodieren. Dazu za¨hlen
neben einer API, die auf relationalen Datenbanken basiert, auch die Unterstu¨tzung von verschie-
denen Programmiersprachen oder auch die Kodierung als Text oder XML-Dokument.
Anforderung 4 (Monitoring)
Wie bei der Benutzeruntstu¨tzung betrachten ISO 10303 und ISO 18876 nicht das Monitoring
der Integration. Lediglich ISO 8000 sieht das Monitoring der Datenqualita¨t als essentiell an,
beschreibt jedoch keine konkrete Lo¨sung.
Anforderung 5 (Change Management)
ISO 10303 betrachtet A¨nderungen an Datenmodellen und deren Auswirkungen auf bereits inte-
grierte Produktdaten nicht. ISO 18876 beschreibt verschiedene Szenarien der Integration, wor-
unter auch die Anpassung des Integrationsmodells fa¨llt. Wie erwa¨hnt, handelt es sich bei der




ISO 8000 und 18876 definieren zwar Rahmenwerke fu¨r die Integration bzw. das Qualita¨tsmanage-
ment von Daten, jedoch ist deren Beschreibung abstrakt gehalten, ohne bestehende Probleme,
etwa dem Umgang mit Variabilita¨t und Versionierung bei der Datenintegration, zu lo¨sen.
4.3. Zusammenfassung
Wie in Tabelle 4.1 illustriert, gibt es eine Lu¨cke bei der Integration von Produktdaten, unter
Beru¨cksichtigung von Variabilita¨ts- und Versionierungkonzepten. Auf Grund der verschiede-
nen Annahmen, findet nur bei Data Warehouse-Systemen eine U¨berwachung des Integrations-
prozesses statt, wa¨hrend die virtuell integrierenden Ansa¨tze (z.B, Fo¨derierte- und Peer-Daten-
Management-Systeme) von guter Datenqualita¨t und fehlenden Integrationskonflikten ausgehen.
Ansatz A1 A1.1 A1.2 A2 A3 A4 A5 A6
Fo¨derierte Datenbanksysteme o - - - o - o o
Data Warhouse Systeme + - - + o + + o
Peer-Data-Management-Systeme o - - - o - o o
Tool Integration o - - o o - o o
ISO 10303 o - - - o - - -
ISO 18876 o - - o o - o o
ISO 8000 - - - o o o o o







5. PROCEED-Rahmenwerk im U¨berblick
Wie die Anforderungsanalyse aus Kapitel 4 gezeigt hat, gibt es eine Forschungslu¨cke bzgl. der
Integration von Produktdaten, wenn grundlegende Konzepte fu¨r den Umgang mit Variabilita¨t
und Versionierung mit unterstu¨tzt werden sollen. Im Folgenden wird ein U¨berblick u¨ber das
im Rahmen der vorliegenden Dissertation entwickelte PROCEED-Rahmenwerk gegeben, welches
ein Produktdatenintegrationssystem bietet, dass die erla¨uterten Probleme und Anforderungen
adressiert.
Produktdaten besitzen keine allgemeingu¨ltige Definition (vgl. Abschnitt 2.2.3). Jedes Unterneh-
men verwendet eigene Strukturen, Richtlinien und Terminologien fu¨r den Umgang mit Produkt-
daten, so dass jedes PDMS letztlich einmalig ist. Folglich ko¨nnen zwei Produkthersteller dasselbe
PDMS verwenden und dennoch auf Grund der unterschiedlichen Unternehmensvorgaben (Pro-
duktstrukturen, Benennungen, Variabilita¨tsmechanismen, Versionierungsstrategien) keine Pro-
duktdaten untereinander austauschen (vgl. Abschnitt 3.1). Gemeinsame Basis fu¨r den Austausch
von Produktdaten zwischen Herstellern und Zulieferern sind Bauteile, d.h. physisch hergestellte
Erzeugnisse.
Auch die in Abschnitt 4.2 betrachteten Standards, allen voran STEP, sehen Bauteile als essenti-
elles Konzept der Produktentwicklung an. Daru¨ber hinaus haben alle Produktentwicklungsstan-
dards gemein, dass es unterschiedliche Varianten dieser Bauteile geben kann. Um deren fort-
laufende Entwicklung und die Anforderung nach lu¨ckenloser Dokumentation zu gewa¨hrleisten,
werden Bauteile in der Produktentwicklung versioniert. Dem entsprechend findet die Integration
heterogener Produktdaten im PROCEED-Rahmenwerk auf Bauteilebene statt.
5.1. Lebenszysklus der Produktdatenintegration
Das PROCEED-Rahmenwerk wird nachfolgend anhand des Integrationslebenszyklus erla¨utert
(siehe Abbildung 5.1). Ziel der Produktdatenintegration ist die Unterstu¨tzung von Anwen-
dungsfa¨llen, die integrierte Produktdaten aus heterogenen Informationssystemen der Produkt-
entwicklung beno¨tigen. Da die Qualita¨t von Produktdaten wa¨hrend der Produktentwicklung
unterschiedlich sein kann, erfolgt die Integration materialisiert in einem zentralem Modell. Da-
durch wird es mo¨glich, a¨hnlich wie beim ETL-Prozess fu¨r Data Warehouses (siehe Abschnitt
4.1.2), Daten zu bereinigen und korrigieren, bevor sie schließlich integriert werden.
Der Integrationslebenszyklus beginnt mit der Projektvorbereitung ( 1©), in der die zu realisie-
renden Anwendungsfa¨lle definiert und die relevanten Informationssysteme ermittelt werden.
Anschließend erfolgt die manuelle Schema-Integration ( 2©). Im Speziellen werden Abbildungen
zwischen korrespondierenden Schemakonzepten aus den zu integrierenden Informationssystemen
und dem PDIS definiert. Diese Abbildungsregeln stellen die Grundlagen fu¨r die Integration von
Instanzen der Schemakonzepte dar. Dazu ist es notwendig, die Identita¨t von Instanzen zwischen
den Informationssystemen und dem PDIS zu definieren. Damit ist gemeint, dass diejenigen At-
tribute der Schemakonzepte identifiziert werden mu¨ssen, die Instanzen eindeutig beschreiben.
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Zusa¨tzlich werden Aktionen definiert, die wa¨hrend der Integration durchgefu¨hrt werden sollen.
Die Auswertung der Abbildungsregeln erfolgt in der automatischen Datenintegration ( 3©).
Auf Grund unterschiedlicher Datenqualita¨t kann diese Integration allerdings nicht immer fu¨r
alle Instanzen korrespondierende Instanzen finden. Daher wird eine manuelle Datenintegration
notwendig ( 4©). Ist die Integration abgeschlossen, kann die Datennutzung erfolgen. Bereits mit
der manuellen Schemaintegration beginnt die U¨berwachung des Integrationsprozesses, wodurch
es mo¨glich wird, dessen Fortschritt zu beobachten ( 7©). Treten A¨nderungen an Produktdaten auf
( 6©), mu¨ssen neue bzw. gea¨nderte Schemakonzepte integriert ( 8©) oder aber die automatische
Integration fu¨r neue bzw. gea¨nderte Instanzen erneut durchgefu¨hrt werden (vgl. 9©).
Abbildung 5.1.: Lebenszyklus der Produktdatenintegration
5.2. Integration
Bereits in Abschnitt 2.3.4 wurden die zwei grundlegenden Architekturen zur Integration hetero-
gener Systeme vorgestellt, bei denen zwischen lokalen Informationssystem und einem globalen,
integrierenden System unterschieden wird. Auf dieselbe Weise werden im PROCEED-Rahmenwerk
nun Produktdaten lokaler Informationssysteme in ein globales Produktdatenintegrationssystem
integriert, das eine ganzheitliche Sicht auf unterschiedliche Produktdaten bieten soll. Auf Grund
der unterschiedlichen Qualita¨t von Produktdaten aus heterogenen, lokalen Informationssyste-
men erfolgt deren Integration im PROCEED-Rahmenwerk materialisiert in das PDIS. Zur Un-




Da eine vollsta¨ndige Integration aller Datenmodellkonzepte in der Praxis unrealistisch ist bzw.
sich zu teuer darstellt, wird eine bedarfsgerechte, d.h. anwendungsfallgetriebene, Integration von
Schemakonzepten angestrebt. Dieses Vorgehen wird in der Literatur als Pay-as-you-Go-Prinzip
bezeichnet [DSDH08].
In PROCEED wird zwischen Schema- und Instanzintegration unterschieden. Wa¨hrend die Sche-
maintegration vollsta¨ndig manuell durch Experten durchgefu¨hrt wird, ist die Integration von
Instanzen zweigeteilt. Zuna¨chst werden auf Grundlage von Abbildungsregeln korrespondierende
Instanzen ermittelt. Die Definition von Abbildungsregeln erfolgt dabei auf Attributebene der
Schemakonzepte. Fu¨r ein Schemakonzept eines lokalen Informationssystems ko¨nnen eine oder
mehrere Regeln auf ein Schemakonzept aus dem globalen PDIS definiert werden. Die Menge
der Regeln fu¨r ein Schemakonzeptpaar aus lokalem Informationssystem und PDIS dient dazu,
korrespondierende Instanzen dieser Schemakonzepte zu ermitteln. Neben den Regeln lassen sich
weitere Aktionen zwischen Schemakonzeptpaaren definieren, die wa¨hrend der Integration von
Instanzen durchgefu¨hrt werden sollen. Dies kann z.B. das Kopieren eines Attributwertes aus
dem Schemakonzept eines lokalen Informationssystems in das PDIS sein.
Nach der Definition von Abbildungsregeln und -aktionen findet eine automatische Auswertung
der Regeln auf die zu integrierenden Instanzen statt. Anschließend erfolgt die U¨berpru¨fung der
Ergebnisse der automatischen Integration durch Fachanwender. Letztere erstellen gegebenenfalls
fehlende Korrespondenzen oder korrigieren fehlerhafte Korrespondenzen.
In der Praxis werden die verschiedenen Perspektiven auf Produktdaten in applikationsspezi-
fischen Informationssystemen gespeichert. Diese basieren auf unterschiedlichen Datenmanage-
menttechnologien, etwa relationalen Datenbanken, XML-Dokumenten oder Dateien. Um diese
technische Heterogenita¨t zu bewa¨ltigen, mu¨ssen Produktdaten in einer plattformunabha¨ngigen
Form abstrahiert werden. Aus diesem Grund werden sie im PROCEED-Rahmenwerk als wie-
derverwendbare, interoperable und plattformunabha¨ngige Ontologien verwaltet. Abbildung 5.2
gibt einen U¨berblick u¨ber die einzelnen Konzepte des PROCEED-Rahmenwerks. Datenmodell-
konzepte aus heterogenen, autonomen und lokalen Informationssystemen werden in sog. lokale
Produktontologien abstrahiert. Diese dienen dazu, unterschiedliche Arten von Heterogenita¨ten zu
u¨berwinden (siehe Abschnitt 2.3.6). Durch eine einheitliche Struktur lassen sich so strukturelle,
technische und semantische Heterogenita¨ten u¨berwinden.
Da ein komplexes Produkt aus tausenden von Bauteilen bestehen kann, welche wiederum in
verschiedenen Varianten und Versionen vorliegen, sollte die Komplexita¨t der Integration verrin-
gert werden. Eines der wichtigsten Strukturierungsprinzipien zur Reduktion von Komplexita¨t
ist die Hierarchiesierung [Sim96]. Dem entsprechend werden lokale Produktdaten hierarchisch
in vier Produktdatenintegrationsebenen (engl. product data integration layer, PDILs) unterteilt.
Schemakonzepte (SCs) aus lokalen Informationssystemen werden entsprechenden PDILs zuge-
ordnet. U¨ber Schemakonzept-Attributregeln (engl. schema concept attribute rules, SCARs) der
gleichen PDIL aus lokalen Produktontologien (LPOs) und der globalen Produktontologie (GPO)
werden die zuvor erwa¨hnten Abbildungsregeln definiert. Wa¨hrend der automatischen Instanzin-
tegration erfolgt die Auswertung von SCARs fu¨r lokale und globale Produktontologien. Im Falle
von U¨bereinstimmungen werden entsprechende Korrespondenzen zwischen Instanzen aus lokalen
und globalen Schemakonzepten erzeugt.
Die globale Produktontologie stellt die holistische Sicht der einzelnen lokalen Produktontolo-
gien dar und dient als zentrale Datenbasis fu¨r die zu unterstu¨tzenden Anwendungsfa¨lle. U¨ber
Schemakonzept-Attributaktionen (engl. schema concept attribute actions, SCAAs) wird definiert,
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Abbildung 5.2.: U¨bersicht PROCEED-Rahmenwerk
Fu¨r die verschiedenen Schritte im Lebenszyklus der Integration sind unterschiedliche Rollen
verantwortlich, die in den folgenden Kapiteln noch im Detail erla¨utert werden. Im Speziellen
werden die Schritte 1© bis 4© des Lebenszyklus aus Abbildung 5.1 in Kapitel 6, Schritt 7© in
Kapitel 7sowie Schritt 6© in Kapitel 8 beschrieben.
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Die Integration heterogener Produktdaten aus autonomen, lokalen Informationssystemen um-
fasst verschiedene Aktivita¨ten (vgl. Lebenszyklus aus Abschnitt 5.1), die in diesem Kapitel
erla¨utert werden. Dazu za¨hlen die Abbildung lokaler Informationssysteme auf sog. lokale Pro-
duktontologien, die manuelle Schemaintegration sowie die automatische und manuelle Instan-
zintegration.
6.1. Projektvorbereitung
Der erste Schritt im Lebenszyklus der Produktdateintegration ist die Projektvorbereitung. Hier-
zu za¨hlen:
• Anwendungsfa¨lle definieren: Zuna¨chst definieren Fachanwender eine Menge relevanter
Anwendungsfa¨lle, welche durch die Integration von Produktdaten aus heterogenen, auto-
nomen Informationssystemen unterstu¨tzt werden sollen. Dazu spezifizieren Mitglieder der
Fachabteilungen, die Beteiligte der Anwendungsfa¨lle sind, zusammen mit Integrationsex-
perten, die zu integrierenden Schemakonzepte. Wa¨hrend Mitarbeiter der Fachabteilungen
in der Regel nur die Schemakonzepte kennen, fu¨r die sie auch im verantworteten Infor-
mationssystem zusta¨ndig sind, verfu¨gen Integrationsexperten u¨ber umfassendes Wissen zu
den Zusammenha¨ngen mehrerer Informationssysteme.
• Informationssysteme bestimmen: Die Anwendungsfa¨lle determinieren die zu inte-
grierenden Informationssysteme. Ein Integrationsgremium wird aus Verantwortlichen der
betroffenen Informationssysteme, Integrationsexperten sowie den Initiatoren des Anwen-
dungsfalles gebildet. Nachdem dieses Gremium die Anwendungsfa¨lle freigegeben hat, wer-
den Integrationsteams gebildet.
• Integrationsumfang bestimmen (Schemakonzepte, Instanzen): Da ein Informa-
tionssystem typischerweise Dutzende von Schemakonzepten und Tausende von Instanzen
entha¨lt, muss der Umfang der Integration mo¨glichst exakt definiert werden. Fu¨r die zeitli-
che und logische Strukturierung existieren verschiedene Mechanismen (z.B. Zusammenfas-
sung von Instanzen nach Projekten oder Plattformen). Diese Projekte ko¨nnen nebenla¨ufig
in unterschiedlichen Phasen vorhanden sein, d.h. der Reifegrad von Produktdatenartefak-
ten ist unterschiedlich. Folglich sollten auch nur diejenigen Instanzen integriert werden,
die fu¨r einen Anwendungsfall definiert worden ist.
• Integrationszeitplan erstellen: Wie erwa¨hnt, ist die Produktentwicklung in fest de-
finierte Phasen mit konkreten Zeitintervallen eingeteilt. D.h., Anwendungsfa¨lle mu¨ssen
ebenfalls in einem festgelegten Zeitraum durchgefu¨hrt werden ko¨nnen. Dazu wird analog
zum Entwicklungsprozess ein Integrationszeitplan durch das Integrationsgremium definiert.
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• Integrationsmethodiken festlegen: In Abschnitt 2.3.5 wurden verschiedene Integra-
tionsmethodiken vorgestellt. Ebenso lassen sich Produktdaten auf verschiedene Art und
Weise integrieren. Mit welcher Methode Schemakonzepte und Instanzen eines Informa-
tionssystems in das PDIS integriert werden, wird wieder durch das Integrationsgremium
festgelegt.
6.2. Manuelle Schemaintegration
Nach Abschluss der Projektvorbereitung, stehen die zu integrierenden Systeme fest. Doma¨nen-
experten modellieren anschließend, zusammen mit den Administratoren der Informationssyste-
me, lokale Produktontologien. Dabei sind unterschiedliche Fa¨lle zu unterscheiden. Findet eine
Integration zum ersten Mal statt und ist noch keine globale Produktontologie vorhanden, muss
zuerst eine globale Produktontologie erstellt werden. Die genaue Vorgehensweise ha¨ngt dabei
von den Entscheidungen aus der Projektvorbereitung ab.
6.2.1. Abbildung von Informationssystemen auf lokale Produktontologien
Wa¨hrend Schemakonzepte der Informationssysteme in der Produktentwicklung durch unter-
schiedliche konzeptionelle Modellierungssprachen (z.B. relationales oder objektorientiertes Da-
tenmodell) definiert werden, ko¨nnen Instanzen dieser Konzepte technisch verschieden repra¨sen-
tiert sein (z.B. relationale Datenbank oder Datei-basiert).
Um die sich hier bietende technische Heterogenita¨t zu u¨berwinden, werden Schemakonzepte
und Instanzen von Informationssystemen im PROCEED-Rahmenwerk in sog. Produktontologien
abstrahiert. Diese dienen als Grundlage fu¨r die Integration autonomer, heterogener Informati-
onssysteme in der Produktentwicklung. Eine Produktontologie etwa abstrahiert Schemakonzepte
und Instanzen von Informationssystemen der Produktentwicklung in eine definierte Struktur. Da
die definierten Konzepte fu¨r eine spezifische Doma¨ne – im vorliegenden Fall ist dies die Produkt-
entwicklung – gelten, handelt es sich bei Produktontologien somit um Doma¨nenontologien.
Jedes Informationssystem, das fu¨r die Umsetzung von Anwendungsfa¨llen integriert werden soll,
wird in dieselbe Struktur abstrahiert. Dadurch wird semantische Heterogenita¨t vermieden. In
Abschnitt 4.1.1 wurden z.B. fo¨derierte Datenbanksysteme als eine Mo¨glichkeit betrachtet, um
heterogene Systeme zu integrieren. Das dort vorgestellte 5-Ebenen-Schema-Modell erla¨utert die
verschiedenen Ebenen, die bei der Integration heterogener Systeme auftreten ko¨nnen. Vergleich-
bar mit dem Komponenten- und Exportschema aus dem 5-Ebenen-Schema-Modell fo¨derierter
Datenabanksysteme stellt eine lokale Produktontologie eine Kombination beider Schema dar.
Abbildung 6.1 zeigt das 5-Ebenen-Schema-Modells (vgl. Abb. 6.1a)) sowie die Ebenen im
PROCEED-Rahmenwerk (siehe Abb. 6.1b).
Liegen lokale Schemata in verschiedenen Datenmodellen vor, mu¨ssen sie im 5-Ebenen-Schema-
Modell zuvor in Komponentenschemata u¨berfu¨hrt werden, bevor sie anschließend integriert wer-
den. Im PROCEED-Rahmenwerk findet daru¨ber hinaus mehr als nur eine Umwandlung in ein
zuvor festgelegtes Datenmodell, in diesem Fall Ontologien, statt. Konzepte des lokalen Schemas
werden semantischen Ebenen innerhalb der lokalen Produktontologie zugeordnet. Weiter kann
implizites Wissen u¨ber Schemata explizit dokumentiert werden.
Wa¨hrend im 5-Ebenen-Schema-Modell eine Unterscheidung zwischen Komponenten- und Ex-
portschema erfolgt, entspricht letzteres einer lokalen Produktontologie, d.h. Exportschema und
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lokale Produktontologie enthalten nur diejenigen Schemakonzepte und Daten, die von einem



















Abbildung 6.1.: Relation zwischen 5-Ebenen-Schema-Architektur FDBS und lokaler Produktontologie
Doma¨nenexperten verfu¨gen ha¨ufig u¨ber implizites Wissen (engl. sog. tacid knowledge [LR07]).
Dazu za¨hlen etwa Dokumentationsmethodiken, also Vorgehensweisen und Erfahrungswerte fu¨r
die Strukturierung und Dokumentation von Produktdaten im Rahmen eines vorgegebenen kon-
zeptionellen Datenmodells.
Ein Beispiel fu¨r implizites Wissen, das im Zuge der Anforderungserhebung durch Interviews von
Anwendern geschildert wurde, ist wie folgt:
In einem Informationssystem werden Signale dokumentiert, die zwischen E/E-Komponenten
ausgetauscht werden. Um den Modellierungs- und Dokumentationsaufwand zu reduzieren, wer-
den E/E-Komponenten, welche sich semantisch im Sinne der Signalu¨bermittlung gleich verhal-
ten, nur einmal dokumentiert. Erfolgt die Weitergabe dieser Produktdaten an andere Infor-
mationssysteme, werden weitere E/E-Komponenten durch Kopieren erzeugt. Geschieht dieser
Vorgang manuell durch einen Anwender, ko¨nnen Fehler beim Kopieren auftreten oder gar E/E-
Komponenten vergessen werden.
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Diese Information kann fu¨r die Integration nu¨tzlich sein und sollte daher explizit dokumentiert
werden. Vor allem fu¨r die Integration von Produktdaten sind Angaben zur Doma¨ne einer Ap-
plikation, zu verwendeten Konzepten fu¨r die Modellierung von Variabilita¨t und Versionierung
sowie zur Gruppierung von Produktdaten erforderlich. Diese Informationen werden in lokalen
Produktontologien als informelle Annotationen zu Schemakonzepten hinterlegt und ko¨nnen bei
der spa¨teren Integration in ein PDIS durch Integrationsexperten genutzt werden. Letztere ko¨nnen
auf Basis solcher Informationen bei Unklarheiten schneller Ru¨cksprache mit Doma¨nenexperten
halten und so den Integrationsprozess beschleunigen. Das Dokumentieren zusa¨tzlicher Informa-
tionen, die erst im weiteren Verlauf nu¨tzlich werden ko¨nnen, wird in anderen Zusammenha¨ngen
auch als Look-Ahead bezeichnet [BBR11].
Grundlage fu¨r die Produktentwicklung sind Systeme, die aus mehreren interagierenden Kompo-
nenten bestehen. Komponenten, im Folgenden auch Bauteile genannt, sind physische Erzeugnis-
se, die in Stu¨cklisten verwaltet werden und die Grundlage fu¨r die Produktion eines Produktes
bilden (vgl. Abschnitt 2.2.2). Da wa¨hrend der Produktentwicklung verschiedene Aspekte von
Bauteilen dokumentiert werden, ist der gemeinsame Nenner der Informationssysteme das Sche-
makonzept Bauteil, welches in den verschiedenen Systemen unterschiedlich benannt sein kann
und dabei oftmals unterschiedliche Semantik besitzt.
Ha¨ufig findet eine Vermischung verschiedener Datenstrukturen zu einem Schemakonzept statt,
welches in lokalen Informationssystemen als Bauteil, Komponente oder a¨hnliches bezeichnet
wird. Spezielle Datenstrukturen in der Produktentwicklung sind z.B. Stu¨cklisten, CAD-Daten,
PDM-Daten, Zeichnungsdaten, die ”Bauteile” zu einem Produkt aggregieren. Bei dieser Ag-
gregation spielen sowohl zeitliche als auch logische Aspekte eine Rolle. Ein wichtiger zeitlicher
Aspekt der Produktentwicklung ist die Versionierung, wa¨hrend ein relevanter logischer Aspekt
das Konfigurationsmanagement ist. Wie bereits in der Problemanalyse erla¨utert (vgl. Abschnitt
1.2), fu¨hren unterschiedliche Anforderungen und Sichtweisen der verschiedenen Entwickler in
der Produktentwicklung dazu, dass sowohl verschiedene Datenstrukturen als auch verschiedene
Versionierungs- und Konfigurationsmechanismen verwendet werden.
Um diese Mehrdeutigkeiten aufzulo¨sen, erfolgt die Einordnung von Schemakonzepten lokaler
Produktontologien in semantisch eindeutig spezifizierte Produktdatenintegrationsebenen (engl.
product data integration layers) (PDILs). Durch die einheitliche Zuordnung von Schemakonzep-
ten lassen sich diese aus verschiedenen lokalen Produktontologien integrieren, ohne dass es zu
semantischen Konflikten kommt.
In Anlehnung an das integrierte Produktmodell von ISO 10303 (siehe Abschnitt 4.2.3) sind
diese Ebenen in PROCEED hierarchisch aufgebaut. Abbildung 6.2 illustriert den Zusammenhang
zwischen den Artefakten aus dem integrierten Produktmodell von STEP und den PDILs von
PROCEED.
Schemakonzepte, die einen Bauteilaspekt (z.B. Metadaten, Anforderungen, logistische Informa-
tionen) beschreiben, werden der Object-Produktdatenintegrationsebenen zugeordnet.
Da ein Produkt aus einer Vielzahl an Bauteilen bestehen kann, werden diese zu Kollektionen
zusammengefasst. In der Produktentwicklung werden unterschiedliche Bezeichnungen hierfu¨r
verwendet, etwa Produkt, Modell, Baureihe und Projekt. Diese strukturierenden Schemakonzepte
werden der Product Data Collection-Produktdatenintegrationsebene zugeordnet.
Wie bereits im Kontext des integrierten Produktmodells von ISO 10303 erwa¨hnt (vgl. Abschnitt
4.2.3), ko¨nnen Bauteile in unterschiedlichen Bauteilvarianten existieren. Informationssysteme
realisieren die Modellierung von Variabilita¨t auf verschiedene Art und Weise. Schemakonzepte




















Abbildung 6.2.: Zusammenhang zwischen Artefakten des integrierten Produktmodells von STEP und
PROCEED
der Variant-Ebene zugeordnet.
Schließlich durchla¨uft jedes Bauteil eine Entwicklung, in der unterschiedliche Entwicklungssta¨nde
anfallen, die zwecks lu¨ckenloser Dokumentation der Entwicklungsergebnissen aufbewahrt werden
mu¨ssen. Schemakonzepte, die der Beschreibung zeitlicher Aspekte von Bauteilen dienen, werden
der Version-Ebene zugeordnet.
Lokale Informationssysteme mu¨ssen nicht fu¨r jede Produktdatenintegrationsebene korrespon-
dierende Schemakonzepte besitzen. Wie erwa¨hnt, ko¨nnen Schemakonzepte lokaler Informations-
systeme mehrere Strukturierungsmechanismen beinhalten. Weiter kann es vorkommen, dass ein
lokales Informationssystem nicht jeden Strukturierungsmechanismus unterstu¨tzt.
Auch kann es vorkommen, dass ein Schemakonzept eines lokalen Informationssystems mehre-
re Produktdatenintegrationsebenen abdeckt. In diesem Fall sollten Transformationen zwischen
lokalem Informationssystem und lokaler Produktontologie erfolgen, um eine explizite Trennung
von Strukturierungsmechanismen, wie Variabilita¨t und Versionierung, zu erreichen.
Jedes Schemakonzept einer Produktontologie besitzt unterschiedliche Attribute. Dazu za¨hlen
sowohl Metadatenattribute, wie Namen, Erstellungs-/A¨nderungszeit, eindeutige Kennungen und
Informationen zu Zugriffsrechten, als auch Inhaltsattribute, welche die eigentlichen Entwicklungs-
ergebnisse von Bauteilen beinhalten.
Zusammengefasst definieren wir eine Produktontologie informell wie folgt:
Definition 19 (Produktontologie). Eine Produktontologie beschreibt einen oder mehre-
re Aspekte einer Menge an Bauteilen eines Produktes. Es wird zwischen lokalen Produktonto-
logien und integrierender globaler Produktontologie unterschieden. Lokale Produktontologien
beinhalten diejenigen Schemakonzepte und Instanzen lokaler Informationssysteme der Pro-
duktentwicklung, die fu¨r die Realisierung von Anwendungsfa¨llen beno¨tigt werden bzw. fu¨r
eine Integration bereitgestellt werden.
Innerhalb einer lokalen Produktontologie sind Schemakonzepte und ihre Instanzen einer von
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vier Produktdatenintegrationsebenen zugeordnet. Schemakonzepte sind auf diesen Ebenen
hierarchisch angeordnet. Zwischen einem Schemakonzept einer Ebene und einem zugeho¨rigen
Schemakonzept auf der darunterliegenden Ebene besteht eine Aggregationsbeziehung. Die
Produktdatenintegrationsebenen heißen Product Data Collection (PDC), Object (Obj), Va-
riant (Var) und Version (Ver).
Beispiel 16 (Produktontologie). Abbildung 6.3 illustriert den Zusammenhang zwischen
einem exemplarischen lokalen Schema eines Informationssystems und einer korrespondie-
renden lokalen Produktontologie. Schemakonzepte des lokalen Informationssystems werden
auf entsprechende Schemakonzepte in den verschiedenen Produktdatenintegrationsebenen
abgebildet. Der U¨bersicht halber sind keine Attribute dargestellt; sie werden aus dem loka-
len Informationssystem den korrespondierenden Metadaten- oder Inhaltsattributen in der
lokalen Produktontologie zugeordnet. Schließlich wird implizites Wissen explizit mittels in-
formeller Anmerkungen in der lokalen Produktontologie dokumentiert.
Definition 20 (Produktdatenintegrationsebenen). Produktdatenintegrationsebenen
besitzen Konstrukte zur Zuordnung von Schemakonzepten aus lokalen Informationssyste-
men in Produktontologien. Mit jeder Ebene sind semantische Konzepte der Produktent-
wicklung verknu¨pft. Sie ermo¨glichen es, semantische Heterogenita¨t wa¨hrend der Integration
von Produktontologien zu beseitigen. Die Ebenen einer Produktontologie sind hierarchisch
aufgebaut und beschreiben Aggregationsbeziehungen.
Beispiel 17 (Produktdatenintegrationsebenen). Das Beispiel aus Abbildung 6.3 be-
sitzt fu¨r jede Produktdatenintegrationsebene jeweils ein Schemakonzept. Bei dem lokalen
Informationssystem handelt es sich um ein System zur Dokumentation von Anforderungen.
Der Produktdatenaspekt der lokalen Produktontologie betrifft die Anforderungen von Kom-
ponenten. Entsprechend beschreibt das Schemakonzept Component Requirement die Anfor-
derungen fu¨r eine Komponente, die zu einem Projekt (Project Requirements) zusammenge-
fasst werden. Da Component Requirement einen Aspekt beschreibt, ist das Schemakonzept
der Produktdatenintegrationsebene Object zugeordnet, wa¨hrend Componente Requirement
ein Schemakonzept der Ebene Product Data Collection darstellt. Die Anforderungen ei-
ner Komponente beinhalten alle Anforderungen an alle mo¨glichen Komponentenvarianten.
Das entsprechende Schemakonzept Component Requirement Variant ist der Produktdaten-
integrationsebene Variant zugeordnet. Zusa¨tzlich wird das zuvor erwa¨hnte implizite Wis-
sen, dass Anforderungsspezifikationen alle Komponentenvarianten beschreiben explizit am
Schemakonzept Component Requirement Variant dokumentiert. Schließlich existieren An-
forderungsdokumente in verschiedenen Versionen, so dass das Schemakonzept Component











































Abbildung 6.3.: Abbildung eines lokalen Informationssystems in eine lokale Produktontologie
Bei der Abbildung von Schemakonzepten aus einem lokalen Informationssysteme in eine lokale
Produktontologie wird es ggf. notwendig, Transformationen durchzufu¨hren, falls keine direkten
Entsprechungen gefunden werden. Beispielsweise ko¨nnen Konzepte fu¨r die Repra¨sentation von
Variabilita¨t u¨ber mehrere Schemakonzepte im lokalen Informationssystem verteilt sein. Diese
strukturelle Heterogenita¨t muss durch geeignete Transformationen aufgelo¨st werden. Wie sol-
che Transformationen durchgefu¨hrt werden ko¨nnen, ha¨ngt von der jeweils zugrundeliegenden
Datenmanagementtechnologie des lokalen Informationssystems ab. Im Falle relationaler Daten-
banken ko¨nnen Transformationen durch SQL-Abfragen oder -Prozeduren durchgefu¨hrt werden,
wa¨hrend bei XML-Dateien XQuery oder XSLT zum Einsatz kommen ko¨nnen. Handelt es sich
um ein proprieta¨res Format, kann die Transformation mit Hilfe verfu¨gbarer APIs oder durch
Implementierung spezifischer Parser geschehen. Das Vorgehen der Transformation a¨hnelt dem
ETL-Prozess bei Data Warehouses (vgl. Abschnitt 4.1.2).
Die Behandlung von Instanzen aus einem lokalen Informationssystem kann unterschiedlich
erfolgen. Entweder werden die Instanzen im Transformationsprozess in die Produktontologie
u¨bertragen oder sie werden nicht in lokalen Produktontologien gespeichert (materialisiert), son-
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dern im Integrationsprozess u¨ber Schnittstellen direkt aus dem Informationssystem abgefragt
(virtualisiert).
Beide Vorgehensweisen haben jeweils Vor- und Nachteile. Werden Instanzen in lokale Produk-
tontologien kopiert, ko¨nnen sie eine hilfreiche Informationsquelle fu¨r die Abbildung von Sche-
makonzepten sein. Weiter ist es mo¨glich, Daten wa¨hrend der Transformation in lokale Produk-
tontologien zu bereinigen und damit die Datenqualita¨t zu erho¨hen. Nachteilig ist, dass lokale
Produktontologien sehr groß werden ko¨nnen und Instanzen aus dem lokalen Informationssystem
und der lokalen Produktontologie synchronisiert werden mu¨ssen.
Werden Instanzen nicht in lokale Ontologien transferiert, sondern lediglich bei Bedarf von einem
lokalen Informationssystem abgerufen werden, bleiben lokale Produktontologien leichtgewichtig.
Jedoch fallen dadurch nu¨tzliche Informationen fu¨r die Integration von Schemakonzepten auch
weg. Vorteilhaft ist, dass keine Synchronisation zwischen Instanzen aus lokalem Informations-
system und lokaler Produktontologie notwendig wird. Fu¨r die Erstellung lokaler Produkton-
tologien ist eine Zusammenarbeit zwischen Doma¨nenexperten und Datenbankadministratoren
der einzelnen lokalen Informationssysteme erforderlich. Die Modellierung von Schemakonzepten
kann durch Knowledge Engineers unterstu¨tzt werden. Letztere sind Wissenstra¨ger, die mit der
Modellierung von Ontologien vertraut sind und die Erfahrungen fu¨r die Abbildung von Schema-
konzepten unterschiedlicher Datenmodellierungssprachen besitzen.
Tabelle 6.1 fasst die wesentlichen Eigenschaften eines lokalen Informationssystems und einer





Sichtbarkeit privat o¨ffentlich o¨ffentlich
Verantwortlichkeit Datenbankadministrator Doma¨nenexperte Datenbankadministrator,Doma¨nenexperte
Datenmodell beliebig Ontologie abha¨ngig vom lokalenInformationssystem
Tabelle 6.1.: Eigenschaften lokaler Informationssysteme und Produktontologien
Im Folgenden werden die einzelnen Produktdatenintegrationsebenen na¨her erla¨utert.
Produktdatenintegrationsebene 1: Product Data Collection (PDC)
Die oberste Produktdatenintegrationsebene umfasst diejenigen Schemakonzepte aus lokalen In-
formationssystemen, die einen Kontext, d.h. einen Gu¨ltigkeitsbereich fu¨r Produktdaten, definie-
ren. Der Kontext von Produktdaten in der Produktentwicklung kann in den lokalen Informati-
onssystemen unterschiedlich definiert sein:
• Produkt: Ist der Kontext ein Produkt, gelten Produktdaten fu¨r ein spezifisches Produkt
und seine Varianten.
• Plattform: Eine Plattform definiert einen Kontext, der sich u¨ber mehrere Produkte er-
streckt. Um die Entwicklungskosten fu¨r ein Produkt zu reduzieren, ist es im Automo-
bilbereich u¨blich, dass Produkte auf gemeinsamen Plattformen entwickelt werden. Unter
einer Plattform ist eine technische Basis, etwa Teile der Karosserie oder das Fahrwerk, zu
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verstehen, die von mehreren Produkten verwendet werden. Dass heißt, ein Produktdaten-
aspekt fu¨r mehrere Produkte wird gleichzeitig entwickelt bzw. kann in mehreren Produkten
wiederverwendet werden.
• Projekt: Ist ein allgemeiner Begriff und der Kontext kann unterschiedlich definiert sein.
Abbildung 6.4 illustriert schematisch einen Datenmodellausschnitt mit Schemakonzepten und
Instanzen zweier lokaler Produktontologien. In Abbildung 6.4a ist der Kontext der Produktdaten
durch eine Plattform gegeben, wa¨hrend in Abbildung 6.4b ein Produkt den Kontext bildet.
Abbildung 6.4.: Produktdatenintegrationsebene: PDC
Werden die Produktontologien aus Abbildung 6.4a und 6.4b integriert, ko¨nnen ggf. Korre-
spondenzen zwischen einigen Artefakten aus Local Product Ontology A und Local Product
Ontology B herstellt werden. Jedoch ko¨nnen fu¨r einige Artefakte aus Local Product Ontology
A keine Entsprechungen in Local Product Ontology gefunden werden, da Local Product
Ontology A mehrere Produkte beschreibt, wa¨hrend Local Product Ontology A nur ein Pro-
dukt umfasst.
Um eine mo¨glichst automatische Integration von Artefakten zu ermo¨glichen, muss der Inte-
gratonsprozess u¨berwacht werden. Dazu sind Metriken, etwa zur Vollsta¨ndigkeit einer Integra-
tion, notwendig. Wir definieren die Vollsta¨ndigkeit der Integration einer lokalen Produkton-
tologie als den Quotienten der Instanzen, fu¨r die entsprechende Instanzen in einer globalen
Produktontologie gefunden worden sind zur Menge aller Instanzen einer lokalen Produkton-
tologie. Soll die Vollsta¨ndigkeit fu¨r die Integration von Local Product Ontology A in Local
Product Ontology B bestimmt werden, wird das Ergebnis verfa¨lscht, da fu¨r einige Instanzen
aus Local Product Ontology A nie Entsprechungen in Local Product Ontology B gefunden
werden ko¨nnen, da es sich um mehrere Produkte handelt.
Folglich wird die Integration von Produktdatenn vereinfacht, wenn die zu integrierenden lokalen
Produktontologien den selben Kontext verwenden. Dazu werden im PROCEED-Rahmenwerk der
Produktkontext fu¨r lokale und globale Produktontologien gewa¨hlt. Besitzt ein lokales Informati-
onssystem eine abweichende Aggregation, etwa eine Plattform, bei der Produktdaten aggregiert
werden, die fu¨r mehrere Produkte gu¨ltig sind, muss im ETL-Prozess von einem lokalen In-
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formationssystem in eine entsprechende Produktontologie eine Transformation bzw. Selektion
stattfinden.
Produktdatenintegrationsebene 2: Object-Integrationsebene
Die zweite Produktdatenintegrationsebene ist die Object-Ebene. Produkte setzen sich aus einer
Vielzahl an Bauteilen zusammen (vgl. Abschnitt 2.2.1), die entweder atomar oder zusammenge-
setzt sind. Wa¨hrend atomare Bauteile nicht weiter zerlegt werden, bestehen zusammengesetzte
Bauteile aus weiteren Unterbauteilen. Die vorliegende Arbeit fokussiert auf atomare Bauteile,
d.h. Bauteile, die eine eindeutige, global gu¨ltige Bauteilnummer besitzen und in einer Stu¨ckliste
referenziert werden. Fu¨r jedes dieser Bauteile werden in lokalen Informationssystemen entspre-
chende Produktdaten verwaltet. Diese Informationssysteme ko¨nnen sowohl fu¨r einen spezifischen
Produktdatenaspekt dienen oder mehrere Produktdaten abdecken. In der Object-Ebene werden
Schemakonzepte fu¨r die verschiedenen Produktdaten verwaltet.
Abbildung 6.5 illustriert die obersten zwei Produktdatenintegrationsebenen einer lokalen Pro-
duktontologie. Die PDC-Integrationsebene entha¨lt das Schemakonzept Product, wa¨hrend in der
Object-Integrationsebene zwei Produktdaten als Schemakonzepte Software und Hardware mo-
delliert sind.
Abbildung 6.5.: Produktdatenintegrationsebene: Object
Fu¨r die Integration ist die Dokumentation derjenigen Produktdaten essentiell, die durch ein
Schemakonzept in der Object-Integrationsebene repra¨sentiert sind. Werden fu¨r die Dokumen-
tation von Produktdatenn in lokalen Produktontologien global definierte Begriffe verwendet,
kann die Integration von Schemakonzepten unterstu¨tzt werden. Korrespondierende Schemakon-
zepte ko¨nnen so automatisch ermittelt werden und als Vorschla¨ge fu¨r die manuelle Integration
von Schemakonzepten durch Integrations- und Doma¨nenexperten dienen. Dazu wird jedes Sche-
makonzept der Object-Integrationsebene mit einem Produktdatenaspekt aus einem globalen
Repository versehen.
Produktdatenintegrationsebene 3: Variant-Integrationsebene
In der 3. Produktdatenintegrationsebene werden Variabilita¨tskonzepte fu¨r die einzelnen Pro-
duktdaten dokumentiert. Produkte werden in unterschiedlichen Varianten angeboten, um un-
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terschiedlichen Kundenwu¨nschen (Ausstattungsmerkmale) gerecht zu werden. Daru¨ber hinaus
gibt es unterschiedliche gesetzliche Rahmenbedingungen und Regelungen, die la¨nderspezifische
Produktvarianten erforderlich machen [HBR08].
Variabilita¨t untergliedert sich in interne und externe Variabilita¨t. Letztere ist durch den Nut-
zer eines Produktes erlebbar, etwa durch unterschiedliche Funktionalita¨ten, Formen und Farben
eines Produktes. Interne Variabilita¨t bezeichnet unterschiedliche Varianten, die in Informations-
systemen dokumentiert sind, jedoch nicht zu unterschiedlichen Produktvarianten fu¨hren. So kann
beispielsweise ein Bauteil von mehreren Zulieferern hergestellt werden, die sich im Einkaufspreis
unterscheiden, deren Funktionalita¨t aber identisch ist.
Diese unterschiedlichen Arten von Variabilita¨t spiegelt sich in den Produktdatenn der verschie-
denen Informationssysteme der Produktentwicklung wider. Auf Grund der unterschiedlichen
Anforderungen und Sichtweisen der Entwickler wird Variabilita¨t durch verschiedene Mecha-
nismen realisiert. Im Folgenden werden alternative Mechanismen fu¨r die Repra¨sentation von
Produktdatenvariabilita¨t anhand unterschiedlicher Bereiche der Produktentwicklung erla¨utert.
Requirements Engineering. Am Anfang der Produktentwicklung werden Anforderungen an
Bauteile in Anforderungsdokumenten spezifiziert. Diese Dokumente dienen der Auftragsvergabe
an externe Lieferanten und stellen die Grundlage der Produktentwicklung dar. Anforderungsdo-
kumente beschreiben funktionale und nichtfunktionale Anforderungen fu¨r alle mo¨glichen Bau-
teilvarianten. Letztere sind physische Erzeugnisse mit eindeutigen Sachnummern, die der Pro-
duktionsplanung dienen und in Stu¨cklisten verwendet werden (siehe Abschnitt 2.2.2).
Bauteile ko¨nnen sowohl auf Hardware- als auch Software-Ebene eine gewisse Variabilita¨t auf-
weisen. Physisch kann ein Bauteil, etwa ein Außenspiegel, unterschiedliche Formen und Farben
(externe Variabilita¨t) besitzen und aus verschiedenen Materialien bestehen.
Alle gu¨ltigen Konfigurationen eines 150-Prozent Modells1 werden in einem Feature-Modell do-
kumentiert (vgl. Abschnitt 2.2.3). Eine gu¨ltige Variante wird aus dem 150-Prozent Modell durch
Konfiguration abgeleitet.
Konstruktion. Fu¨r die Konstruktion von Bauteilen sind sowohl zweidimensionale Zeichnun-
gen als auch dreidimensionale Geometrien (Volumenmodelle) notwendig, die u¨blicherweise mit
Hilfe von CAD-Systemen erstellt werden. Ein Teilbereich der Konstruktion ist die Varianten-
konstruktion, bei der bestehenden Konstruktionen u¨bernommen und Details weggelassen oder
erga¨nzt werden. Eine Mo¨glichkeit besteht darin, Zeichnungen mit Parametern zu erstellen, die
variabel sind. Durch das Vera¨ndern dieser Parameter lassen sich, gestu¨tzt durch CAD-Systeme,
unterschiedliche Bauteile generieren bzw. erstellen. Dieses Vorgehen wird auch als parametrische
Konstruktion bzw. parametrische Generierung bezeichnet. D.h. fu¨r jede geometrische Bauteil-
variante wird eine explizite Zeichnung bzw. ein explizites geometrisches Modell erstellt.
Wa¨hrend fu¨r Bauteile, die nur aus mechanischen Teilen bestehen, die unterschiedlichen geo-
metrischen Varianten explizit in einem CAD-System modelliert werden2, existiert fu¨r Bauteile,
die auch Software enthalten, meistens nur ein Software- bzw. ein Funktionsmodell, welches alle
mo¨glichen Varianten umfasst.
1Ein 150-Prozent Modell bezeichnet ein Modell, das alle variablen Anteile inklusive der mo¨glichen Auspra¨gungen
letzter beinhaltet.
2Die explizite Modellierung von geometrischen Bauteilvarianten ist notwendig, da diese Grundlagen fu¨r DMU-
Untersuchungen (Digital Mock-Up) sind. Damit sind rechnergestu¨tzte Simulationsverfahren gemeint, mit denen
etwa Einbaukollisionen verschiedener Produktkonfigurationen ermittelt werden.
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Softwareentwicklung. Bauteile, die Software umfassen (z.B. Steuergera¨te), ko¨nnen unterschied-
liche Funktionalita¨t realisieren. Ha¨ufig wird die Variabilita¨t eines Steuergera¨tes u¨ber Codier-
parameter realisiert, so dass fu¨r unterschiedliche Bauteilvarianten die gleiche Hardware- und
Software-Basis verwendet werden kann. Die Konfiguration einer bestimmten Bauteilvariante
erfolgt mittels Konfiguration verschiedener Parameter, deren Festlegung das Ausfu¨hrungsver-
halten der Software beeinflusst.
Die Modellierung von Softwarevariabilita¨t la¨sst sich etwa mit Featuremodellen (vgl. Abschnitt
2.2.3) realisieren. Eine weitere Methode stellt Decision Modeling dar. Dabei mu¨ssen doma¨nen-
spezifische Fragen mit Hilfe einer Menge mo¨glicher Antworten/Entscheidungen beantwortet wer-
den. Die Entscheidungen sind mit Variationspunkten verbunden. Jede Entscheidung besitzt eine
Beschreibung mit den Auswirkungen, welche die Auswahl einer Entscheidung auf Artefakte ha-
ben soll [CGR`12]. Wa¨hrend die Featuremodellierung auf das Versta¨ndnis der mo¨glichen Featu-
res abzielt, liegt der Fokus beim Decision Modeling auf der Ableitung von Entscheidungen aus
Produktkonfigurationen.
Neben der Modellierung von Variabilita¨t sind die unterschiedlichen Mo¨glichkeiten fu¨r deren
Realisierung ein entscheidendes Merkmal von Variabilita¨tsmechanismen. Variabilita¨t la¨sst sich
in der Softwareentwicklung zu unterschiedlichen Zeitpunkten realisieren. Zu den verschiedenen
Zeitpunkten za¨hlen etwa die Pra¨kompilierzeit, die Kompilierung, das Linken oder das Deploy-
ment [CBK13]. Auch innerhalb der Softwaremodelle bzw. Entwicklungsartefakte (z.B. Quell-,
Bina¨r- und Konfigurationsdateien) la¨sst sich Variabilita¨t mittels unterschiedlicher Konstrukte
realisieren. Beispiele fu¨r Mechanismen von Programmiersprachen sind Vererbung, Generatoren,
Parameter, Pra¨prozessoranweisungen und Laufzeitvariablen. Diese sind entweder Bestandteil
von Programmiersprachen oder werden von Applikationen (z.B. Compiler, Generatoren) reali-
siert. Eine detaillierte Analyse zur Modellierung und Realisierung von Variabilita¨t findet sich in
[CBK13].
Fu¨r die Softwareentwicklung von Steuergera¨ten gibt es zwei verschiedene Herangehensweisen:
Modellbasierte und Codebasierte Softwareentwicklung. Bei modellbasierter Softwareentwicklung
werden zuna¨chst Modelle definiert, die mit Hilfe von Codegeneratoren dann Softwareartefak-
te erzeugen (z.B. Schnittstellen). Letztere werden anschließend um Featureimplementierungen
durch Softwareentwickler vervollsta¨ndigt. Beim zweiten Ansatz entfa¨llt die Modellierung und
Entwickler realisieren Features ohne zusa¨tzlichen Generierungsschritt.
Eine fu¨r die Entwicklung eingebetteter Systeme etablierte Software-Entwicklungsmethode ist
AUTOSAR3, das die Mo¨glichkeit bietet, Softwarevariabilita¨t durch Variationspunkte (Variation
Points) und Featuremodelle (Feature Models) zu beschreiben. Fu¨r jeden Variationspunkt einer
Systemspezifikation muss in AUTOSAR der Auflo¨sungszeitpunkt definiert werden. Dies kann
zur Systemzeit sein, wa¨hrend der Codegenerierung, vor dem Compilieren, wa¨hrend dem Linken
oder nach dem Bauen [SWB12].
Stu¨ckliste. Wie bereits in Abschnitt 2.2.3 erwa¨hnt, ist die Stu¨ckliste das zentrale Informati-
onssystem fu¨r die Herstellung von Produkten. In der Stu¨ckliste sind alle mo¨glichen bestellbaren
Bauteilvarianten dokumentiert, die fu¨r die Herstellung alle Produktvarianten notwendig sind.
Die Auswahl entsprechender Bauteilvarianten erfolgt mittels Konfiguration.




Requirements Engineering Alle Varianten werden in einem Anforderungsdokument
dokumentiert.
Konstruktion
A: 1 Modell fu¨r jede Variante angelegt
B: Ein Modell entha¨lt alle Varianten
Ein Modell fu¨r jede geometrische Variante
Softwareentwicklung Codierparameter, Features-Flags, Vererbung
Test Siehe Requirements Engineering
Tabelle 6.2.: Variabilita¨tsmechanismen fu¨r verschiedene Produktdaten
Klassifikation unterschiedlicher Variabilita¨tsmechanismen. Tabelle 6.3 fasst die beschriebe-
nen Mechanismen fu¨r die Modellierung und Realisierung von Variabilita¨t in der Produktentwick-
lung zusammen. Die unterschiedlichen Beispiele verdeutlichen, dass Variabilita¨t von Produktda-
ten auf unterschiedliche Art und Weise realisiert werden kann. Weiter wird ersichtlich, dass diese
unterschiedlichen Methodiken explizit in lokalen Produktontologien in Form von Schemakonzep-
ten dokumentiert werden mu¨ssen, um die Integration unterschiedlicher Methoden ermo¨glichen
zu ko¨nnen.
Fasst man die Beispiele zusammen, ergeben sich zwei Variabilita¨tstypen fu¨r Produktdaten:
• Variabilita¨tstyp 1: Ein Artefakt (z.B. Anforderungsdokument, Konstruktionszeichnung,
geometrisches Modell, Quellcode) umfasst alle mo¨glichen Varianten. Eine spezifische Vari-
ante wird durch Konfiguration abgeleitet. Dazu sind die variablen Bereiche des Artefaktes
durch Variabilita¨tspunkte gekennzeichnet. Dass heißt, die Variabilita¨t im Artefakt ist noch
nicht aufgelo¨st. Variabilita¨tspunkte ko¨nnen fu¨r jeden Produktdatenaspekt unterschiedlich
realisiert sein. In der Softwareentwicklung etwa ko¨nnen Feature-Flags [MSR13] eingesetzt
werden, um variable Anteile zu realisieren, oder in der Prozessmodellierung dem entspre-
chend sog. Anpassungspunkte (engl. adjustment parts), fu¨r die dann jeweils variable An-
teile festgelegt sind [HBR09, ATW`15].
• Variabilita¨tstyp 2: Beim zweiten Typ wird die Variabilita¨t bereits wa¨hrend der Mo-
dellierung bzw. Implementierung aufgelo¨st. Dass heißt, dass fu¨r alle mo¨glichen Varianten
explizite Artefakte erstellt werden, die keine Variabilita¨spunkte mehr aufweisen.
Aus einem Artefakt mit dem Variabilita¨tytyp 1 lassen sich ohne weiteres Artefakte des zweiten
Typs erzeugen. Umgekehrt ist es aufwa¨ndiger, aus mehreren Typ-2 Artefakten ein Typ-1 Arte-
fakt zu erstellen. Im Detail mu¨ssen zuna¨chst die Variabilita¨tspunkte ermittelt werden, d.h. die-
jenigen Bereiche, in denen sich die Artefakte unterscheiden. Anschließend mu¨ssen die mo¨glichen
Konfigurationen fu¨r die Variabilita¨tspunkte bestimmt werden.
Auf Basis der unterschiedlichen Vorgehensweisen fu¨r den Umgang mit Variabilita¨t in der Pro-
duktentwicklung, definieren wir folgende Taxonomie fu¨r das Variantenmanagement:
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Taxonomie 1 (Variantenmanagement).
• Variantenmanagement: Umfasst alle Aktivita¨ten, um unterschiedliche Anforderun-
gen, Eigenschaften und Funktionalita¨ten von Produkten in den unterschiedlichen In-
formationssystemen der Produktentwicklung zu verwalten. Hierbei wird zwischen ex-
terner und interner Variabilita¨t unterschieden.
• Variabilita¨tspunkt: Stelle in einem Artefakt, bei der eine Auswahl zwischen ver-
schiedenen Features getroffen werden kann. Gu¨ltige Kombinationen von Features fu¨r
Variabilita¨spunkte in einem Artefakt werden als Konfiguration bezeichnet.
• Feature: Funktionalita¨t fu¨r einen Variabilita¨tspunkt, die entweder optional oder ob-
ligat ist.
• Variante: Konfiguriertes Artefakt, d.h. fu¨r alle Variabilita¨tspunkte wurden gu¨ltige
Belegungen.
• Variantenkollektion: Menge aller Varianten eines Artefaktes.
• Variationszeitpunkt: Zeitpunkt an dem aus der Variantenkollektion eine spezifische
Variante ausgewa¨hlt wird.
• Variabilita¨tsmechanismus: Technische Realisierung von Variabilita¨t eines Artefak-
tes fu¨r einen Produktdatenaspekt.
Informationen zu den einzelnen Variabilita¨tsmechanismen werden in einer lokalen Produkton-
tologie dokumentiert, um eine anschließende Integration in eine globale Produktontologie zu
erleichtern. Durch die Spezifikation der Art von Variabilita¨tsmechanismus lassen sich Aussagen
u¨ber semantische Beziehungen integrierter Artefakte treffen. Abbildung 6.6 illustriert eine lokale
Produktontologie. Der Variabilita¨tstyp fu¨r das Schemakonzept Part Variant in Abbildung 6.6
hat den Variabilita¨tstyp 1, d.h. jede Instanz (inklusive hinterlegtem Artefakt) des Schemakon-
zeptes beschreibt genau eine Variante.




Wie in Abschnitt 2.2.3 erla¨utert, erfolgt die Entwicklung von Produkten system- und kompo-
nentenorientiert durch parallel entwickelnde Teams. Elementarer Gedanken der Produktentwick-
lung ist die sukzessive Verfeinerung des Reifegrades von Bauteilen. D.h. in den fru¨hen Phasen
der Entwicklung werden zuna¨chst Grund- und Sicherheitsfunktionen von Bauteilen entwickelt
und abgesichert. Im weiteren Verlauf werden die anderen Funktionalita¨ten realisiert. Daru¨ber
hinaus treten meist A¨nderungen am System- und Komponentendesign auf, etwa zwecks Feh-
lerbeseitigung, Design-A¨nderungen infolge technischer Limitationen oder der Umsetzung neu
aufkommender Anforderungen oder neuer gesetzlicher Rahmenbedingungen [Hal10]. Durch das
komplexe Beziehungsgeflecht zwischen Systemen und Komponenten wirken sich A¨nderungen an
einem System mo¨glicherweise auf weitere Systeme aus. Folglich ist ein globaler Prozess (engl.
change management) notwendig, der diese A¨nderungen koordiniert.
Soll ein Bauteil gea¨ndert werden, wird ein A¨nderungsantrag (engl. change requests) gestellt
und der A¨nderungsprozess [BRB05] gestartet. Der Antrag dient der Koordination und Nach-
verfolgung der A¨nderung und entha¨lt die A¨nderungsgru¨nde sowie Angaben zum Antragssteller.
Ein weiterer Grund fu¨r die revisionssichere Dokumentation von A¨nderungen ist die Einhaltung
gesetzlicher Anforderungen (z.B. Produkthaftung). Um die Auswirkungen einer A¨nderung zu
bestimmen, wird letztere von verschiedenen Verantwortlichen des Entwicklungsprozesses bewer-
tet (z.B. Systemverantwortliche, Einkaufs- und Produktionsverantwortliche) und anschließend
entweder zur Umsetzung freigegeben oder abgelehnt.
A¨nderungen spiegeln sich in lokalen Informationssystemen in unterschiedlichen Artefaktversio-
nen von Produktdatenn wider. Obwohl Artefaktversionen von Produktdatenn zu unterschiedli-
chen Zeitpunkten im Entwicklungsprozess entstehen ko¨nnen, mu¨ssen diese u¨ber die verschiede-
nen Informationssystemen hinweg korreliert werden. Nur so kann lu¨ckenlos nachvollzogen wer-
den, ob genehmigte A¨nderungsantra¨ge in den betroffenen Informationssystemen auch technisch
umgesetzt worden sind.
Um Versionierung zu realisieren, mu¨ssen Mechanismen zur eindeutigen Identifizierung von A¨n-
derungen eines Artefaktes verfu¨gbar sein. Dies geschieht in der Regel durch eine eindeutige
Versionsnummer [EN09]. Versionierte Artefakte stehen in Beziehungen zueinander. Wird ein
Artefakt gea¨ndert, besitzt die neue Artefaktversion einen Verweis auf seinen Vorga¨nger und
die alte Artefaktversion entsprechend einen Nachfolgerverweis. Eine Artefaktversion kann meh-
rere Nachfolgerversionen besitzen, die parallel zueinander existieren. Weiter muss eine Unter-
scheidung zwischen aktuell gu¨ltiger und neuester Artefaktversion stattfinden. Artefakte ko¨nnen
gea¨ndert werden, ohne dass zuvor ein A¨nderungsantrag erstellt wurde, etwa um die Machbar-
keit einer geplanten A¨nderung zu dokumentieren. Die aktuelle Artefaktversion ist demnach das
Resultat des zuletzt freigegebenen A¨nderungsantrags.
[CW98] beschreiben unterschiedliche Realisierungsarten fu¨r Versionierung:
• Bei der extensionalen Versionierung werden Entwicklungssta¨nde von Artefakten explizit
durch Anwender ”eingecheckt“.
• Bei der intensionalen Versionierung hingegen werden explizite Versionen von Artefakten
bei A¨nderungsantra¨gen zugeordnet.
Zusammengefasst fa¨llt in den lokalen Informationssystemen zu den verschiedenen Entwicklungs-
phasen eine Vielzahl an Artefaktversionen an, die zeitlich aufeinander aufbauen. Die Verwaltung
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der A¨nderungen an diesen Artefaktversionen wird als Versionsverwaltung bezeichnet. Sie erfolgt
in den Informationssystemen mittels unterschiedlicher Mechanismen, wobei sich die konkrete
Terminologie je nach Anwendungsdoma¨ne unterscheidet.
Im Allgemeinen muss man zwischen Versionsverwaltung fu¨r textbasierte Daten (z.B. Quellcode)
und bina¨ren Daten (etwa geometrische CAD-Modelle) unterscheiden. Im Folgenden wird die
Versionsverwaltung von Artefakten in der Softwareentwicklung mit Ansa¨tzen aus dem CAD-
Bereich verglichen.
Eng verbunden mit der Versionsverwaltung von Produktdaten ist das Release-Management
[MHR06]. Sein Ziel ist es, diejenigen Versionen von Artefakten zu identifizieren, die fu¨r die Auslie-
ferung eines Produktes in einem zuvor definierten Reifegrad (z.B. Absicherung, Erprobung, Aus-
lieferung) notwendig sind. Dieser Prozess muss mit dem Konfigurations- und A¨nderungsmanage-
ment synchronisiert werden (siehe Abschnitt 2.2.3).
In der Softwareentwicklung werden sog. Versionskontrollsysteme (englisch Source Control Ma-
nagement System, SCM ) eingesetzt [Roc75]. [CAD03] vergleicht die verschiedenen Aspekte von
SCM- und PDM-Systemen, unter anderem auch die Versionierung sowie das Release-Management
von Artefakten: Weit verbreitete Systeme sind Subversion, Git, Mercurial und ClearCase. Die
Versionierung von Quellcode und weiteren Artefakten der Softwareentwicklung geschieht auf Da-
teiebene. Die Dateien werden zentral in einem SCM-Repository gespeichert, das es ermo¨glicht,
den zeitlichen Verlauf der Entwicklung lu¨ckenlos zu dokumentieren. Werden Dateien gea¨ndert,
la¨sst sich ein Entwicklungsstand festhalten, indem sie in das SCM-Repository eingecheckt wer-
den. Dabei werden Metadaten (z.B. Zeit), dokumentiert. Um eine kurz Erla¨uterung zu den
gemachten A¨nderungen bereitzustellen, wird eine A¨nderungsinformation vom Verantwortlichen
in Prosaform hinterlegt.
Wichtiges Konzept von SCM-Systemen ist das Branching. Dieses ermo¨glicht es, von einem Ent-
wicklungsstand eine Kopie im SCM-Repository anzulegen, die parallel zum Hauptentwicklungs-
stand existiert. A¨nderungen an Artefakten dieses Entwicklungszweiges existieren nur dort und
beeinflussen den Hauptentwicklungsstrang nicht. Branches werden fu¨r unterschiedliche Zwecke
genutzt. So ko¨nnen neue Funktionalita¨ten parallel entwickelt und getest werden, ohne dabei die
Arbeiten im Hauptentwicklungsstrang zu beeintra¨chtigen. Eine weitere Mo¨glichkeit besteht dar-
in, Softwareauslieferungen (sog. Softwarereleases) mittels Branches zu erzeugen. D.h., zu einem
Zeitpunkt wird ein Branch parallel zum Hauptentwicklungsstrang fu¨r eine Softwareauslieferung
angelegt. Alle A¨nderungen, welche die Auslieferung betreffen, werden nach Erstellung des Bran-
ches nur noch auf diesem eingecheckt, wa¨hrend die Weiterentwicklung der Software auf dem
Hauptentwicklungsstrang geschieht.
Abbildung 6.7 illustriert den Zusammenhang von Hauptentwicklungsstand, Branches und Arte-
fakten. Zuna¨chst ist der Hauptentwicklungsstrang leer, d.h. er entha¨lt keine Artefakte. Bei 1©
werden die Artefakte A und B eingecheckt. Anschließend werden in 2© A¨nderungen an A sowie
ein neues Artefakt C in den Hauptentwicklungsstrang eingecheckt. Bei 3© wird ein Branch vom
Hauptentwicklungsstrang erzeugt und somit der Inhalt (die Artefakte A’, B und C) kopiert. In 4©
werden ein neues Artefakt D in den Hauptentwicklungsstrang eingecheckt und das existierende
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Abbildung 6.7.: Branching in SCM-Systemen
Beispiele fu¨r Artefakte in der Softwareentwicklung sind Quelldateien, Konfigurationen und Skrip-
te. Da diese textbasiert sind, lassen sich A¨nderungen durch Texta¨nderungsoperationen aus-
dru¨cken. Das heißt, bei A¨nderungen von Artefakten wird nicht das gesamte Artefakt, sondern
nur die A¨nderung zum letzen eingecheckten Stand im SCM-System gespeichert. So wird die
komplette A¨nderungshistorie von Artefakten dokumentiert.
Branches ko¨nnen in den Hauptentwicklungsstrang zuru¨ckgefu¨hrt werden, was als Merging be-
zeichnet wird. Beim Merging wird versucht, den Inhalt von Artefakten auf Textebene automa-
tisch zu integrieren. Ist dies fu¨r ein Artefakt nicht mo¨glich, muss der Endbenutzer eingreifen und
entscheiden, was bei Integrationskonflikten geschehen soll. Zur Auflo¨sung von Konflikten gibt
es zwei Mo¨glichkeiten: Entweder wird das Artefakt aus dem Hauptentwicklungsstrang behalten
und A¨nderungen aus dem Branch verworfen oder umgekehrt. Da das Merging von Artefakten
zeilenweise fu¨r Textdokumente erfolgt, ist es mo¨glich, dass mehrere Entwickler parallel am selben
Artefakt arbeiten ko¨nnen.
In Abbildung 6.8 wird das Mergen eines Branches zuru¨ck in den Hauptentwicklungsstrang ver-
deutlicht. Zum Zeitpunkt 1© wird ein Branch des Hauptentwicklungsstranges erzeugt und somit
die zu diesem Zeitpunkt vorhandenen Artefakte kopiert. Wa¨hrend bei 2© die A¨nderung des
Artefakts A sowie ein neues Artefakt E im Branch eingecheckt werden, werden im Hauptent-
wicklungsstrang das Artefakt C gelo¨scht und ein neues Artefakt D eingecheckt. Bei 4© erfolgt
das Mergen des Branches zuru¨ck in den Hauptentwicklungsstrang. Lediglich die Artefakte A’
des Hauptentwicklungsstranges und A’’ aus dem Branch mu¨ssen integriert werden. Sie erzeugen
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Abbildung 6.8.: Mergen eines Branches zuru¨ck in den Hautpentwicklungsstrang
Wa¨hrend SCM-Systeme die Mo¨glichkeit bieten, Entwicklungssta¨nde mit Tags zu versehen, die
eine semantische Beschreibung darstellen, ist das Release-Management von Software ein nach-
gelagerter Prozess und nicht Hauptbestandteil eines SCM-Systems.
Wa¨hrend in der Softwareentwicklung u¨berwiegend textbasierte Artefakte verwendet werden,
kommen in der Produktentwicklung unterschiedliche Formate (z.B. XML oder Bina¨r-Dateien)
zum Einsatz. Einen zentralen Produktdatenaspekt stellen geometrische Modelle dar, die in PDM-
Systemen verwaltet werden (siehe Abschnitt 2.2.1). Im Gegensatz zu SCM-Systemen, werden in
PDM-Systemen auch die Beziehungen zwischen Artefakten dokumentiert. Auf Grund der unter-
schiedlichen Formate ist das Mergen von Artefakten, wie bei SCM-Systemen, nicht ohne weiteres
mo¨glich. Folglich ko¨nnen an einem Artefakt nicht mehrere Personen gleichzeitig arbeiten. Anders
als SCM-Systeme ist das Release-Management zentraler Bestandteil von PDM-Systemen.
Beispiel 18 (PDM Versionierung). Abbildung 6.9a illustriert die Versionierung von
Artefakten in einem PDM-System. Artefakt A setzt sich aus Artefakt B und Artefakt C
zusammen. Zu letzteren existieren unterschiedliche Versionen (V1, V2 und V3).
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Abbildung 6.9.: Versioning von Artefakten in SCM- und PDM-Systemen
Die Beispiele aus Abbildung 6.9 illustrieren zwei Mo¨glichkeiten, wie die zeitlichen Entwicklungs-
sta¨nde von Produktdatenn gespeichert werden ko¨nnen. Die Entscheidung, wann ein Entwick-
lungsstand festgehalten werden soll, kann fu¨r jedes Informationssystem bzw. jedem Produktda-
tenaspekt unterschiedlich sein. Wie erwa¨hnt, existieren in der Produktentwicklung u¨bergeordnete
Synchronisationspunkte (vgl. Abschnitt 2.2.3). Obwohl Produktdaten in den einzelnen Informa-
tionssystemen unterschiedlich versioniert sein ko¨nnen, mu¨ssen zu den Synchronisationspunkten
entsprechende Entwicklungssta¨nde fu¨r eine Integration identifizierbar sein.
Im weiteren Verlauf der Arbeit wird folgende Taxonomie fu¨r die Versionierung von Produktdaten
verwendet.
Taxonomie 2 (Versionsmanagement).
• Artefakt: Dokument, Modell oder Datei von Produktdaten, das A¨nderungen unter-
liegt.
• Version: Beschreibt den zeitlichen Bezug eines Artefaktes.
• Versionsnummer: Eindeutige Nummer zwecks Unterscheidung von Versionen.
• A¨nderungsantrag: A¨nderungsvorhaben fu¨r ein oder mehrere Bauteile. Dient gleich-
zeitig der Dokumentation von A¨nderungen, um eine durchga¨ngige Nachvollziehbarkeit
zu ermo¨glichen.
• Baseline: Gemeinsamer, akzeptierter Zustand von Artefakten zu einem Zeitpunkt
durch alle beteiligten Verantwortlichen eines Produktes. Die Baseline dient als Grund-
lage fu¨r die Definition von A¨nderungsantra¨gen. Ein akzeptierter A¨nderungsantrag
a¨ndert den Zustand einer Baseline.
• Vorga¨nger und Nachfolger beschreiben die zeitliche Beziehungen zwischen Arte-
faktversionen. Vorga¨nger einer Version ist ein Artefakt, das zeitlich vorher angelegt
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wurde. Analog ist ein Nachfolger diejenige Version, die zeitlich nach einem Artefakt
erstellt wurde.
• Es wird zwischen aktuell gu¨ltiger und zuletzt erstellter Version unterschieden.
Zusammengefasst muss ein lokales Informationssystem folgende Eigenschaften erfu¨llen, um in
eine lokale Produktontologie abgebildet werden zu ko¨nnen:
• Das lokale Informationssystem muss mindestens einen Produktdatenaspekt (z.B. Anfor-
derungen, Zeichnungen) enthalten,
• Bauteile sind zu Kollektionen zusammengefasst.
• Variabilita¨t und Versionierung der Produktdaten mu¨ssen dokumentieren werden.
Formalisierung der Produktontologie
Wir definieren eine Produktontologie wie folgt:
Definition 21 (Produktontologie). Eine Produktontologie mit einem eindeutigen Be-
zeichner x ist ein Tupel POx ” pPDIL, SCx, Indx, Attrx, AttrV alx,MetaAttrx,
MetaAttrV alxq, mit
• PDILx “ tpdc, object, variant, versionu ist die Menge der Produktdatenintegrations-
ebenen,
• SCx “ tsc1, . . . , scnu die Menge der Schemakonzepte,
• Indx “ tind1, . . . , indku die Menge der Individuals der Schemakonzepte,
• Attrx “ tattr1, . . . , attrmu die Menge der Attribute von Schemakonzepten,
• AttrV alx “ tattrV al1, . . . , attrV allu die Menge der Attributwerte der Individuals,
• MetaAttrx “ tma1, . . . ,mapu die Menge der Metaattribute fu¨r jedes Artefakt der
Produktontologie (z.B. Schemakonzept, Instanz, Attribut),
• MetaAttrV alx “ tmav1, . . .mavqu die Menge der Werte fu¨r Metaattribute
Die Struktur einer Produktontologie ist folgendermaßen definiert:
Definition 22 (Struktur einer Produktontologie). Auf diesen Mengen seien weiter
folgende Relationen definiert:
• ppdil1, pdil2q P isAbovex “ tppdc, objectq, pobject, variantq, pvariant, versionqu mit
pdil1, pdil2 P PDIL die hierarchische Ordnung der Produktdatenintegrationsebenen,
• ppdil1, pdil2q P isBelowX “ tpobject, pdcq, pvariant, objectq, pversion, variantqu mit
pdil1, pdil2 P PDIL,




• psca, scbq P scAbovex die hierarchische Ordnung zweier Schemakonzepte sca, scb P SCx,
wobei sca in der PDIL u¨ber scb liegt: pdila, pdilb P PDILM hasConceptxppdila, scaq
und hasConceptxppdilb, scbq gilt isAboveppdila, pdilbq
• psca, scbq P scBelowx die hierarchische Ordnung zweier Schemakonzepte sca, scb P
SCx, wobei sca in der PDIL unter scb liegt: pdila, pdilb P PDILM ,
hasConceptxppdila, scaq und hasConceptxppdilb, scbq gilt isBelowppdila, pdilbq
• pinda, indbq P indAbove die hierarchische Ordnung zweier Instanzen inda, indb P Indx,
wobei erste zu einem Schemakonzept geho¨rt, welches in einer Integrationsebene u¨berhalb
des Schemakonzeptes fu¨r indb liegt.
• pinda, indbq P indBelow die hierarchische Ordnung zweier Instanzen inda, indb P Indx,
wobei erste zu einem Schemakonzept geho¨rt, welches in einer Integrationsebene unter-
halb des Schemakonzeptes fu¨r indb liegt.
• psc, attrq P hasAttributex mit sc P SCx und attr P Attrx die Zuordnung von Attribu-
ten zu Schemakonzepten,
• psc, indq P hasIndividualx mit sc P SCx und ind P Indx die Zuordnung von Individu-
als zu Schemakonzepten,
• pind, attrV alq P hasV aluex mit ind P Indx und attrV al P AttrV alx die Zuordnung
von Attributwerten zu Individuals,
• pattrV al, attrq P referencesx mit attrV al P AttrV alx und attr P Attrx die Zuordnung
von Attributwerten zu Attributen.
• pindversion1, indversion2q P isPredecessorx mit indversion1, indversion2 P Indversionx die
Zuordnung von Vorga¨ngerbeziehungen zwischen Individuals der Version-Ebene,
• pindversion1, indversion2q P isSuccessorx mit indversion1, indversion2 P Indversionx die
Zuordnung von Nachfolgerbeziehungen zwischen Individuals der Version-Ebene,
• px,ma,mavq P hasMetaAttrV alx mit x P SCx Ť Indx ŤAttrx ŤAttrV alx und ma P
MetaAttrx sowie mav P MetaAttrV alx die Zuordnung von Metaattributwerten zu
Elementen in der Produktontologie.
Definition 23 (Hilfsrelationen). Auf Basis der Relationen werden weiter folgende Hilfs-
mengen definiert:
• SCpdilx “ tsc P SCx|Dppdil, scq P hasConceptxu mit pdil P PDIL die Menge der
Schemakonzepte einer Produktdatenintegrationsebene,
• Indpdilx “ tind P Indx|@sc P SCx@ind P Indx : ppdil, scq P hasConceptx _ psc, indq P
hasIndividualxu mit pdil P PDIL die Menge der Individuals einer Produktdatenin-
tegrationsebene
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Strukturelle Konsistenzbedingungen
Zwischen den Produktdatenintegrationsebenen existieren strukturelle Konsistenzbedingungen,
die bei der Modellierung von Schemakonzepten eingehalten werden mu¨ssen. Die strukturelle
Konsistenz bezieht sich sowohl auf Beziehungen zwischen Schemakonzepten als auch die Instan-
zen dieser Schamkonzepte.
Definition 24 (Strukturelle Konsistenz einer Produktontologie). Eine lokale Pro-
duktontologie ist ein Tupel
POL ” pPDILL, SCL, IndL, AttrL, AttrV alL,MetaAttrL,MetaAttrV alLq a und struktu-
rell konsistent, wenn folgende Bedingungen erfu¨llt sind:
• Schemakonsistenzregel 1: Jede Produktdatenintegrationsebene besitzt mindestens
ein Schemakonzept, welche untereinander verbunden sind. Ein Schemakonzept kann
nur mit einem Schemakonzept verbunden werden, welches sich auf einer darunter
liegenden Produktdatenintegrationsebene befindet:
@pdil P PDILLDsc P SCLDpphil, scq P hasConceptL und @psc1, sc2q P SCCLPO mit
sc1, sc2 P SCL gilt: Dpdil1, pdil2 P PDILL mit pdil1 ‰ pdil2 und
ppdil1, pdil2q P isAboveL und ppdil2, pdil1q P isBelowL
Dppdil1, sc1q P hasConceptL, Dppdil2, sc2q P hasConceptL
• Schemakonsistenzregel 2: Fu¨r jedes Schemakonzept der Variant-Ebene ist der Va-
riabilita¨tstyp definiert:
@sc P SCvariantL Dpsc, variantTypeq P hasAttributeL
• Schemakonsistenzregel 3: Zusa¨tzlich ist der Versionierungstyp fu¨r jedes Sche-
makonzept der Version-Ebene definiert:
@sc P SCversionL Dpsc, versionTypeq P hasAttributeL
• Instanzkonsistenzregel 1: Die Instanzen einer globalen Produktontologie sind zwi-
schen den Produktdatenintegrationsebenen analog zu ihren Schemakonzepten u¨ber
Beziehungen miteinander verknu¨pft. Das heißt, dass fu¨r alle Instanzen außer der PDC-
Ebene eine Beziehung zu einer Instanz auf der daru¨berliegenden Produktdatenintegra-
tionsebene existiert:
• Instanzkonsistenzregel 2: Die Instanzen eines Schemakonzeptes auf der Version-
Ebene sind durch Vorga¨nger- und Nachfolger-Beziehungen geordnet:
Dpind1, ind2q P isPredecessorL mit ind1, ind2 P IndversionL und
Dpind1, ind2q P isSuccessorL mit ind1, ind2 P IndversionL .
• Schemakonsistenzregel 4: Jedes Schemakonzept der 3. und 4. Integrationsebene ist
mit genau einem Schemakonzept auf der daru¨berliegenden Ebene verbunden (Ausnah-
me: Schemakonzepte der obersten Ebene):
@sca P SCV ar Y SCV er mit l P PDCpl, scaq P hasConceptL D!scb P SC mit pscb, scaq P
scAboveL
• Schemakonsistenzregel 5: Jedes Schemakonzept der 2. und 3. Integrationsebene ist
mit genau einem Schemakonzept auf der darunterliegenden Ebene verbunden
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@sca P SCObjL YSCV arL mit l P PDCpl, scaq P hasConceptL D!scb P SC mit pscb, scaq P
scBelowL
aFu¨r die Mengen gilt analog die Beschreibungen aus Definition 21.
Abbildung 6.10 zeigt ein Beispiel fu¨r eine lokale Produktontologie aus dem Automobilbereich. Im
Einzelnen verwaltet ein Informationssystem geometrische Zeichnungen fu¨r elektronische Steuer-
gera¨te (engl. electronic control units) (ECUs). Weiter verwendet dieses System spezielle Techniken
zur Speicherung von Steuergera¨te-varianten und -versionen, die im konzeptuellen Datenmodell
des Informationssystems verankert sind. Um die semantische Heterogenita¨t von Datenmodellen
zur Speicherung von Produktdatenn zu vereinheitlichen, werden Datenmodellkonzepte u¨ber eine
einheitliche hierarchische Struktur abstrahiert. Diese Hierarchie besteht aus vier Produktdaten-
integrationsebenen.
Beispiel 19 (Lokale Produktontologie). Eine Lokale Produktontologie
POL ” pPDIL, SCL, IndL, AttrL, AttrV alL,MetaAttrL,MetaAttrV alLq mit
• PDIL “ tpdc, object, variant, versionu
• SCL “ tProduct, Part, PartV ariant, PartV ersionu
• IndL “ tcar, engine, diesel, gas, dieselv1, dieselv2, gasolinev1u
• AttrL “ tName, V ariantType, V ersionTypeu
• scAbove “ tpProduct, Partq, pPart, PartV ariantq, pPartV ariant, PartV ersionqu
• scBelow “ tpPart, Productq, pPartV ariant, Partq, pPartV ersion, PartV ariantqu
• indAbove “ tpcar, engineq, pengine, dieselq, pengine, gasq, pdiesel, dieselv1q,
pdiesel, dieselv2q, pgas, gasolinev1qu
• indBelow “ tpengine, carq, pdiesel, engineq, pgas, engineq, pdieselv1, dieselq,
pdieselv2, dieselq, pgasolinev1, gasqu
• hasConcept “ tppdc, Productq, pobject, Partq, pvariant, PartV ariantq,
pversion, PartV ersionqu
• hasAttribute “ tpProduct,Nameq, pPart,Nameq, pPartV ariant,Nameq,
pPartV ariant, V ariantTypeq, pPartV ersion,Nameq,
pPartV ersion, V ersionTypequ
• hasIndividual “ tpProduct, Carq, pPart, engineq, pPartV ariant, dieselq,
pPartV ariant, gasolineq, pdiesel, dieselv1q, pdiesel, dieselv2q, pgasoline, gasolinev1qu
• isSuccessor “ tpgasolinev2, gasolinev1quq
• isPredecessor “ tpgasolinev1, gasolinev2quq
• tpgasolinev1, q, pgasolinev2, v2qu
Entsprechend umfasst die oberste Produktdatenintegrationsebene Product Data Collection ein-
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zelne Produkte und aggregiert so die beno¨tigten Bauteile auf der darunter liegenden Object-
Ebene. Ein Teil kann in unterschiedlichen Ausfu¨hrungen entwickelt werden, d.h. unterschied-
liche Features unterstu¨tzen. Diese werden in der Variant-Ebene fu¨r jedes Objekt verwaltet.
Existiert keine spezifische Variante fu¨r ein Objekt, wird nur eine Variante angelegt. Da sich
die Entwicklung von Teilen u¨ber einen la¨ngeren Zeitraum erstreckt, entsteht eine Vielzahl an
Entwicklungssta¨nden, die in der Version-Ebene verwaltet werden. Da sich aus den Namen unter
Umsta¨nden nicht automatisch ableiten la¨sst, in welcher Beziehung einzelne Versionen zueinander
stehen, mu¨ssen diese Beziehungen, auch Versionshistorie genannt, explizit dokumentiert werden.
Zusammengefasst ist eine Produktontologie eine Baumstruktur mit fest definierten Hierarchie-
ebenen.
In Abbildung 6.10 ist in jeder Produktdatenintegrationsebene ein Schemakonzept abgebildet:
Ein Product besitzt mehrere ECU, welche wiederum in unterschiedlichen ECU Variant exis-
tieren ko¨nnen. Jede Steuergera¨tevariante nimmt im Laufe der Zeit eine Vielzahl an Entwick-
lungssta¨nden (ECU Version) ein. Neben den Schemakonzepten sind Instanzen dargestellt. Das
Produkt ist ein Auto (Car), das ein Steuergera¨t zur Regelung des Motors (Engine) besitzt, der
entweder ein Dieselmotor (Diesel) oder ein Benzinmotor (Gas) ist. Fu¨r die einzelnen Steuer-
gera¨tevarianten existieren mehrere Entwicklungssta¨nde.




Genau wie die konzeptuellen Datenmodelle der lokalen Informationssysteme in lokale Produk-
tontologien abstrahiert werden, ist das konzeptuelle Datenmodell des PDIS ebenfalls eine Pro-
duktontologie. Diese wird als globale Produktontologie bezeichnet.
Produkte bestehen in der Regel aus Komponenten / Teilen, die gleichzeitig durch unterschiedli-
che Abteilungen entwickelt werden. Die globale Produktontologie besitzt, genau wie die lokalen
Produktontologien, die gleichen vier Produktdatenintegrationsebenen. Dadurch ist es mo¨glich,
Produktdaten fu¨r jede Ebene separat zu integrieren. Die gro¨ßte Herausforderung ergibt sich bei
der Integration von Instanzen aus lokalen Produktontologien in die globale Produktontologie.
Im Speziellen mu¨ssen diejenigen Instanzen zueinander in Beziehung gebracht werden, die sich
auf dieselben Realweltobjekte beziehen.
Definition 25 (Globale Produktontologie). Eine globale Produktontologie POG dient
der Integration lokaler Produktontologien und ist ein Tupel
POG ” pPDIL, SCG, IndG, AttrG, AttrV alG,MetaAttrG,MetaAttrV alGq und besitzt die
in Definition 24 spezifizierten strukturellen Konsistenzbedingungen.
Die Integration von verschiedenen Produktdatenn kann unterschiedlich in eine globale Produk-
tontologie erfolgen. Entweder wird in einer globalen Produktontologie nur ein Schemakonzept
(vgl. Abbildung 6.11) oder fu¨r jeden Produktdatenaspekt ein eigenes (siehe Abbildung 6.12) in
der Object-Integrationsebene angelegt.
Im ersten Fall wird eine globale Produktontologie durch die Schemakonzepte Produkt, Bauteil,
Bauteilvariante und Bauteilversion beschrieben. Alle Produktdaten der lokalen Produktontolo-
gien werden auf das Schemakonzept Bauteil abgebildet. So existiert in der globalen Produkton-






























































Abbildung 6.11.: Modellierung einer GPO ohne explizite Unterscheidung von Produktdaten
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Anders verha¨lt es sich im zweiten Fall, bei dem fu¨r jeden Produktdatenaspekt ein eigenes Sche-
makonzept, inklusive Varianten und Versionen, modelliert wird. In diesem Fall existieren zu
jedem Schemakonzept eigene Instanzen, dessen Korrespondenzen dokumentiert werden mu¨ssen,
um Zusammengeho¨rigkeiten darzustellen. Zwar ist im zweiten Fall auf einen Blick ersichtlich,
welche Produktdaten in einer globalen Produktontologie vorhanden sind, jedoch mu¨ssen dafu¨r
mehr Schemakonzepte modelliert werden. Außerdem entstehen mehr Instanzen in der globalen
Produktontologie zwischen denen Korrespondenzen angelegt werden mu¨ssen, um einzelne Bau-
teile zu beschreiben. Die Nachteile des zweiten Ansatzes sind zugleich die Vorteile des ersten.
Durch die geringere Anzahl von Schemakonzepten sind weniger Regeln zur Abbildung zwischen

































































Abbildung 6.12.: Modellierung einer GPO mit expliziter Unterscheidung von Produktdatenn
Der grundlegende Aufbau einer globalen Produktontologie ist in Abbildung 6.13 illustriert. Je-
de Integrationsebene umfasst ein Schemakonzept (Product, Part, Variant und Version). Ein
Produkt (engl. Product) fasst alle Bauteile (engl. Part) zusammen, die zur Herstellung aller
mo¨glichen Produktvarianten notwendig sind. Eine Variante (engl. Variant) beschreibt eine oder
mehrere Bauteilvarianten (je nach Variabilita¨tstyp, siehe Abschnitt 6.2.1). Fu¨r alle Bauteile in
allen Varianten existieren mehrere Zeitpunkte (engl. Releases) zu denen Entwicklungsergebnisse
explizit global fu¨r das Produkt dokumentiert werden. Daru¨ber hinaus besitzt jedes Schemakon-
zept eine Reihe von Metaattributen4.
Die in der Abbildung gezeigte globale Produktontologie kann um weitere Attribute und Sche-
makonzepte erweitert werden, falls dies fu¨r die Realisierung von Anwendungsfa¨llen notwendig
ist.




GUID Global eindeutige Identifikationsnummer.
Name Kurznamen fu¨r das Schemakonzept.
Description Beschreibung des Schemakonzepts.
Zusa¨tzlich kann explizites Wissen fu¨r eine
spa¨tere Integration dokumentiert werden.
Last modified Zeitstempel, an dem zuletzt A¨nderungen
am Schemakonzept vorgenommen wur-
den.














































































Abbildung 6.13.: Aufbau einer globalen Produktontologie
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6.2.3. Abbildung lokaler Produktontologien auf eine globale Produktontologie
Nach der Modellierung lokaler und globaler Produktontologien mu¨ssen diese aufeinander abgebil-
det werden. Dazu werden Schemakonzept-Attributregeln definiert. Sie legen fest, wie Korrespon-
denzen von Instanzen zwischen zwei Schemakonzepten automatisch abgeleitet werden ko¨nnen.
Wa¨hrend der automatischen Integration werden fu¨r ermittelte Korrespondenzen zwischen In-
stanzen sog. Schemakonzept-Attributaktionen ausgefu¨hrt, die Attributwerte von Instanzen aus
lokalen Produktontologien in die globale Produktontologie u¨berfu¨hren.
Schemakonzept-Attributregeln
Wie erwa¨hnt, sind Informationssysteme der Produktentwicklung meist auf spezifische Anwen-
dungsfa¨lle zugeschnitten. Sie fokussieren in der Regel auf einen bestimmten Produktdaten-
aspekt. Folglich besteht eine lokale Produktontologie aus wenigen Schemakonzepten, die von
Applikations- und Doma¨nenexpterten verwaltet werden. Auf der anderen Seiten ko¨nnen meh-
rere Tausend Instanzen fu¨r ein Produkt vorhanden sein, was vor allem auf die Version-Ebene
zutrifft. Daher sollte die Integration dieser Instanzen, soweit mo¨glich, automatisiert werden.
Ziel der der globalen Produktontologie ist es, eine holistische Sicht auf alle Produktdaten her-
zustellen. Folglich mu¨ssen Abbildungen zwischen den Schemakonzepten aus lokalen und glo-
baler Produktontologie definiert werden. Ziel ist es, Korrespondenzen zwischen Instanzen von
Schemakonzepten aus lokalen Produktontologien und globaler Produktontologie automatisch zu
ermitteln. Wir definieren entsprechende Korrespondenzen wie folgt:
Definition 26 (Korrespondenz). Eine Korrespondenz beschreibt einen semantischen
Zusammenhang zwischen einer Instanz einer lokalen Produktontologie und einer entspre-
chenden Instanz einer globalen Produktontologie auf der gleichen Produktdatenintegrati-
onsebene. Fu¨r eine Instanz aus einer lokalen Produktontologie ko¨nnen Korrespondenzen auf
mehrere Instanzen einer globalen Produktontologie vorhanden sein und umgekehrt.
Fu¨r eine lokale Produktontologie POL und globale Produktontologie POG sind Korrespon-
denzen zwischen Instanzen wie folgt definiert:
pindL, indGq P Correspondence mit indL P IndL ^ indG P IndG
Das Problem, dass Informationen zu Realweltobjekten u¨ber unterschiedliche Informationssyste-
me verteilt sind, ist bereits seit den 1960er-Jahren bekannt. Um zusammengeho¨rige Datensa¨tze
(engl. records) zu identifizieren, sind unterschiedliche Record-Linkage-Techniken [Win99] ent-
standen. Diese zielen darauf ab, Eintra¨ge aus unterschiedlichen Datensa¨tzen zu finden, die ein
Realweltobjekt beschreiben. Einige dieser Techniken basieren auf Regeln, die Attribute von Ein-
tra¨gen in Beziehung zueinander stellen.
Dieses Vorgehen la¨sst sich auch fu¨r die Integration im PROCEED-Rahmenwerk anwenden. So
werden zwischen Attributen von Schemakonzepten aus lokalen Produktontologien und globa-
ler Produktontologie sog. Schemakonzept-Attributregeln (engl. schema concept attribute rules
(SCAR)) definiert. Diese Regeln werden fu¨r jede lokale Produktontologie definiert. D.h., jedes
Schemakonzept einer lokalen Produktontologie wird auf genau ein Schemakonzept der selben
Produktdatenintegrationsebene in einer globalen Produktontologie abgebildet. Eine Schemakon-
zept-Attribut-Regel beschreibt, unter welchen Voraussetzungen die Instanzen zweier Schema-
konzepte aus lokaler und globaler Produktontologie zueinander korrespondieren, so dass eine
Korrespondenz zwischen diesen vermerkt werden kann.
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Schemakonzept-Attributregeln setzen sich aus einer oder mehreren Attribut-Matching-Beding-
ungen (engl. attribute matching condition (AMC) zusammen. Letztere definieren fu¨r Attribute
eines lokalen Schemakonzeptes, wie die Korrespondenz zu Attributen eines globalen Schemakon-
zeptes mit Hilfe einer Attribut-Matching-Funktion (engl. attribute matching function (AMF))
automatisch bestimmt werden kann.
Sind zum Beispiel die Namenskonventionen zur Benennung von Instanzen a¨hnlich, ko¨nnen Zei-
chenkettenmetriken als Attribut-Matching-Funktion definiert werden, um Korrespondenzen zu
ermitteln. Ha¨ufig teilen Produktdaten der einzelnen Informationssysteme gemeinsame Attribute
(z.B. Abku¨rzungen, eindeutige Nummern), die ebenfalls ausgenutzt werden ko¨nnen, um korre-
spondierende Instanzen zu ermitteln. Existieren wiederkehrende Muster, etwa fu¨r die Benennung
von Artefakten in einer Produktontologie, ko¨nnen regula¨re Ausdru¨cke verwendet werden, um
Korrespondenzen zwischen lokalen Produktontologien und globaler Produktontologie zu ermit-
teln. Lassen sich keine der zuvor erwa¨hnten Funktionen definieren, so mu¨ssen Abbildungstabellen
verwaltet werden, welche eine Liste aus Quell- und Zielattributwerten von Instanzen aus lokaler
und globaler Produktonologie darstellen. Attribut-Matching-Funktionen sind wie folgt definiert:
Definition 27 (Attribute-Matching-Funktion). Fu¨r eine lokale Produktontologie POL
und eine globale Produktontologie POG liefert eine Attribut-Matching-Funktion fu¨r eine
Instanz jeweils aus POL und POG zu einem Attribut jeweils aus AttrL und AttrG entweder
wahr (engl. true) oder falsch (engl. false). Fu¨r eine Attribut-Matching-Funktion kann ein
beliebige Anzahl an Parametern definiert sein.
matchFunction : IndLˆIndGˆAttrLˆAttrGˆParam1,ˆ . . . ,ˆParamn Ñ ttrue, falseu
Die Menge pmatchFunction1, . . . ,matchFunctionmq P MatchFunction beschreibt die vor-
handenen Attribut-Matching-Funktionen.
Wie erwa¨hnt, werden Attribut-Matching-Funktionen in Attribut-Matching-Bedingungen ver-
wendet, um eine automatische Identifikation von Korrespondenzen zwischen Instanzen auf Basis
zweier Attribute aus lokaler und globaler Produktontologie zu beschreiben. Diese Informationen
dienen als Grundlage fu¨r den in Abschnitt 6.3 vorgestellten Integrationsalgorithmus.
Definition 28 (Attribute-Matching-Bedingung). Fu¨r eine lokale Produktontologie
POL und eine globale Produktontologie POG definieren wir eine Attribute-Matching-Beding-
ung wie folgt:
pattrL, attrG,mf, parq P AttributeMatchingCondition mit
attrL P AttrL und attrG P AttrG und mf P MatchingFunction
Wa¨hrend eine Attribut-Matching-Bedingung den semantischen Zusammenhang zwischen jeweils
einem Attribut eines lokalen und globalen Schemakonzeptes definiert, kann es notwendig wer-
den, mehrere Bedingungen zusammenzufassen, um so eine eindeutige Korrespondenz zwischen
Instanzen feststellen zu ko¨nnen.
Abbildung 6.14 illustriert einen Ausschnitt einer lokalen Produktontologie mit Instanzen der
untersten Produktdatenintegrationsebenen. Betrachtet man die Instanzen in dem Beispiel, so
fa¨llt auf, dass ein Attribut nicht ausreicht, um eine Instanz eindeutig zu beschreiben. Wu¨rde
man nur die Abbildungsregeln der Attribute Label/ Name oder Version/Release verwenden,
wu¨rden falsche Korrespondenzen wa¨hrend der Auswertung der SCAR erzeugt werden. Folglich
mu¨ssen Schemakonzept-Attributregeln mehrere Attribute-Matching-Bedingungen zusammenfas-
sen ko¨nnen.
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Abbildung 6.14.: SCAR mit mehreren AMC
Die Identita¨t zwischen Instanzen kann durch unterschiedliche Attribute bestimmt werden. Bei-
spielsweise ko¨nnen zwei Instanzen durch eine gemeinsame globale definierte Referenz als Korre-
spondenzen bestimmt werden. Weiter ko¨nnen beide Instanzen den gleichen, eindeutigen Namen
besitzen. In diesem Fall ko¨nnen zwischen einem lokalen und globalen Schemakonzept mehrere
SCARs definiert werden.
Zusammenfassend definieren wir Schemakonzept-Attributregeln zwischen Schemakonzepten aus
lokaler und globaler Produktontologie wie folgt:
Definition 29 (Schemakonzept-Attributregel (SCAR)). Eine Schemakonzeptattribut-
regel SCAR :“ pscL, scG, AMCq ist ein Tupel mit folgenden Eigenschaften:
• scL ist ein Schemakonzept aus einer lokalen Produktontologie,
• scG ist ein Schemakonzept aus der globalen Produktontologie,
• ŹiPI amci P AMC ist die Konjunktion von Attribut-Matching-Bedingungen.
Um nachvollziehen zu ko¨nnen, warum eine Korrespondenz zwischen zwei Instanzen besteht,
wird wa¨hrend der automatischen Integration fu¨r diese eKorrespondenz eine Begru¨ndung (engl.
correspondence justification) hinterlegt. Letztere entha¨lt einen Verweis auf die SCAR, welche fu¨r
das Zustandekommen der Korrespondenz verantwortlich ist. Werden Korrespondenzen manuell
erstellt, kann ebenfalls eine Begru¨ndung durch Anwender dokumentiert werden. Wir definieren
eine Korrespondenz-Begru¨ndung wie folgt:
Definition 30 (Korrespondenz-Begru¨ndung). Folgende Funktion liefert die Begru¨ndung
zu einer Korrespondenz: getJustification : Correspondence Ñ 2Justification
Eine Begru¨ndung ist eine Menge aus geordneten Paaren pcor, scarq P Justification mit
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cor P Correspondence und scar P SCAR. Eine Attribute-Matching-Rule entspricht der
Konjunktion einer oder mehreren Attribute-Matching-Conditions.
Je nach Produktdatenintegrationsebene werden unterschiedliche Attribut-Matching-Funktionen
beno¨tigt. Fu¨r die vier Produktdatenintegrationsebenen werden im Folgenden mo¨gliche Matching-
Funktionen erla¨utert. Da die Informationssysteme der Produktentwicklung typischerweise fu¨r
spezifische Anwendungsfa¨lle konzipiert worden sind, verwenden diese eigene Konventionen, um
Instanzen zu benennen.
Definition 31 (A¨quivalenz-Matching-Funktion). Die einfachste Matching-Funktion
ist die A¨quivalenz von Attributwerten:





equivalencepindL, indG,attrL, attrGq “ ttrue|
DattrV alL P AttributeV alueL^
DattrV alG P AttributeV alueG :
pindL, attrV alLq P hasV alueL^
pindG, attrV alGq P hasV alueG^
pattrV alL, attrLq P ReferencesL^
pattrV alG, attrGq P ReferencesG^
attrV alL “ attrV alGu
Sind Attributwerte infolge manueller Eingabe in verschiedenen Informationssystemen nicht iden-
tisch, sondern enthalten Fehler (z.B. fehlendes Zeichen, Vertauschung von Zeichen), ko¨nnen
A¨hnlichkeits- und Distanzfunktionen verwendet werden, um Korrespondenzen zwischen Attribu-
ten zu bestimmen. Hierzu geho¨ren auch Edit-Distance-Funktionen (z.B. Levenshtein-Abstand).
Die Levenshtein-Matching-Funktion wird verwendet, um Tippfehler zu erkennen, die bei manu-
eller Eingabe entstehen ko¨nnen.
Beispiel 20 (Levenshtein-Matching-Funktion). Der Levensthein-Abstand ist die mi-
nimale Anzahl an A¨nderungsoperationen op1 . . . opn (d.h. Einfu¨gen, Lo¨schen und Ersetzen
von Zeichen z11, . . . , z1n P Z einer Zeichenkette w1 P W ), um eine Zeichenkette in eine
andere Zeichenkette w2 “ pz21, . . . , z1kq P Zq mit z21, . . . , z1k P Zq zu u¨berfu¨hren.
Die Hilfsfunktion levenshtein ´ distance : W ˆ W Ñ N liefert die minimale Anzahl der
A¨nderungs-operationen, die no¨tig ist, um eine gegebene Zeichenkette in eine andere Zei-
chenkette zu transformieren. Auf Basis dieser Funktion la¨sst sich die A¨hnlichkeitsfunktion
levenshtein ´ similarity : W ˆ W Ñ r0, 1s wie folgt definieren:
levenshtein ´ similaritypw1, w2q “ 1 ´ levenshtein ´ distancepw1, w2q
maxp|w1|, |w2|q
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Schließlich definieren wird die Matching-Funktion
levenshtein : IndL ˆ IndG ˆ AttrL ˆ AttrG ˆ t Ñ ttrue, falseu fu¨r zwei Instanzen mit
einer Schwelle t als eine reelle Zahl r P r0, 1s. Die Matching-Funktion ist wahr, wenn die
A¨hnlichkeitsfunktion gro¨ßer oder gleich einem Schwellwert t ist:
levenshteinpindLPO, indGPO,attrLPO, attrGPO, tq “ ttrue|
levenshtein ´ similaritypindlpo, indgpoq ě tu
levenshteinpindLPO, indGPO,attrLPO, attrGPO, tq “ tfalse|
levenshtein ´ similaritypindlpo, indgpoq ă tu
Zwei Zeichenketten korrespondieren zueinander, wenn eine A¨hnlichkeitsfunktion einen zuvor de-
finiert Schwellenwert u¨berschreitet bzw. bei einer Distanzfunktion einen Wert unterschreitet.
Abbildung 6.15 illustriert ein Beispiel fu¨r Instanzen einer lokalen und der globalen Produkton-
tologie, die Tippfehler im Namen bzw. unterschiedliche Kodierungen fu¨r Umlaute enthalten.
Korrespondenz zwischen diesen Instanzen ko¨nnen durch Verwendung der Levenshtein-Distanz
fu¨r die Attribute Name und Responsible bestimmt werden. Im Detail muss dazu eine Schran-
ke fu¨r die A¨hnlichkeit ermittelt werden. Tabelle 6.4 illustriert den Levenshtein-Abstand bzw.
-a¨hnlichkeit fu¨r die Instanzen aus LocalProductOntologyA und GlobalProductOntologyG. Die
































Abbildung 6.15.: Instanzen mit a¨hnlichen Attributwerten
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LPOA GPOG Levenshtein-Abstand Levenshtein-A¨hnlichkeit
Mueller Johnson 7 0.0
Jonson Johnson 1 0.8571
Doe Johnson 6 0.1428
Mueller Maier 4 0.3333
Jonson Maier 6 0.0
Doe Maier 4 0.2
Mueller Mu¨ller 2 0.7142
Jonson Mu¨ller 6 0.0
Doe Mu¨ller 5 0.1666
Tabelle 6.4.: Levenshtein-Abstand und -A¨hnlichkeit
Bei wiederkehrenden Mustern zwischen den Attributen lokaler und globaler Schemakonzepte
lassen sich Korrespondenzen zwischen Instanzen durch regula¨re Ausdru¨cke bestimmen.





Tabelle 6.5.: Unterschiedliche Repra¨sentation von Attributwerten
Definition 32 (Regula¨rer-Ausdruck-Matching-Funktion). Durch Gruppierungen und
Ru¨ckwa¨rtsreferenzen lassen sich wiederkehrende Muster mit Hilfe regula¨rer Ausdru¨cke reali-
sieren. Damit Korrespondenzen zwischen Attributwerten aus einer lokalen und der globalen
Produktontologie mit Hilfe regula¨rer Ausdru¨cke bestimmt werden ko¨nnen, mu¨ssen die zu ver-
gleichende Attributwertpaaren konkateniert werden. Um eine eindeutige Trennung zwischen
den beiden Attributwerten zu gewa¨hrleisten, muss eine Trennsequenz vereinbart werden, die
in keinem der beiden Attribute vorkommt.




wobei RegEx ein regula¨rer Ausdruck ist
regularExpressionpindLPO, indGPO,regexq “ ttrue|
regexpindLPO, indGPOq “ trueu
regularExpressionpindLPO, indGPO,regexq “ tfalse|
regexpindLPO, indGPOq “ falseu
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Neben der Definition regula¨rer Ausdru¨cke ko¨nnen auch Funktionen definiert werden, welche
Artefakte matchen, die in proprieta¨ren Formaten vorliegen. Lassen sich Korrespondenzen zwi-
schen Instanzen weder mittels Identita¨t, A¨hnlichkeit, regula¨rer Ausdru¨cken oder proprieta¨ren
Matching-Funktionen von Attributen bestimmen, mu¨ssen Abbildungstabellen sukzessive manu-
ell aufgebaut werden.
Definition 33 (Mapping-Tabelle-Matching-Funktion). Eine Mapping-Tabelle entha¨lt
manuell gepflegte Korrespondenzbeziehungen zwischen Attributwerten.




mit pmapLPO,mapGPOq P Map wobei mapLPO P IndLPO und mapGPO P IndGPO
mit
mappindLPO, indGPO, attrLPO, attrGPO,Mapq “ ttrue|
DpmapLPO,mapGPOq P Map : mapLPO “ indLPO ^ mapGPO “ indGPOqu
mappindLPO, indGPO, attrLPO, attrGPO,Mapq “ tfalse|
EpmapLPO,mapGPOq P Map : mapLPO “ indLPO ^ mapGPO “ indGPOqu
Produktdaten und deren Attribute werden im Entwicklungsprozess zu unterschiedlichen Zeit-
punkten in unterschiedlicher Qualita¨t dokumentiert. Am Anfang der Produktentwicklung werden
zuna¨chst nur einige Attribute dokumentiert, so dass es notwendig werden kann, mehr als nur
eine Attribut-Matching-Regel zwischen einem lokalen und derem globalen Schemakonzept zu
definieren.
In Abbildung 6.16 sind Schemakonzepte und Instanzen einer lokalen Produktontologien sowie
einer globalen Produktontologie dargestellt. Der Einfachheit halber werden in diesem Fall nur
die obersten beiden Produktdatenintegrationsebenen mit jeweils nur einer Instanz pro Sche-
makonzept betrachtet. Die lokale Produktontologie verwaltet Anforderungen an Komponenten
(Komponentenlastenheft) fu¨r Fahrzeuge (Fahrzeuganforderungen).
Ein Komponentenlastenheft besitzt einen Komponentennamen sowie einen Verantwortlichen.
Fahrzeuganforderungen sind fu¨r ein Fahrzeug (Name) zusammengefasst.
Die globale Produktontologie beschreibt alle Produktdaten von Komponenten (Bauteil) fu¨r Fahr-
































































































































Abbildung 6.16.: Abbildung von Schemakonzepten zwischen lokaler und globaler Produktontologie
Fu¨r jedes Schemakonzept der lokalen Produktontologie ist genau eine Schemakonzept-Attribut-
regel in die globale Produktontologie definiert. SCAR 1 beschreibt die Abbildung von Fahrzeu-
ganforderungen auf Fahrzeuge. Instanzen beider Schemakonzepte korrespondieren zueinander,
genau dann, wenn der Name identisch ist. Analog beschreibt SCAR 2 die Abbildung von Kom-
ponentenlastenheft auf Bauteil. Auch hier ist die Matching-Funktion als Identita¨t der Attribute
Komponentenname und Name definiert.
Nachdem Schemakonzept-Attributregeln fu¨r jedes Schemakonzept einer lokalen Produktontolo-
gie definiert worden sind, kann letztere in die globale Produktontologie automatisch integriert
werden (vgl. Abbildung 6.17). Dabei werden die Regeln, beginnend mit dem Schemakonzept der
obersten Produktdatenintegationsebenen fu¨r ihrer Instanzen paarweise mit Hilfe der Matching-
Funktion ausgewertet. Fu¨r jedes Instanzpaar (hier: (L1 1, G 1), (L1 1, G 2), (L1 1, G 3), (L1 2,
G 2), (L1 2, G 2), (L2 1, G 3)) aus lokaler und globaler Produktontologie, welche die Matching-
Funktion erfu¨llen, wird eine zugeho¨rige Korrespondenz erzeugt.
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Abbildung 6.17.: Auswertung einer SCAR
Schemakonzept-Attributaktionen
Wa¨hrend eine Schemakonzept-Attributregeln Schemakonzepte aus lokaler und globaler Produk-
tontologie zueinander in Relation stellen, definieren Schemakonzept-Attributaktionen (engl. sche-
ma concept attribute action (SCAA)) diejenigen Attribute aus einer lokalen Produktontologie,
die in eine globale Produktontologie integriert werden sollen. Schemakonzept-Attributaktionen
werden, ebenso wie SCARs, paarweise fu¨r lokale und globale Schemakonzepte definiert. Zwischen
einem lokalen und globalen Schemakonzept lassen sich nur dann SCAAs definieren, wenn fu¨r sie
mindestens eine SCAR definiert ist.
Die globale Produktontologie bietet eine holistische Sicht auf Produktdaten. Dazu ko¨nnen Attri-
bute aus lokalen Produktontologien in die globale Produktontologie integriert bzw. kopiert wer-
den. Attributwerte lokaler Produktontologien werden in die globale Produktontologie integriert,
um die Komplexita¨t der Informationen zum Realisieren von Anwendungsfa¨llen zu reduzieren.
Um automatisch ermitteln zu ko¨nnen, wann die Abbildung einer lokalen Produktontologie in
die globale Produktontologie abgeschlossen ist, werden die Abbildungsregeln, und besonders die
Attribute der Schemakonzepte, betrachtet. Fu¨r jedes Schemakonzept muss mindestens eine SCAR
vorhanden sein. Damit festgestellt werden kann, ob keine weiteren Regeln und Aktionen beno¨tigt
werden, mu¨ssen die Integrationsexperten alle nicht beno¨tigten Attribute der Schemakonzepte der
lokalen Produktontologie markieren. Nur so kann sichergestellt werden, dass kein Attribut bei
der Erstellung der Abbildung u¨bersehen wird.
Schemakonzepte lokaler Produktontologien ko¨nnen mehr Attribute enthalten, als fu¨r einen An-
wendungsfall notwendig sind. Durch die Definition von SCAAs ko¨nnen die beno¨tigten Attribute
der lokalen Produktontologien in der globalen Produktontologie u¨bersichtlich zusammengefasst
werden. Daraus resultiert ein schnellerer Zugriff auf die beno¨tigten Informationen. Ohne die
Definition von SCAAs mu¨ssten mit Hilfe der Korrespondenzen Informationen aus lokalen Pro-
duktontologien ermittelt werden. Durch die Korrespondenzen zwischen Instanzen aus lokaler
und globaler Produktontologie stellen Attributwerte von Schemakonzepten, die auf Grund von
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SCAAs erzeugt werden, redundante Informationen dar. Folglich sind sie optional.
Wa¨hrend der automatischen Integration werden definierte SCAAs fu¨r ermittelte Korrespondenzen
ausgefu¨hrt: Wird fu¨r eine Instanz A eines Schemakonzeptes SCA einer lokalen Produktontologie
eine korrespondierende Instanz B eines Schemakonzeptes SCB aus der globalen Produktontologie
ermittelt, werden alle SCAAs ausgefu¨hrt, die zwischen den Schemakonzepten von A und B definiert
sind. Soll in diesem Schritt ein Attributwert von A fu¨r ein Attribut AttrA nach AttrB in B
kopiert werden, kann ein Integrationskonflikt vorliegen, wenn ein entsprechender Attributwert
in B vorhanden ist. Dafu¨r kann es unterschiedliche Gru¨nde geben:
• Fall 1: Es wurde bereits eine andere lokale Produktontologie integriert, die fu¨r dasselbe
Schemakonzept SCB und dasselbe Attribut AttrB eine SCAA definiert hat. Weiter wurde
eine Korrespondenz zwischen einer Instanz dieser lokalen Produktontologie und B identi-
fiziert.
• Fall 2: Neben A sind fu¨r andere Instanzen bereits Korrespondenzen derselben lokalen
Produktontologie identifiziert und damit auch die selbe SCAA ausgefu¨hrt worden.
• Fall 3: Der Wert fu¨r das Attribut AttrB in B wurde manuell und unabha¨ngig von einer
Integration in der globalen Produktontologie dokumentiert.
Unterscheiden sich die Attributwerte, die in die globale Produktontologie kopiert werden sollen,
entsteht ein Integrationskonflikt. Folglich muss fu¨r eine SCAA, ein Integrationsverhalten angege-
ben werden, auf dessen Grundlage sich ein solcher Integrationskonflikt auflo¨sen la¨sst. Zur Lo¨sung
von Integrationskonflikten sind verschiedene Vorgehensweisen mo¨glich:
• Integrationsverhalten 1 (append): Der bereits festliegende Attributwert der Instanz
in der globalen Produktontologie bleibt erhalten und der zu integrierende Attributwert der
Instanz aus der lokalen Produktontologie wird in Form einer Liste angeha¨ngt.
• Integrationsverhalten 2 (recent): Sind zu den Attributwerten in der lokalen und glo-
balen Produktontologie zusa¨tzliche Metainformationen, wie z.B. der letzte A¨nderungszeit-
punkt, vorhanden, kann diese Information verwendet werden, den gu¨ltigen Attributwert
aus der lokalen und globalen Produktontologie zu ermitteln.
• Integrationsverhalten 3 (interactive): Die automatische Integration kann unterbro-
chen werden, um den Integrationskonflikt manuell aufzulo¨sen.
• Integrationsverhalten 4 (local): Der existierende Attributwert wird durch den Wert
aus der lokalen Produktontologie u¨berschrieben.
• Integrationsverhalten 5 (global): Der existierende Attributwert der globalen Produk-
tontologie wird beibehalten, solange dieser gesetzt ist. Ansonsten wird der Attributwert
der lokalen Produktontologie u¨bernommen.
Einerseits ko¨nnen SCAAs verwendet werden, um Attribute von Produktdaten in die globale
Produktontologie zu integrieren und somit eine holistische Sicht auf ein Produkt herzustellen.
Andererseits kann durch Definition von SCAAs auch die Konsistenz von Attributen, die u¨ber meh-
rere Informationssysteme und damit auch u¨ber mehrere lokalen Produktontologien verteilt sind,
sichergestellt werden. Dazu werden fu¨r ein Attribut der globalen Produktontologie SCAAs auf
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Attribute aus mehreren lokalen Produktontologien definiert. Gleichzeitig wird fu¨r diese SCAAs
das Integrationsverhalten 1 oder 2 gewa¨hlt.
Abbildung 6.18 zeigt ein Beispiel fu¨r ein solches Szenario. Illustriert sind die Instanzen dreier
lokaler Produktontologien und einer globalen Produktontologie der selben Integrationsebene.
Ferner seien Schemakonzepte in allen drei lokalen Produktontologien vorhanden, fu¨r die jeweils
SCAAs definiert sind.5 Fu¨r jede SCAA fu¨hrt das Integrationsverhalten zur Bildung von Listen
fu¨r die Werte des Attributs Name in das korrespondierende Attribut Names fu¨r Instanzen in
der globalen Produktontologie. Nach Integration einer lokalen Produktontologie in die globale
Produktontologie ko¨nnen Inkonsistenzen ermittelt werden, indem alle Instanzen der globalen











































Abbildung 6.18.: Konsistenzu¨berpru¨fung durch SCAAs
Ein Beispiel fu¨r strukturelle Heterogenita¨t sind Adressinformationen: Vor- und Familienname,
Straße, Hausnummer, Postleitzahl und Ort ko¨nnen in einem konzeptuellen Datenmodell sowohl
jeweils als separate Attribute oder zusammengesetzt modelliert sein. Unterschiedliche struktu-
relle Heterogenita¨t muss bei der Abbildung lokaler Informationssysteme in lokale Produktonto-
logien beru¨cksichtigt werden. SCAAs referenzieren nur ein Quell- und ein Zielattribut. Es wa¨re
andererseits mo¨glich Aggregationsfunktionen zu definieren, die mehrere Attribute lokaler Sche-
makonzepte zu einem Attribut vereinen. Ein Beispiel fu¨r eine solche Aggregationsfunktion ist
die Konkatenation von Zeichenketten.
Fu¨r dasselbe Schemakonzept einer lokalen Produktontologie ko¨nnen mehrere SCAAs definiert
sein. Diese du¨rfen nicht auf dasselbe Attribut in der globalen Produktontologie verweisen, da es
sonst zu Lost-Update-Problemen kommen kann.
5Aus Gru¨nden der U¨bersichtlichkeit sind diese SCAAs nicht dargestellt.
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Definition 34 (Attribute-Aktion). Eine Attribut-Aktion ist ein geordnetes Tripel beste-
hend aus einem Attribut einer lokalen Produktontologie attrL, einem Attribut einer globalen
Produktontologie attrG sowie einem Integrationsverhalten behavior:
pattrL, attrG, behaviorq P AttributeAction
mit
• attrL P AttrL ist ein Attribut eines Schemakonzeptes einer lokalen Produktontologie,
• attrG P AttrG ist ein Attribut eines Schemakonzeptes einer globalen Produktontologie,
• behavior P tappend, recent, interactive, local, globalu ist das Integrationsverhalten,
welches bei Integrationskonflikten angewendet wird.
Zusammengefasst definieren wir Schemakonzept-Attributaktionen wie folgt:
Definition 35 (Schemakonzept-Attributaktion (SCAA)). Fu¨r eine lokale Produkton-
tologie POL und die globale Produktontologie POG sind die Schemakonzept-Attributaktionen
pscL, scG, aa1, . . . , aanq P SCAA eine Menge von geordneten Elementen mit scL P SCL und
scG P SCG. Es gelten die folgenden Eigenschaften:
• scL P SCL ist ein Schemakonzept aus einer lokalen Produktontologie,
• scG P SCG ist ein Schemakonzept aus der globalen Produktontologie,
• paa1, . . . , aanq P AttributeAction ist die Menge der Attribut-Aktionen.
Analog zu Korrespondenzen muss das Zustandekommen von Attributwerten in der globalen
Produktontologie nachvollziehbar sein. So wird fu¨r jeden Attributwert einer Instanz der globalen
Produktontologie die SCAA dokumentiert (inkl. Zeitpunkt), die fu¨r den Wert verantwortlich
ist. Da Attributwerte auch manuell gepflegt werden ko¨nnen, wird zwischen automatischen und
manuellen Attributwerten unterschieden. Diese Attributwert-Begru¨ndungen (engl. attribute value
justification) definieren wir wie folgt:
Definition 36 (Attributwert-Begru¨ndung). Fu¨r einen Attributwert attrV alG einer
Instanz einer globalen Produktontologie ist die Attributwert-Begru¨ndung (engl. attribute
value justification) eine Menge AttrV alJustification von geordneten Paaren, wobei scaa
eine Schemakonzept-Attributaktion ist:
pattrV alG, scaaq P AttrV alJustification
Zusammengefasst beschreibt fu¨r eine lokale Produktontologie POL und eine globale Produkton-
tologie POG die Menge der Schemakonzept-Attributregeln und -aktionen das sog. Produktonto-
logie-Mapping.
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Definition 37 (Produktontologie-Mapping). Formal ist das Produktontologie-Mapping
zwischen einer lokalen und globalen Produktontologie ein Tupel
POMappingLˆG :“ pPOL, POG, SCAR,SCAAq mit:
• POL ist eine lokale Produktontologie,
• POG ist die globale Produktontologie,
• SCAR ist die Menge der Schemakonzept-Attributregeln fu¨r Abbildungen zwischen
POL und POG,
• SCAA ist die Menge der Schemakonzept-Attributaktionen fu¨r Abbildungen zwischen
POL und POG.
Die SCARs eines Produktontologie-Mappings ko¨nnen automatisch ausgewertet werden. Im Detail
muss fu¨r jedes Schemakonzept der lokalen Produktontologie eine Schemakonzept-Attributre-gel
in die globale Produktontologie definiert sein:
Definition 38 (Produktontologie-Mapping Vollsta¨ndigkeit). Ein Produktontologie-
Mapping POMappingLˆG :“ pPOL, POG, SCAR,SCAAq zwischen einer lokalen und glo-
balen Produktontologie ist genau dann vollsta¨ndig wenn: @sc P SCL : Dpsc, scG, AMCq P
SCAR
Lokale Masterproduktontologie
Nach Darstellung der Regeln und Aktionen zur Abbildung von lokaler Produktontologie auf
die globale Produktontologie, wird im Folgenden erla¨utert, wie Schemakonzepte der globalen
Produktontologie modelliert und mit Instanzen versorgt werden ko¨nnen.
Da die globale Produktontologie eine holistische Sicht auf mehrere Produktdaten bietet, muss
sie alle beno¨tigten Instanzen fu¨r Bauteile umfassen, die zur Realisierung von Anwendungsfa¨llen
notwendig sind. Anders ausgedru¨ckt mu¨ssen die Instanzen der Schemakonzepte vollsta¨ndig sein.
Damit diese Instanzen nicht manuell in der globalen Produktontologie gepflegt werden mu¨ssen,
ist es sinnvoll, sie aus einem existierenden Informationssystem zu versorgen. Zentrales Informa-
tionssystem der Produktentwicklung ist ha¨ufig ein PDM-System, das alle Bauteile und deren
Beziehungen untereinander verwaltet (siehe Abschnitt 2.2.2). Ein PDM-System kann genutzt
werden, um eine globale Produktontologie mit Instanzen zu versorgen. Dazu wird eine lokale
Produktontologie erstellt, die als lokale Masterproduktontologie (MPO) bezeichnet wird.
Die lokale Masterproduktontologie wird als Referenz fu¨r Schemakonzepte in der globalen Pro-
duktontologie herangezogen. Die Daten aus dem zugrundeliegenden Informationssystem sind
vollsta¨ndig und konsistent, sie enthalten alle zu integrierenden Instanzen fu¨r ein Schemakon-
zept. Alle A¨nderungen an Instanzen der Masterproduktontologie werden direkt in die globale
Produktontologie u¨bernommen.
Abbildung 6.19 illustriert die 1:1-Abbildung zwischen lokaler Masterproduktontologie und globa-
ler Produktontologie. Jede Integrationsebene entha¨lt genau ein Schemakonzept mit den Attribu-
ten Name und ID, um Instanzen zwischen lokaler und globaler Produktontologie eindeutig zuord-
nen zu ko¨nnen. Fu¨r jedes Schemakonzept sind mindestens eine Schemakonzept-Attributregel und
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eine Schemakonzept-Attributaktion definiert. Fu¨r jede Instanz der lokalen Masterproduktonto-
logie existiert eine korrespondierende Instanz in der globalen Produktontologie mit jeweiligen
Korrespondenzen.
In der Praxis werden unterschiedliche Produktdaten in verschiedenen Informationssystemen do-
kumentiert. Nachdem mit Hilfe einer lokalen Masterproduktontologie die grundlegenden Sche-
makonzepte und Instanzen in der globalen Produktontologie abgebildet worden sind, ko¨nnen
weitere lokale Produktontologien integriert werden, um so alle notwendigen Produktdaten zu
integrieren. Anschließend ko¨nnen Schemakonzepte der globalen Produktontologie um Attribute
erweitert werden, die Informationen u¨ber verschiedene Produktdaten speichern ko¨nnen, welche
bei der Integration durch Schemakonzept-Attributregeln versorgt werden.
In Abbildung 6.19 ist eine lokale Masterproduktontologie abgebildet. Aus Gru¨nden der U¨bersicht-
lichkeit, werden nur zwei Integrationsebenen dargestellt. In beiden ist jeweils ein Schemakonzept
mit Attributen sowie einer Menge an zugeho¨rigen Instanzen dargestellt. Die Schemakonzepte der
beiden Ebenen werden in die globale Produktontologie kopiert und u¨ber SCARs aufeinander ab-
gebildet. Im Detail besitzt jedes Schemakonzept ein Attribut, das Instanzen eindeutig beschreibt
(z.B. eine global gu¨ltige Identifikationsnummer). Fu¨r jede Instanz der Schemakonzepte wird in
der globalen Produktontologie eine korrespondierende Instanz kopiert und u¨ber Korresponden-
zen miteinander verbunden. Kommen Instanzen in der lokalen Masterproduktontologie hinzu,
werden diese automatisch in die globale Produktontologie kopiert und entsprechende Korrespon-
denzen angelegt. Analog wird bei der A¨nderung oder dem Entfernen von Instanzen verfahren.
/RFDO0DVWHU3URGXFW2QWRORJ\0 *OREDO3URGXFW2QWRORJ\*
Abbildung 6.19.: Lokale Masterproduktontologie
Wir definieren eine lokale Masterproduktontologie wie folgt:
Definition 39 (Lokale Masterproduktontologie). Fu¨r ein Produktontologie-Mapping
POMappingMˆG :“ pPOM , POG, SCAR,SCAAq, bestehend aus einer globalen Produk-
tontologie POG sowie einer lokalen Masterproduktontologie POM , gelten folgende struktu-
relle Konsistenzbedingungen:
• Jeder Produktdatenintegrationsebene entha¨lt mindestens ein Schemakonzept mit ent-
sprechenden Korrespondenzen sc1, sc2, sc3, sc4 P SCM , mit psc1, sc2q, psc2, sc3q,
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psc3, sc4q P scAboveM
– pppdc, sc1q, pobj, sc2q, pvar, sc3q, pver, sc4qq P hasConceptM
• Jedes Schemakonzept ist u¨ber eine Schemakonzept-Attributregel in die globale Pro-
duktontologie abgebildet @sc P SCMDpsc, scG, AMCq P SCAR mit scG P SCG
• Fu¨r jede Instanz von Schemakonzepten, die in die globale Produktontologie abgebildet
sind, existiert eine korrespondierende Instanz in der globalen Produktontologie mit
einer entsprechenden Korrespondenz:
@indM P IndM und @sc P SCM fu¨r die gilt: Dpsc, scG, AMCq P SCAR und psc, indM q P
hasIndividualM folgt: DindG P IndG und DpindM , indGq P Correspondence
Integrationsauschluss
Entha¨lt eine Produktontologie mehr Informationen als fu¨r eine Integration erforderlich, ko¨nnen
Schemakonzepte und Instanzen von einer Integration ausgeschlossen werden. Umfasst beispiels-
weise ein PDM-System alle Produkte eines Unternehmens, ko¨nnen zur Realisierung eines An-
wendungsfalls die Produkte, und damit Instanzen entsprechender lokaler Produktontologien, von
einer Integration ausgeschlossen werden. Der Ausschluss von Schemakonzepten und Instanzen
erfolgt manuell durch Integrationsexperten und wird im Produktontologie-Mapping (vgl. Defi-
nition 38) gespeichert. Je nach Anwendungsfall ko¨nnen auf diese Weise unterschiedliche Menge
definiert werden, die von einer Integration ausgeschlossen werden sollen. Dazu wird die Definition
des Produktontologie-Mappings wie folgt erweitert:
Definition 40 (Produktontologie-Mapping mit Ausschluss). Fu¨r ein Produktontologie-
Mapping POMappingLˆG :“ pPOL, POG, SCAR, SCAAq ko¨nnen fu¨r lokale Produktonto-
logie POL und globale Produktontologie POG die Mengen SCIgnoreX und IndIgnorex definiert
werden mit:
• SCIgnoreX ist die Menge von Schemakonzepten,
• IndIgnoreX ist die Menge der Instanzen der Produktontologie POX mit X P L,G, die
fu¨r eine Integration nicht beru¨cksichtigt werden.
Dadurch ergeben sich folgende Mengen fu¨r ein Produktontologie-Mapping, welches den Aus-
schluss von Schemakonzepten und Instanzen beru¨cksichtigt:
POMappingIgnoreLˆG :“ pPOL, POG, SCAR,SCAA, SCIgnoreL , IndIgnoreL , SCIgnoreG , IndIgnoreG q
mit
• SCIgnoreL Ă POL.SCL
• IndIgnoreL Ă POL.IndL
• SCIgnoreG Ă POG.SCG
• IndIgnoreG Ă POG.IndG
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6.2.4. Methodiken zur Erstellung lokaler und globaler Produktontologien
Die Modellierung lokaler und globaler Produktontologien ko¨nnen unabha¨ngig voneinander ge-
schehen. Um die Integration von Schemakonzepten und den entsprechenden Instanzen zu ver-
einfachen, ist es sinnvoll, die Modellierung untereinander abzustimmen. Darunter fallen z.B.
die Benennung von Schemakonzepten und Attributen. Wa¨hrend Variabilita¨tsmechanismen und
Versionierung der lokalen Produktontologien durch die zugrundeliegenden Informationssyste-
me definiert sind, ko¨nnen diese in der globalen Produktontologie fu¨r jedes Schemakonzept der
entsprechenden Ebenen frei definiert werden.
Die Modellierung lokaler Produktontologien und der globalen Produktontologie kann auf drei
verschiedene Arten erfolgen. Werden Schemakonzepte in beiden definiert, ohne die Datenmodelle
der vorhandenen Informationssysteme zu beru¨cksichtigen, sprechen wir im weiteren Verlauf der
Arbeit von einer Top-Down-Methodik. Im umgekehrten Fall werden zuna¨chst die Datenmodel-
le existierender Informationssysteme auf Gemeinsamkeiten analysiert (Bottom-Up-Methodik).
Schließlich ko¨nnen beide Ansa¨tze kombiniert werden und sowohl Schemakonzepte in einer glo-
balen Produktontologie vorgegeben als auch gemeinsame aus den lokalen Informationssystemen
abgeleitet werden (Mixed-Methodik).
Top-Down-Vorgehen
Bei der Top-Down-Methodik werden zuna¨chst Schemakonzepte der globalen Produktontologie,
unabha¨ngig von bestehenden Schemakonzepten, aus den zu integrierenden Informationssystemen
definiert (siehe 1© in Abbildung 6.20). Dazu werden sowohl Metaattribute, wie zum Beispiel
der Name des Schemakonzeptes oder eine Beschreibung modelliert ( 2©). Im Speziellen werden
fu¨r die Schemakonzepte der Variant- und Version-Ebene die entsprechenden Variabilita¨ts- und
Versionierungstypen dokumentiert (vgl. 3© und 4©). Auf Basis dieser globalen Produktontologie
werden anschließend die lokalen Produktontologien (siehe 5©) sowie Abbildungen ( 6©) zwischen
lokalen Produktontologien und der globalen Produktontologie spezifiziert.
Vorteil des Top-Down-Ansatzes ist es, dass die Begriffe fu¨r Schemakonzepte vereinheitlicht wer-
den ko¨nnen, indem bei der Modellierung lokaler Produktontologien jeweils Bezug auf die globale
Produktontologie genommen wird. Da die globale Produktontologie zur Realisierung fachlicher
Anwendungsfa¨lle dienen soll, sind die beno¨tigten Informationen bereits bekannt. Neben der Be-
nennung von Schemakonzepten kann auch die Granularita¨t von Attributen aus der globalen
Produktontologie beru¨cksichtigt werden. Dem gegenu¨ber steht das Problem, dass bei der Mo-
dellierung der globalen Produktontologie mo¨glicherweise Attribute aus lokalen Informationssys-
temen unberu¨cksichtigt bleiben. Unterscheiden sich Schemakonzepte aus lokalen Informations-
systemen zu sehr von denen in der globalen Produktontologie, sind komplexe Transformationen
notwendig.
Bottom-Up-Vorgehen
Beim Bottom-Up-Ansatz werden die Schemakonzepte der lokalen Produktontologien, unabha¨n-
gig von der globalen Produktontologie, modelliert (siehe 1© in Abbildung 6.21). Dies bedeutet,
dass die Bezeichnung von Schemakonzepten beliebig gewa¨hlt sein ko¨nnen. Gleiches gilt fu¨r die
Abbildung von Attributen aus den lokalen Informationssystemen in die lokalen Produktonto-
logien. Mo¨glicherweise ist die gewa¨hlte Granularita¨t dieser Attribute nicht passend fu¨r eine
Integration in eine globale Produktontologie.
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Abbildung 6.20.: Top-Down-Vorgehen
Nachdem die lokalen Produktontologien modelliert sind, werden die Schemakonzepte der ein-
zelnen Produktdatenintegrationsebenen auf Gemeinsamkeiten hin analysiert und entsprechende
Schemakonzepte in der globalen Produktontologie definiert (vgl. 2© bis 5©).
Die Vorteile beim Bottom-Up-Vorgehen sind, dass die lokalen Produktontologien unabha¨ngig von
einer globalen Produktontologie modelliert werden ko¨nnen und somit nicht von dieser abha¨ngen.
Nachteilig ist der Integrationsaufwand, der durch die potenzielle Heterogenita¨t zwischen mehre-
ren lokalen Produktontologien entsteht.
Hybrides Vorgehen
Als dritte Option kommt eine Variante in Betracht, die Top-Down- und Bottom-Up-Vorgehen
vereint. Dabei werden essentielle Schemakonzepte und Attribute in einem Top-Down-Vorgehen
in der globalen Produktontologie vorgegeben. Anschließend werden die Schemakonzepte loka-
ler Produktontologien auf diese vorgegebenen Schemakonzepte abgebildet. Schließlich ko¨nnen
Schemakonzepte der globalen Produktontologie bei der Analyse lokaler Produktontologien um
Attribute erweitert werden (Bottom-Up-Vorgehen).




lokale Produktontologien A und B, fu¨r die einige Schemakonzepte in eine globale Produktonto-
logie G abgebildet worden sind. Zuna¨chst wurden Schemakonzepte in G modelliert (siehe 1©),
anschließend wurden Produktontologien erstellt ( 2©). Ein Schemakonzept aus B wird in G ab-
gebildet ( 3©), bevor ein weiteres Schemakonzept von B nach G abgebildet wird ( 4©). Dann wird
das Schemakonzept in G um ein Attribut aus B erweitert. Da bisher auf das Schemakonzept
aus G kein weiteres Schemakonzept einer anderen lokalen Produktontologie abgebildet worden
ist, hat diese A¨nderung der globalen Produktontologie keine weiteren Auswirkungen. Anders
verha¨lt es sich im Fall 6©, bei dem das Schemakonzept aus G um ein weiteres Attribut aus
A erweitert wird. Hier mu¨ssen alle Schemakonzepte lokaler Produktontologien, die bereits auf
dasselbe Schemakonzept aus G abgebildet worden sind, daraufhin untersucht werden, ob sie das
neue Attribut ebenfalls verwenden.
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Abbildung 6.22.: Hybrides Vorgehen
6.2.5. Initiales Integrationsprojekt
Im Folgenden wird die Erstellung eines Integrationsprojektes erla¨utert. Fu¨r einen Anwendungs-
fall werden beispielhaft zwei lokale Informationssysteme in lokale Produktontologien abgebildet
sowie in eine globale Produktontologie integriert. Abbildung 6.23 zeigt den Prozess fu¨r die in-
itiale Erstellung eines Integrationsprojektes in BPMN-Notation [Whi08]. Ein Integrationspro-
jekt dient der Realisierung von Anwendungsfa¨llen, die auf integrierten Produktdaten basieren.
Der Prozess wird durch das Integration Board gestartet. Dessen Mitglieder erstellen gemeinsam
einen Projektplan, der die einzelnen Meilensteine und Zeitpunkte entha¨lt. Danach definieren die
Mitglieder des Integration Board zusammen mit den Fachanwendern (engl. Business User) die
zu realisierenden Anwendungsfa¨lle. Sobald diese dokumentiert sind, ko¨nnen Integrationsexper-
ten (engl. Integration Experts) mit der Spezifikation der globalen Produktontologie beginnen.
Gleichzeitig definieren die Doma¨nenexperten (engl. Domain Experts) die Abbildung von lokalen
Informationssystemen auf entsprechende lokale Produktontologien. Sobald die Spezifikation ab-
geschlossen ist, ko¨nnen die Integrationsexperten die Abbildungs- und Integrationsregeln (SCAR
und SCAA) definieren. Dann kann die automatische Auswertung der Regeln beginnen. Anschlie-
ßend erfolgt die manuelle Integration durch die Komponentenverantwortlichen, unterstu¨tzt durch
Datenqualita¨tsexperten (engl. Data Quality Engineers). Wird ein Zeitpunkt erreicht, zu dem
Referenzwerte fu¨r Integrationsmetriken spezifiziert worden sind, erfolgt eine Begutachtung der
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aktuellen Werte durch das Integration Board. Liegen die Werte deutlich unter den definierten
Referenzwerten, kann das Integration Board geeignete Gegenmaßnahmen definieren. Ist die In-




























































































Abbildung 6.23.: BPMN-Prozess einer initialen Produktdatenintegration
Projektvorbereitung
Beispiel 21 (Integrationsprojekt). Ziel des Integrationsprojektes sei der Abgleich von
Bauteilen fu¨r das Produkt ”Limousine 2018“ und dessen Testergebnisse. Dazu sollen dieStammdaten der Bauteile eines Produktes (z.B. Name, eindeutige Bauteilnummer, Test-
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ergebnissen) abgeglichen werden. Auf Basis dieser integrierten Produktdaten lassen sich
verschiedene Anwendungsfa¨lle definieren:
• Anwendungsfall 1: Erstellung einer U¨bersicht mit allen Bauteilen, fu¨r die keine Test-
ergebnisse vorliegen.
• Anwendungsfall 2: Konsistenzu¨berpru¨fung von Attributen der Stu¨ckliste und der Test-
dokumentation.
1. Projektplan erstellen: Der Projektplan definiert die grundlegenden Zeitpunkte fu¨r das
Integrationsprojekt. Dazu za¨hlen die Modellierung aller Produktontologien sowie die Spe-
zifikation des Mappings zwischen lokalen Produktontologien und der globalen Produkton-
tologie. Hinzu kommen die Auswahl von Instanzen und die Festlegung einer Integrationss-
trategie. Es wird zwischen Top-Down-, Bottom-Up und Hybrid-Ansatz unterscheiden.
2. Anwendungsfa¨lle spezifizieren: Ziel der Integration von Produktdaten ist die Realisie-
rung von Anwendungsfa¨llen. Beispiele fu¨r letztere sind die Erstellung von Konsistenzu¨ber-
pru¨fungen oder U¨bersichten.
3. Systemlandschaftsanalyse: Nach Festlegung der Integrationsziele und Spezifikation der
Anwendungsfa¨lle kann die bestehende IT-Systemlandschaft untersucht werden. Integrati-
onsexperten entscheiden zusammen mit Doma¨nenexperten, welche Informationssysteme
fu¨r die Realisierung der zuvor spezifizierten Anwendungsfa¨lle notwendig sind. In unse-
rem Beispiel werden die lokalen Informationssysteme A und B identifiziert, wobei A die
Stu¨cklisten fu¨r Produkte und B die Testergebnisse von Produktbauteilen verwaltet.
Modellierung der globalen Produktontologie
Wie erwa¨hnt, gibt es fu¨r die Erstellung der globalen Produktontologie mehrere Mo¨glichkeiten.
Entweder werden Schemakonzepte unabha¨ngig von bereits bestehenden Konzepten aus loka-
len Produktontologien erstellt und beschrieben (Top-Down-Ansatz), oder es werden zuna¨chst
die lokalen Produktontologien durch Doma¨nenexperten erstellt und danach vorhandene Sche-
makonzepte aus lokalen Produktontologien in der globalen Produktontologie wiederverwendet
(Bottom-Up-Ansatz). Auch ein Mix aus beiden Ansa¨tzen ist mo¨glich: So ko¨nnen Schemakonzepte
in der globalen Produktontologie manuell definiert und zusa¨tzlich bestehende Konzepte aus lo-
kalen Produktontologien wiederverwendet werden (Hybrid-Ansatz). Da im vorliegenden Beispiel
die Anzahl der lokalen Informationssysteme klein ist, wird zuna¨chst die globale Produktontologie
unabha¨ngig von lokalen Produktontologien modelliert (Top-Down-Ansatz).
Das Integration Board definiert, zusammen mit den Fachanwendern, auf Grundlage der zuvor
ermittelten Anwendungsfa¨lle die beno¨tigten Konzepte in der globalen Produktontologie. Im Spe-
ziellen legen sie fu¨r die einzelnen Konzepte die beno¨tigte Granularita¨t fu¨r Produktvarianten und
-versionen fest.
Im Beispiel in Abbildung 6.24 besteht die globale Produktontologie aus jeweils einem Schema-
konzept pro Produktdatenintegrationsebene. Das Produkt (Product) besitzt einen Namen und
eine Beschreibung. Ferner umfasst es mehrere Bauteile (Part) mit jeweils eindeutiger Bauteil-
nummer und Namen (Partnumber). Zu einem Bauteil ko¨nnen mehrere Varianten (Partvariant)
existieren, die explizit als Instanzen verwaltet werden. Der Variantentyp des Schemakonzeptes
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ist somit Typ 2 (vgl. Abschnitt 6.2.1). Neben einem Namen der Variante wird ein Attribut ver-
waltet, das eine Produktvariante eindeutig beschreibt. Zu jeder Bauteilvariante ko¨nnen mehrere
Versionen (Part Version) existieren. Jede Version umfasst einen Namen und eine eindeutige
Versionsnummer (Version Identifier). Zusa¨tzlich werden in diesem Schemakonzept die Produkt-
datenaspekte zusammengefu¨hrt. Im Beispiel in Abbildung 6.24 werden fu¨r jede Bauteilversion
die entsprechenden Testergebnisse integriert (Testresults).
Abbildung 6.24.: Integrationsbeispiel: Globale Produktontologie
Damit Produktdaten aus lokalen Produktontologien in die globale Produktontologie integriert
werden ko¨nnen, mu¨ssen in der globalen Produktontologie fu¨r die einzelnen Konzepte Instan-
zen vorhanden sein. Diese ko¨nnen entweder manuell von Hand angelegt werden, was sehr zeit-
aufwa¨ndig ist, oder es ko¨nnen Instanzen aus einer bestehenden lokalen Masterproduktontologie
als Referenz importiert und gegebenenfalls umbenannt werden. Da die Stu¨ckliste in unserem
Beispiel alle beno¨tigten Bauteile dokumentiert, wird das lokale Informationssystem A in eine
lokale Masterproduktontologie transformiert und anschließend auf die zuvor definierten Schema-
konzepte der globalen Produktontologie abgebildet. Das lokale Informationssystem A umfasst
Daten fu¨r eine Vielzahl von Produkten. Da fu¨r die Realisierung der Anwendungsfa¨lle nur die In-
stanzen eines Produktes beno¨tigt werden, werden auch nur diese in die lokale Produktontologie
transformiert.
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Modellierung lokaler Produktontologien
Auf Basis der Anwendungsfa¨lle erstellen die Doma¨nenexperten lokale Produktontologien fu¨r ih-
re Informationssysteme. Dazu definieren sie Konzepte auf den einzelnen Integrationsebenen und
dokumentieren zusa¨tzlich implizites Wissen zu diesen Konzepten. Dies ko¨nnen etwa Dokumen-
tationsmethodiken, Namensschemata oder Methoden zur Dokumentation von Produktdatenva-
riabilita¨t und -versionierung sein. Nachdem die Konzepte erstellt wurden, mu¨ssen Transforma-
tionen auf das Datenmodell des Informationssystems spezifiziert und realisiert werden. Fu¨r das
Beispiel wird das lokale Informationssystem B in eine lokale Produktontologie abgebildet (sie-
he Abbildung 6.25). Die Transformation von Datenmodellkonzepten des lokalen Informations-
systems in die entsprechende Produktontologie wird von Doma¨nenexperten, unterstu¨tzt durch
Integrationsexperten, vorgenommen. Fu¨r jede Integrationsebene wird ein Schemakonzept mit
unterschiedlichen Attributen angelegt. Analog zur lokalen Masterproduktontologie werden nur
diejenigen Instanzen in die Ontologie transformiert, die zur Realisierung der zuvor definierten
Anwendungsfa¨lle notwendig sind.
Abbildung 6.25.: Integrationsbeispiel: Abbildung des Informationssystem B in eine lokale Produkton-
tologie
Abbildung 6.25 zeigt die beispielhafte Transformation des lokalen Informationssystems B in eine
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entsprechende lokale Produktontologie. Das konzeptuelle Schema des lokalen Informationssys-
tems besteht aus den 5 Konzepten Testproject, Component, Version, Testcase und Testresult,
die auf die Schemakonzepte Project, Test Part, Part Variant und Part Test Release abgebildet
werden. Exemplarisch sind nur ausschnittsweise Instanzen fu¨r die Schemakonzepte des lokalen
Informationssystems dargestellt. Wa¨hrend der Transformation werden nur die Instanzen Sedan
von Testproject auf entsprechende Instanzen der lokalen Produktontologie transformiert. Glei-
ches gilt fu¨r alle Instanzen im lokalen Informationssystem, die mit Sedan verbunden sind. Wie zu
erkennen ist, verfu¨gt das Schema des lokalen Informationssystems u¨ber kein explizites Konzept
zur Repra¨sentation von Bauteilvarianten. Vielmehr sind Informationen u¨ber Bauteile und Vari-
anten in einem Konzept Component zusammengefasst. Als Variabilita¨tstyp wurde eine explizite
Repra¨sentation von Bauteilvarianten identifiziert.
Mapping
Sind alle Produktontologien spezifiziert, ko¨nnen Integrationsexperten Abbildungsregeln
(SCARs) und Abbildungsaktionen (SCAAs) zwischen lokalen Produktontologien und globaler Pro-
duktontologie definieren. Abbildung 6.26 zeigt eine beispielhafte Schema-Integration der zuvor
erla¨uterten Informationssysteme. Der U¨bersicht halber werden keine Instanzen der einzelnen
Schemakonzepte dargestellt, außerdem werden die Details der Schemakonzept-Attributregeln
ausgeblendet.
Zuna¨chst erfolgt die Abbildung zwischen der lokalen Masterproduktontologie A und der globa-
len Produktontologie G. Dazu ist auf jeder Integrationsebene eine Schemakonzept-Attributregel
SCAR 1 bis SCAR 4 definiert. Die Schemakonzept-Attributregel SCAR 4 setzt sich zwei
Attributmatching-Bedingungen (AMC 1 und AMC 2 ) zusammen. Die Schemakonzept-Attribut-
aktion SCAA 1 bis SCAA 5 u¨berfu¨hren die entsprechende Attributwerte fu¨r Instanzen in die
globale Produktontologie. Analog werden anschließend Abbildungsregeln fu¨r die lokale Produk-
tontologie B in die globale Produktontologie G spezifiziert.
Analog zur lokalen Masterproduktontologie spezifizieren die Schemakonzept-Attributregeln
SCAR 5 bis SCAR 8 die Abbildung der Schemakonzepte der lokalen Produktontologie B in G.
Rollen
Im Prozess aus Abbildung 6.23 sind unterschiedliche Rollen fu¨r das PROCEED-Rahmenwerk
definiert, die im folgenden Abschnitt na¨her beschrieben werden.
• Domain Expert: Ein Doma¨nenexperte (engl. domain expert) verantwortet ein Informa-
tionssystem und kennt die verwendeten Datenmodellkonzepte. Außerdem ist er fu¨r die
Erstellung lokaler Produktontologien verantwortlich. Dabei erstellt er die notwendigen
Transformationen von internen Datenmodellen eines Informationssystems in eine lokale
Produktontologie. Schließlich erstellt er zusammen mit Integrationsexperten die Abbil-
dungsregeln zwischen lokaler und globaler Produktontologie.
• Integration Expert: Der Integrationsexperte (engl. integration expert) kennt die Abha¨n-
gigkeiten zwischen Schemakonzepten unterschiedlicher Informationssysteme. Er erstellt
zusammen mit dem Integration Board die Konzepte in der globalen Produktontologie,
er erstellt und pflegt die Abbildungs- und Integrationsregeln zwischen lokaler und globaler
Produktontologie in Zusammenarbeit mit Doma¨nenexperten. Sie spezifizieren außerdem
die fachlichen Abfragen zur Realisierung von Anwendungsfa¨llen.
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Abbildung 6.26.: Integrationsbeispiel: Ergebnis einer Schema-Integration
• Knowledge Engineer: Die Abbildung eines lokalen Informationssystems in eine kor-
respondierende Produktontologie ist nicht trivial und erfordert sowohl Wissen u¨ber das
PROCEED-Rahmenwerk im Speziellen als auch die Modellierung von Datenmodellen im
Allgemeinen. Entsprechend unterstu¨tzt der Knowledge Engineer die Doma¨nen- und Inte-
grationsexperten bei der Modellierung von Ontologien. Er ist Spezialist fu¨r die Erstellung
von Ontologien und kennt deren Strukturen und Konsistenzbedingungen.
• Data Quality Engineer: Der Data Quality Engineer pflegt Korrespondenzen zwischen
lokaler und globaler Produktontologie. Er wird vom System nach der initialen Integration
u¨ber den Stand der Integration benachrichtigt. Er kann selbststa¨ndig Korrespondenzen
erstellen, lo¨schen und bearbeiten.
• Integration- / Data-Quality-Board: Das Board definiert den zu integrierenden Um-
fang und die Integrationsmetriken (inkl. Referenzwerten). Zusa¨tzlich definieren das Board
die zu erwarteten Elemente der Integration (z.B. Komponenten oder System). Dazu ko¨nnen
es etwa ein Master-Informationssystem auswa¨hlen, aus dem diese Daten u¨bernommen wer-
den sollen.
• Software Development: Nachdem die Anwendungsfa¨lle spezifiziert sind, erstellt die Soft-




Nach dem Mapping der lokalen Produktontologien in die globale Produktontologie, ko¨nnen mit
Hilfe der Abbildungsregeln geeignete Korrespondenzen ermittelt und Schemakonzept-Attribut-
aktionen ausgefu¨hrt werden. Es muss zwischen der initialen Integration von Informationssyste-
men und dem A¨nderungsmanage- ment unterschieden werden. Bei der initialen Integration exis-
tieren noch keine integrierten Produktdaten bzw. lokalen Produktontologien. Nach der initialen
Integration folgt das A¨nderungs-management. Hierbei werden alle A¨nderungsfa¨lle betrachtet,
die nach einer initialen Integration auftreten ko¨nnen. Die initiale Integration wertet fu¨r jede lo-
kale Produktontologie, die in die globale Produktontologie abgebildet ist, die definierten SCARs
fu¨r die existierenden Instanzen aus und erstellt Korrespondenzen. Fu¨r letztere werden ebenfalls
vorhandene SCAAs ausgefu¨hrt.
6.3.1. Initiale Integration
Die Integration von Instanzen aus den Schemakonzepten lokaler Produktontologien in die globale
Produktontologie sollte, soweit wie mo¨glich, automatisiert werden. Da lokale Produktontologien
und globale Produktontologie die gleiche Struktur aufweisen, ko¨nnen die SCARs fu¨r jede Pro-
duktdatenintegrationsebene separat ausgewertet werden. Im Detail erfolgt die Auswertung der
SCARs von oben nach unten, d.h. SCARs zwischen Schemakonzepten einer lokalen und der globa-
len Produktontologie in der Product-Data-Collection-Ebene werden zuerst ausgewertet. Danach
werden die SCARs auf der Object-Ebene ausgewertet. Dieser Prozess wird fu¨r die weiteren Pro-
duktdatenintegrationsebenen fortgefu¨hrt.
Ausgangspunkt einer initialen Integration bilden ein oder mehrere Produktontologie-Mappings
(mit oder ohne Ausschluss von Schemakonzepten und Instanzen) POMappingL1ˆG, . . . ,
POMappingLnˆG lokaler Produktontologien L1, . . . , Ln auf eine globale Produktontologie G.
Der U¨bersichtlichkeit halber wird im Folgenden nur die Integration einer bestimmten lokalen
Produktontologie in die globale Produktontologie illustriert. Damit die Instanzen einer lokalen
Produktontologie in die globale Produktontologie integriert werden ko¨nnen, muss eine Reihe von
Eigenschaften erfu¨llt sein. Erstens mu¨ssen beide Produktontologien strukturell konsistent sein
(siehe Definition 24). Zweitens muss die Abbildung von Schemakonzepten der lokalen Produk-
tontologien auf die globale Produktontologie vollsta¨ndig sein (vgl. Definition 38).
Ergebnis der initialen Integration ist eine Menge von Korrespondenzen (inkl. Begru¨ndungen)
zwischen Instanzen der lokalen Produktontologien POL1 , . . . , POLn einerseits und Instanzen
der globalen Produktontologie POG andererseits.
Definition 41 (Initiale Integration). Algorithmus 1 liefert fu¨r ein Produkt- ontologie-
Mapping POMappingLˆG zwischen einer lokalen Produktontologie POL und einer globa-
len Produktontologie POG eine Menge an Korrespondenzen (Correspondences) inklusive
Begru¨ndungen (Justifications), Attributwerte mit Begru¨ndungen (AttrValJustification) und
eine Liste mit Integrationsaufgaben (Tasklist) zwischen diesen:
integrate : POMappingLˆG ÑpCorrespondencesLˆG, Justifications,
AttrV alJustification, Tasklistq
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Algorithmus 1 (Produktontologie-Mapping auswerten)
1: procedure Integrate(POMappingLxG)
2: Layer “ tpdc, object, variant, versionu
3: Correspondences “ H
4: Justification “ H
5: AttrV alJustification “ H
6: Tasklist “ H
7: for each layer P Layer do
8: for each sccurL P SC layerL zSCIgnoreL do
9: sccurG “ psc P SC layerG | DpsccurL , sc, AMCq P SCARq
10: Ind
sccurL ,layer
L “ pind P IndL | psccurL , indq P hasIndividualL^ind R IndIgnoreL q
11: Ind
sccurL ,layer
G “ pind P IndG | psccurG , indq P hasIndividualG^ind R IndIgnoreG q
12: IndCandidatesL “ H
13: IndCandidatesG “ H
14: if El P Layers : isAbovepl, layerq then









18: parentIndL “ pind P IndL | Dpind, indcurL q P indAboveL
19: if DpparentIndL, xq P Correspondence mit x P IndG then




24: for each indcurL P IndCandidatesL do
25: if El P Layers : isAbovepl, layerq then





28: parentIndL “ pind P IndL | Dpind, indcurL q P indAboveL
29: ParentIndG “ pind P IndG | pparentIndL, indq P Correspondenceq
30: for each indcurG P ParentIndG do
31: indCandidateG “ pind P IndG | Dpind, indcurG q P indBelow
32: IndCandidatesG “ IndCandidatesG Ť indCandidateG
33: end for
34: end if
35: for each indcurG P IndCandidatesG do
36: for each scarcur “ psccurL , sccurG , AMCq P SCAR do
37: if evaluateAMCpindcurL , indcurG , scarcur.AMCq then
38: newCor “ pindcurL , indcurG , scarcurq
39: Justification “ JustificationŤpnewCor, scarcurq
40: Correspondences “ CorrespondencesŤnewCor
41: scaaResult “ executeSCAA(newCor)











50: return Correspondences, Justification,AttrV alJustification, Tasklist
51: end procedure
Algorithmus 1 stellt den initialen Integrationsprozess fu¨r ein Produktontologie-Mapping dar.
Er wertet die Schemakonzept-Attributregeln aus und fu¨hrt fu¨r gefundene Korrespondenzen zu-
geho¨rige Schemakonzept-Attributaktionen aus. Im Detail erfolgt die Integration der lokalen Pro-
duktontologie in die globale Produktontologie fu¨r jede Produktdatenintegrationsebene separat
(Zeile 2), beginnend mit der Product-Data-Collection-Ebene pdc. Zuna¨chst sind die Menge der
Korrespondenzen, Begru¨ndungen und Attributbegru¨ndungen sowie die Aufgabenliste leer (Zei-
len 3 bis 6).
Die nachfolgenden Schritte werden fu¨r jede Produktdatenintegrationsebene ausgefu¨hrt (Zeile
7): Fu¨r jedes Schemakonzept sccurL der lokalen Produktontologie der aktuellen Ebene (Zeile
8) wird das korrespondierende Schemakonzept sccurG der globalen Produktontologie u¨ber die
Schemakonzept-Attributregeln ermittelt (Zeile 9). Anschließend werden fu¨r beide Schemakon-
zepte die zugeordneten Instanzen Indsc
cur
L
L der lokalen Produktontologie (Zeile 10) sowie die Men-
ge der Instanzen Indsc
cur
G
G der globalen Produktontologie (Zeile 11) bestimmt. Instanzen, die von
einer Integration ausgeschlossen worden sind (vgl. Abschnitt 6.2.3), werden nicht beru¨cksichtigt
(vgl. IndIgnoreL und Ind
Ignore
G in Zeilen 10 und 11).
Fu¨r die Instanzen aus lokaler und globaler Produktontologie werden paarweise die definierten
Schemakonzept-Attributregeln ausgewertet. Auf jeder Produktdatenintegrationsebene werden
hierzu diejenigen Instanzen der lokalen sowie globalen Produktontologie ermittelt, die fu¨r einen
paarweisen Vergleich in Frage kommen. Die Menge der Kandidaten der lokalen Produktontologie
IndCandidatesL und der globalen Produktontologie IndCandidatesG sind zuna¨chst leer (Zei-
len 12, 13). Die Integration wird fu¨r die oberste Produktdatenintegrationsebene pdc gestartet.




L (Zeilen 12 bis 14). Befindet sich die Integration auf einer anderen
Produktdatenintegrationsebene, so werden nur diejenigen lokalen Instanzen fu¨r einen Vergleich
herangezogen, fu¨r deren zugeho¨rige Instanzen auf der na¨chst ho¨heren Produktdatenintegrations-
ebene bereits Korrespondenzen ermittelt worden sind (Zeilen 12 bis 21).
Abbildung 6.27 illustriert ein Beispiel. Seien Korrespondenzen cor1, cor2 und cor3 zwischen
den Instanzen B, C, X, Y und Z der Produktdatenintegrationsebene Product Data Collection
durch eine Schemakonzept-Attributregel SCAR 1 ermittelt. Algorithmus 1 befindet sich in der
Object-Ebene. Die Menge der lokalen Instanzen, die fu¨r einen Vergleich in Betracht gezogen
werden, sind in diesem Beispiel B1 und C1, da fu¨r die zugeho¨rige Instanzen der na¨chst ho¨heren
Produktdatenintegrationsebene (B und C) Korrespondenzen (cor1, cor2 und cor3) vorhanden
sind.
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Abbildung 6.27.: Reduktion der Vergleiche von Instanzen
Anschließend wird die Menge der globalen Instanzen bestimmt, die fu¨r den Vergleich herange-
zogen werden. Befindet sich die Integration auf der obersten Produktdatenintegrationsebene,
ist die Menge der Kandidaten, analog zur lokalen Produktontologie, gleich der Menge der glo-
balen Instanzen fu¨r das aktuelle globale Schemakonzept Indsc
cur
G ,layer
G (Zeilen 23 bis 25). Be-
findet sich der Algorithmus auf einer anderen Produktdatenintegrationsebene, wird die Menge
der globalen Instanzkandidaten u¨ber Korrespondenzen zwischen lokalen und globalen Instanzen
wie folgt ermittelt: Fu¨r jede lokale Instanz indcurL der Menge der lokalen Instanzkandidaten
IndCandidatesL wird die lokale Instanz parentIndL ermittelt, die sich auf der na¨chst ho¨heren
Produktdatenintegrationsebene befindet. Danach wird fu¨r die Instanz parentIndL die Menge
der korrespondierenden globalen Instanzen ParentIndG bestimmt (Zeilen 26 - 27). Die Menge
der globalen Instanzkandidaten IndCanidatesG ergibt sich aus den zugeho¨rigen Instanzen aus
ParentIndG der na¨chst tieferen Produktdatenintegrationsebene (Zeile 30).
Zur Veranschaulichung betrachten wir nochmals das Beispiel aus Abbildung 6.27. Fu¨r die lokale
Instanz B1 ergibt sich die Menge der globalen Instanzkandidaten u¨ber die Instanz B der na¨chst
ho¨heren Produktdatenintegrationsebene von B. Fu¨r diese Instanz existieren zwei korrespondie-
rende globale Instanzen X und Y. Die Menge der zugeho¨rigen Instanzen von X und Y auf der
na¨chst tieferliegenden Produktdatenintegrationsebene (X1, X2, Y1, Y2 und Y3) ist die gesuchte
Menge der globalen Instanzkandidaten fu¨r einen Vergleich mit B1.
Nachdem die Mengen der lokalen Instanzkandidaten IndCandidatesL und der globalen Instanz-
kandidaten IndCandidatesG ermittelt sind, wird jedes Element der ersten Menge mit jedem
Element der zweiten Menge verglichen (Zeile 22 und 33). Dazu wird fu¨r jede Schemakonzept-
Attributregel, die zwischen lokalem Schemakonzept sccurL und globalen Schemakonzept sccurG defi-
niert ist, die Menge der Attribut-Matching-Bedingungen (vgl. Abschnitt 6.2.3) fu¨r die lokale und
globale Instanz (indcurL und indcurG ) ausgewertet (Zeile 35). Die Auswertung erfolgt durch Algo-
rithmus 2 evaluateAMC. Sind fu¨r die lokale und globale Instanz indcurL und indcurG alle Attribut-
Matching-Bedingungen erfu¨llt, wird eine neue Korrespondenz (newCor) sowie Korrespondenz-
Begru¨ndung (Justification) erstellt (Zeilen 36 bis 38). Schließlich werden fu¨r indcurL und indcurG
korrespondierende Schemakonzept-Attributaktionen fu¨r lokale und globale Instanz ausgefu¨hrt
(Zeile 39). Dazu wird Algorithmus 3 executeSCAA ausgefu¨hrt. Neben Attribut-Begru¨ndungen
(siehe Abschnitt 6.2.3) liefert Algorithmus 3 eine Menge an Aufgaben zuru¨ck, die durch Inte-
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grationskonflikte enstanden sind (Zeilen 40 und 41). Der Algorithmus terminiert, nachdem die
Auswertung von lokalen und globalen Instanzkandidaten fu¨r alle Schemakonzepte der untersten
Produktdatenintegrationsebene beendet ist.
Die in Algorithmus 1 verwendete Funktion evaluateAMC ist in Algorithmus 2 definiert.
Algorithmus 2 (Attribut-Matching-Bedingung auswerten)
1: procedure evaluateAMC(indL, indG, scar)
2: for each curAmc P scar.AMC do
3: valL “ pattrV al P AttrV alL | DpattrV al, curAmc.attrLq P referencesL mit
pindL, attrV alq P hasV alueLq
4: valG “ pattrV al P AttrV alG | DpattrV al, curAmc.attrGq P referencesG mit
pindG, attrV alq P hasV alueGq






Eingabe des Algorithmus 2 sind eine Schemakonzept-Attributregel scar sowie jeweils eine In-
stanz einer lokalen und globalen Produktontologie (indL und indG). Fu¨r jede Attribut-Matching-
Bedingung (Zeile 1) der Schemakonzept-Attributregel werden die Attributwerte der lokalen In-
stanz valL und der globalen valG (Zeilen 2 und 3) bestimmt. Stimmen die Werte bei Auswertung
der Matching-Funktion (vgl. Definition 27) der Schemakonzept-Attributregel nicht u¨berein, ist
mindestens eine Attribut-Matching-Bedingung dieser Regel nicht erfu¨llt. Somit wird als Ergeb-
nis false zuru¨ckgegeben (Zeile 5). Sind alle Bedingungen erfu¨llt, wird als Ergebnis true zuru¨ck
geliefert (Zeile 7).
Die Auswertung der Match-Funktion einer Schemakonzept-Attributregel wird im Folgenden
nicht weiter detailliert. Beispiele wurden bereits in Abschnitt 6.2.3 erla¨utert.
Schließlich definiert der Algorithmus 3 executeSCAA die Ausfu¨hrung der Schemakonzept-Attri-
butaktionen fu¨r die identifizierten Korrespondenzen:
Algorithmus 3 (SCAAs ausfu¨hren)
1: procedure executeSCAA(cor, SCAA)
2: AttrV alJustification “ H
3: Tasklist “ H
4: for each scaacur P SCAA do
5: for each aacur P scaacur.aa do
6: localAttrV al “ pDattrV al P AttrV alL |
DpattrV al, scaacur.attrLq P referencesL^
Dpcor.indL, attrV alq P hasV alueLq
7: localChanged “ pDmetaAttrV al P MetaAttrV alL |
plocalAttrV al,1 changed1,metaAttrV alq P hasMetaAttrV alL)
8: globalAttrV al “ pDattrV al P AttrV alG |
DpattrV al, scaacur.attrGq P referencesG^
Dpcor.indG, attrV alq P hasV alueGq
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9: globalChanged “ pDmetaAttrV al P MetaAttrV alL |
plocalAttributeV alue,1 changed1,metaAttrV alqıhasMetaAttrV alL)
10: switch aacur.behavior do
11: case append :
12: globalAttrV al “ globalAttrV alŤ localAttrV al
13: case recent :
14: if localChaned ą globalChanged then
15: globalAttrV al “ localAttrV al
16: end if
17: case local :
18: globalAttrV al “ localAttrV al
19: case global :
20: if globalAttrV al ““ H then
21: globalAttrV al “ localAttrV al
22: end if
23: case interactive :
24: Tasklist “ TasklistŤpcor, aacurq
25: end for
26: AttrV alJustification “ AttrV alJustificationŤpglobalAttrV al, scaaq
27: end for
28: return AttrV alJustification, Tasklist
29: end procedure
Eingabe von Algorithmus 3 sind eine Menge an Schemakonzept-Attributaktionen SCAA so-
wie eine Korrespondenz cor auf dessen Instanzen die Aktionen ausgefu¨hrt werden sollen. Die
folgenden Schritte werden fu¨r alle Schemakonzept-Attributaktionen SCAA und deren Attribut-
Aktionen ausgefu¨hrt (Zeilen 4 und 5). Zuna¨chst werden die Attributwerte (inklusive A¨nderungs-
zeitpunkte) der lokalen sowie globalen Instanz ermittelt (Zeilen 6 bis 9). Anschließend wird,
abha¨ngig vom Integrationsverhalten (siehe Abschnitt 6.2.3), der globale Attributwert globalAttr-
V al angepasst. Bei append wird der lokale Attributwert in Form einer Liste an den globalen
Attributwert angeha¨ngt (Zeilen 11 und 12). Ist der lokale Attributwert nach dem globalen At-
tributwert gea¨ndert worden, wird im Fall recent der globale durch den lokalen Attributwert
ersetzt. Fu¨r local wird immer der lokale Attributwert in die globale Produktontologie kopiert,
bei global genau dann, wenn der globale Attributwert leer ist. Im letzten Fall (interactive) wird
ein Eintrag in der Aufgabenliste (Tasklist) hinzugefu¨gt. Welcher Attributwert in die globale
Produktontologie u¨bernommen wird, wird nach der automatischen Auswertung manuell ent-
schieden. Nachdem alle Attributaktionen ausgefu¨hrt worden sind, werden die Begru¨ndungen
(AttrValJustification) sowie Aufgaben (Tasklist) zuru¨ckgegeben (Zeile 28).
6.4. Manuelle Instanzintegration
Obwohl die Integration von Instanzen mo¨glichst automatisch erfolgen sollte, fallen nach einer
automatischen Instanzintegration ggf. manuelle Aufgaben an. Folgende drei Arten von Aufgaben
lassen sich unterscheiden: Erstens mu¨ssen fu¨r diejenigen lokalen Instanzen, fu¨r die keine Kor-
respondenzen in der globalen Produktontologie automatisch ermittelt werden konnten, entspre-
chende Korrespondenzen manuell durch Experten erstellt werden. Zweitens mu¨ssen existierende
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Integrationskonflikte, die nicht automatisch aufgelo¨st werden konnten, manuell aufgelo¨st werden.
Drittens ko¨nnen wa¨hrend der automatischen Instanzintegration auch Korrespondenzen ermittelt
worden sein, die falsch sind. Experten ko¨nnen in diesem Fall die betroffenen Korrespondenzen
manuell lo¨schen. Ursachen sowie mo¨gliche Lo¨sungsmo¨glichkeiten werden im Folgenden erla¨utert.
6.4.1. Aufgabe 1: Fehlende Korrespondenzen erstellen
Nach einer automatischen Instanzintegration sind fu¨r einige Instanzen einer lokalen Produkton-
tologie keine korrespondierenden globalen Instanzen mit Hilfe von Schemakonzept-Attributregeln
gefunden worden. Folgende Ursachen ko¨nnen dafu¨r verantwortlich sein.
Fehlender Attributwert einer Instanz, der durch eine SCAR ausgewertet wird
Ein Attribut, welches durch eine SCAR ausgewertet wird, ist nicht dokumentiert, d.h. sein Attri-
butwert ist nicht gesetzt. Ein mo¨glicher Grund dafu¨r ist, dass die Entwicklung von Komponenten
eines Produktes unterschiedlich weit fortgeschritten sein kann. Wie in Abschnitt 2.2.3 erla¨utert,
werden Komponenten parallel durch eine Vielzahl von Entwicklern realisiert. Dadurch kann ihr
Entwicklungsfortschritt zu einem bestimmten Zeitpunkt t unterschiedlich weit fortgeschritten
sein. Wa¨hrend beispielsweise Komponente A zum Zeitpunkt t spezifiziert und realisiert sein
kann, kann eine weitere Komponente B zum gleichen Zeitpunkt nur spezifiziert, jedoch nicht
realisiert, sein. Ein weiterer Grund ist, dass eine Dokumentation oder A¨nderung eines Attri-
butwertes in einem Informationssystem noch nicht an alle beteiligten Systeme entlang der Ent-
wicklungskette weitergeben worden ist. Schließlich kann die Dokumentation eines Attributwertes
vergessen worden sein.
Lo¨sungsmo¨glichkeit: Eine Mo¨glichkeit zur Reduzierung der Anzahl an Instanzen, fu¨r die keine
Korrespondenzen auf Grund fehlender Attributwerte gefunden werden konnten, besteht darin,
die automatische Instanzintegration erst dann durchzufu¨hren, wenn mo¨glichst viele Instanzen
mit Attributwerten dokumentiert sind.
Unterschiedliche Datenqualita¨t und inkonsistente Verwendung von Bezeichnern
Eine weitere Ursache fu¨r fehlende Korrespondenzen von lokalen Instanzen zu globalen Instanzen
sind Unterschiede bzgl. der Datenqualita¨t der Instanzattribute in den einzelnen Informations-
systemen. Wichtigster Aspekt der Datenqualita¨t ist die Konsistenz von Attributwerten zwischen
Informationssystemen. So ko¨nnen fu¨r die selben Realweltobjekte unterschiedliche Bezeichner fu¨r
Artefakte verwendet werden oder durch verschiedene Schreibweisen oder Dokumentationsspra-
chen dokumentiert sein.
Beispiel 22 (Unterschiedliche Namenskonventionen). Baut zum Beispiel eine SCAR
auf einem Attribut auf, das wiederum auf einem Muster basiert, welches durch eine globa-
le Namenskonvention definiert ist, kann es vorkommen, dass diese Namenskonvention bei
der Dokumentation von Artefakten nicht beru¨cksichtigt worden ist. Tabelle 6.6 zeigt Bei-
spiele von Attributwerten fu¨r die Bezeichnung eines Fahrersitzes, die semantisch das gleiche
bedeuten, jedoch nicht durch eine SCAR zugeordnet werden ko¨nnen, die auf Mustern basiert.
Nicht identifizierte Korrespondenzen treten zudem auf, wenn eine SCAR auf einer A¨hnlichkeits-
metrik basiert (vgl. Abschnitt 6.2.3). Ist der definierte Schwellwert, ab dem zwei Attributwerte
als korrespondierend angesehen werden, zu hoch, werden nicht alle Korrespondenzen ermittelt.
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Tabelle 6.6.: Unterschiedliche Bezeichner aus verschiedenen Informationssystemen fu¨r dieselbe Kompo-
nente
Lo¨sungsmo¨glichkeit: Inkonsistenzen und mangelnde Datenqualita¨t ko¨nnen innerhalb von In-
formationssystemen vermieden werden, wenn Attribute auf eine zuvor definierte Konsistenzregel
wa¨hrend der Dokumentation u¨berpru¨ft werden. Hierzu sollte eine Vereinheitlichung von Bezeich-
nen, unter Beru¨cksichtigung von Dokumentationsmethodiken und Regeln fu¨r Abku¨rzungen, er-
folgen.
Neue Komponenten werden lokal erstellt
Wa¨hrend fu¨r einige lokale Instanzen keine korrespondierenden Instanzen in der globalen Produk-
tontologie ermittelt werden ko¨nnen, weil Attributwerte fehlen, so ko¨nnen auch lokale Instanzen
existieren, fu¨r die keine Korrespondenzen bestimmt werden ko¨nnen, da diese nur im lokalen
Informationssystem vorhanden sind.
Beispiel 23 (Neue Komponenten existieren nur lokal). Beispielsweise ist ein Sach-
nummernsystem / PDM-System als lokale Masterproduktontologie definiert. Wird eine neue
Komponente zuna¨chst nur versuchshalber in einem lokalen Informationssystem modelliert
und getestet, existiert fu¨r diese Komponente noch keine Sachnummer in der lokalen Mas-
terproduktontologie und folglich auch nicht in der globalen Produktontologie.
Lo¨sungsmo¨glichkeit: Fu¨r diese lokale Instanz kann, solange keine korrespondierende Instanz
in der globalen Produktontologie gefunden wurde, bis eine entsprechende Instanz in der lokalen
Masterproduktontologie angelegt wird. Dies geschieht etwa, wenn entschieden wird die neue
Komponente in ein Produkt zu integrieren. Dazu wird eine Sachnummer erstellt (in der lokalen
Masterproduktontologie) und anschließend auch in die globale Produktontologie synchronisiert.
Entwicklung von neuen Komponenten noch nicht begonnen
Der letzte Fall ist als Sonderfall zu betrachten, da er nur dann auftreten kann, wenn die Instan-
zen einer globalen Produktontologie manuell gepflegt und nicht durch eine lokale Masterpro-
duktontologie versorgt werden. Ein neue Komponente fu¨r ein Produkt wurde definiert und eine
entsprechende Instanz in einer globalen Produktontologie angelegt. Zu diesem Zeitpunkt wurde
noch nicht mit der Spezifikation (z.B. Anforderungen) und Realisierung begonnen, d.h. in loka-




Lo¨sungsmo¨glichkeiten: Eine Mo¨glichkeit dieses Problem zu lo¨sen besteht darin, eine lokale
Masterproduktontologie zu definieren und auf die globale Produktontologie abzubilden. Neue
Komponenten werden anschließend ausschließlich in dieser Masterproduktontologie erzeugt.
6.4.2. Aufgabe 2: Integrationskonflikte auflo¨sen
Der zweite Grund fu¨r manuelle Aufgaben nach einer automatischen Instanzintegration sind
Integrationskonflikte, die wa¨hrend ersterer aufgetreten sind und die manuell aufgelo¨st werden
mu¨ssen.
Nicht synchronisierte A¨nderungen
Hauptursache ist das Integrationsverhalten von Schemakonzept-Attributaktionen. Wurden geta¨-
tigte A¨nderungen in einem Informationssystem nicht an die anderen, im Entwicklungspro-
zess nachgelagerten, Informationssystemen synchronisiert, so existieren mo¨glicherweise wider-
spru¨chliche Werte.
Wurde als Integrationsverhalten manual oder append fu¨r eine SCAA definiert, muss fu¨r alle
lokalen Instanzen, fu¨r die Korrespondenzen entdeckt werden und deren Attributwerte teilweise
widerspru¨chlich sind, der Integrationskonflikt manuell aufgelo¨st werden.
Wa¨hrend Instanzen mit inkonsistenten Attributwerten, die durch SCAAs mit einem append als
Integrationsverhalten ermittelt wurden, Kandidaten fu¨r eine manuelle Konfliktauflo¨sung sind,
mu¨ssen inkonsistente Attributwerte von Instanzen im Fall von manual zwingend manuell auf-
gelo¨st werden, d.h. ein Data Quality Engineer (vgl. Abschnitt 6.2.5) muss einen Attributwert aus
der Liste auswa¨hlen. Dadurch la¨sst sich unterscheiden, welche Instanzen am Ende des Integrati-
onsprozesses vollsta¨ndig konsistent sein mu¨ssen und welche Konflikte noch in der nachgelagerten
Nutzungsphase durch Anwendungsfa¨lle aufgelo¨st werden ko¨nnen.
6.4.3. Aufgabe 3: Fehlerhafte Korrespondenzen lo¨schen
Bisher wurden nur die Fa¨lle betrachtet, in denen Korrespondenzen von lokalen und globalen
Produktontologien fehlten. Es kann aber auch vorkommen, dass wa¨hrend der automatischen
Instanzintegration falsche Korrespondenzen ermittelt werden.
Zu niedrige Schwelle fu¨r A¨hnlichkeitsfunktion
Analog zum Fall 1, bei dem bestimmte Korrespondenzen nicht gefunden werden, weil der Schwell-
wert einer Matching-Funktion zu hoch ist, kann eine zu niedrige Schwelle dazu fu¨hren, dass
Korrespondenzen zwischen Instanzen ermittelt werden, die in der Realwelt gar nicht zueinander
geho¨ren (False Positives) [Faw06].
Zusammengefasst mu¨ssen nach Auswertung von Schemakonzept-Attributregeln und -Aktionen
folgende manuellen Aufgaben erledigt werden:
1. Erstellen von Korrespondenzen zwischen Instanzen aus lokalen Produktontologien (falls
dies mo¨glich ist). Dazu mu¨ssen z.B. Data Quality Engineers u¨ber entsprechendes Hinter-
grundwissen verfu¨gen.
2. Lo¨schen von Korrespondenzen (erfordert ebenfalls Hintergrundwissen).
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3. Auflo¨sung von Integrationskonflikten (Hintergrundwissen notwendig).
4. Ausschließen oder Lo¨schen von Instanzen (Diese Aufgabe sollte bereits vor einer automa-
tischen Intanzintegration erledigt werden).
Fu¨r alle Aufgaben sind klar definierte A¨nderungsoperationen notwendig, die beschreiben, wie
A¨nderungen behandelt werden. Die Ausfu¨hrung der Aufgaben kann durch unterschiedliche Per-
sonengruppen erfolgen. Wa¨hrend das Erstellen und Lo¨schen von Korrespondenzen fachliches
Hintergrundwissen erfordert, sollten diese Aufgaben idealerweise von den betroffenen System-
und Komponentenverantwortlichen durchgefu¨hrt werden. Fu¨r alle Instanzen, die keinen Verant-
wortlichen dokumentiert haben, sind Data Quality Engineers dafu¨r verantwortlich, entsprechen-
de Ansprechpartner mit dem beno¨tigten Hintergrundwissen manuell zu identifizieren.
Die Dokumentation der Verantwortlichen kann beispielsweise durch Metainformationen erfol-
gen. Diese Verantwortlichen werden im Anschluss an die automatische Instanzintegration u¨ber
das Integrationsergebnis informiert. Durch diese Aufteilung kann der Aufwand der manuellen
Integrationsaufgaben verteilt und beschleunigt werden.
Man beachte, dass Produktontologien hierarchisch aufgebaut sind; d.h., das manuelle Erstellen
von Korrespondenzen kann dazu fu¨hren, dass die Auswertung von Schemakonzept-Attributregeln
und -Aktionen erneut fu¨r einen Teilausschnitt einer Produktontologie ausgefu¨hrt werden muss.
Dies wiederum fu¨hrt dazu, dass mo¨glicherweise neue Korrespondenzen gefunden werden, die
erneut zu Integrationskonflikten fu¨hren, welche dann ebenfalls manuell aufgelo¨st werden mu¨ssen.
Anders formuliert kann eine A¨nderung eine Vielzahl an abha¨ngigen A¨nderungen nach sich ziehen
(sog. Ripple-Effect).
Die angesprochenen A¨nderungsoperationen werden in Kapitel 8 detailliert. Zuna¨chst werden im
Kapitel 7 Metriken eingefu¨hrt, die es ermo¨glichen, eine vorgenommene Integration quantitativ
zu messen. Um bestimmen zu ko¨nnen, wie lange manuelle Integrationsaufgaben, die nach einer
initialen automatischen Integration anfallen, mu¨ssen die Aufgaben (z.B. Erstellung fehlender
Korrespondenzen, Auflo¨sung von Integrationskonflikten) quantitativ beziffert werden ko¨nnen.
Dazu werden im Kapitel 7 unterschiedliche Vollsta¨ndigkeits- und Konsistenzmetriken eingefu¨hrt.
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Um den Integrationsprozess zu u¨berwachen und bewerten, werden Metriken beno¨tigt, welche die
Qualita¨t der resultierenden Integration messen [TBHR15]. In diesem Kapitel werden fu¨r diesen
Zweck verschiedene Metriken entwickelt und erla¨utert.
Ziel der Produktdatenintegration ist die Unterstu¨tzung verschiedener Anwendungsfa¨lle (vgl. De-
finition 8). Diese ko¨nnen integrierte Daten erst dann nutzen, wenn die Integration abgeschlossen
ist, d.h. wenn diese vollsta¨ndig und konsistent ist. Der Nutzungszeitraum integrierter Produkt-
daten wird zuvor, in Abstimmung zwischen den Nutzern des integrierten Datenbestandes und
den Integrationsexperten, festgelegt. Um garantieren zu ko¨nnen, dass die Integration vollsta¨ndig
und konsistent zum definierten Nutzungszeitpunkt ist, muss der Integrationsprozess gesteuert
und u¨berwacht werden.
Eine Voraussetzung fu¨r eine automatische Instanzintegration ist die vollsta¨ndige Abbildung von
Schemakonzepten der lokalen Produktontologien auf entsprechende Konzepte der globalen (vgl.
Abschnitt 6.2.3). Eine lokale Produktontologie wiederum kann genau dann automatisch auf
eine globale Produktontologie abgebildet werden, wenn fu¨r jedes Schemakonzept mindestens
eine Schemakonzept-Attributregel definiert ist (vgl. Definition 29). Diese Eigenschaft wird im
Folgenden als lokale Schemakonzept-Vollsta¨ndigkeit bezeichnet. Daru¨ber hinaus lassen sich wei-
tere Metriken definieren, welche die Vollsta¨ndigkeit von Artefakten (z.B. Schemakonzepten, In-
stanzen und Attributen) lokaler und globaler Produktontologien bestimmen und damit fu¨r die
U¨berwachung des Integrationsprozesses genutzt werden ko¨nnen.
Im Abschnitt 7.1 werden die Begriffe Vollsta¨ndigkeit und Konsistenz im Kontext der Integration
von Produktdaten erla¨utert, bevor schließlich Metriken fu¨r die lokale Produktontologie (siehe
Abschnitt 7.2) und die globale Produktontologien (siehe Abschnitt 7.3) definiert werden. Schließ-
lich wird in Abschnitt 7.4 beschrieben, wie mit Hilfe dieser Metriken der Integrationsprozess
gesteuert und u¨berwacht werden kann.
7.1. Vollsta¨ndigkeit und Konsistenz
Nachfolgend werden zuna¨chst allgemeine Definitionen fu¨r Vollsta¨ndigkeit und Konsistenz gege-
ben, bevor in den anschließenden Abschnitten verschiedene Vollsta¨ndigkeits- und Konsistenzme-
triken fu¨r Produktontologien eingefu¨hrt werden.
Definition 42 (Vollsta¨ndigkeit). Seien M1 eine Menge von Artefakten und M2 eine
Referenzmenge mit M1 Ă M2. Ferner sei q “ |M1||M2| P r0, 1s. Dann: M1 heißt vollsta¨ndig
bezogen auf M2 genau dann und nur dann, wenn q “ 1 gilt.
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Definition 43 (Konsistenz). Sei ein bestimmter Sachverhalt (Objekt) der realen Welt in
unterschiedlichen Informationssystemen abgebildet. Dann sind die entsprechenden Beschrei-
bungen konsistent, wenn sie, bezogen auf den Sachverhalt, den selben Zustand referenzieren.
D.h., in allen Informationssystemen ist das Objekt konsistent beschrieben. Umgekehrt nen-
nen wir die Beschreibung inkonsistent, wenn in mindestens einem Informationssystem nicht
der aktuell gu¨ltige Realweltzustand des Objekts abgebildet ist.
Die folgenden Abschnitte beschreiben unterschiedliche Metriken, die fu¨r verschiedene Artefak-
te lokaler und globaler Produktontologien bestimmt werden ko¨nnen. Fu¨r jede Metrik werden
Nutzen, Anwendung und Nutzungszeitpunkt beschrieben, gefolgt von einer formalen Definition.
7.2. Metriken fu¨r lokale Produktontologien
Eine Vollsta¨ndigkeitsmetrik wurde bereits im Kontext der automatischen Instanzintegration
(siehe Abschnitt 6.3) angewendet, ohne diese formal zu definieren. Die lokale Schemakonzept-
Vollsta¨ndigkeit gibt an, wann eine automatische Instanzintegration durchgefu¨hrt werden kann.
Wa¨hrend diese Metrik eine notwendige Bedingung darstellt, garantiert sie nicht, dass mo¨glichst
vielen Korrespondenzen automatisch ermittelt werden ko¨nnen. Wie erwa¨hnt ko¨nnen fu¨r parallel
entwickelte Komponenten zwischen lokalen und globalen Produktontologien die zugeho¨rigen
Produktdaten einen unterschiedlichen Reifegrad aufweisen.
7.2.1. Lokale Schemakonzept-Vollsta¨ndigkeit
Doma¨nen- und Integrationsexperten sind fu¨r die Erstellung und Pflege der Abbildungs- und
Integrationsregeln (SCARs und SCAAs) zwischen den Schemakonzepten der lokalen Produktonto-
logien und der globalen Produktontologie verantwortlich. Der initiale Integrationsprozess einer
lokalen Produktontologie in die globale Produktontologie kann erst ausgefu¨hrt werden, wenn fu¨r
alle Schemakonzepte der lokalen Produktontologie jeweils mindestens eine Abbildungs- und In-
tegrationsregel definiert ist. Folglich beschreibt die lokale Schemakonzept-Vollsta¨ndigkeit (engl.
Local Schema Concept Completeness) das Verha¨ltnis der abgebildeten Schemakonzepte einer
lokalen Produktontologie zu allen vorhanden Schemakonzepten dieser Produktontologie. Sind
beide Mengen gleich, ist die lokale Produktontologie lokal Schemakonzept-vollsta¨ndig.
Lokale Schemakonzept-Vollsta¨ndigkeit bildet die formale Voraussetzung fu¨r die Ausfu¨hrung der
automatischen Instanzintegration. Sie wird von Integrationsexperten vor der automatischen In-
stanzintegration u¨berwacht. Wir definieren die lokale Schemakonzept-Vollsta¨ndigkeit wie folgt:
Definition 44 (Lokale Schemakonzept-Vollsta¨ndigkeit). Die lokale Schemakonzept-
Vollsta¨ndigkeit (LocalSchemaConceptCompleteness) beschreibt das Verha¨ltnis der Schema-
konzepte fu¨r die eine Schemakonzept-Attributregel definiert ist (SCMapped) zu allen Sche-
makonzepten. Schemakonzepte, die von einer Integration ausgeschlossen sind (SCIgnoreL ),
werden nicht beru¨cksichtigt (vgl. Abschnitt 6.2.3).
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LocalSchemaConceptCompleteness “ |SCMapped||SCLzSCIgnoreL |
P r0, 1s
mit SCMapped “ tsc P SCLzSCIgnoreL | D pscL, scG, AAq P SCARu
mit scG P SCGsowie AA P AttributeAction
7.2.2. Lokale SCAR-Vollsta¨ndigkeit
Eine weitere Metrik fu¨r lokale Produktontologien ist die lokale SCAR-Vollsta¨ndigkeit. Sie be-
schreibt die Anzahl an Instanzen fu¨r welche die fu¨r die Auswertung durch SCARs beno¨tigten
Attributen gesetzt sind in Relation zur Anzahl aller Instanzen. Mithilfe dieser Metrik la¨sst sich
bestimmen, ob Korrespondenzen zwischen lokalen und globalen Instanzen automatisch ermittelt
werden ko¨nnen. Wir definieren die lokale SCAR-Vollsta¨ndigkeit wie folgt:
Definition 45 (Lokale SCAR-Vollsta¨ndigkeit). Die lokale SCAR-Vollsta¨ndigkeit (Lo-
calSCARCompleteness) beschreibt das Verha¨ltnis der Anzahl von Instanzen, deren SCAR-
Attribute gesetzt sind (IndSCAR), in Relation zur Anzahl der Instanzen von IndL (abzgl.
der Menge ausgeschlossener Instanzen IndIgnoreL ):
LocalSCARCompleteness “ |IndSCAR||IndLzIndIgnoreL |
P r0, 1s
mit IndSCAR “ tind P IndL | Dsc P SCL DattrL P AttrL DattrV al P AttrV alL
DpattrL, attrG, AMCq P SCAR : psc, attrLq P hasAttributeL^
pattrV al, attrLq P referencesL ^ pind, attrV alq P hasV alueLu
7.2.3. Lokale SCAA-Vollsta¨ndigkeit
Die lokale SCAA-Vollsta¨ndigkeit beschreibt die Anzahl der Instanzen, fu¨r welche die fu¨r SCAAs
beno¨tigte Attribute gesetzt sind, in Relation zu allen Instanzen (exklusive der ausgeschlosse-
nen Instanzen). Wa¨hrend die lokale SCAR-Vollsta¨ndigkeit bestimmt, ob Korrespondenzen zwi-
schen lokalen und globalen Instanzen automatisch ermittelt werden ko¨nnen, bestimmt die lokale
SCAA-Vollsta¨ndigkeit, ob lokale Attribute in die globale Produktontologie integrierbar sind.
Definition 46 (Lokale SCAA-Vollsta¨ndigkeit). Die lokale SCAA-Vollsta¨ndigkeit (Lo-
calSCAACompleteness) ist das Verha¨ltnis der Anzahl von Instanzen, dessen SCAA-Attribute
gesetzt sind (|IndSCAA|) in Relation zur Anzahl aller Instanzen |IndL| ohne die ausgeschlos-
senen Instanzen |IndIgnoreL |:
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LocalSCAACompleteness “ |IndSCAA||IndLzIndIgnoreL |
P r0, 1s
mit
IndSCAA “ tind P IndL | DpscL, scG, pattrL1 , attrG1 , behavior1q, . . . ,
pattrLn , attrGn , behaviornqq P SCAA : @attr P pattrL1 , . . . , attrLnq
DattrV alL P AttrV alL ^ pattrV alL, attrq P referencesL
^pind, attrV alLq P hasV alueLu
7.2.4. Kombination aus SCAR- und SCAA-Vollsta¨ndigkeit
Fu¨r die Integration von Instanzen einer lokalen Produktontologie ist die lokale SCAR-Vollsta¨n-
digkeit nur eine hinreichende Bedingung. Zwar ko¨nnen Instanzen andere Attribute fu¨r SCARs
beinhalten, ohne jedoch Werte fu¨r SCAAs zu besitzen. Erst wenn ausreichend Instanzen neben
Attributwerten fu¨r SCARs auch Werte fu¨r SCAAs besitzen, damit eine automatische Integration
gestartet werden. Die lokale SCAR- und SCAA-Vollsta¨ndigkeit definieren wir wie folgt:
Definition 47 (Lokale SCAR- und SCAA-Vollsta¨ndigkeit). Die lokale SCAR- und
SCAA-Vollsta¨ndigkeit (LocalSCARSCAACompleteness) ist die Anzahl der Instanzen, deren
SCAR-Attribute (IndSCAR) und SCAA-Attribute (IndSCAA) gesetzt sind, im Verha¨ltnis
zur Anzahl aller Instanzen (exklusive ausgeschlossener):
LocalSCARSCAACompleteness “ |IndSCAR X IndSCAA||IndLzIndIgnoreL |
7.2.5. Lokale Instanz-Vollsta¨ndigkeit
Da die Integration der Instanzen nicht vollsta¨ndig automatisiert werden kann, mu¨ssen Korre-
spondenzen von Instanzen aus lokalen Produktontologien und globaler Produktontologie ma-
nuell gepflegt werden. Um diesen manuellen Integrationsprozess zu u¨berwachen, wird die lokale
Instanz-Vollsta¨ndigkeit (engl. Local Individual Completeness) ermittelt. Diese ist das Verha¨ltnis
der Anzahl von Instanzen, die mindestens eine Korrespondenz zu einer Instanz in der globalen
Produktontologie haben, zu allen vorhandenen Instanzen der lokalen Produktontologie. Sind
beide Mengen gleich, wird die lokale Produktontologie als lokal Instanz-Vollsta¨ndig bezeichnet.
Die Metrik wird sowohl von Integrationsexperten als auch dem Integration Board wa¨hrend des
gesamten Integrationsprozess genutzt.
Definition 48 (Lokale Instanz-Vollsta¨ndigkeit). Die lokale Instanz-Vollsta¨ndigkeit
(LocalIndividualCompleteness) ist das Verha¨ltnis der Anzahl von Instanzen IndMappedL einer
lokalen Produktontologie, fu¨r die mindestens eine Korrespondenz auf eine Instanz in der
globalen Produktontologie besteht, zur Anzahl aller Instanzen der lokalen Produktontologie
IndL (abzgl. der Anzahl ausgeschlossener Instanzen IndIgnoreL ):
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mit IndMapped “ tindL P IndL | D pindL, indG, scarq P Correspondencesu
scar P SCAR sowie indG P IndG
7.3. Metriken fu¨r globale Produktontologien
Wa¨hrend die bisher vorgestellten Metriken auf lokale Produktontologien fokussieren, ko¨nnen in
eine globale Produktontologie eine Vielzahl lokaler Produktontologien integriert sein. Vollsta¨n-
digkeit- und Konsistenzmetriken beziehen sich im Kontext einer globalen Produktontologie dem-
zufolge potenziell auf eine Vielzahl an lokalen Produktontologien.
7.3.1. Globale Schemakonzept-Vollsta¨ndigkeit
Die globale Schemakonzept-Vollsta¨ndigkeit (engl. Global Schema Concept Completeness) be-
stimmt den Anteil derjenigen Schemakonzepte einer globalen Produktontologie, fu¨r die min-
destens eine Schemakonzept-Attributregel definiert ist. Mit Hilfe dieser Metrik kann u¨berpru¨ft
werden, ob alle Schemakonzepte der globalen Produktontologie tatsa¨chlich verwendet werden.
Wird die globale Produktontologie beispielsweise nach dem Top-Down-Ansatz modelliert (vgl.
Abschnitt 6.2.4), sollte nach Abschluss der manuellen Integration fu¨r jedes Schemakonzept der
globalen Produktontologie mindestens eine Schemakonzept-Attributregel vorhanden sein. An-
derenfalls wurde entweder ein globales Schemakonzept modelliert, welches nicht beno¨tigt wird,
oder die Integration eines lokalen Schemakonzepts wurde u¨bersehen.
Definition 49 (Globale Schemakonzept-Vollsta¨ndigkeit). Fu¨r eine Menge an Produkt-
ontologie-Mappings {POMappingL1ˆG, . . . , POMappingLnˆG} ist die globale Schemakon-
zept-Vollsta¨ndigkeit (GlobalSchemaConceptCompleteness) das Verha¨ltnis globaler Schema-













Hauptziel der Integration von Produktdaten ist es, fachliche Anwendungsfa¨lle zu unterstu¨tzen.
Beispiele fu¨r solche Anwendungsfa¨lle sind die Erstellung physischer Prototypen (z.B. Versuchs-
fahrzeug) oder Plausibilita¨tsu¨berpru¨fungen. Da die Erstellung physischer Prototypen sehr aufwa¨n-
dig und teuer ist, mu¨ssen die integrierten Produktdaten vollsta¨ndig integriert werden, d.h. es
du¨rfen keine Informationen fehlen. Aus diesem Grund mu¨ssen alle Instanzen aus der globalen
165
7. Bestimmung der Integrationsqualita¨t
Produktontologie mit mindestens einer Instanz aus einer lokalen Produktontologie assoziiert wer-
den. Die Vollsta¨ndigkeit der Korrespondenzen von Instanzen aus der globalen Produktontologie
in die lokalen Produktontologien wird als globale Instanz-Vollsta¨ndigkeit (engl. Global Individu-
al Completeness) bezeichnet. Formal gibt diese Metrik das Verha¨ltnis derjenigen Instanzen der
globalen Produktontologie, die u¨ber mindestens eine Korrespondenz zu einer lokalen Produk-
tontologie verfu¨gen, zu allen Instanzen der globalen Produktontologie.
Durch die Definition einer lokalen Masterproduktontologie ist fu¨r jede Instanz der globalen
Produktontologie eine Korrespondenz vorhanden. Folglich mu¨ssen die Instanzen der lokale Mas-
terproduktontologie von der Bestimmung ausgenommen werden. Werden Instanzen in der globa-
len Produktontologie manuell angelegt, ist dieses Kriterium weiter notwendig. Die Metrik wird
von Integrationsexperten und dem Integration Bord wa¨hrend des gesamten Integrationsprozess
u¨berwacht.
Definition 50 (Globale Instanz-Vollsta¨ndigkeit). Fu¨r eine Menge an Produktonto-
logie-Mappings {POMappingL1xG, . . . , POMappingLnxG} ist die globale Instanzvollsta¨ndig-
keit (GlobalIndividualCompleteness) die Anzahl der Instanzen der globalen Produktontolo-
gie, fu¨r die mindestens eine Korrespondenz auf eine Instanz in einer lokalen Produktontologie




|IndG| P r0, 1s
Die Menge der Instanzen einer globalen Produktontologie IndMappedL , fu¨r die mindestens
eine Korrespondenz auf eine lokale Instanz vorhanden ist wie folgt definiert:
IndMappedG “ tind P IndG | D pindL, ind, scarq P Correspondencesu
mit scar P SCAR sowie indL P IndL
7.3.3. Globale Instanzattribut-Vollsta¨ndigkeit
Produktdaten entwickeln sich u¨ber die Zeit. Daher werden die einzelnen Attribute zu unter-
schiedlichen Zeitpunkten erfasst und dokumentiert. D.h., bei der initialen Integration fehlen
ggf. Attributwerte fu¨r die Auswertung von SCARs oder SCAAs ko¨nnen nicht ausgefu¨hrt werden.
Da diese Attribute ggf. fu¨r Anwendungsfa¨lle beno¨tigt werden, mu¨ssen sie auf Vollsta¨ndigkeit
u¨berpru¨ft werden. Die globale Instanzattribut-Vollsta¨ndigkeit (engl. Global Individual Attribute
Completeness) ist das Verha¨ltnis von Instanzen einer globalen Produktontologie, die fu¨r jedes
Attribute einen Wert besitzen, zu allen Instanzen dieser Produktontologie. Die Metrik wird
sowohl von Integrationsexperten als auch vom Integration Board wa¨hrend des gesamten Inte-
grationsprozesses kontrolliert.
Definition 51 (Globale Instanzattribut-Vollsta¨ndigkeit).
Fu¨r eine Menge an Produktonto-logie-Mappings {POMappingL1ˆG, . . . , POMappingLnˆG}
ist die globale Instanzattribut-Vollsta¨ndigkeit (GlobalIndividualAttributeCompleteness) das
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Verha¨ltnis der Anzahl globaler Instanzen fu¨r die alle Attribut einen Wert




|IndG| P r0, 1s
mit IndAttrV alG “ tind P IndG | DscG P SCG Dpsc, indq P hasIndividual
Dpattr1, . . . , attrnq P AttrG und es gilt @attr P pattr1, . . . , attrnq DattrV al P AttrV alG
^ DpattrV al, attrq P referencesG ^ Dpind, attrV alq P hasV alueGu
7.3.4. Globale Instanzattribut-Konsistenz
Entwickler und Ingenieure arbeiten in der Regel mit lokalen Kopien von Produktdaten. Haben
diese einen bestimmten Entwicklungsstand erreicht, werden sie u¨ber A¨nderungsmanagement-
prozesse bewertet. Freigegebene Produktdaten werden anschließend im Produktdatenmanage-
mentsystem abgelegt. Nicht alle Applikationen (z.B. bereichsspezifische Spezialapplikationen)
unterliegen einem zentralen A¨nderungsmanagement, bzw. A¨nderungen werden erst ab einem
definierten Zeitpunkt im Entwicklungsprozess zentral verwaltet. So kann es vorkommen, dass in
unterschiedlichen Informationssystemen unterschiedliche Entwicklungssta¨nde von Produktdaten
dokumentiert sind.
Nach der initialen Integration ko¨nnen Korrespondenzen von Instanzen mehrerer lokaler Produk-
tontologien auf eine einzelne Instanz in der globalen Produktontologie existieren. Sind in den
jeweiligen Schemakonzepten SCAAs definiert, die in das selbe Attribut in der globalen Produk-
tontologie integrieren, kann es zu Integrationskonflikten kommen. Dies ist z.B. der Fall, wenn
ein Produktaspekt in mehreren Informationssystemen unterschiedlich dokumentiert wird. Wird
in einem dieser Informationssysteme der Attributwert gea¨ndert, kann es vorkommen, dass diese
A¨nderung nicht an die anderen Informationssysteme weiter propagiert wird. Folglich wird eine
Metrik beno¨tigt, um derartige Integrationskonflikte zu erkennen.
Die globale Instanzattribut-Konsistenz (engl. Global Individual Attribute Consistency) ist das
Verha¨ltnis der Anzahl von Instanzen einer globalen Produktontologie, deren Attributwerte kon-
sistent sind, d.h. die keine Integrationskonflikte aufweisen, zur Anzahl aller Instanzen der On-
tologie. Eine Instanz ist inkonsistent, wenn es mindestens zwei SCAAs aus zwei unterschiedli-
chen lokalen Produktontologien gibt, die auf das gleiche Attribut eines Schemakonzeptes in der
globalen Produktonologie verweisen und es mindestens zwei Instanzen aus diesen lokalen Pro-
duktontologien gibt, die auf die selbe Instanz in der globalen Produktontologie verweisen und
unterschiedliche Attributwerte fu¨r die SCAAs besitzen. Sind die Attributwerte aller Instanzen der
globalen Produktontologie konsistent, wird diese als global Instanzattribut-Konsistent bezeich-
net. Die Metrik wird sowohl von Integrationsexperten als auch dem Integration Board wa¨hrend
des gesamten Integrationsprozesses u¨berwacht. Sie ist folgendermaßen definiert.
Definition 52 (Globale Instanzattribut-Konsistenz). Fu¨r eine Menge an Produktonto-
logie-Mappings {POMappingL1ˆG, . . . , POMappingLnˆG} ist die globale Instanzattribut-
Konsistenz (GlobalIndividualAttributeCompleteness) des Verha¨ltnis der Anzahl inkonsis-
tenter globalen Instanzen (|IndInconsistentG |) zur Anzahl aller globalen Instanzen (|IndG|):
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GlobalIndividualAttributeCompleteness “ 1 ´ |Ind
Inconsistent
G |
|IndG| P r0, 1s
mit IndInconsistentG “ tind P IndG | DpindL1 , indq, . . . , pindLn , indq P Correspondences
DpattrL, attrG, AAq P SCAA DattrV alL1 , . . . , attrV alLm P AttrV alL
DpattrV alL1 , attrLq, . . . , pattrV alLm , attrLq P referencesL
DpindL1 , attrV alL1q, . . . , pindLm , attrV alLmq P hasV alueL
und es gilt | pattrV alL1 , ldots, attrV alLmq| ą 1ufu¨r m ď n
7.4. Integrationsplanung und -u¨berwachung
Die manuelle Integration von Produktdaten erfordert, je nach Anzahl der Instanzen und At-
tributwerte, eine gewisse Zeit. Um den Integrationsprozess zu steuern und ihn zu u¨berwachen,
ist es notwendig, zuvor definierte Soll-Zusta¨nde der Integrationsmetriken mit vorhandenen Ist-
Zusta¨nden abzugleichen. Bei Abweichungen zwischen Soll- und Ist-Zusta¨nden einzelner Metriken
ko¨nnen dann geeignete Gegenmaßnahmen getroffen werden. Dies ko¨nnte z.B. die Erho¨hung der
Mitarbeiterzahl oder die Verschiebung des Nutzungszeitpunktes sein. Die Definition von Soll-
Zusta¨nden einzelner Metriken geschieht durch das Integration Bord in Zusammenarbeit mit den
Fach- sowie Integrationsexperten. Ein Soll-Wert einer Integrationsmetrik ist wie folgt definiert:
Definition 53 (Soll-Wert). Fu¨r eine Menge an Produktontologie-Mappings
tPOMappingL1ˆG, . . . , POMappingLnˆGu ist ein Soll-Wert (MetricReferenceValue) ein Tu-
pel
pM,T, V q P MetricReferenceV alue mit
• M P tLocalSCCompleteness, LocalSCARCompleteness,
LocalSCAACompleteness,GlobalSchemaConceptCompleteness, . . .u ist eine Integra-
tionsmetrik,
• T ist ein diskreter Zeitpunkt,
• V P r0, 1s ist ein reeller Wert.
Die Metriken zur Bewertung der Integrationsqualita¨t betrachten den Stand der Integration zum
aktuellen Zeitpunkt. Sie werden jedoch in unterschiedlichen Phasen der Produktdatenintegration
beno¨tigt. Der Prozess la¨sst sich in zwei Phasen unterteilen, die durch jeweils zwei Zeitpunkte t1
und t2 abgeschlossen werden.
Zum Zeitpunkt t0 beginnt die Phase 1 mit der manuellen Schemaintegration. Hier werden fol-
gende Metriken beno¨tigt: Lokale Schemakonzept-Vollsta¨ndigkeit, Lokale SCAR-SCAA-Vollsta¨n-
digkeit und Globale Schemakonzept-Vollsta¨ndigkeit. Die erste Phase endet mit dem Zeitpunkt
t1, zu dem die automatische Instanzintegration gestartet wird. Der Zeitpunkt der automati-
schen Instanzintegration ist fest definiert. Um diesen Zeitpunkt einhalten zu ko¨nnen, mu¨ssen
Soll-Zusta¨nde fu¨r die vorangehend genannten Metriken definiert werden. Bei Abweichungen zwi-
schen Ist- zu Soll-Zusta¨nden an definierten Zeitpunkten wiederum ko¨nnen geeignete Maßnahmen
beschlossen werden, um den Termin der automatischen Instanzintegration einhalten zu ko¨nnen.
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Voraussetzung fu¨r die automatische Instanzintegration sind folgende Werte fu¨r die einzelnen
Metriken:
• LocalSCCompleteness “ 1, d.h. fu¨r all Schemakonzepte aller lokalen Produktontologien
sind SCARs definiert.
• LocalSCARSCAACompleteness ě threshold, d.h. die Anzahl der Instanzen, die Attri-
butwerte besitzen, die fu¨r das Matching sowie die Integration notwendig sind, u¨berschreitet
einen definierten Schwellenwert (threshold).
Damit zum Zeitpunkt t1 diese Zusta¨nde erreicht werden, ist es notwendig, den Verlauf der
Metriken zu u¨berwachen. Dazu werden Soll-Zusta¨nde s10, . . . , s1n zu Zeitpunkten zwischen t0
und t1 definiert. An diesen Zeitpunkten werden Soll- und Ist-Zusta¨nde der definierten Metriken
abgeglichen. Soll- und Ist-Zusta¨nde lassen sich als Graph darstellen. Abbildung 7.1 illustriert
beispielhaft den zeitlichen Verlauf von Ist-Zusta¨nden fu¨r verschiedene Integrationsmetriken vom




Abbildung 7.1.: Zeitlicher Verlauf der Metriken in Phase 1
Die Zusta¨nde fu¨r t1 und t2 sowie die Zeitpunkte der Soll-Zusta¨nde werden durch das Inte-
gration Bord in Zusammenarbeit mit Integrationsexperten definiert. Die Zusta¨nde basieren auf
Erfahrungen dieser Experten, d.h. in den ersten Integrationsprojekten ko¨nnen die Abweichungen
zwischen Soll- und Ist-Zusta¨nden signifikant sein.
In Abbildung 7.1 sind, neben dem Verlauf der Ist-Sta¨nde u¨ber die Zeit zwischen t0 und t1, drei
Soll-Zusta¨nde fu¨r folgenden Integrationsmetriken definiert: 1
1Soll-Zusta¨nde ko¨nnen fu¨r jede Integrationsmetrik zu verschiedene Zeitpunkten definiert werden.
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• GlobalSCCompleteness “ .53
• LocalSCCompleteness “ .42
• LocalSCARSCAACompleteness “ .28
Wa¨hrend der Ist-Zustand der lokalen Schemakonzept-Vollsta¨ndigkeit zum Zeitpunkt s11 in et-
wa dem definierten Referenzwert entspricht, sind die Ist-Zusta¨nde der globalen Schemakonzept-
Vollsta¨ndigkeit sowie die lokale SCAR-SCAA-Vollsta¨ndigkeit deutlich unter den definierten Soll-
Zusta¨nden. Zum Zeitpunkt s11 analysiert das Integration Bord die Ist- und Soll-Zusta¨nde der
verschiedenen Metriken und definiert ggf. notwendige Maßnahmen fu¨r den Integrationsprozess.
Schließlich sind zum Zeitpunkt t1 folgende Soll-Zusta¨nde definiert:
• GlobalSCCompleteness “ 1
• LocalSCCompleteness “ 1
• LocalSCARSCAACompleteness “ 0.5
Nach der automatischen Instanzintegration beginnt die Phase 2 mit der manuellen Instanzin-
tegration, in der folgende Metriken fu¨r die Globale Instanz-Vollsta¨ndigkeit und Globale Instanz-
Konsistenz beno¨tigt werden. Analog zur ersten Phase werden auch fu¨r die manuelle Instanzinte-
gration Soll-Zusta¨nde der einzelnen Metriken zu verschiedenen Zeitpunkten definiert. Die zweite
Phase endet mit dem Zeitpunkt t2 ab dem die Nutzung beginnt. Um zum Zeitpunkt t2 mit der
Nutzung der integrierten Produktdaten beginnen zu ko¨nnen, ist es auch fu¨r die zweite Phase
notwendig, Soll-Zusta¨nde s20, . . . , s2m zu Zeitpunkten zwischen t1 und t2 zu definieren. Abbildung
7.2 illustriert den Verlauf des vorherigen Beispiels ab dem Zeitpunkt t1 bis zur Nutzung ab
Zeitpunkt t2.
Zwischen t1 und t2 sind zwei Zeitpunkte s21 und s22 definiert, zu denen jeweils Soll-Zusta¨nde
fu¨r die globale Instanz-Vollsta¨ndigkeit sowie globale Instanz-Konsistenz definiert sind. Wa¨hrend
der Ist-Zustand fu¨r die globale Instanz-Konsistenz zum Zeitpunkt s21 etwa dem Soll-Zustand
entspricht, ist der Ist-Zustand der globalen Instanz-Vollsta¨ndigkeit geringer. Analog zur ersten
Phase analysiert und bewertet das Integration Bord die Ist- und Soll-Zusta¨nde zu den einzelnen
Zeitpunkten. Voraussetzung fu¨r die Anwendungsfallnutzung sind folgende Soll-Zusta¨nde zum
Zeitpunkt t2:
• GlobalIndCompleteness “ 1
• GlobalIndConsistency “ 1
Fu¨r das Beispiel aus Abbildung 7.2 sind in Tabelle 7.1 die Soll-Zusta¨nde fu¨r die Produktontologie-
Mappings POMappingL1ˆG, . . . , POMappingLnˆG zusammengefasst:
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Tabelle 7.1.: Soll-Zusta¨nde fu¨r das Beispiel aus Abbildung 7.2
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8. Evolution integrierter Produktdaten
Produktdaten unterliegen kontinuierlichen A¨nderungen, sei es infolge von Optimierungen oder
aufgrund neuer Standards, Regularien oder Gesetze [RW12, MRB08]. Folglich sollte ein Pro-
duktdatenintegrationsframework die Evolution von bereits integrierten Schemata und Instan-
zen unterstu¨tzen muss. Im Folgenden werden A¨nderungsszenarien beschrieben, die nach einer
initialen Integration auftreten ko¨nnen. Fu¨r alle Szenarien wird angenommen, dass die Integra-
tionsmenge vollsta¨ndig und konsistent ist. Die in Kapitel 6 beschrieben Prozesse definieren die
notwendigen Aufgaben der einzelnen Rollen, um Produktdaten vollsta¨ndig und konsistent zu
integrieren. Da Produktdaten kontinuierlichen A¨nderungen unterliegen ist diese statische Be-
trachtung nicht ausreichend. Vielmehr muss das PROCEED-Rahmenwerk die Mo¨glichkeit bieten,
sowohl auf Schema- als auch Instanza¨nderungen einzelner lokaler Produktontologien reagieren
zu ko¨nnen.
Die in diesem Kapitel beschriebenen A¨nderungsprozesse sind reaktiv, d.h. wenn eine A¨nderung
an Instanzen bzw. Schemakonzepten vorgenommen wird, werden diese vom PROCEED-Rahmen-
werk erkannt. Anschließend werden Aktionen durchgefu¨hrt, um die Konsistenz und Vollsta¨ndig-
keit der globalen Produktontologie wieder herzustellen.
Die Attribute von Produktdaten werden meist zu unterschiedlichen Zeitpunkten festgelegt. Bei
der initialen Integration etwa ko¨nnen Attributwerte fehlen, die fu¨r die Integration von Instanzen
notwendig sind, (z.B. zwecks Auswertung von SCARs oder Ausfu¨hrung von SCAAs). Ein weiteres
Szenario fu¨r die A¨nderung von Instanzattributwerten ist die Beseitigung von Fehlern.
Neben A¨nderungen auf Instanzebene kann es vorkommen, dass die Datenmodelle lokaler Infor-
mationssysteme angepasst werden sollen, etwa nach der Erweiterung von Informationssystemen
um neue Funktionen. Diese A¨nderungen an verschiedenen Artefakten lokaler Produktontologien
(Schemakonzepte, Instanzen, Korrespondenzen, Abbildungs- und Integrationsregeln) haben Ein-
fluss auf den Zustand der aktuellen Integration. Einige A¨nderungen lassen sich automatisieren,
wa¨hrend andere manuelle Interaktionen erfordern.
Zusa¨tzlich zu A¨nderungen an Produktdaten kann es notwendig werden, A¨nderungen an Konzep-
ten oder gar Abbildungsregeln und -aktionen vorzunehmen. Im Folgenden werden die A¨nderungs-
operationen, inklusive der notwendigen Schritte, beschrieben, um diese A¨nderungen zu realisie-
ren.
Zuna¨chst wird in Abschnitt der sog. Ripple-Effect erla¨utert. Demnach kann eine einzelne A¨nder-
ung eine Welle weiterer A¨nderungen bedingen, ohne dass letztere zu Beginn der A¨nderung
direkt ersichtlich waren. Im Abschnitt 8.2 werden A¨nderungsoperationen auf Datenebene, d.h.
A¨nderungen fu¨r Instanzen, Korrespondenzen und Attributwerte behandelt und zwar sowohl fu¨r
lokale als auch globale Produktontologien. Abschnitt 8.3 befaßt sich mit A¨nderungsoperationen
auf Schemaebene, d.h. mit A¨nderungen an Schemakonzepten, Attributen, Schemakonzept-Attri-
butregeln und -Attributaktionen.
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8.1. Ripple-Effekt
A¨nderungen im Allgemeinen und das Lo¨schen einer Korrespondenz im Speziellen ko¨nnen Auswir-
kungen auf weitere Korrespondenzen haben. Abbildung 8.1 zeigt drei unterschiedliche Szenarien
fu¨r das Lo¨schen von Korrespondenzen. Die Korrespondenz cor2 zwischen lokaler Instanz B und
globaler Instanz Y einer Produktdatenintegrationsebene Layer wird gelo¨scht. Auf der darunter
liegenden Produktdatenintegrationsebene Layer+1 befindet sich eine Instanz B1, die B zugeord-
net ist. Fu¨r letztgenannte Instanz existieren korrespondierende globale Instanzen Y1, Y2 und
Y3 u¨ber die Korrespondenzen cor5, cor6 und cor7. Nachdem die Korrespondenz cor2 gelo¨scht
wurde, mu¨ssen folglich auch die Korrespondenzen cor5, cor6 und cor7 gelo¨scht werden. Exis-
tieren zu B1 wiederum Instanzen auf der Produktdatenintegrationsebene unterhalb von Layer+1












Abbildung 8.1.: Kaskadierender Effekt beim Lo¨schen von Korrespondenzen
A¨nderungen wirken sich nicht nur kaskadierend innerhalb einer lokalen Produktontologie aus,
sondern ko¨nnen sich auch u¨ber mehrere lokale Produktontologien erstrecken. Dies ist dann
der Fall, wenn Attribute globaler Schemakonzepte durch SCAAs einer lokalen Produktontologie
befu¨llt werden und gleichzeitig durch SCARs genutzt werden. In Abbildung 8.2 ist ein solches
Beispiel dargestellt. Wird der Attributwert REF von ind M 1 gea¨ndert, muss diese A¨nderung
in die globale Produktontologie propagiert werden. Das gea¨nderte Attribut wird durch SCAR2
und SCAR3 der lokalen Produktontologien L1 und L2 verwendet. Folglich mu¨ssen die bestehen-
de Korrespondenzen cor2 und cor3 gelo¨scht und die SCARs SCAR2 und SCAR3 erneut aus-
gewertet werden. Ggf. werden nun SCAAs (SCAA2, SCAA3) wiederholt ausgefu¨hrt. Infolge die-
ser neuen Ausfu¨hrung werden in der globalen Produktontologie mo¨glicherweise Attributwerte
gea¨ndert (z.B. Name und Requirement), die wiederum durch SCARs (SCAR3) weiterer lokaler
Produktontologien (L2) verwendet werden. Durch diese A¨nderung mu¨ssen existierende Korre-
spondenzen zwischen lokaler Produktontologie L1 und globaler Produktontologie G, die durch














































Abbildung 8.2.: Auswirkungen einer Instanza¨nderung
Die Auswirkungen von A¨nderungen lassen sich grafisch in Form von ripple-Graphen darstellen
(siehe Abbildung 8.3). Im Zentrum befindet sich die Instanz der initialen A¨nderung ind M 1. Auf
dem na¨chst a¨ußeren Ring befinden sich die Instanzen, die direkt von der A¨nderung betroffen
sind (ind G 1). A¨nderungen, die durch direkten Instanzen hervorgerufen werden, werden auf den




Abbildung 8.3.: Ripple-Graph fu¨r die Darstellung einer Instanza¨nderung
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8.2. Instanza¨nderungen
Im Folgenden wird der Ablauf von A¨nderungen mittels BPMN1-Prozessmodellen illustriert. Ab-
bildung 8.4 zeigt die verwendeten Symbole. Ein Prozess beginnt mit einem Startereignis und
terminiert mit Erreichen eines Endereignisses. Es wird zwischen User Tasks und Service Tasks
unterschieden. Wa¨hrend erstere die Interaktion mit Benutzern erfordern, laufen letztere auto-
matisch ab. Zwischen den Prozessbeteiligten ko¨nnen Nachrichten ausgetauscht und so weitere
Prozesse gestartet werden.
Bedingte Aufsplittung des Kontrollflusses werden in den Prozessmodellen u¨ber XOR-Gateways













Abbildung 8.4.: Legende der BPMN Symbole
Im Folgenden werden A¨nderungen beschrieben, die sich auf Daten lokaler und globaler Produkt-
daten (etwa Korrespondenzen, Instanzen, Attributwerte) auswirken.
8.2.1. Hinzufu¨gen einer Korrespondenz
Abbildung 8.5 zeigt die notwendigen Schritte nach Erstellung einer neuen Korrespondenz durch
einen Data Quality Engineer (vgl. Abschnitt 6.2.5). Zuna¨chst werden alle SCAAs des entsprechen-
den Schemakonzeptes der lokalen Produktontologie ausgefu¨hrt. Kommt es bei deren Ausfu¨hrung
zu Konflikten, die nicht automatisch aufgelo¨st werden ko¨nnen (siehe Abschnitt 6.2.3), muss ein
Data Quality Engineer eingreifen. Danach werden diejenigen Instanzen der lokalen Produktonto-
logie ermittelt, die sich auf der na¨chst tieferen Produktdatenintegrationsebene befinden. Wurde
die unterste Ebene erreicht, ist die A¨nderung durchgefu¨hrt und der Data Quality Engineer wird
entsprechend informiert. Anderenfalls werden fu¨r alle ermittelten Instanzen der na¨chst tiefe-




ren Ebene die SCARs des entsprechenden Schemakonzeptes ausgewertet und Korrespondenzen
erstellt. Dadurch beginnt der Prozess wieder mit der Aktivita¨t SCAAs ausfu¨hren.
Konnten fu¨r einzelne Instanzen keine Korrespondenzen durch die Regeln automatisch bestimmt
werden, muss der Data Quality Engineer diese manuell erstellen oder einzelne Instanzen von der
Integration ausschließen. Fu¨r jede gefundene Instanz werden die SCAAs ausgefu¨hrt, der Prozess
beginnt dann wieder von vorne bis die letzte Produktdatenintegrationsebene erreicht worden ist.
Abbildung 8.5.: Manuelles Anlegen einer Korrespondenz
Abbildung 8.6 illustriert die verschiedenen Artefakte, die von der A¨nderungsoperation betroffen
sind. Die zu erstellende Korrespondenz cor wird fu¨r eine Instanz indL11 eines Schemakonzepts
scL1 und eine Instanz indG11 eines Schemakonzeptes scG1 erstellt 1©. Zuna¨chst werden die ent-
sprechenden SCAAs fu¨r die Instanz indL11 ausgefu¨hrt 2©. Anschließend werden die Instanzen
Indsub, die zu indL11 geho¨ren und auf der na¨chst tieferliegenden Produktdatenintegrationsebene
liegen, ermittelt 3©. Fu¨r Indsub werden die SCARs ausgewertet und entsprechende Korrespon-
denzen erstellt 4©. Fu¨r jede Korrespondenz werden die SCAAs ausgefu¨hrt 5©. Die letzten drei
Schritte werden solange wiederholt, bis die letzte Produktdatenintegrationsebene erreicht wird.
Abbildung 8.6.: Manuelles Erstellen neuer Korrespondenzen
Algorithmus 4 formalisiert den zuvor beschriebenen Ablauf. Dabei wird angenommen, dass ne-
ben der Korrespondenz cor eine Begru¨ndung erstellt wurde. Anschließend mu¨ssen fu¨r die In-
stanzen der Korrespondenz alle Schemakonzept-Attributaktionen ausgefu¨hrt werden (siehe Zei-
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len 3 bis 6). Fu¨r die neue Korrespondenz wird nun u¨berpru¨ft, ob die betroffene Instanz sich
nicht auf der Version-Integrationsebene befindet (siehe Zeile 9). Anschließend wird die Menge
IndCandidatesL aller lokalen Instanzen ermittelt, die sich in der na¨chst tiefer gelegenen In-
tegrationsebene befinden und zur lokalen Instanz der Korrespondenz geho¨ren. Analog entha¨lt
die Menge IndCandidatesG die betroffenenden globalen Instanzen. Fu¨r das kartesische Produkt
dieser beiden Mengen werden die entsprechenden Schemakonzept-Attributregeln ausgewertet
(vgl. Zeile 17) und bei Treffern Korrespondenzen erstellt und Schemakonzept-Attributaktionen
ausgefu¨hrt (Zeilen 20 und 21). Fu¨r die gefundenen Korrespondenzen wird der zuvor beschriebe-
ne Vorgang (Zeilen 9 bis 29) so lange wiederholt, bis die letzte Produktdatenintegrationsebene
erreicht wird.
Algorithmus 4 (Korrespondenz hinzufu¨gen)
1: procedure AddCorrespondence(cor P Correspondence)
2: SCAAcur “ tscaa P SCAA | Dsc P SCL Dpsc, cor.indLq P hasIndividualL
Dpsc, scG, AAq P SCAA mit scG P SCG}
3: for each scaa P SCAAcur do
4: scaaResult “ executeSCAApcor, scaaq Ź 2©
5: AttrV alJustification “ AttrV alJustificationŤ
scaaResult.AttrV alJustification
6: end for
7: Correspondencescur “ cor
8: for each corcur P Correspondencescur do
9: if ! corcur.indL P IndversionL then
10: IndCandidatesL “ pind P IndL | Dpind, corcur.indLq P indBelowLq Ź 3©
11: IndCandidatesG “ pind P IndG | Dpind, corcur.indGq P indBelowGq
12: for each indcurL P IndCandidatesL do
13: for each indcurG P IndCandidatesG do
14: sccurL “ tsc P SCL | Dpsc, indcurL q P hasIndividualLu
15: sccurG “ tsc P SCG | Dpsc, indcurG q P hasIndividualGu
16: for each scarcur “ psccurL , sccurG , AMCq P SCAR do
17: if evaluateAMCpindcurL , indcurG , scarcur.AMCq then
18: newCor “ pindcurL , indcurG , scarcurq Ź 4©
19: Justification “ JustificationŤpnewCor, scarcurq
20: Correspondences “ CorrespondencesŤnewCor
21: scaaResult “ executeSCAA(newCor) Ź 5©
22: AttrV alJustification “ AttrV alJustificationŤ
scaaResult.AttrV alJustification










8.2.2. Lo¨schen einer Korrespondenz
Abbildung 8.7 zeigt notwendige Schritte nach Lo¨schen einer Korrespondenz durch einen Da-
ta Quality Engineer. Zuna¨chst werden alle SCAAs des entsprechenden Schemakonzeptes in den
korrespondierenden globalen Instanzen ru¨ckga¨ngig gemacht. Danach werden die zugeordneten
Instanzen der lokalen Produktontologie ermittelt, die sich auf der na¨chst tieferen Produkda-
tentintegrationsebene befinden. Fu¨r jede dieser Instanzen werden alle vorhandenen Instanzen
gelo¨scht und der Prozess geht von vorne los, solange bis die letzte Ebene erreicht wird. Danach
ist die A¨nderung abgeschlossen und der Data Quality Engineer wird entsprechend informiert.
Abbildung 8.7.: Eine Korrespondenz wird manuell gelo¨scht
Abbildung 8.8 zeigt die Artefakte lokaler und globaler Produktontologien, die von einer A¨nderung
betroffen sind. Die Korrespondenz cor1 zwischen indL11 und indG11 wird gelo¨scht 1©. Danach
mu¨ssen zuna¨chst die entsprechenden SCAAs in indG11 der globalen Produktontologie ru¨ckga¨ngig
gemacht werden 2©. In diesem Beispiel ist dies scaa1. Anschließend werden diejenigen Instanzen
ermittelt, die zu indL11 geho¨ren und die auf der na¨chst tieferen Produktdatenintegrationsebene
liegen 3©. Fu¨r jede dieser Instanzen (indL21 und indL22 im Beispiel) werden in den korrespon-
dierenden Instanzen der globalen Produktontologie die SCAAs ebenfalls ru¨ckga¨ngig gemacht 4©.
Schließlich werden die Korrespondenzen von indL21 und indL22 gelo¨scht 5©. Die Schritte 3© bis
5© werden solange wiederholt, bis die letzte Produktdatenintegrationsebene erreicht ist.
Abbildung 8.8.: Manuelles Lo¨schen einer Korrespondenz
Algorithmus 5 beschreibt eine Hilfsfunktion fu¨r das Lo¨schen globaler Attributwerte einer Instanz.
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Eingabeparameter sind eine Instanz indG der globalen Produktontologie sowie eine Schemakon-
zept-Attributaktion scaa. Fu¨r jede Attributaktion werden mo¨gliche Attributwerte der Instanz
ermittelt und gelo¨scht (Zeilen 2 bis 4). Schließlich wird eine Begru¨ndung fu¨r einen Attributwert
gelo¨scht (Zeilen 5 und 6).
Algorithmus 5 (Globale Attributwerte lo¨schen)
1: procedure DeleteGlobalAttributValue(indG P IndG, scaa P SCAA)
2: for each aacur P scaacur.AA do
3: deletedAttrV al “ tattrV al P AttrV alG | DpindG, attrV alq P hasV alG^
DpattrV al, attrGq P referencesGu
4: AttrV alG “ AttrV alGz deletedAttrV al
5: deletedAttrV alJust “ tattrV alJust |
DpattrV alJust, scaacurq P AttrV alJustificationu
6: AttrV alJustificationG “ AttrV alJustificationz deletedAttrV alJust
7: end for
8: end procedure
Algorithmus 6 lo¨scht die Korrespondenz cor. Zuna¨chst muss die Begru¨ndung der gelo¨schten Kor-
respondenz entfernt werden (Zeilen 4 bis 5). Fu¨r alle Schemakonzept-Attributaktionen mu¨ssen
die entsprechenden Attribute (inklusive Begru¨ndungen) in den korrespondierenden globalen In-
stanzen entfernt werden (Zeilen 6 bis 9). Anschließend werden die Korrespondenz gelo¨scht und
alle Instanzen unterhalb der lokalen Instanz ermittelt (Zeilen 10 und 11). Fu¨r jede Instanz, fu¨r
die eine Korrespondenz existiert, wird der Algorithmus rekursiv aufgerufen (Zeilen 12 bis 16).
Algorithmus 6 (Korrespondenz lo¨schen)
1: procedure DeleteCorrespondence(cor P Correspondence)
2: Correspondencescur “ cor
3: for each corcur P Correspondencescur do
4: justificationcur “ tj P Justification | Dpcorcur, jq P Justificationu
5: Justification “ Justificationz justificationcur
6: SCAAcur “ tscaa P SCAA | Dsc P SCL DscG P SCG
Dpsc, corcur.indLq P hasIndividualL Dpsc, scGq P SCAAu
7: for each scaacur P SCAAcur do
8: DeleteGlobalAttributV aluespcorcur.indG, scaacurq
9: end for
10: Correspondences “ Correspondenceszcorcur
11: IndsubL “ tind P IndL | Dpind, corcur.indLq P indBelowLu
12: for each indsub,curL P IndsubL do








8.2.3. Hinzufu¨gen einer Instanz
Abbildung 8.9 illustriert den Prozess nach Erstellung einer neuen lokalen Instanz fu¨r ein Schema-
konzept. Wird eine neue Instanz erstellt, werden fu¨r sie die vorhandenen SCARs ausgewertet. Fu¨r
die gefundenen Korrespondenzen wiederum werden alle definierten SCAAs ausgewertet. Treten
wa¨hrend dieser Auswertung Integrationskonflikte auf, die nicht automatisch aufgelo¨st werden
ko¨nnen, wird ein Data Quality Engineer entsprechend informiert. Wurde die neue Instanz nicht
auf der Version-Ebene hinzugefu¨gt, muss fu¨r jede Ebene unterhalb der A¨nderung mindestens
eine zugeordnete Instanz erstellt werden.
Abbildung 8.9.: Eine neue Instanz wurde hinzugefu¨gt
Abbildung 8.10 zeigt exemplarisch das Erstellen einer neuen Instanz indL22 fu¨r ein Schema-
konzept scL2 P SCL 1©. Zuerst werden die vorhandenen Schemakonzept-Attributregeln (SCARs)
scar2 fu¨r indL22 und die potenziell korrespondierenden Instanzen aus der globalen Produktonto-
logie IndcandidatesG ausgewertet. Weiter werden entsprechende Korrespondenzen erzeugt 2© und
fu¨r diese die jeweiligen SCARs als Begru¨ndung hinterlegt. Fu¨r die gefundenen Korrespondenzen
werden die Aktionen SCAA ausgefu¨hrt ( 3©).
Abbildung 8.10.: Erstellen einer neuen Instanz
Algorithmus 7 beschreibt diesen Einfu¨geprozess formal. Die Instanz indL einer lokalen Produk-
tontologie wird dem Schemakonzept scL hinzugefu¨gt. Sie kann unterhalb einer existierenden
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Instanz indparentL erstellt werden. Zuna¨chst werden die SCARs der Instanz ermittelt (Zeile 2).
Fu¨r jede SCAR werden die potenziell korrespondierenden Instanzen IndcandidatesG der globalen
Produktontologie bestimmt (Zeile 4). Fu¨r das Kreuzprodukt aus indL und IndcandidatesG werden
die Attribut-Matching-Bedingungen der SCAR ausgewertet (Zeile 6). Wurden Korrespondenzen
identifiziert, werden diese, zusammen mit einer Begru¨ndung, hinzugefu¨gt und der Algorithmus
7 aufgerufen.
Algorithmus 7 (Instanz hinzufu¨gen)
1: procedure AddIndividual(indL, indparentL , scL)
2: SCARscL “ tscar P SCAR | DpscL, scG, AMCq P SCARu
3: for each scarcur P SCARscL do
4: IndcandidatesG “ tind P IndG | Dpscarcur.scG, indq P hasIndividualGu
5: for each indcurG P IndcandidatesG do
6: if evaluateAMCpindL, indcurG , scarcur.AMCq then
7: newCor “ pindL, indcurG , scarcurq
8: Correspondences “ CorrespondencesŤnewCor






8.2.4. Lo¨schen einer Instanz
Abbildung 8.11 zeigt den Prozess, der auf das Lo¨schen einer Korrespondenz zwischen Instanzen
aus lokalen und globalen Produktontologien reagiert. Auslo¨ser dieser A¨nderung ist das manuelle
Lo¨schen durch einen Data Quality Engineer oder Doma¨nenexperten. Wie erwa¨hnt, muss beim
Lo¨schen von Artefakten zuna¨chst die Startebene ermittelt werden, von der aus das Lo¨schen kas-
kadierend dann von oben nach unten durchgefu¨hrt wird. Fu¨r die korrespondierende Instanz der
globalen Produktontologie werden alle SCAAs der lokalen Produktontologie ru¨ckga¨ngig gemacht,
die Korrespondenz wird anschließend gelo¨scht. Danach werden die zugeordneten Instanzen auf
der na¨chst tieferen Produktdatenintegrationsebene ermittelt, fu¨r diese werden die SCAAs eben-
falls ru¨ckga¨ngig gemacht. Dieser Vorgang wird solange wiederholt, bis die letzte Ebene erreicht
wird.
Die Korrespondenz wurde somit kaskadierend entfernt, die Integrationsmenge ist nun jedoch
nicht mehr vollsta¨ndig. Damit die Fachanwender die Produktdaten nutzen ko¨nnen, mu¨ssen fu¨r
die gelo¨schten Korrespondenzen neue angelegt werden, oder aber die entsprechenden Instan-
zen mu¨ssen von der Integration ausgeschlossen werden. Die Korrespondenz wurde initial durch
den Data Quality Engineer gelo¨scht, da die automatische Auswertung der SCARs und SCAAs
fehlerhaft war. Entweder kann dieser eine ”richtige“ korrespondierende Instanz in der globalenProduktontologie ermitteln oder diese von der Integration ausschließen. Legt der Data Quality
Engineer eine neue Korrespondenz an, wird ein weiter A¨nderungsprozess aufgerufen.
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Abbildung 8.11.: Eine Instanz wurde gelo¨scht
Abbildung 8.12 veranschaulicht das Lo¨schen einer lokalen Instanz indL12 . Zuna¨chst mu¨ssen die
SCAAs fu¨r korrespondierende Instanzen (indG12) in der globalen Produktontologie ru¨ckga¨ngig
gemacht werden 1©. Anschließend werden die Korrespondenzen 2© gelo¨scht. Danach werden die
Individuals, die zu indL12 geho¨ren und auf der na¨chst tieferen Produktdatenintegraionsebene
liegen, (indL21 , indL22) ermittelt 3©. Schließlich wird die Instanz indL12 aus der lokalen Pro-
duktontologie entfernt 4©. Die Schritte 1© bis 4© werden fu¨r die Instanzen indL21 und indL22
wiederholt, bis die letzte Produktdatenintegrationsebene erreicht wird.
Abbildung 8.12.: Lo¨schen einer Instanz
Formal wird dieser Prozess durch Algorithmus 8 beschrieben. Fu¨r die zu lo¨schende Instanz indL
werden die bestehenden Korrespondenzen CorindL bestimmt (Zeile 2). Fu¨r alle Korrespondenzen
wird Algorithmus 8 aufgerufen, anschließend wird die Instanz entfernt (Zeilen 4 und 5).
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Algorithmus 8 (Instanz lo¨schen)
1: procedure DeleteIndividual(indL)
2: CorindL “ tcor P Correspondence | DpindL, indGq P Correspondenceu
3: for each corcur P CorindL do
4: DeletedCorrespondencepcorcurq
5: IndL “ IndLzcorcur.indL
6: end for
7: end procedure
8.2.5. Lo¨schen eines Attributwertes
Wird ein Attributwert einer Instanz indL einer lokalen Produktontologie gelo¨scht, nachdem der
Attributwert bereits u¨ber eine Korrespondenz in die globale Produktontologie integriert worden
ist, sind drei Fa¨lle zu unterscheiden. Entweder wird das Attribut von einer Schemakonzept-
Attributaktion oder -Attributregel verwendet (Fa¨lle 1 und 2). Schließlich kann es sich um ein
Attribut handeln, welches von keinem der beiden verwendet wird (Fall 3).
Abbildung 8.13 zeigt den A¨nderungsprozess eines Attributwertes einer lokalen Instanz. Sobald
der Attributwert durch einen Nutzer gea¨ndert wurde, muss ermittelt werden, ob es sich um ein
Attribut handelt, dass entweder von einer Schemakonzept-Attributaktion oder -Attributregel
verwendet wird. Im ersten Fall mu¨ssen u¨ber bestehende Korrespondenzen diejenigen globalen
Instanzen ermittelt werden, fu¨r die existierende Schemakonzept-Attributregeln ru¨ckga¨ngig ge-
macht werden. Im zweiten Fall werden die existierenden Korrespondenzen ebenfalls ermittelt.
Diese werden anschließend mittels Algorithmus 5 gelo¨scht.
Abbildung 8.13.: Attributwert lo¨schen
Abbildung 8.14 illustriert einen Ausschnitt einer lokalen Produktontologie, in der ein Attribut-
wert attrV alL12 einer Instanz indL11 gea¨ndert wurde ( 1©). Das gea¨nderte Attribut wird durch
eine Schemakonzept-Attributaktion scaa1 verwendet. Zuna¨chst mu¨ssen die korrespondierenden
Instanzen in einer globalen Produktontologie ermittelt werden ( 2©). Anschließend wird fu¨r jede
gefundene Instanz die entsprechende Schemakonzapt-Attributaktion ru¨ckga¨ngig gemacht ( 3©).
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Abbildung 8.14.: Lo¨schen des Attributwerts eines SCAA-Attributs
Analog dazu illustriert Abbildung 8.15 eine lokale Produktontologie, in welcher der gea¨nderte
Attributwert durch eine Schemakonzept-Attributregel verwendet wird. Der Wert des Attributs
attrV alL12 wurde gea¨ndert 1©. Folglich mu¨ssen alle Korrespondenzen der Instanz indL11 ermit-
telt und mittels Algorithmus 6 gelo¨scht werden 2©.
Abbildung 8.15.: Lo¨schen des Attributwerts eines SCAR-Attributs
Formal beschreibt Algorithmus 9 die A¨nderungsoperation. Zuna¨chst wird das Schemakonzept
des gea¨nderten Attributs bestimmt (Zeile 2). Davon ausgehend werden die Schemakonzept-
Attributregeln und -Attributaktionen ermittelt (Zeilen 3 und 4). Es wird u¨ber alle SCARs, in-
klusive deren Attribut-Matching-Bedingungen, iteriert. Ist das lokale Attribut der Attribut-
Matching-Bedingung gleich dem gea¨nderten Attribut, wird Algorithmus 11 aufgerufen (Zeilen 5
bis 11). Analog wird u¨ber die SCAAs iteriert und Algorithmus 10 ausgefu¨hrt (Zeilen 12 bis 18).
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Algorithmus 9 (Lo¨sche Attributwert)
1: procedure DeleteAttributeValue(indL, attrL)
2: scindLL “ tsc P SCL | Dpsc, indLq P hasIndividualLu
3: SCARindL “ tscar P SCAR | DpscindL , scG, AMCq P SCARu
4: SCAAindL “ tscaa P SCAA | DpscindL , scG, AAq P SCAAu
5: for each scarcur P SCARindL do
6: for each amccur P scarcur.AMC do
7: if amccur.attrL ““ attrL then




12: for each scaacur P SCAAindL do
13: for each aacur P scaacur.AA do
14: if aacur.attrL ““ attrL then





Algorithmus 10 formalisiert die in Abbildung 8.14 erla¨uterten Schritte. Zuna¨chst werden die Kor-
respondenzen der Instanz indL bestimmt (Zeile 2). Mit Hilfe der Schemakonzept-Attributaktionen
wird das betroffene Attribut attrG des Schemakonzepts in der globalen Produktontologie er-
mittelt (Zeilen 3 bis 11). Schließlich wird fu¨r alle korrespondierenden Instanzen von indL der
korrespondierende Attributwert entfernt (Zeilen 12 bis 15).
Algorithmus 10 (Lo¨sche SCAA-Attributwert)
1: procedure DeleteSCAAAttributeValue(indL, attrL)
2: CorindL “ tcor P Correspondence | DpindL, indGq P Correspondenceu
3: scindLL “ tscL P SCL | DpscL, indLq P hasIndividualLu
4: SCAAindL “ tscaa P SCAA | DscG P SCG ^ DpscindLL , scGq P SCAAu
5: for each scaacur P SCAAindL do
6: for each aacur P scaacur.AA do
7: if aacur.attrL ““ attrL then




12: for each indcurG P CorindL .indG do
13: attrV alcur “ tattrV alG P AttrV alG | DpattrV alG, attrGq P referencesG
^DpindcurG , attrV alGq P hasV alueGu
14: AttrV alG “ AttrV alGzattrV alcurG
15: end for
16: end procedure
Algorithmus 11 definiert die Schritte, die in Abbildung 8.15 erla¨utert wurden. Zuna¨chst wer-
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den die bestehenden Korrespondenzen der gea¨nderten Instanz ermittelt (Zeile 2). Jede dieser
Instanzen wird mit Hilfe von Algorithmus 5 entfernt (Zeilen 3 bis 5).
Algorithmus 11 (Lo¨sche SCAR-Attributwert)
1: procedure DeleteSCARAttributeValue(indL, attrL)
2: CorindL “ tcor P Correspondence | DpindL, indGq P Correspondenceu




8.2.6. A¨ndern eines Attributwerts
Das A¨ndern eines Attributwerts ist a¨hnlich dem vorher beschriebenen Lo¨schen. Abbildung
8.16 zeigt die notwendigen Aktivita¨ten fu¨r das A¨ndern eines Attributwerts. Analog muss zwi-
schen dem A¨ndern eines SCAR- und SCAA-Attributs unterschieden werden. Wird ein von einer
Schemakonzept-Attributaktion verwendetes Attribut gea¨ndert, mu¨ssen zuna¨chst die korrespon-
dierenden Instanzen ermittelt werden. Anschließend sind fu¨r diese die Attributwerte korrespon-
dierender globaler Instanzen anzupassen. Handelt es sich um ein Attribut, welches durch eine
Schemakonzept-Attributregel verwendet wurde, und existieren Korrespondenzen in eine globale
Produktontologie, mu¨ssen diese Korrespondenzen zuna¨chst gelo¨scht werden. Anschließend wer-
den die Schemakonzept-Attributregeln neu ausgewertet und neue Korrespondenzen erstellt sowie
Schemakonzept-Attributaktionen ausgefu¨hrt.
Abbildung 8.16.: A¨nderung eines Attributwerts
Abbildung 8.17 zeigt eine lokale Produktontologie, bei der fu¨r Instanz indL11 der Attributwert
von attrL12 gea¨ndert wurde. Der Attributwert wird durch die Schemakonzept-Attributaktion
scaa1 verwendet. Zuna¨chst werden alle korrespondierenden globalen Instanzen ermittelt 1© und
anschließend deren Attributwerte an den neuen lokalen Wert angepasst 2©.
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Abbildung 8.17.: A¨nderung des Werts eines SCAA-Attributs
Abbildung 8.18 zeigt die notwendigen Schritte nach der A¨nderung eines von einer SCAR ver-
wendeten Attributwerts. Zuna¨chst mu¨ssen alle korrespondierenden Instanzen der globalen Pro-
duktontologie ermittelt werden. Zu beachten ist, dass eine Korrespondenz zwischen Instanzen
lokaler Produktontologien und der globalen Produktontologie durch mehrere SCAR zustande
kommen ko¨nnen. Um die Integration nachvollziehbar zu machen, werden fu¨r jede Korrespon-
denz die SCARs hinterlegt, die zu deren Erstellung gefu¨hrt haben. Folglich kann eine Korrespon-
denz nur dann gelo¨scht werden, wenn genau eine SCAR zur Erstellung gefu¨hrt hat. Anderenfalls
wird lediglich die Referenz auf die SCAR entfernt. Fu¨r alle Instanzen der lokalen Produktontolo-
gie, deren Korrespondenzen zu Instanzen der globalen Produktontologie gelo¨scht werden sollen,
werden entsprechende SCAAs des zugrundeliegenden Schemakonzeptes ru¨ckga¨ngig gemacht. An-
schließend werden die Korrespondenzen gelo¨scht und fu¨r die Instanzen die zugeho¨rigen Instanzen
auf der na¨chst tieferen Produktdatenintegrationsebene ermittelt. Fu¨r all diese Instanzen werden
jeweils korrespondierende Instanzen der globalen Produktontologie ermittelt und die vorherigen
Schritte werden solange wiederholt, bis die letzte Produktdatenintegrationsebene erreicht wor-
den ist. Am Ende dieses Vorgangs sind die Korrespondenzen zwischen lokalen Produktontologien
und globaler Produktontologie kaskadierend gelo¨scht worden. Nun mu¨ssen fu¨r die Instanz, deren
Attributwert initial gea¨ndert wurde, die vorhandenen SCARs neu ausgewertet und entsprechen-
de Korrespondenzen erstellt werden. Wurden Korrespondenzen gefunden bzw. manuell erstellt,
mu¨ssen die SCAAs ausgefu¨hrt werden.
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Abbildung 8.18.: A¨nderung des Attributwerts eines SCAR-Attributs
Algorithmus 12 formalisiert das A¨ndern eines Attributes. Mit Hilfe des lokalen Schemakon-
zeptes der gea¨nderten Instanz werden die Schemakonzept-Attributregeln und -Attributaktionen
bestimmt (Zeilen 2 bis 4). Alle Schemakonzept-Attributregeln, inklusive Attribut-Matching-
Bedinungen, werden iteriert. Stimmt das lokale Attribut einer Attribut-Matching-Bedingung
mit dem betroffenen Attribut u¨berein, wird Algorithmus 13 ausgefu¨hrt (Zeilen 5 bis 11). Ana-
log dazu werden in den Zeilen 12 bis 18 die Schemakonzept-Attributaktionen iteriert und bei
U¨bereinstimmung der Attribute der Algorithmus 14 aufgerufen.
Algorithmus 12 (A¨ndere Attributwert)
1: procedure ChangeAttributeValue(indL, attrL)
2: scindLL “ tsc P SCL | Dpsc, indLq P hasIndividualLu
3: SCARindL “ tscar P SCAR | DpscindL , scG, AMCq P SCARu
4: SCAAindL “ tscaa P SCAA | DpscindL , scG, AAq P SCAAu
5: for each scarcur P SCARindL do
6: for each amccur P scarcur.AMC do
7: if amccur.attrL ““ attrL then




12: for each scaacur P SCAAindL do
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13: for each aacur P scaacur.AA do
14: if aacur.attrL ““ attrL then





Algorithmus 13 formalisiert die in Abbildung 12 beschriebenen Schritte. Zuna¨chst mu¨ssen die
bestehenden Korrespondenzen ru¨ckga¨ngig gemacht werden (Zeilen 2 bis 5). Jede Attributregel
des Schemakonzeptes scL wird fu¨r die gea¨nderte Instanz indL erneut fu¨r alle Kandidaten der
globalen Produktontologie ausgewertet (Zeilen 6 bis 10). Wird eine Korrespondenz ermittelt,
wird sie, zusammen mit einer Begru¨ndung, hinzugefu¨gt und Algorithmus 4 wird ausgefu¨hrt.
Algorithmus 13 (SCAR-Attributwert gea¨ndert)
1: procedure ChangeSCARAttributeValue(indL, attrL)
2: CorindL “ tcor P Correspondence | DpindL, indGq P Correspondenceu
3: for each corcur P CorindL do
4: DeletedCorrespondencepcorcurq
5: end for
6: SCARscL “ tscar P SCAR | DpscL, scG, AMCq P SCARu
7: for each scarcur P SCARscL do
8: IndcandidatesG “ tind P IndG | Dpscarcur.scG, indq P hasIndividualGu
9: for each indcurG P IndcandidatesG do
10: if evaluateAMCpindL, indcurG , scarcur.AMCq then
11: newCor “ pindL, indcurG , scarcurq
12: Correspondences “ CorrespondencesŤnewCor






Algorithmus 14 formalisiert die Schritte aus Abbildung 8.17. Zuerst werden die Korrespondenzen
sowie das Schemakonzept der gea¨nderten Instanz bestimmt (Zeilen 2 und 3). Mit Hilfe des
Schemakonzeptes werden die Schemakonzept-Attributaktionen ermittelt. Diese werden iteriert,
um das globale Attribut des korrespondierenden Schemakonzeptes zu identifizieren (Zeilen 4 bis
11). Schließlich wird fu¨r alle korrespondierenden globalen Instanzen der betroffene Attributwert
aktualisiert (Zeilen 12 bis 1).
Algorithmus 14 (A¨ndere SCAA-Attributwert)
1: procedure ChangeSCAAAttributeValue(indL, attrL)
2: CorindL “ tcor P Correspondence | DpindL, indGq P Correspondenceu
3: scindLL “ tscL P SCL | DpscL, indLq P hasIndividualLu
4: SCAAindL “ tscaa P SCAA | DscG P SCG ^ DpscindLL , scGq P SCAAu
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5: for each scaacur P SCAAindL do
6: for each aacur P scaacur.AA do
7: if aacur.attrL ““ attrL then









Neben A¨nderungen von Instanzen und deren Attributwerte ko¨nnen A¨nderungen an Schema-
konzepten und Attributen auftreten. Die Gru¨nde fu¨r solche A¨nderungen ko¨nnen vielschichtig
sein. Dazu za¨hlen etwa Anpassungen von Informationssystemen an neue Technologien, neue ge-
setzliche Vorgaben oder neue Unternehmensstrategien. Die folgenden Abschnitte beschreiben
A¨nderungen unterschiedlicher Schemaartefakte.
Wa¨hrend Datena¨nderungen durch Data Quality Engineers bzw. Anwender durchgefu¨hrt werden,
mu¨ssen A¨nderungen auf Schemaebene durch das Integration Board entschieden werden. Die fol-
genden Abschnitte befassen sich, analog zu den Datena¨nderungen, mit A¨nderungsoperationen fu¨r
Artefakte der Schemaebene. Fu¨r jede Operation wird wieder der Ablauf als BPMN-Prozessmodell
illustriert. Anschließend wird dieser mittels eines Beispiels dargestellt, bevor er formalisiert wird.
8.3.1. SCAA hinzufu¨gen
Abbildung 8.19 zeigt den Prozess fu¨r das Anlegen einer neuen Schemakonzept-Attributaktion.
Zuna¨chst wird diese durch einen Integrationsexperten modelliert. Ist dieser Vorgang abgeschlos-
sen, werden die Instanzen des betroffenen Schemakonzeptes sowie deren Korrespondenzen be-
stimmt. Fu¨r alle Korrespondenzen der Instanzen wird die neue Schemakonzept-Attributaktion
ausgefu¨hrt.
Abbildung 8.19.: Hinzufu¨gen neuer SCAAs
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Abbildung 8.20 zeigt beispielhaft eine lokale und die globale Produktontologie, fu¨r die eine
neue Schemakonzept-Attributaktion scaa1 erstellt wurde 1©. Zuna¨chst werden das betroffene
Schemakonzept scL1 sowie dessen Instanzen (indL11 bis indL15) bestimmt 2©. Anschließend
werden fu¨r jede Instanz die korrespondierenden globalen Instanzen ermittelt. Fu¨r jede dieser
Instanzen wird die neue SCAA ausgefu¨hrt 3©.
Abbildung 8.20.: Neue SCAA
Algorithmus 15 formalisiert die Schritte aus Abbildung 8.20. Fu¨r die neue Schemakonzept-
Attributaktion wird die Menge der betroffenen Instanzen bestimmt (Zeile 2). Fu¨r jede dieser In-
stanzen wiederum wird die Menge der Korrespondenzen auf globale Instanzen ermittelt (Zeilen 3
und 4). Schließlich wird fu¨r jede dieser Korrespondenzen die neue Schemakonzept-Attributaktion
ausgefu¨hrt (Zeile 6).
Algorithmus 15 (SCAA hinzufu¨gen)
1: procedure AddSCAA(scaa)
2: IndscLL “ tindL P IndL | Dpscaa.scL, indLq P hasIndividualLu
3: for each indcurL P IndscLL do
4: Corind
cur “ tDpindcurL , indGq P Correspondencesu





8.3.2. Lo¨schen einer SCAA
Wird ein Attribut aus der globalen Produktontologie nicht mehr fu¨r Anwendungsfa¨lle beno¨tigt,
kann die entsprechende Schemakonzept-Attributregel durch Integrationsexperten gelo¨scht wer-
den. Abbildung 8.21 zeigt den Ablauf der einzelnen Schritte dieser A¨nderungsoperation. Nach
Entfernen der Schemakonzept-Attributaktion durch einen Integrationsexperten, werden die hier-
von betroffenen Instanzen bestimmt. Fu¨r jede von ihnen werden die globalen Instanzen u¨ber die
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existierenden Korrespondenzen ermittelt. Schließlich wird fu¨r jede dieser korrespondierenden
globalen Instanzen der Wert des Attributs der SCAA gelo¨scht.
Abbildung 8.21.: SCAA lo¨schen
Abbildung 8.22 zeigt ein Beispiel, in dem eine Attributaktion eines Schemakonzepts scL1 entfernt
wird 1©. Zuna¨chst werden alle betroffenen Instanzen u¨ber die Korrespondenzen bestimmt 2©.
Anschließend werden die Aktionen in den globalen Instanzen ru¨ckga¨ngig gemacht 3© und die
entsprechende SCAA gelo¨scht.
Abbildung 8.22.: Lo¨schen einer SCAA
Algorithmus 16 formalisiert die Schritte aus Abbildung 8.22. Zuna¨chst wird die Menge der be-
troffenen Instanzen IndscLL ermittelt (Zeile 2). Fu¨r jede Instanz wird dann u¨ber die existierenden
Korrespondenzen die Menge der betroffenen globalen Instanzen ermittelt. Schließlich werden fu¨r
jede der so ermittelten globalen Instanzen mit Hilfe von Algorithmus 5 die Attributwerte der
Schemakonzept-Attributaktion entfernt (Zeilen 3 bis 8).
193
8. Evolution integrierter Produktdaten
Algorithmus 16 (SCAA lo¨schen)
1: procedure DeleteSCAA(scaa)
2: IndscLL “ tindL P IndL | Dpscaa.scL, indLq P hasIndividualLu
3: for each indcurL P IndscLL do
4: Corind
cur “ tcor P Correspondences | DpindcurL , indGq P Correspondencesu
5: for each corcur P Corindcur do




8.3.3. A¨nderung einer SCAA
Neben dem Lo¨schen bzw. Hinzufu¨gen einer Schemakonzept-Attributaktion kann eine solche
auch gea¨ndert werden, indem mindestens eine Attribut-Aktion angepasst wird. Die Schritte
der A¨nderungsoperation setzen sich aus dem Lo¨schen und Hinzufu¨gen einer SCAA zusammen
(siehe Abbildung 8.23).
Abbildung 8.23.: A¨ndern eines SCAA-Attributs
Algorithmus 20 beschreibt den Prozess aus Abbildung 8.23 formal und setzt sich aus den beiden
Algorithmen 15 und 16 zusammen (Zeilen 2 und 3).





8.3.4. Hinzufu¨gen einer SCAR
Wird fu¨r ein Schemakonzept ein in einem neuen SCAR zu verwendendes Attribut erstellt, stellen
sich die beno¨tigten A¨nderungsaktivita¨ten deutlich komplexer dar als im vorherigen Fall. Die
erforderlichen Aktivita¨ten sind in Abbildung 8.24 dargestellt. Die neue SCAR muss zuna¨chst
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durch einen Integrationsexperten modelliert werden. Fu¨r alle Instanzen des gea¨nderten Schema-
konzeptes der lokalen Produktontologie wird die neu erstellte SCAR ausgewertet, bei Treffern
werden dann jeweils entsprechende Korrespondenzen erstellt. Fu¨r alle gefundenen Korresponden-
zen werden alle SCAAs des gea¨nderten Schemakonzeptes ausgefu¨hrt. Treten bei der Ausfu¨hrung
von SCAAs um Integrationskonflikte auf, mu¨ssen diese durch einen Data Quality Engineer auf-
gelo¨st werden. Anschließend werden fu¨r alle Instanzen der lokalen Produktontologie, fu¨r die
neue Korrespondenzen gefunden wurden, die zugeho¨rigen Instanzen der na¨chst tieferen Pro-
duktdatenintegrationsebene ermittelt. Die SCARs des entsprechenden Schemakonzeptes werden
fu¨r diese Instanzen ausgewertet, und bei Treffern werden Korrespondenzen erstellt und SCAAs
ausgefu¨hrt. Dieser Prozess wird solange wiederholt, bis die letzte Produktdatenintegrationsebene
erreicht worden ist.
Abbildung 8.24.: Hinzufu¨gen einer neuen SCAR
Abbildung 8.25 zeigt ein Beispiel fu¨r eine lokale und globale Produktontologie, fu¨r die eine neue
Schemakonzept-Attributregel scar2 zwischen den Schemakonzepten scL1 und scG1 modelliert
wurde 1©. Es werden die lokalen Instanzen des Schemakonzeptes scL1 2© und die globalen In-
stanzen von scG1 3© bestimmt. Fu¨r das Kreuzprodukt aus beiden Instanzmengen wird die neue
Schemakonzept-Attributregel ausgewertet 4©. Fu¨r jede U¨bereinstimmung werden eine neue Kor-
respondenz angelegt 5© und die bestehenden Schemakonzept-Attributaktionen ausgefu¨hrt 6©.
Fu¨r die neuen Korrespondenzen wird dieser Vorgang fu¨r die weiteren Integrationsebenen wie-
derholt 7©, bis schließlich die letzte Ebene erreicht worden ist.
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Abbildung 8.25.: Einfu¨gen einer neuen SCAR
Algorithmus 18 formalisiert die Schritte aus Abbildung 8.25. Zuerst werden diejenigen In-
stanzen aus einer lokalen und der globalen Produktontologie bestimmt, fu¨r welche die neue
Schemakonzept-Attributregel ausgewertet werden soll (Zeilen 2 und 3). Fu¨r das Kreuzprodukt
aus beiden Mengen werden die Attribut-Matching-Bedingungen der neuen SCAR ausgewertet
und bei U¨bereinstimmung eine neue Korrespondenz erstellt (Zeilen 4 bis 7). Zusa¨tzlich wird eine
Begru¨ndung erzeugt (Zeile 8). Abschließend wird der Algorithmus 4 fu¨r die neue Korrespondenz
ausgefu¨hrt (Zeile 9).
Algorithmus 18 (SCAR hinzufu¨gen)
1: procedure AddSCAR(scar)
2: IndcandidatesL “ tindL P IndL | Dpscar.scL, indLq P hasIndividualLu
3: IndcandidatesG “ tindG P IndG | Dpscar.scG, indGq P hasIndividualGu
4: for each indcurL P IndcandidatesL do
5: for each indcurG P IndcandidatesG do
6: if evaluateAMCpindL, indcurG , scarcur.AMCq then
7: newCor “ pindL, indcurG , scarcurq
8: Correspondences “ CorrespondencesŤnewCor






8.3.5. Lo¨schen einer SCAR
Attribute von Schemakonzepten ko¨nnen auch in SCARs referenziert werden. Abbildung 8.26 zeigt




Zuerst mu¨ssen fu¨r alle Instanzen des gea¨nderten Schemakonzeptes der lokalen Produktontologie
die korrespondierenden Instanzen der globalen Produktontologie ermittelt werden. Fu¨r letztere
werden alle SCAAs des gea¨nderten Schemakonzeptes ru¨ckga¨ngig gemacht. Danach werden die
Korrespondenzen zwischen den Instanzen aus lokalen Produktontologien und globaler Produk-
tontologie gelo¨scht. Fu¨r alle Instanzen des gea¨nderten Schemakonzeptes werden die zugeho¨rigen
Instanzen der na¨chst tieferen Produktdatenintegrationsebene ermittelt. Fu¨r all diese Instanzen
wiederum werden erneut die korrespondierenden Instanzen der globalen Produktontologie be-
stimmt und die SCAAs ru¨ckga¨ngig gemacht. Dieser Vorgang wird solange wiederholt, bis die letzte
Produktdatenintegrationsebene erreicht worden ist. Nach diesen Schritten existieren Instanzen
in der lokalen Produktontologie, die nicht auf Instanzen in der globalen Produktontologie ab-
gebildet sind. Nun mu¨ssen entweder Korrespondenzen manuell durch Data Quality Engineers
erstellt werden, oder diese Instanzen mu¨ssen von der Integration ausgeschlossen werden, damit
die Integrationsmenge vollsta¨ndig und konsistent ist.
Abbildung 8.26.: Lo¨schen einer SCAR
Abbildung 8.27 zeigt exemplarisch ein Szenario mit einer lokalen und globalen Produktonto-
logie, bei dem eine Schemakonzept-Attributregel scar1 gelo¨scht wurde 1©. Zuerst mu¨ssen die
potenziell betroffenen Instanzen des lokalen Schemakonzeptes bestimmt werden 2©. Fu¨r jede
dieser Instanzen werden vorhandene Korrespondenzen dahingehend untersucht, ob sie durch die
gelo¨schte Schemakonzept-Attributregel erzeugt worden sind 3©. Fu¨r diese Korrespondenzen wer-
den bestehende Schemakonzept-Attributaktionen ru¨ckga¨ngig gemacht 4©. Anschließend werden
die betroffenen Korrespondenzen gelo¨scht 5© und der Vorgang fu¨r die darunterliegenden Ebenen
so lange wiederholt, bis die letzte Ebene erreicht wird 6©.
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Abbildung 8.27.: Lo¨schen einer SCAR
Algorithmus 19 formalisiert die Schritte aus Abbildung 8.27. Zuna¨chst wird die Menge der
potenziell betroffenen lokalen Instanzen (IndcandidatesL ) bestimmt (Zeile 2). Fu¨r jede Instanz wird
die Menge der existierenden Korrespondenzen iteriert (Zeilen 3 bis 5). Falls eine Korrespondenz
durch die gelo¨schte Schemakonzept-Attributregel erzeugt wurde (Zeile 6), werden Algorithmus
6 ausgefu¨hrt und die Korrespondenz anschließend entfernt (Zeilen 7 und 8).
Algorithmus 19 (SCAR lo¨schen)
1: procedure DeleteSCAR(scar)
2: IndcandidatesL “ tindL P IndL | Dpscar.scL, indLq P hasIndividualLu
3: for each indcurL P IndcandidatesL do
4: Corind
cur “ tcor P Correspondences | DpindcurL , indGq P Correspondencesu
5: for each corcur P Corindcur do
6: if Dpcorcur, scarq P Justification then
7: DeleteCorrespondencepcorcurq





8.3.6. A¨nderung einer SCAR
Abbildung 8.28 zeigt die beno¨tigen Aktivita¨ten, wenn ein innerhalb einer SCAR verwende-
tes Attribut eines Schemakonzeptes gea¨ndert wird. Analog zum A¨ndern einer Schemakonzept-
Attributaktion setzt sich das A¨ndern einer Schemakonzept-Attributregel aus dem Lo¨schen und
Einfu¨gen von Korrespondenzen zusammen. Zuna¨chst muss fu¨r alle Instanzen der lokalen Pro-
duktontologie des gea¨nderten Schemakonzeptes die Menge der korrespondierenden Instanzen
der globalen Produktontologie ermittelt werden. Fu¨r jedes Element dieser Menge werden all
diejenigen SCAAs der lokalen Produktontologie ru¨ckga¨ngig gemacht, die das gelo¨schte Attribut
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referenzieren. Anschließend werden die existierenden Korrespondenzen gelo¨scht. Danach werden
die gea¨nderte Schemakonzept-Attributregel fu¨r die lokalen und globalen Instanzen neu ausge-
wertet und bei Treffern entsprechende Korrespondenzen erzeugt.
Abbildung 8.28.: A¨nderung einer SCAR
Abbildung 8.29 illustriert eine lokale und globale Produktontologie, in der die Schemakonzept-
Attributregel scar1 gea¨ndert wurde 1©. Die Schritte 2© bis 6© laufen identisch zum Abschnitt
8.3.5 ab. Nach Lo¨schen derjenigen Korrespondenzen, die durch die alte Schemakonzept-Attribut-
regel erstellt wurden, wird die neue Schemakonzept-Attributregel fu¨r die lokalen und globalen
Instanzen ausgewertet 7©. Bei U¨bereinstimmungen werden Korrespondenzen erstellt 8© und der
Vorgang fu¨r die na¨chst tiefere Integrationsebene fortgesetzt 9©.
Abbildung 8.29.: Bearbeitung einer SCAR
Algorithmus 20 formalisiert die zuvor beschriebenen Schritte aus Abbildung 8.29. Zuna¨chst wird
Algorithmus 19, gefolgt von Algorithmus 18, aufgerufen.
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In diesem Kapitel wird die Architektur des PROCEED-Systems erla¨utert, das die Konzepte aus
den Kapiteln 6 bis 8 realisiert. Des Weiteren wird die technische Realisierung der Architektur
vorgestellt, mit dem Ziel, deren technische Machbarkeit zu demonstrieren. Schließlich werden
verwandte Arbeiten diskutiert.
9.1. PROCEED Systemarchitektur
Abbildung 9.1 illustriert die zu Grunde liegende Architektur des PROCEED-Systems mittels
UML-Komponentendiagramm. Die einzelnen Komponenten der Architektur, die nachfolgend
vorgestellt werden, ergeben sich aus den in den Kapiteln 6 bis 8 vorgestellten Konzepten.
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Abbildung 9.1.: Architektur des PROCEED-Systems
Der Ontology Manager verwaltet die lokalen und globalen Produktontologien und stellt die
strukturelle Konsistenz einzelner Produktontologien sicher (vgl. Abschnitt 6.2.1).
Startpunkt des PROCEED-Systems ist ein Integrationsprojekt, welches Anwendungsfa¨lle realisiert.
Ein Integrationsprojekt besteht aus genau einer globalen und mindestens einer lokalen Produk-
tontologie. Der Integration Manager realisiert den Integrationsalgorithmus aus Abschnitt 6.3
und interagiert mit dem Change Manager, welcher die A¨nderungsoperationen aus Kapitel 8 um-
setzt. Das Monitoring wiederum berechnet und u¨berwacht definierte Qualita¨tsmetriken (siehe
Kapitel 7). Der Query Manager verwaltet Abfragen, die an die integrierten Produktdaten ge-
stellt werden. Der User Manager verwaltet die verschiedenen Rollen und Nutzer (siehe Abschnitt
6.2.5). Er u¨bergibt Informationen zum aktuell registrierten Benutzer des PROCEED-Systems und
hinterlegt Metadaten fu¨r Artefakte von Produktontologien, falls A¨nderungen durchgefu¨hrt wer-
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den. Der Task Manager weist Integrationsaufgaben, die wa¨hrend der Integration anfallen, an
verschiedene Rollen und Nutzer zu (siehe Abschnitt 6.4).
Das PROCEED-System gliedert sich in eine existierende IT-Systemlandschaft eines Unterneh-
mens ein. Folglich mu¨ssen bestehende Systeme und die ihnen zugrundliegende Prozesse (z.B.
A¨nderungsmanagement) bei einer Integration beru¨cksichtigt werden. Fu¨r die Population lokaler
Produktontologien mit Instanzen sind unterschiedliche Lo¨sungen mo¨glich. Diese Lo¨sungsalterna-
tiven werden im folgenden Abschnitt diskutiert.
Im Bezug auf A¨nderungen in lokalen Informationssystemen muss entschieden werden, in wel-
chen Absta¨nden diese an das PROCEED-System gemeldet werden. Dabei sind mehrere Szenarien
mo¨glich:
1. Nach Freigabe einer A¨nderung in einem Informationssystem wird diese sofort an das
PROCEED-System u¨bermittelt. Im weiteren Verlauf bezeichnen wir dies als Ad-hoc-Integra-
tion.
2. Eine weitere Mo¨glichkeit ist es, A¨nderungen an das PROCEED-System zu u¨bermitteln, wenn
eine zuvor definierte Schwelle bzgl. der Anzahl an A¨nderungen u¨berschritten worden ist.
Diese Mo¨glichkeit wird als Schwellen-Integration bezeichnet. Damit ein lokales Informa-
tionssystem diese Variante unterstu¨tzen kann, muss es in der Lage sein, die Anzahl an
A¨nderungen zu u¨berwachen.
3. Unter Zeitbasierter Integration schließlich bezeichnen wir die Mo¨glichkeit, dass lokale In-
formationssysteme A¨nderungen in einem festdefinierten Zeitintervall aufzeichnen und diese
am Ende des Intervalls dem PROCEED-System bereitstellen.
Neben dem zeitlichen Aspekt von A¨nderungen mu¨ssen die Rollen lokaler Informationssysteme
und des PROCEED-Systems definiert werden. Ein Informationssystem kann sowohl sich pas-
siv als auch aktiv in einem Systemverbund, das mehrere Systeme integriert, verhalten. Ein
Informationssystem interagiert aktiv mit einem anderen, wenn es Informationen an dieses an-
dere Informationssystem u¨bermittelt. Fu¨r die Integration lokaler Informationssysteme in das
PROCEED-System ko¨nnen Szenarien definiert werden, in denen lokale Informationssysteme ak-
tiv oder passiv sind.
• Im ersten Szenario sind lokale Informationssysteme aktiv, d.h. sie melden A¨nderungen
aktiv an das PROCEED-System (Push-Prinzip). Dies kann etwa u¨ber API-Aufrufe oder
nachrichtenbasiert erfolgen. Im zweiten Szenario ist das PROCEED-System aktiv und ruft
die lokalen Informationssysteme auf (Pull-Prinzip). Technisch kann dies auf Grundlage
von API-Aufrufen der lokalen Informationssysteme oder nachrichtenbasiert erfolgen.
• Eine weitere Mo¨glichkeit besteht darin, dass lokale Informationssysteme ihre A¨nderungen
in einer strukturierten Form exportieren und als Datei zur Verfu¨gung stellen. Das PRO-
CEED-System greift dann auf diese Dateien zu und reagiert bei Erkennung von A¨nderungen.
Die beiden Szenarien und ihre verschiedenen technischen Realisierungen bieten Vor- und Nachtei-
le. Im ersten Szenario muss das PROCEED-System eine klar definierte API fu¨r A¨nderungsopera-
tionen zur Verfu¨gung stellen. Weiter muss jedes lokale Informationssystem, welches in das
PROCEED-System integriert werden soll, um A¨nderungsoperationen erweitert werden, so dass
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bei A¨nderungen die API des PROCEED-Systems aufgerufen wird. Im zweiten Szenario muss je-
des lokale Informationssystem, das in das PROCEED-System integriert werden soll, ein API rea-
lisieren. Nur dann kann das PROCEED-System mo¨gliche A¨nderungen abfragen. Daru¨ber hinaus
muss jedes Informationssystem erweitert werden, um A¨nderungen an Produktdaten aufzuzeich-
nen, so dass diese u¨ber die API bereitgestellt werden ko¨nnen. Eine weitere Mo¨glichkeit besteht
darin, dass die lokalen Informationssysteme keine A¨nderungen u¨bermitteln, sondern nur den ak-
tuell gu¨ltigen Stand von Produktdaten bereitstellen. In diesem Fall muss das PROCEED-System
einen Differenzvergleich zwischen den aktuellen Daten der lokalen Produktontologien und den
gemeldeten Sta¨nden der lokalen Informationssysteme durchfu¨hren, um mo¨gliche A¨nderungen zu
ermitteln.
9.2. Grundlagen
Technisch ist die Architektur des PROCEED-Systems durch Teile des Semantic Web Stacks
[Bra07] realisiert. Dieser ist in Abbildung 9.2 illustriert. Die fu¨r die Realisierung des PROCEED-
Systems verwendeten Standards (vgl. graue Ka¨sten) werden im Folgenden kurz erla¨utert.
Abbildung 9.2.: Semantic Web Stack (In Anlehnung an [Bra07])
Das Resource Description Framework (RDF) [LSo98] ist eine Spezifikation des World Wide Web
Konsortiums fu¨r die konzeptuelle Beschreibung von Informationen. Letztere bestehen aus ein-
deutig identifizierbaren Ressourcen und deren Beziehungen untereinander. Aussagen u¨ber Res-
sourcen werden als Tripel (Subjekt-Pra¨dikat-Objekt) mit vordefinierter Semantik modelliert. Da
RDF aus weit verbreiteten Web-Protokollen, wie z.B. URI, HTTP und XML basiert, ermo¨glicht




Abbildung 9.3.: Beispiel eines RDF-Graphs
Zusa¨tzlich zu ihrer grafischen Repra¨sentation, lassen sich RDF-Graphen unterschiedlich seria-
lisieren. Mo¨gliche Syntaxformate sind zum Beispiel XML und Turtle [BBLP08]. Im Folgenden
werden alle Ontologien mit Hilfe der Turtle-Syntax dargestellt. In Listing 9.1 wird das Beispiel
aus Abbildung 9.3 in Turtle-Syntax serialisiert.
1 @prefix gpo:<http://www.uni´ulm.de/proceed/gpo.owl#> .
2 @prefix dc:<http://purl.org/dc/elements/1.1/> .
3 gpo:ECM dc:title ”Engine Control Module ” .
4 gpo:ECM belongsToNetwork gpo:PowerTrain .
Listing 9.1: Beispiel eines RDF-Graphen in Turtle-Syntax
Wa¨hrend RDF die Interoperabilita¨t von Ontologien ermo¨glicht, lassen sich damit Aussagen u¨ber
Klassen und Klassenbeziehungen (Relationen) nicht modellieren. Aus diesem Grund wurde die
RDF Vocabulary Description Language (RDFS) [BG00] entworfen. Sie definiert grundlegende
Elemente fu¨r die Beschreibung von Ontologien. In Einzelnen lassen sich mit Hilfe von RDFS
Klassen, Hierarchien und Relationen zwischen Klassen definieren.
Listing 9.2 zeigt ein Beispiel fu¨r eine RDFS Ontologie. Es wird die Klasse ElectronicContolUnit
definiert, fu¨r die zwei Instanzen existieren (EngineControlModule und BodyControlModule).
Weiter wird die Eigenschaft communicatesWith definiert, die zwischen ElectronicControlUnit
spezifiziert werden kann.
1 @prefix rdf: <http://www.w3.org/1999/02/22´rdf´syntax´ns#> .
2 @prefix rdfs: <http://www.w3.org/2000/01/rdf´schema#>
3 @base <http://www.example.org#> .
4
5 :ElectronicControlUnit rdf:type rdfs:class .
6 :EngineControlModule rdf:type :ElectronicControlUnit .
7 :BodyControlModule rdf:type :ElectronicControlUnit .
8 :communicatesWith rdfs:domain :ElectronicControlUnit .
9 :communicatesWith rdfs:range :ElectronicControlUnit .
10 :EngineControlModule :communicatesWith :BodyControlUnit .
Listing 9.2: Beispiel einer RDFS-Ontologie
Mit RDFS ist es nicht mo¨glich, Disjunktheit auszudru¨cken. Zudem existieren weitere Ein-
schra¨nkungen [Tat09], die dazu gefu¨hrt haben, dass zusa¨tzliche Ontologie-Beschreibungssprachen
mit ho¨herer Ausdrucksma¨chtigkeit entstanden sind. Basierend auf RDF und RDFS ermo¨glichen
es die Web Ontology Language (OWL) [MVH`04] und deren Nachfolger OWL2 [MPSP`09],
Ontologien unterschiedlicher Ausdrucksma¨chtigkeit zu modellieren. Die OWL-Spezifikation de-
finiert dazu drei sog. OWL-Profile: OWL Lite, OWL DL und OWL Full. Zu den wichtigsten
Entita¨ten einer OWL-Ontologie za¨hlen owl:Class, owl:ObjectProperty, owl:DatatypeProperty und
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owl:NamedIndividual. In Listing 9.3 ist eine OWL-Ontologie in Turtle-Syntax dargestellt; die
Ontologie umfasst die beiden Klassen ECU und ECUVariant somit die Beziehung hasVariant
zwischen ihnen. Fu¨r beide Klassen ist die Eigenschaft hasName als xsd:string definiert. Fu¨r
beide Klassen ist jeweils ein Individual vorhanden (Engine und Diesel Engine). Abbildung 9.4
illustiert die OWL-Ontologie aus Listing 9.3 als RDF-Graphen.
1 @prefix owl: <http://www.w3.org/2002/07/owl#> .
2 @prefix rdf: <http://www.w3.org/1999/02/22´rdf´syntax´ns#> .
3 @prefix xml: <http://www.w3.org/XML/1998/namespace> .
4 @prefix xsd: <http://www.w3.org/2001/XMLSchema#> .
5 @prefix rdfs: <http://www.w3.org/2000/01/rdf´schema#> .
6 @prefix : <http://www.example.org/ontologyexample.owl#> .
7 @base <http://www.example.org/ontologyexample.owl>
8
9 <http://www.example.org/ontologyexample.owl> rdf:type owl:Ontology ;
10 rdfs:label ”Example” .
11 :ECU rdf:type owl:Class .
12 :ECUVariant rdf:type owl:Class .
13 :hasVariant rdf:type owl:ObjectProperty ;
14 rdfs:domain :ECU ;
15 rdfs:range :ECUVariant .
16 :hasName rdf:type owl:DatatypeProperty ;
17 rdfs:domain :ECU, ECUVariant ;
18 rdfs:range xsd:string .
19
20 :ind2 a :ECUVariant ;
21 :hasName ”Diesel Engine” .
22
23 :ind1 a :ECU ;
24 :hasName ”Engine” ;
25 :hasVariant :ind2 .
Listing 9.3: Beispiel einer OWL-Ontologie in Turtle-Syntax
Mit sog. Reasonern la¨sst sich aus bestehendem Wissen einer Ontologie neues Wissen automatisch
ableiten [Bec09]. So ist es mit ihrer Hilfe mo¨glich, den Modellierungsaufwand von Produktontolo-
gien zu reduzieren. Bspw. muss die Beziehung zwischen zusammengeho¨renden Instanzen, die sich
auf unterschiedlichen Produkdatenintegrationsebenen befinden, nur in eine Richtung modelliert
werden, wa¨hrend die Gegenrichtung durch den Einsatz eines Reasoners automatisch ermittelt
wird. So muss zwischen zwei Instanzen indL1 und indL2 nur die Beziehung pindL1, indL2q P
isBelow (s. Definition 21) modelliert werden, die Beziehung pindL2, indL1q P isAbove wird
durch eine entsprechende Modellierung in der lokalen Produktontologie automatisch abgelei-
tet. Auch die Sicherstellung der strukturellen Konsistenz (siehe Abschnitt 6.2.1) kann durch die
Verwendung von Reasonern unterstu¨tzt werden (s. Abschnitt 9.3.4).
Ein weiter Teil des Semantic Web Stacks ist SPARQL [HSP13] eine Sprache, mit der sich Ab-
fragen an RDF-Graphen formulieren lassen. Da Schemata in RDF intrinsisch sind, d.h. selber
Bestandteil des RDF-Graphen sind, lassen sich neben der Abfrage von Instanzen auch Schema-
Informationen einfach mit Hilfe von SPARQL bestimmen. Listing 9.4 zeigt ein Beispiel fu¨r eine
SPARQL-Abfrage fu¨r den RDF-Graphen aus Listing 9.2. Zuna¨chst werden die beno¨tigten Pra¨fixe
definiert, bevor die Abfrageoperation formuliert wird. Die SELECT-Operation liefert, analog zu
einer SQL-Abfrage, als Ergebnis eine Tabelle zuru¨ck (siehe Tabelle 9.1). Neben SELECT existie-




Abbildung 9.4.: RDF-Graph der OWL-Ontologie aus Listing 9.3
1 PREFIX rdf: <http://www.w3.org/1999/02/22´rdf´syntax´ns#>
2 PREFIX owl: <http://www.w3.org/2002/07/owl#>
3 PREFIX rdfs: <http://www.w3.org/2000/01/rdf´schema#>
4 PREFIX xsd: <http://www.w3.org/2001/XMLSchema#>
5 SELECT DISTINCT ?Class ?Ind
6 WHERE
7 {
8 ?Class rdf:type owl:Class .
9 ?Ind rdf:type owl:NamedIndividual
10 ?Ind rdf:type ?Class .
11 }
Listing 9.4: Beispiel einer SPARQL-Abfrage
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Tabelle 9.1.: Ergebnis der SPARQL-Abfrage aus Listing 9.4
Ein weiterer Baustein des Semantic Web Stacks sind Regeln. Neben der Definition von Onto-
logien mit Hilfe der verfu¨gbaren Beschreibungselemente (z.B. Klassen, Hierarchien und Rela-
tionen zwischen Klassen) existiert die Mo¨glichkeit, komplexere Regeln fu¨r Ontologien mit Hilfe
der Semantic Web Rule Language (SWRL) zu definieren. In Listing 9.5 ist ein Beispiel fu¨r
eine SWRL-Regel dargestellt. Eine SWRL-Regel besteht immer aus einem Antecedent und ei-
nem Consequent, anders ausgedru¨ckt aus einer Bedingung und einer Folgerung. Im Beispiel be-
steht die Bedingung aus der Konjunktion zweier OWL-Objecttypes hasParent(?x1, ?x2) ^
hasBrother(?x2,?x3) sowie der Folgerung hasUncle(?x1,?x3). Konkret heißt dies, wenn es in
einer Ontologie drei Individuals a, b und c gibt, fu¨r die hasParent(a, b) ^ hasBrother(b,c)
gilt, muss auch hasUncle(a,c) gelten.
1 hasParent(?x1,?x2) ^ hasBrother(?x2,?x3) Ñ hasUncle(?x1,?x3)
Listing 9.5: Beispiel einer SWRL-Regel






Tabelle 9.2.: Beziehungen zwischen den Konzepten von PROCEED und OWL
9.3. Realisierung der Lo¨sungskonzepte
In den folgenden Abschnitten werden zuna¨chst die Metaproduktontologie und anschließend die
Umsetzung von SCARs und SCAAs in OWL-2 erla¨utert, bevor die Sicherstellung der strukturel-
len Konsistenz von Produktontologien detailliert wird. Anschließend wird die Umsetzung der
weiteren Komponenten der Architektur beschrieben.
9.3.1. Metaproduktontologie
Abbildung 9.5 veranschaulicht die Serialisierung der einzelnen Produktontologien. Alle Pro-
duktontologien basieren auf einer sog. Metaproduktontologie, welche die strukturellen Vorgaben
aus Abschnitt 6.2.1 als OWL-2-Ontologie umsetzt. Jede lokale und globale Produktontologie
sowie alle Produktontologie-Mapings importieren diese Metaproduktontologie. Schemakonzept-
Attributregeln und -Aktionen sowie die Korrespondenzen zwischen einer lokalen und globa-
len Produktontologie werden in einer separaten OWL2-Ontologie gespeichert (siehe Product
Ontology Mapping). Diese Ontologie wiederum importiert die zugrundeliegende lokale Produk-
tontologie und die globale.
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Abbildung 9.5.: Technische Realisierung lokaler und globaler Produktontologien mit OWL-2
Zusammengefasst werden in der Metaproduktontologie folgende Konzepte des PROCEED-Rah-
menwerkes definiert:
• Produktdatenintegrationsebene,
• Lokale und globale Produktontologie,




Die nachfolgende Beschreibung der OWL-2-Ontologie erfolgt mittels Turtle-Syntax. Der U¨bersicht
halber gelten die Pra¨fixe in Listing 9.7 fu¨r alle folgenden Listings und werden nicht jedes mal
neu aufgelistet.
1 @prefix owl: <http://www.w3.org/2002/07/owl#> .
2 @prefix rdf: <http://www.w3.org/1999/02/22´rdf´syntax´ns#> .
3 @prefix xml: <http://www.w3.org/XML/1998/namespace> .
4 @prefix xsd: <http://www.w3.org/2001/XMLSchema#> .
5 @prefix rdfs: <http://www.w3.org/2000/01/rdf´schema#> .
Listing 9.6: Metaproduktontologie als OWL-Ontologie
Die Metaproduktontologie ist vom Type owl:Ontology. Sie hat einen definierten Ontologie-Typ
hasOntologyType, der als owl:AnnotationProperty definiert ist. Es wird zwischen Metapro-
duktontologie MetaProductOntologyType, globaler Produktontologie GlobalProductOntology-
Type, lokaler Produktontologie LocalProductOntologyType und Produktontologie-Mapping
ProductOntologyMappingZype unterschieden.
1 @prefix : <http://www.uni´ulm.de/proceed/metaontology#> .
2 @base <http://www.uni´ulm.de/proceed/metaontology> .
3 <http://www.uni´ulm.de/proceed/metaontology> rdf:type owl:Ontology ;
4 rdfs:label ”Meta Product Ontology” ;
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5 :hasOntologyType :MetaProductOntologyType .
6 :OntologyType rdf:type owl:Class .
7 :MetaOntologyType rdf:type owl:Class ;
8 rdfs:subClassOf :OntologyType .
9 :LocalProductOntologyType rdf:type owl:Class ;
10 rdfs:subClassOf :OntologyType .
11 :LocalMasterProductOntologyType rdf:type owl:Class ;
12 rdfs:subClassOf :OntologyType .
13 :GlobalProductOntologyType rdf:type owl:Class ;
14 rdfs:subClassOf :OntologyType .
15 :ProductOntologyMappingType rdf:type owl:Class ;
16 rdfs:subClassOf :OntologyType .
17 :hasOntologyType rdf:type owl:AnnotationProperty .
Listing 9.7: Metaproduktontologie als OWL-Ontologie
Schemakonzepte werden als owl:Class modelliert und es wird zwischen lokalem und globa-
lem Schemakonzept (LocalSchemaConcept, GlobalSchemaConcept) unterschieden (siehe Listing
9.8). Attribute werden als owl:DatatypeProperty realisiert (Attribute). DieProduktdateninte-
grationsebenen (siehe Abschnitt 6.2.1) werden als OWL-Klasse realisiert (ProductDataIntegra-
tionLayer). Attribute sind rdfs:subPropertyOf :Attribute, welches ein owl:DatatypePro-
perty ist. Fu¨r jede Produktdatenintegrationsebene (ProductDataIntegrationLayer) sind ein-
ander entsprechende lokale und globale OWL-Klassen als Subklassen definiert.
1 @prefix : <http://www.uni´ulm.de/proceed/metaontology#> .
2 @base <http://www.uni´ulm.de/proceed/metaontology> .
3
4 :SchemaConcept rdf:type owl:Class .
5
6 :LocalSchemaConcept rdf:type owl:Class ;
7 rdfs:subClassOf :SchemaConcept .
8
9 :GlobalSchemaConcept rdf:type owl:Class ;
10 rdfs:subClassOf :SchemaConcept .
11
12 :Attribute rdf:Type owl:DatatypeProperty.
13
14 :ProductDataIntegrationLayer rdf:type owl:Class .
15 :PDCLayer rdf:type owl:Class ;
16 rdfs:subClassOf :ProductDataIntegrationLayer .
17
18 :ObjectLayer rdf:type owl:Class ;
19 rdfs:subClassOf :ProductDataIntegrationLayer .
20
21 :VariantLayer rdf:type owl:Class ;
22 rdfs:subClassOf :ProductDataIntegrationLayer .
23
24 :VersionLayer rdf:type owl:Class ;
25 rdfs:subClassOf :ProductDataIntegrationLayer .
26
27 :LocalPDCLayer rdf:type owl:Class ;
28 rdfs:subClassOf :PDCLayer .
29





33 :LocalVariantLayer rdf:type owl:Class ;
34 rdfs:subClassOf :VariantLayer .
35
36 :LocalVersionLayer rdf:type owl:Class ;
37 rdfs:subClassOf :VersionLayer .
38
39 :GlobalPDCLayer rdf:type owl:Class ;
40 rdfs:subClassOf :PDCLayer .
41
42 :GlobalObjectLayer rdf:type owl:Class ;
43 rdfs:subClassOf :ObjectLayer .
44
45 :GlobalVariantLayer rdf:type owl:Class ;
46 rdfs:subClassOf :VariantLayer .
47
48 :GlobalVersionLayer rdf:type owl:Class ;
49 rdfs:subClassOf :VersionLayer .
Listing 9.8: Metaproduktontologie als OWL-Ontologie
Listing 9.9 definiert die notwendigen OWL-Klassen und Object-Properties, um die Hierarchie
von Schemakonzepten zu modellieren. Beziehungen zwischen Schemakonzepten unterschied-
licher Produktdatenintegrationsebenen werden als owl:ObjectProperty modelliert. Letztere
werden definiert als rdfs:subPropertyOf von isBelow und isAbove. Dabei ist isAbove als
owl:inverseOf von isBelow definiert. Dadurch muss nur eine der beiden Hierarchie-Richtungen
modelliert werden, wa¨hrend die andere durch Inferenz (mittels eines Reasoners) automatisch be-
stimmt wird.
1 @prefix : <http://www.uni´ulm.de/proceed/metaontology#> .
2 @base <http://www.uni´ulm.de/proceed/metaontology> .
3
4 :isBelow rdf:Type owl:ObjectProperty .
5 :isAbove rdf:Type owl:ObjectProperty ;
6 owl:inverseOf :isBelow .
Listing 9.9: Modellierung der Hierarchie von Produktontologien
Listing 9.10 fasst die notwendigen Klassen und Beziehungen zusammen, die notwendig sind, um
Schemakonzept-Attributregeln in OWL zu modellieren. SCARs zwischen Schemakonzepten aus
lokaler und globaler Produktontologie werden als owl:ObjectProperties abgebildet. Die not-
wendigen Informationen der SCARs werden als owl:AnnotationProperty definiert. Dazu za¨hlen
die Matching-Funktion (hasMatchingFunction), mo¨gliche Parameter (hasMatchingParameter)
sowie das lokale und globale Attribut (hasLocalAttribute, hasGlobalAttribute). Jede SCAR
wird entsprechend der Produktdatenintegrationsebene einem OWL-Objectproperty
(hasPDCSCARTo, hasObjectSCARTo, hasVariantSCARTo, hasVersionSCARTo) untergeordnet.
1 @prefix : <http://www.uni´ulm.de/proceed/metaontology#> .
2 @base <http://www.uni´ulm.de/proceed/metaontology> .
3
4 :MatchingFunction rdf:type owl:Class .
5
6 :MappingTable rdf:type owl:Class ;
7 rdfs:subClassOf :MatchingFunction .
8
9 :RegularExpression rdf:type owl:Class ;
10 rdfs:subClassOf :MatchingFunction .
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11
12 :StringEquivalence rdf:type owl:Class ;
13 rdfs:subClassOf :MatchingFunction .
14
15 :Levenshtein rdf:type owl:Class ;
16 rdfs:subClassOf :MatchingFunction .
17
18 :hasMatchingFunction rdf:type owl:AnnotationProperty .
19
20 :hasMatchingParameter rdf:type owl:AnnotationProperty .
21
22 :hasLocalAttribute rdf:type owl:AnnotationProperty .
23
24 :hasGlobalAttribute rdf:type owl:AnnotationProperty .
25
26 :hasSCARTo rdf:type owl:ObjectProperty .
27
28 :hasPDCSCARTo rdf:type owl:ObjectProperty ;
29 rdfs:subPropertyOf :hasSCARTo .
30
31 :hasObjectSCARTo rdf:type owl:ObjectProperty ;
32 rdfs:subPropertyOf :hasSCARTo .
33
34 :hasVariantSCARTo rdf:type owl:ObjectProperty ;
35 rdfs:subPropertyOf :hasSCARTo .
36
37 :hasVersionSCARTo rdf:type owl:ObjectProperty ;
38 rdfs:subPropertyOf :hasSCARTo .
39
40 :hasCorrespondenceProbability rdf:type owl:AnnotationProperty .
41 :hasCorrespondenceCreationType rdf:type owl:AnnotationProperty .
42
43 :CorrespondenceCreationType rdf:type owl:Class .
44
45 :AutomaticCreation rdf:type owl:Class ;
46 rdfs:subClassOf :CorrespondenceCreationType .
47
48 :ManualCreation rdf:type owl:Class ;
49 rdfs:subClassOf :CorrespondenceCreationType .
Listing 9.10: Abbildung von SCARs
Analog definiert Listing 9.11 die notwendigen Klassen und Beziehungen zur Definition von
SCAAs. Neben dem lokalen und globalen Attribut (bereits in Listing 9.9 definiert) wird das
Integrationsverhalten (hasIntegrationBehavior) beno¨tigt. Entsprechend der Produktdatenin-
tegrationsebene werden SCAAs OWL-Objectproperties (hasPDCSCAATo, hasObjectSCAATo,
hasVariantSCAATo, hasVersionSCAATo) untergeordnet.
1 @prefix : <http://www.uni´ulm.de/proceed/metaontology#> .
2 @base <http://www.uni´ulm.de/proceed/metaontology> .
3
4 :IntegrationBehavior rdf:type owl:Class .
5
6 :LatestIntegrationBehavior rdf:type owl:Class ;
7 rdfs:subClassOf :IntegrationBehavior .
8
9 :LocalIntegrationBehavior rdf:type owl:Class ;
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10 rdfs:subClassOf :IntegrationBehavior .
11
12 :GlobalIntegrationBehavior rdf:type owl:Class ;
13 rdfs:subClassOf :IntegrationBehavior .
14
15 :hasSCAATo rdf:type owl:ObjectProperty .
16 :hasPDCSCAATo rdf:type owl:ObjectProperty ;
17 rdfs:subPropertyOf :hasSCAATo .
18
19 :hasObjectSCAATo rdf:type owl:ObjectProperty ;
20 rdfs:subPropertyOf :hasSCAATo .
21
22 :hasVariantSCAATo rdf:type owl:ObjectProperty ;
23 rdfs:subPropertyOf :hasSCAATo .
24
25 :hasVersionSCAATo rdf:type owl:ObjectProperty ;
26 rdfs:subPropertyOf :hasSCAATo .
27
28 :hasIntegrationBehavior rdf:type owl:AnnotationProperty .
29
30 :hasAttributeJustification rdf:type owl:AnnotationProperty .
Listing 9.11: Abbildung von SCAAs
Listing 9.12 fasst grundlegende Metaattribute zusammen, die fu¨r alle Schemakonzepte, Instan-
zen, SCARs, SCAAs und Korrespondenzen definiert werden. Zu ihnen za¨hlt der Ersteller eines Ar-
tefakts (Creator Metattr, der Erstellungszeitpunkt (CreationDate Metattr) sowie der letzte
A¨nderungszeitpunkt (LastModified Metattr). Des weiteren werden Metaattribute definiert, um
Varianten- und Versionstypen fu¨r Schemakonzepte definieren zu ko¨nnen (VariantType Metattr
und VersionType Metattr).
1 @prefix : <http://www.uni´ulm.de/proceed/metaontology#> .
2 @base <http://www.uni´ulm.de/proceed/metaontology> .
3
4 @prefix : <http://www.uni´ulm.de/proceed/metaontology.owl#> .
5
6 :Creator Metattr rdf:type owl:DatatypeProperty ;
7 rdfs:subClassOf :Metaattribute ;
8 rdfs:domain :SchemaConcept .
9
10 :CreationDate Metattr rdf:type owl:DatatypeProperty ;
11 rdfs:subClassOf :Metaattribute ;
12 rdfs:domain :SchemaConcept .
13
14 :LastModified Metattr rdf:type owl:DatatypeProperty ;
15 rdfs:subClassOf :Metaattribute ;
16 rdfs:domain :SchemaConcept .
17
18 :hasVariantType Metaattr rdf:type owl:AnnotationProperty ;
19 rdfs:subClassOf :Metaattribute ;
20 rdfs:domain :LocalVariantLayer .
21
22 :hasVersionType Metaattr rdf:type owl:AnnotationProperty ;
23 rdfs:subClassOf :Metaattribute ;
24 rdfs:domain :LocalVersionLayer .
Listing 9.12: Definition von Metaattributen
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In Listing 9.13 sind die notwendigen Klassen dargestellt, um Instanzen von einer automatischen
Integration auszuschließen. Alle Schemakonzepte, die als Subklasse von ExcludeSCFromIntegra-
tion definiert sind, werden bei der Integration sowie der Bestimmung der Integrationsqualita¨t
nicht beru¨cksichtigt. Gleiches gilt fu¨r alle Instanzen des Typs ExcludeIndFromIntegration.
1 @prefix : <http://www.uni´ulm.de/proceed/metaontology#> .
2 @base <http://www.uni´ulm.de/proceed/metaontology> .
3
4 :ExcludeFromIntegration rdf:type owl:Class .
5 :ExcludeSCFromIntegration rdf:type owl:Class ;
6 rdfs:subClassOf :ExcludeFromIntegration .
7 :ExcludeIndFromIntegration rdf:type owl:Class ;
8 rdfs:subClassOf :ExcludeFromIntegration .
Listing 9.13: Integrationsauschluss von Instanzen
Listing 9.14 illustriert die notwendigen Klassen, um Referenzwerte fu¨r lokale und globale Pro-
duktontologien definieren zu ko¨nnen. Jede Integrationsqualita¨tsmetrik aus Kapitel 7 ist der
OWL-Klasse IntegrationQualityMetric untergeordnet. Die Referenzwerte der einzelnen Me-
triken sind Instanzen der jeweiligen Klassen. Sie besitzen einen Zeitpunkt (hasDueDate) und
einen Wert (hasValue).
1 @prefix : <http://www.uni´ulm.de/proceed/metaontology#> .
2 @base <http://www.uni´ulm.de/proceed/metaontology> .
3
4 :IntegrationQualityMetric rdf:type owl:Class .
5 :hasDueDate rdf:type owl:DatatypeProperty ;
6 rdfs:domain :IntegrationQualityMetric ;
7 rdfs:range xsd:Date .
8
9 :hasValue rdf:type owl:DatatypeProperty ;
10 rdfs:domain :IntegrationQualityMetric ;
11 rdfs:range xsd:Float .
12
13 :LocalSCCompleteness rdf:type owl:Class ;
14 rdfs:subClassOf :IntegrationQualityMetric .
15
16 :LocalSCARCompleteness rdf:type owl:Class ;
17 rdfs:subClassOf :IntegrationQualityMetric .
18
19 :LocalSCAACompleteness rdf:type owl:Class ;
20 rdfs:subClassOf :IntegrationQualityMetric .
21
22 :LocalSCARSCAACompleteness rdf:type owl:Class ;
23 rdfs:subClassOf :IntegrationQualityMetric .
24
25 :LocalIndCompleteness rdf:type owl:Class ;
26 rdfs:subClassOf :IntegrationQualityMetric .
27
28 :GlobalSCCompleteness rdf:type owl:Class ;
29 rdfs:subClassOf :IntegrationQualityMetric .
30
31 :GlobalIndCompleteness rdf:type owl:Class ;
32 rdfs:subClassOf :IntegrationQualityMetric .
33
34 :GlobalIndAttrCompleteness rdf:type owl:Class ;




37 :GlobalIndAttrConsistency rdf:type owl:Class ;
38 rdfs:subClassOf :IntegrationQualityMetric .
Listing 9.14: Definition von Referenzwerten
9.3.2. Abbildung einer Produktontologie
Basierend auf der Metaproduktontologie werden in den folgenden Listings beispielhaft eine lokale
und die globale Produktontologie mit Hilfe von OWL-2 abgebildet. In Listing 9.15 sind die
grundlegenden Eigenschaften der lokalen Produktontologie lpo1 spezifiziert. Um die Lesbarkeit
zu erho¨hen, enden die Bezeichnungen der Ontologie-Artefakte auf das entsprechende Konzept
des PROCEED-Rahmenwerkes. Beispielsweise enden Schemakonzepte auf SC, Instanzen auf Ind
und Attribute auf Attr.
1 @prefix mo: <http://www.uni´ulm.de/proceed/metaontology.owl#> .
2 @prefix : <http://www.uni´ulm.de/proceed/lpo1#> .
3 @base <http://www.uni´ulm.de/proceed/lpo1> .
4
5 lpo1 rdf:type owl:Ontology ;
6 rdfs:label ”Local Product Ontology 1” ;
7 owl:versionInfo ”1.0” ;
8 rdfs:comment ”Local Product Ontology 1” ;
9 owl:imports <http://www.uni´ulm.de/proceed/metaontology.owl#> ;
10 mo:ontologyType mo:LocalProductOntology .
Listing 9.15: Produktontologie als OWL-Ontologie
Die lokale Produktontologie lpo1 besitzt je ein Schemakonzept fu¨r jede Produktdatenintegrati-
onsebene (siehe Product SC, ECU SC, ECUVariant SC und ECUVersion SC in Listing 9.16). Die
Zuordnung eines Schemakonzeptes zu einer Ebene erfolgt durch Unterordnung in die entspre-
chenden OWL-Klassen, die zuvor in der Metaproduktontologie definiert wurden.
1 @prefix mo: <http://www.uni´ulm.de/proceed/metaontology.owl#> .
2 @prefix : <http://www.uni´ulm.de/proceed/lpo1#> .
3 @base <http://www.uni´ulm.de/proceed/lpo1> .
4
5 :Product SC rdf:type owl:Class ;
6 rdfs:label ”Product” ;
7 rdfs:subClassOf mo:LocalPDCLayer .
8 :ECU SC rdf:type owl:Class ;
9 rdfs:label ”ECU” ;
10 rdfs:subClassOf mo:LocalObjectLayer .
11 :ECUVariant SC rdf:type owl:Class ;
12 rdfs:label ”ECU Variant” ;
13 rdfs:subClassOf mo:LocalVariantLayer .
14 :ECUVersion SC rdf:type owl:Class ;
15 rdfs:label ”ECU Version” ;
16 rdfs:subClassOf mo:LocalVersionLayer .
Listing 9.16: Produktontologie als OWL-Ontologie
Die Hierarchie der Schemakonzepte zeigt Listing 9.16. Zwischen jeweils zwei Schemakonzepten,
die sich auf u¨ber- bzw. untereinanderliegenden Produktdatenintegrationsebenen befinden, sind
entsprechende OWL-Objectproperties definiert.
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1 @prefix mo: <http://www.uni´ulm.de/proceed/metaontology.owl#> .
2 @prefix : <http://www.uni´ulm.de/proceed/lpo1#> .
3 @base <http://www.uni´ulm.de/proceed/lpo1> .
4
5 :ecuBelowProduct rdf:type owl:ObjectProperty ;
6 rdfs:label ”ECUIsBelowProduct” ;
7 rdfs:subPropertyOf mo:isBelow ;
8 rdfs:domain :ECU SC ;
9 rdfs:range :Product SC .
10
11 :productAboveEcu rdf:type owl:ObjectProperty ;
12 rdfs:label ”ProductIsAboveECU” ;
13 rdfs:subPropertyOf mo:isAbove ;
14 rdfs:domain :Product SC ;
15 rdfs:range :ECU SC .
16
17 :ecuBelowProduct owl:inversOf lpo1:productAboveEcu .
18
19 :ecuVariantBelowEcu rdf:type owl:ObjectProperty ;
20 rdfs:label ”ECUVariantIsBelowECU” ;
21 rdfs:subPropertyOf mo:isBelow ;
22 rdfs:domain :ECUVariant SC ;
23 rdfs:range :ECU SC .
24
25 :ecuAboveEcuVariant rdf:type owl:ObjectProperty ;
26 rdfs:label ”EcuIsAboveECUVariant” ;
27 rdfs:subPropertyOf mo:isAbove ;
28 rdfs:domain :ECU SC ;
29 rdfs:range :ECUVariant SC .
30
31 :ecuVariantBelowEcu owl:inversOf lpo1:ecuAboveEcuVariant .
32
33 :ecuVersionBelowEcuVariant rdf:type owl:ObjectProperty ;
34 rdfs:label ”ECUVersionIsBelowECUVariant” ;
35 rdfs:subPropertyOf mo:isBelow ;
36 rdfs:domain :ECUVersion SC ;
37 rdfs:range :ECUVariant SC .
38
39 :ecuVariantAboveEcuVersion rdf:type owl:ObjectProperty ;
40 rdfs:label ”EcuVariantIsAboveECUVersion” ;
41 rdfs:subPropertyOf mo:isAbove ;
42 rdfs:domain :ECUVariant SC ;
43 rdfs:range :ECUVersion SC .
Listing 9.17: Produktontologie als OWL-Ontologie
Fu¨r die Schemakonzepte der lokalen Produktontologie lpo1 sind folgende Attribute definiert
(siehe Listing 9.18). Jeder Instanz der Schemakonzepte besitzt einen Namen (name attr). Fu¨r
das Schemakonzept ECUVariant ist ein Attribut definiert, welches die Beschreibung der Variante
beinhaltet (variant Attr). Fu¨r ECUVersion sind sowohl eine Versionsummer (versionId Attr
als auch eine Referenz auf ein Dokument (versionReference) spezifiziert. Schließlich definieren
mo:hasVariantType Metaattr und mo:hasVersionType Metaattr die Art des zugrundeliegen-
den Variantenmechanismus und der Versionierung.
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1 @prefix mo: <http://www.uni´ulm.de/proceed/metaontology.owl#> .
2 @prefix : <http://www.uni´ulm.de/proceed/lpo1#> .
3 @base <http://www.uni´ulm.de/proceed/lpo1> .
4
5 :name Attr rdf:type owl:DatatypeProperty ;
6 rdfs:subPropertyOf mo:Attribute ;
7 rdfs:domain :Product SC, :ECU SC, :ECUVariant SC, :ECUVersion SC ;
8 rdfs:range xsd:string .
9
10 :variant Attr rdf:type owl:DatatypeProperty ;
11 rdfs:subPropertyPf mo:Attribute ;
12 rdfs:domain :ECUVariant ;
13 rdfs:range xsd:string .
14
15 :versionId Attr rdf:type owl:DatatypeProperty ;
16 rdfs:subPropertyPf mo:Attribute ;
17 rdfs:domain :ECUVersion ;
18 rdfs:range xsd:integer .
19
20 :versionReference Attr rdf:type owl:DatatypeProperty ;
21 rdfs:subPropertyPf mo:Attribute ;
22 rdfs:domain :ECUVersion ;
23 rdfs:range xsd:string .
24
25 :ECUVariant mo:hasVariantType Metaattr ”Typ1”ˆˆxsd:string .
26
27 :ECUVersion mo:hasVersionType Metaattr ”Baseline”ˆˆxsd:string .
Listing 9.18: Attribut als OWL-DatatypeProperty
Fu¨r die einzelnen Schemakonzepte sind die Instanzen aus Listing 9.21 in lpo1 modelliert. Fu¨r die
Hierarchiebeziehungen zwischen Instanzen ist nur eine Richtung modelliert, die andere kann mit-
tels Inferenz durch einen Reasoner bestimmt werden. Eine Instanz wird als owl:NamedIndividual
modelliert. Die Zuordnung zu einem Schemakonzept erfolgt durch die Beziehung rdf:type sowie
Attributwerte mittels Referenz entsprechender OWL-Datatype-Properties.
1 @prefix : <http://www.uni´ulm.de/proceed/lpo1#> .
2 @base <http://www.uni´ulm.de/proceed/lpo1> .
3
4 :PDC1 Ind rdf:type owl:NamedIndividual, :Product SC ;
5 rdfs:label ”Limousine2017” ;
6 :name Attr ”Limousine”ˆˆxsd:string .
7
8 :Object1 Ind rdf:type owl:NamedIndividual, :ECU SC ;
9 rdfs:label ”ECM” ;
10 :name Attr ”Engine Control Module”ˆˆxsd:string .
11
12 :Object1 Ind :ecuBelowProduct :PDC1 Individual .
13
14 :Variant1 Ind rdf:type owl:NamedIndividual, :ECUVariant SC ;
15 rdfs:label ”ECM Diesel” ;
16 :name Attr ”Engine Control Module for Diesel”ˆˆxsd:string .
17
18 :Variant2 Ind rdf:type owl:NamedIndividual, :ECUVariant SC ;
19 rdfs:label ”ECM Gasoline” ;
20 :name Attr ”Engine Control Module for Gasoline”ˆˆxsd:string .
21
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22 :Variant1 Ind :ecuVariantBelowEcu :Object1 Ind .
23
24 :Variant2 Ind :ecuVariantBelowEcu :Object1 Ind .
25
26 :Version1 Ind rdf:type owl:NamedIndividual, :ECUVersion SC ;
27 rdfs:label ”ECM Diesel V1” ;
28 :name Attr ”Engine Control Module for Diesel V1”ˆˆxsd:string ;
29 :VersionId Attr 1ˆˆxsd:integer ;
30 :reference Attr ”\prj\...\ECM”ˆxsd:string
31
32 :Version2 Ind rdf:type owl:NamedIndividual, :ECUVersion SC ;
33 rdfs:label ”ECM Gasoline V1” ;
34 :name Attr ”Engine Control Module for Gasoline V1”ˆˆxsd:string .
35
36 :Version2 Ind :VersionId Attr 1ˆˆxsd:string
37
38 :Version1 Ind :ecuVariantBelowEcu :Variant1 Ind .
39
40 :Version2 Ind :ecuVariantBelowEcu :Variant2 Ind .
Listing 9.19: Instanz als OWL-NamedIndividual
Zusammengefasst illustriert Abbildung 9.6 die zuvor beschriebe lokale Produktontologie lpo1
mit Bezug auf die einzelnen Artefakte der OWL-Ontologie. Analog zeigt Abbildung 9.7 eine
mo¨gliche globale Produktontologie, deren OWL-2-Definition der U¨bersicht halber im Anhang A
(siehe Listing 11.4) zu finden ist.
Abbildung 9.6.: Grafische Darstellung der lokalen Produktontologie lpo1
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Abbildung 9.7.: Grafische Darstellung der globalen Produktontologie gpo
9.3.3. Abbildung des Produktontologie-Mappings
Nach Definition von lokaler und globaler Produktontologie, ko¨nnen Schemakonzept-Attribut-
regeln und -Aktionen im Produktontologie-Mapping spezifiziert werden. Listing 9.22 zeigt einen
Ausschnitt des Produktontologie-Mappings pomapping1 zwischen der lokalen Produktontologie
lpo1 und der globalen Produktontologie gpo. Die Schemakonzept-Attributregel productCor-
respondensProject SCAR definiert fu¨r die Attribute lpo1:name Attr und gpo:label Attr eine
Matching-Funktion mo:StringEquivalence.
1 @prefix lpo1: <http://www.uni´ulm.de/proceed/lpo1.owl#> .
2 @prefix gpo: <http://www.uni´ulm.de/proceed/gpo.owl#> .
3 @prefix : <http://www.uni´ulm.de/proceed/pomapping1#> .
4 @base <http://www.uni´ulm.de/proceed/pomapping1> .
5
6 :productCorrespondesProject SCAR rdf:type owl:ObjectProperty , owl:SymmetricProperty ;
7 rdfs:subPropertyOf mo:hasPDCSCARTo .
8 :hasMatchingFunction mo:StringEquivalence ;
9 :hasMatchingParameter ”” ;
10 rdfs:domain lpo1:Product SC ;
11 rdfs:range gpo:Product SC ;
12 mo:hasLocalAttribute lpo1:name Attr .
13 mo:hasGlobalAttribute gpo:label Attr .
Listing 9.20: Beispiel einer SCAR in OWL2
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Analog dazu zeit Listing 9.21 ein Beispiel fu¨r eine Schemakonzept-Attributaktion. Die SCAA
ecuVersion2ComponentVersion SCAA definiert eine Attributaktion zwischen den Attributen
lpo1:reference Attr und gpo:ECUVersion Ref Attr mit dem Integrationsverhalten
mo:LatestIntegrationBehavior.
1 @prefix lpo1: <http://www.uni´ulm.de/proceed/lpo1.owl#> .
2 @prefix gpo: <http://www.uni´ulm.de/proceed/gpo.owl#> .
3 @prefix : <http://www.uni´ulm.de/proceed/pomapping1#> .
4 @base <http://www.uni´ulm.de/proceed/pomapping1> .
5
6 :ecuVersion2ComponentVersion SCAA rdf:type owl:ObjectProperty ;
7 rdfs:subPropertyOf mo:hasVersionSCAATo
8 :hasIntegrationBehavior mo:LatestIntegrationBehavior ;
9
10 rdfs:domain lpo1:ECU VERSION SC ;
11 rdfs:range gpo:ComponentVersion SC ;
12 mo:hasLocalAttribute lpo1:reference Attr ;
13 mo:hasGlobalAttribute gpo:ECUVersion Ref Attr .
Listing 9.21: Beispiel einer SCAA in OWL2
Werden mit Hilfe des Integrationsalgorithmus (siehe Abschnitt 6.3.1) oder mit den A¨nderungs-
operation (s. Kapitel 8) Korrespondenzen ermittelt, mu¨ssen sie im Produktontologie-Mapping
gespeichert werden. Listing 9.22 zeigt ein Beispiel fu¨r eine Korrespondenz, die auf der SCAR
:productCor-respondesProject SCAR basiert. Die Korrespondenz ist zwischen der lokalen In-
stanz lpo1:PDC1 Ind und der globalen Instanz gpo:PDC2 Ind definiert, der Erstellungstyp
(mo:hasCorrespondenceCreationType) ist mo:AutomaticCreation.
1 @prefix mo: <http://www.uni´ulm.de/proceed/metaontology.owl#> .
2 @prefix lpo1: <http://www.uni´ulm.de/proceed/lpo1.owl#> .
3 @prefix gpo: <http://www.uni´ulm.de/proceed/gpo.owl#> .
4 @prefix : <http://www.uni´ulm.de/proceed/pomapping1#> .
5 @base <http://www.uni´ulm.de/proceed/pomapping1> .
6
7 [] a owl:Axiom ;
8 owl:annotatedProperty :productCorrespondesProject SCAR ;
9 owl:annotatedSource lpo1:PDC1 Ind ;
10 owl:annotatedTarget gpo:PDC2 Ind ;
11 mo:hasCorrespondenceProbability ”1.0”ˆˆxsd:float ;
12 mo:hasCorrespondenceCreationType mo:AutomaticCreation .
Listing 9.22: Beispiel einer Korrespondenz in OWL2
Schließlich illustriert Listing 9.23 die Modellierung einer Attribut-Begru¨ndung (siehe Definition
36) in OWL-2. Der Attributwert Link des Attributs ECU Ref Attr fu¨r die Instanz ComponentVer-
sion1 Ind ist durch die Schemakonzept-Attributaktion ecuVersion2ComponentVersion SCAA
zustande gekommen.
1 @prefix lpo1: <http://www.uni´ulm.de/proceed/lpo1.owl#> .
2 @prefix gpo: <http://www.uni´ulm.de/proceed/gpo.owl#> .
3 @prefix : <http://www.uni´ulm.de/proceed/pomapping1#> .
4 @base <http://www.uni´ulm.de/proceed/pomapping1> .
5
6 [ rdf:type owl:Axiom ;
7 owl:annotatedTarget ”Link”ˆˆxsd:string ;
8 owl:annotatedSource :ComponentVersion1 Ind ;
9 owl:annotatedProperty :ECU Ref Attr ;
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10 :hasAttributeJustification :ecuVersion2ComponentVersion SCAA
11 ] .
Listing 9.23: Beispiel einer Attribut-Begru¨ndung in OWL2
9.3.4. Sicherstellung der strukturellen Konsistenz
Die in Definition 24 (siehe Abschnitt 6.2.1) spezifizierten Eigenschaften sind Voraussetzung
fu¨r die Umsetzung der Konzepte des PROCEED-Rahmenwerkes (z.B. Integrationsalgorithmus,
A¨nderungsoperationen). Im Folgenden wird erla¨utert, wie die strukturelle Konsistenz einer Pro-
duktontologie im PROCEED-System technisch umgesetzt wird.
Mit Hilfe von SWRL lassen sich Regeln fu¨r OWL-Ontologien definieren, die dem OWL-DL-
Profil (basierend auf Beschreibungslogiken) entsprechen. Zwar lassen sich mit SWRL Regeln
definieren, die u¨ber die Ausdrucksma¨chtigkeit von OWL-DL-Ontologien hinaus gehen, jedoch
werden zum Beispiel Ausdru¨cke wie rdf:type oder rdfs:Class nicht unterstu¨tzt. Aus diesem
Grund wird die Sicherstellung der strukturellen Konsistenz von Produktontologien mit Hilfe von
SPARQL-Abfragen realisiert. Zuna¨chst werden die Schemakonsistenzregeln (vgl. Kapitel 6.2.1)
wiederholte, bevor ihre Definition mittels SPAQRL erla¨utert wird.
Schemakonsistenzregel 1: Jede Produktdatenintegrationsebene besitzt mindestens ein
Schemakonzept. Ein Schemakonzept kann nur mit einem Schemakonzept verbunden werden,
das sich auf einer darunter liegenden Produktdatenintegrationsebene befindet.
Listing 9.24 realisiert einen Teil der Schemakonsistenzregel 1 indem die Produktdatenintegra-
tionsebenen bestimmt werden, fu¨r die keine Schemakonzepte definiert sind. ?l1 gibt die Pro-
duktdatenintegrationsebene und ?perLayer die Anzahl der Schemakonzepte zuru¨ck. Da letztere
gefiltert werden (HAVING (?perLayer leq 1)), ist diese Anzahl immer 0.
1 PREFIX mo: <http://www.uni´ulm.de/proceed/metaontology#>
2 PREFIX lpo1: <http://www.uni´ulm.de/proceed/lpo1#>
3 SELECT ?l1 (COUNT(?sc) as ?perLayer)
4 WHERE {
5 ?sc rdfs:subClassOf ?l1 .
6 FILTER (?l1 = mo:LocalPDCLayer || ?l1 = mo:LocalObjectLayer || ?l1 = mo:LocalVariantLayer || ?l1 =
mo:LocalVersionLayer)
7 }
8 GROUP BY ?l1
9 HAVING (?perLayer < 1)
Listing 9.24: SPARQL-Query zur Ermittlung fehlender Schemakonzepte
Listing 9.25 realisiert den restlichen Teil von Schemakonsistenzregel 1. Die Abfrage liefert alle
Schemakonzept-Paare zuru¨ck, die sich auf u¨bereinanderliegenden Produktdatenintegrationsebe-
nen befinden, fu¨r die jedoch keine Hierarchie-Beziehung isBelow definiert ist. Da die Hierarchie-
Beziehungen als rdfs:subPropertyOf definiert werden und SPARQL keine Inferenzen beru¨ck-
sichtigt, muss mit Hilfe eines Reasoners die Typisierung der Klassen vorgenommen werden.
1 PREFIX mo: <http://www.uni´ulm.de/proceed/metaontology#>
2 PREFIX lpo1: <http://www.uni´ulm.de/proceed/lpo1#>
3 SELECT DISTINCT ?sc ?sc2
4 WHERE {
5 ?sc rdfs:subClassOf ?l1 .
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6 ?sc2 rdfs:subClassOf ?l2 .
7 FILTER ( (?l1 = mo:LocalPDCLayer && ?l2=mo:LocalObjectLayer) || (?l1 = mo:LocalObjectLayer &&
?l2=mo:LocalVariantLayer) || (?l1 = mo:LocalVariantLayer && ?l2=mo:LocalVersionLayer))
8 FILTER NOT EXISTS {
9 ?op1 rdf:type owl:ObjectProperty .
10 ?op1 rdfs:subPropertyOf mo:isBelow .
11 ?op1 rdfs:range ?sc .
12 ?op1 rdfs:domain ?sc2 .
13 }
14 }
Listing 9.25: SPARQL-Query zur Bestimmung fehlender Hierarchie-Beziehungen zwischen
Schemakonzepten
Schemakonsistenzregel 2: Fu¨r jedes Schemakonzept der Variant-Ebene ist der Varia-
bilita¨tstyp definiert. Schemakonsistenzregel 3: Fu¨r jedes Schemakonzept der Versions-
Ebene ist der Versionstyp definiert.
Die SPARQL-Abfrage in Listing 9.26 liefert die Liste ?sc, welche diejenigen Schemakonzepte
der Variant-Ebene umfasst, fu¨r die kein Metaattribut zur Beschreibung eines Variantentypes
definiert ist. Analog liefert Listing 9.27 die Liste entsprechend Schemakonsistenzregel 3.
1 PREFIX mo: <http://www.uni´ulm.de/proceed/metaontology#>
2 PREFIX lpo1: <http://www.uni´ulm.de/proceed/lpo1#>
3 SELECT ?sc
4 WHERE {
5 ?sc rdfs:subClassOf mo:LocalVariantLayer .
6 FILTER (not exists {?sc mo:hasVariantType Metaattr ?x})
7 }
Listing 9.26: SPARQL-Query zur Bestimmung von Varianten-Schemakonzepten ohne Variantentyp
1 PREFIX mo: <http://www.uni´ulm.de/proceed/metaontology#>
2 PREFIX lpo1: <http://www.uni´ulm.de/proceed/lpo1#>
3 SELECT ?sc
4 WHERE {
5 ?sc rdfs:subClassOf mo:LocalVersionLayer .
6 FILTER (not exists {?sc mo:hasVersionType Metaattr ?x})
7 }
Listing 9.27: SPARQL-Query zur Bestimmung von Versions-Schemakonzepten ohne Versionstyp
Instanzkonsistenzregel 1: Die Instanzen einer globalen Produktontologie sind zwischen
den Produktdatenintegrationsebenen, analog zu ihren Schemakonzepten, u¨ber Beziehungen
miteinander verbunden.
In Listing 9.28 werden diejenigen Instanzen ?ind1 und ?ind2 bestimmt, die sich in u¨bereinander
liegenden Produktdatenintegrationsebenen befinden, fu¨r die jedoch keine Beziehung definiert ist.
1 PREFIX mo: <http://www.uni´ulm.de/proceed/metaontology#>
2 PREFIX lpo1: <http://www.uni´ulm.de/proceed/lpo1#>
3 SELECT DISTINCT ?ind1 ?ind2
4 WHERE {
5 ?ind1 rdf:type ?l1 .
6 ?ind2 rdf:type ?l2 .
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7 ?ind1 rdf:type owl:NamedIndividual .
8 ?ind2 rdf:type owl:NamedIndividual .
9 FILTER ((not exists {?ind2 mo:isBelow ?ind1} || not exists {?ind1 mo:isAbove ?ind2}) && ( (?l1 = mo:
LocalPDCLayer && ?l2 = mo:LocalObjectLayer) || (?l1 = mo:LocalObjectLayer && ?l2 = mo:
LocalVariantLayer) || (?l1 = mo:LocalVariantLayer && ?l2 = mo:LocalVersionLayer)) )
10 }
Listing 9.28: SPARQL-Query zur Bestimmung fehlender Hierarchie-Beziehungen zwischen
Instanzen
Instanzkonsistenzregel 2: Die Instanzen eines Schemakonzeptes auf der Version-Ebene
sind durch Vorga¨nger- und Nachfolger-Beziehungen geordnet.
Die Vorga¨nger- und Nachfolgerbeziehungen zwischen Instanzen der Versions-Ebene sind genau
dann nicht konsistent, wenn Instanzen existieren, fu¨r die weder Vor- noch Nachfolgerbeziehungen
definiert sind. Die entsprechende SPARQL-Abfrage ist in Listing 9.29 dargestellt.
1 PREFIX mo: <http://www.uni´ulm.de/proceed/metaontology#>
2 PREFIX lpo1: <http://www.uni´ulm.de/proceed/lpo1#>
3 SELECT DISTINCT ?ind1
4 WHERE {
5 ?sc rdfs:subClassOf mo:LocalVersionLayer .
6 ?ind1 rdf:type ?sc .
7 ?ind1 rdf:type owl:NamedIndividual .
8 FILTER (not exists{?ind1 mo:isSuccessorOf ?x} && not exists{?ind1 mo:isPredecessorOf ?x})
9 }
Listing 9.29: SPARQL-Query zur Ermittlung von Versionsinstanzen ohne Vorga¨nger und ohne
Nachfolger
9.3.5. Realisierung von Integrationsqualita¨tsmetriken
Analog zur Sicherstellung der strukturellen Konsistenz von Produktontologien lassen sich die
Integrationsqualita¨tsmetriken mit Hilfe von SPARQL-Abfragen umsetzen. In Listing 9.30 wird
exemplarisch die lokale Schemakonzept-Vollsta¨ndigkeit (vgl. Definition 44 in Kapitel 7) als
SPARQL-Abfrage definiert. Im Detail werden mit Hilfe von UNION sowohl die Anzahl der Sche-
makonzepte ?scmapped ermittelt, fu¨r die eine Schemakonzept-Attributregel vorhanden ist, als
auch die Anzahl ?sc aller Schemakonzepte, die nicht von der Integration ausgeschlossen sind.
Das Ergebnis ?result entspricht der Differenz aus beiden vorherigen Zahlen. Analog lassen sich
alle Integrationsqualita¨tsmetriken aus Kapitel 7 mit Hilfe von SPARQL-Abfragen definieren.
1 PREFIX mo: <http://www.uni´ulm.de/proceed/metaontology#>
2 PREFIX lpo1: <http://www.uni´ulm.de/proceed/lpo1#>




7 ?sc rdfs:subClassOf ?scl .
8 ?scar rdfs:subPropertyOf ?scarl .
9 ?scar rdfs:domain ?sc
10 FILTER ( (?scl = mo:LocalPDCLayer && ?scarl = mo:hasPDCSCARTo) || (?scl = mo:
LocalObjectLayer && ?scarl = mo:hasObjectSCARTo) || (?scl = mo:LocalVariantLayer && ?scarl
= mo:hasVariantSCARTo) || (?scl = mo:LocalVersionLayer && ?scarl = mo:hasVersionSCARTo))
11 }
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15 ?sc2 rdfs:subClassOf ?scl2 .
16 FILTER ( ?scl2 = mo:LocalPDCLayer || ?scl2 = mo:LocalObjectLayer || ?scl2 = mo:LocalVariantLayer
|| ?scl2 = mo:hasVariantSCARTo || ?scl2 = mo:LocalVersionLayer)
17 FILTER NOT EXISTS {





Listing 9.30: SPARQL-Query zur Bestimmung der lokalen Schemakonzept-Vollsta¨ndigkeit
9.3.6. Realisierung des Integrationsalgorithmus sowie der A¨nderungsoperationen
Wa¨hrend die strukturelle Konsistenz und Qualita¨tsmetriken durch SPARQL-Abfragen reali-
siert werden, reicht dies fu¨r die Umsetzung des Integrationsalgorithmus (siehe Abschnitt 6.3.1)
aus. Folglich wurde dieser Algorithmus softwareseitig mithilfe der OWL API [HB11] umgesetzt.
Im Detail wurde dazu ein Plugin fu¨r den Ontologie-Editor Prote´ge´ [GMF`03] implementiert.
Wa¨hrend Prote´ge´ ein weit verbreiteter Editor zur Modellierung von Ontologien ist, reichen
die existierenden Plugins nicht aus, um alle Konzepte des PROCEED-Rahmenwerkes direkt zu
unterstu¨tzen. Folglich wurde fu¨r Prote´ge´ ein Plugin realisiert, welches fu¨r die Umsetzung des
PROCEED-Systems zusta¨ndig ist.
Abbildung 9.8 illustriert die technische Architektur von Prote´ge´ in der Version 4. Basierend
auf Java und dem OSGi-Framework [All03] besteht Prote´ge´ aus OSGi-Plugins. Wa¨hrend The
Prote´ge´ 4 OWL Editor Plugin fu¨r die Modellierung von OWL-Ontologien und die Umsetzung
einer grafischen Oberfla¨che zusta¨ndig ist, wird die Serialisierung und Deserialisierung einer OWL-
Ontologie mittels der OWL API umgesetzt. Daru¨ber hinaus gibt es eine Vielzahl weiterer Plugins.
Fu¨r die Realisierung des PROCEED-Systems wurden das Hermit Reasoner Plugin [SMH08]
und das Prote´ge´ SPARQL Plugin verwendet. Basierend auf diesem Plugin baut das PROCEED-
System als weiteres OSGI-Plugin auf den vorangehend genannten Plugins auf. Im Detail realisiert
das PROCEED Plugin die Architektur aus Abbildung 9.1.
Abbildung 9.8.: Technische Architektur des PROCEED-Systems
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Wa¨hrend der Editor von Prote´ge´ die Mo¨glichkeit bietet, OWL-Ontologien zu modellieren, ist die-
ser Editor fu¨r Doma¨nenexperten zu komplex, um Produktontologie zu modellieren. Zur einfachen
Umsetzung der strukturellen Konsistenz wurden Konzepte fu¨r Benutzeroberfla¨chen entworfen,
mittels der sich Produktontologien sowohl in Form von Graphen als auch mit Hilfe von Listen
zu erstellen lassen [Mer14]. Das Konzept definiert fu¨r verschiedene Nutzerrollen des PROCEED-
Rahmenwerkes (siehe Abschnitt 6.2.5) unterschiedliche Sichten (z.B. Listen, Baumstrukturen
und Graphen). Zur Reduktion der Komplexita¨t wurde zusa¨tzlich zu diesen Sichten ein Farb-
und Formkonzept zur Darstellung von und Navigation in komplexen Produktontologien entwor-
fen1 [Hau15] (Grafiken zum Usability-Konzept befinden sich im Anhang G).
Teile dieser Konzepte wurden im PROCEED-Plugin fu¨r Prote´ge´ umgesetzt. Abbildung 9.9 zegt die
Oberfla¨che, in der eine lokale und globale Produktontologie sowie Schemakonzept-Attributregeln
und -aktionen modelliert werden ko¨nnen. Auf der linken Seite ist eine lokale Produktontolo-
gie mit entsprechenden Schemakonzepten und Instanzen illustiert. Fu¨r jede Produktdatenin-
tegrationsebene existieren zwei Listen zur Darstellung von Schemakonzepten und Instanzen.
Je nachdem, welches Element (Schemakonzept, Attribut, Instanz, Attributwert) in den Listen
ausgewa¨hlt wird, sind bestimmte A¨nderungsoperationen (als Buttons dargestellt) ausfu¨hrbar.
Analog zu Schemakonzepten und Instanzen werden auch die Schemakonzept-Attributregeln und
-aktionen den Integrationsebenen entsprechend angeordnet (siehe Abbildung 9.9 Mitte).
Abbildung 9.9.: Oberfla¨che des PROCEED-Plugins fu¨r Prote´ge´
Abbildung 9.10 zeigt die Oberfla¨che fu¨r die Ausfu¨hrung der Abfragen zur Realisierung der An-
wendungsfa¨lle, die mit Hilfe der integrierten Produktdaten realisiert werden sollen (vgl. Defini-
tion 8). Auf der linken Seite ist eine Liste mit definierten SPARQL-Abfragen dargestellt. Durch
Auswahl aus der Liste wird die hinterlegte SPARQL-Abfrage in den Editor des SPARQL-Plugins
1Ein a¨hnlicher Ansatz wurde im Projekt niPRO fu¨r die Visualisierung von und Navigation in Prozess-
Repositorien- und Ontologien realisiert [HMR12, MMR12, HMMR14].
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geladen. Da die Integrationsqualita¨tsmetriken auf SPARQL basieren, kann der Abfrageeditor
auch dazu verwendet werden, die einzelnen Metriken zu bestimmen.




Zusa¨tzlich zur skizzierten prototypischen Implementierung (vgl. Kapitel 9) wurde des PROCEED-
Rahmenwerkes in Fallstudien in der Automobilindustrie evaluiert. Dieses Kapitel stellt eine
solche Fallstudie vor und erla¨utert, welche Erkenntnisse sich aus der Anwendung des PROCEED-
Rahmenwerkes ableiten lassen. Fu¨r jedes Integrationsszenario werden zuna¨chst die Notwendig-
keit zur Integration von Produktdaten motiviert und die zu realisierenden Anwendungsfa¨lle
beschrieben. Anschließend werden die zu integrierenden Informationssysteme und deren konzep-
tionelle Datenmodelle erla¨utert. Schließlich wird eine Lo¨sung zur Integration der Informations-
systeme mit Hilfe des PROCEED-Rahmenwerkes detailliert.
10.1. Abgleich von Stu¨cklisten mit PROCEED
10.1.1. Motivation
Wie erla¨utert, besteht ein Produkt aus einer Vielzahl von Komponenten, deren Beziehungen
zueinander eine hierarchische Produktstruktur bilden. Die Verwaltung dieser Komponenten und
ihrer Beziehungen (d.h. der Produktstruktur) erfolgt mit Hilfe von PDMS. Die konstruktive Sicht
auf ein Produkt wird als Stu¨ckliste bezeichnet und durch das Traversieren der Produktstruktur
von oben nach unten erzeugt.
Entwickelt nun ein Hersteller ein Produkt in Kooperation mit einem anderen Hersteller, mu¨ssen
die Produktdaten beider Hersteller in regelma¨ßigen Absta¨nden abgeglichen werden. Typischer-
weise verwaltet jeder Hersteller ein eigenes PDMS fu¨r die Dokumentation. Gleiches gilt, wenn ein-
zelne Aspekte der Entwicklung (z.B. Konstruktion, Software-Entwicklung) in unterschiedlichen
Informationssystemen dokumentiert werden. Beispielsweise werden wa¨hrend der Entwicklung
von E/E-Komponenten (z.B. Steuergera¨te, Sensoren, Aktuatoren) geometrische Modelle und
deren Informationen zu Hardware und Software meist in zwei separaten PDMS verwaltet. Diese
Informationen werden von unterschiedlichen Personengruppen dokumentiert. Folglich kann es
zu Inkonsistenzen in der Dokumentation von E/E-Komponenten in den beiden Systemen kom-
men. So ko¨nnen in einen PDMS geometrische Modelle fu¨r E/E-Komponenten vorhanden seien,
entsprechende Informationen zu Hard- und Software im anderen PDMS fehlen und umgekehrt.
10.1.2. Anwendungsfa¨lle
Folgende Anwendungsfa¨lle sollen mit Hilfe der integrierten Produktdaten der beiden Informati-
onssysteme realisiert werden:
• Anwendungsfall 1 : Ausgehend von zwei PDMS sollen die Mengen der dokumentierten E/E-
Komponenten fu¨r ein Fahrzeug abgeglichen werden. Dabei sollen diejenigen Komponenten
ermittelt werden, die nur in einem der beiden Systeme dokumentiert sind.
• Anwendungsfall 2 : Es sollen diejenigen E/E-Komponenten ermittelt werden, fu¨r die keine




































































Abbildung 10.1.: Integrationsszenario - Konsistenzcheck zweier PDMS u¨ber Stu¨cklisten
• Anwendungsfall 3 : Es sollen diejenigen E/E-Komponenten ermittelt werden, die sich bzgl.
der Anzahl ihrer Varianten unterscheiden. Obwohl beide Systeme unterschiedliche Mecha-
nismen zur Dokumentation von Bauteilvarianten und -versionen verwenden ko¨nnen, kann
die Auflistung von zusammengeho¨rigen Varianten und Versionen aus beiden Systemen
Hinweise auf mo¨gliche Inkonsistenzen geben.
10.1.3. Systeme
Abbildung 10.1 illustriert die konzeptionellen Datenmodelle der beiden zu integrierenden In-
formationssysteme. Wa¨hrend Informationssystem A die Geometriedaten von sowohl mechani-
sche als auch E/E-Bauteilen speichert, werden im Informationssystem B detaillierte Informatio-
nen zur Hard- und Software von E/E-Komponenten dokumentiert. In beiden Systemen werden
die E/E-Komponenten mittels unterschiedlicher Strukturen und Namenskonventionen dokumen-
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tiert.
• Im Informationssystem A werden Bauteile hierarchisch gespeichert. Dabei kommt es vor,
dass Bauteile wiederum hierarchisch durch weitere Bauteile spezifiziert sind.
• Das Informationssystem B hingegen speichert die E/E-Komponenten in einer Liste.
Beide Systeme verwenden unterschiedliche Konventionen zur Dokumentation von Variabilita¨t
und Versionierung:
• Im Informationssystem A sind Bauteile mit Code-Regeln versehen, mit deren Hilfe sich
Produkte konfigurieren lassen (Variabilita¨t). Das heißt, aus einer Produktstruktur mit al-
len Bauteilen la¨sst sich ein konkretes Produkt ableiten. Alle Bauteile lassen sich versionie-
ren, wodurch Versionsba¨ume entstehen ko¨nnen. Neben den Versionen lassen sich Bauteile
zusa¨tzlich zu projektspezifischen Meilensteinen zuordnen.
• Informationssystem B hingegen bietet keine explizite Unterstu¨tzung zur Dokumentation
von Variabilita¨t. Versionen von E/E-Komponenten werden zu Konfigurationen gebu¨ndelt,
ohne dabei auf ein konkretes Produkt Bezug zu nehmen. Auch im Informationssystem B
ko¨nnen Versionsba¨ume einzelner E/E-Komponenten entstehen.
Einzige Gemeinsamkeit beider Systeme ist eine Zuordnung der Artefakte zu globalen Bauteil-
nummern. In der Praxis unterscheidet sich die Qualita¨t der Dokumentation dieser Bauteilnum-
mern in beiden Systemen. Wa¨hrend in Informationssystem A die Zuordnung von Bauteilen
zu Bauteilnummern sehr gut dokumentiert ist, fehlen diese Informationen im Informationssys-
tem B fu¨r fru¨he Phasen der Produktentwicklung. Ha¨ufig werden bei der Entwicklung neuer
E/E-Komponenten bestehende Informationen und Attribute vorheriger Komponentenversionen
kopiert und erst im weiteren Verlauf der Entwicklung nachdokumentiert bzw. angepasst. So
kann es vorkommen, dass fu¨r E/E-Komponenten im Informationssystem B Bauteilnummern
dokumentiert sind, die nicht gu¨ltig sind bzw. noch nicht angepasst wurden.
Beide Systeme haben unterschiedliche Mengengeru¨ste: Wa¨hrend Informationssystem A sowohl
mechanische Bauteile als auch E/E-Bauteile verwaltet, fallen pro Produkt (in diesem Fall Fahr-
zeuge) bis zu Zehntausend Bauteile an. Durch die Variabilita¨t und Versionierung ergeben sich
somit mehrere Zehntausende Artefakte, die integriert werden mu¨ssen. Auf der anderen Seite
verwaltet Informationssystem B nur E/E-Komponenten. Pro Fahrzeug ergeben sich hier bis zu
150 Bauteile. Bezieht man alle Versionen mit ein, sind aus diesem System mehrere Tausend
Artefakte pro Fahrzeug zu integrieren.
10.1.4. Integration mit Hilfe des PROCEED-Rahmenwerkes
Um die beiden Informationssysteme mit Hilfe des PROCEED-Rahmenwerkes zu integrieren und
die geschilderten Anwendungsfa¨lle zu realisieren, sind folgende Schritte notwendig:
1. Auswa¨hlen einer Integrationsmethodik
2. Definition einer globalen Produktontologie
3. Definition einer lokaler Masterproduktontologie
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4. Definition einer lokalen Produktontologie inklusive Abbildung in die globale Produkton-
tologie
5. Spezifikation von Integrationsqualita¨ts-Metriken
6. Formulierung von Abfragen fu¨r Anwendungsfa¨lle
1. Integrationsmethodik: Da nur zwei Informationssysteme zu integrieren sind, fu¨r die bisher
noch keine lokalen Produktontologien existieren, wird als Integrationsmethodik eine globale
Produktontologie Top-Down definiert.
2. Globale Produktontologie: Die globale Produktontologie besteht aus jeweils einem Schema-
konzept pro Produktdatenintegrationsebene und orientiert sich am lokalen Informationssystem
A: Ein Produkt (Product) besteht aus mehreren Bauteilen (Component), welche unterschiedliche
Varianten (Component Variant) besitzen ko¨nnen. Fu¨r jede Bauteilvariante werden verschiedene
Entwicklungssta¨nde dokumentiert (Component Version). Eine Bauteilvariante la¨sst sich durch
eine eindeutige Identifikation (Code) beschreiben. Jeder Entwicklungsstand einer Bauteilvarian-
te ist ebenfalls durch eine eindeutige Identifikation (PartId) sowie einer fortlaufenden Nummer
(Version Id) gekennzeichnet. Ein Entwicklungsstand der globalen Produktontologie umfasst
sowohl eine geometrische Zeichnung (Geometry) als auch einen Softwarestand (Software). Fu¨r
Component Variant wird der Variabilita¨tstyp 2 festgelegt (vgl. Abschnitt 6.2.1), d.h. fu¨r jede
Bauteilvariante wird eine eigene, explizite Instanz in der globalen Produktontologie dokumen-
tiert. Die Entwicklungssta¨nde der Bauteilvarianten werden kontinuierlich dokumentiert.
3. Lokale Masterproduktontologie: Da die Datenqualita¨t der dokumentierten Komponenten,
inklusive ihrer eindeutigen Identifikationsnummern, im lokalen Informationssystem A sehr hoch
ist, wird Informationssystem A auch zur Definition einer Masterproduktontologie verwendet. In
Abbildung 10.2 sind die entsprechende lokale Masterproduktontologie M sowie Abbildungen in
die globale Produktontologie G illustriert.
4. Lokale Produktontologie: Entsprechend wird fu¨r das lokale Informationssystem B eine lo-
kale Produktontologie definiert. Abbildung 10.3 illustriert die lokale Produktontologie L fu¨r das
lokale Informationssystem B.
Ein Produkt (Product) setzt sich auf mehreren E/E-Komponenten (EE Component) zusammen.
Fu¨r eine E/E-Komponente ko¨nnen mehrere Varianten (EE Component Variant) vorhanden sein,
die wiederum in unterschiedlichen Versionen (EE Component Version) existieren ko¨nnen. Jedes
dieser Schemakonzepte besitzt als Attribut einen Namen (Name), fu¨r Varianten existiert ein Attri-
but, das einen Variantenbezeichner (Variant) entha¨lt; analog beschreibt das Attribut Version
Id eine Versionsnummer. Schließlich ist die Referenz der Software der E/E-Komponente in der
lokalen Produktontologie modelliert (Reference).
5. Integrationsqualita¨tsmetriken: Da nur eine lokale Produktontologie vorhanden ist, ist zur
Realisierung von Anwendungsfall 1 nur die lokale und globale Instanzvollsta¨ndigkeit notwendig
(siehe Kapitel 7).
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Abbildung 10.2.: Produktontologien des Integrationsszenarios
6. Abfragen Im folgenden Abschnitt werden die notwendigen Abfragen an die globale Produk-
tontologie zur Realisierung der drei Anwendungsfa¨lle beschreiben.
Listing 10.1 illustriert die SPARQL-Abfragen zur Realisierung des Anwendungsfalls 1.
1 PREFIX mo: <http://www.uni´ulm.de/proceed/metaontology#>
2 PREFIX gpo: <http://www.uni´ulm.de/proceed/gpo#>
3 PREFIX lpo1: <http://www.uni´ulm.de/proceed/lpo1#>
4 PREFIX pom1: <http://www.uni´ulm.de/proceed/pom1#>
5 SELECT DISTINCT ?component
6 WHERE {
7 ?component rdf:type gpo:Component SC .
8 ?component gpo:ComponentType ”ECU”ˆˆxsd:string .
9 FILTER NOT EXISTS {
10 ?component pom:CorrespondesToSCAR ?lpo Ind .
11 ?lpo Ind rdf:type lpo1:LocalSchemaConcept .
12 }
13 }
Listing 10.1: SPARQL-Query fu¨r den Anwendungsfall 1
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Abbildung 10.3.: Lokale Produktontologie LPO
In Listing 10.2 ist die SPARQL-Abfrage fu¨r den Anwendungsfall 2 spezifiziert.
1 PREFIX gpo: <http://www.uni´ulm.de/proceed/gpo#>
2 SELECT DISTINCT ?componentVersion
3 WHERE {
4 ?componentVersion rdf:type gpo:ComponentVersion SC .
5 FILTER (not exists {?componentVersion gpo:Geometry Attr ?value } ||
6 not exists {?componentVersion gpo:Software Attr ?value })
7 }
8 }
Listing 10.2: SPARQL-Query fu¨r den Anwendungsfall 2
Listing 10.3 beschreibt die SPARQL-Abfrage fu¨r den Anwendungsfall 3. Es werden zuna¨chst
diejenigen lokalen und globalen Instanzen ermittelt, die zueinander korrespondieren (Zeile 6).
Fu¨r die lokale Instanz werden die Anzahl der zugeho¨rigen Instanzen auf der Varianten-Ebene
ermittelt (Zeilen 7 bis 13). Analog werden die globalen Instanzen bestimmt (Zeilen 14 bis 20).
Es werden alle Paare von lokalen und globalen Instanzen herausgefiltert, fu¨r die die Anzahl der
Varianten gleich ist (siehe Zeile 21).
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1 PREFIX gpo: <http://www.uni´ulm.de/proceed/gpo#>
2 SELECT DISTINCT ?localInd ?globalInd
3 WHERE {
4 ?localInd rdf:type mo:LocalObjectLayer .
5 ?globalInd rdf:type mo:GlobalObjectLayer .
6 ?localInd pom1:correspondesTo ?globalInd .
7 {
8 SELECT (COUNT (?var) as ?localVarCnt)
9 WHERE {
10 ?localInd mo:isAbove ?var
11 }
12 GROUP BY ?var
13 }
14 {
15 SELECT (COUNT (?var) as ?globalVarCnt)
16 WHERE {
17 ?globalInd mo:isAbove ?var
18 }
19 GROUP BY ?var
20 }
21 FILTER (?localVarCnt != ?globalVarCnt)
22 }
Listing 10.3: SPARQL-Query fu¨r den Anwendungsfall 3
10.1.5. Erkenntnisse
Die Fallstudie zeigt die Integration eines ha¨ufigen Szenarios in der Produktentwicklung. Da beide
Informationssysteme sehr heterogene Datenmodelle besitzen, ist zuna¨chst ein initialer Aufwand
fu¨r die Modellierung der Produktontologien notwendig. Die Auswahl von Variabilita¨ts- und Ver-
sionierungsmechanismus muss sorgsam gewa¨hlt werden, da eine spa¨tere A¨nderung die Anpassung
von bereits integrierten Instanzen in der globalen Produktontologie nach sich ziehen. Vor allem
die Nutzung der Anwendungsfa¨lle u¨ber einen la¨ngeren Zeitraum der Produktentwicklung, bei
dem sich Produktdaten kontinuierlich a¨ndern, bietet das PROCEED-Rahmenwerk den Vorteil,
dass diese A¨nderungen sehr einfach u¨ber die diskutierten A¨nderungsoperationen (vgl. Kapitel
8) in der globalen Produktontologie realisiert werden ko¨nnen.
Außerdem zeigt sich an diesem Beispiel, dass bereits mit der Integration von zwei Informati-
onssystemen eine Vielzahl komplexer Anwendungsfa¨lle realisiert werden kann. In der Praxis ist
es sinnvoll mit der Integration weniger Informationssysteme zu beginnen. Der initiale Modellie-






11. Zusammenfassung und Ausblick
Die Integration von Produktdaten ist essentiell, um die Prozesse rund um die Produktentwick-
lung bestmo¨glich zu unterstu¨tzen. Die Beseitigung von Fehlern in spa¨teren Entwicklungspha-
sen ist mit erheblichen Kosten verbunden. Deshalb ist besonders in fru¨hen Phasen der Pro-
duktentwicklung der regelma¨ßige Abgleich der Entwicklungssta¨nde, d.h. die U¨berpru¨fung der
Vollsta¨ndigkeit und Konsistenz von Produktdaten, notwendig. Hierzu bedarf es einer Integrati-
on autonomer, heterogener Informationssysteme.
Concurrent Engineering und die verschiedenen Anforderungen und Aufgaben der Produktent-
wicklung fu¨hren zur Verwendung unterschiedlicher Methoden um Produktvariabilita¨t und -
versionierung zu dokumentieren. Existierende Konzepte und Rahmenwerke fokussieren entweder
auf Schema- oder Instanzintegration, und bieten keine ausreichende Unterstu¨tzung, um verschie-
denen Konzepte fu¨r Produktvariabilita¨t und -versionierung angemessen bei der Produktdaten-
integration zu beru¨cksichtigen.
11.1. Zusammenfassung
Die vorliegende Arbeit liefert mit PROCEED ein Rahmenwerk zur Integration komplexer Pro-
duktdaten, das den gesamten Integrationslebenszyklus unterstu¨tzt. Von der initialen Integration,
u¨ber die Steuerung und U¨berwachung des Integrationsprozesses hin zur Evolution integrierter
Produktdaten:
• Umgang mit Heterogenita¨t durch Abstraktion: Durch die Einfu¨hrung von Pro-
duktontologien kann der Umgang mit technischer und semantischer Heterogenita¨t der zu
integrierenden Produktdaten erheblich vereinfacht werden. Gleichzeitig wird durch die ein-
heitliche Strukturierung innerhalb der Produktontologien in vier Integrationsebenen der
Aufwand einer automatischen Auswertung von Integrationsregeln verringert. Die Doku-
mentation von implizitem Wissen in den Produktontologien kann zudem den manuellen
Integrationsaufwand wa¨hrend der Schema- und Instanzintegration reduzieren.
• Definition von Abbildungsregeln und -aktionen: Neben den Abbildungsregeln zwi-
schen Produktontologien, die eine automatische Bestimmung von Korrespondenzen zwi-
schen Instanzen erlaubt, ko¨nnen mit Hilfe von Integrationsaktionen eine integrierte Sicht
von Produktdaten geschaffen werden.
• Automatische Bestimmung von Korrespondenzen: Durch die Definition von Ab-
bildungsregeln zwischen lokaler und globaler Produktontologie la¨sst sich die Ermittlung
korrespondierender Instanzen automatisieren.
• Steuerung und U¨berwachung des Integrationsprozesses: Die Definition von Qua-
lita¨tsmetriken fu¨r die Integration lokaler Produktontologien in eine globale Produktonto-
logie erlauben es, den Integrationsprozess zu steuern und u¨berwachen.
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• Definition von A¨nderungsoperationen: Durch die Bereitstellung von A¨nderungsoper-
ationen, sowohl fu¨r Schemakonzepte als auch Instanzen, ist es mo¨glich, eine bereits erstellte
globale Produktontologie stets mit dem Entwicklungstand der lokalen Produktontologien
zu synchronisieren. Dadurch kann die Evolution von integrierten Produktdaten bewerk-
stelligt werden.
• Doma¨nenunabha¨ngiger Ansatz: Produktdatenintegration und der Umgang mit der
Variabilita¨t und Versionierung von Produktdaten sind keine Konzepte, die nur in der
Automobilindustrie anzutreffen sind. Das entwickelte Konzept der Produktontologien ori-
entiert sich an den Problemstellungen, die auch von ga¨ngigen Austauschstandards (z.B.
STEP) adressiert werden. Genau wie STEP ist PROCEED ein Ansatz, der auf Produktdaten
im Allgemeinen fokussiert und folglich in anderen Doma¨nen, etwa der Luftfahrtindustrie
oder dem Schiffbau Anwendung finden kann.
• Konzepte zur Benutzerunterstu¨tzung: Neben der technischen Lo¨sung wurden auch
Konzepte durch Unterstu¨tzung von Endanwendern betrachtet.
11.2. Ausblick
U¨ber die diskutierten Aspekte der vorliegenden Arbeit hinaus gibt es weitere Themenbereiche,
die Gegenstand weiterer Untersuchungen seien ko¨nnen:
• Die Integration im PROCEED-Rahmenwerk fokussiert auf einzelne Schemakonzepte, eine
Integration mehrerer Schemakonzepte sowie Beziehungen zwischen diesen werden nicht
beru¨cksichtigt. Neben einzelnen Aspekten von Produktdaten ist die Integration von Be-
ziehungen zwischen Produktdaten sinnvoller Gegenstand weiterer Untersuchungen. Die
Beru¨cksichtigung dieser Beziehungen bietet zudem vielversprechende Perspektiven hin-
sichtlich der Koordination der zugeho¨rigen Teilentwicklungensprozesse (fu¨r entsprechende
Arbeiten siehe [RR06, MRH07, KR09, SKAR17, SAR18]).
• Ziel der vorliegenden Arbeit ist die Unterstu¨tzung von lesenden Anwendungsfa¨llen autono-
mer, heterogener Produktdaten. Werden Inkonsistenzen, unvollsta¨ndige Attribute oder feh-
lende Instanzen in der globalen Produktontologie identifiziert, kann eine Behebung nur in
den entsprechenden lokalen Informationssystemen erfolgen. Die Mo¨glichkeit, A¨nderungen
in der globalen Produktontologie vorzunehmen, die anschließend in die einzelnen lokalen
Informationssysteme propagiert werden, kann den Prozess von A¨nderungen beschleunigen.
• Die Arbeit hat verschiedene Teilprozesse der Produktdatenintegration und -evolution ex-
plizit modelliert. Hier bietet eine Automation dieser Prozesse mittels Prozess-Management-
Technologien [MRB08] vielversprechende Perspektiven, etwa in Bezug auf Koordinati-
on [MWR08], Flexibilita¨t [Rei00, RRMD09, BBTR14, BBTR15], Variabilita¨t [LRW09,
ATW`15], Effektivita¨t [LR16, LR12], Mobilita¨t [PTKR10, PTR10] und Compliance
[KRK17, KR17].
• Schließlich sollten weitere Fallstudien vorgenommen werden, um Erfahrungswerte fu¨r die
Auswahl sowohl der zu verwendenden Integrationsmethodik als auch die Festlegung von
Soll-Werten fu¨r die Steuerung des Integrationsprozesses zu ermitteln.
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Anhang
A Globale Produktontologie gpo
1 @prefix owl: <http://www.w3.org/2002/07/owl#> .
2 @prefix rdf: <http://www.w3.org/1999/02/22´rdf´syntax´ns#> .
3 @prefix xml: <http://www.w3.org/XML/1998/namespace> .
4 @prefix xsd: <http://www.w3.org/2001/XMLSchema#> .
5 @prefix rdfs: <http://www.w3.org/2000/01/rdf´schema#> .
6 @prefix mo: <http://www.uni´ulm.de/proceed/metaontology.owl#> .
7 @prefix : <http://www.uni´ulm.de/proceed/gpo#> .
8 @base <http://www.uni´ulm.de/proceed/gpo> .
9
10 gpo rdf:type owl:Ontology ;
11 rdfs:label ”Global Product Ontology” ;
12 owl:versionInfo ”1.0” ;
13 rdfs:comment ”Global Product Ontology” ;
14 owl:imports <http://www.uni´ulm.de/proceed/metaontology.owl#> ;
15 mo:ontologyType mo:GlobalProductOntology .
16
17 :Product SC rdf:type owl:Class ;
18 rdfs:label ”Product” ;
19 rdfs:subClassOf mo:GlobalPDCLayer .
20
21 :Component SC rdf:type owl:Class ;
22 rdfs:label ”Component” ;
23 rdfs:subClassOf mo:GlobalObjectLayer .
24
25 :ComponentVariant SC rdf:type owl:Class ;
26 rdfs:label ”Component Variant” ;
27 rdfs:subClassOf mo:GlobalVariantLayer .
28
29 :ComponentVersion SC rdf:type owl:Class ;
30 rdfs:label ”Component Version” ;
31 rdfs:subClassOf mo:GlobalVersionLayer .
32
33 :ComponentBelowProduct rdf:type owl:ObjectProperty ;
34 rdfs:label ”ComponentIsBelowProduct” ;
35 rdfs:subPropertyOf mo:isBelow ;
36 rdfs:domain :Component SC ;
37 rdfs:range :Product SC .
38
39 :ProductAboveComponent rdf:type owl:ObjectProperty ;
40 rdfs:label ”ProductIsAboveComponent” ;
41 rdfs:subPropertyOf mo:isAbove ;
42 rdfs:domain :Product SC ;
43 rdfs:range :Component SC .
44




47 :VariantBelowComponent rdf:type owl:ObjectProperty ;
48 rdfs:label ”ComponentVariantIsBelowComponent” ;
49 rdfs:subPropertyOf mo:isBelow ;
50 rdfs:domain :ComponentVariant SC ;
51 rdfs:range :Component SC .
52
53 :ComponentAboveVariant rdf:type owl:ObjectProperty ;
54 rdfs:label ”ComponentIsAboveComponentVariant” ;
55 rdfs:subPropertyOf mo:isAbove ;
56 rdfs:domain :Component SC ;
57 rdfs:range :ComponentVariant SC .
58
59 :VariantBelowComponent owl:inversOf :ComponentAboveVariant .
60
61 :VersionBelowVariant rdf:type owl:ObjectProperty ;
62 rdfs:label ”ComponentVersionIsBelowComponentVariant” ;
63 rdfs:subPropertyOf mo:isBelow ;
64 rdfs:domain :ComponentVersion SC ;
65 rdfs:range :ComponentVariant SC .
66
67 :VariantAboveVersion rdf:type owl:ObjectProperty ;
68 rdfs:label ”ComponentVariantIsAboveComponentVersion” ;
69 rdfs:subPropertyOf mo:isAbove ;
70 rdfs:domain :ComponentVariant SC ;
71 rdfs:range :ComponentVersion SC .
72 :VersionBelowVariant owl:inversOf :VariantAboveVersion .
73
74 :ComponentVersionNr Attr rdf:type owl:DatatypeProperty ;
75 rdfs:domain :ComponentVersion SC ;
76 rdfs:range xsd:string ;
77 rdfs:subPropertyOf mo:Attribute .
78
79 :ECU Ref Attr rdf:type owl:DatatypeProperty ;
80 rdfs:domain :ComponentVersion SC ;
81 rdfs:range xsd:string ;
82 rdfs:subPropertyOf mo:Attribute .
83
84 :GeometryModelRef Attr rdf:type owl:DatatypeProperty ;
85 rdfs:domain :ComponentVersion SC ;
86 rdfs:subPropertyOf mo:Attribute .
87
88 :Label Attr rdf:type owl:DatatypeProperty ;
89 rdfs:range xsd:string ;
90 rdfs:subPropertyOf mo:Attribute .
91
92 :VariantCoding Attr rdf:type owl:DatatypeProperty ;
93 rdfs:domain :ComponentVariant SC ;
94 rdfs:range xsd:string ;
95 rdfs:subPropertyOf mo:Attribute .
Listing 11.1: Globale Produktontologie als OWL-Ontologie
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B Produktontologien des Integrationsszenarios 1
1 @prefix owl: <http://www.w3.org/2002/07/owl#> .
2 @prefix rdf: <http://www.w3.org/1999/02/22´rdf´syntax´ns#> .
3 @prefix xml: <http://www.w3.org/XML/1998/namespace> .
4 @prefix xsd: <http://www.w3.org/2001/XMLSchema#> .
5 @prefix rdfs: <http://www.w3.org/2000/01/rdf´schema#> .
6 @prefix mo: <http://www.uni´ulm.de/proceed/metaontology.owl#> .
7 @prefix : <http://www.uni´ulm.de/proceed/gpo#> .
8 @base <http://www.uni´ulm.de/proceed/gpo> .
9
10 gpo rdf:type owl:Ontology ;
11 rdfs:label ”Global Product Ontology” ;
12 owl:versionInfo ”1.0” ;
13 rdfs:comment ”Global Product Ontology” ;
14 owl:imports <http://www.uni´ulm.de/proceed/metaontology.owl#> ;
15 mo:ontologyType mo:GlobalProductOntology .
16
17 :Product SC rdf:type owl:Class ;
18 rdfs:label ”Product” ;
19 rdfs:subClassOf mo:GlobalPDCLayer .
20
21 :Component SC rdf:type owl:Class ;
22 rdfs:label ”Component” ;
23 rdfs:subClassOf mo:GlobalObjectLayer .
24
25 :ComponentVariant SC rdf:type owl:Class ;
26 rdfs:label ”Component Variant” ;
27 rdfs:subClassOf mo:GlobalVariantLayer .
28
29 :ComponentVersion SC rdf:type owl:Class ;
30 rdfs:label ”Component Version” ;
31 rdfs:subClassOf mo:GlobalVersionLayer .
32
33 :ComponentBelowProduct rdf:type owl:ObjectProperty ;
34 rdfs:label ”ComponentIsBelowProduct” ;
35 rdfs:subPropertyOf mo:isBelow ;
36 rdfs:domain :Component SC ;
37 rdfs:range :Product SC .
38
39 :ProductAboveComponent rdf:type owl:ObjectProperty ;
40 rdfs:label ”ProductIsAboveComponent” ;
41 rdfs:subPropertyOf mo:isAbove ;
42 rdfs:domain :Product SC ;
43 rdfs:range :Component SC .
44
45 :ComponentBelowProduct owl:inversOf :ProductAboveComponent .
46
47 :VariantBelowComponent rdf:type owl:ObjectProperty ;
48 rdfs:label ”ComponentVariantIsBelowComponent” ;
49 rdfs:subPropertyOf mo:isBelow ;
50 rdfs:domain :ComponentVariant SC ;
51 rdfs:range :Component SC .
52
53 :ComponentAboveVariant rdf:type owl:ObjectProperty ;
54 rdfs:label ”ComponentIsAboveComponentVariant” ;
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55 rdfs:subPropertyOf mo:isAbove ;
56 rdfs:domain :Component SC ;
57 rdfs:range :ComponentVariant SC .
58
59 :VariantBelowComponent owl:inversOf :ComponentAboveVariant .
60
61 :VersionBelowVariant rdf:type owl:ObjectProperty ;
62 rdfs:label ”ComponentVersionIsBelowComponentVariant” ;
63 rdfs:subPropertyOf mo:isBelow ;
64 rdfs:domain :ComponentVersion SC ;
65 rdfs:range :ComponentVariant SC .
66
67 :VariantAboveVersion rdf:type owl:ObjectProperty ;
68 rdfs:label ”ComponentVariantIsAboveComponentVersion” ;
69 rdfs:subPropertyOf mo:isAbove ;
70 rdfs:domain :ComponentVariant SC ;
71 rdfs:range :ComponentVersion SC .
72 :VersionBelowVariant owl:inversOf :VariantAboveVersion .
73
74
75 :Name Attr rdf:type owl:DatatypeProperty ;
76 rdfs:range xsd:string ;
77 rdfs:subPropertyOf mo:Attribute .
78
79 :Responsible Attr rdf:type owl:DatatypeProperty ;
80 rdfs:range xsd:string ;
81 rdfs:subPropertyOf mo:Attribute .
82
83 :Id Attr rdf:type owl:DatatypeProperty ;
84 rdfs:domain :Product SC ;
85 rdfs:range xsd:string ;
86 rdfs:subPropertyOf mo:Attribute .
87
88 :SOP Attr rdf:type owl:DatatypeProperty ;
89 rdfs:domain :Product SC ;
90 rdfs:range xsd:string ;
91 rdfs:subPropertyOf mo:Attribute .
92
93 :Abbreviation Attr rdf:type owl:DatatypeProperty ;
94 rdfs:domain :Component SC ;
95 rdfs:range xsd:string ;
96 rdfs:subPropertyOf mo:Attribute .
97
98 :Type Attr rdf:type owl:DatatypeProperty ;
99 rdfs:domain :Component SC ;
100 rdfs:range xsd:string ;
101 rdfs:subPropertyOf mo:Attribute .
102
103 :Code Attr rdf:type owl:DatatypeProperty ;
104 rdfs:domain :ComponentVariant SC ;
105 rdfs:range xsd:string ;
106 rdfs:subPropertyOf mo:Attribute .
107
108 :VersionId Attr rdf:type owl:DatatypeProperty ;
109 rdfs:domain :ComponentVersion SC ;
110 rdfs:range xsd:integer ;
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111 rdfs:subPropertyOf mo:Attribute .
112
113 :PartId Attr rdf:type owl:DatatypeProperty ;
114 rdfs:domain :ComponentVersion SC ;
115 rdfs:range xsd:integer ;
116 rdfs:subPropertyOf mo:Attribute .
117
118 :Requirements Attr rdf:type owl:DatatypeProperty ;
119 rdfs:domain :ComponentVersion SC ;
120 rdfs:range xsd:string ;
121 rdfs:subPropertyOf mo:Attribute .
122
123 :Geometry Attr rdf:type owl:DatatypeProperty ;
124 rdfs:domain :ComponentVersion SC ;
125 rdfs:range xsd:string ;
126 rdfs:subPropertyOf mo:Attribute .
127
128 :Software Attr rdf:type owl:DatatypeProperty ;
129 rdfs:domain :ComponentVersion SC ;
130 rdfs:range xsd:string ;
131 rdfs:subPropertyOf mo:Attribute .
Listing 11.2: Globale Produktontologie als OWL2-Ontologie
C Lokale Produktontologie lpo1
1 @prefix owl: <http://www.w3.org/2002/07/owl#> .
2 @prefix rdf: <http://www.w3.org/1999/02/22´rdf´syntax´ns#> .
3 @prefix xml: <http://www.w3.org/XML/1998/namespace> .
4 @prefix xsd: <http://www.w3.org/2001/XMLSchema#> .
5 @prefix rdfs: <http://www.w3.org/2000/01/rdf´schema#> .
6 @prefix mo: <http://www.uni´ulm.de/proceed/metaontology.owl#> .
7 @prefix : <http://www.uni´ulm.de/proceed/lpo1#> .
8 @base <http://www.uni´ulm.de/proceed/lpo1> .
9
10 lpo1 rdf:type owl:Ontology ;
11 rdfs:label ”Local Product Ontology 1” ;
12 owl:versionInfo ”1.0” ;
13 rdfs:comment ”Local Product Ontology 1” ;
14 owl:imports <http://www.uni´ulm.de/proceed/metaontology.owl#> ;
15 mo:ontologyType mo:LocalProductOntologyType .
16
17 :Product SC rdf:type owl:Class ;
18 rdfs:label ”Product” ;
19 rdfs:subClassOf mo:LocalPDCLayer .
20
21 :ECU SC rdf:type owl:Class ;
22 rdfs:label ”ECU” ;
23 rdfs:subClassOf mo:LocalObjectLayer .
24
25 :ECUVariant SC rdf:type owl:Class ;
26 rdfs:label ”ECU Variant” ;
27 rdfs:subClassOf mo:LocalVariantLayer .
28
29 :ECUVersion SC rdf:type owl:Class ;
30 rdfs:label ”ECU Version” ;
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31 rdfs:subClassOf mo:LocalVersionLayer .
Listing 11.3: Lokale Produktontologie lpo1 als OWL-Ontologie
D Lokale Masterproduktontologie mpo
1 @prefix owl: <http://www.w3.org/2002/07/owl#> .
2 @prefix rdf: <http://www.w3.org/1999/02/22´rdf´syntax´ns#> .
3 @prefix xml: <http://www.w3.org/XML/1998/namespace> .
4 @prefix xsd: <http://www.w3.org/2001/XMLSchema#> .
5 @prefix rdfs: <http://www.w3.org/2000/01/rdf´schema#> .
6 @prefix mo: <http://www.uni´ulm.de/proceed/metaontology.owl#> .
7 @prefix : <http://www.uni´ulm.de/proceed/mpo#> .
8 @base <http://www.uni´ulm.de/proceed/mpo> .
9
10 mpo rdf:type owl:Ontology ;
11 rdfs:label ”Local Master Product Ontology” ;
12 owl:versionInfo ”1.0” ;
13 rdfs:comment ”Local Master Product Ontology” ;
14 owl:imports <http://www.uni´ulm.de/proceed/metaontology.owl#> ;
15 mo:ontologyType mo:LocalMasterProductOntologyType .
16
17 :Product SC rdf:type owl:Class ;
18 rdfs:label ”Product” ;
19 rdfs:subClassOf mo:LocalPDCLayer .
20
21 :Part SC rdf:type owl:Class ;
22 rdfs:label ”Part” ;
23 rdfs:subClassOf mo:LocalObjectLayer .
24
25 :PartVariant SC rdf:type owl:Class ;
26 rdfs:label ”Part Variant” ;
27 rdfs:subClassOf mo:LocalVariantLayer .
28
29 :PartVersion SC rdf:type owl:Class ;
30 rdfs:label ”Part Variant Version” ;
31 rdfs:subClassOf mo:LocalVersionLayer .
Listing 11.4: Globale Produktontologie als OWL-Ontologie
E Mapping zwischen lpo1 und gpo
1 @prefix owl: <http://www.w3.org/2002/07/owl#> .
2 @prefix rdf: <http://www.w3.org/1999/02/22´rdf´syntax´ns#> .
3 @prefix xml: <http://www.w3.org/XML/1998/namespace> .
4 @prefix xsd: <http://www.w3.org/2001/XMLSchema#> .
5 @prefix rdfs: <http://www.w3.org/2000/01/rdf´schema#> .
6 @prefix mo: <http://www.uni´ulm.de/proceed/metaontology.owl#> .
7 @prefix : <http://www.uni´ulm.de/proceed/pom1#> .
8 @base <http://www.uni´ulm.de/proceed/pom1> .
9
10 pom1 rdf:type owl:Ontology ;
11 rdfs:label ”Product Ontology Mapping 1” ;
12 owl:versionInfo ”1.0” ;
13 rdfs:comment Product Ontology Mapping” ;
14 owl:imports <http://www.uni´ulm.de/proceed/metaontology.owl#> ;
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15 owl:imports <http://www.uni´ulm.de/proceed/lpo1#> ;
16 owl:imports <http://www.uni´ulm.de/proceed/gpo#> ;
17 mo:ontologyType mo:ProductOntologyMappingType .
18
19
20 :productCorrespondesProduct SCAR rdf:type owl:ObjectProperty , owl:SymmetricProperty ;
21 rdfs:label ”SCAR11”
22 rdfs:subPropertyOf mo:hasPDCSCARTo .
23 mo:hasMatchingFunction mo:StringEquivalence ;
24 mo:hasMatchingParameter ”” ;
25 rdfs:domain lpo1:Product SC ;
26 rdfs:range gpo:Product SC ;
27 mo:hasLocalAttribute lpo1:Name Attr ;
28 mo:hasGlobalAttribute gpo:Name Attr .
29
30 :ECUCorrespondesComponent SCAR rdf:type owl:ObjectProperty , owl:SymmetricProperty ;
31 rdfs:label ”SCAR12”
32 rdfs:subPropertyOf mo:hasObjectSCARTo .
33 mo:hasMatchingFunction mo:StringEquivalence ;
34 mo:hasMatchingParameter ”” ;
35 rdfs:domain lpo1:ECU SC ;
36 rdfs:range gpo:Component SC ;
37 mo:hasLocalAttribute lpo1:Name Attr ;
38 mo:hasGlobalAttribute gpo:Abbreviation Attr .
39
40 :ECUVariantCorrespondesComponentVariant SCAR rdf:type owl:ObjectProperty , owl:SymmetricProperty
;
41 rdfs:label ”SCAR13”
42 rdfs:subPropertyOf mo:hasVariantSCARTo .
43 mo:hasMatchingFunction mo:StringEquivalence ;
44 mo:hasMatchingParameter ”” ;
45 rdfs:domain lpo1:ECUVariant SC ;
46 rdfs:range gpo:ComponentVariant SC ;
47 mo:hasLocalAttribute lpo1:Name Attr ;
48 mo:hasGlobalAttribute gpo:Name Attr .
49
50
51 :ECUVersionCorrespondesComponentVersion SCAR rdf:type owl:ObjectProperty , owl:SymmetricProperty
;
52 rdfs:label ”SCAR14”
53 rdfs:subPropertyOf mo:hasVersionSCARTo ;
54 rdfs:domain lpo1:ECUVersion SC ;
55 rdfs:range gpo:ComponentVersion SC .
56
57
58 :Name AMC rdf:type owl:ObjectProperty ;
59 rdf:type mo:AttributeMatchingCondition ;
60
61 rdfs:subPropertyOf :ECUVersionCorrespondesComponentVersion SCAR ;
62 mo:hasMatchingFunction mo:StringEquivalence ;
63 mo:hasMatchingParameter ”” ;
64 mo:hasLocalAttribute lpo1:Name Attr ;
65 mo:hasGlobalAttribute gpo:Name Attr .
66
67 :VersionId AMC rdf:type owl:ObjectProperty ;
68 rdf:type mo:AttributeMatchingCondition ;
259
Literaturverzeichnis
69 rdfs:subPropertyOf :ECUVersionCorrespondesComponentVersion SCAR ;
70 mo:hasMatchingFunction mo:StringEquivalence ;
71 mo:hasMatchingParameter ”” ;
72 mo:hasLocalAttribute lpo1:VersionId Attr ;
73 mo:hasGlobalAttribute gpo:VersionId Attr .
74
75 :ECUVersion2ComponentVersion SCAA rdf:type owl:ObjectProperty ;
76 rdfs:label ”SCAA1”
77 rdfs:subPropertyOf mo:hasVersionSCAATo
78 mo:hasIntegrationBehavior mo:LatestIntegrationBehavior ;
79
80 rdfs:domain lpo1:ECUVersion SC ;
81 rdfs:range gpo:ComponentVersion SC ;
82 mo:hasLocalAttribute lpo1:reference Attr ;
83 mo:hasGlobalAttribute gpo:Software Attr .
Listing 11.5: Produktontologie-Mapping zwischen lpo1 und gpo
F Mapping zwischen mpo und gpo
1 @prefix owl: <http://www.w3.org/2002/07/owl#> .
2 @prefix rdf: <http://www.w3.org/1999/02/22´rdf´syntax´ns#> .
3 @prefix xml: <http://www.w3.org/XML/1998/namespace> .
4 @prefix xsd: <http://www.w3.org/2001/XMLSchema#> .
5 @prefix rdfs: <http://www.w3.org/2000/01/rdf´schema#> .
6 @prefix mo: <http://www.uni´ulm.de/proceed/metaontology.owl#> .
7 @prefix : <http://www.uni´ulm.de/proceed/pom2#> .
8 @base <http://www.uni´ulm.de/proceed/pom2> .
9
10 pom2 rdf:type owl:Ontology ;
11 rdfs:label ”Product Ontology Mapping 2” ;
12 owl:versionInfo ”1.0” ;
13 rdfs:comment Product Ontology Mapping” ;
14 owl:imports <http://www.uni´ulm.de/proceed/metaontology.owl#> ;
15 owl:imports <http://www.uni´ulm.de/proceed/mpo#> ;
16 owl:imports <http://www.uni´ulm.de/proceed/gpo#> ;
17 mo:ontologyType mo:ProductOntologyMappingType .
18
19
20 :productCorrespondesProduct SCAR rdf:type owl:ObjectProperty , owl:SymmetricProperty ;
21 rdfs:label ”SCAR21”
22 rdfs:subPropertyOf mo:hasPDCSCARTo .
23 mo:hasMatchingFunction mo:StringEquivalence ;
24 mo:hasMatchingParameter ”” ;
25 rdfs:domain mpo:Product SC ;
26 rdfs:range gpo:Product SC ;
27 mo:hasLocalAttribute mpo:Name Attr ;
28 mo:hasGlobalAttribute gpo:Name Attr .
29
30 :partCorrespondesComponent SCAR rdf:type owl:ObjectProperty , owl:SymmetricProperty ;
31 rdfs:label ”SCAR22”
32 rdfs:subPropertyOf mo:hasObjectSCARTo .
33 mo:hasMatchingFunction mo:StringEquivalence ;
34 mo:hasMatchingParameter ”” ;
35 rdfs:domain mpo:Part SC ;
36 rdfs:range gpo:Component SC ;
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37 mo:hasLocalAttribute mpo:Name Attr ;
38 mo:hasGlobalAttribute gpo:Name Attr .
39
40 :partVariantCorrespondesComponentVariant SCAR rdf:type owl:ObjectProperty , owl:SymmetricProperty
;
41 rdfs:label ”SCAR23”
42 rdfs:subPropertyOf mo:hasVariantSCARTo .
43 mo:hasMatchingFunction mo:StringEquivalence ;
44 mo:hasMatchingParameter ”” ;
45 rdfs:domain mpo:PartVariant SC ;
46 rdfs:range gpo:ComponentVariant SC ;
47 mo:hasLocalAttribute mpo:Name Attr ;
48 mo:hasGlobalAttribute gpo:Name Attr .
49
50 :PartVersionCorrespondesComponentVersion SCAR rdf:type owl:ObjectProperty , owl:SymmetricProperty
;
51 rdfs:label ”SCAR24”
52 rdfs:subPropertyOf mo:hasVersionSCARTo ;
53 rdfs:domain mpo:ECUVersion SC ;
54 rdfs:range gpo:ComponentVersion SC .
55
56
57 :Name AMC rdf:type owl:ObjectProperty ;
58 rdf:type mo:AttributeMatchingCondition ;
59 rdfs:label ”SCAA1”
60 rdfs:subPropertyOf :PartVersionCorrespondesComponentVersion SCAR ;
61 mo:hasMatchingFunction mo:StringEquivalence ;
62 mo:hasMatchingParameter ”” ;
63 mo:hasLocalAttribute mpo:Name Attr ;
64 mo:hasGlobalAttribute gpo:Name Attr .
65
66 :VersionId AMC rdf:type owl:ObjectProperty ;
67 rdf:type mo:AttributeMatchingCondition ;
68 rdfs:subPropertyOf :PartVersionCorrespondesComponentVersion SCAR ;
69 mo:hasMatchingFunction mo:StringEquivalence ;
70 mo:hasMatchingParameter ”” ;
71 mo:hasLocalAttribute mpo:VersionId Attr ;
72 mo:hasGlobalAttribute gpo:VersionId Attr .
73
74 :Product2Product1 SCAA rdf:type owl:ObjectProperty ;
75 rdfs:label ”SCAA21”
76 rdfs:subPropertyOf mo:hasPDCSCAATo
77 mo:hasIntegrationBehavior mo:LatestIntegrationBehavior ;
78
79 rdfs:domain mpo:Product SC ;
80 rdfs:range gpo:Product SC ;
81 mo:hasLocalAttribute mpo:responsible Attr ;
82 mo:hasGlobalAttribute gpo:responsible Attr .
83
84 :Product2Product2 SCAA rdf:type owl:ObjectProperty ;
85 rdfs:label ”SCAA22”
86 rdfs:subPropertyOf mo:hasPDCSCAATo
87 mo:hasIntegrationBehavior mo:LatestIntegrationBehavior ;
88
89 rdfs:domain mpo:Product SC ;
90 rdfs:range gpo:Product SC ;
261
Literaturverzeichnis
91 mo:hasLocalAttribute mpo:Id Attr ;
92 mo:hasGlobalAttribute gpo:Id Attr .
93
94 :Product2Product3 SCAA rdf:type owl:ObjectProperty ;
95 rdfs:label ”SCAA23”
96 rdfs:subPropertyOf mo:hasPDCSCAATo
97 mo:hasIntegrationBehavior mo:LatestIntegrationBehavior ;
98
99 rdfs:domain mpo:Product SC ;
100 rdfs:range gpo:Product SC ;
101 mo:hasLocalAttribute mpo:SOP Attr ;
102 mo:hasGlobalAttribute gpo:SOP Attr .
103
104
105 :Part2Component1 SCAA rdf:type owl:ObjectProperty ;
106 rdfs:label ”SCAA24”
107 rdfs:subPropertyOf mo:hasObjectSCAATo
108 mo:hasIntegrationBehavior mo:LatestIntegrationBehavior ;
109
110 rdfs:domain mpo:Part SC ;
111 rdfs:range gpo:Component SC ;
112 mo:hasLocalAttribute mpo:Abbreviation Attr ;
113 mo:hasGlobalAttribute gpo:Abbreviation Attr .
114
115 :Part2Component2 SCAA rdf:type owl:ObjectProperty ;
116 rdfs:label ”SCAA25”
117 rdfs:subPropertyOf mo:hasObjectSCAATo
118 mo:hasIntegrationBehavior mo:LatestIntegrationBehavior ;
119
120 rdfs:domain mpo:Part SC ;
121 rdfs:range gpo:Component SC ;
122 mo:hasLocalAttribute mpo:Type Attr ;
123 mo:hasGlobalAttribute gpo:Type Attr .
124
125 :PartVariant2ComponentVariant1 SCAA rdf:type owl:ObjectProperty ;
126 rdfs:label ”SCAA26”
127 rdfs:subPropertyOf mo:hasVariantSCAATo
128 mo:hasIntegrationBehavior mo:LatestIntegrationBehavior ;
129
130 rdfs:domain mpo:PartVariant SC ;
131 rdfs:range gpo:ComponentVariant SC ;
132 mo:hasLocalAttribute mpo:Code Attr ;
133 mo:hasGlobalAttribute gpo:Code Attr .
134
135 :PartVersion2ComponentVersion1 SCAA rdf:type owl:ObjectProperty ;
136 rdfs:label ”SCAA27”
137 rdfs:subPropertyOf mo:hasVersionSCAATo
138 mo:hasIntegrationBehavior mo:LatestIntegrationBehavior ;
139
140 rdfs:domain mpo:PartVersion SC ;
141 rdfs:range gpo:ComponentVersion SC ;
142 mo:hasLocalAttribute mpo:PartId Attr ;
143 mo:hasGlobalAttribute gpo:PartId Attr .
144





148 mo:hasIntegrationBehavior mo:LatestIntegrationBehavior ;
149
150 rdfs:domain mpo:PartVersion SC ;
151 rdfs:range gpo:ComponentVersion SC ;
152 mo:hasLocalAttribute mpo:Geometry Attr ;
153 mo:hasGlobalAttribute gpo:Geometry Attr .
Listing 11.6: Produktontologie-Mapping zwischen mpo und gpo
G Usability Konzept
Abbildung 11.1.: Grafische Darstellung von lokaler und globaler Produktontologie inklusive SCARs
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Abbildung 11.2.: Baumdarstellung von lokaler und globaler Produktontologie
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Abbildung 11.3.: Dashboard-Ansicht fu¨r die Anzeige von Fehlern, Hinweisen und Metriken
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Abbildung 11.4.: Darstellung des grafischen Verlaufs von Qualita¨tsmetriken
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