The technological world has witnessed many revolutions since the beginning of the 21st century, such as mobile development, cloud computing, big data, artificial intelligence and also the Internet of Things. The internet of things revolution is driven by a broader access to internet and versatility of programmable hardware devices that can communicate between each other. In order to make internet of things devices, a technical background is required in many fields, especially electronics and Computer Science. Therefore, many efforts are put in place to develop educational kits that simplify the basics of these two fields so that everyone can make his internet of things prototype without technical knowledge. The authors present their own initiative: IOIOAI that simplifies the programming process for the input output input output electrical board. The service has been tested successfully on children and young students. In this paper, the authors present a wider adoption for their initiative. The IOIOAI service is imple- 
Introduction
According to Ian Drew, it is expected that the number of connected devices will pass from 12.5 billion today to 1 trillion devices by 2025. 1 The rise of internetconnected devices integrated in our everyday life objects has announced the dawn of the Ubiquitous Computing era, which involves several disciplines, electronics and computer science (CS) among its main disciplines. Dealing with electronics can have its world of fun, in fact, it is possible to combine several electrical components along with the ability to program hardware in order to create systems that can even control the house. 2 The major challenge here is that technical knowledge in electronics and CS are often required, making it impossible for kids and the public to enter these fields.
Electronics and CS are now being taught everywhere in the world, with efforts aiming to teach these topics starting from primary schools. 3 However, scientific education is very difficult and requires a lot of expertise to pass the knowledge to students. One approach to facilitate understanding complex scientific facts is the use of models, since modeling in science education is increasingly recognized. 4, 5 Rotenberg 6 provides his view of the model concept as follows: "modeling allows us to use something that is simpler, safer or cheaper than reality instead of reality for some purpose. . . . This allows us to deal with the world in a simplified manner, avoiding the complexity, danger and irreversibility of reality".
Electronics and CS are considered as the keys of the future, therefore, several efforts are put in place to facilitate the understanding for these two scientific fields. 7, 8 While these efforts focus on learning methodologies to improve students' knowledge and interpretation skills, there are also other efforts that focus on the core of electronics and CS: instead of teaching complex reality formulas, the reality will be simplified enough to make it easier for students to engage with electronics and stimulate CS skills at an early age.
Therefore, several initiatives are made to simplify these two scientific areas, enough to get everyone interested and engaged into building their own system, without requiring technical knowledge. There are efforts that focus on developing modular hardware blocks such as: Light Up, 9 SAM, 10 littleBits, 11 and Bo and Yana. 12 Other initiatives offer software programming interfaces that are user friendly such as: Blockly, 13 Scratch, 14 Code.org, 15 and Tinker. 16 While each of the aforementioned projects provides an interesting product that simplifies whether electronics or CS, all of them tend to be very specific and focus whether on hardware (HW) only or software (SW) only. Some of these platforms do not offer concrete applications in the education field or are not fit for that field. In addition, some products can be quite expensive and out of reach for children or beginners, especially when they provide HW components.
The authors' goal is to create a HW & SW combination that facilitates the development of applications to control the hardware that is also cheaper and easier to build. For this purpose, the authors will consider Input Output Input Output (IOIO) as the hardware platform and App inventor as the software platform.
Overview of the proposed prototyping platform IOIO (see Figure 1 ) is an open source board designed to add advanced hardware I/O capabilities to a PC or android application. 17 Thanks to its USB host feature, the board can interface USB devices, so it is possible to insert a Bluetooth USB dongle to be able to control the IOIO board wirelessly from a PC or a Smartphone.
A Java SDK is available for this board, so it is possible to develop applications for PCs or Android phones. However, the programming task requires a lot of expertise in Java and Android languages, which is very difficult for beginners.
One may think of solving this issue by using App Inventor, an online open source platform 18 that allows beginners and even kids to create their Android Apps without writing a single line of code. The programming concept is based on the graphical programming approach inspired by Blockly and several other platforms. 19 Unfortunately, this alternative is not feasible since App Inventor does not provide blocks to control the IOIO board.
This gap is filled by introducing the IOIOAI service, 20, 21 an Android service that can communicate with both the IOIO board and the App Inventor platform, thus combining their features and give users the possibility to create Android Apps that control the IOIO board without writing a single line of code.
The big picture of the system is illustrated in Figure 2 . The App Inventor blocks required to communicate with IOIOAI service are illustrated in Figure 3 .
Before starting the activity, some settings need to be configured first:
• setActivityPackage and setActivityClass identify the android application to call, which is the IOIOAI service in this case.
• The setResultName block defines the name of the variable returned by the IOIOAI service. It contains the data read from the IOIO's analog and digital pins.
• The setExtraKey and setExtraValue define the variable name along its contents.
It is used to transmit IOIO commands to the service.
In order to execute a IOIO command, call the IOIO function and pass the command as the parameter which will be affected to the key_command variable as shown in figure 4 .
For every App Inventor Application, this group of blocks should always be inserted in order to be able to call the service. 
Implementing IOIOAI into introductory courses
During previous work, 22 the proposed solution was tested on children to measure its efficiency. The obtained results were promising. Therefore, the authors aim to test the solution on a larger scale and integrate it in the educational industry. For this purpose, a set of exercises that make use of proposed solution were prepared and integrated in introductory courses for electronics and CS engineering students in Sfax Tunisia. These exercises are integrated within two courses: practical sessions of micro-informatics and technology for first year CS students and Linux Embedded course for third year Electrical engineering students. The abovementioned details regarding how to use IOIOAI to link IOIO with App inventor are provided in the course files.
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Plan of micro-informatics and technology course
This course targets first year CS engineering students. These students start the CS degree after spending two years in preparatory cycle where its main subjects are math, physics, mechanics, chemistry, etc. These students have a limited background in electronics and programming and no background in embedded systems. Figure 5 shows the students familiarity with these topics.
This course introduces students to embedded systems where they discover new types of "microcomputers" other than PC and how to program them. The old program teaches outdated topics such as serial and parallel port interfacing. The plan is updated to teach Arduino and Raspberry Pi programming, the IOIO part is also added since it is a microcontroller based device. 25 The practical sessions last 16 h divided as follows: • 4 h: IOIO programming with IOIOAI & App inventor; • 2 h: Raspberry Pi programming.
The lab series were taught to four classrooms (sections), each one is split into two groups. Table 1 presents statistical information about the students.
Plan of embedded Linux course
This course targets third year Electrical engineering students. This is the terminal year and they should have worked with different devices, from microcontrollers to microprocessors. Figure 6 shows the students familiarity electronics and CS. Unfortunately, the previous practical sessions show simulations without actually manipulating real devices and there is very little focus on practice. Therefore, we modified the plan to give students the opportunity to work with real components and experience real-life scenarios. The proposed solution was implemented in this context. 26 The practical sessions last 12 h divided as follows The course was taught to the students of the "Industrial Informatics" subdiscipline and they were split in two groups. Table 2 presents statistical information about the students.
Used materials
Except limited quantity of Arduino UNO boards þ breadboards, the School existing equipment does not include the necessary components to perform these lab series. Therefore, the authors used their personal equipment. Table 3 lists the materials used in the course.
Due to the limited quantity of available boards (Arduino, IOIO, Raspberry), it was not possible to do the same work for everyone at a given session. So each group was split into small teams of 2-4 participants. These teams work simultaneously and each one focus on a specific topic. Tables 4 and 5 present the repartition of students according to the available topics.
IOIO programming with IOIOAI & app inventor
The IOIO part is the same in both courses. In this section, the authors present its contents in more details. Students form small team of 2-3 persons to work together on these exercises.
Getting started with App Inventor. The purpose of this task is to familiarize students with the App Inventor interface in order to better prepare them for the IOIO programming part later. In this task, students are asked to develop simple applications using App Inventor. Each team needs to develop at least one application between the two applications presented in that section.
• Number guessing: the application consists of guessing a random number chosen by the application.
• Mental calculation: the application consists of calculating the product of two numbers generated randomly in a given time. New random numbers are generated at each correct answer and the remaining time is extended. The player continues at this rate until time runs out.
IOIO programming. After getting used to the App Inventor interface, students will make use of the IOIOAI service and create programs to control the IOIO board. The proposed exercises were developed in previous work. They highlight the tasks that are whether difficult to achieve or cannot be achieved with IOIO alone or App Inventor alone. Each team needs to develop at least one application among the three suggested scenarios presented in this section.
• Safe bike: in this exercise, students will learn to read the smartphone sensors' data (the orientation sensor in particular): a digital signal will be emitted from one of IOIO pins in case the smartphone attached to a bike turns and exceeds a certain angle from the left or the right.
• Smart house with voice recognition: in this exercise, students will exploit the smartphone processing power and internet accessibility to control IOIO pins via voice recognition. A relay controlling a PC screen is connected to the IOIO board. Depending on the vocal message, the screen will whether turn "on" or "off". The relay wiring is performed by the teacher (1st author) to ensure students' safety.
• SMS alarm: in this exercise, students will learn to read the data of sensors that are connected to the IOIO board. The given scenario stipulates that an SMS will be sent if the value of a fire sensor exceeds a certain limit, meaning the presence of fire. A firelighter is used under the teacher's supervision to simulate the presence of fire. The robot car experience. In this task, students are asked to build a robot car and create a mobile application to control it. The electrical schematics is provided and the App Inventor Design & programming parts are also provided. However, unlike other parts, this work is individual. The team members split themselves and each student has to do the whole experiment all by himself without any assistance, whether from the teacher or his teammates. The amount of time required for each student was recorded for both the HW and SW part. After finishing the experience, students fill a survey to give their feedback about this task (Appendix 1). In order to ensure honest feedback, students are informed that the mark they get is not influenced at all by their answers to the survey.
Results
Marks
This section presents the obtained marks. Students are graded out of 20.
According to table 6, the overall average mark for first year micro-informatics students for 2016-2017 is 16.28, which is an improvement to the 15.16 recorded during the 2014-2015 academic year.
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Robot car experience results
This section presents the performance of students working with IOIOAI service to easily program the robot car they have assembled. Table 7 
Discussion
The success rate of the experiment is 100%. Despite being alone, all students were able to build the robot car and program it by themselves. The average time to finish both the HW and SW tasks is $44 min. The longest part is the SW part since there was not much to do to assemble the robot. Ready to use HW modules were utilized during the experiment, which minimized the amount of time required to build the electrical system. These facts are backed by Figure 7 , which demonstrates that the programming part was more challenging. Yet, the overall difficulty rate is low, the students did not find it difficult to finish the task although most of them have limited or no CS background. According to Figure 8 , the students were quite satisfied with the experiment and they are more open to know more about electronics and CS. Even terminal electrical students have enjoyed the experience and said this is their first time experiencing and practicing something useful during their three years of engineering study.
Implications for practice
Two main implications of this work can be identified for educators: First, highlight the importance of practice and include more demos and practical exercises in introductory courses to electronics and CS. All students managed to build an electrical system and program it by themselves. They enjoyed the lab and that stimulated their curiosity for these two fields, making them more open to learn more.
Second, by providing the adequate documents, students can complete the assignment by themselves. Over supporting has a negative impact since it can develop the habit of always depending on others at each difficulty. 29 Time varied from a student to another: there are students who finished in few minutes, another one took about 3 h to finish the experiment. Eventually, all of them made it through the exercise, remarkably improving their confidence since they relied only on themselves.
Limitations and future research
Despite its efficiency, the IOIOAI service remains limited in terms of features and electrical components it is able to interface. Currently, it provides only basic I/O interface of analog and digital pins. There are other features that can be included such as pulse wave modulation (PWM), servomotors, buzzers, and also support for special types of sensors such as ultrasound, gyroscope, etc.
The students had to manipulate wires to connect the different components together, there is a risk of inverting wires, electric shock, etc. The authors plan to minimize working with wires by developing a shield for the IOIO board. The different components can be plugged via specific connectors that are designed in a way that it can be plugged only in the right direction; avoiding therefore the inverted polarity issue.
These improvements will be tested on students in next academic years in the context of new exercises to be added to the existing plan, whether in the National Engineering School of Sfax or in other universities. The authors consider also testing the solution on license students whose level is weaker than engineering students and test the efficiency of the solution on these students.
Conclusion
There are several initiatives that focus on simplifying the concepts of electronics and CS to make them easy to understand for students and facilitate the development of IoT prototypes.
In this paper, the authors presented their own initiative based on the IOIOAI service. It facilitates for students the process of creating android applications using the App Inventor platform. These Apps are capable of controlling the IOIO electrical board and the components attached to it.
This solution was introduced in the lab series of micro-informatics for first year CS engineering students and third year Electrical engineering students. The obtained results are encouraging and demonstrate the efficiency of the solution as a potential educational tool to introduce the basics concepts of electronics and CS to engineering students and getting them engaged while learning these topics. Its adoption in other universities is recommended.
The focus of the IOIOAI service is mainly about simplifying software. More improvement can be brought to the HW side of the proposed solution, notably the development of an IOIO shield to minimize the use of wires and avoid electrical problems related to plugging a wire in the wrong polarity.
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