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12 CAPÍTULO 2. AOP E INTERACCIONES ENTRE ASPECTOS
Weaving
En el compilador de AspectJ, la fase de weaving puede ser ejecutada en tres
momentos diferentes:
Compile-time weaving : es la forma utilizada cuando se dispone del código fuente
de las aplicación.
Post-compile weaving : es utilizado para realizar el proceso de weaving sobre
archivos .class o archivos JAR.
Load-time weaving : el proceso de weaving se produce en el momento en que
un archivo .class es cargado en la JVM. Para poder ser utilizado este modo, el
















14 CAPÍTULO 3. CONCERNS EN EL DOMINIO DE LAS SLOTS MACHINES
Estas máquinas, que eran completamente electromecánicas, han ido evolucionando
para convertirse en la actualidad, en computadoras que ejecutan un software de alta
complejidad.
Figura 3.2: SMs modernas donde la interacción se realiza mediante una pantalla
táctil.
En cuanto al software de una SM, es necesario y escencial explicar que se com-
pone de un juego y un conjunto de subsistemas cuya funcionalidad varía desde la
interacción con el hardware hasta la comunicación con servidores remotos.
A continuación se describen ciertas características del juego y de estos subsistemas,
algunos de los cuales derivarán en concerns del dominio.
3.1.1. El juego
Los juegos se componen de 3 o 5 rodillos (reels), los cuales giran cuando el jugador
presiona el botón de girar (spin). Para poder jugar se debe contar con créditos, que
pueden ser ingresados de distintas formas de acuerdo al hardware con el que cuente
la SM.
En las máquinas con juegos multilíneas es necesario seleccionar la cantidad de líneas
sobre las que se quiere apostar (selected paylines) y por cada línea se apuesta una
cantidad de créditos (bet per line). Estas acciones determinan el costo de la jugada:
bet per line x selected paylines.
Al presionar el botón de spin, se descuenta el costo de la jugada de los créditos
actuales y un sorteo determina de forma aleatoria la nueva posición de los reels.
Luego, se evalúa si hubo líneas ganadoras de acuerdo a la configuración de la tabla
de pagos (paytable). Ésta indica cual es el multiplicador que se aplica a la apuesta
por línea para cada combinación de símbolos que otorgue premio.
De haber créditos ganados, se suman a los actuales, los cuales pueden ser retirados

































































































Dip switches Reset meters, Demo mode
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3.1. DOMINIO DE LAS SLOTS MACHINES 19
3.1.5. Game recall
Otro punto importante, es que las regulaciones también requieren una funciona-
lidad que recibe el nombre de Game Recall , cuyo objetivo es proveer el detalle de
al menos los últimos 10 juegos realizados en la SM. Este detalle es utilizado por el
personal de los casinos para resolver posibles conflictos sobre el comportamiento del
juego.
Cada Game Recall debe contener entre otros datos: créditos apostados, símbolos
que salieron sorteados, líneas ganadoras con el detalle de los créditos ganados por
línea. Además, la información de entrada y salida de dinero entre cada juego debe
quedar registrada en el Game Recall .
Otro punto importante, es que la lista de Game Recall también es parte de los datos
que la funcionalidad de Program Resumption debe tener en cuenta para persistir.
3.1.6. Communication protocols
Es pertinente señalar que el software de las máquinas tragamonedas está conec-
tado a sistemas de monitoreo en tiempo real y esto se debe principalmente a la
necesidad de control sobre el movimiento de dinero.
Además de controlar el correcto funcionamiento de la SM, los sistemas de moni-
toreo son utilizados para las operaciones de contaduría dentro y fuera de los casinos.
Para esto, existen diferentes normas sobre protocolos de comunicación, las cuales, uti-
lizan diversas tecnologías entre las que se destacan el uso de puerto serie o conexiones
ethernet.
Algunos protocolos funcionan con la técnica de polling, en la cual, un servidor
de monitoreo pide los datos a la SM de manera regular. También existen protocolos
basados en web services.
Es importante destacar que una SM debe tener la capacidad de poder trabajar
con más de un Communication Protocol al mismo tiempo. Estos protocolos proveen a
grandes rasgos la misma funcionalidad que incluye entre otras: la consulta de valores
de los Meters ó configurar una SM de manera remota.
La especificación de los Communication Protocols define cientos de mensajes, estos
pueden ser agrupados en cuatro categorías:
Configuración remota
Los mensajes en esta categoría son utilizados para configurar parte de una
SM de forma remota. El mensaje set current time pertenece a esta clasificación







































3.2. CONCERNS IDENTIFICADOS EN EL DOMINIO A NIVEL DE REQUERIMIENTOS21
amplio conjunto de pruebas, certifican que una SM es apta para ser instalada. Estas
pruebas son muy extensas, abarcan ítems como probar completamente la paytable
del juego o uso intensivo del hardware.
Para las pruebas de software, las SMs cuentan con un modo especial de funciona-
miento denominado Demo. La principal característica del mismo es que el juego se
comporta de manera particular, permitiendo simular el ingreso de créditos o forzar
la salida de premios.
Esta funcionalidad es necesaria debido a que existen premios cuya probabilidad de
salir es muy baja, al poder seleccionar que premio ganar en la próxima jugada se
puede probar de forma completa la tabla de pagos del juego.
Una SM funciona en modo Demo dependiendo el estado de un DIP switch interno,
pudiendo darse el caso de que un SM instalada en un casino, sea pasada temporal-
mente a este modo. Por esto, las regulaciones exigen que los eventos en modo Demo,
no deben ser contabilizados por los Meters ni deben reportarse a los Communication
Protocols.
3.2. Concerns identificados en el dominio a nivel de re-
querimientos
Dada las características descriptas de las SMs y nuestra experiencia de trabajo
en el dominio, se identificaron los concerns que se detallan a continuación:
Game: contiene la lógica de un juego de reels. El juego tiene créditos, los
cuales se utilizan para realizar una apuesta sobre determinadas paylines, los
reels giran y con el resultado del sorteo se determina la cantidad de créditos
ganados.
Game Recall: este concern mantiene la información más relevante de los
últimos juegos, que en caso de ser solicitada por personal del casino o un ente
regulador la misma este disponible.
Meters: mantiene actualizada la colección de contadores que son obligatorios
y relevantes en una SM. Por ejemplo, cantidad de dinero ingresado, cantidad
de juegos realizados, entre otros.
Program resumption: este concern es el que implementa el soporte para
que ante un corte de energía en la SM, el juego pueda ser restaurado al estado
previo al corte con todos los datos correspondientes.
Erros conditions: ante determinadas condiciones la SM debe generar un error







































3.3. RELACIONES ENTRE CONCERNS 23
crosscuts, representadas por flechas, son las que se detallan a continuación:
1. Demo a Game: El concern de Demo necesita alterar el comportamiento normal
del juego para permitir la salida de premios.
2. Game Recall a Game: Game Recall requiere guardar datos a medida que el
concern de Game va cambiando de estados.
3. Program resumption a Game Recall, Game, Meters, PCP y G2S : el concern de
Program resumption controla la persistencia de datos y es por esto que tiene
una relación con los concerns donde varían datos que deben ser restaurados.
4. Meters a Game: parte de los datos que contienen los Meters pertenecen al
concern de Game y los mismos deben estar actualizados en todo momento.
5. PCP a Game: Varios eventos generados en el concern de Game requieren ser
reportados mediante los protocolos.
6. G2S a Game: Al igual que PCP, este protocolo debe reportar cambios en el
estado del juego.
7. Error Conditions a Game: dado que varias de las condiciones que pueden ge-
nerar las Errors Conditions están dentro del comportamiento del concern de
Game.





















































































































































































































































































































































































































































































































































































































































































































































































































52 CAPÍTULO 5. INTERACCIONES ENTRE ASPECTOS
2. Que el concern de Meters este funcionando correctamente. Es decir, que los
aspectos estén actualizando los valores del objeto MetersManager.
Para dar por válido el punto 1, nuestra implementación nos asegura que:
Una SM no puede funcionar sin el módulo de Meters, como es indicado por las
regulaciones.
El objeto MetersManager siempre va a estar creado e inicializado en runtime.
De esta manera, se descartan mecanismos básicos de runtime check. Por ejemplo,
validar que el objecto MetersManager no sea nil antes de solicitarle el valor de
un meter.
Para el punto 2, como el objeto MetersManager es actualizado por diferentes
aspectos, un posible mecanismo podría consistir en asegurar que estos aspectos esten
funcionando y por ende el objeto MetersManager tenga los valores correctos.
Pero para que esto no ocurra, deberían cumplirse alguna de las siguientes condiciones:
Que los aspectos que actualizan el objeto MetersManager no esten instala-
dos. Esto puede pasar por estar utilizando un lenguaje donde el proceso de
weaving sea dinámico, lo cual no se cumple con AspectJ. También puede ocu-
rrir si se utilizara load-time weaving, lo cual tampoco se cumple dado que la
implementación realizada cuenta con una única configuración.
Que no se cumplan determinadas condiciones que los aspectos del concern de
Meters validan antes de actualizar el objeto MetersManager y que el con-
cern de Communication Protocol desconoce.
De cumplirse esta última condición, los valores de los Meters serían inválidos.
Sin embargo, esta necesidad de asegurar consistencia es responsabilidad del con-
cern de Meters y no de un mecanismo para tratar interecciones de tipo Dependency.
Si bien es necesario a nivel de requerimientos y diseño, indicar la relación de
dependencia; de lo anterior se concluye que en la implementación no es necesario
un mecanismo para tratar la interacción. Si no se cumple alguna de las condiciones
planteadas, sería correcto que el sistema falle.
Este puede ser el caso de una NullPointerException si el MetersManager no está
inicializado. Un mecanismo de try/cath que proteja al sistema de la posibilidad
de que el MetersManager sea nil, sería redundante. Si pudiera hacer unweaving
de un aspecto, se podría chequear la presencia del mismo. Pero nuevamente, se está








































































































































































































































































62 CAPÍTULO 6. CONCLUSIONES Y TRABAJOS FUTUROS
Dependency : se concluyó que no hace falta un mecanismo para tratar esta
interacción en el contexto de trabajo a nivel de implementación.
Para cada uno de los mecanismos desarrollados, se analizaron ventajas y desven-
tajas con respecto a la mantenibilidad, genericidad, escalabilidad y modularización.
En un sistema desarrollado usando orientación a aspectos los aspectos interactúan
necesariamente de varias maneras. La implementación de las interacciones puede
realizarse de manera manual y ajustada a cada caso, pero esta práctica es propensa
a errores y genera problemas de mantenibilidad. Por lo tanto, es necesario contar con
soporte para las interacciones, en lo posible a nivel de lenguaje.
Se propone como trabajo a futuro, aplicar los mecanismos propuestos en otros
dominios, analizando si los mismos permiten implementar otras interacciones per-
tenecientes a las categorías presentadas en este trabajo. De esta manera se puede
comprobar si las generalizaciones propuestas son reusables. Por otra parte, es ne-
cesario profundizar el estudio de los mecanismos planteados e implementar formas
alternativas para tratar las interacciones, con el objetivo de eliminar algunas de las
limitaciones de los mecanismos propuestos.
En este trabajo se ha logrado estudiar e implementar las interacciones entre as-
pectos, analizando los desafíos que ellas presentan, lo cual constituye el núcleo de
la propuesta de esta tesina. El desarrollo de la misma ha contribuido a afianzar
mis conocimientos y adquirir otros nuevos. Además, representa una experiencia muy










64 APÉNDICE A. MODELO DE OBJETOS
Game
• implementa la interfaz de alto nivel de un juego de apuestas.
• el juego puede estar habilitado o deshabilitado.
• un juego necesita de créditos para realizar una jugada, además de estar
habilitado.
• en cada jugada se descuentan los créditos que se apuestan y se suman los
ganados, si es que los hubo.
• se puede jugar mientras queden créditos o hasta que el jugador retira los
mismos.
BetManager
• Maneja el sistema de apuestas del juego: configuración de las líneas de
pago, cantidad de líneas apostadas, cantidad de créditos apostados por
línea.
• Conoce el costo de cada jugada ( betPerLine x selectedPaylines ).
• Define una colección de objetos Payline, los cuales se utilizan para
saber si hay líneas ganadoras entre las seleccionadas.
Payline:
• Representa una línea de apuesta en un juego de reels.
• Una payline puede estar activa, es decir apostada o no.
• Permite determinar que cantidad de símbolos iguales consecutivos hay
en sus posiciones y con esto saber si es o no una línea ganadora.
ReelsManager:
• Crea e inicializa 5 objetos de la clase Reel.
• La operación de spin() delega en cada reel el sorteo de la nueva posición.
• Permite consultar la ventana de símbolos resultante del sorteo.
Reel:
• Modela una tira circular de símbolos.
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