The growing popularity of Internet-enabled 
INTRODUCTION
he growing popularity of Internet-enabled commerce has produced increased demand for Information Technology (IT) professionals who are skilled in the development and management of data-driven, Web-based business applications. A 2005 study investigating highly sought-after IT skills reported that "not only has Web programming jumped into a commanding lead in the total number of jobs requiring programming skills, it is now mentioned in an impressive 42.6% of job ads" [8, p . 91] More, recently, Litecky, et al. [5] , report that Web programming topped the list of the most frequently demanded skills by employers, appearing in 26.5% of the reviewed job postings. Not far behind is the market for database programming and management skills: both studies ranked SQL programming within the top 10 most demanded skills in the IT job market.
The obvious popularity of Web and SQL programming skills highlights the need for academic IS programs to enable emerging IT professionals to meet this demand. Many academic programs in information systems offer courses on relational database design and management, as well as courses on Web development using technologies such as PHP or Microsoft's ASP.NET [4] . However, such courses typically contain independent content, which tends to leave students with a fragmented understanding of how these technologies (i.e. the Web and relational databases) interact. Because today's Web applications rely increasingly on dynamically updated data from a data source such as a relational database, Web application developers must have a working knowledge of both the backend database and the front-end Web interface. Consequently, there is a need for comprehensive pedagogical material that provides an integrated context for teaching these skills.
To address this need, we have developed integrated instructional modules for teaching best practices in connecting advanced Web applications with a relational database backend. These modules introduce students to the common practices of connecting Web applications to a relational database and performing CRUD (Create, Read/Retrieve, Update, Delete/Destroy) operations on the data through a Web-based interface. These modules were successfully integrated in a Management Information Systems (MIS) undergraduate program that offers both a database management course and a Web development course. Students are first introduced to the database modules in the database management course, after which they work though the Web modules in the Web development course. The objective of these integrated modules is to provide students with a seamless context for developing both a relational database and a Web interface supporting database transactions.
The next section presents the learning modules we developed. Database modules are first presented, followed by the Web Modules. The technology used in teaching these modules is Microsoft SQL Server 2005 and ASP.NET 2.0. However, implementation of the concepts presented can be modified to suit any similar technological platform.
CONTEXT DESCRIPTION
The context for this case is a United States-based foreign currency exchange service. The database contains account and contact information about each customer of the service. Customers can be individual persons or corporations, and each can execute transactions in which they exchange US Dollars for other currencies. The database also contains utility/lookup tables for information such as US States and a calendar identifying business days, holidays, and weekends.
DATABASE MODULES
This section first describes the conceptual data model followed by the Data Definition Language (DDL) required to create the database structure.
Conceptual Data Model
Since the introduction of Codd's [3] relational model, conceptual data modeling has become an integral part of database development. The purpose of conceptual data models is to gather and describe the information involve in the business process at a high-level independent of the DBMS used later in the implementation. It is an important step in the requirements analysis phase and helps to facilitate communication between end-users, database administrators and developers. Conceptual data modeling should be an integral part of any database class, but an analysis of textbooks [6] shows that even textbook authors have problems creating integrated and consistent examples for instructors and students to follow. The entity-relationship (ER) diagram developed by Chen [2] is the most widely used diagram used to represent data. The ER Diagram for the current case is shown in Figure 1 below 12 :
1 Attributes for each entity are omitted from the ER Diagram for the sake of clarity. Attributes are identified in the data definition language presented in the following section. 2 The Calendar entity is included as a utility for easily identifying work days, holidays, etc. Relationships could be drawn between the calendar entity and other entities that have date attributes (e.g. CustAddresses). However, for the sake of clarity, the Calendar entity is shown relating only to the Transactions entity.
Figure 1. ER Diagram for Foreign Currency Exchange Application

Data Definition Language For Creating And Populating Database
We now present the DDL for creating the database structures (tables, constraints, triggers, etc.) that implement the conceptual data model. This example is written for the Microsoft SQL Server 2005 DBMS; however, the SQL code is ANSI-compliant and should therefore work in any DBMS environment. 
Listing 1. DDL for creating Database Tables and Constraints
CREATE
GO
When a new foreign currency transaction is inserted in the database or an existing transaction is modified, the foreign currency amount associated with the transaction can be calculated from the AmountUSDollars field of the Transactions table and the ExchangeRateUSDollar field of the ForeignCurrencies table. This is accomplished using a database trigger, the DDL for which is shown below in Listing 3. INSERTED is an SQL Server-proprietary pointer to the currently inserted tuple. 
WEB MODULES
In this section, we outline the development of a Web application that interfaces with the foreign currency database. The application provides functionality supporting each of the CRUD operations for customers, addresses, phone numbers, and foreign currency transactions. The technology used in these examples is ASP.NET 3.5, with C# as the programming language. All code was developed in Microsoft Visual Studio 2005. We begin by discussing the advantages of a tiered application architecture and describing how such an architecture is applied to the foreign currency application. We then present code samples that illustrate the functionality of each tier.
Tiered Application Architecture
The growing complexity of today's software applications has prompted a movement toward software architectures that support component modularity and reusability. A well-known approach to promoting this objective is to develop a software application as a series of logical tiers, producing what is referred to as an n-tier architecture. Each tier encapsulates a logical set of functions within the application, and communicates with one or more other tiers through a well-defined interface. A tiered architecture provides enhanced flexibility and maintainability, since code within each tier can be modified independently of the other tiers within the application. A common version of the n-tier architecture employs three distinct application tiers: the data tier, the business tier, and the presentation tier. The data tier is responsible for managing connection to the data source and handling all data source interactions. The business tier interacts with the data tier and performs logical operations on the data retrieved. The business tier then passes the data on to the presentation tier, which is responsible for managing the user interface and displaying the appropriate data to the end user. Figure 2 provides an example of a user interacting with a tiered architecture in an e-commerce application.
Figure 2. Sample of user interaction with a 3-tier application; adapted from Darie and Watson
An overview of the 3-tier architecture used in the foreign currency application is shown in Figure 3 . Each tier of this architecture is then described below.
Figure 3. 3-tier architecture of the foreign currency application
Data Tier
The purpose of the data tier is to manage interactions with a data source such as a relational database. A frequently recommended technique for handling these interactions is to encapsulate data manipulation operations within stored procedures, database objects that store code for performing one or many data operations. Because stored procedures are housed within and managed by the DBMS, they offer several performance and security benefits over sending SQL commands directly from application code [7] . Using stored procedures obviates the need to place potentially complex SQL statements directly within the application code, thus promoting code modularity and interpretability. For these reasons, stored procedures are well-suited to creating a tiered data-driven Web application.
As shown in Figure 3 , the data tier of the foreign currency application consists of SQL stored procedures and a single C# class called DBAccess. The purpose of the DBAccess class is to: (1) receive database requests from the business tier, (2) connect to the database and invoke the required operations through stored procedure calls, and (3) return data to the business tier. The code for this class is shown in Listing 4. (Descriptive code comments within this and subsequent listings are enclosed in /* */.) Listing 4. DBAccess C# Class using System; using System.Data; using System.Configuration; using System.Web; using System.Web.Security; using System.Web.UI; using System. 
Business Tier
The function of the business tier is to serve as an interface with the data tier and the presentation tier and implement any required business logic in processing the data. The business tier of a moderately-sized application may consist of several application classes that manage these functions. For the foreign currency applicatoin, the business tier is implemented using a single static C# class named CustomerManager. This class contains methods needed to select, insert, update, and delete all customer information, including transactions. In the interest of brevity, the entire CustomerManager class will not be presented here. Instead, sample methods from this class will be shown in the Application Examples section below.
Presentation Tier
As its name suggests, the presentation tier is responsible for receiving data from the business tier and presenting it to the application user. The presentation tier of a typical Web application consists of a collection of Web pages which are rendered to the user in a browser. For the foreign currency application, the presentation tier consists of a single ASP.NET Web page named CustomerManagement.aspx. Consistent with the recent ASP.NET code-behind development model 4 , this page is logically divided into two files. The first, CustomerManagement.aspx, contains all declarative HTML and ASP.NET markup that is rendered to the browser as HTML. This file is referred to as the content file. The second, CustomerManagement.aspx.cs, contains all of the programming logic required to respond to various events associated with the application. This file is called the code-behind file, since it sits "behind" the content file and responds to events that occur on the page. When the user requests an .aspx page from the Web server, the content and code-behind files are combined to create a fully functional Web page that is rendered to the user. A screen capture of the CustomerManager.aspx page is shown in Figure 4 5 . As with the business tier class, the code for this page will not be presented here in its entirety; however, relevant components of the page will be shown in the next section, where we present sample code for performing CRUD operations in the foreign currency application.
Application Examples
As noted above, the foreign currency application enables select, insert, update, and delete operations for customer information, including customer account details, addresses, phone numbers, and transactions. Table 1 summarizes each of the operations supported and identifies the relevant components of each tier. In the interest of parsimony, only components in shaded rows of Table 1 are described further below. These components include:
Selecting person/corporate customer names and IDs from the database, and 2.
Performing each of the CRUD operations for customer foreign currency transactions.
These operations were chosen because they are illustrative of the other data operations supported by the application 6 . 
Selecting Customer IDs and Names for Person/Corporate Customers
In order to view or modify customer information, the application user must first select a customer type (person or corporate), and then a specific customer (see Figure 4) . This is accomplished with two ASP.NET server controls: a RadioButtonList named rblCustType and a DropDownList named ddlCustomer. The user first selects a customer type (person or corporate) from the rblCustType control. When a selection is made, the ddlCustomer control is populated with a list of person or corporate customers according to the selected type in rblCustType. The ddlCustomer control shows a list of customer names (for person customers) or corporation names (for corporate customers). The Value property of each item in the DropDownList contains the CustomerID of the customer.
The data tier for supporting this functionality consists of two stored procedures in addition to the DBAccess class presented earlier. These stored procedures, shown in Listing 5, provide parallel functionality for person and corporate customers, respectively. The business tier components for supporting this operation include two methods of the CustomerManager class: GetPersonCustomers and GetCorpCustomers. These methods, shown in Listing 6, utilize the DBAccess data tier class to call the stored procedures listed above. They then pass the resulting DataTable object back to the presentation tier.
Listing 5. Data Tier -DDL for GetPersonCustomers and GetCorpCustomers Stored Procedures
Listing 6. Business Tier -GetPersonCustomers and GetCorpCustomers Methods
/* Gets CustomerIDs and Names for all person customers */ public static DataTable GetPersonCustomers() { /* Invoke the data tier class to create a new SqlCommand object */ SqlCommand comm = DBAccess.CreateCommand("GetPersonCustomers"); /* Invoke the data tier to execute the stored procedure and return the data set in a DataTable object */ DataTable resultsTable = DBAccess.ExecuteSelectCommand(comm); return resultsTable; } /* Gets CustomerIDs and Names for all corporate customers */ public static DataTable GetCorpCustomers() { /* Invoke the data tier class to create a new SqlCommand object */ SqlCommand comm = DBAccess.CreateCommand("GetCorpCustomers"); /* Invoke the data tier to execute the stored procedure and return the data set in a DataTable object */ DataTable resultsTable = DBAccess.ExecuteSelectCommand(comm); return resultsTable; } As described above, the presentation tier involves two ASP.NET server controls: a RadioButtonList named rblCustType and a DropDownList named ddlCustomer. The content file code for these controls is shown in Listing 7. Note that the DataValueField property of ddlCustomer is set to CustomerID. This causes the value of each item in the DropDownList control to be set to the value stored in the CustomerID column of the control's data source.
Listing 7. Presentation Tier -ddlCustomers DropDownList Content File Code
<asp:RadioButtonList ID="rblCustType" runat="server" AutoPostBack="true" OnSelectedIndexChanged="rblCustType_SelectedIndexChanged" RepeatDirection="Horizontal"> <asp:ListItem Value="0">Person</asp:ListItem> <asp:ListItem Value="1">Corporate</asp:ListItem> </asp:RadioButtonList> <asp:DropDownList ID="ddlCustomer" runat="server" DataValueField="CustomerID" OnSelectedIndexChanged="ddlCustomer_SelectedIndexChanged" AutoPostBack="True" AppendDataBoundItems="True"> </asp:DropDownList>
The data source of ddlCustomer is not set declaratively in the content file. Instead, the data source is set dynamically in the code-behind file depending on whether the application user has selected person or corporate customers in rblCustType. As shown in Listing 8, a private method, initializeCustomerddl, is called to initialize the DropDownList whenever the selected customer type in rblCustType is changed. Note that this method sets the data source of ddlCustomer by calling the appropriate business tier method, depending on the type of customer selected. The visibility of several panels is also set in this method; this is simply to ensure that only certain components of the page are made visible before the user has selected a specific customer. 
Selecting, Inserting, Updating, and Deleting Customer Transaction Data
After selecting a customer type from rblCustType and a specific customer from ddlCustomer, the application user can then view, insert, update, and delete customer account information, addresses, phone numbers, and transactions. We present here the code for viewing and manipulating customer transactions, as it is exemplary of the code for viewing and manipulating the other types of customer data.
The data tier supporting customer transactions consists of four stored procedures for performing each of the CRUD operations. DDL for these stored procedures is shown in Listing 9. We point out that the InsertCustomerTransaction procedure creates a new primary key value for the record to be inserted by selecting the maximum key value of the table and incrementing it by one. Although this can be accomplished using an IDENTITY field in SQL Server, IDENTITY implementations differ across DBMSs and can cause portability issues when the database is migrated [1] . We therefore chose the approach below to maximize portability across DBMSs.
In addition to the four stored procedures described above, an additional stored procedure is utilized to select all foreign currency names and IDs from the ForeignCurrencies lookup table. The data returned by this procedure will be utilized to support updating and inserting transactions, as will be shown below. As in the previous example, the business tier supporting transaction management consists of methods of the CustomerManager class that invoke the data tier and pass data on to the presentation tier. These methods, one corresponding to each of the stored procedures above, are shown in Listing 10. /* Invoke the data tier to execute the stored procedure and return the data set in a DataTable object */ DataTable resultsTable = DBAccess.ExecuteSelectCommand(comm); return resultsTable; } The architecture of the presentation tier differs somewhat from that of the previous example in that the present case utilizes an ObjectDataSource control to handle interactions with the business tier.
The
ObjectDataSource control provides means for interfacing with a business object such as the CustomerManager object in the present example. The ObjectDataSource is connected to a business tier object by setting its TypeName and Method properties, the former indicating the business tier class to be used and the latter indicating a method for performing each of the four CRUD operations. Additionally, parameters required by each of these methods can be specified.
The content file code for the odsCustTransactions ObjectDataSource is provided in Listing 11. The TypeName property indicates the CustomerManager business object, and the SelectMethod, InsertMethod, UpdateMethod, and DeleteMethod properties are set to the appropriate respective methods of this object. Parameters required by each of these methods are also specified. Note that the customerID parameter is implemented using a ControlParameter object that references the ddlCustomer DropDownList shown earlier. This specifies that the value of this parameter is retrieved from the selected value (i.e. the selected CustomerID) of the ddlCustomer DropDownList.
Listing 11. Presentation Tier -odsCustTransactions ObjectDataSource Content File Code <asp:ObjectDataSource ID="odsCustTransactions" runat="server" DeleteMethod="DeleteCustomerTransaction" InsertMethod="InsertCustomerTransaction" SelectMethod="GetCustomerTransactions" TypeName="CustomerManager" UpdateMethod="UpdateCustomerTransaction"> <DeleteParameters> <asp:Parameter Name="TransactionID" Type="Int32" /> </DeleteParameters> <UpdateParameters> <asp:Parameter Name="TransactionID" Type="Int32" /> <asp:Parameter Name="TransDate" Type="String" /> <asp:Parameter Name="TransType" Type="String" /> <asp:Parameter Name="AmountUSDollars" Type="Decimal" /> <asp:Parameter Name="ForeignCurrencyID" Type="Int32" /> </UpdateParameters> <SelectParameters> <asp:ControlParameter ControlID="ddlCustomer" Name="customerID" PropertyName="SelectedValue" Type="Int32" /> </SelectParameters> <InsertParameters> <asp:Parameter Name="TransDate" Type="String" /> <asp:Parameter Name="TransType" Type="String" /> <asp:Parameter Name="AmountUSDollars" Type="Decimal" /> <asp:Parameter Name="ForeignCurrencyID" Type="Int32" /> <asp:ControlParameter ControlID="ddlCustomer" Name="customerID" PropertyName="SelectedValue" Type="Int32" /> </InsertParameters> </asp:ObjectDataSource>
The ObjectDataSource provides an interface for interacting with the business tier, but it does not display the data to the application's user. For this, two ASP.NET data display controls are used. The first is a GridView control named gvwCustTransactions. The GridView control is useful for displaying data in tabular format, where the columns represent fields and the rows represent records in the data source. The GridView can be linked directly to a data source control such as the ObjectDataSource, and can provide "out of the box" select, update, and delete capabilities, significantly streamlining the code required to implement this functionality.
The content file code for gvwCustTransactions is shown in Listing 12. The GridView is a fairly complex control, and a full explanation of its intricacies will not be provided here. However some attributes shown in the code below deserve mention. First, the DataSourceID property indicates that the GridView will utilize the odsCustTransactions ObjectDataSource control as its data source. The DataKeyNames property points to the primary key of the data set returned by this data source. Second, the content (or columns) of the GridView is made up of a series of fields, including CommandFields, BoundFields, and TemplateFields. The CommandField provides edit and delete functionality, while the BoundFields and TemplateFields are linked to fields in the data source, as
