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 要  旨 
近年，利用可能な周波数帯域を適応的に変更するコグニティブ無線など，広い帯域を利用する
高度な通信システムの研究が盛んになっている．コグニティブ無線は，電波利用状況や電波伝搬
特性などの環境を認識して利用可能な周波数帯を自ら選択する通信であり，地上デジタルテレビ
やスマートフォンの LTEに用いられている OFDMのような，マルチキャリア方式による通信方
式が利用される． 
マルチキャリアの通信方式では瞬時電力の変化が激しくなり，増幅器における非線形性に伴う
歪みによる受信特性劣化が問題となる．OFDM 信号の瞬時電力の抑圧による非線形歪みの軽減
や，非線形歪みが生じた信号に対する補償法の研究などが進められてきた．だが，広帯域受信系
システムにおいては，突発的な入力レベルの強い狭帯域の別の通信システムによる非線形干渉の
影響が問題となる．よって，これらのような広帯域受信系の通信方式においては，強い入力レベ
ルの干渉信号に対して入力段階で抑圧する必要があり，その周波数特定が必要となる． 
高速サンプリング環境下では，ディジタル信号のデータ量は膨大であり，受信系における信号
処理と周波数特定を同時に行うことは容易ではない．そこで，本研究では，2 系統の低速サンプ
リング A/D変換器を用いた，アンダーサンプリングによる電波環境認識法について述べる．入力
信号を分配し，片方には遅延を加え，2chの低速かつ広帯域のサンプリング能力を有する A/D変
換器に入力する．すると，遅延量による位相変化量は真の周波数に対する依存特性を有するため，
折り返した信号の周波数特定が可能となる． 
実際の信号では帯域幅を有するため，アンダーサンプリングされた後の周波数レンジにおいて，
所望信号と干渉信号のスペクトル帯域の重複が起こり得る．このような場合でも，受信系を飽和
させるような干渉信号については，入力レベルが所望波に対して十分に強いという特徴を活かし，
位相変化量に対して入力レベルによる加重平均を行うことで，干渉信号の中心周波数を自動的に
推定することができる． 
本研究では，位相変化量の周波数依存性を利用した周波数特定の基本原理の立証，入力レベル
による位相差の加重平均を用いた干渉信号の中心周波数自動推定法の精度評価を行った．さらに，
非線形性をシミュレーションし，簡易的な適応型フィルタを用いた環境適応動作の妥当性を示し，
広い帯域を利用する高度な無線通信方式において，適応動作により干渉問題が解決できることを
示した． 
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i概要
近年，利用可能な周波数帯域を適応的に変更するコグニティブ無線など，広い帯域を利用
する高度な通信システムの研究が盛んになっている．コグニティブ無線は，電波利用状況や
電波伝搬特性などの環境を認識して利用可能な周波数帯を自ら選択する通信であり，地上デ
ジタルテレビやスマートフォンの LTE（Long Term Evolution）に用いられている OFDM
（Orthogonal Frequency Division Multiplexing: 直交周波数分割多重）のような，マルチ
キャリア方式による通信方式が利用される．
マルチキャリアの通信方式では瞬時電力の変化が激しくなり，増幅器における非線形性に
伴う歪みによる受信特性劣化が問題となる．これらの問題に対しては，OFDM信号の瞬時
電力の抑圧による非線形歪みの軽減や，非線形歪みが生じた信号に対する補償法の研究など
が進められてきた．だが，広帯域受信系通信システムにおいては，突発的な入力レベルの強
い狭帯域の別の通信システムによる非線形干渉の影響が問題となる．よって，これらのよう
な広帯域受信系の通信方式においては，強い入力レベルの干渉信号に対して入力段階で抑圧
する必要があり，その周波数特定が必要となる．
高速サンプリング環境下では，ディジタル信号のデータ量は膨大であり，受信系における
信号処理と周波数特定を同時に行うことは容易ではない．そこで，本研究では，2系統の低
速サンプリング A/D変換器（Analog-to-Digital Converter: ADC）を用いた，アンダーサ
ンプリングによる電波環境認識法について述べる．サンプリング定理により，アンダーサン
プリング周波数 fs に対し，fs=2以上の高周波の信号は 0  fs=2の周波数レンジに折り返
して現れるため，このままでは実際の高周波成分の周波数を特定することができない．そこ
で，入力信号を分配し，片方には  の遅延を加え，2chの低速かつ広帯域のサンプリング
能力を有する ADCに入力する．すると，遅延量  による位相変化量  は真の周波数に
対する依存特性を有するため，折り返した信号の周波数特定が可能となる．
実際の信号では帯域幅を有するため，アンダーサンプリングされた後の周波数レンジにお
いて，所望信号と干渉信号のスペクトル帯域の重複が起こり得る．このような場合でも，受
信系を飽和させるような干渉信号については，入力レベルが所望波に対して十分に強いとい
う特徴を活かし，位相変化量  に対して入力レベルによる加重平均を行うことで，干渉信
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号の中心周波数を自動的に推定することができる．
本研究では，位相変化量の周波数依存性を利用した周波数特定の基本原理の立証，
の入力レベルによる加重平均を用いた干渉信号の中心周波数自動推定法の精度評価を行っ
た．さらに，非線形性をシミュレーションし，簡易的な適応型フィルタを用いた環境適応動
作の妥当性を示し，広い帯域を利用する高度な無線通信方式において，適応動作により干渉
問題が解決できることを示した．
iii
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1第 1章
序論
近年，利用可能な周波数帯域を適応的に変更するコグニティブ無線など，広い帯域を利用
する高度な通信システムの研究が盛んになっている [1][3]．コグニティブ無線は，電波利
用状況や電波伝搬特性などの環境を認識して利用可能な周波数帯を自ら選択する通信であ
り，地上デジタルテレビやスマートフォンの LTE（Long Term Evolution）に用いられてい
る OFDM（Orthogonal Frequency Division Multiplexing: 直交周波数分割多重）のよう
な，マルチキャリア方式による通信方式が利用される．
マルチキャリアの通信方式では瞬時電力の変化が激しくなり，増幅器における非線形性に
伴う歪みによる受信特性劣化が問題となる [4][5]．これらの問題に対しては，文献 [6] での
OFDM 信号の瞬時電力の抑圧による非線形歪みの軽減や，文献 [7] のような非線形歪みが
生じた信号に対する補償法の研究が進められてきた．だが，広帯域受信系通信システムにお
いては，突発的な入力レベルの強い狭帯域の別の通信システムによる非線形干渉の影響が問
題となる [8]．よって，これらのような広帯域受信系の通信方式においては，強い入力レベ
ルの干渉信号に対して入力段階で抑圧する必要があり，その周波数特定が必要となる．
高速サンプリング環境下では，ディジタル信号のデータ量は膨大であり，受信系における
信号処理と周波数特定を同時に行うことは容易ではない．そこで，本研究では，2系統の低
速サンプリング A/D変換器（Analog-to-Digital Converter: ADC）を用いた，アンダーサ
ンプリングによる電波環境認識法について述べる [9][12]．サンプリング定理により，アン
ダーサンプリング周波数 fs に対し，fs=2以上の高周波の信号は 0  fs=2の周波数レンジ
に折り返して現れるため，このままでは実際の高周波成分の周波数を特定することができな
い．そこで，入力信号を分配し，片方には  の遅延を加え，2chの低速かつ広帯域のサン
プリング能力を有する ADCに入力する．すると，遅延量  による位相変化量  は真の
周波数に対する依存特性を有するため，折り返した信号の周波数特定が可能となる [9][12]．
実際の信号では帯域幅を有するため，アンダーサンプリングされた後の周波数レンジにお
いて，所望信号と干渉信号のスペクトル帯域の重複が起こり得る．このような場合でも，受
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信系を飽和させるような干渉信号については，入力レベルが所望波に対して十分に強いとい
う特徴を活かし，位相変化量  に対して入力レベルによる加重平均を行うことで，干渉信
号の中心周波数を自動的に推定することができる [10][12]．
本研究では，位相変化量の周波数依存性を利用した周波数特定の基本原理の立証，
の入力レベルによる加重平均を用いた干渉信号の中心周波数自動推定法の精度評価を行っ
た．さらに，非線形性をシミュレーションし，簡易的な適応型フィルタを用いた環境適応動
作 [13]の妥当性を示し，広い帯域を利用する高度な無線通信方式において，適応動作により
干渉問題が解決できることを示した．
第 2章では本研究の基本事項である増幅器における非線形性に伴う相互変調歪みについて
述べる．第 3章では対象とするシステムと干渉問題に対する環境適応動作を提案する．第 4
章では環境認識法について述べ，第 5章および第 6章により原理検証について，第 7章で動
作評価による環境適応動作の妥当性について，最後に第 8章で結論を述べる．
3第 2章
基本事項
近年，地上デジタルテレビやスマートフォンの LTE（Long Term Evolution）に用いられ
ている OFDM（Orthogonal Frequency Division Multiplexing: 直交周波数分割多重）の
ような，マルチキャリア方式による通信方式が広く利用されている．しかし，マルチキャリ
アの伝送では瞬時電力の変化が激しくなり，増幅器における非線形性に伴う歪みによる受信
特性劣化が問題となる [4][5]．これらの問題に対しては，文献 [6]での OFDM信号の瞬時電
力の抑圧による非線形歪みの軽減や，文献 [7]のような非線形歪みが生じた信号に対する補
償法の研究が進められてきた．だが，広帯域受信系通信システムにおいては，突発的な入力
レベルの強い狭帯域の別の通信システムによる非線形干渉の影響が問題となる [8]．
2.1節では，増幅器における非線形性について述べる．2.2節では，前述した非線形干渉の
原因となる，増幅器の非線形性による相互変調歪みの影響について述べる．
2.1 増幅器における非線形性
図 2.1は，一般的なマイクロ波電力増幅器のイメージである．強い入力レベルの信号は非
線形領域となり，周波数 f の信号に対して 2f や 3f などの高調波が発生する．携帯電話や
基地局などの移動体通信機器においては，低消費電力（高効率性）および低歪みの増幅特性
が求めれるが，高効率性と低歪みは相反する特性であり同時に実現することは困難である
[14][15]．高調波自体は受信帯域が重複しない場合問題とならないが，所望波の周波数帯近
傍に高調波による相互変調歪みが生じることで，マルチキャリア方式の受信特性の劣化が引
き起こされる．
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図 2.1 増幅器の非線形領域
図 2.2 増幅器の非線形性に伴う相互変調歪みとサブハーモニクス
2.2 高調波により生じる相互変調歪み
二つのキャリア信号（周波数は f1 および f2）の増幅において歪みにより，2f1 および 2f2
に 2 倍高調波が生じる．すると，元々のキャリア信号と 2 倍高調波との周波数差分である
2f1   f2 および 2f2   f1 に，3次相互変調（3rd Inter Modulation: IM3）歪み成分が生じ
る．さらに，IM3 の 2 倍高調波とキャリア信号との差分で 3f1   2f2 および 3f2   2f1 の
5次相互変調（3rd Inter Modulation: IM5）歪みなど，奇数次相互変調歪みがキャリア信
号近傍に生じる．また，高調波および相互変調歪み以外にも，サブハーモニクス（差周波の
整数倍）の歪みも生じることで，増幅器の非線形性により広大なスペクトルの歪み成分が生
じる．図 2.2は，これらの歪み成分のスペクトルのイメージである [14]．マルチキャリア方
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式の通信システムにおいて，高調波およびサブハーモニクスなの歪み成分に対して，キャリ
ア信号近傍に生じる相互変調歪みは周波数が重複し，受信特性の劣化を引き起こす．以上か
ら，マルチキャリア方式の通信方式において所望波が増幅器の線形領域であっても，強い入
力レベルの干渉信号により増幅器の歪みにより特性が劣化するため，干渉信号の抑圧および
この干渉信号の周波数の特定法が必要となる．
6第 3章
対象とするシステム
3.1 2次利用者（SU）を対象とする環境適応型広帯域無線
ここでは，ホワイトスペースの有効活用のため，2次利用者（Secondary User: SU）とし
ての通信システムを対象とする．図 3.1のように，1次利用者（Primary User: PU）の未使
用帯を利用することで，周波数利用効率を向上させている．しかし，複数の帯域を利用する
通信システムでは，受信系は広帯域で待ち受ける必要があるため，この帯域内に強い入力レ
ベルの干渉信号が入射することによる干渉問題が起きやすい．
3.2 受信系非線形問題
基本的に受信機は PUの信号による飽和の無いように余裕のある設計とする．しかしなが
ら，PUシステムとの位置関係等により，非線形問題を引き起こす強い入力レベルの干渉波
が入射する可能性がある．図 3.1のシステムでは，SUとして利用している帯域は PUの帯
域と重複はしていないが，強い入力レベルの干渉波は，受信系において増幅器による非線形
増幅などを引き起こし，相互変調や混変調などの非線形増幅が発生することで，受信特性を
大きく劣化させる．
非線形問題の対策として，文献 [7]では，非線形ひずみが発生した OFDM信号に対して，
図 3.1 SUを対象とする環境適応型広帯域無線
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受信側でそのレプリカを作成，非線形ひずみの補償処理を実現するような方式が提案されて
いる．しかし，適応的に利用帯域を変更する通信システムでは，受信系でのレプリカの複製
は複雑になり，信号処理における負荷は増加してしまう．
3.3 環境適応動作に基づく非線形問題対策
図 3.1の電波環境において，受信系を飽和させる強いレベルの干渉信号が入射した場合，
干渉信号のみを非線形現象が起きないレベルまで抑圧することで，同問題は解決が可能とな
る．また，抑圧に用いる帯域除去フィルタ（Band Rejection Filter: BRF）は，干渉信号の
完全な抑圧の必要が無いため，急峻な特性をもたない簡易なもので良い．ここでは，以下に
示す環境適応動作 [13]による非線形問題の解決を考える．
 ステップ 1. ADCに入力時の電力などから干渉波を検知する
 ステップ 2. レベルの強い干渉波を検知した場合，その周波数を算出する
 ステップ 3. 帯域除去フィルタの帯域を干渉波に合わせる
 ステップ 4. 所望波の帯域がフィルタの減衰影響を受ける場合，送信側でフィルタの
影響を受けない帯域に移動する
図 3.2は，この環境適応動作のイメージである．複数のホワイトスペースを適応的に変更
するシステムであるため，このような帯域移動が可能となる．この適応動作には，干渉信号
の周波数を特定する手段が必要であるが，図 3.3の一般的な構成で広帯域の信号をそのまま
扱う場合，回路規模や計算時間の面で大きな負担となるため，簡易に推定できる方法が望ま
れる [16]．そこで，アンダーサンプリングによる，信号のデータサイズを落とした状態で任
意の高周波信号の周波数を特定する方法を提案する [10]．
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図 3.2 干渉波に対する環境適応動作のイメージ
図 3.3 電波環境認識と干渉波抑圧の一般的な回路構成
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アンダーサンプリングによる干渉信
号の簡易的検知
3.3節で述べた環境適応動作を，図 4.1の環境認識回路を用いた基本構成で考える．強い
入力レベルの干渉信号が入射すると，低雑音増幅器（Low Noise Amplier: LNA）におい
て非線形歪みが生じる．図 4.1(a) の構成では，同歪みが生じる前にアナログ段階で干渉信
号の周波数推定を行う．図 4.1(b) の構成では，信号処理部において高速 ADC のデータ間
引きにより図 4.1(a)の低速 ADCと等価とし，同歪みが生じた信号に対して干渉信号の周波
数推定を行う．
サンプリング定理により，復調回路系における ADCでは，上限周波数 fmax 以上のサン
プリング周波数が必要となるが，環境認識回路系では，例えば 1=10 以下に抑えた低速サ
ンプリングによる信号処理を考える．単純にサンプリング速度 fs を低速にするのみでは，
0  fs=2 の周波数レンジに折り返して現れてしまう．しかしながら，信号を分岐後，その
一方に遅延素子による遅延量 を与えると，両方の信号に対してフーリエ変換した同一周
波数成分間には，元々の周波数に依存する位相差が生じる．この位相差および与えた遅延量
 から 0  fs=2の周波数レンジの信号を特定することができる．この原理を，以下に説
明する．
4.1 環境認識法の基本原理
アンダーサンプリング周波数を fs としたとき，すべての受信信号の周波数は 0  fs=2の
レンジに折り返して現れる．ナイキスト周波数 fs=2以上の信号は，エイリアス信号として
式（4.1）の周波数 f 0 の成分として現れる．
f 0 = jf  Nfsj (0  f 0 < fs=2) (4.1)
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(a) タイプ 1
(b) タイプ 2
図 4.1 環境認識回路を用いた基本構成
ここで，N は式（4.1）を満たす整数である．遅延  による 2つの ADCの入力信号の位
相差（チャネル 1を基準とした）は，元の周波数 f に依存し，式（4.2）で表される．
 =  2f (4.2)
ゆえに，元の周波数 f は，位相差から，式（4.3）より求めることができる．
f =   
2
(4.3)
以上から，この環境認識回路において，位相差  が   <   0 となる範囲であれ
ば，すなわち  < 1=fmax（fmax：特定したい周波数の最大値）となるように遅延量 
を設定すれば，サンプリング定理を満たさない信号であっても，元の周波数を特定すること
ができる．
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4.2 重み付け演算による干渉波の中心周波数自動推定
前節では，正弦波信号に対する周波数推定の動作原理を示したが，実際の信号では帯域幅
を有し，かつ，アンダーサンプリングされた後の周波数レンジにおいて，所望波と干渉波の
スペクトル帯域の重複が起こり得る．このような場合でも，受信系飽和を引き起こす干渉波
については，入力レベルが所望波に対して十分に強いという特徴を利用した，中心周波数の
自動推定法を以下に提案する．
所望波に対して，干渉波が十分大きなレベルである場合，すなわち非線形問題を引き起こ
すようなレベルである場合，周波数レンジ内の全位相差を信号の電力で加重平均すること
で，弱い信号の位相差成分は抑圧され，電力の大きい干渉波の位相差成分が浮き上がると考
えられる．そこで，干渉波の中心周波数に相当する電力加重平均位相差 hiを，式（4.4）
から算出する．
hi =
X
i
!iiX
i
!i
(4.4)
ここで，iは FFT後の離散周波数成分の番号であり，加重係数 !i は電力強調ファクタ を
用いて式（4.5）で与える．
!i = p

i (4.5)
式（4.4）電力加重平均位相差 hi を，式（4.3）の位相差  に代入することで，式（4.6）
から干渉波の中心周波数 fI を算出することができる．
fI =   hi
2
(4.6)
4.3 環境認識回路の回路構成
前節までで述べた環境認識法の原理により，図 4.1における環境認識回路の回路構成は図
4.2 となる．図 4.2(b) では，図 4.2(a) に対して LNA における非線形歪みの影響を受ける
が，強調ファクタ を大きくすることで，同認識法により干渉信号の周波数を特定すること
ができる．
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(a) タイプ 1
(b) タイプ 2
図 4.2 環境認識回路の回路構成
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第 5章
原理検証：アンダーサンプリングに
よる正弦波信号推定
5.1 シミュレーションの概要
図 5.1の構成で，正弦波信号の周波数推定により，4.1節で述べた環境認識法の原理検証
を行う．ここでは，所望波と干渉波を区別せず 3つの正弦波信号を原信号とした．各信号は
サンプリング周波数 4GHzで生成し，各信号の中心周波数および入力レベルは表 5.1(a)，周
波数推定における設定値は表 5.1(b)とした． = 0:25nsから式（4.3）より，ナイキスト
周波数 2GHzまでの信号は位相差  = 0    に現れる．
図 5.2は，原信号およびダウンサンプリングした信号のスペクトルである．各信号の中心
周波数は，表 5.1(a)および式（4.1）から表 5.2に折り返して現れ，図 5.2(b)からも確認す
ることができた．次節では，各信号の位相差 から式（4.3）より各信号の周波数算出を
行った．
表 5.1 正弦波信号の周波数推定における設定値
(a) 各信号の中心周波数と入力レベル
信号 1 信号 2 信号 3
中心周波数 [MHz] 1152 1686 1839
入力レベル [dB] 0 -10 -5
(b) 環境認識回路の設定値
アンダーサンプリング周波数 fs 200 [MHz]
遅延量  0.25 [ns]
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図 5.1 正弦波信号の周波数推定におけるシミュレーション構成
(a) 原信号
(b) 200MHzでダウンサンプリングした信号
図 5.2 正弦波信号の周波数推定における信号のスペクトル
5.2 シミュレーション結果および考察
雑音レベルを-60dBとしてシミュレーションを 100回行った場合，各信号の位相差の平均
値は表 5.3(a)となった．位相差および式（4.3）の理論式の関係は図 5.3となり，式（4.3）
から算出した中心周波数の推定値および標準偏差は表 5.3(b)となった．標準偏差は各信号
のレベルの影響を受けているが，1:3  3:9MHzの範囲の高い精度での周波数推定値が得ら
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表 5.2 ダウンサンプリングした信号における折り返し周波数成分
信号 1 信号 2 信号 3
中心周波数 [MHz] 48 86 39
表 5.3 雑音レベル-60dBにおける正弦波信号の中心周波数推定
(a) 各信号の位相差
信号 1 信号 2 信号 3
位相差 [rad] -1.808 -2.657 -2.884
(b) 位相差から算出した中心周波数の推定値および標準偏差
信号 1 信号 2 信号 3
中心周波数 設定値 [MHz] 1152 1686 1839
中心周波数 推定値 [MHz] 1152 1686 1839
標準偏差 [MHz] 1.255 3.864 2.520
図 5.3 周波数と位相差の関係
れていることから，4.1節で述べた基本原理を立証することができた．
雑音信号の入力レベルを-60dBから 5dBまで変更すると，周波数推定精度との関係は図
5.4となった．-60dBから-30dBまでは，平均値に大きな変動は見られないが，入力レベル
の一番小さい信号 2が最も雑音の影響を受けていることが確認できた．さらに，入力レベル
が-30dBを超えると，推定精度の大きな劣化が見られることから，正弦波信号の周波数推定
を行うには，雑音の入力レベル-30dB以下の必要が確認できた．
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図 5.4 雑音の入力レベルと周波数推定精度の関係
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第 6章
原理検証：アンダーサンプリングに
よる干渉信号の中心周波数推定
6.1 シミュレーション方法
図 6.1の構成で，帯域を有する干渉信号の中心周波数推定を行い，4.2節で述べた推定法
の原理検証を行う．ここでは，2つの所望信号および 1つの強い入力レベルの干渉信号を想
定し，3つの帯域幅 30MHzの信号を原信号とした．各信号はサンプリング周波数 4GHzで
生成し，各信号の中心周波数および入力レベルは表 6.1(a)，周波数推定における設定値は表
6.1(b)とした． = 0:25nsから式（4.3）より，ナイキスト周波数 2GHzまでの信号は位
相差 = 0    に現れる．
図 6.2は，原信号およびダウンサンプリングした信号のスペクトルである．各信号の中心
周波数は，表 5.1(a)および式（4.1）から表 6.2に折り返して現れ，図 6.2(b)からも確認す
ることができた．次節では，式（4.6）から位相差の加重平均値より干渉信号の中心周波数推
定を行った．
表 6.1 重み付け演算による干渉信号の周波数推定における設定値
(a) 各信号の中心周波数と入力レベル
干渉信号 信号 1 信号 2
中心周波数 [MHz] 1620 1280 1837
入力レベル [dB] 0 -25 -20
(b) 環境認識回路の設定値
アンダーサンプリング周波数 fs 200 [MHz]
遅延量  0.25 [ns]
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表 6.2 ダウンサンプリングにより折り返した信号の中心周波数
干渉信号 信号 1 信号 2
中心周波数 [MHz] 20 80 37
図 6.1 重み付け演算による周波数推定におけるシミュレーション構成
6.2 シミュレーション結果および考察
雑音信号の入力レベルを-60dBとしてシミュレーションを 100回行った場合，各信号の位
相差とダウンサンプリングした信号における周波数の関係は図 6.3となった．干渉信号の位
相差成分は周波数 5  35MHzに現れ，22  52MHzに現れる信号 2の位相差成分と重複し
ているが，入力レベルの高い干渉信号に成分の分布が集中していることが確認できた．
雑音信号の入力レベルを  60  0dB としてシミュレーションを 100 回行った場合，干
渉信号の中心周波数推定値との関係は図 6.4となった．雑音信号における位相差は図 6.3に
おいて 0   の範囲で一様分布であり，平均値 =2に対応する周波数推定値は式（4.3）は
1000MHz となる．よって，雑音信号の入力レベルが大きくなることで，周波数推定値は
1000MHzに収束することが図からも確認できた．さらに，電力強調ファクタ の値を大き
くすることで，中心周波数推定値は設定値に近づくことから，による推定精度の向上も確
認できた．
また，干渉信号と所望信号の帯域の重複率による推定精度への影響を調べた．信号 2の中
心周波数を表 6.3 の 2 つのケースとし，重複率を 10% および 90% としたとき，電力強調
ファクタ と干渉信号の中心周波数推定値の関係は図 6.5となり，どちらのケースにおいて
も  = 1:5  2の付近で推定値の収束が確認できた．このことから，の値を調整すること
で，帯域の重複率が高い状況でも干渉信号の中心周波数を推定できることが確認できた．
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(a) 原信号
(b) 200MHzでダウンサンプリングした信号
図 6.2 重み付け演算による周波数推定における信号のスペクトル
表 6.3 帯域の重複率と推定精度の関係調査における中心周波数設定値
ケース 1 ケース 2
干渉信号 1620
中心周波数 信号 1 1280
信号 2 1823 1847
干渉信号と所望信号の帯域重複率 90% 10%
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図 6.3 周波数と位相差の関係
図 6.4 雑音の入力レベルと周波数推定精度の関係
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図 6.5 電力強調ファクタ と周波数推定精度の関係
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第 7章
システム動作評価：環境適応動作に
基づく BER特性評価
7.1 シミュレーションの概要
図 7.1の構成で，3.3節の環境適応動作によるビット誤り率（Bit Error Rate: BER）特
性評価を行う．図 7.1(a) および図 7.1(b) はそれぞれ図 4.1(a) および図 4.1(b) の基本構成
に対応する．ここでは，2つの所望信号および 1つの強い入力レベルの干渉信号を想定し，
3 つの帯域幅 30MHz の信号を原信号とした．各信号はサンプリング周波数 4GHz で生成
し，各信号の中心周波数および入力レベルは表 7.1(a)，所望信号の変調における設定値は表
7.1(b)，周波数推定における設定値は表 7.1(c)とした．環境適応動作における増幅器の非線
形特性は 7.2節で述べる特性とし，適応型フィルタは 7.4節を用いて，適応動作に伴う BER
特性の評価を行った．
7.2 干渉波による受信系飽和に伴う非線形歪み
増幅器のうち，SSPA（Solid State Power Amplier; 個体電力増幅器）の入出力特性は式
（7.1）で近似できる．ここで，は入力振幅レベル，Aは飽和出力レベル，pは非線形の強
さを示すパラメータであり，図 7.2はこの増幅器の入出力特性である．
F [] =

1 +
 
A
2p 12p (7.1)
図 7.3は，この非線形特性を用いた時の，強い入力レベルの干渉信号による非線形増幅の
様子である．ここで，式（7.1）の特性の設定値は表 7.2とした．図 7.3(a)の所望信号のみ
の状況では非線形歪みが確認されず，図 7.3(b)では強い入力レベルの干渉信号により同歪
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表 7.1 BER特性評価における設定値
(a) 各信号の中心周波数と入力レベル
干渉信号 信号 1 信号 2
中心周波数 [MHz] 1636 1350 1818
入力レベル [dB] 0 -25 -25
(b) 所望信号の変調設定値
1次変調方式 16 QAM
2次変調方式 OFDM
サブキャリア周波数間隔 100 [kHz]
位相補正パイロットシンボル間隔 50
ブロック数 500
送信ビット数 1176000
(c) 環境認識回路の設定値
アンダーサンプリング周波数 fs 200 [MHz]
遅延量  0.25 [ns]
表 7.2 SSPAの特性設定値
飽和出力レベル A 20 [dB]
非線形パラメータ p 3
みが確認できた．
7.3 干渉信号の中心周波数推定
雑音レベルを-65dBとした時，電力強調ファクタ および式（4.3）から算出した干渉信号
の中心周波数推定値 fI の関係は図 7.4となった．図 7.1の 2種類の構成において，図 7.1(a)
の非線形歪みが生じる前に推定を行う構成では  が 2，図 7.1(b)の非線形歪みが生じた後
に推定を行う構成では  が 3 付近で，干渉信号の中心周波数推定値の収束が確認できた．
よって，増幅器などで非線形歪みが生じた信号に対しても，電力強調ファクタ を調整する
ことで干渉信号の中心周波数が正しく推定できることがわかった．
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(a) タイプ 1
(b) タイプ 2
図 7.1 BER特性評価におけるシミュレーション構成
7.4 経路差を用いた適応型ノッチフィルタ
ここでは原理確認として，図 7.1の適応型ノッチフィルタ（Adaptive Notch Filter: ANF）
には，図 7.5の経路差を用いた簡易的なフィルタを用いた．遅延量  は，経路差による遅
延器および可変移相器などを用いることで可変量とする．フィルタの ON/OFFはスイッチ
で制御し，可変減衰器は 2経路の減衰量が同じになるように調整する．移相器などで減衰が
無いとした場合，このフィルタの特性 jH(f)jは式（7.2）となる．
jH(f)j =
12(1 + exp( j2f()))
 (7.2)
よって，ノッチのヌルの周波数は f() が整数となるときであり，ノッチの周期は 1=
となる．
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図 7.2 個体電力増幅器（SSPA）の非線形特性
表 7.3 フィルタによる減衰の影響が小さい帯域への移動に伴う中心周波数
信号 1 信号 2
移動前の中心周波数 [MHz] 1350 1818
移動後の中心周波数 [MHz] 1455 1818
オーバーサンプリング周波数 4GHzで生成した原信号において，7.3節の干渉信号の中心
周波数にノッチが合う 11 サンプル，すなわち遅延量  を 0.25ns としたとき，フィルタ
の特性 jH(f)j は図 7.6(a) となった．図 7.3(b) の干渉信号にこのフィルタを適応させるこ
とで，図 7.6(b) のように干渉信号の抑圧に伴う非線形歪みの抑圧が確認できた．また，図
7.6(b) ではフィルタによる減衰の影響を受けているが，図 7.6(c) では所望信号の中心周波
数をフィルタの山に移動することで，フィルタによる抑圧の影響を軽減できることが確認で
きた．ここで，移動に伴う所望信号の中心周波数は表 7.3とした．
7.5 シミュレーション結果および考察
7.2節の非線形歪みに対して，7.4の ANFおよび帯域移動による一連の環境適応動作によ
る BER特性は図 7.7節となった．所望信号のみの特性に対し，受信系を飽和させる強い入
力レベルの干渉信号により，受信特性の大幅な劣化が確認できた．そこで，ANFを作用さ
せることで特性が改善し，フィルタの減衰の影響を受けにくい帯域に所望波を移動させるこ
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(a) 所望信号のみ
(b) 所望信号 +干渉信号
図 7.3 強い入力レベルの干渉信号による非線形増幅の様子
とでさらに改善された．
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図 7.4 BER特性評価における電力強調ファクタ と周波数推定精度の関係
図 7.5 経路差を用いた簡易 ANF
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(a) ANFの周波数特性
(b) 帯域移動前
(c) 帯域移動後
図 7.6 ANFによる干渉信号の抑圧
第 7章 システム動作評価：環境適応動作に基づく BER特性評価 29
図 7.7 環境適応動作に基づく BER特性の変化
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第 8章
結論
本研究では，受信系を飽和させる強い入力レベルの干渉信号による非線形問題に対し，ア
ンダーサンプリングを用いた簡易的な干渉波中心周波数推定法を示し，解決策として干渉波
の検知し，可変ノッチフィルタを用いた干渉波のフィルタリングや，使用周波数の変更によ
る適応動作を提案した．
また，シミュレーションによりその原理の妥当性を示し，受信系を飽和させる干渉信号で
あっても，電力に対する重み付け演算により，その中心周波数を簡易で自動的に推定できる
ことを示した．さらに，BER特性評価から，一連の適応動作により干渉信号が入射してい
る状況であっても，干渉信号の無い状況よとほぼ同程度の特性が得られることが分かり，広
い帯域を利用する高度な無線通信方式において，適応動作により干渉問題が解決できること
を示した．
本研究では，受信系を飽和させる干渉波は一波である状況を想定して検討を行ったが，干
渉波が低い電力であっても複数の帯域に存在する場合など，合計入力電力が受信系を飽和さ
せるような状況も考えられる．このような場合の干渉波の検知や，抑圧技術の確立が今後の
課題である．
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付録 A
正弦波信号の周波数推定シミュレー
ションのMATLABソースコード
A.1 メインスクリプト
% ---------------------------------------------------------------------- %
%% パラメータ設定
% ---------------------------------------------------------------------- %
% 基本パラメータ
SNRdB = -60:10:0; % SNR [dB]
Fs = 4*1e9; % オーバーサンプリング周波数 [Sa/s]
Ts = 1/Fs; % サンプリング周期 [s/Sa]
Ndata = 1e6; % 信号長 [Sa]
keisan = 1e2; % 計算回数
% 原信号
Nsignal = 3; % 信号数
Fc = [1152 1686 1839] * 1e6; % 中心周波数 [Hz]
PsdB = [0 -10 -5]; % 信号強度 [dB]
% 周波数推定
D = 20; % ダウンサンプリング数
dSa = 1; % 遅延サンプル数
% ---------------------------------------------------------------------- %
for index_SNRdB = 1:length(SNRdB)
fprintf('index_SNRdB : %.2f (%d/%d) \n', SNRdB(index_SNRdB), index_SNRdB, length(SNRdB));
% 雑音の信号強度 [dB]
Pn = SNRdB(index_SNRdB);
% 推定周波数データの初期化
Fi_data = zeros(keisan,Nsignal);
for k = 1:keisan
% -------------------------------------------------------------- %
%% 送信信号の生成
% -------------------------------------------------------------- %
TxSignal = MyTxSignal(Fc, PsdB, Ts, Ndata);
% -------------------------------------------------------------- %
% -------------------------------------------------------------- %
%% 受信信号の生成
% -------------------------------------------------------------- %
% 雑音信号
Noise = sqrt(10^(Pn/10)) * MyNoise(Fs, Ndata);
% 雑音の付加
RxSignal = TxSignal + Noise;
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% -------------------------------------------------------------- %
% -------------------------------------------------------------- %
%% 正弦波信号の中心周波数推定
% -------------------------------------------------------------- %
% 周波数推定
[Fi,Y_CH1,Y_CH2,dtheta] = MySinRecognitionSystem(RxSignal,Ts,D,dSa,Nsignal);
% 周波数のソート
Fi = sort(Fi);
% データの追加
Fi_data(k,:) = Fi;
% -------------------------------------------------------------- %
end
% ------------------------------------------------------------------ %
%% データの保存
% ------------------------------------------------------------------ %
filename = sprintf('result_%.3f.mat', SNRdB(index_SNRdB));
save(filename);
% ------------------------------------------------------------------ %
end
A.2 送信信号生成関数 MyTxSignal
function TxSignal = MyTxSignal(Fc, PsdB, Ts, Ndata)
% 源信号生成関数
% 複数の正弦波信号の合成
%
% パラメータ
% Fc : 中心周波数 [Hz] (入力信号分の長さの配列)
% PsdB : 信号強度 [dB] (入力信号分の長さの配列)
% Ts : サンプリング周期 [s/Sa]
% Ndata : 信号長
% ---------------------------------------------------------------------- %
%% パラメータ算出
% ---------------------------------------------------------------------- %
% 位相
phi = 2*pi*rand(size(Fc));
% 時間
t = (0:(Ndata-1))*Ts;
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 正弦波信号生成
% ---------------------------------------------------------------------- %
% 信号の初期化
TxSignal = zeros(size(t));
for k = 1:length(Fc)
% 正弦波信号
Signal = exp(1i*(2*pi*Fc(k)*t + phi(k)));
% 信号強度の調整
Ps = sqrt(10^(PsdB(k)/10));
Signal = Ps * Signal;
% 信号の合成
TxSignal = TxSignal + Signal;
end
% 実部の取り出し
TxSignal = real(TxSignal);
% ---------------------------------------------------------------------- %
end
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A.3 正弦波信号周波数推定関数 MySinRecognitionSystem
function [Fi,Y_CH1,Y_CH2,dtheta] = MySinRecognitionSystem(Signal,Ts,D,dSa,Nsignal)
% ---------------------------------------------------------------------- %
%% ダウンサンプリング
% ---------------------------------------------------------------------- %
y_CH1 = Signal(1:D:end);
y_CH2 = Signal((1+dSa):D:end);
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% FFT
% ---------------------------------------------------------------------- %
% FFT
Y_CH1 = fft(y_CH1)/length(y_CH1);
Y_CH2 = fft(y_CH2)/length(y_CH2);
% 0 - Fs/2 での切り出し
Y_CH1 = Y_CH1(1:length(Y_CH1)/2);
Y_CH2 = Y_CH2(1:length(Y_CH2)/2);
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 信号レベルの平均
% ---------------------------------------------------------------------- %
% 各 CH の信号レベルの算出
P1 = 2*abs(Y_CH1);
P2 = 2*abs(Y_CH2);
% 信号レベルの平均
P = (P1+P2)/2;
% 信号のインデックス
[~,Index] = sort(P,'descend');
Index = Index(1:Nsignal);
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 位相差の算出
% ---------------------------------------------------------------------- %
% 各 CH の位相の算出
theta1 = angle(Y_CH1(Index));
theta2 = angle(Y_CH2(Index));
% 位相差の算出
dtheta = zeros(size(theta1));
dtheta(theta2 >= 0) = theta1(theta2>=0) - theta2(theta2>=0);
dtheta(theta2 < 0) = theta2(theta2<0) - theta1(theta2<0);
dtheta(dtheta > 0) = -dtheta(dtheta>0); % 正の位相差を反転
dtheta(dtheta < -pi) = -dtheta(dtheta<-pi)-2*pi; % -pi 以下を補正
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 中心周波数の算出
% ---------------------------------------------------------------------- %
% 遅延時間
dT = dSa * Ts;
% 正弦波信号の中心周波数
Fi = - dtheta./(2*pi*dT);
% ---------------------------------------------------------------------- %
end
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A.4 シミュレーションデータ解析スクリプト
% ---------------------------------------------------------------------- %
%% 受信信号のプロット
% ---------------------------------------------------------------------- %
figure;
% SNR [dB]
SNRdB = -60;
% mat ファイル読み込み
filename = sprintf('result_%.3f.mat', SNRdB);
load(filename);
% FFT
Y = fft(RxSignal)/Ndata;
Y = 20*log10(2*abs(Y));
Y = Y(1:Ndata/2);
% 周波数軸
f = linspace(0,Fs/2,Ndata/2);
f = f * 1e-6;
% プロット
plot(f,Y,'b');
grid on;
xlabel(' 周波数 [MHz]');
ylabel(' 相対電力 [dB]');
ylim([-60,10]);
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% ダウンサンプリング信号のプロット
% ---------------------------------------------------------------------- %
figure;
% SNR [dB]
SNRdB = -60;
% mat ファイル読み込み
filename = sprintf('result_%.3f.mat', SNRdB);
load(filename);
% 受信レベル軸
Y = 20*log10(2*abs(Y_CH1));
% 周波数軸
f = linspace(0,Fs/(2*D),Ndata/(2*D));
f = f * 1e-6;
% プロット
plot(f,Y,'b');
grid on;
xlabel(' 周波数 [MHz]');
ylabel(' 相対電力 [dB]');
ylim([-60,10]);
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 周波数と位相差の関係
% ---------------------------------------------------------------------- %
figure;
% SNR [dB]
SNRdB = -60;
% mat ファイル読み込み
filename = sprintf('result_%.3f.mat', SNRdB);
load(filename);
% 位相差のソート
dtheta = sort(dtheta,'descend');
% プロット
plot( ...
[0 2000], [0 -pi], 'b--', ...
Fc*1e-6, dtheta, 'ro', ...
'LineWidth', 2);
grid on;
xlabel(' 周波数 [MHz]');
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ylabel(' 位相差 \Delta\phi [rad]');
legend( ...
' 理論値', ...
' シミュレーション値', ...
'Location', 'SouthWest');
ylim([-pi 0]);
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 推定周波数の標準偏差
% ---------------------------------------------------------------------- %
figure;
% パラメータ設定
SNRdB = -60:10:0; % SNR [dB]
Nsignal = 3; % 信号数
% 推定周波数の中間値
y = zeros(length(SNRdB), Nsignal);
% 推定周波数の標準偏差
e = zeros(size(y));
% 標準偏差の算出
for index_SNRdB = 1:length(SNRdB)
filename = sprintf('result_%.3f.mat', SNRdB(index_SNRdB));
load(filename);
y(index_SNRdB,:) = mean(Fi_data);
e(index_SNRdB,:) = std(Fi_data);
end
% Hz -> MHz
y = y * 1e-6;
e = e * 1e-6;
% プロット
h1 = errorbar(SNRdB, y(:,1), e(:,1), 'o--', 'Color', [0 0 1]); hold on;
h2 = errorbar(SNRdB, y(:,2), e(:,2), 's:', 'Color', [0 .5 0]);
h3 = errorbar(SNRdB, y(:,3), e(:,3), 'x-.', 'Color', [1 0 0]); hold off;
grid on;
xlabel(' 干渉信号の入力レベル [dB]');
ylabel(' 推定周波数 [MHz]');
legend(...
[h1,h2,h3],...
' 信号 1 (0dB)', ...
' 信号 2 (-10dB)', ...
' 信号 3 (-5dB)', ...
'Location', 'SouthWest');
xlim([-65,5]);
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 推定周波数の累積確率関数
% ---------------------------------------------------------------------- %
SNRdB = -60:10:0; % SNR [dB]
for index_SNRdB = 1:length(SNRdB)
filename = sprintf('result_%.3f.mat', SNRdB(index_SNRdB));
load(filename);
figure;
x = sort(Fi_data) * 1e-6;
y = linspace(1/keisan,1,keisan);
h1 = plot( ...
[Fc(1) Fc(1)]*1e-6, [0 1], '-', ....
x(:,1), y, '--', ...
'Color', [0 0 1], ...
'LineWidth', 2 ...
); hold on;
h2 = plot( ...
[Fc(2) Fc(2)]*1e-6, [0 1], '-', ....
x(:,2), y, ':', ...
'Color', [0 .5 0], ...
'LineWidth', 2 ...
);
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h3 = plot( ...
[Fc(3) Fc(3)]*1e-6, [0 1], '-', ....
x(:,3), y, '-.', ...
'Color', [1 0 0], ...
'LineWidth', 2 ...
); hold off;
grid on;
title(['SNRdB = ',num2str(SNRdB(index_SNRdB))]);
xlabel(' 推定周波数 [MHz]');
ylabel(' 累積確率');
legend(...
[h1(2) h2(2) h3(2) h1(1) h2(1) h3(1)], ...
' 信号 1 (0dB) 推定値', ...
' 信号 2 (-10dB) 推定値', ...
' 信号 3 (-5dB) 推定値', ...
' 信号 1 (0dB) 設定値', ...
' 信号 2 (-10dB) 設定値', ...
' 信号 3 (-5dB) 設定値', ...
'Location', 'NorthWest');
xlim([500,2000]);
end
% ---------------------------------------------------------------------- %
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付録 B
干渉信号の中心周波数推定シミュ
レーションのMATLABソース
コード
B.1 メインスクリプト
% ---------------------------------------------------------------------- %
%% パラメータ設定
% ---------------------------------------------------------------------- %
% 基本パラメータ
Fs = 4*1e9; % オーバーサンプリング周波数 [Sa/s]
Ts = 1/Fs; % サンプリング周期 [s/Sa]
Ndata = 1e6; % 信号長 [Sa]
keisan = 1e2; % 計算回数
% 原信号
Nsignal = 3; % 信号数
Fc_case = 2; % 中心周波数のケース
PsdB = [0 -25 -20]; % 信号強度 [dB]
BW = [30 30 30] * 1e6; % 帯域幅 [Hz]
% 雑音信号
PndB = -60:10:0; % 信号強度 [dB]
% 周波数推定
alpha = 0:0.5:1; % 電力強調ファクタ
D = 20; % ダウンサンプリング数
dSa = 1; % 遅延サンプル数
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 原信号の中心周波数の設定
% ---------------------------------------------------------------------- %
% 中心周波数 [Hz]
switch (Fc_case)
case 0
Fc = [1620 1280 1837] * 1e6;
case 1
Fc = [1620 1280 1823] * 1e6;
case 2
Fc = [1620 1280 1847] * 1e6;
end
% ---------------------------------------------------------------------- %
for alpha_index = 1:length(alpha)
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for PndB_index = 1:length(PndB)
fprintf('alpha = %.2f, PndB : %.2f (%d/%d) \n',...
alpha(alpha_index), PndB(PndB_index), PndB_index, length(PndB));
% 雑音の信号強度
Pn = sqrt(10^(PndB(PndB_index)/10));
% 推定周波数データの初期化
Fi_data = zeros(keisan,1);
for keisan_index = 1:keisan
% ---------------------------------------------------------- %
%% 送信信号の生成
% ---------------------------------------------------------- %
TxSignal = MyTxSignal(Fc, PsdB, BW, Fs, Ndata);
% ---------------------------------------------------------- %
% ---------------------------------------------------------- %
%% 受信信号の生成
% ---------------------------------------------------------- %
% 雑音信号
Noise = Pn * MyNoise(Fs, Ndata);
% 雑音の付加
RxSignal = TxSignal + Noise;
% ---------------------------------------------------------- %
% ---------------------------------------------------------- %
%% 干渉信号の中心周波数推定
% ---------------------------------------------------------- %
% 周波数推定
[Fi,Y_CH1,Y_CH2,dtheta,dtheta_mean] ...
= MyBandRecognitionAlgorithm(RxSignal,Ts,D,dSa,alpha(alpha_index));
% データの追加
Fi_data(keisan_index) = Fi;
% ---------------------------------------------------------- %
end
% -------------------------------------------------------------- %
%% データの保存
% -------------------------------------------------------------- %
filename = sprintf('result_case%d_alpha%.2f_%.3f.mat', ...
Fc_case, alpha(alpha_index), PndB(PndB_index));
save(filename);
% -------------------------------------------------------------- %
end
end
B.2 送信信号生成関数 MyTxSignal
function TxSignal = MyTxSignal(Fc, PsdB, BW, Fs, Ndata)
% 源信号生成関数
% 複数の帯域信号の合成
%
% パラメータ
% Fc : 中心周波数 [Hz] (入力信号分の長さの配列)
% PsdB : 信号強度 [dB] (入力信号分の長さの配列)
% BW : 帯域幅 [Hz] (入力信号分の長さの配列)
% Fs : サンプリング周波数 [Sa/s]
% Ndata : 信号長
% ---------------------------------------------------------------------- %
%% パラメータの設定
% ---------------------------------------------------------------------- %
Nsignal = length(Fc);
% ---------------------------------------------------------------------- %
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% ---------------------------------------------------------------------- %
%% 信号の生成
% ---------------------------------------------------------------------- %
% 信号配列の初期化
Signal = zeros(Nsignal, Ndata);
% 帯域信号の生成
for k = 1:Nsignal
% 最大周波数と最低周波数の算出
Fmax = Fc(k) + BW/2;
Fmin = Fc(k) - BW/2;
% 信号レベル
Ps = sqrt(10^(PsdB(k)/10));
% 帯域信号の生成
Signal(k, :) = Ps * MyRandBandSignal(Fmin, Fmax, Fs, Ndata);
end
% 帯域信号の合成
TxSignal = sum(Signal);
% 実部の取り出し
TxSignal = real(TxSignal) / 2;
% ---------------------------------------------------------------------- %
end
B.3 シミュレーションデータ解析スクリプト
% ---------------------------------------------------------------------- %
%% 受信信号のプロット
% ---------------------------------------------------------------------- %
figure;
% パラメータ設定
Fc_case = 0; % 中心周波数のケース
alpha = 1; % 電力強調ファクタ
PndB = -60; % 雑音信号 信号強度 [dB]
% mat ファイル読み込み
filename = sprintf('result_case%d_alpha%.2f_%.3f.mat', Fc_case, alpha, PndB);
load(filename);
% FFT
Y = fft(RxSignal)/Ndata;
Y = 20*log10(2*abs(Y));
Y = Y(1:Ndata/2);
% 周波数軸
f = linspace(0,Fs/2,Ndata/2);
f = f * 1e-6;
% プロット
plot(f,Y);
grid on;
xlabel(' 周波数 [MHz]');
ylabel(' 相対電力 [dB]');
xlim([0,2e3]);
ylim([-60,10]);
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% ダウンサンプリング信号のプロット
% ---------------------------------------------------------------------- %
figure;
% パラメータ設定
Fc_case = 0; % 中心周波数のケース
alpha = 1; % 電力強調ファクタ
PndB = -60; % 雑音信号 信号強度 [dB]
% mat ファイル読み込み
filename = sprintf('result_case%d_alpha%.2f_%.3f.mat', Fc_case, alpha, PndB);
load(filename);
% 受信レベル軸
Y = 20*log10(2*abs(Y_CH1));
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% 周波数軸
f = linspace(0,Fs/(2*D),Ndata/(2*D));
f = f * 1e-6;
% プロット
plot(f,Y);
grid on;
xlabel(' 周波数 [MHz]');
ylabel(' 相対電力 [dB]');
xlim([0,1e2]);
ylim([-60,10]);
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 周波数と位相差の関係
% ---------------------------------------------------------------------- %
figure;
% パラメータ設定
Fc_case = 0; % 中心周波数のケース
alpha = 1; % 電力強調ファクタ
PndB = -60; % 雑音信号 信号強度 [dB]
% mat ファイル読み込み
filename = sprintf('result_case%d_alpha%.2f_%.3f.mat', Fc_case, alpha, PndB);
load(filename);
% 周波数軸
f = linspace(0,Fs/(2*D),Ndata/(2*D));
f = f * 1e-6;
% プロット
plot(f, dtheta, '.');
grid on;
xlabel(' 周波数 [MHz]');
ylabel(' 位相差 [rad]');
ylim([-pi,0]);
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 周波数の推定精度
% ---------------------------------------------------------------------- %
figure;
% パラメータ設定
PndB = -60:10:0; % 雑音信号 信号強度 [dB]
Npatturn = 4;
% 推定周波数の中間値
y = zeros(length(PndB), Npatturn);
% 推定周波数の標準偏差
e = zeros(size(y));
% 中間値と標準偏差の算出
for patturn = 1:Npatturn
% 電力強調ファクタ
switch patturn
case 1
Rec_alpha = 1;
case 2
Rec_alpha = 2;
case 3
Rec_alpha = 3;
case 4
Rec_alpha = 4;
end
% 中心周波数のケース
Fc_case = 0;
for index = 1:length(PndB)
filename = sprintf('result_case%d_alpha%.2f_%.3f.mat', Fc_case, Rec_alpha, PndB(index));
disp(filename);
load(filename);
y(index, patturn) = mean(Fi_data);
e(index, patturn) = std(Fi_data);
end
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end
% Hz -> MHz
y = y * 1e-6;
e = e * 1e-6;
% プロット
errorbar(PndB, y(:, 1), e(:, 1), 'o--'); hold all
errorbar(PndB, y(:, 2), e(:, 2), 'o--');
errorbar(PndB, y(:, 3), e(:, 3), 'o--');
errorbar(PndB, y(:, 4), e(:, 4), 'o--'); hold off
grid on;
xlabel(' 雑音信号の入力レベル [dB]');
ylabel(' 推定周波数 [MHz]');
legend(...
'\alpha = 1', ...
'\alpha = 2', ...
'\alpha = 3', ...
'\alpha = 4');
xlim([-60,-18]);
ylim([1570,1630]);
% --------------------- ------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% alpha と周波数算出精度
% ---------------------------------------------------------------------- %
figure;
% パラメータ設定
PndB_data = -60; % 雑音信号 信号強度 [dB]
Npatturn = 2;
alpha_data = 0:0.5:4; % 電力強調ファクタ
% 推定周波数の中間値
y = zeros(length(alpha_data), Npatturn);
% 推定周波数の標準偏差
e = zeros(size(y));
% 中間値と標準偏差の算出
for patturn = 1:Npatturn
% 中心周波数のケース
switch patturn
case 1
Fc_case = 1;
case 2
Fc_case = 2;
end
for index = 1:length(alpha_data)
filename = sprintf('result_case%d_alpha%.2f_%.3f.mat', Fc_case, alpha_data(index), PndB_data);
disp(filename);
load(filename);
y(index, patturn) = mean(Fi_data);
e(index, patturn) = std(Fi_data);
end
end
% Hz -> MHz
y = y * 1e-6;
e = e * 1e-6;
% プロット
errorbar(alpha_data, y(:, 1), e(:, 1), 'o--'); hold all
errorbar(alpha_data, y(:, 2), e(:, 2), 'o--'); hold off
grid on;
xlabel(' 電力強調ファクタ \alpha');
ylabel(' 推定周波数 [MHz]');
% ---------------------------------------------------------------------- %
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付録 C
SSPAの特性シミュレーションの
MATLABソースコード
C.1 メインスクリプト
% SSPA 入出力特性のシミュレーション
% ---------------------------------------------------------------------- %
%% パラメータ設定
% ---------------------------------------------------------------------- %
% 基本パラメータ
Ndata = 1e3; % データ長
% 入力信号のレベル
PdBmin = -12;
PdBmax = 5;
% 飽和出力レベル
AdB = 0;
% 非線形レベル
p = [6 3 1];
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 原信号の生成
% ---------------------------------------------------------------------- %
Pmin = 10^(PdBmin/10);
Pmax = 10^(PdBmax/10);
InputSignal = linspace(Pmin, Pmax, Ndata);
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 非線形増幅信号の生成
% ---------------------------------------------------------------------- %
% 信号の初期化
OutputSignal = zeros(Ndata, length(p)+1);
OutputSignal(:,1) = InputSignal;
% 信号の生成
for p_index = 1:length(p)
OutputSignal(:,p_index+1) = MySSPASignal(InputSignal, AdB, p(p_index));
end
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% プロット
% ---------------------------------------------------------------------- %
% 信号のデシベルへの変換
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x = 20*log10(InputSignal);
y = 20*log10(OutputSignal);
% プロット
plot(x, y);
grid on;
title('SSPA 非線形特性');
xlabel(' 入力信号 [dB]');
ylabel(' 出力信号 [dB]');
legend(...
' 線形増幅', ...
['p = ', num2str(p(1))],...
['p = ', num2str(p(2))],...
['p = ', num2str(p(3))],...
'Location', 'SouthEast');
xlim([PdBmin,PdBmax]);
ylim([PdBmin,PdBmax]);
% ---------------------------------------------------------------------- %
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付録 D
適応型ノッチフィルタの特性シミュ
レーションのMATLABソース
コード
D.1 メインスクリプト
% ---------------------------------------------------------------------- %
%% パラメータ設定
% ---------------------------------------------------------------------- %
Fs = 4e9; % サンプリング周波数
DeltaT = 2*1e-9; % 遅延時間 [s]
N = 1e5; % 点数
n = 3; % サンプル点数
% mat ファイル名
filename = 'spectrum_anf.csv';
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
% 周波数特性算出
% ---------------------------------------------------------------------- %
% 微小遅延時間の算出
deltaT = n * (1/Fs);
fprintf(' 遅延時間 : %f [ns] \n', (DeltaT + deltaT)*1e9);
% 遅延時間 -> 経路長
c = 299792458; % 光速 [m/s]
deltaX = (DeltaT + deltaT) * c;
fprintf(' 経路長 : %f [m] \n', deltaX);
% 遅延サンプル数
deltaS = Fs*(DeltaT + deltaT);
fprintf(' 遅延サンプル数 : %f \n', deltaS);
% 周波数特性の算出
f = linspace(0, 2e9, N);
Y = 1/2 + exp(-1i*2*pi*f*(DeltaT + deltaT))/2;
Y = abs(Y);
% ノッチの周波数間隔
DeltaF = 1/(DeltaT+deltaT);
% 山の周波数
fYama = 0;
k = 0;
while (fYama + k*DeltaF) < Fs/2
fprintf(' 山の周波数 %d : %f [MHz] \n', uint32(k+1), (fYama + k*DeltaF)/1e6);
k = k+1;
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end
% 谷の周波数
fTani = 1/2 * DeltaF;
k = 0;
while (fTani + k*DeltaF) < Fs/2
fprintf(' 谷の周波数 %d : %f [MHz] \n', uint32(k+1), (fTani + k*DeltaF)/1e6);
k = k+1;
end
% プロット
figure;
f = f / 1e6;
Y = 20*log10(Y);
plot(f, Y);
grid on;
xlabel(' 周波数 [MHz]');
ylabel(' ゲイン [dB]');
xlim([1000 2000]);
ylim([-50 0]);
% ---------------------------------------------------------------------- %
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付録 E
BER特性評価シミュレーションの
MATLABソースコード
E.1 メインスクリプト
% ---------------------------------------------------------------------- %
%% パラメータ設定
% ---------------------------------------------------------------------- %
% 比較パターン
% 1: 信号のみ
% 2: 信号 (Case1) ＋干渉波
% 3: 信号 (Case1) ＋干渉波＋フィルタ
% 4: 信号 (Case2) ＋干渉波＋フィルタ
% S_patturn = 1;
% 基本パラメータ
SNRdB = -10:2:40; % SNR [dB]
Fs = 4*1e9; % オーバーサンプリング周波数 [Sa/s]
Ts = 1/Fs; % サンプリング周期 [s/Sa]
% 原信号
Fsub = 100 * 1e3; % OFDM サブキャリア周波数間隔 [Hz]
Nblock = 5e2; % OFDM ブロック数
dPilot = 50; % OFDM パイロットシンボル サンプル間隔
ModPatturn = '16QAM'; % OFDM 1 次変調方式
Psymbol = exp(1i*pi/4); % OFDM パイロットシンボル
Nsample = Fs/Fsub; % OFDM サンプル数
PsdB = -25; % 信号強度 [dB]
BWs = 30 * 1e6; % 帯域幅 [Hz]
% 干渉信号
PidB = 0; % 信号強度 [dB]
Fi = 1636 * 1e6; % 中心周波数 [Hz]
BWi = 30 * 1e6; % 帯域幅 [Hz]
% SSPA 非線形特性
AdB = 20; % 飽和出力レベル
p = 3; % 非線形レベル
% 周波数推定
% Rec_type = 1;
alpha = 0:0.5:4; % 電力強調ファクタ
D = 20; % ダウンサンプリング数
dSa = 1; % 遅延サンプル数
% ノッチフィルタ
deltaN = 11; % 遅延サンプル数
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 原信号の中心周波数の設定
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% ---------------------------------------------------------------------- %
% 中心周波数のケース
if S_patturn == 4
Fc_case = 2;
else
Fc_case = 1;
end
% 中心周波数 [Hz]
switch Fc_case
case 1
Fc = [1350 1818] * 1e6;
case 2
Fc = [1455 1818] * 1e6;
end
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 送信シンボルデータの生成
% ---------------------------------------------------------------------- %
% シンボルインデックス
[Sindex, Pindex] = MySymbolIndex(Fc, BWs, Fsub, dPilot);
% 送信シンボル数
Nsymbol = sum(Sindex);
% ---------------------------------------------------------------------- %
% tic;
fprintf('S_patturn = %d, Rec_type = %d \n', S_patturn, Rec_type);
for SNRdB_index = 1:length(SNRdB)
fprintf('SNRdB = %.3f (%d/%d) \n', SNRdB(SNRdB_index), SNRdB_index, length(SNRdB));
% 雑音信号 信号強度 [dB]
PndB = PsdB - SNRdB(SNRdB_index);
% 推定周波数配列の初期化
RecFiData = zeros(Nblock, length(alpha));
% エラー回数
Nerror = 0;
for block_index = 1:Nblock
% -------------------------------------------------------------- %
%% 各信号の生成
% -------------------------------------------------------------- %
% 受信信号
[TxBin, TxSignal] = MyTxSignal(Sindex, Pindex, Psymbol, ModPatturn, Nsample, Nsymbol);
TxSignal = sqrt(10^(PsdB/10)) * TxSignal;
% 干渉信号
Interference = MyInterference(Fs, Fi, BWi, Nsample);
Interference = sqrt(10^(PidB/10)) * Interference;
% 雑音信号
Noise = MyNoise(Fs, Nsample);
Noise = sqrt(10^(PndB/10)) * Noise;
% -------------------------------------------------------------- %
% -------------------------------------------------------------- %
%% 受信信号の生成
% -------------------------------------------------------------- %
RxSignal = TxSignal;
if S_patturn ~= 1
RxSignal = RxSignal + Interference;
end
% -------------------------------------------------------------- %
% -------------------------------------------------------------- %
%% フィルタ通過信号
% -------------------------------------------------------------- %
if S_patturn > 2
RxSignal = MyNotchFilter(RxSignal, deltaN);
end
% -------------------------------------------------------------- %
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% -------------------------------------------------------------- %
%% 受信信号の非線形増幅 + 干渉波推定
% -------------------------------------------------------------- %
switch Rec_type
case 1
for alpha_index = 1:length(alpha)
[Rec_Fi,Y_CH1,Y_CH2,dtheta,dtheta_mean] = ...
MyBandRecognitionAlgorithm(RxSignal, Ts, D, dSa, alpha(alpha_index));
RecFiData(block_index, alpha_index) = Rec_Fi;
end
RxSignal = MySSPASignal(RxSignal, AdB, p);
case 2
RxSignal = MySSPASignal(RxSignal, AdB, p);
for alpha_index = 1:length(alpha)
[Rec_Fi,Y_CH1,Y_CH2,dtheta,dtheta_mean] = ...
MyBandRecognitionAlgorithm(RxSignal, Ts, D, dSa, alpha(alpha_index));
RecFiData(block_index, alpha_index) = Rec_Fi;
end
end
% -------------------------------------------------------------- %
% -------------------------------------------------------------- %
%% 熱雑音の付加
% -------------------------------------------------------------- %
RxSignal = RxSignal + Noise;
% -------------------------------------------------------------- %
% -------------------------------------------------------------- %
%% 受信信号の復調
% -------------------------------------------------------------- %
% 信号強度
RxSignal2 = sqrt(2)*RxSignal;
RxSignal2 = sqrt(10^(-PsdB/10)) * RxSignal2;
% OFDM 復調
[RxSymbol, RxPilot] = MyDemodOFDM(RxSignal2, Sindex, Pindex, Nsample);
% パイロットシンボルによる受信シンボル推定
RxSymbol = MyEstimation(RxSymbol, RxPilot, Psymbol, Sindex, Pindex, Fsub, dPilot);
% 1 次復調
if (strcmp(ModPatturn, '16QAM'))
RxBin = MyDemod16QAM(RxSymbol);
end
RxBin = logical(RxBin);
% エラー回数
Nerror = Nerror + sum(TxBin ~= RxBin);
% -------------------------------------------------------------- %
end
% ------------------------------------------------------------------ %
%% BER の算出
% ------------------------------------------------------------------ %
BER = Nerror/(length(RxBin)*Nblock);
fprintf('BER = %f \n', BER);
% ------------------------------------------------------------------ %
% ------------------------------------------------------------------ %
%% データの保存
% ------------------------------------------------------------------ %
filename = sprintf('result_type%d_patturn%d_%.3f.mat', Rec_type, S_patturn, SNRdB(SNRdB_index));
save(filename);
% ------------------------------------------------------------------ %
toc;
end
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E.2 送信信号生成関数 MyTxSignal
function [TxBin, TxSignal] = MyTxSignal(Sindex, Pindex, Psymbol, ModPatturn, Nsample, Nsymbol)
% Sindex : 送信シンボル インデックス
% Pindex : パイロットシンボル インデックス
% Psymbol : パイロットシンボル
% ModPatturn : 1 次変調方式
% Nsample : サンプル数
% Nsymbol : シンボル数
% ---------------------------------------------------------------------- %
%% バイナリデータ生成
% ---------------------------------------------------------------------- %
% 送信ビット数
Nbit = 0;
if (strcmp(ModPatturn, '16QAM'))
Nbit = Nsymbol * 4;
end
% バイナリデータ
TxBin = ((randi(2, 1, Nbit)-1)==1);
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 1 次変調
% ---------------------------------------------------------------------- %
if (strcmp(ModPatturn, '16QAM'))
TxSymbol = MyMod16QAM(TxBin);
end
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% OFDM 変調
% ---------------------------------------------------------------------- %
% OFDM 変調
TxSignal = MyModOFDM(TxSymbol, Sindex, Pindex, Psymbol, Nsample);
% 実部の取り出し
TxSignal = real(TxSignal) / sqrt(2);
% ---------------------------------------------------------------------- %
end
E.3 干渉信号生成関数 MyInterference
function Interference = MyInterference(Fs, Fi, BWi, Nsample)
% 干渉信号 生成関数
%
% Fs : サンプリング周波数 [Sa/s]
% Fi : 干渉信号 中心周波数 [Hz]
% BWi : 干渉信号 帯域幅 [Hz]
% Nsample : 信号長 [Sa]
% ---------------------------------------------------------------------- %
%% シンボルのインデックスの設定
% ---------------------------------------------------------------------- %
% サブキャリア周波数間隔
Fsub = Fs/Nsample;
% 周波数範囲
Fu = Fi + BWi/2;
Fl = Fi - BWi/2;
% シンボルのインデックス設定
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Index = false(1, floor(max(Fu)/Fsub));
IndexL = ceil(Fl/Fsub) + 1;
IndexU = floor(Fu/Fsub) + 1;
Index(IndexL:IndexU) = true;
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% a 系列の生成
% ---------------------------------------------------------------------- %
% シンボル点数
Nsymbol = sum(Index);
% 初期化
A = zeros(1, length(Index));
% シンボルの配置
A(Index) = (randn(1, Nsymbol) + 1i*randn(1, Nsymbol))/sqrt(2);
% IFFT (係数は無効化)
Interference = ifft(A, Nsample) * Nsample;
% 実部の取り出し
Interference = real(Interference) / 2;
% ---------------------------------------------------------------------- %
end
E.4 ノッチフィルタ通過信号生成関数 MyNotchFilter
function Output = MyNotchFilter(Input, D)
% ノッチフィルタ通過信号 生成関数
%
% Input : 入力信号
% D : 遅延サンプル数
Output = 1/2 * (Input + [zeros(1,D),Input(1:(end-D))]);
end
E.5 16QAM変調関数 MyMod16QAM
function [SymbolData] = MyMod16QAM(BinData)
% 16QAM 変調関数
% 実数バイナリデータ配列から複素 16QAM 変調信号を生成
% エラー処理
if mod(length(BinData), 4) ~= 0
error('MyMod16QAM: 不正なデータサイズ');
end
% 変調信号の生成
r = 1/sqrt(10);
x = 1:length(BinData)/4;
iData = r*(-2*(BinData(4*x-3)==1)+1).*(-2*(BinData(4*x-2)==1)+3);
qData = r*(-2*(BinData(4*x-1)==1)+1).*(-2*(BinData(4*x)==1)+3);
SymbolData = complex(iData, qData);
end
E.6 16QAM復調関数 MyDemod16QAM
function [BinData] = MyDemod16QAM(S)
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% 16QAM 復調関数
% 複素 16QAM 変調信号から実数復調バイナリデータ配列を生成
BinData = zeros(1, 4*length(S));
x = 1:length(S);
r = 2/sqrt(10);
BinData(4*x-3) = (real(S)<0);
BinData(4*x-2) = (abs(real(S))<r);
BinData(4*x-1) = (imag(S)<0);
BinData(4*x) = (abs(imag(S))<r);
end
E.7 OFDM変調関数 MyModOFDM
function Signal = MyModOFDM(TxSymbol, Sindex, Pindex, Psymbol, Nsample)
% OFDM 変調関数
%
% TxSymbol : 送信シンボルデータ
% Sindex : 送信シンボルデータ インデックス
% Pindex : パイロットシンボル インデックス
% Psymbol : パイロットシンボル
% Nsample : サンプル数
% ---------------------------------------------------------------------- %
%% a 系列の生成
% ---------------------------------------------------------------------- %
% 初期化
A = zeros(1, length(Sindex));
% 送信シンボルの配置
A(Sindex) = TxSymbol;
% パイロットシンボルの配置
A(Pindex) = Psymbol;
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% OFDM 変調
% ---------------------------------------------------------------------- %
% IFFT (係数は無効化)
Signal = ifft(A, Nsample) * Nsample;
% ---------------------------------------------------------------------- %
end
E.8 OFDM復調関数 MyDemodOFDM
function [RxSymbol, RxPilot] = MyDemodOFDM(RxSignal, Sindex, Pindex, Nsample)
% OFDM 復調関数
%
% RxSignal : 受信信号データ
% Sindex : 送信シンボルデータ インデックス
% Pindex : パイロットシンボル インデックス
% Nsample : サンプル数
% ---------------------------------------------------------------------- %
%% OFDM 復調
% ---------------------------------------------------------------------- %
% FFT
RxSignal = fft(RxSignal) / Nsample;
% 受信シンボルデータ抜出
RxSymbol = RxSignal(Sindex);
% 受信パイロットデータ抜出
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RxPilot = RxSignal(Pindex);
% ---------------------------------------------------------------------- %
end
E.9 OFDMのシンボルインデックス生成関数 MySymbolIndex
function [SymbolIndex, PilotIndex] = MySymbolIndex(Fc, BWs, Fsub, dPilot)
% シンボルインデックス生成関数
% 送信シンボルとパイロットシンボルのインデックスを生成する関数
%
% Fc : 中心周波数 [Hz]
% BWs : 帯域幅 [Hz]
% Fsub : サブキャリア周波数間隔 [Hz]
% dPilot : パイロットシンボル シンボル間隔 (=0 ならパイロットシンボル無し)
% ---------------------------------------------------------------------- %
%% パラメータ設定
% ---------------------------------------------------------------------- %
% 周波数上端と下端
Fu = Fc + BWs/2;
Fl = Fc - BWs/2;
% シンボルインデックス配列の初期化
SymbolIndex = false(1, floor(max(Fu)/Fsub)+1);
PilotIndex = false(size(SymbolIndex));
% インデックスの上端と下端
IndexL = ceil(Fl/Fsub) + 1;
IndexU = floor(Fu/Fsub) + 1;
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 送信シンボルのインデックス設定
% ---------------------------------------------------------------------- %
for k = 1:length(Fl)
SymbolIndex(IndexL(k):IndexU(k)) = true;
end
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% パイロットシンボルのインデックス設定
% ---------------------------------------------------------------------- %
if (dPilot ~= 0)
% エラー処理
if (sum(IndexL == IndexU) > 0)
error('MySymbolIndex: 周波数の範囲が狭すぎる');
end
% パイロットシンボルのインデックス設定
for k = 1:length(Fl)
Index = (IndexL(k):IndexU(k));
PilotIndex(Index(mod(Index, dPilot) == mod(IndexL(k), dPilot))) = true;
end
% 送信シンボルのパイロットシンボルへの置換
SymbolIndex(PilotIndex) = false;
end
% ---------------------------------------------------------------------- %
end
E.10 受信シンボル 位相補正関数 MyEstimation
function [Symbol] = MyEstimation(RxSymbol, RxPilot, Psymbol, Sindex, Pindex, Fsub, dPilot)
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% 受信シンボル 位相補正関数
%
% パイロットシンボルによる受信シンボル位相補正関数
%
% RxSymbol : 受信シンボルデータ
% RxPilot : 受信パイロットシンボルデータ
% Psymbol : 設定パイロットシンボル
% Sindex : 受信シンボル インデックス
% Pindex : パイロットシンボル インデックス
% Fsub : サブキャリア 周波数間隔
% dPilot : パイロットシンボル間隔
% ---------------------------------------------------------------------- %
%% パラメータ設定
% ---------------------------------------------------------------------- %
% 全サブキャリアのインデックス (末尾に余分に追加)
Index = 1:(length(Pindex)+dPilot-1);
% パイロット信号の信号数
Np = sum(Pindex);
% パイロット信号の初期位相
PPhi = angle(Psymbol);
% パイロット信号の初期レベル
PA = abs(Psymbol);
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 受信シンボルデータの位相補正
% ---------------------------------------------------------------------- %
% 各パイロット信号の周波数
F = ((1:length(Sindex))-1)*Fsub;
Fpilot = F(Pindex);
% 各パイロット信号のレベル補正係数算出
A = PA*(abs(RxPilot).^(-1));
% 各パイロット信号の位相変動算出
PdPhi = angle(RxPilot)-PPhi;
% 各パイロット信号の位相変動 -> 遅延時間
Pdt = PdPhi./(2*pi*Fpilot);
% 各パイロット信号に対応するシンボルの位相変動量算出
dPhi = repmat(PdPhi,dPilot,1) + transpose(Pdt(:) * (2*pi*Fsub*(0:(dPilot-1))));
% 各パイロット信号に対応するシンボルのインデックス
SIndex = repmat(transpose(0:(dPilot-1)),1,Np) + repmat(Index(Pindex),dPilot,1);
% 各パイロット信号に対応するシンボルの補正係数
H = zeros(size(Index));
H(SIndex) = repmat(A,dPilot,1) .* exp(-1i*dPhi);
% 各シンボルの位相の補正
Symbol = H(Sindex).*RxSymbol;
% ---------------------------------------------------------------------- %
end
E.11 シミュレーションデータ解析スクリプト
% ---------------------------------------------------------------------- %
%% 受信信号のプロット
% ---------------------------------------------------------------------- %
for S_patturn_index = 1:4
figure;
% パラメータ設定
S_patturn = S_patturn_index;
Rec_type = 1;
SNRdB = 32;
% mat ファイル読み込み
filename = sprintf('result_type%d_patturn%d_%.3f.mat', Rec_type, S_patturn, SNRdB);
load(filename);
% FFT
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Y = fft(RxSignal)/Nsample;
Y = 20*log10(2*abs(Y));
Y = Y(1:Nsample/2);
% 周波数軸
f = linspace(0,Fs/2,Nsample/2);
f = f * 1e-6;
% プロット
plot(f,Y);
grid on;
title([' パターン', num2str(S_patturn), ': 受信信号']);
xlabel(' 周波数 [MHz]');
ylabel(' 相対電力 [dB]');
xlim([1e3,2e3]);
ylim([-60,10]);
end
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% alpha に対する推定精度評価
% ---------------------------------------------------------------------- %
% パラメータ設定
Rec_type_data = [1 2];
S_patturn = 2;
SNRdB_data = 40;
alpha_data = 0:0.5:4;
% 推定値の読み込み
y = zeros(length(alpha_data), length(Rec_type_data));
for Rec_type_index = 1:length(Rec_type_data)
% mat ファイル読み込み
filename = sprintf('result_type%d_patturn%d_%.3f.mat', ...
Rec_type_data(Rec_type_index), S_patturn, SNRdB_data);
load(filename);
disp(filename)
% 推定値読み込み
y(:, Rec_type_index) = mean(RecFiData);
end
% Hz -> MHz
y = y * 1e-6;
% プロット
figure;
plot(alpha_data, y, 'o--');
grid on;
xlabel(' 電力強調ファクタ \alpha');
ylabel(' 推定周波数 [MHz]');
xlim([0 4]);
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% BER のプロット
% ---------------------------------------------------------------------- %
% パラメータ設定
Npatturn = 4;
Rec_type = 1;
SNRdB_data = -10:2:40;
% BER の読み込み
BER_data = zeros(length(SNRdB_data), Npatturn);
for S_patturn_index = 1:Npatturn
for SNRdB_index = 1:length(SNRdB_data)
% mat ファイル読み込み
filename = sprintf('result_type%d_patturn%d_%.3f.mat', ...
Rec_type, S_patturn_index, SNRdB_data(SNRdB_index));
load(filename);
disp(filename);
% BER 読み込み
BER_data(SNRdB_index, S_patturn_index) = BER;
end
end
semilogy(SNRdB_data, BER_data, 'o-');
grid on;
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xlabel('SNR [dB]');
ylabel('BER');
legend(' 信号のみ', ' 信号 + 干渉波', ' 信号 + 抑圧干渉波', ' 移動した信号 + 抑圧干渉波');
ylim([-10 35]);
ylim([1e-5 1]);
% ---------------------------------------------------------------------- %
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F.1 雑音信号生成関数 MyNoise
function Noise = MyNoise(Fs, L)
% 雑音信号 生成関数
%
% Fs : サンプリング周波数 [Hz]
% L : 信号長
% ---------------------------------------------------------------------- %
%% シンボルのインデックスの設定
% ---------------------------------------------------------------------- %
% サブキャリア周波数間隔
Fsub = Fs/L;
% シンボルのインデックス設定
Fu = Fs/2;
Index = false(1, floor(Fu/Fsub));
IndexL = 1;
IndexU = floor(Fu/Fsub) + 1;
Index(IndexL:IndexU) = true;
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% a 系列の生成
% ---------------------------------------------------------------------- %
% シンボル点数
Nsymbol = sum(Index);
% 初期化
A = zeros(1, length(Index));
% シンボルの配置
A(Index) = (randn(1, Nsymbol) + 1i*randn(1, Nsymbol))/sqrt(2);
% IFFT (係数は無効化)
Noise = ifft(A, L) * L;
% 実部の取り出し
Noise = real(Noise) / 2;
% ---------------------------------------------------------------------- %
end
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F.2 SSPA通過信号生成関数 MySSPASignal
function F = MySSPASignal(rho, AdB, p)
A = sqrt(10^(AdB/10));
F = rho./((1+(rho/A).^(2*p)).^(1/(2*p)));
end
F.3 干渉信号中心周波数推定関数
MyBandRecognitionAlgorithm
function [Fi,Y_CH1,Y_CH2,dtheta,dtheta_mean] = MyBandRecognitionAlgorithm(Signal, Ts, D, dSa, alpha)
% ---------------------------------------------------------------------- %
%% ダウンサンプリング
% ---------------------------------------------------------------------- %
y_CH1 = Signal(1:D:end);
y_CH2 = Signal((1+dSa):D:end);
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% FFT
% ---------------------------------------------------------------------- %
% FFT
Y_CH1 = fft(y_CH1)/length(y_CH1);
Y_CH2 = fft(y_CH2)/length(y_CH2);
% 0 - Fs/2 での切り出し
Y_CH1 = Y_CH1(1:length(Y_CH1)/2);
Y_CH2 = Y_CH2(1:length(Y_CH2)/2);
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 信号レベルの平均
% ---------------------------------------------------------------------- %
% 各 CH の信号レベルの算出
P1 = 2*abs(Y_CH1);
P2 = 2*abs(Y_CH2);
% 信号レベルの平均
P = (P1+P2)/2;
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 位相差の算出
% ---------------------------------------------------------------------- %
% 各 CH の位相の算出
theta1 = angle(Y_CH1);
theta2 = angle(Y_CH2);
% 位相差の算出
dtheta = zeros(size(theta1));
dtheta(theta2 >= 0) = theta1(theta2>=0) - theta2(theta2>=0);
dtheta(theta2 < 0) = theta2(theta2<0) - theta1(theta2<0);
dtheta(dtheta > 0) = -dtheta(dtheta>0); % 正の位相差を反転
dtheta(dtheta < -pi) = -dtheta(dtheta<-pi)-2*pi; % -pi 以下を補正
% ---------------------------------------------------------------------- %
% ---------------------------------------------------------------------- %
%% 干渉信号の中心周波数の算出
% ---------------------------------------------------------------------- %
% 遅延時間
dT = dSa * Ts;
% 電力重み係数
w = P.^alpha;
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% 位相差の加重平均
dtheta_mean = sum(w.*dtheta)/sum(w);
% 干渉信号の中心周波数
Fi = - dtheta_mean./(2*pi*dT);
% ---------------------------------------------------------------------- %
end
