Abstract
Introduction
The nature and the complexity of the software have changed significantly in last four decades. More than 50% of the total maintenance cost of the software lies in the rework i.e. in changing the software [1, 2] . Making changes to the software without understanding and knowledge of the software component can produce disastrous effects [3] and can lead to degraded software. Impact analysis is the set of such techniques which are used to calculate, predict or estimate the effects of the change in the software system and addresses these problems (in terms of estimating the effect of the changes) [4, 5, 6, 7] . Impact Analysis can be applied before or after the changes are made. If done in a proactive manner i.e. before the changes are made it can be helpful in predicting the effects of the proposed changes in terms of the affect on the overall system and its corresponding cost and at the same time provides an option to the maintainer to select among various alternatives. On the other hand if applied after modifications, impact analysis can help in reducing the risks associated with releasing changed software by alerting engineers to potentially affected program components.
In this paper we present a new technique that collects the essential information during the run time, required to perform regression testing and at the same time calculates the impact of the change on modifying the software.
Existing Dynamic Impact Analysis Techniques
Dynamic impact analysis techniques [8, 9, 10, 11, 12] are based on dynamic program behaviors gathered for a specific set of executions (i.e. data obtained from executing a program) to perform analysis. PathImpact [8] works at the method level, based on whole path profiling [13] . It produces traces of procedure names, function returns and program exit in the order in which they occur in multiple executions. EvolveImpact [9] is the extension of the PathImpact [8] that allows PathImpact to collect data incrementally.
CoverageImpact [10] uses light weight instrumentation and collect coverage information of methods per executions. It also works at the method level, but uses coverage, rather than trace, information to compute impact sets. CollectEA [11] is based on EA (execute after) relation for efficiently collecting and analyzing the collected information dynamically. It identifies all program entities that are executed after e, where e is the set of executions for some procedure p in the considered program execution. It finds all those methods that are executed after the changed methods.
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A comparision of [8] and [10] is given in [12] .
Problem Statement and Approach
Let P be the base version of the program and T be the code coverage test suite developed for P. During maintenance P needs to be modified for one of the following reasons: (a) modify already existing features (b) add new features (c) delete some features. Let P' be the modified version of base program P. This involves two fundamental software maintenance tasks: impact analysis and regression testing.
For this purpose, we propose a new way of identifying the impact of the change in terms of usage and definition that can propagate in the program and at the same time we want to find out the critical areas in the program that needs to be tested using regression testing for validating the modified program. Here we are only addressing the use of our algorithm for modify already existing features.
Algorithm
We propose an algorithm CalImpact shown in 
Example
Consider the program in Figure 2 . Suppose the change has occurred in statement 2 where, sum2 =0; is written as sum2 = 5; Control flow graph of Figure 2 is shown in Figure 3 . Our algorithm calculates the impact sets at two levels:
Direct Impact
In this level it will collect all the usage traces of the execution of the changed node in the program. In Figure 1 . Algorithm CalImpact Figure 1 and Figure 2 , node 2 has changed so our algorithm will trace this change in the program and will only collect the traces where this data has been used i.e. only d-use and p-use nodes will be added to the impact set. Therefore impact set collected for level one is {7, 8, 11}, where7, 8 and 11 specifies node 7, 8 and 11 respectively, where sum2 is being used. This will help in minimizing the unnecessary traces in the impact set. 
Indirect Impact
In this level the impact set obtained in the previous level is analyzed and further traces of all those executions which are obtained in level one are collected which are d-def nodes of the d-use node collected at the step (1). By analyzing the impact set of level 1 the d-use node is 7, 8 and 11 so further traces will be 2 as it specifies the indirect impact of sum2 on node specified by 2. Thus the impact set collected is {7, 8, 11, 2}, where 7, 8, 11 specifies the nodes collected at step 1 and 2 specifies the indirect impact of sum2 on node specified by 2.
Hence this way we are able to collect an effective impact set for both direct and indirect execution of the changed variable in the program with much less overload in space and time.
Conclusion
In this paper we have presented our new technique for calculating dynamic impact sets. The technique classifies a data dependence based on the type of definition, the type of use, and the types of paths between the definition and the use which helps in classifying the information as essential and non essential information for calculating the impact. 
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