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Abstrakt
Tato diplomova´ pra´ce se zaby´va´ popisem architektury PhysX enginu. Vy´vojem jedno-
duchy´ch graficky´ch aplikacı´ pomocı´ te´to technologie a testova´nı´m vy´konu na ru˚zny´ch
procesorech a specializovane´ graficke´ karteˇ.
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Abstract
This diploma thesis deals with the description of the PhysX engine architecture. The de-
velopment of simple graphical applications using this technology and performance test-
ing on different processors and dedicated graphics card.
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Seznam pouzˇity´ch zkratek a symbolu˚
ASCII – American Standard Code for Information Interchange
CPU – Central Processing Unit
CUDA – Compute Unified Device Architecture
DME – Data Movement Engine
FPE – Floating Point Engine
FPS – Frames Per Second
GLUT – OpenGL Utility Toolkit
GPU – Graphic Processing Unit
OpenGL – Open Graphics Library
PCE – PPU Control Engine
PPU – Physics Processor Unit
RISC – Reduced Instruction Set Computer
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51 ´Uvod
Fyzika. Jen velmi ma´lo lidı´ na planeteˇ bude tvrdit, zˇe se s tı´mto slovem rˇecke´ho pu˚vodu
nikdy nesetkalo. S fyzikou se setka´va´me dennodenneˇ, anizˇ bychom si to obcˇas uveˇdo-
movali. Kazˇda´ nasˇe cˇinnost, prˇı´rodnı´ jev i klidovy´ stav podle´ha´ fyzika´lnı´m za´konu˚m. Jejı´
du˚lezˇitost si uveˇdomovali uzˇ ve staroveˇke´m Rˇecku. Tehdy bylo zdrojem pozna´nı´ u´vaha a
vypozorovane´ zkusˇenosti. Prˇesto byla Aristotelova fyzika vrcholem pozna´nı´ po tisı´c let.
Tyto prvopocˇa´tecˇnı´ u´vahy daly prvotnı´ impuls vy´voji veˇdeˇ, ktera´ se vy´znamnou meˇrou
podı´lı´ na vy´voji lidske´ civilizace.
V dnesˇnı´ dobeˇ informacˇnı´ch technologiı´ se sta´le cˇasteˇji prolı´najı´ nabyte´ znalosti fyziky
a jejich za´kony s pomeˇrneˇ mlady´m oborem informatiky - pocˇı´tacˇova´ grafika. Nasˇe mo-
nitory, displeje a jina´ zobrazovacı´ zarˇı´zenı´ zaplavujı´ spousty graficky´ch animacı´ ru˚zny´ch
u´rovnı´ od jednoduchy´ch po velmi propracovane´ napodobujı´cı´ deˇnı´ rea´lne´ho sveˇta. Dne-
sˇnı´ uzˇivatele´ aplikacı´ zalozˇeny´ch na grafice kladou sta´le veˇtsˇı´ na´roky na dojem skutecˇne´
reality, cozˇ nutı´ vy´voja´rˇe do aplikacı´ zakomponovat vı´ce detailu˚ a fyzika´lnı´ch vy´pocˇtu˚.
Pro uspokojenı´ uzˇivatelu˚ se na trhu objevujı´ specializovane´ softwarove´ na´stroje pro
vy´pocˇet fyzika´lnı´ch jevu˚ teˇles, kapalin nebo plynu˚. Jejich distribuci umozˇnil mimo jine´
vy´voj hardwarove´ho vybavenı´ osobnı´ch pocˇı´tacˇu˚, jelikozˇ jsou aplikace tohoto typu na´-
rocˇne´ na vy´pocˇetnı´ sı´lu pocˇı´tacˇe.
U´kolem me´ diplomove´ pra´ce je prozkoumat jeden z teˇchto na´stroju˚ zvany´ PhysX,
sezna´mit se s jeho historiı´ a vnitrˇnı´ strukturou. Dalsˇı´m u´kolem je nabytı´ prakticky´ch zna-
lostı´ prˇi implementaci neˇkolika jednoduchy´ch prˇı´kladu˚. Na za´veˇr pomocı´ vytvorˇeny´ch
aplikacı´ porovnat beˇh aplikace na CPU a graficke´ karteˇ podporujı´cı´ PhysX.
62 Souhrn oblasti fyzika´lnı´ akcelerace
V soucˇasnosti je vyvı´jena cela´ rˇada na´stroju˚ pro vy´pocˇet simulace fyzika´lnı´ch jevu˚ s ru˚z-
ny´mi klady a za´pory a ru˚zny´m stupneˇm propracovanosti. Fyzika´lnı´ enginy lze rozdeˇlit
na dveˇ hlavnı´ skupiny podle zpu˚sobu pouzˇitı´:
• Vysoce prˇesne´ – tento druh fyzika´lnı´ho ja´dra se vyznacˇuje vysokou prˇesnostı´ fy-
zika´lnı´ch simulacı´. V protikladu jsou na´rocˇneˇjsˇı´ na vy´pocˇetnı´ vy´kon a cˇas. Pouzˇı´vajı´
se pro veˇdecke´ u´cˇely a vytva´rˇenı´ pocˇı´tacˇovy´ch animacı´ [1]. Mezi za´stupce te´to sku-
piny lze zarˇadit:
– VisSim – je vizualizacˇnı´ prostrˇedı´ integrovane´ s vy´pocˇetnı´m programem
Mathcad. Pouzˇı´va´ se nejen v pru˚myslu pro rˇesˇenı´ letecky´ch, elektricky´ch, hyd-
raulicky´ch, mechanicky´ch a dalsˇı´ch syste´mu˚, ale take´ pro veˇdecke´ u´cˇely.
– WorkingModel – simulacˇnı´ softwaremechanicky´ch komponent jako jsou lana,
pruzˇiny a motory s ru˚zny´mi teˇlesy ve 2D prostoru.
• Vy´pocˇty v rea´lne´m cˇase – nejsou tak prˇesne´ jako enginy prˇedchozı´ kategorie, ale
jsou prˇizpu˚sobeny pro simulaci fyzika´lnı´ch jevu˚ v rea´lne´m cˇase. Jejich vyuzˇitı´ spo-
cˇı´va´ prˇedevsˇı´m v pocˇı´tacˇovy´ch hra´ch [1]. Vzhledemk velke´ oblibeˇ herma´ tentomo-
del sˇirsˇı´ sˇka´lu za´stupcu˚, cozˇ vede k veˇtsˇı´mu konkurencˇnı´mu boji. Toma´ za na´sledek
rychlejsˇı´ vy´voj te´to trˇı´dy fyzika´lnı´ch simula´toru˚ a zvysˇova´nı´ jejich kvalit.
– PhysX je multiplatformnı´ fyzika´lnı´ ja´dro napsane´ v jazyce C++, optimalizo-
vane´ pro hardwarovou akceleraci PPU karet a graficky´ch karet firmy nVidia.
Ta je soucˇasny´m vlastnı´kem te´to technologie.
– Havok byl v pocˇa´tcı´ch vyvı´jen stejnojmennou irskou firmou. Prima´rneˇ byl
urcˇen pro graficke´ adapte´ry firmy ATI, ale od roku 2008 je vlastnı´kem firma
Intel. Snad i proto je Havok optimalizova´n pro beˇh na procesorech. V dnesˇnı´
dobeˇ je jednı´m z nejveˇtsˇı´ch konkurentu˚ PhysX enginu. Na rozdı´l od PhysXma´
placenou licenci cozˇ ho znevy´hodnˇuje v konkurencˇnı´m boji.
– Bullet je fyzika´lnı´ engine s open source licencı´ simulujı´cı´ kolize pevny´ch a
meˇkky´ch teˇles. Mimo pouzˇitı´ v pocˇı´tacˇovy´ch hra´ch nacha´zı´ uplatneˇnı´ prˇi vyt-
va´rˇenı´ vizua´lnı´ch efektu˚ ve filmech.
– Box2D je open source simula´tor fyziky ve 2D prostoru. Implementova´n je v ja-
zyce C++ a je vyuzˇı´va´n prˇedevsˇı´m pro hry zalozˇene´ na technologii Flash. Ob-
jevuje se i na platforma´ch iPhone nebo Android.
– Physics2D.Net – jak jizˇ napovı´da´ na´zev je spojen s prostrˇedı´m .NET 2.0 a vysˇsˇı´.
Implementova´n je v jazyce C# a optimalizova´n pro velke´ mnozˇstvı´ objektu˚.
– Phyz – fyzika´lnı´ engine s vestaveˇny´m editorem DirectX grafiky a zvuku.
– Dymix – realizuje simulaci pevny´ch teˇles na mobilnı´ technologii J2ME.
73 Historie technologie PhysX
3.1 Vznik a vy´voj PhysX technologie
Pu˚vodneˇ byla PhysX technologie zna´ma´ jako fyzika´lnı´ engine NovodeX, ktery´ byl vyvı´-
jen sˇvy´carskou firmou Novodex AG od roku 2002. Od srpna tohoto roku byla zverˇejneˇna
prvnı´ dostupna´ verze s oznacˇenı´m 1.4.
V roce 2004 zı´skala firmu Novodex AG (persona´l i cely´ softwarovy´ vy´voj) americka´
firma Ageia, ktera´ se mimo jine´ zaby´vala vy´vojem dosud prˇı´lisˇ nepouzˇı´vane´ perife´rie
PPU. V dobeˇ odkoupenı´ byl engine NovodeX SDK ve verzi 2.3 a byl prˇejmenova´n jako
fyzika´lnı´ engine PhysX SDK. V te´to verzi je dostupny´ mimo platformyWindows XP take´
konzole Microsoft XBox360 a Sony Playstation 3 [2].
Rok pote´ uzavrˇela Ageia akvizici se sˇve´dskou vy´voja´rˇskou spolecˇnostı´ Meqon re-
search AB o prˇevzetı´ jejich multiplatformnı´ technologii Meqon, jezˇ rovneˇzˇ zakompono-
vala do sve´ho vyvı´jene´ho enginu. Spojenı´ teˇchto technologiı´ slibovalo pomeˇrneˇ velke´
u´speˇchy a pokrok ve fyzika´lnı´ grafice, a proto byla licence na PhysX SDK placena´ [3].
Pro potrˇeby tohoto nove´ho enginu vyvinula Ageia PPU kartu, ktera´ se specializo-
vala na vy´pocˇty fyzika´lnı´ch jevu˚ (kolize objektu˚, simulace kapalin). Filosofie te´to peri-
ferie spocˇı´vala v doplneˇnı´ v te´ dobeˇ ne prˇı´lisˇ specializovany´ch procesoru˚ (CPU) o tyto
hardwarove´ akcelera´tory a tı´m navy´sˇit vy´kon podporovany´ch aplikacı´ (obra´zek 1) [4].
Tento cˇip vsˇak nemeˇl prˇı´lisˇ velky´ u´speˇch. Prˇı´cˇiny neza´jmu o tuto technologii byl kromeˇ
vysoke´ vysoke´ ceny fakt, zˇe hernı´ sveˇt, respektive veˇtsˇina dostupny´ch her nebyly na ta-
kove´ u´rovni, aby tuto technologii vyuzˇily. Na za´kladeˇ tohoto neu´speˇchu zmeˇnila vlastnı´cı´
firma obchodnı´ strategii a uvolnila PhysX SDK jako volneˇ sˇirˇitelne´ pro vy´voja´rˇe her a
aplikacı´.
Obra´zek 1: Architektura dle Ageii [4]
Ani tento krok vy´razneˇ nepomohl zlepsˇit situaci neza´jmu, a proto v roce 2008 kou-
pil tuto firmu gigant mezi dodavateli graficky´ch cˇipu˚ nVidia. Ta PhysX engine prˇevzala
a zakomponovala jej do ovladacˇu˚ svy´ch graficky´ch karet nove´ generace a od verze 2.8.1
8pokracˇuje s vy´vojem na´strojove´ sady s podporou pu˚vodnı´ho akcelera´toru. Fakt, zˇe jizˇ ne-
bylo nada´le potrˇeba dalsˇı´ho drahe´ho hardware s velmi omezeny´m vyuzˇitı´m a vy´vojove´
na´stroje byly po registraci volneˇ dostupne´, byly odstraneˇny chyby, ktery´ch se Ageia
ve sve´ firemnı´ strategii dopustila. Ani dnes nemu˚zˇeme hovorˇit o masove´m pouzˇı´va´nı´
te´to technologie, prˇesto si PhysX zajistila sve´ mı´sto na trhu a v porovna´nı´ s konkurencı´
mu˚zˇeme hovorˇit o sˇpicˇce mezi hernı´mi fyzika´lnı´mi enginy [5].
3.2 Vznik a vy´voj PPU
PPU je perife´rie se specia´lnı´m procesoremnavrzˇeny´m pro vy´pocˇty fyzika´lnı´ch algoritmu˚,
dnes jizˇ sta´le cˇasteˇji pouzˇı´vane´ v modernı´ grafice nejen hernı´ho pru˚myslu. Nutnost fy-
zika´lnı´ch vy´pocˇtu˚ vznika´ naprˇı´klad prˇi kolizı´ch pevny´ch cˇi meˇkky´ch objektu˚, simulacı´
kapalin, tkanin, la´ma´nı´ objektu˚ nebo metoda konecˇny´ch prvku˚ pouzˇı´vane´ pro veˇdecke´ a
pru˚myslove´ u´cˇely.
Prvnı´mi PPU s oznacˇenı´m SPARTA aHELLAS vznikly jako univerzitnı´ projekty, ktere´
zatı´m nejsou masivneˇ pouzˇı´va´ny verˇejnostı´.
O hromadnou distribuci se zaslouzˇila firma Ageia, jejichzˇ prvnı´ perife´rii te´to katego-
rie s oznacˇenı´m PhysX P1 vy´robila firma ASUS (na za´kladeˇ vy´voje a doda´vky cˇipu firmy
Ageia) a v roce 2006 byla uvedena na trh. Tato karta podporovala pouze fyzika´lnı´ engine
PhysX, tudı´zˇ meˇla velmi omezenou pouzˇitelnost. Hardware byl navrzˇen pro standardnı´
sbeˇrnici PCI, prˇestozˇe se na trh zacˇal prosazovat novy´ typ sbeˇrnice PCI Express a 130Nm
technologie spolu s 125 miliony tranzistoru˚ slibovalo 20 miliard instrukcı´ za vterˇinu [6].
Blokove´ sche´ma je uvedeno na obra´zku 2.
Obra´zek 2: Sche´ma PhysX P1 [7]
9Karta je rozdeˇlena na trˇi za´kladnı´ bloky:
• PCE — v te´to cˇa´sti je umı´steˇn hlavnı´ rˇı´dı´cı´ blok periferie
• FPE— cˇa´st pro vy´pocˇty s plovoucı´ desetinnou cˇa´rkou
• DME— blok zaby´vajı´cı´ se prˇena´sˇenı´m dat mezi pameˇtmi
PCE blok je vybaven procesorem s redukovanou instrukcˇnı´ sadou. Jeho hlavnı´ funkcı´
je rˇı´zenı´ zbyly´ch dvou bloku˚ a komunikace s vneˇjsˇı´m syste´mem. Na spolecˇne´ sbeˇrnici
(DME) je umı´steˇno mimo internı´ 128MB pameˇti take´ peˇt MCU. Cˇtyrˇi z nich uskutecˇnˇujı´
prˇenosy dat z FPE bloku, kde jsou umı´steˇny jednotlive´ vy´pocˇetnı´ jednotky. Kazˇda´ z nich
disponuje malou pameˇtı´ cozˇ se sdı´lenou pameˇtı´ tvorˇı´ dvojitou vyrovna´vacı´ pameˇt’. Pa´ta´
MCU jednotka obsluhuje PCE blok [7].
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4 Popis architektury PhysX
PhysX je software schopny´ simulovat jednoduche´ i slozˇiteˇjsˇı´ fyzika´lnı´ syste´my jako je fy-
zika pevny´ch teˇles, kapalin, tkanin, tvorba silovy´ch polı´, simulace vozidel a dalsˇı´. V te´to
kapitole se budu zaby´vat strukturou syste´mu PhysX jako takovou. Software je napsa´n
v programu C++.Jedna´ se o uceleny´ balı´k trˇı´d rozdeˇleny´ch do peˇti za´kladnı´ch kompo-
nent. Seznam vsˇech trˇı´d a jejich prova´za´nı´ je znacˇneˇ rozsa´hle´, tudı´zˇ nenı´ prˇedmeˇtem te´to
pra´ce zde uve´st vsˇechny. Zmı´nı´m se tedy o steˇzˇejnı´ch trˇı´da´ch s jejich zjednodusˇeny´mi
trˇı´dnı´mi diagramy za u´cˇelem pochopenı´ principu za´kladnı´ implementace. Litera´rnı´ pra-
meny pro tuto kapitolu pocha´zi z reference [8].
4.1 Komponenty
Jednotlive´ komponenty jsou balı´ky trˇı´d rozdeˇlene´ podle sve´ funkcˇnosti, ktera´ je pro neˇ
typicka´. Mezi hlavnı´ komponenty patrˇı´:
• Physics SDK (fyzika´lnı´ komponenta) implementuje chova´nı´ pevny´ch, pruzˇny´ch,
tekoucı´ch teˇles.
• Cooking SDK se pouzˇı´va´ prˇı´ vytva´rˇenı´ novy´ch nedefinovany´ch objektu˚ a vytva´rˇı´
pro neˇ syste´m detekce kolizı´.
• Foundation SDK obsahuje matematicke´ a podpu˚rne´ trˇı´dy.
• Charakter SDK.
• PhysXLoader – pomocı´ te´to komponenty se nacˇı´ta´ ja´dro fyzika´lnı´ komponenty.
4.2 Trˇı´dy Physics SDK
4.2.1 NxPhysicsSDK
Za´kladnı´m stavebnı´m prvkem PhysX aplikacı´ je trˇı´da NxPhysicsSDK. Jedna´ se o abs-
traktnı´ trˇı´du na´vrhove´ho vzoru Singleton. To znamena´, zˇe v cele´m programu beˇzˇı´ jedina´
instance te´to trˇı´dy.
Obra´zek 3: Trˇı´dnı´ diagram NxPhysicsSDK
11
Trˇı´da obsahuje funkce pro vytva´rˇenı´ instancı´ dalsˇı´ch trˇı´d a uchova´va´ si jejich ukaza-
tele. Nejdu˚lezˇiteˇjsˇı´ vytva´rˇene´ objekty jsou:
• NxScene — tzv. sce´na na nı´zˇ se odehra´va´ vesˇkere´ deˇnı´ dle diagramu je patrne´, zˇe
pro jednu instanci NxPhysicsSDK lze vytvorˇit vı´ce sce´n, ale ty se nemohou mezi
sebou nijak ovlivnˇovat.
• NxTriangleMesh – objekt s daty troju´helnı´kove´ sı´teˇ, ktere´ lze opakovaneˇ pouzˇı´t pro
vytva´rˇenı´ rozsa´hly´ch objektu˚.
• NxClothMesh – opeˇt data troju´helnı´kove´ sı´teˇ, slouzˇı´cı´ pro vytva´rˇenı´ tkanin.
• NxSoftBodyMesh – objekty znovupouzˇitelny´ch dat pro vytva´rˇenı´ meˇkky´ch teˇles.
Da´le slouzˇı´ k nastavenı´ globa´lnı´ch parametru˚, ktere´ ovlivnˇujı´ vsˇechny sce´ny vytvorˇene´
v ra´mci te´to instance.
4.2.2 NxScene – sce´na
Na sce´neˇ se odehra´va´ vesˇkere´ deˇnı´. Jako analogie z rea´lne´ho sveˇta i zde vystupujı´ akte´rˇi
ru˚zny´ch typu˚, tvaru˚, materia´lu. Sce´na simuluje vza´jemne´ interakce mezi akte´ry, jejich
chova´nı´ v prostoru a cˇase. Kromeˇ akte´ru˚ se na sce´neˇ mohou vyskytovat ru˚zne´ typy
sveˇtelny´ch zdroju˚, ktere´ navozujı´ celkovou atmosfe´ru. Takova´to sce´na by nemeˇla zˇa´dny´
smysl pokud by ji nesnı´mala kamera. Instance trˇı´dy NxScene je slozˇity´ objekt mnoha
funkcı´ naprˇ.:
• Vytva´rˇenı´ a odstraneˇnı´ instancı´ akte´ru˚.
• Filtraci kolizı´ a vytva´rˇenı´ koliznı´ch skupin.
• Vytva´rˇenı´ a spra´va materia´lu˚.
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Obra´zek 4: Trˇı´dnı´ diagram NxScene
4.2.3 NxActor – akte´rˇi
Akte´rˇi jsou hlavnı´mi prˇedstaviteli 3D simulace. Jedna´ se o objekty umı´steˇne´ na sce´neˇ at’
skryte´ nebo viditelne´. Kazˇdy´ z nich je definova´n svy´mi vlastnostmi a chova´nı´m.
Akte´r je vytva´rˇen v ra´mci jedine´ sce´ny a nemu˚zˇe se objevit ve vı´ce sce´na´ch najednou.
Prˇi vytva´rˇenı´ se pouzˇı´va´ popisna´ trˇı´da typu NxActorDesc, ktera´ obsahuje vesˇkere´ para-
metry potrˇebne´ pro jeho vytvorˇenı´. Teˇlo akte´ra je tvorˇeno jednı´m nebo neˇkolika tvary. Ty
jsou definova´ny pomocı´ trˇı´dy NxShape a jejich potomku˚.
Obra´zek 5: Trˇı´dnı´ diagram NxActor
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V trˇı´dnı´m diagramu je pro zjednodusˇenı´ zobrazena pouze vazba mezi trˇı´dou NxAc-
tor a NxBoxShape. Tato vazba platı´ pro vsˇechny potomky rodicˇovske´ trˇı´dy NxShape (viz
obra´zek 6).
4.2.4 NxShape – tvary
Tvary se pouzˇı´vajı´ pro definova´nı´ vzhledu, simulaci kolizı´ a do jiste´ mı´ry chova´nı´ akte´ra.
Instance te´to trˇı´dy se pouzˇije jako jeden z parametru˚ k vytvorˇenı´ akte´ra. Pro potrˇeby
zahrnout co nejvı´ce geometricky´ch u´tvaru˚ jsou definova´ny na´sledujı´cı´ typy.
• krychle, kva´dr (NxBoxShape),
• koule (NxSphereShape),
• kapsle (NxCapsuleShape),
• sı´t’ troju´helnı´ku˚ (NxTriangleMeshShape),
• komplexnı´ obal (NxConvexMeshShape),
• vy´sˇkove´ pole (NxHeightField),
• plocha (NxPlaneShape),
• kolo (NxWhellShape).
Vsˇechny tvary majı´ spolecˇne´ho prˇedkaNxShape.
Obra´zek 6: Trˇı´dnı´ diagram NxShape
4.2.5 NxJoint – spoje
Spoje se pouzˇı´vajı´ ke spojenı´ dvou akte´ru˚ v jeden celek. Nejedna´ se vsˇak o typ spojenı´
kdy v ra´mci jednoho akte´ra spojujeme vı´ce u´tvaru˚ do jednoho. Pro tento spoj (podobneˇ
jako u tvaru˚) se vytva´rˇı´ instance trˇı´dy, ktera´ deˇdı´ z obecne´ trˇı´dy NxJoint.
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Obra´zek 7: Trˇı´dnı´ diagram NxJoint
4.2.6 NxMaterial – materia´ly
Materia´ly jsou nedı´lnou soucˇa´stı´ objektu˚ vyskytujı´cı´ch se na sce´neˇ. Ovlivnˇujı´ jejich vlast-
nosti a prˇiblizˇujı´ jejich chova´nı´ realiteˇ, pro kterou platı´ fyzika´lnı´ za´kony za vsˇech okol-
nostı´. Do technologie PhysX je syste´m materia´lu˚ implementova´n dle na´sledujı´cı´ho dia-
gramu.
Obra´zek 8: Trˇı´dnı´ diagram NxMaterial
Instance materia´lu˚ jsou vytva´rˇeny a indexova´ny z objektu sce´ny. Prˇi inicializaci se
uda´va´ jako parametr popisna´ trˇı´da NxMaterialDesc pomocı´ ktere´ se prˇeda´vajı´ vesˇkere´
parametry.
4.3 Trˇı´dy Foundation SDK
4.3.1 NxMath
NxMath je staticka´ trˇı´da obsahujı´cı´ balı´k funkcı´ pro skala´rnı´ matematicke´ vy´pocˇty s plo-
voucı´ desetinnou cˇa´rkou (nalezenı´ minima, maxima, vy´pocˇet logaritmu˚, goniometricke´
funkce a dalsˇı´). Da´le definuje vy´znamne´ matematicke´ kostanty a datove´ typy.
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4.3.2 Datove´ typy a struktury
Definice 4.1 Datove´ typy jsou druhy promeˇnny´ch a konstant, ktere´ jsou urcˇeny svy´m oborem
hodnot a operacemi, ktere´ lze s jejich daty prova´deˇt [9].
Vy´vojovy´ na´stroj PhysX sjednocuje cˇı´selne´ datove´ typy jazyka C++ podporovany´ch plat-
forem pro zlepsˇenı´ prˇenositelnosti aplikacı´ mezi jednotlivy´mi platformami.
datovy´ typ pu˚vodnı´ datovy´ typ (MSWindows) pu˚vodnı´ datovy´ typ (Linux)
NxI64 int64 long long
NxI32 signed int signed int
NxI16 signed short signed short
NxI8 signed char signed char
NxU64 unsigned int64 unsigned long long
NxU32 unsigned int unsigned int
NxU16 unsigned short unsigned short
NxU8 unsigned char unsigned char
NxF64 double double
NxF32 float float
Tabulka 1: Cˇı´selne´ datove´ typy
”
Abstraktnı´ datova´ struktura je zpu˚sob, jak efektivneˇ ulozˇit data tak, aby pra´ce s nimi
byla relativneˇ snadna´. Je to abstraktnı´ skladisˇteˇ pro data definovana´ v ra´mci mnozˇiny
operacı´ a pro vy´pocˇetnı´ slozˇitosti prˇi vykona´va´nı´ teˇchto operacı´, bez ohledu na imple-
mentaci v konkre´tnı´ datove´ strukturˇe [10].“
Ra´mec PhysX definuje hned neˇkolik datovy´ch struktur mezi nejdu˚lezˇiteˇjsˇı´ patrˇı´:
• NxArray jednoduchy´ za´sobnı´k pro evidenci objektu˚ stejne´ trˇı´dy.
• NxVec3 je datova´ struktura vektoru slozˇena´ ze trˇı´ cˇı´selny´ch prvku˚, tedymatice 1×3.
• NxMat33 uchova´va´ matici 3× 3.
• NxMat34 struktura kompletnı´ afinnı´ transformace ve 3D prostoru slozˇena´ z matice
3× 3 a vektoru 1× 3.
• NxQuat tzv. quaternion, usporˇa´dana´ cˇtverˇice slozˇena´ ze cˇtyrˇ cˇı´selny´ch prvku˚ nebo
jednoho skala´ru a jednoho vektoru.
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5 Tutoria´l PhysX technologie
5.1 Podpora syste´mu˚ a vy´vojove´ na´stroje
V soucˇasne´ nejnoveˇjsˇı´ verzi PhysX 2.8.4 lze vyvı´jet aplikace v platforma´ch:
• MSWindows XP a vy´sˇe— vy´vojovy´ na´stroj pro tuto platformu doporucˇuje vy´robce
software z rˇady MS Visual Studio. Tento software jsem pouzˇı´val prˇi implementaci
sve´ pra´ce konkre´tneˇ MS Visual Studio 2008 v.9.0.
• MS XBox360 — pro tuto platformu je doporucˇova´n vy´vojovy´ na´stroj Xbox Deve-
lopment Kit (XDK) od verze v6534
• OS Linux — pro prˇeklad je vyzˇadova´na knihovna gcc ve verzi 3.3 a vysˇsˇı´.
• Sony Playstation 3.
Jelikozˇ jsem ve sve´ pra´ci pracoval pouze s operacˇnı´m syste´memMS Windows 7 bude se
na´sledujı´cı´ text zaby´vat pouze implementaci v tomto syste´mu. Prˇi tvorbeˇ kapitoly 5 jsem
pouzˇil veˇdomosti nabyte´ z pramenu [8].
5.2 Instalace a import
Pro tvorbu vlastnı´ch aplikacı´ je nutne´ nainstalovat na´sledujı´cı´ na´stroje:
• PhysX system software – podpora pro beˇh programu˚ s PhysX.
• PhysX SDK – obsahuje hlavicˇkove´ soubory, knihovny v jazyce C++.
Jak jizˇ bylo zmı´neˇno k implementaci jsem pouzˇı´val Visual Studio 2008 jazyk visual C++.
Po vytvorˇenı´ projektu (zcela pra´zdne´ho, bez prˇedkompilovany´ch hlavicˇkovy´ch souboru˚)
jsem importoval na´sledujı´cı´ knihovny uvedene´ na obra´zku 9.
Obra´zek 9: Importovane´ knihovny
Vy´znam jednotlivy´ch komponent je zmı´neˇn o kapitolu vy´sˇe. Tı´mto bylo vyrˇesˇen im-
port hlavicˇkovy´ch souboru˚. Kromeˇ nich je pro u´speˇsˇny´ prˇeklad aplikace vyzˇadova´ny
staticke´ knihovny. Ty jsem pro sestavovacı´ program (Linker) prˇipojil dle obra´zku 10.
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Obra´zek 10: Knihovny pro sestavovacı´ program
Kde do polozˇky Linker – Input jsem vlozˇil jme´na jednotlivy´ch knihoven tedy:
• PhysXLoader.lib – tato knihovna nacˇı´ta´ jednotlive´ moduly.
• glut32.lib – knihovna graficke´ho rozhranı´ OpenGL.
Litera´rnı´ pramen importu pocha´zı´ z reference [11].
5.3 Prvnı´ program
Prvnı´m programem jsem pouze oveˇrˇil spra´vne´ prˇipojenı´ vsˇech knihoven a vytvorˇenı´ in-
stance PhysicsSDK. Cely´ ko´d je uveden ve vy´pisu 1.
#include <stdio.h>
#include ”NxPhysics.h”
NxPhysicsSDK ∗sdk;
void main(int argc, char∗∗ argv)
{
sdk = NxCreatePhysicsSDK(NX PHYSICS SDK VERSION);
sdk−>setParameter(NX SKIN WIDTH, 0.01);
if (! sdk)
{
printf ( ”Chyba − Nelze vytvorˇit SDK.”);
};
if (sdk) sdk−>release();
}
Vy´pis 1: Prvnı´ program
V druhe´m rˇa´dku importuji hlavicˇkovy´ soubor potrˇebny´ pro spusˇteˇnı´ programu. Dalsˇı´m
rˇa´dkem deklaruji ukazatel na instanci trˇı´dy NxPhysicsSDK a v metodeˇ main() pomocı´
funkce PhysXLoader::NxCreatePhysicsSDK() ji vytvorˇı´m a prˇeda´m hodnotu ukazatele do
promeˇnne´. Prˇi vytva´rˇenı´ se automaticky nastavı´ implicitnı´ hodnoty parametru˚, ktere´
lze pozdeˇji zmeˇnit zavola´nı´m funkce NxPhysicsSDK::setParameter(). Nastavitelny´ch pa-
rametru˚ je cela´ rˇada. Na za´veˇr funkce NxPhysicsSDK::release() uvolnˇuje vytvorˇeny´ objekt
z pameˇti.
Objekt typu NxPhysicsSDK byl vytvorˇen na´vrhovy´m vzorem Singleton. To znamena´,
zˇe dalsˇı´ objekt tohoto typu v ra´mci jedne´ aplikace nelze vytvorˇit. Z pra´veˇ vytvorˇene´ho
objektu je mozˇne´ vytvorˇit instanci sce´ny zavola´nı´m funkce NxPhysicsSDK::createScene().
Jako parametr se uva´dı´ popisna´ trˇı´da NxSceneDesc.
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Popisna´ trˇı´da je cˇasto uva´deˇna jako povinny´ parametr prˇi vytva´rˇenı´ veˇtsˇiny objektu˚.
Jejı´ deklarace, u´prava obsahu a zpu˚sob pouzˇitı´ prˇi vytva´rˇenı´ objektu sce´ny je uveden
v na´sledujı´cı´m vy´pisu.
void CreateScene()
{
NxSceneDesc sceneDesc;
sceneDesc.gravity = NxVec3(0.0f, −9.8f, 0.0f);
sceneDesc.simType = NX SIMULATION HW;
scene = sdk−>createScene(sceneDesc);
if (! scene)
{
sceneDesc.simType = NX SIMULATION SW;
scene = sdk−>createScene(sceneDesc);
if (! scene)
{
printf ( ”Nelze vytvorˇit sce´nu.”);
}
}
}
Vy´pis 2: Vytvorˇenı´ sce´ny
Pokud nebude dodatecˇneˇ upraven zˇa´dny´ parametr popisne´ trˇı´dy sceneDesc bude po-
necha´no za´kladnı´ nastavenı´, ktere´ se inicializuje prˇi jejı´m vytvorˇenı´. V tomto vy´pisu ma´
trˇı´da sceneDesc nastaven parametr gravitace zadany´ pomocı´ vektoruNxVec3. V cˇa´sti roz-
hodovacı´ch bloku˚ definuji, aby simulace beˇzˇela s podporou graficke´ karty PhysX, pokud
nenı´ k dispozici simulace pobeˇzˇı´ jen za pomoci procesoru. Vytvorˇena´ sce´na je registro-
vana´ v ra´mci objektu sdk a pro prˇı´padnou pozdeˇjsˇı´ manipulaci je hodnota ukazatele
uchova´na v ukazateli NxScene *scene.
Do vytvorˇene´ho objektu sce´ny lze prˇidat objektymateria´luNxMaterial, ktere´ se v poz-
deˇjsˇı´ fa´zi aplikujı´ na objekty sce´ny. Parametry materia´lu se prˇena´sˇejı´ pomocı´ instance
trˇı´dy NxMaterialDesc viz vy´pis 3.
void CreateMaterial()
{
NxMaterialDesc materialDesc;
materialDesc. restitution = 0.99f;
materialDesc. staticFriction = 0.5f ;
materialDesc.dynamicFriction = 0.5f;
NxMaterialIndex material = scene−>createMaterial(materialDesc);
}
Vy´pis 3: Vytvorˇenı´ materia´lu
Pouzˇity´ materia´l ovlivnˇuje jak se zachovajı´ teˇlesa prˇi vza´jemne´ kolizi nebo styku je-
jich ploch. Parametr restitution ovlivnˇuje, jakou silou se odrazı´ srazˇene´ objekty. Hodnota
mu˚zˇe naby´vat intervalu 〈0, 1〉. Vysoka´ hodnota znamena´ velkou sı´lu odrazu mala´ hod-
nota naopak tuto sı´lu pohlcuje. Dalsˇı´ typickou vlastnostı´ teˇles je drsnost povrchu, ktera´
ovlivnˇuje jejich vza´jemne´ trˇenı´. PhysX k tomuto u´cˇelu pouzˇı´va´ dva parametry. Prvnı´m
z nich je staticFriction. Definuje, jakou trˇecı´ sı´lu ma´ teˇleso v klidu. Trˇecı´ sı´lu pohybujı´cı´ho
19
se teˇlesa lze nastavit pomocı´ dynamicFriction. Obory hodnot jsou shodne´ s parametrem
odrazove´ sı´ly.
U´speˇsˇneˇ vytvorˇenou sce´nu je obvykle´ obsadit akte´ry. Prvnı´m umı´steˇny´m akte´rem
bude rovina, na ktere´ se vesˇkery´ deˇj na sce´neˇ odehra´va´. Akte´r tohoto typu je staticky´. To
znamena´, zˇe pro neˇj neplatı´ gravitace sce´ny a prˇi kolizi s jiny´m teˇlesem nemeˇnı´ svou po-
lohu. Nezˇ vytvorˇı´me samotne´ho akte´ra je nutne´ zadat za´kladnı´ parametry. K tomu slouzˇı´
objekty trˇı´dNxActorDesc, NxPlaneShapeDesc. NxActorDesc je pouzˇı´vany´ pro vsˇechny typy
akte´ru˚. Druhy´ z uvedeny´ch je nutne´ zvolit dle typu akte´ra.
NxActor∗ createPlane()
{
NxPlaneShapeDesc shapeDesc;
NxActorDesc actorDesc;
actorDesc.shapes.pushBack(&shapeDesc);
scene−>createActor(actorDesc);
return scene−>createActor(actorDesc);
}
Vy´pis 4: Vytvorˇenı´ roviny
Nynı´ zby´va´ nastavenou simulaci spustit. Zpu˚sob provedenı´ je uveden ve vy´pisu 5.
void simulateFrame()
{
scene−>simulate(1/60.0f);
scene−>flushStream();
scene−>fetchResults(NX RIGID BODY FINISHED, true);
}
Vy´pis 5: Spusˇteˇnı´ simulace
Funkce NxScene::simulate() provede simulaci v cˇasove´m intervalu nastavene´m parame-
trem. A funkce NxScene::flushStream() a NxScene::fetchResults() vypra´zdnı´ frontu sce´ny a
vra´tı´ vy´sledek simulace. Takto implementovana´ funkce simuluje pouze jeden ra´mec. Aby
vznikl dojem animace, musı´ se ra´mce tvorˇit plynule za sebou. K tomu se nabı´zı´ umı´stit
vytvorˇenou funkci do cyklu ukoncˇene´ho dle pozˇadavku˚. Ku prˇı´kladu nekonecˇny´ cyklus.
while(true)
{
simulateFrame();
}
Vy´pis 6: Simulace v cyklu
Graficky zjednodusˇeneˇ zna´zorneˇno, probı´ha´ simulace v cyklu jako na obra´zku 11.
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Obra´zek 11: Pru˚beˇh simulace
Prˇi spusˇteˇnı´ programu simulace beˇzˇı´, ale nelze videˇt vy´sledky. Pro vizualizaci je nutne´
pouzˇı´t grafickou knihovnu, ktera´ bude pru˚beˇh simulace prezentovat na vy´stupnı´ perife-
rii, nebo pouzˇı´t PhysX Visual Debugger. Zpu˚sob pouzˇitı´ je popsa´n v na´sledujı´cı´ kapitole.
5.4 PhysX Visual Debugger a jeho pouzˇitı´
Tento software je soucˇa´stı´ vy´vojove´ho na´stroje PhysX SDK a umozˇnˇuje za´kladnı´ vizuali-
zaci aplikacı´. Lze jej prˇipojit k jake´koli aplikaci zalozˇene´ na technologii PhysX a umozˇnˇuje:
• Vizualizaci objektu˚ umı´steˇny´ch na sce´neˇ.
• Za´kladnı´ manipulaci s pevny´mi teˇlesy.
• Zaznamena´nı´ a mozˇnost ulozˇenı´ vy´sledku simulace.
Spojenı´ s PhysX aplikacı´ je realizova´no pomocı´ TCP/IP protokolu. Dı´ky tomu je mozˇne´
zobrazovat simulaci aplikace na mı´stnı´m i vzda´lene´m pocˇı´tacˇi, pokud jsou oba propojeni
pocˇı´tacˇovou sı´tı´.
Prˇed prˇipojenı´m k ladı´cı´mu softwaru je nutne´ zna´t IP adresu pocˇı´tacˇe, na ktere´m
chceme program ladit. Zpu˚sob prˇipojenı´ demonstruje vy´pis 7.
NxPhysicsSDK ∗sdk;
void main(int argc, char∗∗ argv)
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{
sdk = NxCreatePhysicsSDK(NX PHYSICS SDK VERSION);
sdk−>getFoundationSDK().getRemoteDebugger()−>connect(”localhost”, 5425);
...
}
Vy´pis 7: Prˇipojenı´ k ladı´cı´ aplikaci
V tomto prˇı´padeˇ se provede prˇipojenı´ na mı´stnı´ pocˇı´tacˇ na TCP portu 5425. V prˇı´padeˇ
vzda´lene´ho ladeˇnı´ se mı´sto parametru
”
localhost“ uvede IP adresa vzda´lene´ho pocˇı´tacˇe.
Pokud se spojenı´ nezdarˇı´ pokracˇuje simulace v cˇinnosti, bez mozˇnosti ladeˇnı´.
5.5 Pevna´ teˇlesa
Pevne´ teˇleso je idealizace skutecˇny´ch teˇles. Zava´dı´ se proto, aby se prˇi implementaci ne-
musela bra´t v u´vahu deformace teˇles. Pro prˇesne´ vyja´drˇenı´ viz definice.
Definice 5.1 Tuhe´ teˇleso je idea´lnı´ teˇleso, jehozˇ tvar ani objem se nemeˇnı´ u´cˇinkem libovolneˇ
velky´ch sil. Je charakterizova´no hmotnostı´ a geometricky´mi rozmeˇry, ktere´ vymezujı´ urcˇity´ ob-
jem. Je tvorˇeno soustavou vza´jemneˇ pevneˇ va´zany´ch hmotny´ch bodu˚ [13].
Prˇi simulaci mohou naby´vat dvou za´kladnı´ch stavu˚.
• Staticky´ – na objekt se vztahuje pouze detekce kolizı´, prˇi pu˚sobenı´ sı´ly nedocha´zı´
ke zmeˇneˇ polohy objektu.
• Dynamicky´ – mimo detekce kolizı´ na neˇj pu˚sobı´ vneˇjsˇı´ sı´ly, ktere´ meˇnı´ jeho polohu
a lze je spojovat pomocı´ potomku˚ trˇı´dy NxJoint.
5.5.1 Tvary pevny´ch teˇles
Kazˇde´ pevne´ teˇleso je mimo jine´ definova´no svy´m tvarem, ktery´ se nemeˇnı´ pocelou dobu
simulace. Z trˇı´dnı´ho diagramu na obra´zku 5 je zna´mo, zˇe akte´r se mu˚zˇe skla´dat z jednoho
cˇi vı´ce tvaru˚ trˇı´dy NxShape, nebo take´ z zˇa´dne´ho. Pro tento u´cˇel je implementova´n para-
metr popisne´ trˇı´dyNxActorDesc typuNxArray, do ktere´ho se jednotlive´ polozˇky ukla´dajı´.
Nakonec akte´ra vytvorˇı´m v ra´mci aktua´lnı´ sce´ny pomocı´ funkce NxScene::createActor().
Viz na´sledujı´cı´ vy´pis.
// popisna´ trˇı´da tvaru krychle
NxBoxShapeDesc shapeDesc;
// vlastnosti akte´ra
NxActorDesc actorDesc;
// vlozˇenı´ tvaru do popisne´ trˇı´dy akte´ra
actorDesc.shapes.pushBack(&shapeDesc);
scene−>createActor(actorDesc);
Vy´pis 8: Vytvorˇenı´ akte´ra
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Jednotlive´ tvary jsou definova´ny:
• krychle – urcˇena hodnotou velikosti ve trˇech osa´ch,
• koule – definova´na polomeˇrem,
• kapsle – k definici kapsle je zapotrˇebı´ urcˇit:
– vy´sˇku kapsle (va´lcova´ cˇa´st),
– polomeˇr krajnı´ch kulovity´ch ploch,
• konvexnı´ sı´t’ – definova´na objektem typu ConvexMesh,
• troju´helnı´kova´ sı´t’ – urcˇena objektem typu TriangleMesh,
• kolo – specia´lnı´ typ tvaru popsa´no v kapitole 5.5.4
5.5.2 Poloha, Orientace a teˇzˇisˇteˇ teˇles
Objekt je mimo sve´ho tvaru popsa´n svou polohou a orientacı´ v prostoru. Poloha teˇlesa
je u´daj, vyjadrˇujı´cı´ umı´steˇnı´ teˇlesa vzhledem ke vztazˇne´ soustaveˇ. PhysX prostrˇedı´ je
zalozˇeno na 3D karte´zske´ soustaveˇ sourˇadnic, proto je pro urcˇenı´ polohy bodu zapotrˇebı´
trˇı´ sourˇadnic A[xA, yA, zA] . Nejcˇasteˇji pomocı´ objektu typuNxVec3.
Poloha lze nastavit prˇed vytvorˇenı´m teˇlesa v objektu popisne´ trˇı´dy s jejı´mizˇ para-
metry se vytvorˇı´. Pokud je teˇleso jizˇ vytvorˇeno lze polohu zmeˇnit pomocı´ funkce NxAc-
tor::setGlobalPosition(NxVec3). Viz vy´pis 9.
Obra´zek 12: Karte´zska´ soustava sourˇadnic
Orientace teˇlesa je definova´na u´hlem otocˇenı´ teˇlesa vzhledem k osa´m sourˇadnic. U´hly
otocˇenı´ se definujı´ pomocı´ matice 3 × 3 nebo quaterionu. Pro urcˇenı´ orientace pomocı´
23
matic musı´me mı´t pro kazˇdou osu x, y, z rotacˇnı´ matici. Vyna´sobenı´m teˇchto trˇı´ matic
na´m vyjde konecˇna´ rotacˇnı´ matice. Quaternion ma´ vy´hodu v tom, zˇe vsˇechny osy jsou
obsazˇeny v jednom quaternionu.
Definice 5.2 Quaterniony jsou zobecneˇnı´m komplexnı´ch cˇı´sel ve 3D prostoru. Zapisujı´ se jako
usporˇa´dana´ cˇtverˇice (w, x, y, z) nebo v u´sporneˇjsˇı´m forma´tu (w,~v), kde w je skala´r a v je 3D
vektor.
Pro u´cˇel otocˇenı´ kolem zvolene´ osy ve PhysX dosadı´me za w hodnotu u´hlu otocˇenı´ a za ~v
osy, ke ktery´m chceme rotaci prove´st. Uka´zka pra´ce s quaterniony se nacha´zı´ ve vy´pisu 9.
V rea´lne´m sveˇteˇ, pu˚sobı´ na kazˇdy´ bod teˇlesa v poli zemske´ tı´zˇe tı´hova´ sı´la, ktera´ je
u´meˇrna´ hmotnosti dane´ho bodu teˇlesa. Tato sı´la pu˚sobı´ na bod (cˇa´st teˇlesa) svisle dolu˚.
Vy´slednice vsˇech rovnobeˇzˇny´ch tı´hovy´ch sil uda´va´ celkovou tı´hovou sı´lu ~FG teˇlesa a lezˇı´
na teˇzˇnici, cozˇ je spojnice teˇzˇisˇteˇ teˇlesa a bodu za´veˇsu. Otocˇenı´m teˇlesa dojde ke zmeˇneˇ
polohy teˇzˇnice. Pru˚secˇı´k vsˇech teˇzˇnic se nazy´va´ teˇzˇisˇteˇ teˇlesa [13].
Definice 5.3 Teˇzˇisˇteˇ pevne´ho teˇlesa je pu˚sobisˇteˇ tı´hove´ sı´ly, ktera´ pu˚sobı´ na teˇleso v homogennı´m
tı´hove´m poli [13].
Prˇi vytva´rˇenı´ teˇlesa ve PhysX se teˇzˇisˇteˇ implicitneˇ nastavı´ doprostrˇed teˇlesa. Zpu˚sob
zmeˇny polohy teˇzˇisˇteˇ je demonstrova´no ve vy´pisu 9.
Obra´zek 13: Teˇzˇisˇteˇ teˇlesa
NxActorDesc actorDesc;
// natavenı´ polohy teˇlesa v˜popisne´ trˇı´deˇ
actorDesc.globalPose.t = NxVec3(0,1,0);
// natavenı´ orientace teˇlesa v˜popisne´ trˇı´deˇ
actorDesc.globalPose.M = NxQuat(45,NxVec3(0,1,0));
NxActor ∗cube = scene−>createActor(actorDesc);
// nastavenı´ polohy teˇlesa po jeho vytvorˇenı´
cube−>setGlobalOrientation(NxQuat(0,NxVec3(0,1,0)));
// nastavenı´ orientace teˇlesa po jeho vytvorˇenı´
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cube−>setGlobalPosition(NxVec3(0,5,0));
// zmeˇna teˇzˇisˇteˇ teˇlesa po jeho vytvorˇenı´
cube−>setCMassOffsetLocalPosition(NxVec3(1,1,1));
Vy´pis 9: Urcˇenı´ polohy orientace a teˇzˇisˇteˇ akte´ra
5.5.3 Pu˚sobenı´ sı´ly a rychlost teˇlesa
Pu˚sobenı´m sı´ly na teˇleso jej uvede z klidove´ho stavu do pohybu. Kazˇdy´ pohyb se skla´da´
ze dvou cˇa´stı´:
• Posuvny´ – prˇi tomto pohybu se vsˇechny body teˇlesa pohybujı´ stejnou rychlostı´ po
vza´jemneˇ rovnobeˇzˇny´ch trajektoriı´ch.
• Ota´cˇivy´ pohyb – je pohyb, prˇi neˇmzˇ se vsˇechny body teˇlesa pohybujı´ se stejnou
u´hlovou rychlostı´ po soustrˇedny´ch kruzˇnicı´ch, jejichzˇ strˇedy lezˇı´ na ose ota´cˇenı´.
Ota´cˇivy´ pohyb se deˇje vzˇdy kolem neˇjake´ okamzˇite´ osy ota´cˇenı´.
PhysX rozlisˇuje tyto dveˇ slozˇky pohybu a umozˇnˇuje je nastavit zvla´sˇt’. Toho lze docı´lit
funkcemi NxActor::addForce() pro posuvnou sı´lu a NxActor::addTorque() pro sı´lu ota´cˇivou.
Parametrem jsou vektory typu NxVec3 uda´vajı´cı´ velikost sı´ly pohybu (ota´cˇenı´) v jednot-
livy´ch slozˇka´ch karte´zske´ soustavy sourˇadnic. Tyto funkce pu˚sobı´ silou na strˇed teˇlesa.
Pokud je zˇa´doucı´ umı´stit pu˚sobisˇteˇ sı´ly na jinou cˇa´st teˇlesa vyuzˇı´va´ se funkce naprˇ.NxAc-
tor::addForceAtPos().
NxActorDesc actorDesc;
NxActor ∗cube = scene−>createActor(actorDesc);
// nastavenı´ posuvne´ sı´ly
cube−>addForce(NxVec3(0,10000,0));
// nastavenı´ ota´cˇive´ sı´ly
cube−>addTorque(NxVec3(0,10000,0));
// nastavenı´ posuvne´ sı´ly na urcˇitou pozici
cube−>addForceAtPos(NxVec3(0,0,10000),NxVec3(0,0,0));
Vy´pis 10: Pu˚sobenı´ sı´ly na pevne´ teˇleso
5.5.4 Kolo
Kolo je specia´lnı´ typ u´tvaru slouzˇı´cı´ pro simulaci vozidel ru˚zny´ch druhu˚. Zpu˚sob vy-
tva´rˇenı´ a prˇipojenı´ k akte´rovi je stejny´ jako u jiny´ch u´tvaru. Za´kladnı´ reprezentace je
zobrazena na obra´zku 14.
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Obra´zek 14: Reprezentace kola ve PhysX
U´tvar ma´ implementova´nu sadu metod pro snadne´ nastavenı´ vlastnostı´. Tyto vlast-
nosti lze libovolneˇ meˇnit v pru˚beˇhu cˇinnosti aplikace.
• motorTorque – uda´va´ velikost tocˇive´ho momentu kola v Z+,
• brakeTorque – opeˇt velikost tocˇive´ho momentu, ale v opacˇne´m smeˇru Z-,
• steerAngle – u´hel otocˇenı´ kola v ose Y v kladne´m, cˇi za´porne´m smeˇru.
Na za´veˇr na´sleduje jednoduchy´ prˇı´klad vytvorˇenı´.
NxWheelShapeDesc wheelDescFL;
wheelDescFL.radius = 0.1f;
wheelDescFL.motorTorque = 200.0f;
wheelDescFL.brakeTorque = 0.0f;
wheelDescFL.steerAngle = 0.0f;
WheelDescFL.localPose.t = NxVec3(0.0f,0.1f,0.0f);
actorDesc.shapes.pushBack(&wheelDescFL);
Vy´pis 11: Prˇı´klad vytvorˇenı´ kola
5.5.5 Spı´nacˇ uda´lostı´
Spı´nacˇ je specia´lnı´ vlastnost tvaru (NxShape), kdy dany´m tvaremmohou volneˇ procha´zet
jina´ pevna´ teˇlesa, avsˇak prˇi pru˚chodu se vyvola´ uda´lost, ktera´ je da´le zpracova´va´na ob-
sluhujı´cı´ trˇı´dou. Tvar se prˇi vytva´rˇenı´ mu˚zˇe sta´t spı´nacˇem umı´steˇnı´m konstanty
NX TRIGGER ENABLE do vlastnosti popisne´ trˇı´dy NxBoxShapeDesc.shapeFlags.
Spı´nacˇ by sa´m o sobeˇ nemeˇl smysl, pokud by neexistovala obsluzˇna´ funkce, ktera´ by
jeho uda´losti zpracova´vala. K tomuto u´cˇelu je implementova´na trˇı´daNxUserTriggerReport
z nı´zˇ deˇdı´ vy´sledna´ obsluzˇna´ trˇı´da. Prˇı´klad vytvorˇenı´ prezentuje vy´pis 12.
class Trigger : public NxUserTriggerReport
{
void onTrigger(NxShape& sensorShape, NxShape& detectedShape, NxTriggerFlag status)
{
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if (status & NX TRIGGER ON ENTER)
// obsluzˇny´ ko´d pro vstup
if (status & NX TRIGGER ON LEAVE)
// obsluzˇny´ ko´d prˇi opusˇteˇnı´
}
}Trigger;
Vy´pis 12: Prˇı´klad obsluzˇne´ trˇı´dy spı´nacˇe
Jedinou metodou trˇı´dy je metoda onTrigger jejı´zˇ parametry jsou:
• tvar spı´nacˇe, ktery´ byl narusˇen,
• tvar , ktery´ spı´nacˇ narusˇil,
• typ uda´losti.
Pokud je zna´m tvar, lze pomocı´ funkce NxShape::getActor() zı´skat referenci na rodicˇov-
ske´ho akte´ra. To nabı´zı´ sˇirokou sˇka´lu pouzˇitı´ spı´nacˇu˚.
5.5.6 Trou´helnı´kove´ sı´teˇ
Troju´helnı´kove´ sı´teˇ je na´stroj na vytva´rˇenı´ komplexnı´ch tvaru˚ objektu slozˇeny´ch z dı´lcˇı´ch
troju´helnı´ku˚. Ve sve´ pra´ci pouzˇı´va´m na´sledujı´cı´ dva typy:
• Convex Mesh (konvexnı´ sı´t’) – vhodne´ pro vytva´rˇenı´ slozˇiteˇjsˇı´ch staticky´ch i dyna-
micky´ch objektu˚, kdy skla´da´nı´ objektu z primitivnı´ch tvaru˚ by bylo prˇı´lisˇ obtı´zˇne´.
• Triangle Mesh (troju´helnı´kova´ sı´t’) – vhodna´ pro vytva´rˇenı´ rozsa´hly´ch staticky´ch
objektu˚ naprˇ. tere´nu˚.
Troju´helnı´kove´ sı´teˇ mohou naby´vat jake´hokoli tvaru. Tı´m vznika´ proble´m, protozˇe
syste´m detekce kolizı´ uzˇivatelsky definovany´ tvar teˇlesa nezna´, a proto kolize objektu˚
neprobı´ha´ spra´vneˇ nebo vu˚bec. K rˇesˇenı´ tohoto proble´mu se vyuzˇı´va´ instance trˇı´dy Nx-
CookingInterface, ktera´ uzˇivatelsky´ objekt prˇevede do vhodne´ho tvaru pro simulaci. Prˇed
prˇevedenı´m je nutne´ spra´vneˇ definovat pozˇadovany´ tvar objektu. Jako prˇı´klad uvedu
na´sledujı´cı´ obra´zek.
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Obra´zek 15: Prˇı´klad teˇlesa z dı´lcˇı´ch troju´helnı´ku˚
Teˇleso je tvorˇeno cˇtyrˇmi vrcholy P0, P1, P2, P3 z nichzˇ kazˇdy´ je definova´n svou polo-
hou v prostoru P0 = (x0, y0, z0) . . . Pocˇet a poloha bodu˚ jsou prvnı´mi parametry. Pla´sˇt’
teˇlesa je tvorˇen cˇtyrmi steˇnami troju´helnı´kove´ho tvaru a kazˇda´ plocha steˇny je urcˇena
trˇemi body viz obra´zek. Pocˇet ploch a vy´cˇet bodu˚, ktere´ tyto steˇny tvorˇı´ jsou druhou sa-
dou parametru˚. Pocˇty ploch a bodu˚ ulozˇı´m do promeˇnny´ch cˇı´selne´ho typu a vy´cˇet bodu˚
a troju´helnı´ku˚ do pole prvku˚.
NxI32 pocetBodu = 4;
NxI32 pocetTrojuhelniku = 4;
NxVec3 poleBodu[4] =
{NxVec3(p0 x, p0 y, p0 z),
NxVec3(p1 x, p1 y, p1 z),
NxVec3(p2 x, p2 y, p2 z),
NxVec3(p3 x, p3 y, p3 z)};
NxU16 poleTrojuhelniku[12] =
{2,1,0,
0,1,3,
1,2,3,
2,0,3};
static NxCookingInterface ∗cooking = NxGetCookingLib(NX PHYSICS SDK VERSION);
cooking−>NxInitCooking();
NxTriangleMeshDesc triangleMeshDesc;
triangleMeshDesc.numVertices = pocetBodu;
triangleMeshDesc.numTriangles = pocetTrojuhelniku;
triangleMeshDesc.pointStrideBytes = sizeof(NxVec3);
triangleMeshDesc.triangleStrideBytes = 3∗sizeof(NxU32);
triangleMeshDesc.points = poleBodu;
triangleMeshDesc.triangles = poleTrojuhelniku;
// ulozˇenı´ do souboru
cooking−>NxCookTriangleMesh(triangleMeshDesc, UserStream(”c:\\triangleMesh.bin”, false));
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// nacˇtenı´ ze souboru a vytvorˇenı´ objektu
NxTriangleMesh triangleMesh = physicsSDK−>createTriangleMesh(UserStream(”c:\\triangleMesh.
bin”, true));
Vy´pis 13: Vytvorˇenı´ troju´helnı´kove´ sı´teˇ
V prˇı´kladu se data sı´teˇ nejprve ulozˇı´ do souboru a pote´ se pomocı´ tohoto souboru vy-
tvorˇı´ objekt typuNxTriangleMesh (v prˇı´padeˇ konvexnı´ho teˇlesa je to objekt typu NxCon-
vexMesh). Druhou mozˇnostı´ je ulozˇenı´ vy´stupnı´ho proudu dat do pameˇti. To by zname-
nalo vytva´rˇet data sı´teˇ po kazˇde´m spusˇteˇnı´ simulace a zpomalit tak beˇh programu. Po
prˇı´praveˇ dat sı´teˇ na´sleduje vytvorˇenı´ rea´lne´ho akte´ra. I zde je nutne´ nejprve prˇed vy-
tvorˇenı´m teˇlesa vyplnit objekty popisny´ch trˇı´d. Viz vy´pis 13.
NxTriangleMeshShapeDesc triangleShapeDesc;
// data sı´teˇ
triangleShapeDesc.meshData= triangleMesh;
NxBodyDesc bodyDesc;
NxActorDesc actorDesc;
actorDesc.shapes.pushBack(&triangleShapeDesc);
actorDesc.body= &bodyDesc;
actorDesc.density= 1.0f;
NxActor ∗newActor = scene−>createActor(actorDesc);
Vy´pis 14: Aplikace sı´teˇ na akte´ra
5.5.7 Spoje pevny´ch teˇles
Spoje umozˇnˇujı´ spojenı´ dvou teˇles za u´cˇelem vytvorˇenı´ jednoduchy´ch i slozˇiteˇjsˇı´ch me-
chanicky´ch seskupenı´. Analogicky jako naprˇ. v lidske´ kostrˇe se nacha´zı´ ru˚zne´ druhy
kloubu˚, i PhysX implementuje sadu spoju˚, ktere´ se od sebe navza´jem lisˇı´ omezenı´m
vza´jemne´ho pohybu teˇles. PhysX implementuje na´sledujı´cı´ typy spoju˚:
• Pevny´ (NxFixedJoint) – vytva´rˇı´ pevne´ spojenı´ mezi teˇlesy a neumozˇnˇuje zˇa´dny´ po-
hyb ve vsˇech osa´ch.
Obra´zek 16: Pevny´ spoj [8]
• Kulovity´ (NxSphericalJoint) – spoj tvorˇen dveˇma stycˇny´mi kulovity´mi plochami s na-
stavitelnou hybnostı´ ve vsˇech osa´ch. Vhodny´ pro pouzˇı´tı´ simulace lan cˇi neˇktery´ch
kloubu˚ (kycˇelnı´).
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Obra´zek 17: Kulovity´ spoj [8]
• Otocˇny´ (NxRevoluteJoint) – umozˇnˇuje omezeny´, ota´cˇivy´ pohyb pouze v jedine´ ose.
Dalsˇı´ dveˇ osy jsou fixova´ny. Pouzˇitı´ naprˇı´klad pro dverˇnı´ panty, kolennı´ kloub
apod.
Obra´zek 18: Otocˇny´ spoj [8]
• Va´lcovy´ (NxCylindrialJoint) – simuluje posuvny´ a ota´cˇivy´ pohyb v jedne´ ose. Ostatnı´
osy jsou fixova´ny. Typicky´m prˇı´kladem je pı´st v pı´stnici.
Obra´zek 19: Va´lcovy´ spoj [8]
• Bod na rovineˇ (NxPointInPlane) – umozˇnˇuje pohyb bodu teˇlesa pouze po vybrane´
plosˇe druhe´ho teˇlesa.
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Obra´zek 20: Spoj Bodu a roviny [8]
Konkre´tnı´ typy spoju˚ se vytva´rˇejı´ v ra´mci sce´ny pomocı´ funkceNxScene::createJoint(). Typ
spoje se urcˇuje dle typu trˇı´dy. Prˇi vytva´rˇenı´ je nutne´ uve´st jako parametr popisnou trˇı´du
dane´ho spoje. Vzhledem k velke´mu pocˇtu typu˚ spoju˚ uvedu pouze jeden demonstrativnı´
prˇı´klad vytvorˇenı´ pevne´ho spoje mezi dveˇma akte´ry.
NxFixedJointDesc fixedDesc;
fixedDesc.actor[0] = actor0;
fixedDesc.actor[1] = actor1;
NxFixedJoint ∗fixedJoint=(NxFixedJoint∗)gScene−>createJoint(fixedDesc);
Vy´pis 15: Vytvorˇenı´ pevne´ho spoje
5.6 Silove´ pole
Silova´ pole jsou objekty, ktere´ pu˚sobı´ zvolenou silou na akte´ry, jezˇ se vyskytnou v je-
jich pu˚sobisˇti. Ovlivneˇny´mi teˇlesy mohou by´t dynamicka´ pevna´ teˇlesa, tkaniny, tekutiny,
meˇkka´ teˇlesa. Silova´ pole mohou naby´vat tvaru:
• krychle,
• koule,
• kapsle
• konvexnı´ sı´t’
Stejneˇ jako u akte´ru˚, pole mu˚zˇe by´t tvorˇeno vı´ce tvary. Prˇesto objem ani povrch pole nenı´
hmotny´. Teˇlesa tedy mohou pronikat dovnitrˇ teˇlesa i ven. Prˇi vytva´rˇenı´ konecˇne´ho ob-
jektu typu NxForceField je nutne´ do jeho popisne´ trˇı´dy uve´st informace o velikosti, tvaru
a poloze silove´ho pole a jeho pu˚sobı´cı´ sı´le. K tomu slouzˇı´ objekt NxForceFieldLinearKernel
a popisna´ trˇı´da NxBoxForceFieldShapeDesc. Prˇı´klad vytvorˇenı´ se nacha´zı´ v na´sledujı´cı´m
vy´pisu.
NxForceFieldLinearKernelDesc lKernelDesc;
lKernelDesc.constant = NxVec3(1,1,1); // velikost pu˚sobı´cı´ sı´ly
NxForceFieldLinearKernel∗ lKernel; //objekt uchova´va´jı´cı´ mj. velikost pu˚sobı´cı´ sı´ly
lKernel = scene−>createForceFieldLinearKernel(lKernelDesc);
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NxBoxForceFieldShapeDesc boxField; //tvar pole je krychle
boxField.dimensions = NxVec3(15,15,15); //velikost pole
boxField.pose.t = NxVec3(0,10,0);
NxForceFieldDesc fieldDesc; //popisna´ trˇı´da silove´ho pole
fieldDesc.coordinates = NX FFC CYLINDRICAL;
fieldDesc.includeGroupShapes.pushBack(&boxField);
fieldDesc.kernel = lKernel;
NxForceField∗ ffield = scene−>createForceField(fieldDesc);
Vy´pis 16: Vytvorˇenı´ silove´ho pole
Prˇı´klad pouzˇitı´ tohoto objektu je kuprˇı´kladu vı´tr, loka´lnı´ stav beztı´zˇe a dalsˇı´.
5.7 Tekutiny
PhysX umozˇnˇuje simulaci kapalin a plynu˚ pomocı´ syste´mu cˇa´stic v rea´lne´m cˇase. Na
sce´neˇ mohou by´t vytvorˇeny samostatneˇ, nebo mohou vyte´kat z vybrany´ch objektu˚.
5.7.1 Vytvorˇenı´ tekutin
Pro vytvorˇenı´ tekutiny vlastnı´ trˇı´daNxScene funkci createFluid() s pouzˇitı´m popisne´ trˇı´dy
NxFluidDesc jako parametr. Nynı´ popı´sˇi jak pomoci te´to trˇı´dy specifikovat fyzika´lnı´ vlast-
nosti kapalin.
• maxParticies – maxima´lnı´ pocˇet cˇa´stic. Po prˇekrocˇenı´ tohoto limitu se nebudou vy-
tva´rˇet dalsˇı´ cˇa´stice.
• kernelRadiusMultiplier – ovlivnˇuje polomeˇr vlivu pro kazˇdou cˇa´stici.
• restDensity – hustota kapaliny
• restParticlesPerMeter – parametr uda´vajı´cı´ mnozˇstvı´ cˇa´stic v tekutineˇ o objemu jed-
nohometru krychlove´m. Spolu s prˇedchozı´mi dveˇma parametry slouzˇı´ pro vy´pocˇet
hmotnosti kapalinym a polomeˇru vlivu r.
m [kg] =
restDensity
[
kg ∗m−3
]
restParticlesPerMeter3 [m−1]
r [m] =
kernelRadiusMultiplier
restParticlesPerMeter [m−1]
• stiffness – tuhost kapaliny ovlivnˇuje mı´ru stlacˇitelnosti.
• viscosity – viskozita kapaliny.
• damping – tlumı´cı´ parametr. Pouzˇı´va´ se pro ztlumenı´ rychlosti cˇa´stic.
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• externalAcceleration – externı´ zrychlenı´ aplikovana´ na cˇa´stice. Umozˇnˇuje simulaci
naprˇ. veˇtru. Uda´va´no v
[
m ∗ s−2
]
.
K vytvorˇenı´ jizˇ jen zby´va´ definovat samotne´ cˇa´stice. Ty jsou urcˇeny svou polohou.
Jako rˇesˇenı´ se vybı´zı´ pouzˇı´t pole prvku˚ typuNxVec3. Zpu˚sob implementace demonstruje
vy´pis 17.
NxI32 particleNum = 0;
NxVec3 particleBuffer[30000];
NxParticleData particles;
particles .numParticlesPtr = &particleNum;
particles .bufferPos = &particleBuffer [0]. x;
particles .bufferPosByteStride = sizeof(NxVec3);
// Vytvorˇenı´ popisne´ trˇı´dy
NxFluidDesc fluidDesc;
...
fluidDesc. initialParticleData = particles ;
fluidDesc.particlesWriteData = particles ;
fluid = scene−>createFluid(fluidDesc);
Vy´pis 17: Vytvorˇenı´ kapaliny
5.7.2 Prˇı´tok a odtok tekutin
V PhysX jsou implementova´ny na´stroje pro simulace kuprˇı´kladu fonta´n nebo vodovod-
nı´ho kohoutku s odtokem, kdy kapalina vyte´ka´ z objektu a na´sledneˇ se ztra´cı´. Vy´tok
kapalin se vytva´rˇı´ pomocı´ funkceNxFluid::createEmitter. K prˇeda´nı´ argumentu˚ slouzˇı´ opeˇt
popisna´ trˇı´da tentokra´t typu NxFluidEmitterDesc. K uprˇesneˇnı´ pozˇadavku˚ lze nastavit
tyto argumenty:
• relPose – relativnı´ pozice emitoru vzhledem k objektu, ze ktere´ho kapalina vyte´ka´.
• type – volba zda-li bude kapalina tryskat (fonta´na) nebo volneˇ vyte´kat (vodovodnı´
kohoutek).
• shape – tvar pru˚rˇezu proudu cˇa´stic.
• particleLifetime – existence cˇa´stic uda´vana´ v sekunda´ch [s]. Pokud je uda´na nulova´
hodnota, cˇa´stice zmizı´ pouze odtokem.
• maxParticles –maxima´lnı´ pocˇet emitovany´ch cˇa´stic. Pokud pocˇet vypusˇteˇny´ch cˇa´stic
dosa´hne tohoto limitu, tok cˇa´stic se zastavı´ do doby, nezˇ pocˇet cˇa´stic pod limit opeˇt
neklesne.
• fluidVelocityMagnitude – pocˇa´tecˇnı´ rychlost emitovany´ch cˇa´stic.
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• rate – mnozˇstvı´ emitovany´ch cˇa´stic za sekundu.
• dimensionX, dimensionY – velikost vy´tokove´ plochy.
• randomAngle – na´hodna´ u´hlova´ odchylka smeˇru emitovany´ch cˇa´stic od smeˇru emi-
tace.
• randomPos – rozptyl cˇa´stic
• frameShape – parametr typu NxShape uda´va´, ze ktere´ho objektu ma´ kapalina
vyte´kat.
K odtoku kapaliny slouzˇı´ objekty z kategorie pevny´ch teˇles. Pokud se takto vytvorˇene´ho
teˇlesa dotkne cˇa´stice kapaliny, bude odstraneˇna z pameˇti. Zpu˚sob vytvorˇenı´ je uveden ve
vy´pisu.
// vytvorˇenı´ prˇı´toku
NxFluidEmitterDesc emitterDesc;
emitterDesc.setToDefault();
// nastavenı´ vlastnostı´
fluidEmitter = fluid −>createEmitter(emitterDesc);
// vytvorˇenı´ odtoku
NxBoxShapeDesc shapeDesc;
shapeDesc.setToDefault();
// konstanta oznacˇujı´cı´ odtokovy´ objekt
shapeDesc.shapeFlags|=NX SF FLUID DRAIN;
NxActorDesc actorDesc;
actorDesc.shapes.pushBack(&shapeDesc);
NxActor ∗drainActor=scene−>createActor(actorDesc);
Vy´pis 18: Vytvorˇenı´ prˇı´toku a odtoku kapaliny
5.8 Tkaniny
Simulace textilu a jiny´ch tkany´ch materia´lu je dalsˇı´m na´strojem PhysX enginu. Umozˇnˇuje
simulaci chova´nı´ textı´liı´, ale i pevny´ch teˇles, ktere´ lze do urcˇite´ mı´ry deformovat. Princi-
pem implementace je sı´t’ bodu˚ spojena´ vazbami do dı´lcˇı´ch troju´helnı´ku˚. Viz obra´zek 21.
Obra´zek 21: Struktura tkaniny ve PhysX
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Sı´t’ bodu˚ mu˚zˇe naby´vat jaky´koli tvar. To znamena´ velkou univerza´lnost pouzˇitı´ od si-
mulace jednoduchy´ch pla´ten, kusy oblecˇenı´, papı´ru, ale i pevny´ch teˇles (plastove´ la´hve).
Na rozdı´l od objektu typuNxTriagleMesh je dynamicka´ a nenı´ omezena mnozˇstvı´m ploch
jako objekt typu NxConvexMesh, tudı´zˇ se hodı´ pro vytva´rˇenı´ slozˇiteˇjsˇı´ch a detailneˇjsˇı´ch
tvaru˚.
5.8.1 Vytvorˇenı´ tkanin
Podobneˇ jako u vytva´rˇenı´ objektu˚ typu NxTriangleActor i zde je nutne´ prˇipravit sı´t’ bodu˚.
K tomu pouzˇiji funkci NxCookingInterface::NxCookClothMesh() a
NxPhysicsSDK::createClothMesh(). Provedenı´ je analogicke´ jako z kapitoly 5.5.6.
NxInitCooking();
NxClothMeshDesc meshDesc;
...
MemoryWriteBuffer wb;
if (! NxCookClothMesh(meshDesc, wb))
return false;
MemoryReadBuffer rb(wb.data);
clothMesh = scene−>getPhysicsSDK().createClothMesh(rb);
Vy´pis 19: Vytvorˇenı´ sı´teˇ bodu˚
Po vytvorˇenı´ dat sı´teˇ lze prˇistoupit k vytvorˇenı´ objektu typu NxCloth. K tomu je opeˇt
zapotrˇebı´ objekt popisne´ trˇı´dy (NxClothDesc). Mezi nejdu˚lezˇiteˇjsˇı´ parametry te´to trˇı´dy
patrˇı´:
• Stretching Stiffness (elasticita) – definuje, do jake´ mı´ry jsou natazˇitelne´ vazby mezi
body.
• Bending Stiffness (ohebnost) – omezenı´ u´hlu ohybu mezi protilehly´mi body. Vyso-
kou ohebnost ma´ kuprˇı´kladu bavlna, naopak nı´zkou ma´ trˇeba papı´r.
Obra´zek 22: Elasticita a ohebnost tkanin
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• Density (hustota) – neprˇı´mo uda´va´ hmotnost tkaniny. Hmotnostm je urcˇena vzor-
cem:
m [kg] =
1
3
∗ triangleArea
[
m3
]
∗ density
[
kg ∗m−3
]
• Thickness (tlousˇt’ka) – tlousˇt’ka pla´tna.
• Friction (trˇenı´) – zalozˇeno na stejne´m principu jako u pevny´ch teˇles.
Objekt trˇı´dy NxCloth se vytva´rˇı´ pomocı´ funkce NxScene::createCloth() s parametrem typu
NxClothDesc viz vy´pis 20.
NxClothDesc clothDesc;
...
NxMeshData receiveBuffers;
clothDesc.clothMesh = clothMesh;
clothDesc.meshData = receiveBuffers;
cloth = scene−>createCloth(clothDesc);
Vy´pis 20: Vytvorˇenı´ tkaniny
5.8.2 Dalsˇı´ vlastnosti tkanin
5.8.2.1 Vza´jemna´ kolize V soucˇasne´ verzi nemajı´ objekty tohoto typu implemento-
va´ny detekce kolizı´ s jiny´mi tkaninami, ny´brzˇ kolidujı´ pouze se sebou samy´mi. To mu˚zˇe
by´t proble´m prˇi simulaci vı´ce objektu˚ tohoto typu. Objekty do sebe nebudou nara´zˇet, ale
vza´jemneˇ sebou proniknou. PhysX tento proble´m rˇesˇı´ umı´steˇnı´m neviditelne´ho pevne´ho
teˇlesa doprostrˇed objektu pomocı´ funkce NxCloth::attachToCore(). Tı´m se zajistı´ vza´jemna´
kolize a navı´c se pla´sˇt’ sı´t’ovy´ch bodu˚ bude prˇi kolizi deformovat.
Obra´zek 23: Umı´steˇnı´ pevny´ch teˇles do ja´dra tkanin
5.8.2.2 Trha´nı´ tkanin Jak jizˇ bylo zmı´neˇno, tkaniny se skla´dajı´ z vrcholu˚ a vazeb
(obra´zek 21), ktere´ tvorˇı´ dı´lcˇı´ troju´helnı´ky plochy. PhysX umozˇnˇuje vazba´m mezi body
nastavit meze natazˇitelnosti. Po prˇekrocˇenı´ te´to meze dojde k trvale´mu prˇetrzˇenı´ vazby.
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K umozˇneˇnı´ prˇetrzˇenı´ je nutne´ nastavit popisne´ trˇı´deˇ konstantu
NxClothDesc.flags = NX CLF TEARABLE a rea´lne´ cˇı´slo prahu natazˇitelnosti
NxClothDesc.tearFactor.
5.8.2.3 Vnitrˇnı´ tlak tkanin Slouzˇı´ pro vytvorˇenı´ vnitrˇnı´ho tlaku uzavrˇeny´ch teˇles to-
hoto typu. Pouzˇı´va´ se pro simulaci nafouknuty´ch objektu˚ (le´tajı´cı´ balo´n). Tato funkce se
aktivuje nastavenı´m konstanty v popisne´ trˇı´deˇ NxClothDesc.flags = NX CLF PRESSURE
a rea´lne´ cˇı´slo velikosti tlaku NxClothDesc.pressure.
5.9 Meˇkka´ teˇlesa
PhysX umozˇnˇuje simulaci meˇkky´ch teˇles, ktera´ podle´hajı´ deformaci, ale po ukoncˇenı´
pu˚sobenı´ deformacˇnı´ sı´ly se teˇleso vra´tı´ do pu˚vodnı´ho stavu. V praxi lze objekty tohoto
typu pouzˇı´t pro simulaci naprˇ. pneumatiky vozidel, lidske´ho teˇla nebo nafukovacı´ho
mı´cˇe.
5.9.1 Vytvorˇenı´ meˇkke´ho teˇlesa
Na rozdı´l od prˇedchozı´ch typu˚ objektu˚ nenı´ tvorˇen troju´helnı´kovou sı´tı´, ale obecny´m
cˇtyrˇsteˇnem (viz obra´zek 24), tedy trojrozmeˇrny´m teˇlesem se cˇtyrˇmi vrcholy a cˇtyrˇmi
troju´helnı´kovy´mi steˇnami. Vy´sledny´ objekt tedy nenı´ obal slozˇeny´ ze sı´teˇ troju´helnı´ku˚,
ale ma´ hmotny´ objem. Tento typ objektu nenı´ vhodny´ pro vizualizace, pouzˇı´va´ se jako
vnitrˇnı´ simulacˇnı´ vrstva, na kterou se posle´ze aplikuje vneˇjsˇı´ vrstva.
Obra´zek 24: Obecny´ cˇtyrˇsteˇn
Vytva´rˇenı´ je podobne´ jako u tkanin. Nejprve je nutne´ vytvorˇit sı´t’ cˇtyrˇsteˇnu˚ a prove´st
jejı´ prˇevedenı´. Pro zada´nı´ jednotlivy´ch bodu˚ a steˇn sı´teˇ slouzˇı´ objekt popisne´ trˇı´dyNxSoft-
BodyMeshDesc a prˇevedenı´m pomocı´ funkce NxCookingInterface::NxCookSoftBodyMesh()
lze vytvorˇit pozˇadovanou sı´t’ typu NxSoftBodyMesh.
Pote´ lze tuto prˇevedenou sı´t’ pouzˇı´t jako jeden z parametru˚ popisne´ trˇı´dyNxSoftBody-
Desc, ktera´ je nutna´ pro vytvorˇenı´ konecˇne´ho objektu typuNxSoftBody. Viz zjednodusˇeny´
vy´pis 21.
NxInitCooking();
NxSoftBodyMeshDesc meshDesc;
37
...
MemoryWriteBuffer wb;
if (! NxCookSoftBodyMesh(meshDesc, wb))
return false;
MemoryReadBuffer rb(wb.data);
softBodyMesh = scene−>getPhysicsSDK().createSoftBodyMesh(rb);
NxSoftBodyDesc softBodydesc;
NxMeshData receiveBuffers;
softBodydesc.softBodyMesh = softBodyMesh;
softBodydesc.meshData = receiveBuffers;
softBody = scene−>createSoftBody(softBodydesc);
Vy´pis 21: Vytvorˇenı´ meˇkke´ho teˇlesa
Prˇi vytva´rˇenı´ meˇkky´ch teˇles lze v ra´mci popisne´ trˇı´dy NxSoftBodyDesc nastavit na´sledujı´
parametry umozˇnˇujı´cı´ prˇiblı´zˇit tvorˇeny´ objekt rea´lne´mu teˇlesu.
• Volume Stiffness (objemova´ pruzˇnost) – urcˇuje tuhost deformace objemu jednot-
livy´ch cˇtyrˇsteˇnu˚. Viz obra´zek 25 vpravo.
• Stretching Stiffness (pruzˇnost prˇi tahu) – ovlivnˇuje tuhost deformace hran jednot-
livy´ch cˇtyrˇsteˇnu˚. Viz obra´zek 25 vlevo.
Obra´zek 25: Rozdı´ly mezi pruzˇnostmi meˇkky´ch teˇles
• Density (hustota) – neprˇı´mo uda´va´ hmotnostmeˇkke´ho teˇlesa. Hmotnostm je urcˇena
vzorcem:
m [kg] =
1
4
∗ objem
[
m3
]
∗ hustota
[
kg ∗m−3
]
• Particle Radius
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5.9.2 Dalsˇı´ vlastnosti meˇkky´ch teˇles
5.9.2.1 Vza´jemna´ kolize Stejneˇ jako v prˇı´padeˇ tkanin, ani meˇkka´ teˇlesa zatı´m ne-
majı´ implementovanou vza´jemnou kolizi. Rˇesˇenı´ je stejne´ jako u tkanin tedy prˇipevneˇnı´
pevne´ho teˇlesa do ja´dra objektu. Pro tento u´cˇel je implementova´na sada funkcı´ s ru˚zny´mi
mozˇnostmi prˇipojenı´. Naprˇı´klad prˇipojenı´ ke kolidujı´cı´m objektu˚m prˇi pocˇa´tku simulace,
prˇipojenı´ ke konkre´tnı´mu akte´ru a dalsˇı´.
5.9.2.2 Trha´nı´ meˇkky´ch teˇles I zde platı´ analogie jako u tkanin. Dı´lcˇı´ cˇtyrˇsteˇny tvorˇı´cı´
vy´sledne´ teˇleso se mohou oddeˇlit, pokud je pu˚sobı´cı´ sı´la veˇtsˇı´ nezˇ soudrzˇna´ sı´la vazeb.
Tuto vlastnost lze nastavit v popisne´ trˇı´deˇ parametrem
NxSoftbodyDesc.flags = NX SDF TEARABLE a rea´lne´ cˇı´slo prahu pevnosti vazeb NxSoft-
bodyDesc.tearFactor.
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6 Implementace prˇı´kladu˚
6.1 Knihovna OpenGL
V kapitole 5.4 jsem se zmı´nil o mozˇnostech pouzˇitı´ vizua´lnı´ho ladı´cı´ho softwaru. Avsˇak
pro vizualizaci rea´lny´ch aplikacı´ je jeho pouzˇitı´ zcela nevhodne´. Pro u´cˇely zobrazit danou
aplikaci je zapotrˇebı´ pouzˇitı´ graficke´ knihovny. Pro u´cˇely me´ pra´ce jsem zvolil grafickou
knihovnu OpenGL, ktera´ je pro tyto u´cˇely hojneˇ pouzˇı´va´na.
”
Knihovna OpenGL je pru˚myslovy´ standart specifikujı´cı´ multiplatformnı´ rozhranı´
pro tvorbu aplikacı´ pocˇı´tacˇove´ grafiky ru˚zne´ho vyuzˇitı´ .“[14]
Principem zobrazova´nı´ pohybujı´cı´ho se objektu je rychly´ sled snı´mku˚. Na kazˇde´m
z nich je zobrazen dı´lcˇı´ pohyb objektu. Celkovy´ sled snı´mku˚ tvorˇı´ kompletnı´ animaci
pohybu. Na tomto principu pracuje i OpenGL. Spusˇteˇnı´ OpenGL aplikace probı´ha´ v na´-
sledujı´cı´ch fa´zı´ch:
1. Vytvorˇenı´ okna v ra´mci pouzˇı´vane´ho operacˇnı´ho syste´mu.
2. Inicializace OpenGL.
3. Nastavenı´ sourˇadnicove´ho syste´mu.
4. iteracˇnı´ nekonecˇny´ cyklus v jehozˇ ra´mci se prova´deˇjı´ akce jako:
• Kontrola stisˇteˇnı´ kla´ves, mysˇi.
• Prˇekreslenı´ okna.
Z programa´torske´ho hlediska se OpenGL chova´ jako stavovy´ automat. Dı´ky tomu je
mozˇne´ beˇhem vykreslova´nı´ pru˚beˇzˇneˇ meˇnit vlastnosti vykreslovany´ch primitiv (barva,
pru˚hlednost) nebo cele´ sce´ny (volba zpu˚sobu vykreslova´nı´, transformace) zada´nı´m kon-
kre´tnı´ch funkcı´ a toto nastavenı´ zu˚stane zachova´no do te´ doby, nezˇ bude zmeˇneˇno. Vy-
kreslova´nı´ sce´ny se prova´dı´ vola´nı´m funkcı´ OpenGL, kdy se vykreslı´ vy´sledny´ rastrovy´
obra´zek. Tento rastrovy´ obra´zek je ulozˇen v tzv. framebufferu, kde je kazˇde´mu pixelu
prˇirˇazena barva, hloubka, alfa slozˇka a dalsˇı´ atributy. Z framebufferu lze zı´skat pouze
barevnou informaci a tu je mozˇne´ na´sledneˇ zobrazit na obrazovce.
Obra´zek 26: Princip vykreslova´nı´
void onResize(int vyska, int sirka ) {..}
void onDisplay(void){..}
void onKeyboard(unsigned char key, int x, int y){...}
void onIdle(void){..}
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int main(int argc, char ∗∗argv)
{
glutInit (&argc, argv); // inicializace knihovny GLUT
glutCreateWindow(”Priklad”); // vytvorˇenı´ okna pro kreslenı´
glutReshapeWindow(200, 200); // zmeˇna velikosti okna
glutPositionWindow(100, 100); // zmeˇna pozice leve´ho hornı´ho rohu
glutDisplayFunc(onDisplay); // registrace funkce volane´ pri prˇekleslova´nı´ okna
glutReshapeFunc(onResize); // registrace funkce prˇi zmeˇneˇ velikosti okna
glutKeyboardFunc(onKeyboard); // registrace funkce prˇi stlacˇenı´ ASCII kla´vesy
glutIdleFunc(onIdle) ; // registrace funkce volane´ prˇi volne´m cˇasove´m slotu
glutMainLoop(); // nekonecˇna´ smycˇka pro vola´nı´ funkcı´
return 0;
}
Vy´pis 22: Za´kladnı´ OpenGL aplikace
6.2 Modelova´nı´ a import objektu˚
Pro modelova´nı´ slozˇiteˇjsˇı´ch objektu˚ ve vsˇech na´sledujı´cı´ch prˇı´kladech pouzˇı´va´m 3D mo-
delovacı´ software Blender. Zhotovene´ objekty exportuji jako soubor forma´tu Wavefront,
ktery´ na´sledneˇ importuji do sve´ PhysX aplikace.
Wavefront je standardnı´ nekomprimovany´ forma´t pro reprezentaci polygona´lnı´ch
dat v ASCII formeˇ (pomocı´ . Obj prˇı´pony souboru). Vyuzˇı´va´ se pro ukla´da´nı´ geomet-
ricky´ch objektu˚ tvorˇeny´ch cˇarami, polygony, krˇivkami cˇi plochami. Cˇa´ry a polygony jsou
popsa´ny pomocı´ bodu˚, krˇivky a plochy pomocı´ kontrolnı´ch bodu˚ a dalsˇı´ch informacı´
podle typu krˇivky. [16]
Jak jsem jizˇ zmı´nil forma´t souboru je nekomprimovany´, tudı´zˇ pomeˇrneˇ snadno cˇitelny´.
Nevyzˇaduje ani zˇa´dne´ specia´lnı´ za´hlavı´. Kazˇdy´ rˇa´dek ma´ svou klı´cˇovou znacˇku, za kte-
rou na´sleduje informace o dane´ entiteˇ. Nejpouzˇı´vaneˇjsˇı´ znacˇky jsou:
• v – Geometricky´ vrchol
• vn – Norma´lovy´ vektor
• p – Bod
• f – Plosˇka
• usemtl – Na´zev materia´lu
• mtlib – Materia´l knihovny
Namodelovane´ objekty jsem exportoval jako soubor polygonu˚. Prˇı´klad jednoduche´ho
polygonu:
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v 0,0 0,0 0,0
v 0,0 1,0 0,0
v 1,0 0,0 0,0
f 1 2 3
Vy´pis 23: Prˇı´klad polygonu
Za klı´cˇovy´m znakem v na´sledujı´ sourˇadnice bodu v jednotlivy´ch osa´ch karte´zske´ sou-
staveˇ sourˇadnic. Za klı´cˇovy´m znakem f je zapsa´no porˇadı´ bodu˚ tvorˇı´cı´ polygon. V tomto
prˇı´padeˇ je polygon tvorˇen trˇemi vrcholy o sourˇadnicı´ch A = [0, 0, 0], B = [0, 1, 0], C =
[1, 0, 0].
6.3 Prˇı´klad Collision Test
Prvnı´ prˇı´klad je prima´rneˇ urcˇen na proveˇrˇova´nı´ kolizı´ objektu˚. Principem je vytva´rˇenı´
veˇtsˇı´ho mnozˇstvı´ dynamicky´ch objektu˚ jednoho typu (pevne´, meˇkke´ teˇleso, teˇleso z tka-
niny) najednou a prˇi pa´du simuluji jejich kolize se staticky´mi pevny´mi teˇlesy. Na sce´nu
v pru˚beˇhu cˇasu (interval lze nastavit jako parametr v konfiguracˇnı´m souboru), nebo
rucˇneˇ pomocı´ kla´vesnice prˇiby´vajı´ sta´le dalsˇı´ akte´rˇi. Dle nastavenı´ to mohou by´t objekty
jednoho, nebo vı´ce typu˚. To zvysˇuje mnozˇstvı´ kolizı´ a tı´m i na´roky na vy´pocˇet (vhodne´
pro testova´nı´ vy´konu hardware).
Obra´zek 27: Prˇı´klad Collision Test
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6.3.1 Vytvorˇenı´ staticky´ch objektu˚
Za´kladem aplikace je trychty´rˇ s veˇtsˇı´m pocˇtem vnitrˇnı´ch prˇeka´zˇek. Trychty´rˇ je staticky´
objekt slozˇeny´ ze cˇtyrˇ akte´ru˚. Kazˇdy´ tvorˇı´ jednu steˇnu objektu. Jako reprezentaci jsem
zvolil objekt troju´helnı´kove´ sı´teˇ (NxTriangleMesh popsa´n v kapitole 5.5.6). Jeho vnitrˇnı´
prˇeka´zˇky jsou rovneˇzˇ staticke´, ale jako typ objektu jsem zvolil pevne´ konvexnı´ teˇleso
(NxConvexMesh) slozˇene´ z jednotlivy´ch prˇeka´zˇek.
6.3.2 Vytvorˇenı´ loutky
Pro demonstraci kolizı´ pevny´ch teˇles jsem vytvorˇil trˇı´du akte´ru˚ a spoju˚ reprezentujı´cı´
drˇeveˇnou loutku. Loutka je slozˇena´ z cˇa´stı´ a spoju˚ zobrazene´m na obra´zku 28.
Obra´zek 28: Sche´ma loutky
Trup byl namodelova´n v aplikaci Blender zatı´mco u´tvary ostatnı´ch cˇa´sti je mozˇne´ vy-
tvorˇit ve PhysX prˇı´mo (koule, kapsle). Spoje byly pouzˇity veˇtsˇinou kulovite´, s vy´jimkou
kolennı´ch kloubu˚ kde byly pouzˇity spoje otocˇne´.
6.3.3 Vytvorˇenı´ mı´cˇe
Mı´cˇ vytvorˇeny´ z objektu tkaniny NxCloth lze pomocı´ konfiguracˇnı´ho souboru nastavit
jako roztrzˇitelny´ cˇi nikoliv. Model jsem opeˇt importoval jako Wavefront objekt a princip
vytvorˇenı´ je shodny´ jako v kapitole 5.8.1.
6.3.4 Vytvorˇenı´ meˇkke´ho teˇlesa
V kapitole 5.9.1 jsem se zminˇoval, zˇe teˇlesa tohoto typu jsou tvorˇena obecny´m cˇtyrˇsteˇnem.
Vytvorˇenı´ slozˇiteˇjsˇı´ch objektu˚ pomocı´ modelova´nı´ troju´helnı´kove´ sı´teˇ cˇi dokonce rucˇnı´m
zada´va´nı´m bodu˚ by bylo velice pracne´. K u´cˇelu vytva´rˇenı´ sı´teˇ cˇtyrˇsteˇnu˚ je nejvhodneˇjsˇı´
pouzˇı´t software PhysXViewer, ktery´ je obsazˇen v instalacˇnı´m balı´ku PhysX SDK. Program
umozˇnˇuje importovat neˇkolik forma´tu˚ 3D modelova´nı´ (Wavefront, COLLADA, XML).
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Prˇevedenı´ lze prove´st v ru˚zny´ch stupnı´ch kvality. Vy´stupnı´m forma´tem je soubor typu
.tet, ktery´ je velice podobny´ standardu Wavefront.
Obra´zek 29: Uka´zka aplikace PhysXViewer
Takto prˇevedeny´ objekt jsem importoval do sve´ aplikace. Stejneˇ jako u objektu z tka-
niny i tento lze nastavit jako rozpadnutelny´.
6.4 Prˇı´klad Japanese Garden
Dalsˇı´ prˇı´klad reprezentuje komplexnı´ rˇesˇenı´ prˇı´rodnı´ho prostrˇedı´ s prˇı´rodnı´mi vlivy. Cela´
sce´na je zobrazena na obra´zku 30. Na rozdı´l od prˇedchozı´ch prˇı´kladu˚, ve ktery´ch figu-
rovaly objekty stejne´ho typu, jsem se snazˇil vyuzˇı´t co nejveˇtsˇı´ mnozˇstvı´ typu˚ objektu˚ a
sladit je do jedine´ sce´ny.
Obra´zek 30: Prˇı´klad Japanese Garden
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Za´klad sce´ny tvorˇı´ tere´n slozˇeny´ z troju´helnı´kovy´ch polygonu˚ trˇı´dy NxTriangleMesh,
ktery´ je vhodny´ pro tyto u´cˇely. Tere´n obsahuje trˇi druhy materia´lu˚:
• Tra´vu – nı´zka´ hodnota odrazivosti (restitution) a vysoka´ hodnota staticke´ho (staticF-
riction) i dynamicke´ho trˇenı´ (dynamicFriction).
• Bahno v koryteˇ potu˚cˇku – nı´zka´ hodnota odrazivosti, nı´zka´ hodnota staticke´ho
trˇenı´ a jesˇteˇ nizˇsˇı´ hodnota trˇenı´ dynamicke´ho (pokud objekt na bla´teˇ uklouzne, za-
stavuje obtı´zˇneˇ).
• Ska´la u vodopa´du – vysˇsˇı´ hodnota odrazivosti a strˇednı´ azˇ vysˇsˇı´ hodnota trˇenı´.
Stejny´m zpu˚sobem tedy pomocı´ troju´helnı´kove´ sı´teˇ byla do sce´ny vlozˇena socha po-
stavy s prˇirˇazenı´m materia´lu ska´ly.
Dalsˇı´mi objekty jsou zahradnı´ alta´nek a most. Oba jsou pevna´ teˇlesa typu NxActor
slozˇena´ z veˇtsˇı´ho pocˇtu cˇa´stı´ (NxShape) ru˚zny´ch tvaru˚. Viz obra´zek 31.
Obra´zek 31: Skladba mostu a alta´nku
Vzhledem k rea´lny´m podmı´nka´m jsou objekty staticke´. Materia´l jsem se snazˇil prˇi-
zpu˚sobit drˇevu nastavil jsem nı´zkou hodnotu odrazivosti a strˇednı´ hodnotu trˇenı´.
Mimo pevny´ch teˇles jsou v prˇı´kladeˇ obsazˇeny trˇi objekty typu NxFluid simulujı´cı´ te-
kutinu konkre´tneˇ vodu. Jedna´ se o:
• Jezı´rko – tekutina bez emitoru cˇa´stic, to znamena´, zˇe odnikud nevyte´ka´. Proto bylo
nutne´ vytvorˇit sı´t’ bodu˚, jezˇ budou reprezentovat dane´ cˇa´stice kapaliny. Sı´t’ jsemmo-
deloval podle tere´nu v neˇkolika vrstva´ch a importoval pomocı´ Wavefront forma´tu.
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Obra´zek 32: Vrstvenı´ vodnı´ masy
• Vodnı´ proud potu˚cˇku - prˇı´tok je simulova´n pomocı´ emitoru (NxFluidEmitter), ktery´
jsem vytvorˇil nad objektem typu NxFluid.
• De´sˇt’ - je rˇesˇen stejny´m zpu˚sobem jako potok. Rozdı´l je v umı´steˇnı´ akte´ra, ze ktere´ho
proud vyte´ka´ a smeˇr toku.
Prˇı´klad zahrnuje i za´stupce objektu tkanin jsou jimi jednoduche´ prapory umı´steˇne´ na
alta´nku a slozˇiteˇjsˇı´ tvar tkaniny reprezentujı´cı´ kimono cˇi druh sˇatstva, je prˇipevneˇno
prˇı´mo na postavu sochy. Toto spojenı´ reprezentujemu˚j pokusmapova´nı´ slozˇiteˇjsˇı´ch tvaru˚
tkanin na pevna´ teˇlesa (loutky), bez specia´lnı´ch na´stroju˚.
V prˇı´kladu se vyskytujı´ take´ stromy. Tento typ objektu jsem implementoval jako in-
stanci trˇı´dy NxSoftbody tedy meˇkke´ho teˇlesa. Prˇi implementaci jsem narazil na proble´m
s kmenem, ktery´ byl prˇı´lisˇ meˇkky´ a prohy´bal se. Proble´m byl vyrˇesˇen prˇipevneˇnı´m pev-
ne´ho teˇlesa k meˇkke´mu teˇlesu v oblasti kmenu. Pro pozdeˇjsˇı´ testova´nı´ hardware jsem
vytvorˇil modely stromu˚ ve dvou stupnı´ch kvality rozdı´l je patrny´ na obra´zku 33.
Obra´zek 33: Rˇesˇenı´ stromu˚ v PhysX
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Obra´zek 33 vlevo a uprostrˇed je vnitrˇnı´ vrstva typu meˇkke´ho teˇlesa. Na kazˇdy´ vneˇjsˇı´
vrchol tohotomodelu se aplikujı´ body troju´helnı´kove´ sı´teˇ tak, zˇe bude reagovat na zmeˇny
polohy bodu˚ z vnitrˇnı´ vrstvy. Obra´zek vlevo je konecˇna´ prezentace. Vzhledem k velmi
omezene´mu popisu te´to problematiky v manua´lu, jsem pro tento poslednı´ krok pouzˇil
jizˇ implementovane´ trˇı´dy z PhysX tutoria´lu.
Poslednı´m prvkem je simulace veˇtru. Pro tento u´cˇel je nejvhodneˇjsˇı´ trˇı´da silove´ho
pole (NxForceField). Popisne´ trˇı´dy meˇkky´ch teˇles a tkanin sice vlastnı´ parametr setExter-
nalForce, ktery´ ma´ rovneˇzˇ simulovat vı´tr, ale nevztahoval by se na dalsˇı´ prvky sce´ny.
Vytvorˇil jsem tedy silove´ pole tvaru krychle, ktera´ obklopuje celou sce´nu, nastavil vektor
pu˚sobenı´ konstantnı´ sı´ly na nı´zkou hodnotu a jelikozˇ sı´la veˇtru obvykle znacˇneˇ kolı´sa´,
prˇidal jsem vysokou slozˇku na´hodne´ho pu˚sobenı´ sı´ly ve vsˇech osa´ch.
6.5 Prˇı´klad F1 Race
Poslednı´m prˇı´kladem demonstruji pouzˇitı´ specia´lnı´ho tvaru - kola (NxWheelShape) a spı´-
nacˇe uda´lostı´ (NxUserTriggerReport). Jak jizˇ vyply´va´ z na´zvu, prˇedmeˇtem prˇı´kladu je
za´vod formule 1. Vozy samostatneˇ krouzˇı´ po ohranicˇene´ trati a automaticky zata´cˇejı´ prˇi
blı´zˇı´cı´ se zata´cˇce a vyhy´bajı´ se jiny´m vozu˚m.
Obra´zek 34: Prˇı´klad F1 Race
Jako tere´n trati jsem opeˇt vyuzˇil sı´t’ troju´helnı´kovy´ch polygonu˚ tj. instanci trˇı´dy Nx-
TriangleMesh s materia´ly asfaltu a tra´vy. Tra´va ma´ shodne´ nastavenı´ jako v prˇedchozı´m
prˇı´kladeˇ a asfalt definuji s podobny´mi vlastnostmi jako ska´lu, rovneˇzˇ z prˇedchozı´ u´lohy.
Dalsˇı´mi akte´ry tvorˇı´cı´ trat’ jsou vnitrˇnı´ a vneˇjsˇı´ barie´ry. Jsou vytvorˇeny jako samostatnı´
akte´rˇi, aby mohly senzory formule urcˇit, kdy se blı´zˇı´ zata´cˇka a ktery´m smeˇrem zatocˇit.
Formule je tvorˇena neˇkolika dı´ly v ra´mci jednoho akte´ra. Viz obra´zek 35
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Obra´zek 35: Cˇa´sti formule
V prave´ cˇa´sti obra´zku 35 je zobrazen syste´m senzoru˚. Vsˇechny majı´ nastavenou nu-
lovou hmotnost, aby nijak neovlivnˇovaly vyva´zˇenost vozidla. Senzory near, middle a far
slouzˇı´ pro detekci vnitrˇnı´ nebo vneˇjsˇı´ barie´ry trati a podle toho volı´ smeˇr zata´cˇenı´. Sen-
zory left a right reagujı´ jen na ostatnı´ vozidla. Nalezenı´ univerza´lnı´ho a bezchybne´ho
rˇesˇenı´ rˇı´zenı´ tohoto typu by bylo obtı´zˇne´. Model, ktery´ jsem navrhl nenı´ bezchybny´,
prˇesto naznacˇuje mozˇne´ rˇesˇenı´ proble´mu.
• far Sensor (mı´rna´ zata´cˇka) – mı´rneˇ snı´zˇı´ tocˇivy´ moment vozidla a pootocˇı´ kola o 10◦,
• middle Sensor (ostrˇejsˇı´ zata´cˇka) – snı´zˇı´ tocˇivy´ moment vozidla o polovinu a pootocˇı´
kola o 30◦,
• near Sensor (velmi ostra´ zata´cˇka – hrozı´ na´raz) – tocˇivy´ moment je snı´zˇen na mini-
mum potrˇebne´ k jı´zdeˇ a kola jsou pootocˇena o 45◦,
• left Sensor – pouze pootocˇı´ kola doprava o 30◦,
• right Sensor – pouze pootocˇı´ kola doleva o 30◦.
Dalsˇı´m proble´memprˇi rˇesˇenı´ jı´zdnı´ch vlastnostech formule byla prˇı´lisˇna´ vratkost vozidla
ve veˇtsˇı´ch zata´cˇka´ch. Prˇi vysˇsˇı´ rychlosti stacˇila i mensˇı´ zata´cˇka, aby se formule prˇevra´tila.
Tento proble´m byl vyrˇesˇen snı´zˇenı´m teˇzˇisˇteˇ podle funkce z kapitoly 5.5.2.
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7 Test a srovna´nı´ rˇesˇenı´ za pouzˇitı´ PhysX a CPU
Aplikace PhysX jsou prima´rneˇ urcˇeny pro noveˇjsˇı´ rˇady graficky´ch karet nVidia s podpo-
rou technologie CUDA, ktere´ dle dokumentace napoma´ha´jı´ k plynule´mu chodu teˇchto
aplikacı´. Pokud dany´ graficky´ adapte´r nenı´ k dispozici, umozˇnˇuje engine PhysX prˇene-
chat vesˇkere´ vy´pocˇty na procesoru.
Cı´lem testovacı´ch u´loh je porovnat plynulost vytvorˇeny´ch PhysX aplikacı´ beˇzˇı´cı´ch na
neˇkolika vy´konnostneˇ odlisˇny´ch procesorech bez graficke´ho adapte´ru podporujı´cı´ PhysX
s plynulostı´ prˇi beˇhu aplikace na specializovane´ graficke´ karteˇ.
Jako testovacı´ na´stroj nabı´zı´ nVidia software AgPerfMon, ktery´ jsem pouzˇil prˇi tes-
tova´nı´ vytvorˇeny´ch u´loh. AgPerfMon je program zalozˇeny´ na za´znamu uda´lostı´ odehra´-
vajı´cı´ch se v testovane´ aplikaci. Tyto za´znamy uda´lostı´ doka´zˇe zobrazovat v grafech a
na´sledneˇ exportovat jako soubor .csv nebo jako obra´zek grafu.
Testova´nı´ jsem prova´deˇl na teˇchto procesorech:
1. Intel Core2 Duo E4300, 1.8GHz, 2MB Cache, 800MHz FSB, s podporou graficke´
karty nVidia GeForce GT 440 (v grafech znacˇeno jako GPU GT440),
2. Intel Core2 Duo E4300, 1.8GHz, 2MB Cache, 800MHz FSB, bez podpory graficke´
karty nVidia GeForce GT 440 (v grafech znacˇeno jako CPU E4300),
3. Intel Pentium Dual-Core E5200, 2.5GHz, 2MB Cache, 800MHz FSB (v grafech zna-
cˇeno jako CPU E5200),
4. Intel Pentium Dual-Core Mobile T2080, 1.73 GHz, 1M Cache, 533 MHz FSB (v gra-
fech znacˇeno jako CPU T2080).
Jizˇ vı´m, zˇe PhysX umozˇnˇuje vytva´rˇet neˇkolik druhu˚ objektu˚ a ktere´ vlastnosti je cha-
rakterizujı´. V na´sledujı´cı´ch u´loha´ch jsem otestoval na´roky na vy´konnost jednotlivy´ch
typu˚ objektu˚ a porovnal vy´sledky na jednotlivy´ch testovacı´ch sestava´ch.
7.1 Test pevny´ch teˇles
Test jsem prova´deˇl na prvnı´m vytvorˇene´m prˇı´kladeˇ. Na kazˇde´ sestaveˇ jsem spustil pro-
gram se shodny´mi parametry a v konstantnı´ cˇasove´ periodeˇ prˇida´val na sce´nu dalsˇı´ sadu
akte´ru˚. Vzhledem k tomu, zˇe podpora graficke´ karty umozˇnˇuje akcelerovat pouze ob-
jekty typu NxSoftBody, NxCloth a NxFluid ocˇeka´val jsem shodne´ vy´sledky na prvnı´ a
druhe´ testovacı´ sestaveˇ.
Vy´sledky testu˚ prezentuje tabulka 2 a graf na obra´zku 36. Nejlepsˇı´ho vy´sledku do-
sa´hla trˇetı´ sestava a prvnı´ a druha´ skoncˇila dle ocˇeka´va´nı´ te´meˇrˇ se stejny´mi vy´sledky. Na
grafu je videˇt na´hle´ na´ru˚sty cˇasu, ktere´ jsou zpu˚sobene´ hromadny´m vytva´rˇenı´m nove´
sady akte´ru˚.
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Pru˚meˇrny´ cˇas snı´mku (ms)
pocˇet akte´ru˚ (n) 1. sestava 2. sestava 3. sestava 4. sestava
64 20,21 21,72 5,93 20,51
128 20,20 21,86 7,21 25,39
192 16,47 16,49 6,80 26,72
256 20,49 20,25 10,92 37,52
320 21,66 21,83 12,68 44,69
384 24,71 24,83 14,43 49,34
448 24,29 24,18 13,76 57,32
n¯ 21,15 21,60 10,25 37,36
FPS
n¯ 47,27 46,29 97,54 26,77
Tabulka 2: Test vy´konu u pevny´ch teˇles
Obra´zek 36: Graf testu vy´konu u pevny´ch teˇles
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7.2 Test meˇkky´ch teˇles
Dalsˇı´m testem bylo porovna´nı´ vy´konu sestav prˇi simulaci meˇkky´ch teˇles. Jako testovacı´
prˇı´klad slouzˇil opeˇt prvnı´ program s pravidelny´m zvysˇova´nı´m za´teˇzˇe prostrˇednictvı´m
novy´ch objektu˚. V tomto prˇı´padeˇ jsem ocˇeka´val vy´znamny´ rozdı´l vy´konu prvnı´ a druhe´
sestavy, jelikozˇ objekty typuNxSoftBody jsou akcelerova´ny pomocı´ GPU.
Vy´sledek opeˇt dopadl dle ocˇeka´va´nı´, jelikozˇ prvnı´ sestava vybavena´ graficky´m akce-
lera´torem podporujı´cı´ PhysX dosa´hla vy´znamne´ho rozdı´lu oproti sestaveˇ druhe´ a mı´r-
ne´ho rozdı´lu proti sestaveˇ trˇetı´. Podrobneˇjsˇı´ vy´sledky zna´zornˇuje tabulka 3 a graf na
obra´zku 37.
Pru˚meˇrny´ cˇas snı´mku (ms)
pocˇet akte´ru˚ (n) 1. sestava 2. sestava 3. sestava 4. sestava
64 151,69 243,31 152,01 471,87
128 276,49 539,82 335,85 1080,03
192 474,30 788,46 490,10 1593,33
n¯ 300,83 523,86 325,99 1048,41
FPS
n¯ 3,32 1,91 3,07 0,95
Tabulka 3: Test vy´konu u meˇkky´ch teˇles
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Obra´zek 37: Graf testu vy´konu u meˇkky´ch teˇles
7.3 Test tekutin
Pro tento test jsem zvolil prˇı´klad Japanese Garden, kde simuluji pouze tere´n v nı´zke´ kva-
liteˇ, objekt jezera a potoku. Ostatnı´ prvky byly vypnuty z du˚vodu neovlivnˇova´nı´ testu.
V tomto testu suvere´nneˇ zvı´teˇzila prvnı´ sestava. Dosa´hla vı´ce nezˇ cˇtyrˇna´sobne´ho
vy´konu oproti trˇetı´ sestaveˇ, ktera´ skoncˇila jako druha´ v porˇadı´. Rozdı´l vy´konu prvnı´ a
druhe´ sestavy je v tomto testu te´meˇrˇ peˇtina´sobny´. Podrobnosti testu viz tabulka 4 a graf
na obra´zku 38.
Pru˚meˇrny´ cˇas snı´mku (ms)
pocˇet cˇa´stic (n) 1. sestava 2. sestava 3. sestava 4. sestava
n¯ 19,59 95,05 77,87 498,83
FPS
n¯ 51,02 10,52 12,84 2
Tabulka 4: Test vy´konu u tekutin
52
Obra´zek 38: Graf testu vy´konu u tekutin
Na druhe´m a trˇetı´m testu se proka´zalo, zˇe graficky´ akcelera´tor podporujı´cı´ technolo-
gii PhysX se vy´znamnou meˇrou podı´lı´ na vy´konu PhysX graficky´ch aplikacı´ch.
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8 Za´veˇr
Ve sve´ pra´ci jsem zuzˇitkoval vesˇkere´ veˇdomosti, ktere´ jsem nabyl prˇi jejı´m vytva´rˇenı´.
Prˇed tvorbou te´to pra´ce jsem nemeˇl valne´ zkusˇenosti s vytva´rˇenı´m 3D grafiky a aplikacı´
s fyzika´lnı´m enginem, prˇesto mne toto te´ma velmi zaujalo.
U´kolem te´to pra´ce bylo sezna´mit se s mozˇnostmi, ktere´ jsou dnes k dispozici v oboru
fyzika´lnı´ch enginu˚. Acˇ se jedna´ o pomeˇrneˇ mlady´ obor, platı´ pro neˇj stejny´ trend jako
te´meˇrˇ pro vsˇechny obory informatiky a tı´m je rychly´ vy´voj. Fyzika´lnı´ch enginu˚ dnes exis-
tuje cela´ rˇada a uzˇivatel ma´ bohatou mozˇnost volby.
Prozkoumat architekturu a vlastnosti PhysX byl mu˚j dalsˇı´ u´kol. Jedna´ se o rozsa´hly´,
kvalitneˇ implementovany´ a pomeˇrneˇ dobrˇe zdokumentovany´ softwarovy´ balı´k, cozˇ mi
usnadnilo pra´ci prˇi implementaci uka´zkovy´ch prˇı´kladu˚ pouzˇitı´.
Nvidia neopomneˇla ani potrˇeby testovacı´ho na´stroje. Software je prˇehledny´ a snadno
pouzˇitelny´. Jedinou slabinou je dokumentace produktu. Samotne´ testy uka´zaly prˇevahu
pouzˇitı´ specializovane´ graficke´ karty nad obecny´mi procesory ve vsˇech oborech podpo-
rovane´ akcelerace.
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