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Práce se zabývá využitím knihovny OpenGL pro zobrazování 3D grafiky v programovacím
jazyku Java. Zaměřuje se na projekt Java OpenGL (JOGL), který je referenční implemen-
tací OpenGL do Javy. Demonstrační aplikace prezentuje základní schopnosti zobrazování
třírozměrné grafiky přes OpenGL jako je hraniční reprezentace, osvětlení, texturování a
přepojení mezi Javou a OpenGL.
Abstract
The work deals with use of OpenGL library for 3D graphics rendering in Java programming
language. It aims at project Java OpenGL (JOGL), which is the reference implementation
for OpenGL in Java. Demonstration application presents base capabilities of rendering
three-dimensional graphics in OpenGL such as boundary representation, lighting, texture
mapping and interoperability between Java and OpenGL.
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Táto bakalárska práca sa zaoberá analýzou a demonštráciou použitia trojrozmernej počí-
tačovej grafiky v reálnom čase v jazyku Java.
Jazyk Java spolu s rovnomennou platformou patrí dnes medzi najpopulárnejšie progra-
movacie jazyky, nasadzuje sa na širokej palete zariadení od mobilov až po mainframové
počítače. Programovanie grafických aplikácii ale donedávna nebolo medzi hlavnými cieľmi
pre programátorov. Mobilné zariadenia zväčša nemali dostatočný výkon a enterprise sys-
témy nepotrebovali 3D grafické vizualizácie v reálnom čase. Prostredie destkopov (bežné
počítače užívateľov), kde sa 3D grafika v reálnom čase často využíva, trpelo nižším výkonom
Java aplikácii oproti natívnym aplikáciam.
V dnešnej dobe už Java prekonala výkonnostné problémy a môže konkurovať platfor-
movo závislým aplikáciám. Preto narastá záujem programátorov o možnosti použitia grafiky
aj v Jave. V tejto práci sa budem snažiť demonštrovať možnosti použitia rozhrania OpenGL,
ktoré je rovnako ako Java platformovo nezávislé a preto vhodné na nasadenie spolu s Javou.
Prvá kapitola je tento úvod, ktorý poskytuje informáciu o motivácii na vytvorenie tejto
práce a stručný prehľad kapitol a ich obsahu.
Druhá kapitola sa venuje grafickému rozhraniu OpenGL. Preberá jeho históriu a vývoj
ako priemyselného štandardu. Potom sa stručne venuje princípom, podľa ktorých OpenGL
funguje a na konci kapitoly je základný náhľad na rozširujúce knižnice.
Tretia kapitola pojednáva o jazyku Java a jeho vzťahu ku grafike. Na začiatku je zbežný
náhľad na technológiu Javy a jej odlišností od iných jazykov. Následne preberá možnosti
2D a 3D grafiky v Jave, popisuje rozhrania pre prácu s 2D a 3D grafikou a nakoniec sa
venuje externým knižniciam s priamym prístupom k OpenGL so zameraním na konkrétnu
knižnicu JOGL.
Štvrtá kapitola popisuje spôsob inštalácie a nasadenia knižnice JOGL, návrh a imple-
mentáciu demonštračného programu so zameraním na odlišnosti voči programovaniu v re-
ferenčnom jazyku OpenGL. Na konci kapitoly sa nahádza prehľad možných rozšírení tejto
práce a aplikácie.
Piata kapitola sa zameriava na analýzu demonštračnej aplikácie, ukazuje metriky kódu,
testovanie na rôznych platformách a jej náročnosť na systémové zdroje.




Táto kapitola poskytuje základný úvod do technológie OpenGL, stručne popisuje účel a his-
tóriu vzniku tejto technológie ako priemyselného štandardu. Ďalej popisuje princípy fungo-
vania a náhľad na vybrané doplnkové knižnice. Informácie boli čerpané z kníh [6] a [7]
2.1 Popis a história
OpenGL (Open Graphics Library) je softwarové rozhranie (API ) pre programovanie gra-
fického hardwaru. Umožňuje tvorbu 2D a 3D počítačovej grafiky pomocou akcelerácie vý-
počtov cez dedikovaný hardware. Využíva sa pri vytváraní počítačových hier, vedeckých
(príklad na obrázku 2.1) a technických vizualizácií, virtuálnej reality apod.
Obrázek 2.1: OpenGL toolkit SciGL pre vedeckú vizualizáciu [12].
OpenGL je rozhranie nízkej úrovne, aby bola zachovaná maximálna platformová ne-
závislosť (ako hardwarová, tak aj softwarová). Zabezpečuje len vykresľovanie základných
grafických primitív (body, úsečky, mnohouholníky), neumožnuje prácu s oknami a interak-
ciu s užívateľom (užívateľské vstupy). Nevyužíva objektovo orientovaný návrh, ale funguje
ako stavový automat a vykresľovacie príkazy vykonáva cez tzv. rendering pipeline, tiež
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nazývaný vykresľovací reťazec. Jadro OpenGL obsahuje približne 200 príkazov.
Rozhranie je nezávislé na hardwarovej platforme, čo je jeden zo základných cieľov
OpenGL, schováva zložitý prístup k rôznym grafickým akcelerátorom za jedno štandardné
rozhranie. OpenGL je implementované na väčšine dnešných grafických akcelerátorov a exis-
tuje špecifikácia pre vstavané systémy (OpenGL ES). Ak grafický akcelerátor nepodporuje
niektorú z funkcií, OpenGL túto funkciu vykoná pomocou softwarovej emulácie (čo je spra-
vidla pomalšie).
Taktiež je to rozhranie nezávislé na operačných systémoch, podporuje najpoužívanejšie
operačné systémy ako MS Windows, Apple Mac OS, UNIX X Window System (Unix,
Solaris, BSD, Linux, atď.).
Rozhranie je navrhnuté tak, aby ho mohli programátori použiť v ľubovolnom progra-
movacom jazyku. Referenčné hlavičkové súbory sú dostupné pre jazyky C a C++, z týchto
súborov sú (automaticky) vytvorené bindovania pre jazyky Java, Fortran, Perl, Python,
Ada, apod.
OpenGL bolo vyvinuté spoločnosťou Silicon Graphics Inc. (SGI) v roku 1992 ako ná-
stupca programovej knižnice IRIS GL. OpenGL štandardizovalo prístup k hardwaru a roz-
delilo zodpovednosť za vývoj ovládačov hardwaru k ich výrobcom a fungovanie okien k ope-
račným systémom. SGI a niekoľko ďalších spoločností vytvorilo OpenGL architecture review
board (ARB), ktorá má udržovať a ďalej vyvíjať špecifikácie OpenGL.
OpenGL podporilo zavedenie hardwarovej podpory pre rasterizáciu primitív, transfor-
mácie, orezávanie, osvetlenie, Z-buffer, mapovanie textúr, priesvitnosť, apod.
2.2 Princíp fungovania
OpenGL sa správa ako stavový automat, to znamená, že uchováva stavy svojich stavových
premenných v platnosti až kým nie sú zmenené. Stavový automat príma informácie o gra-
fických primitívach, ktoré mení na informácie o pixeloch zobrazených monitore (prípadne
inom zobrazovacom zariadení). Tieto informácie sú uložené v tzv. framebuffery, čo je oblasť
pamäti ktorá obsahuje hodnoty pre každý pixel. Obvykle pomenovanie framebuffer označuje
niekoľko samostatných bufferov.
Dáta, ktoré príjme vykresľovací reťazec sa spracujú podľa nastavených stavov automatu.
Z hľadiska programátora to znamená, že napríklad ak pri inicializácii nastaví farba kreslenia
na bielu, všetky primitíva sa budú kresliť touto farbou až kým sa ďalším príkazom stav farby
nezmení.
OpenGL spracováva dva základné typy dát. Geometrické dáta obsahujú informácie o vr-
choloch (základné tvary sú popísané bodmi, parametrické krivky a plochy parametrami
a polynómami). Obrazové (bitmapové/rastrové) dáta môžu obsahovať informácie o pixeloch
z framebufferu alebo textúry. Tieto dáta sa spracovávajú oddelene a k spojeniu informácií
dochádza až pri rasterizácii.
Celý vykresľovací reťazec tvoria nezávislé moduly (obrázok 2.2), ktoré si medzi sebou
predávajú len dáta (data-flow architektúra). Celý proces je riadený len dátami, nepouží-
vajú sa riadiace signály. Implementácia geometrických a rastrových jednotiek na grafických
akcelerátoroch im umožňuje pracovať paralelne. Jednotlivé operácie v jednotkách sa dajú
rozložiť na jednoduchšie operácie a zreťaziť. Tok väčšiny dát je jednosmerný (hlavne geo-
metrické dáta), tak sa na prenos využíva streamovanie. Vďaka tomuto spôsobu spracovania
grafických dát je OpenGL veľmi rýchle vo vykresľovaní.
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Obrázek 2.2: Vykresľovací reťazec OpenGL [13].
Stručný popis modulov vykresľovacieho reťazca:
• Display-list je tiež nazývaný zobrazovací zoznam. Do tohto zoznamu môžeme uložiť
postupnosť príkazov pre okamžité alebo neskoršie spracovanie. Zoznamy sú uložené
v pamäti grafickej karty a pri vyvolaní sa okamžite pošlú na spracovanie. Dali by sa
prirovnať k makrám.
• Evaulator je jednotka pracujúca s geometrickými dátami, ktorá sa používa na vyčís-
lenie parametrických objektov ako krivky a plochy.
• Per-Vertex operations alebo operácie s geometrickými vrcholmi sú operácie pracujúce
s vlastnosťami vrcholov (poloha v priestore, súradnice textúr, normálové vektory).
V tejto jednotke sa aplikujú transformácie, výpočet osvetlenia a aj pokročilejšie funk-
cie ako orezávanie a odstraňovanie polygónov.
• Pixel operations sú operácie nad rastrovými dátami. Rastrové dáta sú najprv pre-
konvertované do interného formátu OpenGL. Potom sa na ne aplikujú jednoduché
matematické operácie a sú späť skonvertované a uložené do pamäti.
• Rasterizácia je prevod geometrických a rastrových dát na fragmenty. Fragmenty re-
prezentujú jednotlivé pixely vo framebuffery. Vrcholy polygónov sa spájajú čiarami
a vnútorné plochy sa vyplňujú podľa ich vlastností. Každý fragment má svoju farbu
a hĺbku.
• Per-Fragment operations je ďalšia séria operácii pred zápisom fragmentov do fra-
mebufferu. Najprv sa vypočítava texel (konkrétny bod textúry) podľa textúrovacích
súradníc. Potom nasleduje výpočet hmly, orezanie, test alfa kanálu, stencil a z-buffer
testy.
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Nakoniec sa fragmenty uložia do framebufferu, kde sú pripravené na zobrazenie na obra-
zovke. Framebuffer však netvorí len jeden buffer, ale je tvorený z niekoľkých bufferov, napr.
color buffer, z-buffer (hĺbkový), stencil alebo accumulation buffer. Na obrazovku sa zväčša
zobrazuje color buffer. Tento buffer obsahuje farebnú informáciu o scéne. Akcelerátory vy-
užívajú techonlógiu tzv. double bufferingu, čo znamená, že scéna sa vykresľuje do jedného
bufferu, zatiaľ čo sa obsah druhého bufferu zobrazuje.
2.3 Doplnkové knižnice
Samotné OpenGL obsahuje len základné a jednoduché procedúry na prácu s grafikou. Do-
datočnú funkcionalitu na zobrazovanie zložitejších útvarov a prácu s oknami pridávajú až
doplnkové knižnice.
Knižnica utilít GLU pridáva procedúry vyššej úrovne ako NURBS krivky, teseláciu,
interpretáciu chybových hlásení. Taktiež zjednodušuje prácu s kamerou, pridáva world co-
ordinates a nové primitíva (sférické objekty, cylindre, disky). Táto knižnica je súčasťou
každej implementácie OpenGL.
Knižnice pre prácu s oknami závisia od konkrétneho operačného systému. Pre X Window
(Unix-like systémy) je tu GLX, pre MS Windows WGL, pre Apple Mac OS knižnica AGL.
Nástroj GLUT, OpenGL Utility Toolkit zastrešuje prácu s oknami a zjednodušuje prácu
programátorom, ktorí sa nemusia starať o každý okenný systém samostatne. Jeho autorom
je Mark Kilgard. V súčasnej dobe sa GLUT neudržuje, vývoj pokračuje v projekte freeglut.
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Kapitola 3
Platforma Java a počítačová
grafika
V tejto kapitole sa preberá vzťah jazyka Java k počítačovej grafike s dôrazom na používa-
nie 3D grafiky. Na začiatku je stručný náhľad na jazyk Java, nasleduje prehľad možností
použitia grafiky v Jave s dôrazom na 3D grafiku.
3.1 Stručne o jazyku Java
Java je objektovo orientované, platformovo nezávislé programovacie prostredie. Pod po-
jmom Java sa väčšinou rozumie programovací jazyk Java. Java ako technológia poskytuje
široké možnosti nasadenia aplikácií, od mobilných a vstavaných zariadení, cez desktopové
a webové aplikácie, až po podnikové systémy a superpočítače [3].
Jazyk Java je interpretovaný jazyk. Zdrojové súbory sa kompilujú na tzv. Java byte-
code, ktorý sa následne interpretuje na virtuálnom stroji JVM (Java Virtual Machine). To
umožňuje písať jednoducho a rýchlo platformovo nezávislé aplikácie. JVM je jadro Java
technológie, umožňuje spustenie bajtkódu bez ohľadu na hardware a operačný systém. Na
druhej strane, každá podporovaná platforma musí mať svoju špecifickú JVM. Súčasné ver-
zie Javy dopĺňajú interpretáciu bajtkódu technológiou just-in-time kompilátoru JIT. JVM
prekladá najčastejšie volané metódy do natívneho strojového kódu, čo vylepšuje výkon Java
aplikácií.
Syntax jazyka Java vychádza z jazykov C a C++, objektovo orientované princípy sú
podobné jazykom Smalltalk a Objective-C. Java je silne objektovo orientovaná, všetok kód
sa píše do tried a skoro všetky konštrukcie tvoria objekty. Výnimkou sú primitívne dátové
typy.
Java nepoužíva nízkoúrovňové konštrukcie ako ukazovatele (pointre) a o správu pamäti
sa automaticky stará tzv. garbage collector. Vďaka nemu sa programátor nemusí starať
o deštrukciu nepotrebných objektov a uvoľňovanie pamäti.
Programovací jazyk Java vyvinul James Gosling zo spoločnosti Sun Microsystems. Prvá
verzia Javy bola vydaná v roku 1995 ako základný prvok Java platformy. Priniesla nový
prístup k programovaniu tzv. WORA - Write Once, Run Anywhere. [6]
V roku 2006 uvoľnil väčšinu Javy ako open-source software pod GPL licenciu. Niek-
toré časti sú však stále distribuované ako skompilované binárne súbory, lebo Sun nevlastní
copyright na ich zdrojový kód.
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3.2 Java Native Interface
Ďalej spomínaná knižnica JOGL, na ktorú sa zameriava táto práca, závisí na používaní
tejto technológie platformy Java.
Programové rozhranie Java Native Interface (JNI) umožňuje pristupovať k natívnym
knižniciam z Javy (presnejšie cez virtuálny stroj JVM) a naopak, umožňuje volať Javu
z natívnych aplikácií. Podporuje aplikácie a knižnice napísané v jazykoch C a C++. JNI
umožňuje pristupovať k volaniam priamo v strojovom kóde (assemblery) bez premoste-
nia iným nízkoúrovňovým jazykom (napr. jazyk C) a taktiež umožňuje spúšťať Java kód
z assembleru [5].
Využíva sa na ošetrenie situácií, kde funkcionalita Java Class Library nie je dostatočná
alebo neumožnuje riešenie. Napríklad, keď vývojári potrebujú výkon, ktorý je nad možnosti
JVM a natívne aplikácie poskytujú väčšiu výpočtovú rýchlosť.
Druhým častým prípadom nasadenia JNI je rozširovanie existujúcich aplikácii o kód
napísaný v Jave. Známym príkladom je kancelársky balík OpenOffice.org. JNI umožňuje
používať a vytvárať Javovské objekty cez natívny kód. To ale vyžaduje mať na cieľovom
systéme aktuálnu verziu JRE (Java Runtime Enviroment). Java nie je typický jazyk na
tvorbu rozšírení a pluginov ako napríklad Python, ale štandardná distribúcia Javy poskytuje
bohatý výber knižníc a samotný jazyk je robustný a pohodlný na vývoj. JNI je v rámci
štandardnej distribúcie používané SWT (Standard Widget Toolkit), ktorý vytvára GUI
aplikácie s natívnymi prvkami systému, na ktorom je spustený.
Nasadenie JNI ale prináša niekoľko nevýhod. Tou najzásadnejšou je strata platformovej
nezávislosti, čo je jeden z pilierov, na ktorých bola technológia Javy postavená. Ďalšou ne-
výhodou je, že chyby, ktoré vziknú pri používaní JNI môžu spôsobiť pád celého virtuálneho
stroja. Taktiež pamäť ktorá sa používa mimo JVM nie je automaticky uvoľňovaná pomo-
cou garbage collectoru. O uvoľnenie zdrojov sa musí starať sám natívny kód (respektíve
programátor).
3.3 Java a 2D grafika
Najjednoduchšie kreslenie dvojrozmerných obrázkov v Jave umožňuje vstavaný toolkit pre
prácu s oknami AWT (Abstract Window Toolkit). Trieda Graphics dovoľuje kresliť dvoj-
rozmerné primitíva ako body a úsečky a z nich poskladané útvary (obdĺžniky, elipsy, mno-
houholníky), umožňuje nastavovanie farieb, výplní a grafický výpis textu (obrázok 3.1).
Taktiež podporuje zobrazovanie rastrových obrazov. Informácie boli čerpané z knihy [2]
a tutoriálov na stránke Oracle [9].
Rozhranie Java 2D
Rozhranie Java 2D prinieslo do Javy nové možnosti kreslenia. Toto API obsahuje mnoho
tried, ktoré zjednocujú vykresľovanie pre monitory a tlačiarne, pridávajú možnosť kresle-
nia kriviek a skladania primitív na zložitejšie útvary, vylepšujú prácu s farbou, pridávajú
priehľadnosť a transformácie (ukážka na obrázku 3.2).
Každý 2D objekt môže byť transformovaný, čiže je možné ho otáčať, škálovať, orezávať.
Plocha objektov je rozdelená na vnútornú a vonkajšiu oblasť pixelov. To pridáva rozšírené
možnosti vyplňovania a obkreslenia objektov.
Toto rozhranie prinieslo optimalizáciu najbežnejších kresliacich operácií. Java 2D vyko-
náva minimálne množstvo úkonov aby sa objekt zobrazil, automaticky určuje ktoré úkony sú
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Obrázek 3.1: Jednoduché vektorové kreslenie v Jave.
Obrázek 3.2: Vektorové grafy a rastrové efekty pomocou Java 2D API [9].
potrebné pre zobrazenie objektu (napr. jednoduchá čierna úsečka potrebuje menej úkonov
ako viacfarebné spojené elipsy s polopriehľadnou výplňou).
Pridaná bola podpora detekcie zásahov (kliknutí) objektu kurzorom, čo rozširuje mož-
nosti interakcie s užívateľom.
Ďalšia významná zmena bolo pridanie možnosti kontrolovať výkon a kvalitu vykresľova-
nia. Pomocou jednoduchých metód alebo jedného objektu je možné nastaviť výkon a kvalitu
mnohých faktorov (anti-aliasing, farby, dithering, ohraničovanie).
Vo verzii JavaSE 6 bola pridaná interoperabilita medzi Java2D a OpenGL. To znamená
možnosť kresliť prvky GUI ako tlačidlá alebo menu v renderovacom priestore OpenGL
a naopak, kresliť napr. animované prvky namiesto ikon. Prístup k OpenGL zabezpečuje
bindovacia knižnica JOGL (viď sekcie 3.6 a 4.6).
3.4 Java a 3D grafika
Ak chce programátor použiť v Jave 3D grafiku, má viac možností. Jednou z možností je
použitie aplikačného rozhrania Java 3D, ktoré poskytuje prostriedky na programovanie na
vyššej úrovni. Ďalšou možnosťou sú rozhrania LWJGL a JOGL, ktoré poskytujú priamy
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prístup k OpenGL. Obsiahle informácie je možné nájsť v knihách [1], [4] a na stránkach [8].
Rozhranie Java 3D
Rozhranie Java 3D je komplexná API vysokej úrovne, založené na grafovom popise scény.
To schováva prístup k rutinám nižšej úrovne a zjednodušuje programovanie 3D scény.
Táto API umožňuje používať OpenGL a aj Direct3D vykresľovanie. Výber vykresľovania
závisí od operačného systému. Direct3D sa používa výlučne na systémoch MS Windows.
Java 3D nie je navrhnutá ako wrapper nad existujúcimi knižnicami, ale predstavuje
úplne nový interface pre prístup k grafickým API. Interface zapuzdruje grafické programo-
vanie (ktoré v prípade OpenGL je procedurálne) do realistickejšieho objektovo orientova-
ného konceptu. Scéna je štruktúrovaná ako stromový graf (obrázok 3.3), ktorý obsahuje
všetky elementy potrebné pre vykreslenie.
Obrázek 3.3: Grafový popis scény v Java 3D [8].
Rozhranie je využiteľné pri programovaní vizualizácií ako aj hier. Ďalšie kľúčové vlast-
nosti, ktoré Java3D ponúka sú podpora použitia viacerých vláken, natívna podpora ste-
reoskopického zobrazenia a zobrazenia na viacerých displejoch, taktiež natívna podpora
head-mounted displejov, programovateľné shadre (GLSL a CG) a 3D priestorový zvuk.
Java 3D nie je štandardne šírená s JDK (Java Development Kit). Pôvodne bola ko-
operatívne vyvíjaná spoločnosťami Intel, Silicon Graphics, Apple, a Sun Microsystems.
Táto iniciatíva mala za úlohu zjednotiť a zjednodušiť programovanie 3D aplikácií v Jave.
V súčasnosti (od verzie 1.2) sa Java 3D vyvíja vrámci Java Community Process.
Od roku 2008 je pozastavený vývoj vylepšení Java 3D, vývojári sa sústreďujú na vyle-
pšenie integrácie s technológiou JavaFX (webové aplikácie).
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Lightweight Java Game Library
Lightweight Java Game Library (LWJGL) je open-source knižnica zameraná na herných
vývojárov. Umožňuje používať technológie relevantné pre vývoj hier v Jave ako OpenGL
a OpenAL. Takisto má širokú podporu herných ovládačov [15].
Na rozdiel od rozhrania Java 3D je LWJGL wrapper knižnica nad OpenGL. Koncep-
tuálne má statický design (podobný programom v jazyku C), ktorý je bližší ku konceptu
OpenGL a OpenAL.
Tvorcovia LWJGL vyvíjajú tento projekt s minimalistickou filozofiou. Štyri základné
body, ktoré nasledujú pri tvorbe knižnice sú:
• malá = jednoduchá
• malá = menej bugov
• malá = distribúcia s aplikáciou
• malá = kompatibilita s J2ME
LWJGL nie je úplná implementácia OpenGL do Javy. Autori sa sústredili na funkcio-
nalitu dôležitú pre vývoj hier a minimalizmus kódu.
Rýchlosť knižnice je dosiahnutá odstránením metód, ktoré sú v Jave neefektívne a po-
malé. Pomocou LWJGL nie je možné vykresľovať softvérovou emuláciou, počítač, na ktorom
sa spúšta aplikácia využívajúca LWJGL musí mať hardvérovú akceleráciu vykresľovania.
Pre zachovanie minimalistického kódu nepodporuje vykresľovanie pomocou viacerých vlá-
kien a obsahuje minimálnu podporu tzv. windowed mode (vykresľovanie do okna v nejakom
okennom systéme, alternatíva fullscreen módu). Skompilované binárne súbory určené pre
distribúciu s aplikáciami majú len okolo 500kB. Autori sa snažia dosiahnť kompatibilitu
s J2ME (Java pre mobilné a vstavané systémy).
Ďalšou z kľúčových vlastností LWJGL je jednoduchosť kódu. Jednoduchý kód cieli na čo
najširšiu skupinu vývojárov. Kvôli jednoduchosti knižnica neobsahuje funkcie nepotrebné
pre vývoj hier. Má unifikovaný spôsob volania metód a vôbec nepoužíva polia, na miesto
polí sa pracuje s bezpečnejšími zásobníkmi (buffers).
Implementácia LWJGL obsahuje aj knižnicu GLU.
Knižnicu LWJGL používa aj v súčasnej dobe (2011) populárna nezávislá multiplatfor-
mová hra Minecraft, ktorá zaznamenala neočakávaný úspech medzi hráčmi, ktorých viac
ako 2 milióny si hru zakúpilo [20].
3.5 Špecifikácia JSR 231
Špecifikácia JSR 231 (a JSR 239 ) je formálny dokument definovaný v rámci Java Commu-
nity Process pre použitie OpenGL API a OpenGL ES API v Jave [10][11]. Za referenčnú
implementáciu sa považuje knižnica JOGL.
Implementácia by mala pristupovať k jadru OpenGL a GLU veľmi podobným princípom
ako pôvodná API v jazyku C. Všetky volania okenného systému závislé na platforme musia
byť maximálne abstraktné, aby bola v maximálnej miere zachovaná platformová nezávislosť
Javy. Rozšírenia závislé na konkrétnej platforme nie sú definované vo verejnej API, každá
implementácia k nim môže pristupovať cez špecifické metódy.
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3.6 Knižnica JOGL
Java OpenGL (JOGL) je wrapper knižnica umožňujúca použitie OpenGL v jazyku Java.
Je to referenčná implementácia volaní OpenGL do Javy. Je vyvíjaná ako referenčná imple-
mentácia špecifikácie JSR 231 (viď sekcia 3.5) od Java Community Process. Obsiahle zdroje
informácií je možné nájsť v knihe [1] a na webovej stránke projektu [18] a v užívateľskej
príručke [14].
JOGL je súčasťou projektu JOGAMP, ktorý zastrešuje sadu knižníc pre zvuk, 3D gra-
fiku a paralelné výpočty. Projekty združené v JOGAMP sú JOGL, JOAL, JOCL, ktoré
poskytujú bindovanie pre aplikačné rozhrania OpenGL, OpenAL (zvuk), OpenCL (zjedno-
dušene výpočty na GPU) a OpenMAX (spracovávanie audia a videa). Súčasťou projektu
je aj nástroj GlueGen, ktorý automaticky generuje Java a JNI (viď sekcia 3.2) kód.
JOGL bol pôvodne vyvíjaný Kennethom Russellom a Christopherom Klineom. Neskôr
vývoj zastrešovala skupina Sun Microsystems Game Technology Group, v súčasnosti (2011)
je vývoj sústredený okolo jogamp.org komunity. Ako nezávislý open-source projekt je šírený
pod BSD licenciou.
Rozhranie JOGL pristupuje k OpenGL API (vytvorenej v jazyku C) pomocou volaní
cez JNI (viď sekcia 3.2).
Veľká časť kódu JOGL je automaticky generovaná z C hlavičkových súborov. To umožňuje
rýchlu implementáciu zmien a noviniek v OpenGL špecifikácii. Väčšina implementácie je
napísaná priamo v Jave. Obsahuje približne 150 riadkov ručne písaného kódu v C, ktorý
rieši chyby v starých ovládačoch OpenGL pre MS Windows.
JOGL nepoužíva čisto objektovo orientovaný prístup blízky Jave ani čisto procedurálny
ako v C implementácii OpenGL. Namiesto toho ide strednou cestou a príkazy OpenGL ma-
puje do niekoľkých tried. To síce neprenáša úplne prácu OpenGL ako stavového automatu,
ale stále umožňuje ľahkú konverziu programov napísaných v C.
JOGL ako referenčná implementácia je postavená ako tenká nadstavba a umožňuje
rýchle vykonanie kódu. Na druhú stranu tento nízko-úrovňový prístup je menej pohodlný
pre programátora ako použitie rozhraní vyššej úrovne (napr. Java 3D).
Má integrovanú podporu pre javovské widgety AWT a Swing a prináša svoj vlastný
systém widgetov NEWT. Toolkit NEWT je alternatíva k štandardným javovským toolki-
tom. Hlavný rozdiel je v práci s vláknami a blokovaním systémových signálov. Pre aplikácie
závislé na vysokom výkone sa doporučuje použiť NEWT. Tento toolkit neblokuje systémové
signály prímané JVM ako AWT (čo mohlo viesť k prepočutiu signálu od OpenGL).
JOGL podporuje tzv. composable pipeline, s ktorou prišla staršia implementácia OpenGL
do Javy Magician. Umožňuje rýchle debugovanie chýb, ktoré sa môžu vyskytnúť pri pre-
chode vykresľovacím reťazcom. Composable pipeline je implementácia základného rozhrania
GL, ktoré zastrešuje prístup k jadru OpenGL. JOGL obsahuje dva typy implementácií com-
posable pipeline, a to triedy DebugGL a TraceGL. DebugGL volá po každom volaní OpenGL
metódu, ktorá hlási akúkoľvek nájdenú chybu. TraceGL loguje (napr. zapisuje do súboru)
informácie o každom volaní OpenGL, čo je vhodné v prípade, ak aplikácia spadne.
V knižnici JOGL sa o opakované volanie vykresľovacej funkcie (metódy) nepoužíva me-
tóda podobná glutMainLoop(), ale používajú sa inštancie tried Animator a FPSAnimator.
Obidve triedy sa používajú na kontrolu výkonu a zabránenie zahltenia CPU, po každom
prekreslení scény prerušia vykonávanie programu na krátky moment. No obidve triedy môžu
byť nastavené na maximálny výkon, kedy bez prestávky volajú prekresľovanie scény.
Tieto triedy vytvárajú na pozadí nové vlákno, z ktorého sa volá metóda prekreslenia pre
každý priradený kontext. FPSAnimator prináša oproti triede Animator možnosť nastavenia
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určitého počtu snímkov za sekundu (FPS), ktorý sa má udržovať a tým lepšiu kontrolu nad
animáciou scény a zaťaženia CPU.
JOGL vo svojej druhej verzii prináša tzv. profily. Stabilná verzia JOGL 1.1.1 vznikla
pred vydaním OpenGL 3, ktoré prinieslo mnohé zmeny do vykresľovacieho jadra. Nasleduj-
úce verzie niektoré funkcie úplne odstránili. Výrobcovia čipov ako Nvidia pripravili svoje
vlastné rozšírenia OpenGL so spätnou kompatibilitou k týmto odstráneným funkciám. Tak-
tiež špecifikácia OpenGL ES pre vstavané zariadenia je kompatibilná s OpenGL. Preto
JOGL využíva tzv. profily, čo umožňuje použiť špecifické rozšírenia a funkcie v jednej apli-
kácii. Pomocou rozhrania je možné veľmi ľahko zistiť dostupnosť profilu verzie OpenGL
a použiť funkcie dostupné pre konkrétny profil.
Od verzie JavaSE 1.6 je pridaná plná kompatibilita medzi OpenGL (pomocou JOGL)
a Java2D API. Predtým bolo možné používať OpenGL renderovanie s dostatočným výko-
nom len v pomerne ťažkopádom toolkite AWT. Od spomínanej verzie je však už možné
používať OpenGL aj v aplikáciách s toolkitom Swing (obrázok 3.4). Tiež dovoľuje použí-
vanie Java2D a OpenGL v jednom kontexte. Vďaka tomu je možné vykresľovať grafiku do
widgetov a naopak, vykresľovať widgety do vykresľovacieho kontextu (viď sekcia 3.3).
Ďalšou zaujímavou možnosťou využitia spojenia JOGL a Java2D je kreslenie textúr.
Nové triedy umožňujú kresliť dynamické textúry pomocou rozhrania Java2D (obrázok 3.5).
Stabilná verzia JOGL 1.1.1 podporuje všetky príkazy OpenGL 2.0 včetne rozšírení od
výrobcov grafických čipov. Nová verzia JOGL 2.0 (v polovici roku 2011 v beta verzii)
podporuje OpenGL vo verziách 1.3 - 3.0, 3.1 - 3.3, 4.0, ES 1.x a ES 2.x.
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Obrázek 3.4: Vykresľovanie cez OpenGL vo swingových widgetoch[18].




Táto kapitola na začiatku popisuje inštaláciu knižnice JOGL do vývojového prostredia
Netbeans a spôsob distribúcie s aplikáciou.
Nasleduje návrh aplikácie, čo zahrňuje návrh tried a ich rozdelenie do balíkov, prípravu
statických dát a vytvorenie užívateľského rozhrania.
Ďalšie sekcie popisujú implementáciu konkrétnych aspektov 3D grafiky pomocou kniž-
nice JOGL (hraničná geometria, textúrovanie, osvetlenie) a prepojenie s rozhraním Java 2D.
Koniec kapitoly preberá možné budúce rozšírenia aplikácie vzhľadom na ďalšie možnosti,
ktoré ponúka knižnica JOGL.
4.1 Inštalácia a nasadenie knižnice JOGL
Základnou podmienkou na spúšťanie akýchkoľvek programov napísaných v Jave je mať na-
inštalované na konkrétom stroji behové prostredie Javy - Java Runtime Enviroment (JRE).
To sa dá jednoducho získať zo stránok výrobcu Oracle [22] pre širokú paletu platforiem. Uží-
vatelia niektorých linuxových distribúcií si môžu stiahnuť JRE (prípadne otvorenú verziu
IcedTea [16]) z balíčkovacích repozitárov.
Podmienkou pre vývoj programov je Java Development Kit (JDK), ktoré obsahuje pro-
stredie nutné pre vývoj desktopových aplikácii, ale aj appletov a komopnent v Jave. JDK je
možné taktiež stiahnuť zo stránok Oracle [22] alebo stiahnuť otvorenú verziu OpenJDK [21].
Inštalácia
Súbory knižnice JOGL sa dajú stiahnuť zo stránok projektu Jogamp z archívu s posled-
ným vydaním [17]. V tomto archíve sa nachádzajú balíčky (archívy vo formáte 7zip) pre
jednotlivé nástroje a knižnice projektu, ktoré obsahujú jar archívy s bajtkódom knižnice
a binárne súbory pre konkrétnu platformu.
Pre potreby vypracovania demonštračnej aplikácie som použil archívy, ktoré obsahovali
všetky súbory knižnice JOGL. Súbory jar sú pre všetky platformy rovnaké, rozdielne sú
platformovo závislé dynamické knižnice (*.dll, *.so, *.jnilib).
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K máju 2011 to boli archívy:
• MS Windows 32-bit: jogl-2.0-b23-20110303-windows-i586.7z
• MS Windows 64-bit: jogl-2.0-b23-20110303-windows-amd64.7z
• Linux 32-bit: jogl-2.0-b23-20110303-linux-i586.7z
• Linux 64-bit: jogl-2.0-b23-20110303-linux-amd64.7z
• Apple MacOS X: jogl-2.0-b23-20110303-macosx-universal.7z
Doporučením je stiahnuť si aj archív s dokumentáciou vo formáte javadoc.
Tieto archívy obsahujú všetko potrebné pre vytvorenie a používanie aplikácie s použitím
JOGL. V každom archíve sa nachádza adresár so súbormi *.jar. Tieto súbory pokrývajú
rôzne časti funkcionalít knižnice a programátor môže použiť len súbory s funkciami, ktoré
potrebuje.
Pre potreby demonštračnej aplikácie som použil tieto jar archívy: gluegen-rt.jar,
jogl.all.jar, nativewindow.all.jar a newt.all.jar. Z týchto archívov sú prvé dva
kritické pre použitie OpenGL. Prvý archív obsahuje triedy nástroja GlueGen, ktorý gene-
roval JNI kód (viď 3.2). Druhý archív obsahuje kompletný balík tried knižnice JOGL. Ďalšie
dva archívy obsahujú triedy nutné pri použití OpenGL s toolkitmi nativewindow a newt.
Aplikáciu som vyvíjal v integrovanom vývojovom prostredí Netbeans. Pridanie knižníc
do projektu je popísané v prílohe A.
Nasadenie s aplikáciou
Pre spustenie aplikácie je nutné pridať cestu k natívnym dynamickým knižniciam. Tieto
súbory môžu byť distribuované spolu s aplikáciou. V prípade demonštračnej aplikácie k tejto
práci sú dynamické knižnice pre hlavné platformy pribalené v adresári bin/. Pre spustenie
aplikácie s knižnicami v špecifickom adresári treba pridať parameter pri spustení cez JVM
-Djava.library.path=cesta/k/suborom. Príklad spustenia z príkazového riadku môže
vyzerať nasledovne:
java -Djava.library.path=bin/linux32 -jar JOGL-demo-bp.jar
4.2 Návrh demonštračnej aplikácie, inicializácia a užívateľské
rozhranie
Pri navrhovaní demo aplikácie som postupoval s dôrazom na objektovo orientovaný návrh,
ktorý je vlastný jazyku Java. UML diagram aplikácie je v prílohe B na obrázku B.1.
Triedy aplikácie sú rozdelené do troch základných balíkov. Hlavný balík Jogl demo
zapúzdruje celú aplikáciu a obsahuje nasledujúce dva balíky. Balík Gui obsahuje kód užíva-
teľského rozhrania a balík Renderer obsahuje triedy potrebné pre zobrazovanie 3D scény.
Detaily k jednotlivým triedam a metódam z knižnice JOGL je možné nájsť v dokumen-
tácii javadoc dostupnej na stránkach projektu [19].
16
Balík Jogl demo a inicializácia aplikácie
Tento hlavný balík okrem ďalších balíkov obsahuje triedu AppInit. Táto trieda obsahuje
metódu main, ktorá sa volá pri spustení aplikácie z JVM. V tejto metóde prebieha inicia-
lizácia jednotlivých vizuálnych komponent programu, a to vytvorenie okna s užívateľským
rozhraním a okno, v ktorom prebieha vykresľovanie scény. Okrem týchto komponent sa
inicializuje aj vykresľovanie pomocou OpenGL (vytvárajú sa a nastavujú objekty nutné
pre vykresľovanie z knižnice JOGL). Konkrétne sa nastaví profil OpenGL podľa dostupnej
verzie na konkrétnom stroji a vytvorí sa objekt triedy FPSAnimator.
Ako prvú vec podľa vývojárov projektu JOGL, ktorú treba po spustení akéhokoľvek
programu využívajúceho JOGL, je zavolanie statickej metódy initSingleton(true) triedy
GLProfile. Táto metóda vykoná optimalizáciu uzamykania zdrojov, čo je obzvlášť dôležité
na linuxových operačných systémoch, hlavne ak program pracuje s grafickým užívateľským
rozhraním a (alebo) s viacerými vláknami. Nepoužitie tejto metódy môže viesť k neočaká-
vaným pádom aplikácie.
Samotný profil dostupnej verzie OpenGL sa získa pomocou statickej metódy getDefault
taktiež z triedy GLProfile. So získaním profilom sa vytvorí objekt GLCapabilities. Tento
objekt sa používa pri vytváraní vykresľovacej komponenty a je možné pomocou neho na-
staviť jej vlastnosti, ako napríklad použitie double-bufferingu.
S nastavenou sadou vlastností sa tak môže vytvoriť samotná komponenta do kto-
rej sa bude vykresľovať. JOGL ponúka dve triedy GLCanvas pre použitie s toolkitom
AWT a GLJPanel pre použitie s toolkitom Swing. Obidve triedy implementujú interface
GLAutoDrawable, ktorý dovoľuje vysoko-úrovňovú kontrolu na vykresľovaním OpenGL po-
mocou triedy, ktorá implementuje interface GLEventListener. Tejto komponente tak treba
následne priradiť event listener s konkrétnou inštanciou triedy, ktorá implementuje to roz-
hranie pomocou metódy addGLEventListener.
V demonštračnej aplikácii tento interface implementuje trieda SceneControl v balíku
Renderer.
Trieda FPSAnimator (a trieda Animator) zabezpečuje cyklické prekresľovanie kontextu
OpenGL (volá metódu display() interfacu GLAutoDrawable). Rozdiel oproti animácii
scény pri použití knižnice GLUT v jazyku C (funkcia glutMainLoop()) je ten, že objekt ani-
mátora beží v samostatnom vlákne a po každom zavolaní prekreslenia čaká krátky moment
aby zbytočne nevyťažoval zdroje procesora. Animator však môže byť nastavený na volanie
bez čakania, kedy prekresľuje s maximálnym výkonom. To sa dosiahne volaním metódy
setRunAsFastAsPossible(boolean runFast) s parametrom true. Trieda FPSAnimator
použitá v demo aplikácii má ešte možnosť nastaviť manuálne cieľový počet vykreslených
snímkov za sekundu (FPS). Táto hodnota je hornou hranicou, viac snímkov by sa nemalo
vykresľovať, no na menej výkonných počítačoch bude reálny počet snímkov za sekundu po-
chopiteľne menší. Túto hodnotu sa snaží animátor dodržovať, ale je len orientačná, reálne
hodnoty jemne oscilujú. V demo aplikácii reálna hodnota bola v rozmedzí ±2 snímky za
sekundu voči zadanej hodnote.
Balík Gui a užívateľské rozhranie
V tomto balíku sa nachádza trieda ControlPanel, ktorá obsahuje ovládacie prvky okna
určeného na interakciu s užívateľom. Ovládacie prvky sú tvorené widgetmi z toolkitu Swing.
Pre ilustráciu ako GUI vyzerá je tu obrázok 4.1. Popisovať detaily tvorby GUI je mimo záber
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tejto práce a prípadných záujemcov môžem odkázať na tutoriály dostupné na internete
(napr. priamo na stránkach výrobcu [9]).
Obrázek 4.1: Grafické užívateľské rozhranie v demonštračnej aplikácii.
Dôležité je, že trieda užívateľského rozhrania ControlPanel obsahuje referenciu na
triedu SceneControl a tým pádom môže pomocou verejných atribútov tejto triedy ovply-
vňovať vykresľovanie scény.
Balík Renderer a vykresľovanie scény
Balík Renderer obsahuje všetky triedy potrebné pre vykreslenie scény v demonštračnej
aplikácii. Okrem týchto tried obsahuje aj balíček s rastrovými obrázkami, ktoré boli použité
ako textúry.
Najdôležitejšou triedou v balíku je trieda SceneControl, ktorá ovláda celú scénu, aké
objekty sa budú vykresľovať, povoľovanie a zakazovanie osvetlenia a textúrovania. Štruktúra
tejto triedy je silne ovplyvnená fungovaním OpenGL ako stavového automatu a procedu-
rálnym prístupom k jeho nastavovaniu. Ako vidno na obrázku B.1 v prílohe B, táto trieda
obsahuje veľké množstvo verejných atribútov, podľa ktorých sa nastavuje vykresľovanie.
Jednotlivé aspekty vykresľovania budú popísané v nasledujúcich sekciách.
Táto trieda okrem implementácie rozhrania na ovládanie scény GLEventListener im-
plementuje na spracovanie udalostí zo vstupných zariadení ako myš a klávesnica.
Ďalšou dôležitou triedou je abstraktná trieda ASceneObject. Od tejto triedy dedia vlast-
nosti všetky objekty vykresľované do scény. Neverejné atribúty obsahujú základné informá-
cie o objekte ako je pozícia v scéne, veľkosť, typ objektu, spôsob vykresľovania.
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Obsahuje tri abstraktné metódy createObject(DebugGL2), setQuadricMode()
a update(), ktoré musí každý objekt implementovať podľa svojich vlastností.
Metóda createObject vytvorí objekt z vlastností nastavených pri volaní konštruktoru.
Objekt nie je možné vytvoriť už počas volania konštruktoru, pretože vtedy ešte nie je
vytvorená a nastavená trieda, ktorá predáva volania OpenGL. Metóda setQuadricMode
obsahuje implementáciu zmeny spôsobu kreslenia objektu, ak je objekt kvadrikum. Posledná
metóda update implementuje prípadné zmeny parametrov pre transformácie.
Samotné vykreslenie objektu zabezpečuje metóda draw(), ktorá je implementovaná už
v abstraktnej triede a tým rovnaká pre všetky objekty.
Detailnejšie budú niektoré metódy popísané v sekcii 4.3.
4.3 Geometria objektov
Vytvorenie geometrických objektov je základ pre zmysluplné zobrazovanie grafiky pomocou
OpenGL. Inicializácia OpenGL a vytváranie objektov je podobné ako pri použití knižnice
GLUT v jazyku C.
Trieda ovládajúca vykresľovanie scény musí implementovať rozhranie GLEventListener.
Objekt implementujúci toto rozhranie je priradení ako event handler pre komponentu
do ktorej sa vykresľuje (triedy GLCanvas alebo GLJPanel, obidve implementujú rozhranie
GLAutoDrawable, viď 4.2).
Rozhranie GLEventListener vyžaduje implementáciu metód init, display, dispose
a reshape. Parametrom pre všetky metódy je referencia na komponentu typu
GLAutoDrawable, do ktorej sa vykresľuje. Zmysel týchto metód je rovnaký ako v GLUTe.
V tele metódy init(GLAutoDrawable) prebieha inicializácia OpenGL a nastavenie poči-
atočných stavov. Na použitie akýchkoľvek funkcií OpenGL, najpr treba získať interface,
ktorý ich zapúzdruje z cieľovej komponenty.
Príklad, ako to môže vyzerať:
GL2 gl = drawable.getGL().getGL2();
Interface GL2 zapúzdruje funkcie OpenGL do verzie 3.0 včetne, a aj všetky rozšírenia od
výrobcov grafických čipov. Premenná drawable je prijatá ako parameter metódy.
Jednou z možností, ktorú knižnica JOGL ponúka, je použiť tzv. composable pipeline (viď
3.6). Pristupovanie k vykresľovaciemu reťazcu cez rozhranie DebugGL2, má výhodu v tom,
že pri každej chybe, ktorú OpenGL reťazec vráti, vyhodí výnimku na chybnom príkaze.
DebugGL2 gl = new DebugGL2(drawable.getGL().getGL2());
Po získaní prístupu k vykresľovaciemu reťazcu môžeme používať príkazy OpenGL rov-
nakým spôsobom ako pri programovaní v C. Všetky príkazy majú rovnaký formát (viď 3.5)
a sú prístupné cez získané rozhranie. Pre ukážku nastavenie farby, ktorou sa zmaže color
buffer pri prekresľovaní scény:
gl.glClearColor(0.0f,0.0f,0.0f,0.0f);
Metóda dispose sa volá pred zničeným OpenGL vykresľovacieho kontexu a slúži na
uvoľnenie zdrojov v pamati, ako napríklad bufferov s vrcholmi, zobrazovacích zoznamov
a pod.
Metóda reshape je ekvivalentná k GLUT funkcii onResize, slúži na nastavenie súrad-
nicového systému po zmene veľkosti okna. Detailný popis parametrov je v dokumentácii ku
knižnici JOGL [19].
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Metóda display sa volá vždy, keď OpenGL inicializuje prekreslenie scény. Do tejto
metódy sa zvyčajne umiestňujú príkazy čo sa má vykresľovať. Podobne ako v metóde init
aj tu treba najprv získať rozhranie k prístupu k vykresľovaciemu reťazcu. V prípade, že
programátor uloží rozhranie získané pri inicializácii, to nie je potrebné. Takto som to riešil
v demonštračnej aplikácii.
Príkazy pre OpenGL sa používajú rovnako, ako bolo popísané pri metóde init. Príklad








V prípade, že sa pri inicializácii schopností (viď 4.2) nastaví použitie double-bufferingu,
JOGL automaticky po vykonaní metódy display volá metódu swapBuffers() vykresľo-
vacej komponenty. Automatické prepínanie bufferov komponenty môže byť vypnuté jej me-
tódou setAutoSwapBufferMode(boolean), no v tom prípade musí byť prepnutie bufferov
zavolané manuálne metódou swapBuffers().
Knižnica JOGL umožňuje tiež využívať čiatočnú funkcionalitu doplnkových knižníc pre
OpenGL GLU a GLUT popísaných v sekcii 2.3. Tieto knižnice sú však implementované
len čiastočne a nie sú ekvivalentné pôvodným verziám z jazyka C. Detaily o dostupných
funkciách je možné nájsť v dokumentácii. V knižnici JOGL sú reprezentované triedami GLU
a GLUT. Použitie kvadrík z GLU a model čajníka z GLUT je možné vidieť na obr. 4.2.
Obrázek 4.2: Zobrazovanie geometrických objektov v demonštračnej aplikácii.
V demonštračnej aplikácii geometrické objekty tvoria samostatné triedy odvodené od
abstraktnej triedy ASceneObject. Po volaní konštruktoru objektu sa nastaví počiatočná
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pozícia a veľkosť objektu. Príkazy OpenGL na vykreslenie objektu sa volajú v metóde
createObject. Parametrom tejto metódy je aktuálne rozhranie pre príkazy (DebugGL2).
V tejto metóde sa tieto príkazy pridajú do zobrazovacieho zoznamu.
Vykreslenie tohoto zoznamu prebieha vo funkcii draw(), ktorá nie je abstraktná a teda
pre všetky objekty rovnaká. Z toho plynú isté obmedzenia hlavne pre transformácie, ktoré
nemôžu byť s premenlivými hodnotami uložené do zoznamu. Takéto transformácie sa preto
volajú v metóde update(), ktorá je volaná pred vykreslením zoznamu.
Každý objekt v scéne teda má svoj vlastný zoznam, z ktorého sa vykresľuje volaním
metód draw z triedy SceneControl v metóde display. Ukážku zobrazovania geometrických
objektov v demonštračnom programe je vidieť na obr. 4.2.
4.4 Osvetlenie
Použitie osvetlenia v JOGL sa v zásade nelíši od spôsobu používania osvetlenia pri použití
implementácie v jazyku C. Každému objektu v scéne treba nastaviť materiál, respektíve
je možné nastaviť materiál pre viacero alebo všetky objekty globálne, kedže OpenGL sa
správa ako stavový automat. Pojem nastaviť materiál je lepšie definovať ako nastavenie
farebných zložiek pre jednotlivé zložky svetla. Okrem toho musí mať každý polygón defi-
novanú normálu, resp. normálový vektor. Tento vektor je jednotkový a kolmý na plochu,
smeruje ”von”z plochy polygónu. V podstate určuje ”smerovanie”plochy, ktoré je potrebné
výpočet intenzity osvetlenia polygónu výpočtom uhla odrazu svetla.
Ďalším krokom je nastaviť jednotlivé zdroje svetla. OpenGL podporuje osem takýchto
nezávislých zdrojov. OpenGL delí zdroje svetla na tri typy: bodové, smerové a reflektor.
Bodové svetlo svieti z jedného bodu v scéne do všetkých smerov (preto sa dá tiež nazvať
všesmerové). Smerové svetlo nemá pozíciu v scéne, smer lúčov je určený zadaným vektorom
a svieti z nekonečna do nekonečna. Posledný typ svetla, reflektor, kombinuje vlastnosti
oboch predchádzajúcich a má pomerne najzložitejšie nastavenie. Svieti z určeného bodu len
v zadanom smere. Tomuto zdroju je možné nastaviť aj dosah alebo rozptyl.
Posledným krokom je povolenie konkrétneho zdroja svetla a celkovo výpočtov osvetlenia.
To sa s použitím JOGL dá spraviť ako v nasledujúcej ukážke:
gl.glEnable(GL2.GL LIGHT1);
gl.glEnable(GL2.GL LIGHTING);
Detailný popis nastavenia osvetlenia, ktorý je aplikovateľný aj v JOGL, je možné nájsť
v dostupnej literatúre [6]. Použitie osvetlenia v demonštračnej aplikácii je na obr. 4.3.
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Obrázek 4.3: Objekty osvetlené smerovým zdrojom svetla.
4.5 Mapovanie textúr
Pre prácu s textúrami a ich mapovaním na objekty knižnica JOGL ponúka viaceré možnosti.
JOGL umožňuje pracovať s textúrami rovnakým spôsobom ako s OpenGL v jazyku C.
Taktiež ale prináša niekoľko pomocných tried, ktoré zjednodušujú niektoré úkony a robia
tak prácu s textúrami pohodlnejšiu pre programátora.
Klasický spôsob prípravy a mapovania textúr sa od čistého OpenGL líši v podstate
len v načítaní textúry zo súboru do bytového poľa (byte array). Samozrejme, ku všetkým
príkazom OpenGL sa pristupuje cez získaný interface. Tento postup je dostupný na internete
a v literatúre [6].
Druhý spôsob pracovania s textúrami ponúka balík com.jogamp.opengl.util.texture.
V tomto balíku sú triedy, ktoré značne uľahčujú prácu s textúrami. Trieda Texture repre-
zentuje objekt OpenGL textúry, trieda TextureCoords reprezentuje textúrovacie súradnice,
trieda TextureData reprezentuje samotné grafické dáta textúry a trieda TextureIO slúži
na načítavanie a ukladanie textúr z a na disk.
Ukážka načítania a mapovania textúry pomocou týchto tried:
• Načítanie a vytvorenie objektu textúry (napr. v metóde init)
InputStream stream = getClass().getResourceAsStream("tex.png");
TextureData data = TextureIO.newTextureData(stream, false, "png");
tex = TextureIO.newTexture(data);






Metódy enable(), disable() a bind() z triedy Texture volajú príkazy OpenGL pre
globálne povolenie alebo zakázanie textúr a mapovanie konkrétnej textúry na nasledujúci
objekt. V tejto triede je mnoho ďalších užitočných metód pre prácu s textúrou, ktorých
detaily je možné nájsť v dokumentácii [19].
Použitie tejto triedy dovoľuje pracovať aj s textúrami, ktorých rozmery nie sú mocniny
2 a štvorcové, ako vyžaduje OpenGL (viď obr. 4.4). Pri použití takýchto textúr sa JOGL
snaží použiť rozšírenia, ktoré to umožňujú. Ak však nie sú dostupné, zdrojový obrázok
uloží do textúry o rozmeroch, ktoré spĺňajú podmienky OpenGL. Pre získanie korektných
textúrovacích súradníc takýchto textúr exitstuje nasledujúca trieda.
Trieda TextureCoords reprezentuje textúrovacie súradnice. Tie sa dajú ľahko sa zísakť
metódami s odpovedajúcimi názvami ako bottom alebo left. Tento objekt vracia metóda
triedy Texture. Použitie je intuitívne:
tc = texture.getImageTexCoords();
tx1 = tc.left(); ty1 = tc.top();
...
gl.glTexCoord2f(tx1, ty1); gl.glVertex3f(-1f, 1f, 0f);
Trieda TextureIO poskytuje jednoduchý spôsob pre prácu so zdrojovými súbormi tex-
túr. Podporuje najpoužívanejšie formáty ako napríklad jpeg, png, dds alebo tga. Objekty
triedy TextureData dokáže vytvoriť zo súborov, vstupných prúdov dát (streams) alebo zo
zadanej URL.
Obrázek 4.4: Použite textúr s rozdielnymi rozmermi pomocou knižnice JOGL.
Ďalšia trieda, ktorá umožňuje prácu s textúrami je trieda TextureRenderer. Pomocou
tejto triedy je programátor schopný kresliť do textúry pomocou rozhrania Java 2D. Tento
postup bude popísaný v nasledujúcej sekcii 4.6.
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4.6 Prepojenie s Java 2D API
Spojenie vykresľovania cez OpenGL a rozhrania Java 2D prináša zaujímavé možnosti. V de-
monštračnej aplikácii je využité kreslenie do textúr a vykresľovanie textu do scény. K tomu
sú využité dve triedy TextureRenderer a TextRenderer. Obidve sa nachádzajú v balíku
com.jogamp.opengl.util.awt.
Trieda TextureRenderer využíva interný obrázok, do ktorého kreslí s využitím metód
Java 2D a synchronizuje tento obrázok (resp. jeho časti) s OpenGL textúrou. Na kreslenie
obrázku v pozadí sa vytvára dvojrozmerný grafický kontext ako inštancia triedy Graphis2D.
Tento kontext sa vytvorí metódou createGraphics(). Samotné kreslenie môže prebiehať
v inej triede pokiaľ má správnu referenciu na tento kontext. Takýmto spôsobom je to riešené
v demonštračnej aplikácii (ukážka na obr. 4.5).
Prenesenie takto vykresleného obrázku do textúry vykonáva metóda markDirty, ktorej
parametre určujú, aká časť obrázku sa prenesie do textúry. Získanú textúru vracia metóda
getTexture() ako objekt Texture. Túto textúru je potom možné namapovať na ľubovoľný
objekt.
Trieda TextureRenderer umožňuje získanú textúru priamo vykresliť ako štvorec buď
ortognálne na určenú pozíciu na zobrazovacej ploche v okne, alebo na pozíciu v 3D scéne.
Detailnejšie informácie sú dostupné v dokumentácii ku knižnici JOGL [19].
Text sa dá jednoducho vykresľovať pomocou triedy TextRenderer. Táto trieda umožňuje
vykresľovať bitmapový text cez rozhranie Java 2D. Z toho vyplývajú výhody tohoto rozhra-
nia ako použitie rôznych typov písiem dostupných na počítači, antialiasing znakov a podpora
kódovania Unicode. Všetky tieto schopnosti ponúka jediná trieda, čo je veľký rozdiel oproti
aplikáciám naprogramovaných v iných jazykoch, kde by dosiahnutie takejto funkcionality
bolo zložité.
Podobne ako trieda TextureRenderer umožňuje kreslenie textu ortogonálne na 2D
súradnice obrazovky alebo priamo do trojrozmernej scény. Na text vykreslený trojrozmerne
sa dajú aplikovať transformácie.





Tabulka 4.1: Vrstvy rozhraní pri spojení OpenGL a Java 2D.
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Obrázek 4.5: Použite rozhrania Java 2D na kreslenie textúr a zobrazovanie textu v scéne.
4.7 Možnosti rozšírenia práce
Táto práca a demonštračná aplikácia pokrýva len základné schopnosti vykresľovania pomo-
cou OpenGL a taktiež nepokrýva všetky špecifické možnosti, ktoré prináša knižnica JOGL.
Samotné OpenGL ponúka schopnosti, ktoré si zaslúžia hlbšiu pozornosť. Z hľadiska geo-
metrických objektov sú to NURBS povrchy a krivky alebo použitie teselácie polygónov. Za
pozornosť tiež stojí optimalizácia vykresľovania pomocou polí vrcholov a objektov bufferov.
Ďalej by bolo vhodné rozšíriť a detailnejšie popísať prácu so svetlami a osvetľovacím
modelom. Osvetlenie umožňuje silne ovplyvniť vzhľad scény a upraviť celkový dojem re-
álnosti. S osvetlením sa spájajú tiene, ktoré síce OpenGL priamo nepodporuje, ale na ich
implementáciu sa používa stencil buffer. Tento buffer sa môže tiež využiť na optimalizáciu
vykresľovania tým, že zobrazujeme objekty, ktoré prejdú stencil testom.
Použitie akumulačného buffera dovoľuje využívať pokročilé techniky ako antialiasing
scény, simulácia rozostrenia pri pohybe (motion blur efekt) a simuláciu fotografického rozostre-
nia (hĺbka ostrosti).
Oblasť texúrovania taktiež ponúka široké možnosti ďalšieho spracovania a rozšírenia.
Z tejto oblasti je vhodné zmieniť trojrozmerné textúry, ktoré sa často používajú vo vedec-
kých aplikáciách. Ďalej multitextúrovanie ponúka zaujímavé možnosti ovplyvnenia vzhľadu
objektov a celej scény. Pomocou textúr sa tiež dajú vytvoriť statické tiene ako tzv. tieňové
mapy.
Samostatnou kapitolou by sa dali spracovať shadre, malé programy napísané v špe-
ciálnom jazyku GLSL, ktoré ovplyvňujú spracovávanie dát (geometrických i rastrových)
pomocou programovateľného vykresľovacieho reťazca.
Z projektu JOGL by bolo dôležité detailne analyzovať využívanie profilov (viď 3.6).
Používanie profilov pre špecifické verzie OpenGL umocňuje možnosti nasadenia aplikácii
používajúcej JOGL na širokom spektre platforiem, prakticky bez úprav kódu. Spolu s plat-
formovou nezávislosťou Javy, je to silná kombinácia.
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Knižnica JOGL podporuje aj OpenGL pre vstavané zariadenia. Spolu s veľkou podporou
Javy na mobilných zariadeniach a aktuálne rozširovanie dostupnosti výkonných smartfónov
to prináša nové možnosti nasadenia trojrozmernej grafiky v reálnom čase na týchto zaria-
deniach.
Ďalšie možné rozšírenie práce predstavuje spojenie rozhrania Java 2D a OpenGL. V tejto
práci spomenuté kreslenie textúr otvára veľké možnosti pre procedurálne generovanie textúr,
ale aj využitie ďalších možnosti Java 2D ako napríklad zobrazovanie animovaných obráz-
kov. Veľké možnosti toto spojenie prináša vo vylepšení užívateľského rozhrania. Spracovať
by bolo vhodné vykresľovanie grafiky do widgetov (napr. trojrozmerné animované ikony)
a vykresľovanie widgetov pomocou OpenGL (využiteľné napr. pri priblížení štandardných




Táto kapitola ukazuje metriky zdrojového kódu a informácie o spustiteľnej verzii apliká-
cie. Nasleduje popis nasadenia a testovania na rôznych platformách a nakoniec zobrazuje
informácie získané z profilovacieho nástroja vývojového prostredia NetBeans.
5.1 Mertiky kódu
V tabuľke 5.1 sú zobrazené informácie o zdrojovom kóde aplikácie a distribučnej verzii.
Počet riadkov kódu 2059
Počet tried 11
Veľkosť zdrojových súborov 75,7 kB
Veľkosť jar súboru 1,1 MB
Celková veľkosť aplikácie 8,1 MB
Celkový počet súborov 47
Počet JOGL knižníc 4
Veľkosť JOGL knižníc 2,7 MB
Počet natívnych knižníc 37
Veľkosť natívnych knižníc 4,3 MB
Počet obrázkov textúr 6
Veľkosť obrázkov textúr 593,5 kB
Tabulka 5.1: Metriky kódu demonštračnej aplikácie
Ako vidno v tabuľke 5.1, prípade tejto demonštračnej aplikácie, veľkú časť z distribučnej
verzie tvorí samotná knižnica JOGL a jej natívne dynamické knižnice. Táto aplikácia však
obsahuje súbory nutné pre spustenie na všetkých hlavných platformách, pre ktoré projekt
JOGL vydáva skompilované knižnice (viď sekcia 4.1). Avšak táto aplikácia je pomerne jed-
noduchá, pri reálnych aplikáciách, kde jadro programu tvorí omnoho viac dát, je veľkosť
súborov pre JOGL zanedbatelná. Na druhej strane, pre porovnanie, minimalistická imple-
mentácia OpenGL do Javy LWJGL (viď 3.4) má veľkosť distribučných súborov približne
500 kB [15].
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5.2 Nasadenie na rôznych platformách
Ako bolo spomenuté v sekcii 4.1, autori JOGL vydávajú túto knižnicu pre všetky hlavné
desktopové operačné systémy. Demonštračná aplikácia bola testovaná na 32 a 64 bitových
verziách systémov Linux a MS Windows, a na systéme od Apple Mac OS X. Nasleduj-
úci prehľad zobrazuje jednotlivé konfigurácie počítačov, približnú spotrebu systémových
zdrojov1 a počet snímkov za sekundu pri rozlíšení 640 na 480 pixelov.2.
Desktopové PC
CPU Intel Pentium 4 - 3 GHz, 2 GB RAM, grafický čip Nvidia GeForce 7300GT
• Linux Ubuntu 10.04 - 32 bitová verzia:
Snímky za sekundu 60
Vyťaženie CPU 70%
Alokovaná pamäť 56 MB
• MS Windows 7 - 64 bitová verzia (32 bitová verzia Javy):
Snímky za sekundu 60
Vyťaženie CPU 41%
Alokovaná pamäť 42 MB
Notebook
CPU Intel Core2Duo - 2,53 GHz, 4 GB RAM, g. čip Nvidia GeForce 9650M
• MS Windows 7 - 64 bitová verzia (64 bitová verzia Javy):
Snímky za sekundu 60
Vyťaženie CPU 10%
Alokovaná pamäť 101 MB
Netbook Asus EEE 901
CPU Intel Atom N270 - 1,6 GHz, 1 GB RAM, grafický čip Intel GMA 900
• Linux Ubuntu 10.10 - 32bitová verzia:
Snímky za sekundu 10
Vyťaženie CPU 82%
Alokovaná pamäť 32 MB
1Priemerná hodnota za 1 minútu. Údaje sa týkajú JVM, ktorá spustila aplikáciu.
2Priemerná hodnota za 1 minútu. Maximálne hodnota bola nastavená na 60 snímkov.
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Notebook Toshiba Satellite A200
CPU Intel Core2Duo - 2,2 GHz, 3 GB RAM, grafický čip AMD Radeon HD2600
• Linux Ubuntu 10.10 - 64 bitová verzia:
Snímky za sekundu 60
Vyťaženie CPU 20%
Alokovaná pamäť 122 MB
Notebook Apple MacBook Pro
CPU Intel Core i7 - 2,7 GHz, 4 GB RAM, grafický čip Intel HD3000
• Apple Mac OS X 10.6 - 64bitová verzia:
Snímky za sekundu 60
Vyťaženie CPU 30%
Alokovaná pamäť 125 MB
Z týchto tabuliek vyplýva, že spotreba systémových zdrojov závisí skôr od konkrétnej
konfigurácie a nastavenia virtuálneho stroja. V tabuľke meraní s konfiguráciou netbooku
Asus EEE 901 vidno, že samotný počet snímkov za sekundu závisí na grafickom akcele-
rátore, cez ktorý ide vykresľovanie. Réžia samotnej aplikácie je na dnešných počítačoch
zanedbateľná, jadro aplikácie beží v jednom vlákne a nevyťažuje ďalšie jadrá.
5.3 Dáta získané z profileru NetBeans
Pre zísaknie presnejších informácií o spotrebe systémových zdrojov aplikácie je vhodný
nástroj zvaný profiler integrovaný do vývojového prostredia NetBeans.
Profiler je nástroj na dynamickú analýzu aplikácie. Umožňuje optimalizáciu rýchlosti
a pamäťovej náročnosti. Z profileru NetBeans som získal dáta o spotrebe procesorového
času jednotlivými triedami a metódami, a o využití operačnej pamäte.
Na obrázku 5.1 je zobrazená spotreba procesorového času jednotlivými metódami. Prvý
stĺpec zobrazuje konkrétne metódy z jednotlivých tried. V druhom stĺpci je percentuálny
graf z celkovej spotreby procesorového času. Tretí stĺpec zobrazuje presný čas strávený
vykonávaním tejto metódy. V poslednom stĺpci je počet volaní metódy.
Z dát na obrázku vyplýva, že najviac času spotrebovalo vykonávanie metódy render,
v ktorej prebieha volanie všetkých príkazov OpenGL potrebných pre prekreslenie scény.
Metóda main, napriek tomu, že bola volaná len raz, spotrebovala toľko času kvôli tomu,
že v nej prebieha veškerá inicializácia ako knižnice JOGL a OpenGL, tak aj vytváranie
grafického užívateľského rozhrania. Vysoký počet volaní metódy draw je zapríčinené tým,
že všetky triedy objektov v scéne dedia od triedy ASceneObject, v ktorej táto metóda volá
vykreslenie zobrazovacieho zoznamu s príkazmi na vykreslenie objektu scény.
Na ďalšom obrázku 5.2 je vidieť využitie operačnej pamäte demonštračnou aplikáciou.
Na obrázku je graf závislosti veľkosti využitej pamäte a času. Z grafu je zrejmé, že sa-
motná aplikácia je nenáročná na pamäťový priestor. Pamäťové nároky sa po inicializácii
a zapnutí všetkých volieb zobrazovania (čo trvalo približne 10 sekúnd) ustálili a oscilovali
okolo hodnoty 10 MB. Aplikácia využila maximálne 13 MB pamäte.
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Obrázek 5.1: Spotreba procesorového času jednotlivými metódami.




Cieľom tejto bakalárskej práce bolo popísať použitie knižnice OpenGL v Jave, so zameraním
na projekt Java OpenGL – JOGL. To zahŕňalo vytvorenie demonštračnej aplikácie, ktorá
prezentovala základné aspekty modernej počítačovej grafiky.
Pre dôkladné pochopenie problematiky spojenia OpenGL a Javy, bolo nutné podrobne
preštudovať princípy fungovania OpenGL a z druhej strany sa pozrieť na dostupné možnosti
využívania trojrozmernej grafiky v Jave.
Knižnica JOGL je súčasťou väčšieho projektu, ktorý má za cieľ implementovať ďalšie
otvorené knižnice pre prácu s multimédiami do Javy. Vývoj knižnice JOGL neustále na-
preduje, nie len že sa adaptuje na aktuálne zmeny v OpenGL, ale sám neustále prináša
vylepšenia pri spojení s jazykom Java. Tieto časté zmeny ale majú za následok, že často
menia základné princípy používania tejto knižnice.
Napriek tomu je používanie OpenGL v Jave pomocou tejto knižnice veľmi podobné pou-
žívaniu OpenGL v referenčnom jazyku C. To umožňuje relatívne ľahký prechod existujúcich
aplikácií do jazyku Java a takisto ľahší vývoj pre programátorov skúsených v programovaní
s OpenGL.
Realizačná časť tejto práce sa zamerala na praktické aspekty pracovania s knižnicou
JOGL, od použitia pri vývoji aplikácií, cez nasadenie so spustiteľnou aplikáciou, až po
rozdiely oproti programovaniu v referenčnom jazyku.
Tento text vychádzal zo skúseností získaných pri vývoji demonštračnej aplikácie. Zatiaľ
čo použitie osvetľovacieho modelu bolo veľmi podobné ako v referenčnom jazyku, samotné
inicializovanie OpenGL bolo značne rozdielne. Pri textúrovaní knižnica JOGL ponúka rôzne
pomocné triedy, ktorých použitie som sa snažil zrozumiteľne popísať. Spojenie JOGL s uží-
vateľskými rozhraniami je rozsiahla téma, preto som sa v časti textu venovanej tomuto
spojeniu zameral len na niektoré možnosti.
Táto práca a demonštračná aplikácia ukázala len základné schopnosti ako OpenGL,
tak aj knižnice JOGL. Rozšírenia, ktoré môžu doplniť komplexnosť práce a aplikácie, je
rozsiahla téma, ktorú som spracoval v samostatnej sekcii. Z toho by som zdôraznil veľké
možnosti, ktoré ponúka samotné OpenGL pre pokročilé vykresľovanie. Druhú časť možných
rozšírení predstavujú ďalšie možnosti knižnice JOGL. JOGL podporuje volanie príkazov rôz-
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Vytvorenie a použitie knižnice v
Netbeans IDE
V hornom menu Tools položka Libraries spúšťa manažéra knižníc (obr. A.1). Novú knižnicu
vytvoríme po kliknutí na tlačidlo New Library.
Obrázek A.1: Manažér knižníc v Netbeans IDE.
V nasledujúcom dialógovom okne (obr. A.2) zadáme názov knižnice a typ ponecháme
na Class Libraries. Po potvrdení vznikne nová knižnica, do ktorej pridáme jar súbory klik-
nutím na Add JAR/Folder (obr. A.3). Rovnakým spôsobom môžeme pridať zip archív s
dokumentáciou v záložke Javadoc.
Takto vytvorenú knižnicu pridáme do projektu pravým kliknutím na zložku Libraries
v prehľade projektov a kliknutím na položku Add Library. Následne z menu vyberieme
vytvorenú knižnicu. Po pridaní tejto knižnice je možné používať jej triedy s náležitými
importami.
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Obrázek A.2: Dialógové okno pri vytváraní novej knižnice.









• Adresár s textom technickej správy a jej zdrojovým kódom v LATEXu
• Adresár so spustiteľnou demonštračnou aplikáciou, preloženou pre rôzne platformy
• Zdrojové súbory demo aplikácie vo forme projektu do prostredia NetBeans
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