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Der vorliege'lde Beri cht beschreibt die Implement ieru'lg ei'les 
;'ltegrierten Texthaltu'lgs-Systems auf der Basis des MIT-Edi-
tors TEeO. Dieser Editor wurde den im Rechenzentrum der U'li-
versitaet des Saarlandes gegebene'l Umgebu'lgsbedingunge'l a'l-
gepasst u'ld zunaechst fuer den Rechner TR440 imp leme'lt iert. 
Die Impleme'ltieru'lg wurde dabei so vorgenomme'l, dass sie 
oh'le grosse Schwierigkeite'l auf andere Rechner uebertragbar 
ist, i'lsbeso'ldere auch i'l einen Betrieb mit abgesetzte'l in-
tellige'lte'l Arbeitsplaetze'l ei'lgebaut werde'l kann. A'l die-
ser Stelle ist noch der Hi'lweis angebracht, dass zur Imple-
me'ltieru'lg des Editors ausser ei'ler Liste der TEeO-Komma'ldos 
(A'lha'lg e der TEeO-Beschreibu'lg) kei'le weitere'l U'lterlage'l 
ueber TEeo zur Impleme'ltieru'lg benoetigt und verwe'ldet wur-
den; die Impleme'lt ierung kO'l'lte vollstaendig frei U'lter Be-
'lutzung allein der Ken'lt'lisse ueber de'l Umgang mit TEeO er-
folgen. 
Der Bericht ist so aufgebaut, dass er ei'lerseits die zugru'l-
deliege'lde'l KO'lzepte dieses Editor-Systems verdeutlicht, an-
dererseits aber auch als Nachschlagwerk fuer de'l Be'lutzer 
des Editors verwe'ldet werde'l ka'ln. Zur Ei'lgabe und Aufberei-
tU'lg des Textes dieses Berichtes wurde der im Bericht be-
schriebe'le Editor selbst verwe'ldet. 
Es ist mi r ei n VergF'luegeF'l, alLen de"en zu dar'lke'1, di e mi eh 
bei der Implementieru'lg des Editors U'lterstuetzt habe'l u'ld 
geholfe'l haben, so ma'lche dabei auftretende Frage zu klae-
ren. Beso'lderen Dank verdient hier Herr B. Kett, oh'le des-
sen Beistand es mit Sicherheit 'licht moeglich gewese'l waere, 
dieses Programm in der relativ kurze'l Zeit VO'l ei'lem halbe'l 
Jahr fertigzustelle'l. Ebenso moechte ich Herrn L. Gerlach 
dafuer da'lken, dass er mir freu'ldlicherweise ei'l Programm 
zur formatierten Ausgabe VO'l Texten zur Verfuegung gestellt 
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[4] dec-system-l0: Users Handbook, Digital Equipment Cor-





0.1. Ein aLternatives TexthaLtungs-System 
Texte - z.B. QueLL-Programme - werden auf der TR440 uebLi-
cherweise in sogenannten Texthaltungsdateien (meist RAM-Da-
teien mit Satzbau U800 oder aehnLich) gehaLten. Zu ihrer 
Verarbeitung steLLt das Programmiersystem mit dem Operator 
PS&TEXTHALT eine Reihe von DienstLeistungen zur Verfuegung, 
zu denen Eintragen, Kopieren, Korrigieren und Loeschen von 
Saetzen (Zei Len) gehoeren. Diese Form der Texthaltung hat 
vier gravierende NachteiLe: 
- Sie ist vom Speicherplatz auf dem Hintergrund her sehr 
aufwendig, da fuer jeden Text, egaL wie kurz er ist, eine 
eigene Datei erzeugt werden muss. Diese Datei muss in ei-
nen KataLog eingetragen werden, und aLs RAM-Datei muss sie 
ein Stellvertretergebiet enthaLten, so dass der minimaLe 
PLatzbedarf immerhin 2 bis 3 K Ganzworte betraegt, waeh-
rend die eigentLiche Nutzinformation, der Text, oft nur 
einige hundert Ganzworte umfasst. Dies bedeutet insbe s on-
dere bei der LFD eine nicht unbetraechtLiche PLatzver-
schwendung. 
- Die von der Texthaltung zur Verfuegung gesteLLten Operati-
onen sind satzorientiert. Es ist daher nicht moegLich, 
Saetze aufzubrechen oder zu konkatenieren, was oft gerade 
bei Programm-Aenderungen erwuenscht ist. Ausserdem sind 
beim Korrigieren von Texten Aenderungen LokaL begrenzt; 
wenn eine Aenderung in aehnLicher Form an mehreren SteLLen 
auszufuehren ist, so muessen diese SteLLen jewei Ls einzeLn 
LokaLisiert und geaendert werden, was eine recht zeitrau-
bende und stumpfsinnige Arbeit werden kann. 
- Die Numerierung der Saetze der Datei, aLso der Textzei Len, 
macht es unmoegLich, mehr aLs eine bestimmte AnzahL von 
lei len zwischen zwei existierende Zei Len einzuschieben, 
ohne die ganze Datei neu durchzunumerieren. Der Zugriff 
auf die Saetze der Datei erfoLgt ueber diese Satznummern, 
so dass der Benutzer der Texthaltung auf ein Listing sei-
nes Textes mit gueLtigen Satznummern angewiesen ist - an-
dererseits ist er aber beim Eintragen groesserer Text-
stuecke aus dem genannten Grund oft gezwungen, eben diese 
Satznummern zu veraendern. 
- Zur Bearbeitung einer Texthaltungsdatei stehen dem Benut-
zer eine VieLzahL von Programmiersystem-Kommandos zur Ver-
fuegung, so dass er gezwungen ist, fuer aehnLiche Operati-
onen verschiedene Kommandos zu geben und damit jedesmal 
einen EntschLuessLerLauf und einen Operatorstart zu veran-
Lassen. Es waere einfacher und uebersichtLicher, wenn der 




teLs eines einzigen Kommandos gestartet wuerde und dann 
die Spezifikation der Operationen mitteLs DiaLog-Eingabe 
er Laubte. 
Im vorLiegenden Beri cht soLL nun ein Texthaltungssystem be-
schrieben werden, das die genannten Nachtei Le vermeidet. Die 
beiden Komponenten dieses Systems sind: 
- das Komprimierprogr amm SB&COSY, 
- der Text-Editor SB&EDIT. 
Mit diesen beiden Programmen ist es moegLich, eine eigene, 
raumsparende und Leistungsfaehige Texthaltung aufzubauen. 
Dieser Bericht beschreibt hauptsaechLich den Text-Editor 
SB&EDIT, den der Benutzer zur Bearbeitung seiner Texte ein-
zusetzen hat. Das Dienstprogramm SB&COSY, das in diesem Zu-
sammenhang nur zur Kompression bestehender TexthaLtungsda-
teien gebraucht wird, wird hier Le di gLich kurz beschrieben, 
zusammen mit der Struktur der erzeugten Dateien. 
Dieses aLternative Texthaltungssystem hat gegenueber der 
satzorient ierten konvent ionellen Texthaltung noch zusaetz-
Li ch den Vortei L, dass es si ch Lei cht so erweitern Laesst, 
dass der Text-Editor off-Line in einem inteLLigenten (mikro-
prozessorgesteuerten) ArbeitspLa tz Laeuft, der nur geLegent-
Lich mit dem Rechner oder seiner eigenen Peripherie Daten 
auszutauschen braucht. Die dazu noetigen Erweiterungen des 




0.2. Die Komponenten des TexthaLtungs-Systems 
0.2.1. Texthaltung in COSY-Deck-Dateien 
Um PLatz auf dem Hintergrund - insbesondere auf der LFD - zu 
sparen, empfiehLt es sich, groessere Mengen von Texten -
z.B. QueLL-Programme - nicht in Texthaltungsdateien nach 
TR440-Standard (aLso RAM-Dateien mit einem Satzbau U800 
oder aehnLich) zu speichern, sondern die Texte in kompri-
mierter Form in PHYS-Dateien mit minimaLem Verschnitt zu 
speichern. Man benoetigt dazu ein Programm, das es ermoeg-
Licht, Texthaltungsdateien in die komprimierte Form ueberzu-
fuehren und umgekehrt komprimierte Dateien in TexthaLtungs-
dateien zu entzerren. 
Ein soLches Komprimierungs-Programm wird in Saarbruecken mit 
ErfoLg eingesetzt; es handeLt sich dabei um den Operator 
SB&COSY, der eine eigene Datenstruktur in PHYS- (und auch 
SEQ-) Dateien unterstuetzt, die es (im FaLLe von PHYS-Datei-
en) gestattet, bis zu 49 verschiedene Texte separat in einer 
Datei zu haLten. Mit dem Operator SB&COSY koennen TexthaL-
tungsdateien komprimiert und entzerrt werden; man kann sich 
ueber die Menge der Textstuecke (genannt COSY-Decks) in der 
PHYS-Datei informieren, und man kann Decks aus der PHYS-Da-
te i Loeschen. Dazu steht das im Abschnitt 0.3.2. bes chriebe-
ne Kommando #COSY zur Verfuegung. 
Die PHYS-Datei, die die komprimierten Texte enthaeLt, hat 
den foLgenden Aufbau: 
- BLock 0 der Datei ist ein Steuerblock, der Informationen 
zur VerwaLtung der Decks in der Datei enthaeLt: 
- die Namen der abgespeicherten Decks; aLs Namen sind be-
Liebige Standardnamen mit bis zu 12 Zeichen erLaubt; 
- zu jedem Deck die Nummer des ersten BLocks der Datei, 
der zu diesem Deck gehoert; 
- zu jedem Deck der Komprimierungs-Modus, in dem das Deck 
erzeugt wurde (K6, K8 oder Z8 - siehe Abschnitt 0.3.2.); 
- die AnzahL der Decks in der Datei; 
- die Nummer des ersten freien BLocks in der Datei; hier 
beginnt e i n neu erzeugtes Deck. 
- Die restLichen BLoecke der Datei enthaLten die Decks in 
LueckenLoser ReihenfoLge. Dabei giLt fuer die Form, in der 
die einzeLnen Decks abgespeichert sind, das FoLgende: 
- Jedes Deck beginnt an einem BLock-Anfang und erstreckt 
sich ueber die foLgenden BLoecke; dabei sind aLLe BLoek-
ke mit eventueLLer Ausnahme des Letzten ganz mit Text 
gefueLLt. 
- Das erste Wort jedes BLocks enthaeLt VerwaLtungsinforma-
tion, und zwar die Laufende Nummer des BLocks im Deck, 
eine sogenannte Kartenkennung, die angibt, ob es der 




gewissen Schutz gegen FehLuebertragungen darsteLLt. Der 
Text seLbst enthaeLt keinerLei sonstige VerwaLtungs in-
formation, insbesondere auch keine Satzstruktur. 
- FoLgen von Zwischenraeumen (BLanks) im Text sind durch 
ein Sonderzeichen und die AnzahL der BLanks, aLso nur 
durch zwei Zeichen repraesentiert; Zei LenwechseL ebenso 
nur durch zwei Sonderzeichen. Diese Kompression ist voLL 
transparent; es gibt aLso keine FoLgen von ZC1-Zeichen, 
die nicht so komprimiert wuerden, dass sie nicht wieder 
in die OriginaL-FoLge entzerrt werden koennen - dies 
gi Lt auch fuer Steuerzeichen, die in uebLichen Texten 
nicht vorkommen. 
Bei der Kompression eines Textes kann man einen Kompressi-
onsmodus angeben, der bestimmt, ob man sich auf einen einge-
schraenkten Zeichenvorrat bezieht (Modus K6) oder ob man aL-
Le Zei chen des Zent ra Lcodes ZC1 zur Verfuegung haben wi LL 
(Modus K8l. Bei voLLem Zeichenvorrat kann man schLiessLich 
noch veranLassen, dass die Zei Lennummern der TexthaLtungs-





0.2.2. Textverarbeitung in eOSY-Deck-Dateien 
Fuer die Verarbeitung von Texten, die in der eOSY-Deck-
Struktur abgespeichert sind, steht ein Text-Editor zur Ver-
fuegung, dessen Bedienung im vorLiegenden Bericht beschrie-
ben wird. Dieser Editor SB&EDIT verarbeitet direkt die Decks 
einer eOSY-PHYS-Datei; zur Textverarbeitung ist es aLso 
nicht noetig, die Decks zuerst in eine Texthaltungsdatei 
nach TR440-Konvention zu entzerren und dann diese zu bear-
beiten. 
Die vom Editor SB&EDIT zur Verfuegung gesteLLten DienstLei-
stungen umfassen die zur Textverarbeitung benoetigten Opera-
tionen Eintragen, Kopieren, Korrigieren und Loeschen, dies 
aber im Gegensatz zur TR440-TexthaLtung nicht auf der Basis 
einzeLner Saetze (Zei Len) oder Mengen von Saetzen, sondern 
kontext-orientiert auf der Basis beLiebiger Strings, die 
sich ueber beLiebig vieLe Zeichen und/oder ZeiLen erstrecken 
koennen. Die gewuenschten Textverarbeitungsfunktionen werden 
mitteLs einer eigenen Kommandosprache dem Editor spezifi-
z i ert. Ein Textverarbeitungs-Lauf kann dabei beLiebig vieLe 
dieser Funktionen anstossen und entsprechend vieLe dieser 
Editor-Kommandos entgegennehmen. 
Der Editor wird durch das im naechsten Abschnitt beschriebe-
ne Kommando #EDIT gestartet; dabei wird im Parameter DATEI 
dieses Kommandos die zu bearbeitende eOSY-Datei spezifi-
ziert. Diese Datei kann eine beLiebige eOSY-Deck-Datei vom 
Typ PHYS, G128W sein; der Editor bearbeitet jedoch nur im 
Modus K8 oder Z8 in diese Datei komprimierte Decks. LF- oder 
WSP- (spezieLL POOL-) Dateien muessen zur Bearbeitung ange-
meLdet sein, wenn man das Kommando #EDIT gibt. Ist die Datei 
nur zum Lesen angemeLdet, so erLaubt der Editor entsprechend 
auch nur Lesende Zugriffe auf die Datei. Ist die Datei Leer 
und ist Schreibzugriff erLaubt, so wird eine (zunaechst Lee-
re) eOSY-Struktur in ihr erzeugt. 
Die beiden naechsten Abschnitte beschreiben die benoetigten 
Kommandos #EDIT und #eOSY. Im KapiteL 1 werden dann die Ent-
wurfskriterien fuer den Aufbau des Editors und die der Edi-
tor-Kommandosprache zugrunde Liegenden Konzepte beschrieben; 
dieses KapiteL ist zum Verstaendnis von grundLegender Be-
deutung. Das 2. KapiteL definiert dann die Bestandtei Le der 
Kommandosprache in einer Form, die aLs Nachschlagwerk zur 
Textverarbeitung mit dem Editor gedacht ist. Eine Liste 
aLLer FehLermeLdungen des Editors sowie einige BeispieLe 
haeufig benoetigter Operationen in der Editor-Sprache er-
gaenzen diese Definitionen. Das KapiteL 3 macht schLiess-
Lich noch einige Aussagen zur vorLiegenden ImpLementierung 




0.3. Kommandos des Programmiersystems 
0.3 . 1. Das Kommando #EDIT 
Editieren von eOSY-Deck-Dateien ED IT 
DATEI= 
da te i 
db.datei 




da te i 
db.datei 
PRO TOK OL L= 
-STD-
KO 
Name der zu editierenden Datei 
Datei in der Standarddatenbasis 
Datei in der Datenbasis db 
zu editierendes Deck 
* Voreinstellung: Zu editierende 
Decks mue ss en explizit durch 
Editor-Kommandos zur Bearbeitung 
eroeffnet werden 
Falls deck nicht existiert, wird 
ein lee re s D eck mit die sem Name n 
zum Schreiben eroeffnet, andern-
falls wird das Deck deck z u r Be-
arbeitung im Back-up-Betrieb er-
oeffnet und die erste Seite ein-
gelesen 
Ausgabe-Datei fuer eOSY-Entzerren 
durch die Kommandos EL und EP 
Es wird nicht in eine Texthaltungs-
datei entzerrt 
* Voreinstellung: Die Texthaltungs-
datei fuer das Entzerren liegt in 
der Standarddatenbasis bzw. wird 
dort erzeugt und hat den Namen des 
bearbeiteten Decks 
Die Texthaltungsdatei liegt in der 
Standarddatenbasis bzw. wird dort 
erzeugt und hat den Namen datei 
Die Texthaltungsdatei liegt in der 
Datenbasis db bzw. wird dort er-
zeugt und hat den Namen datei 
Angaben zur Protokollierung beim 
Entzerren mit den Kommandos EL und 
EP 
* Voreinstellung: kein Protokoll 
Standard-Protokoll 
zusaetzliches Protokoll auf dem 




0.3 . 2. Das Kommando #eOSY 
Entzerren und Komprimieren von 
Okt aden-Dat ei en 
eOSY 
QUELLE= 
da te i 
kat .datei 
da te i -p 
Datei, die die zu verarbeitende 
Informat ion enthaelt 
Datei in der Standarddatenbasis 
Datei aus dem Katalog kat 
Datei mit Passwort p in der Stan-
darddatenbasis 
kat.datei-p Datei mit Passwort p aus dem Ka-
ta log kat 
ZIEL= 
da te i 
kat.datei 
dat ei-p 
Datei, die die umgewandelte Infor-
mation aufnimmt 
Datei aus der Standarddatenbasis 
Datei aus dem Katalog kat 
Datei mit Passwort p in der Stan-
darddatenbasis 










Oie eOSY-Datei muss vom Typ PHYS, 
G128W sein (Wenn man auf die Deck-
Struktur verzichtet, ist auch SEQ, 
G20W moegli ch; der Editor verlangt 
jedoch PHYS-Dateien.); die Text-
haltungsdatei muss vom Typ RAM, 
UnO (n z.B. = 80) oder SEQ, UnO 
sein. Existiert die bei ZIEL ange-
gebene Datei beim Entzerren ni cht, 
so wird eine Datei glei chen Namens 
kreiert. Oie eOSY-Datei wird gege-
benenfalls selbsttaetig zur Bear-
beitung angemeldet und dann nach 
dem eOSY-Lauf wieder abgemeldet. 
Art des Entzerrens bzw. Komprimie-
re ns 
* Voreinstellung: Entzerren in dem 
Modus, in dem das betreffende Deck 
komprimiert wurde 
Entzerren von 6 Bit /Zei chen 
Entzerren von Oktaden 
Komprimieren auf 6 Bit/Zeichen 
(k leiner lei chenvorrat) 
Komprimieren auf 8 Bit/leichen 
(voller Zeichenvorrat des Ze1) 
Komprimieren auf 8 Bit/lei chen un-
ter Erhaltung der Zei lennummer 










die das Deck enthaLtende Datei un-
ter ZIEL angegeben sein. 
Informieren ueber die Decks in der 
COSY-Datei; diese muss unter QUELLE 
angegeben sei n. 
Angaben zur Modifizierung der 
Quelldatei 
Die Datei datei der Datenbasis db 
enthaeLt die Steuerkarten zum Mo-
difizieren der Quelldatei 
Angabe von Decks in PHYS-Dateien 
* Voreinstellung: Der Deckname ist 
gLeich dem Namen der TexthaLtungs-
datei • 
Es soLL aus dem Deck name entzerrt 





1.1 - 1 
1. Grundlagen 
1.1. Entwurfskriterien 
Beim Entwurf des Editors SB&EDIT wurde von den folgenden 
Ueberlegungen ausgegangen: 
- Da umfangrei che Quell-Texte, um Platz auf der Platte zu 
sparen, am zweckmaessigsten in komprimierter Form abge-
speichert werden, sollte Texthaltung sich weitgehend auf 
die hier schon vorhandene eOSY-Struktur beschraenken 
koennen. Dazu erscheint es sinnvoll, die Textverarbeitung 
di rekt in der eOSY-Datei durchzufuehren und eine eventu-
ell notwendige Entzerrung der komprimierten Daten in eine 
Texthaltungs-Datei nach TR440-Konvent ion (RAM-Datei mit 
Satzbau U800 oder aehnlich) nur auf Scratch durchzufueh-
ren, um ein Nebeneinander verschieden weit verarbeiteter 
Versionen desselben Textes moeglichst zu vermeiden. Die 
Entzerrung sollte jedoch jederzeit bei Bedarf moeglich 
sein und auch mit vom Benutzer vorgegebenen Dateien ar-
beiten koennen. 
- Die von eOSY angebotene Moegli chkeit, verschiedene Text-
stuecke in Form von Decks in einer PHYS-Datei halten zu 
koennen, sollte ausgenuetzt werden koennen, um in einem 
Editier-Lauf auch mehrere Decks bearbeiten oder etwa 
miteinander mischen zu koennen. 
- Der Datenaustausch mit dem Hintergrund (der eOSY-Deck-
Datei) sollte in groesseren Informationsbloecken gesche-
hen, wobei es dem Benutzer moegli ch sein sollte, auch 
Tei lbloecke zum Hintergrund zurueckzutransportieren und 
bei Bedarf auch zusaetzliche Bloecke vom Hintergrund zu-
zuladen. 
- Der Umfang dieser Bloecke sollte mehrere Zei len betragen, 
um komplexere Editierungsaufgaben weitgehend innerhalb ei-
nes Blockes ausfuehren zu koennen; als Block koennte man 
sich etwa eine (konzeptuelle) Druckseite vorstellen. 
- Editierung sollte - mit entsprechendem Daten-/Hintergrund-
Transport - auch ueber Blockgrenzen hinweg moegli ch sein; 
dabei sollte es moeglich sein, Blockgrenzen aufzuheben, 
neu zu erzeugen oder zu verschieben, je nach den Beduerf-
nissen der aktuellen Editierungsaufgabe. 
- Der Zugriff auf bestimmte Textstuecke, um diese zu edi-
tieren, sollte ohne Verwendung von Organisationsmitteln 
wie Zei len- oder Blocknummern durchgefuehrt werden, da 
diese im allgemeinen nur zusammen mit einem aktuellen 
Listing verwendbar sind und sich oft notgedrungen schon 
waehrend der Editierung selbst so stark aendern, dass die 
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Editierung bis zum Vorliegen eines neuen Listings unter-
brochen werden muss, um Konfusion zu vermeiden. 
- Textaenderungen, die mit dem Editor durchgefuehrt werden 
koennen, sollten unter anderem folgende Funktionen umfas-
se n: 
- Einfuegung von Strings oder einzelnen Zei chen 
Loeschen von Strings oder Zeichen 
Ersetzen eines Strings durch einen anderen gleicher 
oder anderer Laenge 
Aufsplitten einer Zeile in mehrere 
Zusammenfuegen mehrerer Zei len oder Tei lzei len zu einer 
Z ei l e 
Die Stelle, an der eine solche Aenderung durchgefuehrt 
wird, sollte durch den Text selbst unter Verwendung einer 
Suchanfrage - auch ueber Blockgrenzen hinweg! - bestimmt 
werden koennen, um so vom Vorliegen eines aktuellen List-
ings unabhaengiger zu werden. 
Dabei sollten fuer den zu suchenden String folgende Moeg-
li chkeiten geboten werden: 
- Suche nach exakt einem String 
- Suche unter Ignorierung des Unterschieds zwischen Gross-
und Kleinschreibung, eventuell auch nur in einem Tei l 
des Suchstrings 
- Suche unter Ignorierung des Unterschieds einzelner Zei-
chen/Buchstaben/Ziffern/Trennzeichen/einer Menge vorge-
gebener Zeichen 
- Zu s aetzlich sollten die zu aendernden Stellen auch durch 
explizite (relative und absolute) Positionierung inner-
halb des Textes, um beliebig viele Zeichen und/oder Zeilen 
vorwaerts/rueckwaerts vom Anfang oder Ende, bestimmt wer-
den koennen. 
Es s ollte mo e glich sein, gleichfoermige Aenderungen, die 
an mehreren Stellen des Textes durchzufuehren sind, nur 
ei n einziges Mal explizit zu spezifizieren und die Wie-
derholung der Aenderung durch geeignete Wiederholungs-
befehle oder Schleifenoperationen zu veranlassen. Spezi-
ell sollte es dabei moeglich sein, denselben Text an be-
liebig vielen Stellen einzutragen, ohne diesen Text dabei 
mehr als einmal schreiben zu muessen. 
- Es sollte moeglich sein, die Durchfuehrung oder Wieder-
holung einer Editierungs-Operation vom Ergebnis einer 
Suchanfrage abhaengig zu machen. 
- Der Editor sollte in der Lage sein, den vollen Zeichen-
satz des Rechners (also auf dem TR440 alle Zeichen des 
Zentralcodes zcn zu bearbeiten. (Diese Forderung liess 
es sinnvoll erscheinen, sich auf COSY-Decks zu beschraen-
ken, die im Modus K8 oder Z8 erzeugt wurden, also alle 
ZC1-Zeichen enthalten koennen.) 
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- Um die Anzahl der Eingaben zum Rechner (und damit die War-
tezeiten auf die Antwort vom Rechner) so gering wie moeg-
lich zu halten, sollte der Editor die Spezifikation be-
liebig vieler und beliebig komplexer Editierungs-Operati-
onen mit einer einzigen Eingabe erlauben. 
- Um dem Benutzer unnoetige Schreibarbeit zu ersparen, soll-
te die Kommandosprache des Editors so aufgebaut sein, dass 
die Anzahl der einzugebenden Zeichen zur Spezifikation 
einer bestimmten Editierungsaufgabe minimal ist. 
Die Kommandosprache des Editors sollte einigermassen leicht 
erlernbar sein, und es sollte moeglich sein, dem Benutzer 
Hilfsmittel zur Verfuegung zu stellen, etwa in folgender 
Weise: 
- durch Bereitstellung vorgefertigter Operationen fuer 
haeufig verwendete Editier-Vorgaenge 
- durch die Moeglichkeit, auch mit geeigneten einfachen 
Tei lmengen des Editors sinnvoll arbeiten zu koennen 
- Es sollte moeglich sein, den Editor nicht nur vom Benut-
zer-Terminal, sondern auch von Quell-Files, also COSY-
Decks, die Editor-Kommandos als Text enthalten, zu steu-
ern, etwa vergleichbar dem TUE-Konzept der TR440. 
- Die Moeglichkeit von Systemzusammenbruechen sollte be-
ruecksichtigt werden. Fuer diesen Fall ist vorzusehen, die 
bearbeiteten Dateien zu einem Zustand restaurieren zu 
koennen, der schlimmstenfalls dem Zustand zu Anfang des 
aktuellen Editor-Laufes entspricht, moeglichst jedoch we-
nigstens einen Tei l der Ergebnisse dieses Laufes enthaelt. 
Ein Editor-System, das von seiner Struktur her einen gros-
sen Tei l der vorstehend genannten Entwurfskriterien erfuellt, 
wurde am MIT von Daniel P'lurphy unter dem Namen TECO ("Text 
Editor and Corrector") fuer die pdp-l entwickelt und von 
Stewart Nelson und Richard Greenblatt im Rahmen des MIT-Pro-
jekts MAC fuer die pdp-6 weiterentwickelt. Da dieses Editor-
system, das inzwischen auch fuer die Rechner pdp-8, pdp-ll 
und das DEC-System-l0 zur Verfuegung steht, sich seit nun 
fast 10 Jahren recht gut in der Praxis bewaehrt hat und da 
es dem Benutzer mit (auch geringer) Programmiererfahrung 
ausserordentlich weitreichende und flexible Moeglichkeiten 
der Textverarbeitung bietet, schien es sinnvoll, TECO als 
Grundlage zur Implementierung des Editor-Systems SB&EDIT zu 
verwenden. 
Der recht verschiedene Aufbau der Texthaltung auf der DEC-l0 
und de r TR440 er laubt es jedoch ni cht, TECO unbesehen zu 
uebernehmen, insbesondere, da zwar der Editor TECO Moeglich-
keiten bietet, die ueber die der TR440-Texthaltung weit 
hinausgehen, dies jedoch nur unter Verwendung stark abwei-
chender und zum Tei l zur TR440 inkompat ibler Konzepte er-
reicht. Um Kompatibilitaet mit der bisher verwendeten Text-
haltung - unter Einbeziehung der COSY-Dienstleistungen - zu 
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erhaLten, waren somit an einigen SteLLen Aenderungen gegen-
ueber dem OriginaL-System vorzunehmen. Diese Aenderungen 
steLLen im wesentLichen TR440-spezifische Erweiterungen oder 
Ersetzungen dar, die insgesamt jedoch so gering gehaLten 
werden konnten, dass ein Benutzer von TECO ohne nennens-
werte Schwierigkeiten auf SB&EDIT umsteigen kann. Dabei ist 
LedigLich zu beachten, dass ein pdp-TextfiLe hier einem 
COSY-Deck entspricht und dass die bei TECO verwendeten 
ASCII-ControL-Characters hier durch gewisse Ersatz-Dar-
steLLungen repraesentiert werden. 
Insbesondere ist das bei TECO aLs Eingabe-Ende verwendete 
DoppeL-Escape (ESC, ControL-[) hier durch das Abschick-Zei-
chen an den Rechner (im aLLgemeinen line-Feed (lF, ControL-
J) oder ControL-O (EOT» ersetzt. Zei LenwechseL (Carriage-
Return, CR, ControL-fII) wird intern, gemaess TR440-Konven-
tion, auf line-Feed abgebi Ldet. 
Escape (ESC), das bei TECO weitgehend die Funktion des 
String-Begrenzungs-Zeichens hat, wird hier durch "$" er-
setzt, was insofern wohL keine allzugrosse UmsteLLung ist, 
aLs TECO Escape aLs "$" refLektiert. Ebenso wird der Ope-
rator "#" (fuer bitweises OR) durch "$" ersetzt, da das 
Zei chen "#" bei den meisten TerminaLs aLs FLuchtsymbol fuer 
die TR440 verwendet wird. 
SchLiessLich werden sonstige ControL-Characters (ControL-x, 
wobei x fuer einen beLiebigen Grossbuchstaben steht), die 
bei TECO an vieLen SteLLen durch die Zeichen-Kombination 
II·XII ersetzt werden koennen, hier genereLL durch diese 
Zeichen-Kombination ersetzt, da eine Uebertragung von Con-
troL-Characters di rekt im ZVR-System ni cht moegLi ch ist. 
Diese Aenderungen, die zur Anpassung von TECO an den Be-
trieb auf der TR440 notwendig waren, sind saemt Li ch so ge-
gehaLten, dass die UmsteLLung von TECO auf SB&EDIT keine 
groesseren Schwierigkeiten machen duerfte. 
An dieser SteLLe sei noch angemerkt, dass die beiden sowohL 
in TECO aLs auch in SB&EDIT verwendeten ASCII-Zei chen "-,, 
und" " auf manchen Bi Ldschirm-Tastaturen als 11'" bzw. " .. " 
dargesteLLt sind; die Zeichen, die an den Rechner uebertra-
gen werden, sind jedoch bei beiden DarsteLLungen die gLei-
c he n. 
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1.2. Konzepte 
1.2.1. Oie Editor-Kommandosprache 
Wenn der Editor SB&EDIT durch das Kommando #EDIT gestar-
tet wurde, erwartet er Eingaben des Benutzers, die die aus-
zufuehrenden Editierungsaufgaben und deren Parameter bzw. 
zu suchende oder einzutragende Texte spezifizieren. Diese 
Eingaben werden jewei Ls mit dem Text "Gib Edit-Kommandos:" 
angefordert. Oie Eingabe des Benutzers besteht nun in einer 
beLiebigen formatfreien FoLge von Kommandos an den Editor, 
deren genaue Spezifikation im naechsten KapiteL gegeben ist. 
Oie "'enge aLLer zuLaessigen FoLgen von Editor-Kommandos bi L-
det die Editor-Sprache. Eine Eingabe des Benutzers steLLt, 
strenggenommen, ein Programm bzw. einen Programm-"'oduL in 
dieser Sprache dar. Dieses Programm kann im einfachsten FaLL 
aus einem einzigen Editor-Kommando bestehen, aLso einer An-
weisung, die sich auf den zu editierenden Text aLs zugrunde-
Liegende und zu verarbeitende Datenstruktur bezieht. Kon-
troLL-Strukturen in der Editor-Sprache erLauben es, Program-
me einzugeben, die wesentLich kompLexer aLs einfache Lineare 
FoLgen von Kommandos sind. Oie foLgenden KontroLL-Strukturen 
stehen zur Verfuegung: 
- Bedingungen (entspechend "if - then - fi") 
- n-fache Iteration (entsprechend "for - do - od") 
- Iteration bis zum Eintritt einer Bedingung (entsprechend 
"do - od untiL - ") 
- in begrenztem Umfang Spruenge (entsprechend "go to - ") 
- Aufruf anderer Editor-Programme aLs "'acros bzw. Unterpro-
gramme (entsprechend "caLL - "); Aufrufe duerfen ge-
schachteLt sein 
- Retten eines Editor-Programms fuer spaetere Verwendung 
aLs "'acro; "'acros koennen dabei vor ihrer Verwendung wie 
andere Texte editiert und damit veraendert werden, auch 
unter Verwendung anderer "'acros. 
Oie Sprache ist so aufgebaut, dass Editor-Programme extrem 
kurz sind - seLbst fuer recht kompLexe Programme ist seL-
ten mehr aLs eine ZeiLe noetig - und dass sie bei einiger 
Uebung fuer nicht aLLzu kompLexe Aufgaben sofort ohne gros-
se UeberLegungen hingeschrieben werden koennen. Dies hat 
aLLerdings den Effekt, dass unkommentierte Editor-Programme 
sehr schLecht Lesbar sind, was jedoch in Anbetracht des An-
wendungsbereiches der Sprache aLs von untergeordneter Be-
deutung anzusehen ist. In dieser Hinsicht Laesst sich die 
Editor-Sprache etwa mit APL vergLeichen; sie benoetigt je-
doch, im Gegensatz zu APL, kein spezieLLes Eingabe-ALphabet. 
Editor-Programme werden interpretierend abgearbeitet. Ein 
FehLer im Programm oder Kommandos, die auf den zu editie-
renden Text nicht anwendbar sind, fuehren zum Abbruch der 
Abarbeitung, zur Ausgabe einer FehLermeLdung und zur Anfor-
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derung einer neuen Eingabe. ALs Testhilfen stehen ein Kom-
mando zur Fehlerlokalisierung und die MoegLichkeit, einen 
Trace bei der Abarbeitung einzuschaLten, zur Verfuegung. 
Oie Abarbeitung des Editor-Programms kann, wie aLLe norma-
Len Programme auf der TR440, durch das VermittLer-Kommando 
#XAN unterbrochen werden. Gibt man auf die MeLdung ##ABW 
hin an den AbwickLer die Anweisung HALT,SB&EDIT (bzw., wenn 
der Editor in der Vorrangstufe Lauft, die Anweisung 
HALT,SB&EDIT2), so geht der Editor in einen normierten Zu-
stand ueber und verLangt eine neue Eingabe. Diese MoegLi ch-
keit ist nuetzLich, wenn ein fehLerhaftes Editor-Programm 
in eine unendLiche SchLeife geraten ist, da man es so aus 
dieser SchLeife heraushoLen kann, ohne den Programm-Lauf 
durch die BEENDE-Anweisung abbrechen zu muessen, was den 
VerLust aLLer Daten im Editier-Puffer und auch im Ausgabe-
Puffer (der dem Benutzer verborgen ist> zur FoLge haette. 
InnerhaLb eines Programms koennen die einzeLnen Kommandos 
di rekt, aLso ohne Trennzei chen, aufeinander foLgen. Man 
kann jedoch auch beLiebig Zwischenraeume (BLanks) und Zei-
LenwechseL zur optischen AufLockerung und Erhoehung der 
UebersichtLi chkeit zwischen die Kommandos einfuegen; not-
wendig ist dies aber nicht. 
Die Kommandos bestehen aus ein oder zwei ASCII-Zeichen und 
koennen zum Tei L ein oder zwei numerische Parameter und/oder 
ein oder zwei String-Parameter haben. Fuer diese Parameter 
geLten foLgende RegeLn: 
Numerische Parameter stehen immer vor dem Kommando, auf 
das sie sich beziehen; wenn ein Kommando zwei numerische 
Parameter hat, so sind diese durch ein Komma voneinander 
getrennt. 
- Numerische Parameter koennen beLiebige arithmetische Aus-
druecke sein, deren Operanden durch die (ganzzahLigen) 
Operationen 
"+" Add i tion 
"_" Subt rakt ion 
"*" MuLtiplikat i on 
'I/lI integer-Division 
"&" bitweises Logisches UNO 
"$" bitweises Logisches ODER 
miteinander verknuepft sind. Dabei geLten aLLe Operationen 
aLs gLeichwertig; die Ausdruecke werden aLso von Links 
nach rechts abgearbeitet, wenn nicht expLizit durch KLam-
merung eine andere AbarbeitungsreihenfoLge vorgeschrieben 
wird. Operanden koennen ganze ZahLen, OktaLzahLen (die 
durch ein vorangesteLLtes "·0" aLs soLche gekennzeich-
net sind) und spezieLLe Sprach-SymboLe sein, die entwe -
der bestimmte numerische Werte haben oder denen soLche 
Werte durch bes~immte Editor-Kommandos zugewiesen werden 
koennen. 
- Bestimmte Zeichen bzw. Zeichen-Kombinationen innerhaLb 
der Editor-Sprache koennen aLs numerische Parameter und 
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aLs Operanden in numerischen Parametern eingesetzt wer-
den; diese SymboLe haben dabei numerische Werte, die ih-
nen folgendermassen fest oder variabeL (je nach SymboL) 
zugewiesen sind: 
- Werte von Zustands-SchaLtern des Editors 
- expLizit aLs VariabLe abgespeicherte numerische Werte 
- Positionen im zu editierenden Text 
- eode-(Ze1-)Werte von Zei chen 
- Zustandsgroessen der eOSY-Datei 
- Werte von ZahLen im zu editierenden Text 
- String-Parameter stehen immer hinter dem Kommando, auf 
das sie sich beziehen; wenn ein Kommando zwei String-Pa-
rameter hat, so muessen beide Strings dasseLbe Zeichen 
aLs Begrenzungs-Zeichen haben. 
- String-Parameter bestehen aus beLiebigen Zeichenfolgen, 
deren erstes Zei chen das Zei chen di rekt hinter dem voran-
gehenden Kommando bzw. hinter dem vorangehenden String-
Begrenzungs-Zeichen ist. Der String-Parameter wird ent-
weder durch das Ende der Eingabe oder durch ein spezieL-
Les Begrenzungs-Zei chen beendet; di eses ist norma Lerwei-
se das Zeichen "$". Die Kommandos "I", ""I", 115", !IN", 
" ", "FS" und "FN" erLauben jedoch auch die Verwendung 
eines beLiebigen anderen Zeichens zur Begrenzung ihrer 
String-Parameter. Dazu ist vor das betreffende Kommando 
das Zei chen "iij" ei nzufuegen; das erste Zei chen nach dem 
Kommando wird dann aLs String-Begrenzungs-Zeichen fuer 
den foLgenden String bzw. bei zwei String-Parametern fuer 
beide foLgenden Strings genommen. 
- SpezieLLe Zeichen innerhaLb von String-Parametern erLau-
ben es, diese noch vor ihrer Verwendung durch das zuge-
hoerige Kommando nach Bedarf zu modifizieren. 
Bedingte Kommandos und Iterationen werden durch Paare von 
KLammern dargesteLLt; dabei muessen die zusammengehoeren-
den KLammern innerhaLb jeder Ebene der Macro-Verschachte-
Lung voLLstaendig sein. 
Die Sprache verfuegt ueber zwei Saetze von Software-Regi-
stern, die in AnLehnung an die TerminoLogie von TEeo aLs 
"Q-Register " bezei chnet werden. Jeder dieser Saetze umfasst 
36 Register. Die Register des ersten Satzes werden durch 
die 10 Ziffern und die 26 Buchstaben adressiert; die Regi-
ster des zweiten Satzes sind aLs Stack organisiert; auf 
sie kann nur ueber Register des ersten Satzes zugegriffen 
werden. Jedes Register kann entweder einen numerischen 
Wert oder einen String beLiebiger Laenge speichern. Ent-
haeLt ein Register einen String, so kann dieser insbeson-
dere ein Editor-Programm sein, das dann aLs Macro aufruf-
bar ist; die Q-Register werden somit auch zur ImpLemen-
tierung der Unterprogramm-Faehigkeiten der Editor-Sprache 
ve rwendet. 
Zum AbschLuss der Sprachbeschreibung sei noch bemerkt, dass 
bei der hier beschriebenen Version 2 der Editor-Sprache (im 
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Gegensatz zur Version 1) grosse und kLeine Buchstaben aLs 
Kommandos und Bezeichnungen numerischer Werte aequivaLent 
sind; dies gilt natuerLich nicht fuer die Texte innerhaLb 
von String-Parametern. In der foLgenden Beschreibung des 
Editors wird jedoch bei der Angabe von Kommandos grund-
saetzLich Grossschreibung verwendet, waehrend zur Unter-
scheidung Bezeichnungen fuer variabeL einzusetzende Para-
meter von Editor-Kommandos kLein geschrieben werden. 
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1.2.2. Text-Files 
Der Editor SB&EDIT bearbeitet Texte, die in Einheiten zu-
sammengefasst sind, die als "File" bezei chnet werden. Auf 
dem Hintergrund entspricht ein solcher File genau einem 
Deck in der bearbeiteten eOSY-Deck-Datei. Der Editor arbei-
tet mit bis zu zwei Files gleichzeitig, hat also bis zu 
zwei Decks, die in derselben eOSY-Datei liegen muessen, 
in der Bearbeitung. 
Ein Deck kann auf zwei Arten vom Editor zur Bearbeitung er-
oeffnet werden: 
- als Eingabe-File, aus dem der Editor Text entnehmen kann, 
das er aber ni cht veraendern kann. Jedes beliebige Deck 
in der eOSY-Datei (ausser im Modus K6 erzeugten Decks) 
kann Eingabe-Fi le fuer den Editor werden. 
als Ausgabe-File, in den der Editor Text eintragen kann, 
aus dem er aber, solange das Deck Ausgabe-File ist, kei-
nen Text entnehmen kann. Ein Deck, das Ausgabe-File wer-
den soll, wird vom Editor als leeres Deck erzeugt, falls 
die eOSY-Datei noch nicht zu viele Decks enthaelt (maxi-
mal 49 Decks sind in einer eOSY-Datei erlaubt). 
Ein Editierlauf eroeffnet ueblicherweise ein eOSY-Deck als 
Eingabe-File (etwa durch den Befehl "ER"), erzeugt ein 
zweites, neues Deck als Ausgabe-File (etwa durch den Befehl 
"EW"), und fuehrt die Editierung durch, indem Information 
vom Eingabe-File gelesen wird, gegebenenfalls geaendert 
wird und schliesslich in den Ausgabe-File geschrieben wird. 
Es ist dabei durchaus moegli ch, den Eingabe-Fi le waehrend 
der Editierung zu wechseln; dazu ist es lediglich noetig, 
ein neues Deck als Eingabe-Fi le zu eroeffnen. Diese Eigen-
schaft des Editors erlaubt es zum Beispiel, mehrere Decks 
miteinander zu mischen. Ebenso kann man auch den Ausgabe-
File waehrend eines Editierlaufes wechseln; hierzu ist es 
jedoch erforderlich, zuerst den alten Ausgabe-File expli-
zit (durch den Befehl "EF") zu schliessen, ehe ein neu es 
Deck als Ausgabe-File erzeugt werden kann. 
In vielen Faellen ist es erwuenscht, Editierung als Aende-
rung eines vorhandenen Textes durchzufuehren, wobei der Text 
nach Abschluss des Editiervorgangs in geaenderter Form, aber 
unter dem alten Namen, zur Verfuegung stehen sollte. Hierzu 
bietet der Editor die Dienstleistung der sogenannten Back-
up-Editierung an, bei der nach Abschluss des Editiervor-
gangs zusaetzlich noch die alte Text-Kopie zur Verfuegung 
steht, was einen gewissen Schutz gegenueber Systemzusammen-
bruechen waehrend des Editiervorgangs bietet. Die Back-up-
Editierung laeuft im Einzelnen folgendermassen ab: 
- Das zu aendernde Deck wird als Eingabe-File zum Lesen er-
oeffnet. 
- Ein leeres Deck mit dem (reservierten) Namen TEMP&BAeK&UP 
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wi rd als Ausgabe-File erzeugt. 
Die eigentliche Editierung laeuft wie ueblich ab, indem 
vom Eingabe-File gelesen wird und der (geaenderte) Text 
in den Ausgabe-File geschrieben wird. 
- Wenn der Ausgabe-File durch einen der Befehle "EF", "'Z", 
"EX" oder "EL" geschlossen wird, erhaelt er den Namen des 
aktuellen Eingabe-Fi les, und dieser erhaelt den (ebenfalls 
reservierten) Namen EDIT&BACK&UP. 
- Als Sicherheiten gegen Fehlbedienungen des Back-up-Mecha-
nismus gelten folgende zusaetzliche Regeln: 
- Wenn aufgrund eines Zusammenbruchs oder durch gewaltsa-
men Programm-Abbruch der Editiervorgang nicht ordnungs-
gemaess abgeschlossen wird, steht der alte Text unter 
seinem alten Namen zur Verfuegung. Soweit geaenderte 
Information schon ausgeschrieben wurde, steht sie im 
Deck TEMP&BACK&UP. 
- Die Back-up-Editierung kann nicht gestartet werden, wenn 
ein Deck mit dem Namen TEMP&BACK&UP existiert, da dies 
auf einen abgebrochenen Editiervorgang hindeutet, des-
sen Ergebnisse erst gerettet werden sollten, wozu aber 
explizite Deklaration der Ein- und Ausgabe-Files erfor-
derlich ist (durch die Kommandos "ER" bzw. "EW"). 
- Es wird jewei ls maximal eine Back-up-Kopie gehalten; 
wenn bei Beginn der Back-up-Editierung schon ein Deck 
mit dem Namen EDIT&BACK&UP existiert, wird es kommen-
tarlos geloescht. 
Durch den Parameter DECK im EDIT-Kommando kann schon beim 
Start des Editors ein COSY-Deck zur Bearbeitung eroeffnet 
werden. Wenn dieser Parameter besetzt ist, sucht der Editor 
in der COSY-Datei, ob schon ein Deck mit dem angegebenen 
Namen existiert. Falls dies der Fall ist, wird es als Ein-
gabe-Fi le zur Back-up-Editierung eroeffnet, und der erste 
Text-Block wird eingelesen. (Es wird also die Befehlsfolge 
"EB", "Y" simuliert.) Wenn noch kein Deck mit dem angege-
benen Namen existiert, wird ein leeres Deck mit diesem Na-
men als Ausgabe-File erzeugt. (In diesem Fall wird somit 
beim Start des Editors der Befehl "EW" simuliert.) 
Nicht mehr benoet igte Decks koennen durch das Kommando "ED" 
geloescht werden; der Platz dieser Decks wird dabei freige-
geben, so dass die COSY-Datei durch ein anschliessendes 
RESERVIERE-Kommando verkleinert werden kann. 
Jedem Deck ist eine Nummer zugeordnet, und zwar sind die 
Decks der COSY-Datei in ihrer physikalischen Reihenfolge 
von 1 an durchnumeriert. Die Nummer eines Decks ist diesem 
somit nicht unveraenderbar zugetei lt, sondern kann sich 
durch Loeschen eines davorliegenden Decks erniedrigen; aus-
serdem veraendert der Back-up-Mechanismus natuerlich die 
Nummer des bearbeiteten Decks und moeglicherweise noch an-
derer Decks. 
Man hat in der Kommando-Sprache des Editors in gewissem Um-
fang Zugriff auf Information der COSY-Deck-Struktur: 
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Durch den Befehl "OEA" kann man sich eine Liste aller 
Dec ks der COSY-Datei ausgeben lassen. 
- Das Symbol "EA" hat als numerischen Wert die Gesamtanzahl 
der Decks in der Datei. 
- Das Symbol "EN" hat als numerischen Wert die Nummer des 
Ei ngabe-Files bzw. 0, wenn es keinen Eingabe-File gibt. 
- Der Name des n-ten Decks kann durch den Befehl "nEA" in 
den Text eingefuegt werden. 
Schliesslich kann man durch das Kommando "EI" ein Deck als 
Eingabe-F i le eroeffnen, den darin enthaltenen Text einlesen 
und als Folge von Editor-Kommandos ausfuehren lassen. Diese 
Dienstleistung des Editors entspricht somit in gewissem 
Sinn e dem TUE-Kommando der TR440-Kommandosprache. 
12. 9.78 
We 
1 .2- 8 
1.2.3. Datentransport und Editier-Puffer 
------------------------------._-
Text, der editiert werden soll, wird vom Hintergrund, aLso 
von dem COSV-Deck, das aLs Eingabe-File eroeffnet ist, in 
einen Editier-Puffer eingeLesen, dort gegebenenfaLLs ver-
aendert und schLiessLich auf den Hintergrund, aLso das COSY-
Deck, das aLs Ausgabe-FiLe erzeugt wurde, geschrieben. Die 
Editor-Sprache steLLt zu diesem Zweck Kommandos zur Verfue-
gung, die es gestatten, Text einzuLesen und auszuschreiben. 
Der Benutzer hat dabei keine MoegLichkeit, die SteLLe, von 
der geLesen bzw. auf die geschrieben werden soLL, zu spezi-
fizieren, da diese SteLLen durch die COSY-Struktur schon 
festgeLegt sind. EinLesen und Ausschreiben geschehen rein 
sequentieLL innerhaLb der bearbeiteten Decks. Entsprechend 
bestehen die zugehoerigen Kommandos nur aus BefehLen, die 
Lesen und Schreiben und z.T. davon betroffene Teile des Edi-
tier-Puffers angeben; um die Organisation der Daten auf dem 
Hintergrund braucht der Benutzer sich nicht zu kuemmern. 
Ebenso bLeibt dem Benutzer die komprimierte DarsteLLung des 
Textes auf dem Hintergrund verborgen; beim EinLesen wird 
der Text automatisch entzerrt, und beim Ausschreiben wird 
er automatisch komprimiert. 
Diese Form des Hintergrund-Transportes hat zur FoLge, dass 
bei jedem Editor-Lauf soLange Daten vom Eingabe-File geLe-
sen werden, bis die sich die erste zu editierende Text-
Stelle im Editier-Puffer befindet. Da fuer die AnzahL der 
Zeichen, die normaLerweise im Puffer gehaLten wird, eine 
obere Schranke existiert - normaLerweise werden etwa 5000 
Zeichen im Puffer gehaLten - kann es sein, dass auch vor 
Erreichen dieser ersten zu editierenden SteLLe schon Text 
in den Ausgabe-FiLe geschrieben wird. Man kann sich vor-
steLLen, dass der zu editierende Text vom Editor in Seiten 
von etwa 5000 Zei chen untertei Lt wird. Der Editor bLaettert 
nun diese Seiten von vorne an der Reihe nach durch - hoLt 
sie in den Puffer -, veraendert sie moegLicherweise und 
bLaettert weiter - schreibt sie in den Ausgabe-FiLe. 
Wichtig ist hierbei, dass es nicht moegLich ist, zurueckzu-
bLaettern, aLso zu einer schon auf den Ausgabe-File ausge-
schriebenen Seite zurueckzukehren, ohne einen neuen Durch-
gang durch das zu editierende Deck zu beginnen. Dieser Nach-
tei L wird dadurch ausgegLichen, dass der Editier-Puffer in 
seiner Groesse variabeL ist: Es ist ohne weiteres moegLich, 
zu dem darin vorhandenen Text an beLiebiger SteLLe - auch 
innerhaLb einer Zei Le ! - beLiebige Mengen neuen Textes 
hinzuzufuegen. Dieser zusaetzLiche Text kann aus dem Einga-
be-File, aus einem Q-Register oder aus einem expLiziten 
Eintrage-Kommando entnommen werden. Ebenso kann der Puffer 
auch durch Loesch-BefehLe verkuerzt werden. In jedem FaLLe 
werden soLche Aenderungen der Puffer-Laenge jedoch durchge-
fuehrt, ohne dass dabei automatisch Daten-Transporte vom 
oder zum Hintergrund durchgefuehrt werden. 
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Daten werd e n vom Hintergrund eingelesen, wenn einer der Be-
fehle "~V"~ oder " A" gegeben wird; der Unterschied zwischen 
di esen bei den Befeh len besteht da ri n, dass "Y" vor dem E in-
lesen den Puffer loescht - dieser Befehl eignet sich also 
besonders fuer erstmaliges Einlesen -, waehrend "A" den 
neuen Text an den schon im Puffer vorhandenen einfach hin-
ten anhaengt. Beim ersten Einlesen in einen leeren Puffer 
werden etwa 5000 Zei chen ei nget ragen, wobei di e Datenueber-
tragung nach Moeglichkeit bei einem Zei lenwechsel be endet 
wird; bei weiterem Einlesen mittels "A" wird etwa ein Block 
der COSY-Datei (nach dem Entzerren etwa 1000 Zei chen) ueber-
tragen, wobei auch hier normalerweise bei einem Zei lenwech-
sel aufgehoert wird. 
Aussch r eiben der Daten muss explizit durch einen Befehl "P" 
oder "PW" veranlasst werden; wenn keiner dieser Befehle ge-
geben wird, werden keine Daten in den Ausgabe-Fi le ueber-
tragen, speziell auch dann ni cht, wenn der Ausgabe-Fi le ge-
schlossen wird. Der Befehl "PW" gibt dabei nur den aktuel-
len Puffer aus, veraendert aber sonst ni chts; insbesondere 
bleibt der Puffer-Inhalt erhalten. Der Befehl "P" gibt, 
wenn er zwei Parameter hat, den durch diese Parameter be-
stimmten Tei l des Puffers aus, laesst aber sonst ebenfalls 
den Puffer unveraendert. Dagegen gibt der Befehl "P", wenn 
er nur einen oder gar keinen Parameter hat, den ganzen Puf-
fer aus, loescht den Puffer und liest eine neue Seite ein 
- dieser Befehl fuehrt also genau das oben beschriebene Um-
blaettern der einzelnen Seiten des Textes durch, wobei man 
auch spezifizieren kann, wieviele Seiten auf einmal umge-
schlagen werden solLen. 
Da es muehevoll ist, bei einer Suche durch einen laengeren 
Te xt dessen Untertei lung in Seiten beachten zu muessen und 
die Seiten dabei immer explizit austauschen zu muessen, be-
steht die Moeglichkeit, Suche nach Text-Strings ueber Sei-
tengrenzen hinweg zu spezifizieren. Bei einer solchen Suche 
werden solange automatisch Seiten ausgetauscht, bis entwe-
der der gesuchte Text gefunden ist oder das Ende des Einga-
be-Fi les errei cht wurde. 
Die im Editier-Puffer stehende Textmenge wird als linearer 
Zeichen-String aufgefasst; dieser String kann sich ueber 
beliebig viele Zeilen erstrecken, wobei die einzelnen Zei-
len durch LF-(Line-Feed-) bzw. FF-(Form-Feed-)Zeichen von-
einander getrennt sind. Der Text enthaelt sonst keinerlei 
Struktur-Information; speziell gibt es keine Numerierung 
der Zei len im Text. Dies hat insbesondere den Vortei l, 
dass man zwei benachbarte Zei len durch einfaches Loeschen 
des sie trennenden Zei lenwechsel-Zeichens zu einer einzigen 
zusammenfassen und dass man eine Zei le durch Einfuegen von 
Zei lenwechsel-Zei chen in mehrere aufbrechen kann. 
Jeder Position im Editier-Puffer ist eine nicht-negative, 




Anzahl der Zeichen im Puffer, die sich vor dieser Stelle 
befinden. Eine solche Puffer-Position weist also genauge-
nommen immer zwischen zwei Zeichen im Puffer, oder vor das 
erste oder hinter das letzte Zeichen. 
Es gibt nun einen Zeiger, mit dem man die Stelle im Puffer, 
an der man die naechste Editierungs-Operation durchfuehren 
will, markieren kann. Dieser Zeiger wird auf eine bestimmte 
Position im Puffer eingestellt, indem man ihm den Zahlen-
wert zuweist, der dieser Position entspricht. Die verschie-
denen Moeglichkeiten, diese Zuweisung durchzufuehren, wer-
den im uebernaechsten Abschnitt erlaeutert. 
Bestimmte Symbole in der Editor-Sprache repraesentieren 
Puffer-Positionen, die haeufig eingestellt werden muessen: 
- "B" hat den Wert 0, repraesentiert also den Puffer-Anfang 
- "Z" hat als Wert die Anzahl der gerade im Puffer befind-
li chen Zei chen, repraesent iert also das Puffer-Ende 
- "." hat als Wert die Anzahl der Zeichen vor dem Zeiger, 
repraesentiert also den Zeiger 
- uHu repraesentiert das Paar von Werten HB,Z", kann aLso 
bei Befehlen mit zwei Argumenten verwendet werden, um den 
ganzen Puffer als Parameter anzugeben. 
Diese Symbole werden in der Editor-Sprache ueberall dort 
als Parameter von Editor-Kommandos eingesetzt, wo die ent-
sprechenden Zahlenwerte zur Spezifikation irgendwelcher Po-
sitionen im Editier-Puffer benoetigt werden. 
Nach Abschluss des letzten Editier-Vorganges fuer den zu be-
arbeitenden Text muss noch der Rest dieses Textes ausgege-
ben werden und der Ausgabe-Fi le gesch lossen werden. Dies 
kann etwa dadurch geschehen, dass durch hinreichend viele 
"P"-Kommandos der aktuelle Editier-Puffer ausgegeben wird 
und solange vom Eingabe-Fi le weitere Seiten eingelesen und 
wieder ausgeschrieben werden, bis dieser erschoepft ist. 
Anschliessend kann der Ausgabe-File durch ein Kommando "EF" 
geschlossen werden, bzw. kann man mit dem Kommando "·Z" den 
Ausgabe-File schliessen und anschliessend den Editor-Lauf 
beenden. 
Einfacher ist es jedoch, den Editor-Lauf di rekt mit dem 
Kommando "EX" zu beenden. Dieses Kommando fuehrt das Umko-
pieren des rest li chen Eingabe-Fi les auf den Ausgabe-Fi le 
automatisch aus und beendet den aktuellen Editor-Lauf; der 





1.2.4. Ausgabe auf Texthaltu~gs-Dateien 
Oie vom Editor erzeugte" Ausgabe-Files werden in der eOSy-
Datei als Decks im Modus K8 (auch we"" der Eingabe-File ei~ 
Deck im Modus Z8 war!) gespei chert. 
We~~ man den Inhalt dieser Decks fuer die weitere Verwendu"g 
durch das Programmier-System der TR440 zur Verfuegu"g stel-
le~ will, ist es erforderlich, de" darin e~thaltene~ Text 
i" e"tzerrter Form i~ ei~e Texthaltu"gsdatei nach TR440-Kon-
vent ion ei r'lzut ragen. 
Dies ka"" auf verschiedene Weise erreicht werde,,: 
- Man kan~ das Dienstprogramm SB&eOSy zum E"tzerre~ der be-
"oet igte" Decks im Modus E bzw. E8 ei~setzen. Oie Rechen-
ze i t, die zum Entzerre" eines Decks be"oetigt wird, ist 
dabei vergleichbar mit der Zeit, die zum Numeriere" einer 
gleichgrossen Texthaltungsdatei mittels des Komma"dos 
TNUMERIERE gebraucht wird. 
- Ma" ka"'l" die Kommandos IIEP" und !fEL" des Editors zum Ent-
zerre" verwende", wenn der Parameter AUSGABE des Komman-
dos EDIT besetzt war. Oie benoetigte Rechenzeit ist ver-
gleichbar mi t der im ersten Falle. 
Das Komma"do " EP" eroeff"et ein Deck der eOSY-Datei als Ei,,-
gabe-File, l i est eine Seite nach der anderen in den Editier-
Puff e r und schreibt die einzelnen Zei len im Puffer "ach 
TR440-Texthaltu~gskonvent io" in ei"e Ausgabe-Datei oder ein 
Ausgabe-Protokoll. Dabei werde" Zei le" mit mehr als 160 
Zei chen nach jewei ls 160 Zei chen aufgebrochen, so dass ni e 
Zei l en mit mehr als 160 Zeichen in ei"e Texthaltu"gsdatei 
oder i" das Ausgabe-Protokoll ei"getragen werde". Dabei 
geht "atuerl i ch keine I"formatio" verlore", aber die Struk-
tur des Textes ist geae"dert, wen" die Lae"ge der Zei le" 
fu e r diese Struktur wese~tlich ist. Zeile" mit maximal 160 
Zeiche~ werden mit ihrer echte" Lae~ge ausgegebe". Das Kom-
mando "EL u wirkt zunaechst wie das Kommando "EXil, schLiesst 
aber, ehe der Editor-Lauf bee"det wird, "och ei"e" E"tzer-
rungs-Lauf e"tspreche"d dem Komma"do "EP" durch de" Ausgabe-
Fi le des vora"gegangene" Edit ier-Laufes an. We"" der Editor 
durch das Komma"do "EL" verlasse" wird, steht somit im all -
gemei"en sofort eine e"tzerrte Version des soebe" editier-
te" Textes zur Verfuegu"g. 
Oie beiden Parameter AUSGABE u"d PROTOKOLL des Kommandos 
#EDIT bestimmen dabei, wohin das durch die Editor-Komman-
dos "EP" u"d "EL" bearbeitete eOSY-Deck e"tzerrt wird: 
- Ausgabe i~ eine Texthaltu"gsdatei erfolgt nur da"n, we"n 
der Parameter AUSGABE besetzt ist, und zwar: 
- Wen" fuer AUSGABE ei" Datei-Name a"gegebe~ ist, so er-
folgt die Ausgabe des e"tzerrten Textes in die angegebe-




automatisch i" der a"gegebe"e" Date"basis erzeugt (bzw. 
wenn keine Datenbasis angegebe" ist, in der Standard-
datenbasis), andernfalls wird vor der Ausgabe der alte 
Inhalt der Datei geloescht. 
- Wenn der Parameter AUSGABE mit dem Wert -STD- besetzt 
ist - dies ist die Voreinstellu"g -, so liegt die Aus-
gabedatei in der Standarddatenbasis u"d hat den Namen 
des entzerrten Decks bzw. wird dort mit diesem Namen 
erzeugt, wenn es in der Sta"darddatenbasis kei"e Datei 
mit diesem Name" gibt. 
- Wen" die Datei fuer Ausgabe in entzerrter Form waeh-
rend der Ausgabe zu klein wird, so wird sie automatisch 
vergroessert, sofern Platz ist; andernfalls wird dann 
die Ausgabe abgebrochen und die Bearbeitu"g der Ausgabe-
datei be endet. 
- Ei" Protokoll der Ausgabe wird nur erstellt, we"" der Pa-
rameter PROTOKOLL im Komma"do #EDIT besetzt ist, u"d zwar: 
- We"" der Parameter PROTOKOLL mit dem Wert -STD- besetzt 
ist, erfolgt Protokollierung in Standard-Numerierung 
i"s Druckerprotokoll, sofern dieses eingeschaltet ist. 
- Wenn der Parameter PROTOKOLL mit dem Wert KO besetzt 
ist, erfolgt die Protokollierung zusaetzlich auf das 




1.2.5. Zeiger-Positionierung und loeschen 
Wenn der im Editier-Puffer befindLiche Text veraendert wer-
den soLL, so geschieht dies bei den meisten Editor-Komman-
dos an der SteLLe, auf die der Puffer-Zeiger gerade weist. 
Ein typischer Editiervorgang besteht somit aus 2 Schritten: 
- Zuerst wird der Zeiger auf die SteLLe im Puffer gesetzt, 
die veraendert werden soLL. 
- Dann wird mit einem weiteren Editor-Kommando die SteLLe 
im Puffer, auf die der Zeiger weist, in der gewuenschten 
Weise behandeLt. 
Es gibt im wesentLichen 4 verschiedene /'IoegLichkeiten, den 
Puffer-Zeiger auf eine bestimmte SteLLe im Puffer zu set-
zen: 
- absoLute Positionierung 
reLative Positionierung um eine bestimmte AnzahL von Zei-
chen 
- reLative Positionierung auf einen bestimmten Zei Lenanfang 
- kontextbezogene Positionierung 
- Der Zeiger kann durch den Befeh L "nJ" hinter das n-te 
Zei chen im Puffer gesetzt werden; dabei ist n ei n nume-
rischer Parameter, wie im Abschnitt 1.2.1. beschrieben. 
AbsoLute Positionierung wird meist verwendet, um den Zei-
ger auf den Pufferanfang - "OJ" oder einfach "J" -, auf 
das Pufferende - "ZJ" - oder auf eine Position, deren 
numerischer Wert in einem Register i gespeichert ist, 
- IIQiJ" - zu setzen. 
- ReLative Positionierung geschieht von der aktueLLen Zei-
ger-Position aus um n Zeichen vorwaerts - "nC" - oder 
rueckwaerts - flnR I ' -; sie kann zur Fein-Positionierung 
um wenige Zeichen verwendet werden. Dabei ist zu beach-
ten, dass lIe" aequ;vaLent mit "1(", "R" mit "1R" und "nRI! 
mit "-nC" ist. 
- Zei Lenbezogene Positionierung geschieht in anaLoger Weise 
durch den BefehL "nl", der den Puffer-Zeiger von der aktu-
eLLen Position aus auf den Anfang der n-ten Zei Le von die-
ser SteLLe aus schiebt. Dabei bedeutet "Ol" Positionierung 
auf den Anfang der Zei Le, in der der Zeiger sich gerade 
befindet, "l" oder "1l" Positionierung auf den Anfang der 
naechsten ZeiLe, "-l" oder "-1l" Positionierung auf den 
Anfang der vorhergehenden Zei Le. GenereLL gi Lt, dass der 
BefehL "nl" bei positivem n vorwaerts, andernfaLss rueck-
waerts positioniert. Das Zei LenwechseL-Zeichen, das zwei 
benachbarte Zei Len voneinander trennt, wird dabei jewei Ls 
aLs zu der vorangehenden Zei Le gehoerig betrachtet. Bei 
zei Lenorientierter Positionierung steht der Zeiger aLso 
immer direkt hinter einem ZeiLenwechseL-Zeichen und vor 




- Kontext-bezogene Positionierung des Zeigers geschieht da-
durch, dass mit einem Suchbefehl ein Textstueck - der (er-
ste) String-Parameter dieses Befehls - spezifiziert wird, 
Ausgehend von der aktuellen Zeiger-Position wird dann der 
Puffer nach dem (n-ten) Auftreten des spezifizierten Tex-
tes durchsucht. Wenn der Text gefunden wurde, steht der 
Ze i ger anschliessend direkt hinter dem letzten Zeichen 
des Textes im Puffer. Die Reaktion in dem Fall, dass das 
Ende des Puffers erreicht wurde, ohne dass der gesuchte 
String gefunden wurde, haengt von der Form des Suchkom-
mandos ab: 
Bei Suche mit dem Kommando "s" wird eine Fehlermeldung 
ausgegeben. 
- Bei Suche mit dem Kommando " " wird der Puffer ge-
loescht, ein neuer Puffer eingelesen und die Suche dort 
fortgesetzt. Dieses Verfahren wird solange fortgesetzt, 
bis entweder der Text gefunden wurde oder bis der Ein-
gabe-File erschoepft ist. Das Such-Kommando " " kann 
somit dazu verwendet werden, um groessere Teile des 
Eingabe-Files ohne Erzeugen von Ausgabe-Daten zu ueber-
springen. 
Das Such-Kommando "N" wirkt wie das Kommando 11 .. , doch 
wird jeweils der aktuelle Puffer in den Ausgabe-~ile 
ausgeschrieben, ehe ein neuer Puffer eingelesen wird. 
Dieses Kommando laesst sich somit am besten dazu ver-
wenden, die naechste zu bearbeitende Stelle im Text zu 
lokalisieren, wobei die uebersprungenen Seiten unver-
aendert vom Eingabe-File in den Ausgabe-File uebertra-
gen werden. 
- Die Such-Kommandos koennen durch Voransetzen des Zei-
chens 11:'1 so modifiziert werden, dass sie einen Zahlen-
wert als Ergebnis der Suche zurueckbringen, und zwar 
den Wert -1, wenn die Suche erfolgreich war, andernfalls 
den Wert O. Dieser Wert kann als Operand in numerischen 
Parametern weiterverwendet werden. Wenn die Suche nicht 
erfolgreich war, wird i n diesem Fall keine Fehlermel-
dung ausgegeben. 
Oie kontext-bezogene Editierung mithilfe der Such-Komman-
dos stellt die zweckmaessigste und bequemste Art der Po-
sltionierung innerhalb des Textes dar; sie wi r d daher die 
Form der Positionierung sein, die man zur grossraeumigen 
Lokalisierung der zu bearbeitenden Textstellen verwendet. 
Da es oft vorkommt, dass man einen so lokalisierten Text 
durch einen anderen ersetzen will, gibt es zwei weitere 
Such-Kommandos, die diese Ersetzung direkt an eine erfolg-
reiche Suche anschliessen: 
- Das Kommando "FS·, das zwei String-Parameter hat, ver-
wendet den ersten als String, nach dem in derselben Wei-
se gesucht wird, wie dies beim Kommando "S" der Fall 
ist. Wenn der gesuchte String im Puffer gefunden wurde, 
so wird er durch den String ersetzt, der als zweiter 
String-Parameter des Kommandos angegeben ist; wenn die-
ser zweite Parameter aus dem leeren String besteht, so 
wird der gesuchte String lediglich aus dem Puffer ge-





- Das Kommando "FN" wirkt in derseLben Weise, doch werden 
hier automatisch Seitentransporte wie beim Kommando "N" 
soLange durchgefuehrt, bis der gesuchte String gefunden 
ist oder das Ende des Eingabe-Files erreicht ist. 
Beim EinLesen einer neuen Seite wird der Pufferzeiger auf 
den Pufferanfang gesetzt, ausser wenn mit dem Kommando "A" 
diese Seite an den im Puffer vorhandenen Text hinten ange-
haengt wird; in diesem einen FaLL bLeibt der Wert des Zei-
gers unveraendert. Beim Einfuegen i rgenweLcher Textstuecke 
in den Puffer - diese Einfuegung geschieht immer an der 
SteLLe, auf die der Zeiger weist - wird der Zeiger um die 
AnzahL der neu eingefuegten Zeichen erhoeht, steht aLso 
nach dem Einfuegen hinter dem neu eingefuegten Text. Diese 
Eigenschaft des Zeigers erLaubt es, mit aufeinanderfoLgen-
den Einfuegungs-Kommandos fort Laufend Text in den Puffer 
einzutragen, aehnLich wie man durch das SCHREIBE-Kommando 
der TR440 fortLaufend neuen Text an eine Texthaltungsdatei 
anhaengen kann; doch kann, im Gegensatz zum SCHREIBE-Kom-
mando, der Text an jeder SteLLe des Puffers eingetragen 
werden, aLso auch irgendwo in der Mitte, sogar innerhaLb 
einer ZeiLe. 
Wenn Text aus dem Puffer geLoescht wird, so bLeibt der Wert 
des Zeigers unveraendert, wenn der geLoeschte Text hinter 
dem Zeiger steht. Wenn der geLoeschte Text vor dem Zeiger 
steht, wird der Wert des Zeigers um die AnzahL der ge-
Loeschten Zeichen vermindert, so dass der Zeiger auch dann 
nach dem Loeschen noch auf dieseLbe Position im Text weist. 
Wenn beiderseits des Zeigers Text geLoescht wird, so wird 
der Zeiger nur um die AnzahL der geLoeschten Zeichen Links 
vom Zeiger ver mindert, so dass der Zeiger nachher in die 
Luecke weist. Hier sei noch darauf hingewiesen, dass beim 
Loeschen von Text aus dem Puffer dort kein "Loch" ent-
steht; der Text hinter der geLoeschten SteLLe wird dicht 
an den Text vor dieser SteLLe herangeschoben. Der Zeiger 
macht aLso diese Verschiebungen genau mit, wenn er davon 
betroffen ist, aLso auf einen der verschobenen Texttei Le 
weist. 
Zum Loeschen von Text aus dem Puffer stehen die foLgenden 
Kommandos zur Verfuegung: 
- Das Kommando "nD" Loescht n Zei ehen di rekt hinter dem 
Zeiger, wenn n positiv ist, bzw. n Zeichen direkt vor dem 
Zeiger, wenn n negativ ist. "0" entspricht dabei "10", 
11-0" entspricht 11-10", "00" ist ohne Wirkung. 
Das Kommando "m,nK" Loescht aLLe Zeichen zwischen den Puf-
ferpositionen mund n, aLso das m+1-te bis zum n-ten Zei-
chen im Puffer; spezieLL Loescht "HK" den ganzen Puffer. 
Dieses Kommando Loescht aLso Text unabhaengig von der ak-
tueLLen Position des Zeigers; doch kann dadurch, wie oben 
beschrieben, der Zeiger aLs FoLge der Loeschoperation mit 





- Das Kommando "nK" loescht alle Zeichen von der aktuellen 
Position des Zeigers bis zum Anfang der n-ten Zei le, ge-
rechnet von dieser Stelle; dabei werden die Zei lenanfaen-
ge hinter dem Zeiger durch posit ives n bezei chnet, waeh-
rend im anderen Falle Zei lenanfaenge vor dem Zeiger ge-
zaehlt werden, analog wie beim Befehl "nL". Speziell wird 
durch den Befehl "OK" der ~nfang der Zeile, in der der 
Zeiger steht, bis zur Position des Zeigers geloescht; da-
gegen loesc ht der Befehl "K" oder "1K" alle Zeichen vom 
Zeiger bis zum Ende der Zei le, in der der Zeiger steht, 





1.2.6. Protokollierung von Texten und numerischen Werten 
Der Editor stellt eine Reihe von Kommandos zur Verfuegung, 
mit denen man beliebige Teile des Editier-Puffers, die Werte 
numerischer Parameter, beliebige Texte, den Inhalt von Q-
Registern sowie die Deck-Struktur der COSY-Datei protokol-
lieren lassen kann. Im Einzelnen handelt es sich dabei um 
di e folgenden Kommandos: 
- Das Kommando "m,nT" gibt alle Zeichen zwischen den Posi-
tionen mund n im Editier-Puffer aus, also das m+1-te bis 
zum n-ten Zeichen; speziell gibt "HT" den ganzen Puffer 
aus. 
- Das Kommando "nT" gibt alle Zeichen zwischen der aktuel-
len Position des Puffer-Zeigers und dem n-ten Zei lenwech-
sel, von dort gezaehlt, aus; dabei werden bei positivem 
n die Zei lenwechsel vom Zeiger nach hinten gezaehlt, an-
dernfalls nach vorn <wie bei den BefehLen l'nL " und I'nK'·). 
Speziell gibt der Befehl HOT" alle Zeichen der Zeile, in 
der der Zeiger steht, vom Zei lenanfang bis zum Zeiger 
aus, der Befehl "T" oder "1T" alle Zeichen dieser Zei le 
vo m Zeiger bis zum Zeilenende. Oie Zeile, in der der Zei-
ger steht, kann somit durch die Befehlsfolge "OTT" ganz 
ausgegeben werden. Der Befehl "-T" entspricht "-1T". 
- Der Wert eines numerischen Parameters kann durch das Kom-
mando "=" als Dezimal-Zahl und durch das Kommando "==" 
als Oktalzahl ausgegeben werden. 
- Wenn ein Q-Register i Text enthaelt, so kann dieser durch 
den Befehl ""Bi" ausgegeben werden. 
- Ein beliebiger Text "text" kann ausgegeben werden, indem 
man ihn zwischen zwei Ze;chenpaare ""A" einschliesst, in 
der Form " "' AtextAA " • 
Durch den Befehl ""L" kann man im Ablaufprotokoll einen 
Vorschub auf eine neue Druckseite erzeugen. 
Schliesslich kann man sich durch den Befehl "OEA" eine 
Liste aller Decks der bearbeiteten COSY-Datei ausgeben 
lassen. 
Der Editor verfuegt ueber gewisse Zustands-Schalter, mit 
denen sich die Form dieser Protokollierung - nicht aber 
die Ausgabe eines entzerrten COSY-Decks ueber die Parameter 
AUSGABE und PROTOKOLL des Kommandos #EDIT ! - den aktuel-
len Erfordernissen anpassen laesst: 
Der Schalter "ET" bestimmt die Form, in der nicht druck-
bare ASCII-Control-Characters ausgegeben werden: 




ehen unveraendert ausgegeben, was gemaess TR440-Konven-
im allgemeinen zur Ausgabe von Ausrufezeichen fuehrt. 
Diese Form der Ausgabe ist die vom Editor angenommene, 
wenn der Schalter nicht explizit anders gesetzt wird. 
- Wenn der Schalter den Wert 0 hat, so wird ein nicht 
druckbares ASCII-Control-Character "Control-x" durch die 
Ersatz-Darstellung "·x"ausgegeben. Eine Ausnahme bi ldet 
dabei das Horizontal-Tabulator-Zeichen HT (Control-I), 
das dann durch einen Software-Tabulator ersetzt wird; 
es werden bi s zur naechsten durch 8 tei lbaren Posi-
tion in der Zeile Blanks als Ersatz-Darstellung des Zei-
chens HT ausgegeben. Da diese Moeglichkeit zum Aufbau 
von Tabellen ganz praktisch ist, wird diese Ersatz-Dar-
stellung von HT (als Einzige!) auch in die Ausgabe auf 
Texthaltu ngsdatei durch die Kommandos "EP" und "EL" ue-
berno~me n, wenn der Wert des Schalters "ET" 0 ist. 
- Der Schalter "EU" bestimmt die Form, in der Buchstaben 
ausg egeben werd en: 
- Wenn der Wert des Schalters -1 ist, so werden alle Buch-
staben unveraendert ausgegeben. Diese Form der Ausgabe 
wird vom Editor angeno~~en, wenn der Schalter nicht ex-
plizit anders gesetzt wird. 
Wenn der Wert des Schalters 0 ist, werden kleine Buch-
staben durch den entsprechenden Grossbuchstaben mit vor-
angesetzte~ Apostroph ausgegeben, also etwa "a" als 
" 'A". Diese For~ der Ausgabe kann nuetzlich sein, wenn 
man an einem Terminal arbeiten muss, das nur Gross-
schreibung hat. 
Wenn der Wert des Schalters 1 ist, werden grosse Buch-
staben durch den entsprechenden Kleinbuchstaben mit vor-
angesetztem Apostroph ausgegeben, also zum Beispiel "A" 
als II la" . 
- Der Wert des Schalters "ES" bestimmt, ob und wie die bei 
Such-Kommandos gefundenen Zeilen automatisch protokol-
l ie rt werden: 
- Wenn der Wert des Schalters 0 ist, werden gefundene Zei-
len nicht protokolliert; dies ist die normale Reaktion 
des Editors, wenn der Schalter nicht explizit anders ge-
setzt wird. 
- Wenn der Wert des Schalters -1 ist, werden gefundene 
Zeilen autoMatisch protokolliert. 
- Wenn der Wert des Schalters n > 0 ist, so werden gefun-
dene Zeilen automatisch protokolliert; dabei wird an 
der Stelle, an der der Zeiger dabei steht, jewei ls das 
Zeichen eingeschoben, dessen Code-Wert im ZC1 gerade n 
; 5 t • 
Den Zustands-Schaltern wird ein Wert zugewiesen, inde~ die-
ser Wert als Parameter vor den Namen des Schalters geschrie-
ben wird; z.B. erhaelt durch das Kommando "114ES" der Schal-




1.2.7. Einfuegen von Texten 
Wie schon im vorigen Abschnitt angegeben, werden Texte in 
den Editier-Puffer grundsaetzLich an der SteLLe eingetra-
gen, auf die der Puffer-Zeiger weist. Dabei wird der Zeiger 
nach jeder Eintragung um die AnzahL der eingetragenen Zei-
chen weitergeschoben, so dass aufeinanderfolgende Eintra-
ge-Operat ionen den neuen Text jewei Ls an den gerade vorher 
eingetragenen anhaengen. Die verschiedenen Eintrage-Komman-
dos, die zur Verfuegung stehen, unterscheiden sich nur da-
durch, dass sie es gestatten, Texte aus verschiedenen QueL-
Len in den Puffer einzutragen: 
- Das Kommando "1" traegt den Text des foLgenden String-Pa-
rameters in den Puffer ein, wenn vor dem I kein numeri-
scher Parameter steht. 
- Das Kommando "-I " traegt anaLog den Text des foLgenden 
String-Parameters ein; vor diesen Text wird jedoch ein 
Horizonta L-Tabu Lator-Zei chen (HT, Cont roL-I) ei ngefuegt. 
- Das Kommando "nI$" traegt das Zeichen ein, dessen Wert 
im Code ZC1 gLei ch dem Wert des numerischen Parameters n 
ist. 
Das Kommando "nEA" traegt den Namen des n-ten Decks in der 
COSY-Datei in den Puffer ein. 
- Das Kommando "n\" fuegt den Wert der ZahL n aLs Text in 
den Puffer ei n. 
- Da s Kommando "-H" fuegt das aktueL Le Datum in druck fer-
tiger Form ein. 
- Wenn im Q-Register i Text enthaLten ist, so fuegt das Kom-
mando "Gi" diesen Text in den Puffer ein. Dieses Kommando 
eignet sich daher besonders gut, mehrfach einzutragenden 
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1.2.8. Aufbau von Stri ngs 
String-Parameter bestehen aus Folgen beliebiger Zeichen; sie 
duerfen lediglich ein bestimmtes Zeichen, das String-Begren-
zungs-Zeichen, nicht enthalten. Ein String-Parameter beginnt 
di rekt nach dem Kommando, zu dem er Parameter ist, bzw. di-
rekt nach einem vorangehenden String-Begrenzungs-Zeichen. 
Der String endet entweder mit dem Ende der Eingabe an den 
Rechner oder, falls vorhanden, mit dem naechsten in dieser 
Eingabe stehenden String-Begrenzungs-Zeichen; dieses gehoert 
nicht mehr zum String selbst. 
String-Begrenzungs-Zeichen ist normalerweise das Zeichen 
"S". Bei Einfuege- und Such-Kommandos kann es jedoch vorkom-
men, dass das Zeichen "S" selbst Bestandtei l des Strings 
ist. In diesem Fall ist es notwendig, ein anderes Begren-
zungs-Zei chen fuer den St ri ng zu waeh len. Dazu wi rd vor das 
betreffende Kommando der Modifikator "@" geschrieben, der 
veranlasst, dass das erste Zeichen hinter dem Kommando als 
String-Begrenzungs-Zeichen genommen wird. Zweckmaessiger-
weise waehlt man hierzu ein "exotisches" Zeichen, bei dem 
man einigermassen sicher ist, dass es im String selbst nicht 
auftritt. 
Die Zeichen im String werden im allgemeinen genauso, wie sie 
angegeben werden, als Bestandtei l des Stri ngs uebernommen; 
speziell sind auch die in der Editor-Sprache bedeutungslosen 
Zeichen Zwischenraum (Blank) und Zei lenwechsel (Carriage re-
turn) Bestandtei le des Strings und werden ni cht uebersprun-
gen. Ebenso werden in Strings kleine und grosse Buchstaben 
als verschiedene Zeichen betrachtet und entsprechend ver-
schieden behandelt. 
Da es noch viele Billig-Terminals gibt, die nicht ueber 
Gross-/Kleinschreibung verfuegen, sind im Editor Moeglich-
keiten vorgesehen, be i Eintrage- und Such-Kommandos die zu-
gehoerigen String-Parameter vor ihrer Verwendung durch das 
Kommando in verschiedener Weise zu transformieren, insbe-
sondere auch durch geeignete Umschalt- und Ersatz-Zei chen 
die Eingabe von Zeichen, die in dem eingeschraenkten Zei-
chenvorrat des Terminals nicht vorhanden sind, zu spezifi-
zieren. Dazu stehen im wesentlichen drei verschiedene Metho-
den zur Verfuegung: 
- Setzen von Zustands-Schaltern, die bei allen folgenden 
Kommandos solche String-Transformationen durchfuehren; 
damit nicht mehr transformiert wird, muss der Schalter 
durch ein eigenes Kommando geloescht werden; 
- Einfuegen von Steuerzeichen in den String, die alle fol-
genden Zeichen, soweit auf diese anwendbar, transfomieren; 
diese Steuerzeichen gelten bis zum Ende des betreffenden 
Strings, oder bis sie durch andere Steuerzei chen aufgeho-
ben werden; 




naechsten Zeichens beeinfLussen. 
Der Zustands-SchaLter ,,·V" transformiert in aLLen Strings in 
Eintrage- und Such-Kommandos Grossbuchstaben in KLeinbuch-
staben, wenn er gesetzt ist, aLso den Wert 1 hat. AnaLog 
transformiert der SchaLter ""W" KLeinbuchstaben in Gross-
buchstaben, wenn er gesetzt ist. Setzen und Loeschen der 
SchaLter geschieht dadurch, dass der neue Wert des SchaLters 
aLs Parameter vor den Namen des SchaLters gesetzt wird; z.B. 
wird der SchaLter ""V" durch das Kommando "O"V" geLoescht. 
Das Steuerzeichen ""J" in einem String bewirkt, dass bis 
zum Ende des Strings aLLe foLgenden Grossbuchstaben durch 
KLeinbuchstaben ersetzt werden; die GueLtigkeit dieses Steu-
erzei chens ist aber auf den String beschraenkt, in dem es 
auftritt. AnaLog ersetzt das Steuerzeichen ""K" aLLe nach-
foLgenden KLeinbuchstaben durch Grossbuchstaben. Jedes die-
ser beiden Steuerzeichen wird durch das andere aufgehoben; 
die Wirkung beider Zeichen kann durch das Steuerzeichen ""0" 
aufgehoben werden. Wenn zusaetzLich zu den Steuerzeichen 
noch Transformations-Zustands-SchaLter gesetzt sind, so ha-
ben die Steuerzeichen die hoehere Prioritaet. 
Das Steuerzei ehen """" bewi rkt, dass in dem bet reffenden 
String aLLe foLgenden Sonderzeichen @,[,\,J," und durch 
di e entsprechenden ni cht-geshifteten ASCII-Zei chen- ' ,{, I,},-
und OEL (Rub-out) ersetzt werden. Oie Wirkung des Steuerzei-
chens 11 ..... 11 wird durch ein zweites Steuerzeichen .. · .. ·11 w;e-
de raufgehoben. 
Wenn nur ein Zeichen transformiert werden soLL, ist es ein-
facher, diese Transformation durch das Steuerzeichen ""V" 
(von gross nach kLein) bzw. ""W" (von kLein nach gross) zu 
spezifizieren; diese Steuerzeichen, die innerhaLb eines 
Strings auftreten, duerfen nicht mit den gLeichnamigen Zu-
stands-SchaLtern, die durch eigene Kommandos gesetzt und ge-
Loescht werden, verwechseLt werden. Von aLLen Transformati-
onsregeln haben die Steuerzei ehen ..... V" und ""w" die hoech-
ste Prioritaet. 
Da es vorkommen kann, dass man Steuerzeichen seLbst aLs Text 
in Strings eintragen wilL - dies wird vor aLLem dann der 
FaLL sein, wenn Editor-Programme seLbst editiert werden soL-
Len -, geLten hierfuer eigene RegeLungen: 
- Eine Zeichen-Kombination ""x", wobei x ein beLiebiger 
Grossbuchstabe ist, wird, wenn sie nicht eines der be-
schriebenen Steuerzeichen ist, in das entsprechende ASCII-
ControL-Character ControL-x transformiert, z.B. ""0" in 
ControL-o (EOT). 
- Diese Transformation Laesst sich auch fuer Steuerzeichen 
errei ehen, wenn di rekt vor das bet reffende Steuerzei ehen 
das Kontrollzeichen ""R" geschrieben wird. Das na'thfoLgen-
de Steuerzeichen wird dann nicht aLs soLches interpre-
tiert, sondern in das zugehoerige ASCII-ControL-Character 




- Analog kann man alle im String folgenden Steuerzeichen 
(ausser "AR" und ""T") durch das KontrolLzei ehen ""T" in 
ASCII-Control-Characters umwandeln lassen. Die Wirkung des 
Steuerzeichens "'T" wird durch ein zweites Steuerzeichen 
"'T" wieder aufgehoben. 
Dem Zeichen "." kommt somit innerhalb von Strings eine be-
sondere Bedeutung zu, da dieses Zeichen in Verbindung mit 
dem nachfolgenden Zeichen eine ganze Reihe von Transformati-
onen des Strings ermoeglicht. Diese Eigenschaft des Zeichens 
11 .... erfordert es, das Zeichen selbst, wenn man es in einen 
String als Text und nicht zur Einleitung eines Steuerzei-
chens oder eines ASCII-Control-Characters eintragen will, 
durch eine spezielle Zeichen-Kombination zu ersetzen. Hierzu 
steht das Steuerzei chen ""Q" zur Verfuegung, das bewirkt, 
dass das nachfolgende Zei chen - auch wenn es das Zei chen """ 
ist - unveraendert in den String uebernommen werden soll. 
Speziell ist somit das Zeichen """ in Strings durch die 
Zei chenkombi nat ion ""Q"" darzustellen, wenn es als Text 
uebernommen werden soll. 
Die hier genannten P'loeglichkeiten, Strings zu tranformieren, 
werden im allgemeinen nur relativ selten benoetigt; sie wer-
den jedoch fuer solche Faelle, in denen man gezwungen ist, 
an Terminals mit eingeschraenktem Zeichenvorrat zu arbeiten, 
zur Verfuegung gestellt, da ihre - wenn auch zugegebenermas-
sen komplexe - Handhabung immer noch einfacher ist als die 
Eingabe der nicht vorhandenen Zeichen mittels Fluchtsymbol-
Ersatzdarstellung. Ein Benutzer, der die Transformationen 
nicht benoetigt, kann davon ausgehen, dass Strings, die er 
eingibt, in genau der eingegebenen Form uebertragen werden, 
wenn er beruecksichtigt, dass er immer das Zeichen """ durch 
11 .. Q"''' e r 5 e tz e n mu 5 S • 
Strings, die Parameter in Such-Kommandos darstellen, koennen 
ausser den genannten Steuerzeichen noch weitere Steuerzei-
chen enthalten, di e jedoch ni cht zur Transformat ion des 
Suchstrings, sondern zur Spezifikation bestimmter Suchkrite-
rien dienen. Diese Steuerzeichen stehen fuer Zeichen im zu 
suchenden String, die man nicht exakt angeben kann oder 
will: 
- ""X" steht fuer jedes beliebige Zeichen 
- ""Nx" steht fuer jedes beliebige Zeichen ausser dem Zei-
chen x, das dem ""N" unmittelbar folgt 
- "~OS"~ steht fuer jedes Trennzeichen (Separator), also 
fuer Zwischenraum (Blank), Komma, Semikolon, Carriage-re-
turn (CR), line-Feed (lF), Horizontal-Tabulator (HTl, Ver-
tikal-Tabulator (VTl oder Form-Feed (FF) 
- ""EA" steht fuer jeden Buchstaben 
- ""EV" steht fuer jeden kleinen Buchstaben 
- ""EW" steht fuer jeden grossen Buchstaben 
- ""ED" steht fuer jede Ziffer 
- ""El" steht fuer jedes Zei lenwechsel-Zei chen (CR, lF, 
VT und FF) 
- ""ES" steht fuer eine beliebige Folge von Blanks und HT 
14. 9.78 
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""E<nnn>" steht fuer das Zeichen, dessen Dezimalwert im 
ZC1 gleich nnn ist 
""E<"Onnn>" steht fuer das Zeichen, dessen Oktalwert im 
ZC1 gleich nnn ist 
- ""E<Qi>" steht fuer das Zeichen, dessen Wert im ZC1 als 
Zahlenwert im Q-Register i enthalten ist 
- ""E[a,b,c, ••• J" steht fuer jedes beliebige der in der 
Klammer angegebenen Zeichen a,b,c, ••• 
Durch einen weiteren Zustands-Schalter und ein weiteres 
Steuerzeichen laesst sich bei Suchstrings festlegen, ob zwi-
schen Gross- und Kleinschreibung unterschieden werden soll 
oder nicht: 
- Wenn der Zustands-Schalter ""X" gesetzt ist, also den 
Wert 1 hat, wird nach exakt dem angegebenen String ge-
sucht; dies ist normalerweise der Fall. Wenn der Schalter 
jedoch geloescht, also durch das Kommando "O"X" auf den 
Wert 0 gesetzt wird, werden bei Such-Kommandos alle gros-
sen Buchstaben als mit den entsprechenden kleinen Buchsta-
ben identisch behandelt. 
- Zusaetzlich kann durch das Steuerzeichen ""\" fuer alle in 
dem betreffenden String folgenden Buchstaben festgelegt 
werden, dass nicht zwischen Gross- und Kleinschreibung un-
tersch ieden werden soll. Die Wi rkung des Steuerzei chens 
11"\" wird durch ein zweites Steuerzeichen ""\" wieder 
aufgehoben. Das Steuerzeichen ""\" hat eine hoehere Pri-
oritaet als der Zustands-Schalter ""X". 
14. 9.78 
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1.2.9. Kont rollstrukturen 
Mit den bis jetzt beschriebenen Kommandos ist es moeglich, 
Editier - Operationen zu spezifizieren und ein Editor-Programm 
als lineare Folge solcher Operationen zu schreiben. In vie-
len Faellen sind die durchzufuehrenden Editierungen jedoch 
nicht nur an einer Stelle des Textes durchzufuehren, sondern 
an mehreren Stellen, eventuell auch in Abhaengigkeit von ir-
gendwelchen Kriterien. (Man denke etwa daran, dass in einem 
Programm, das ein bestimmtes Unterprogramm an mehreren Stel-
len aufruft, dieses Unterprogramm einen Parameter mehr oder 
weniger erhaelt und dass alle Aufrufe dieses Unterprogramms 
entsprechend geaendert werden muessen.) Um Editierungen die-
ser Art zu e r leichtern, verfuegt der Editor ueber Kommandos, 
die es gestatten, den Kontroll-Fluss innerhalb des eingege-
benen Editor - Programms zu beeinflussen. 
Wenn ein Editor-Kommando oder eine Folge von Editor-Komman-
dos n-mal ausgefuehrt werden soll, so ist dieses Kommando 
bzw . diese Kommandofolge in spitze Klammern ("(" und ">") 
einzuschliessen; die Anzahl n, wie oft die Klammer ausge-
fuehrt werden soll, ist als numerischer Parameter vor die 
oeffnende Klammer zu schreiben. Diese Iterationsklammern . 
duerfen geschachtelt sein; Klammerpaare muessen in einer 
Eingabe in jeder Ebene der Macro-Verschachtelung vollstaen-
dig sein. 
Wird e in e Iterationsklammer ohne Angabe eines Wiederholungs-
faktors spezifiziert, so bedeutet das Iteration ohne Begren-
zung der Anzahl der Iterationsschritte. Da dies ohne weitere 
Massnahmen zu einer unendlichen Schleife im Editor-Programm 
fuehren wuerde, ist bei einer solchen unbeschraenkten Itera-
tion die Angabe eines Abbruch-Kriteriums zwingend vorge-
schrieben. Dabei sind zwei verschiedene Abbruch-Kriterien 
moegli ch: 
- Das Zeichen ";" fuehrt, wenn es mit einem numerischen Pa-
rameter versehen ist, zum Abbruch, wenn dieser Parameter 
o wi rd. Der Sprung erfolgt aus der aktuellen Iterat ion in 
die naechst aeussere bzw. in den linearen Tei l des Editor-
Programms, wenn es schon die aeusserste Iteration war. 
- Wenn das Zeichen ";" keinen numerischen Parameter hat, 
muss es unmittelbar hinter einem Such-Kommando stehen; die 
Iteration wird dann verlassen, wenn der gesuchte String 
nicht gefunden wurde, die Suche also erfolglos war. Wenn 
der Erfolg einer Suche in dieser Weise zum Abbruch einer 
Iteration benuetzt wird, so erfolgt bei erfolgloser Suche 
keine Fehlermeldung, und das Editor-Programm wird auch 
nicht abgebrochen, sondern hinter der zugehoerigen 
schliessenden Iterationsklam~er fortgesetzt. 
Durch das Kommando "0" kann man die Fortfuehrung des Editor-
Programms an der Stelle veranlassen, an der der String als 




Kommando angegeben ist. Das Label besteht aus der Zeichen-
folge des Stri ngs, ist aber zwischen Ausrufezei chen ei nge-
schlossen. Da Labels sonst nicht im Editor-Programm ausge-
wertet werden und da auch nicht ueberprueft wird, ob durch 
ein "O"-Kommando auf sie gesprungen wird, stellt das Ein-
schliessen beliebiger Zeichenfolgen in Ausrufezeichen eine 
Moeglichkeit zur Kommentierung von Editor-Programmen dar. 
Das Ziel von Sprungbefehlen muss auf jeder Ebene der Macro-
Verschachtelung ausserhalb aller Iterationen und bedingten 
Kommandos liegen; Spruenge auf ein Ziel in einer Iteration 
oder in einem bedingten Kommando sind auch von innerhalb 
dieser Iteration bzw. Bedingungsklammer nicht zulaessig! 
Sprungbefehle sollten daher nur verwendet werden, um aus 
allen Stufen einer Verschachtelung in den linearen Tei l des 
Editor-Programms zurueckzukehren. 
Man kann spezifizieren, dass ein Editor-Kommando bzw. eine 
Folge von Editor-Kommandos in Abhaengigkeit vom Wert eines 
numerischen Parameters ausgefuehrt werden soll. Dazu wird 
dieses Kommando bzw. diese Kommandofolge in sogenannte Be-
dingungsklammern eingeschlossen. Wenn die spezifizierte Be-
dingung erfuellt ist, wird der Inhalt der Bedingungsklammer 
ausgefuehrt, andernfalls nicht. Die oeffnende Bedingungs-
klammer besteht dabei aus dem numerischen Parameter, dessen 
Wert ueberprueft werden soll, gefolgt von einem Anfuehrungs-
zeichen (" ) und einem Buchstaben, der die Werte des nume-
rischen Parameters beschreibt, fuer die die Bedingung als 
erfuellt gelten soll. Die schliessende Bedingungsklammer be-
steht aus einem Apostroph ( , ). Auch Bedingungsklammer-Paa-
re muessen in jeder Ebene der Macro-Verschachtelung voll-
staendig sein. Die folgenden oeffnenden Bedingungsklammern 
stehen zur Verfuegung (angegeben ist immer, in welchem Fall 
der Inhalt der Klammer ausgefuehrt wird): 
-n"E ... ' n=O 
- n"N .• • ' n*O 
- n"L ••• In< 0 
-nIlG ••• ' n>O 
n"C ••• ' n ist der ZC1-Wert eines Zei chens, dem ein 
n"A ••• f 
n"V • •• ' 
nIlW .... ' 
- n "T ...... . 
- n"F ••• ' 
-n"S ... ' 
druckbares ASCII-Zeichen ( ASCII- Wert> 31 ) 
entspri cht 
n ist der ZC1-Wert einer Ziffer 
n ist der ZC1-Wert eines Buchstaben 
n ist der ZC1-Wert eines kleinen Buchstaben 
n ist der ZC1-Wert eines grossen Buchstaben 
n ist wahr (durch den Wert -1 repraesentiert) 
n ist falsch (durch den Wert 0 repraesentiert) 
n repraesentiert ein erfolgreiches Such-Kommando 
(das durch ":" modifiziert sein muss, damit es 
ein numerisches Ergebnis liefert) 
- n"U .... · : n repraesent iert e; ne erfolglose ": li-Suche 
Der Inhalt der Bedingungsklammern wird jewei ls dann ausge-
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1 . 2 . 10 . Q-R egister 
Da es in Editor-Programmen und auch bei der ad-hoc-Eingabe 
haeufig vorkommt, dass man sich irgendwelche Zahlenwerte 
fuer die spaetere Verwendung in numerischen Parametern mer-
ke n muss und da es auch zweckmaessig ist, sich gewisse Text-
stuecke separat vom Editier-Puffer aufheben zu koennen -
etwa um sie an mehreren Stellen dort einfuegen zu koennen -, 
sieht die Editor ~ Sprache Speicherplaetze vor, die diese In-
forMationen aufnehmen koennen. Diese Speicherplaetze, die 
als Q-Register bezeichnet werden, stellen in gewissem Sinn 
so etwas wie die Allzweck-Register in einem modernen "ehr-
register - Rechner dar, doch ist die laenge der Textstuecke, 
die ein Q-Register aufnehmen kann, nicht durch eine feste 
Schranke nach oben begrenzt, sondern nur durch die Menge des 
dem Editor insgesamt zur Verfuegung stehenden und noch nicht 
verbrauchten Speicherplatzes. 
Ei n Q-Register kann in drei verschiedenen Zustaenden sein: 
- Es enthaelt eine Zahl. 
- Es enthaelt ein Textstueck beliebiger laenge. 
- Es ist leer Caequivalent damit, dass es einen leeren 
St r ing als Text enthaeltl. 
We nn i n e i n Register eine Information eingeschrieben wird, 
so wi rd die vorher darin befindliche Information geloescht, 
und das Register wechselt gegebenenfalls seinen Zustand. So 
wird zu m Beispiel eine Zahl aus einem Register geloescht, 
wenn man einen Text hineinschreibt, und umgekehrt; leeren 
kann man ein Register, indem man den leeren String als Text 
einschreibt. 
Di e Editor - Sprache sieht eine Reihe von Kommandos vor, um 
Q- Register zu manipulieren. In diesen Kommandos muss das 
zu bearbeitende Register durch seinen Namen spezifiziert 
werden, wenn es kein Register aus dem zusaetzlich vorhande-
nen St ack von 36 weiteren Q-Registern ist, auf die man aber 
nicht direkt zugreifen kann. An direkt zu bearbeitenden Re-
gistern stehen ebenfalls 36 zur Verfuegung, die durch die 
10 Ziffern und die 26 Buchstaben bezeichnet werden; dabei 
wird nicht zwischen Gross- und Kleinbuchstaben unterschie-
den, so dass z.B. das Q-register "A" mit dem Q-Register "a" 
identisch ist. In der folgenden Beschreibung wird fuer den 
Register-Namen immer das Zeichen Ni" angegeben; fuer dieses 
Zeichen kann also eine beliebige Ziffer oder ein beliebiger 
Buchstabe eingesetzt werden. 
Fuer die Arbeit mit numerischen Werten in Registern stehen 
die folgenden Operationen zur Verfuegung: 
- Durch das Kommando "nUi" wird der Wert des numerischen Pa-
rameters n in das Register i eingetragen. Er steht dort 
solange zur Verfuegung, bis das Register explizit durch 




- Das Symbol "Qi" ist gleich dem numerischen Wert des Regi-
sters i, wenn dieses Register eine Zahl enthaelt; das Sym-
bol kann in numerischen Para~etern ueberall anstelle einer 
Z~hl verwendet werden. 
- Das Symbol "Xi" entspricht dem Symbol "Qi", doch wird vor 
der Uebernahme des Wertes das Register i um 1 inkremen-
tiert. 
Man kann auf drei verschiedene Arten Texte in Q-Register 
einschreiben: 
- Das Kommando "Vi" traegt den Text des folgenden String-
Parameters in das Register i ein; ist der String-Parameter 
leer, so ist anschliessend. auch das Register leer. 
- Das Kommando "m,nXi" traegt alle Zeichen zwischen den Po-
sitionen mund n im Editier-Puffer in das Register i ein, 
also das m+1-te bis zum n-ten Zeichen einschliesslich; 
speziell traegt "HXi" den ganzen Puffer ein. Das Kom~ando 
"nXi" traegt dagegen alle Zeichen zwischen der aktuellen 
Position des Puffer-Zeigers und dem von dort gezaehlten 
n-ten Zei lenwechsel in das Register i ein; dabei werden 
bei positive~ n die Zei len vom Zeiger aus nach hinten ge-
zaehlt, andernfalls nach vorn (wie bei den Befehlen "nL", 
"nK" und "nT"). Speziell wird durch den Befehl "QXi" der 
Anfang der Zeile, in der der Zeiger steht, bis zum Zeiger 
in das Register i eingetragen; dagegen traegt der Befehl 
"Xi" oder "1Xi" alle Zeichen vom Zeiger bis zum Ende der 
Zeile, in der der Zeiger steht, ein, einschliesslich des 
di e Zei le absch liessenden Zei lenwechsel-Zei chens. 
- Schliesslich speichert das Kommando "*i" die letzte Einga-
be an den Editor als Text in das Q-Register i. Dazu ist es 
jedoch erforderlich, dass die beiden Zeichen "*i" die bei-
den ersten Zeichen der neuen Eingabe sind; an allen ande-
ren Stellen ist das Kommando "*i" illegal. Das Kommando 
im Register i kann dann spaeter bei Bedarf durch das Kom-
mando "Mi" wieder zur Ausfuehrung gebracht werden, gegebe-
nenfalls, nachdem es vorher, wie aller andere Text auch, 
geeignet editiert wurde. Man spart es sich auf diese Wei-
se, mehrfach benoetigte Ko~mandofolgen jedesmal neu einge-
ben zu muessen, wenn man sie wieder benoetigt. Ebenso ist 
diese Dienstleistung ganz praktisch, wenn man eine laenge-
re, aber falsche Eingabe nicht noch einmal schreiben will, 
da man sie dann verbessern und wiederholen kann, denn das 
Kommando "*i" kann auch dann ausgefuehrt werden, wenn die 
vorherige Eingabe zu einer fehlermeldung gefuehrt hatte. 
Texte in Q-Registern koennen auf zwei verschiedene Arten 
verwendet werden: 
Das Kommando "Gi" fuegt den Text an der Stelle, auf die 
der Puffer-Zeiger weist, in den Editier-Puffer ein. Dieses 
Kommando eignet sich dazu, mehrfach einzutragenden Text 
bequem an verschiedenen Stellen in den Puffer einzufuegen. 
Ausserdem laesst es sich zusammen .it den Ko.mandos "nXi 'l 
und "m,nXi" dazu verwenden, Textstuecke von einer Stelle 
nach einer anderen zu kopieren, auch unter Seitenwechsel 




- Das Kommando "Mi" fuehrt den im Q-Register i enthaltenen 
T~xt als Editor-Progra.m aus, ermoeglicht also die Verwen-
dung von Macros in der Editor-Sprache. Innerhalb dieser 
Mecros koenn~n andere Macros aufgerufen werden; ebenso 
du~rfen auch Q-Register veraendert werden, mit Ausnahme 
d~rjenigen, die di~ Kommandos der aktuellen Macro-Ver-
schachtelung enthalt~n. 
Zusaetzlich zu den 36 direkt adressierbaren Q-Registern ste-
hen weitere 36 Q-Register zur Verfuegung, die als Stack or-
ganisiert sind. Auf diese Register kann nur ueber eines der 
direkt adressierbaren Register zugegriffen werden, indem von 
diesem Daten in das oberste Stack-Register eingetragen wer-
den (Push) oder indem die Daten aus dem obersten Stack-Regi-
ster in das direkt adressierbare Register uebernommen wer-
den (Pop); der Stack aendert dabei entsprechend seine Laen-
ge. Jede Push-Operation "[i" fuegt dem Stack das neue ober-
ste Register zu und schiebt die anderen Register um 1 nach 
unten, wobei die Laenge des Stacks um 1 waechst. Analog 
entnimmt jede Pop-Operation "Ji" das oberste Register dem 
Stack und verkuerzt diesen dadurch um 1. Der Register-Inhalt 
wird dabei de. Register i entnommen bzw. in dieses eingetra-
gen; dabei spielt es keine Rolle, ob dieser Inhalt aus einer 
Zahl oder ein~. String besteht. Der Register-Stack stellt 
fuer komplexere Editier-Vorgaenge einen ganz nuetzlichen Zu-
satz - Speicher in logischer Hinsicht dar, doch wird der ver-
wendete Speicher natuerlich auch hier dem verbleibenden 
Freispeicher des Editors entnommen, der bei Verwendung des 
Register-Stacks nicht vergroessert wird. 
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1.2.11. Testhilfen 
Wenn eine Eingabe an den Editor aus irgendeinem Grund feh-
Lerhaft war, so wird ihre Abarbeitung an der SteLLe abge-
brochen, an der der Editor den FehLer erkennt. Der Editor 
gibt eine FehLermeLdung aus, die folgendermassen aufgebaut 
ist: 
- Das erste Zeichen der MeLdung besteht bzw. die beiden er-
sten Zeichen bestehen im aLLgemeinen aus dem fehLerhaften 
Editor-Kommando. 
- Dann foLgt der Text "FehLer: H sowie die interne FehLer-
nummer. 
- SchLiessLich foLgt eine kurze verbaLe Beschreibung der 
Feh Lerursache. 
Bei FehLern, die von der Datei-SchnittsteLLe des Editors er-
kannt wurden (z.B. wenn ein aLs Eingabe-File zu eroeffnendes 
eOSY-Deck nicht existiert>, wird in vieLen FaeLLen vor der 
eigentLichen FehLermeLdung des Editors noch eine zusaetzLi-
che Beschreibung des FehLers von den Datei-Bearbeitungs - Rou-
tinen des Editors ausgegeben. 
Gi bt man aLs erstes Zeichen nach einer soLchen FehLermeLdung 
das Zeichen H1 H ein, so Listet der Editor die vorher i ge Ein-
gabe bis zu der SteLLe auf, an der der FehLer erkannt wurde. 
Auf diese Weise kann man FehLer LokaLisieren, deren Ursache 
aus der FehLermeLdung nicht kLar erkennbar ist. Die Moeg-
Lichke i t, die vorherige Eingabe durch das Kommando "*i" in 
ein Q-Register i zu retten, geht dadurch nicht verLoren; man 
muss dieses Kommando dann eben aLs erste Zeichen der naech-
sten Eingabe vorsehen. 
Wenn das Kommando H1 H an einer anderen SteLLe eingegeben 
wird, so schaLtet es einen Kommando-Trace im Editor ein, was 
ganz nuetzLich sein kann, wenn man sich - besonders bei kom-
pLizierteren Iterationen oder bedingten Kommandos - nicht 
im KLaren ist, weLche Kommandos nun wirkLich abgearbeitet 
werden, und in weLcher ReihenfoLge. Der Kommando-Trace kann 
durch ein zweites Kommando "1" wieder abgeschaLtet werden; 
er endet jedoch spaetestens mit dem Ende der Eingabe. 
SchL i essLich soLLte aLs weitere Testhilfe darauf hingewiesen 
werden, dass die genaue Kenntnis der verwendeten Editor-Kom-
mandos vieLe FehLer von vorn herein vermeidbar macht. Des-
haLb ist es empfehLenswert, sich am Anfang auf eine geeigne-




2. Die Editor-Sprache 
2.1. Die Kommandos des Editors 









Eingabe-Fi Le zum Lesen eroeffnen 
Ausgabe-FiLe erzeugen und zum Schreiben eroeff-
nen 
'Edit DeLete' Eingabe-File zum Lesen eroeffnen und Loeschen 
'Edit Print' Eingabe-FiLe zum Lesen eroeffnen, aLLen Text 
auf die Texthaltungsdatei und/oder ins Proto-
koLL ausgeben und den FiLe wieder schLiessen 
'Edit Back-up' Eingabe- und Ausgabe-File zur Bearbeitung er-
oeffnen mit Schutz durch Sicherheits-Kopie 
'Edit lndi rect' File mit einer Kommandofolge zum Lesen eroeff-
nen, die Kommandofolge einLesen und ausfuehren. 
SchLiesse den Kommando-FiLe 
2.1.2. Eingabe 
y I Yank I 
A 'Append' 






Puffer Loeschen und eine Seite einLesen 
Seite einLesen und an vorhandenen Puffer an-
ha engen 
Vor dem ersten Zeichen; 0 
AktueLLe Zeiger-Position; AnzahL der Zeichen 
Links vom Puffer-Zeiger 
Ende des Puffers; AnzahL der Zeichen im Puffer 
m+1-tes bis n-tes Zeichen im Puffer 





m-n Subt rakt ion 
Multiplikat ion 
m/n Ganzzahlige Division 
m&n Logisches UND 
mSn Logisches ODER 
< ) Fuehre eingeklammerte Operationen zuerst aus 
·0 Die folgende Zahl ist oktal angegeben 
2.1.5. Zeiger-Positionierung 






m, nT 'Type' 
n= 
n== 
1fT 'Edit Type' 
OET 'Edit Type' 
Positioniere den Zeiger zwischen das n-te und 
das n+1-te Zeichen. J <ohne Parameter) ent-
spri cht OJ 
Positioniere den Zeiger um n Zeichen vorwaerts 
C entspri cht 1 C 
Positioniere den Zeiger um n Zeichen rueck-
waerts. R entspri cht 1 R, nR entspri cht -nC 
Positioniere den Zeiger auf den Anfang der n-
ten Zei le von der aktuellen Zeiger-Position 
L entspricht 1L 
Gib allen Text von der aktuellen Zeiger-Posi-
tion bis zum Anfang der n-ten Zei le von der 
aktuellen Zeiger-Position aus. T = 1T 
Gib das m+1-te bi s zum n-ten Zei chen aus 
Gib die Zahl n dezimal aus 
Gib die Zahl n oktal aus 
Aendere den Ausgabe-Modus, so dass nicht-druck-
bare Zeichen nicht ersetzt werden 
Aendere den Ausgabe-Modus, so dass nicht-druck-















'Edit Uppercase' Gib kLeine Buchstaben durch Ersatz-DarsteLLung 
aus 
'Edit Uppercase' Gib grosse Buchstaben durch Ersatz-DarsteLLung 
aus 





Gib nach String-Suche die gefundenen Zeilen 
aus 
Gib nach String-Suche die gefundenen Zei Len 
aus und markiere die Position des Zeigers 
durch das Zei chen mit dem Code-Wert n > 0 
Gib nach String-Suche die gefundenen Zeilen 
nicht automatisch aus 
Gib eine Liste aLLer FiLes aus 
Gib den Text "text" aus 
Gib den Text im Q-Register au s 
Gib ein Form-Feed aus 
2.1 .7. L oe s c he n 
nD 'DeLete' 
-nD 'DeLete' 
nK 'K iL L ' 
m,nK , K i L L ' 
2.1.8. Einfuegen 
ItextS I Insert' 
"ltextS 
nIS I Insert' 
Loesche n Zeichen hinter dem Zeiger. D = 1D 
Loesche n Zeichen vor dem Zeiger 
Loesche aLLe Zeichen im Puffer vom Zeiger bis 
zum n-ten Zei LenwechseL vom Zei ger an. K = 1K 
Loesche das m+1-te bis zum n-ten Zeichen 
Fuege den Text "text" zwischen I und S am Zei-
ger ein und positioniere den Zeiger hinter die 
Einfuegung 
Fuege den Text "text" mit einem einLeitenden 
TabuLator-Zeichen <HT,"I) an der Zeiger-Posi-
tion ein und positioniere den Zeiger hinter 
die Einfuegung 
Fuege das Zeichen mit dem Code-Wert nein 
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Fuege den durch das I unmitteLbar foLgende Zei-
chen begrenzten Text "text" am Zeiger ein" Das 
Kommando 01 kann auch mit "I verwendet werden 
Fuege den Namen des n-ten FiLes ei n ( n > 0 ) 
Fuege die Code-DarsteLLung der ganzen ZahL n 
ein 
Fuege das aktueLLe Datum ein 
Ersetze in aLLen foLgenden Text-Argumenten 
Gross- durch KLeinschreibung. "V entspricht 1"V 
SchaLte die Ersetzung durch KLeinschreibung ab 
Ersetze in aLLen foLgenden Text-Argumenten 
KLein- durch Grossschreibung. "W entspricht 1"W 
SchaLte die Ersetzung durch Grossschreibung ab 
In Text-Argumenten: Ersetze das naechste Zei-
chen durch KLeinschreibung 
In Text-Argumenten: Ersetze das naechste Zei-
chen durch Grossschreibung 
Ersetze aLLe foLgenden Zei chen durch KLein-
schreibung. Wird durch "0 oder durch "K auf-
gehoben 
Ersetze aLLe foLgenden Zeichen durch Gross-
schreibung. Wird durch "0 oder durch "J auf-
gehoben 
Uebernimm bei den foLgenden Zeichen Gross- und 
KLeinschreibung wie angegeben 
In Text-Argumenten: Ersetze OI,[,\,J,", durch 
die entsprechenden ni cht-geshifteten Zeichen 
·,<,I,>,·,OEl. Wird durch zweites "" aufgeho-
ben 
Uebernimm das naechste Zeichen aLs Text. Dabei 
werden Zeichenkombinationen "x aLs die ent-
sprechenden Kontrollzeichen uebertragen 
In Text-Argumenten: ALLe KontroLL-Zeichen aus-
ser AR und "T soLLen aLs Text uebernommen wer-
den. Wird durch zweites "T aufgehoben 
Uebernimm das naechste Zeichen exakt, auch wenn 
es das Zeichen A ist 
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2.1.9. Ausgabe und Beendi gung 
PW 'Page Wait' 
nP 'Page' 
m, nP 'Page' 
EF 'End of File' 
·Z 
'C 
EX , Ex i t ' 






n text S 
n:StextS 
Gib den aktuellen Puffer aus 
Gib den aktuellen Puffer aus, loesche den Puf-
fer und lies den naechsten Puffer ein. Wieder-
hole diesen Vorgang, bis der n-te Puffer ein-
gelesen ist. P entspricht 1P 
Gib das m+1-te bi s zum n-ten Zei chen aus. Aen-
dere den Puffer nicht 
Sch li esse den Ausgabe-Fi le 
Schliesse den Ausgabe-File und beende den Edi-
tor-Lauf 
Beende den Editor-Lauf 
Gib den Rest des Fi les aus und beende den Edi-
tor-Lauf 
Gib den Rest des Files aus, gib den File in 
eine Texthaltungsdatei und/oder das Protokoll 
aus und beende den Editor-Lauf 
Suche das n-te Auftreten des Textes "text" 
zwischen Sund S ab dem Zeiger, aber tausche 
keine Puffer aus. StextS entspricht 1StextS 
Suche das n-te Auftreten des Textes " t1" zwi-
schen FS und S ab dem Zeiger und ersetze ihn 
durch den Text "t2" zwsischen den beiden $; 
tausche keine Puffer aus. FS entspricht 1FS 
Entspricht nStextS ausser dass Puffer ausge-
tauscht werden, wenn der gesuchte Text im ak-
tuellen Puffer nicht gefunden wird. N = 1N 
Entspricht nFSt1St2S ausser dass Puffer ausge-
tauscht werden, wenn der gesuchte Text im ak-
tuellen Puffer nicht gefunden wird. FN = 1FN 
Entspricht nNtextS ausser dass Puffer nur ein-
gelesen, aber nicht ausgeschrieben werden. 
entspricht 1 
Entspricht nStextS ausser dass bei erfolgrei-
cher Suche ei n Wert von -1 zurueckgegeben wi rd, 

















Kommando: kann auch mit FS, N, FN und 
wendet werden 
ver-
Entspricht nStext$ ausser dass der Text von dem 
beLiebigen Zeichen hinter S begrenzt wird. Das 
Kommando @ kann auch mit FS, N, FN und ver-
wendet werden 
SteLLe den Such-Modus so ein, dass nicht zwi-
schen Gross- und KLeinschreibung unterschieden 
wir d 
SteLLe den Such-Modus auf exakte Entsprechung 
ein 
Ersetze in aLLen foLgenden Text-Argumenten 
Gross- durch KLeinschreibung. "Y entspricht 1"Y 
SchaLte die Ersetzung durch KLeinschreibung ab 
Ersetze in aLLen foLgenden Text-Argumenten 
KLein- durch Grossschreibung. "W entspricht 1"W 
SchaLte die Ersetzung durch Grossschreibung ab 
In Text-Argumenten: Ersetze das naechste Zei-
chen durch KLeinschreibung 
In Text-Argumenten: Ersetze das naechste Zei-
chen durch Grossschreibung 
Ersetze aLLe foLgenden Zeichen durch KLein-
schreibung. Wird durch "0 oder durch "K auf-
gehoben 
Ersetze aLLe foLgenden Zeichen durch Gross-
schreibung. Wird durch "0 oder durch "J auf-
gehoben 
Uebernimm bei den foLgenden Zeichen Gross- und 
KLeinschreibung wie angegeben 
In Text-Argumenten: Ersetze @,[,\,],", durch 
di e entsprechenden ni cht-geshifteten Zei chen 
. ,{,I,},-,OEL. Wird durch zweites "" aufgeho-
ben 
Uebernimm das naechste Zeichen aLs Text. Dabei 
werden Zeichenkombinationen "x aLs die ent-
sprechenden Kontrollzeichen uebertragen 
In Text-Argumenten: Uebernimm aLLe KontroLL-
Zeichen ausser "R und "T aLs Text. Wird durch 

















·E[a,b,c, ••• ] 
2.1- 7 
In Text-Argumenten: Nimm bei allen folgenden 
Zeichen sowohl Gross- als auch Kleinschreibung 
an. Wird durch zweites "' aufgehoben 
In Text-Argumenten: Nimm auf dieser Position 
jedes Zeichen an 
Nimm auf dieser Position jedes Trennzeichen an 
Nimm jedes Zeichen ausser dem beLiebigen Zei-
chen "a" hinter "N an 
Uebernimm das naechste Zeichen exakt, auch wenn 
es das Zei chen " ist 
Nimm jeden Buchstaben an 
Nimm jeden kLeinen Buchstaben an 
Nimm jeden grossen Buch sta ben an 
Nimm jede Ziffer an 
Nimm jedes Zei Lenende-Zei chen an 
Nimm jede FoLge von BLanks und Tabs an 
Nimm das Code-Zeichen mit dem DezimaL-Wert 
nnn an 
Nimm das Code-Zeichen mit dem OktaL-Wert nnn 
an 
Nimm das Code-Zeichen an, dessen Wert im Q-Re-
gi ster i steht 
Nimm irgendeines der Zeichen in der KLammer an 




Fuehre die eingekLammerten Kommandos n-maL aus. 
< > bedeutet Iteration ohne Beschraenkung der 
AnzahL der Iterationsschritte. Das Ende der 
Iteration muss durch ein Kommando; spezifi-
ziert werden 
FaLLs n = 0, springe aus der aktueLLen Itera-
tion 
Springe aus der aktueLlen Iteration, faLLs die 
zuLetzt ausgefuehrte String-Suche nicht erfoLg-
rei ch war 
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n "s komma nda 5 I 
n"Ukommandos' 
2.1.12. Q-Register 
nUi I Use' 
Qi 'Q-register' 
2.1- 8 
Definition einer Marke in der Kommandofolge 
oder Kommentar 
Springe zu der durch !LabeL! definierten SteL-
Le 
FaLLs n = 0, fuehre die zwischen "E und' spe-
zifierten Kommandos aus; anderenfaLLs springe 
zum • 
FaLLs n NE 0, fuehre die eingeschLossenen Kom-
ma ndos au s 
FaLLs n < 0, fuehre die eingeschLossenen Kom-
mandos aus 
FaLLs n > 0, fuehre die eingeschLossenen Kom-
mandos aus 
FaLLs n der ASCII-Wert eines druckbaren Zei-
chens ist, fuehre die eingeschLossenen Komman-
dos aus 
FaLLs n eine Ziffer ist, fuehre die einge-
schLossenen Kommandos aus 
FaLLs n ein Buchstabe ist, fuehre die einge-
schLossenen Kommandos aus 
FaLLs n ein kLeiner Buchstabe ist, fuehre die 
eingesch Lossenen Kommandos aus 
FaLLs nein grosser Buchstabe ist, fuehre die 
eingeschLossenen Kommandos aus 
FaLLs n wahr ('true') ist, fuehre die einge-
schLossenen Kommandos aus 
FaLLs n faLsch ('faLse') ist, fuehre die einge-
schLossenen Kommandos aus 
FaLLs n "erfoLgreich" ist, fuehre die einge-
schLossenen Kommandos aus 
FaLLs n "nicht erfoLgreich" ist, fuehre die 
eingeschLossenen Kommandos aus 
Speichere die ganze ZahL n in das Q-register i 





m, nX ; 'Extract' 
VitextS 
.Vi Itext I 
Gi I Get I 
Mi 'Macro' 
'Push' 
J i I Pop I 
*i 
2.1- 9 
Inkrementiere den Wert im Q-Register 
und gib diesen Wert zurueck 
um 1 
Speichere alle Zeichen von der aktuellen Zei-
ger-Position bis zum Anfang der n-ten Zeile 
von der aktuellen Zeiger-Position aus in das 
Q-Register i. Xi entspricht 1Xi 
Speichere das m+1-te bis zum n-ten Zeichen in 
das Q-Register i 
Speichere den Text "text" zwischen Vi und $ in 
das Q-Register i 
Speichere den durch das Vi unmittelbar folgen-
de Zeichen begrenzten Te xt "text" in das Q-Re-
gi ster i 
Fuege den Text im Q-Register i an der aktuellen 
Zeiger-Position ein und positioniere den Zei-
ger hinter die Einfuegung 
Fuehre den Text im Q-Register a ls Kommando-
folge aus 
Fuege den Inhalt des Q-Register s in den Regi-
ster-Stack ei n 
Entferne den zuletzt in den Register-Stack 
eingefuegten Register-Inhalt aus dem Stack 
und uebertrage ihn in das Q-Register i 
Als erstes Kommando in einer Folge: Rette die 
vorhergehende Kommandofolge in das Q-Register 
i zur spaeteren Ausfuehrung als Makro 




EA 'Edit All' 
EN , E d i t Nu mb er' 
Der (dezimale) Code-Wert des Zeichens hinter 
dem Zei ger 
Line-Feed Flag. Gleich 0 wenn bei der letzten 
Eingabe kein Line-Feed eingelesen wurde, sonst 
-1 
End-of-Fi le F lag. G lei ch -1 wenn bei de r letz-
ten Eingabe das Datei-Ende erreicht wurde, 
sonst 0 
Gesamt-Anzahl der Files 













Versionsnummer der Editor-Sprache< 2 fuer dil 
hier beschriebene Version, > 1000 fuer Imple-
mentierungen auf Fremdrechnern ) 
Wert des Schalters ET fuer den Ausgabe-Modus 
Wert des Schalters ·X fuer den Suchmodus 
'Edit Uppercase' Wert des Schalters EU fuer Ersatz-Darstellung 
von Buchstaben 
Gleich dem <dezimalen) Code-Wert des beliebi-
gen Zeichens "x" hinter dem 
Gleich dem Dezimal-Wert der Ziffernfolge hin-
ter dem Zeiger 
Unterbrich die Abarbeitung der Kommandofolge, 
lies ein Zeichen ein und nimm den <dezimalen) 




Nach einer Fehlermeldung: Ausgabe der Komman-
dofolge bis einschliesslich zu dem Zeichen, da 
die Fehlermeldung verursacht hat . 
Schalte Trace-Modus ein. Ein zweites? schal-






Wenn der Editor beim Start mit falschen Parametern versorgt 
wird - dies kann normalerweise nur dann vorkommen, wenn der 
Operator SB&EDIT di rekt, also ohne Verwendung des Kommandos 
#EDIT, gestartet wird -, erfolgt sofortiger Programmabbruch 
mit Fehler. Das gleiche gi lt, wenn versucht wird, eine Datei 
mit falscher Struktur oder eine andere als eine eOSY-Datei 
zu bearbeiten. Der Editor beendet seinen Operator lauf mit 
Fehler unter Ausgabe einer der folgenden Meldungen: 
+++++ keine PHYS-Datei 
+++++ Satzbau ist ni cht G128W 
+++++ Datei ist leer 
+++++ keine Deck-Datei 
+++++ Startsatzfehler 
Von diesen Faellen abgesehen, sollte es nicht moeglich sein, 
einen Editor-Lauf anders als durch Eingabe eines der Ende-
Kommandos ""C", ""'Z", "EX" oder "ELf! zu beenden. Sonstige 
Fehlersituationen, die waehrend eines Editor-Laufes auftre-
ten, werden innerhalb dieses Laufes vom Editor behandelt, 




2.2.2. FehLermeLdungen des Editors 
Wenn eine Eingabe an den Editor fehLerhaft war, so beendet 
der Editor die Abarbeitung dieser Eingabe an der SteLLe, an 
der der FehLer erkannt wurde, und gibt eine FehLermeLdung 
aus. Diese MeLdung enthaeLt im wesent Li ehen die interne 
Fehlernummer dieses FehLers sowie eine kurze verbaLe Be-
schreibung der Fehlerursache. ZusaetzLich wird am Anfang der 
MeLdung das Kommando angegeben, das den FehLer hervorgerufen 
hat; diese Angabe ist jedoch nur dann von Bedeutung, wenn 
der FehLer durch ein existierendes Kommando verursacht wur-
de. Wenn die Eingabe ausserhaLb von String-Parametern Zei-
chen enthaeLt, die nicht zur Menge der erLaubten Kommandos 
gehoeren, so wird aus dem ersten dieser Zeichen eine FehLer-
nummer abgeLeitet und daraus wieder das erste Zeichen der 
FehLermeLdung erzeugt; dies kann aufgrund verschiedener Um-
schLuesseLungen ein anderes Zeichen aLs das verbotenerweise 
eingegebene sein. Sieht man von diesem SonderfaLL ab, so 
werden nur die in der foLgenden TabeLLe angegebenen FehLer-
meLdungen ausgegeben. Die TabeLLe enthaeLt jewei Ls das Kom-
mando, das einen FehLer verursacht, sowie die zugeh oerige 
Fehlernummer und den Text der MeLdung. Bei Bedarf kann die 
Menge der FehLermeLdungen gegenueber dieser TabeLL e erwei-
tert werden, so dass dieser Abschnitt keinen Anspru ch auf 
VoLLstaendigekeit erheben kann. Die foLgenden FehLermeLdun-
















































iLLegaLer oder fehLender Register-Name 
kein Text im Register 
File kann ni cht geschLossen werden 
iLLegaLes ControL-Kommando 
iLLegaLer ControL-Parameter 
PufferueberLauf bei Datums-Speicherung 
FehLer bei einzutragendem String 
PufferueberLauf bei Einfuegung 
"0 ohne OktaL-ZahL 
FiLe kann nicht geschLossen werden 
Ausgabe-Fi Le existiert ni cht 
unvoLLstaendiger ""-Parameter 
Kommando fehLt nach Argument 
Kommando-Ende in Argument errei cht 
iLLegaLes Kommando nach DoppeL-Parameter 
nicht aLLe KLammerpaare abgeschLossen 
Marke ni cht abgeschLossen 
Sprung-Bedingung fehLt 
bedingtes Kommando fehLt 
Bedingungen zu tief geschachteLt 
Ende des bedingten Kommandos fehLt 
Argument der Bedingung fehLt 
iLLegaLe Bedingung 
iLLegaLes Kommando 































































Ueberlauf des Operanden-Stacks 
illegaler unaerer Operator 
illegaler oder fehlender Register-Name 
Register enthaelt keine Zahl 
Operator an dieser Stelle illegal 
Ueberlauf des Operanden-Stacks 
illegaler unaerer Operator 
, ausserhalb eines bedingten Kommandos 
( an dieser Stelle illegal 
Ueberlauf des Operanden-Stacks 
) an dieser Stelle illegal 
Klammer-Struktur falsch 
illegaler Operator im Operanden-Stack 
arithmetischer Ueberlauf 
Operator an dieser Stelle illegal 
Ueberlauf des Operanden-Stacks 
illegaler unaerer Operator 
illegaler oder fehlender Register-Name 
Spei chermange l bei Regi ster 
Operator an dieser Stelle illegal 
Ueberlauf des Operanden-Stacks 
nicht alle Klammerpaare abgeschlossen 
mehr als zwei Parameter 
Operator an dieser Stelle illegal 
Ueberlauf des Operanden - Stacks 
Operator an dieser Stelle illegal 
Ueberlauf des Operanden-Stacks 
illegaler unaerer Operator 
Ueberlauf bei numerischem Parameter 
kein Such-Kommando nach: 
Ende der Iteration fehlt 
; ausserhalb einer Iteration 
unvollstaendige Iterations-Klammer 
Iterationen zu tief geschachtelt 
Ende der Iteration fehlt 
Kommando-Gruppe ni cht abgesch lossen 
falsche Parameter-Anzahl bei = 
fehlerhafte Iteration 
ueberfluessiger Parameter bei? 
kein String-Kommando nach iil 
Eingabe-Fi le erschoepft 
kein Eingabe-File vorhanden 
Zeiger steht am Pufferende 
Zah lenwert an falscher Stelle 
Ueberlauf des Operanden-Stacks 
Operanden-Stack leer 
2.2- 3 
illegaler Operator im Operanden-Stack 
arithmetischer Ueberlauf 
Zeigerpositionierung ausserhalb des Puffers 
loeschversuch bis hinter den Puffer 
loeschversuch bis vor den Puffer 
unvollstaendiges E-Kommando 
unvollstaendiger E-Parameter 
falsches oder unvollstaendiges F-Kommando 


























































Ein- oder Ausgabe-File existiert ni cht 
Fehler bei Ersatz-String 
Pufferueberlauf bei Ersetzung 
Suchstring nicht gefunden 
illegaler oder fehlender Register-Name 
kein Text im Register 
Pufferueberlauf bei Einkopieren 
kein Kommando nach H 
illegales Folge-Kommando nach H 
Fehler bei einzutragendem String 
Pufferueberlauf bei Einfuegung 
illegaler Code-Wert bei I 
I-Kommando nicht abgeschlossen 
Pufferueberlauf bei Zeichen-Speicherung 
Sprungziel ausserhalb des Puffers 
illegaler oder fehlender Register-Name 
kein Text im Register 
Makros zu tief verschachtelt 
Fehler bei Suchstring 
Suchstring kommt im Text ni cht vor 
Ein- oder Ausgabe-File existiert nicht 
Fehler in Marke oder Kommentar 
Sprungziel existiert nicht 
Ausgabe-Fi le exi stiert ni cht 
Fehler bei Seitentransport 
Ausgabe-File existiert nicht 
Feh ler bei Seitent ransport 
Fehler bei Seitentransport 
2.2- 4 
illegaler oder fehlender Register-Name 
Register enthaelt keine Zahl 
Zeigerpositionierung ausserhalb des Puffers 
Feh ler bei Suchstring 
Suchstri ng kommt im Text ni cht vor 
illegaler oder fehlender Register-Name 
Spei chern in Regi ster i llega l 
falsche Parameter-Anzahl bei Ui 
illegaler oder fehlender Register-Name 
Fehler bei String fuer Vi 
Speichern in Register nicht moeglich 
ueberfluessiger Parameter bei Vi 
kein Text im Puffer 
illegaler oder fehlender Register-Name 
Spei chern in Regi ster ni cht moegli ch 
Eingabe-Fi le erschoepft 
kein Eingabe-Fi le vorhanden 
illegaler oder fehlender Register-Name 
Speichermangel bei Register 
Register ist leer 
Register-Stack voll 
ueberfluessiger Parameter bei [ 
Pufferueberlauf bei Zahlen-Speicherung 
keine oder zu grosse ZahL bei \-Parameter 
ilLegaler oder fehLender Register-Name 
Register-Stack Leer 













































ueberfLuessiger Parameter bei] 
unvoLLstaendiges ControL-Kommando 
unvoLLstaendiger ControL-Parameter 
FehLer bei Suchstring 
Suchstring kommt im Text ni cht vor 
Ein- oder Ausgabe-File existiert ni cht 
kein FiLe mit dieser Nummer vorhanden 
PufferueberLauf bei Einfuegung 
FehLer bei FiLe-Name 
Ausgabe-Fi Le exi stiert schon 
2.2- 5 
Eingabe-Fi Le kann ni cht eroeffnet werden 
Ausgabe-Fi Le kann ni cht erzeugt werden 
iLLegaLes E-Kommando 
iLLegaLer E-Parameter 
FehLer bei File-Name 
File kann ni cht ge Loescht werden 
Fi Le kann ni cht gesch Lossen werden 
kein Ausgabe-File vo r handen 
EI bei Back-up Editierung 
EIbe i i nd i re k t e rEd i t i e run 9 
FehLer bei File-Name 
Kommando-FiLe kann nicht eroeffnet werden 
FehLer bei Seitentransport 
Fi Le kann ni cht gesch Lossen werden 
kei n Ausgabe-Fi Le vorhanden 
FiLe existiert nicht in der Datei 
Ausgabe ni cht moegL ich 
Ausgabe abgebrochen 
FehLer bei File-Name 
FiLe kann nicht eroeffnet werden 
Ausgabe ni cht moegLi ch 
Ausgabe abgebrochen 
FehLer bei File-Name 
Fi Le kann ni cht eroeffnet werden 
ilLegaLer Parameter-Wert bei ES 
Parameter-FehLer bei ES 
Feh Ler bei Fi Le-Name 
Ausgabe-FiLe kann nicht erzeugt werden 
Ausgabe-Fi Le exi st iert schon 
FehLer bei Seitentransport 
Fi Le kann ni cht gesch Lossen werden 




2.2.3. ~eldungen der Datei-Schnittstelle 
Beim Start des Editors gibt die Datei-Sch~ittstelle bei Be-
darf Meldu~gen aus, die de~ Benutzer informiere~ solle~, 
dass schon vor Anforderung der erste~ Eingabe bestimmte 
Die~stleistunge~ erbracht wurden, u~d zwar: 
- Erzeuge~ einer COSY-Struktur i~ einer leeren Datei; 
- Erzeuge~ ei~es Decks, wenn der Parameter DECK im Kom-
mando #EDIT besetzt war. 
Die zugehoerigen Meldu~ge~ der Datei-Schnittstelle sind die 
folgenden : 
••••• Datei wurde initialisiert 
••••• Deck &&&&&&&&&&&& wurde erzeugt 
Ausserdem werden bei Fehlern, die von der Datei-Sch~ittstel­
le waehrend des Editor-laufes erkannt werden, entsprechende 
~eldungen ausgegeben, sowie in bestimmten Faellen auch War-
~ungen zur Informatio~ des Benutzers. Die folgenden Texte 
koenne~ in diesem ZusamMenhang ausgegeben werden: 
+ + + + + 0 eck ex ist i er t ~ ich tin de r 0 a te i 
+++++ Deck wurde im ~odus K6 erzeugt 
+++++ Datei ist schreibgeschuetzt 
+++++ zuviele Decks i~ der Datei 
+++++ Deck existiert schon 
+++++ Deck existiert nicht 
+++++ Deck ist Ausgabe-File 
+++++ Fehler im leitblock 
+++++ falsche Kartenart 
+++++ falsche Blocknummer 
+++++ falsche Checksumme 
+++++ Puffer voll 
+++++ Datei-Information nicht i~terpretierbar 
+++++ kei~ Platz - Datei kann ni cht erweitert werden 
+++++ Warnung: Datei ka~n nicht ausreichend erweitert werden 
+++++ War~u~g: Datei ist schreibgeschuetzt 
Einige dieser Meldungen fuehren zu einer anschliesse~de~ 
Fehlermeldung des Editors mit Abbruch der Bearbeitu~g der 
Ei~gabe, andere werden nur zur Information ausgegeben u~d 
beeinflussen die weitere Bearbeitung nicht. 
Bei einigen Operationen kann es vorkommen, dass der Editor 
nicht behebbare SSR-Fehler verursacht, etwa wenn versucht 
werde~ soll, in eine Texthaltungsdatei zu entzerren, auf die 
Schreibsperre gesetzt ist. In diesem Fall wird die betref-
fende SSR-Fehlermeldung ausgegeben u~d die Bearbeitu~g der 
Ei~gabe bee~det; ein Abbruch des Editor-laufes erfolgt ~ur 
dann, wen~ dieser Fehler schon waehre~d der Anfangsbehand-




2.3. Hinweise fuer die Bedienung 
2.3.1. Steuerung der Text-Fi les 
Ueblicherweise wird das zu bearbeitende COSY-Deck durch ge-
eiQnete Angabe des Parameters DECK im Kommando #EDIT ausge-
waehlt. Wenn man einen neuen Text eintraqen will, gibt man 
den Namen eines noch nicht existierenden Decks auf diesem 
Parameter an; der Editor erzeugt dann dieses Deck und erwar-
tet die EinQabe von Text in das Deck. Wenn man existierenden 
Text veraendern will, qibt man den zuqehoerigen Deck-Namen 
als Parameter DECK an; der Editor startet dann den im Ab-
schnitt 1.2.2. beschriebenen Back-up-Mechanismus fuer dieses 
Deck. 
In beiden Faellen kann dann das Eintragen neuen Textes und 
die Editierunq alten Textes erfolgen. Diese Editierung kann 
innerhalb des aktuellen Editier-Puffers in beliebiQer Rei-
henfolQe an beliebiQen Stellen erfolQen; hier gibt es keine 
EinschraenkunQen in Bezug auf die ReihenfolQe einzelner Edi-
tiervorqaenQe, solange der verfueqbare Speicherplatz aus-
reicht. Wenn es jedoch notwendig ist, den Editierpuffer aus-
zutauschen, so kann dies nur in Vorwaerts-Richtung gesche-
hen; eine Rueckkehr zu einem Pufferinhalt, der schon in den 
Ausgabe-File ausqeschrieben wurde, ist nicht moeglich. Falls 
eine solche Rueckkehr zu einem frueheren Puffer einmal not-
wendig wird, muss der Editierlauf bis zum Ende der bearbei-
teten Files durchqefuehrt werden - dies kann am einfachsten 
durch das Kommando " EX" erreicht werden -, und in einem wei-
teren Editierlauf muss dann wieder auf die gewuenschte Stel-
le positioniert werden. Wenn man die Beendigung des Opera-
tor-Laufes und den anschliessenden Wiederstart vermeiden 
will, so kann man denselben Effekt auch durch Ausgabe des 
Restes des Decks (etwa durch "100000P"), Abschliessen des 
Ausgabe-Files durch "EF" und anschliessende neue Back-up-
Editierung durch "EB" erzielen. 
We~~ ma~ verschiedene Decks mitei~a"der mischen wiLL, ist 
es ratsam, auf die Back-up-Editierung zu verzichten und die 
zu bearbeitenden Decks explizit durch die Kommandos "ER" 
und "EW" zum Lesen bzw. Schreiben auszuwaehlen . Dabei ist 
zu beachten, dass Eingabe-Files ohne weitere Aktion durch 
Eroeffnen eines neuen Eingabe-Files gewechselt werden koen-
nen, waehrend ein eroeffneter Ausgabe-File zuerst durch "EF" 
geschlossen werden muss, ehe ein neuer Ausgabe-File eroeff-
net werden kann. Diese Rege l gi lt auch fuer Edi t ierung im 
Back-up-Betrieb. 
Wenn ein Back-up-lauf aus irgendeinem Grund nicht ordnungs-
gemaess beendet wurde - d.h. wenn der Operator lauf beendet 
wurde, ohne dass der Ausgabe-File durch eines der Kommandos 




dahi~ erzeugte~ Ergeb~isse i~ ei~em Deck mit dem (reservier-
ten) Namen TEMP&BACK&UP. I~ diesem Fall kan~ - zur Sicheru~g 
dieser Daten - kein neuer Back-up-Lauf gestartet werden. Um 
nun den abgebrochenen Editier-Lauf fortzusetzen, geht man 
zweckmaessigerweise folgendermassen vor: 
- Man erzeugt durch "EW" ein neues Deck, das die Ergebnisse 
des Laufes aufnehmen soll. 
- Man eroeffnet das Deck TEMP&BACK&UP durch "ER" als Einga-
be-File. 
- Man liest mit einem Kommando ""', gefolgt von einer geeig-
~eten A~zahl von "P"-Kommandos, den Text des Eingabe-Files 
ei~ und schreibt ihn in den Ausgabe-File; dabei empfiehlt 
es sich, den so umkopierten Text sich wenigstens stueck-
weise durch "T"-Kommandos anzusehen, um festzustellen, wie 
weit dieser Text im Deck TEMP&BACK&UP enthalte~ ist. 
- Ma~ eroeffnet das Deck, das im abgebrochenen Back-up-Lauf 
bearbeitet wurde, durch "ER" als neuen Ei~gabe-File. 
- Ma~ sucht durch eine geeignete Folge von Such-Kommandos 
des Typs " " das Ende des bis dahin schon ausgegebenen 
Textes, ohne dabei Ausgabe-Informatio~ zu produziere~. 
- Da~n wird durch das Kommando "O,.K" der Anfang des Edi-
tier-Puffers geloescht, da dieser ja schon ausgegebe~e~ 
Text enthaelt. 
- Ab jetzt kann der Editier-Vorgang wie ueblich fortgesetzt 
we r den. 
- We~~ man will, ka~n man abschliessend durch Umkopiere~ 
den I~halt des neuen Ausgabe-Files in das ursprue~glich 
bearbeitete Deck zurueckschreibe~; dazu ist es jedoch not-
we~dig, dieses Deck vorher zu loeschen. I~ jedem Fall kann 
das Deck TEMP&BACK&UP dan~ geloescht werden, um weitere 




2.3.2. Aufsuchen von Textstellen 
Zum Aufsuchen einer bestimmten Stelle, an der ein Text be-
arbeitet werden soll, geht man am besten in mehreren Schrit-
ten vor: 
- Zuerst sucht man eine markante Stelle im Text - z.B. die 
Deklaration der Routine, in der man etwas aendern will -, 
die vor der zu aendernden Stelle lieQen sollte. Da bei 
laenqeren Texten diese Suche im allQemeinen Puffer-Aus-
tausch beinhaltet, ist es empfehlenswert, die Suche durch 
ei~ "N'I-Kommando zu starten. 
- Nach dieser qrossraeumiQen Positionierung sucht man nun 
- am besten wieder mittels "N'I - einen geeiqneten Strinq 
in der Naehe der zu veraendernden Stelle, zweckmaessiger-
weise wieder vor dieser, etwa eine Sprunqmark e innerhalb 
der Routine. Dieser zweite Suchschritt kann oft auch ent-
fallen. 
Von dort aus kann man dan" durch ein "l"-Kommando auf derr 
Anfang der zu veraendernden Zei le positionieren, falls man 
dies mit den vorherigen Schritten nicht schon getan hat. 
- Innerhalb der lei le kann man durch "C"- urtd "R"-Kommandos 
vor- u"d zurueckpositionieren; man kan" aber auch durch 
Suche nach geeigneten Zeichengruppen den Zeiqer auf eine 
beliebige Stelle der Zei le positionieren. Fuer diese Suche 
empfiehlt sich die Verwendur'lq des Kommandos "SII, damit man 
nicht durch Fehlbedienunq - etwa einen Tipp-Fehler im 
Suchstrinq - einen unqewollten Pufferaustausch verursac ht 
und damit die Positionierunq wieder verli ert. 
Diese mehrstufig e Form der Positioni er ung sieht recht um-
staendlich und kompliziert aus, kann jedoch durch die Form 
der Editor-Sprache recht einfach realisiert werden, wie das 
fOlQende Beispiel zeiQt: 
Eine Text enthalte die Quellen mehrerer FORTRAN-R outinen. In 
der Routine DELETE soll 4 Zeilen hinter der Marke 1000 ein 
zusaetzlicher Summand in einer) arithmetischen Ausdruck ein-
gefuegt werden. Dazu ist es z.B. erforderlich, den ZeiQer 
vor die dritte schliessende Klammer dieses Ausdrucks zu po-
sitionieren, da dort der neue Summand einqefuegt werden 
soll. Diese Positionierung kann durch die folgenden Komma n-
dos errei cht werden: 
I NSUBROUTINE DELETE$ N 1000 $ 4L 35)$ 
Oie Blanks zwischen den einzelnen Kommandos brauchen natuer-





Der hier gezeigte allge meinst e Fall der Positionierung ver-
einfacht sich in den meisten <a ellen dadurch, dass entweder 
einer der Suchstrings schon so gewaehlt werden kann, dass 
man durch die Su che di rekt auf die zu veraende rnde Stelle 
positioniert, oder dass man bei mehreren aufeinanderfolgen-
den Editier-Operati onen jewei ls von der zuletzt bearbeiteten 
Stelle aus weiterpositioniert. 
Wenn im obigen Beispiel etwa in der zu bearbeitenden Zei le 
ein Aufruf der Routine DlOG vorkommt, u~d wenn man sicher 
ist, dass dies im gesamten Text der zweite Aufruf dieser 
Routin e ist, so kan'l man durch das Kommando 
I 2ND LOGS I 
direkt auf diese leile positionieren. Ebenso kann man etwa 
di rekt durch da s Kommando "4L" auf diese Zei le posit ionie-
rer'l, wenn mar'l del"'l Zeiger zuletzt in der lei le mit der Marke 
1000 stehen hatte . 
Aus dem hier Gesagten geht hervor, dass oie aktuelle Zeiger-
Position ein wichtiger Parameter jedes Editier-Vorganges 
ist. Es ist daher oft noetig, die aktuelle Zeiger-Position 
fuer spaetere Verwendung festzuhalten. Da dieser Position 
ein numerischer Wert entspricht - naemlich die Anzahl der 
leichen im Puffer vor dem Zeiger -, kann man die aktuelle 
Position als numerischen Wert in ein Q-Register speichern, 
etwa durch das Kommando " . UN " in das Register N. Der Wert 
diese s Registers steht dann fuer spaetere Verwendung als 
numeri scher Parameter in weiteren Editor-Kommandos aLs das 
Symbo l "QN" zur Verfuegung. So kann man etwa zu ei nem spae-
teren Zeitpunkt, falls bis dahin noch kein Puffer -Aust au sch 
vorgenomm en wurde, durch das Kommando "QNJ" den Zeiger wie-
der auf die fruehere Position richte", oder man kann, wenn 
der Zeiger auf eine neue Position im Puffer weist, den Be -
reich zwischen der alten und der neuen Position durch das 
Kommando 
~bZW. ~ 
(jenachdem , ob die neue Position hinter oder vor der alten 
liegt) ausgeben oder durch 
~bZW. G 
loeschen. 
Text wird grundsaetzlich an der Stelle in den Editier-Puffer 
eingetragen, auf die der Zeiger gerade weist. Beim Eintippen 
von Texten, bei denen man ein bestimmtes Oruckbi ld durch Be-
ginn der Zeilen in bestimmten Spalten erreichen will, ist es 
oft am einfachsten, den Zeiger vor dem Eintragen auf das En-
de der vorhergehenden lei le zu positionieren, da man dann 
als erstes leichen einen Zei lenwechsel eingeben muss und so-




niert man, indem man durch "nL" auf den Anfang der naechsten 
Zeile positioniert und dann durch "R" vor den Zeilenwechsel 
zurueckgeht. Mehrere aufeinanderfolgende Eintragungen kann 
man auf diese Weise spaltenrichtig machen, indem man jede 
Eingabe ohne abschliessenden Zei lenwechsel abschickt und 
dann als erstes Zeichen im folgenden Eingabe-String (also 
im allgemeinen als erstes Zeichen nach dem folgenden "1"-
Kommando> einen Zei lenwechsel eingibt. Da der Puffer-Zeiger 
nach jeder Eintragung hinter diese geschoben wird, fuehren 
aufeinanderfolgende Eingaben ohne weitere Positionierung zu 
einem fort laufenden Text. 
Zur Vermeidung von Missverstaendnissen sei hier noch einmal 
darauf hingewiesen, dass das Zei lenwechsel-Zeichen als letz-
tes Zei ehen ei ne r Zei le aufgefasst wi rd, auch bei dem hier 
beschriebenen Verfahren des spaltenrichtigen Eintippens. Die 
Eingabe erfolgt in diesem Fall strenggenommen nicht zwischen 
zwei lei len, sondern die 'leuen lei len werde" in die vorher-
gehende Zeile eingeschoben, so dass aus dieser einen Zei le 
nachher mehre re geworden sind. Dies ist hier ja ohne weite-
res moeglich, da der Zeilenwechsel als normales Textzeichen 
aufgefasst wird und da somit Trennen und Zusammenfassen von 
Zei len nur Einfuegen bzw. Loeschen von Zei lenwechsel-Zei ehen 
ohne Umstrukturierung des Textes bedeutet. 
Die beiden Schritte des Positionierens und des eigentlichen 
Editie rens lassen sich fuer den Vorgang der Ersetzung eines 
Textstuecks durch ein anderees - glei eher oder vercshiedener 
Lae"lg e - in vielen F'aellen durch ei" einziges Kommando "FS" 
bzw . "fN" durchfuehren. Dieses Kommando sucht den ersten der 
beiden als Parameter angegebenen Strings, loescht diesen 
String im Editier-Puffer und fuegt an seiner Stelle den als 
zweiten Parameter angegebenen String ein; der Zeiger steht 
anschliess end hinter dem so ersetzten String. 
Wenn man etwa den fuenften Aufruf CALL DELETE durch den Auf-
ruf CALL STORE ersetzen will, so kann dies durch das Komman-
do 
ISFSCALL DELETESCALL STORES I 
in einem Schritt geschehen. Im naechsten Abschnitt werden 
Methoden besprochen, mit denen man eine solche Ersetzung 





2.3.3. Wiederholte Ausfuehru~g vo~ Komma~dos 
Es gibt im wese~tliche~ vier verschiede~e Moeglichkeite", 
Editier - Vorgae~ge, die ma" mehrfach ausfuehre~ moechte, aber 
"ur ei"mal spezifiziere" will, durch geeig"ete Wiederho-
lu~gskomma"dos mehrere Male a"zustosse,,: 
- We"" ma" weiss, dass ma" ei~e Ei"gabe a~ de" Editor spae-
ter in ge~au derselben Form noch einmal eingeben muss, so 
ka"" ma" diese Ei"gabe i~ ei~es der Q-Register fuer die 
spaetere Verwe~du"g als Makro rette". Dazu gibt ma~ als 
erstes Zeichen der naechsten Eingabe einen Stern (U." ) 
ein, gefoLgt von einem Register-Namen, etwa in der Form 
"'1". Die zuletzt ei~gegebe"e Komma~do-Folge wird da,,~ i" 
das Q-Register, das ma" spezifiziert hat - i" u"serem Bei-
spiel das Register 1 - ei"getrage~, ehe die "eue Ei"gabe 
weiter abgearbeitet wird. Die dort gespeicherte Komma"do-
folge kan~ da~~ jederzeit durch ei"e" Makro-Aufruf - im 
obige~ Beispiel das Komma"do "1'11" - wieder zur Ausfueh-
ru~g gebracht werde~. 
Diese Art der Wiederholu"gs-A"weisu~g ist auch da"~ ~uetz­
lich, we~~ ma~ ei~e lae"gere Ei"gabe falsch gemacht hat. 
In diesem Fall kann man den Fehler behebe~ u"d die Ei"gabe 
durch den Makro-Aufruf wiederhole~. We"n ma~ zum Beispiel 
auf die lei le mit dem Suchstring "SEARCH II positionieren 
will und fuer diese Stelle ei~e komplexe Editieru"gs-Ope-
ration spezifiziert: 
I SSEARCH$ 
dabei aber de~ Zeiger schon hinter der gesuchten Stelle 
stehen hat, da~n wird das Such-Kommando und mit ihm die 
folgende Editieru"g zurueckgewiese", wei l der Suchstri~g 
dann nicht mehr gefu~de~ wird. Ma" ka~" de~ Schade~ da~~ 
durch Ei"gabe der Kommando-Folge 
J 1'11 I 
beheben: Das alte Komma"do wir d durch "'1" in Register 1 
gerettet; dan~ wird durch "J" der Zeiger auf den Puffer-
A~fang gesetzt, u~d schliesslich wird das Kommando durch 
"1'11" wieder zur Ausfuehrung gebracht. 
Aehnli ch, wenn auch etwas umstaendli cher, kan~ man auch 
Komma"dos repariere", die i~ sich falsch si"d: 
- Man rettet zuerst das falsche Kommando in ein Q-Regi-
ster, etwa durch "*3" in Register 3. 
- Da"n schreibt man de~ l~halt des Editier-Puffers in ein 
a"deres Q-Register, etwa durch "HXA" in Register A. 
- Hierauf loescht ma" de~ Editier-Puffer durch "HK". 
- In den nun leeren Puffer laedt man das falsche Komma~do, 
in unserem Beispiel durch "G3". Dabei ist zu beachten, 
dass nach einem "G"-Komma"do der Puffer-Zeiger immer 




am Puffer-Ende. Es ist also zweckmaessig, fuer das wei-
tere Vorgehen den Zeiger durch das Kommando "J" auf den 
Puffer-Anfang zu schieben. 
- Das falsche Kommando kann nun, wie jeder andere Text, 
editiert und damit korrigiert werden. 
- Anschliessend uebertraegt man das korrigierte Kommando 
zurueck in sein Register, im BeispieL durch "HX3 11 ins 
Register 3. 
- Dann wird wieder durch "HK" der Puffer geloescht. 
- Schliesslich wird der alte Puffer-Inhalt aus seinem Re-
gister in den Editier-Puffer gelesen, in unserem Fall 
durch "GA". Dabei ht wieder die Stellung des Puffer-
Zeigers zu beachten. 
- Wenn der Zeiger dann auf die dchtige Stelle des Puffers 
weist, kann das fragliche Kommando durch Makro-Aufruf 
wiederholt werden, in unserem Beispiel durch "M1". 
Es sei darauf hingewiesen, dass diese ganze Prozedur eini-
ge Uebung im Umgang mit dem Editor verlangt. Insbesondere 
benoe tigt man einige Erfahrung, wenn waehrend dieser Kor-
rektur-Phase noch einmal ein Fehler auftritt, da man dann 
bei einer falschen Reaktion leicht den Puffer-Inhalt zer-
stoert. Daher sei einem Neuling in der ArbeH mH dem Edi-
tor dring e nd abgeraten, solche Operationen durchzufuehren, 
we nn der Editier-Puffer wichtige, nicht restaurierbare 
Daten enthaelt. 
- Ein e zw e ite Moeglichkeit, Editier-Vorgaenge mehrfach aus-
fuehren zu Lassen, ist da"" gegeben, wen" man schon im 
Voraus weiss, dass eine bestimmte Operation n-mal ablaufen 
soll. Man spezifiziert dann fuer diese Operation n-fache 
Ausfuehrung, indem man sie in eine Iterationsklammer mit 
dem Wiederho l ungsfaktor n einschliesst. Wenn etwa an 10 
Stellen hintereinander, an denen die Variable IBUF in ei-
ner Programm-Quelle auftritt, diese durch die Variable 
ABUFF zu ersetzen ist, so kann dies durch die Iterations-
anweisuP"I9 
I 10<FSIBUFSABUFFS) I 
spez i fiziert werden. Analog koennen auch Folgen von Edi-
tor-Kommandos durch Einschliessen in Iterationsklammern 
n-fach durchlaufen werden. Es ist dabei ohne weiteres 
moeglich , solche Iterationen zu schachteln, indem man die 
zugehoerigen Iterationsklammern schachtelt. 
- In aehn l icher Weise kann man Editier-Vorgaenge, die an das 
Auftreten bestimmter Strings im Text gebunden sind, fuer 
jedes Auftreten dieser Strings im ganzen Text ausfuehren 
lassen. Man schliesst die zu iterierenden Kommandos dazu 
ebenfalls in lterationsklammern ein, gibt aber keinen Wie-
derholungsfaktor vor der Klammer an. In diesem Fall hat 
man jedoch innerhalb der Iterationsklammer ein Such-Kom-
mando, das auf den genannten String positioniert. Unmit-
telbar hinter dieses Such-Kommando fuegt man dann ein Se-




derholt, bis die Suche ergeb~islos wird; da~~ erfolgt al-
lerdi~gs kei~e Fehlermeldu~g, so~der~ ~ur ein Spru~g aus 
dieser lteratio~. Wenn ma~ etwa alle die Zeile~ im Edi-
tier-Puffer protokolliere~ will - dies geschieht durch 
Komma~dos "OTT" -, die ei~e~ U~terprogramm-Aufruf i~ ei~em 
FORTRAN-Programm e~thalte~, so ka~~ dies durch die ltera-
tiof'lsaf'lweisung 
I <5 CAL~ S; OrT> I 
spezifiziert werde~. A~alog ka~n ma~ auch die Variable IBUF 
a~ alle~ Stelle~ im ga~ze~ Text, a~ de~e~ sie auftritt, 
durch die Variable ABUFF ersetze~, i~dem ma~ die folge~de 
lteratio~ spezifiziert (ma~ beachte dabei de~ Unterschied 
zu dem Beispiel des vorigen Absch~itts!): 
I <FNIBUFSABUFFS;> I 
Es ist auch bei lteratio~e~ dieser Art oh~e weiteres moeg-
lieh, geschachtelte lteratio~e~ zu spezifizieren; ebe~so 
kann ma~ auch lteratio~e~ beider Arte~ zusamme~ verwe~den. 
A~alog ka~~ man als Abbruchbedi~gu~g fuer ei~e solche u~­
beschraenkte Iteration auch spezifiziere~, dass irge~dei~ 
~umerischer Parameter 0 werde~ soll. Dazu schreibt ma~ 
hi"ter diese" Parameter ein Semikolon ( 11;" ); wie im vo-
rige~ Fall erfolgt dan~ ein Spru~g aus der lteratio~, we~~ 
die Abbruch-Bedi~gu~g - i~ diesem Fall der Null-Durchga~g 
des Parameters - erfuellt ist. We~n ma~ zum Beispiel die 
ZC1-Werte aller Zeiche~ im Puffer ausgebe~ lasse~ will, so 
kan~ dies durch die folge~de lteratio~sa~weisu~g geschehe~: 
I <.-Z; 1A= c> I 
We~n der Zeiger am Puffer-E~de steht, ist der Wert vo~ "." 
gleich der A~zahl aller Zeiche~ im Puffer, also gleich "Z", 
u~d somit ist der Ausdruck ".-Z" gleich 0, was zum Bee~den 
der lteratio~ fuehrt. A~dernfalls wird durch "1A=" der ZC1-
Wert des naechste~ Zei che~s ausgegebe~ u~d durch "c" um ei ~ 
Zeichen weiterpositio~iert. Auch diese Form der lteratio~ 





2.3.4. Kop;eren von Text-Stuecken 
E;ne Operat;on, d;e man be;m Edd;eren relat;v haeuf;g be-
noet;gt, ht das Versch;eben e;nzelner ZeHen oder Bere;che 
von Ze; len. H;erzu lassen s;ch d;e Q-Reg;ster zweckmaess;g 
e;~setze~, u~d zwar sowohl als Tra~sportm;ttel fuer d;e zu 
kop;erenden Textte; le als auch als Zwhchenspe;cher fuer d;e 
Grenze~ d;eser Bere;che. O;e Bed;enu~g der Reg;ster erfolgt 
am bequemste~ etwas versch;ede~, ;n Abhae~g;gke;t davo~, ob 
ma~ e;~e best;mmte Anzahl von Ze; len kop;ere~ wHl, oder ob 
ma~ bel;eb;g abgegre~zte Textbere;che bearbe;te~ w;ll. Zu-
~aechst soll h;er d;e erste d;eser Operat;o~swe;sen beschr;e-
be~ werde~: 
- We~~ ma~ ~ Ze; len ;m Text versch;ebe~ oder zusaetzl;ch a~ 
e;ne oder mehrere a~dere Stellen kop;eren w;ll, pos;t;o-
n;ert ma~ zunaechst den Ze;ger auf d;e ;m Absch~;tt 2.3.2. 
beschr;ebene We;se auf de~ Anfang der ersten zu kop;eren-
de~ ZeHe. Das letzte PosH;on;erungs-Kommando w;rd dabe; 
im allgemeinen ein Kommando "mL " sein, das auf diesen Zei-
lena~fa~g pos;t;o~;ert. 
- O.n~ kop;ert man durch e;~ Komma~do "~X;" d;e gewue~schten 
Ze; len ;~ e;n Q-Reg;ster. We~n ma~ zum Be;sp;el zwe; Ze;-
le~ kop;ere~ wHl, kan~ ma~ d;ese durch "2XC" ;n das Reg;-
ster C uebertragen. 
- We~n d;e zu kop;erende~ ZeHen;m Quell-Bere;ch geloescht 
werde~ sollen, so ka~~ man d;es unm;ttelbar anschl;essend 
durch das Kommando "~K" tun, ;~ u~serem Be;sp;el durch das 
Kommando "2K". 
Dann positioniert man - oft wieder durch ein "mL"-Kommando 
- auf den A~fa~g der Ze; le, vor d; e der zu kop;erende Text 
e;~geschobe~ werde~ soll. Ma~ ka~~ a~ d;eser Stelle des 
Vorgangs auch Puffer austausche~ u~d E;~- u~d/oder Ausga-
be-f;le wechsel~ und auf d;ese We;se Textstuecke vo~ e;nem 
Deck ;n e;~ a~deres kop;eren. 
- Schl;essl;ch kop;ert ma~ durch e;~ "G;"-Komma~do - ;m Be;-
sp;el durch das Komma~do "GC" - den Text aus dem Reg;ster 
;n de~ Ed;t;er-Puffer zurueck. Der Ze;ger steht a~schl;es­
se~d d;rekt h;nter dem e;nkop;erten Text. 
- Da das Reg;ster durch das "G;"-Kommando ~; cht geloescht 
w;rd, kan~ man anschl;essend be; Bedarf we;terpos;t;o~;e­
re~ u~d de~ Text auch a~ a~dere Stelle~ e;ntragen. 
We~~ man d;e be;den Ze;le~ des ob;ge~ Be;sp;els etwa um v;er 
Ze; le~ wedersch;eben u~d a~ der ursprue~gl; chen Stelle loe-
sche~ w;ll, so kann d;es ~ach Pos;t;o~;eru~g auf de~ A~fang 
der ersten der be;den Ze; len durch d;e folge~de~ Kommandos 




wieder nur der Uebersichtlichkeit wegen eingefuegtl: 
I 2 xe 2K 4L Ge I 
Ein aehnli ches Verfahren laesst sich anwenden, wenn man Text-
stuecke kopieren will, die keine ganze Anzahl von Zeilen um-
fassen. Man muss in diesem Fall lediglich Anfang u'ld Ende der 
zu kopierenden Texte separat durch eigene Positionierungen 
bestimmen. Dazu geht man zweckmaessigerweise folgendermassen 
vor: 
- Man positioniert zuerst auf den Anfang des zu kopierenden 
Bereiches und merkt sich diese Position in einem Q-Regi-
ster, etwa durch das Kommar'ldo " .. UNI! im Register N. 
- Dan'l positioniert man auf das Ende des zu kopierenden Be-
re; ches. 
- Jetzt kann man den Berei ch zwischen der alten U'ld der 'leu-
en Zeiger-Position durch ein Kommando des Typs II m,nXi" i" 
ei" weiteres Register eintrage", i" ur"lserem Beispiel durch 
das Kommando "QN,.XB" etwa in das Register B. 
- Wenn der Quell-Bereich geloescht werden soll, so kan'l dies 
'lun durch ei" Kommando des Typs "m,,,K" gescheher'l, im Bei-
spiel durch das Kommando "QN,.K". 
- Oa,,'1 positior'liert ma" auf die StelLe, an der der Bereich 
eingetragen werden soll. Auch hier kann man wieder Puffer 
austauschen oder die files wechseln. 
Wie im a"deren Fall ka"" jetzt der Bereich durch ei" "6i"-
Kommando in den Text-Puffer eingetragen werden, im obigen 
Beispiel durch "GB". Der Zeiger steht anschliessend wieder 
hinter dem eingefuegten Text. 
Auch hier kann der kopierte Text durch weitere Positionie-
rungen und weitere "Gi"-Kommandos mehrfach eingetragen wer-
den. 
Vergleicht man die beiden formen der Kopier-Operation, so 
stelLt mar'l fest, dass sie sich '"Iur in der Form der "X"- und 
IIK"-Kommandos ur'!terscheider'!, wobei die zweite form zwei Pa-
rameter benoetigt und daher im allgemeinen fuer einen dieser 
Werte die Verwendung eines weiteren Q-Registers erfordert. 
Mit den hier besprochenen Operationen lassen sich im wesent-
lichen alle ueblicherweise benoetigten Editier-Vorgaenge 
durchfuehren. Speziell lassen sich auch alle vom Operator 
PS&TEXTHAL T zur Verfuegung gestellten Operat ionen nachbi l-
der'!, mit der Ei"schraeflkufl9, dass eifle NumerierUr'l9 der Text-
Zei len hier 'licht erfolgt, da sie einerseits ueberfluessig 
ist und da sie andererseits dem hier vertretenen Konzept der 




3. Technische ReaLisierung des Editors 
3.1. Zur ImpLement ierung 
3.1.1. Programm-Aufbau 
Der Operator SB&EDIT ist in seiner derzeitigen Form (Version 
(4.08» aus insgesamt 9 Montageobjekten aufgebaut. Vier die-
ser Montageobjekte biLden das eigentLiche Editor-Programm: 
- Das Montageobjekt TEeO enthaeLt das Hauptprogramm des Edi-
tors sowie eine Routine zum EinLesen der Editor-Kommandos. 
Das Hauptprogramm uebernimmt die Anfangsorganisation des 
Editor-Laufes, zu der die UmschLuesseLung und Ueberprue-
fung der im Kommando #EDIT uebergebenen Parameter gehoe-
ren, sowie die InitiaLisierung der Status-VariabLen des 
Editors. Ebenso wird hier die zu bearbeitende eOSY-Datei 
eroeffnet, und die ALarmbehandlung wird initiaLisiert. 
Die weiteren Aktionen des Hauptprogramms bestehen dann 
LedigLich aus dem abwechseLnden Anstoss der EinLese-Routi-
ne TEXTIN (im gLeichen Montageobjekt) und des Kommando-In-
terpreters ANALYSE (im Montageobjekt TEAN). 
Das Montageobjekt TEeO ist tei Lweise in PS440 geschrieben, 
doch sind die Tei Le, die dem Betriebssystem naeher stehen, 
wie Startsatz-Interpretation und Datei-BehandLung, sowie 
aus Zeitgruenden auch die UmschLuesseLung in der EinLese-
Routine durch TAS-Einschuebe reaLisiert. 
- Das Montageobjekt TEAN besteht nur aus der Routine ANALYSE, 
die das im Eingabe-Puffer stehende Editor-Programm abar-
beitet und auf FehLer ueberprueft. Jedesmal, wenn diese 
Routine eines der Editor-Kommandos erkannt hat und die zu-
gehoerigen Parameter besorgt hat, fuehrt sie entweder das 
Kommando s eLbst aus oder stoesst die Ausfuehrung durch 
einen geeigneten Aufruf einer Routine aus einem der Monta-
geobjekte TESUB oder TEFIL an. 
Aus Gruenden der UebersichtLichkeit und der besseren Doku-
mentation - insbesondere im HinbLick auf die Uebertragung 
auf andere Rechner - ist das Montageobjekt TEAN voLLstaen-
di gin PS440 gesch ri eben. 
- Das Montageobjekt TESUB enthaeLt eine Reihe von HiLfsrou-
tinen, die bei der Ausfuehrung der Editor-Kommandos von 
verschiedenen SteLLen des Interpreters ANALYSE gebraucht 
werden: 





- TEX TOUT 
Ausgabe von FehLermeLdungen 
Ueberpruefung von numerischen Bedingungen 
Ueberpruefen und Bestimmen von Registernamen 
PLatzreservierung fuer Q-Register 
Loeschen von Q-Registern 












Umformen numerischer Werte in Textform 
Suchen von lei Lenwechse Ln 
Suchen nach abschLiessenden KLammern 
Aufbereitung von String-Parametern 
Suchen von Strings im Eingabe-Text 
Berechnung numerischer Parameterwerte 
Montageobjekt TESUB ist aus den obengenannten 
voLLstaendig in PS440 geschrieben. 
- Das Montageobjekt TEFlL steLLt die Datei-SchnittsteLle des 
Editors dar; es enthaeLt aLLe Routinen, die zum EinLesen, 
Entzerren, Komprimieren und Ausschreiben der zu bearbei-
tenden Texte sowie zur ManipuLation der eOSY-Datei und der 
Decks in dieser Datei benoetigt werden: 
- PAGElN EinLesen von der eOSY-Datei 
- PAGEOUT Komprimieren und Ausschreiben auf die eOSY-
- ROP EN 
- WeREATE 
- FN AME 





- X P AN 0 
- FSPAeE 
Datei sowie Schliessen des Ausgabe-Fi Les 
Eroeffnen des Eingabe-Fi Les 
Erzeugen des Ausgabe-Fi Les 
Suchen eines Decks in der eOSY-Datei 
Ausgabe von Deck-Namen 
Loeschen von Decks 
Eroeffnen und Erzeugen von Texthaltungsdateien 
Entzerren in eine Texthaltungsdatei 
Bearbeitung einer Texthaltungsdatei be e nden 
eOSY-DarsteLLung entzerren 
eOSY-Datei bei Bedarf erweitern 
Die Routinen dieses Montageobjekts sind nur zum kLeinen 
Tei L in PS440 geschrieben; um PLatz zu sparen und schneLle 
Abarbeitung zu erzielen, ist der groesste Teil durch TAS-
Einsthuebe reaLisiert. 
Da die Schnittste LLe eines PS440-Programms zum Betriebssy-
stem weitgehend durch Routinen einer vorgegebenen BibLio-
thek, durch die sogenannten IOe-Dienste, reaLisiert wird, 
kommen zwei weitere Montageobjekte hinzu, die diese loe-
Dienste ent haLten. Bei der ImpLementierung des Editors zeig-
te es sich aLLerdings, dass die standardmaessig zur Verfue-
gung stehenden IOe-Dienste sich durch hohen PLatzbedarf, 
langsame Ausfuehrung und genereLLe UnzuverLaessigkeit aus-
zeichnen. Aus diesem Grund wurden sie durch zwei Montageob-
jekte ersetzt, die genau die benoetigten DienstLeistungen 
in Form eigener TAS-Unterprogramme mit den Namen der zuge-
hoerigen 10e-Dienste enthalten. Es handeLt sich dabei um 
die beiden Montageobjekte: 
- 10eOSB : Anfangs- und Ende-Organisation des Operator Laufs 
- IOe9SB : Ausgabe von Texten 
Durch diese Aenderungen wurde der Operator um etwa 10 K 
kLeiner und etwa um ein DritteL schneLLer. 





Behandlung von ALarmen 
BehandLung von SSR-FehLern 




aus der oeffentl;chen Datenbas;s. 
Der Operator ist zur Zeit 20 K gross; davon entfallen 8 K 
auf Konstante und Befehle sowie 12 Kauf Var;able, von den 
letzteren w;eder 11 Kauf d;e verschiedenen Puffer des Edi-
tors, d;e in d;eser Version des Operators noch statisch ver-
waltet werden. 
3.1.2. Kapazitaet 
Der Ed;tor verfuegt ueber e;nen grossen Textpuffer, in dem 
der Editier-Puffer sowie die in Q-Reg;stern gespeicherten 
Texte verwaltet werden, sow;e ueber mehrere kle;ne Puffer, 
;n denen Eingaben und Str;ng-Parameter gespe;chert werden. 
Aus dem statisch festgelegten Umfang dieser Puffer ergeben 
sich bei der hier beschriebenen Version (4.08) des Editors 
bestimmte obere Grenzen fuer die Laengen der Texte, d;e auf 
einmal bearbeitet werden koennen: 
- Im Editier-Puffer und in allen Q-Registern zusammen koen-
nen nie mehr als 16 K Ze;chen (16384 Zeichen) gespeichert 
werd e n; die Auftei lung auf den Editier-Puffer und die Q-
Register ist dabei beliebig. Q-Register, die leer sind 
oder numerische Parameter enthalten, sind bei d;eser Ka-
pazitaets-Berechnung nicht zu beruecksichtigen, da sie 
keinen Platz im Textpuffer beanspruchen. 
Oie Laenge e;ner Eingabe an den Editor ist auf eine Ach-
telseite (768 Zeichen) beschraenkt; dies gilt sowohl fuer 
Eingaben von der Konsole als auch Eingaben von Kommando-
Files aus mittels des Kommandos "EI". Laengere E;ngaben 
vom Terminal aus werden ignoriert, was im Saarbruecker 
ZVR-System insofern ke;ne Einschraenkung darstellt, als 
h;er Eingaben sowieso auf eine Achtelseite beschraenkt 
s;nd . laengere Eingaben von einem Kommando-File aus werden 
nach 768 Zeichen abgeschnitten. 
String-Parameter werden im Editor in eine interne Darstel-
lung ueberfuehrt, ehe s;e in einem Kommando verwendet wer-
den. Oie Laenge dieser internen Darstellung ist auf 1 K 
(1024) Zeichen beschraenkt; diese Einschraenkung ist inso-
fern keine echte Einschraenkung, da die String-Parameter 
ja aus ;rgendwelchen Eingaben an den Editor zu entnehmen 
s;nd, d;e ihrerseits schon auf 768 Zeichen beschraenkt 
sind. 
We;tere Grenzwerte ergeben s;ch im Betrieb des Ed;tors le-
digl;ch fuer die Groesse der bearbe;teten Dateien; diese 
Grenzwerte sind durch die jeweiligen Plattenspeicher- undl 
oder LFD-Berechtigungen des Benutzers gegeben. 
In d;esem Zusam~enhang ;st es noch von Interesse zu erwaeh-
nen, dass der Plattenspeicher-Bedarf fuer die COSY-Datei 
22 . 9.78 
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durch die Kompression des Textes im allgemeinen gegenueber 
dem fuer eine Texthaltungsdatei nach TR440-Konvention be-
traechtlich verringert ist. So liegen die Einsparungen z.B. 
bei einer typischen FORTRAN-Quelle bei etwa 40 X; bei struk-
turiert aufgebauten Programm-Quellen kann die Einsparung so-
gar bis zu 60 X gegenueber einer Texthaltungsdatei betragen. 
Bei extrem kurzen Texten naehert sich die Platzeinsparung 
auf der Platte dem fuer uebliche Anwendungen gueltigen 
Grenzwert von 94 %. Beruecksichtigt man noch zusaetzlich, 
dass eine einzige COSY-Deck-Datei bis zu 49 verschiedene 
Decks enthalten kann, von denen bei konventioneller Abspei-
cherung jedes einzelne eine eigene Datei waere, so sind die 
Einsparungen insgesamt sogar noch groesser. Dieser Aspekt 
ist besonders bei der LFD wichtig, da hier die Anzahl der 
in einem BKZ erlaubten Dateien ueblicherweise sehr be-
grenzt ist. 
3.1.3. Dynami sche Puffer-Verwa ltung 
Zur Zeit befindet sich eine Erweiterung des Editor-Programms 
in Arbeit, deren Ziel es ist, die im vorigen Abschnitt ge-
nannten Kapazitaets-Beschraenkungen aufzuheben. Ab der Ver-
sion (5.00) wird der Editor mit einer dynamischen Pufferver-
waltung versehen sein, die es gestattet, die einzelnen Puf-
fer in ihrer Groesse den jewei ligen Erfordernissen anzupas-
sen. Diese dynamische Pufferverwaltung hat zur Folge, dass 
die im letzten Abschnitt genannten absoluten Grenzwerte 
durch Werte ersetzt werden, die sich unter einer gewissen 
Grenze nur aus den Berechtigungen des Benutzers ergeben. 
Als absolute Grenze, die dann fuer alle vom Editor zu einer 
Zeit gespeicherten Texte zusammen gi lt, sind 1 M (1048576) 
Zei chen vorgesehen. Diese Zahl bezieht sich selbstverstaend-
lich nur auf die Zeichen, die gerade vom Editor bearbeitet 
werden; die Anzahl der Zeichen in den bearbeiteten Dateien 
ist nach wie vor nur durch den verfuegbaren Platz auf dem 
Hintergrund begrenzt. 
UnterhaLb dieser absoLuten Grenze werden die Puffer im Edi-
tor nach Bedarf dynamisch vergroessert und verkleinert. Wer-
den die Puffer dabei insgesamt so gross, dass der Operator 
bei weiterer Vergroesserung die Kernspeicher-Berechtigung 
ueberschreiten wuerde, so wird eine weitere Vergroesserung 
des Puffers dadurch errei cht, dass der Puffer dann als vi r-
tueller Speicher gefuehrt wird. In diesem Fall befindet sich 
der Gesamt-Puffer, in Seiten untertei lt, auf dem Hinter-
grund, und nur die gerade zu bearbeitenden Seiten werden 
durch einen Paging-Algorithmus, der durch Page-Fault-Alarme 
gesteuert wird, in den Kernspeicher geladen. Die obere 
Grenze fuer die Groesse aller Puffer zusammen ergibt sich 
in diesem FaLL auch wieder aus der PLattenspeicher-Berech-
tigung des Benutzers. Aus Effizienzgruenden sollte man von 
Puffern dieser Groesse jedoch nur im NotfaLL Gebrauch ma-




schieben von Textstuecken braucht, linear mit der Laenge des 
Editier-Puffers wachsen und bei virtuellem Pufferspeicher 
noch zusaetzlich um die Zeiten vergroessert werden, die fuer 
die Seitentransporte benoetigt werden. 
Der Uebergang auf dynamische Pufferverwaltung hat ausser der 
Aufhebung der Kapazitaets-Grenzen noch den zusaetz li chen Ef-
fekt, dass der Operator SB&EDIT zwar um die Routinen zur 
dynamischen Speicherverwaltung vergroessert, gleichzeitig 
aber durch Wegfall der statisch vereinbarten Puffer im Vari-
ablen-Bereich erheblich verkleinert wird. Abschaetzungen 
haben ergeben, dass der Konstanten-Berei ch des Editors in 
diesem Fall einen Umfang von etwa 8 oder 9 K haben wird, 
waehrend der Variablen-Bereich auf 1 K schrumpfen wird, so 
dass der Umfang des residenten Tei ls des Operators dann nur 
noch 9 oder 10 K betragen wird. Waehrend des Editor-Laufes 
kommt an Spei cherbedarf zu diesem residenten Tei l natuerli ch 
noch der Bedarf fuer die Puffer hinzu; der Operator wird 
dann maximal so gross, dass er den zur Verfuegung stehenden 




3.2. Erw e iterung fuer off-line Betrieb 
Es i s t geplant, innerhalb des Saarbruecker ZVR-Systems die 
Funkti one n der Texthaltung auf einen eigenen Rechner auszu-
lagern, um so den Zentralrechner TR440 von Aufgaben zu ent-
lasten, die weitgehend auch von kleineren Rechnern erledigt 
werden koennen. Unter Verwendung "intelligenter Arbeits-
plaetze" <Terminals mit Mirkroprozessor und lokalem Spei-
ch e r) kann dieses Prinzip der Auslagerung von Texthaltungs-
funktionen auf kleinere Rechner noch weiter ausgedehnt wer-
den, wenn man einen Tei l der Editor-Operationen fuer off-
line Verarbeitung direkt im Terminal zur Verfuegung stellt 
und gleichzeitig Operationen fuer den Transport von Text-
stuecken zwischen Terminal und Textverarbeitungs-Rechner 
vor s ieht. 
De r in ei nem solchen dezentralisierten Texthaltung ssys tem 
~e rwendete Editor muss nun einige spezielle Eigenschaften 
haben, um effizientes Arbeiten zu ermoeglichen. Speziell 
sollte der Transport von Textteilen zwischen Rechner und 
Peripherie moeglichst gering gehalten werden, was gleich-
zeitig zu der Forderung fuehrt, groessere Editierungsopera-
tionen im off-line Modus ausfuehren zu koennen, ohne dazu 
zwischendurch dauernd Daten mit dem angeschlossenen Rechner 
austauschen zu muessen. 
Der Editor SB&EDIT erfuellt diese Bedingungen, wenn er so 
erweitert wird, dass: 
- einerseits die Bearbeitung de s Editier-Puffers off-line 
im intelligenten Arbeitsplatz geschieht; 
- a ndererseits die Datei-Schnittstelle und die Datenhal-
tung auf dem Texthaltungs-Rechner verbleibt; 
- und sc hliess lich die Kommunikation zwischen diesen bei-
den Tei len durch Datenuebertragungsprogramme realisiert 
wird. 
Da z u si nd folgende Aenderungen und Erweiterungen des beste-
hend en Editor-Programms noetig: 
- Der Kommando-Interpreter muss als Programm auf dem Prozes-
sor des intelligenten Arbeitsplatzes laufen. Dazu ist es 
im we se nt li chen erforderli ch, di e dazu gehoerenden Routi-
ne n (die Montageobjekte TEAN und TESUB sowie einen Tei l 
des Montageobjekts TECO) auf diesem Prozessor zu program-
mieren. 
- Statt der Routinen der Datei-Schnittstelle (im wesentli-
chen das Montageobjekt TEFIL) sind kurze Routinen fuer 
den Mikroprozessor zu schreiben, die ein Datenuebertra-
gungsprogramm steuern, das dem Hauptrechner die folgenden 
Informationen uebermittelt: 
- die zu startende(n) Routine(n) der Datei-Schnittstelle 




- bei Bedarf Teile des LokaLen Edit ier-Puffers; 
- die zu diesen Operationen noetigen Werte interner Zu-
standsvariablen des LokaLen Editor-Programms. 
- Auf dem zentraLen TexthaLtungs-Rechner Laeuft dann die Da-
tei-SchnittsteLLe des Editors wie im FaLL der on-Line Ver-
arbeitung. Diese Datei-SchnittsteLLe wird jetzt aber nicht 
von einem Editor-Programm auf dem ZentraL-Rechner bedient 
sondern von einem Datenuebertragungsprogramm, das dem auf 
dem inteLLigenten ArbeitspLatz entsprechen muss. Dieses 
Programm hat nun die Aufgabe, die vom TerminaL empfangene 
Steuerinformation auszuwerten und die echte Datei-Schnitt-
steLLe im ZentraL-Rechner geeignet zu bedienen sowie die 
verLangten Datentransporte (in beiden Richtungen) zu ver-
anlassen. 
SchLiessLich kann die Datenhaltung voeLLig off-Line gesche-
hen, wenn der inteLLigente ArbeitspLatz zusaetzLich ueber 
ei-gene Peripherie (FLoppy-Disk oder Magnetband-Kassette) 
verfuegt. In diesem FaLL ist LedigLich auch die Datei-
Schnittstelle des Editors auf dem Mikroprozessor zu reaLi-
sieren, was wohL keine allzugrosse Muehe machen duerfte, 
weiL die verwendeten Datei-Strukturen extrem einfach sind -
es werden zur Texthaltung ja nur physikaLische Dateien ver-
wendet, und auch diese werden rein sequentieLL abgearbeitet. 
Der Editor soLLte daher ohne grossen Aufwand auf jedes Loka-
Le System mit genuegendem Speicher uebertragbar sein, so 
das s ein universeLLer Einsatz dieses Konzepts auch in einem 
voeLLig heterogenen Rechner-Netz moegLi ch ist. 
An der Universitaet Saarbruecken Laufen zur Zeit DipLom-Ar-
beiten, die derartige Erweiterungen des hier beschriebenen 
Editors untersuchen und impLementieren, zunaechst fuer das 
Mikroprozessor-System SBC 80/10 von INTEL auf der Basis des 
Prozessors INTEL 8080. Mit einem AbschLuss dieser Arbeiten 
ist bi s Anfang 1979 zu rechnen. 
AbschLiessend sei noch angemerkt, dass der Arbeitsaufwand 
zum Entwurf und zur ImpLementierung des hier beschriebenen 
Editor-Systems etwa ein haLbes Mannjahr betrug; dabei wurden 
ausser einer Liste mit der Spezifikation der TE CO-Kommandos 
(Anhang C der TECO-Beschreibung) keine weiteren UnterLagen 
benoetigt. Es ist daher zu erwarten, dass der Arbeitsaufwand 
zur Uebertragung des Editors auf einen beLiebigen anderen 
Rechner bzw. auf ein Mikroprozessor-System bei etwa 2 bis 3 
Mannmonaten Liegt. 
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