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En   l'anàlisi   de   les   dades  mèdiques   per   especialistes   per   realitzar   diagnòstics   i 
planificar   operacions,   els  metges   especialistes   en  medicina   nuclear   utilitzen   eines   de 
visualització i de detecció de les zones o estructures patològiques. 
Per   tal   que   es   puguin   visualitzar   de   forma   interactiva   diferents   regions   o   estructures 
anatòmiques de dades captades  directament des d'aparells com ressonàncies magnètiques, 














resultat   que   no   s'ajusta   a   la   realitat   (zones   usualment   amb   baixa   activitat   que   són 
detectades   com   a   patològiques   per   tenir   massa   activitat).Dita   aplicació,   conté   també 
implementada una interfície gràfica senzilla, simple i   intuïtiva, que permet la  interacció 



















­   Elements   de   Programació,   per   ser   la   introductora   en   tots   els   temes   referents   a 
programació   i   llenguatges  d'alt  nivell   sense   la  qual  no  es   seria   capaç  de   realitzar   cap 
aplicació software.
­   Estructura   de   dades,   que   amplia   el   coneixement   sobre   les   possibles   estructures 
d'emmagatzematge de dades possibles així com el cost temporal i computacional de cada 
una d'elles.
­   Metodologia   i   tecnologia   de   la   programació,   que   ensenya   conceptes   tan   útils   con 
l'abstracció i permet realitzar els dissenys, diagrames i plantejaments previs abans de tota 
implementació.

























paral∙lelisme.  Altrament,  dins  d'aquest  hi  ha diferents  modes de visualització.  Per a   les 
característiques de la nostra necessitat, el millor era utilitzar el mode MIP[19] (Maximum 
Intensity Projection), que es queda amb el valor màxim obtingut en la intersecció.




























Breu  explicació   introductòria   sobre   la   temàtica  del  projecte.  Situa   i   relaciona  el 
projecte dins de la seva temàtica general i amb el pla d'estudis del Grau d'Enginyeria 
Informàtica.  S'explica també   l'origen del  projecte  i   la seva necessitat de dur­se a 
terme.   Finalment  descriu  de   forma   concisa   l'objectiu   general   del   projecte   i   se'n 
desglossen els subobjectius.
– Capítol 2: Antecedents
Anàlisi  dels antecedents del  tema. Permet situar el  projecte dins un context  més 
general. S'explica el renderitzat en 3D i altres termes importants, la funcionalitat de 











Il∙lustra   i   comenta   les   simulacions   fetes:   descripció   i   visualització   dels   resultats 
obtinguts   de   l'aplicació   amb   captures   de   la   interfície.   Conté   també   una   taula 





























Un   dels   avantatges  més   importants   de   la   disciplina   de   gràfics   per   computador   és   la 
possibilitat   de   processar   un   conjunt   de   dades   tridimensionals   i   poder   visualitzar­les   i 






















se   i   estructurar­se   correctament.   A   vegades   resulta   difícil   processar­lo   degut   a   les 
limitacions de molts ordinadors en espai de memòria o en ample de banda. Generalment, 
els vòxels que componen el món de vòxels determinen la mida del volum i es reparteixen 
































des   de   diferents   punts   de   vista   i   amb   diferents   tipus   de   projeccions,   i,   tot   i   no   ser 
imprescindibles,   també   es   pot   necessitar   una   o   diverses  llums  per   aplicar   mètodes 


















































(càmera)   contra   l'escena   (tants   rajos   com   píxels).   Posteriorment   es   van   calculant   les 
interseccions dels rajos amb els objectes, i aquests, van rebotant de forma recursiva per 
calcular   l'aportació  de   la   llum a  altres  objectes  (veure  Fig.7).  Per   tant,  a  partir  de   la 
intersecció del primer raig es calcula el segon raig reflectit en aquell punt d'intersecció que 
buscarà   la   il∙luminació   del   primer   punt   intersecant   en   una   altra   superfície.  D'aquesta 
manera, es poden modelar objectes transparents o miralls amb múltiples reflexions.
A l'hora de traçar el rajos des de l'observador les superfícies visibles són determinades a 





Un   cas   particular   de   l'algorisme   de   Ray   Tracing   és   l'algorisme   de   determinació   de 
superfícies visibles anomenat  Ray Casting[14].  El  Ray Casting  utilitza interseccions de 
raig­superfície per obtenir solucions a diferents problemes i només té en compte el primer 
raig d'intersecció amb l'escena, sense utilitzar la recursivitat de l'algorisme de Ray Tracing. 








En conseqüència,   s'ha  de   realitzar   l'algorisme Ray Casting  adaptat  per  processar  dades 





























DVR  Direct  View Rendering),   fet  pel  qual  resulta   ideal  per processar  imatges provinents 
d'escàners o de ressonància magnètica. Tot i així, també té una sèrie d'inconvenients que és 





















gran   importància   que   ha   marcat   un   punt   d'inflexió   pel   processament   d'imatges   per 
computador,   aplicacions  gràfiques   i   totes   les  disciplines  que   comprenen  els  gràfics  per 
computador.  Aquesta  unitat  ha   fet  que  es  pugui   treballar  d'acord  amb  les  demandes   i 
exigències  actuals   (cada vegada majors)  en  sectors   com el  de  videojocs  o   la  medicina 













existeix  una  especificació   estàndard  que  defineix  una  API  multillenguatge  denominada 
OpenGL[12].   Aquesta,   conté   una   sèrie   de   funcions,   llibreries   i   frameworks   que   ens 
permeten  implementar  aplicacions gràfiques.  Per  a programar aplicacions sobre  la  GPU 
existeixen uns frameworks basats en OpenGL denominats “shaders”. Els shaders permeten 
una   interacció   directa   amb   la  GPU,   es   compilen   de   forma   independent   i   utilitzen  un 
llenguatge  d'ombrejat,   com el  GLSL[4],  utilitzat  en  aquest  projecte.  Dos  dels   tipus  de 
shaders utilitzats són el  fragment shader  i el  vertex shader. El primer d'ells, treballa en 
paral∙lel a nivell de píxels i aprofitant les seves propietats de looping, és on s'implementarà 













OpenGL   facilita   l'activació   d'un  procés  per   cada  píxel  on  es  projecta  una  determinada 































renderitzar   les  frontface,  punts  del  cub,   textura  del  volum  i   textura  de  la  màscara  per 










específiques  de  vòxels  d'aquest  que   continguin  una   informació   rellevant  o   significativa 
respecte la resta. Aquests regions segmentades han de ser perfectament distingibles de la  
resta, pel que una bona opció és pintar en un color diferent aquestes zones determinades 











activitat   degut   a   la   funció   dels   seus   òrgans   interns   (zones   com   les   del   cor,   l'aparell 
reproductor o en alguns casos l'estómac). En canvi, la resta de zones que contenen òrgans 
poc actius, haurien d'aparèixer sempre amb baixa activitat. La dificultat i limitació d'aquesta 






En   aquest   projecte,   cada   volum   mèdic   RMI­PET   conté   la   seva   pròpia   màscara   de 
segmentació binària (amb zeros i uns). Aquestes màscares han estat realitzades prèviament 













imatge o volum tridimensional.  Sabent això,  és evident  que és  imprescindible el   fet  de 
poder interactuar amb aquesta per tal  de poder veure el  volum mèdic des de totes  les 
posicions i perspectives possibles i no només en la resultant final. D'aquesta manera, podrà 
detectar­se   qualsevol   zona  patològica   que   hi   hagi   en   qualsevol   part   del   cos   per  molt 
amagada que es trobi en un principi (per exemple, alguna zona que quedi darrere de la 
càmera i no sigui observable sense interactuar amb la interfície).
El   fet  de   tenir  una  càmera  és   essencial  per   realitzar   aquesta   interacció   ja  que  permet 
canviar la vista des d'on s'observa el volum canviant els seus paràmetres (angles de visió, 


































pot   moure   el   volum   rotant­lo   amb   el   ratolí  (veure   Fig.16).   Degut   a   aquest   tipus 
d'interacció, es requereix d'una altra màscara de coordenades que emmagatzemi, per a cada 
píxel, les coordenades del vòxel final pintat (en cas del MIP, el de màxima intensitat). La 



















Un   volum   és   un   conjunt   organitzat   de   partícules   amb   una   determinada   intensitat 
anomenades   vòxels.   El   conjunt   organitzat   d'aquests   forma   el  món  de   vòxels.  Un   dels 









dels  mètodes  més   emprats   per   calcular     la   imatge   final   a   partir   de   dades  mèdiques 
d'activitat funcional (com són el PET i el SPECT) mitjançant l'algorisme de Ray Casting és el 
mode MIP, que captura el vòxel de major intensitat de tots els travessats pel mateix raig.








coordenades   del   vòxel   capturat   en   l'aplicació   del   Ray   Casting.   El   present   projecte   es 


















































2. El   sistema utilitza   la   funció   anterior   i   crida  mètodes  d'una   llibreria  externa  que 
obrirà  un widget  iconificat,   inicialitzarà  el  context de GL, compilarà   i   linkarà  els 









































Personal   involucrat   i   interessos:  L'usuari   de   l'aplicació   voldrà   canviar   (augmentar   o 
reduir) el contrast del volum RMI­PET segmentat que es veu en la interfície. L'aplicació 
MATLAB voldrà   actualitzar  el   contrast  de   la   imatge  del  volum segons   la   interacció   de 
l'usuari. 




1. L'usuari  mou   la   rodeta   (scroll)   del   ratolí   en   una   direcció   (amunt   o   avall)   per 
modificar el contrast de la imatge del volum projectada.
2. L'aplicació MATLAB rep l'event, va a la funció d'actualització del contrast i segons la 
direcció   del  moviment,   disminuirà   (moviment   amunt)  o  augmentarà   (moviment 
avall) un factor de contrast en la imatge.















• InterfícieMATLAB:  És   l'entitat   que   representa   la   interfície   gràfica   generada   en 
MATLAB que mostra   la   imatge  del  volum carregat  mitjançant  alguna   tècnica  de 
renderitzat   i   amb  la  qual   l'usuari  pot   interactuar.  És   l'encarregada  de  cridar   les 
funcions de renderitzat,  entre elles,   l'anomenada i   implementada Ray Casting de 
volum. Entre altres coses, i a partir del procés que es descriurà en l'apartat 5.1 de la 
implementació,   és   la   responsable   de   connectar   amb   la   llibreria   externa   que 
implementa l'algorisme Ray Casting sobre la GPU i rebre i mostrar­ne els resultats.










paràmetres de GL i  de crear, compilar  i   linkar els  shaders de la GPU i 









– Camera:  La classe  Camera  és   la  que representa  l'entitat  de  la  càmera. 




inicialitzen,   actualitzen   i   passen   a   la   GPU   cada   vegada   que   l'usuari 
interactua amb la interfície. 
– Cub: Classe necessària per poder realitzar el Ray Casting de volum sobre 







interactuar   amb  aquesta,   es   tenen   els   “shaders”   programats   en  GLSL   (fragment 










































































La  MEX­function   és   la   peça   clau   que   estableix   totes   les   connexions   i   inicialitzacions 
necessàries amb OpenGL i la llibreria del renderitzat en Ray Casting de Volum. Importa i 
utilitza la llibreria i n'instancia un objecte per tal de cridar els seus mètodes. Posseeix els 
mètodes adients  “renderImageGL()”  per  aplicar  el   renderitzat  a  partir  de  la  crida de  la 
























– Inicialitzar   paràmetres   de   GL   i   definir   el   viewport   (que   ho   realitza   en   el   seu 
constructor) i calcular la capsa mínima contenidora de l'escena.
– Carregar el volum provinent de MATLAB i la seva màscara de segmentació, crear una 
classe  Volumen  i   cridar  els  mètodes necessaris  per  processar­ne  els   seus vòxels   i 
passar­los cap a la GPU per ser utilitzats.















Conté   tots   els   atributs   i  mètodes  necessaris   per   a  poder   calcular   els   seus  paràmetres, 
canviar­los, obtenir­los i passar­los a GPU (angles de visió, capsa contenidora, observador, 
VRP,  aspect   ratio,   finestra,  viewport,  matriu  model­view,  matriu  de  projecció...).  També 


















La classe  Cub  és   la  classe  utilitzada per  a  poder   implementar  en un sol  pas  One Step 
l'algorisme del  Ray  Casting  de  volum sobre   la  GPU  i  així  optimitzar  molt  més  el   cost 
temporal (procés descrit en l'apartat 2.1.6.1 i en el 5.3). El Cub conté els atributs i mètodes 
essencials per obtenir el retorn dels buffers de píxels dels shaders de la GPU un cop aplicat 




Es  crea  un  Cub  des  de   la  classe  RayCastingMIPgpu  que  realitzarà   la  crida  als  mètodes 






estan   implementats   en   llenguatge  d'ombrejat  GLSL   (més  detalls  en   l'apartat  2.1.6  dels  
antecedents). 














MIP.  Treballa   per   píxels   i   utilitzant   les   dades  del   volum  'texturaVolum',   la  màscara  de 
























*  No   es  mostra   la   totalitat   de   la   implementació   i   interacció   d'algunes   parts   (càlculs   de  
paràmetres de la càmera, creació del cub...) degut a que són molt extenses i poc rellevants en el  
present projecte . Tampoc es mostra els tipus de cada paràmetre d'un mètode ja que això ja ho  

































Finalment  aquesta  part  mostra  el  procés  de  GPU a partir  de  vertex   shader   i   fragment 
















En   la   segona   part   del   diagrama   de   seqüència   2   s'observa   com   en   cridar   al  mètode 
d'actualització, ens estalviem tota la part d'inicialització i càrrega del volum mostrada en el 
DS1 part 2 (veure Fig. 29)  i que només reinicialitzem  i recalculem la càmera amb els nous 
angles de visió  passats. Després, cridem de nou al mètode  draw()  perquè   torni a fer el 
procés de redibuixat, pas de dades a GPU i es torni a emprar l'algorisme de Ray Casting de 

















En   aquest   capítol   es   detallaran   aspectes   referits   a   la   implementació   i 
desenvolupament del projecte, així  com explicacions sobre el funcionament intern de la 
llibreria i de la connexió d'aquesta amb MATLAB. 




















MATLAB   disposa   d'un   proveïdor   d'interfícies   per   a   subrutines   en   llenguatge   C/C++ 













per   connectar   i  utilitzar  OpenGL,   la   creació   dels   framebuffers,   i   la   creació  del  widget 
necessari on pintar el resultat (posteriorment capturat en el buffer). El widget creat utilitza 
la   llibreria GLUT d'OpenGL i  per a que no aparegui conjuntament amb la  interfície de 
MATLAB, es manté iconificat a fi que passi inadvertit per l'usuari de l'aplicació.
El   següent  pas,   un   cop   establerta   la   connexió   amb  GL,  és   crear  una   llibreria   externa 
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“RayCasting”   en   C++,   que   permeti   realitzar   la   crida   a   les   funciones   necessàries   per 
processar els vòxels del volum i la màscara, connectar amb els shaders de la GPU, i realitzar 
els  procediments  necessaris  per  obtenir   i   llegir   la   imatge desitjada  i   la  màscara  de   les 
coordenades utilitzant l'algorisme de traçat de rajos en volum i mode MIP (la llibreria ha de 
ser   externa,   ja   que   les   'MEX­functions'   no   disposen   de   tot   el   necessari   per   a   poder 










• Primerament,   tenim una   funció  MATLAB  ConnectWithGLRayCast.m  que   inicialitza 
'Glut'  i conté una crida a la MEX­function base  ConnectWithGLRayCastImpl.cpp  que 
realitza   tots   els   passos   descrits.   Aquesta   funció   és   la   que   serà   integrada 
posteriorment a l'aplicació final. Exemple de la funció:
[imatgeFinal,imageCoords]   =   ConnectWithGLRayCastImpl(CameraAngles,   imageSize,   Volume,  
volumeSize, MaskVolume, channelsMode, zoomFactor, minMaxValues) 
































d'omplir   correctament   les  dues  matrius  de  sortida  “imatgeFinal”   i   “imageCoords”, 
declarades inicialment.  Aquestes,  seran recuperades per MATLAB   amb els valors 
dels   píxels   obtinguts   i   finalment,   es  mostrarà   la   imatge   final   amb   la   instrucció 
MATLAB pertinent utilitzant el resultat obtingut en la matriu de sortida.
64
*  El widget de “Glut” generat en “OffscreenGL.h” romandrà  sempre obert per tal de poder  
pintar el contingut de la sortida i capturar els buffers de sortida, però la seva presència serà  
inapreciable ja que estarà iconificat fins a apagar l'aplicació.























































Són binàries   i   cada valor  d'aquesta  correspon  al  vòxel  equivalent  en  la  mateixa 
posició del volum original. Els uns representarien una zona patològica a ser pintada 
de color vermell. 
El  seu protagonisme dins  la   llibreria  és  exactament el  mateix que el  del  volum: 
només  es  passarà  una sola  vegada per  poder­la  carregar  (la  resta   ja  no caldrà), 
processar   els   seus  valors,   crear   la   textura   i   passar­la   als   shaders  de   la  GPU on 













intern  es  duu a   terme  l'emplenat  de   les  matrius   finals  de   sortida   (imatgeFinal  i 
coordenades), de tal manera que els canals RGB quedin ordenats. 
• zoomFactor: 




























pel  mateix   raig   en   l'algorisme  del  Ray  Casting  de  volum.  Com s'ha  explicat   en 
l'apartat 2.3, ens interessa per a la interacció i actualització del volum. 










es   crida  un mètode  intern  processImageToMatlab()  que processa  els  píxels   i   s'encarrega 
d'omplir   les  matrius  de   sortida:     imatgeFinal  i  imageCoords  correctament.  En  el  procés 
d'emplenat  de  les  matrius de sortida amb els  valors    dels buffers,  cal   tenir  present  els 
següents aspectes :
– S'emmagatzema successivament cada valor R­G­B de cada píxel un darrere l'altre 
(R1,G1,B1,R2,G2,B2...),   on  el  número   indica  el   píxel.  Això   fa   que   en  el  procés 
d'emplenat de les matrius finals, calgui, per a cada píxel, separar el valor d'intensitat 































amb  la  GPU,   i  d'una  sèrie  de  headers  que  la  proveeixen de   tipus  de  dades  que seran 
necessaris en el seu codi intern: matrius 4x4 (mat4), vectors de 3 elements (vec3), vectors 
de  4   (vec4)   i   altres   estructures   i   tipus.  En  el  diagrama de   classes   i   els  diagrames  de 
seqüència del capítol anterior, es pot apreciar els elements pels quals està   formada i  la 
comunicació que hi ha entre aquests.









terme uns determinats  passos  tals  com  la   inicialització  de paràmetres  o   la  càrrega  del 
volum, i el de la resta de vegades que s'ha cridat, on ja només es voldrà  actualitzar els 
paràmetres de la càmera per veure el volum ja carregat des de diferents punts de vista. 
Aquesta  diferència   serveix  per  disminuir  el   cost   temporal  del   renderitzat  quan   l'usuari 
només vol actualitzar la visió del volum. Així, la primera vegada que es cridi la funció del 










i   retornarà   el   resultat   del   fragment   shader   en   forma  de   dos   buffers   a   ser   processats 















1. Primerament,   cridem   el   constructor   de   l'objecte   de   la   llibreria   creada.   El 
RayCastingMIPgpu() és el constructor de la classe principal ( que té el mateix nom). 





i   activacions  bàsiques  de  GL  per  poder  dibuixar   en  el  widget.  Posteriorment 
inicialitza la càmera amb el mètode ini() d'aquesta on s'inicialitzaran i calcularan 




















valor  màxim, el  mínim i  un filtrat a partir  d'un  llindar,  per  tal  de no perdre 
qualitat en la imatge final degut a  la conversió  del tipus de dades (el que es 
descriu en  l'apartat 5.2). Els vòxels passaran a ser  floats  que és com els volem 
passar a GPU i com volem que aquesta ens els torni. 
1.3.2 Després s'accedeix al setMask() al qual li passem el punter a les dades de la 
màscara   de   segmentació   associada   al   volum   i   carregada   conjuntament. 
Anàlogament   al   processat   de   vòxels   anterior,   omplim   amb   els   valors   de   la 









GPU utilitza   informació   del   cub  per  dur  a   terme el  Ray  Casting  de  volum  i 
calcular el raig. Aleshores, cal dibuixar les  frontface  del cub per trobar el punt 









els va posant en uns altres dos buffers:   'volumeData'  i  'maskData',  que tindran 
format de GL. Finalment, crea dues textures 3D per ser passades cap a la GPU: la 
del volum 'texturaVolum' (que contindrà el contingut del buffer de 'volumeData') i 















◦ Realitza el  make() de l'objecte  Cub  creat anteriorment. En el  make()  es 
cridarà   una   sèrie   de   mètodes   recursius   que   s'encarregaran   d'anar 











usar   com   a   paràmetre   per   passar­li   les   dades   que   els   shaders 
necessitaran. 



















































resta,  estarà   ja posat a  false  i   la MEX­Function  ConnectWithGLRayCastImpl  només haurà 



























Per  altra  banda,   l'única  dificultat  és   la   integració  dels  paràmetres  de   la   càmera.  En   la 
llibreria externa, es disposa ja d'una classe càmera amb els seus propis paràmetres i càlculs 
de les matrius de visió i projecció, en canvi, la càmera utilitzada en l'aplicació conté un altre 









En   aquest   capítol   es  mostren   una   sèrie   de   captures   que   il∙lustren   els   resultats 
obtinguts en aquest projecte. 
S'ha realitzat una  comparativa tant temporal com qualitativa de l'ús del nostre algorisme 
del   Ray   Casting   de   volum   sobre   la  GPU   i   en  mode  MIP,   amb   l'anterior   algorisme   ja 
implementat   inicialment   en   l'aplicació   de   MATLAB   (el   Shear­Warp).   Amb   dites 
comparatives,  es remarquen les millores obtingudes de disminució  del cost temporal de 
càrrega   i   visualització   de   volums  mèdics   RMI­PET,   amb   una  màscara   de   segmentació 
incorporada.
En la primera part, es mostren una sèrie de simulacions a partir d'imatges capturades des 






Finalment,   en   l'última   part,   s'analitza  una   taula   comparativa   entre   els   dos   algorismes 
utilitzats  on  es  veuen  els   temps  obtinguts  en   cada  un  d'ells   amb diferents  valors  dels 


















Les dues primeres simulacions  (veure Fig.38 i 39)  corresponen a la inicialització  de la 
primera càrrega del volum i la seva màscara utilitzant la funció del render requerida (no a 
la interacció).
En   la   primera   imatge  (veure   Fig.38)  es  mostra   el   resultat   del   renderitzat   del   volum 
segmentat   aplicant   l'algorisme   Shear­Warp   que   és   el   que   ja   estava   implementat 
originalment en l'aplicació  MATLAB. És l'algorisme que donava molt bona qualitat de la 
imatge final però que tenia un alt cost temporal que calia reduir. Cal remarcar que perquè 





En   la   segona   imatge  (veure   Fig.39)  es  mostra   la   imatge   final   del   volum   segmentat, 
obtinguda a partir del renderitzat mitjançant l'algorisme de Ray Casting de volum sobre la 
GPU i en mode MIP. Aquest, ha estat implementat i incorporat en aquest projecte per tal de 










Per altra banda,  pot observar­se  com el  cost  temporal  s'ha optimitzat  considerablement 
respecte l'algorisme inicial del Shear­Warp. Si bé en aquest primer tarda uns 25 segons en 
mostrar el volum segmentat i incorporar­hi la màscara, en el Ray Casting de volum sobre la 
GPU el temps es veu reduït fins arribar a 3.5 segons. Això  és una reducció   temporal 7 
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sobre   la  GPU.  Això   es   degut   a  que   ja   no   caldrà   dur   a   terme  moltes   de   les   funcions 
d'inicialització i càrrega que es realitzaven en la primera vegada de la crida de la funció, 
estalviant­nos molt més temps computacional. Per altra banda, en l'algorisme original de 





































144x144x213 Shear­Warp CPU Inicialització ­­­­­­­­­­­­­­­ 26.411968
144x144x213 Shear­Warp CPU Interacció ­­­­­­­­­­­­­­­ 28.949338
144x144x213 Ray Casting GPU Inicialització 50  3.524712
144x144x213 Ray Casting GPU Interacció 50  2.623630
144x144x213 Ray Casting GPU Inicialització 30  4.516618
144x144x213 Ray Casting GPU Interacció 30  3.609096
144x144x213 Ray Casting GPU Inicialització 10  5.463438
144x144x213 Ray Casting GPU Interacció 10  4.431535
144x144x192 Shear­Warp CPU Inicialització ­­­­­­­­­­­­­­­­ 23.933041
144x144x192 Shear­Warp CPU Interacció ­­­­­­­­­­­­­­­ 25.345362
144x144x192 Ray Casting GPU Inicialització 50  3.175711
144x144x192 Ray Casting GPU Interacció 50  2.345151
144x144x192 Ray Casting GPU Inicialització 30  4.280807
144x144x192 Ray Casting GPU Interacció 30  3.468453
144x144x192 Ray Casting GPU Inicialització 10  5.114120
144x144x192 Ray Casting GPU Interacció 10  4.312045
144x144x237 Shear­Warp CPU Inicialització ­­­­­­­­­­­­­­­­ 27.565193
144x144x237 Shear­Warp CPU Interacció ­­­­­­­­­­­­­­­ 29.133891
144x144x237 Ray Casting GPU Inicialització 50  4.000597
144x144x237 Ray Casting GPU Interacció 50  3.006721
144x144x237 Ray Casting GPU Inicialització 30  4.827675
144x144x237 Ray Casting GPU Interacció 30  3.836391
144x144x237 Ray Casting GPU Inicialització 10  5.883740


















Casting  de   volum  sobre   la  GPU  el   cost   temporal   és   bastant   inferior   (un   segon 











L'objectiu   principal   d'aquest   projecte   es   centrava    en   l'anàlisi,   disseny   i 
implementació  del  mètode de Ray Casting de volum en mode de projecció  de màxima 

















resolució   del   problema   de   la   necessitat,   si   s'observen   els   resultats   obtinguts   en   les 
simulacions   exposades   del   capítol   6,   es   por   apreciar   com   el   cost   temporal   es   veu 
dràsticament   reduït   en   utilitzar   l'algorisme   Ray   Casting   en   GPU   en   comparació   amb 
l'original de l'aplicació (Shear­Warp). A tot això, cal sumar també que no s'observa cap tipus 
de  pèrdua  qualitativa   en   la   imatge   final   en  utilitzar   el  Ray  Casting.  En  definitiva,   els  
resultats obtinguts són molt satisfactoris i solucionen a grans trets  el problema plantejat en 
la necessitat del projecte. 
L'ànalisi,   disseny   i   implementació   del   present   projecte   ha   estat   un   continu   procés 
d'aprenentatge  que  ha   anat   creixent   exponencialment.  Els   coneixements  necessaris   per 
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implementar el Ray Casting de volum sobre la GPU no es van donar en l'assignatura de  
Gràfics   i   Visualització   i   la   connexió   d'aquest   algorisme   amb   MATLAB   excedia   els 
coneixements adquirits en qualsevol assignatura impartida. Per tant, ha calgut estendre i 
ampliar els  coneixements  en  l'àmbit  del  processament de gràfics per  computador.  Això, 







– Traslladar   adientment   la   llibreria   implementada   i   tots   els   recursos  OpenGL  que 








el   desavantatge   de   no   determinar   la   profunditat   del   vòxel   obtingut   i   això   pot 




















































­   Sistema   Operatiu:  En   principi   l'aplicació   MATLAB   pot   obrir­se   en   qualsevol 
distribució   de  Windows   (XP/Vista/7)   i   en   Linux   (provada   amb   Ubuntu   12.04, 
compatible   també   amb   versions   anteriors   d'Ubuntu   i   possiblement   amb   altres 
distribucions Linux). 
* La funcionalitat de l'aplicació centrada en el present projecte (Ray casting de volum  
MIP   en  GPU),   només   és   funcional   empíricament   en   el   sistema  operatiu   Linux,   en  















* Ha estat utilitzat el  Qt Creator 2.6.2  basat en  Qt 5.0  en plataforma Unix. Per a 
altres versions també seria compatible.



































GLSL   1.2.   Targetes   gràfiques   compatibles   amb   versions   infeiors   d'OpenGL   2.0 











– Per   obtenir   i   instal∙lar   el   sistema   operatiu   Ubuntu,   anar   a   l'enllaç   web: 
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anar   a:  http://www.qt­project.org/downloads,   escollir   la   versió  més   recent,   i   la 
plataforma SO d'interès.  Posteriorment,  caldrà   seguir   les   instruccions del  manual 
d'instal∙lació propi de la web.




















Pel  desenvolupament   i   testeig  del  projecte   i   l'aplicació,   s'han  utilitzat  els   requeriments 
software i hardware mencionats en l'apartat A.1 del present apèndix. 
Suposant que el desenvolupador posseeix els requeriments hardware mínims necessaris i 

























Se'ns   carrega   el   projecte   que   conté   la   implementació   de   la   llibreria.   Despleguem   les 







































compilar   en   MEX­FILES   de   C++   a   partir   d'includes,   es   troben   al   path 
“MATLAB/extern/include/” (suposant que estem dins la carpeta “MATLAB”). Per tant, 
tots els nostres headers hauran de posar­se dins aquest path.
Anàlogament,  MATLAB   també   conté   una   carpeta   on   guarda   totes   les   llibreries 




d'OpenGL   serà:  “MATLAB/extern/include/GL”.   Aquest   pas   és   necessari   ja   que 




d'aquesta   última   carpeta,   crear   la   nova.   Si   es   demanen   permisos   de 
superusuari   (altament  probable)  haurem d'accedir  a   la   terminal  d'Ubuntu, 
moure'ns cap al path “MATLAB/extern/include” i un cop allà, crear la carpeta 
en mode superusuari amb instruccions VI, per exemple:  sudo mkdir GL




Un   cop   trobats,   només   cal   copiar­los   cap   a   la   carpeta   destí.   Segurament   es 
necessitaran permisos i per tant, des de la terminal realitzarem la instrucció:
sudo cp <path origen><path destí > 
On   l'origen   serà   el   path   d'on   hem   trobat   el   header   i   el   destí   serà   el   de 
“MATLAB/extern/include/GL/”. 














Anàlogament als subpassos  1.2  i  1.3,  copiem amb la comanda ja descrita tots el 
headers   de   la   nostra   llibreria   cap   al   destí  “MATLAB/extern/include”  (alerta,   que 
aquests no s'inclouran dins la carpeta GL de l'include!). Després, la llibreria “.so” 














tots   els   headers   i   llibreries   traslladades 
necessàries per executar l'aplicació,  caldrà 
executar   l'arxiu   “CompileOffscreenApp.m” 
escrivint el seu nom sense l'extensió “.m” a 
la   terminal   de   comandes   de   MATLAB. 
Aquest   script   de   MATLAB   conté   les 




































































manual   està   centrat   només   en   l'àmbit   del   present   projecte,   i   per   tant,   en   la   càrrega   i  
renderitzat d'un volum segmentat mitjançant el Ray Casting de volum en mode MIP sobre la  
GPU i l'actualització o moviment d'aquest a partir de la interacció i la comparació d'aquest  
amb l'algorisme anterior.
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