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1 LÄHTÖKOHDAT OPINNÄYTETYÖHÖN 
 
 
1.1 JYVSECTEC-projekti toimeksiantajana 
 
Vuoden 2011 syyskuussa käynnistynyt JYVSECTEC-hanke (Jyväskylä Security 
Technology) on Jyväskylän ammattikorkeakoulun ICT-tulosalueen toteuttama kyber-
turvallisuusteknologian kehittämishanke. Tarkoituksena on toteuttaa ympäristö, jossa 
voidaan testata tietoturvauhkien torjuntaa, kehittämistä sekä evaluoimista. (JYVSEC-
TEC – Jyväskylä Security Technology. 2012)  
Hankkeessa on myös tarkoituksena luoda tietoturvan tilannekeskus, josta voidaan 
tarkkailla tietoturvan tilannekuvaa. Projekti tarjoaa koulutusmahdollisuuksia tietotur-
vaan liittyen kolmansille osapuolille. (JYVSECTEC – Jyväskylä Security Technology. 
2012)  
 
 
1.2 Jyväskylän ammattikorkeakoulu 
 
JAMK (Jyväskylän ammattikorkeakoulu) on reilun 8000 opiskelijan korkeakoulu, 
jonka toimipisteet sijaitsevat Jyväskylässä sekä Saarijärven Tarvaalassa. JAMKin yk-
siköitä ovat Ammatillinen opettajakorkeakoulu, Hyvinvointiyksikkö, Liiketoiminta ja 
palvelutyksikkö sekä Teknologiayksikkö. (JAMK – Jyväskylän Ammattikorkeakoulu. 
2008)  
JAMKilla on ulkomaalaisia yhteistyökumppaneita kymmenissä eri maissa ja nämä 
mahdollistavat sekä JAMKin opiskelijoiden lähdön ulkomaille opiskelemaan että ul-
komaisten opiskelijoiden tulon JAMKiin opiskelemaan. (JAMK – Jyväskylän Ammat-
tikorkeakoulu. 2008) 
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1.3 Tavoitteet ja tehtävät 
 
JYVSECTEC-projektissa on käytössä erilaisia työkaluja tietoturvan testaamiseen liit-
tyen, ja näitä työkaluja on tarkoitus testata projektin kehitysympäristössä eli 
RGCE:ssä (Realistic Global Cyber Environment). 
Defensics-työkalu on suunniteltu yrityksille nollapäivähyökkäyksiä varten, eli tarkoi-
tuksena on estää mahdollisten ulkopuolisten hakkereiden pääsy yritysten järjestelmiin. 
Defensicsen avulla yrityksen on mahdollista hyökätä omaa järjestelmäänsä vastaan ja 
löytää sitä kautta mahdolliset tietoturva-aukot, joita potentiaaliset hakkerit voisivat 
käyttää hyväkseen. (CODENOMICON 2014.) 
Opinnäytetyön tavoitteena oli toteuttaa JYVSECTEC-projektille Defensics-
testaamisen automatisointia, jolloin myös testausten tulosten saaminen yksinkertais-
tuisi. Lisäksi testaustyökalun käyttökynnystä pyrittiin alentamaan täysin uusille käyt-
täjille. Opinnäytetyön aikana vertailtiin kahta erityyppistä lähestymistapaa Defensic-
sen testiajojen suorittamiseen.  
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2 TIETOTURVA 
 
 
2.1 Yleistä 
 
Nykypäivänä tietoa kulkee yhä enemmän digitaalisessa muodossa perinteisen paperi-
sen materiaalin sijasta. Molemmissa tiedonsiirtomuodoissa keskeisessä osassa on kui-
tenkin tiedon turvaaminen. Paperisten kirjeiden fyysinen turvallisuus pyritään turvaa-
maan niiden sulkemisella, mutta niiden luvaton avaaminen on täysin mahdollista, jos-
kin se on laissa määritetty rangaistavaksi teoksi. Samalla periaatteella verkossa kulke-
vat sähköpostit on tarkoitettu vain lähettäjän ja vastaanottajan tietoon, mutta niihin on 
kolmannen osapuolen mahdollista päästä käsiksi.  (Kerttula 2000, 20-22.) 
Tiedolle, jonka fyysistä turvaa halutaan suojata paremmin, käytetään esimerkiksi lu-
kollisia kaappeja rajatulla pääsyoikeudella (Kerttula 2000, 20-22). Fyysisen turvalli-
suuden tarkoituksena on estää luvaton tunkeutuminen organisaation toimitiloihin ja 
tietoaineistoihin. Tätä kautta pyritään estämään näiden kohteiden vahingoittuminen ja 
pyritään takaamaan niiden toiminta. (BS 7799-3:fi 2006, 60.)  
Tietoturvallisuudella tarkoitetaan tiedon suojaamista erityyppisiltä uhkilta. Tietotur-
vallisuudella on tarkoitus varmistaa liiketoiminnan jatkuvuus, minimoida liiketoimin-
nan riskit sekä maksimoida investoinneista ja liiketoiminnan mahdollisuuksista saatu 
tuotto. (SFS-ISO/IEC 27003 2011, 112.) 
 
2.2 Haavoittuvuudet 
 
Tietoturvallisuudessa olennaista on uhkien ja niistä johtuvien haavoittuvuuksien tun-
nistaminen. Organisaatiossa voi olla kohteita, joita halutaan suojata mahdollisilta uh-
kilta. Uhkalla tarkoitetaan tapahtumaa, joka voi johtaa ei toivottuun tapahtumaan or-
ganisaation ja sen suojattavien kohteiden kannalta. Uhkat voivat olla joko tahattomia 
tai tahallisia riippuen niiden lähteistä ja tapahtumista. Uhkia voi syntyä niin organisaa-
tion sisällä kuin sen ulkopuoleltakin. (BS 7799-e:fi, 23-24.)  
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Organisaation suojattaviin kohteisiin liittyviä turvallisuuden heikkouksia kutsutaan 
haavoittuvuuksiksi. Aiemmin mainitut uhkat voivat käyttää hyväkseen näitä heikko-
uksia ja aiheuttaa organisaatiolle epätoivottuja tapahtumia, joiden seuraukset voivat 
olla haitallisia suojattaville kohteille. Nämä haavoittuvuudet voivat myös johtaa liike-
toiminnan menetyksiin, vahingoittumisiin tai haittaan organisaatiota kohtaan. (BS 
7799-e:fi 2006, 23-24.) 
Huomattavaa on kuitenkin se että itse haavoittuvuus ei aiheuta haittaa, vaan se on it-
sessään joko olosuhde tai olosuhteiden joukko, jota uhka voi käyttää hyväkseen. Eli 
sekä uhan että haavoittuvuuden yhteisvaikutuksesta voi syntyä haittoja suojattaville 
kohteille. (BS 7799-e:fi 2006, 23-24.) 
Tietoliikenteessä haavoittuvuudella tarkoitetaan heikkoutta, jonka avulla hyökkääjä 
voi heikentää järjestelmän toimintaa. Nykypäivänä tietoliikenteen kasvaessa haavoit-
tuvuudet yleistyvät yhä enemmän verrattuna Internetin alkuaikoihin. Haavoittuvuus 
voi syntyä esimerkiksi heikosta salasanasta tai tietokoneviruksesta. (Vacca 2013.) 
Yritykset voivat suorittaa järjestelmilleen haavoittuvuusarvioinnin. Haavoittuvuusar-
vioinnin tarkoituksena on saada tietoon järjestelmän eri kohdissa olevat heikkoudet, 
jotka voivat syntyä esimerkiksi käytetyistä käyttöjärjestelmistä tai käyttäjätunnuksista. 
Periaatteena on kerätä saadut tiedot haavoittuvuuksista ja esittää niille mahdolliset 
korjaustoimenpiteet. (Harper 2011.) 
Haavoittuvuusarvioinnista saatujen tietojen perusteella voidaan suorittaa penetraa-
tiotestaukset. Penetraatiotestauksen tarkoituksena on näyttää yritykselle kuinka ja mi-
ten heidän järjestelmään päästään sisälle ja mitä tämmöisessä tilanteessa voi tapahtua. 
Tarkoituksena on mallintaa mitä yritykselle tapahtuisi, jos oikea hakkeri tekisi samat 
asiat. Penetraatiotestauksen, kuin myös haavoittuvuusarvioinnin, suorittaa yleensä 
jokin ulkopuolinen firma tai yksittäinen henkilö. (Harper 2011.) 
 
 
2.3 Nollapäivä-termi 
 
Nollapäivä-termiä voidaan käyttää niin haavoittuvuudesta kuin siihen tapahtuneesta 
hyökkäyksestäkin. Nollapäivähaavoittuvuudella tarkoitetaan haavoittuvuutta, joka on 
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löytynyt juuri, mutta siihen ei vielä ole korjausta. Tällöin ei voida varmasti tietää, on-
ko haavoittuvuutta käytetty jo hyväksi hyökkäyksen muodossa. (Tipton & Kraune 
2007.) 
Virukset ja madot käyttävät yleensä jo tunnettuja haavoittuvuuksia, joita ei ole vielä 
korjattu. Nämä haavoittuvuudet ovat saattaneet olla jo viikkoja tai jopa vuosia tiedos-
sa, mutta korjaavaa toimenpidettä niiden paikkaamiseksi ei ole tehty. (Tipton & Krau-
ne 2007.) 
Vastakohtana näille tunnetuille haavoittuvuuksille on niin sanottu nollapäivähyökkä-
ys, jolla tarkoitetaan sitä, että haavoittuvuuden löytämisen ja sen hyväksi käyttämisen 
välillä ei ehdi kulua päivääkään. Haavoittuvuudesta saadaan tietää vasta silloin, kun 
hyökkäys on jo tapahtunut. (Tipton & Kraune 2007.) 
Haavoittuvuusjaksolla tarkoitetaan tässä tapauksessa sitä aikaa, jolloin nollapäivä-
hyökkäys tapahtuu. Haavoittuvuusjakso alkaa siitä, kun haavoittuvuutta on ensimmäi-
sen kerran käytetty ja loppuu siihen kun ohjelmistonkehittäjät julkaisevat korjauksen 
kyseiselle haavoittuvuudelle. (Vacca 2013.) 
Nollapäivä-hyökkäyksiä vastaan voi turvautua esimerkiksi ”Whitelisting”-
periaatteella eli käyttämällä vain tunnettuja ja tietoturvallisesti testattuja sovelluksia 
järjestelmässä. Tällöin järjestelmä ei sisällä sovelluksia, joiden tietoturvallisuudesta ei 
ole varmaa tietoa. Whitelisting-periaatteellakaan ei kuitenkaan voida täysin varmistua 
siitä, että nollapäivähyökkäyksiä ei tulisi järjestelmää vastaan. Mahdotonta onkin tie-
tää, onko näissä turvalliseksi todetuissa sovelluksissa jotain haavoittuvuuksia, joita ei 
ole testaamalla löydetty ja jotka voivat olla mahdollisia tietoturvariskejä. (Vacca 
2013.)  
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3 DEFENSICS 
 
3.1 Yleistä 
 
Oulun yliopistossa OUSPG:n (Oulu University Secure Programming Group) tekemän 
PROTOS-testaustyökalun pohjalta perustettiin vuonna 2001 Codenomicon. Sen pää-
konttorit sijaitsevat Oulussa sekä Silicon Valleyssa Kaliforniassa. Codenomiconilla on 
konttorit myös Hong Kongissa sekä Singaporessa. Samana vuonna 2001 DEFEN-
SICS-testausalusta julkaistiin. (CODENOMICON 2014.) 
Defensics on Codenomiconin kehittämä työkalu, jolla voidaan kartoittaa ohjelmien, 
laitteiden sekä palveluiden kykyä sietää erityyppisiä häiriötilanteita ja hyökkäyksiä. 
Työkalu toimii useilla eri alustoilla, kuten Windows, Linux sekä Mac OS X. Perus-
ideana on löytää tuotteen heikkoudet ja tätä kautta korjata löydetyt viat ennen kuin 
potentiaaliset hakkerit käyttävät niitä hyväkseen. (CODENOMICON 2014.) 
 
3.2 Fuzzing 
 
Fuzzingissa lähetetään järjestelmälle poikkeamia sisältävää tietoa ja tätä kautta pyri-
tään löytämään mahdolliset järjestelmässä olevat heikkoudet, jotka johtavat sen epä-
toivottuun toimintaan. Fuzzingia voidaan käyttää esimerkiksi sekä varhaisessa proto-
tyyppivaiheessa että järjestelmän käyttöönoton yhteydessä. (DeMott, Miller & Taka-
nen 2008.) 
Fuzzing-testaus sisältyy robustness-testaamiseen, jolla tarkoitetaan järjestelmän kykyä 
sietää odottamatonta sisältöä ja rasittavia ympäristöoloja. Ollakseen kestävä järjestel-
män tulee kestää näitä edellä mainittuja tilanteita ilman, että se lakkaa toimimasta. 
Robustness-testaaminen on fuzzing-testaamisen tapaan negatiivista testaamista, eli 
sillä pyritään pääsemään ei-toivottuun tilanteeseen. (DeMott, Miller & Takanen 2008.) 
Testin hyväksymisperuste on vaikea määrittää negatiivisessa testaamisessa. Hylkää-
misperuste on helpompi määrittää, koska se voi yksinkertaisesti olla laitteen toimin-
nan lakkaaminen. Hyväksymisperusteeksi toki voi käydä se, että laite toimii testauk-
sen loppuun asti niin kuin pitääkin, mutta ylimääräiset instrumentointiohjelmistot voi-
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vat paljastaa vielä jotain sellaista, mitä itse testausohjelmistolla ei havaita. Olennaista 
siis onkin varmistaa se, että ollaan tarpeeksi varmoja siitä, että testauskohde toimi 
testauksen loppuun asti. (DeMott, Miller & Takanen 2008.) 
Fuzzing on black-box-testaamista, jolla tarkoitetaan sitä, että testaajan ei tarvitse tietää 
testattavan kohteen lähdekoodia tai muuta tarkempaa sisältöä. Testauksen kohteena 
voi periaatteessa olla mikä vain tuntematon laite eli niin sanottu musta laatikko. (De-
Mott, Miller & Takanen 2008.)  
Fuzzingissa käytetään yleisesti kolmea eri termiä kuvaamaan testin kohdetta: SUT 
(System Under Test), DUT (Device Under Test) ja IUT (Implementation Under Test). 
SUT:lla tarkoitetaan useamman kohteen kokonaisuutta, tai se voi mahdollisesti kattaa 
koko verkkoarkkitehtuurin. Siksi terminä SUT on kaikista abstraktein. (DeMott, Mil-
ler & Takanen 2008.) 
DUT-termillä tarkoitetaan yleensä isompaan kokonaisuuteen kuuluvaa yhtä laitetta, 
joka voi olla esimerkiksi reititin tai VoIP-puhelin. IUT vuorostaan tarkoittaa yhtä oh-
jelmistokokoonpanoa ja se voi esimerkiksi olla käyttöjärjestelmässä toimiva prosessi. 
(DeMott, Miller & Takanen 2008.) 
Fuzzing-työkalut voidaan jakaa eri kategorioihin sen perusteella, mitä hyökkäysvekto-
reita ja –metodeja ne käyttävät, sekä niiden monimutkaisuuden perusteella. Yksi kate-
goriointimalli on jakaa fuzzing-työkalut neljään eri luokkaan: 
 Static and random template-based (staattiset ja sattumanvaraiselle mallille poh-
jautuvat) 
 Block-based (lohkopohjaiset) 
 Dynamic generation or evolution based (dynaamiselle kehittymiselle tai muu-
tokselle pohjautuvat) 
 Model-based or simulation-based (malli tai simulaatio-pohjaiset) (DeMott, 
Miller & Takanen 2008.) 
 
Staattiset ja sattumanvaraiselle mallille pohjautuvat fuzzing-työkalut eivät sisällä dy-
naamista toimintaa, ja ne keskittyvät yleensä testaamaan yksinkertaisia pyyntö-
vastaus-protokollia ja erityyppisiä tiedostoformaatteja. Nämä työkalut eivät tiedä käy-
tettävästä protokollasta juuri mitään. Lohkopohjaiset työkalut saattavat sisältää joitain 
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alkeellisia dynaamisia toimintoja kuten tarkistussummien laskemista, ja niitä käyte-
tään mallintamaan pyyntö-vastaus-protokollan perusrakennetta. (DeMott, Miller & 
Takanen 2008.)  
Dynaamiselle kehittymiselle tai muutokselle pohjautuvat fuzzing-työkalut oppivat 
ymmärtämään testattavaa protokollaa tai tiedostoformaattia perustuen testattavalta 
laitteelta tulevaan palautteeseen. Tämän tyyppiset testausohjelmistot saattavat rikkoa 
viestirakenteita, jotka lähetetään testauksessa testauskohteelle. Malli- tai simulaa-
tiopohjaiset testaustyökalut voivat mallintaa kokonaan käytettyä protokollaa ja tätä 
kautta näillä työkaluilla pystytään luomaan muokattujen viestirakenteiden lisäksi odot-
tamattomia viestisarjoja. (DeMott, Miller & Takanen 2008.)  
Mallipohjaisilla fuzzing-työkaluilla pystytään tämän protokollamallinnuksen avulla 
testaamaan kohteita paljon syvällisemmin kuin staattiselle mallille pohjautuvilla työ-
kaluilla. Siksi näillä mallipohjaisilla työkaluilla on paljon todennäköisempää löytää 
enemmän heikkouksia kuin staattisilla testaustyökaluilla. (DeMott, Miller & Takanen 
2008.) 
 
 
3.3 Testaaminen Defensicsellä 
 
Defensics käyttää negatiivista black box robustness testing –menetelmää, jossa lähete-
tään jopa satoja tuhansia protokollaviestejä kohteeseen. Näillä viesteillä mallinnetaan 
hyökkäystä, joka voisi kohdistua ohjelmistoa vastaan.  Negatiivisella testauksella tar-
koitetaan sitä, että pyritään pääsemään tilanteeseen, jossa kohdeohjelmisto ei enää 
toimi. Vastakohtana on positiivinen testaus, jossa testataan, että kohdeohjelmisto toi-
mii. (Codenomicon Best Practices 2007.) 
Black Box –testaus tarkoittaa, että testaajan ei tarvitse tietää testattavasta kohteesta 
lähdekoodia tai sisäistä rakennetta. Testattava kohde voidaan kuvitella niin sanottuna 
mustana laatikkona. Vastakohtana tälle on White Box –testaus, jossa tiedetään tarkal-
leen kohteen rakenne eli esimerkiksi lähdekoodi ja tämän perusteella valitaan käytetty 
testidata.  (Codenomicon Best Practices 2007.) 
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Robustness tarkoittaa jonkin järjestelmän kykyä sietää sitä horjuttavia ympäristön 
tiloja sekä kykyä vastaanottaa odottamatonta dataa. Ohjelmisto, joka ei ole kestävä, 
kohtaa testauksen aikana ongelmia, kuten sen toiminnan loppumisen, uudelleen käyn-
nistymisen tai mahdollisuuden, että prosessi kuluttaa lähes kaiken tehon järjestelmäs-
tä. (Codenomicon Best Practices 2007.) 
Robustness-testauksessa testitilanteet on huolellisemmin suunniteltuja etukäteen kuin 
fuzzing-testauksessa. Testaustulokset ovat osoittaneet, että robustness-testauksella 
saadaan nopeammin ja tehokkaammin havaittua ohjelmistojen ongelmia kuin fuzzing-
tekniikalla. (Codenomicon Best Practices 2007.) 
Defensicsellä testattaessa ohjelmisto luo käytetystä protokollasta vähimmäismittaisen 
mallinnuksen, jossa on odottamatonta ja poikkeuksellista sisältöä. Tällä pyritään saa-
maan esiin ohjelmiston käyttäytyminen käytetyn protokollan aiheuttamassa odotta-
mattomassa tilanteessa.  Defensicsen protokollamallinnuksessa käytetään kuusi-
tasoista mallia, jonka tasot ovat 
 Interface 
 Protocol 
 Dialog 
 PDU 
 Structure 
 Primitive. (Codenomicon Best Practices 2007.) 
Interface-taso sisältää kohdeprotokollan kanssa toimimiseen tarvittavat toiminnalli-
suudet, joita saattavat olla esimerkiksi tiedostot. Protocol-tason simulaatio koostuu 
käytetyn protokollan vaatimista osajoukoista kuten syntakseista. (Codenomicon Best 
Practices 2007.)  
Dialog-tason tehtävänä on saattaa kohdeohjelmisto läpi tiettyjen tilojen, joita testauk-
sen aikana ilmenee. Samalla se tulkitsee käytettyjä PDU:ita (Protocol Data Unit). Dia-
log-tason sisältämät poikkeamat hyökkäävät ohjelmiston tilanhallinta osa-aluetta vas-
taan.  Tason poikkeamiin kuuluvat keskeneräiset dialogit, uudelleenjärjestetyt PDU:t 
sekä niiden poisto ja toistaminen. (Codenomicon Best Practices 2007.) 
PDU sisältää yhteyskäytäntöön tarvittavaa informaatiota liittyen esimerkiksi käyttä-
jään. Tyypillisesti PDU sisältää kehyksen, protokollan kontrollitietoja sekä hyöty-
kuormaa. PDU:t rakentuvat yleisesti type-, length- sekä value-arvoista. Type kertoo 
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odotetusta arvosta, length arvon koosta ja value sisältää varsinaisesti itse hyötykuor-
man. (Codenomicon Best Practices 2007.) 
Structure-tasolla rikotaan ja muutetaan odotettuja TLV-kombinaatioita (ti-
me,lenght,value)  ja niiden riippuvuuksia. Structure-tason poikkeamia ovat poistetut, 
muutetut, uudelleenjärjestetyt, asiaankuulumattomat, keskeneräiset tai alimuotoiset 
rakenteet, loputtomat silmukat sekä funktion toistot. Kuitenkin muokattaessa PDU:ta 
pitää huomioida, ettei tehdä liian suurta muutosta. Liiasta muokkaamisesta voi aiheu-
tua se, että kohde ei osaa enää jäsentää protokollaa ollenkaan ja hylkää sen suoraan. 
(Codenomicon Best Practices 2007.) 
Primitive-tasolla muokataan time-, length- ja value-arvoja erikseen jokaisen omilla 
poikkeamilla. Time-arvon poikkeaman avulla rikotaan konteksti, jossa normaalisti 
arvioitaisiin length- ja value-arvot. Length-poikkeamat huijaavat vastaanottajaa arvon 
pituudesta, jolloin saadaan esimerkiksi aikaiseksi suuria muistin varaamisia. Value-
poikkeamat pyrkivät poikkeuksellisesti rakennetuilla arvoilla tuomaan esiin suunnitte-
lussa huomioimattomia arvoja, jolloin saadaan aikaiseksi esimerkiksi puskurin yli-
vuotoa. (Codenomicon Best Practices 2007.) 
Defensicsellä testaaminen voidaan suorittaa joko graafisesta käyttöliittymästä tai suo-
raan komentoriviltä. Useimmat Defensicsen löytämistä vioista ovat toteutusajan vir-
heitä, jotka voivat olla esimerkiksi sovelluskehitysvaiheessa syntyneitä virheitä. Työ-
kalua voidaan käyttää missä SDLC:n (Software development lifecycle) vaiheessa ta-
hansa, mutta useimmiten ohjelmiston testaaminen jo varhaisessa vaiheessa säästää 
sekä aikaa että rahaa. Tyypillisesti Defensics-testausoperaatio jakaantuu viiteen osa-
alueeseen, jotka ovat 
1. Valmistelu 
2. Suoritus 
3. Tarkkailu 
4. Korjaus 
5. Toisto. (Codenomicon Best Practices 2007.) 
Käyttäjän tulisi valmistella testaus siten, että se on helppo suorittaa ja mahdolliset 
apuvälineet ovat selvillä. Apuvälineitä voivat olla esimerkiksi ohjelmistot ja kerätyt 
tiedot testattavasta kohteesta. Huolellisen valmistelun jälkeen suoritetaan varsinainen 
testaaminen ja sen jälkeisten tulosten tarkastelu ja varmistaminen. Jos testauksen ai-
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kana kohdataan ongelmia, kuten ohjelmiston kaatuminen, tulisi testi suorittaa useita 
kertoja, jotta voitaisiin varmistua testin luotettavuudesta. Tulosten tarkastelun jälkeen 
on aika korjata mahdolliset ongelmat ja suorittaa testaus uudelleen, jotta nähdään, 
ovatko ongelmat poistuneet. (Codenomicon Best Practices 2007.) 
Huomattava on toki, että kaikkia järjestelmiä ei pystytä testaamaan Defensicsellä, ja 
tällaisessa tilanteessa tuloksia ei saada ulos testattavasta järjestelmästä. Syynä tähän 
voi olla esimerkiksi se, että kohde tulee niin epävakaaksi testauksen aikana, että se 
järjestelmällisesti kaatuu jokaisella testikerralla. Tällöin ohjelmisto saa tulokseksi ”in-
conclusive” eli tulokseton. Jos kuitenkin mittauksesta saadaan jokin tulos virheiden 
esiintyessä, saa ohjelmisto tulokseksi ”failed” eli hylätty. Jos taas virheitä ei havaita 
mittauksen aikana, on tuloksena ”passed” eli läpäisty. (Codenomicon Best Practices 
2007.) 
 
3.4 Testaaminen Defensicsellä opinnäytetyössä 
 
Liitteessä 1 on esitettynä kaksi eri mahdollisuutta testata Defensicsellä testikohteita 
opinnäytetyössä. Vaihtoehto 1 käyttää testauksessa Defensicsen omaa käyttöliittymää, 
joka käynnistetään jar-päätteisestä (Java ARchive) tiedostosta. Tämän käyttöliittymän 
kautta asetetaan valmiisiin testisuunnitelmiin kohdeosoite ja muut mahdolliset lisäase-
tukset käyttäjän niin halutessa. Testisuunnitelmat on suunniteltu siten, että testaamisen 
voi aloittaa pelkästään asettamalla kohdeosoitteen.  
Testisuunnitelmissa on määritelty testauksen pituus, instrumentoinnin välineet ja 
mahdolliset sarjakohtaiset asetukset, joilla on katsottu olevan hyötyarvoa testaukseen. 
Instrumentoinnin välineillä tarkoitetaan erillisiä skriptejä ja komentoja, joilla varmis-
tetaan testauksen sujuvuus ongelmien ilmetessä. Kaikissa testisuunnitelmissa käyte-
tään kahta samaa instrumentoinnin välinettä: ICMP-kyselyä (Internet Control Mana-
gement Protocol) sekä testitilannetta, joka ei sisällä yhtään poikkeamaa. 
Jokaisen testitilanteen jälkeen testausohjelmisto lähettää ICMP-kyselyitä testikohtee-
seen, joilla tarkistetaan testikohteen toimivuus. Jos testikohde ei vastaa tiettyyn mää-
rään kyselyitä, suorittaa testausohjelmisto siihen määritetyn toimenpiteen eli ajaa 
Bash-skriptauskielellä kirjoitetun skriptin. Tämä skripti ottaa Telnet-yhteyden testi-
kohteeseen ja käynnistää sen uudelleen. Tällä uudelleenkäynnistyksellä mahdollisesti 
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saadaan testaaminen jatkumaan, ellei kohteeseen ole tullut esimerkiksi jotain fyysistä 
ongelmaa.  
Vaihtoehto 2 käyttää testauksessa Python-skriptauskielellä kirjoitettua skriptiä, jonka 
kautta testien asetukset määritellään. Tämäkin vaihtoehto käyttää toiminnassaan sa-
maa jar-päätteistä Defensicsen-käynnistystiedostoa, mutta sitä ajetaan taustalla, eikä 
käyttöliittymä ole käytössä tässä vaihtoehdossa. Erona edelliseen vaihtoehtoon on 
myös se, että tässä taustalla pyörii HTTP API -rajapinta (Application Programming 
Interface), jolla mahdollistetaan HTTP GET -komentojen lähettäminen. Näillä HTTP 
GET -komennoilla käskytetään tätä kyseistä HTTP API -rajapintaa ja tätä kautta pys-
tytään muuttamaan tämän palvelimen tiloja käyttäjän haluamalla tavalla. Eli jokaisen 
sarjan asetukset asetetaan näiden HTTP GET -komentojen avulla.  
Tässä vaihtoehdossa 2 testausvaihtoehdot ovat rajallisemmat kuin käyttöliittymää käy-
tettäessä, sillä Python-skripti on suunniteltu yhdelle testisarjalle. Skriptien lisäämisellä 
sekä muuttamisella voidaan toki avata lisää testausmahdollisuuksia. Tässäkin vaihto-
ehdossa on käytössä yksinkertainen Python-käyttöliittymä, jonka kautta valitaan tes-
taamiseen haluttu sarja sekä testikohde. 
Molemmista testausvaihtoehdoista tulevat testitulokset tallennetaan testauslaitteelle 
tietyn testisarjan tuloksia sisältävään kansioon, jossa pyörii bash-skripti, joka lisää 
automaattisesti testitulokset MySQL-palvelimelle. Testitulokset ovat XML-tiedostoja, 
joita voidaan sitten katsella HTML-sivuston kautta. Bash-skripti ottaa jokaisesta testi-
tuloksesta yhden tiedoston nimeltään summary.xml, joka sisältää tietoja testaukseen 
liittyen. Tehty MySQL-tietokanta ja tulosten siirtäminen HTML-sivustolle jäi opin-
näytetyön edetessä erittäin alkukantaiseksi muiden osa-alueiden viedessä aikaa. Tieto-
kanta ja HTML-sivusto on kuitenkin tehty, mutta niihin ei kiinnitetä suurta huomiota 
opinnäytetyön aikana. 
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4 KÄYTÄNNÖN TOTEUTUS 
 
4.1 Yleistä 
 
Käytännön osuus suoritettiin Jyväskylän ammattikorkeakoulun Lutakon kampuksella 
JYVSECTEC:n varaamassa huoneessa. Tärkeää oli, että työssä saatiin käyttöön natii-
villa Linux-käyttöjärjestelmän asennuksella varustettu tietokone, joka oli varattu vain 
opinnäytetyön tekemiseen. Tila oli myös mahdollista lukita, joten sitä kautta pystyttiin 
varmistumaan siitä, että mahdolliset ulkopuoliset henkilöt eivät päässeet käsiksi tes-
tausjärjestelmään. Tällä pyrittiin varmistamaan mahdolliset fyysiset tietoturvauhat.  
Kuvion 1 mukaisesti testausympäristöön kuuluivat tietokoneen lisäksi USB-väylään 
kiinnitettävä Wifi-dongle sekä Vigor2800-WLAN-tukiasema. Tässä tapauksessa Wifi-
donglen avulla tietokone voi liittyä WLAN-verkkoon. Wifi-donglea käytetään Defen-
sicsen 802.11-testisarjojen kanssa joko lähettimenä tai vastaanottimena riippuen siitä, 
testataanko tukiasemaa vai päätelaitetta. Käytännön osuudessa testaukset suoritettiin 
Vigor2800-WLAN- tukiasemaan, joten Wifi-dongle toimi päätelaitteena. WLAN-
tukiasemaan ajettiin testit Defensicsellä sekä salauksen kanssa että ilman salausta.  
USB Wifi-dongle
WLAN-tukiasema
Testauspalvelin
 
Kuvio 1. Testausympäristö 
 
Ilman salausta tehdyt testaukset suoritettiin Python-koodikielellä tehdyn skriptin avul-
la ja salauksen kanssa testaaminen suoritettiin suoraan Defensics-käyttöliittymästä. 
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Salauksena käytettiin WPA2-AES-PSK-salausalgoritmia. Salauksen kanssa testattaes-
sa tukiasemaan oli asetettu salasana, mutta ilman salausta testattaessa salasanaa ei 
ollut käytössä. Opinnäytetyön tarkoituksena oli testata molempia eri variaatioita ja 
täten saada erityyppisiä tuloksia aikaiseksi. 
Testauslaite eli tietokone käytti Fedora Core 18 -käyttöjärjestelmää. Defensicsen 
802.11-testisarjojen suorittamiseen oli suositeltavaa käyttää Fedora Core 16 -
käyttöjärjestelmää tai siitä uudempia versioita. Seuraavassa esimerkissä on nähtävissä 
käytetty käyttöjärjestelmä ja sen versio. 
 
 
Tietokone oli varustettu kahdella verkkokortilla, jotta testauksien suorittaminen oli 
helpompaa ja joustavampaa. Tällöin ei tarvinnut vaihdella verkkojohtoa tukiaseman ja 
julkisen verkon välillä. Testauksien aikana tietokone oli irrotettu julkisesta verkosta ja 
käytti WLAN-kanavaa, jota muilla lähettyvillä olevilla tukiasemilla ei ollut käytössä. 
Näillä toimenpiteillä pyrittiin varmistamaan, että testausympäristö olisi mahdollisim-
man suljettu eikä ulkopuolisille laitteille aiheutuisi ongelmia poikkeamia sisältävien 
viestien lähettämisestä. 
Molemmissa edellä mainituissa testauksissa oli testauslaitteelta kytketty pois päältä 
NetworkManager-palvelu. NetworkManager hallinnoi ja monitoroi automaattisesti 
tietokoneen rajapintoja, joka muodosti ongelman tässä tapauksessa. NetworkManager 
ei antanut pitää manuaalisesti asetettua IP-osoitetta testauksessa käytettävälle toiselle 
verkkokortille, joka oli kytketty testattavaan tukiasemaan. NetworkManager vaihtoi 
tietyn ajan kuluttua asetetun IP-osoitteen pois käytöstä ja niinpä testauksen aikana 
tapahtuva testilaitteen hallinnointi ei onnistunut.  
IP-osoitteen asettaminen käsin oli tärkeää, koska silloin pystyttiin varmistumaan siitä, 
että sama IP-osoite oli käytössä koko ajan. Kyseinen palvelu otettiin pois käytöstä 
seuraavan esimerkin mukaisesti.  
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NetworkManagerin sammuttamisen jälkeen varmistettiin seuraavan esimerkin osoit-
tamalla tavalla siitä, että palvelu on varmasti pois päältä. 
 
 
 
4.2 802.11 tukiasematestaus ilman salausta 
 
Salaamattoman yhteyden testaamista varten tehtiin Python-koodikielellä kirjoitettu 
skripti, jonka avulla käyttäjä voi suorittaa testauksen kohteeseen ilman Defensics-
käyttöliittymää. Käytössä oli siis liitteessä 1 esitetty testausmenetelmä 2. Testausta 
varten kirjoitettu kayttoliittyma-skripti on esitetty liitteessä 3.  
Pohjana tähän skriptin luomiseen oli Codenomiconin julkaisema ”Defensics-
instructions”-julkaisu, jossa oli esimerkkikomentoja HTTP API -palvelimen komen-
tamiseen ja yksi malli Python-kielellä tehdystä skriptistä Defensicsen-testien aloitta-
miseen. Tämä kyseinen skripti oli kuitenkin suunniteltu siten, että siinä ei ole varsi-
naista käyttöliittymää, vaan kaikki asetukset tulee asettaa etukäteen itse skriptiin.  
Opinnäytetyöhön haluttiin tehdä testiajoon käyttäjälle käyttöliittymä, johon voi syöt-
tää tarvitut parametrit ilman, että itse skriptiä tarvitsisi muuttaa joka kerta, kun testi-
kohde vaihtuu. Codenomiconin tekemä ohjeistus oli suoritettu Python 2.7 -
koodikielellä ja opinnäytetyössä haluttiin käyttää uudempaa Python 3.3 -koodikieltä. 
Näiden kahden välillä oli koodia kirjoittaessa suuriakin eroja, johtuen uudempaan 
Python-kielen versioon tehdyistä muutoksista. 
Liitteessä 4 oleva kayttoliittyma-skripti on kommentoitu numeroin sen toiminnan sel-
keyttämiseksi. Python-skriptissä ei lähdetty tekemään aliohjelmia, vaan yksinkertai-
sesti muuttujilla suorittamaan vaaditut toimenpiteet. 
Ennen Python-skriptin käynnistämistä, käyttäjän tulee käynnistää taustalle Bash-
koodikielellä kirjoitettu skripti nimeltään ”testausjumissa”. Nimensä mukaisesti skripti 
on luotu niitä tilanteita varten, kun testaaminen jää jumiin eikä ole edennyt enää mää-
rätyn aikarajan umpeutuessa. Testausjumissa-skriptin sisältö on esitetty liitteessä 6 ja 
19 
 
se on kommentoitu numeroin. Osaan näistä numeroista viitataan seuraavaksi selven-
nyksen vuoksi.  
Skripti käyttää inotify-työkalua, joka on suunniteltu kansioiden ja tiedostojen monito-
rointiin Linux-käyttöjärjestelmille. Työkalulla voidaan esimerkiksi valvoa määrättyä 
kansiota ja suorittaa halutut toimenpiteet tietyn tapahtuman sattuessa. Esimerkkinä 
mainittakoon tapahtuma, jossa skripti lähettää aina sähköpostin käyttäjälle, kun tiet-
tyyn kansioon tulee uusi tiedosto. 
Liitteen 6 kohdassa 1 luodaan muuttuja kansio, jonka sisällä määritetään inotifywait-
toimenpiteelle parametrit sekä kansio, jota se tarkkailee. Toiminnan selkeyttämiseksi 
kerrottakoon ensin parametrien ”-e create” ja ”-e moved_to” tarkoitukset. Parametri 
”-e” on lyhenne sanalle event, eli tapahtuma. Skriptiin voidaan määrittää useampia 
tapahtumia, joiden toteutuessa inotifywait suorittaa määritetyt toimenpiteet.  
Parametrilla ”-e create” määritetään, että uuden tiedoston tai kansion tullessa määri-
tettyyn kohteeseen inotifywait ottaa tämän tapahtuman huomioon. Parametrilla ”-e 
moved_to” vuorostaan inotifywait ottaa tapahtuman huomioon, mikäli määritettyyn 
kohteeseen siirretään uusi tiedosto tai kansio. Skriptin toimintaan haluttiin moved_to-
parametri create-parametrin lisäksi. Tällä toimenpiteellä varmistuttiin siitä, että mikäli 
käyttäjä siirtää toisesta kansiosta testituloksen kohdepisteeseen, se otetaan silti huomi-
oon skriptin toiminnassa.  
Kohdassa yksi oleva parametri ”—format ”%f”” määrittää, että skripti ottaa talteen 
sen tiedoston tai kansion nimen määritetyn kansion sisällä, joka suorittaa jonkun ase-
tetuista tapahtumista. Tämä talteenotettu nimi asetetaan muuttujaan kansio ja sitä käy-
tetään myöhemmin määritettäessä kansiota, josta xml-tiedostoa verrataan. 
Inotifywait-parametrien asettamisen jälkeen skriptissä aloitetaan while-silmukka, joka 
pyörii niin kauan, kunnes if- tai else-toimintojen kohdat saavat arvon tosi. Vaihtoeh-
toisesti skriptin voi pysäyttää myös käyttäjän toimesta. Skripti vertaa kahta eri aikana 
suoritettua sed-komentoa toisiinsa ja katsoo mikä kolmesta eri vaihtoehdosta toteutuu. 
Nämä kolme vaihtoehtoa ovat siis if, elif sekä else.  
Linuxissa Sed-komennoilla pystytään etsimään ja muokkaamaan haluttuja pätkiä teks-
ti-tiedostoista. Tässä tapauksessa xml-päätteisestä tiedostosta etsitään tiettyä väliä 
kahtena eri aikana ja verrataan niiden tulostusta keskenään. Etsittävä väli kertoo tes-
tiajossa olevan testitilanteen numeron. Näiden kahden täysin saman komennon välillä 
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on aikaa 50 sekuntia. Tänä aikana Defensicsen olisi normaalisti pitänyt suorittaa yksi 
testitilanne, joten jos tuloste on sama, on testaus jäänyt jumiin samaan testitilantee-
seen. Mikäli sed-komentojen tuloste on eri, skripti jatkaa toimintaansa ja jälleen suo-
rittaa 50 sekunnin päästä saman toimenpiteen uudestaan.  
Kohdassa kahdeksan komentojen tulosteiden ollessa samat skripti aloittaa if-
lausekkeen, joka ensin ottaa tail-komennolla testiajon lokitiedostosta viimeisimmät 30 
riviä ja tekee niistä uuden tiedoston, jota kutsutaan nimellä virhe.txt. Tämä tiedosto 
liitetään käyttäjälle lähetettävään sähköpostiin. Sähköpostin tarkoituksena on viestittää 
käyttäjälle, että testaus on nyt pysähtynyt ja sitä pitää käydä manuaalisesti jatkamassa. 
Liitteenä oleva tekstitiedosto mahdollisesti myös tarjoaa lisäinformaatiota siitä miksi 
testaus on jumissa. Sähköpostiviestin lähettämisen jälkeen skripti lopettaa toimintansa. 
Testaaminen voi jäädä jumiin monistakin eri syistä, joista yleisin opinnäytetyötä teh-
dessä oli se, että kohdelaite ei enää kyennyt vastaanottamaan viestejä testauslaitteelta. 
Tällöin testisarja ei jatka seuraavaan tilanteeseen vaan jää yrittämään yhtä ja samaa 
tilannetta, joka jumittaa koko testauksen. Tästä syntyy ongelma varsinkin siinä vai-
heessa, kun testausta automatisoidaan ja suoritetaan siten, että testaus saattaa pyöriä 
päiviäkin ilman valvontaa. Ei olisi järkevää istuttaa yhtä työntekijää valvomassa mo-
nen päivän testauksia vaan järkevämpi vaihtoehto oli kirjoittaa skripti, joka ilmoittaa 
sähköpostilla käyttäjälle, kun testaaminen on jäänyt tietyksi aikaa jumiin. Tällä toi-
menpiteellä varmistutaan siitä, että käyttäjä voi käydä arvioimassa tilanteen ja mah-
dollisesti esimerkiksi aloittaa testauksen uudelleen. ”Testausjumissa”-skripti käynnis-
tetään seuraavan esimerkin osoittamalla tavalla. 
 
 
4.3 802.11 tukiasematestaus salauksen kanssa 
 
Defensicsen 802.11AP-WPA-testisarjan testaaminen suoritettiin Defensicsen käyttö-
liittymästä käsin. Verrattaessa aiemmin esitettyyn Python-skriptin kautta ajamiseen, 
tällä suoritustavalla on mahdollista helpommin muokata asetuksia sekä tarkastella 
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tuloksia. Opinnäytetyön testiajoja varten tehtiin valmis testisuunnitelma Defensicsellä. 
Tähän testisuunnitelmaan on valmiiksi asetettu instrumentointiasetukset, joten käyttä-
jän ei tarvitse erikseen niitä muokata.  
Tässä työssä käytettiin testiajon valvontaan kahta ulkopuolista skriptiä, joita ei voida 
suorittaa Defensicsen-käyttöliittymästä käsin. Jos näitä kahta skriptiä yrittää laittaa 
ulkopuolisiin instrumentointiasetuksiin, ne jumittavat koko testiajon sen alkaessa. Tä-
ten ne pitää käynnistää erikseen ennen testiajon aloittamista.  
Ensimmäinen näistä kahdesta on Bash-koodikielellä kirjoitettu skripti, joka lähettää 
testauksesta sähköpostin käyttäjälle sekä lisää testaustuloksen MySQL-tietokantaan. 
Skripti löytyy liitteestä 5. Myös tämä Bash-skripti käyttää inotifywait-työkalua toi-
minnassaan. Tässäkin tapauksessa tarkkaillaan kohdekansiota ja sinne syntyvää uutta 
kansiota, joka sisältää testiajon tulokset.  
Skriptin kohdassa numero yksi (Liite 5) määritellään samat inotifywait-parametrit 
kuin testausjumissa-skriptissä. Skriptin käynnistyttyä se odottaa viisi minuuttia, kun-
nes se suorittaa ensimmäisen toimintonsa. Skripti katsoo grep-komennolla syntynyttä 
uutta kansiota ja tarkastelee sieltä xml-tiedostosta ”Finished”-sanaa. Grep-komennolla 
pystytään Linux-käyttöjärjestelmässä etsimään haluttua tekstiä tiedoston sisältä. Tie-
dostosta löytyy teksti ”Finished”, mikäli testaus on päättynyt.  
Kun skripti löytää haetun sanan, se suorittaa yksirivisen MySQL-komennon, jolla lisä-
tään testiajon tiedot sisältävä xml-tiedosto tietokantaan. Tämän jälkeen käyttäjälle 
lähetetään sähköpostina viesti testauksen päättymisestä. Tämä sähköposti sisältää liit-
teenä yhteenvedon testiajosta. Ohjelma luo testiajon kansioon yhteenvedon automaat-
tisesti testin päätyttyä. 
Opinnäytetyön alkuvaiheissa tarkoituksena oli luoda tietokanta, johon tallentuu testi-
tuloksista tiedot ja niitä voitaisiin tarkastella WWW-sivun välityksellä. Tämä saatiin 
tehtyä onnistuneesti, mutta sen jatkokehittäminen jäi taka-alalle muiden kohtien vie-
dessä aikaa, joten tietokannan rakenne jätettiin yksinkertaiseksi. Toimeksiantajalta tuli 
myös tietoa, että heillä on omat tapansa tallentaa testitulokset, joten siksi myös tieto-
kannan kehittäminen jätettiin kokonaan pois. Pohja on kuitenkin tehty, jolla testauksen 
päätyttyä testituloksesta tullut yhteenveto tallennetaan tietokantaan, josta se PHP-
kielen avulla saadaan näkyviin verkkosivulle. Näkymä verkkosivusta on esitetty Liit-
teessä 7. 
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Skripti jatkaa toimintaansa, mikäli se ei löydä sanaa ”Finished” grep-komennolla. Se 
tulostaa käyttäjälle komentoriville tekstin ”Testaus menossa.” ja suorittaa uuden haun 
jälleen viiden minuutin kuluttua. Seuraavassa esimerkissä on esitetty komento, jolla 
kyseinen skripti käynnistetään.   
 
 
Toinen skripteistä on myös Bash-koodikielellä kirjoitettu skripti, jolla hallinnoidaan 
mahdollista testiajon jumittumista yhteen kohtaan. Skriptiä kutsuttiin nimellä testaus-
jumissa. Skriptin käynnistäminen on nähtävissä seuraavassa esimerkissä ja sen sisältö 
on liitteessä 6. Skriptin toiminta on kuvattu aikaisemmin sivuilla 18-20. 
 
Itse Defensics-ohjelman käynnistys tapahtuu Linux-ympäristössä komentoriviltä kä-
sin. Ohjelma käynnistyy jar-päätteisestä tiedostosta, jota kutsutaan alla olevan esimer-
kin mukaisesti. 
 
 
Ohjelman aloitusvalikosta saadaan asennetut testisarjat ja -suunnitelmat näkyviin va-
litsemalla ”Open suite browser to load test suites”-valinta, joka on näkyvissä kuviossa 
2. 
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Kuvio 2. Defensicsen alkunäkymä 
 
Kuvion 3 mukaisessa uudessa ikkunassa on valittavissa yläreunan välilehdistä asenne-
tut testisarjat, testisuunnitelmat sekä aiemmin käytetyt tiedostot. Mahdollista on myös 
asentaa, poistaa sekä päivittää testisarjoja. Testisarjan tai valmiin testisuunnitelman 
valitsemisen jälkeen klikataan ”Load”-painiketta, jolla haluttu testisarja tai -
suunnitelma ladataan käyttöön. 
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Kuvio 3. Testisarjan valinta Defensics-käyttöliittymässä 
 
Testisarjan lataamisen jälkeen avautuu uusi näkymä, josta päästään asettamaan halut-
tuja asetuksia testausta varten. Kuvion 4 vasemmassa reunassa on nähtävissä Defen-
sicsen tarjoamat vaihtoehdot testiajon muokkaamiseen. Käytännössä käyttäjän ei tar-
vitse kuin asettaa ”Basic configuration”-välilehdellä esitetyt vaaditut kentät ja tes-
tiajon voi aloittaa. Muut asetukset ovat valinnaisia ja niillä muokataan esimerkiksi 
testin pituutta ja juuri aikaisemmin mainittuja instrumentointiasetuksia.  
Kuviossa 4 on nähtävissä 802.11 WPA-AP-testisarjan perusasetuksien välilehti. En-
simmäisenä käyttäjän tulee etsiä haluamansa tukiasema valitsemalla ”Scan”-
vaihtoehdon, jolla etsitään ympäristössä olevat tukiasemat. Testausta suorittavaan tie-
tokoneeseen liitetty USB Wifi-dongle suorittaa tämän lähistöllä olevien tukiasemien 
skannaamisen. 
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Kuvio 4. 802.11WPA-AP-testisarjan aloitusnäkymä 
 
”Scan”-painiketta painamalla avautuu uusi ikkuna, jossa vasemmassa reunassa olevas-
ta ”Start scan”-painikkeesta painamalla alkaa lähistöllä olevien WLAN-tukiasemien 
skannaus. Opinnäytetyössä käytetyn tukiaseman nimi oli ”defensics-testaus”. Kuvios-
sa 5 on nähtävissä, käyteyn tukiaseman asetukset, joista voidaan vielä varmistaa, että 
valitaan varmasti oikea kohde. Valitsemalla ”OK” päästään takaisin perusasetusten 
välilehteen. 
 
Kuvio 5. Defensicsen WLAN-skannaus 
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Tukiaseman valitsemisen jälkeen perusasetukset täyttyvät automaattisesti eli ohjelma 
ottaa tukiaseman tiedot talteen ja syöttää ne oikeisiin kohtiin kuvion 6 mukaisesti. 
Käyttäjän tulee vain syöttää käytössä oleva WPA-salasana.  
Käyttäjä voi haluttaessaan vaihtaa käytettävää rajapintaa, joka on nähtävissä kohdassa 
”Name of the wlan interface to use”. Valinnan pitäisi kuitenkin olla oikea mikäli USB 
Wifi-dongle on kytketty oikein tietokoneeseen ja se on toiminnassa. Näillä asetuksilla 
testiajoa voitaisiin lähteä jo suorittamaan, mutta tässä työssä käydään läpi myös lisä-
asetuksia. 
 
Kuvio 6. Defensicsen-perusasetukset WLAN-skannauksen jälkeen 
 
Seuraavana välilehtenä on ”Interoperability”, jossa tarkastellaan testikoneen sekä tes-
tattavan kohteen yhteentoimivuutta eri testitilanteita varten. Testiajo koostuu yleensä 
useista erityyppisistä testitilannetyypeistä, joita kuitenkin tässä WPA-testauksessa on 
vain yksi. Näkymä välilehdestä on esitetty kuviossa 7.  
Tässä testisarjassa yhteensopivuuden testaamisessa on käytössä ”WPA-Handshake”, 
joka suorittaa WPA-kättelyn osapuolten välillä ilman mitään poikkeamia, jotta voi-
daan testata juurikin tämän testiympäristön laitteiden yhteentoimivuutta. Laitteiden 
välisen toimivuuden testaaminen suoritetaan valitsemalla haluttu toimenpide, joita 
kuitenkin tässä testisarjassa oli vain aiemmin mainittu yksi kappale.  
Yhteentoimivuuden testaamisen jälkeen ohjelma antaa värikoodein tiedon siitä, onko 
se onnistunut vai epäonnistunut. Vihreä väri kuvastaa onnistumista ja punainen epä-
onnistumista. Mahdollista on myös, että tulee keltainen väri, jolla tarkoitetaan sitä, 
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että ohjelma ei ole varma testauskohteen tilasta tätä toimenpidettä kohtaan. Tällöin on 
käyttäjän päätettävissä haluaako hän ottaa nämä keltaisella värillä olevat testitilanteet 
mukaan testiajoon.  
Vihreällä olevat testitilanteet valitaan automaattisesti, kun taas epäonnistuneet eli pu-
naiset poistetaan käytöstä. Toimenpiteen sisältö on nähtävissä painamalla ”Log”-
kohdasta alla kuvion 7 näkymästä. 
 
Kuvio 7. Defensicsen yhteentoimivuus välilehti 
 
Kuviossa 8 on näkymä siitä, mitä tapahtuu tässä WPA-kättelyssä. Testilaite ja testaus-
kohde suorittavat WLAN-liittymisprosessin, johon kuuluu ensimmäisenä osana tie-
dustelu. Tässä tiedustelussa 802.11-standardin mukaisesti päätelaite, eli tässä tapauk-
sessa testauskohde, etsii SSID:n (Service Set Identifier) perusteella kyseistä tukiase-
maa tiedustelu-kyselyllä, johon tukiasema vastaa tiedustelu-vastauksella. Tässä vasta-
uksessa tukiasema ilmoittaa aseman käyttämät asetukset. (Cisco 2013.)  
Onnistuneen tiedustelun jälkeen tapahtuu autentikointi, jossa päätelaite lähettää auten-
tikointipyynnön tukiasemalle. Autentikointipyyntö sisältää yhteisen käytössä olevan 
WPA-salasanan. Tukiasema katsoo, onko salasana oikea ja sen perusteella päättää, 
saako päätelaite liittyä WLAN-verkkoon vai ei. Viimeisenä vaiheena on yhteyden 
muodostaminen, jossa tukiasema sekä päätelaite muodostavat yhteyden toistensa välil-
le. (Cisco 2013.)  
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Kuvio 8. WPA-kättelyn sisältö yhteentoimivuuden testaamisessa 
 
Yhteentoimivuuden testaamisen jälkeen on vuorossa lisäasetusten asettaminen, joihin 
kuuluvat ajonhallinta, testiajon pisteyttäminen, lokitusmenetelmä sekä verkkoliiken-
teen kaappaamisasetukset. Ajonhallinnan asetuksissa määritetään aika, kuinka kauan 
odotetaan viestiä testikohteelta, kunnes se katkaistaan ja siirrytään eteenpäin. Ohjelma 
käyttää oletuksena tässä niin sanottua dynaamista-aikakatkaisua, joka muuttuu tes-
tiajon perusteella. Ajonhallinnan asetukset on nähtävissä kuviossa 9. 
Dynaaminen aikakatkaisu tutkii saapuneiden viestien väliaikoja testikohteelta ja sen 
perusteella päättää, kuinka kauan odotetaan vastausta kohteelta. Tämä aikakatkaisu-
menetelmä on oletuksena käytössä ohjelmassa, koska usein on mahdollista, että testi-
kohde ei vastaa poikkeamia sisältäviin viesteihin lainkaan ja normaalin aikakatkaisun 
ollessa käytössä, joutuisi testiajo aina odottamaan tietyn ajan vastausta.  
Dynaaminen aikakatkaisu mahdollistaa sen, että viestit vastaanotetaan suurella toden-
näköisyydellä, mutta samalla testaaminen on sujuvaa, eikä turhia viiveitä tapahdu. 
”Stop criteria”-valintaan ei tässä työssä asetettu mitään arvoja, koska ei ollut tarvetta 
määrittää testiajon pituutta eikä myöskään tarvetta lopettaa testiajoa mikäli tietty mää-
rä epäonnistuneita instrumentointeja tapahtuisi.  
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Kuvio 9. Ajonhallinta-asetukset 
 
Lokitietoja koskevilla asetuksilla määritettiin, mitä kirjoitetaan ohjelman tekemään 
lokitiedostoon testiajon yhteydessä. Järkevää oli pitää lokitiedostot kohtuullisen ko-
koisena, mutta samalla saada kaikki hyödyllinen tieto irti testiajossa tapahtuneista 
asioista. Kuvion 10 mukaisesti käytössä ollut ”Valid cases and failed cases” kirjoittaa 
lokitiedostoon validit testitilanteet sekä epäonnistuneet testitilanteet. Ohjelmassa ei 
ollut valintaa, jolla olisi saanut pelkät epäonnistuneet testitilanteet kirjattua lokitiedos-
toon, joten tämä vaihtoehto oli paras hyötysuhteen kannalta.  
Toinen mietinnässä ollut vaihtoehto oli, että validit testitilanteet sekä poikkeamia si-
sältävät viestit olisi kirjoitettu lokitiedostoon, mutta tällöinkään ei ohjelma kirjaa epä-
onnistuneita testitilanteita. Tällöin oleellinen tieto jää uupumaan, eikä oikeastaan ollut 
muuta vaihtoehtoa, kuin ottaa tämä käytössä ollut valinta käyttöön.  
Kaksi muuta vaihtoehtoa olivat, että ohjelma kirjaa kaiken tiedon lokitiedostoon sekä 
vastakohtana tilanne, jossa ei käytetä lokitusta ollenkaan. Kaiken tiedon kirjaamisessa 
lokitiedostot olisivat kasvaneet niin suuriksi, että tallennustila olisi loppunut testiko-
neelta. Lisäksi ilman lokitusta ei olisi saatu mitään tietoa testiajon tapahtumista talteen 
tekstimuodossa. 
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Kuvio 10. Lokitusasetukset 
Kuviossa 11 näkyvää verkkoliikenteen kaappausta ei ollut tässä työssä käytössä ollen-
kaan, koska sen käyttäminen ei olisi ollut lopputuloksen kannalta oleellista. Valinnalla 
olisi saatu halutussa rajapinnassa tapahtunut verkkoliikenne tallennettua tiedostoon, 
jota olisi voitu tutkia myöhemmin esimerkiksi Wireshark-ohjelmalla.  
Verkkoliikenteen tapahtumat eivät olleet tärkeitä, koska työssä ei keskitytty tutkimaan 
verkon liikennettä, vaan tarkoituksena oli saada helpotettua testiajojen suorittamista. 
Valinta olisi vain kasvattanut testikoneen kuormitusta ja lisäksi ongelmaksi muodostui 
myös 802.11-liikenteen suodatus.  
Ohjelman tarjoaman verkkoliikenteen suodatus asetuksilla ei pystytty rajaamaan tal-
lennettua verkkoliikennettä siten, että pelkästään WLAN-yhteyksien viestit olisi tal-
lennettu tiedostoon. Mahdollista olisi ollut rajata kaapattu liikenne esimerkiksi testa-
uksen osapuolien MAC-osoitteiden perusteella, mutta sitä ei nähty oleelliseksi tässä 
työssä. 
 
Kuvio 11. Verkkoliikenteen kaappaus-välilehti 
 
Lisäasetusten asettamisen jälkeen on ohjelman asetuksissa vuorossa instrumentoin-
tiasetusten asettaminen, jotka ovat nähtävissä kuviossa 12. ”Valid case instrumentati-
on” sekä ”Instrumentation valid-case” valinnoilla otetaan testiajon instrumentointiin 
käyttöön edellisessä kohdassa ollut WPA-Handshake-toimenpide, joka suoritetaan 
aina yhden testitilanteen jälkeen. Tämä sarja ei sisällä mitään poikkeamia ja täten sen 
oletetaan menevän läpi aina. 
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Testiajoja suorittaessa huomattiin, että on hyvä käyttää tätä valintaa testiajossa, jotta 
instrumentointi ei ole pelkän ICMP-kyselyn varassa. Tämä valinta ei kuitenkaan hi-
dasta testiajoa suuresti ja sillä saadaan varmempi tulos siitä, onko testikohde toiminta-
kykyinen.  
”Instrumentation fail limit”-valinnalla määritetään, kuinka monta kertaa kyseinen toi-
menpide saa epäonnistua, kunnes testitilanteen tilaksi tulee hylätty. Opinnäytetyötä 
tehdessä epäonnistumisen arvona oli kaksi, jolloin suoritettiin tarvittaessa kaksi inst-
rumentointikyselyä tällä WPA-Handshake-tapahtumalla.  
”Max time between instrumentation attemps”-valinnalla määritetään millisekunneissa 
aika, joka on näiden kahden kyselyn välillä, mikäli ensimmäinen epäonnistuu. Tes-
tiajossa käytetty 12000 millisekuntia, eli 12 sekuntia on ohjelman oletusasetuksen 
arvo, joka on tarpeeksi suuri antamaan testikohteelle hieman aikaa näiden kyselyiden 
välissä, mikäli tapahtuma epäonnistuu.  
”Instrumentation frequency” ja sen arvoksi asetettu 1 määrittää, että poikkeamaton 
tilanne suoritetaan jokaisen testitilanteen jälkeen. Tässä oli hyvä pitää arvoa yksi, kos-
ka arvoa kasvattamalla ei saada varmuutta siitä, mikä testitilanne on epäonnistunut. 
Jos arvona olisi kaksi, WPA-Hanshake-toimenpide suoritettaisiin vain joka toisen tes-
titilanteen jälkeen, jolloin olisi mahdollista, että jäisi huomaamatta jokin testitilanne, 
jonka tilaksi olisikin tullut hylätty. Opinnäytetyötä tehdessä haluttiin mahdollisimman 
tarkka tieto siitä mitkä ja kuinka monta testitilannetta epäonnistuu yhden testiajon 
aikana.   
 
Kuvio 12. Instrumentointiasetukset 
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Ohjelman omien instrumentointiasetusten jälkeen käyttäjän on mahdollista määrittää 
ulkopuolisia instrumentointiasetuksia, joita voivat olla esimerkiksi skriptit. Ulkopuo-
listen instrumentointiasetusten näkymä on esitetty kuviossa 13.  
Näillä ulkopuolisilla instrumentointiasetuksilla, voidaan määrittää erityyppisiä toi-
menpiteitä suoritettavaksi tietyissä tilanteissa. Opinnäytetyössä käytettiin kahdessa 
kohdassa ulkopuolisia instrumentointiasetuksia. ”Execute as instrumentation”-
valinnassa oli määritettynä aikaisemmin mainittu ICMP-echo-kyselyn lähettäminen 
testikohteeseen jokaisen testitilanteen jälkeen. Komennolla ”ping –c 1 192.168.1.1” 
määritettiin, kuinka monta pakettia lähetetään ja mihin osoitteeseen.  
”Execute when instrumentation fails” -kohdassa määriteltiin suoritettava toimenpide, 
mikäli instrumentointi epäonnistuu. Nämä ulkopuoliset instrumentointiasetukset suori-
tetaan normaalien instrumentointiasetuksien lisäksi eli ne toimivat samalla tavalla, 
kuin aikaisemmin määritetty validitilanne.  
Instrumentoinnin epäonnistuessa ohjelma suorittaa Bash-koodikielellä kirjoitetun ”vi-
gorbootti”-skriptin, joka oli käytössä myös Python-käyttöliittymän kautta testattaessa 
ja sen toiminta on esitetty myöhemmin tulokset-osiossa sivuilla 37-38. Skripti on esi-
tetty liitteessä 8.  
 
Kuvio 13. Ulkopuoliset instrumentointiasetukset 
 
Instrumentointiasetusten jälkeen tuli valita testitilanteet, joita tässä 802.11WPA-AP -
testisarjassa ei ollut kovinkaan paljon muihin testisarjoihin verrattuna. Tässä testisar-
jassa testitilanteita oletuksena oli 20000 kappaletta, mutta niiden määrää voidaan 
muokata haluttaessa. Opinnäytetyön testiajoa varten 20000 kappaletta testitilanteita oli 
varsin runsaasti, joten niiden määrää ei ollut tarvetta kasvattaa. Tarkoituksena oli kui-
tenkin testata instrumentointiasetusten sekä ulkopuolisten skriptien toimintaa testauk-
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sen yhteydessä, joten tarjottu määrä testitilanteita oli tarpeeksi.  Testisarjojen valinta 
on nähtävissä liitteessä 2. 
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5 TULOKSET 
 
 
5.1 802.11 tukiasematestaus ilman salausta 
 
Kuviossa 14 on alkunäkymä skriptistä, kun se käynnistetään. Skripti käynnistää auto-
maattisesti taustalle HTTP API -palvelun, joten käyttäjän ei tarvitse sitä itse käynnis-
tää. Itse testauksen käyttäjä voi aloittaa valitsemalla numeron 1. 
Neljällä muulla valinnalla käyttäjä voi tarkastella asennettuja sarjoja, valmiita testi-
suunnitelmia, ladattuja sarjoja eli testiajoja sekä ottaa nämä ajossa olevat testiajot pois 
käytöstä. 
 
Kuvio 14. Alkunäkymä skriptissä 
 
Ensimmäisen kohdan jälkeen käyttäjän tulee syöttää testauslaitteen nimi, sähköpos-
tiosoite sekä testauskohteen asetukset, joilla testaus saadaan käynnistymään haluttuun 
kohteeseen. Testauslaitteen nimi on lähetettävää sähköpostiraporttia varten. Sillä hel-
potetaan raportin tarkastelua, kun käyttäjä tietää suoraa saapuneen sähköpostin otsi-
kosta, mihin laitteeseen testaaminen on suoritettu. Ennen testauksen aloittamista on 
myös käyttöliittymän ohjeistuksen mukaisesti kytkettävä testauksessa käytettävä USB 
Wifi-dongle tietokoneeseen kiinni (ks. Kuvio 15).  
802.11AP-testisarjassa tarvittavat asetukset olivat kohteen MAC-osoite, SSID, 
WLAN-kanava sekä käytetty probe-muoto. Probe-muodon valinnassa on kaksi vaih-
toehtoa, joista Unicast-Probe on suositeltu vaihtoehto. Siinä probe-kyselyt lähetetään 
vain ja ainoastaan kohdelaitteeseen unicast-täsmälähetyksenä. Broadcast-Probe-
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vaihtoehto lähettää probe-kyselyitä myös testauksen ulkopuolisiin laitteisiin ja tästä 
syystä sitä ei suositella käytettäväksi. Näiden lisäksi skripti kysyy instrumentointiin 
käytettävää IP-osoitetta, jolla tarkoitetaan kohdelaitteen IP-osoitetta, johon instrumen-
tointikyselyt lähetetään testauksen pysähtyessä. Kuviossa 15 on nähtävissä esimerk-
kiasetusten syöttäminen käyttöliittymään. 
 
Kuvio 15. Parametrien asettaminen skriptissä 
 
Kohdelaitteen instrumentointiin käytetyt asetukset on esitetty kuviossa 16. Käytetyt 
asetukset tulostuvat käyttäjälle, kun käyttäjä on asettanut tarvittavat parametrit testin 
suorittamista varten. Instrumentointina käytettiin yhtä ICMP echo -kyselyä kohdelait-
teeseen. Yhden ICMP echo -viestin lähettäminen instrumentoinnissa oli testauksen 
kannalta järkevin vaihtoehto, koska useamman paketin lähettäminen hidasti testaamis-
ta huomattavasti. 
 
Kuvio 16. Ilman salausta käytetyt instrumentointi-asetukset 
  
Kuvioissa 17 ja 18 on vertailussa yhden ja kahden ICMP echo -kyselyn lähettämisen 
erot neljän minuutin testauksen aikana. Näinkin pienessä ajassa oli huomattavissa, 
kuinka paljon testaaminen hidastuu, kun jokaisen testitilanteen jälkeen lähetetään kak-
si kyselyä kohdelaitteelle. Kuviossa 17 on esitetty tulokset lähetettäessä kaksi ICMP 
echo -kyselyä instrumentointina kohdelaitteelle.  
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Kuviosta 17 on huomattavissa, että ”Test cases per second” eli testitilanteita sekunnis-
sa on 0.68. Tämä tarkoittaa sitä, että 0.68 testitilannetta suoritettiin sekunnin aikana 
neljän minuutin koejakson aikana. Vertailu on suoritettu Defensics-käyttöliittymästä 
käsin tulosten selkeyttämisen vuoksi. 
 
Kuvio 17. Kahden ICMP-echo-kyselyn lähettäminen instrumentoinnissa 
 
Kuviossa 18 on esitettynä tulokset neljän minuutin koejakson aikana, kun instrumen-
toinnissa käytettiin yhtä ICMP echo -kyselyä. Saman neljän minuutin aikana testioh-
jelmisto suoritti 1.96 testitilannetta sekunnissa, joka on huomattava ero verrattuna 
kahden ICMP echo -kyselyn lähettämisen tuloksiin. Nämä erot korostuvat varsinkin 
pidemmällä aikajaksolla. 
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Kuvio 18. Yhden ICMP echo -kyselyn lähettäminen  instrumentoinnissa 
  
Python käyttöliittymän kautta suoritetussa testauksessa käytettiin instrumentoinnin 
epäonnistuessa ”vigorbootti”-nimistä skriptiä, joka on Bash-koodikielellä kirjoitettu 
skripti. Kyseinen skripti löytyy liitteestä 8. Kuviossa 16 on huomattavissa, että kysei-
nen skripti on käytössä.  
Jos kohdelaite ei vastaa ICMP echo-kyselyyn niin se suorittaa vigorbootti-nimisen 
skriptin, joka ottaa Telnet-yhteyden laitteeseen, syöttää määritetyn salasanan ja suorit-
taa siellä sys reboot -komennon, jolla laite käynnistyy uudelleen. Käytettävä komento 
on laitteesta riippuvainen, joten toiseen laitteeseen käytettäessä pitää mahdollisesti 
tarkistaa sen laitteen uudelleenkäynnistyskomento. Skripti käyttää toiminnassaan ex-
pect-toimintoa, joka suorittaa käyttäjän puolesta vaaditut toimenpiteet ja siten edistää 
testiajojen automatisointia. 
Skriptin avulla saadaan testaaminen jatkumaan, jos ongelma korjaantuu uudelleen-
käynnistämisellä. Opinnäytetyötä tehdessä melkein kaikki ongelmat korjaantuivat 
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kohdelaitteen uudelleenkäynnistymisellä ja testaus saatiin jatkumaan tämän toimenpi-
teen avulla.  
Ennen NetworkManager-palvelun sulkemista kävi muutaman kerran siten, että yhteys 
kohdelaitteeseen oli katkennut, eikä sen uudelleenkäynnistäminen Telnet-yhteyden 
avulla onnistunut. Tällöin testaaminen ei jatkunut, vaan jäi jumittamaan yhteen koh-
taan. 
Asetusten syöttämisen jälkeen testaaminen alkaa ja käyttöliittymässä esitetään käyttä-
jälle erilaisia vaihtoehtoja, joita testauksessa voidaan hyödyntää. Kuviossa 19 on kuva 
käyttöliittymästä sen jälkeen, kun testaaminen on alkanut. 
Kuviossa 18 näkyvä autoload-22429 on sillä hetkellä yksilöivä tunniste kyseiselle 
testille. Tämän avulla kyseinen testisarja tunnistetaan ja se voidaan myös ottaa pois 
käytöstä tämän tunnisteen avulla. Skripti luo jokaiselle testiajolle oman tunnisteen 
sillä hetkellä kun testiajo otetaan käyttöön. Tunniste luodaan Pythonin OS-kirjaston 
getpid-toiminnolla.  
Testauksen aikana käyttäjän on mahdollista pysäyttää testi ja sen jälkeen jatkaa sitä. 
Mahdollista on myös tulostaa sen hetkinen testaustilanne, sekä toki lopettaa kyseinen 
testiajo kokonaan. 
 
Kuvio 19. Testaus aloitettu 
 
Testauksen ollessa käynnissä käyttäjä voi vaihtoehdolla kolme tulostaa näkyviin sen 
hetkisen testaustilanteen, jonka näkymä on esitetty kuviossa 20. Kuviosta nähdään 
kyseisen testin yksilöivä tunniste, tila, käynnissä oleva testitilanne, testiin kulunut 
aika, testin jäljellä oleva aika, suoritetut testitilanteet sekä jäljellä olevat testitilanteet. 
Myös normaalit hyväksytysti läpi menneet testitilanteet sekä epäonnistuneet testitilan-
teet näkyvät testaustilanteen raportissa.  
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SNMP-testitilanteiden ja muiden mahdollisten testitilanteiden tilat näkyvät myös ti-
lanneraportissa, mutta näitä ei normaalissa testiajossa suoriteta ollenkaan. Viimeisim-
pinä kohtina ovat testitilanteiden kokonaismäärä sekä sen hetkinen nopeus ilmaistuna 
testiä sekuntia kohden. 
 
Kuvio 20. Testaustilanteen näkymä käyttöliittymässä 
 
Käyttäjän valitessa vaihtoehdon yksi, testaus pysäytetään niin pitkäksi aikaa, kunnes 
käyttäjä valitsee vaihtoehdon kaksi, jolla testausta jatketaan. Kuviossa 21 on näkymä 
siitä, kun testaus on pysäytetty ja käyttäjä on sen jälkeen valinnut vaihtoehdon kolme, 
että sen hetkinen testaustilanne näytetään. Kuviosta huomataan, että testin tila (state) 
on pysäytetty (paused). 
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Kuvio 21. Testaus pysäytetty 
 
Kun testiä halutaan jatkaa, käyttäjä valitsee vaihtoehdon kaksi eli ”Jatka”. Tällöin 
pysähtynyt testitilanne kutsutaan jatkettavaksi ja kuviosta 22 huomataan, että testin 
tila (state) on siten käynnissä (running). 
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Kuvio 22. Testausta jatketaan tauon jälkeen 
 
Kun testaus halutaan lopettaa kokonaan, käyttäjä valitsee käyttöliittymässä vaihtoeh-
don neljä. Tällöin skripti lähettää HTTP API -palvelimelle komennon, jolla kyseinen 
testiajo otetaan pois käytöstä sen yksilöllisen tunnisteen mukaan. Ensin testi pysähtyy 
ja sen jälkeen se vielä ladataan pois käytöstä, jotta se ei jää turhaan jumittamaan pal-
velinta. 
Käyttöliittymän skriptissä (ks. Liite 4) on huomattavissa kohdassa 16, että testiajon 
pysäyttämisen ja sen käytöstä poistamisen välillä on 10 sekunnin viive. Ilman tätä 
viivettä, ohjelma ei kerkeä luomaan lopullista raporttitiedostoa viimeisimmillä tiedoil-
la, vaan käyttää siinä keskeneräistä tietoa. Kymmenen sekunnin viivettä käytettäessä, 
on ohjelmalla aikaa ymmärtää, että testiajo on lopetettu ja raportti on lopullinen.  
Käyttöliittymä ilmaisee jatkuvasti mitä tehdään milläkin hetkellä. Testiajon pois otta-
misen jälkeen skripti lisää testauksesta tulleen raportin XML-tietokantaan ja lähettää 
yhteenvedon testauksesta käyttäjän määrittämään sähköpostiosoitteeseen. Kuviossa 23 
on näkymä siitä, kun testiajo on lopetettu. 
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Kuvio 23. Testaus lopetetaan 
 
Käyttäjän sähköpostiin tulee kuvion 24 mukaisesti viesti, jonka otsikossa on testauk-
sen alussa syötetty testikohteen nimi. Ajettaessa useita rinnakkaisia testejä testikoh-
teen nimi erottaa testeissä olevat laitteet toisistaan. Sähköpostiviestissä liitteenä oleva 
tekstitiedosto ”summary.txt” on yhteenveto testin tuloksista. Tässä tiedostossa näkyy 
muun muassa testiajon asetukset sekä kuinka monta testisarjaa on suoritettu ja mitkä 
niistä eivät menneet läpi eli saivat tilan ”Failed”. Nämä kaksi asiaa ovat testausrapor-
tissa olennaisimmat kohdat, koska jälkeenpäin voidaan tiettyjä asetuksia muuttaa ja 
sitä kautta tarkastella, kuinka testaustulokset mahdollisesti muuttuvat. Hylätyillä testi-
tilanteilla taas saadaan tietoa siitä, kuinka kohdelaite otti vastaan testiajoa ja käsitteli 
sen saamia testitilanteita. Testausraportti on esitetty liitteessä 9. 
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Kuvio 24. Raportti testiajosta sähköpostiin 
 
 
5.2 802.11 tukiasematestaus salauksen kanssa 
 
Käytännön osuudessa esitettyjen toimenpiteiden jälkeen itse testaaminen voidaan 
aloittaa Defensics-käyttöliittymän ”Test run”-välilehdeltä, jonka näkymä on esitettynä 
kuviossa 25. Välilehti tarjoaa reaaliaikaisen tiedon testiajon tilanteesta. Tietona on 
nähtävissä testiajon tila, käytetty aika, menossa oleva testitilanne sekä testilanteiden 
määrä. Myös läpäisseiden, hylättyjen sekä muiden mahdollisten testitilanteiden määrä 
on nähtävissä välilehdeltä. Testitilanteet, jotka eivät ole saaneet hyväksyttyä tai hylät-
tyä tilaa ovat esimerkiksi käyttäjän pysäyttämiä. 
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Kuvio 25. Testiajon aloittaminen 
 
Testiajon aloittamisen jälkeen tiedot alkavat päivittyä ja käyttäjä voi halutessaan seu-
rata testiajon etenemistä. Kuviossa 26 on esitetty testiajon tilanne 443 testitilanteen 
jälkeen. Suorituskyky-kohdasta (benchmark) käyttäjä voi tarkastella kuinka juuri tämä 
kyseinen testiajo rinnastetaan muiden käyttäjien tekemiin testeihin ja kuvion alareu-
nassa oleva sydänkäyrä kertoo reaaliajassa testikohteen tilasta kuinka se vastaa testi-
koneen lähettämiin tilanteisiin.  
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Kuvio 26. Testiajo käynnissä 
 
Ohjelma suorittaa testauksen loppuun ja antaa raportin sekä ilmoittaa epäonnistuneet 
testitilanteet testiajon jälkeen. Testiajo ei kuitenkaan yleensä mene ilman ongelmitta 
läpi loppuun asti ja tällöin instrumentointiasetukset sekä ulkopuoliset skriptit mahdol-
listavat sen, että testaaminen voi jatkua virheistä huolimatta. 
Kuviossa 27 on näkymä siitä, kun testiajo on pysähtynyt virheen vuoksi eikä jatka 
testaamista, kunnes virhe on korjattu. Testiajon tila (status) on kuvion mukaisesti 
”SUT FAIL(7)” (System Under Test), joka tarkoittaa, että testikohde ei jostain syystä 
ota enää testiajoa vastaan. Suluissa oleva numero seitsemän kertoo, että ohjelma on 
suorittanut seitsemän instrumentointiyritystä kohteeseen.  
46 
 
Opinnäytetyössä simuloitiin tätä virhetilannetta ensin siten, että testattava tukiasema 
sammutettiin, jolloin siihen ei saada yhteyttä muodostettua. Tällöin käytössä ollut tes-
tikohteen uudelleenkäynnistysskripti ei voi toimia, eikä testaaminen voi jatkua. Tämän 
tyyppisessä tilanteessa testaaminen pysähtyy kokonaan eikä jatku, ennen kuin testi-
kohde käynnistetään uudelleen. Tällaisessa tilanteessa jonkun tulisi käydä kytkemässä 
laitteeseen virrat takaisin päälle.  
Tässäkin tilanteessa on kuitenkin mahdollista saada tieto nopeasti siitä, että testaami-
nen on jumissa. Tämän mahdollistaa aikaisemmin mainittu testauksen pysäyttämistä 
varten suunniteltu skripti, joka lähettää sähköposti-ilmoituksen käyttäjälle, mikäli tes-
taus on ollut tietyn aikaa samassa kohtaa jumissa. Sähköpostissa on olennaisinta se, 
että saadaan tieto eteenpäin testiajon pysähtymisestä ja käyttäjä voi tilanteen sattuessa 
mennä käymään pisteessä, jossa testausta suoritetaan.  
Koska opinnäytetyön tarkoituksena juurikin oli saada automatisoitua tätä testausta, oli 
oletuksena se, että testauksen aikana ei ole ketään valvomassa testiajoa. Sähköposti-
ilmoitus on nähtävissä kuviossa 28 ja siinä on liitteessä virhe.txt-tiedosto, joka sisältää 
ohjelman kirjoittamasta lokitiedostosta viimeisimmät 30 riviä, joiden avulla käyttäjän 
on mahdollista katsoa, mikä on testauksen tilanne kullakin hetkellä.  
Defensicsen kirjoittama lokitiedosto sisältää ylimääräisiä merkkejä ja rivejä, joten sen 
tulkitseminen on hieman hankalaa. Sieltä on kuitenkin mahdollista saada tietoa siitä, 
mikä on testiajon tilanne sillä hetkellä. Sähköpostin sisältämä liitetiedosto virhe.txt on 
nähtävissä liitteessä 10 ja se on tilanteesta kun kohdelaite on sammutettu kokonaan. 
Liitteestä on kuitenkin nähtävissä, että ICMP echo -kysely ei onnistu kohteeseen ja 
testausohjelmisto yrittää suorittaa vigorbootti-skriptiä tuloksetta. 
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Kuvio 27. Testiajo virhetilassa 
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Kuvio 28. Sähköposti-ilmoitus testiajon pysähtymisestä 
 
Tukiaseman päälle kytkemisen jälkeen, vaihdettiin käytössä oleva WPA-salasana jok-
sikin toiseksi, jolloin testiohjelmisto ei voi tietää salasanaa eikä täten jatkaa testaamis-
ta. Kyseisessä tilanteessa kuitenkin käytössä ollut hallintayhteys toisen verkkokortin 
kautta säilyy tukiasemaan, jolloin Telnet-yhteys voidaan tarvittaessa muodostaa koh-
teeseen.  
Liite 3 ja kuvio 29 esittävät näkymän ohjelman tarjoamasta reaaliaikaisesta testausti-
lanteesta, jossa yhteys saadaan muodostettua testikohteeseen. Liitteen 3 punaisen laa-
tikon sisällä nähdään, kuinka ohjelma käynnistää ulkopuolisena instrumentointitoi-
menpiteenä olevan uudelleenkäynnistys-skriptin.  
Skripti ottaa yhteyden laitteen IP-osoitteeseen telnet-yhteyden avulla ja suorittaa sys 
reboot -komennon laitteessa, jolla laite käynnistetään uudelleen. Tällöin asetettu väärä 
salasana poistuu ja muuttuu uudelleen-käynnistyksen yhteydessä samaksi salasanaksi, 
joka on määritetty myös Defensicsen -testisarjan asetuksiin. 
Kuviossa 29 on esitetty jatkoa liitteelle 3 ja tästä kuviosta on nähtävissä, kuinka yhte-
ys saadaan muodostettua laitteiden välille. Punaisella fontilla olevasta tekstistä huo-
mataan, kuinka tämä kyseinen testisarja merkitään epäonnistuneeksi, koska ohjelman 
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mukaan se aiheutti ei-toivottua käytöstä kohdelaitteessa. Todellisuudessa kuitenkin 
tämä tapahtuma oli itse aiheutettu simulointitarkoituksessa. 
 
Kuvio 29. Uudelleenkäynnistys-skripti toiminnassa 
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6 YHTEENVETO 
 
 
6.1 Yhteenveto tuloksista 
 
Lopputuloksena oli kaksi eri suoritustapaa testiajojen suorittamiseen. Python-skriptin 
kautta suoritettavan testaamisen saaminen toimimaan oli huomattavasti hankalampaa, 
koska siinä täytyi luoda käyttöliittymä testiajojen tekemiseen. Käyttöliittymän teke-
minen oli opinnäytetyössäni suurin haaste, koska itse skriptaaminen oli minulle lähes 
vieras käsite lukuun ottamatta koulussa opittuja asioita. Käyttöliittymää tehdessä jou-
duin tutkimaan lähes jokaisen rivin suoritustavan erikseen, koska nämä asiat eivät 
tulleet luonnostaan skriptiin.  
Halu saada käyttöliittymästä toimiva oli kuitenkin suuri, koska nykyään IT-alan töissä 
tarvitaan lähes poikkeuksetta eri skriptauskielien hallitsemista. Opinnäytetyön edessä 
taitoni kasvoivat ja opin paljon uutta sekä Python- että Bash-koodikielestä.  
Itse Defensics-käyttöliittymän kautta suoritetun testaamisen toimivaan saaminen oli 
huomattavasi helpompaa, vaikkakin sitä tehdessä tuli vastaan eri ongelmia. Suurimpa-
na ongelmana oli saada nämä ulkopuoliset skriptit toimimaan yhdessä Defensicsen 
kanssa.  
Opinnäytetyön alussa yritin saada näitä kahta ulkopuolista skriptiä ajettavaksi suoraan 
Defensicsen kautta, mutta ohjelma meni aina kokonaan jumiin yrittäessään käynnistää 
näitä skriptejä. Ainoaksi vaihtoehdoksi tällä suoritustavalla jäi siis se, että skriptit 
käynnistetään ohjelman ulkopuolella erikseen. Olisin halunnut saada skriptit toimi-
maan suoraan käyttöliittymästä käsin, jolloin olisi ollut mahdollista saada valmiiseen 
testisuunnitelmaan suoraan nämä skriptit eikä niitä olisi tarvinnut käynnistää komen-
toriviltä käsin. 
Toimeksiantaja halusi, että opinnäytetyössä tutkittiin kuinka on mahdollista saada 
ilmoitus lähetettäväksi testauksen jumittaessa. Oletuksena oli juurikin se, että testausta 
ei ole kukaan henkilö valvomassa. Opinnäytetyössä päädyttiin tekemään työssä ollut 
testausjumissa-skripti, jolla kyettiin ilmoittamaan sähköpostilla käyttäjälle yksinker-
taisen toimenpiteen avulla, mikäli testaaminen on pysähtynyt. Tämän toimimaan saa-
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minen oli kuitenkin kaikkea muuta kuin yksinkertaista. Lopputuloksena oleva sed-
komennon suorittaminen oli lopulta toimivin ratkaisu.  
Testiajon jumittamisen raportointi oli vaikea saada toimimaan, koska Defensics päivit-
tää koko testiajon kansioon luotuja tiedostoja. Nämä tiedostot luodaan sinne testiajon 
alkaessa ja viimeinen muokkaus tapahtuu testiajon päätyttyä. Käytetty inotify-
työkalun inotifywait-toimenpide tutkii pääkansiota mihin alikansioiksi syntyy jokai-
selle testiajolle oma kansio. Pelkällä inotifywait-toimenpiteellä ei pystynyt suoritta-
maan haluttua toimenpidettä vaan skriptiin piti liittää mukaan yksinkertainen sleep-
komento, jolla saadaan tutkittua samaa tiedostoa kahtena eri aikana. 
Sama ongelma eli tiedoston päivittyminen koko testiajon tuli vastaan myös sähköpos-
tiraportin lähettämisen kanssa. Täytyi jotenkin saada varmistus siitä, että raportti on 
lopullinen ennen kuin se lähetetään käyttäjälle. Ennen tämän skriptin toimimaan saa-
mista olin saanut testausjumissa-skriptin valmiiksi, joten sen kautta lähin purkamaan 
ratkaisua tähän. Syntynyt lopputulos oli hyvin samanlainen, mutta hieman monimut-
kaisemman sed-komennon sijasta tässä käytettiin yksinkertaista grep-komentoa kat-
somaan, milloin tiedostosta löytyy etsitty sana.  
Yhteistä näillä kahdella ongelmalla oli minun kokemuksen puutteeni skriptauksen 
osalta. Jälkeenpäin ajateltaessa ratkaisut tuntuvat loogisilta, mutta niitä pohtiessa ei 
aluksi meinannut saada minkäänlaista järkevää ratkaisua aikaiseksi. Suhteellisen yk-
sinkertaisten while-silmukoiden avulla asiat saatiin kuitenkin toimimaan.  
 
6.2 Pohdinta 
 
Opinnäytetyön tekemisen aloitin tarkastelemalla itse fuzzing-toimenpidettä, koska se 
oli terminä minulle uusi. Aiemmin kesällä olin tekemässä JYVSECTEC-projektille 
käyttöohjetta Defensics-työkalun toimintaan ja siinä samalla tarkastelin myös yksin-
kertaisempaa Radamsa-työkalua, joka on kehitetty fuzzausta varten. Radamsassa ei 
ole ollenkaan käyttöliittymää ja sen käyttäminen oli huomattavasti hankalampaa kuin 
Defensicsen. Pikku hiljaa aloin saada käsityksen siitä, mitä fuzzauksella tarkoitetaan 
ja miksi sitä tehdään. Vaikka Defensicsen toiminta on kehittyneempää fuzzausta, on 
sen pohja alun perin fuzzauksessa. Fuzzauksessa käyttäjän pitää tietää huomattavasti 
enemmän kohdelaitteesta kuin Defensicsen käyttämässä robustness-menetelmässä.  
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Opinnäytetyön tarkoituksena oli toteuttaa automatisoitua testaamista Defensics-
työkalulla ja tutkia eri vaihtoehtoja sen toteuttamiseen. Minulle annettiin vapaat kädet 
suorittaa ja kokeilla kuinka se olisi mahdollista tehdä. Toki muutamia eri ehdotuksia 
tuli toimeksiantajan puolelta siitä, mitkä asiat olisi hyvä saada testaukseen mukaan.  
Ennen itse ohjelman käyttöön saamista minulla oli tietty suunnitelma siitä, mitä halu-
aisin tehdä, mutta suoritustapa oli vielä auki. Tarkoituksena alun alkaen oli tehdä käyt-
töliittymä Python-koodikielellä, jolla kyettäisiin suorittamaan testausta erityyppisiin 
laitteisiin mahdollisimman vähillä tiedoilla kohdelaitteesta. Ennen oman käyttöliitty-
män tekemisen aloittamista tutkin Codenomiconin tekemää ohjeistusta testiajojen au-
tomatisoinnista. Tämä ohjeistus sisälsi yrityksen tekemän esimerkin Python-
koodikielellä, josta sain pohjan omaa käyttöliittymääni varten.  
Python valikoitui käytettäväksi koodikieleksi, koska sitä meillä oli koulussa ollut hie-
man aikaisemmilla kursseilla ja halusin kehittää omia taitojani skriptaustyöskentelyn 
parissa. Monia eri ongelmia nousi esiin työn edetessä ja välillä olin jo luopumassa 
käyttöliittymän tekemisestä, koska sen toimimaan saaminen tuntui mahdottomalta.  
Suurin ongelma käyttöliittymää tehdessä oli saada asetuksina lähetettävät arvot me-
nemään HTTP API -palvelimelle oikeanlaisessa muodossa. Erilaisten kokeilujen jäl-
keen loppujen lopulta Python-kirjastoista löytyi sopiva vaihtoehto, jolla käyttäjän aset-
tamat arvot menivät oikeassa muodossa perille asti siten, että API-palvelin ymmärsi 
ne. Ongelmia tuotti se, että käytetyt asetukset lähetettiin muuttujina, joiden oikea-
oppinen lähettäminen täytyi suorittaa Pythonin urllib.parse-kirjaston quote-
toiminnolla. Tämä toimenpide muuttaa välilyönnit ja erikoismerkit URL-muotoon 
(Uniform resource locator) siten, että HTTP API -palvelin ymmärtää ne. Palvelimelle 
lähetetyt komennot ovat URL-viestejä, joten lähetetyt muuttujat täytyi koodata selko-
kielisestä tekstistä koodimuotoon.  
Kyseinen ongelma ei olisi ratkennut ilman urllib.error-kirjaston tarjoamaa HTTPEr-
ror-vaihtoehtoa. Sen löydettyäni, pystyin näkemään paluuviestinä, kuinka muuttujat 
lähtivät eteenpäin, joten pienillä korjauksilla aina pystyin jatkamaan kohti oikeaa ta-
paa. Koulussa on myöhempinä vuosina käytännöntöitä tehdessä painotettu virheiden 
etsimisen ja kartoittamisen tärkeyttä töitä tehdessä ja tässä työssä huomasin sen tär-
keyden. Yksin tehdessä täytyy etsiä oikeat toimintatavat ja ratkaista syntyvät ongelmat 
itse. Tämän opinnäytetyön edetessä olenkin kehittynyt itsenäisessä työskentelyssä, 
jossa minulla on ollut kehittämisen varaa. 
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Lähes alusta alkaen opinnäytetyössä mukana ollut raporttien lähettäminen MySQL-
tietokantaan ja sieltä PHP-koodilla niiden näkyviin saaminen URL-sivustolle jäi har-
mittavasti taka-alalle työn edetessä. Sen saaminen monipuolisemmaksi ja kattavam-
maksi olisi ehdottomasti jakokehittämisen kohteena, mikäli toimeksiantaja sellaista 
tarvitsisi. Ideana minulla oli, että yhdeltä sivulta pystytään näkemään laitteet ja jo nii-
hin suoritetut testaukset. Tässä työssä lopputuloksena oli kuitenkin jo aikaisemmin 
esitetty raaka versio, jossa näkyy suoritetut testaukset ja niistä hieman tietoa. Itse De-
fensics-ohjelma tarjosi HTML-muotoisen raportin käyttäjälle, mutta se ei tullut auto-
maattisesti vaan siihen vaadittiin erilliset toimenpiteet. Raportista oli nähtävissä testa-
uksen tapahtumat ja mielestäni tärkein asia oli siinä syntyneet virheet.  
Yleisesti testiajon automatisointi onnistui mielestäni hyvin. Testiajon pysähtymisen 
ilmoittaminen ja sähköpostiraportin lähettäminen käyttäjälle olivat tärkeitä asioita 
saada toimimaan, koska itse Defensics ei näitä toimintoja tarjonnut. Näiden toteutta-
minen täytyi itse miettiä ja toteuttaa. Näissä onnistuttiin siinäkin mielessä hyvin, että 
ne ovat yksinkertaisia ja varmatoimisia. Ainoana puutteena on se, että ne täytyy käyn-
nistää ohjelman ulkopuolella, joka hieman lisää käyttäjän vastuuta siitä, että ne muis-
tetaan laittaa päälle. Näiden ulkopuolisten skriptien jatkokehittäminen olisi myös eri-
tyisen tärkeää, jotta niiden käyttöön saaminen olisi vieläkin helpompaa. Näistä kah-
desta skriptistä voisi tehdä yhden yhtenäisen, joten ulkopuoliset toimenpiteet jo puolit-
tuisivat.  
Tehty Python-käyttöliittymä on opinnäytetyössä suunniteltu yhden testisarjan eli 
802.11-AP ajamiseen. Sen toimimaan saamiseen kului valtaosa ajasta, mutta uusien 
testisarjojen lisääminen ei olisi enää niin suuri työ, koska asetuksien syöttäminen on 
jokaisessa testisarjassa samanlainen. Testisarjojen välillä vain käytetyt termit asetuk-
sia kohden vaihtuvat.  
Skriptin jatkokehittämiseen voisi luoda uuden erillisen käyttöliittymä-ikkunan, jolla 
siitä saataisiin vieläkin käyttäjäystävällisempi ja samalla ulkoasultaan hienompi. Uu-
sia testisarjoja voisi lisätä skriptin toimintaan ja tätä kautta monipuolistaa sen käyttö-
mahdollisuuksia. Testiajon tilannetietojen saaminen voisi olla myös selkeämpää. Sen 
voisi muodostaa siten, että testiajosta tulisi automaattisesti muutaman minuutin välein 
uusi tilannetieto. 
Skriptin kautta ajettaessa täytyy käynnistää erikseen tämä testauksen jumittamisesta 
ilmoittava skripti, joten sen liittäminen käyttöliittymään olisi myös yksi toimenpide, 
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jolla saataisiin yksinkertaistettua sen toimintaa. Opinnäytetyössä yritin saada tätä 
skriptiä ajettavaksi samalla käyttöliittymän kanssa, mutta skriptin toiminta pysähtyi 
kun ulkopuolinen Bash-skripti avattiin taustalle. Ulkopuolisen Bash-skriptin sisältöä 
tulisi luultavasti muokata jollain tavalla, että Python ei jäisi odottamaan vastausta sil-
tä. Yritin saada tätä toimimaan Pythonin tarjoamien subprocess.call- sekä subpro-
cess.Popen-toimintojen avulla, mutta tuloksetta. Näillä kummallakin sain kyllä skrip-
tin aukeamaan taustalle, mutta Python ei enää jatkanut varsinaisen skriptin toimintaa, 
vaan pysähtyi siihen paikkaan.  
Opinnäytetyöstä saadut tulokset todistavat sen, että Defensicsen ja ulkopuolisten 
skriptien avulla on mahdollista suorittaa tietylle tasolle asti automatisoitua testaamista. 
Toki luodut skriptit ovat yksinkertaisia, mutta niiden päätarkoituksena oli olla samalla 
sekä toimivia että luotettavia.  
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LIITTEET 
 
Liite 1. Testausvariaatiot 
 
Testikohde Testikohde
MySQL-palvelin
Skripti Skripti
WWW-sivu
Jar-tiedosto Jar-tiedosto
Defensics-
käyttöliittymä
Python-skripti
Testauspalvelin
Vaihtoehto 1 Vaihtoehto 2
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Liite 2. Testisarjojen valinta 
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Liite 3. Uudelleenkäynnistys skripti toiminnassa 
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Liite 4. Käyttöliittymä-skripti 
#!/usr/bin/python3 
# -*- coding: utf-8 -*- 
## 1. Kutsutaan skriptissä käytettävät kirjastot 
from urllib.request import Request, urlopen          
from urllib.parse import quote                       
from urllib.parse import quote_plus                  
from urllib.parse import urlencode                   
from urllib.error import HTTPError                   
import re 
import time 
from datetime import datetime                        
from os import system                                
from os import getpid 
import subprocess 
## 2. Määritetään skriptissä käytettävät yleiset muuttujat ja kutsutaan otsikoksi ”De-
fensics”. 
print ("Defensics")                          
valinta = 0                                  
defserv = 'http://127.0.0.1:50000'           
wifiappolku = '/opt/Codenomicon/suites/80211ap-2.0.2/testtool/80211ap-202.jar'  
tulostenkansio = datetime.now().strftime('%Y%m%d-%H%M-%S')  
minunpid = str(getpid())     
     
print ('Käynnistetään HTTP API-serveri...')    
##3. Käynnistetään API-serveri, jonka jälkeen odotetaan 10 sekuntia, jotta API-serveri 
kerkeää käynnistyä ennen käyttöliittymän kutsumista   
subprocess.Popen('java -Xmx768M -jar /opt/Codenomicon/monitor/boot.jar --server 
50000', shell=True) ##  
time.sleep(10) 
## 3. Määritetään käyttöliittymä ja sen otsikot    
while valinta!=6: 
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    print ("[1] WLAN-AP (ilman salasanaa)")                   
    print ("[2] Asennetut sarjat")        
    print ("[3] Valmiit testisuunnitelmat")  
    print ("[4] Ladatut sarjat")             
    print ("[5] Ota ladatut sarjat pois käytöstä")  
    valinta = input("Valinta: ")  
## 4. Valinnalla 1 käyttäjä pääsee WLAN-AP-testisarjaan 
    if valinta == "1":                          input ("HUOM! Kytke USB-dongle paikalleen. 
Jatka painamalla Enteriä..") 
## 5. Pyydetään käyttäjältä tarvittavat asetukset 
        testauskohde = input('Testattavan laitteen nimi (Yhteen tai väliviivalla): ')            
        spostiosoite = input('Sähköpostiosoite mihin testausraportti lähetetään: ')              
        tallennuskansio = '--log-dir /opt/Codenomicon/results/802.11-
AP/'+tulostenkansio        
        i = 1 
        sarjannimi = 'autoload-' + minunpid 
        try: 
            lataus = urlopen(defserv+'/monitor/load-
suite?file='+wifiappolku+'&name='+sarjannimi) 
        except HTTPError as e: 
            print (e.code) 
            print (e.read()) 
        print (lataus.read().decode('UTF-8')) 
        latausloppu = urlopen(defserv+'/monitor/plan/wait-status?status=loaded') 
        print (latausloppu.read().decode('UTF-8')) 
## 6. WLAN-AP-testisarjan muuttujat 
        macosoite = input("Anna kohteen MAC-osoite (XX:XX:XX:XX:XX): ")             
        macosoitekentta = "--dst-mac"                                                
        macosoitearvo = "%s" % (macosoite) 
        ssidosoite = input("Anna kohteen SSID: ") 
        ssidosoitekentta = "--ssid"  
        ssidosoitearvo = "%s" % (ssidosoite)  
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        wlankanava = input("Anna kohteen WLAN-kanava: ") 
        wlankanavakentta = "--channel" 
        wlankanavaarvo = "%s" % (wlankanava) 
        probemuoto = input('Määritä probe-muoto: "Unicast-Probe\\"" tai "Broadcast-
Probe\\"": ')  
        unicastprobekentta = "--probe-mode" 
        unicastprobearvo = "%s" % (probemuoto) 
        instrumentointi = input('Määritä instrumentointikyselyn IP-osoite: ') 
        instrukentta = "--exec-instrument" 
        instruarvo = "ping -c 1 %s" % (instrumentointi) 
        instrufailkentta = "--exec-instrument-fail" 
## 7.Määritetään vigorbootti.sh ajettavaksi, jos instrumentointi epäonnistuu 
instrufailarvo = "/opt/Codenomicon/results/802.11-AP/./vigorbootti.sh" 
instrufaillimitkentta = "--instrument-fail-limit” 
instrufaillimitarvo = "1"  
   ## 8. Käyttäjän määrittämät asetukset lähetetään API-serverille set-setting-
komentona     
 try: 
            arvojenasetus = urlopen(defserv+'/monitor/suite/set-setting?suite='+ sarjan-
nimi + '&set=' \   
            + '%20' + quote(macosoitekentta.encode('UTF-8')) + '%20' + quo-
te(macosoitearvo.encode('UTF-8')) \  
            + '%20' + quote(ssidosoitekentta.encode('UTF-8')) + '%20' + quo-
te(ssidosoitearvo.encode('UTF-8')) \ 
            + '%20' + quote(wlankanavakentta.encode('UTF-8')) + '%20' + quo-
te(wlankanavaarvo.encode('UTF-8')) \ 
            + '%20' + quote(unicastprobekentta.encode('UTF-8')) + '%20' + 
quote(unicastprobearvo.encode('UTF-8')) \ 
            + '%20' + quote(instrukentta.encode('UTF-8')) + '%20' + 
quote(instruarvo.encode('UTF-8')) \    ## 
            + '%20' + quote(instrufailkentta.encode('UTF-8')) + '%20' + 
quote(instrufailarvo.encode('UTF-8')) \ 
            + '%20' + quote(instrufaillimitkentta.encode('UTF-8')) + '%20' + 
quote(instrufaillimitarvo.encode('UTF-8')) \ 
62 
 
            + '%20' + quote(tallennuskansio.encode('UTF-8'))) 
        except HTTPError as e: 
            print (e.code) 
            print (e.read()) 
        print (arvojenasetus.read().decode('UTF-8'))                                         
## 9.Tulostetaan käyttäjän asettamat asetukset ja aloitetaan testisarjan ajo 
        asetukset = urlopen(defserv+'/monitor/suite/get-setting?suite=' + sarjannimi) 
        print (asetukset.read().decode('UTF-8'))  
        print ("Aloitetaan testaus")                                
        aloitus = urlopen(defserv+'/monitor/suite/start?suite=' + sarjannimi)                
        print (aloitus.read().decode('UTF-8'))                           
        print ("Menossa olevan testin vaihtoehdot: ")                                        
## 10.Valinta-liittymä käyttäjälle testiajon aikaisista vaihtoehdoista 
        valintab = 0 
        while valintab!=4: 
## 11. Käyttöliittymä testiajon ajaksi  
            print ("[1] Tauko")                 
            print ("[2] Jatka")     
            print ("[3] Näytä testaustilanne") 
            print ("[4] Lopeta testaus ja ota testi pois käytöstä!") 
            valintab = input("Valitse vaihtoehto numeroilla 1-4: ") 
## 12. Testiajon aikana testiajo pysäytetään valinnalla 1 
            if valintab == "1":                    
             print ("Tauko") 
             tauko = urlopen(defserv+'/monitor/suite/pause?suite='+sarjannimi) 
             print (tauko.read().decode('UTF-8')) 
## 13. Testiajon aikana testiajoa jatketaan valinnalla 2 
 
            if valintab == "2":                    
print ("Jatketaan") 
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             jatka = urlopen(defserv+'/monitor/suite/start?suite='+sarjannimi) 
                 print (jatka.read().decode('UTF-8')) 
## 14. Testiajon aikana testiajon tilanne näytetään valinnalla 3 
            if valintab == "3":                   
print ("Testaustilanne") 
             tilanne = urlopen(defserv+'/monitor/suite/get-test-
state?suite='+sarjannimi) 
             print (tilanne.read().decode('UTF-8')) 
## 15.Sarja otetaan pois käytöstä valinnalla 4 
if valintab == "4":                                                                          
print ("Lopetetaan testi") 
                  lopeta = ur-
lopen(defserv+'/monitor/suite/stop?suite='+sarjannimi)        
                  print (lopeta.read().decode('UTF-8')) 
## 16. Odotetaan 10 sekuntia testiajon lopettamisen ja sen käytöstä poisottamisen vä-
lillä                         
time.sleep(10) 
 lataapois = ur-
lopen(defserv+'/monitor/suite/unload?suite='+sarjannimi) 
                print (lataapois.read().decode('UTF-8')) 
## 17. Lisätään testaustulos tietokantaan 
                 print ("Lisätään testaustulos tietokantaan....")    
                system('mysql -uroot -pRoot-66 -D defensics -e \"load xml local infile 
\'/opt/Codenomicon/results/802.11-AP/'+tulostenkansio+'/run-time-info.xml\' into 
table runtimeinfo rows identified by \'<test-run-data>\'\"') 
## 18. Lähetetään testaustuloksesta sähköposti 
                print ("Lähetetään tuloksesta sähköposti") 
                system('mutt -s '+testauskohde+'-Defensics-testausraportti -a 
/opt/Codenomicon/results/802.11-AP/'+tulostenkansio+'/summary.txt -- 
'+spostiosoite+' < /dev/null') 
                print ("Sähköposti lähetetty") 
                break 
## 17. Valinnalla 2 tulostetaan asennetut sarjat 
if valinta == "2":       
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        f = urlopen(defserv+'/monitor/get-installed-suites')  
        print (f.read().decode("UTF-8")) 
## 18. Valinnalla 3 näytetään tehdyt testisuunnitelmat 
    if valinta == "3":             
f = urlopen(defserv+'/monitor/get-available-plans')  
        print (f.read().decode("UTF-8")) 
## 19. Valinnalla 4 näytetään käynnissä olevien testiajojen tilat 
if valinta == "4":  
f = urlopen(defserv+'/monitor/plan/get-test-state') 
print (f.read().decode("UTF-8")) 
## 20. Valinnalla 5 otetaan testiajo pois käytöstä 
if valinta == "5":  
   print ("Ladatut sarjat otetaan pois käytöstä...") 
   f = urlopen(defserv+'/monitor/plan/get-test-state').read().decode('UTF-
8') 
   findloaded = re.findall('autoload-[0-9][0-9][0-9][0-9][0-9]', f) 
   print (findloaded) 
   for item in findloaded: 
     try: 
        f = urlopen(defserv+'/monitor/suite/unload?file='+ wifiappolku+ 
'&suite=' + item) 
        print (f.read().decode('UTF-8')) 
       except HTTPError as e: 
        print(e.code) 
         print(e.read()) 
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Liite 5. MySQL-tietokantaan lisäys sekä sähköpostin lähetys skripti 
#!/bin/bash 
## 1. Luodaan muuttuja kansio, määritetään inotifywaitin parametrit sekä kohdekan-
sio. 
kansio=$(inotifywait --format "%f" -e create -e moved_to 
/opt/Codenomicon/results/802.11-AP/) 
while true; do 
## 2. Odotetaan viisi minuuttia. 
sleep 5m 
## 3. Jos xml-tiedostosta löytyy sana “Finished”, niin suoritetaan mysql-komento, 
jolla lisätään testitulos tietokantaan sekä lähetetään sähköpostina testiajon yhteenveto 
käyttäjälle. 
 if grep -q "Finished" "/opt/Codenomicon/results/802.11-AP/$kansio/run-
time-info.xml"; then 
  /usr/bin/mysql -uroot -pRoot-66 -D defensics -e "load xml 
local infile '/opt/Codenomicon/results/802.11-AP/$kansio/run-time-info.xml' into table 
runtimeinfo rows identified by '<test-run-data>'" 
  /usr/bin/mutt -s "$kansio-Defensics-raportti" -a 
/opt/Codenomicon/results/802.11-AP/$kansio/summary.txt -- f7373@student.jamk.fi < 
/dev/null 
  break 
## 4. Jos löydetään sana “Running” xml-tiedostosta niin jatketaan skriptiä ja tuloste-
taan käyttäjälle “Testaus menossa”. 
 elif grep -q "Running" "/opt/Codenomicon/results/802.11-
AP/$kansio/run-time-info.xml"; then 
  echo "Testaus menossa" 
 else 
  break 
 fi 
done 
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Liite 6. Testausjumissa-skripti 
#!/bin/bash 
## 1. Inotifywait-parametrit ja luodaan muuttuja kansio. 
kansio=$(inotifywait --format "%f" -e create -e moved_to 
/opt/Codenomicon/results/802.11-AP/)  
## 2. Aloitetaan while true-silmukka. 
while true; do 
## 3. Pysäytetään skripti viideksi sekunniksi, jotta xml-tiedosto kerkeää syntyä.  
sleep 5  
## 4. Suoritetaan ensimmäinen sed-komento, jonka tuloste tallennetaan muuttujaksi 
testinumero 
testinumero=$(sed -n 's/<case-index>//;s/case-index>//p' 
/opt/Codenomicon/results/802.11-AP/$kansio/run-time-info.xml) 
## 5. Odotetaan 50 sekuntia  
sleep 50. 
## 6. Suoritetaan toinen sed-komento, jonka tuloste tallennetaan muuttujaksi testinu-
mero2. 
testinumero2=$(sed -n 's/<case-index>//;s/case-index>//p' 
/opt/Codenomicon/results/802.11-AP/$kansio/run-time-info.xml) 
## 7. Jos sed-komentojen tulosteet samat niin suoritetaan if-toimenpide, jossa otetaan 
testiajon lokitiedostosta viimeiset 30 riviä ja tehdään niistä uusi virhe.txt-
tekstitiedosto. Se lisätään liitteeksi käyttäjälle lähetettävään sähköpostiin otsikolla 
”Defensics-testaus-jumissa”. 
if [ $testinumero = $testinumero2 ]; then  
tail -30 /opt/Codenomicon/results/802.11-AP/$kansio/main.log > 
/opt/Codenomicon/results/802.11-AP/$kansio/virhe.txt | /usr/bin/mutt -s "Defensics-
testaus-jumissa" -a /opt/Codenomicon/results/802.11-AP/$kansio/virhe.txt -- 
f7373@student.jamk.fi < /dev/null  
## 9. Lopetetaan skripti. 
 break  
## 10. Jos ovat erit niin jatketaan testausta ja tulostetaan "Testaus jatkuu onnistunees-
ti." 
        elif [ $testinumero != $testinumero2 ]; then                 echo "Testaus jatkuu on-
nistuneesti." 
## 11. Jos jokin muu vaihtoehto kuin kaksi aikaisempaa niin lopetetaan skripti silloin. 
        else  
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             break 
        fi  
done  
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Liite 7. Näkymä verkkosivusta 
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Liite 8. Vigorbootti-skripti 
#!/usr/bin/expect 
set timeout 20 
set ip 192.168.1.1 
set salasana defensics 
spawn telnet "$ip" 
expect "Password:" 
send "$salasana\n\r"; 
expect ">" 
send "sys reboot\n"; 
interact 
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Liite 9. Testiajon raportti. 
Test Run Report 
=============== 
 
Test run started:                                         20131213 
21:30:02.340 
Test run ended:                                           20131213 
21:44:16.700 
Test tool name:                                            802.11 
AP Test Suite 
OS information:                                Linux amd64 3.6.10-
4.fc18.x86_64 
Java/VM information:                              1.7.0_45 24.45-
b08 mixed mode 
Options: --dst-mac 00:16:e6:30:74:cf --tg-general medium  --tg-
text medium --channel 6 --tg-binary medium --ssid defensics-
testaus --tg-c-format medium  --tg-characters medium  --probe-mode 
"Unicast-Probe\""   --tg-underflow all  --tg-combine medium --tg-
no-unlimited   --tg-overflow-max 291                      --suite-
work-dir /root/.codenomicon/cache/suite-work      --log-dir 
/opt/Codenomicon/results/802.11-AP/20131213-2129-24  --respect-
fails        --capture-no-promiscuous --outputdir 
/opt/Codenomicon/results/802.11-AP/20131213-2129-24   --exec-
instrument "ping -c 1 192.168.1.1"  --exec-instrument-fail 
/opt/Codenomicon/results/802.11-AP/./vigorbootti.sh --instrument -
-instrument-fail-limit 1       
Test suite name:                                                     
d3-80211ap 
Test suite version:                                                       
2.0.2 
Platform version:                                                        
10.3.7 
Sequence file:                                                              
n/a 
Build:                                                                 
20130401 
Suite hash code:                                               
987627960a3f57d6 
License: Licensed to Jyvaskylan Ammattikorkeakoulu Oy. Distribu-
tion strictly prohibited. 
Evaluation:                                                                 
n/a 
Extended cases:                                                             
n/a 
Test cases:                                                                
8142 
Failed                                                                       
29 
Stopped by user                                                               
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Failed 
==================== 
5040 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.Vendor-Specific-Cisco.element 0x7c318fe95e922b33 
6367 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Multimedia.wmm-tspec.VendorData.element 
0x50400bb19a75c0a4 
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6436 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Multimedia.wmm-tspec.VendorData.Type 
0x8cc6b5151fc9369e 
6497 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Multimedia.wmm-tspec.VendorData.Version 
0x363342677001aecb 
6554 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Multimedia.wmm-tspec.VendorData.TSInfo 
0x5625236e57fa5a9b 
6611 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Multimedia.wmm-tspec.VendorData.NomMSDUSize 
0x6520eb3fd01fee76 
6681 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Multimedia.wmm-
tspec.VendorData.MinServiceInterval 0x46704f2e0a52e9e6 
6738 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Multimedia.wmm-
tspec.VendorData.MaxServiceInterval 0x6e0aea7851ff0c9c 
6794 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Multimedia.wmm-
tspec.VendorData.InactivityInterval 0xe81de7b726afdee3 
6851 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Multimedia.wmm-
tspec.VendorData.ServiceStartTime 0x2f1a346080b8a621 
6918 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Multimedia.wmm-
tspec.VendorData.MinimumDataRate 0x8a3bfa3b324ce96b 
6988 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Multimedia.wmm-tspec.VendorData.PeakDataRate 
0x395b846c7892e21d 
7049 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Multimedia.wmm-tspec.VendorData.DelayBound 
0x163486833decd9a3 
7123 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Multimedia.wmm-tspec.VendorData.MinPHYRate 
0x7d4a4b4630aaa89f 
7199 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Multimedia.wmm-tspec.VendorData.MediumTime 
0x906d7ef2d669bd91 
7261 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Protected-Access.VendorID 0x920b9ec82a0427b0 
7335 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Protected-Access.VendorData.Version 
0x760af76b4d35e75a 
7394 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Protected-Access.VendorData.WPAData.Multicast-
Cipher.element 0x715998353e3bfc4e 
7454 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Protected-Access.VendorData.WPAData.No-Of-
Unicast-Cipher 0x7dc014afd32317f3 
7525 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Protected-Access.VendorData.WPAData.Unicast-
Cipher.element 0x84561b9e2982a941 
7587 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Protected-Access.VendorData.WPAData.No-Of-
Auth-Mgmt 0x64e803fde4e402b5 
7647 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-Protected-Access.VendorData.WPAData.Auth-
Mgmt.element 0xe59f30c38c28b2d 
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7707 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-HT-Information.Vendor-ID.HT-Information 
0x8d59b5cb788bfbb7 
7765 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-HT-Information.Vendor-Data.CapabilityInfo 
0xd6fa1c4bc42db2e 
7827 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-HT-Information.Vendor-Data.AMPDU 
0x93396051eb491e28 
7897 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-HT-Information.Vendor-Data.VS 
0xb5ff468e45a1c0b8 
7970 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-HT-Information.Vendor-Data.ASEL 
0x59dfd396de09915a 
8040 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.WiFi-HT-Capabilities.Vendor-Data 0xa2d92d9f058de06 
8099 wlan.Probe.Probe_Request.Body.TaggedParameters.Vendor-
Specific.Value.Vendor-Specific-Unknown 0x37a03a5b46abe404 
 
Stopped by user 
==================== 
8141 wlan.Probe.Probe_Request.Body.TaggedParameters.RSN.element 
0x4bfb2e7ca2226b7 
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Liite 10. Sähköpostin liitteenä oleva virheraportti testauksen jumittamisesta 
0000000217i  
0000000218i ---+192.168.1.1+ping+statistics+--- 
0000000219i 
1+packets+transmitted%2C+0+received%2C+%2B1+errors%2C+100%25+packe
t+loss%2C+time+0ms 
0000000220i  
0000000221i Return+value%3A+1+%28Error%29 
0000000222i Next+instrumentation+try+after+12000ms 
0000000223: 2013-12-17 13:51:37.710 
0000000224I 8 instrumenting... 
0000000225: 2013-12-17 13:51:38.986 
0000000226i Er-
ror+occurred+while+doing+network+entry%3A+Probe+request+timed+out 
0000000227I 8 instrumenting... 
0000000228i ping+-c+1+192.168.1.1 
0000000229: 2013-12-17 13:51:41.996 
0000000230i 
PING+192.168.1.1+%28192.168.1.1%29+56%2884%29+bytes+of+data. 
0000000231i 
From+192.168.1.100+icmp_seq%3D1+Destination+Host+Unreachable 
0000000232i  
0000000233i ---+192.168.1.1+ping+statistics+--- 
0000000234i 
1+packets+transmitted%2C+0+received%2C+%2B1+errors%2C+100%25+packe
t+loss%2C+time+0ms 
0000000235i  
0000000236i Return+value%3A+1+%28Error%29 
0000000237i %2Fopt%2FCodenomicon%2Fresults%2F802.11-WPA-
AP%2F.%2Fvigorbootti.sh 
0000000238: 2013-12-17 13:51:42.005 
0000000239i spawn+telnet+192.168.1.1 
0000000240i Trying+192.168.1.1... 
0000000241i  
0000000242: 2013-12-17 13:51:45.020 
0000000243i 
telnet%3A+connect+to+address+192.168.1.1%3A+No+route+to+host 
0000000244i send%3A+spawn+id+exp4+not+open 
0000000245i ++++while+executing 
0000000246i %22send+%22%24salasana%5Cn%5Cr%22%22 
0000000247i 
++++%28file+%22%2Fopt%2FCodenomicon%2Fresults%2F802.11-WPA-
AP%2F.%2Fvigorbootti.sh%22+line+13%29 
0000000248i Return+value%3A+1+%28Error%29 
0000000249V 1326 fail Anoma-
ly+not+sent%3B+No+response+within+the+timeout+of+1000+ms 
0000000250i Next+instrumentation+try+after+12000ms 
0000000251: 2013-12-17 13:51:57.022 
0000000252I 9 instrumenting... 
0000000253: 2013-12-17 13:51:58.343 
0000000254i Er-
ror+occurred+while+doing+network+entry%3A+Probe+request+timed+out 
0000000255I 9 instrumenting... 
0000000256i ping+-c+1+192.168.1.1 
 
   
