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GLOSARIO 
 
AWS (Amazon Web Services): es una colección de servicios de computación en la 
nube que en conjunto forman una plataforma de computación en la nube, 
ofrecidas a través de Internet por Amazon.com. 
 
DBMS (Database Management System): Son las siglas en inglés para los 
Sistemas de Gestión de Bases de Datos (SGBD). 
 
EC2 (Elastic compute cloud): servicio web que proporciona capacidad informática 
con tamaño modificable en la nube. 
 
HTTP (Hypertext Transfer Protocol): protocolo usado en cada transacción de la 
World Wide Web 
 
OOP (Object-oriented programming): programación orientada a objetos. 
 
RDS (Relational Database Service): servicio web que facilita las tareas de 
configuración, operación y escalado de una base de datos relacional en la nube. 
 
REST (Representational State Transfer): es un estilo de arquitectura de software 
para sistemas bajo HTTP 
 
S3 (Simple Storage Service): almacenamiento para Internet, recursos informáticos 
escalables basados en la web. 
 
SCRUM: proceso en el que se aplican de manera regular un conjunto de buenas 
prácticas para trabajar colaborativamente, en equipo, y obtener el mejor resultado 
posible de un proyecto. 
x 
 
SOA (Service Oriented Architecture): arquitectura orientada a servicios. 
 
SOAP (Simple Object Access Protocol): es una especificación para intercambio de 
información estructurada 
 
UDDI (Universal, Description, Discovery and Integration): catálogo de negocios de 
internet. 
 
UML (Unified Modeling Language): lenguaje unificado de modelado 
 
VPC (Virtual Private Cloud): permite aprovisionar una sección aislada de forma 
lógica de la nube. 
 
WORA (Write Once, Run Anywhere): código ejecutado en una plataforma que no 
tiene que ser nuevamente compilado para correr en otra. 
 
WSDL (Web Services Description Language): es un formato XML utilizado para 
describir servicios web 
 
XML (eXtensible Markup Language): lenguaje de marcas utilizado para almacenar 
datos en forma legible 
xi 
 
 
RESUMEN 
 
 
El presente trabajo define el diseño y la construcción de un Juez en Línea para el 
desarrollo de competencias algorítmicas. La base conceptual para el desarrollo del 
juez virtual, está fundamentada en los principios de la programación orientada a 
objetos y el uso de patrones, frameworks y herramientas para facilitar el 
desarrollo, como también con el empleo de metodologías ágiles, específicamente 
SCRUM con la cual se hace la planeación, ejecución y seguimiento del proyecto. 
El producto terminal, se diseñó con base a buenas prácticas de ingeniería de 
software, lo que hace al producto fácilmente extensible, flexible y reutilizable. La 
infraestructura de hardware soportada en los servicios web de Amazon hace que 
la aplicación sea también fácilmente escalable y de alta disponibilidad. 
 
Palabras Claves: Competencia; Ejercicio; Juez 
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ABSTRACT 
 
 
This work presents the design and building of a Judge On Line for programming 
contests. The concepts to the development of the virtual judge are based on the 
Object Oriented Programming principles and the use of patterns, frameworks and 
tools that make easier the development phase. The uses of SCRUM as agile 
methodology help us to make the planning, control and execution of the project. 
The software design are made based on good practices in software engineering, to 
make the application easy to extend, flexible and reusable. The hardware 
infrastructure is supported on Amazon Web Services technology that makes the 
application scalable and high available. 
 
Keywords: Contest; Judge; Problem; 
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INTRODUCCIÓN 
 
El programa de ingeniería de sistemas de la Universidad Libre, comprometido con 
el mejoramiento continuo y la acreditación de alta calidad, considera como pilar 
fundamental para sus desarrollos académicos el poder incursionar formalmente en 
las actividades programadas por la ACM y la CCPL en Colombia, permitiendo a su 
comunidad docente y dicente el familiarizarse con los complejos procesos fo | 
 
 
rmulados por la teoría de los algoritmos, la eficiencia ingenieril y los referentes de 
la computabilidad, como expresión prospectiva del marco de acción de la 
verdadera ingeniería., este trabajo, es el resultado de la acción conjunta del 
proyecto realizado por el Ingeniero Gabriel Martinez, con quien se establecieron 
los marcos de referencia operacional, que constituyeron la base para el 
establecimiento del conjunto de pruebas, implementación, catalogación en el 
servidor y validación con la comunidad estudiantil. 
 
El Juez Virtual que como producto terminal de este trabajo, se entrega para 
administración directa del programa, constituye la primera fase de modernización 
integral de la plataforma académica, al mirar hacia la nube y al poder utilizar un 
completo catálogo de servicios proporcionados por la tecnología de Amazon; en el 
primer capítulo se procede a cumplir con la especificación operacional que 
contextualiza el desarrollo del proyecto, seguidamente se presentan para 
información del lector el marco conceptual que asocia descriptivamente el conjunto 
de parámetros requeridos para catalogar y desarrollar el Juez Virtual, dejando el 
contexto del marco ingenieril que proporciona la interpretación relacional del Juez 
construido, a la luz de la ingeniería de software, validando tanto su función de 
transparencia, flexibilidad y usabilidad según referentes establecidos por los 
modelos convencionales utilizados por la factoría de software. 
 
2 
Con el fin de notificar a la dirección del programa, el proceso de negociación del 
conjunto de servicios, se presenta como guía formal el cálculo realizado teniendo 
en cuenta la continuidad de la solución y su escalabilidad potencial en un tiempo 
determinado; los realizadores consideran como factor crítico de éxito, la necesidad 
de estructurar un sólido plan de capacitación que involucre la participación de la 
comunidad académica. 
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1 MARCO OPERACIONAL DE DESARROLLO 
 
1.1 TÍTULO DEL PROYECTO 
 
Diseño e implementación de un juez en línea para el desarrollo de competencias 
algorítmicas en la Universidad Libre. 
 
1.1.1 IDENTIFICACIÓN DEL PROBLEMA DE ESTUDIO 
 
1.1.2 Descripción del problema 
 
El estudio de la algoritmia es complejo pues se requiere del desarrollo de 
habilidades y competencias fundamentadas en la capacidad de abstracción, en la 
utilización racional de la modelación matemática y en la selección y uso apropiado 
de las estructuras de datos más adecuadas, características que hacen que el 
estudiante regular descubra con desacierto un nivel de complejidad que genera 
cierta preocupación y entorpece sus propósitos de formación. 
 
El programa de ingeniería de sistemas de la Universidad Libre ha sido 
reestructurado y dentro del nuevo plan de estudios la algoritmia se constituye en 
base fundamental para la formación de los nuevos ingenieros, la dirección del 
programa motiva a la comunidad académica a participar regularmente en los 
eventos programados por CCPL, por ende se requiere con urgencia y prioridad el 
contar con el soporte adecuado para garantizar el logro de los objetivos 
pertinentes a la formación y desarrollo con calidad de nuestros profesionales 
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1.1.3 Formulación del problema 
 
¿La instrumentación, dominio y desarrollo de las competencias argumentativas y 
propositivas requeridas por un estudiante de ingeniería en su formación 
profesional para enfrentar con éxito la construcción de soluciones algorítmicas, 
requiere de la utilización de soportes pedagógicos cualificados que orienten y 
ponderen de manera directa los resultados propuestos al solucionar un problema? 
 
1.2 PRESENTACIÓN DE OBJETIVOS 
 
1.2.1 Objetivo general 
 
Elaborar una plataforma de entrenamiento y competencias de programación y 
algoritmia dirigida a estudiantes y docentes de la Universidad Libre. 
 
1.2.2 Objetivos específicos 
 
❖ Dimensionar y estructurar la plataforma operacional y funcional definida por 
la algoritmia para construir las soluciones que demanda la interpretación de un 
problema a nivel computacional. 
❖ Formular la infraestructura de acopio transaccional que permita validar la 
calidad de una solución, de acuerdo con los estándares definidos sobre la 
plataforma. 
❖ Catalogar los procedimientos de registro y autenticación de los usuarios, 
para permitir la implementación de procedimientos de seguridad según 
normativa del programa; considerando los ejes de acción pertinentes a la 
5 
consulta, calificación, edición y reporte de resultados según competencia 
establecida o formulada. 
1.3 JUSTIFICACIÓN 
 
La algoritmia es un tema que todo estudiante de ingeniería de sistemas con 
intención de involucrarse en el campo científico o industrial creando soluciones 
basadas en sistemas de información, debe conocer, con el fin de crear algoritmos 
eficientes, verificables y que cumplan con las necesidades del usuario. 
Una plataforma de competencias algorítmicas, mejoraría el nivel académico de los 
estudiantes en el tema algorítmico, y le permitiría ser competitivo en el campo 
laboral y profesional, e incluso representar a la universidad en eventos nacionales 
e internacionales de programación y algoritmia 
 
1.4 DELIMITACIÓN 
 
Con la realización de este proyecto, el programa de ingeniería de sistemas,  
poseerá como parte estructural de soporte de su proceso académico, un 
entregable cuya logística y calidad ingenieril, permitirá: 
 
❖ Diseñar, validar y documentar los diferentes módulos de la plataforma, de 
conformidad con la normativa de desarrollo tanto del curso como de la 
competencia formulada a nivel local o extramural 
❖ Catalogar la funcionalidad integral de la solución construida por parte de la 
comunidad académica al poder acceder a la misma  gracias a la disposición 
funcional en un servidor de pruebas, que inicialmente será externo a la 
Universidad Libre, pero se sugerirá según condiciones de demanda la 
utilización de un servidor propio, según plan de desarrollo 
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1.5 RESULTADOS ESPERADOS 
 
La entrega formal del proyecto, deparará para la comunidad académica tanto 
docente como discente adscrita al programa, el poder utilizar de forma flexible e 
integral un producto cuya calidad valida las métricas existentes, según concepción 
de la ingeniería de software, resaltando como características normativas las 
citadas a continuación: 
 
❖ Estimular el interés de los estudiantes en el estudio del análisis y diseño de 
algoritmos 
❖ Consolidar la calidad en la formación de los estudiantes en el área 
relacionada con la programación, el análisis de algoritmos y la formalización de 
las estructuras de datos. 
❖ Fomentar el trabajo en equipo 
 
1.6 METODOLOGÍA INGENIERIL 
 
Considerando como base de apoyo formal, la experiencia adquirida y evidenciada 
por los realizadores en lo pertinente al diseño, construcción e implementación de 
soluciones, el juez virtual, se presenta como el resultado del seguimiento 
operacional y funcional de la carta técnica que registra como parámetro de medida 
y dimensionamiento del resultado esperado, conocida en el medio con el nombre 
SCRUM©; genéricamente para cumplir con las fases operacionales por ella 
establecidas, se precisa realizar el conjunto de actividades que se listan a 
continuación, para seguidamente en el próximo capitulo proceder a detallar 
formalmente la especificidad de SCRUM©: 
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❖ Estructuración del validador 
❖ Configuración de entidades funcionales 
❖ Construcción de la interfaz gráfica 
❖ Establecimiento normativo de pruebas 
❖ Validación de calidad 
❖ Implementación y liberación 
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2 CONTEXTUALIZACIÓN TEÓRICA DESCRIPTIVA 
 
Se presentan en este capítulo los conceptos y principios teóricos, con los cuales 
se elaboran los constructos referenciales que soportan el producto terminal a ser 
liberado por este proyecto; se consideran en primera instancia los elementos de 
operacionalizacion e instrumentalización y luego se expone lo pertinente al soporte 
operativo para abordar finalmente los tópicos normativos que elaboran y describen 
la funcionalidad de la solución. 
 
2.1 ELEMENTOS DE OPERACIONALIZACIÓN E INSTRUMENTACIÓN 
 
Los desarrollos académicos en el contexto internacional han exigido a las 
universidades en donde se fomenta la cultura del desarrollo de la programación de 
computadores el poseer infraestructura de soporte virtual, que permitan tanto a los 
docentes como a los docentes obtener la norma de calidad esperada, exigida por 
los concursos que lideran organizaciones como ACM a nivel internacional y las 
CCPL en los que respecta a Colombia. 
El juez virtual tiene diferentes opciones que le permiten al estudiante registrarse, 
buscar un problema específico, enviar la solución al problema, revisar su progreso 
por medio de la historia de problemas resueltos, participar en las diferentes 
competencias programadas, verificar su posición en el ranking general; El uso 
continuo del juez virtual a través de competencias y ejercicios de práctica motivan 
al estudiante e incrementan habilidades tales como trabajo en equipo, 
comprensión de lectura, análisis y diseño de posibles soluciones al problema, nivel 
de abstracción, conocimiento del lenguaje, identificación de estructuras y 
algoritmos adecuados para la solución del problema, garantizando que cumplan 
los requerimientos en tiempo de ejecución y uso de memoria definidos. 
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Específicamente, dado su compromiso con la calidad, el programa de ingeniería 
de sistemas, según plan estratégico de desarrollo académico, proyecta su 
incursión en gran escala en todas las competencias que organice la ACIS y la 
CCPL, razón por la cual se formula la realización de este proyecto y se piensa en 
el juez virtual como plataforma de acción con la que su instrumentación, 
garantizará el rendimiento y la calidad esperada; El juez virtual que se construirá 
para el programa, tiene diferentes opciones que le permiten al estudiante 
registrarse, buscar un problema específico, enviar la solución al problema, revisar 
su progreso por medio de la historia de problemas resueltos, participar en las 
diferentes competencias programadas, verificar su posición en el ranking general. 
Actualmente existen diferentes jueces en línea entre los cuales se destacan los 
siguientes: ACM-ICPC Live Archive, Universidad de Valladolid Online Judge, 
Sphere Online Judge, Peking University Online Judge, Saratov State University 
Online Judge, entre otros. En estas plataformas normalmente se organizan 
competencias de entrenamiento previas a los campeonatos mundiales y 
regionales. También se puede organizar una competencia online paralela a una 
competencia onSite. 
 
2.2 INFRAESTRUCTURA DE REFERENCIACIÓN CONCEPTUAL 
 
La construcción del juez virtual que requiere el programa de ingeniería de 
sistemas para asegurar ante el sector productivo la formación de excelentes 
ingenieros con alta capacidad en la construcción de soluciones que requieren por 
su complejidad, la interesa y competencia óptima de sus realizadores, exige que la 
comunidad académica del programa dilucide de manera objetiva y determinante el 
conjunto de conceptos que se tratan a continuación.  
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2.2.1 Framework 
 
El marco de trabajo que normatiza el desarrollo y funcionalidad de una solución 
computacional, se encuentra plenamente referenciada con el Framework, unidad 
que define, en términos generales, un conjunto estandarizado de conceptos, 
prácticas y criterios para enfocar un tipo de problemática particular que sirve como 
referencia, para enfrentar y resolver nuevos problemas de índole similar; la 
arquitectura de software dentro de la llamada factoría o industria de software 
precisa de la utilización de complejas infraestructuras digitales, conformadas por 
programas bibliotecas e interfaces, para de esta manera representar una 
arquitectura de software como elemento que modela las relaciones, metodologías 
y características operacionales (Buschmann, 1996) 
 
2.2.2 Base de datos 
 
Generalmente, la factoría de software demanda de la utilización concurrente de un 
conjunto de datos pertenecientes a un mismo contexto, dispuestos lógicamente y 
almacenados sistemáticamente para su uso frecuente y posterior, este bagaje 
informativo se direcciona o contextualiza bajo la identificación de un DBMS1, que 
como sistema administrador permite la construcción de soluciones y de interfaces 
convencionales para tratamiento con el usuario; son ejemplo de DBMS en la 
actualidad por su utilización masiva en la industria de software: ORACLE2, 
MYSQL3, POSTGRESQL4, ACCESS5.  
                                               
1
 Database Management System, Sistema de administración de Base de Datos (Date, 2000) 
2
 Oracle Database es un sistema de base de datos relacional desarrollado por Oracle Corporation. 
http://docs.oracle.com/cd/E11882_01/server.112/e40540/intro.htm#CNCPT001 
3
 MySql es un sistema de gestión de base de datos relacional. 
http://dev.mysql.com/doc/refman/5.0/en/what-is-mysql.html 
4
 Postgresql es un sistema de gestión de base de datos relacional orientado a objetos y libre. 
https://wiki.postgresql.org/wiki/Main_Page 
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Estructuralmente el tratamiento e interacción con las bases de datos, requiere de 
la construcción de esquemas o modelos, que normatizan tanto la disposición como 
manipulación de la información almacenada por ejemplo el modelo de datos 
relacional, define y categoriza tablas que involucran como definidores de acción 
las tuplas y los dominios o columnas, idea propuesta por Edgar Frank Codd, quien 
en 1970 trabajando para IBM, formuló esta verdadera plataforma para trabajar 
conjuntos masivos de información que involucran la normalización según axiomas 
del cálculo relacional. 
El lenguaje de mayor utilización dada su potencia y contextura funcional utilizado 
para construir las consultas a bases de datos relacionales es SQL, Structured 
Query Language o Lenguaje Estructurado de Consultas, un estándar 
implementado por los principales motores o sistemas de gestión de bases de 
datos relacionales. (Date, 2000) 
 
2.2.3 Lenguaje de programación Java 
 
Las propiedades diferenciadoras que definen la funcionalidad del juez virtual a 
construir para el programa, se consolidan y esquematizan procedimentalmente al 
aprovechar la potencialidad del lenguaje Java por su naturaleza de operación 
virtual definida por la JVM (Java Virtual Machine)6, la presencia de los JSSE7 y la 
amplia seguridad en el entorno de ejecución; Java se caracteriza por ser un 
lenguaje de programación de propósito general, concurrente, orientado a objetos y 
basado en clases que fue diseñado específicamente para tener tan pocas 
dependencias de implementación como fuera posible. Su intención es permitir que 
                                                                                                                                               
5
 Sistema de gestión de base de datos de Microsoft Office. 
http://www.newhorizons.com/courses/microsoft-office/access.aspx 
6
 Maquina Virtual de Java, una maquina de procesos capaz de ejecutar Java bytecode. 
http://docs.oracle.com/javase/tutorial/getStarted/intro/definition.html 
7
 Java Secure Socket Extension es un conjunto de paquetes java provistos para la comunicación 
segura en internet. 
http://docs.oracle.com/javase/7/docs/technotes/guides/security/jsse/JSSERefGuide.html 
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los desarrolladores de aplicaciones escriban el programa una vez y lo ejecuten en 
cualquier dispositivo (conocido en inglés como WORA, o "write once, run 
anywhere"), lo que quiere decir que el código que es ejecutado en una plataforma 
no tiene que ser nuevamente compilado para correr en otra. Java es, a partir de 
2012, uno de los lenguajes de programación más populares en uso, 
particularmente para aplicaciones de cliente-servidor de web, con unos 10 
millones de usuarios reportados. 
La compañía SUN desarrolló la implementación de referencia original para los 
compiladores de Java, máquinas virtuales, y librerías de clases en 1991 y las 
publicó por primera vez en 1995. A partir de mayo de 2007, en cumplimiento con 
las especificaciones del Proceso de la Comunidad Java, SUN volvió a licenciar la 
mayoría de sus tecnologías de Java bajo la Licencia Pública General de GNU. 
Otros también han desarrollado implementaciones alternas a estas tecnologías de 
Sun, tales como el Compilador de Java de GNU y el GNU Classpath. (Eckel, 2006) 
 
2.2.4 Arquitectura de software 
 
La expresión que cataloga y formaliza el nivel estructural de un sistema es el 
conjunto de patrones y unidades de abstracción coherente que conforman su 
arquitectura lógica, comúnmente conocida con el nombre de arquitectura de 
software, una arquitectura de software se selecciona y diseña con base en 
objetivos (requerimientos) y restricciones. Los objetivos son aquellos prefijados 
para el sistema de información, pero no solamente los de tipo funcional, también 
otros objetivos como la mantenibilidad, usabilidad, flexibilidad e interacción con 
otros sistemas de información. Las restricciones son aquellas limitaciones 
derivadas de las tecnologías disponibles para implementar sistemas de 
información. Unas arquitecturas son más recomendables de implementar con 
ciertas tecnologías mientras que otras tecnologías no son aptas para 
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determinadas arquitecturas. Por ejemplo, no es viable emplear una arquitectura de 
software de tres capas para implementar sistemas en tiempo real. 
La industria de software exige que los desarrolladores tengan como base de 
acción estructural que toda arquitectura de software es la responsable de la 
definición abstracta de los componentes, para categorizar tanto sus interfaces 
como elementos de comunicación. 
La arquitectura de software conlleva la definición y estructuración de modelos o 
vistas, generalmente cada uno de estos aspectos se describe de una manera más 
comprensible si se utilizan distintos modelos o vistas. Es importante destacar que 
cada uno de ellos constituye una descripción parcial de una misma arquitectura y 
es deseable que exista cierto solapamiento entre ellos. Esto es así porque todas 
las vistas deben ser coherentes entre sí, evidente dado que describen la misma 
cosa, pero para formalizar su composición semántica, los desarrolladores de 
software apelan al manejo e instrumentación de tres tipos de visiones o células de 
vista, que diferencian y caracterizan cualquier arquitectura, a saber: 
 
❖ La visión estática: describe qué componentes tiene la arquitectura. 
❖ La visión funcional: describe qué hace cada componente. 
❖ La visión dinámica: describe cómo se comportan los componentes a lo 
largo del tiempo y cómo interactúan entre sí. 
 
Los referentes anteriormente citados como vistas o modelos de una arquitectura 
de software, pueden expresarse mediante uno o varios lenguajes. El más obvio es 
el lenguaje natural, pero existen otros lenguajes tales como los diagramas de 
estado, los diagramas de flujo de datos, etc. Estos lenguajes son apropiados 
únicamente para un modelo o vista. Afortunadamente existe cierto consenso en 
adoptar UML (Unified Modeling Language, lenguaje unificado de modelado) como 
lenguaje único para todos los modelos o vistas. Sin embargo, un lenguaje 
generalista corre el peligro de no ser capaz de describir determinadas 
restricciones de un sistema de información. 
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Funcionalmente el desarrollo de software con calidad, se considera y ajusta 
paramétricamente dentro de estos tres tipos de arquitectura: (Fowler, 2002) 
 
❖ Monolítica. Donde el software se estructura en grupos funcionales muy 
acoplados. 
❖ Cliente-servidor. Donde el software reparte su carga de cómputo en dos 
partes independientes pero sin reparto claro de funciones. 
❖ Arquitectura de tres niveles. Especialización de la arquitectura cliente-
servidor donde la carga se divide en tres partes (o capas) con un reparto 
claro de funciones: una capa para la presentación (interfaz de usuario), otra 
para el cálculo (donde se encuentra modelado el negocio) y otra para el 
almacenamiento (persistencia). Una capa solamente tiene relación con la 
siguiente. 
 
2.2.5 Patrones de diseño 
 
Los arquitectos y desarrolladores de software parametrizan y rubrican la calidad 
de sus productos estructurando o utilizando patrones de diseño, un patrón de 
diseño resulta ser una solución a un problema de diseño. Para que una solución 
sea considerada un patrón debe poseer ciertas características. Una de ellas es 
que debe haber comprobado su efectividad resolviendo problemas similares en 
ocasiones anteriores. Otra es que debe ser reutilizable, lo que significa que es 
aplicable a diferentes problemas de diseño en distintas circunstancias; 
teóricamente, se valida el conjunto de objetivos de esos patrones, encontrándose 
fundamentalmente: 
 
❖ Proporcionar catálogos de elementos reusables en el diseño de sistemas 
software 
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❖ Evitar la reiteración en la búsqueda de soluciones a problemas ya 
conocidos y solucionados anteriormente. 
❖ Formalizar un vocabulario común entre diseñadores. 
❖ Estandarizar el modo en que se realiza el diseño 
❖ Facilitar el aprendizaje de las nuevas generaciones de diseñadores 
condensado conocimiento ya existente. 
 
La factoría de software por su parte, determina a sus desarrolladores como 
cláusula básica de operación que en uso de un patrón no implica el tener que: 
 
❖ Imponer ciertas alternativas de diseño frente a otras. 
❖ Eliminar la creatividad inherente al proceso de diseño. 
 
De igual forma, al desarrollar o construir una solución resulta imprescindible el 
catalogar como núcleos diferenciadores en la escala o nivel de abstracción los a 
continuación citados: 
 
❖ Patrones de arquitectura: Aquellos que expresan un esquema organizativo 
estructural fundamental para sistemas de software. 
 
❖ Patrones de diseño: Aquellos que expresan esquemas para definir 
estructuras de diseño (o sus relaciones) con las que construir sistemas de 
software. 
 
❖ Dialectos: Patrones de bajo nivel específicos para un lenguaje de 
programación o entorno concreto. 
 
Se hace necesario, reseñar el concepto de "antipatrón de diseño", que con forma 
semejante a la de un patrón, intenta prevenir contra errores comunes de diseño en 
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el software. La idea de los antipatrones es dar a conocer los problemas que 
acarrean ciertos diseños muy frecuentes, para intentar evitar que diferentes 
sistemas acaben una y otra vez en el mismo callejón sin salida por haber cometido 
los mismos errores. (Gamma, 1994) 
 
2.2.6 Algoritmo 
En matemáticas, lógica, ciencias de la computación y disciplinas relacionadas, un 
algoritmo (del griego y latín, dixit algorithmus y éste a su vez del matemático 
persa Al-Juarismi8) es un conjunto prescrito de instrucciones o reglas bien 
definidas, ordenadas y finitas que permite realizar una actividad mediante pasos 
sucesivos que no generen dudas a quien deba realizar dicha actividad. Dados un 
estado inicial y una entrada, siguiendo los pasos sucesivos se llega a un estado 
final y se obtiene una solución. Los algoritmos son el objeto de estudio de la 
algoritmia. 
Las ciencias de la computación, para considerar los desarrollos pertinentes a la 
teoría de algoritmos, establecen parámetros que dimensionan su complejidad, 
para valorar así sus requerimientos de almacenamiento y tiempo requerido, hecho 
que se observa en los programas o ejercicios modelos que almacenará el juez 
virtual a construir, partiendo del hecho y conocimiento de la complejidad lineal, 
logarítmica, cuadrática o exponencial, se asegurará objetivamente como un grupo 
explotara sus competencias para construir la solución a un problema determinado. 
(Sedgewick, 2011) 
 
2.2.7 Programación orientada a objetos 
 
                                               
8
 Al-Juarismi fue un matemático, astrónomo y geógrafo persa musulmán que vivio entre 780 y 850. 
http://cala.unex.es/cala/epistemowikia/index.php?title=Muhammad_ibn_Musa_al-Jwarizmi 
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La base funcional que cataloga el desarrollo y construcción de los módulos 
integrativos del juez virtual a liberar para el programa de ingeniería de sistemas de 
la universidad libre según especificaciones de carácter internacional, se encuentra 
soportada en el paradigma de la programación orientada a objetos, la 
programación orientada a objetos o POO (OOP según sus siglas en inglés) es un 
paradigma de programación que usa los objetos en sus interacciones, para 
diseñar aplicaciones y programas informáticos. Está basado en varias técnicas, 
incluyendo herencia, cohesión, abstracción, polimorfismo, acoplamiento y 
encapsulamiento. Su uso se popularizó a principios de la década de los años 
1990. En la actualidad, existe una gran variedad de lenguajes de programación 
que soportan la orientación a objetos. 
Un objeto se caracteriza por ser una entidad en la que se cualifica un estado, un 
método y una identidad, que agrupa las características y propiedades alusivas a la 
consideración de los siguientes factores: 
 
❖ El estado está compuesto de datos o informaciones; serán uno o varios 
atributos a los que se habrán asignado unos valores concretos (datos) 
❖ El comportamiento está definido por los métodos o mensajes a los que 
sabe responder dicho objeto, es decir, qué operaciones se pueden realizar 
con él 
❖ La identidad es una propiedad de un objeto que lo diferencia del resto; 
dicho con otras palabras, es su identificador (concepto análogo al de 
identificador de una variable o una constante) 
 
Un objeto contiene toda la información que permite definirlo e identificarlo frente a 
otros objetos pertenecientes a otras clases e incluso frente a objetos de una 
misma clase, al poder tener valores bien diferenciados en sus atributos. A su vez, 
los objetos disponen de mecanismos de interacción llamados métodos, que 
favorecen la comunicación entre ellos. Esta comunicación favorece a su vez el 
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cambio de estado en los propios objetos. Esta característica lleva a tratarlos como 
unidades indivisibles, en las que no se separa el estado y el comportamiento. 
Los métodos (comportamiento) y atributos (estado) están estrechamente 
relacionados por la propiedad de conjunto. Esta propiedad destaca que una clase 
requiere de métodos para poder tratar los atributos con los que cuenta. El 
programador debe pensar indistintamente en ambos conceptos, sin separar ni 
darle mayor importancia a alguno de ellos. Hacerlo podría producir el hábito 
erróneo de crear clases contenedoras de información por un lado y clases con 
métodos que manejen a las primeras por el otro. De esta manera se estaría 
realizando una programación estructurada camuflada en un lenguaje de 
programación orientado a objetos. (Booch, 2007) 
 
2.2.8 Programación Shell/Script 
 
Construir un aplicativo o solución software, en algunos casos involucra la 
implementación de intérpretes de comando para realizar la interface entre el 
usuario y el sistema operativo, mediando el carácter interpretativo que habilita la 
comunicación funcional entre el kernel y el parámetro operacional definido por el 
usuario. 
Los comandos que aportan los intérpretes, pueden usarse a modo de guión si se 
escriben en ficheros ejecutables denominados shell-scripts, de este modo, cuando 
el usuario necesita hacer uso de varios comandos o combinados de comandos 
con herramientas, escribe en un fichero de texto marcado como ejecutable, las 
operaciones que posteriormente, línea por línea, el intérprete traducirá al núcleo 
para que las realice. Sin ser un shell estrictamente un lenguaje de programación, 
al proceso de crear scripts de shell se le denomina programación shell (shell 
programming o shell scripting). (Newham, 2005) 
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Para familiarizar profundamente al lector de este trabajo, en el apartado 3.5, se 
despliega la información generada por la operacionalidad y estructura normativa 
ofrecida por el producto construido. 
 
2.3 PARÁMETROS DE CONTROL Y ESPECIFICACIÓN FUNCIONAL 
 
La construcción del juez virtual, se desarrolla en el entorno de la simultaneidad en 
la operación de múltiples hilos, en la creación y definición de código escalable y en 
la parametrización del desarrollo integrado para su ejecución en la web, aspectos 
que se tratan a continuación para documentar integralmente el trabajo.  
 
2.3.1 Concurrencia 
 
La computación concurrente es la simultaneidad en la ejecución de múltiples 
tareas interactivas. Estas tareas pueden ser un conjunto de procesos o hilos de 
ejecución creados por un único programa. Las tareas se pueden ejecutar en una 
sola unidad central de proceso (multiprogramación), en varios procesadores o en 
una red de computadores distribuidos. La programación concurrente está 
relacionada con la programación paralela, pero enfatiza más la interacción entre 
tareas. Así, la correcta secuencia de interacciones o comunicaciones entre los 
procesos y el acceso coordinado de recursos que se comparten por todos los 
procesos o tareas son las claves de esta disciplina. (Lea, 1999) 
 
2.3.2 Arquitectura orientada a servicios 
 
La Arquitectura Orientada a Servicios (en inglés Service Oriented Architecture), es 
un paradigma de arquitectura para diseñar y desarrollar sistemas distribuidos. Las 
soluciones  SOA  han sido creadas para satisfacer los objetivos de negocio las 
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cuales incluyen facilidad y flexibilidad de integración con sistemas legados, 
alineación directa a los procesos de negocio reduciendo costos de 
implementación, innovación de servicios a clientes y una adaptación ágil ante 
cambios incluyendo reacción temprana ante la competitividad. 
SOA proporciona una metodología y un marco de trabajo para documentar las 
capacidades de negocio y puede dar soporte a las actividades de integración y 
consolidación; las capas de software que considera la arquitectura orientada a 
servicios se categorizan de esta manera: 
 
❖ Aplicaciones básicas - Sistemas desarrollados bajo cualquier arquitectura o 
tecnología, geográficamente dispersos y bajo cualquier figura de propiedad; 
❖ De exposición de funcionalidades - Donde las funcionalidades de la capa 
aplicativa son expuestas en forma de servicios (generalmente como 
servicios web); 
❖ De integración de servicios - Facilitan el intercambio de datos entre 
elementos de la capa aplicativa orientada a procesos empresariales 
internos o en colaboración 
❖ De composición de procesos - Que define el proceso en términos del 
negocio y sus necesidades, y que varía en función del negocio; 
❖ De entrega - donde los servicios son desplegados a los usuarios finales. 
 
La arquitectura orientada a servicios referencia como ejes de desarrollo 
tecnologías como: XML, SOAP, WSDL, UDDI puesto que con ellos se valida la 
potencialidad de la interfaz, haciendo que sea la naturaleza del servicio la que 
cualifica los puntos críticos, los que se perciben en el estándar universal para la 
interoperabilidad de servicios (WS)9. A nivel de la arquitectura del software SOA 
se da a conocer como la metodología para el modelo y diseño de aplicaciones, 
caracterizada por estructurar soluciones asociados con la planificación, las 
                                               
9
 Un Web Service es un medio de comunicación entre dos dispositivos electrónicos en una red 
(Duckett, 2011) 
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herramientas y la infraestructura, que validan su integridad funcional al categorizar 
estándares de gran referenciación en la web tales como: XML10, HTTP11, SOAP12, 
REST13, WSDL14, UDDI15 (Buschmann, 1996) 
2.3.3 Diseño web 
 
El diseño web es una actividad que consiste en la planificación, diseño e 
implementación de sitios web. No es simplemente una aplicación de diseño 
convencional, ya que requiere tener en cuenta la navegabilidad, interactividad, 
usabilidad, arquitectura de la información y la interacción de medios como el 
audio, texto, imagen, enlaces y video; con el desarrollo del entorno tecnológico en 
la web, el diseño se ha convertido en un verdadero estilo de arte toda vez que allí 
se garantiza la bimodalidad del producto al materializar su esencia, su imagen su 
temporalidad, dominio y pertinencia, para ello se posee un conjunto bien 
diferenciado de herramientas siendo preciso referenciar las siguientes: 
❖ creando archivos de texto en HTML, PHP, Asp, Aspx, JavaScript, JSP, 
Python, Ruby. 
❖ utilizando un programa WYSIWYG o WYSIWYM de creación de páginas. 
❖ utilizando lenguajes de programación del lado servidor, para generar la 
página web. 
 
                                               
10
 Extensible Markup Language, lenguaje de marcas utilizado para almacenar datos en forma 
legible. (Duckett, 2011) 
11
 Hypertext Transfer Protocol es el protocolo usado en cada transacción de la World Wide Web. 
(Duckett, 2011) 
12
 Simple Object Access Protocol es una especificación para intercambio de información 
estructurada.  (Hostetler, 2009) 
13
 Representational State Transfer es un estilo de arquitectura de software para sistemas bajo 
HTTP. (Hostetler, 2009) 
14
 Web Services Description Language es un formato XML utilizado para describir servicios web.  
(Hostetler, 2009) 
15
 Siglas del catálogo de negocios de internet Universal, Description, Discovery and Integration.  
(Hostetler, 2009) 
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2.3.4 Entorno de desarrollo integrado 
 
La industria de software dispone a sus desarrolladores un conjunto de 
herramientas que se utilizan en escenarios empaquetados compuestos por 
editores de código, compiladores, depuradores e interfaces gráficas de usuario 
(GUI) con los cuales se presenta el concepto de entorno de desarrollo integrado 
(IDE: Integrated Development Environment) (Atkinson 1999) 
Los IDE proveen un marco de trabajo amigable para la mayoría de los lenguajes 
de programación tales como C++, PHP, Python, Java, C#, Delphi, Visual Basic, 
Gambas, etc. En algunos lenguajes, un IDE puede funcionar como un sistema en 
tiempo de ejecución, en donde se permite utilizar el lenguaje de programación en 
forma interactiva, sin necesidad de trabajo orientado a archivos de texto, como es 
el caso de Smalltalk u Objective-C. Estructuralmente el entorno de desarrollo 
integrado facilita su interacción directa en la construcción de las soluciones al 
garantizar compatibilidad integral con múltiples lenguajes de programación tales 
como: Visual Studio, Eclipse o NetBeans (Referenciados en Java), MonoDevelop, 
basado en C#; el IDE, certifica su nivel de cobertura y total transparencia 
operacional al facilitar la utilización de los plugins16 tales como los que se disponen 
al trabajar Eclipse y NetBeans para C, C++, ADA, Perl, Python, Ruby y PHP, 
Característica extensible a múltiples dispositivos móviles y a consolas Xbox. 
 
 
2.3.5 Sistema de control de versiones 
Se llama control de versiones a la gestión de los diversos cambios que se realizan 
sobre los elementos de algún producto o una configuración del mismo. Una 
versión, revisión o edición de un producto, es el estado en el que se encuentra el 
mismo en un momento dado de su desarrollo o modificación. Aunque un sistema 
                                               
16
 Componente de software que adiciona una funcionalidad específica a una aplicación existente 
http://es.downloadastro.com/Archivos%20de%20Windows/Archivos%20de%20Plugin,%20Extensio
nes%20y%20Complemento/ 
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de control de versiones puede realizarse de forma manual, es muy aconsejable 
disponer de herramientas que faciliten esta gestión dando lugar a los llamados 
sistemas de control de versiones o SVC (System Version Control). Estos sistemas 
facilitan la administración de las distintas versiones de cada producto desarrollado, 
así como las posibles especializaciones realizadas (por ejemplo, para algún cliente 
específico). Ejemplos de este tipo de herramientas son entre otros: CVS, 
Subversion, SourceSafe, ClearCase, Darcs, Bazaar, Plastic SCM, Git, Mercurial, 
Perforce. 
El control de versiones se realiza principalmente en la industria informática para 
controlar las distintas versiones del código fuente dando lugar a los sistemas de 
control de código fuente o SCM (siglas del inglés Source Code Management). Sin 
embargo, los mismos conceptos son aplicables a otros ámbitos como documentos, 
imágenes, sitios web, etc. (Thomas, 2003) 
 
2.4 DESCRIPCIÓN FUNCIONAL DEL SOPORTE OPERATIVO 
 
Luego de evaluar las características que ha de ofrecer el juez virtual a liberar, y 
después de analizar diferentes tecnologías de virtualización orientadas a la 
escalabilidad de aplicaciones, se consideró como eje de infraestructura para 
desarrollo el Amazon EC217 cuyas características se despliegan a continuación 
                                               
17
 Amazon Elastic Compute Cloud permite a los usuarios rentar computadoras virtuales para correr 
sus propias aplicaciones. http://aws.amazon.com/es/documentation/ec2/ 
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2.4.1 Amazon EC2 (Elastic Cloud Computing) 
 
Amazon Elastic Compute Cloud (Amazon EC2) es una parte central de la 
plataforma de cómputo en la nube de la empresa Amazon.com denominada 
Amazon Web Services(AWS). EC2 permite a los usuarios rentar computadoras 
virtuales en los cuales poder correr sus propias aplicaciones. Este tipo de servicio 
supone un cambio en el modelo informático al proporcionar capacidad informática 
con tamaño modificable en la nube, pagando por la capacidad utilizada. En lugar 
de comprar o alquilar un determinado procesador para utilizarlo varios meses o 
años, en EC2 se alquila la capacidad por horas. 
Amazon EC2 se apoya en las tecnologías de virtualización, permitiendo utilizar 
gran variedad de sistemas operativos a través de sus interfaces de servicios web, 
personalizarlos, gestionar permisos de acceso a la red y ejecutar tantos sistemas 
como desee. 
EC2 permite el despliegue escalable de aplicaciones proveyendo un servicio Web 
a través del cual un usuario puede montar una Imagen de Máquina Amazon para 
crear una máquina virtual, llamada por Amazon "instancia", la cual contendrá 
cualquier software deseado. Un usuario puede crear, lanzar y finalizar instancias 
de servidor tanto como necesite, pagando por hora por servidor activo, de ahí el 
término "elástico". EC2 provee a los usuarios control sobre localizaciones 
geográficas de instancias que permiten la optimización de latencia y altos niveles 
de redundancia. 
Amazon EC2 posee una interfaz de servicios web para iniciar y configurar el 
servicio. Proporciona un control completo de los recursos y reduce el tiempo de 
arranque de sus servidores, lo que permite escalar recursos rápidamente según 
las necesidades del usuario. Asimismo, provee herramientas de recuperación de 
datos y fuerte aislamiento frente a otros procesos realizados en sus máquinas. 
(Patternson, 2012) 
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2.4.2 Servicios web configurados 
 
Una de las principales características ofrecidas por Amazon EC2 es la de ofrecer 
servicios de configuración, disponer de motores para accesos de bases de datos 
especializada, gestionar óptimamente las tareas de administración, generar 
parámetros de alto rendimiento y total compatibilidad garantizando la fiabilidad y la 
seguridad a bajo costo para proyectar la escalabilidad en la nube; factores que pos 
su importancia se presentan seguidamente. 
 
2.4.2.1 Generalidades 
 
Amazon Relational Database Service (Amazon RDS) es un servicio web que 
facilita las tareas de configuración, operación y escalado de una base de datos 
relacional en la nube. Proporciona capacidad rentable y de tamaño modificable y, 
al mismo tiempo, gestiona las tediosas tareas de administración de la base de 
datos, lo que le permite centrarse en sus aplicaciones y en su negocio. 
Amazon RDS le permite acceder a todas las funciones de un motor de base de 
datos MySQL, Oracle, Microsoft SQL Server o PostgreSQL conocido. Esto supone 
que el código, las aplicaciones y las herramientas que ya utiliza en la actualidad 
con sus bases de datos existentes funcionarán con Amazon RDS. Amazon RDS 
incluye parches automáticamente en el software de base de datos y realiza una 
copia de seguridad de la misma, almacenando las copias de seguridad durante un 
período de retención definido por el usuario y permitiendo la recuperación a un 
momento dado. Podrá beneficiarse de la flexibilidad que supone poder escalar los 
recursos informáticos o la capacidad de almacenamiento asociada con su 
instancia de base de datos por medio de una única llamada a API. 
Las instancias de base de datos de Amazon RDS se pueden aprovisionar con 
almacenamiento estándar o con almacenamiento de IOPS aprovisionadas. La 
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opción de almacenamiento de IOPS aprovisionadas de Amazon RDS está 
diseñada para proporcionar un funcionamiento de entrada y salida rápido, 
predecible y coherente, y está optimizada para cargas de trabajo de bases de 
datos transaccionales (OLTP) e intensivas de E/S. 
Además, con Amazon RDS resulta sencillo usar la replicación para mejorar la 
disponibilidad y fiabilidad de las cargas de trabajo de producción. La opción de 
implementación en zonas de disponibilidad múltiples permite realizar cargas de 
trabajo de vital importancia con una alta disponibilidad y conmutación por error 
automatizada e integrada desde la base de datos principal a una base de datos 
secundaria replicada sincrónicamente en caso de fallo. Amazon RDS para MySQL 
también le permite aumentar la escalabilidad más allá de la capacidad de una 
única implementación de base de datos para cargas de trabajo de base de datos 
que realizan un uso intensivo de las lecturas.  
 
2.4.2.2 Características Funcionales y Operacionales de Amazon RDS. 
A continuación se describen los atributos que con antelación se citaron para 
categorizar la jerarquía y potencialidad ofrecida por Amazon RDS. 
❖ Fácil de implementar Servicio web de base de datos 
Amazon RDS facilita la tarea de convertir la concepción de su proyecto en 
una implementación real. Utilice la AWS Management Console para 
acceder a las posibilidades de una base de datos relacional lista para 
utilizarla en producción sin tener que preocuparse del aprovisionamiento de 
la infraestructura ni de la instalación y el mantenimiento del software de 
base de datos. 
 
❖ Capacidad de gestión 
Amazon RDS gestiona las tediosas tareas de administración de la base de 
datos, como por ejemplo las copias de seguridad, la gestión de revisiones y 
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la replicación, lo que le permite dedicarse al desarrollo de aplicaciones de 
más alto valor o a la depuración de la base de datos. 
 
❖ Compatibilidad 
Con Amazon RDS obtendrá acceso nativo total a una base de datos 
relacional. Esto facilita la compatibilidad con las herramientas y aplicaciones 
de las que ya dispone. Además, Amazon RDS le ofrece control opcional 
sobre la versión de motor de base de datos de MySQL o la versión de 
motor de base de datos de Oracle que mantiene en funcionamiento su 
instancia de base de datos mediante DB Engine Version Management. 
 
❖ Rendimiento rápido y predecible 
La opción de almacenamiento de alto rendimiento de IOPS aprovisionadas 
de Amazon RDS está diseñada para ofrecer un rendimiento rápido, 
predecible y consistente para cargas de trabajo de bases de datos 
transaccionales e intensivas desde el punto de vista de la E/S. Puede 
aprovisionar de 1000 a 30 000 IOPS por instancia de base de datos. Tenga 
en cuenta que el límite máximo de IOPS aprovisionadas variará en función 
del tipo de motor. 
 
❖ Base de datos escalable en la nube 
Puede escalar los recursos informáticos y de almacenamiento disponibles 
para su base de datos a fin de que se ajusten a las necesidades de su 
aplicación, mediante la API de Amazon RDS o AWS Management Console. 
Si usa el almacenamiento de IOPS aprovisionadas de Amazon RDS con 
Amazon RDS para MySQL, Oracle o PostgreSQL, puede aprovisionar y 
escalar el almacenamiento hasta 3 TB y las IOPS hasta 30 000. Tenga en 
cuenta que el límite máximo de IOPS aprovisionadas variará en función del 
tipo de motor. Asimismo, en el caso del motor de base de datos MySQL, 
también podrá asociar una o más réplicas de lectura con su implementación 
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de instancia de base de datos, lo que le permitirá escalar más allá de la 
capacidad de una única instancia de base de datos para cargas de trabajo 
que realicen un uso intensivo de las lecturas. 
 
❖ Fiabilidad 
Amazon RDS cuenta con diversas características que mejoran los niveles 
de fiabilidad de las bases de datos de producción de vital importancia, entre 
las que se incluyen las copias de seguridad automatizadas, las 
instantáneas de base de datos, la sustitución automática del alojamiento y 
las implementaciones en zonas de disponibilidad múltiples (Multi-AZ) para 
los motores de base de datos MySQL, Oracle y PostgreSQL. Amazon RDS 
se ejecuta en la misma infraestructura de alta fiabilidad que utiliza el resto 
de Amazon Web Services.  
 
❖ Diseñado para utilizarse con otros servicios de Amazon Web Services 
Amazon RDS está altamente integrado con otros servicios de Amazon Web 
Services. Por ejemplo, una aplicación que se encuentre en ejecución en 
Amazon EC2 experimentará acceso a base de datos de baja latencia a una 
instancia de base de datos de Amazon RDS que se encuentre situada en la 
misma región.  
 
❖ Seguridad 
Amazon RDS ofrece una serie de mecanismos para proteger las instancias 
de bases de datos. 
● Amazon RDS incluye interfaces de servicio web diseñadas para 
configurar los ajustes del firewall que controlan el acceso de red a su 
base de datos. 
● Amazon RDS le permite ejecutar las instancias de base de datos en 
Amazon Virtual Private Cloud (Amazon VPC). Amazon VPC le 
permite aislar sus instancias de base de datos especificando el rango 
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de direcciones IP que desea utilizar, así como conectarse a su 
infraestructura informática existente usando una conexión IPsec VPN 
encriptada conforme a las normas del sector. Si desea obtener más 
información acerca de Amazon RDS en VPC, consulte la guía del 
usuario de Amazon RDS .  
 
❖ Rentabilidad 
El uso de este soporte de gestión para apoyo de las tecnologías de 
virtualización, se valora económicamente en las siguientes escalas  
de negociación: 
 
● Instancias de base de datos bajo demanda: Las instancias de base 
de datos bajo demanda le permiten pagar por la capacidad 
informática consumida cada hora sin necesidad de asumir 
compromisos a largo plazo. Esto le liberará de los costes y las 
complejidades de la planificación, la compra y el mantenimiento del 
hardware y transformará lo que normalmente son grandes costes 
fijos en costes variables mucho más reducidos. 
 
● Instancias de base de datos reservadas: Las instancias de base de 
datos reservadas le dan la posibilidad de realizar un único pago 
reducido por cada instancia de base de datos que desee reservar y, 
a cambio, recibir un importante descuento en el cargo por uso 
basado en horas de dicha instancia de base de datos. En función del 
uso, puede elegir entre tres tipos de instancias de base de datos 
reservadas (de utilización ligera, media e intensa) y obtener entre un 
30% y un 55% de descuento con respecto a los precios bajo 
demanda. Si desea obtener más información, visite nuestra página 
sobre instancias de base de datos reservadas. 
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Para el caso específico que demanda la posibilidad de ejecución del Juez Virtual 
al interior del programa de ingeniería de sistemas de la Universidad Libre, se 
estableció y formalizó el siguiente esquema de negociación por parte de los 
realizadores; el servidor de aplicaciones Weblogic 11g tiene las opciones de 
licenciamiento para uso comercial. Se resalta que dado el contexto de la 
aplicación y su diseño con fines educativos, la licencia comercial no aplica y se 
describe solo de manera informativa. Para sus efectos, se muestra en la tabla 1, 
los costos fijados en euros, que se establecen como base, para orientar a la 
dirección del programa en ese proceso. 
 
Tabla  1: Costos de licenciamiento servidor de aplicaciones 
Descripción Precio unitario Cantidad Precio total 
Oracle WebLogic Server Standard Edition 
(Processor; Perpetua) €7,893.00 1  €7,893.00          
 Oracle WebLogic Server Standard Edition 
(Named User Plus; Perpetua) €158.00 10  €1580.00 
Oracle WebLogic Server Standard Edition 
(Student License) 
*Refer to Student License Agreement 
Fuente: Aporte realizadores 
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A continuación en la tabla 2, se muestra una estimación de la facturación mensual 
(Valores expresados en dólares), de acuerdo a los requerimientos de la plataforma 
para un ambiente de producción. 
 
Tabla 2: Costos de infraestructura en Amazon 
 Servicio   Precio 
+ Amazon EC2 Service (US-East)    $          32,21 
  Compute:  $           32,21   
+ Amazon S3 Service (US-East)    $            0,37 
 Storage:  $             0,30   
 Put/List Requests:  $             0,05   
 Other Requests:  $             0,01   
  Inter-Region Data Transfer Out  $             0,01   
+ Amazon RDS Service (US-East)    $       110,52 
 DB instances:  $             9,52   
 Reserved DB instances (one-time fee):  $           99,00   
  Storage:  $             2,00   
  Free Tier Discount:   -$        2,17 
  Total One-Time Payment:    $          99,00 
  Total Monthly Payment:    $          46,27 
 
Fuente: Aporte Realizadores 
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2.4.3 Características de la plataforma del sistema operativo 
 
El juez virtual se implementará y refinará para ser ejecutado bajo la plataforma 
Ubuntu Server 14.04 LTS (PV)18; Ubuntu es un sistema operativo basado en Linux 
y que se distribuye como software libre, el cual incluye su propio entorno de 
escritorio denominado Unity. Su nombre proviene de la ética homónima, en la que 
se habla de la existencia de uno mismo como cooperación de los demás. 
Está orientado al usuario novel y promedio, con un fuerte enfoque en la facilidad 
de uso y en mejorar la experiencia de usuario. Está compuesto de múltiple 
software normalmente distribuido bajo una licencia libre o de código abierto. 
Estadísticas web sugieren que la cuota de mercado de Ubuntu dentro de las 
distribuciones Linux es, aproximadamente, del 49%, y con una tendencia a 
aumentar como servidor web, garantizando su constante tasa de crecimiento de 
usuarios. esta plataforma caracterizada por su gran utilización, tiene en la 
compañía Británica Canonical su difusor más representativo, disponiendo de 
manera gratuita para los desarrolladores el potencial para manejo de entornos 
gráficos que identifican: Kubuntu, Xubuntu, Edubuntu, Ubuntu Studio,Mythbuntu, 
Ubuntu Gnome y Lubuntu. (Stallings, 2011). 
 
2.4.4 Parámetros de Integración a nivel de infraestructura 
 
Finalmente se presentan las características de la primera base de datos diseñada 
para trabajar integralmente en el Grid Computing, a saber: 
 
                                               
18
 Ubuntu es un sistema operativo basado en linux y que se distribuye como software libre. 
http://www.ubuntu.com/ 
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2.4.4.1 Oracle Standard Edition One V 11.2.0.2 
 
Oracle Base de Datos 11g ofrece un rendimiento y una escalabilidad 
excepcionales en servidores Windows, Linux y UNIX, y aporta un rápido 
rendimiento de la inversión porque permite pasar de un solo servidor a Grid 
Computing sin modificar ni una sola línea de código. 
Oracle Base de Datos 11g automatiza las tareas de administración y ofrece las 
mejores funciones de seguridad y de cumplimiento de las normativas, por lo que 
consigue resultados óptimos. Gracias a Real Application Clusters, se obtienen los 
mayores niveles de disponibilidad. Como ofrece distintas ediciones y unos costes 
operativos más bajos que IBM DB2 y Microsoft SQL Server, es la opción ideal 
para empresas en expansión. Compare las distintas ediciones para saber cuál es 
la que más le conviene. 
 
2.4.4.2 Weblogic Server 11.1.1.6 
 
El servidor de aplicaciones Oracle WebLogic Server 11g (OWSL 11g) es la 
plataforma Java más completa para desarrollar, implementar e integrar 
aplicaciones empresariales. Incorpora una arquitectura grid, JRockit JVM y 
Coherence, lo que le permite superar a sus competidores en rendimiento, 
escalabilidad y mínimos costes operativos. 
 
Características 
● Proporciona soporte robusto para las últimas APIs de Java EE emergentes, 
incluyendo los servicios Web, transacciones, persistencia y seguridad. 
● Consistentemente establece el récord mundial en los puntos de referencia 
de la industria como SPECjAppServer2004. 
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● Proporciona a los desarrolladores una elección de modelos de 
programación, marcos y herramientas para que coincida con los conjuntos 
de habilidades y necesidades del proyecto para SOA, Web 2.0/RIA y 
mensajería. 
● Proporciona gestión y seguimiento de las aplicaciones de producción y 
servicios eficaces a través de una consola bien diseñada complementada 
por un entorno de programación rica. 
● Reduce los problemas de conexión y de configuración con fácil vinculación 
con Oracle Database, Oracle Fusion Middleware y las aplicaciones de 
Oracle. 
 
2.5 METODOLOGÍA INGENIERIL 
 
La construcción del juez virtual, que permitirá a la comunidad académica del 
programa de Ingeniería de Sistemas de la Universidad Libre, tuvo su marco 
estructural de desarrollo según normatividad especificada por la metodología 
SCRUM, que es un modelo de desarrollo ágil caracterizado por: 
❖ Adoptar una estrategia de desarrollo incremental, en lugar de la 
planificación y ejecución completa del producto. 
❖ Basar la calidad del resultado más en el conocimiento tácito de las 
personas en equipos auto organizados, que en la calidad de los procesos 
empleados. 
❖ Solapamiento de las diferentes fases del desarrollo, en lugar de realizar una 
tras otra en un ciclo secuencial o de cascada. 
La utilización de esta metodología, en el desarrollo de proyectos complejos de la 
industria del software permite validar de manera secuencial e integral sus 
características funcionales y operacionales, que se materializan en los roles 
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cumplidos por el ScrumMaster19, ProductOwner20, Stakeholders21 y el equipo de 
desarrolladores. 
La unidad de medida sistémica de desarrollo para el scrum la constituye el 
Sprint22, en el que tienen lugar los desarrollos programados visualizados por el 
Product Backlog23; Adicionalmente se precisa denotar la flexibilidad en el 
desarrollo ofrecida por SCRUM, toda vez que un principio clave de Scrum es el 
reconocimiento de que durante un proyecto los clientes pueden cambiar de idea 
sobre lo que quieren y necesitan (a menudo llamado requirements churn), y que 
los desafíos impredecibles no pueden ser fácilmente enfrentados de una forma 
predictiva y planificada. Por lo tanto, Scrum adopta una aproximación pragmática, 
aceptando que el problema no puede ser completamente entendido o definido, y 
centrándose en maximizar la capacidad del equipo de entregar rápidamente y 
responder a requisitos emergentes. 
La potencialidad estructural de SCRUM se entiende solamente al evaluar de forma 
procedimental el conjunto de esquemas propuestos a continuación: 
 
2.5.1 Roles en SCRUM 
 
❖ Product Owner 
El Product Owner representa la voz del cliente. Se asegura de que el 
equipo Scrum trabaje de forma adecuada desde la perspectiva del negocio. 
El Product Owner escribe historias de usuario, las prioriza, y las coloca en 
el Product Backlog. 
❖ ScrumMaster (o Facilitador) 
                                               
19
 Asegura que se cumpla la metodología de scrum con los involucrados en el proceso. (Rubin, 
2012) 
20
 Representa los stakeholders y el cliente. (Rubin, 2012) 
21
 Son las personas involucradas en el proyecto. (Rubin, 2012) 
22
 Sprint o iteración es la unidad básica de desarrollo en SCRUM. (Rubin, 2012) 
23
 Es una lista ordenada de requerimientos que es mantenida para un producto. (Rubin, 2012) 
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El Scrum es facilitado por un ScrumMaster, cuyo trabajo primario es 
eliminar los obstáculos que impiden que el equipo alcance el objetivo del 
sprint. El ScrumMaster no es el líder del equipo (porque ellos se auto-
organizan), sino que actúa como una protección entre el equipo y cualquier 
influencia que le distraiga. El ScrumMaster se asegura de que el proceso 
Scrum se utiliza como es debido. El ScrumMaster es el que hace que las 
reglas se cumplan. 
❖ Equipo de desarrollo 
El equipo tiene la responsabilidad de entregar el producto. Un pequeño 
equipo de 3 a 9 personas con las habilidades transversales necesarias para 
realizar el trabajo (análisis, diseño, desarrollo, pruebas, documentación, 
etc). 
 
2.5.2 Roles auxiliares 
 
Los roles auxiliares en los "equipos Scrum" son aquellos que no tienen un rol 
formal y no se involucran frecuentemente en el "proceso Scrum", sin embargo 
deben ser tomados en cuenta. Un aspecto importante de una aproximación ágil es 
la práctica de involucrar en el proceso a los usuarios, expertos del negocio y otros 
interesados (stakeholders). Es importante que esa gente participe y entregue 
retroalimentación con respecto a la salida del proceso a fin de revisar y planear 
cada sprint. 
❖ Stakeholders (Clientes, Proveedores, Vendedores, etc) 
Se refiere a la gente que hace posible el proyecto y para quienes el 
proyecto producirá el beneficio acordado que justifica su producción. Sólo 
participan directamente durante las revisiones del sprint. 
❖ Administradores (Managers) 
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Es la gente que establece el ambiente para el desarrollo del producto. 
 
2.5.3 Esquema funcional de Trabajo 
 
SCRUM por su naturaleza de carácter participativo, fija su esquema de desarrollo 
en las reuniones o grupos para trabajo especializado que se mencionan a 
continuación (Rubin 2012)  
❖ Daily Scrum o Stand-up meeting 
Cada día de un sprint, se realiza la reunión sobre el estado de un proyecto. 
Esto se llama daily standup o Stand-up meeting. El scrum tiene unas guías 
específicas: 
● La reunión comienza puntualmente a su hora. 
● Todos son bienvenidos, pero sólo los involucrados en el proyecto 
pueden hablar. 
● La reunión tiene una duración fija de 15 minutos, de forma 
independiente del tamaño del equipo. 
● La reunión debe ocurrir en la misma ubicación y a la misma hora 
todos los días. 
Durante la reunión, cada miembro del equipo contesta a tres preguntas:2 
● ¿Qué has hecho desde ayer? 
● ¿Qué es lo que harás hasta la reunión de mañana? 
● ¿Has tenido algún problema que te haya impedido alcanzar tu 
objetivo? (Es el papel del ScrumMaster recordar estos 
impedimentos). 
 
❖ Scrum de Scrum 
Cada día normalmente después del “Daily Scrum”: 
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● Estas reuniones permiten a los grupos de equipos discutir su 
trabajo, enfocándose especialmente en áreas de solapamiento e 
integración. 
● Asiste una persona asignada por cada equipo. 
La agenda será la misma que la del Daily Scrum, añadiendo además las 
siguientes cuatro preguntas: 
● ¿Qué ha hecho tu equipo desde nuestra última reunión? 
● ¿Qué hará tu equipo antes que nos volvamos a reunir? 
● ¿Hay algo que demora o estorba a tu equipo? 
● ¿Estás a punto de poner algo en el camino del otro equipo? 
 
❖ Reunión de planificación del sprint (Sprint Planning Meeting) 
Al inicio del ciclo Sprint (cada 15 o 30 días), una “Reunión de Planificación 
del Sprint” se lleva a cabo. 
● Seleccionar qué trabajo se hará 
● Preparar, con el equipo completo, el Sprint Backlog que detalla el 
tiempo que tomará hacer el trabajo. 
● Identificar y comunicar cuánto del trabajo es probable que se 
realice durante el actual Sprint 
● Ocho horas como límite 
Al final del ciclo Sprint, dos reuniones se llevarán a cabo: la “Reunión de 
Revisión del Sprint” y la “Retrospectiva del Sprint”. 
 
❖ Reunión de revisión del sprint (Sprint Review Meeting) 
● Revisar el trabajo que fue completado y no completado 
● Presentar el trabajo completado a los interesados (alias “demo”) 
● El trabajo incompleto no puede ser demostrado 
● Cuatro horas como límite 
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❖ Retrospectiva del sprint (Sprint Retrospective) 
Después de cada sprint, se lleva a cabo una retrospectiva del sprint, en la 
cual todos los miembros del equipo dejan sus impresiones sobre el sprint 
recién superado. El propósito de la retrospectiva es realizar una mejora 
continua del proceso. Esta reunión tiene un tiempo fijo de cuatro horas. 
 
2.5.4 Métricas operacionales de SCRUM 
 
La metodología SCRUM, cataloga y especifica formalmente el siguiente conjunto 
de referentes que normatizan y diferencian los procesos de desarrollo dentro de 
una sólida arquitectura de software estos son: 
 
❖ Sprint 
El Sprint es el período en el cual se lleva a cabo el trabajo en sí. Es 
recomendado que la duración de los sprints sea constante y definida por el 
equipo con base en su propia experiencia. Se puede comenzar con una 
duración de sprint en particular (2 o 3 semanas) e ir ajustándolo con base 
en el ritmo del equipo, aunque sin relajarlo demasiado. Al final de cada 
sprint, el equipo deberá presentar los avances logrados, y el resultado 
obtenido es un producto potencialmente entregable al cliente. Asimismo, se 
recomienda no agregar objetivos al sprint o sprint backlog a menos que la 
falta de estos objetivos amenace al éxito del proyecto. La constancia 
permite la concentración y mejora la productividad del equipo de trabajo. 
 
❖ Documentos 
Los soportes generados a nivel de descripción y marco de desarrollo, 
proporcionados por la metodología son estos: 
● Product backlog 
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El product backlog es un documento de alto nivel para todo el 
proyecto. Contiene descripciones genéricas de todos los requisitos, 
funcionalidades deseables, etc. priorizadas según su retorno sobre la 
inversión (ROI) . Es el qué va a ser construido. Es abierto y solo 
puede ser modificado por el product owner. Contiene estimaciones 
realizadas a grandes rasgos, tanto del valor para el negocio, como 
del esfuerzo de desarrollo requerido. Esta estimación ayuda al 
product owner a ajustar la línea temporal(KEV) y, de manera 
limitada, la prioridad de las diferentes tareas. Por ejemplo, si dos 
características tienen el mismo valor de negocio la que requiera 
menor tiempo de desarrollo tendrá probablemente más prioridad, 
debido a que su ROI será más alto. 
 
● Sprint backlog24  
El sprint backlog es un documento detallado donde se describe el 
cómo el equipo va a implementar los requisitos durante el siguiente 
sprint. Las tareas se dividen en horas pero ninguna tarea con una 
duración superior a 16 horas. Si una tarea es mayor de 16 horas, 
deberá ser dividida en otras menores. Las tareas en el sprint backlog 
nunca son asignadas, son tomadas por los miembros del equipo del 
modo que les parezca oportuno. 
 
● Burn down chart 25 
La burndown chart es una gráfica mostrada públicamente que mide 
la cantidad de requisitos en el Backlog del proyecto pendientes al 
comienzo de cada Sprint. Dibujando una línea que conecte los 
                                               
24
 Lista de trabajo que el equipo de desarrollo debe llevar a cabo durante el próximo spring. (Rubin, 
2012) 
25
 Es un gráfico que muestra el trabajo restante para el spring backlog. (Rubin, 2012) 
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puntos de todos los Sprints completados, podremos ver el progreso 
del proyecto. Lo normal es que esta línea sea descendente (en 
casos en que todo va bien en el sentido de que los requisitos están 
bien definidos desde el principio y no varían nunca) hasta llegar al 
eje horizontal, momento en el cual el proyecto se ha terminado (no 
hay más requisitos pendientes de ser completados en el Backlog). Si 
durante el proceso se añaden nuevos requisitos la recta tendrá 
pendiente ascendente en determinados segmentos, y si se modifican 
algunos requisitos la pendiente variará o incluso valdrá cero en 
algunos tramos. 
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3 DISEÑO Y CONSTRUCCIÓN DE LA SOLUCIÓN 
 
Contiene este capítulo la base operacional que permite la estructuración, proto 
tificación, diseño e implementación de la solución, que permite valorar la calidad, 
efectividad, transparencia y nivel de usabilidad del juez virtual. Se exponen a 
continuación el conjunto de agentes que por su integridad sistémica fueron 
determinados por los realizadores como núcleos descriptores y categorizadores de 
valor agregado. 
 
3.1 ESQUEMATIZACIÓN FUNCIONAL DE LA SOLUCION 
 
El juez virtual, integra operacionalmente el siguiente conjunto de opciones: 
 
❖ Módulo orientado a la creación, modificación y consulta de los problemas 
de programación establecidos. 
❖ Página que habilita el envío de la solución de un problema en los lenguajes 
de programación soportados por la plataforma 
❖ Módulo que reciba, evalué y de respuesta a soluciones enviadas por los 
usuarios de la plataforma 
❖ Módulo que define y estructura el registro y actualización de datos de 
estudiantes y docentes en la plataforma. 
❖ Página que determina el procedimiento para consulta en línea del ranking 
de los estudiantes a nivel general y por competencia. 
❖ Página que define el proceso de interacción en línea de la actividad de la 
plataforma (Envió y evaluación de problemas) 
❖ Módulo que permita crear, editar, programar, consultar y anular 
competencias de programación 
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❖ Página utilizada por los estudiantes para inscribirse en las competencias 
programadas a través de la plataforma 
 
3.2 INGENIERÍA DE LA SOLUCIÓN 
La ingeniería demandada para la construcción del juez virtual se describe de 
manera procedimental al considerar el conjunto normativo que para la 
construcción de soluciones proporciona su ingeniería de software, para este caso 
se involucraron descriptivamente los elementos o núcleos de trabajo 
proporcionados por UML26, a saber: 
3.2.1 Casos de Uso 
Se muestran a continuación el conjunto de casos de uso que integran la 
aplicación, señalando cada uno con su correspondiente tabla descriptora y 
formalizando su característica de integralidad mediante la elaboración del 
correspondiente diagrama , para señalizar su coherencia y asociación funcional, 
su escalante de visualización construido con el soporte de la herramienta 
JDeveloper 11g27. 
Para describir los correspondientes casos de uso con los que se normaliza la 
estructura ingenieril de este proyecto, se especificarán en primer instancia las 
correspondientes tablas descriptivas y luego se mostrará su noción de integridad 
mediante su catalogación gráfica. De manera semejante, se dispondrá los apartes 
pertinentes con los diagramas de secuencia, los diagramas de clase, los 
diagramas de componentes y el diagrama entidad relación, consolidando así el 
conjunto de normativas procedimentales que determina la ingeniería de software 
para construir una solución. 
                                               
26
 Unified Modeling Language. Lenguaje de modelado utilizado para diseño software más utilizado 
(Booch, 2007) 
27
 JDeveloper es un entorno de desarrollo integrado desarrollado por Oracle Corporation. 
http://www.oracle.com/technetwork/developer-tools/jdev/documentation/index.html 
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3.2.1.1 Descriptores funcionales para casos de uso 
 Caso de uso CREAR PROBLEMA 
 Objetivo: Define el requerimiento funcional para crear un problema en la 
plataforma. 
 Marco descriptor 
Nombre caso de uso Crear Problema 
Descripción 
Describe el proceso de crear un problema en el catálogo de 
problemas de la plataforma 
Actor(es): Usuario 
Curso Básico de 
Eventos 
1. El Usuario ingresa la información del problema (Fuente, 
nombre, descripción, tiempo límite, formato de entrada, 
formato de salida, ejemplo de entrada, ejemplo de salida, 
archivo de entrada y archivo de salida) 
Caminos 
Alternativos N/A 
Caminos de 
Excepción 
Todos los campos son requeridos. Si el usuario omite algún 
dato, el sistema desplegará por pantalla un mensaje de error 
indicando el campo faltante 
Precondiciones 
El usuario ha iniciado sesión en el sistema y tiene permisos 
de creación en el módulo de problemas 
Postcondiciones El problema es creado en el catálogo de problemas 
45 
 
 Caso de uso MODIFICAR PROBLEMA 
 Objetivo: Define el requerimiento funcional para modificar un problema 
en la plataforma. 
 Marco descriptor 
Nombre caso de uso Modificar Problema 
Descripción 
Describe el proceso de modificar un problema en el catálogo 
de problemas de la plataforma 
Actor(es) Usuario 
Curso Básico de 
Eventos 
1. El Usuario ingresa la información del problema (Fuente, 
nombre, descripción, tiempo límite, formato de entrada, 
formato de salida, ejemplo de entrada, ejemplo de salida, 
archivo de entrada y archivo de salida) 
Caminos Alternativos N/A 
Caminos de 
Excepción 
Todos los campos son requeridos. Si el usuario omite algún 
dato, el sistema desplegará por pantalla un mensaje de error 
indicando el campo faltante 
Precondiciones 
El usuario ha iniciado sesión en el sistema y tiene permisos 
de creación en el módulo de problemas 
Postcondiciones El problema es modificado en el catálogo de problemas 
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 Caso de uso ELIMINAR PROBLEMA 
 Objetivo: Define el requerimiento funcional para eliminar un problema en 
la plataforma. 
 Marco descriptor 
Nombre caso de uso Eliminar Problema 
Descripción 
Describe el proceso de eliminar un problema en el catálogo 
de problemas de la plataforma 
Actor(es) Usuario 
Curso Básico de 
Eventos 
1. El Usuario selecciona de la lista de problemas el problema 
a eliminar 
Caminos Alternativos N/A 
Caminos de 
Excepción 
Si el problema está asociado a una competencia o si el 
problema tiene soluciones enviadas el sistema desplegará 
un mensaje de error indicado que no se puede eliminar 
Precondiciones 
El usuario ha iniciado sesión en el sistema y tiene permisos 
de eliminación en el módulo de problemas. 
Postcondiciones El problema es eliminado del catálogo de problemas 
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 Caso de uso LISTAR PROBLEMAS 
 Objetivo: Define el requerimiento funcional para listar problemas en la 
plataforma. 
 Marco descriptor 
Nombre caso de uso Listar Problemas 
Descripción Describe el proceso de listar los problemas del catálogo 
Actor(es) Usuario 
Curso Básico de 
Eventos 
1. El Usuario ingresa a la plataforma y selecciona el módulo 
de problemas 
Caminos Alternativos N/A 
Caminos de 
Excepción N/A 
Precondiciones El usuario ha iniciado sesión en el sistema 
Postcondiciones El catálogo de problemas es desplegado en pantalla 
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 Caso de uso VISUALIZAR PROBLEMA 
 Objetivo: Define el requerimiento funcional para visualizar un problema 
en la plataforma. 
 Marco descriptor 
Nombre caso de uso Visualizar Problema 
Descripción 
Describe el proceso de visualizar un problema del catálogo 
de problemas de la plataforma 
Actor(es) Usuario 
Curso Básico de 
Eventos 
1. El Usuario selecciona un problema del catálogo de 
problemas 
Caminos Alternativos N/A 
Caminos de 
Excepción N/A 
Precondiciones El usuario ha iniciado sesión en el sistema 
Postcondiciones El problema es visualizado en pantalla 
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 Caso de uso CREAR COMPETENCIA 
 Objetivo: Define el requerimiento funcional para crear una competencia 
en la plataforma. 
 Marco descriptor 
Nombre caso de uso Crear Competencia 
Descripción 
Describe el proceso de crear una competencia en la 
plataforma 
Actor(es) Usuario 
Curso Básico de 
Eventos 
1. El Usuario selecciona en el menú de competencias la 
opción "programar nueva" 
2. El Usuario ingresa la información de la competencia 
(Descripción, Tipo, Fecha, Duración, Hora Inicio) y 
opcionalmente los problemas de la competencia (Ver caso 
de uso "Crear Problema") 
Caminos Alternativos N/A 
Caminos de 
Excepción 
Todos los campos son requeridos. Si el usuario omite algún 
dato, el sistema desplegará por pantalla un mensaje de error 
indicando el campo faltante 
Precondiciones 
El usuario ha iniciado sesión en el sistema y tiene permisos 
de creación en el módulo de competencias 
Postcondiciones La competencia es creada en la plataforma 
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 Caso de uso MODIFICAR COMPETENCIA 
 Objetivo: Define el requerimiento funcional para modificar una 
competencia en la plataforma. 
 Marco descriptor 
Nombre caso de uso Modificar Competencia 
Descripción 
Describe el proceso de modificar una competencia en la 
plataforma 
Actor(es) Usuario 
Curso Básico de 
Eventos 
1. El Usuario selecciona la competencia a modificar de la 
lista de competencias 
2. El Usuario ingresa la información de la competencia 
(Descripción, Tipo, Fecha, Duración, Hora Inicio), y 
opcionalmente los problemas de la competencia (Ver caso 
de uso "Crear Problema") 
Caminos Alternativos N/A 
Caminos de 
Excepción 
Todos los campos son requeridos. Si el usuario omite algún 
dato, el sistema desplegará por pantalla un mensaje de error 
indicando el campo faltante 
Precondiciones 
El usuario ha iniciado sesión en el sistema y tiene permisos 
de creación en el módulo de competencias 
Postcondiciones La competencia es modificada en la plataforma 
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 Caso de uso ELIMINAR COMPETENCIA 
 Objetivo: Define el requerimiento funcional para eliminar una 
competencia en la plataforma. 
 Marco descriptor 
Nombre caso de uso Eliminar Competencia 
Descripción 
Describe el proceso de eliminar una competencia de la 
plataforma 
Actor(es) Usuario 
Curso Básico de 
Eventos 
1. El Usuario selecciona de la lista de competencias la 
competencia a eliminar 
Caminos Alternativos N/A 
Caminos de 
Excepción 
Si la competencia está en curso o terminada no se puede 
eliminar 
Precondiciones 
El usuario ha iniciado sesión en el sistema y tiene permisos 
de eliminación en el módulo de competencias. 
Postcondiciones La competencia es eliminada de la plataforma 
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 Caso de uso LISTAR COMPETENCIAS 
 Objetivo: Define el requerimiento funcional para listar competencias en 
la plataforma. 
 Marco descriptor 
Nombre caso de uso Listar Competencias 
Descripción 
Describe el proceso de listar las competencias programadas, 
en ejecución o las competencias realizadas 
Actor(es) Usuario 
Curso Básico de 
Eventos 
1. El Usuario ingresa a la plataforma y selecciona el módulo 
de competencias programadas 
Caminos Alternativos 
1. El Usuario ingresa a la plataforma y selecciona el módulo 
de competencias en ejecución 
2. El usuario ingresa a la plataforma y selecciona el módulo 
de competencias realizadas 
Caminos de 
Excepción N/A 
Precondiciones El usuario ha iniciado sesión en el sistema 
Postcondiciones El catálogo de problemas es desplegado en pantalla 
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 Caso de uso VISUALIZAR DATOS COMPETENCIAS 
 Objetivo: Define el requerimiento funcional para visualizar datos de 
competencias en la plataforma. 
 Marco descriptor 
Nombre caso de uso Visualizar Datos competencia 
Descripción 
Describe el proceso de visualizar los datos de una 
competencia en la plataforma 
Actor(es) Usuario 
Curso Básico de 
Eventos 
1. El usuario sigue el proceso definido en el caso de uso 
"Listar Competencias" 
2. El Usuario selecciona una competencia del listado 
Caminos Alternativos N/A 
Caminos de 
Excepción N/A 
Precondiciones 
El usuario ha iniciado sesión en el sistema. El proceso 
definido en el caso de uso "Listar competencias" ha sido 
ejecutado 
Postcondiciones La información de la competencia es visualizada en pantalla 
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 Caso de uso VISUALIZAR SCOREBOARD COMPETENCIA 
 Objetivo: Define el requerimiento funcional para visualizar el scoreboard 
de una competencia en la plataforma. 
 Marco descriptor 
Nombre  caso de uso Visualizar Scoreboard competencia 
Descripción 
Describe el proceso de visualizar el scoreboard de una 
competencia en la plataforma 
Actor(es) Usuario 
Curso Básico de 
Eventos 
1. El usuario sigue el proceso definido en el caso de uso 
"Visualizar datos Competencia" 
2. El Usuario selecciona el link "Scoreboard Competencia" 
Caminos Alternativos N/A 
Caminos de 
Excepción N/A 
Precondiciones 
El usuario ha iniciado sesión en el sistema. El proceso 
definido en el caso de uso "Visualizar competencia ha sido 
ejecutado" 
Postcondiciones El scoreboard de la competencia es visualizado en pantalla 
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 Caso de uso LISTAR RESULTADOS 
 Objetivo: Define el requerimiento funcional para listar los resultados de 
envíos de soluciones a problemas en la plataforma. 
 Marco descriptor 
Nombre caso de uso Listar resultados 
Descripción 
Describe el proceso de visualizar los resultados de envió de 
soluciones a problemas 
Actor(es) Usuario 
Curso Básico de 
Eventos 1. El usuario selecciona la opción "Estado en Línea" 
Caminos Alternativos N/A 
Caminos de 
Excepción N/A 
Precondiciones El usuario ha iniciado sesión en el sistema. 
Postcondiciones 
El estado en línea de la plataforma es visualizado en 
pantalla 
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 Caso de uso VISUALIZAR SOLUCION ENVIADA 
 Objetivo: Define el requerimiento funcional para visualizar la solución 
enviada a un problema en la plataforma. 
 Marco descriptor 
Nombre  caso de uso Visualizar Solución Enviada 
Descripción 
Describe el proceso de visualizar la solución (codigo fuente) 
enviada a un problema específico 
Actor(es) Usuario 
Curso Básico de 
Eventos 
1. El usuario sigue el proceso definido en el caso de uso 
"Listar Resultados" 
2. El usuario selecciona en la columna lenguaje y en la fila 
correspondiente el problema del cual se quiere visualizar la 
solución enviada 
Caminos Alternativos N/A 
Caminos de 
Excepción N/A 
Precondiciones 
El usuario ha iniciado sesión en el sistema. El usuario es el 
autor del problema 
Postcondiciones El código fuente del problema es visualizado en pantalla 
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 Caso de uso ENVIAR SOLUCION 
 Objetivo: Define el requerimiento funcional para enviar la solución a un 
problema en la plataforma. 
 Marco descriptor 
Nombre caso de uso Enviar Solución 
Descripción 
Describe el proceso de enviar la solución (código fuente) 
a un problema determinado 
Actor(es) Usuario 
Curso Básico de 
Eventos 
1. El usuario sigue el proceso definido en el caso de uso 
"Visualizar Problema" 
2. El usuario selecciona la opción "Enviar Solución" 
3. El usuario selecciona el lenguaje en el cual se 
encuentra codificada la solución 
4. El usuario copia en el cuadro de texto "Código Fuente" 
la solucion al ejercicio 
5. El usuario selecciona la opción enviar 
Caminos Alternativos N/A 
Caminos de Excepción 
Todos los campos son requeridos. Si el usuario omite 
algún dato, el sistema desplegará por pantalla un 
mensaje de error indicando el campo faltante 
Precondiciones El usuario ha iniciado sesión en el sistema. 
Postcondiciones El usuario es remitido a la lista de soluciones enviadas 
permitiendo ver el estado en el que se encuentra la 
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solución evaluada 
 Caso de uso VISUALIZAR ESTADISTICAS USUARIO 
 Objetivo: Define el requerimiento funcional para visualizar las 
estadísticas de un usuario en la plataforma. 
 Marco descriptor 
Nombre caso de uso Visualizar Estadísticas Usuario 
Descripción 
Describe el proceso de ver las estadísticas de un usuario 
(Problemas Resueltos, Intentos, lista de problemas 
enviados) 
Actor(es) Usuario 
Curso Básico de 
Eventos 
1. El usuario selecciona en la plataforma el link de inicio de 
sesión (credencial) que usa para ingresar a la plataforma 
Caminos Alternativos 
1. El usuario sigue el proceso definido en el caso de uso 
listar resultados 
2. El usuario selecciona el perfil del cual quiere ver las 
estadísticas definido en la columna "Usuario" 
Caminos de 
Excepción N/A 
Precondiciones El usuario ha iniciado sesión en el sistema. 
Postcondiciones Las estadísticas de usuario son visualizadas 
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 Caso de uso VISUALIZAR LISTA DE EJERCICIOS USUARIO 
 Objetivo: Define el requerimiento funcional para visualizar la lista de 
ejercicios de un usuario en la plataforma. 
 Marco descriptor 
Nombre caso de uso Visualizar lista de ejercicios usuario 
Descripción 
Describe el proceso de ver la lista de ejercicios enviados por 
un usuario 
Actor(es) Usuario 
Curso Básico de 
Eventos 
1. El usuario sigue el proceso definido en el caso de uso 
listar resultados 
2. El usuario digita en el cuadro de texto "Usuario" el usuario 
del cual desea ver la lista de ejercicios enviados 
Caminos Alternativos 
1. El usuario sigue el proceso definido en el caso de uso 
"Visualizar Estadísticas Usuario" 
2. El usuario selecciona el link correspondiente a ejercicios 
enviados 
Caminos de 
Excepción N/A 
Precondiciones El usuario ha iniciado sesión en el sistema. 
Postcondiciones La lista de ejercicios enviados por el usuario es visualizada 
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 Caso de uso EVALUAR SOLUCION ENVIADA 
 Objetivo: Define el requerimiento funcional para evaluar la solución 
enviada a un ejercicio en la plataforma. 
 Marco descriptor 
Nombre caso de uso Evaluar Solución Enviada 
Descripción 
Describe el proceso de evaluar la solución enviada a un 
ejercicio determinado 
Actor(es) Sistema 
Curso Básico de 
Eventos 
1. El sistema envía al componente de validación los datos de 
la solución enviada (Código fuente, Ruta Archivo de Entrada, 
Ruta Archivo de Salida, Lenguaje, Tiempo Límite) 
2. El componente compila la solución enviada con el 
compilador específico del lenguaje 
3. El componente ejecuta el programa con los datos de 
entrada del problema y almacena el resultado en un archivo 
4. El componente valida las diferencias entre el resultado del 
programa y los datos de resultados definidos para el 
problema 
Caminos 
Alternativos N/A 
Caminos de 
Excepción N/A 
Precondiciones 
El sistema envía los datos del intento de una solución a un 
problema específico 
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Postcondiciones El sistema obtiene el resultado de la validación 
3.2.2 Diagramas de Casos de Uso 
De conformidad con el marco descriptivo formulado con antelación, se procede a 
continuación a presentar los diagramas asociados con los casos de uso 
referenciados como plataforma estructural del trabajo, a saber: 
 
● Caso de uso PROBLEMAS (Ver figura 1) 
62 
Figura 1: Caso de uso (Problemas) 
 
Fuente: Aporte realizadores 
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Figura 2: Caso de uso (Competencias) 
 
Fuente: Aporte realizadores 
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Figura 3: Caso de uso (Resultados) 
 
Fuente: Aporte realizadores 
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Figura 4: Caso de uso (Juez) 
 
Fuente: Aporte realizadores 
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Figura 5: Caso de uso (Estadísticas) 
 
Fuente: Aporte realizadores 
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3.2.3 Diagrama de clases 
El juez virtual construido, catálogo como núcleos de acción funcional y de relación 
el conjunto de entidades que por su característica modular y unicidad operacional 
permiten ser visualizados mediante el diagrama de clase mostrado en la Figura 6. 
La estructuración que parametriza el proceso que conlleva la petición formulada 
ante el Juez mediante el empaquetamiento de las entidades lógicas asociadas con 
el proceso definido para validar frente al usuario la respuesta generada, se 
visualiza en la figura 7, en la cual se muestra el diagrama de clases alusivo a esta 
situación. 
Figura 6: Diagrama de clases juez virtual 
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Figura 6. Continuación 
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Fuente: Aporte realizadores 
Figura 7: Diagrama de clases Juez Núcleo 
 
Fuente: Aporte realizadores 
 
3.2.4 Especificaciones de relación estructural 
Se muestran a continuación el conjunto de diagramas que describen las 
características y especificaciones de singularidad estructural que evidencia cada 
componente lógico del Juez Virtual. 
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Considerando que el entorno operacional con el que se define la integridad y se 
parametriza la efectividad y funcionalidad del aplicativo, se encuentra configurado 
en la infraestructura nativa de soporte catalogada por el framework referenciado 
Oracle Application Development Framework (ADF)28, que mediante el empleo de 
los llamados flujos de tarea (TF), determina de manera singular el conjunto de 
acciones de carácter procedimental, sobre el cual se enmarca la interacción lineal 
de la aplicación. Para sus efectos se presenta en  la figura 8 el diagrama general 
del flujo de trabajo, aclarando que específicamente cada componente asocia 
particularmente una entidad descriptiva, cuyo formalismo se visualiza durante la 
presentación y sustentación del Juez virtual como unidad computacional. 
Complementariamente, con el objetivo de consolidar descriptiva y funcionalmente 
la estructura operacional del Juez virtual, se plasma en la figura 9, la relación que 
parametriza de manera contextualizada los elementos sobre los cuales opera la 
consola de administración requerida como unidad de supervisión y como factor de 
control de escalabilidad en el marco AWS - VPC29. 
 
                                               
28
 Framework comercial de Java para la creación de aplicaciones 
29
 Amazon Virtual Private Cloud. Permite lanzar servicios web de Amazon dentro de una red virtual 
definida por el usuario. 
http://docs.aws.amazon.com/AmazonVPC/latest/UserGuide/VPC_Introduction.html 
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 Diagrama de Flujos de Trabajo 
Figura 8: Diagrama de flujos de trabajo (Inicio) 
 
 
Fuente: Aporte realizadores 
 
72 
 
 Diagrama de Infraestructura 
El siguiente diagrama nos ilustra la arquitectura de los servicios que utiliza el juez 
en línea para su funcionamiento. 
 
Figura 9: Diagrama de infraestructura 
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Fuente: Aporte realizadores 
3.2.5 Modelo entidad relación 
Para los efectos de interpretación y asociación conceptual del conjunto lógico de 
especificación del Juez virtual construido, se presenta en la figura 10 el diagrama 
entidad relación. 
Figura 10: Diagrama entidad relación 
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Fuente: Aporte realizadores 
3.3 CONTEXTUALIZACIÓN Y VALIDACIÓN SISTÉMICA DE LA INTEGRIDAD DEL 
APLICATIVO. 
 
El marco descriptivo y funcional, que asegura la parametrización integral y valora 
la efectividad del núcleo y sus interfaces modulares en el aplicativo construido; 
para los casos correspondientes al Juez virtual, que en lo sucesivo utilizara el 
programa de ingeniería de sistemas de la universidad libre, se valoran como 
núcleos experimentales de proceso el conjunto de pruebas con los que se valida 
las métricas de calidad formalizadas dentro del producto que constituye el 
entregable del proyecto; la especificación de las pruebas y su identificación 
contextual de su funcionalidad, se describen operacionalmente en el entorno de 
acción del JUnit. 
 
Caso de prueba 1: Validar solución aceptada 
Autor: Gabriel Martínez 
Resumen: 
En el presenta caso de prueba se validara que el juez 
responda con verificación aceptada (ACCEPTED) a la 
solución correcta a un problema definido en la plataforma. 
Se usara para la prueba el problema "Equidivisions" de la 
maratón nacional realizada en Colombia en el año 2006 
Precondiciones: 
 El problema debe estar registrado en la plataforma 
con sus respectivos casos de prueba 
 Se debe contar con la solución correcta al ejercicio 
 Se debe contar con acceso a la instancia de Amazon 
EC2 y con el usuario weblogic 
Flujo de Eventos: 
 Ejecutar el programa TestJudge con el argumento 1 
 Verificar que la aserción generada por JUnit sea 
correcta 
Tipo de Ejecución: Manual 
Postcondiciones La aserción generada por weblogic debe ser exitosa 
   
 
75 
  Caso de prueba 2: Validar solución errónea 
Autor: Gabriel Martínez 
Resumen: 
En el presenta caso de prueba se validara que el juez 
responda con verificación error (WRONG_ANSWER) a la 
solución incorrecta a un problema definido en la plataforma. 
Se usara para la prueba el problema "Equidivisions". 
Precondiciones: 
 El problema debe estar registrado en la plataforma 
con sus respectivos casos de prueba 
 Se debe contar con la solución incorrecta al ejercicio 
 Se debe contar con acceso a la instancia de Amazon 
EC2 y con el usuario weblogic 
Flujo de Eventos: 
 Ejecutar el programa TestJudge con el argumento 2 
 Verificar que la aserción generada por JUnit sea 
correcta 
Tipo de Ejecución: Manual 
Postcondiciones La aserción generada por weblogic debe ser exitosa 
  Caso de prueba 3: Validar solución con tiempo límite excedido 
Autor: Gabriel Martínez 
Resumen: 
En el presenta caso de prueba se validara que el juez 
responda con verificación de tiempo límite excedido a la 
solución que exceda el tiempo límite para un problema 
definido en la plataforma. Se usara para la prueba el 
problema "Equidivisions". 
Precondiciones: 
 El problema debe estar registrado en la plataforma 
con sus respectivos casos de prueba 
 Se debe contar con una solución al ejercicio que 
exceda en tiempo de ejecución los limites definidos 
para el ejercicio 
 Se debe contar con acceso a la instancia de Amazon 
EC2 y con el usuario weblogic 
Flujo de Eventos: 
 Ejecutar el programa TestJudge con el argumento 3 
 Verificar que la aserción generada por JUnit sea 
correcta 
Tipo de Ejecución: Manual 
Postcondiciones La aserción generada por weblogic debe ser exitosa 
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Caso de prueba 4: Validar solución con error en tiempo de ejecución 
Autor: Gabriel Martínez 
Resumen: 
En el presenta caso de prueba se validara que el juez 
responda con verificación de error en tiempo de ejecución 
(RUNTIME_ERROR) a la solución que genere un error en 
tiempo de ejecución para un problema definido en la 
plataforma. Se usara para la prueba el problema 
"Equidivisions" 
Precondiciones: 
 El problema debe estar registrado en la plataforma 
con sus respectivos casos de prueba 
 Se debe contar con una solución al ejercicio que 
genere un error en tiempo de ejecución 
 Se debe contar con acceso a la instancia de Amazon 
EC2 y con el usuario weblogic 
Flujo de Eventos: 
 Ejecutar el programa TestJudge con el argumento 4 
 Verificar que la aserción generada por JUnit sea 
correcta 
Tipo de Ejecución: Manual 
Postcondiciones La aserción generada por weblogic debe ser exitosa 
  Caso de prueba 5: Validar solución con error de compilación 
Autor: Gabriel Martínez 
Resumen: 
En el presenta caso de prueba se validara que el juez 
responda con verificación de error de compilación 
(COMPILE_ERROR) a la solución que genere un error de 
compilación para un problema definido en la plataforma. Se 
usara para la prueba el problema "Equidivisions". 
Precondiciones: 
 El problema debe estar registrado en la plataforma 
con sus respectivos casos de prueba 
 Se debe contar con una solución al ejercicio que 
genere un error de compilación 
 Se debe contar con acceso a la instancia de Amazon 
EC2 y con el usuario weblogic 
Flujo de Eventos: 
 Ejecutar el programa TestJudge con el argumento 5 
 Verificar que la aserción generada por JUnit sea 
correcta 
Tipo de Ejecución: Manual 
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Postcondiciones La aserción generada por weblogic debe ser exitosa 
3.3 INSTALACIÓN Y CONFIGURACIÓN DE LA PLATAFORMA 
 
La configuración de Amazon EC2 se detalla en el anexo 1, dicho proceso permite 
obtener una instancia de un servidor basado en Ubuntu Server 12.04; mientras 
que las fases procedimentales que demanda la instalación y configuración del 
servidor de aplicaciones Weblogic 11g se encuentran en el anexo 2, procediendo 
luego a catalogar en el anexo 3 las características correspondientes al servidor de 
base de datos utilizando la tecnología de Amazon RDS, finalmente en el anexo 3 
se registra la configuración de Amazon S3 que soporta el almacenamiento. 
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4 CONCLUSIONES 
 
 
 
 La liberación del juez virtual demandada por el programa de ingeniería de 
sistemas de la universidad libre, se constituye en un valioso aporte para el 
mejoramiento de la calidad y fortalecimiento en las competencias de 
programación, según presupuesto establecido por el nuevo plan de 
estudios, fundamentado en el mejoramiento continuo y en la certificación 
con calidad de sus profesionales.  
 La arquitectura evidenciada por el juez virtual, se encuentra enmarcada 
dentro del eje operacional catalogado en la nube como SaaS, garantizando 
su integridad, usabilidad y efectividad gracias a su soporte sobre la 
plataforma Amazon. 
 La flexibilidad ofrecida por el juez virtual, permitirá a la comunidad docente 
y dicente del programa, el utilizar de manera fácil y entendible las diferentes 
opciones que a nivel modular conforman el entregable, permitiendo a su 
vez la proyección a nivel competitivo según referente establecido por la 
ACM y la CCPL para los diferentes eventos por ellos programados  
 
79 
 
 
5. RECOMENDACIONES 
 
El programa de Ingeniería de Sistemas de la Universidad Libre debe motivar por 
medio de los docentes y eventos relacionados con el programa a que los 
estudiantes hagan uso continuo de la plataforma y de esta manera se preparen 
para las competencias que organiza la CCPL y ACIS. A continuación se citan 
algunas prácticas para fomentar el ambiente de competencias de programación en 
la Universidad: 
 
 Los docentes y/o estudiantes quienes tengan permisos administrativos en la 
plataforma deberán programar periódicamente competencias y buscar los 
medios para informar a los estudiantes del evento, utilizando la 
infraestructura mediatica disponible y configurada por el programa para este 
fin.  
 Validar previamente a la publicación de una competencia, los ejercicios 
relacionados para garantizar su funcionamiento correcto atendiendo a los 
casos de prueba registrados, enviando la respectiva solución y verificando 
la respuesta de la plataforma 
 Crear un grupo de interés en maratones de programación, para que de esta 
manera se asegure su activa participación tanto en la administración como 
en el manejo de la plataforma
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ANEXOS 
 
 
 
 
 
 
 
 
 
 
 
 
 
Anexo 1: Configuración de Amazon EC2 
Anexo 2: Instalación y configuración del servidor de aplicaciones 
Anexo 3: Configuración de Amazon S3 
 
 
 
83 
 
 
ANEXO 1  
Configuración de Amazon EC2 
 
 
 
Objetivo: Describir el proceso de la creación y configuración de una instancia de 
Amazon EC2, donde se instalara el servidor de aplicaciones, librerías y archivos 
ejecutables para el funcionamiento de la plataforma.  
 
Ruta: El archivo se encuentra en la carpeta Anexos ubicada en la raíz del disco 
y el nombre del archivo es Anexo1.docx 
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ANEXO 2 
Instalación y configuración del servidor de aplicaciones 
 
 
 
Objetivo: Describir el proceso de instalación y configuración del servidor de 
aplicaciones Weblogic 11g en donde se aloja la plataforma web.  
 
Ruta: El archivo se encuentra en la carpeta Anexos ubicada en la raíz del disco 
y el nombre del archivo es Anexo2.docx 
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ANEXO 3  
Configuración de Amazon S3 
 
 
 
Objetivo: Describir el proceso de la creación y configuración del Bucket en 
donde se almacena toda la información referente a archivos fuente, casos de 
prueba, archivos de resultados y carpetas de usuarios. 
 
Ruta: El archivo se encuentra en la carpeta Anexos ubicada en la raíz del disco 
y el nombre del archivo es Anexo3.docx 
 
