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Dalam membangun suatu aplikasi, khususnya yang berskala besar, tidak 
sekedar dihangun oleh salll modul kode yang terdapat pada satu file. Ap/ilcasi ini 
umumnya merupakan kumpulan dari herbagai modul yang bekerja bersama 
untuk menyedialcan fungsi-fungsi yang diinginkan. Misalnya sebuah modul item 
dan modul kereta he/anja mungkin saja dikombinasilcan dengan sebuah modul 
interface untuk menciptakan aplikasi inventori. Proses mengidentifilcasi modul-
nwdul yang ada merupakan usaha awal yang penting dalam membangun suatu 
ap/ikasi. Seringlcali pengembang terpaksa membuat satu modul yang memiliki 
beberapa fungsi, sebuah fungsi seperti logging seringlcali tersebar diantara 
berberapa modul dalam sebuah aplikasi. Hal ini tidak bisa dihindari oleh metode 
pemrograman selcarang yaitu pemrograman berorientasi objek lcarena meski 
membagi suatu permasalahan menjadi objek cukup berhasil, namun beberapa 
fungsi masih harus tersebar pada beberapa objek. 
Untuk itulah dalam mengatasi permasa/ahan tersebut diciptalcan 
pemrograman berorientasi aspek, sebagaimana yang dilakulcan dalam Tugas 
Akhir ini. Dalam implementasi Tugas Akhir ini akan dirancang modul aspek yang 
bertindak seolah-o/ah sebagai ke/as da/am pemrograman berorientasi objek 
untuk menyimpan fungsi-fungsi yang sebelumnya dimodullcan dida/am kelas 
dalam pemrograman berorientasi objek yang disebut juga sebagai crosscutting 
concern. 
Pengujian kedua metode pemrograman menunjukkan perbedaan langkah-
langkah pendekatan kedua metode pemrograman tersebut dalam mernecahknn 
masalah. Uji coba yang dilakukan meliputi fase pemrograman scbagai cara aw<1i 
untuk melihat secara praktis perbedaan pemrograman berorkntasi objck dan 
aspek. Hal ini akan memberikan deskripsi bagaimana keseluruhan proses 
pengembangan berorientasi aspek. 
Kata kunci : aspek, objek, crosscutting concern 
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BABI 
PENDAHULUAN 
Pada bab ini akan dibahas mengenai Iatar belakang dan tujuan dari 
pembuatan tugas akhir, menentukan permasalahan yang akan dipecahkan beserta 
batasan dan penyelesaiannya. Kemudian metodologi yang digunakan dalam 
penyelesaian permasalahan serta sistematika dalam penulisannya. 
1.1 LA TAR BELAKANG 
Sejarah konsep pemrograman menunjukkan bahwa terjadi suatu perjalanan 
evolusi pemrograman semenjak pemrograman prosedural hingga pemrograman 
berorientasi objek. 
Pemrograman berorientasi objek sebagai konsep yang terakhir banyak 
dianut, sangat memudahkan developer sebab konsep ini adalah suatu konsep yang 
paling memiliki kemampuan memvisualisasikan permasalahan dunia nyata ke 
dalam wilayah pengembangan software. 
Dengan perangkat-perangkat yang dimiliki pemrograman berorientasi 
objek, seperti enkapsulasi, polimorfisme dan pewarisan, hampir semua 
permasalahan dalam dunia pengembangan perangkat lunak dapat ditangani 
dengan baik. 
Namun ada permasalahan yang belum berhasil ditangani pemrograman 
berorientasi objek dengan baik, yaitu berkaitan dengan modularisasi concern. 
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Concern adalah suatu interest yang berkaitan dengan pengembangan sistem, 
kinerja atau aspek lain yang penting[8]. Dengan kata lain concern penting bagi 
pengambil keputusan, dimana pengambil keputusan yang dimaksud bisa jadi 
aplikasi itu sendiri[5] . 
Modularisasi concern dalam pemrograman berorientasi objek umumnya 
berupa kelas. Namun seringkali dalam kelas- kelas yang terdiri dari atribut serta 
metode tersebut, terdapat kode yang berulang-ulang dan menyebar tidak 
beraturan. Kode-kode yang memiliki sifat seperti ini seringkali disebut sebagai 
crosscutting concern. 
Pemrograman berorientasi aspek adalah konsep baru yang bertujuan 
memisahkan dan membagi crosscutting concern. Contoh dari crosscutting 
concern adalah logging, debugging, security, pembagian resource, persistensi, 
exception handling, manajemen memori dan distribusi[4]. 
Contoh khusus crosscutting concern untuk sistem basisdata adalah instance 
adaptation, change propagation dan referential integrity semantic dan policy untuk 
manajemen versi, security, access control, manajemen cache[6,7]. 
Sebagai contoh kasus, ketika membuat servlets sebagai entry point, servlet 
menerima value dari form HTML, dikirim dengan sebuah objek ke aplikasi, untuk 
kemudian diproses dan mengirimkan suatu nilai balik pada user. Awalnya 
membuat servlet ini cukup sederhana dan pendek kodenya dimana tujuannya 
hanya sekedar memenuhi requirement fungsinya. Namun yang terjadi kemudian, 
kode tersebut seringkali harus berkembang berkali-kali lipat hanya untuk 
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memenuhi requirement sekunder semisal exception handling, security, dan 
logging. Dikatakan requirement sekunder karena logging dan security bukanlah 
fungsi utama dari suatu serv'let dimana seharusnya. 
Sebagaimana disebutkan di awal, Pemrograman berorientasi aspek 
bertujuan untuk memodulkan concern yang bersebaran di dalam sistem. Gambar 
l(a) menggambarkan bagaimana kode tentang synchronisation dan debugging 
menyebar pada beberapa kelas dalam bahasa Berbasis Objek semisal Java atau 
C++. 
KelasA Kelas B 
[3;] ~ . n 
I Syhncronisation I 










Gam bar. I (a) Crosscutting Concern di dalam OOP (b) Pemisahan crosscutting concern 
denganAOP 
Pemrograman berorientasi aspek adalah konsep sehingga ia tidak terikat 
pada satu bahasa, salah satu bahasa yang mendukung pemrograman berorientasi 
aspek adalah AspectJ[4] yang dikembangkan oleh Xerox PARC dan digunakan 
dalam Tugas Akhir ini. 
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Logging sebagaimana disebutkan diatas adalah salah satu concern, 
sehingga sangat baik jika diselesaikan dengan pernrograman berorientasi aspek. 
Pada umumnya ada tiga tujuan umum orang melakukan logging. Pertama., adalah 
untuk debugging. Biasanya di berbagai titik di dalarn kode program kita bubuhkan 
perintah print atau echo variable, yang diapit oleh perintah if. Contoh log 
debugging adalah log error webserver. Kedua., adalah untuk monitoring 
keamanan. Contohnya log-log yang dihasilkan program-program pemonitor 
keamanan. Tujuan ketiga, adalah untuk mencatat aktivitas dan even. Misalnya 
ketika user login ataupun logout, kita menulis pesan ke log. Akses log suatu 
system aplikasi adalah salah satu contohnya., dan tujuan ini yang mendasari 
logging pada Tugas Akhir ini. 
Bahasa pemrograman Java rnemiliki beberapa perangkat untuk log 
diantaranya seperti log4j dari Apache, Log API JDK 1.4 java.util.logging, IBM 
loggingtoolkit4j dan lain sebagainya. 
Studi kasus yang diambil adalah logging pada sistem inventori, dimana 
sistern inventori adalah salah satu model yang cukup baik untuk 
merepresentasikan sistem yang mernbutuhkan pencatatan aktivitas oleh user 
rnaupun oleh sistem. 
Oleh karena itu dalam Tugas Akhir ini akan digunakan bahasa AspectJ 
yang mendukung pemrograman berorientasi aspek dengan studi kasus masalah 
logging pada sistem inventori. 
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1.2 TUJUAN PEMBUATAN TUGAS AKHIR 
Tujuan dari tugas akhir ini adalah untuk memodelkan dan 
mengimplementasikan konsep pemrograman berorientasi aspek pada persoalan 
logging. Studi kasus yang diambil adalah pada sistem inventori. 
1.3 PERMASALAHAN 
Permasalahan yang diangkat dalam penyusunan Tugas Akhir ini adalah : 
I. Bagaimana memodelkan persoalan logging dengan permodelan 
berorientasi aspek. 
2. Bagaimana menerapkan model tersebut pada pemrograman berorientasi 
aspek. 
3. Bagaimana menganalisis hasil implementasi secara kualitatif. 
1.4 BAT ASAN PERMASALAHAN 
Dari permasalahan-permasalahan diatas, maka batasan masalah untuk Tugas 
Akhir ini adalah : 
1. Crosscutting concern yang akan diimplementasikan sebagai aspect 
adalah permasalahan logging. 
2. Sistem Inventori adalah sebagai studi kasus pada persoalan logging. 
3. Logging yang dimaksud adalah audit logging 
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1.5 METODOLOGI TUGAS AKHIR 
Pengerjaan Tugas Akhir ini terbagi menjadi beberapa tahapan yaitu : 
I. Studi Literatur 
Tahapan ini merupakan tahap pencarian informasi mengenai 
pemrograman berorientasi Aspek, dan juga pemahaman mengenai 
permasalah logging. 
2. Definisi Permasalahan 
Tahapan ini merupakan tahap melakukan identifikasi yang lebih 
terperinci terhadap masalah yang dihadapi dalam membuat aplikasi, 
memilah masalah yang akan berada dalam sistem. 
3. Perancangan Perangkat Lunak dan Desain Sistem 
Tahapan ini merupakan tahap perancangan, analisa, dan desain sistem 
perangkat lunak berdasarkan hasil yang telah diperoleh dari tahap 1 dan 
2. 
4. Pembuatan Aplikasi 
Tahapan ini merupakan tahap implementasi dan pengembangan 
perangkat lunak berdasarkan rancangan yang telah dibuat 
sebelumnya. 
5. Uji Coba dan Evaluasi 
Tahapan ini merupakan tahap dimana dilakukan uji coba terhadap 
perangkat lunak untuk melihat keberhasilan system yang dibuat serta 
untuk mencari kesalah-kesalahan program yang mungkin terjadi untuk 
selanjutnya dapat dilakukan penyempumaan. 
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6. Penyusunan Buku Tugas Akhir 
Pada tahap terakhir ini dilakukan penyusunan buku sebagai dokumentasi 
dari pelaksanaan Tugas Akhir ini. Buku Tugas Akhir juga diharapkan 
dapat berguna bagi orang lain yang memiliki keinginan untuk 
mengembangkan sistem tersebut lebih lanjut. 
1.6 SISTEMATIKA PENULISAN 
Metodologi yang digunakan dalam Penyusunan Tugas akhir m1 adalah 
sebagai berikut : 
l. DAB I Pendahuluan 
Bab ini menjelaskan mengenai latar belakang permasalahan, batasan 
masalah, tujuan serta metodologi penyusunan tugas akhir ini. 
2. BAD II Dasar Teori 
Bab ini membahas mengenai dasar teori yang digunakan pada tugas akhir 
ini diantaranya mengenai struktur pada pemrograman berorientasi aspek. 
3. BAD III Perancangan Perangkat Lunak 
Bab ini membahas mengenai perancangan sistem untuk aplikasi 
pencarian rute tercepat meliputi perancangan data, perancangan proses 
dan perancangan antar muka. 
4. BAB IV Implementasi Perangkat Lunak 
Bab ini membahas mengenai implementasi dari perancangan yang telah 
dibuat pada bab III meliputi implementasi struktur data, implementasi 
proses penghalusan dan implementasi antar muka. 
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5. BAB V Uji Coba dan Evaluasi 
Bab ini membahas mengenai uji coba dan evaluasi yang dilakukan 
terhadap perangkat lunak yang telah dibangun. 
6. BAB VI Penutup 
Bab ini menjelaskan mengenai kesimpulan dan saran dari keseluruhan 
Tugas Akhir ini. 
BAB II 
DASAR TEORI 
2.1 LA TAR BELAKANG PEMROGRAMAN BERORIENTASI ASPEK 
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Pengembangan perangkat lunak berawal sejak beberapa waktu yang lalu, 
pengembangannya mengarah pada bagaimana menemukan teknik yang lebih 
efisien dalam memodelkan pennasalahan dunia nyata. Beberapa waktu yang 
lampau, metodologi yang ada mengatasi pennasalahan pemrograman dengan 
membagi menjadi bagian atau modul yang lebih kecil menurut fungsinya. 
Metodologi ini berjalan dengan baik, namun menemui kegagalan ketika harus 
menghadapi state sistem yang harus dikontrol oleh sejumlah variable global yang 
bisa diubah-ubah oleh berbaris-baris kode pada aplikasi. Kedatangan 
pemrograman berorientasi objek mengubah keadaan diatas dengan menempatkan 
state sistem kedalam suatu objek, dan dibuat sebagai private dan di atur melalui 
metode akses. 
Hal ini membawa kepada situasi sekarang, dimana pengembang masih 
kesulitan secara maksimal membawa permasalahan untuk di modularisasi dan 
meng-enkapsulasinya. Meski membagi permasalahan kedalam beberapa objek 
cukup berhasil, beberapa fungsi masih ditulis bersebaran diberbagai objek. 
Pemrograman berorientasi aspek adalah satu solusi yang paling menjanjikan 
untuk menciptakan objek lebih bersih, terenkapsulasi dengan baik tanpa fungsi-
fungsi tambahan. 
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2.l.l Pcmccahan Masaluh dengan Pendekatan Pemrograman 
Bcrorientasi Objck 
Analisis, desain dan pemrograman berorientasi objek telah terbukti berhasil 
dalam menangani proyek yang berskala kecil maupun yang besar. Sebagai sebuah 
teknik metodologi pendekatan ini sudah mencapai tahap kematangan. Keuntungan 
menggunakan teknologi berorientasi objek dalam semua tahap pengembangan 
software misalnya: 
• Reusabilitas komponen 
• Modularitas 
• Mengurangi kompleksitas implementasi 
• Mengurangi biaya pemeliharaan 
Salah satu diantaranya, modularitas, merupakan peningkatan dalam 
memahami struktur pemrograman sehingga lebih jelas serta menghasilkan model 
software yang lebih bisa dipahami. 
Metode berorientasi objek termasuk didalamnya analisis, desain serta 
pemrogmman memberikan kemampuan untuk memodelkan serta mendesain 
software sebagaimana kita menggambarkan sistem dalam dunia nyata. Perangkat 
utama yang digunakan untuk memodelkan ini adalah objek. Objek memiliki 
attribute yang menunjukkan state dari objek dan behavior yang dilakukan untuk 
mengubah state-nya. Sebagai contoh, jika kita hendak mendesain sebuah sistem 
untuk menjual kaset, dalam sebuah desain berorientasi objek dibutuhkan objek 
seperti produk, kaset, dan kotak. 
II 
Objek haruslah diisi dengan atribut serta behavior yang khusus sesuai 






- Penentuan harga 
- Pemberianjudul 
- Mendapatkan nama Supplier 
Objek untuk kaset serta produk kurang lebih digambarkan sebagai berikut: 
\ produk I 
~ 
I ' / \ / \ 
I \ / 
~--- '\ ~ 
~supplier I 
Gambar 2.1 kelas diagram untuk contoh kasus 
Salah satu tujuan dalam desain objek adalah enkapsulasi seluruh data dan 
metode sehingga manipulasi data hanya berada di dalam objek tersebut. Tidak 
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seharusnya fungsi diluar secara langsung dapat mengubah objek produk, dan 
sebaliknya. Semua atribut dari objek dienkapsulasi ke dalam satu entitas, dimana 
hanya bisa diubah oleh interface. Interface tersebut berisi metode objek yang 
memiliki tipe akses public. Objek dapat memiliki metode privat sendiri namun 
metode ini tidak bisa diakses objek lain. Enkapsulasi objek tercapai dengan 
menggunakan suatu interface bagi objek-objek lain di dalam sistem, interface 
mendefinisikan metode yang bisa digunakan untuk mengubah state objek. 
Mendesain sebuah sistem berorientasi objek dengan ketentuan ini 
membantu sistem berfungsi secara baik, melakukan debug jika masalah timbul, 
dan mengembangkan sistem. Semua objek di dalam sistem mengetahui aturannya 
dan berjalan tanpa mengkhawatirkan perubahan yang tidak dikehendaki selama 
proses berlangsung. Dari sekilas pandangan, sistem hanya sekelompok objek yang 
berjalan dan mengirim pesan diantaranya, melakukan request informasi dan 
merubah objek lain yang berkaitan. 
Sebagaimana yang kita ketahui, sebuah objek adalah instantiate dari sebuah 
kelas dan kelas adalah sebuah tipe data abstrak yang digunakan untuk 
memodelkan objek didalam sistem. Sebuah kelas dibuat berdasarkan sebuah 
kebutuhan melalui fase analisis(diasumsikan pada fase analisis). Kelas mungkin 
dibuat sesaat ketika mengerjakan kode-kode dengan kebutuhan dan tujuan yang 
ditulis di baris komentar. Kebutuhan dan kelas ini dihubungkan oleh sesuatu yang 
disebut concern. 
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Sebuah concern adalah suatu fungsionalitas atau kebutuhan yang 
dibutuhkan oleh system, yang telah diimplementasikan dalam struktur kode. 
Definisi ini tidak membatasi concern sebagai sistem dalam pemrograman 
berorientasi objek, sebuah struktur sistem bisa juga disebut sebagai concern. 
Dalam sebuh sistem khusus, sejumlah besar concern dibutuhkan agar sistem dapat 
memenuhi kebutuhan dan tujuan yang diharapkan. Seorang pendesain sistem 
menghadapi tantangan untuk membangun sistem berdasarkan concern-concern 
yang ada tetapi tidak boleh melanggar aturan dari sebuah metodologi yang sedang 
digunakan. Ketika sebuah concern telah diimplementasikan dengan ode sistem 
yang berhubungan secara fungsional, mka sistem telah selesai. 
2.1.2 Masalah yang Dihadapi Pemrograman Berorientasi Objek 
Pemrograman berorientasi objek memungkinkan enkapsulasi data dan 
metode dan metode agar spesifik pada tujuan dari satu objek tempatnya berada. 
Dengan kata lain, sebuah objek seharusnya hanya berisi hal-hal yang berkaitan 
dengan fungsinya, dan lingkungan sistem menyadari tidak ada hal lain pada objek 
selain apa yang ditunjukkan objek tersebut. Sebuah kelas adalah cetak biru dari 
objek di dalam sistem, dan didalamnya diimplementasikan sebuah concern untuk 
sistem. Tujuan dari kelas adalah agar benar-benar melakukan enkapsulasi pada 
kode yang dimaksud dengan tujuan melakukan suatu concern. Sayangnya hal ini 
tidak selalu berhasil. Berikut ini adalah dua concern: 
Concern 1: Sistem harus menyimpan harga sesuai dengan nilai penjualan 
sebuah produk 
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Concern 2: Setiap perubahan pada harga seharusnya dicatat dengan tujuan 
histories. 
Concern pertama menginginkan agar semua produk di dalam sistem harus 
memiliki harga penjualan. Didalam metode berorientasi objek, sebuah kelas 
produk bisa dibuat sebagai sebuah kelas abstrak untuk menangani fungsi umum 
dari segala produk di dalam sistem. 
public abstract c las s Produk{ 
pr i vate rea l pr ice ; 
Produk () { 
price = 0 .0; 
} 
pub lic void putPrice(real p ) [ 
p r i ce = p ; 
) 
public int getPr ice() { 
r etu r n p r ice ; 
Kelas produk sebagaimana yang didefinisikan memenuhi concern pertama. 
Prinsip dari metode berorientasi objek telah dipenuhi, karena kode yang 
dibutuhkan untuk menyimpan harga telah di-enkapsulasi. 
Concern kedua, yang membutuhkan agar segala operasi yang berhubungan 
dengan perubahan harga di Jog. Concern ini tidak bertentangan dengan concern 
pertama dan mudah untuk diimplementasikan. kelas berikut mendefinisikan 
mekanisme logging: 
public class logger { 
private OutputStream ostream; 
Logge r () { 
//ope n log file 
I 
void writeLog(String value) 
//write value to l og file 
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Sebuah objek logger di instantiate dari kelas logger melalui konstruktor atau 
fungsi inisialisasi lainnya. 
Untuk menggunakan logger, tambahkan metode writeLog ( l di kode dimana 
harga produk bisa berubah. Contoh kode berikut menunjukkan kelas produk baru 
setelah disisipi kode untuk menggunakan objek logger: 
public abstract class Produk 
private real proce; 
Logger loggerObject; 
Produk() ( 
price = 0.0 ; 
loggerObject =new Logger(); 
} 
public void putPrice(real p} ( 
loggerObject.writeLog("Harga berubah dari" +price+"to"+pl; 
price = p; 
} 
public int getPrice(} 
return price; 
} 
Perubahan yang dibuat pada kelas produk adalah dimasukkannnya 
pemanggilan methode logging pada methode putPrice. Ketika harga berubah 
menggunakan metode ini, sebuah pemanggilan dibuat pada objek logger, dan 
harga yang lama atau baru tercatat. Seluruh objek dari kelas produk memiliki 
objek logger untuk menangani seluruh fungsi logging. 
Dengan menambahkan kode pada kelas produk untuk menangani 
fungsilconcern tambahan semacam logging di dalam sistem, hal ini merusak ide 
dari enkapsulasi. Kelas tidak lagi menangani concern utama namun juga 
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menangani concern lain. Secara ide concern tersebut telah menyebar di berbagai 
kelas di dalam sistem. 
Gambar 2.2 menunjukkan gambaran keberadaan kode crosscutting concern 
atau concern yang keberadaaannya mengintersepsi kelas-kelas yang terdapat 
didalam sistem berorientasi objek. Garis-garis merah menunjukkan sketsa kode-
kode yang menunjukkan kode logging, satu unit garis-garis yang dibawahi dengan 
garis tebal adalah kelas. Terlihat bahwa garis-garis merah tersebut menyebar 
diantara unit-unit kelas. 





Gambar 2.2 Garis merah menunjukkan kode logging(sengaja dikaburkan-untuk memberikan 
ilustrasi crosscutting concern). 
Penyebaran menunjukan situasi dimana sebuah kebutuhan dari suatu sistem 
yang kemudian dipenuhi dengan menempatkan kode-kode yang diinginkan pada 
sistem, namun kode tersebut tidak secara Iangsung berhubungan pada fungsi yang 
didefinisikan untuk objek tersebut. Sebuah kelas seperti produk, yang 
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didefinisikan untuk mewakili entity tertentu dalam domain aplikasi, tidak 
seharusnya diisi dengan kebutuhan sistem yang lain. 
Sesuai dengan yang terjadi pada kelas produk jika kita butuh 
menambahkan informasi timing, authentikasi dan data persistensi, maka dengan 
terpaksa kita terpaksa menambahkannya didalam kelas produk. Pemrograman 
berorientasi objek tidak memberikan pilihan selain menambahkan fungsi-fungsi 
yang tersebar seperti diatas, padahal hal ini melawan aturan dalam metodologi 
berorientasi objek. 
Keadaan seperti diatas membawa pada kondisi yang disebut dengan kode 
yang menyebar dan kusut. Kode yang menyebar disini berarti, dalam memenuhi 
kebutuhan maka dalam implementasi menghasilkan kode yang menyelesaikan 
concern menyebar di berbagai kelas. 
Pub l ic a bstract cla ss Produ k{ 
Private real price; 
Logger loggerObject; 
Produk() { 
Pr i ce = 0.0; 
logge r Object =new Logger (); 
public void putPrice(rea l p ) 
//start timing 
//check user authentication 
loggerObject . writeLog("Herga berubah dari " + price+ " to"+p); 
pr i ce = p; 




public int get Price() ( 
//check user authentication 
return price; 
) 







Sekali kelas produk telah dibuat, sebuah kelas DVD diformulasikan. Kelas 
tersebut meng-inheritance seluruh fungsi yang terdapat dalam kelas Produk dan 
menambahkan sedikit atribut lagi. Kelas DVD memasukkan sebuah atribut dan 
metode untk sejumlah kopi yang sedang tersedia. Ini merupakan informasi yang 
seharusnya dimasukkan dalam aktivitas logging. 
Public class DVD extends Produk 
private String title; 
private int count; 
private String location; 
public DVD(String intitle) { 
super(); 
title = inTitle; 
private void setCount(int inCount) 
//start timing 
//check user authentication 
count = inCount; 
//end timing 
I /log timing 
private int getCount() 
return count; 
private void setLocation(String niLocation, int two) { 
//strat timing 
//check user authentication 




private String getLocation() { 
return location; 
public void setState(String inLocation, int inCount) { 
//start timing 
//check user authentication 






Dari contoh kode diatas dapat kita jumpai permasalahan, logging tidak 
dimasukkan dalam metode yang merubah informasi perhitungan. Sehingga 
pengembang melupakan concern ketika menciptakan kelas baru. 
Dari paparan diatas dapat kita simpulkan bahwa concern yang menyebar 
tersebut mengakibatkan beberapa kerugian sebagai berikut: 
• Kelas menjadi sulit untuk diubah 
• Kode menjadi tidak reusable 
• Kode menjadi sulit untuk ditrace 
2.1.3 Bagaimaoa Pemrogramao Berorieotasi Aspek Meogatasi 
PermasaJaban Pemrograman Berorientasi Objek 
Pemrograman berorientasi aspek adalah metode yang mendukung dua 
tujuan dasar: 
• Memungkinkan pemisahan concern 
• Menyediakan sebuah mekanisme untuk mendeskripsikan concern 
yang menyebar di berbagai komponen kelas. 
Pemrograman berorientasi aspek mendukung pemisahan komponen kelas 
utama dengan concern tambahan yang menjadi aspek. Didalam contoh berikut 
akan ditunjukkan bagaimana mendesain pemrograman berorientasi aspek untuk 
mendukung pemisahan dari concern dan menciptakan kedua Logger dan kelas 
produk, disamping itu menangani permasalahan logging ketika dibutuhkan oleh 
concern lain. 
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Untuk memahami bagaimana pemrograman berorientasi aspek mengatasi 
permasalahan yang ada. Kita kembali kepada melihat permasalahan concern: 
Concern I: Sistem harus menyimpan harga yang berhubungan dengan nilai 
penjualan produk 
Concern 2: Segala perubahan pada harga akan disimpan. 
Dua kelas dibuat untuk mengimplementasikan concern ini memisahkan 
fungsinya. Ketika concern 2 diimplementasikan secara penuh, pemanggilan dari 
kelas produk akan dibutuhkan pada kelas Logger. Sehingga terlihat bahwa kelas 
produk tidaklah sepenuhnya termodulkan, karena ia membutuhkan unit 
pemanggilan yang secara fungsional bukan bagian dari kelas produk. 
Pemrograman berorientasi aspek menyediakan sejumlah perangkat yang 
menangani masalah ini. Yang pertama bahasa yang digunakan untuk 
mengkodekan kebutuhan atau concern menjadi unit-unit kode (semisal fungsi 
maupun kelas), umumnya dalam literature pemrograman berorientasi aspek 
disebut sebagai bahasa komponen. Kedua concern atau fungsi pendukung 
dikodekan sebagai aspek dalam bahasa yang mendukung aspek. Tidak ada 
pemyataan yang mengharuskan bahwa suatu bahasa heruslah bersifat berorientasi 
objek, sebagaimana dua bahasa harus sama. Hasil dari bahasa komponen dan 
aspek adalah program yang menangani eksekusi dari komponen dan aspek. Pada 
satu saat, keduanya harus diintegrasikan dan peng-integrasian ini disebut sebagai 
weaving dan ini terjadi pada waktu peng-compi/e-an, link, jalannya program serta 
saat load. 
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Pemrograman berorientasi aspek didesain untuk memenuhi aturan bahwa 
permasalahan yang ada bisa di modulkan dan lainnya yang akan menyebar di 
berbagai modul kelas sebelumnya. Sesuai contoh, concern bisa 
diimplementasikan di dalam kelas produk tanpa mengganggu sifat modularitas 
pada kelas. Fungsi atau concern ke 2 tidak dapat diimplementasikan melalui 
teknik modularisasi didalam kelas produk karena hal ini harus diimplementasikan 
di dalam daerah yang berbeda diantara kelas produk dan kelas lainnya di dalam 
sistem perangkat lunak. 
Jika kita melihat kembali kedua concern, kita mendapati bahwa concern 
kedua tidak perlu dikodekan secara langsung didalam kelas produk dan 
turunannya(semisal DVD, Kotak dsb). Disamping itu akan lebih baik jika kode 
logging dapat dipanggil ketika sistem memanggil segala metode logging. 
Untuk hal ini, sebuah aspek harus dibuat sesuai ketika sistem menemui 
sebuah panggilan pada metode s etprice () , dimana seharusnya pertama kali 
mengeksekusi kode yang didefinisikan di dalam bahasa aspek. Berikut diberikan 
contoh bagaimana seharusnya sebuah aspek dibuat untuk menangani 
permasalahan : 
aspect Logging{ 
Logger loggingObject = new Logge r ( ); 
When calling set*(taking one p a rame t er) 
loggingObject.writeLog("Pemanggilan metode s e t " ) ; 
) 
Aspek ini di-compile bersama dengan kelas produk menggunakan compiler 
yang disediakan oleh sistem pemrograman berorientasi aspek. Compiler 
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melakukan proses weaving pada kode aspek dengan kode komponen untuk 
membuat sistem berfungsi. gambar berikut akan ditunjukkan bagaimana proses 
weaving berlangsung. 
Product 
kelas Produk dengan 
Logging 
Logger 
Gambar 2.3 1/ustrasi proses weaving 
Proses weaving berlangsung berdasarkan pada informasi yang disediakan 
pada garis ke 3, dimana aspek didefinisikan untuk memanggil semua metode yang 
namanya diawali set dan mendapatkan satu parameter. Sekali sistem mulai 
dijalankan, sebuah panggilan dibuat pada metode setprice pada objek DVD. 
Sesaat sebelum kontrol diberikan pada metode setprice(), kode pada baris ke 4 
dijalankan dan menghasilkan pernyataan "Pemanggilan metode set" di dalam 
sistem log. Sebagai hasil dari pemmrograman berorientasi aspek, bahwa segala 
pemanggilan yang sesuai dengan criteria aspek menghasilkan sebuah masukkan 
pada log, tidak dibutuhkan lagi kode-kode tambahan yang menyebar diantara 
kelas-kelas pada program untuk mendukung suatu fungsi atau concern. 
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2.2 DASAR TEORI PEMROGRAMAN BERORIENTASI ASPEK 
Pemrograman berorientasi aspek berorientasi pada implementasi dari 
concern yang menyebar pada concern atau fungsi utama di dalam sistem. Kode 
pendukung yang dikembangkan di dalam bahasa pemrograman berorientasi aspek 
digunakan untuk mengimplementasikan berbagai concern yang menyebar 
berdasarkan pada terminology pemrograman berorientasi aspek dan harus 
melewati proses weaving dengan aplikasi utama. Gambar berikut menunjukkan 
proses pemrograman berorientasi aspek secara umum. 




kode yang ditulis untuk 
memenuhi concern yang 
menyebar 
Kode yang memenuhi 
requirementlkebutuhan 
Gam bar 2. 4 Proses pemrograman berorientasi aspek 
Unit modularisasi pada aspek adalah aspect yang akan mewadahi unit-unit 
fungsional pemrograman berorientasi aspek yang terstruktur. Berikut adalah 
gambar dari struktur pemrograman berorientasi aspek. Disini ditunjukkan bahwa 
sebuah aspek memiliki stuktur yang mirip dengan kelas pada pemrograman 
berorientasi objek, hanya saja memiliki unit fungsi yang berbeda, jika dalam 
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pemrograman berorientasi objek dikenal variabel serta metode dalam 
pemrograman berorientasi aspek dikenal aspect, joinpoint, pointcut advice 
introduction dan lain-lain. Beberapa akan dijelaskan dalam paparan berikut. 
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Gambar 2.5. Struktur pemrograman berorientasi aspek 
2.2.1 JoinPoint 
Sebuah joinpoint secara terminologi adalah suatu lokasi di dalam kode 
utama dimana concern dapat tersebar di dalam aplikasi. Sebuah joinpoint bisa 
sebuah pemanggilan metode, exception handler, atau titik lain dalam eksekusi 
program. 
dalam versi terbaru AspectJ 1.1 didefinisikan berbagai jenis joinpoint untuk 
dipicu, diantaranya adalah: 
2.2.1.1 Pemanggilan Metode 
sebuah joinpoint call didefinisikan ketika terjadi pemanggilan sebuah 
metode, sebagaimana di dalam metode main(). Joinpoint berikut didefinisikan 
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didalam sebuah pemanggilan objek atau aplikasi. Berikut contohnya berdasarkan 
kelas yang didetinisikan sebelumnya: 
pub l i c static void main( St ring args[ ) ) 
Kotak set= new Kotak("starWa rs Trilogy"); 
set . s e tTitle("To ko DVD"); 
Sebuah joinpoint pada set.setTitle(''Toko DVD") metode dipicu dalam 
mainO sebagai bagian dari pemanggilan pada objek Kotak. Pointcut yang sesuai 
adalah sebagai berikut : 
point cut Titlechange() 
targe t (Kotak) ; 
call (publ i c v oid setTi tle(String )) && 
Pointcut ini mendefinisikan sebuah joinpoint didetinisikan oleh 
pemanggilan pada setTitle(String). Sekarang pointcut akan dijalankan setiap 
terjadi pemanggilan metode setTitle(String) pada objek kotak. 
2.2.1.2 Pemanggilan Konstruktor 
Join point untuk konstruktor didefinisikan ketika kontruktor dipanggil 
selama pembuatan sebuah objek. Ditunjukkan sebagaimana berikut: 
pub l i c sta ti c void main(St ring a rgs[ ]) { 
Kota k set= new Kot a k("starWar s Trilogy") ; 
} 
Sebuah Joinpoint dibuat pada pernyataan baru yang memicu joinpoint 
konstruktor yang berada pada metode main(), berikut ini adalah joinpoint yang 
dimaksud: 
pointcut construktorSet() i nitia l izatio n (Kota k.ne w (S t r i ng) ) ; 
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2.2.1.3 Pemanggilan execution metode 
Sebuah pemanggilan metode execution didefinisikan ketika sebuah metode 
dipanggil oleh sebuah objek dan pengendalian berada di metode. Join point dipicu 
berdasarkan ketika objek menerima pemanggilan metode sebelum kode yang 
berada di metode dijalankan. Dipastikan bahwa joinpoint akan dipicu selama 
transfer eksekusi pada metodeberlangsung sebelum kode metode mulai berproses. 
Sebagai contoh, sesuai dengan contoh kode berikut: 
public static void main(String args[ ]) { 
Kotak set= new Kotak("Starwars Trilogy"); 
set.setTitle("Toko DVD"); 
Pada contoh diatas, sebuah joinpoint pemanggilan metode execution dapat 
didefinisikan pad metode setTitle(String). Ketika pemanggilan terjadi pada 
metode melalui objek set, joinpoint akan dipicu sesaat sebelum metode setTitle() 
dijalankan. Pointcut yang sesuai sebagai berikut: 
pointcut titleReception(): execution(public void setTitle(String)); 
2.2.1.4 Field get 
Sebuah joinpoint get didefinisikan ketika sebuah atribut yang dimaksud 
sedang dibaca, pada contoh berikut, sebuah pemanggilan metode getLocation() 
menyebabkan joinpoint get dipicu karena atribut diakses. 
Pointcut locationGet () : get(public String DVD.location); 
2.2.1.5 Field Set 
Field set didefinisikan ketika sebuah atribut yang dimaksud ditulis. pada 
contoh berikut pemanggilan pada metode setLocation(String) menyebabkan 
joinpoint set dipicu . 
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Pointcut loca t ionSet () : set (public String DVD .location) ; 
2.2. 1.6 Proses Exception Handler 
Sebuah joinpoint untuk didefinisikan ketika sebuah exception handler 
dijalankan. 
2.2.2 Penerapan Pola/Pattern Karakter pada Joinpoint 
Dalam membuat sebuah Joinpoint seringkali pengembang mengambil 
beberapa metode dalam satu joinpoint, semisal contoh sebagai berikut. 
call (public void setLocation(String) 
dan 
call (publid void setCount(int) 
Untuk menggabungkan kedua joinpoint diatas dalam satu pointcut dalam 
bahasa pemrograman umum digunakan logika 'OR' atau dengan simbol II, namun 
dalam pemrograman berorientasi aspek dimungkinkan menggunakan pattern/pola 
pada kata kunci bahasa pemrograman berorientasi aspek. Terdapat 3 jenis pattern 
yang digunakan . 
2.2.2.1 Karakter *(wildcard) 
Karakter * digunakan untuk memilah semua tipe karakter. selain itu 
karakter * dapat digunakan untuk mendapatkan karakter kosong hingga lebih 
banyak karakter. 
call (private void DVD . set * ( * ) ) 
karakter * pertama memberitahukan kepada sistem untuk mencari semua 
metode yang memiliki akses private, mengembalikan void, berada di dalam kelas 
DVD, dan memiliki nama dimulai dengan "set" diikuti oleh sembarang 
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karakter(kecuali " ."). karakter • kedua menunjukan sistem untuk melanjutkan 
pencarian metode selama metode tersebut memiliki sebuah parameter dengan 
segala tipe. Jika terdapat yang memiliki parameter kosong atau lebih satu, maka 
joint point ini tidak termasuk. 
2.2.2.2 Karakter " .. " 
Karakter " .. " dapat digunakan untuk mendapatkan semua karakter 
sebagaimana karakter • namun lebih khusus untuk karakter yang berada sebagai 
parameter. 
pr i vate void setCount(int inCou nt) { 
count = i nCou nt; 
private void setLocation(St r i ng inLocation ) { 
locat ion= inLo c at ion ; 
p rivate void s etStat s (St ring inLocatio n, int inCount ) 
s etCount ( i nCoun t); 
s etLocation (inLocat i o n ) ; 
Untuk mendapatkan semua metode diatas, kita dapat menggunakan pola 
sebagai berikut. 
c a l l (pr i vat e void DVD .set * ( .. )) 
2.2.2.3 Karakter + 
Karakter + digunakan untuk mendapatkan hierarki dari kelas yang ditnjuk, 
untuk lebih jelasnya dapat dilihat pada contoh sebagai berikut: 
public class SpecialEdit i o n DVD ext ends DVD { } 
untuk mendapatkan kelas SpeciaiEditionDVD diatas bisa digunakan pola 
sebagai berikut. 
call (DVD+ . new ( . . ) 
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2.2.3 Pointcut 
Pointcut adalah struktur dalam pemrograman berorientasi aspek yang 
didesain untuk mengidentifikasi keberadaan joinpoint. Pointcut mirip dengan 
fungsi sebagai pcnampung joinpoint, namun disamping itu pointcut menunjukkan 
bagaimana sebuah concern menyebar pada aplikasi utama, karena di dalam 
pendeklarasaian pointcut akan tampak metode-metode atau titik-titik pada kelas-
kelas utama yang membutuhkan keberadaan concern tersebut.Contoh bentuk dari 
pointcut adalah sebagai berikut. 
pointcut set Loc(): 
call(public void DVD.set Loca tion( .. ) ); 
pointcut setStat() : 
call(public void DVD . se t Stats(Stri ng , int)) ; 
pointcut localSetLoc) : 
s et Loc()&&cf l ow(se t Stat()) ; 
2.2.4 Advice 
Sebelumnya telah dijelaskan tentang pointcut, advice sendiri adalah 
komplemen atau pelengkap bagi pointcut, advice bekerja dengan mendapatkan 
variabel yang dideklarasikan oleh pointcut, contohnya adalah sebagai berikut. 
pointcut DVDConstruct( ) : execution (public DVD( .. ) ); 
before() DVDConstruction( ) { 
System . out.print l n(thisJoi nPoint); 
} 
Maksud dari contoh diatas adalah sebelum dijalankan kelas public DVD 
sistem akan menuliskan joinpoint metode. Diatas ditunjukkan bagaimana pointcut 
mendeklarasikan sebuah variabel DVDConstruct dimana proses akan dilanjutkan 
oleh advice dibawahnya. 
30 
Terdapat 3 macam advice yaitu befo r e , a fte r serta around. Advice befo r e 
digunakan ketika kila hendak menjalankan atau meng-eksekusi suatu perintah 
sebelum satu metodc yang kita inginkan. Advice atler digunakan ketika kita 
hendak menjalankan atau mengeksekusi suatu perintah setelah satu metode yang 
kita inginkan. Sedangkan around digunakan ketika kita hendak menjalankan satu 
perintah sebelum dan sesudah metode tujuan dijankan. 
2.2.5 InterTypeDeclaration 
Dalam AspectJ intertype declaration adalah pendeklarasian sesuatu yang 
menyebar pada kelas-kelas sistem, secara mudahnya kita bisa melihat intertype 
declaration ini sebagai metode khusus yang berada di dalam struktur aspek. 
Umumnya dasar dari pembuatan sebuah intertype declaration adalah ketika kita 
ingin me-refactoring sebuah metode yang menyebar di sistem awal menjadi 
metode yang tersentralisasi berada di dalam struktur aspek yang kita inginkan. 
Berikut adalah contoh dari intertype declaration. 
static void updateObserver(Point p , Scr e e n s) 
s. d isp l ay(p) ; 
Dari contoh diatas dapat dilihat bahwa deklarasi sebuah intertype declaration pada 
dasarnya memiliki kemiripan dengan deklarasi metode pada pemrograman pada 
umumnya. 
2.2.6 Aspect 
Sebuah aspek pada dasarnya memiliki kemiripan dan aksi serupa dengan 
sebuah kelas dalam pemrograman berorientasi objek. Sebagaimana dalam 
pemrograman berorientasi objek sebuah kelas merupakan wadah bagi metode 
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serta variabel. Sebuah aspek merupakan tempat bagi pointcut, advice dan inter-
type declaration dalam sebuah unit modular yang menyasar berbagai kelas dalarn 
sistem. Berikut ditunjukkan contoh kode aspek. 
aspect Logging ( 
private l ogStream = System.err; 
before(): move () ( 
l ogStream.println("about to move"); 
2.3 DASAR TEORI LOCCINC 
2.3.1 Definisi 
Logging dikenal sebagai satu teknik yang paling umum untuk mengetahui 
perilaku sistem(system behaviour). Dalam bentuk sederhananya, logging menulis 
pesan yang menggambarkan performance operasional sistem. Sebagai contoh, 
dalam sistem banking, kita me-log setiap account transaksi dengan informasi 
seperti, nomer account, jumlah transaksi dsb. Sedangkan dalam lingkaran 
pengembangan atau yang dikenal sebagai development cycle logging berguna 
untuk sebagai debugger, disamping itu dalam sistem yang telah selesai 
dikembangkan logging berperan sebagai asisten diagnosis untuk menemukan akar 
permasalahan pada program 
Menurut penggunaannya logging bisa dibagi menjadi 3 macam yaitu: 
• Logging untuk alasan keamanan, Logging ini digunakan untuk 
mencatat aktivitas keluar masuknya paket data, intrusi, user yang 
aktiv dsb, biasanya digunakan pada software-software jaringan seperti 
proxy server, Squid, dsb. 
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• Logging untuk aktivitas, mencatat aktivitas yang berjalan atau 
aktivitas yang dilakukan oleh user, missal logging unluk mencatal 
hasil transaksi, logging untuk mencatat situs-situs yang dikunjungi 
oleh user. 
• Logging untuk debugging, atau tracing, Logging ini bertujuan untuk 
mencatat aktivitas methode-methode, fungsi-fungsi atau kelas-kelas 
yang aktiv dijalankan, Logging ini tidak familiar bagi user biasa 
namun berguna bagi developer. 
Dalam tugas akhir, penulis menekankan permasalahan pada kasus logging 
untuk debugging atau tracing dengan menerapkan pemrograman berorientasi 
objek. 
2.4 LOGGING MENERAPKAN PEMROGRAMAN BERORIENTASI 0BJEK 
Logging berorientasi objek dapat memanfaatkan sifat-sifat dan perangkat-
perangkat dasar dari pemrograman berorientasi objek, dimana pertama kali kita 
bisa membuat class logging kemudian membuat method untuk logging dsb, 
namun cara ini tidak ringkas apalagi mengingat bahasa berorientasi objek sebagai 
bahasa yang sudah matang dan didukung banyak platform disamping itu proses 
logging ini adalah proses yang sering dibutuhkan maka banyak developer yang 
membuat tool khusus untuk logging seperti log4j dari Apache, java.util.logging 
dari Java, dsb. 
Selanjutnya akan dibahas cara kerja logging dengan memanfaatkan library 
logging padajava.util.logging serta Log4J dari Apache. 
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2.4.1 Java.Utii.Logging 
I. Dasar Logging 
Kita mulai dengan mendeklarasikan nama logger, yaitu objek untuk 
logging, disini kita memberi nama "tes", pendeklarasiannya: 
Logger logger= Logger.getLogger("tes");//pemberian nama 
logger.info("File->Open 
dijalankan* I 
men u item selected");/*method 
secara default hasilnya ditampilkan sebagai berikut : 
Feb 2, 2002 10:12:15 PM LoggingimageViewer fileOpen 
INFO: File->Open menu item selected 
File.open 
Keterangan diatas menunjukkan bahwa program sedang menjalankan 
method File.Openmenu, dan tentunya kode untuk logging diletakkan di methode 
terse but. 
2. Aliran Kontrol 
Aplikasi membuat sebuah pemanggilan object Logger, Objek Logger ini 
mengalokasikan LogRecord yang dikirim ke objek Handler agar ditampilkan( baik 
lewat file, database ataupun sekedar console). 
Keduanya, Logger maupun Handler menggunakan level Logging dan Filter 
untuk menentukan mana bagian yang hendak di pilah dalam LogRecord .Jika 
hendak menampilkan LogRecord, Handler bisa menggunakan Formatter untuk 
menempatkan serta menentukan format data sebelum ditampilkan kedalam sebuah 
110 Stream 
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Gamhar 2.6 Proses logging pada logging toolkit java 
3. Spesifikasi API (Application Programming Interface) 
Berikut ditunjukkan untuk spesifikasi dari API(Application Programming 
Interface) Logging sebagaimana yang terdapat dalam dokumentasi manual Java. 
Antar muka(Interface) 
Sebuah Filter bisa digunakan untuk menyediakan control dari apa 








Handler untuk menampilkan record log padasystem. err. 
Objek ErrorManager yang bias di attach ke Handler untuk 
memproses kesalahan selama proses proses logging. 
file logging Handler sederhana. 
Sebuah Formatter yang menyediakan dukungan untuk 
memformat data logging. 
Sebuah objek Handler object yang membawa data/pesan 
log dari sebuah Logger dan mengexportnya. 
Kelas level yang mendefinisikan sebuah set dari standard 
Logger 
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logging levels yang bisa digunaka untuk mengkontrol output 
logging. 
Sebuah objek Logger yang digunakan untuk melakukan 
loggingpada suatu sistem atau aplikasi. 
ljin untuk menggunakan metode control yang dimiliki 
LoggingPermission 








Sebuah objek LogManager global yang digunakan untuk 
memelihara set state share dari Logger dan servicenya. 
Objek LogRecord yang digunakan yang digunakan untuk 
menyimpan permintaan logging antara framework dan 
handler log. 
Handler yang mem- buffer request dalam aliran buffer di 
memori. 
Menampilkan hasil logging dalam format sederhana yang 
mudah dibaca. 
Handler sederhana untukjaringan. 
Handler berbasis stream. 
Format LogRecord dalam standard XML. 
Tabel 2. I. Spesifikasi API dijava.util.logging 
4. Level Logging 
Setiap pesan logging memiliki level. Level tersebut memiliki petunjuk 
penting dan urgensitas pesan log. Objek level log mengenkapsulasi sebuah nilai 
integer, dengan nilai yang lebih tinggi menunjukkan nilai yang lebih tinggi juga. 
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Ada 7 kelas level mulai dari FINEST(memiliki level terendah) sampa1 







• FIN ER 
• FINEST 
Defaultnya, 3 level teratas akan ditampilkan namun kitajuga bisa mengeset 
untuk level yang berbeda, sebagai contoh: 
logger . setLevel(Level.FINE) ; 
sekarang level FINE dan yang lebih tinggi ditampilkan 
5. Handler 
J2SE menyediakan Handler sebagai berikut: 
• StreamHandler: handler untuk menulis record terformat pada sebuah 
OutputStream. 
• ConsoleHandler: handler untuk menulis record terformat pada to 
System.err 
• FileHandler: handler untuk menulis record log terformat pada file, 
atau pada sebuah rotating file log. 
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• Socketflandler: handler untuk menulis record terformat pada port 
remote TCP. 
• Memoryflandler: handler untuk menulis record terformat pada buftcr 
di dalam memory. 
6. Format Pesan Log 
J2SE menyediakan 2 macam format pesan log: 
• SimpleFormatter: record log yang mudah dibaca. 
• XMLFormatter: record log dalam struktur XML. 
2.4.2 Diagram kelas yang digunakan Java.Utii.Logging 
Sebelumnya sudah dijelaskan bagaimana kerja logging dengan 
memanfaatkan kelas-kelas yang berada didalam package Java.Utii.Logging. 
Gambar 2.7 menunjukkan kelas-kelas tersebut. Ada beberapa hubungan antara 
beberapa kelas yang mewarisi dari kelas-kelas yang lain, namun tidak ditunjukkan 
disini , seperti LoggingPermission yang mewarisi dari kelas 
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Gambar 2. 7 Diagram Kelas Java. Uti/. Logging 
2.5 LOGGING DENGAN MENERAPKAN PEMROGRAMAN BRORIENTASI 
ASPEK 
Sebelum melangkah lebih jauh, harus dipahami bahwa permasalahan 
logging adalah satu bentuk crosscutting concern yaitu concern yang 
mengintersepsi dan menyebar di barbagai kelas dalam sistem berorientasi objek. 
Pada banyak proyek nyata, logging banyak digunakan dan menjadi masalah 
ketika sistem logging yang telah digunakan tersebut harus berevolusi. Pada 
gambar 2.8 berikut diberikan visualisasi proses logging pada projek tomcat di 
apache. 
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Masing-masing batang menunjukkan kelas-kelas dimana diantaranya 
terdapat beberapa garis-garis merah yang menunjukkan crossculting concern pada 
pemrograman berorientasi objek. 
I l I t I 














1!: - . .. 
'- Copynght © aspect].org 
Gambar 2.8 Kode logging yang tidak termodularisasi(sengaja dikaburkan untuk memberikan 
i/ustrasi crosscutting concern) 
Logging berorientasi aspek berarti kita menggunakan sifat-sifat serta 
perangkat yang dimiliki pemrograman berorientasi aspek seperti joinpoint, 
pointcut, advice, introduction, dsb. Sebagaimana telah disebutkan dengan 
pemrograman berorientasi aspek kita tidak perlu mengubah atau memodifikasi 
kelas-kelas sebelumnya, cukup dengan menambahkan aspect dalam satu modul, 
dan meng-compile ulang menggunakan compiler, dalam hal ini digunakan 
compiler aspectJ. 
Logging adalah salah satu diantara sekian crosscutting concern, yaitu 
concern yang keberadaaannya menyebar di berbagai kelas yang membutuhkan 
fungsi logging di dalam sistem. 
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Sccara scdcrhana kita mernbutuhkan 3 langkah berikut untuk rnenerapkan 
Logging pada pernrograrnan berorientasi aspek. 
2.5.1 Mcngidcntifikasi Crosscutting Concern 
Scbagaimana yang disebutkan diatas yang dimaksud dengan crosscutting 
concern adalah perrnasalahan logging, dalam . pemrograman berorientasi objck 
seringkali pemrogram berusaha memasukkan kode aspek di dalam kelas-kelas 
yang membutuhkan, posisi-posisi kode logging dalam kelas menunjukkan 
joinpoint. Mengingatkan kern bali, joinpoint adalah titik aau posisi pada kode kelas 
dimana terdapat concern. Di dalam compiler tertentu, dalam hal ini AspectJ, kita 
mendefinisikan joinpoint dengan mengumpulkannya dalam sebuah pointcut. 
Berikut diberikan gambaran serta contoh kode untuk mengidentitikasi joinpoint. 
Gam bar 2.9 dan 2.10 menunjukkan bahwa join point terdapat didalam kode kita, 
sehingga tentunya untuk mendapatkan joinpoint kita harus memahami proses 
yang berjalan di kode program sebelumnya. 
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Object-oriented programming 
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Gam bar 2. 9 Gambaran kelas-kelas pada pemrograman berorientasi objek 
AOP: Identifying cross-cuts 
WINOEY Fall2002 , Boston 1\1\A.- 412912005 8 
Gambar 2.10 Diidentifikasi crossculling concern dalam pemrograman berorientasi aspek 
pointcut ProdukUpdates(Produk p): 
ca ll (public voLd Produk.update •rnfo()) && target (p); 
pointcut ProdukUpdates(P r oduk p) : 
Cull (public void update•Info(Produ k) ) && args(e); 
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Pointcut pertama yang bernama ProdukUpdates menggambarkan seluruh 
joinpoint pada seluruh metode objek produk yang dimulai dengan string "update" 
dan diakhiri dengan string "Info" dan tidak memiliki argument. Pointcut kedua, 
ProdukUpdates mendefinisikan seluruh metode yang melalui joinpoint call pada 
seluruh metode yang dimulai dengan string "update" dan diakhiri dengan string 
"Info". 
Jika kemudian kita menambahkan metode update baru pada kelas produk 
maka metode tersebut secara otomatis akan masuk dalam pemanggilan kedua 
pointcut diatas selama memiliki penamaan yang sesuai, ini berarti kita tidak perlu 
menambahkan kode logging untuk setiap kode baru yang kita ingin tambahkan. 
2.5.2 Menu lis Kode untuk Logging 
Kode dalam menerapkan crosscutting concern atau dalam kasus disini 
adalah logging memiliki kemiripan pada pembuatan metode di pemrograman 
berorientasi objek seperti java misalnya, namun memiliki nama dan tipe berbeda 
yaitu aspect. Berikut adalah contoh dari implementasi logging pada aspect. 
public aspect produkeChangeLogger { 
pointcut produkUpdates(Produk p) : call( 
public void produk.update*Info()) 
&& target (p); 
pointcut produktitleUpdates ( Produk p) : call( 
public void update*Info(Produk)) 
&& args (p); 
after(Produk p) returning : produkUpdates(p) 
I I produkFinanceUpdates(p) { 
System . out.println("\t>Produk : " +e.getName() + 
n has had a change " ); 
System.out.println("\t>Changed by " + 
thisJoinPoint.getSignature( ) ); 
} 
- - - - - --
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Bebcrapa hal yang perlu diperhatikan, pertama struktur aspect pada 
pt:mrograman berorientasi aspek memiliki kemiripan dengan kelas pada java. 
Sclanjutnya sebagaimana dalam struktur aspect, kita memasukkan pointcut yang 
mendetinisikan kebt:radaanjoinpoint pada sistem. 
Setelah pointcut terdapat kode yang mirip dengan metode pada 
pemrograman berorientasi objek, yang berupa advice. Sesuai dengan yang telah 
dijelaskan sebelumnya, terdapat tiga macam advice yaitu before, after dan around. 
Diatas kita menggabungkan 2 pointcut dengan "II" yang merupaka logika OR. 
Dua pernyataan berikut menunjukkan bahwa aspect menuliskan pada sistem 
perubahan pada metode yang ditunjuk. pada bagian terakhir aspect menuliskan 
metode yang dimaksud dengan memanfaatkan kelas joinpoint. 
2.5.3 Mengkompilasi Kode Baru dan Mengintegrasikannya dengan 
Sistem 
Sebagai bagian terakhir, setelah kita membuat aspect yang sesuai dengan 
kebutuhan dalam artian sesuai dengan sistem awalnya. Selanjutnya kita 
mengkompilasinya, dan mengintegrasikan dengan sistem berorientasi objek 
sebelumnya. Sebagai contoh 
Updating t itle i nfo rmation 
>P r oduk : Starwars has had a c hange 
>Changed b y vo id p r oduk.Produk .updatetitleinfo () 
Updating kotak information 
>Produk : kotakl has had a change 
>Changed by void produk . Produk . updatekotakinfo() 
Updating finance information 
>Produk : billyJoe has had a cha nge 
>Changed by void produk.Produkrinance.updatefinanceinfo(Produk) 
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Diatas ditunjukkan contoh hasil yang bisa didapatkan dalam mengkompilasi 
aspect. Hasilnya kila Japat mengetahui perubahan informasi, disamping itu dapat 
diketahui pula perubahan dibuat. Hasil yang cukup memuaskan diatas dilakukan 
dengan sedikit usaha sebagaimana yang kita lihat. 
2.5.4 Perbedaan yang Oidapat pada Pemrograman Berorientasi Aspek 
Telah ditunjukkan sebelumnya bahwa terdapat beberapa perbedaan 
pemrograman berorientasi aspek dan pemrograman berorientasi objek. yang 
menghasilkan keuntungan bagi pengembang, beberapanya secara umum 
disimpulkan dalam tabel berikut. 
AOP OOP 
Memodulkan concern atau fungsi bisnis Memodulkan concern atau fungsi yang 
atau utama aplikasi . Contoh: employee, bersifat sistem, teknis, dan tambahan. 
produk, supplier. Contoh: logging, persistency, 
authenticacy. 
Memodukan dalam bentuk kelas Memodulkan dalam aspect. 
Memiliki variabel serta metode Memiliki pointcut, advice, aspect, 
intertype-declaration, serta mampu 
mendeteksi join point 
Mengimplementasikan crosscutting Mengimplementasikan crosscutting 
concern, dengan menyebar kode-kode concern dalam satu unit modul aspect, 
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yang bcrsesuaian pada kelas-kelas yang sehingga jika terdapat evolusi lebih 
sudah ada. mudah di-manage. 
Dalam kasus Logging, sudah memiliki Tidak memiliki library khusus, namun 
library yang lengkap, meliputi level, dapat memanfaatkan library dalam 
!-Jystem handler, pe-format(Formatter), pemrograman berorientasi objek, 
dsb. Namun kode logging masih tetap ditambah dengan kode yang 
tersebar. dimodulkan, aspek lebih unggul. 
Karena masing-masing kode Karena pemanggilan Logger terpusat 
memanggil logging, maka objek logger pada satu aspe yang dimodulkan dalam 
tidak singleton dan m1 mengurangi l unit sentral, maka dipastikan yang 
kepastian sistem dan menimbulkan tercipta adalah objek Logger yang 
keraguan kinerja. singleton. 
Tabe/ 2.2 Perbedaan pemrograman beronentas1 aspek dan ob;ek 
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BABIII 
ANALISIS dan PERANCANCAN PERANCKAT LUNAK 
Pada bab ini akan membahas mengenai perancangan perangkat lunak 
sistem inventori menerapkan pemrograman berorientasi aspek. Perancangan ini 
meliputi dua bagian utama yaitu, yang pertama adalah deskripsi umum yang 
terdiri dari arsitektur sistem ini meliputi arsitektur sistem secara umum,serta 
fasilitas perangkat lunak. Yang kedua adalah desain perangkat lunak yang 
mencakup perancangan data, perancangan proses dan perancangan antar muka. 
Perancangan data berupa perancangan basis data yang digunakan dalam 
pengolahan sistem. Perancangan proses berupa perancangan beberapa proses 
bisnis pada aplikasi seperti proses menampilkan barang, proses penjualan, 
pembelian serta perubahan harga. 
Disamping itu akan dibahas pengembangan sistem aplikasi ini dengan 
menggunakan pemrograman berorientasi aspek, pengadopsian metodologi, 
pengalamatan crosscutting concern dan sebagainya. dan terakhir akan ditunjukkan 
perancangan antar muka .. Untuk perancangan basis data digunakan perangkat 
lunak Power Designer 9.0, perancangan prosesnya menggunakan pendekatan 
desain berorientasi objek yang direpresentasikan dengan mengunakan 
UML( Unified Modeling Language) dengan perangkat lunak Rasional Rose 
Enterprise Edition 2000. Untuk pengembangan pemrograman berorientasi aspek 
digunakan AspectJ, dengan lingkungan pengambangan Eclipse 3.00. 
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3.1 DESKRIPSI UMlJM 
Perangkat lunak yang dibuat dalam Tugas Akhir ini adalah suatu perangkat 
lunak sistem inventori dengan fitur logging yang menerapkan pemrograrnan 
berorientasi aspek. Sistem inventori sendiri sebagai studi kasus merupakan 
aplikasi desktop(windvw.s application). Untuk mendukung pengembangan 
berorientasi aspek digunakan komponen Java yaitu AspectJ. Pemilihan komponen 
ini karena merupakan komponen pendukung pemrograman berorientasi aspek 
yang paling banyak dan luas digunakan, disamping itu sangat banyak literatur 
maupun buku yang mendukung dan menjelaskan penggunaan komponen ini. 
3.1.1 Arsitektu r Sis tern 
Dasar sistem ini adalah aplikasi pemrograman berorientasi objek berupa 
sistem inventori. Tentunya sebelum kita melangkah kedalam pembahasan desain 
untuk sistem berorientasi aspek, terlebih dahulu dilakukan pendalaman dalam 
perencanaan desain sistem aplikasi berorientasi objek, hal ini karena sesuat 
dengan yang disampaikan sebelumnya bahwa pemrograman atau metode 
berorientasi aspek adalah penyempurna atau pelengkap dari pemrograman atau 
metodologi berorientasi objek, sehingga tiada aspek tanpa objek, pemrograman 
berorientasi objek adalah dasar atau fondasi dalam pemrograman berorientasi 
aspek. 
~---Memberikan input---- Q 
--Memberikanoutput-U 
'Sislemlnvenlori '.J - ----+-+--! __ user 
~ akan ditrace 
Memberikan reaksi 
Sistem Logging 
Gambar 3. 1 Arsitektur sistem secara umum 
Diatas ditunjukkan arsitektur sistem secara umum, menunjukkan posisi 
sistem inventori secara umum, pengguna serta posisi logging dalam sistem. 
3.2 PEMODELAN KELAS 
Pemodelan kelas pada sistem aplikasi ini terbagi dua yaitu pemodelan kelas 
untuk sistem inventori yang mengimplementasikan metodologi berorientasi objek 
dan yang kedua pemodelan kelas sistem logging dengan menerapkan 
pemrograman berorientasi aspek. 
3.2.1 Pemodelan Kelas-kelas dalam Sistem Inventori 
Perangkat lunak ini melakukan beberapa proses bisnis yang terkait dengan 
fungsi utama dalam proses inventori, dalam kesemua proses tersebut memiliki 
berbagai macam variabel masukkan, namun secara umum kesemua proses 
menggunakan pemodelan yang hampir semua. Berikut ditunjukkan atribut yang 
digunakan untuk mendefinisikan jenis barang/item. Atribut: 
• String name; 
• String keterangan; 
• String idNumber; 
• int amount; 
• double salesPrice; 
• double orderPrice; 
Keterangan masing-masingjenis atribut adalah sebagai berikut: 
I. String name 
Merupakan atribut untuk menyimpan nama barang. Data ini bertipe 
String. 
2. String keterangan 
Merupakan atribut untuk menyimpan keterangan suatu barang. Atribut 
ini bertipe string. 
3. String idNumber 
Merupakan atribut untuk menyimpan nomer id barang. Atribut ini bertipe 
string bukan number dan sejenisnya karena atribut ini membutuhkan 
operasi matematika. 
4. int amount 
Merupakan atribut untuk menyimpan jumlah barang. Atribut ini bertipe 
atribut integer agar bisa dilakukan operasi matematika berskala sedang. 
5. double salesPrice 
Merupakan atribut untuk menyimpan harga penjualan barang. Atribut ini 
bertipe atribut double agar dapat dilakukan operasi matematika. 
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6. double orderPrice 
Merupakan atribut untuk menyimpan harga pembelian barang. Atribut 
ini bertipe data double agar dapat dilakukan operasi matematika. 
Untuk menampung data masukan dari perangkat lunak ini dibuat kelas item, 
seperti gambar dibawah ini. 
Item 
~id: String 
~name : String 
~keterangan : String 
~amount : int 
~alesPrice : double 









Gam bar 3. 2. Kef as item untuk data masukkan 
Kelas item adalah kelas entitas dimana kelas ini sekedar untuk menyimpan 
data, sehingga tidak diperlukan metode-metode terkait. Informasi-informasi yang 
ada akan dimasukkan dalam database sistem. 
Selain itu terdapat jenis atribut untuk perusahaan atau operator yang 
ditunjukkan sebagai berikut. 
• ArrayList current[tems 
• String CompanyName 
I. ArrayList currentltems 
Merupakan atribut untuk menyatakan keadaan serta isi daftar barang-
barang yang secara langsung akan ditampilkan didalam tabel inventori 
pada perangkat lunak. 
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2. String CompanyName 
Merupakan atribut yang digunakan untuk menentukan atribut yang 
ditampikan pada daftar barang berdasarkan nama perusahaan. 
Jenis atribut ini disimpan di dalam kelas company sebagaimana yang 
ditunjukkan oleh gambar 3.3. 
Company 
~CompanyName : String 
~currentltems : ArrayUst 
I 
'>sortByldO J 
'>sort By Name() 
---------------·--
Gam bar 3. 3 Kef as Company untuk menyimpan data perusahaan 
Diatas telah dikelaskan, beberapa kelas-kelas yang menunjukkan perbagian-
bagian dari diagram kelas pada sistem inventori dengan proses logging yang 
dikembangkan melalui metode pengembangan berorientasi objek, berikut pada 
gambar 3.4 ditunjukkan diagram kelas keseluruhan sistem logging pada inventori 
dengan pengembangan berorientasi objek. 
Terlihat bahwa dimasing-masing kelas kecuali di logging frame terdapat 
atribut _logger yang bertipe objek, objek ini merupakan instance dari kelas logger 
yang merupakan bagian dari package java.util.logging, disamping itu di masing-
masing kelas terdapat metode void logmessage( ) belum lagi di masing-masing 
metode terdapat kode untuk mencatat pesan logging, hal ini yang menjadi fokus 
dari pemrograman berorientasi aspek. 
: Company 
I -· -- -
I ~urrentltems : Array list 
j ~ompanyName : String 
I~ _logger : logger 
I lf~scro~~:~~~~-ory -l ~TabbedPanellayout I ~ ~enuBar ~---~~~i~er : logger L.: ____________ _ 
I \'>sortbynameO \'>sortbyiD() 
\ ~og~~s~g~() - I 
---- _j I 
~lmentoryGuiO 
~shTabeiQ 
I ~ogmessageO ---~ i 
\l 
-~d :-slri~~'!l- - --- _ _]J 
~name : String 
~keterangan : String 1 
I ~amount : int I . ~alesPrice: double ~ 
1 ~ales Order : double 
i ~_logger : logger 
r-~ogmessag~~----- I 







r-ln~nt~~Dat;-· -~ ~-logger ~_09g~~ -~1 I ~lnserltemQ '>sell Item() ! ~pdateltem() 1 
I ~ewttem() I ~ogmessageO , 
_. _/ ___________ ! 
· ~etidQ I 









: tlbname : String 
' ~ISBN : String I 




L '>show logging() J 
Gambar 3.4 Diagram kelas sistem invenlori dengan logging pada metode berorientasi objek 
3.2.2 Pemodelan Kelas Sistem Logging 
Sebagaimana yang telah disampaikan sebelumnya bahwa aspect bertugas 
untuk memodulkan crosscutting concern, dimana untuk melakukan hal ini 
didefinisikanjoinpoint yang juga telah dijelaskan. 
Joinpoint ini yang akan menjadi inputan bagi modul aspect. Joinpoint 
sebelumnya harus didefinisikan berdasarkan metode, kelas dan sebagainya yang 
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diinginkan untuk disisipi proses logging. Berikut adalah gambaran proses kerja 
sistem logging pada aspect dimana inputan proses emrupakan joinpoint yang 




Gam bar 3. 5 Masukan untuk proses logging pada pemrograman berorientasi aspek 
Dalam tugas akhir ini, pendefinisian terjadi di semua jointpoint execution, 
yang kurang lebih memiliki sintaks execut i on ( * * . * ( .. )) . 
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Berikut adalah gambar seluruh bagian dari kelas diagram dari sistem 
inventori yang mencrapkan pemrograman berorientasi aspek untuk melakukan 
proses logging. 
Company 
~urrentftems : Arraylist 
~ompanyName : Stnng 
~em 
~id : -st~-;;9 -
~ame : String 
~keterangan : String 
~amount : int 
~SalesPrice : double 
~SalesOrder : double 
Book 
~__,name:-stnng -







------ - -------~ 




















Gam bar 3. 6 Kef as diagram aplikasi dengan pemrograman berorientasi aspek 
3.3 PEMODELAN USE CASE 
Pada bagian ini akan dijelaskan secara lebih mendetil bagian-bagian 
pemodelan use case dari sistem inventori serta aspek Logging mulai dari proses 
bisnis hingga pemodelan dalam UML(Unified Modelling Language). 
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3.3. L f:»emodclan Use Case Sistcm lnventori 
tambahitam 
<<extend>> 










Gambar 3. 7 Use Case View pada sistem inventori 
Sebagaimana ditunjukkan oleh gambar 3.5 proses yang terdapat pada sistem 
inventori terdiri dari 6 bagian yang terdiri dari proses penambahan item baru, 
proses penjualan item, proses pembelian item, proses update data serta informasi 
keuangan. Masing-masing akan dijelaskan dalam pembahasan berikut. 
3.3.1.1 Use Case Penambahan Item Baru 
Bagian ini menjelaskan proses menambahkan barang atau item baru di 
dalam daftar barang yang kemudian akan disimpan dalam database. Terdapat 6 
jenis data sebagai inputan yang disimpan, kesemuanya telah dijelaskan pada 
bagian perancangan data. 
Set Nama SetNomor 
Item 
















Gam bar 3.8 Diagram Activity untuk proses penambahan item bam 
Urutan proses menambah item baru dijelaskan sebagai berikut, pengguna 
membuka form untuk menambah item baru, kemudian pengguna mengisi 
informasi mengenai item yang akan dibuat yaitu nomer item, nama, harga beli, 
harga jual, jumlah serta keterangan. Kesemua informasi tersebut akan dimasukkan 







I I I 
:>. t, open newltemmenu( ) L set Item properties I 
II - --- '1 1 I I I~----------- ~ ;! 
I I) ' 
I I I 
lll I 
I I 
Gambar 3.10 Diagram sequence untuk Penambahan item baru 
3.3.1.2 Use Case Hapus Data 
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Bagian ini menunjukkan proses penghapusan data barang yang terdapat di 
dalam daftar inventori. Untuk menghapus data barang tersebut cukup dengan 
mendapatkan nomer barang yang merupakan pengenal unik barang . 
• Start State 
,, 
Buka Form 









• End State 
Gam bar 3. 1 I Diagram Activity umuk penghapusan Data Barang 
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Seperti yang ditunjukkan diatas urutan proses penghapusan data barang 
cukup sederhana, pengguna membuka form penghapusan barang kemudian 
mengisi label yang ada dengan nomer barang yang ingin dihapus. 
Selanjutnya ditunjukkan dalam diagram sequence untuk penghapusan data 
barang, dimana prosesnya pengguna membuka form utama kemudian mengisi 













1 Set Nom or Item 
il __ ~ 
; i' ha~~~atabarang 
I 
1~--~ 
I I I [< ---J 





Cam bar 3.12 Diagram sequence untuk penghapusan data barang 
3.3.1.3 Use Case Pembelian Barang 
Proses pembelian barang adalah proses penambahan barang yang terdapat di 
dalam daftar barang, dimana untuk membeli barang hanya untuk barang-barang 
yang terdapat di dalam daftar, jika dilakukan pengecekan dan barang tidak 
















Update Da1tar ) 
-l--
\ .• End 





Main Form : Form Beli 










: Data Item 
I ---------->-~ 
Gambar 3. I-I Diagram Sequence untuk Pembelian barang 
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3.3.1.4 Usc Case Pcnjualan Barang 
Proses pcnjualan barang memiliki kemiripan dengan proses pcmbelian 
barang sebclumnya hanya sajaproses ini tidak menambahkan, namun mcngurangi 
barang yang terdapat di daftar barang. 
• Start 
l 
"\ Main Form ) 
,----· 
,, 









Update daftar 1 barang 1 ______ l _______ _
I 
. • End 
Gambar 3. 15 Diagram activity untuk Pembe/ian Barang 
:pengguna 
Main -Fo~--1 r-- Fo~ Beli - I 
I Barang J 0 -·- - --- - --------
pen OpenMenu 
- -- - - --?:J, I . I ~----· ---------1Elt propertles 




Gombar 3.16 Diagram Sequence untuk pembelian barang 













Gambar 3. 17 Diagram activity untuk Update harga 
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Proses updak harga adalah update harga beli dan harga jual pada suatu 
barang, st!hingga hanya dibutuhkan pengisian label pada labd nomcr barang, 
harga bt!li dan hargajual. 
1- -Ma~-Fo~-1 ~ ~uod~J 
: pengguna Open aplik~sr ___ ___j L ________ _ 
Update menu 















Gambar 3. 18 Diagram sequence untuk Update Harga 
3.3.1.6 Use Case Informasi Keuangan 
Proses informasi keuangan bertugas untuk mendapatkan informasi keuangan 
perusahaan total pada saat ini. Informasi didapatkan d~ri penghitungan pada 





, __ - ------~/ 
.l 
Menghitung ', 
~ data Keuan~_/ 
J v 









Gambar J /9 Diagram Activity untuk Jnformasi Keuangan 
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3.3.2 Use Case Logging dengan Pemrograman Berorientasi Aspek 
Sebelumnya sudah ditunjukkan perancangan aplikasi inventori yang mana 
merupakan dasar atau basis dari perancangan proses pemrogramana berorientasi 
.,_ :- -'- , ~ ::~ rc .,a sebagaimana yang disampaikan bahwa pemrograman berorientasi 
aspek tllerupakan pelengkap atau komplemen bagi pemrograman berorientasi 
objek. 
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Selama implemcntasi, sebagai pengambang kita mcnggunakan logging 
untuk mcndukung proses tracing. Dengan itu kita mendapat pemahaman dan 
pengertian bagaimana proses yang berlangsung ketika suatu aplikasi dijalankan. 
Ketika aplikasi mulai digunakan oleh pengguna, ada saat-saat dimana 
pengguna melaporkan kesalahan pada perangkat lunak yang kita buat, namun 
kendalanya mereka seringkali tidak tahu apa yang mereka telah lakukan ketika 
menerima pesan kesalahan. Situasi semacam ini membutuhkan penanganan 
logging dalam kode program. 
Di dalam lingkungan pengembang tradisional, proses logging akan 
diwujudkan dengan membuat kelas logging sebagaimana hal berikut: 
public class log 
public log () { 
I /open log f ile 
) 
public void store(S t ring ms g ) 
II p lace ms g in fi le 
) 
Ketika aplikasi dijalankan, sebuah objek log diinstiasi digunakan secara 
global atau secara lokal oleh aplikasi. Setiap kesalahan, peringatan terjadi sebuah 
pesan disimpan oleh metode store(). 
Selanjutnya terserah, dimana kita akan menempatkan metode log di dalam 
tempat atau metode yang tepat. Setiap perubahan pada pemanggilan metode atau 
pesan yang di simpan akan membutuhkan usaha untuk mencari pada berbagai 
pemanggilan metode di aplikasi kita. 
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Mcnggunakan scbuah aspect lcbih mudah, yang selanjutnya akan dijelaskan 
dalam langkah-langkah bcrikut. 
3.3.2.1 Menambahkan Fitur 
Untuk membedakan peran yang dijalankan dan dipenuhi oleh antara 
pemrograman berorientasi objek dengan pemrograman berorientasi aspek., kita 
lihat titur-fitur dalam aplikasi sebelumnya sekaligus kita tambahkan fitur-fitur 
baru. 
• Aplikasi dapat menambah barang dalam daftar barang 
• Barang-barang yang terdapat di dalam daftar barang dapat dilakukan 
operasi penjualan scrta pembelian. 
• Untuk keperluan pengembangan aplikasi dapat merekam proses yang 
berlangsung dalam sistem ketika aplikasi dijalankan. 
Diatas terdapat 3 fitur, yang mana fitur pertama dan kedua merupakan fitur 
utama secara proses bisnis dan keduanya sudah terdapat dalam aplikasi. Untuk 
fitur ketiga merupakan fungsi tambahan yang akan ditangani dengan 
pemrograman berorientasi aspek. 
3.3.2.2 Menambahkan proses Logging dengan Pemrograman 
Berorientasi Aspek 
Sebagaimana yang sudah disampaikan bahwa untuk menambahkan suatu 
proses dengan pemrograman berorientasi aspek dibutuhkan tiga langkah: 
I. Mengidentitikasi letak kode dimana kita hendak menaruh logging, m1 
disebutjuga dengan mendefinisikanjoinpoints di aspek. 
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Mcnentukan joinpoint dalam kasus ini cukup mudah karena tidak 
membutuhkan pembatasan metode mana yang harus masuk dalam proses 
logging mana yang tidak, dengan kata lain kita akan memasukkan st:mua 
metode yang ada dalam aplikasi ke dalam proses logging. Dengan aspek 
ini merupakan hal yang sangat mudah cukup dengan memantaatkan 
pointcut yang menangkap semua execution. 
2. Menulis Kode untuk Logging 
Setelah menentukan di bagian mana saja joinpoint yang penting, yang 
akan kita sisipkan pemanggilan proses logging, maka selanjutnya kita 
langsung membuat kode aspeknya yang sesuai. Berikut adalah potongan 
dari kode aspek. 
protected poin tcut tra ceMet hods () : 
( !cflow(execution (St r ing *. t oS t r ing())) 
&& !cflow( wi thin (Trac eLogg i ng)) 
& (execut i on(* *.* ( .. ))) 
I I execut ion(*. new ( .. ))) ; 
Potongan kode diatas menunjukkan pointcut yang menangkap semua 
metode yang ada, instansiasi objek serta tambahan untuk menghindari 
rekursi joinpoint. 
3. Mengkompilasi kode baru dan mengintegrasikannya dengan sistem awal. 
Selanjutnya tugas compiler untuk mengkompilasi source kode untuk 





















i aspect -untuk 
I proses logging membutuhkan 
I 
1 metode pada 
1 aplikasi untuk 
I joinpoin_t __ _ 
Gambar 3.20 pemodelan untuk proses logging dengan aspect 
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Seperti ditunjukkan pad gam bar 3 .17, yang memodelkan proses logging, 
aspect Tracelogging membutuhkan metode-metode yang ada dalam aplikasi dan 
ini didapatkan pada metode di kelas Inventorydata yang melakukan operasi-
operasi semisal insert, delete, update barang. 
Setelah mendapatkan joinpoint maka aspect Trace logging membuat pointcut 
untuk menampilkan pesan logging yang diberikan pada kelas logging frame. kelas 
ini menampilkan serta menyimpan pesan logging ke dalam file berformat XML 
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3.3.2.3 l,emodclan proses Logging dcngan Mcncrapkan Pemrograman 
Bcroricntasi Aspck 
Pt:mrograman berorientasi aspek selain memiliki pemodelan untuk diagram 
kelas juga memiliki pemodelan di sequence diagram berikut akan ditunjukkan 
pemoddan diagram sequence pada pembelian item yang menerapkan 
pemrograman berorientasi aspek. 
r 1 
I 
1 Main Form : I I Form Be!i ! 
: oengquna>pen aplika~i---~ I sarn'TI : Item~ 
~ ::>---





Set Nomer dan Jumlah I I -----::----1 I :-E--~ 
I! 
! I 
: Data Item 
i l--- ' -'U_pd_ at_e_,71 
i I ,l 
I 
I' 
Gam bar 3. 21 Pemode/an Diagram sequence pada pembe/ian item dengan pemrograman 
berorientasi objek 
: pengguna 














Bal'l!lQ : ttem 
. I] 
> I 

















Gam bar 3. 22 Pemode/an diagram sequence pada pembe/ian item yang menerapkan pemrograman 
berorientasi aspek 
Pada pemodelan diatas perbedaan yang dimiliki dengan sistem sebelumnya 
adalah kehadiran aspek TraceLogging yang memiliki pointcut TraceMethod, dan 
untuk metode yang ada dilakukan advice after dan before, sebagaimana 
ditunjukkan diatas. 
Pemodelan pada Use case yang lain tidak ditampilkan karena memiliki 
bagian yang sama. 
70 
3.3.3 Pcrbandingan Kelas pada Perancangan Berorientasi Objek dan 
Aspck 
Pada proses analisis dan pcrancangan ini kita telah mendapatkan use case 
dari masing-masing metode baik pemrograman berorientasi objek maupun yang 
berorientasi aspek, namun untuk semakin memberi penegasan akan ditunjukkan 
perbedaan yang terdapat dalam kedua metode ini di dalam studi kasus kita, 
khususnya dalam fase anal isis dan perancangan ini. 
No. Kelas dalam OOP Kelas dalam AOP Keterangan 
I. lnventoryGui lnventoryGui( tanpa kode Kelas Untuk antar 
logging) muka 
2. Company Company(tanpa kode Kelas handle 
logging) 
3. Item [tem(tanpa kode logging) Kelas untuk barang 
4. Inventorydata Inventorydata(tanpa kode Kelas untuk operasi 
logging) data 
5. Book Book(tanpa kode logging) Kelas untukjenis inventory 
6. Logger(Kelas Logger (Kelas bawaan Objek logger 
bawaan java. uti l.loging) digunakan untuk log 
java.util.loging) pesan 






Handler (kelas Handler Kelas bawaan juga, 
bawaan mengambil pesan log 
java.util.logging) dari logger 
LogManager Trace Logging Untuk menyimpan 
state log 
Formatter Formatter Untuk menampilkan pesan log dalam 
format tertentu, missal 
XML 
LoggingFrame Loggingframe Untuk menampilkan logging pada window 
Tahel 3. I Perhandmgan kelas-kelas dalamfase ana/isis dan perancangan pada 
met ode objek dan aspek 
3.3.4 AOP Refactoring 
Sebagaimana yang telah dijelaskan bahwa Tabel 3.1 berisi perbandingan 
kelas-kelas yang terdapat dalam perancangan studi kasus antara pemrograman 
berorientasi objek dan aspek. Dan kemudian dari perbandingan kelas-kelas 
tersebut bisa didapatkan sekilas gambaran atau panduan dalam menentukan 
langkah-langkah untuk melakukan AOP refactoring, AOP refactoring sendiri 
sesuai dengan namanya yang secara terminologis berarti melakukan perombakan 
AOP, maksudnya adalah proses merubah sistem yang sebelumnya murni 
dikembangkan dengan pemrograman berorientasi objek menjadi sistem yang 
disempurnakan dengan pemrograman beorientasi aspek. 
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Langkah-langkah untuk melakukan AOP refactoring secara umum sebagai 
berikut: 
I. Jika terdapat suatu concern yang menyebar di antara kelas-kelas yang 
ada, maka buatlah aspect yang sesuai. Dalam studi kasus, kita membuat 
aspect TraceLogging. 
2. Untuk setiap field kode yang menyebar tersebut, keluarkan dan 
masukkan operasi yang sesuai di dalam aspect kita yang baru, dengan 
memanfaatkan perangkat aspek, seperti joinpoint, pointcut, advice atau 
introduction. 
3. Untuk setiap metode yang tersebar dan berhubungan dengan aspect kita. 
3.1. Jika metode ini berhubungan hanya dengan aspect kita, maka kita 
rubah menggunakan introduction di dalam aspek. 
3.2. Jika metode ini melakukan suatu kerja atau aksi , dan menyebar 





PEMBANGUNAN PERANGKAT LUNAK 
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Bab ini mcnguraikan tentang implementasi dari rancangan perangkat lunak 
yang telah dibuat pada bab III. Pembahasan meliputi lingkungan pembangunan 
perangkat lunak, implementasi basis data, implementasi proses dan implementasi 
antar muka. 
4.1 LJNCKUNCAN PEMBANCUNAN PERANCKAT LUNAK 
Lingkungan pembangunan perangkat lunak ini meliputi perangkat keras dan 
perangkat lunak yang digunakan. Spesifikasi perangkat keras dan perangkat lunak 
yang digunakan dalam pembangunan perangkat lunak penghalusan permukaan ini 
dapat dilihat pada tabel dibawah ini. 
Tabe/ 4. 1 Lingkungan pembangunan perangkat lunak 
Prosesor Intel Pentium IV 2400 MHz 
Perangkat Keras 
Memory 512MB 
Sistem Operasi : Microsoft Windows XP Pro. 
Perangkat Lunak 
Bahasa Pemrograman: Java. 
Compiler & Tools : Eclipse 3.0, Java J2SE 1.4. 
Component :Aspect J.l.l . 
4.2 IMPLEMENT ASI KELAS 
Pada sub bab ini akan dijelaskan mengenai implementasi dari kelas-kelas 
yang perancangannya sudah disampaikan pada bab III, masing-masing akan 
diperlihatkan struktur yang berisi atribut dan metode, namun sebagian saja yang 
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dianggap mcwakili masing-masing kclas. Untuk gambaran diagram kelas dapat 
dilihat kembali pada gambar 3.5. 
4.2.1 Kclas ltcm 
public class Item 
( 
private String name; 
private String keterangan; 
private String idNumber; 
private int amount; 
private double salesPrice ; 
private double order Pr i ce; 
public Item() 
( 
name = "" ; 
keterangan 
idNumber = 
= n " ; 
" "· 
' 
amount = 0; 
salesPrice 0.0; 
orderPrice = 0 . 0; 
public Item(String n, String d, String id, int a, double s , 
double o) 
{ 
name = n ; 
keterangan = d ; 
idNumber = id; 
amount = a; 
salesPrice s; 
orderPrice = o; 
public String getName() 
{ ... ) 
public String getketera ngan() 
{ ... } 
public String getid() 
{ . . . } 
public int getAmount() 
{ ... } 
public double getSalesPrice() 
{ .. . } 
public double getSalesPrice(int a) 
{ ... } 
public double getOrderPrice() 
{ ... } 
public double getOrderPrice(int a) 
( ... } 
public double orderitem(int orderAmount) 
{ ... } 
public double sellitem(int sellAmount) 
{ ... } 
public double liquidate() 
( ... ) 
public void setSalesPrice(double a) 
{ . . . ) 
publi c void setOrderPrice(double a) 
l .. . 
Gambar -1. 1 Kelas Item 
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Kelas Item merupakan kelas entitas yang digunakan untuk menyimpan 
suatu barang/item beserta atribut yang dimiliki. Terdapat pula dua konstruktor di 
dalamnya untuk memberi nilai awal pada objek kelas item yang dibuat. 
4.2.2 Kelas Company 
class Company 
( 
private String fileName; 
private ArrayList currentitems; 
private double currentFunds; 
public Company( ) throws IOException 
( 
public void sortByName() 
( 
public void sortByid() 
( 
public boolean newSales(String id , int amt) 
( 
public boolean newOrders(String id , int amt) 
( 
public boolean liquidateitem (String id) 
{ 
Gambar 4.2 Sekilas ke/as Company 
Kelas company digunakan untuk memilah item dan menampilkannya dalam 
tabel . Terdapat konstruktor untuk menampilkan daftar item awal pada tabel item. 
Metode penting lainnya adalah proses penyimpanan item ke dalam database. 
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4.2.3 Kelas lnventoryGui 
Untuk Interface digunakan kelas lnventoryGui yang berisi listing kode yang 
menangani tampilan, seperti ti·ame, menu dan event. 
Camhar -1.1 gambaran selcilas Ice/as lnventoryCui 








tool Tips [ 1 [ 1; 
boolSortName; 
II Objek company 
II Matrix yang beris i tooltips untuk 
II pengurutan berdasarkan nama atau 
public InventoryGui{) throws IOException 
{ 
II Initializes and sets up the Gui components 
public void refreshFinancialinformation{) 
II Refresh data pada informasi keuangan 
public void refreshTable() 
II Refresh data pada tabel inventori 
// ... EVENT Tombol 
// . .. untuk TABPanenya 
public static void main(String args[1) throws IOException 
II Main function: creates a new object of inventoryGui and displays the 
graphical user interface 
II Gui Components 
private JFileChooser fileChooser; 
private JMenuitem jMenuitemUpdateFunds; 
private ButtonGroup sortGroup; 
private JMenu jMenuSortSubMenu; 
private JRadioButtonMenuitem jMenuitemSortName; 
private JRadioButtonMenuitem jMenuitemSortiD; 
private JMenuitem exitMenuitem; 
private JMenu fileMenu ; 
private JButton jButtonLiquidateEnter; 
private JButton jButtonNewitemEnter; 
II 
private JPanel jPanelNewitemSalesPrice; 
private JPanel jPanelOrderEnter; 
private JPanel jPanelOrderitemNumber ; 
private JPanel jPanelOrderQuantity; 
private JPanel jPanelOrders; 
private JPanel jPanelSales; 
private JPanel jPanelSalesEnter; 
private JPanel jPanelSalesitemNumber; 
private JPanel jPanelSalesQuantity; 
private JPanel jPanelUpdate; 
private JPanel jPanelUpdateEnter; 
private JPanel jPanelUpdateitemNumber; 
private JPanel jPanelUpdateOrderPrice; 
private JPanel jPanelUpdateSalesPrice; 
private JPanel jPanelUpdateSub; 
private JScrollPane jScrollPaneinventory; 
private JSeparator jSeparatorl; 
private JSeparator jSeparator2; 
private JSpLitPane jSplitPaneLayout; 
private JTabbedPane jTabbedPaneLayout; 
private JTable jTableinventory; 
private JTextField jTextFieldNewitemDescrpition; 
private JTextField jTextFieldNewiteminitialAmount; 
private JTextField jTextFieldNewitemName; 
private JTextfield jTextfieldNewi temOrderPrice; 
private JTextField jTextFieldNewitemSalesPrice; 
private JTextField jTextFieldOrderitemNumber; 
private JTextField jTextFieldOrderQuantity; 
private JTextfield jTextFieldSalesitemNumber; 
private JTextField jTextFieldNewitemNumber; 
private JTextField jTextFieldSalesQuantity; 
private JTextField jTextFieldUpdateitemNumber; 
private JTextField jTextFieldUpdateOrderPrice; 
private JTextField jTextFieldUpdateSalesPrice; 
private JTextField jTextFieldlLiquidateitemNumber; 
private JMenuBar menuBar; 
private JMenuitem openMenuitem; 
private JMenuitem pasteMenuitem; 
private JMenuitem saveAsMenuitem; 
private JMenuitem saveMenuitem; 
private JMenu toolsMenu; 
// ... deskripsi properties 
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Kode diperlihatkan sekilas menunjukkan bagian kode dari kelas 
lnventoryGui yang dianggap penting dan mewakili keseluruhan isi kode. 
4.2.4 Kelas InventoryData 
class InventoryData 
{ 
private String OpenData; 
private ArrayList currentitems; 
private double currentFunds ; 
public InventoryData (} throws IOException 
{ 
public void opendatabase(String fileName} throws IOException 
{ 
public void sortByName(} 
{ 
public void sortByid(} 
{ 
public boolean newSales(String id, int amt} 
{ 
public boolean newOrders(String id, int amt} 
{ 
public boolean liquidatertem(Stri ng id) 
{ 
Gam bar -1. -1 bagian kode kef as inventorydata 
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Kelas inventorydata digunakan untuk melakukan operasi pada sistcm 
khususnya pada item, dimana operasi yang dilakukan meliputi pembelian, 
penjualan, update harga dan sebagainya. 
4.2.5 Aspek TraceLogging 
Gambar 4.5 Bagian dari kode aspek untuk Logging 
public aspect TraceLogging ( 
protected pointcut traceMethods() : ( 
/** 
1 cflow(execution(String *.toString())) 
&& !cflow(within(TraceLogging)) 
&& (execution(* *.* ( .. ))) 
II execution(*.new ( .. ))); 
* This advice logs method entries 
*I 
before () : traceMethods() ( 
/** 
Signature sig = thisJoinPointStaticPart.getSignature(); 




+ fullName (sig) 
+ createParameterMessage(thisJoinPoint) ) ; 
* This advice logs method leavings 
*I 
after() returning : traceMethods ( ) { 
/** 
Signature sig = thisJoinPointStat icPart.getSignature( ) ; 
Log log= getLog(sig); 
if (log.isTraceEnabled()) { 
log.trace("Leaving" + fullName(sig)); 
* This advice logs method leavings 
*/ 
after () throwing (Throwable ex) : traceMethods () 
Signature sig = thisJoinPointStaticPart.getSignature(); 
Log log= getLog(sig); 
if (log.isTraceEnabled()) 
log.trace ( " Thrown " + fullName(sig) + " \n\t " +ex); 
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Pcnggalan kodc diatas adalah kode aspek untuk menangani proses logging. 
Pertama kali aspek ini mendeklarasikan pointcut traceMethods() yang isinya 
adalah penangkapan j oinpoint atau metode yang diinginkan, di sini ditunjukkan 
bahwa kita menangkap semua eksekusi metode dan beberapa tambahan kode 
untuk menghindari proses rekursi. 
Selanjutnya adalah proses pembuatan advice untuk menentukan aksi dari 
pointcut traceMethods, disini digunakan advice before() dan after() , advice before 
digunakan untuk mencatat proses logging ketika suatu metode mula i dijalankan, 
sedangkan proses a fter digunakan ketika suatu metode selesai dijalankan . 
4.2.6 Kelas Logging viewer 
public class LoggingimageViewer 
{ 
public void niam() 
{ 
if (System.getProperty( 
"java.util.logging . config . class") == null 
&& System.getProperty( 
"java . util.logging . config.file") == null) 
try 
{ 
Logger.getLogger ("TraceLogging ") .setLevel(Level . ALL); 
final int LOG ROTATION COUNT = 10; 
- -Handler handler= new FileHandler( 
" %h/LoggingimageViewer.log " , 
0, LOG_ROTATION_COUNT); 
Logger.getLogger("TraceLogging ") . addHandler(handler ) ; 
catch (IOException exception) 
{ 
Logger . getLogger("TraceLogging " ) . log( 
Level. SEVERE, 
"Can't create log file handler " , exception); 
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Handler windowHandler z new WLndowHandler(); 
windowHandler.setLevel(Level.ALL); 
Logger.get Logger("TraceLogging ") .addHandler(windowHandler); 
Jframe frame= new Jframe(); 
frame . setTitle("LoggingimageViewer"); 
frame.setSize(300, 400); 
//frame.setDefaultCloseOperation(Jframe.EXIT_ON_CLOSE) ; 
Logger.get Logger("TraceLogging ").fine( 
"Showing frame"); 
//frame.show(); 




Jframe frame= new JFrame{); 
final JTextArea output= new JTextArea(); 
frame.setSize(200, 200); 
frame.setContentPane(new JScrollPane(output) ); 
frame. show(); 
setOutputStream(new 
Output Stream () 
{ 
public void write(int b) 
{ 
output.append("" + (char)b); 




output.append(new String(b, off, len)); 
Gambar 4.6 Kode untuk Loggingviewer 
Logging v1ewer merupakan kelas yang digunakan untuk menampilkan 
proses logging, mulanya kelas ini akan menangkap semua proses logging yang 
dilakukan oleh obyek yang merupakan instantiate dari aspek TraceLogging 
selanjutnya ditampilkan dalam dua handler yaitu filehandler dan window handler, 
windowhandler digunakan untuk menyimpan proses logging dan menampilkan 
pada jendela khusus, sedangkan filehandler digunakan untuk menyimpan proses 
logging pada file dengan format penyimpanan adalah XML. 
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4.3 PROSES IMPLEMENTASI 
Pada sub bab ini akan dijelaskan mengenai implementasi dari pemodelan 
yang telah dibuat pada bab tiga. Implementasi yang ada terbagi menjadi dua yaitu 
implementasi dengan menerapkan pemrograman berorientasi objek dan 
; .. ,piementasi dengan menerapkan pemrograman berorientasi aspek. 
4.3.1 lmplementasi dengan Menerapkan Pemrograman Berorientasi 
Objek 
public class Item 
private String name ; 
private St r ing keterang a n ; 
private String idN umbe r ; 
pr i vate int amount ; 
private double sales Pr ice ; 
private double o r der Price ; 
public Item() 
{ 






amount = 0 ; 
salesPrice = 0 . 0 ; 
orderPrice = 0 . 0; 
static Logger _logger Logger.getLogger("trace"); 
public Item(String n , St r ing d, Str i ng id , int a , double s , 
doub le o) 
{ 
name = n; 
keterangan = d; 
idNumber = id ; 
amount = a; 
salesPrice s ; 
orderPrice = o ; 
public String getName() 
{ 
_logger.logp(Level . INFO , "Item", "getName", "Entering"); 
public String getketerangan() 
{ 
_logger.logp(Level.INFO , "Item", "getketerangan", "Entering"); 
public String getid() 
{ 
logger.logp(Level.INFO, "Item", "getid", "Entering") ; 
public int getAmount() 
{ 
_loqqer.loqp(Level.INFO, "Item", "qetAmount", "Entering"); 
public double getSalesPrice() 
{ 
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_loqqer.loqp(Level.INFO, "Item", "qetSalesPrice()", "Entering"); 
public double getSalesPrice(int a) 
{ ... 
_loqger.loqp(Level.INFO, "Item", "getSalesPrice(a)", 
"Entering"); 
l 
public double getOrderPrice() 
{ 
_loqger . loqp(Level.INFO, "Item", "getOrderPrice", "Entering"); 
public double getOrderPrice(int a ) 
{ ... 
_loqger . loqp(Level.INFO, "Item", "getOrderPrice(a)", 
"Entering"); 
l 
public double orderitem{int orderAmount) 
{ 
_loqger.loqp(Level.INFO, "Item", "orderitem", "Entering"); 
public double sellitem(int sellAmount) 
( 
_loqger.logp(Level.INFO, "Item", "sellitem", "Entering") ; 
public double liquidate() 
{ 
_loqger.logp(Level.INFO, "Item", "liquidate", "Entering"); 
public void setSalesPrice{double a) 
{ 
_loqger.logp(Level.INFO, "Item", "getSalesPrice", "Entering"); 
public void setOrderPrice(double a) 
{ 
_loqger . logp(Level.INFO, "Item", "setOrderPrice", "Entering"); 
Gam bar 4. 6 Listing kode pada item yangte/ah ditambahi proses logging 
Listing kode diatas menunjukkan bahwa kelas item telah ditambahi 
beberapa kode untuk mendapatkan objek logger dan melakukan log pada masing-
masing metode. 
c l ass Company 
{ 
private String fileName; 
private ArrayList currentitems; 
private double currentfunds; 
public Company () throws IOException 
{ 
static Loqger _loqger a Loqqer.qet.Loqqer("trace"); 
public void opendatabase(String fi l e Name ) t hrows IOException 
( 
lD 
_loqger . logp(Level . INFO, "Company", "opendatabase", "Enterinq") ; 
) 
public void s o r tByName ( ) 
( 
_loqger . logp(Level.INFO, "Company", "sortByName", "Entering"); 
) 
publ ic void so r t Byid() 
{ 
_loqger . logp(Level.INFO, "Company", "sortByid", "Entering"); 
l 
public boolean newSales (String id, int amt ) 
{ 
_loqger.logp(Level . INFO, "Company", "newSales", "Entering"); 
l 
public boolean newOrde r s(S t ring id, int amt) 
{ 
_loqger . logp(Level.INFO, "Company", "newOrders", "Entering"); 
} 
public boolean liquidatei t em (St r i ng id) 
{ 
_loqger .logp(Level.INFO, "Company", "liquidateitem", "Entering"); 
l 
Gam bar 4. 6 Listing kode pada comparry yang te/ah ditambahi proses logging 
Dan kita melakukan hal yang serupa pada kelas company, dapat kita lihat 
bahwa perubahan yang terjadi di kedua kelas serupa di masing-masing metode 
dimana ditambahkan sebuah pemanggilan pada metod logp( ). 
Karena Logging instrumentasi untuk kelas-kelas lainnya cukup sama, maka 
tidak akan ditunjukkan disini . 
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4.3.2 lmplementasi dengan Menerapkan Pemrograman Berorientasi 
Aspek 
Selanjutnya di dalam sistem yang menerapkan pemrograman berorientasi 
aspek, ditambahkan listing kode aspek yang merupakan kunci utama sistem 
berorientasi aspek. Untuk listing kode aspek TraceLogging ditunjukkan sebagai 
berikut. 
public aspect TraceLogging { 




&& (execution(**.* ( .. ))) 
I I execution(*.new ( .. ))); 
* This advice logs method entries 
*/ 
before() : traceMethods() { 
/** 
Signature sig = thisJoinPointStaticPart.getSignature(); 




+ fullName (sig) 
+ createParameterMessage(thisJoinPoint) ); 
* This advice logs method leavings 
*I 
after() returning : traceMethods() { 
/** 
Signature sig = thisJoinPointStaticPart.getSignature(); 
Log log= getLog(sig) ; 
if (log.isTraceEnabled()) { 
log.trace("Leaving" + fullName(sig)); 
* This advice logs method leavings 
*I 
after() throwing(Throwable ex) : traceMethods() 
Signature sig = thisJoinPointStaticPart.getSignature(); 
Log log= getLog(sig); 
if (log.isTraceEnabled()) 
log.trace("Thrown" + fullName(sig ) + " \n\t " +ex ) ; 
Gambar ./. 7 Kode trace Logging dengan menerapkan pemrograman berorientasi aspek 
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4.4 (MPLEMENTASI ANTARMUKA 
Berikut mt adalah implementasi antarmuka yang telah dijelaskan pada bab 
tiga: 
I r ... _ Layanan 
I
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Gambar 4.8 AntarMuka Aplikasi 
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v· ;:::;, 2005 S 46 32 AM java.awtKeyboardFocusManager retargetFocusEvent 
INE . ,.,. , jav8awt.event.FocusEvent[FOCUS_GAINEO,permanent,opposite=nu 
25, 2005 9 46 32 AM java.aw1.DefaultKeyboardFocusManager dispatchEver 
INE Java awt.event.FocusEvent[FOCUS_GAINED,permanent,opposite=nulll or 
ay 25, 2005 946 32 .A.M Java.awt.Component dispatchEventlmpl 
INE • java.awteventFocusEvent(FOCUS_GAINED,permanent,opposite=javax.s1 
25, 2005 9 46 32 AM sun.awtim.lnputContext activatelnputMethod 
INE• Current client component javax.swing.JTextArea[,0,0,5980x672,1ayout=jav; 
ay 25, 2005 9 4643 AM java awtKeyboardFocusManager retargetFocusEvent 
INER focus owner IS javax.swing.JTextArea[.0,-245,5980x672,1ayout=Javax.s 
ay 25, 2005 946 43 AM java awt.KeyboardFocusManager retargetFocusEvent 
ER ,.,., java .awt.event.KeyEvent[KEY _PRESSED,keyCode=O,keyText=Unkn ~ 
ay 25, 2005 9•4643 AM java.awt.KeyboardFocusManager retargetFocusEvent 
ER fo cus owner is javax.swing .JTextArea[.0,-245,5980x672,1ayout=javax.s 
ay 25, 2005 94643 .A.M java.awt.KeyboardFocusManager retargetFocusEvent 
I~·IER ,,., java 3'Nt.eventKeyEvent[KEY_RELEASED,keyCode=154,keyText=Pr 
ay 25 , 2005 94643 .A.M java.awt.KeyboardFocusManager retargetFocusEvent 
ER fo cus owner is javax.swing.JText.A.rea[.0,-245,5980x672,1ayout=javax.s 
ay 25, 2005 94643 AM java.awt.KeyboardFocusManager retargetFocusEvent 
INER• >>> java.av.,tevent.KevEvent[KEY_RELEASEO,keyCode=O,keyText=Unkt 
ay 25 , 2005 94645 .A.M java.awtKeyboardFocusManager retargetFocusEvent 
INE• > » java .awtevent.FocusEvent[FOCUS_LOST,permanent,opposite=null]' 
a·'/ 25, 2005 946 45 AM java.awt.DefaultKeyboardFocusManager dispatchEver 
• java . a~~tevent.FocusEvent[FOCUS_LOST,temporarv,opposite=null] on ja\• 
ay 25, 2005 94645 .A.M java.awt.Component dispatchEventlmpl 
1\JE jav~awt eveJ21.FocusEvent[FOCUS LOST,temporary,opposite=null] on ja11 ~-
! ~ 
Gambar 4. 9 Jende/a Logging 
Kedua aplikasi baik ap\ikasi yang menerapkan pemrograman berorientasi 
objek maupun yang menerapkan pemrograman berorientasi aspek memiliki desain 
antarmuka yang sama sehingga keduanya cukup diwakilkan dengan kedua 
tampilan antarmuka diatas. 
BABY 
EVALUASI DAN UJI COBA 
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Pada baba ini akan dilakukan uji coba terhadap implementasi perangkat 
lunak yang melakukan proses logging dengan menerapkan kedaua paradigma 
yaitu pemrograman berorentasi objek dan pemrograman berorientasi aspek. 
5.1 LINGKUNGAN UJI CORA 
Pada sub bab ini akan dijelaskan mengenai lingkungan uji coba yang 
meliputi perangkat keras dan perangkat lunak yang digunakan. Spesifikasi 
perangkat keras dan perangkat lunak yang digunakan dalam pengujian ini dapat 
dilihat pada tabel berikut: 
Prosesor Intel Pentium IV 2400 MHz 
Memori 512MB 
Perangkat Keras 
Nama Komputer : LAB-RPL\Berkeley 
IP Address : 10.126.17.14 
Sistem Operasi : Microsoft Windows 2000 Pro. 
Perangkat Lunak 
IDE Pemrograman : Eclipse 3.0 
.. Tabe/4.1 Lmgkungan pengupan aplikas1 
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5.2 SKENARIO UJI CODA 
Pada uji coba ini dilakukan dua perancangan skenario uji coba yaitu uji coba 
terhadap implementasi logging pada pemrograman berorientasi objek dan 
implementasi logging pada pemrograman berorientasi aspek. Hal ini bertujuan 
agar didapatkan gambaran perbedaan aplikasi yang menggunakan pemrograman 
berorientasi objek murni serta aplikasi yang memanfaatkan pemrograman 
berorientasi aspek. 
5.2.1 Uji Coba Implementasi Logging pada Pemrograman Berorientasi 
Objek 
Sesuai dengan bab sebelumnya kita menggunakan sistem inventori sebagai 
studi kasus dengan permasalahan logging dan dalam uji coba ini untuk 
menyelesaikan permasalahan logging tersebut digunakan pendekatan metode 
berorientasi objek. 
5.2.1.1 Penyertaan Kode Logging pada Kelas 
Berikut adalah potongan kode dari kelas item yang menyertakan kode untuk 
proses logging dengan memanfaatkan library logging yang terdapat di package 
java . util.logging . * . 
public class Item 
{ 
private String name ; 
private String ketera ngan; 
private String idNumber; 
private int amount; 
private double salesPrice ; 
private double orderPrice; 
public Item () 
{ 
name = "" ; 
keterangan = "" ; 
idNumber = " " ; 
amount = 0; 
salesPrice = 0.0; 
orderPrice = 0.0; 
stati c Logger _loqger • Loqger.CJatLocJqer("trace") ; 
public Item( String n, String d, St r ing id , i n t a, double s , 
double o) 
{ 
name = n; 
keterangan = d; 
idNumber = id ; 
amount s a ; 
salesPrice s; 
orderPrice = o; 
public String getName() 
{ 
_loqger.loqp(Level. INFO, "Item", "getName", "Entering"); 
p ublic String getketerangan{) 
{ 
89 
_ loqger.loqp(Level . INFO , "Item", "getketerangan", "Entering") ; 
public String get i d() 
{ 
_loqger . loqp(Level.INFO, "Item", "getid", "Entering"); 
public int getAmount() 
{ 
_ l ogger . logp(Level . INFO, "Item", "getAmount", "Entering"); 
public double getSalesPr ice() 
( 
_logger . logp (Level. INFO , " Item", "getSalesPrice () " , "Entering" ) ; 
publ i c double getSalesPrice(int a) 
( . .. 
_logger . loqp(Level.INFO, " Item", "getSalesPrice(a) " , 
"Entering" ) ; 
} 
public double getOrderPr ice() 
( 
_ logger . loqp(Level . INFO, "Item", "getOrderPrice", "Entering") ; 
public double getOrderPrice(int a) 
( . . . 
_logger . logp(Level.INFO , "Item", "getOrderPrice(a) " , 
"Entering"); 
} 
public double orderitem(int orderAmount) 
( 
_logger. logp(Level.INFO, "Item", "orderitem" , "Entering") ; 
public double sellitem(int sellAmount) 
{ 
_logger.logp(Level .INFO, "Item", "sellitem", "Entering"); 
public double liquidate() 
{ 
_logger .logp(Level . INFO, "Item", "liquidate" , "Entering"); 
public void setSale sPrice(doub l e a) 
{ . .. 
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_loqger.lcxn>(Leval.INFO, "It-", "getSalesPrioe", "Entering"); 
publi c void setOrderPrice(double a) 
( 
_loqger.logp{Level.INFO, "Item", "setOrdarPrice", "Enterinq"); 
Gamhar 5. I Listing kode pada item yang Ielah ditambahi proses logging 
Karena didalam tugas akhir ini kita membandingkan perancangan pada dua 
metode pemrograman, maka dalam implementasi ditampilkan proses pembuatan 
kode-kode yang menunjukkan pemecahan permasalahan logging dengan 
menggunakan metode pemrograman berorientasi aspek. 
Untuk kode-kode di kelas lain akan disertakan kode yang kurang lebih sama 
sehingga tidak akan ditambahkan di dalam subbab ini. 
5.2.1.2 Proses logging pada aplikasi 
Fila llllf'lnan 
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. - . -. . . . . . . . . . . .. 
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FINE. »> 1ava.aw1 event.FocusEven~FOCUS_GAINEO,permanenlopposrte=nu ll) on frame 1 
May 24. 2005 10 07 07 PM java awt.OefaullKeyboardFocusManager drspatchEvent 
FINE java awt event FocusEvent(FOCUS_GAINEO,permanenlopposile=null) on javax.swtng.JTexlA. 
May 24, 2005 I 0 07 07 PM java awl. Component dispatchEvennmpl 
FINE 1ava :;wt eventFJcusEvent(FOCUS_GAINEO,perman ent,oppoSJle=null) on javax swmg JTextA 
May 24. 2005 t 0 07 07 PM sun.awt.Jm.lnputeontext activatelnputMethod 
FINE Current client component javax.swmg JText~rea(.-209 .· 1 B20.B669x196B.Iayout=Javax.swmg p 
May 24, 2005 t 0 07 I 9 PM Java awt.KeyboardFocusManf.oger shouldNaiNelyF ocusHo.avywerght 
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Di atas adalah proses logging secara konvensional dimana setiap tempat 
yang melakukan log-event membutuhkan logging-call pada seluruh modul, dan 
ketika sebuah modul ditambahkan pada sistem/aplikasi maka metode yang 
dibutuhkan harus dimasukkan semua. 
May 24, 2005 10 : 06:55 PM Item item2 
INFO : Entering 
May 24, 2005 10:06:55 PM Item i tem2 
INFO: Entering 
May 24, 2005 10:06:55 PM Item item2 
INFO: Entering 
May 24 , 2005 10:06:55 PM Item item2 
INFO: Entering 
May 24, 2005 10:06:55 PM Item item2 
INFO : Entering 
May 24 , 2005 10:06:55 PM Item item2 
INFO : Entering 
May 24 , 2005 10:06:55 PM Item item2 
INFO: Entering 
May 24 , 2005 10:06:55 PM Item i tem2 
INFO: Entering 
May 24, 2005 10:06:55 PM Item item2 
INFO : Entering 
May 24 , 2005 10:06:56 PM InventoryGui refresh table () 
INFO: Entering 
May 24 , 2005 10:06 : 56 PM Company sortbyName 
INE'O: Entering 
May 24, 2005 10:06:56 PM I t e m getName 
rN E'O: Entering 
May 24 , 2005 10:06:56 PM Item ge tNa me 
I NE'O : Ente r i ng 
May 24, 2005 10:06:56 PM I t e m ge tNa me 
INE'O: Ente r ing 
May 24 , 2005 10:06 : 56 PM Item get Na me 
I NE'O: Entering 
May 24, 2005 10 : 06:56 PM It em getName 
INE'O : Entering 
May 24 , 2005 10:06:56 PM Item ge t Name 
Gam bar 5. 4 keluaran hasil proses logging pada aplikasi 
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5.2.2 Uji Coba lmplementasi Logging pada Pemrograman Berorientasi 
Aspek 
Pada uji coba logging di sistem berorientasi aspek akan ditunjukkan 
penerapan penulisan kode dengan menerapkan pemrograman berorientasi aspek 
sehingga akan dipahami bagaimana proses refactoring atau perombakan kode 
berlangsung di dalam lingkup tugas akhir ini. 
5.2.2.1 Kode Aspek untuk Logging 
public aspect TraceLogging { 
protected pointcut traceMet hods() : ( 
/** 
!cflow(execution(String * . toSt r i ng ( ) )) 
&& !cflow (within (Tra ceLogging ) ) 
&& (execution(**.*( .. ))) 
I I execution(* .new ( .. ) )); 
* This advice logs method ent r ies 
*I 
before() : traceMethods() ( 
/** 
Signature sig = thisJoin PointSta t i c Part . getSignatur e(); 
Log log= getLog(sig); 
if (log . isTraceEnabled()) 
log . trace( 
"Entering " 
+ fullN ame (sig) 
+ creat eParamete r Me s s age(th isJoi nPoint) ); 




traceMethods ( ) { 
thisJoinPointStaticPart . getSignature ( ); 
Log log= getLog(sig); 
if (log.isTraceEnabled()) 
log.trace("Leaving" + fullName(sig) ); 
/** 
* This advice logs method leavings 
*/ 
after() throwing(Throwable ex) : traceMethods() 
Signature sig = thisJoinPointStaticPart.getSignature(); 
Log log= getLog(sig); 
if (log.isTraceEnabled()) 
log.trace("Thrown" + fullName(sig) + "\n\t" +ex); 
Gam bar 5.5 Listing kode aspek pada aspect Trace Logging 
5.2.2.2 Keluaran Proses Logging pada Aplikasi 
May 24, 2005 11:01:30 PM LoggingAspect get Log 
INFO: Mulai 
May 24, 2005 11:01:30 PM LoggingAspect get Log 
INFO: Se1esai 
May 24, 2005 11:01:30 PM LoggingAspect full Name 
INFO: Mulai 
May 24, 2005 11:01:30 PM LoggingAspect full Name 
INFO: Selesai 
May 24, 2005 11:01:30 PM LoggingAspect createParameterMessage 
INFO: Mulai 
May 24, 2005 11:01:30 PM LoggingAspect createParameterMessage 
INFO: Se1esai 
May 24, 2005 11:01:30 PM InventoryGui$1 getColumnClass 
INFO: Mu1ai 
May 24, 2005 11:01:30 PM InventoryGui$1 getColumnClass 
INFO: Se1esai 
May 24, 2005 11:01:30 PM LoggingAspect get Log 
INFO: Mulai 
INFO: Mulai 
May 24, 2005 11:01:30 PM INFO: Se1esai 
May 24, 2005 11:01:30 PM LoggingAspect createPararneterMessage 
INFO: Mulai 
May 24, 2005 11:01:30 PM LoggingAspect 
INFO: Se1esai 
May 24, 2005 11:01:30 PM LoggingAspect createParameterMessage 
INFO: Mulai 
May 24, 2005 11:01:30 PM LoggingAspect createParameterMessage 
INFO: Se1esai 
May 24, 2005 11:01:30 PM LoggingAspect fu11Name 
INFO: Mu1ai 
May 24, 2005 11:01:30 PM LoggingAspect fu11Name 
INFO: Se1esai 
May 24, 2005 11:01:30 PM LoggingAspect createParameterMessage 
INFO: Mu1ai 
May 24, 2005 11:01:30 PM LoggingAspect createParameterMessage 
INFO: Se1esai 
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Gam bar 5. 7 Proses Logging di Pemrograman beroeintasi aspek 
Diatas adalah gambaran proses Logging di pemrograman berorientasi aspek, 
dengan aspek maka aspek yang mengurusi masalah logging terpisah dengan 
modul-modul utama. 
Disamping itu logging pada aspek sangat fleksibel karena tetap bisa 
menggunakan logging toolkit yang disediakan oleh provider lain seperti Log4J 
dari Apache. 
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5.3 EVALUASI UJI CORA 
Dari uji coba yang dilakukan berdasarkan skenario diatas dapat dievaluasi 
behwa kedua sistem baik yang menerapkan pemrogaman berorientasi objek 
maupun yang menerapkan pemrograman berorientasi aspek dapat melakukan 
fungsinya untuk menyelesaikan permasalahan logging, namun beberapa 
perbedaan yang muncul, diantaranya muncul pada fase-fase pengembangan, 
pembuatan kode dan sebagainya, sehngga memungkinkan pengembang 
melakukan proses perancangan yang berbeda pada kedua sistem diatas. 
Pada dasamya hasil keluaran kedua sistem tidak berbeda, apa yang 
didapatkan oleh pemrograman berorientasi objek bisa pula didapatkan oleh 
pemrograman berorientasi aspek, dan demikian pula sebaliknya. 
BABVI 
KESIMPULAN DAN SARAN 
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Bab ini berisi beberapa kesimpulan dari Tugas Akhir dan kemungkinan 
pengembangan lebih lanjut yang dapat dilakukan dari Tugas Akhir ini. 
6.1 KESIMPULAN 
I. lmplementasi proses logging secara konvensional dengan menerapkan 
pemrograman berorientasi objek dilakukan dengan menyertakan kode-
kode yang dibutuhkan pada setiap kelas. Kode-kode tersebut 
menghasilkan sesuatu yang dinamakan tangling dan scattering. 
Tangling adalah penyebaran dalam satu modul, sedang scattering adalah 
penyebaran dalam beberapa modul. 
2. Dengan aspek maka kode logging yang dibuat terletak terpisah dengan 
sistem yang sudah ada, sehingga lebih mudah untuk dipahami dan diubah 
jika suatu saat terjadi proses evolusi perangkat lunak. 
3. Pada dasarnya tidak terdapat perbedaan hasil yang didapat antara sistem 
yang dikembangkan dengan pemrograman berorientasi objek dengan 
yang berorientasi aspek. Perbedaan tedapat pada cara memprogram, pada 
fase-fase awal, yakni analisis dan perancangan. 
6.2 SARAN 
l. Dalam menyempurnakan sistem perlu ditambahkan beberapa aspek lagi 
untuk mengatasi beberapa fitur tambahan di dalam logging seperti level, 
appender, formatter dan lain sebagainya. 
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