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Ra´d bych na tomto mı´steˇ podeˇkoval vsˇem, kterˇı´ mi s pracı´ pomohli, protozˇe bez nich by
tato pra´ce nevznikla.
Abstrakt
Cı´lem te´to pra´ce je implementovat webovou aplikaci pro organizaci a spra´vu osobnı´ch
dat. Aplikace je urcˇena pro vytva´rˇenı´ pozna´mek, pla´nova´nı´ a orgranizaci uda´lostı´.
Soucˇa´stı´ aplikace je emailovy´ klient a RSS cˇtecˇka implementovana´ jako modul. Pra´ce
popisuje architekturu, tvorbu webove´ho serveru a uzˇivatelske´ho prostrˇedı´ ve webove´m
prohlı´zˇecˇi.
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Abstract
The aim of this thesis is to implement web application for managing personal
information. Application is intended for creating notes, planning and time management.
Email client and RSS reader is also implemented as a part of this project. Architecture
design as well as implementation of both server and client parts is also described.
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Seznam pouzˇity´ch zkratek a symbolu˚
AJAX – Asynchronou JavaScript And XML
API – Application Programming Interface
CSS – Cascading Style Sheet
DOM – Document Object Model
GNU – GNU is Not Unix
GPL – General Public License
GUI – Graphical User Interface
HTML – Hyper Text Markup Language
HTTP – HyperText Transfer Protocol
IMAP – Internet Message Access Protocol
JSON – JavaScript Object Notation
LDAP – Lightweight Directory Access Protocol
PAM – Pluggable Authentication Module
PIM – Personal Information Management
RFC – Request for Comments
RIA – Rich Internet Application
RSS – RDF Site Summary
SMTP – Simple Mail Transfer Protocol
SQL – Structured Query Language
URL – Uniform Resource Locator
UTF – UCS Transformation Format
WSGI – Web Server Gateway Interface
XML – eXtended Markup Language
DHTML – Dynamic HTML
ISO – International Organization for Standardization
DBMS – Database management system
JIT – Just In Time
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21 U´vod
Kazˇdy´ se uzˇ urcˇiteˇ setkal s proble´mem cokoliv si zapamatovat, veˇdeˇt kdy je kde jaka´
schu˚zka, nebo zapomneˇl udeˇlat projekt do sˇkoly. V dnesˇnı´ dobeˇ jsou papı´rove´ organize´ry
nejen neprakticke´, ale sˇpatneˇ se za´lohujı´, nelze v nich vyhleda´vat a majı´ dalsˇı´ nevy´hody.
Proto se jevı´ jako nejlepsˇı´ vy´chodisko u´chova´vat sva´ data elektronicky.
Na internetu lze najı´t spousty hotovy´ch rˇesˇenı´, at’ uzˇ placeny´ch, nebo zdarma. Jen
ma´lo z nich je ale pouzˇitelny´ch. Mnoho takovy´ch sluzˇeb je poskytova´no v cloudu
a uzˇivatel nevı´, kdo ma´ k jeho u´daju˚m prˇistup a co se s nimi na pozadı´ deˇje. Cı´lem te´to
bakala´rˇske´ pra´ce je vyvinout syste´m, ktery´ je sˇı´rˇen pod otevrˇenou licencı´, je jednodusˇe
rozsˇirˇitelny´ a ma´ zdokumentovane´ API. Pra´veˇ otevrˇenost syste´mu umozˇnˇuje tvorbu
libovolny´ch klientsky´ch cˇa´stı´, prˇı´padneˇ vyuzˇitı´ v jiny´ch aplikacı´ch.
Prvnı´ cˇa´st se zaby´va´ vysveˇtlenı´m pojmu˚, teorie a principu˚, na ktery´ch aplikace
zakla´da´. Je zmı´neˇn programovacı´ jazyk Python, jeho za´kladnı´ popis vcˇetneˇ WSGI
rozhranı´. Da´le je zmı´neˇn Javascript a framework DoJo pro tvorbu uzˇivatelsky´ch
rozhranı´ v internetove´m prohlı´zˇecˇi.
Druha´ cˇa´st bakala´rˇske´ pra´ce se zaby´va´ na´vrhem databa´ze a architekturou aplikace,
podrobne´ vysveˇtlenı´ fungova´nı´ serverove´ cˇa´sti a komunikacı´ s klientskou aplikacı´.
Trˇetı´ cˇa´st je veˇnova´na podrobne´mu popisu implementace, popisu vznikly´ch




Projektu˚ pro PIM existuje spousta, placeny´ch i zdarma, ale prˇi blizˇsˇı´m prozkouma´nı´
zˇa´dny´ nebyl vyhovujı´cı´. Veˇtsˇina takovy´chto projektu˚ je realizova´na jako centralizovana´
online sluzˇba, nejcˇasteˇji v podobeˇ webove´ stra´nky. Uzˇivatele´ tak sice majı´ jednoduchy´
prˇı´stup, ale takovy´to zpu˚sob ukla´da´nı´ osobnı´ch dat nenı´ bezpecˇny´, protozˇe nikdy nelze
odhadnout, kdo je majitel serveru a co s nasˇimi daty ve skutecˇnosti prova´dı´. Ukla´da´nı´
ﬁremnı´ch a citlivy´ch dat v takovy´ch sluzˇba´ch je tedy nemozˇne´. Existujı´ sice i open source
aplikace, ale kvalita a uzˇivatelska´ prˇı´veˇtivost pokulha´va´.
Prˇi vy´beˇru frameworku˚ a programovacı´ch jazyku˚ byl kladen du˚raz na nena´rocˇnost,
multiplatformnost pro snadnou prˇenositelnost naprˇı´cˇ operacˇnı´mi syste´my a vy´slednou
kvalitu ﬁna´lnı´ aplikace.
Pro tvorbu graﬁcke´ho uzˇivatelske´ho rozhranı´ se vyuzˇı´va´ internetove´ho prohlı´zˇecˇe,
ktery´ je nainstalova´n na veˇtsˇineˇ pocˇı´tacˇu˚ a nenı´ tedy nutne´ instalovat dalsˇı´ programy.
Z toho plyne snadna´ pouzˇitelnost prakticky kdekoliv. Internetove´ prohlı´zˇecˇe lze
v dnesˇnı´ dobeˇ vyuzˇı´vat pro tvorbu aplikacı´, ktere´ jsou takrˇka k nerozezna´nı´ od nativnı´
aplikace. Vyuzˇı´va´ se k tomu JavaScript a AJAX, kdy se nacˇte pra´zdna´ stra´nka
a JavaScript dynamicky vytva´rˇı´ GUI prvky, ktere´ umist’uje na stra´nku. Prˇi interakci
s uzˇivatelem se stra´nka nikdy nenacˇı´ta´ znovu (refresh), ale data si sta´hne ze serveru ve
forma´tu JSON a prˇı´padneˇ prˇekreslı´ urcˇitou cˇa´st uzˇivatelske´ho rozhranı´. Takove´ aplikace
se cˇasto oznacˇujı´ jako RIA - Rich Internet Application.
Na serverovou cˇa´st byl zvolen programovacı´ jazyk Python pro svou prˇehlednost
a snadne´ pouzˇitı´. Skripty jsou pak spousˇteˇny webovy´m serverem (nejcˇasteˇji Apache)
pomocı´ rozhranı´ WSGI. Python je interpretovany´ jazyk (cˇasto oznacˇova´n jako
skriptovacı´) a jeho interpreter je dostupny´ pro veˇtsˇinu operacˇnı´ch syste´mu˚.
V za´veˇru je pak shrnut celkovy´ vy´sledek implementace a architekruty, vcˇetneˇ
zhodnocenı´ a pla´nu˚ do budoucna.
42.2 Funkcˇnı´ pozˇadavky
Na´roky na PIM aplikaci byly kladeny tak, aby byly splneˇny za´kladnı´ potrˇeby
uzˇivatele. Du˚lezˇity´ je cˇisty´ objektovy´ na´vrh tak, aby vy´voj mohl v budoucnu neomezeneˇ
pokracˇovat, aby aplikace byla modula´rnı´ a bylo mozˇne´ chybeˇjı´cı´ funkcionalitu
doprogramovat.
Mezi za´kladnı´ funkce patrˇı´:
• Osobnı´ pozna´mky/denı´k - prˇida´va´nı´, u´pravy vcˇetneˇ maza´nı´
• Seznamy/u´koly - prˇida´va´nı´, vy´pisy nesplneˇny´ch u´kolu˚
• Uda´losti a schu˚zky - pla´nova´nı´, prˇehledy v kalenda´rˇi, ty´dennı´ a meˇsı´cˇnı´ pohledy
• Aktuality RSS - stahova´nı´ RSS novinek
• E-Mail zpra´vy - prˇı´jem a elektornicka´ korespondence
• Adresa´rˇ - evidence, neomezeny´ pocˇet kontaktu˚
U´koly, pozna´mky a uda´losti jsou organizova´ny pomocı´ tzv. sˇtı´tku˚. Sˇtı´tek je oznacˇenı´
urcˇite´ polozˇky, obdobneˇ jako kategorie. Kazˇda´ polozˇka mu˚zˇe mı´t neomezeny´ pocˇet
prˇirˇazeny´ch sˇtı´tku˚, podle ktery´ch lze pak seskupovat vy´pisy.
2.3 JavaScript a RIA aplikace, DoJo
JavaScript je objektoveˇ orientovany´ programovacı´ jazyk, vyuzˇı´vany´ prˇi tvorbeˇ
webovy´ch stra´nek. Na rozdı´l od serverovy´ch programovacı´ch jazyku˚ (naprˇı´klad
Python) slouzˇı´cı´ch ke generova´nı´ ko´du samotne´ stra´nky, JavaScript beˇzˇı´ na straneˇ
klienta, tedy v prohlı´zˇecˇi.
JavaScript se pouzˇı´va´ prˇedevsˇı´m pro vytva´rˇenı´ interaktivnı´ch webovy´ch stra´nek.
Prˇı´kladem pouzˇitı´ mohou by´t nejru˚zneˇjsˇı´ kontroly spra´vne´ho vyplneˇnı´ formula´rˇu˚,
obra´zky meˇnı´cı´ se po prˇejetı´ mysˇı´, rozbalovacı´ menu atd. JavaScript se take´ cˇasto
pouzˇı´va´ k meˇrˇenı´ statistik na´vsˇteˇvnosti.
Spolecˇneˇ s jazykem HTML (informacˇnı´ kostrou stra´nky) a CSS (forma´tova´nı´m
vzhledu stra´nky) je JavaScript soucˇa´stı´ DHTML, souboru technik a postupu˚
zameˇrˇeny´ch na zlepsˇenı´ uzˇivatelske´ho rozhranı´ a zvy´sˇenı´ prozˇitku z pouzˇı´va´nı´ stra´nek.
K tomu JavaScript vyuzˇı´va´ tzv. DOM, rozhranı´ umozˇnˇujı´cı´ prˇistupovat k jednotlivy´m
prvku˚m stra´nky.
JavaScript vyvinula spolecˇnost Netscape v roce 1995 a v roce 1998 byl standardizova´n
organizacı´ ISO. [4]
Dojo Toolkit je kolekcı´ JavaScriptovy´ch komponent, ktere´ majı´ pomoci webove´mu
vy´voja´rˇi. Za´kladem je dojo.js, ktery´ obsahuje kolekci ”nezbytny´ch“ API pro nejcˇasteˇjsˇı´
pouzˇitı´ a nabı´zı´ celou knihovnu funkcı´. Dojo je zcela zadarmo pod dua´lnı´ licencı´ AFL
a BSD licencı´.
Druhou cˇa´stı´ DoJo toolkitu je GUI knihovna dijit a dojox, ktera´ poskytuje prvky pro
tvorbu uzˇivatelsky´ch rozhranı´, vyuzˇı´va´ trˇı´d a deˇdicˇnosti.
52.4 Python, WSGI
Programovacı´ jazyk Python vytvorˇil Guido van Rossum o Va´nocı´ch roku 1989. Prˇi
sve´ pra´ci v holandske´m institutu CWI potrˇeboval jazyk pro psanı´ utilit pro distribuovany´
operacˇnı´ syste´m, jenzˇ skupina, ve ktere´ pracoval, vyvı´jela. Meˇl v u´myslu vytvorˇit snadno
rozsˇirˇitelny´ jazyk podobny´ jazyku ABC a podporujı´cı´ vy´jimky. V u´noru roku 1991 na
Usenetu ohla´sil prvnı´ verˇejnou verzi Pythonu.
Dnes je Python sˇiroce pouzˇı´va´n na mnoha mı´stech, kde je potrˇeba prˇehledny´
a snadno spravovatelny´ ko´d. Pouzˇı´va´ jej i NASA pro uzˇivatelske´ rozhranı´ syste´mu
rˇı´dı´cı´ho lety raketopla´nu˚, aplikacˇnı´ server Zope, origina´lnı´ implementace protokolu
BitTorrent, balı´cˇkovacı´ syste´m Portage v distribuci Gentoo, stejneˇ tak instala´tor
Anaconda pocha´zejı´cı´ z RedHat Linuxu a mnohe´ jine´ veˇtsˇı´ cˇi mensˇı´ programove´ celky.
Python se vyznacˇuje pomeˇrneˇ netradicˇnı´ syntaxı´ zalozˇenou na odsazova´nı´. Takte´zˇ
mu˚zˇe by´t pro zacˇa´tecˇnı´ka matoucı´, zˇe Python je silneˇ objektovy´ beztypovy´ jazyk
s prˇı´stupem podobny´m spı´sˇe Smalltalku nezˇli ”beˇzˇny´m” objektovy´m jazyku˚m jako je
trˇeba Java.
Python je jazyk interpretovany´ a cˇasto povazˇovany´ za skriptovacı´, prˇesto je v neˇm
mozˇno psa´t i docela rozsa´hle´ programove´ celky.
WSGI (Web Server Gateway Interface) deﬁnuje jednoduche´ a univerza´lnı´ rozhranı´
mezi webovy´m serverem a webovou aplikacı´ nebo frameworkem v programovacı´m
jazyce Python. Poslednı´ verze jazyka Python, 3.0, vydana´ v prosinci 2008, je jizˇ
podporova´na modulem mod wsgi webove´ho serveru Apache. [1]
2.5 PostgreSQL
PostgreSQL, cˇasto jednodusˇe Postgres, je objektoveˇ-relacˇnı´ databa´zovy´ syste´m
(ORDBMS). Vyda´va´n je pod licencı´ typu MIT a tudı´zˇ se jedna´ o free a open source
software. Stejneˇ jako v prˇı´padeˇ mnoha dalsˇı´ch open source programu˚, PostgreSQL nenı´
vlastneˇn jedinou ﬁrmou, ale na jeho vy´voji se podı´lı´ globa´lnı´ komunita vy´voja´rˇu˚ a ﬁrem.
PostgreSQL je prima´rneˇ vyvı´jen pro Linux resp. pro unixove´ syste´my obecneˇ,
nicme´neˇ existujı´ i balı´cˇky pro platformu win32. [7]
63 Architektura aplikace
Princip aplikace je rozdeˇlenı´ na dveˇ cˇa´sti - klientska´ strana, kterou mu˚zˇe zasta´vat
jaka´koliv vzda´lena´ aplikace (naprˇ. JavaScript aplikace pro dekstop, Java aplikace pro
Android) a na serverovou aplikaci. Tyto dveˇ komponenty spolu komunikujı´ prˇedem
pevneˇ dany´m protokolem ve forma´tu JSON. To prˇina´sˇı´ mnoho vy´hod, naprˇ. neza´vislost
klientske´ aplikace, kterou si kdokoliv mu˚zˇe napsat dı´ky verˇejne´mu API - dı´ky tomu je
mozˇne´ vytvorˇit alternativnı´ nativnı´ aplikace pro mobilnı´ platformy, prˇı´padneˇ jine´
syste´my.
JSON, ve zkratce JavaScript Object Notation je zpu˚sob za´pisu dat (datovy´ forma´t)
neza´visly´ na pocˇı´tacˇove´ platformeˇ, urcˇeny´ pro prˇenos dat, ktera´ mohou by´t
organizova´na v polı´ch nebo agregova´na objektech. Vstupem je libovolna´ datova´
struktura (cˇı´slo, rˇeteˇzec, boolean, objekt nebo z nich slozˇene´ pole), vy´stupem je vzˇdy
textovy´ rˇeteˇzec. Slozˇitost hierarchie vstupnı´ promeˇnne´ nenı´ teoreticky nijak neomezena.
Navzdory na´zvu, JSON je zcela obecny´ a mu˚zˇe slouzˇit pro prˇenos dat (navı´c, cˇitelny´
pro cˇloveˇka) v libovolne´m programovacı´m nebo skriptovacı´m jazyce. Data, zapsana´
metodou JSON, mohou by´t samozrˇejmeˇ ulozˇena a prˇena´sˇena v souborech; cˇasteˇji ale
prˇenos probı´ha´ v prostrˇedı´ internetu (naprˇ. s pouzˇitı´m technologie AJAX).
Mezi nedostatky JSON patrˇı´ to, zˇe neumozˇnˇuje deﬁnovat znakovou sadu
prˇena´sˇene´ho obsahu, optimalizace pro prˇenos bina´rnı´ch dat. Tyto nedostatky platı´ ale
pro neˇktere´ (slabsˇı´) implementace. Nealfabeticke´ znaky v rˇeteˇzcı´ch a bina´rnı´ data JSON
jsou escapova´ny zpeˇtny´m lomı´tkem, za ktery´m na´sleduje bud’ jeden z beˇzˇneˇ
pouzˇı´vany´ch znaku˚ (naprˇ. \n pro novy´ rˇa´dek, \t pro tabula´tor, \\ pro samotne´ zpeˇtne´
lomı´tko) nebo \u indikujı´cı´ znak z Unicode (UTF-16), za nı´mzˇ na´sledujı´ cˇtyrˇi
hexadecima´lnı´ cˇı´slice.
Da´ se rˇı´ci, zˇe JSON sa´zı´ na jednoduchost zpu˚sobu ulozˇenı´ dat, srozumitelnost (data
jsou cˇitelna´ cˇloveˇkem), platformovou neza´vislost a jednotnost (JSON se rychle etabloval)
a to vsˇe na u´kor velikosti prˇena´sˇeny´ch dat. [5]
73.1 Komunikacˇnı´ protokol
JSON komunikaci zahajuje vzˇdy klientska´ strana, tedy zjednodusˇeneˇ rˇecˇeno zavola´
konkre´tnı´ modul na serveru.
Prˇi pozˇadavku na server pomocı´ URL urcˇı´me modul a jeho metodu. Prˇi standardnı´
konﬁguraci ma´ skript server/server.wsgi alias v HTTP server na URL /server. Prˇi vola´nı´
modulu se tedy pomocı´ server/nazev modulu/nazev metody zavola´ konkre´tnı´ funkce.
Naprˇı´klad pro zı´ska´nı´ dat vsˇech uda´lostı´ se vola´ URL server/Events/getData Kazˇdy´
modul by meˇl implementovat 4 za´kladnı´ metody - getData, update, insert a delete - vı´ce
informacı´ v kapitole 4.5 4










Pomocı´ asociativnı´ho pole search urcˇujeme klı´cˇova´ slova vyhleda´va´nı´ - naprˇ.
ﬁltrova´nı´ uda´lostı´ podle cˇasu. Pomocı´ klı´cˇovy´ch slov limit a offset urcˇujeme u´sek dat,
ktere´ na´m server ma´ vra´tit - vhodne´ pro stra´nkova´nı´. Stra´nkova´nı´ dat snizˇuje za´teˇzˇ
























Vra´cena´ odpoveˇd’ ma´ podobneˇ striktnı´ za´pis jako pozˇadavek. S prˇı´chozı´mi daty je
prˇilozˇen taky popis jednotlivy´ch sloupcu˚, jejich datove´ typy, na´zev a omezenı´. Mezi
omezenı´ patrˇı´ prˇedevsˇı´m prˇı´znak, jestli je polozˇka prˇi editaci nebo vkla´da´nı´ povinna´,
prˇı´padneˇ jejı´ validace pomocı´ regula´rnı´ho vy´razu.
Popis jednotlivy´ch sloupcu˚ je pouze doporucˇeny´, klientska´ aplikace se tı´m nemusı´
rˇı´dit a data si mu˚zˇe zobrazovat dle uva´zˇenı´, kontrola spra´vnosti dat se deˇje hlavneˇ na
serveru, protozˇe nelze spole´hat na data od klienta.
Popis vsˇech parametru˚:
• type - datovy´ typ - je pevneˇ sva´za´n s datovy´mi typy serveru, konkre´tneˇ knihovna
DataTypes
• valid - regula´rnı´ vy´raz, podle ktere´ho se data validujı´
• required - urcˇuje, zda je parametr povinny´ prˇi editaci nebo vkla´da´nı´ nove´ho
za´znamu
• name - na´zev sloupce
• visibility - pole, kdy je sloupec/polozˇka viditelna´ - ”edit“ prˇi editaci, ”static“ prˇi
beˇzˇne´m prohlı´zˇenı´, prˇı´padneˇ pra´zdne´ pole pokud ma´ by´t polozˇka skryta
• ﬂags - dalsˇı´ parametry, ktere´ urcˇujı´ povahu sloupce - naprˇı´klad ”primaryKey“,
pokud je sloupec prima´rnı´m klı´cˇem v databa´zi
93.2 Na´vrh databa´ze
Aplikace vyuzˇı´va´ databa´zovy´ syste´m PostgreSQL, vyuzˇı´va´ jeho speciﬁcke´ vlastnosti,
nenı´ tedy jednodusˇe prˇenositelna´ na jine´ DBMS.
Vyuzˇı´va´ se trˇı´ za´kladnı´ch objektu˚:
• Note - pozna´mka
• Event - uda´lost
• Task - u´kol
Vsˇechny tyto trˇi objekty jsou v samostatny´ch tabulka´ch a deˇdı´ z tabulky objects.
Deˇdicˇnost v PostgreSQL prˇina´sˇı´ vy´hodu sjednoceny´ch prima´rnı´ch klı´cˇu˚, prˇı´padneˇ
i ostatnı´ch spolecˇny´ch sloupcu˚. Sjednocene´ prima´rnı´ klı´cˇe jsou prˇedevsˇı´m z du˚vodu
stejny´ch vazebnı´ch tabulek na sˇtı´tky.
Vsˇechny tabulky majı´ striktnı´ vazbu na Users, cozˇ jsou uzˇivatele´ syste´mu. Uzˇivatel




• Users - tabulka pro uzˇivatele aplikace
– login - prˇihlasˇovacı´ jme´no
– password - MD5 hash prˇihlasˇovacı´ho hesla
– name - jme´no uzˇivatele
– email - kontaktnı´ email
– active - boolean prˇı´znak, jestli ma´ uzˇivatel povoleno prˇihla´sˇenı´, nebo je
blokovany´
• Users tokens - tabulka pro trvale´ prˇihla´sˇenı´
– user id - uzˇivatel
– token - vygenerovany´ 32 znakovy´ token
– created - datum vytvorˇenı´ - tokeny starsˇı´ 90 dnı´ uzˇ nejsou platne´
– ip address - IP adresa, z ktere´ byl token vytvorˇen
• Contacts - tabulka kontaktu˚
– name - na´zev kontaktu
– description - popis, nebo pozna´mka
• Contacts params - jednotlive´ polozˇky kontaktu. Kazˇdy´ kontakt mu˚zˇe mı´t libovolny´
pocˇet polozˇek, naprˇı´klad email, telefon a adresu
– contact id - cizı´ klı´cˇ s vazbou na kontakty
– param - na´zev polozˇky - naprˇ. email nebo telefon
– value - konkre´tnı´ hodnota - naprˇ. konkre´tnı´ telefon nebo email
• Rss feeds - nastavenı´ RSS - jednotlive´ u´cˇty a jejich URL pro synchronizaci
– name - na´zev, jen pro prˇehlednost a vy´pis v menu
– rss url - URL adresa XML feedu
• Imap accounts - U´cˇty IMAP klienta
– name - na´zev u´cˇtu
– login - prˇihlasˇovacı´ jme´no
– password - heslo - v plaintextu pro prˇihla´sˇenı´ k IMAPu
– host - IMAP server
– port - IMAP port (vy´chozı´ 143)
– ssl - boolean prˇı´znak pro zabezpecˇene´ spojenı´ SSL
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• Smtp accounts - U´cˇty pro odchozı´ posˇtu
– name - na´zev u´cˇtu
– login - prˇihlasˇovacı´ jme´no
– password - heslo - v plaintextu pro prˇihla´sˇenı´ k IMAPu
– host - SMTP server
– port - SMTP port (defaultneˇ 25)
– ssl - boolean prˇı´znak pro zabezpecˇene´ spojenı´ SSL
• Objects - rodicˇovska´ tabulka ze ktere´ deˇdı´ Events, Tasks a Notes
– object id - sdı´leny´ prima´rnı´ klı´cˇ, generuje se ze sekvence
– name - na´zev objektu (U´kolu, uda´losti nebo pozna´mky)
• Events - tabulka uda´lostı´ v kalenda´rˇi
– task start - datum zacˇa´tku uda´losti
– task end - datum konce uda´losti
– description - textovy´ popis
– done - boolean prˇı´znak, true pokud je uda´lost jizˇ dokoncˇena/splneˇna
– recurrence - boolean prˇı´znak opakova´nı´
– recurrence interval - interval opakova´nı´ (pocˇet dnı´)
• Tasks - tabulka u´kolu˚
– ﬁnished - boolean prˇı´znak, true pokud je u´kol jizˇ splneˇn
• Notes
– note - pozna´mka, vyuzˇı´va´ se i jednoduche´ho HTML forma´tova´nı´ (odra´zˇky,
cˇı´slova´nı´, styly textu)
• Labels - sˇtı´tky
– name - na´zev sˇtı´tku
– description - textovy´ popis
• Objects labels - vazebnı´ tabulka sˇtı´tku˚ na objekty
• Settings - tabulka pro jednotliva´ nastavenı´ uzˇivatele
– key - na´zev konstanty
– value - hodnota
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Da´le jsou deﬁnova´ny procedury v jazyce plpgsql, ktery´ PostgreSQL poskytuje. SQL
procedury jsou spousˇteˇny na SQL serveru, odpada´ tedy rezˇie prˇenosu dat a take´ je
mohou spousˇteˇt triggery. Trigger je deﬁnovana´ cˇinnost, ktera´ se ma´ prove´st prˇi
databa´zove´ operaci nad tabulkou. Triggery mohou naprˇ. spousˇteˇt SQL procedury po
INSERT, UPDATE nebo DELETE operaci. V PIM aplikaci se vyuzˇı´va´ trigger ke
generova´nı´ tokenu˚ pro trvale´ prˇihla´sˇenı´, vı´ce v kapitole 4.2. Tento trigger se spustı´ po
vlozˇenı´ za´znamu do users tokens a vygeneruje 32 bitovy´ na´hodny´ rˇeteˇzec.
Mezi dalsˇı´ funcki patrˇı´ plpgsql procedura pro prˇirˇazova´nı´ sˇtı´tku˚ k objektu˚m. Zajistı´
vytvorˇenı´ nove´ho sˇtı´tku, pokud uvedeny´ jesˇteˇ neexistuje, v opacˇne´m prˇı´padeˇ pouzˇije jizˇ
existujı´cı´.
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4 Implementace serverove´ aplikace
Serverova´ strana je napsana´ ve skriptovacı´m jazyce Python, pro spolupra´ci
s webovy´m serverem vyuzˇı´va´ WSGI rozhranı´, cozˇ je na´stupce mod python. WSGI
umozˇnˇuje, aby aplikace beˇzˇela po celou dobu beˇhu webove´ho serveru a kazˇdy´ prˇı´chozı´
pozˇadavek byl zpracova´n v jednom vla´kneˇ. WSGI pozˇaduje skript obsahujı´cı´ metodu
application a prˇeda´va´ parametry environ a start response.
Environ je objekt obsahujı´cı´ promeˇnne´ webove´ho serveru, parametry HTTP
pozˇadavku a mnoho dalsˇı´ho.
“start response” je metoda, ktera´ slouzˇı´ k zaha´jenı´ odpoveˇdi, prˇeda´vajı´ se dva
parametry, z nichzˇ prvnı´ je HTTP stavovy´ ko´d a druhy´ jsou HTTP hlavicˇky.
Zjednodusˇeneˇ vstupnı´ skript serveru mu˚zˇe vypadat takto:
def application(environ, start response):
.... obsluzˇny´ ko´d...
start response(’200 OK’, (
[’content−type’, ’text/plain’]
))
Vy´pis 3: Uka´zka WSGI aplikace
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Referencˇnı´ implementace WSGI nijak neprˇispı´va´ ke zjednodusˇenı´ zpracova´nı´ HTTP
pozˇadavku, slouzˇı´ jen jako mezivrstva HTTP serveru a Python aplikace, pouze prˇeda´
asociativnı´ pole s promeˇnny´mi HTTP serveru, kde se nacha´zı´ jak teˇlo pozˇadavku, tak
konkre´tnı´ URL. V tomto serveru je WSGI skript pouzˇit pouze jako mezivrstva mezi
webovy´m serverem a vlastnı´mi trˇı´dami. WSGI umozˇnˇuje tzv. middleware, cozˇ je obalenı´
aplikace dalsˇı´ vrstvou, v PIM aplikaci se vyuzˇı´va´ knihovny beaker a middleware
SessionMiddleware, ktera´ implementuje podporu session. Session da´va´ HTTP serveru
mozˇnost ulozˇit si libovolne´ informace s vazbou na konkre´tnı´ho uzˇivatele. Pouzˇı´va´ se
prˇedevsˇı´m pro identiﬁkaci prˇihla´sˇene´ho uzˇivatele a pro zjisˇteˇnı´ jeho ID (odpovı´da´
user id v tabulce Users v databa´zi)
Adresa´rˇova´ struktura serveru ma´ konkre´tnı´ vy´znam a rozdeˇlenı´
• auth - trˇı´dy slouzˇı´cı´ k autentizaci uzˇivatelu˚ - naprˇ. z databa´ze nebo LDAP
• conﬁg - konﬁguracˇnı´ soubory
• datasources - trˇı´dy zdroju˚ dat - naprˇ. PostgreSQL databa´ze, souborovy´ syste´m
• lib - obecne´ knihovny serveru
– encoders - vrstvy enkode´ru/dekode´ru pro serializaci objektu˚ a dat do JSON
forma´tu
• modules - moduly poskytujı´cı´ konkre´tnı´ data a operace nad urcˇity´mi daty
– mail - IMAP a SMTP klient
∗ maillib - knihovna pro prˇı´stup k IMAP a SMPT
– rss - RSS cˇtecˇka
– timetable - na´vrha´rˇ VSˇB rozvrhu
• templates - HTML sˇablony pro prˇihla´sˇenı´ a samotne´ web aplikace
4.1 Zpracova´nı´ HTTP pozˇadavku
Jako za´klad zpracova´nı´ HTTP pozˇadavku slouzˇı´ trˇı´da Request, ktere´ v konstruktoru
prˇeda´me environ promeˇnnou, obsahujı´cı´ vsˇe z HTTP pozˇadavku. Hned prˇi prova´deˇnı´
konstruktoru se environ a jeho promeˇnne´ rozparsujı´ na internı´ promeˇnne´ get, ktera´
obsahuje promeˇnne´ z URL (GET pozˇadavek), post, ktera´ obsahuje teˇlo HTTP
pozˇadavku (metoda POST) a request, ktera´ obsahuje obojı´, prˇicˇemzˇ prˇi shodeˇ na´zvu
promeˇnny´ch ma´ prˇednost POST (POST prˇepı´sˇe GET).
Prˇi prˇı´chodu pozˇadavku mu˚zˇeme take´ nastavit encoder, tedy jaka´ knihovna bude
pouzˇita pro serializaci dat, jako vy´chozı´ se pouzˇı´va´ JSON.
Po vytvorˇenı´ instance trˇı´dy lib.Request se vola´ metoda dispatch(), ktera´ zajisˇt’uje
zavola´nı´ konkre´tnı´ho modulu, serializaci dat a vra´cenı´ instanci trˇı´dy Response.
Trˇı´da lib.Response obaluje HTTP odpoveˇd’, nastavuje spra´vne´ HTTP hlavicˇky
a stavove´ ko´dy. WSGI prˇi vracenı´ odpoveˇdi prˇijı´ma´ itera´tor, trˇı´da request rozhranı´
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itera´toru implementuje, takzˇe lze vyuzˇı´t streamova´nı´ dat po prˇedem nastavene´ velikosti
bloku dat. To vede ke zmensˇenı´ za´teˇzˇe serveru a snı´zˇenı´ vyuzˇite´ pameˇti, protozˇe pokud
se streamuje velky´ datovy´ objekt, dı´ky rozhranı´ itera´toru nemusı´ by´t nacˇten v pameˇti
cely´, ale pouze prˇedem nastavena´ velikost bloku.
Environ obsahuje polozˇku ”PATH INFO”, ktera´ obsahuje cˇa´st URL za adresou
serveru. Tuto cˇa´st URL rozdeˇlı´me podle lomı´tek, a urcˇı´me tak jme´no konkre´tnı´ho
modulu. Poslednı´ cˇa´st URL urcˇuje na´zev metody v modulu.
Pokud k dane´ URL byl nalezen modul, vcˇetneˇ spousˇteˇne´ metody, prˇeda´me metodeˇ
parametry z HTTP pozˇadavku, ale pouze ty, ktere´ dana´ metoda vyzˇaduje. K tomu slouzˇı´
knihovna ”inspect”, konkre´tneˇ ”inspect.getargspec”. Tı´m je osˇetrˇeno, zˇe metoda dostane
pouze ty parametry, ktere´ ma´ uvedene´ ve sve´ deﬁnici.
4.2 Autentizace
K jake´koliv interakci se serverem musı´ by´t uzˇivatel prˇihla´sˇen, v opacˇne´m prˇı´padeˇ
server vra´tı´ prˇihlasˇovacı´ formula´rˇ z templates/login.html.
Informace o prˇihla´sˇene´m uzˇivateli vcˇetneˇ jeho user id se ukla´da´ do session, pokud
v session nenı´, automaticky se pokla´da´ za neprˇihla´sˇene´ho. Pro pohodlnost a usnadneˇnı´
pouzˇitı´ mu˚zˇe by´t prˇihla´sˇenı´ trvale´ - od uzˇivatele tedy nebude vyzˇadova´no zˇa´dne´ jme´no
ani heslo. Trvale´ prˇihla´sˇenı´ funguje na principu ukla´da´nı´ specia´lnı´ch vygenerovany´ch
tokenu˚, cozˇ jsou na´hodne´ rˇeteˇzce o de´lce 32 znaku˚. Tokeny se ukla´dajı´ do cookies na
straneˇ klienta a do databa´ze na straneˇ serveru. Cookie je male´ u´lozˇisˇteˇ dat
v internetove´m prohlı´zˇecˇi a tyto data jsou odesı´la´ny na server s kazˇdy´m pozˇadavkem.
Tı´mto zpu˚sobem se tedy ulozˇı´ do databa´ze vygenerovany´ token spolu s uzˇivatelsky´m
ID a za´rovenˇ se odesˇle ke klientovi. Data, ktera´ jsou ulozˇena v cookies, mohou mı´t
nastavenou dobu platnosti. V tomto prˇı´padeˇ je nastavena platnost na 90 dnı´. Prˇi prˇı´sˇtı´m
spusˇteˇnı´ aplikace internetovy´ prohlı´zˇecˇ automaticky odesˇle na server ulozˇeny´ token,
v databa´zi se oveˇrˇuje, ktere´mu konkre´tnı´mu uzˇivateli token patrˇı´, ten pak bude
povazˇova´n za prˇihla´sˇene´ho. De´lka tokenu byla zvolena na 32 znaku˚ z du˚vodu
bezpecˇnosti - cˇı´m delsˇı´ token, tı´m slozˇiteˇjsˇı´ je uha´dnout token a vyda´vat se za jine´ho
uzˇivatele. Tokenu˚ lze vygenerovat pro jednoho uzˇivatele vı´ce, aby bylo mozˇne´ vyuzˇı´vat
trvale´ prˇihla´sˇenı´ z vı´ce mı´st nebo z vı´ce prohlı´zˇecˇu˚.
U neprˇihla´sˇene´ho uzˇivatele server.wsgi vzˇdy pro zpracova´nı´ HTTP pozˇadavku
vyuzˇı´va´ trˇı´du AuthRequest, ktera´ vracı´ prˇihlasˇovacı´ formula´rˇ a prˇi odesla´nı´
prˇihlasˇovacı´ch u´daju˚ je oveˇrˇı´ pomocı´ objektu Auth.
Trˇı´da Auth implementuje validacˇnı´ funkci ”authenticate” prˇijı´majı´cı´ dva parametry
- login a heslo, ktera´ prova´dı´ oveˇrˇenı´ uzˇivatele v databa´zi, prˇı´padneˇ mu˚zˇe vyuzˇı´vat jine´
autentizacˇnı´ mechanismy (naprˇ. LDAP, unix PAM atd...).
Metoda authenticate vracı´ asociativnı´ pole s uzˇivatelsky´m ID a jeho rolı´ v syste´mu -
bud’to admin, nebo ”user” - cozˇ je obycˇejny´ uzˇivatel. Admin ma´ pra´va prˇida´vat
a spravovat dalsˇı´ uzˇivatele.
Vzhledem k tomu, zˇe PIM aplikace nenı´ prˇedurcˇena pro sˇiroke´ pouzˇitı´ na verˇejny´ch
serverech, ale spı´sˇe na priva´tnı´ch pro pa´r uzˇivatelu˚, nenı´ povolena registrace, ale
uzˇivatele mu˚zˇe vytva´rˇet jen administra´tor.
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4.3 Datove´ typy, validace dat
V komunikacˇnı´m protokolu a jeho popisech datovy´ch sloupcu˚ se uva´dı´ povinny´
atribut ”type”, cozˇ znacˇı´ datovy´ typ. Datove´ typy jsou prˇedem deﬁnovane´ trˇı´dy, ktere´
implementujı´ validaci a prˇı´padneˇ transformaci prˇı´chozı´ch dat pro ulozˇenı´ do databa´ze.
Datove´ typy jsou deklarova´ny v lib.dataTypes a poveˇtsˇinou implementujı´ rozhranı´
IType. V Pythonu se rozhranı´ chova´ stejneˇ jako trˇı´da, je to tedy jen ”konvence” pro
programa´tora, nikoliv striktnı´ pozˇadavek na implementaci.
class IType(object):
def init (self):
raise Exception(”Not implemented yet”)
def validate(self, value):
raise Exception(”Not implemented yet”)
def str (self):





Vy´pis 4: Rozhranı´ datove´ho typu
• init , prˇesneˇji konstruktor, slouzˇı´ jen k vlastnı´ inicializaci datove´ho typu. Mu˚zˇe
prˇijı´mat libovolny´ pocˇet parametru˚, ktere´ se mu prˇedajı´ prˇi vytva´rˇenı´ instance ve
speciﬁkaci modulu
• validate je metoda pro oveˇrˇenı´ spra´vnosti dat, prˇijı´ma´ pouze jednu konkre´tnı´
hodnotu v parametru a vracı´ True nebo False. Samotny´ ko´d metody mu˚zˇe data
oveˇrˇovat libovolny´m zpu˚sobem, nejcˇasteˇji se vyuzˇı´va´ knihovny ”re“ pro oveˇrˇenı´
regula´rnı´m vy´razem, nebo jen naprˇ. omezenı´ rozsahu cˇı´sla (integer)
• str vracı´ pouze na´zev datove´ho typu jako rˇeteˇzec, tedy jak se bude datovy´ typ
jmenovat ve speciﬁkaci sloupce v komunikacˇnı´m protokolu.
• encode osˇetrˇuje prˇı´chozı´ data prˇi ukla´da´nı´ do databa´ze, nejcˇasteˇji se escapujı´ urcˇite´
sekvence textove´ho rˇeteˇzce
• decode je inverznı´ funkce k encode - deko´duje data ulozˇena v databa´zi prˇi odesı´la´nı´
ke klientovi
Vzhledem k objektove´mu na´vrhu datovy´ch typu˚ se nove´ typy dajı´ snadno zdeˇdit z jizˇ
existujı´cı´ch. Vy´hodne´ je to tehdy, pokud chceme naprˇı´klad jen informovat klienta, zˇe ma´
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pouzˇı´t jiny´ prvek (widget) k editaci. Toho se vyuzˇı´va´ naprˇ. u datove´ho typu HTML, cozˇ
je v podstateˇ textovy´ rˇeteˇzec, ale pro editaci se pouzˇı´va´ HTML editor.
class String(IType):
regexp = None












Vy´pis 6: Deˇdicˇnost datove´ho typu
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4.4 Automatizovane´ SQL dotazy, transakce
Vzhledem k tomu, zˇe je aplikace zalozˇena´ prˇeva´zˇneˇ na SQL databa´zi, je vhodne´
manipulaci s databa´zi co nejvı´ce zjednodusˇit. Vsˇe se nacha´zı´ v knihovneˇ lib.sqlReport,
ktera´ obsahuje trˇı´dy pro SELECT, INSERT, UPDATE a DELETE.
Prˇi pra´ci s databa´zı´ vsˇem trˇı´da´m (pro jakoukoliv operaci) prˇeda´va´me deﬁnice
sloupcu˚. Deﬁnice sloupcu˚ je instance trˇı´dy Column, ktera´ obsahuje vesˇkery´ popis dat
ukla´dany´ch ve sloupci, stejneˇ jako se prˇena´sˇı´ ke klientovi komunikacˇnı´m protokolem.
Konstruktor te´to trˇı´dy ma´ jediny´ parametr - asociativnı´ posle s parametry.
• name - na´zev sloupce, bude se zobrazovat na klientske´ straneˇ
• id - identiﬁka´tor, ktery´ urcˇuje prˇesny´ na´zev sloupce vy´sledne´ho dotazu, tedy na´zev
sloupce, prˇı´padneˇ na´zev aliasu pokud byl v dotazu pouzˇit
• visibility - pole, ktere´ urcˇuje viditelnost na klientske´ aplikaci
– static - viditelne´ prˇi zobrazova´nı´ dat
– edit - viditelne´ prˇi editaci
nebo pra´zne´ pole - tedy nebude viditelne´ nikdy.
• required - restrikce, jestli je hodnota vyzˇadova´na prˇi editaci, tedy je povinna´
• insertable - boolean prˇı´znak, jestli lze data tohoto sloupce vkla´dat (INSERT) do
databa´ze. Naprˇ. prima´rnı´ klı´cˇ, ktery´ je generova´n prˇı´mo databa´zı´ ma´ nastaveno
false.
• editable - boolean prˇı´znak obdobneˇ jako insertable, znacˇı´ jestli je sloupec upravit
pomocı´ UPDATE
• ﬂags - pole s prˇı´davny´mi informacemi, naprˇ. ”primaryKey”, jestli je sloupec
prima´rnı´m klı´cˇem v databa´zi
• default - vy´chozı´ hodnota sloupce - pokud SQL dotaz vra´tı´ NULL, pouzˇije se tato
hodnota
• type - instance trˇı´dy datove´ho typu, vı´ce 4.3
• searchAlias - sˇablona pro WHERE podmı´nku. Pokud naprˇ. hleda´me urcˇitou shodu
rˇeteˇzce pomocı´ LIKE opera´toru, do searchAlias mu˚zˇeme napsat vy´raz, kde%s bude
nahrazeno konkre´tnı´ hodnotou
• value - pevneˇ dana´ hodnota sloupce
Vsˇechny trˇı´dy pro pra´ci s databa´zı´ deˇdı´ ze trˇı´dy ColumnParser, ktera´ zjednodusˇuje
pra´ci s deﬁnicemi sloupcu˚, validaci dat a obsahuje dalsˇı´ podpu˚rne´ funkce.
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4.4.1 SQLReport
Trˇı´da SQLReport slouzˇı´ pro zı´ska´va´nı´ dat z databa´ze (operace SELECT). Prˇi
vytva´rˇenı´ instance se v konstruktoru prˇeda´va´ zforma´tovany´ rˇeteˇzec konkre´tnı´ho SQL
dotazu. V SQL dotazu se nesmı´ uva´deˇt klauzule WHERE, ORDER a LIMIT/OFFSET.
Mı´sto teˇchto klauzulı´ se zapisujı´ za´stupne´ konstanty. Tyto za´stupne´ konstanty se pak
prˇevedou na automaticky vygenerovany´ SQL ko´d. Konstanty se zapisujı´ ve forma´tu
”%(nazev)s“, je to nativnı´ za´pis forma´tova´nı´ v jazyce Python.
Dostupne´ konstanty:
• where - mı´sto, kam se ma´ vlozˇit podmı´nka, ktera´ se nastavuje metodou setFilter,
prˇı´padneˇ setFixedFilter
• order - mı´sto, kam se vlozˇı´ na´zvy sloupcu˚ rˇazenı´
• limit - mı´sto, kam se vlozˇı´ omezenı´ pocˇtu vy´sledny´ch za´znamu˚, vcˇetneˇ offsetu
Po vytvorˇenı´ instance trˇı´dy SQLReport je nutne´ prˇedat deﬁnice sloupcu˚ pomocı´
metody setColumns. Po prˇeda´nı´ deﬁnice sloupcu˚ lze libovolneˇ nastavovat podmı´nky.
K tomu slouzˇı´ metody setFixedFilter a setFilter. Podmı´nky prˇedane´ pomocı´
setFixedFilter zarucˇujı´ vynucene´ pouzˇitı´ v kazˇde´m dotazu a mozˇnost obsa´hnout
v podmı´nce i sloupce, ktere´ nebyly prˇedem deﬁnovane´. Toho se vyuzˇı´va´ prˇeva´zˇneˇ
k vazbeˇ dat na uzˇivatele, jehozˇ ID je v session. Trˇı´da SQLReport da´le obsahuje metodu
setOrder pro rˇazenı´ vy´sledku˚, ktere´ se v parametru prˇeda´va´ asociativnı´ pole, kde klı´cˇe
v poli jsou na´zvy sloupcu˚ a hodnoty naby´vajı´ ”ASC“ pro vzestupne´, prˇı´padneˇ ”DESC“
pro sestupne´ rˇazenı´. SQLReport jesˇteˇ umozˇnˇuje omezenı´ pocˇtu vy´sledku˚ a to metodou
setLimit se dveˇma argumenty, prvnı´ pro pocˇa´tecˇnı´ pozici v datech a druhy´ parametr
urcˇuje celkovy´ pocˇet vy´sledku˚.
def getData(self, query):
result = SQLReport(”SELECT ∗ FROM pim.events %(where)s %(order)s %(limit)s”)
result.setColumns(self.columns)
result.setFixedFilter(”user id = ’%s’” % self.session[’user id’])
result.setFilter(query)
return result.getReport()
Vy´pis 7: Uka´zka pouzˇitı´ trˇı´dy SQLReport
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4.4.2 SQLUpdate
Trˇı´da SQLUpdate poskytuje jednoduche´ rozhranı´ pro aktualizaci za´znamu˚
v databa´zi. Vsˇechny trˇı´dy z knihovny lib.sqlReport se chovajı´ obdobneˇ. Konstruktor
SQLUpdate prˇebı´ra´ na´zev tabulky, ktera´ se ma´ aktualizovat. Vzhledem k tomu, zˇe
UPDATE v SQL databa´zı´ch vypada´ cˇasto podobneˇ, stacˇı´ jen pomocı´ metody setKey
nastavit WHERE podmı´nku. Metoda setKey se chova´ stejneˇ jako setFilter u SQLReport.
Nakonec se objektu prˇedajı´ data ve formeˇ asociativnı´ho pole metodou setData.








Vy´pis 8: Uka´zka pouzˇitı´ trˇı´dy SQLUpdate
4.4.3 SQLInsert
Trˇı´da SQLInsert zprostrˇedkova´va´ vkla´da´nı´ do databa´ze. Chova´nı´ ma´ identicke´ jako
trˇı´da SQLUpdate, jen se nenastavuje podmı´nka, ktera´ je u operace INSERT zbytecˇna´.
Funkce spousˇteˇjı´cı´ SQL dotaz, tedy insert(), vracı´ prima´rnı´ klı´cˇ vlozˇene´ho za´znamu,





’user id’: self.session[’user id’]
})
result.insert()
Vy´pis 9: Uka´zka pouzˇitı´ trˇı´dy SQLInsert
4.4.4 SQLDelete
Poslednı´ trˇı´dou, kterou knihovna sqlReport disponuje, je SQLDelete slouzˇı´cı´
k maza´nı´ za´znamu˚ z databa´ze. Chova´nı´ ma´ taky obdobne´ jako trˇı´da SQLUpdate, s tı´m
rozdı´lem, zˇe se nenastavujı´ data, ale pouze podmı´nka, podle ktere´ se rˇa´dky odstranˇujı´.
Prˇi pouzˇı´va´nı´ SQLDelete je nutne´ podmı´nku uve´st, protozˇe PostgreSQL by bez uvedenı´
podmı´nky smazal vsˇechny za´znamy. Z tohoto du˚vodu trˇı´da SQLDelete za´meˇrneˇ
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nepodporuje maza´nı´ bez podmı´nky, protozˇe se to v PIM nikde nevyuzˇı´va´







Vy´pis 10: Uka´zka pouzˇitı´ trˇı´dy SQLDelete
4.4.5 SQL rozhranı´
Pro prˇipojenı´ k PostgreSQL se na serveru vytva´rˇı´ pool, tedy objekt, ktery´ obsahuje
blı´zˇe nespeciﬁkovane´ mnozˇstvı´ trvaly´ch prˇipojenı´ k databa´zi a tyto prˇipojenı´ se z poolu
vybı´rajı´ a vracı´. Prˇi pra´ci s databa´zı´ je z poolu vyzˇa´da´n objekt prˇipojenı´, ten se z poolu
vyjme po dobu, co se s nı´m pracuje, pak se do poolu vra´tı´. Prˇı´stup prˇedem vytvorˇeny´ch
spojenı´ v poolu ma´ vy´hodu ve zmensˇenı´ rezˇie neusta´le´ho prˇipojova´nı´ a odpojova´nı´
k databa´zove´mu serveru. Kazˇde´ prˇipojenı´ vyjmute´ z poolu se do poolu zase musı´ vra´tit,
jinak by vznikl tzv. connection leak, v poolu by objekty prˇipojenı´ dosˇly a aplikace by
zhavarovala na nedostatek prˇipojenı´.
Pool je deﬁnova´n v knihovneˇ datasources.postgres, konkre´tneˇ trˇı´da ConnectionPool.
Tato trˇı´da implementuje kromeˇ konstruktoru 3 metody.
• getconn - zı´ska´va´ objekt prˇipojenı´ z poolu
• putconn(objekt prˇipojenı´) - vracı´ prˇipojenı´ zpeˇt do poolu
• query(sql dotaz) - jednoduche´ vykona´nı´ SQL dotazu, funkce obstara´ zı´ska´nı´
prˇipojenı´, vykona´nı´ dotazu a na´sledne´ vra´cenı´ prˇipojenı´ do poolu
Zı´skany´ objekt prˇipojenı´ poskytuje metodu cursor(), ktera´ vytva´rˇı´ kurzor pro
vykona´va´nı´ SQL dotazu˚. Kurzor je objekt, ktery´ umozˇnˇuje vykona´nı´ SQL ko´du z
Pythonu a existuje po celou dobu prˇipojenı´ k databa´zi. Kurzor vytvorˇeny´ ve stejne´m
objektu prˇipojenı´ nenı´ izolovany´, tedy zmeˇny jednoho kurzoru uvidı´ jiny´ kurzor
stejne´ho objektu, i kdyzˇ nebyl proveden commit
4.4.6 Transakce
Transakce je usporˇa´dana´ skupina databa´zovy´ch operacı´ (dotazu˚, procedur), ktera´ se
vnı´ma´ a prova´dı´ jako jedina´ jednotka a to cela´, nebo vu˚bec ne. Nikdy nesmı´ nastat prˇı´pad,
kdy se vykona´ jen jejı´ cˇa´st. Transakce je vhodne´ pouzˇı´vat prˇi zmeˇna´ch ve vı´ce tabulka´ch,
prˇı´padneˇ rˇeteˇzenı´ SQL operacı´. Tyto operace se tak provedou bud’to vsˇechny, nebo zˇa´dna´.
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Trˇı´da pro vykona´va´nı´ transakcı´ SQLTransaction je implementova´na ve stejne´
knihovneˇ jako pool prˇipojenı´, tedy v datasources.postgres. Transakce se prova´dı´ tak, zˇe
se vytvorˇı´ instance te´to trˇı´dy, ktera´ poskytuje kurzor. S tı´mto kurzorem se vykona´vajı´
SQL dotazy, prˇi u´speˇsˇne´m provedenı´ vsˇech dotazu˚ se spustı´ metoda commit() a zmeˇny
se trvale ulozˇı´ do databa´ze.
Trˇı´dy pro pra´ci s databa´zı´, konkre´tneˇ SQLUpdate, SQLInsert, SQLDelete mohou
prˇebı´rat v konstruktoru instanci SQL transakce. Tı´mto tyto trˇı´dy pouzˇijı´ pro sve´ SQL
dotazy stejny´ objekt prˇipojenı´. Pak se v ko´du pomocı´ vy´jimek provede commit, ktery´
zmeˇny ulozˇı´ nebo rollback, ktery´ vra´tı´ zmeˇny do stavu prˇed zapocˇetı´m transakce.
transaction = datasources.postgres.SQLTransaction()
try:
a = SQLDelete(”pim.events”, transaction)
...
b = SQLUpdate(”pim.events”, transaction)
...
b = SQLInsert(”pim.events”, transaction)
transaction.commit()




Vy´pis 11: Uka´zka pouzˇitı´ transakcı´
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4.5 Moduly, rozhranı´ modulu˚
Moduly, ktere´ majı´ poskytovat data klientovi, by meˇly implementovat speciﬁcke´
rozhranı´ a vracet data ve sjednocene´m forma´tu popsane´m v kapitole 3.1. Rozhranı´ je
deﬁnova´no v knihovneˇ lib.Module, kterou lze zdeˇdit nebo implementovat znovu. Pro
rychlost a jednoduchost psanı´ novy´ch modulu˚, lib.Module implementuje za´kladnı´
operace s databa´zemi, ktere´ jsou natolik automatizovane´, zˇe stacˇı´ jen deﬁnovat sloupce
a databa´zovou tabulku. Z teˇchto deﬁnic se vygenerujı´ patrˇicˇne´ operace SELECT,
INSERT, UPDATE a DELETE. Pokud generovane´ operace nejsou vyhovujı´cı´, lze vzˇdy
danou metodu prˇedeﬁnovat.
• init (session) - konstruktor, prˇijı´ma´ pouze objekt session, ktery´ obsahuje ulozˇene´
data mezi jednotlivy´mi HTTP pozˇadavky
• getData(query, limit, offset) - metoda, ktera´ vracı´ konkre´tnı´ data. Objekt query
slouzˇı´ k vyhleda´va´nı´, limit a offset ke stra´nkova´nı´ dat
• getColumns - metoda bez parametru˚, ktera´ vracı´ pouze speciﬁkaci sloupcu˚, vı´ce
v kapitole 4.4
• update(key, data) - metoda pro aktualizaci dat. Objekt key urcˇuje konkre´tnı´
podmı´nku, ktere´ rˇa´dky se majı´ aktualizovat. Data obsahujı´ nove´ hodnoty
• insert(data) - metoda pro vkla´da´nı´ dat
• delete(key) - metoda pro maza´nı´ dat. Objekt key obsahuje podmı´nku, ktere´ rˇa´dky
se majı´ smazat
Trˇı´da lib.Module vyzˇaduje, aby byly v trˇı´dnı´ promeˇnne´ ”columns“ deﬁnova´ny
sloupce. Deﬁnice sloupcu˚ jsou instance trˇı´dy lib.sqlReport.Column v poli. Da´le take´
pozˇaduje trˇı´dnı´ promeˇnnou ”table“, ktera´ speciﬁkuje tabulku, se kterou se bude
pracovat. Automaticky vygenerovane´ SQL dotazy vzˇdy osˇetrˇujı´ prˇı´chozı´ data
a kontrolujı´ jejich spra´vnost podle datovy´ch typu˚.
Prˇi prˇedeﬁnova´nı´ metod lze vykonat vı´ce SQL operacı´ a prˇedevsˇı´m je vhodne´
vsˇechny tyto operace prova´deˇt v transakcı´ch.
4.6 Modul RSS cˇtecˇky
Soucˇa´stı´ PIM aplikace je za´kladnı´ implementace RSS cˇtecˇky. V databa´zi k tomuto
u´cˇelu existuje tabulka rss feeds, kde ma´ kazˇdy´ uzˇivatel ulozˇene´ URL k jednotlivy´m RSS
feedu˚m.
Modul je rozcˇleneˇn na 3 trˇı´dy:
• Feed - vy´pis vsˇech za´znamu˚ z konkre´tnı´ URL
• FeedList - seznam dostupny´ch RSS feedu˚
• rssSettings - administrace RSS feedu˚
24
K samotne´mu parsova´nı´ RSS feedu je vyuzˇı´va´na Python knihovna feedparser. Ta
poskytuje trˇı´du feedparser.parse, ktera´ vracı´ objekt s RSS polozˇkami v atributu
”entries“. Ty se pak pouze zforma´tujı´ tak, aby odpovı´daly speciﬁkacı´m sloupcu˚
a odesˇlou na klienta k zobrazenı´.
4.7 Modul E-Mailove´ho klienta
Za´kladem pro emailovy´ klient je vyuzˇitı´ vestaveˇne´ knihovny imaplib a smtplib
v Pythonu. Imaplib poskytuje nı´zkou´rovnˇove´ rozhranı´ pro IMAP u´cˇty, pra´ce s tı´mto
rozhranı´m je teˇzˇkopa´dna´ a nepohodlna´. To vedlo k implementaci vrstvy vyuzˇı´vajı´cı´
imaplib a implementaci funkcı´ usnadnˇujı´cı´ tvorbu modulu.
Modul emailove´ho klienta je rozdeˇlen na tyto cˇa´sti:
• folderTree - pouze vracı´ strom slozˇek
• imapSettings - poskytuje IMAP nastavenı´
• smtpSettings - poskytuje SMTP nastavenı´
• mailList - vracı´ seznam emailu˚ konkre´tnı´ slozˇky
• mailMessage - vracı´ teˇlo emailu a umozˇnˇuje odeslat novy´ email
IMAP (Internet Message Access Protocol) je internetovy´ protokol pro vzda´leny´
prˇı´stup k e-mailove´ schra´nce. Na rozdı´l od protokolu POP3 umı´ IMAP pracovat v tzv.
on-line i off-line rezˇimu a nabı´zı´ pokrocˇile´ mozˇnosti vzda´lene´ spra´vy (pra´ce se slozˇkami,
prˇesouva´nı´ zpra´v, prohleda´va´nı´ na straneˇ serveru a podobneˇ). V soucˇasne´ dobeˇ se
pouzˇı´va´ protokol IMAP4 (IMAP version 4 revision 1 - IMAP4rev1), ktery´ je deﬁnova´n
v RFC 3501. [8]
Vrstva pro IMAP obsahuje pouze jednu trˇı´du maillib.Imap. Ta v konstruktoru
prˇebı´ra´ ID uzˇivatele a ID u´cˇtu, ke ktere´mu se ma´ prˇipojit. Vsˇechny IMAP u´cˇty vcˇetneˇ
nastavenı´ jsou ulozˇeny v databa´zove´ tabulce imap accounts. ID uzˇivatele IMAP vrstva
prˇebı´ra´ pouze pro kontrolu, jestli konre´tnı´ u´cˇet tomuto uzˇivateli na´lezˇı´. Prˇedejde se tak
u´toku, kdy by uzˇivatel zkousˇel v pozˇadavku uva´deˇt cizı´ ID. IMAP vrstva si vytvorˇı´
instanci IMAP4 objektu z imaplib, prˇı´padneˇ IMAP4 SSL, pokud jde o zabezpecˇene´
spojenı´.
Vrstva poskytuje prˇedevsˇı´m konverzi IMAP struktur do vlastnı´ch forma´tu˚, naprˇı´klad
parsova´nı´ adresa´rˇove´ struktury do stromu a prˇevod datumu na nativnı´ objekty jazyka
Python. Da´le tato trˇı´da poskytuje metody:
• login(login, password) - prˇihla´sˇenı´ uzˇivatele
• getFolderTree - vra´tı´ adresa´rˇovy´ strom v asociativnı´m poli
• getMailList(directory, searchParams) - vra´tı´ seznam emailu˚ konkre´tnı´ slozˇky
(vy´chozı´ je ”INBOX“)
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• getMail(mailId, folder) - vra´tı´ teˇlo konkre´tnı´ho emailu. Je nutne´ prˇedat i na´zev
slozˇky
• close - korektnı´ ukoncˇenı´ spojenı´
Pro odesı´la´nı´ se vyuzˇı´va´ vestaveˇne´ knihovny smtplib. Jejı´ pouzˇitı´ je snadneˇjsˇı´
a jednodusˇsˇı´ nezˇ imaplib, takzˇe bylo zbytecˇne´ vytva´rˇet dalsˇı´ vrstvu. V modulu se
vytvorˇı´ spojenı´ na SMTP server vcˇetneˇ prˇihla´sˇenı´, prˇida´ se emailova´ zpra´va v podobeˇ
MIME a odesˇle.
MIME, plny´m na´zvem Multipurpose Internet Mail Extensions (”Vı´ceu´cˇelova´
rozsˇı´rˇenı´ internetove´ posˇty“), je internetovy´ standard, ktery´ umozˇnˇuje pomocı´
elektronicke´ posˇty zası´lat zpra´vy obsahujı´cı´ text s diakritikou, lze k nı´ prˇilozˇit prˇı´lohu
v nejru˚zneˇjsˇı´ch forma´tech, umozˇnˇuje funkci digita´lnı´ho podpisu apod. V soucˇasne´ dobeˇ
ho vyuzˇı´vajı´ i dalsˇı´ protokoly aplikace (naprˇ. HTTP). Standard MIME je deﬁnova´n sˇesti
dokumenty: RFC 2045, RFC 2046, RFC 2047, RFC 4288, RFC 4289 a RFC 2049. [9]
Samotna´ zpra´va je pak vcˇetneˇ HTML forma´tova´nı´ zabalena ve trˇı´deˇ MIMEText
s ko´dova´nı´m UTF-8.
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5 Implementace klientske´ aplikace
Aby byla klientska´ aplikace multiplatformnı´ a dostupna´ kdekoliv, vyuzˇı´va´ se RIA
architektury v internetove´m prohlı´zˇecˇi. Cela´ klientska´ aplikace funguje na principu
nacˇtenı´ pocˇa´tecˇnı´ pra´zdne´ stra´nky bez jaky´chkoliv elementu˚ a na´sledne´ vykreslova´nı´
(renderova´nı´) jednotlivy´ch GUI prvku˚ pomocı´ programovacı´ho jazyku JavaScript.
V dnesˇnı´ dobeˇ je rychlost JavaScriptu vı´ce nezˇ dostacˇujı´cı´, vyuzˇı´va´ se mnoho
optimalizacı´ vcˇetneˇ JIT compileru.
Aplikace vykreslı´ kompletnı´ GUI pomocı´ vlastnı´ch prvku˚ a vesˇkere´ data odesı´la´
i stahuje komunikacˇnı´m protokolem pomocı´ AJAX pozˇadavku. AJAX je asynchronnı´
pozˇadavek na server, ktery´ beˇzˇı´ na pozadı´ a prˇi odezveˇ vyvola´ prˇedem deﬁnovanou
uda´lost. Vesˇkera´ interakce s uzˇivatele vyuzˇı´va´ AJAX pozˇadavku˚ a prˇekreslenı´ pouze
urcˇite´ oblasti aplikace, stra´nka se tedy nikdy neprˇekresluje cela´, tı´mto se docı´lı´ te´meˇrˇ
okamzˇite´ odezvy bez problika´va´nı´ obdobneˇ jako v nativnı´ch aplikacı´ch.
5.1 DoJo - objektovy´ JavaScript
Vykreslova´nı´ jednotlivy´ch GUI komponent a widgetu˚ usnadnˇuje pouzˇity´ framework
DoJo, ktery´ do JavaScriptu zava´dı´ objektivneˇ orientovane´ programova´nı´, vcˇetneˇ
deˇdicˇnosti trˇı´d a funkce pro pra´ci s objekty.
DoJo obsahuje nebo je rozdeˇleno na 3 cˇa´sti. Za´kladnı´ cˇa´st je nedeˇlitelna´, cˇasto
oznacˇova´na jako ”core“ obsahuje funkci pro pra´ci s DOM objektem. DOM objekt je
strom rozparsovane´ HTML stra´nky, tedy rozhranı´ mezi HTML strukturou
a JavaScriptem. Jaka´koliv zmeˇna v DOM stromu se ihned projevı´ v HTML strukturˇe
a naopak. Za´kladnı´ cˇa´st DoJo toolkitu takte´zˇ obsahuje podpu˚rne´ soucˇa´sti pro objektoveˇ
orientovane´ programova´nı´, deklaraci trˇı´d a deˇdicˇnosti, vcˇetneˇ ostatnı´ch na´stroju˚ naprˇ.
pro AJAX pozˇadavky na server, snadne´ CSS stylova´nı´ HTML prvku˚ a mnoho dalsˇı´ho.
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Druhou cˇa´stı´ je knihovna Dijit, ktera´ stavı´ na objektove´m programova´nı´ a vytva´rˇı´
snadno pouzˇitelne´ GUI prvky, kontejnery pro tvorbu GUI, ovla´dacı´ a vstupnı´ widgety.
Trˇetı´ cˇa´stı´ je knihovna DojoX, oznacˇova´na jako DoJo Experimental, kde se nacha´zı´
experimenta´lnı´, nove´, prˇı´padneˇ neotestovane´ cˇa´sti jak GUI prvku˚, tak samotny´ch funkcı´
DoJo. Z DojoX se jednotlive´ cˇa´sti prˇesunujı´ do ”core“ nebo dijit po otestova´nı´ a prohla´sˇenı´
za stabilnı´.
5.1.1 GUI prvky
Vesˇkere´ GUI prvky deˇdı´ ze za´kladnı´ trˇı´dy dijit. Widget. Tato trˇı´da implementuje
za´kladnı´ strukturu GUI prvku tak, jak ji vyzˇaduje DoJo. Za´kladnı´, korˇenovy´ HTML
prvek, se nacha´zı´ v trˇı´dnı´ promeˇnne´ domNode. Tento HTML prvek mu˚zˇe obsahovat
libovolnou HTML strukturu, ale ve frameworku se pracuje pouze s celou trˇı´dou, do
HTML prvku˚ by se zasahovat nemeˇlo.
dijit.Widget implementuje za´kladnı´ uda´losti, ktere´ mu˚zˇeme prˇepsat, nebo vyuzˇı´t
na´vrhove´ho vzoru observer a na tyto uda´losti se napojit. Zˇivotnı´ cyklus DoJo widgetu:
• constructor - konstruktor objektu
• postMixInProperties - metoda, ktera´ vola´na prˇed samotny´m zapocˇetı´m
vykreslova´nı´, tady lze ovlivnit vsˇechny pocˇa´tecˇnı´ promeˇnne´ objektu
• buildRendering - pokud je zdeˇdeˇn i prˇedek dijit. Templated, zde se parsuje HTML
sˇablona do DOM stromu
• postCreate - typicky metoda pro vykona´nı´ vlastnı´ho ko´du po vytvorˇenı´ prvku
• startup - metoda, ktera´ je vola´na po vlozˇenı´ prvku do DOM stromu, tedy do HTML
stra´nky
• destroy - destruktor, v te´to metodeˇ by se meˇly odstranit vesˇkere´ internı´ objekty
a instance pro garbage collector










Vy´pis 12: Trˇı´dy v DoJo toolkit
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Prˇi vytva´rˇenı´ trˇı´d pomocı´ DoJo je vhodne´ dba´t na prˇedem urcˇenou sˇta´bnı´ kulturu.
Prˇedevsˇı´m prˇi vytva´rˇenı´ instance se parametry vzˇdy prˇeda´vajı´ jako asociativnı´ pole
(v JavaScriptu a da´le jako objekt). Tı´mto objektem lze prˇi vytva´rˇenı´ instance prˇepisovat
i jednotlive´ metody.
var instance = new myObject({
name: ”nazev”,




Vy´pis 13: Trˇı´dy v DoJo toolkit
Vzhledem ke koncepci JavaScriptu je kontext volane´ funkce vzˇdy kontext pu˚vodnı´,
tedy neprˇepsane´ funkce. Pokud trˇı´da ”myObject“ deﬁnuje funkci onClick,
a v konstruktoru je prˇepsa´na jinou funkcı´, kontext (trˇı´dnı´ promeˇnna´ this) je trˇı´da
myObject, nikoliv trˇı´da ve ktere´ je instance vytvorˇena a funkce prˇepsa´na. Prˇedejı´t te´to
situaci se da´ pomoci funkce dojo.hitch, ktera´ obalı´ funkci do spra´vne´ho kontextu,
v tomto prˇı´padeˇ trˇı´dy ve ktere´ vytva´rˇı´me instanci, nebo pomocı´ uza´veˇru˚, cozˇ se ale
prˇı´lisˇ nedoporucˇuje z du˚vodu mozˇny´ch vzniku˚ memory leaku˚ (u´niku pameˇti).
5.2 Architektura a design aplikace
V klientske´ aplikaci se vyuzˇı´va´ prˇedevsˇı´m zobrazovacı´ch prvku˚ z knihovny Dijit,
prˇı´padneˇ deˇdeˇnı´ ze za´kladnı´ch trˇı´d a implementace vlastnı´ch prvku˚.
Aplikace se deˇlı´ na dveˇ hlavnı´ cˇa´sti - GUI a Widgety. Widgety implementujı´ jednotlive´
zobrazovacı´, prˇı´padneˇ vstupnı´ prvky a GUI pouze zobrazuje tyto prvky na obrazovce,
prˇı´padneˇ umist’uje do konkre´tnı´ch kontejneru˚. Tomu odpovı´da´ i adresa´rˇova´ struktura
aplikace:
• app
– conﬁg - staticke´ konﬁguracˇnı´ soubory
∗ Dashboard.js - dostupne´ widgety pro hlavnı´ obrazovku
∗ SiteMap.js - konﬁgurace jednotlivy´ch pohledu˚ a menu
– gui - implementace GUI
∗ init.js - inicializace a spousˇteˇnı´ aplikace
∗ Page.js - implementace zobrazene´ stra´nky (menu, kontejnery,
vykreslova´nı´)
– widgets - vlastnı´ zobrazovacı´ a vstupnı´ widgety
– templates - sˇablony pro DataForm, vı´ce v kapitole 5.4.1
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Inicializace aplikace se prova´dı´ ve scriptu app/init.js, ktery´ vytva´rˇı´ instanci trˇı´dy
app.gui.Page, tedy hlavnı´ stra´nky, a napojuje se na za´kladnı´ uda´losti jako je hashChange
a document.onkeypress. Uda´lost hashChange je vyvola´na prˇi zmeˇneˇ URL za znakem
“#”, ktera´ se meˇnı´ prˇi zmeˇneˇ sekce v menu - tı´m se mu˚zˇe prˇı´mo pomocı´ URL urcˇit obsah
k zobrazenı´, takzˇe lze odkazem otevrˇı´t podstra´nku i v JavaScriptu.
Document.onkeypress je uda´lost vyvolana´ po stisku kla´vesy, takzˇe lze vyuzˇı´vat prˇedem
deﬁnovane´ kla´vesove´ zkratky.
Da´le se prˇi inicializaci vkla´da´ instance Page.js do DOM stromu, tı´m se zobrazı´ na
stra´nce a zavola´ startup(), ktera´ se vola´ na kazˇdy´ widget po vlozˇenı´ do DOM stromu.
Vzhledem k mozˇnostem JavaScriptu init.js rozsˇirˇuje neˇktere´ nativnı´ objekty, jako je
String a Date pro snadneˇjsˇı´ pra´ci s datem.
Za´kladnı´ koncept uzˇivatelske´ho rozhranı´:
5.2.1 Vykreslova´nı´ stra´nek
Trˇı´da app.gui.Page vytva´rˇı´ za´kladnı´ strukturu stra´nky - cozˇ je hlavicˇka, kde se
zobrazuje panel o prˇihla´sˇene´m uzˇivateli, leve´ menu a kontejner pro vykreslova´nı´
obsahu jednotlivy´ch pohledu˚. Po celou dobu beˇhu aplikace se app.gui.Page nemeˇnı´,
pouze se prˇekresluje kontejner s pohledem konkre´tnı´ sekce.
Prˇekreslova´nı´ obsahu obsluhuje metoda onHashChanged, ktera´ je napojena na
nativnı´ uda´lost prohlı´zˇecˇe hashChange reagujı´cı´ na zmeˇnu URL. Metoda nejprve
odstranı´ pu˚vodnı´ obsah, zajistı´ korektnı´ odstraneˇnı´ pu˚vodnı´ instance a vytvorˇı´ novou
instanci odpovı´dajı´cı´ho obsahu. Instance obsahu a jejich vazba na URL je




















Vy´pis 14: Struktura SiteMap
SiteMap konﬁgurace je JavaScriptovy´ objekt a jeho polozˇky se veˇtvı´ do stromu.
Prvnı´ u´roveˇnˇ vytva´rˇı´ kategorii v menu a druhou u´rovenˇ, tedy polozˇky v kategorii
vytva´rˇı´ polozˇka “items“. Klı´cˇ na´zvu objektu je unika´tnı´ identiﬁka´tor, ktery´ se pouzˇı´va´
i v URL. Polozˇky v kategorii se vykreslujı´ automaticky dle konﬁgurace, nebo lze
deﬁnovat vlastnı´ widget uvedeny´ v menuProvider. Tento widget se vykreslı´ v kategorii
mı´sto ostatnı´ch polozˇek (na konﬁguraci polozˇek se pak nebere ohled).
Po prˇekreslenı´ obsahu se na instanci podstra´nky da´le vola´ metoda onHashChanged,
aby zmeˇna URL ”prosa´kla“ nı´zˇe. Pokud se nezmeˇnı´ v URL identiﬁka´tor obsahu, pouze
se uda´lost onHashChanged zavola´ na samotny´ objekt obsahu.
5.3 Komunikace se serverem
Komunikace probı´ha´ prˇeva´zˇneˇ striktneˇ deﬁnovany´m protokolem, vı´ce v kapitole
3.1. Konkre´tnı´ zpu˚sob komunikace mu˚zˇe by´t odlisˇny´ pro jednotlive´ moduly, deﬁnice
komunikacˇnı´ho protokolu je prˇedevsˇı´m doporucˇena´, ale ne striktneˇ vyzˇadova´na.
JavaScript umozˇnˇuje asynchronnı´ HTTP pozˇadavky na server, takzˇe prˇi interakci
s uzˇivatelem se mohou odesı´lat/prˇijı´mat data bez vlivu na odezvu GUI. K tomu
framework DoJo poskytuje API dojo.xhr, v tomto prˇı´padeˇ se pouzˇı´va´ funkce
dojo.xhrPost, ktera´ odesı´la´ data metodou POST.
5.3.1 JsonStore
Vsˇechny widgety frameworku DoJo preferujı´ oddeˇlenı´ datove´ vrstvy od prezencˇnı´,
kazˇdy´ widget poskytujı´cı´ rozhranı´ nad neˇjaky´mi daty vyzˇaduje objekt Store, ktery´
prˇedstavuje datovy´ model. DoJo sice disponuje sˇka´lou Store trˇı´d, ale vzhledem k deﬁnici
vlastnı´ho komunikacˇnı´ho protokolu je nutne´ implementovat vlastnı´ Store trˇı´du. DoJo
poskytuje rozhranı´ k implementaci teˇchto trˇı´d, ktere´ se rozdeˇlujı´ na 3 za´kladnı´ typy:
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• dojo.data.api.Read - rozhranı´ potrˇebne´ ke cˇtenı´ dat
• dojo.data.api.Write - rozhranı´ potrˇebne´ k ukla´da´nı´ dat (vkla´da´nı´, editaci, maza´nı´)
• dojo.data.api.Identity - rozhranı´ urcˇene´ k manipulaci s prima´rnı´mi klı´cˇi
Store trˇı´da v PIM klientske´ aplikaci, app.JsonStore, implementuje vsˇechny trˇi tyto
rozhranı´. Splnˇuje tak vsˇechny prˇedpoklady k plnohodnotne´mu vyuzˇitı´ vsˇech
dostupny´ch i vlastnı´ch widgetu˚ pro operaci s daty.
V konstruktoru JsonStore je jeden povinny´ argument ”module“, a to na´zev modulu
na serveru, se ktery´m bude probı´hat vesˇkera´ komunikace.
this.store = new app.JsonStore({
module: ”Tasks”
});






Vy´pis 15: Prˇı´klad uzˇitı´ JsonStore
Pro zı´ska´nı´ dat ze Store slouzˇı´ metoda fetch, samotna´ trˇı´da uzˇ pak zajistı´, jestli data
bude stahovat ze serveru, prˇı´padneˇ nacˇte ze sve´ cache. Vsˇe za´lezˇı´ na internı´
implementaci trˇı´dy. Metoda fetch prˇijı´ma´ na´sledujı´cı´ argumenty (tak jako vsˇechny
metody z DoJo framworku - v asociativnı´m poli)
• query - objekt pro vyhleda´va´nı´ dat,
• onBegin - uda´lost vyvolana´ prˇi zacˇa´tku nacˇı´ta´nı´ dat
• onItem - uda´lost vyvolana´ prˇi zpracova´nı´ kazˇde´ho rˇa´dku
• onComplete - uda´lost vyvolana´ po nacˇtenı´ vsˇech dat
• onError - uda´lost vyvolana´ prˇi chybeˇ
• scope - kontext uda´lostı´
• start - zacˇa´tek offsetu dat
• count - maxima´lnı´ pocˇet rˇa´dku˚
• sort - objekt s argumenty pro trˇı´zenı´ dat
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Prˇed samotny´m stazˇenı´m dat si kazˇda´ instance JsonStore nacˇte ze serveru
speciﬁkace jednotlivy´ch sloupcu˚, podle ktery´ch pak forma´tuje argumenty pro
vyhleda´va´nı´ dat. Vsˇechny ﬁltry uvedene´ v query musı´ striktneˇ odpovı´dat
komunikacˇnı´mu protokolu. Kazˇdy´ datovy´ typ deﬁnuje metodu encode() a decode(),
ktere´ forma´tujı´ data do odpovı´dajı´cı´ho forma´tu.
Pro vlozˇenı´ nove´ho za´znamu do JsonStore slouzˇı´ metoda newItem prˇijı´majı´cı´ objekt
nove´ho za´znamu jako parametr. Pro u´pravu konkre´tnı´ho atributu JsonStore poskytuje
metodu setValue prˇijı´majı´cı´ 3 parametry:
• item - za´znam, ktery´ bude upraven
• attribute - na´zev atributu
• value - nova´ hodnota
Ke smaza´nı´ za´znamu existujemetoda deleteItem() s jediny´m parametrem - za´znam, ktery´
ma´ by´t smaza´n.
Vsˇechny zmeˇny (vlozˇenı´, u´prava, smaza´nı´) se ukla´dajı´ pouze loka´lneˇ do konkre´tnı´
instance JsonStore. K odesla´nı´ ke zpracova´nı´ na server je nutne´ zavolat metodu save(),
ktera´ najednou odesˇle vesˇkere´ zmeˇny v instanci.
5.4 Widgety
Widgety jsou za´kladnı´ stavebnı´ prvky cele´ho uzˇivatelske´ho rozhranı´. Widget si lze
prˇedstavit jako konkre´tnı´ cˇa´st uzˇivatelske´ho rozhranı´, ktera´ ma´ jednoznacˇene´ urcˇenı´.
V PIM aplikaci se kromeˇ widgetu˚ z DoJo frameworku vyuzˇı´vajı´ cˇasto noveˇ
implementovane´ widgety pro konkre´tnı´ pouzˇitı´ (naprˇ. kalenda´rˇe, formula´rˇe atd...)
Mezi nejdu˚lezˇı´teˇjsˇı´ widgety patrˇı´:
• LabelSelector - vy´beˇr sˇtı´tku˚ prˇi editaci
• Menu - sestavenı´ kompletnı´ho menu podle konﬁgurace v SiteMap
• Notify - pop-up oznamova´nı´ du˚lezˇity´ch uda´lostı´ (prˇı´jem emailu atd...)
• ContactDetail - pohled na detail kontaktu
• DateTimeTextBox - vstupnı´ prvek pro zada´va´nı´ data a cˇasu
• MonthView - meˇsı´cˇnı´ pohled na kalenda´rˇ vcˇetneˇ rozvrzˇenı´ u´kolu˚
• Overview - plocha s widgety ve sloupcı´ch - pouzˇı´va´ se pro dashboard
• DataForm - komplexnı´ widget pro zobrazova´nı´ a u´pravu dat
• MailMessage - detailnı´ pohled na emailovou zpra´vu
• WeekCalendar - ty´dennı´ pohled na kalenda´rˇ
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5.4.1 DataForm
DataForm widget patrˇı´ mezi nejrozsa´hlejsˇı´ widgety v aplikaci. Zajisˇt’uje zobrazova´nı´,
editaci a vkla´da´nı´ jaky´chkoliv dat. Jako u´lozˇisˇteˇ dat pouzˇı´va´ instanci DoJo Store,
v tomto prˇı´padeˇ poveˇtsˇinou JsonStore. DataForm umozˇnˇuje zobrazit data i jejich editaci
v libovolne´ podobeˇ, vcˇetneˇ neomezene´ho rozmist’ova´nı´ jednotlivy´ch vstupnı´ch prvku˚.
Zpu˚sobem zobrazova´nı´ je DataForm tak univerza´lnı´, zˇe jej lze pouzˇı´t na zobrazenı´
vsˇech dynamicky nacˇı´tany´ch dat.
Za´kladem pro zobrazova´nı´ je HTML sˇablona, ktera´ vytva´rˇı´ rozvrzˇenı´ jednotlivy´ch
vstupnı´ch, prˇı´padneˇ zobrazovacı´ch prvku˚. Framework DoJo disponuje trˇı´dou
dijit. TemplatedMixin, ktera´ parsuje HTML sˇablony do widgetu a vytva´rˇı´ jednoduchy´
prˇı´stup ke konkre´tnı´m HTML prvku˚m. Kazˇdy´ HTML prvek mu˚zˇe mı´t atribut
dojoAttachPoint (noveˇ data-dojo-attach-point, ktery´ je HTML 5 kompatibilnı´). Tento
atribut, resp. jeho hodnota, urcˇuje trˇı´dnı´ promeˇnnou, ktera´ bude slouzˇit pro prˇı´stup
k tomuto prvku. Naprˇ: <div dojoAttachPoint=”prvek1”> </div> bude v deklarovane´ trˇı´deˇ
prˇı´stupny´ jako this.prvek1. Cela´ HTML sˇablona musı´ by´t obalena v jednom korˇenove´m
prvku <div>, ten pak bude dostupny´ jako domNode ve widgetu, viz 5.1.1.
DataForm rozparsuje HTML sˇablonu a na urcˇene´ mı´sta vlozˇı´ vstupnı´ nebo
zobrazovacı´ GUI prvky podle datove´ho typu. Mı´sta, na ktera´ se tyto prvky vkla´dajı´,
musı´ mı´t striktneˇ danou hodnotu atributu dojoAttachPoint. Hodnota dojoAttachPoint
musı´ obsahovat vzˇdy identiﬁka´tor sloupce (”id“ ve speciﬁkaci, viz 3.1) a ” ﬁeld“ nebo
” label“.
• ﬁeld oznacˇuje prvek, kam se ma´ vlozˇit vstupnı´ nebo zobrazovacı´ widget podle
datove´ho typu
• label oznacˇuje prvek, kam se ma´ vlozˇit na´zev (popisek) vstupnı´ho pole - ten
odpovı´da´ poli ”name“ ve speciﬁkaci sloupce
Jedinou vy´jimkou je prvek pro vlozˇenı´ tlacˇı´tek pro editaci a smaza´nı´. U takove´ho
prvkumusı´ atribut dojoAttachPoint naby´vat hodnoty ”buttonNode“. VHTML sˇablona´ch
lze vyuzˇı´vat vesˇkere´ dostupne´ HTML forma´tova´nı´ vcˇetneˇ CSS stylova´nı´. Sˇablony pro
DataForm jsou ulozˇeny v adresa´rˇi app/templates rozdeˇlene´ podle na´zvu˚ modulu˚ (na´zev
sˇablony musı´ odpovı´dat prˇesneˇ na´zvu modulu).
DataForm ma´ dva za´kladnı´ stavy - static a edit, prˇicˇemzˇ static pouze zobrazuje data
v needitovatelne´ podobeˇ, zatı´mco edit obsahuje vstupnı´ widgety pro u´pravu dat.
Prˇepı´na´nı´ teˇchto stavu˚ se prova´dı´ pomocı´ metod startEdit() a stopEdit(), prˇı´padneˇ se
konstruktoru prˇeda´ parametr insert: true pro vlozˇenı´ nove´ho za´znamu.
Vesˇkere´ prˇevody dat ze serveru na pozˇadovany´ forma´t, prˇı´padneˇ vykreslenı´






<td dojoAttachPoint=”param ﬁeld” style=”width: 30%”></td>





Vy´pis 16: Prˇı´klad deﬁnice sˇablony
this.paramsStore = new app.JsonStore({
module: ”ContactsParams”
});
this.paramsForm = new app.widgets.form.DataForm({
query: {




contact id: this.contact id
}
});
Vy´pis 17: Prˇı´klad pouzˇı´tı´ DataForm
Pro samotne´ vykreslenı´ sˇablony se v DataFormu pouzˇı´va´ trˇı´da Field, ktera´ deˇdı´
z trˇı´dy TemplatedMixin. DataForm doka´zˇe teˇchto vykreslovacı´ch prvku˚ zobrazit
neomezeny´ pocˇet pod/za sebou, takzˇe lze vykreslovat i dlouhe´ seznamy dat. Kazˇdy´
tento prvek se pak chova´ neza´visle na sobeˇ - lze editovat a mazat.
DataForm akceptuje na´sledujı´cı´ parametry:
• store - instance DoJo Store trˇı´dy
• query - ﬁltrova´nı´ dat
• offset - pole s limitem a offsetem dat
• sort - trˇı´deˇnı´ dat podle sloupcu˚
• insert - boolean prˇı´znak, ktery´ urcˇuje, jestli se budou vkla´dat nove´ data
• visibleButtons - pole s viditelny´mi tlacˇı´tky. Mu˚zˇe naby´vat hodnot: [”edit”, ”delete”,
”cancelEdit”]
• staticData - data, ktera´ jsou prˇedem deﬁnova´na a nelze je beˇhem editace zmeˇnit.
Jsou take´ odesla´na na server
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5.4.2 Dashboard
DashBoard je syste´m pro umist’ova´nı´ maly´ch widgetu˚ do sloupcu˚ na obrazovce.
Pouzˇı´va´ se prˇedevsˇı´m pro uceleny´ prˇehled nad vsˇemi daty, naprˇı´klad pocˇet
neprˇecˇteˇny´ch emailu˚, poslednı´ RSS nebo na´sledujı´cı´ u´koly. Za´kladem tohoto widgetu je
trˇı´da dojox.layout.GridContainer, ktera´ implementuje rozmist’ova´nı´ potomku˚ do
sloupcu˚.
DashBoard je jen wrapper nad trˇı´dou dojox.layout.GridContainer, ktery´ zava´dı´
prˇedevsˇı´m konﬁguraci te´to plochy. Vesˇkere´ nastavenı´ provedene´ uzˇivatelem se ukla´da´
na serveru, prˇi prˇı´sˇtı´m nacˇtenı´ se tato konﬁgurace nacˇte a nastavı´ GridContainer. Ve
vy´chozı´m nastavenı´ je DashBoard pra´zdny´ a obsahuje 3 sloupce pro umist’ova´nı´
widgetu˚. Widget pro dashboard je jednoduchy´ panel libovolne´ velikosti implementujı´cı´
rozhranı´ dojox.widget.Portlet. Toto rozhranı´ vytva´rˇı´ kolem samotne´ho widgetu titulnı´
pruh s mozˇnostı´ prˇesunu mezi DashBoard sloupci a tlacˇı´tkem pro zavrˇenı´ / skrytı´
widgetu.
Do nastavenı´ DashBoard take´ spada´ dialogove´ okno pro vy´beˇr widgetu a prˇida´nı´ na











Vy´pis 18: Konﬁgurace widgetu v DashBoard
Pro ukla´da´nı´ konﬁgurace vcˇetneˇ rozmı´steˇnı´ jednotlivy´ch widgetu˚ na plosˇe existuje
v databa´zi tabulka settings. Konﬁgurace DashBoardu se ukla´da´ jako JSON, protozˇe slouzˇı´














Vy´pis 19: Konﬁgurace DashBoardu
5.4.3 RSS cˇtecˇka
Modul RSS cˇtecˇky pouze zobrazuje prˇijate´ data ze serveru ve standardnı´m
komunikacˇnı´m protokolu. Stahova´nı´ RSS feedu tak probı´ha´ prˇes server, ktery´ data
i patrˇicˇneˇ rozparsuje na JSON forma´t, vı´ce v kapitole 4.6
Klientska´ strana se skla´da´ z menu widgetu, ktery´ zobrazuje dostupne´ RSS feedy
a implementace DataForm widgetu poskytujı´cı´ zobrazenı´ jednotlivy´ch RSS za´znamu˚.
Menu widget stahuje konﬁguraci RSS u´cˇtu˚ ze serveru, ktera´ je ulozˇena v databa´zove´
tabulce rss feeds (va´za´na na uzˇivatele).
Samotne´ prohlı´zˇenı´ RSS vyuzˇı´va´ DataForm a prˇeddeﬁnovanou HTML sˇablonu.
Vzhledem k automatizovane´mu zobrazovanı´ DataFormu stacˇı´ pouze prˇedat instanci
JsonStore, ktery´ komunikuje s RSS modulem na serveru, vsˇechny RSS se pak vykreslı´
dle struktury v HTML sˇabloneˇ.
5.4.4 E-Mailovy´ klient
Emailovy´ klient umozˇnuje odesı´lat a prˇijı´mat emaily z libovolne´ho IMAP/SMTP
u´cˇtu. Modul obsahuje vlastnı´ Menu widget, ktery´ slouzˇı´ k zobrazenı´ jednotlivy´ch u´cˇtu˚ -
aplikace ma´ podporu pro libovolne´ mnozˇstvı´ IMAP i SMTP u´cˇtu˚. Kazˇdy´ IMAP u´cˇet
odpovı´da´ jedne polozˇce v Menu widgetu.
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Pro kazˇdy´ u´cˇet je zobrazen strom slozˇek, vyuzˇı´vajı´cı´ komponentu dijit.Tree.
Komponenta dijit.Tree vyzˇaduje datovy´ modelu, ktery´ je implementova´n ve trˇı´deˇ
app.ForestStoreModel. Tento datovy´ model zajisˇt’uje dynamicke´ nacˇı´ta´nı´ jednotlivy´ch
veˇtvı´ stromu ze serveru, takzˇe strom nemusı´ by´t nacˇteˇn v pameˇti cely´. Model take´
poskytuje informace o tom, ktera´ polozˇka ve stromu ma´ dalsˇı´ potomky. Toho vyuzˇı´va´
dijit.Tree k vykreslenı´ rozbalovacı´ struktury.
Seznam emailu˚ je va´za´n na vybranou slozˇku ve stromu. Ve vy´chozı´m stavu se
automaticky zobrazuje ”INBOX“. Zobrazovacı´ prvek pro vy´pis emailu˚ je
dojox.grid.DataGrid, ktery´ prˇedstavuje tabulku s prˇedem defonovany´mi sloupci. Jako
vsˇechny DoJo widgety pracujı´cı´ s daty vyzˇaduje instanci DoJo store trˇı´dy - v tomto
prˇı´padeˇ zase JsonStore.
Zobrazova´nı´ samotne´ emailove´ zpra´vy zprostrˇedkova´va´ instance trˇı´dy DataForm,
ktera´ si sta´hne kompletnı´ rozparsovanou zpra´vu pomocı´ JsonStore a pouze vykreslı´
HTML sˇablonu.
Odesı´la´nı´ emailovy´ch zpra´v funguje obdobneˇ. Trˇı´da app.gui.mail.NewMail
vykresluje za´kladnı´ uzˇivatelske´ rozhranı´ pro vytva´rˇenı´ zpra´v. Zobrazuje 3 vstupnı´
prvky - prˇijemce, prˇedmeˇt a HTML editor pro samotnou zpra´vu. Vstupnı´ prvek
prˇı´jemce je dijit.form.ComboBox, ktery´ funguje jako nasˇepta´vacˇ. Tento nasˇepta´vacˇ
pomocı´ JsonStore komunikuje se serverovy´m modulem Contacts, ktery´ prohleda´va´
kontakty uzˇivatele a prˇı´padneˇ automaticky nabı´zı´ a doplnˇuje emailove´ adresy do
vstupnı´ho prvku.
Prˇi odesı´la´nı´ emailove´ zpra´vy se vola´ na serveru metoda sendMail() z modulu
mail/MailMessage, ktera´ vyuzˇı´va´ jednoduchy´ SMTP prˇı´stup popsany´ v kapitole 4.7
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6 Za´veˇr
Vy´sledkem te´to bakala´rˇske´ pra´ce je plneˇ funkcˇnı´ syste´m splnˇujı´cı´ za´kladnı´
pozˇadavky na spra´vu osobnı´ch informacı´. Aplikace je rozdeˇlena na dveˇ neza´visle´ cˇa´sti -
server a klient, cozˇ umozˇnˇuje implementaci dalsˇı´ch klienstky´ch aplikacı´ pro ru˚zne´
platformy a pouzˇitı´.
Pro u´speˇsˇnou realizaci te´to pra´ce byl zapotrˇebı´ prˇedevsˇı´m dobry´ na´vrh a architektura
cele´ho syste´mu. Da´le take´ byla nutna´ dobra´ znalost pouzˇity´ch technologiı´, prˇedevsˇı´m
programovacı´ch jazyku˚ Python a JavaScript vcˇetneˇ frameworku DoJo.
Realizace byla pro mne prˇı´nosna´ v podobeˇ noveˇ zı´skany´ch znalostı´ a problematiky
univerza´lnı´ komunikace mezi klientem a serverem, zpracova´nı´ informacı´ a tvorbeˇ
uzˇivatelsky´ch rozhranı´ v internetove´m prohlı´zˇecˇi.
Dokoncˇenı´m bakala´rˇske´ pra´ce vy´voj PIM aplikace nekoncˇı´, bude se nada´le rozvı´jet
a prˇedevsˇı´m bude snaha o rozsˇı´rˇenı´ uzˇivatelske´ komunity. Do budoucna je v pla´nu da´le
rozsˇirˇovat a vyvı´jet obeˇ cˇa´sti, prˇedevsˇı´m serverovou stranu pro sdı´lenı´ informacı´ mezi
vı´ce uzˇivateli a aplikace pro syste´m Android. To by meˇlo vy´razneˇ prˇispeˇt k rozsˇı´rˇenı´
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