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Questa tesi si pone l’obiettivo di realizzare un ambiente grafico per la specifica
di trasformazioni di interfacce utenti descritte a diversi livelli di astrazione
tramite linguaggi basati su XML. Lo scopo e` di rendere piu` facile e flessibile
la definizione di tali trasformazioni, che vengono poi implementate tramite
XSLT. E’ stato anche definito un modello logico delle trasformazioni che il
tool e` in grado di supportare.
Abstract
This thesis aims to create a graphical environment for specifying user inter-
faces described transformations at different levels of abstraction using XML-
based languages. The aim is to make it easier and more flexible definition
of such transformations, which are then implemented using XSLT. It was
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Capitolo 1
Introduzione
Negli ultimi anni si e` diffusa la tendenza all’utilizzo di soluzioni progettuali
che permettono di esprimere i linguaggi in vari livelli di astrazione. Dal mo-
mento che un processo di progettazione puo` passare attraverso diversi livelli
di astrazione comportando la modellazione di differenti proprieta` dei siste-
mi, diversi linguaggi di modellazione vengono utilizzati. Questo approccio
ha il vantaggio di consentire una progettazione efficiente e accurata, ma vi
potrebbero essere dei un problemi nella trasformazione tra modelli.
Le trasformazioni tra modelli vengono spesso considerate poco flessibili, com-
plesse da esprimere e difficili da sviluppare. Questo porta alla ricerca di un
approccio che consenta di superare tali difficolta`, permettendo il raggiun-
gimento di un buon livello di flessibilita`. Per fare cio`, si cerca di rendere
esterna al codice del tool la logica di trasformazione dei modelli, rendendo
tali trasformazioni modificabili, personalizzabili e riutilizzabili.
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Obiettivi
Il mio lavoro di tesi si colloca all’interno dell’attivita` di ricerca svolta presso
il laboratorio HIIS1 dell’ISTI2 al CNR3. Piu` specificatamente mi sono occupato
dello sviluppo di un tool grafico per la trasformazione tra modelli, il quale e`
stato successivamente integrato all’interno di MARIAE4.
Gli obiettivi di questa tesi sono:
1. Progettare e realizzare un editor grafico che consenta di definire tra-
sformazioni tra linguaggi, basato su una struttura flessibile che renda
tali trasformazioni modificabili, personalizzabili e di facile utilizzo.
2. Integrare il tool di trasformazione all’interno di MARIAE.
3. Mostrare i risultati ottenuti proponendo esempi ed almeno un caso di
studio.
4. Fornire una valutazione dell’usabilita` dell’ambiente realizzato per defi-
nire le trasformazioni.
1Human Interfaces in Information Systems
2Istituto di Scienza e Tecnologie dell’Informazione
3Consiglio Nazionale della Ricerca
4MARIA Authoring Environment
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Contenuto
Il contenuto di questa tesi e` strutturato secondo la figura 1.1.
Figura 1.1: Struttura della tesi
Il capitolo 1 introduce una breve descrizione del lavoro di tesi, evidenziandone
i principali obiettivi.
Il capitolo 2 si dedica allo stato dell’arte, introducendo le trasformazioni
tra modelli e descrivendone le principali caratteristiche. Successivamente
viene fatta una panoramica dei vari linguaggi e tool che supportano tali
trasformazioni.
CAPITOLO 1. INTRODUZIONE 9
Il capitolo 3 introduce il contesto in cui si colloca la tesi. presentando il
linguaggio preesistente (MARIA) ed il tool di authoring (MARIAE). Suc-
cessivamente viene descritto l’HTML 5, uno dei linguaggi che il tool di tra-
sformazione proposto sara` in grado di produrre come output. Infine, verra`
presentato l’XSLT, il linguaggio utilizzato dal tool nella trasformazione tra
modelli.
Il capitolo 4 e` dedicato all’architettura del sistema di trasformazione. Forni-
sce un modello logico e ne descrive le principali caratteristiche.
Il capitolo 5 presenta l’editor grafico di trasformazione mostrandone le fun-
zionalita` esistenti.
Il capitolo 6 presenta un’applicazione pratica mettendo in evidenza come
effettivamente si possa utilizzare il tool di trasformazione, proponendo un
esempio di trasformazione che genera come output linguaggio HTML 5.
Il capitolo 7 fornisce la validazione dell’usabilita` del sistema di trasformazione
proposto, prendendo in considerazione l’analisi dei risultai ottenuti nel test
di validazione proposto agli utenti.
Il capitolo 8 riassume il lavoro di tesi, analizzando i risultati ottenuti e
proponendo nuove idee per futuri sviluppi.
Capitolo 2
Stato dell’arte
2.1 La trasformazione di modelli
La nozione di trasformazione di modelli e` centrata sull’approccio MDE1, una
disciplina di sviluppo del software che ha l’obiettivo di fornire metodologie
per la creazione e la manipolazione di modelli nello sviluppo di sistemi com-
plessi, attraverso la trasformazione e la generazione di modelli piu` complessi
a partire dai piu` semplici mediante regole di trasformazione.
L’idea di base della trasformazione di modelli e` riassunta in figura 2.1. Si puo`
notare come il tool di trasformazione prenda in input un modello conforme
a un dato meta-modello e produca come output un altro modello conforme
ad un determinato meta-modello. Il tool utilizza una definizione di trasfor-
mazione scritta in un determinato linguaggio.
Se i meta-modelli di partenza e di destinazione sono identici la trasforma-
zione e` chiamata endogena mentre, se sono differenti, la trasformazione e`
chiamata esogena.
La questione interessante e` capire come puo` essere realizzato il tool di trasfor-
mazione, ovvero come possono essere definite le trasformazioni tra modelli
e sopratutto quale linguaggio scegliere tra quelli esistenti. Ad esempio, il
tool potrebbe essere un programma scritto in un determinato linguaggio di
1Model Driven Engineering
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Figura 2.1: La trasformazione di modelli
programmazione (es. JAVA) che, preso in ingresso un modello di partenza,
al momento dell’esecuzione genera come output un altro modello. Un’altra
alternativa potrebbe essere quella di esprimere la trasformazione in un lin-
guaggio XSLT, che eseguita su un motore esterno (es. Saxon) produce in
output un risultato simile al precedente.
Nelle prossime sezioni, verra` fatta una panoramica sui linguaggi e i tool utili
alla trasformazione di modelli.
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2.2 Linguaggi per la trasformazione di mo-
delli
Questa sezione presenta una serie di linguaggi utili alla trasformazione dei
modelli, mettendone in evidenza le principali caratteristiche.
2.2.1 QVT
QVT2[17][5] e` uno standard per la trasformazione di modelli definito dall’OMG3.
L’acronimo sintetizza i seguenti termini:
 Query : sono delle procedure di selezione attraverso le quali si estrag-
gono da un modello alcune sue parti;
 Wiew : rappresentano delle istanze derivate da altri modelli;
 Transformation : dato un modello di input, servono a modificarlo o a
generare un nuovo modello.
La specifica QVT ha una doppia natura, in parte dichiarativa e in parte
imperativa. Descriviamo inizialmente la prima che costituisce la base di
partenza per la seconda. Come si puo` notare nella figura 2.2, sono stati
definiti due layer di tipo dichiarativo, Relation e Core, all’interno dei quali
sono racchiuse le relazioni tra i modelli su cui si sta lavorando.
 Relation : fornisce un meta-modello e un linguaggio che supporta com-
pletamente il pattern matching e permette la creazione di object tem-
plate. Nella scrittura delle relazioni e` possibile fare riferimento a regole
gia` definite, dando vita a una struttura elaborata.
 Core : rappresenta una versione semplificata del layer Relation. No-
nostante cio`, il linguaggio supportato ha la stessa potenza espressiva
con il vantaggio di poter definire la semantica in modo piu` semplice.
2Query View Transformation
3Object Management Group
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Figura 2.2: Architettura del linguaggio QVT
Il modello Core puo` essere implementato direttamente, oppure essere
frutto di una trasformazione di tipo Relation.
In aggiunta ai linguaggi dichiarativi, che racchiudono la stessa semantica a
due livelli di astrazione differenti, sono implementati due meccanismi per
invocare trasformazioni, dal livello Relation al Core, di tipo imperativo:
 Operational Mapping : specifica una modalita` standard per realizzare
trasformazioni di tipo imperativo. Viene impiegato quando il legame
logico tra due parti dei modelli e` complicato a tal punto da non essere
formalizzabile tramite Relation.
 Black Box : aggiunge la possibilita` di utilizzare per la trasformazione
qualsiasi funzione esterna, delineando un’architettura a plug-in in cui la
Black Box deve solamente rispettare un’interfaccia prestabilita. Questo
aumenta le possibilita` di traduzione ma diminuisce la robustezza del
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sistema poiche´ i metodi possono modificare liberamente i modelli a cui
accedono.
QVT nasconde anche dei lati negativi. La vastita` della sua specifica rende
complicata la realizzazione di un’implementazione completa, con il rischio
di non avere mai un unico tool ma piu` applicativi nessuno dei quali QVT
compatibili. Inoltre, essendo definito solamente per modelli rappresentati
con XML, la sua concreta usabilita` risulta limitata.
2.2.2 ATL
ATL4 [20][3] e` un linguaggio per la trasformazione di modelli che implementa
lo standard QVT rilasciato dall’OMG. Quindi la distanza tra i due sistemi
non e` elevata e riguarda principalmente differenti modalita` di fornire le stesse
funzionalita` e l’utilizzo di sintassi diverse.
Lo stile di scrittura della trasformazione preferito e` quello dichiarativo, il
quale permette di esprimere facilmente dei mapping semplici. Tuttavia, ven-
gono forniti dei costrutti imperativi in modo da poter specificare dei mapping
complessi difficili da gestire con costrutti dichiarativi.
Una trasformazione in ATL e` composta da delle regole che definiscono come
gli elementi del modello di partenza possono essere abbinati e visitati per
creare e inizializzare gli elementi del modello di destinazione.
La figura 2.3 mostra come avviene la trasformazione tra modelli in ATL.
La trasformazione in ATL e` definita in moduli. Un modulo e` composto da
un header section, un import section e da una serie di helpers e regole di
trasformazione.
Gli helpers e le regole di trasformazione sono dei costrutti usati per definire
delle trasformazioni funzionali.
Lo scopo degli helpers e` quello di fornire un metodo di navigazione degli
elementi del modello di partenza. Essi possono avere dei parametri di input
4ATLAS Transformation Language
CAPITOLO 2. STATO DELL’ARTE 15
Figura 2.3: Architettura del linguaggio ATL
e possono far uso della ricorsione.
Esistono due tipi di helpers:
 operation : nel contesto degli elementi del modello consentono la defi-
nizione di chiamate poliformiche;
 attribute : consentono l’associazione di valori agli elementi del modello
di partenza.
Le regole di trasformazione sono il costrutto di base in ATL, usate per defi-
nire la trasformazione tra i modelli. Esse vengono chiamate matched rules e
sono composte da un source pattern e da un target pattern.
Il source pattern specifica una serie di source type (provenienti da un meta-
modello o da una raccolta di tipi definita in OCL) e da una guard, un espres-
sione booleana in OCL.
Il target pattern e` composto da una serie di elementi. Ognuno di questi
elementi specifica un target type dal target meta-modello e una serie di
associazioni.
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2.2.3 MOLA
MOLA [21][4] e´ un linguaggio che serve a trasformare un istanza di un meta-
modello di partenza in un istanza di un meta-modello di destinazione. I
meta-modelli sono specificati tramite diagramma delle classi UML5.
Piu` formalmente, i meta-modelli di origine e destinazione fanno parte di un
programma di trasformazione, dove la parte principale e` formata da uno o
piu` diagrammi MOLA (uno dei quali e` il principale). Un diagramma di Mola
e` una sequenza di istruzioni grafiche, collegate da frecce. Si inizia con un
simbolo di partenza UML e si termina con un simbolo finale.
Il tipo di istruzione piu` utilizzata e` il loop. Questa istruzione e` caratterizzata
da un loop head, che contiene al suo interno una loop variable e un elemento
pattern (una condizione grafica che permette di definire quale istanza della
loop variable deve essere utilizzata per l’iterazione). Inoltre il pattern con-
tiene le associazioni col meta-modello.
La semantica dell’istruzione loop (chiamata FOREACH loop) e` semplice. Il
ciclo viene eseguito una volta per ogni istanza della loop variable, quando la
condizione risulta vera. Esiste poi un altro tipo di loop (WHILE), il qual
continua la sua esecuzione fintanto che l’istanza di una loop variable non e`
stata trovata.
Un’altra dichiarazione ampiamente utilizzata in MOLA e` la rule, costituita
da pattern e action. La rule viene eseguita una volta, tipicamente all’interno
di un loop (quindi una volta per ogni iterazione).
In generale, la progettazione di una trasformazione in MOLA e` relativamente
semplice, grazie alla semplicita` con la quale vengono definiti i vari costrutti.
2.2.4 GReAT
GReAT6 [10][1] e` un linguaggio per la trasformazione di modelli che utilizza
delle tecniche grafiche. Il cuore di questo linguaggio e` la definizione di pat-
5Unified Modeling Language
6Graph Rewriting and Transformation
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tern matching.
Le regole di trasformazione GReAT sono le regole riscritte per grafi che tra-
sformano una parte del modello di partenza (attribui grafici degli elementi
del modello) in una parte del modello di destinazione. Il matching e` calcola-
to a partire da dei nodi specifici, chiamati nodi pivot, che hanno l’utilita` di
limitare la ricerca all’interno del grafo.
L’esecuzione delle regole e` esplicitamente sequenziale e sono a disposizione
varie strutture di controllo (comprese quelle condizionali e di loop).
Per dare all’utente la possibilita` di gestire la complessita` della trasformazione
e` stato introdotto un linguaggio ad alto livello per il controllo del flusso che
supporta le seguenti funzionalita`:
 sequenzializzazione : le regole possono essere sequenziate una dopo
l’altra;
 non-determinismo : si da la possibilita` di eseguire le regole in parallelo,
dove l’ordine di scelta delle regole e` non deterministico;
 gerarchia : una regola puo` essere composta da altre regole primitive;
 ricorsione : una regola di alto livello puo` richiamare se stessa;
 test/case : introduzione di un costrutto di ramificazione che puo` essere
utilizzato per scegliere tra diversi percorsi di controllo del flusso.
2.2.5 STRATEGO
STRATEGO [14][7] e` un linguaggio piccolo ed efficiente per la trasformazio-
ne di programmi. Esso si basa sul paradigma della strategia di riscrittura
programmabile, che lo rende estremamente adatto all’attraversamento e alla
trasformazione di una struttura ad albero.
In Stratego i programmi sono rappresentati per mezzo di termini, che sono
essenzialmente degli alberi. La sintassi astratta di un linguaggio di program-
mazione e` descritta tramite signature.
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Le fasi di una trasformazione di base sono specificate tramite regole di ri-
scrittura condizionali. Una regola riconosce un sottotermine tramite pattern
matching e lo sostituisce con l’istanza un modello. Le regole di riscrittura
sono libere dal contesto, cioe`, utilizzano le informazioni solamente a partire
dal modello con il quale si e` fatto il match.
L’attraversamento di un albero avviene per mezzo di primitive, le quali pos-
so essere combinate tra loro per fornire una vasta gamma di attraversamenti
generici (come ad esempio bottom-up, once, top-down, innermost).
2.3 Tools di trasformazione
Questa sezione presenta la descrizione di un insieme di strumenti per la
trasformazione di modelli.
2.3.1 Olivanova
OlivaNova Model Execution System (ONME) [24][6] e` un sistema basato su
un linguaggio concettuale chiamato Just-UI. Il sistema fornisce degli stru-
menti utili per la modellazione, la validazione di modelli e la generazione di
codice per la trasformazione tra modelli.
Olivanova si basa sul paradigma di programmazione automatica [11], consen-
tendo agli analisti di poter lavorare ad un determinato livello concettuale, con
un piu` alto livello di astrazione rispetto all’uso di un convenzionale linguaggio
di programmazione. Si tratta della stessa linea di base seguita dal MDA7, dove
le specifiche vengono raffinate fino al raggiungimento dell’implementazione.
Il tool e` stato costruito basandosi su tre lavori di ricerca accademica e
industriale:
1. OASIS : e` un linguaggio testuale formale che permette la specifica di
sistemi orientati ad oggetti. Tali specifiche sono direttamente esegui-
7Model Driven Architecture
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bili in ambienti dichiarativi, ma richiedono un lavoro aggiuntivo per la
conversione in quelli imperativi.
2. OO-Method : e` un metodo orientato agli oggetti che gode delle pro-
prieta` e della semplicita` dei modelli a diagramma, come OMT o UML.
3. Just-UI : e` un estensione le OO-Method, che incorpora un modello di
interfaccia utente. Propone inoltre una serie di mapping per la con-
versione di interfacce utente astratte in interfacce concrete per diversi
dispositivi.
2.3.2 VIATRA2
VIATRA82 [31][8] e` un tool per la specifica, progettazione, esecuzione, valida-
zione e l’applicazione di trasformazioni tra linguaggi basati su modelli.
Il tool utilizza l’approccio VPM9 [30] per descrivere la modellazione di linguag-
gi e modelli. scelta derivata dal fatto che VPM supporta la modellazione a
piu` livelli, facilitando l’integrazione di modelli prelevati da diversi domini.
Le caratteristiche principali del modello di trasformazione sono le seguenti:
 le query vengono catturate da schemi grafici;
 la manipolazione di modelli elementari viene specificata da regole di
trasformazione grafiche e consente anche l’utilizzo di modelli grafici
predefiniti;
 le trasformazioni complesse vengono assemblate per mezzo di costrutti
che forniscono strutture di controllo ad un livello superiore;
 la generazione del codice e` trattata come una ordinaria trasformazione
model-to-code ed e` supportato da un sistema intelligente di scrittura
di regole.
8VIsual Automated model TRAnsformations
9Visual and PreciseMetamodeling
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Le trasformazioni vengono effettuate utilizzando l’interprete VIATRA2, il
quale si avvale di tecniche di soddisfacimento di vincoli per il matching tra
pattern grafici.
Le regole per la modifica del modello, quando si verificano i matching, pos-
sono :
 essere eseguite parallelamente ad ogni occorrenza (modalita` forall);
 essere applicate a un singolo matching (modalita` try);
 essere applicate piu` a lungo (modalita` loop).
Poiche´ il principale obiettivo della trasformazione e` quello di ricavare un mo-
dello di destinazione a partire da un modello di origine, tali modelli vengono
messi insieme per formare un unico grafico.
2.3.3 TransformiXML
TransformiXML [? ][22] e` un ambiente per la trasformazione di modelli che
affronta il problema del mapping tra modelli tramite il supporto di funzioni
matematiche (basate su grammatiche grafiche), permettendo la definizione e
l’applicazione di regole di trasformazione.
L’ambiente e` diviso in due componenti:
1. L’Application Programming Interface (TransformiXML API), usata
per l’applicazione delle regole di trasformazione.
2. La Graphical User Interface (TransformiXML GUI), che serve come
applicazione front-end per l’API.
Queste due componenti servono per la manipolazione di modelli di descrizione
dell’interfaccia utente espressi in un linguaggio chiamato USIXML10 [23].
Il TransformiXML API serve per consentire l’interpretazione delle regole di
trasformazione che sono espresse nel linguaggio USIXML. Tali regole vengono
10USer Interface eXtensible Markup Language
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Figura 2.4: Applicazione di una trasformazione in TransformiXML
analizzate e trasformate successivamente in grammatiche ad attributi grafiche
(ACG11) e poi applicate ai modelli. In figura 2.4 vengono mostrati i passaggi
precedentemente descritti.
Tramite l’interfaccia grafica TransformiXML GUI vengono eseguite le tra-
sformazioni sfruttando i mapping tra modelli che sono stati definiti prece-
dentemente. Esistono differenti tipi di mapping:
 Observes : e` un mapping tra un oggetto e un concetto del modello del
dominio (un attributo, un parametro o un metodo);
 Updates : e` un mapping tra un oggetto e un attributo del modello del
dominio. Serve a sincronizzare un attributo di un oggetto di un modello
con un attributo di un oggetto dell’interfaccia utente;
 Triggers : e` un mapping che serve ad innescare un metodo dal modello
del dominio.
Il vantaggio offerto dal tool TransformiXML e` che tutte le conoscenze di pro-
gettazione necessarie alla trasformazione dei modelli possono essere espresse
11Attributed Graph Grammars
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tramite delle regole, le quali possono a loro volta applicate automaticamente
in base alle esigenze dell’utente.
2.4 Conclusioni
In questo capitolo e` stata introdotta la trasformazione tra modelli nei suoi
vari aspetti principali. Rendere esterna al codice del tool la logica di tra-
sformazione di modelli porta dei vantaggi poiche´ rende tali trasformazioni
modificabili, personalizzabili e riutilizzabili.
I vari tool di trasformazione presentati nelle sezioni precedenti sono serviti
a capire come sia possibile realizzare un ambiente in grado di permettere la
trasformazione tra modelli.
Uno degli aspetti piu` importanti da prendere in considerazione e` l’imple-
mentazione di un editor grafico che renda intuitiva e semplice la creazione
di regole utili alla trasformazione. L’idea e` quella di permettere anche a
persone poco esperte in specifici linguaggi di programmazione, la specifica di
trasformazioni tra modelli per mezzo di un’interfaccia grafica poco complessa
e semplice da utilizzare, evitando quindi all’utente la scrittura e la modifica
di codice.
Le trasformazioni tra modelli vengono definite tramite un linguaggio di pro-
grammazione adatto. In questo capitolo sono stati presentati vari linguag-
gi utili a questo tipo di trasformazione. Alcuni di essi si sono dimostrati
piuttosto complessi e di difficile utilizzo. Bisogna infatti tener conto che la
generazione del codice di trasformazione avviene in base alle regole di tra-
sformazione che vengono generate tramite l’editor grafico.
Per rendere la generazione automatica del codice di trasformazione poco
complessa e` fondamentalmente importante la scelta di un linguaggio fatto di
costrutti semplici e facili da generare. Questo e´ uno dei principali motivi che
hanno portato alla scelta del linguaggio XSLT (descritto nella sezione 3.3)
per eseguire la trasformazione tra modelli.
Un’altra motivazione e` data dal fatto che, le trasformazioni trattate in questa
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tesi si baseranno su modelli di partenza scritti in XML. Quindi, la scelta del
linguaggio XSLT viene rafforzata ulteriormente, visto che questo linguaggio





In questo capitolo descriveremo le caratteristiche principali del linguaggio
MARIA XML cos`ı come e` stato sviluppato presso il laboratorio HIIS dell’ISTI-
CNR di Pisa
3.1.1 Il linguaggio
MARIA e`, per sua definizione, un linguaggio dichiarativo universale per ap-
plicazioni Service Oriented in ambienti ubiquitari. Nasce in concomitanza
con la grande diffusione, in questi ultimi anni, di applicazioni basate su web
services e con la massiccia presenza sul mercato di dispositivi mobili dotati
dei piu` disparati sensori (es. multitouch dell’Apple iPhone).
Il linguaggio trova impiego sia lato progettazione, fornendo supporto per la
realizzazione di web services ed applicativi web, sia a runtime come parte del
processo di migrazione di un’interfaccia in ambienti ubiquitari.
Uno degli obiettivi perseguiti e` quello di fornire allo sviluppatore un mezzo
pratico per poter realizzare interfacce, disinteressandosi degli aspetti tecnici
legati al linguaggio di programmazione con cui verra` implementata l’interfac-
cia e delle peculiarita` dei singoli dispositivi. Infatti sviluppare le interfacce
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utente separatamente per ogni dispositivo target aumenta il tempo di svilup-
po, il costo per il mantenimento della consistenza tra le varie piattaforme,
complica i problemi della gestione della configurazione e impegna le risorse
disponibili che dovrebbero dedicarsi all’usabilita` [27]. La soluzione a questo
problema e` utilizzare una descrizione astratta dell’interfaccia che sia indi-
pendente dalla piattaforma in modo che lo sviluppo possa concentrarsi sulle
attivita` logiche che devono essere supportate e le relazioni tra loro.
Lo sviluppo di MARIA parte dall’esperienza acquisita con il progetto TE-
RESA [25] che ha consentito di perfezionare il linguaggio dichiarativo senza
perderne i vantaggi presenti, come ad esempio l’approccio modulare, permet-
tendo la raccolta di una gran quantita` di suggerimenti relativi ad usabilita` e
funzionalita`. Tali suggerimenti possono essere cos`ı riassunti:
 Massima flessibilita`: lo sviluppatore deve avere il controllo totale del-
l’interfaccia in ogni fase della progettazione;
 Gestione di modelli di dialogo e navigazione complessi;
 Supporto a tecnologie che permettano di cambiare il contenuto di un’in-
terfaccia in maniera asincrona rispetto all’interazione con l’utente, ad
esempio attraverso AJAX1;
 Inclusione di un modello dei dati (assente in TERESA);
 Leggibilita` e consistenza: la specifica delle interfacce astratte e concrete
in TERESA era troppo verbosa a causa della presenza di molte ridon-
danze. E´ stata quindi introdotta una cross reference tra gli XSD2 in mo-
do tale che l’interfaccia concreta estenda quella astratta aggiungendo
solamente gli elementi aggiuntivi relativi al dispositivo considerato;
 Supporto per la creazione di applicazioni front-end a partire da funzio-
nalita` preesistenti in Web Services.
1Asynchronous Javascript And XML
2XML Schema Definition
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Nella prossima sezione analizzeremo piu` nel dettaglio quelle che sono le
caratteristiche principali di questo nuovo linguaggio.
3.1.2 Principali Caratteristiche
L’approccio modulare di MARIA (fig. 3.1) riprende quello di TERESA: al
livello piu` alto si colloca la descrizione dell’interfaccia astratta (AUI3), mentre
nel livello intermedio troviamo le descrizioni delle varie interfacce concrete
(CUI4), dipendenti dalle piattaforme, che raffinano l’astratta considerando le
risorse disponibili.
L’ultimo livello infine e` dedicato ai linguaggi di programmazione coi quali
verranno implementati effettivamente le interfacce (FUI5).
In MARIA e` stata introdotta una descrizione astratta del modello dati del-
l’interfaccia. Tale descrizione si e` resa necessaria per la corretta rappresen-
tazione dei tipi di dati e dei loro valori gestiti dall’interfaccia utente. Infatti,
tramite la definizione di un modello di dati, gli elementi che compongono
l’interfaccia astratta (o concreta) possono essere associati ad un tipo di dato
specifico o a un elemento di un tipo definito nel modello dati astratto (o
rispettivamente concreto).
Il modello dei dati e` descritto in modo astratto tramite XSD (versione 1.0)
di cui troviamo una esaustiva documentazione in [16], [29] e [13].
Il linguaggio TERESA e` definito tramite DTD6. La scelta di di abbandonare
questa strada e` stata motivata dal fatto che la definizione dei tipi di dato
tramite DTD e` piu` complessa e la sintassi utilizzata e` differente da quella





7L’XML e` un sottoinsieme dello SGML. Il suo scopo e` di permettere che generici
SGML siano, serviti, ricevuti e processati sul Web nel modo che e` attualmente possibile
per l’HTML. XML e` stato progettato per facilita` di implementazione e per interoperabilita`
con SGML e HTML. [15]
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Figura 3.1: Approccio modulare in MARIA
L’introduzione del modello dei dati, oltre a un maggiore controllo sulle ope-
razioni e la loro ammissibilita`, permette:
 la correlazione tra i vari valori degli elementi di un interfaccia;
 la rappresentazione condizionale delle varie parti di un interfaccia;
 la specifica del formato dei valori di input;
 la generazione dell’applicazione a partire dalla descrizione dell’interfac-
cia.
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Un altra caratteristica importante presente in MARIA e` il modello ad eventi
che permette di specificare, a differenti livelli di astrazione, la risposta del-
l’interfaccia agli eventi lanciati dall’utente.
Gli eventi previsti sono di due tipi:
1. Property Change Events : vanno a modificare lo stato delle proprieta`
dell’interfaccia;
2. Activation Events : vengono generati quando si cerca di attivare una
funzionalita` (es. Web Services, accesso ad un database). In questo
caso l’evento puo` sia cambiare una proprieta` che attivare uno script.
Infine citiamo la possibilita` di cambiare dinamicamente i contenuti ed il com-
portamento di una UI8 grazie all’uso di connessioni condizionali tra presen-
tazioni.
Nella prossima sezione verra` mostrata piu` dettagliatamente l’interfaccia astrat-
ta.
3.1.3 Abstract User Interface (AUI)
L’Abstract User Interface e` il piu` alto livello di astrazione, nato dalla ne-
cessita` di dare ai progettisti un metodo, indipendente dalla piattaforma, per
concentrarsi sulle scelte principali senza dover pensare ai dettagli e alle speci-
fiche del particolare ambiente considerato. Uno schema ad alto livello dell’AUI
e` rappresentato in figura 3.2.
Dalla figura si puo` notare che un’interfaccia e` composta da un modello dati,
da una o piu` funzioni esterne e da una o piu` Presentation.
Una Presentation, dal punto di vista delle interfacce grafiche, e` riconducibile
al concetto di vista (es. nel web potrebbe corrispondere a una pagina HTML).
Essa e` caratterizzata da un nome, da zero o piu` connection (collegamenti con
altre presentation), da un insieme di interactor e di interactor composition.
8User Interface
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Figura 3.2: Abstract User Interface (Simplified)
Inoltre, le presentation sono associate a a un dialog model che fornisce le
informazioni sugli eventi che possono essere innescati in un certo momento.
Il comportamento dinamico degli eventi e degli handler associati e` specificato
attraverso gli operatori temporali CTT9, dei quali e` possibile trovare una
descrizione in [26].
Gli interactor composition hanno la funzione di mettere insieme gli interactor
tra loro e si dividono in: grouping, relation, repeater e composite description.
Il grouping permette il raggruppamento di due o piu` interactor; attraverso
i suoi attributi ordering e hierarchy e` possibile specificare un certo ordina-
mento e una gerarchia tra gli interattori. Il Relation viene utilizzato quando
un certo numero di elementi dell’interfaccia astratta sono in relazione con
un altro elemento. Il composite description raggruppa al suo interno solo
elementi di output o di navigazione (la si puo` immaginare ad esempio come
una pagina contenente del testo, immagini e link).
9ConcurTaskTrees
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Gli elementi dell’interfaccia si suddividono in:
 interaction group: elementi che supportano l’interazione con l’utente. E´
composto da elementi di tipo selection, che permettono di effettuare una
scelta tra un insieme di elementi; edit che permettono la modifica di un
campo; control, che permettono di attivare una funzionalita` (activator)
o la navigazione tra le presentation (navigator).
 only output group: si dividono in description, object, feedback, alarm,
in base al tipo di output fornito all’utente.
Fissando un dispositivo di destinazione e conoscendo dunque le ulteriori ca-
ratteristiche dipendenti dalla piattaforma target, e` possibile raffinare l’inter-
faccia definita secondo questo modello e creare l’interfaccia concreta. Vedia-
mo di seguito come essa puo` essere realizzata.
3.1.4 Concrete User Interface (CUI)
Per realizzare l’interfaccia concreta occorre porsi ad un livello intermedio nel
quale si e` a conoscenza del dispositivo cui e` dedicata l’interfaccia ma non
si fanno ipotesi sul linguaggio finale di implementazione. In altre parole, la
CUI e` dipendente dalla piattaforma ma indipendente dal linguaggio di im-
plementazione. Il procedimento di realizzazione consiste in un raffinamento
della AUI con l’integrazione di nuovi tipi propri del dispositivo.
In figura 3.3 vediamo schematizzato il tipo single choice per l’interfaccia
astratta.
Un passo di concretizzazione verso un’interfaccia desktop porta ad un’e-
stensione di questa struttura. Vediamo infatti in figura 3.4 una possibile
espansione con i seguenti nuovi elementi:
 radio button: permette di scegliere un elemento da un insieme predefi-
nito;
 list box : gli elementi vengono presentati in una casella di testo multi-
linea;
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Figura 3.3: AUI single choice type
 drop down list : simile alla list box ma quando non e` selezionata mostra
solo un elemento;
 image map: immagine con aree selezionabili.
E´ interessante notare come l’interfaccia concreta venga specializzata a se-
conda della piattaforma. In MARIA esistono due varianti della piattaforma
mobile : quella di tipo mobile large descrive le caratteristiche dei dispositivi
mobili con schermi piu` ampi (come smart phones e PDA10) e la variante mo-
bile small per i dispositivi con display ridotti come cellulari.
Riprendendo l’esempio precedente relativo all’interattore single choice si puo`
notare nella figura 3.5 come la sua specializzazione per la piattaforma mobile
small non presenti l’elemento list box. Questa scelta deriva dal fatto che i
list box sono degli interattori costosi dal punto di vista dello spazio occupato
nei dispositivi con capacita` limitata.
10Personal Digital Assistant
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Figura 3.4: Desktop CUI single choice type
3.1.5 Final User Interface (FUI)
Il passo successivo alla concretizzazione e` la Final User Interface. Essa rap-
presenta l’implementazione finale dell’interfaccia in uno specifico linguaggio
di programmazione.
La FUI non fa parte di MARIA ma il tool Maria Authoring Environment
(par. 3.1.6) che, come vedremo nella sezione successiva, permette di utiliz-
zare il linguaggio presentato nelle precedenti sezioni per descrivere interfac-
ce a vari livelli di astrazione, fornisce gli strumenti adatti che consentono
la generazione di diversi linguaggi di programmazione data un interfaccia
concreta.
Tra i tanti linguaggi di programmazione esistenti, in questa tesi verra` preso
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in esame l’HTML 5 (par.3.2), un linguaggio ancora in fase di sviluppo che
presenta nuove funzionalita` interessanti.
Figura 3.5: Mobile small CUI single choice type
3.1.6 L’Authoring Environment
MARIAE, come detto precedentemente, e` un tool che permette di utilizzare il
linguaggio MARIA per descrivere interfacce a vari livelli di astrazione.
Il tool fornisce un ambiente per la progettazione e lo sviluppo di applica-
zioni basate su Web Services e consente l’associazione dei file WSDL11 con
l’interfaccia utente astratta. E´ inoltre possibile effettuare una serie di tra-
sformazioni tramite un processo semi automatico che porta alla generazione
11Web Services Description Language
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effettiva dell’interfaccia.
Questo ambiente di sviluppo permette approcci variegati, non solo l’approc-
cio top-down tipico delle applicazioni Model-Based a livello di progettazione,
ma anche bottom-up e mixed.
L’approccio top-down consiste essenzialmente in una scomposizione di un
sistema globale raffinandolo in sotto-insiemi. Difatti, poiche´ l’approccio top-
down mira a ridefinire l’intero sistema, e` particolarmente efficace quando il
design inizia da zero, in modo che lo sviluppatore abbia un immagine globale
del sistema che verra` progettato e ridefinito in maniera graduale.
Invece, se il progettista vuole includere pezzi di software gia` esistenti, come
servizi in SOA12, questo richiede necessariamente che si adotti un approccio
bottom-up in modo da sfruttare le funzionalita` preesistenti e identificare le
relazioni tra di loro per comporle ad un livello piu` alto. Tuttavia, l’opzione
migliore sembra che sia quella ibrida nella quale e` usato un mix tra l’approccio
bottom-up e top-down. Inizialmente e` previsto un approccio bottom-up in
modo da analizzare i web services che forniscono le funzionalita` utili per le
nuove applicazioni da sviluppare. Questo implica un’analisi delle operazioni
e dei tipi di dati collegati ai parametri di input e di output, in modo da
associarli agli opportuni interattori astratti. Il passaggio successivo serve a
definire le relazioni tra gli elementi. Per fare questo vengono utilizzati i CTT
per descrivere l’applicazione interattiva e come si assume verranno eseguiti
i task. Una volta ottenuto il modello dei task e` possibile generare i vari
descrittori di interfaccia con un approccio top-down e raffinandoli tramite il
tool sino all’implementazione finale.
12Service Oriented Architecture
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3.1.7 Graphical CUI
In questa sezione vengono introdotti i concetti fondamentali per la descri-
zione delle interfacce grafiche concrete facendo riferimento alla piattaforma
desktop.
3.1.7.1 Presentation
Il concetto di presentation dal punto di vista di un’interfaccia grafica e` ricon-
ducibile al concetto di vista; nel mondo web equivale a una pagina HTML.
La presentation definita nella AUI e` specializzata con l’elemento presenta-
tion settings nel quale vengono settate alcune proprieta` dell’interfaccia come
il titolo, il colore o l’immagine di sfondo e le impostazioni relative al font.
3.1.7.2 Events
Gli eventi grafici sono generati da mouse e tastiera; gli eventi generati dal-
l’interazione col mouse sono: mouse enter, mouse move, mouse leave, mouse
click, mouse over e mouse double click. Per quanto riguarda la tastiera gli
eventi generati sono: key down, key up e key press. A questo tipo di eventi e`
possibile aggiungere uno o piu` handler che permettono la gestione eseguendo
uno script oppure cambiando la proprieta` di un interattore.
3.1.7.3 Connections
Una connessione indica quale sara` la prossima presentazione attiva quando
una data interazione avra` luogo; gli interattori che causano un passaggio
da una connessione ad un’altra sono i navigator e gli activator che saranno
descritti in seguito nelle sezioni 3.1.7.8. Esistono diversi tipi di connessioni:
 elementary connection: si tratta di una connessione semplice con una
presentation target statica;
 complex connection: si utilizza quando operatori booleani compongono
diverse connessioni;
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 conditional connection: utilizzate quando vengono associate a una con-
nessione specifiche condizioni (ad esempio quando si passa a una deter-
minata presentation a seconda del valore di un interatore).
In generale le connessioni sono caratterizzate da 2 attributi fondamentali:
 interactor id : l’identificativo dell’interatore che causa il passaggio da
una presentation all’altra (puo` essere un navigator o activator);
 presentation name: nome della presentation target;
3.1.7.4 Grouping
Come spiegato in 3.1.3 uno degli elementi che permettono la composizione
degli interattori e` il raggruppamento (grouping); dal punto di vista grafico
viene reso con una tabella, un div, un elenco di elementi ordinati secondo
un certo ordine o gerarchia. Trattandosi di un raffinamento dell’interfaccia
astratta per una piattaforma desktop l’elemento grouping possiede gli attri-
buti tipici delle pagine html che riguardano la posizione (position, margin,
padding, float), le dimensioni (height e width) e i bordi (border color, border
style, border width); inoltre e` possibile specificare le proprieta` rigurdanti lo
sfondo (background color e background image) e il font del raggruppamento.
Il grouping e` composto dall’interactor express group che permette una scelta
tra una lista di interattori e una lista di operatori di composizione; inoltre
possiede un elemento grid che permette di visualizzare gli interattori usando
un layout a griglia composta da righe e colonne. Il grouping contiene un ele-
mento properties nel quale e` possibile settare il colore o l’immagine di sfondo
e altre proprieta` che saranno valide solo all’interno del raggruppamento.
3.1.7.5 Interactor: Only Output
Gli interattori di tipo only output si occupano esclusivamente di fornire un
output all’utente; a seconda del tipo di output si puo` avere un elemento di
tipo description o alarm. L’elemento description graficamente e` reso attra-
verso un testo, un’immagine, una tabella o un video; ognuno di questi al suo
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interno possiede gli attributi per il posizionamento, le dimensioni e i bordi.
Un elemento alarm puo` essere reso con un box contenente il messaggio di
allarme o un file audio.
3.1.7.6 Interactor: Selection
L’interattore di selezione permette all’utente di operare una scelta tra un
dato insieme di elementi; esistono due tipi di elementi selection:
 scelta singola single choice: l’utente puo` selezionare un solo elemento
della lista
 scelta multipla multiple choice: l’utente puo` scelgliere piu` elementi
contemporaneamente.
L’elemento di scelta singola e` composto da una serie di choice element che
vanno a specificare la lista delle possibili scelte che l’utente puo` operare;
inoltre e` possibile specificare un elemento della lista che venga selezionato
di default. La AUI viene raffinata concretizzando i vari modi in cui l’utente
puo` operare la scelta; parallelamente all’HTML la CUI prevede una specia-
lizzazione tramite radio button, list box, drop down list e image map.
Come tutti gli interattori, anche i single choice presentano gli attributi di
posizionamento, di dimensione e gli attributi riguardanti i bordi; attraverso
l’elemento label e` possibile specificare un’etichetta.
Come nei single choice, anche per gli elementi di scelta multipla e` possibile
specificare la lista delle scelte, con la differenza che in questo caso e` possibile
elencare la lista degli elementi selezionati di default. Graficamente i multi-
ple choice vengono implementati tramite check box o list box; entrambi
presentano gli attributi per il posizionamento, bordi e dimensione, oltre che
la definizione dell’etichetta (label) e degli eventi grafici (mouse e keyboard
events).
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3.1.7.7 Intercator: Edit
Gli interattori di tipo edit permettono di ricevere l’input dell’utente; a dif-
ferenza degli interattori selection l’utente ha una maggiore liberta` sull’input
da inserire in quanto non viene fornito a priori un elenco di scelte possibili.
Tramite gli interattori edit e` possibile raccogliere 2 tipi di input:
1. testuale attraverso l’elemento text edit;
2. numerico attraverso l’elemento numerical edit.
Gli elementi di tipo text edit vengono utilizzati per permettere l’inserzione
di testo; dal punto di vista grafico sono implementati attraverso elementi di
tipo text field e text area che hanno una corrispondenza diretta con i tag
html input type=’text’ e textarea. Sia text field che text area presentano gli
attributi e gli elementi tipici degli interattori quali attributi di posizionamen-
to, bordi, dimensioni e gli elementi per la definizione dell’etichetta (label) e
degli eventi grafici (mouse e keyboard events); inoltre e` possibile inserire il
valore corrente dell’interattore, la lunghezza massima dell’input e segnalare il
fatto che sia o no un campo contente una password in modo che il contenuto
venga visualizzato con degli asterischi invece che col testo in chiaro.
Gli elementi di tipo numerical edit presentano forti analogie con gli elementi
di tipo text edit. La differenza sta nel fatto che in questo caso ci si aspetta
che l’input sia di tipo numerico. Esistono due specializzazioni degli elementi
numerical edit:
 numerical edit full: permette l’inserzione di qualsiasi numero.
 numerical edit in range: permette l’inserzione di un numero all’in-
terno di un certo range specificato dagli attributi min e max.
L’elemento numerical edit viene specializzato attraverso un text field, uno
spin box o track bar (solo per il numerical edit in range), come gli altri
interattori questi elementi possiedono gli attributi per il posizionamento, per
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la definizione dei bordi e della dimensione; sono presenti anche gli elementi
per la definizione dell’etichetta (label) e degli eventi grafici (mouse e keyboard
events).
3.1.7.8 Interactor: Control
Gli interattori di controllo hanno due compiti principali:
1. attivare funzionalita` (activator);
2. permettere la navigazione verso altre presentation (navigator).
L’activator e il navigator vengono specializzati attraverso un elemento button,
text link, image link, image map e mail to (quest’ultimo solo per l’activator);
come gli altri interattori questi elementi possiedono gli attributi per il po-
sizionamento, per la definizione dei bordi e della dimensione; sono presenti
anche gli elementi per la definizione dell’etichetta (label) e degli eventi grafici
(mouse e keyboard events).
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3.2 HTML 5
Il web e` in costante evoluzione. Nuovi e innovativi siti web vengono crea-
ti ogni giorno, spingendo i confini del linguaggio HTML13 in ogni direzione.
HTML 4 e` una specifica ufficiale e accettata da ormai piu` di dieci anni.
Quanti sono in cerca di nuove tecniche per fornire agli utenti funzionalita`
avanzate sono spesso bloccati dai limiti del linguaggio e del browser.
Per dare a designer e sviluppatori piu` flessibilita` e interoperabilita`, per ren-
dere possibile la realizzazione di siti web piu` interattivi e coinvolgenti, HTML
5 introduce e migliora una vasta gamma di funzionalita`, inclusi nuovi con-
trolli per i form, nuove API14, elementi per il multimedia, migliorando sia la
struttura sia la semantica.
Attualmente la specifica 15 e` ancora un lavoro in corso di definizione, molto
lontano dall’essere completato. Questo porta alla cattiva compatibilita` con i
browser esistenti, compresi quelli obsoleti o presenti su piattaforme mobili.
Le prossime sezioni, basate su [18] e [2], forniscono una panoramica di base
delle nuove funzionalita` presenti in HTML 5.
3.2.1 Panoramica
Le novita` introdotte da HTML 5 sono finalizzate sopratutto a migliorare il
disaccoppiamento tra struttura, definita dal markup, caratteristiche di resa
(tipo di carattere, colori, ecc.), definite dalle direttive di stile, e contenuti di
una pagina web, definiti dal testo vero e proprio.
Inoltre HTML 5 prevede il supporto per la memorizzazione di grosse quantita`
di dati scaricate dal browser, per consentire l’utilizzo di applicazioni basate
su web (come per esempio le caselle di posta di Google o altri servizi analo-
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In particolare:
 vengono rese piu` stringenti le regole per la strutturazione del testo in
capitoli, paragrafi e sezioni;
 vengono introdotti elementi di controllo per i menu` di navigazione;
 vengono migliorati ed estesi gli elementi di controllo per i moduli elet-
tronici;
 vengono introdotti elementi specifici per il controllo di contenuti mul-
timediali (tag video e audio;
 vengono deprecati o eliminati alcuni elementi che hanno dimostrato
scarso o nessun utilizzo effettivo;
 vengono estesi a tutti i tag una serie di attributi, specialmente quelli
finalizzati all’accessibilita`;
 viene supportato il canvas che permette di utilizzare il javascript per
creare animazioni e grafica vettoriale;
 viene introdotta la geolocazione, dovuta alla forte espansione di sistemi
operativi mobili (quali Android e WebOs, fra i molti);
 viene introdotto un sistema alternativo ai normali cookie, chiamato
HtmlStorage, piu` efficiente, il quale consente un notevole risparmio di
banda;
 viene introdotta la standardizzazione di programmi javascript, chiamati
web workers, e la possibilita` di utilizzare alcuni siti oﬄine;
 viene sostituito il lungo e complesso doctype con un semplice doctype
html.
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Verranno ora analizzate alcuni dei nuovi elementi presenti in HTML 5, foca-
lizzando la nostra attenzione sugli elementi che compongono la struttura di
una pagina e sui nuovi elementi audio e video.
3.2.2 La struttura
HTML 5 introduce un set di nuovi elementi che rendono piu` semplice la
definizione della struttura di una psgina. La maggio parte delle pagine scritte
in HTML 4 contiene una varieta` di elementi strutturali comuni, come header,
footer, colonne. Oggi e` una prassi piuttosto diffusa definirli nel markup
usando elementi div e assegnando a ciascuno un id o una classe descrittiva.
Nella figura 3.6 viene presentato il tipico layout a due colonne definito con
div e attributi id e class, contenente un header, un footer e una barra di
navigazione sotto l’header. L’area principale contiene una colonna per gli
articoli e una barra laterale.
Figura 3.6: Tipico layout in HTML4
L’uso di elementi div e` molto diffuso perche´ la versione attuale di HTML
4 manca dei necessari elementi semantici per descrivere e definire queste
parti in maniera piu` specifica. HTML 5 tenta di dare una risposta a questo
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problema introducendo nuovi elementi per rappresentare ciascuna di queste
diverse sezioni.
Nella figura 3.7 si puo` notare come i div sono sotituiti da nuovi elementi :
header, div, section, article, aside, footer.
Figura 3.7: Layout di base in HTML5
Il codice del documento risulterebbe piu` o meno il seguente:
<body>
<header> . . . </ header>
<nav> . . . </nav>
<a r t i c l e>
<s e c t i o n>
. . .
</ s e c t i o n>
</ a r t i c l e>
<a s i d e> . . . </ a s i d e>
< f o o t e r> . . . </ f o o t e r>
</body>
L’adozione di questi elementi porta molti vantaggi poiche´, usati insieme ad
elementi per la definizione di titoli (da h1 a h6 ), possono fornire un modo
per marcare sezioni annidate con livelli di titolo, al di la` dei sei livelli possibili
con le precedenti versioni di HTML.
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La specifica include un dettagliato algoritmo per la generazione di uno sche-
ma strutturale che prende in conto la struttura di questi elementi e rimane
compatibile con le versioni precedenti. Cio` puo` essere usato per generare
indici in grado di assistere gli utenti nella navigazione del documento.
Osserviamo, per esempio, la struttura che segue:
<s e c t i o n>
<h1> Level 1 </h1>
<s e c t i o n>
<h1> Level 2 </h1>
<s e c t i o n>
<h1> Level 3 </h1>
</ s e c t i o n>
</ s e c t i o n>
</ s e c t i o n>
Identificando lo scopo delle sezioni di una pagina attraverso l’uso di specifici
elementi di sezione, le tecnologie assistive possono aiutare l’utente a navigare
piu` facilmente nella struttura della pagina. Per esempio, possono facilmente
saltare la sezione di navigazione o passare direttamente da un’articolo all’al-
tro senza la necessita` da parte dell’autore della pagina di fornire i classici
skip link. Inoltre, sostituendo molti dei div nel documento con uno solo dei
tanti elementi distinti per la definizione della struttura, si puo` mantenere il
codice piu` pulito e comprensibile.
3.2.2.1 L’elemento header
Secondo le specifiche, l’elemento header rappresenta una introduzione o un
aiuto alla navigazione. Solitamente racchiude i titoli (da h1 a h6 oppure il
tag hgroup) ma puo` avere al suo interno ulteriori contenuti come una tabella,
un modulo di ricerca oppure il logo del sito web.
E´ importante notare come il tag header non crea una nuova sezione ma e`
esso stesso la parte iniziale del sito. La sua posizione corretta dovrebbe
essere all’inizio della pagina, ma non vi e` un limite al suo utilizzo all’interno
di una pagina. Infatti si possono avere piu` tag header, ognuno dei quali sara`
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l’intestazione di quella parte del documento. Di seguito viene mostrata una
breve porzione di codice che mostra l’uso del tag header:
<header>
<h1>Ti to l o p r i n c i l a l e d e l l a pagina</h1>
</ header>
<a r t i c l e>
<header>
<h1>Ti to l o secondo a r t i c o l o</h1>
</ header>
<p> . . . Lorem Ipsum do lo r s e t amet . . .</p>
</ a r t i c l e>
3.2.2.2 L’elemento nav
L’elemento nav consente di raggruppare i collegamenti, con il conseguente
risultato di ottenere un maggiore markup semantico ed una struttura extra
che possono essere di grande aiuto per chi legge il codice. Quindi, all’interno
dell’elemento nav andremo ad inserire una serie di link che possono contenere
il menu` di navigazione per tutto il sito.
Un esempio di utilizzo dell`ı’elemento nav e` il seguente:
<nav>
<ul>
< l i><a href=”#”>Home</a></ l i>
< l i><a href=”#”>Chi siamo</a></ l i>
< l i><a href=”#”>Dicono d i no i</a></ l i>
< l i><a href=”#”>Contatt i</a></ l i>
</ul>
</nav>
3.2.2.3 Gli elementi section e article
L’elemento section include e organizza contenuti comuni, come intestazioni,
paragrafi, immagini header e footer, ma anche molto altro. La particolarita`
dell’elemento section e` che per essere corretto deve contenere tutti elementi
in relazione tra loro dal punto di vista tematico, quindi un intestazione, un
immagine, un paragrafo e una lista di contatti che riguardano tutti lo stesso
argomento.
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L’elemento article e` dedicato alla raccolta di articoli di blog, newsletter, e
commenti. Il suo significato e` simile a quello di section, ma e` piu` specifico.
Infatti l’ elemento article oltre a poter contenere elementi come header e
footer, puo` contenere elementi section, e viceversa.
Un esempio di utilizzo di questi due tag e` il seguente:
<s e c t i o n id=” pre s en taz i one ”>
<a r t i c l e id=” f i r s t ”>
<h1>A r t i c o l o in primo piano</h1>
<p>Lorem ipsum . . .</p>
</ a r t i c l e>
<s e c t i o n>
<a r t i c l e class=” f i r s t − l e f t ”>
<h2>Secondo Ti to l o</h2>
<p>Cras b l and i t
<br />
<a href=”#”>Continua . .</a>
</p>
</ a r t i c l e>
<a r t i c l e class=” f i r s t −r i g h t ”>
<h2>Terzo T i to l o</h2>
<p>Nam ac dui s i t . . .
<br />
<a href=”#”>Continua . . .</a>
</p>
</ a r t i c l e>
</ s e c t i o n>
</ s e c t i o n>< !−−/ p r e s e n t a z i o n e−−>
3.2.2.4 L’elemento aside
L’elemento aside rappresenta la parte della pagina, contenente del testo ed e´
affiancata ai contenuti principali del sito, separato dai contenuti stessi. Tale
sezione e` da considerarsi come una barra laterale in una pagina web.
Il contenuto dell’elemento aside dovrebbe essere composto da informazioni
relative al contesto dell’articolo che si sta leggendo. Quindi, puo` essere im-
piegato per migliorare un articolo inserendo informazioni aggiuntive o per
mettere in evidenza stralci interessanti.
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3.2.2.5 L’elemento footer
L’elemento footer rappresenta la parte inferiore della zona in cui e` situato.
Solitamente contiene informazioni inerenti la sua sezione come, per esempio,
chi ha scritto un articolo, collegamenti a documenti correlati, il copyright e
simili.
Come gia` accennato per l’elemento header, in origine l’elemento footer (che
nelle versioni HTML precedenti veniva creato con un elemento div) veniva
utilizzato una sola volta all’interno di una pagina web. Con l’ingresso di
questo nuovo elemento in HTML 5, non deve essere piu` trattato in questa
maniera, ma puo` essere inserito piu` volte per visualizzare le informazioni
supplementari.
3.2.3 Audio e video
Negli ultimi anni l’audio e il video sul web sono diventati piuttosto comuni.
Sono parecchi i siti che hanno reso estremamente semplice per tutti pubbli-
care video e audio (come YouTube, MySpace, etc). Ma, dal momento che
HTML e` privo dei mezzi necessari per incorporare elementi multimediali nel-
la pagina e per controllarli, la maggior parte di questi servizi si affida a Flash
per fornire queste funzionalita`.
Sebbene sia possibile incorporare audio e video usando specifici plug-in (come
QuickTime, WindowsMedia, etc), Flash e` al momento il plug-in piu` univer-
salmente diffuso e percio` in grado di offrire un vasto supporto cross-browser,
oltre che un potente set di API per gli sviluppatori.
Come e` evidente dall’analisi dei principali player multimediali basati su flash,
gli autori sono interessati ad offrire agli utenti interfacce specifiche che in
genere consentono l’esecuzione di file, la pausa, lo stop e la regolazione del
volume.
Il progetto e` quello di offrire queste funzionalita` aggiungendo nel linguaggio
HTML un supporto nativo per la gestione di audio e video e fornendo API
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del DOM16 per il loro controllo.
I nuovi elementi audio e video rendono il tutto molto semplice. La maggior
parte delle API sono condivise tra i due elementi, con l’unica differenza le-
gata alla diversita` dei formati.
Il modo piu` semplice per incorporare un video consiste nell’usare un ele-
mento video e consentire al browser di fornire l’interfaccia utente di base.
L’attributo controls serve ad indicare se vogliamo o no offrire i controlli per
il playback:
<video src=” video . ogv” c o n t r o l s po s t e r=” pos t e r . jpg ” width=”320”
height=”240”>




L’attributo opzionale poster puo` essere utilizzato per specificare un immagine
che verra` visualizzata al posto del video prima che esso inizi.
E´ ugualmente semplice incorporare un file audio nella pagina usando l’ele-
mento audio.
La maggior parte degli attributi sono comuni ai due elementi, sebbene, per
ovvie ragioni, l’elemento audio manchi di attributi come width, height e
poster.
<audio src=”music . oga” c o n t r o l s>




HTML5 fornisce pure l’elemento source, che serve a specificare file video o
audio alternativi. L’attributo media, puo` essere usato per specificare una
media query per la selezione di file o formati basati sul dispositivo con cui
si raggiunge la pagina, mentre l’attributo type serve a specificare il tipo di
media e il codec.
16Document Object Model
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<video pos t e r=” pos t e r . jpg ”>
<source src=” video . 3 pg” type=” video /3pg” media=” handheld ”>
<source src=” video . ogv” type=” video /ogg” codecs=” theora ”>
<source src=” video . mp4” type=” video /mp4”>
</ video>
<audio>
<source src=”music . oga” type=” audio /ogg”>
<source src=”music . mp3” type=” audio /mpeg”>
</ audio>
Per avere un maggiore controllo sull’interfaccia in modo che essa possa ade-
guarsi al design della pagina, l’API fornisce diversi metodi ed eventi per far
si che gli script possano controllare il playback.
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3.3 XSLT
In questa sezione verra` presentato il linguaggio [19]. L’analisi si focaliz-
zera` sugli aspetti piu` interessanti per la trasformazione dalla graphical CUI
(desktop) al linguaggio HTML 5.
3.3.1 Introduzione
L’XSLT e` un linguaggio per la trasformazione di documenti XML in altri
documenti XML. Esso e` predisposto per essere utilizzato in congiunzione al
linguaggio XPath 2.0, definito in [12], il quale permette di individuare i nodi
all’interno di un albero XML.
Una trasformazione in XSLT e` espressa attraverso uno stylesheet la cui sin-
tassi e` un documento XML well-formed; il termine stylesheet riflette il fatto
che uno dei ruoli piu` importanti del XSLT e` dare informazioni di stile a un
albero XML sorgente e trasformandolo in un albero destinazione. La tra-
sformazione e` ottenuta attraverso un insieme di regole di template (template
rules) che sono composte da:
 pattern: nel quale si specificano una serie si condizioni su un nodo
e il cui scopo e` effettuare il controllo di corrispondenza con un nodo
presente nell’albero di partenza;
 template: nel quale si definisce come deve essere composto l’albero di
destinazione relativo al nodo che ha superato il controllo di corrispon-
denza del pattern.
<xsl:template match=” c u i : p r e s e n t a t i o n ”>
<html>
<head>< t i t l e>Presentat i on t i t l e</ t i t l e></head>
<body>Presenta t i on content</body>
</html>
</xsl:template>
Nell’esempio sopra si definisce una regola composta dal pattern cui:presentation
nel quale si specifica la condizione per applicare il template, tra l’apertura
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e la chiusura del tag viene definito il template dove si specifica il codice da
generare quando nell’albero di partenza viene trovato un nodo che rispetta
la condizione definita nel pattern.
Un template puo` essere istanziato per un particolare elemento dell’albero
sorgente per creare una parte dell’albero di destinazione e puo` contenere
elementi XSLT che rappresentano istruzioni per creare parti dell’albero di
destinazione. Quando un template e` istanziato ogni istruzione e` eseguita e
rimpiazzata con la parte dell’albero destinazione che crea; le istruzioni pos-
sono selezionare e processare elementi discendenti nell’albero sorgente.
Processando un elemento discendente viene creato un frammento dell’albero
destinazione attraverso la ricerca di una template rule applicabile e istan-
ziando il corrispondente template. Bisogna specificare che questi elementi
vengono processati solo quando vengono selezionati attraverso l’esecuzione
di una istruzione.
L’albero destinazione viene costruito a partire dalla ricerca di una template
rule per il nodo radice e istanziando il suo template. Nel processo di ricerca
di una template rule applicabile possono essere trovate piu` template rule il
cui pattern corrisponde a un dato elemento, ma solo una regola puo` essere
applicata.
3.3.2 Versioni e processori
In questa sezione vengono messe a confronto le due versioni del linguaggio
XSLT: la versione 1.017 e la versione 2.018.
L’evoluzione dalla prima alla seconda versione ha aggiunto un’ulteriore ro-
bustezza al linguaggio. Per questo motivo, dopo aver utilizzato inizialmente
la prima versione, si e` scelto di adottare la seconda.
Di seguito verranno elencate le principali differenze tra le due versioni:
1. definizione di un secondo livello di linguaggio, oltre a quello di base,
che consente di importare uno schema XML esterno e di catturarne le
17http://www.w3.org/TR/xslt/
18http://www.w3.org/TR/xslt20/
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tipologie esistenti;
2. rafforzamento del sistema dei tipi. E´ stata eliminata la limitazione di
soli 5 tipi presenti nella prima versione;
3. rafforzamento delle funzioni e degli operatori 19;
4. miglioramento del set di istruzioni. Molte istruzioni si sono arricchite di
nuove opzioni in modo da soddisfare le esigenze degli utenti ed eseguire
compiti piu` complessi;
5. introduzione di un supporto alle espressioni regolari;
6. miglioramento del Data Model 20. Uno dei principali cambiamenti e`
che le istruzioni, nella nuova versione, possono produrre sequenze di
nodi e valori atomici;
7. creazione di un multi-albero come risultato;
8. supporto di una nuova istruzione, xsl:function, che permette all’utente
di definire nuove funzioni;
9. possibilita` di permettere a funzioni e modelli la restituzione di valori
tipati;
10. miglioramento della gestione degli errori statici (durante la compilazio-
ne del foglio di stile) e dinamici (in fase di esecuzione);
11. miglioramento delle strutture di raggruppamento (vedi l’istruzione xsl:for-
each-group 21).
Il software responsabile della trasformazione da albero sorgente ad albero
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Inizialmente il processore integrato in MAIAE era XALAN 22. A causa di
incompatibilita` con le XSLT 2.0 si e` scelto di integrare un nuovo processore
chiamato SAXON 23 in grado di supportare la nuova versione delle XSLT.
3.3.3 Definizione del foglio di stile
Il linguaggio XSLT mette a disposizione una serie di costrutti, descritti
in questa sezione, che permettono di definire il foglio di stile, l’output del
documento destinazione e le regole dei template.
3.3.3.1 xsl:stylesheet
Uno stylesheet e` rappresentato da un elemento xsl:stylesheet in documento
XML; questo elemento deve contenere un attributo version (nel nostro caso
2.0) e la dichiarazione dei namespaces 24 degli elementi utilizzati nel foglio di
stile.






Questi elementi verranno descritti nelle sezioni seguenti.
22http://xml.apache.org/xalan-j/
23http://saxon.sourceforge.net/
24I namespaces vengono utilizzati per disambiguare elementi omonimi appartenenti a
XML schema differenti.
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3.3.3.2 xsl:include
L’inclusione e` uno dei meccanismi forniti dal XSLT per combinare fogli di
stile; dal punto di vista semantico e` equivalente a copiare un foglio di stile
dentro a un altro esattamente nel punto in cui viene inserita la richiesta.
<xsl: include h r e f=” a n o t h e r s t y l e s h e e t . x s l ”/>
L’attributo href consente di definire l’URI dove reperire lo stylesheet da
includere.
3.3.3.3 xsl:import
A differenza dell’inclusione, il processo di importazione ha effetto sulla prio-
rita` dei template e il foglio di stile importato ha una precedenza maggiore.
Per esempio supponiamo che:
 Lo stylesheet A importa gli stylesheet B e C in questo ordine;
 Lo stylesheet B importa lo stylesheet D;
 Lo stylesheet C importa lo stylesheet E.
Dunque l’ordine di priorita` tra gli stylesheet e`: D, B, E, C, A.
3.3.3.4 Il modello di processo
Il processo di generazione dell’albero destinazione e` ricorsivo. Per ogni nodo
dell’albero sorgente vengono valutati tutti i template compatibili e viene
scelto il migliore. La risoluzione dei conflitti avviene in 2 fasi:
1. Inizialmente vengono scartati i template con priorita` piu` bassa in base
alle importazioni effettuate;
2. In questa fase vengono scartati i template con priorita` piu` bassa in base
alle priorita` impostate manualmente 25
25E’ possibile impostare manualmente le priorita` di un template attraverso l’attributo
priority dell’elemento template.
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Alla fase di scelta del template segue la fase di istanziazione nella quale
vengono eseguite le istruzioni presenti al suo interno.
3.3.3.5 xsl:output
Il processore XSLT26 puo` fornire in uscita un albero destinazione in diversi




La definizione del tipo di output puo` essere effettuata solo a livello top-level
tramite l’elemento:
<xsl:output\>
Alcuni dei suoi attributi principali sono:
 method: puo` essere uno tra xml, html e text;
 version: definisce la versione del tipo di output scelto;
 indent: attiva (yes) o disattiva (no) l’indentazione;
 enchoding: specifica la codifica dei caratteri da utilizzare.
3.3.3.6 Pattern
Un pattern specifica un insieme di condizioni su un nodo; un nodo che
soddisfa tali condizioni e` compatibile (match) col pattern. [19].
I pattern piu` comuni per individuare nodi nell’albero sorgente sono:
 grouping : individua l’elemento specificato;
26eXtensible Stylesheet Language Transformations
27Extensible Markup Language
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 * : seleziona qualsiasi elemento;
 / : seleziona l’elemento root;
 single choice|multiple choice : individua ogni elemento single choice e
ogni elemento multiple choice;
 presentation/grouping : seleziona ogni elemento grouping figlio di pre-
sentation;
 //single choice : individua ogni elemento single choice indipendente-
mente dalla sua profondita`;
 single choice[@input=’equivalence’]/radio button : seleziona gli elemen-
ti radio button il cui padre single choice ha l’attributo input che vale
equivalence.
3.3.3.7 xsl:template
Una template rule e` definita attraverso l’elemento xsl:template:




Gli attributi hanno il seguente significato:
 match: specifica il pattern;
 name: definisce il nome del template; viene usato per richiamare l’ap-
plicazione di un template per nome;
 priority : setta la priorita` del template; l’utilizzo della priorita` e` stato
spiegato nella sezione 3.3.3.4;
 mode: permette di specificare template con contenuto diverso ma con lo
stesso pattern. Attraverso questo attributo un nodo dell’albero sorgente
puo` produrre nodi con contenuto diverso nell’albero di destinazione.
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Il contenuto all’interno dell’elemento xsl:template individua il testo che viene
generato quando la regola viene applicata.
Vediamo un esempio di un documento XML:
<c u i : p r e s e n t a t i o n>
</ c u i : p r e s e n t a t i o n>
Questo e` lo stylesheet che definisce le regole per la trasformazione:
<?xml version=” 1 .0 ” encoding=”UTF−8”?>
<xsl :stylesheet version=” 1 .0 ” xmlns :x s l=” h t tp : //www. w3 . org
/1999/XSL/Transform”>
<xsl:output method=”xml” indent=” yes ”/>











Per istanziare un template si utilizza l’elemento:
<xsl:apply−templates>
Gli attributi possibili sono:
 select : specifica il path del nodo dell’albero sorgente da processare; in
questo attributo e` possibile utilizzare le espressioni XPath per selezio-
nare il nodo. Se l’attributo select non e` specificato vengono processati
tutti i nodi figli del nodo corrente;
 mode: vengono richiamati solo i template con l’attributo mode uguale
al mode specificato.
Vediamo un esempio:
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<c u i : p r e s e n t a t i o n>
<c u i : g r o u p i n g>
. . .
</ c u i : g r o u p i n g>
</ c u i : p r e s e n t a t i o n>
Stylesheet utilizzato per la trasformazione:
<?xml version=” 1 .0 ” encoding=”UTF−8”?>
<xsl :stylesheet version=” 1 .0 ” xmlns :x s l=” h t tp : //www. w3 . org
/1999/XSL/Transform”>
<xsl:output method=”xml” indent=” yes ”/>
<xsl:template match=” c u i : p r e s e n t a t i o n ”>
<html>
<head>< t i t l e>Presenta t i on</ t i t l e></head>
<body>










Il risultato della trasformazione sara`:
<html>








Un template puo` essere richiamato anche per nome attraverso l’elemento
<xsl:call−template name=” template name ”/>
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Nell’attributo name si indica il nome del template da richiamare. Questa
tecnica consente di definire un solo template per elementi il cui nome e` di-
verso ma possiedono lo stesso contenuto ed e` possibile richiamarlo piu` volte
all’interno di template differenti.
3.3.4 Creazione dell’albero di destinazione
In questa sezione vengono descritti i costrutti che il linguaggio XSLT mette
a disposizione per definire l’albero di destinazione.
3.3.4.1 xsl:element
Per creare un nuovo elemento all’interno di un template viene utilizzato il
costrutto:
<xsl:element name=”element name” namespace=”ns”
use−att r ibute− se t s=” a t t r 1 a t t r 2 ”/>
Gli attributi hanno il seguente significato:
 name: nome dell’elemento (obbligatorio);
 namespace: specifica la URI del namespace (opzionale);
 attribute-sets : e` una lista di nomi di attributi separati da uno spazio.
3.3.4.2 xsl:attribute
Per creare gli attributi di un elemento di utilizza:
<xsl :attribute name=” attr name ” namespace=”ns”/>
Il contenuto tra il tag di apertura e di chiusura di quest’elemento specifica il
valore dell’attributo.
3.3.4.3 xsl:text
Un template puo` contenere dei nodi di testo specificati in questo modo:
<xsl :text disable−output−escaping=” yes ”/>
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L’attributo disable-output-escaping abilita o disabilita l’elaborazione della
sequenza di escape; se vale yes allora i caratteri speciali vengono mandati in
output come sono; altrimenti viene utilizzata la sequenza di escape.
Il contenuto compreso tra il tag di apertura e di chiusura specifica il contenuto
del nodo testuale.
3.3.4.4 xsl:value-of
Attraverso xsl:value-of e` possibile selezionare il valore di un elemento XML
e aggiungerlo all’output.
<xsl:value−of s e l e c t=”@id” disable−output−escaping=” yes ”/>
L’attributo select puo` contenere un’espressione XPath che specifica da quale
nodo o attributo estrarre il valore; l’attributo disable-output-escaping ha lo
stesso significato descritto nella sezione precedente.
Quest’esempio vuole essere un riassunto dei costrutti presentati in questa
sezione:
<c u i : p r e s e n t a t i o n>
<c u i : g r o u p i n g id=” conta ine r ”>
<c u i : d e s c t i p t i o n>
Hel lo world !
</ c u i : d e s c r i p t i o n>
</ c u i : g r o u p i n g>
</ c u i : p r e s e n t a t i o n>
Stylesheet utilizzato per la trasformazione:
<?xml version=” 1 .0 ” encoding=”UTF−8”?>
<xsl :stylesheet version=” 1 .0 ” xmlns :x s l=” h t tp : //www. w3 . org
/1999/XSL/Transform”>
<xsl:output method=”xml” indent=” yes ”/>
<xsl:template match=” c u i : p r e s e n t a t i o n ”>
<html>
<head>< t i t l e>Presenta t i on</ t i t l e></head>
<body>




<xsl:template match=” c u i : g r o u p i n g ”>
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<xsl:element name=” div ”>
<xsl :attribute name=” id ”>
<xsl:value−of s e l e c t=”@id”/>
</xsl :attribute>
<xsl:call−template name=” d e s c r i p t i o n ”/>
</xsl:element>
</xsl:template>
<xsl:template name=” d e s c r i p t i o n ”>
<xsl:value−of s e l e c t=” . ”/>
</xsl:template>
</xsl :stylesheet>
Il risultato della trasformazione sara`:
<html>
<head><t i t l e>Presenta t i on</ t i t l e></head>
<body>
<div id=” conta ine r ”>




3.3.5 Costrutti di supporto
In questa sezione verranno descritti i costrutti utilizzati per direzionare il
flusso di esecuzione all’interno di un documento XSLT.
3.3.5.1 xsl:for-each
Quest’elemento permette di ciclare all’interno di un documento XSLT.
<xsl:for−each s e l e c t=”node name”/>
L’attributo select specifica l’espressione XPath per selezionare i nodi su cui
applicare il template.
<c u i : p r e s e n t a t i o n>
<c u i : s i n g l e c h o i c e id=” c i t y ”>
<c u i : c h o i c e e l e m e n t value=”Abbasanta”>
<c u i : c h o i c e e l e m e n t value=” Pisa ”>
<c u i : c h o i c e e l e m e n t value=”Vasto”>
</ c u i : s i n g l e c h o i c e>
</ c u i : p r e s e n t a t i o n>
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Stylesheet utilizzato per la trasformazione:
<?xml version=” 1 .0 ” encoding=”UTF−8”?>
<xsl :stylesheet version=” 1 .0 ” xmlns :x s l=” h t tp : //www. w3 . org
/1999/XSL/Transform”>
<xsl:output method=”xml” indent=” yes ”/>
<xsl:template match=” c u i : p r e s e n t a t i o n ”>
<html>
<head>< t i t l e>Presenta t i on</ t i t l e></head>
<body>




<xsl:template match=” c u i : s i n g l e c h o i c e ”>
<xsl:element name=” s e l e c t ”>
<xsl :attribute name=” id ”>
<xsl:value−of s e l e c t=”@id”/>
</xsl :attribute>
<xsl:for−each s e l e c t=” c u i : c h o i c e e l e m e n t ”>




Il risultato della trasformazione sara`:
<html>
<head><t i t l e>Presenta t i on</ t i t l e></head>
<body>








Questo elemento permette di valutare una condizione e produrre un deter-
minato output a seconda se questa e` verificata o no.
<x s l : i f t e s t=” expr e s s i on ”/>
L’attributo test permette di specificare l’espressione booleana da valutare.
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3.3.5.3 xsl:choose
Questo costrutto e` equivalente al costrutto if-then-else comune a tutti i
linguaggi di programmazione; permette di valutare condizioni multiple.
<xsl:choose>







All’interno di choose e` possibile specificare quanti elementi when si vogliono,
ognuno con una condizione diversa.
Capitolo 4
Architettura del sistema
In questa sezione verranno presentate le principali caratteristiche del sistema
creato per affrontare il problema della trasformazione tra modelli.
4.1 L’ambiente di trasformazione
L’ambiente di trasformazione presentato in questa sezione ha lo scopo prin-
cipale di premettere la trasformazione tra meta-modelli. Preso in input un
modello conforme a un dato meta-modello, l’ambiente sara` in grado di resti-
tuire in output un modello conforme a un determinato meta-modello.
La trasformazione si basa sulla creazione di regole che consentono l’associa-
zione tra gli elementi del modello di partenza e gli elementi del modello di
destinazione. La figura 4.1 mostra come il modello di partenza e le regole
di trasformazione create vengano date in ingresso al transformation engine,
il quale applichera` le regole al modello di partenza e restituira` in output il
modello di destinazione ottenuto dalla trasformazione. La struttura delle
regole di trasformazione e` basata sul modello logico proposto nella sezione
successiva (par. 4.2).
L’ambiente di trasformazione (mostrato in figura 4.2) e` suddiviso in due
componenti principali:
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Figura 4.1: La trasformazione tramite regole
1. Graphical User Interface: e` la parte grafica che si interfaccia con l’u-
tente permettendo la creazione, la modifica e il salvataggio delle regole
di trasformazione;
2. XSLT Generator : e` la parte contenente le strutture necessarie a gene-
rare il codice XSLT a partire dalle regole di trasformazione create.
La GUI1 e` a sua volta suddivisa in due componenti: il Display Transformer
e il Mapping Document.
Il Display Transformer e` la componente visuale dell’editor di trasformazio-
ne (descritto dettagliatamente nel cap. 5) che permette la visualizzazione
grafica dei modelli e delle regole di trasformazione. Questo componente si
interfaccia direttamente con l’utente fornendogli diverse funzionalita` grafiche
che consentono la creazione di nuove regole di trasformazione mediante l’in-
terazione con gli elementi appartenenti ai modelli di partenza e destinazione.
1Graphical User Interface
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Il Mapping Document e` la componente che contiene le strutture dati per
la visualizzazione grafica. Oltre alle strutture dati relative alla grafica dei
modelli da trasformare, essa contiene la struttura dati relativa alla grafica
delle regole di trasformazione. Questa componente e` strettamente legata
al Display Transformer in quanto ogni modifica effettuata graficamente dal-
l’utente (esempio creazione/cancellazione di una regola) si ripercuote con
una modifica all’interno delle strutture dati presenti nel Mapping Document.
Inoltre, un cambiamento delle strutture dati del Mapping Document (dovute
ad esempio ad un caricamento di un set di regole di trasformazione) causa
una modifica della visualizzazione da parte del Display Transformer.
Figura 4.2: L’ambiente di trasformazione
L’ XSLT Generator si suddivide in due componenti: l’ Element Mapping e
il Mapping Structure.
L’Element Mapping e` la componente dati corrispondente a una regola di tra-
sformazione grafica. Questa componente serve a generare un pezzo di codice
XSLT (template) relativo alla regola di trasformazione
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Il Mapping Structure e` la componente che contiene le strutture dati utili alla
generazione dell’intero codice XSLT (che chiameremo foglio di stile XSL2),
utilizzato poi successivamente nell’esecuzione della trasformazione tra mo-
delli. Essa e` composta da zero, uno o piu` Element Mapping, tanti quante
sono le regole di trasformazione create dall’utente.
La Graphical User Interface e l’XSLT Generator sono strettamente lega-
te tra di loro. Infatti, qualsiasi modifica effettuata alle strutture contenu-
te nel Mapping Document viene trasmessa alle strutture dati del Mapping
Structure.
Per capire meglio il funzionamento delle componenti dell’ambiente di tra-
sformazione mostreremo ora un esempio pratico. Supponiamo che l’utente,
interfacciato col Dysplay Transformer, crei tramite l’editor una nuova rego-
la di trasformazione. La creazione della nuova regola comporta la modifica
delle strutture dati del Mapping Document, all’interno delle quali verra` in-
serita la nuova regola. Il Mapping Document comunichera` tale modifica al
Mapping Strutture, passandogli le informazioni necessarie da permettergli
l’aggiornamento delle strutture dati interne. Il Mapping Structure, tramite
le informazioni ricevute dal Mapping Document, creera` un nuovo Element
Mapping corrispondente alla regola di trasformazione creata. Dopodiche´ av-
viera` la generazione del codice XSLT di tutti i suoi Element Mapping. Ogni
Element Mapping generera` un pezzo di codice XSLT (template) che andra` a
comporre il foglio di stile usato poi nella trasformazione dei modelli. Nella
sezione 4.3 vedremo come verra` utilizzato il foglio di stile XSL generato dal
Mapping Structure.
Nella prossima sezione verra` presentato il modello di trasformazione, nel
quale verranno descritti gli aspetti principali che caratterizzano le regole di
trasformazione.
2eXtensible Stylesheet Language
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4.2 Il modello di trasformazione
Il modello di trasformazione (vedi figura 4.3) e` composto dai seguenti ele-
menti:
 uno o piu` modelli di partenza;
 uno o piu` modelli di destinazione;
 una o piu` regole di trasformazione;
Ogni modello (sia di partenza che di destinazione) puo` essere composto da
uno o piu` elementi caratterizzati da un nome. Ogni elemento appartenente
a un modello puo` avere uno o piu` attributi caratterizzati da un nome e un
tipo.
Le regole di trasformazione permettono di specificare come un elemento del
modello di partenza debba essere trasformato in un elemento del modello di
destinazione. Ogni regola di trasformazione puo` essere composta da selection
rule e da Mapping Attributes. Esistono due tipi di regole di trasformazione:
le regole singole e le regole mutiple.
Una regola singola prende in ingresso un un solo elemento del modello di
partenza e specifica come trasformarlo in un unico elemento del modello di
destinazione. Una regola di trasformazione singola corrisponde alla genera-
zione di un template nel foglio di stile XSL.
Una regola di trasformazione multipla e` data dalla composizione di due o
piu` regole di trasformazione singole che prendono in ingresso uno stesso ele-
mento del modello di partenza e specificano come trasformarlo in uno o piu`
elementi del modello di destinazione. Una regola di trasformazione multipla
corrisponde alla generazione di un solo template nel foglio di stile XSL, con-
tenete la generazione degli elementi del modello di destinazione in base al
tipo di regola utilizzato.
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Figura 4.3: Modello logico di trasformazione
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Esistono tre tipi di regola di trasformazione multipla:
1. Condizionale: ad ogni regola di trasformazione appartenente alla regola
multipla viene associata una condizione formata da uan o piu` selection
rule, a parte una che viene designata come quella di default tramite
un apposito attributo. Durante il processo di trasformazione, tra le
varie regole viene selezionata la prima che rispetta la condizione ad
essa associata. Se nessuna regola rispetta la propria condizione, viene
selezionata per la generazione quella di default.
2. Sequenziale: ad ogni regola di trasformazione appartenente alla regola
multipla viene associato un numero di ordinamento. Durante la fase
di trasformazione le regole verranno processate in base all’ordinamen-
to prestabilito. Il risultato corrispondente sara` un template contenente
tanti elementi di destinazione (generati sequenzialmente secondo l’ordi-
ne stabilito dalla regole) quante sono le regole di trasformazione facenti
parte della regola multipla.
3. Gerarchica: ad ogni regola di trasformazione appartenente alla regola
multipla viene associato un livello di gerarchia ed un numero di ordi-
namento. Durante la fase di trasformazione verra` processata prima la
regola col livello di gerarchia piu` alto e poi tutte le altre in base all’ordi-
namento prestabilito. Il risultato corrispondente sara` un template con
un elemento di destinazione (quello generato dalla regola col livello di
gerarchia piu` alto) con al suo interno tutti gli altri elementi di destina-
zione (generati dalle regole col livello di gerarchia piu` basso e ordinati
in base al numero di ordinamento posseduto).
Ogni regola di trasformazione e` caratterizzata dai seguenti attributi:
 type: specifica il tipo di regola (normale, multipla-condizionale, multipla-
sequenziale, multipla-gerarchica).
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 isDefault : nel caso di regola di trasformazione multipla condizionale,
serve a specificare la regola che verra` generata come default;
 ordering : nel caso di regola di trasformazione multipla serve a specifi-
care l’ordine di generazione della regola;
 hierarchy : nel caso di regola di trasformazione multipla gerarchica serve
a specificare il livello di gerarchia della regola.
Le selection rules sono delle espressioni composte dalla terna attributo - ope-
ratore - valore e vengono create per definire delle condizioni sulla regola di
trasformazione multipla condizionale.
Il mapping di attributi serve ad arricchire di informazioni la regola di tra-
sformazione. Caratterizzato da un tipo, il mapping viene effettuato tra gli
attributi degli elementi del modello di partenza e gli attributi degli elementi
del modello di destinazione. Il risultato corrispondente al mapping di attri-
buti e` la creazione all’interno del template di nuovi attributi appartenenti
all’elemento di destinazione generato dalla regola.
Quando un utente crea una regola di trasformazione tramite l’editor grafico,
il Display Transformer cattura tutte le informazioni utili che servono a ca-
ratterizzarla e le passa al Mapping Document. Tali informazioni contengono
il tipo di regola, l’elemento del modello di partenza e quello del modello di
destinazione selezionati dall’utente, le selection rules create (nel caso si tratti
di una regola multipla condizionale) e il mapping degli attributi.
Queste informazioni vengo poi passate al Mapping Structure, il quale prov-
vedera` alla creazione di un nuovo Element Mapping. Dopodiche´, il Map-
ping Structure fara` partire la generazione del foglio di stile, il quale sara`
composto dai vari template XSLT creati da ognuno degli Element Mapping
appartenenti al Mapping Structure.
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4.3 Il processo di trasformazione
Per eseguire una trasformazione tra modelli (vedi figura 4.4) occorrono due fi-
le: il documento da trasformare (scritto in XML) e un documento contenente
il foglio di stile che fornisce la semantica per la trasformazione.
Figura 4.4: Il processo di trasformazione tra modelli
Il foglio di stile XSL vede un documento XML come una serie di nodi struttu-
rati ad albero. E` formato da un insieme di modelli (template) che contengono
le regole di trasformazione dei tag del documento XML. Nella sintassi XSL,
i template sono elementi, a ciascuno dei quali corrisponde l’attributo match,
associato al nodo che verra` trasformato.
Nel nostro caso, il documento da trasformare e` rappresentato dal modello di
partenza. Il foglio di stile ci viene fornito dal Mapping Structure quando le
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varie regole di trasformazione sono state create. Esso conterra` tanti template
quante sono le regole di trasformazione.
La trasformazione avviene attraverso un apposito programma detto proces-
sore XSLT, che riceve in input il documento XML, da cui prende i contenuti;
dopodiche´ prende dal foglio di stile la struttura e le regole di trasformazione
e produce in output il documento trasformato. Il processore XSLT segue
la struttura gerarchica del documento di partenza: individua ciascun nodo
grazie alle istruzioni contenute nel foglio di stile, che esegue ricorsivamente,
nodo per nodo. Quando il processore trova una corrispondenza (matching), al
contenuto dell’elemento di partenza vengono applicate le regole del template
contenuto nel foglio di stile.
Capitolo 5
L’editor visuale
Dopo aver descritto la struttura generale del sistema, verra` ora presentato
l’editor visuale.
L’editor e` stato creato con lo scopo di guidare l’utente alla creazione delle
regole dandogli la possibilita` di visualizzarle graficamente, di modificarle e
di salvarle per un successivo riutilizzo. In questo modo si agevola l’utente
evitandogli la scrittura o la modifica di codice che, per un utente poco esperto,
potrebbe essere difficoltosa.
Verra` inizialmente presentata la visualizzazione grafica dei modelli di parten-
za e di destinazione sui quali si vuole applicare la trasformazione. Dopodiche´
verra` descritta la creazione e la visualizzazione grafica delle regole di trasfor-
mazione, prendendo in considerazione il mapping degli attributi appartenenti
ai modelli. Successivamente verra` descritto l’avvio di una trasformazione tra
modelli, che si basera` sulle regole di trasformazione create dall’utente. In-
fine, verra` presentato il wizard, una componente introdotta per consentire
l’esecuzione semplificata di alcune tra le operazioni consentite dall’editor.
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5.1 Caricamento e visualizzazione dei modelli
Prima di descrivere le scelte effettuate per la visualizzazione grafica dei mo-
delli, verra` presentata la procedura utilizzata per il caricamento dei modelli
nell’editor.
I linguaggi, definiti tramite XSD, affrontano un procedimento di binding,
tramite un generatore xjc incluso in JAXB1, che effettua il passaggio dalla
rappresentazione XML dello schema alle corrispondenti classi Java che rap-
presentano lo schema. Ogni modifica allo schema implica la rigenerazione
delle classi java.
Il meccanismo di mapping viene implementato attraverso l’uso di annota-
zioni, ad esempio @XmlRootElement e @XmlElement annotano le classi che
rappresentano rispettivamente l’elemento radice del file XML e un elemento
generico.
Figura 5.1: Marshall e Unmarshall
I passi successivi sono schematizzati nella figura 5.1. Per la realizzazione
della vista grafica occorre che il file XML che descrive una generico modello
venga mappato in memoria in una struttura ad albero. Questo viene otte-
1Java Architecture for XML Binding
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nuto attraverso un’operazione di unmarshalling utilizzando le classi create
col generatore JAXB. A partire dall’albero ottenuto con l’unmashalling vie-
ne creato un altro albero corrispondente alla struttura intermedia chiamata
Mapping Document (vedi sezione 4.1) che contiene tutte le informazioni utili
per disegnare gli elementi, come le icone da utilizzare, la dimensione del ret-
tangolo che rappresenta l’elemento, il testo e il colore del rettangolo e la lista
dei nodi figli; inoltre contiene un riferimento al corrispondente nodo nell’al-
bero ottenuto dal documento XML e un riferimento al padre. La struttura
Mapping Document rappresenta il modello della vista grafica secondo il pat-
tern Model View Controller.
Il procedimento inverso, vale a dire il passaggio dalla visualizzazione grafica
al documento XML corrispondente, viene ottenuto attraverso l’operazione di
marshalling.
I modelli, all’interno dell’editor, vengono rappresentati con una vista ad albe-
ro (vedi fig. 5.2). La scelta di questa vista e` quella di consentire all’utente un
facile riconoscimento della gerarchia degli elementi del modello. Il caricamen-
to di un modello all’interno dell’editor grafico avviene tramite selezione nel
menu` a tendina presente nel pannello alto. In alternativa i modelli possono
essere caricati tramite il Wizard selezionando l’opzione New Transformation.
L’albero degli elementi puo` essere ridotto o esteso a piacimento tramite gli
appositi pulsanti presenti accanto ad ogni elemento. In questo modo si puo`
migliorare la vista dell’albero nascondendo gli elementi che al momento non
sono necessari.
Gli elementi dell’albero sono selezionabili tramite mouse e la selezione di
un elemento permette la visualizzazione suoi attributi (in ordine alfabetico)
nel pannello presente sulla destra tramite la selezione del tab relativo agli
attributi.
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Figura 5.2: Visualizzazione dei modelli
5.2 Creazione di una regola di trasformazione
Una regola di trasformazione permette di specificare come un elemento del
modello di partenza debba essere trasformato in un elemento del modello
di destinazione. La sua rappresentazione grafica avviene per mezzo di una
freccia (vedi fig. 5.3).
La creazione di una regola di trasformazione consiste nella selezione di un
elemento del modello di partenza e successivamente nella selezione dell’ele-
mento di destinazione. Ogni elemento del modello cliccato col mouse verra`
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Figura 5.3: Creazione di una regola di trasformazione
evidenziato in modo da permettere all’utente di capire quale elemento e` stato
effettivamente selezionato. La selezione successiva degli elementi di partenza
e destinazione creera` automaticamente una nuova regola di trasformazione
la quale, come detto precedentemente, verra` visualizzata a schermo con una
freccia che lega i due elementi.
La creazione di una regola di trasformazione andra` a generare automatica-
mente un template XSLT che servira` successivamente ad eseguire l’effettiva
trasformazione tra i due elementi selezionati. L’editor permette di visualiz-
zare l’XSLT generato tramite l’apposito bottone presente nel pannello.
Un esempio di codice XSLT generato, facendo riferimento alla regola di tra-
sformazione creata precedentemente, e` il seguente:
< !−− Gest ione temp la te p r e s e n t a t i o n −−>
<xsl:template match=” c u i : p r e s e n t a t i o n ” mode=” i n t e r f a c e ”>
<html>
< !−− Gest ione mapping a t t r i b u t i −−>
. . . . . .
< !−− Richiamo di a l t r i t e m p l a t e s −−>
. . . . . .
</html>
</xsl:template>
Il template XSLT generato ha le seguenti caratteristiche:
 un’intestazione, che si compone di un elemento match, utile a specifi-
care quale elemento del modello di partenza si desidera trasformare, e di
un elemento mode, il quale serve ad indicare sotto quali condizioni de-
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ve essere richiamato il template (nel nostro caso il mode corrispondera`
al nodo padre dell’elemento preso in considerazione);
 la generazione del codice relativo all’elemento del modello di desti-
nazione (nel nostro esempio corrisponde all’apertura e alla successiva
chiusura dell’elemento html);
 la gestione del mapping di attributi dall’elemento di partenza a quello
di destinazione (argomento trattato nella sezione 5.3);
 il richiamo di altri templates relativi ad altre regole di trasformazione
create nell’editor (generalmente il template del nodo preso al momen-
to in considerazione richiama i templates relativi ai nodi figli creando
quindi una sorta di ricorsione).
La creazione di diverse regole di trasformazione andranno quindi a creare tan-
ti templates (uno per ogni regola), i quali verranno inseriti in un unico file (fo-
glio di stile XSL) utilizzato successivamente per effettuare la trasformazione
tra modelli.
5.3 Il mapping di attributi
Gli attributi sono delle informazioni aggiuntive presenti negli elementi dei
modelli di partenza e destinazione. Sono caratterizzati da un nome e da un
valore e sono utili a completare o arricchire l’informazione degli elementi.
Il mapping di attributi permette di associare uno o piu` attributi di elementi
appartenenti al modello di partenza ad uno o piu` attributi di elementi ap-
partenenti al modello di destinazione.
Esistono due modalita` possibili di mapping degli attributi: quella normale e
quella only-attribute.
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5.3.1 Il mapping normale
Per effettuare questo tipo di mapping bisogna selezionare un elemento del
modello di destinazione per il quale esiste una regola di trasformazione. Do-
podiche´, selezionando dal pannello degli attributi mappati presente sulla de-
stra il pulsante per l’aggiunta di un nuovo mapping si avvia la finestra per
la creazione del mapping di attributi.
Figura 5.4: Finestra per il mapping di attributi
La finestra di mapping degli attributi (mostrata in figura 5.4) consente ini-
zialmente la selezione di una delle regole di trasformazione che riguardano
l’elemento di destinazione selezionato e successivamente permette di selezio-
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nare l’attributo di partenza e l’attributo di destinazione. Fatto questo e`
possibile aggiungere il mapping alla lista tramite l’apposito pulsante.
I mapping degli attributi vengono visualizzati nell’apposito pannello ordinati
per regole di trasformazione. L’aggiunta del mapping di attributi arricchisce
il template XSLT, generato dalla creazione della regola di trasformzione, nel
modo seguente:
< !−− Gest ione temp la te p r e s e n t a t i o n −−>
<xsl:template match=” c u i : p r e s e n t a t i o n ” mode=” i n t e r f a c e ”>
<html>
< !−− Gest ione d e g l i a t t r i b u t i −−>
<x s l : i f t e s t=”@name!= ’ ’ ”>
<xsl :attribute name=” id ”><xsl:value−of s e l e c t=”@name”/></
xsl :attribute></ x s l : i f>
<xsl :attribute name=” s t y l e ”></xsl :attribute>
< !−− Richiama e a p p l i c a g l i a l t r i t emp la te −−>




Si puo` notare l’utilizzo del costrutto if utile a controllare l’effettiva presenza
del valore all’interno dell’attributo dell’elemento del modello di partenza.
5.3.2 Il mapping only-attribute
Questo tipo di mapping serve a completare il mapping di attributi descritto
precedentemente. Infatti, permette di associare attributi di un elemento del
modello di partenza ad attributi di un elemento del modello di destinazione
senza la necessita` di dover creare una nuova regola di trasformazione.
Per creare questo tipo di mapping bisogna passare alla modalita` only-attribute
tramite il pulsante presente nel pannello dell’editor. Questa modalita` con-
sente la creazione di mapping tra elementi esattamente come avviene nella
creazione di una regola di trasformazione. L’unica differenza sta nel fatto che
che non viene creata un associazione tra gli elementi mappati ma solo sugli
attributi di tali elementi. Quindi, questo tipo di mapping non comporta la
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generazione automatica di un nuovo template XSLT, ma la generazione di
un pezzo di codice codice riguardante il mapping degli attributi effettuati, il
quale verra` inserito all’interno del template che serve a generare l’elemento
di destinazione in questione.
I mapping di tipo only-attribute vengono rappresentati graficamente con del-
le frecce rosse. Quando si passa in questa modalita`, verranno visualizzati
graficamente solo i mappings di questo tipo. Per passare all’altra modalita`
(quella di creazione dele regole di trasformazione) bisogna riutilizzare l’ap-
posito pulsante.
Appena viene creato un mapping di tipo only-attribute, l’editor presen-
ta a video la finestra per il mapping degli attributi descritta precedente-
mente (vedi fig.5.4), attraverso la quale e` possibile specificare l’associazio-
ne tra gli attributi dell’elemento di partenza e gli attributi dell’elemento di
destinazione.
Figura 5.5: Mapping only-Attribute
Nella figura 5.5 si puo` notare come viene rappresentato graficamente un map-
ping di tipo only-attribute. Un esempio di codice XSLT generato da un map-
ping di tipo only-attribute e` il seguente:
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<xsl:template match=” c u i : c o n n e c t i o n s ” mode=” i n t e r f a c e .
p r e s en t a t i on ”>
<a>
< !−− Gest ione d e g l i a t t r i b u t i p r o v e n i e n t i d a g l i a l t r i
e l emen t i −−>
<x s l : i f t e s t=” cu i : e l ementary conn / @presentation name != ’ ’ and
cu i : e l ementary conn / @ i n t e r a c t o r i d = . / @id”>
<xsl :variable name=”idname”>
<xsl:value−of s e l e c t=”@id”/>
</xsl :variable>
<xsl :attribute name=” h r e f ”>
<xsl:value−of s e l e c t=” cu i : e l ementary conn [ @ i n t e r a c t o r i d
= idname ] / @presentation name ”/>
</xsl :attribute>
</ x s l : i f>
< !−− Richiamo d e g l i a l t r i t e m p l a t e s −−>
<xsl:apply−templates s e l e c t=”*” mode=” i n t e r f a c e . p r e s e n t a t i o n
. connect ion ”/>
</a>
</xsl:template>
Nel template generato, riguardante la regola di trasformazione tra elemento
connection del modello di partenza e l’elemento a del modello di destinazione,
si puo` notare come vengono gestiti gli attributi provenienti dagli altri elementi
(nel nostro caso l’attributo href prende il valore dell’attributo presentation
name dall’elemento elementary conn del modello di partenza).
5.4 Le regole di trasformazione multiple
Precedentemente e` stato descritto come creare una semplice regola di trasfor-
mazione tra due elementi, permettendo un’associazione di tipo uno a uno.
Una regola di trasformazione multipla permette di associare un elemento del
modello di partenza a piu` elementi del modello di destinazione e di creare
quindi un associazione uno a molti.
Come per le regole semplici, anche per le regole di trasformazione multipla e`
possibile effettuare il mapping di attributi mostrati nella sezione precedente,
richiamando la finestra tramite l’apposito pulsante oppure, in alternativa,
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utilizzando il wizard.




Verranno analizzate ora nel dettaglio questi tre tipi di regole.
5.4.1 La regole multiple condizionali
Questo tipo di mapping, consiste nel creare due o piu` regole di trasformazione
da un unico elemento del modello di partenza a diversi elementi del modello
di destinazione. La particolarita` di questo mapping multiplo sta nel fatto
che ad ogni regola viene associata una condizione, la quale serve a stabilire
se tale regola debba essere applicata.
Tra le regole che compongono il mapping multiplo, ne viene selezionata una
di default che viene utilizzata quando nessuna delle varie regole rispettano la
condizione associata. In genere la regola di default e` la prima ad essere crea-
ta. Il sistema adottato ha la stessa caratteristica del costrutto switch di un
generico linguaggio di programmazione (oppure di un costrutto if-then-else
ripetuto).
La condizione associata ad ognuna delle regole e` una composizione di una
o piu` selection-rules. Una selection-rule e` una terna attributo-valore-
operatore che specifica la condizione da rispettare per la selezione della
regola di trasformazione da utilizzare.
Per costruire il mapping multiplo condizionale tramite l’editor grafico ba-
sta creare piu` regole di trasformazione come descritto nella sezione 5.2 e
per ogni regola creata selezionare dalla finestra presentata dall’editor il tipo
condizionale. Una volta selezionato il tipo, l’editor grafico presentera` all’u-
tente la finestra per la creazione delle selection-rule da associare alla regola
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di trasformazione. Per creare la condizione e` sufficiente selezionare un attri-
buto (appartenete all’elemento di partenza della regola di trasformazione),
un operatore tra quelli proposti nella finestra e un valore. La finestra per la
creazione delle selection-rule e` mostrata in figura 5.7.
Figura 5.6: Esempio grafico di una regola multipla condizionale
Un esempio di regola di trasformazione multipla (vedi figura 5.6) puo` essere
rappresentato dal mapping tra l’elemento text del modello di partenza e gli
elementi h1,..., h6, p e span del modello di destinazione. La regola riguar-
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dante la generazione dell’elemento p e` stata la prima ad essere creata e quindi
tale elemento sara` quello generato di default.
Il codice XSLT generato da questo mapping risulterebbe il seguente:
< !−− Gest ione temp la te t e x t −−>
<xsl:template match=” c u i : t e x t ” mode=” i n t e r f a c e . p r e s e n t a t i o n .
d e s c r i p t i o n ”>
<xsl:choose>
<xsl:when t e s t=” @role = ’ heading1 ’ ”>
<h1>
. . . .
</h1>
</xsl:when>
<xsl:when t e s t=” @role = ’ heading2 ’ ”>
<h2>
. . . .
</h2>
</xsl:when>
<xsl:when t e s t=” @role = ’ heading3 ’ ”>
<h3>
. . . .
</h3>
</xsl:when>
<xsl:when t e s t=” @role = ’ heading4 ’ ”>
<h4>
. . . .
</h4>
</xsl:when>
<xsl:when t e s t=” @role = ’ heading5 ’ ”>
<h5>
. . . .
</h5>
</xsl:when>
<xsl:when t e s t=” @role = ’ heading6 ’ ”>
<h6>
. . . .
</h6>
</xsl:when>
<xsl:when t e s t=” @role = ’ normal ’ ”>
<span>





. . . .





Si puo` notare come il linguaggio XSLT generato assomigli effettivamente ad
un costrutto switch, dove i vari casi sono rappresentati dagli elementi when e il
caso di default dall’elemento otherwise. Inoltre, ogni elemento generato avra`
al suo interno la propria gestione del mapping degli attributi e del richiamo
degli altri templates.
Figura 5.7: Finestra per la generazione delle selection-rule
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5.4.2 La regole multiple sequenziali
Il mapping multiplo sequenziale (fig. 5.8) permette la generazione di due o
piu` elementi a partire da un unico elemento del modello di partenza. Come
intuibile dal nome, gli elementi del modello di destinazione vengono generati
sequenzialmente uno dopo l’altro, rispettando un ordine prestabilito. Ad ogni
regola e` assegnato un numero di ordinamento. Tale numero, verra` assegnato
seguendo l’ordine di creazione delle regole. La generazione degli elementi
rispettera` quindi l’ordinamento delle regole di trasformazione.
Figura 5.8: Il mapping sequenziale
Per costruire il mapping multiplo sequenziale tramite l’editor grafico basta
creare piu` regole di trasformazione, selezionando il tipo sequenziale nella
finestra di scelta del tipo di regola mostrata dall’editor.
Un esempio di regole di trasformazione sequenziali puo` essere rappresentato
dal mapping tra elemento text del modello di partenza e gli elementi p e br
del modello di destinazione. Il codice XSLT generato da questo mapping e` il
seguente:
< !−− Gest ione temp la te t e x t −−>
<xsl:template match=” c u i : t e x t ” mode=” i n t e r f a c e . p r e s e n t a t i o n .
d e s c r i p t i o n ”>
<p>
< !−− Gest ione d e g l i a t t r i b u t i −−>
. . . . .
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< !−− Richiamo d e g l i a l t r i t e m p l a t e s −−>
<xsl:apply−templates s e l e c t=”*” mode=” i n t e r f a c e . p r e s e n t a t i o n .
d e s c r i p t i o n . t ex t ”/>
</p>
<br>
< !−− Gest ione d e g l i a t t r i b u t i −−>
. . . . .
< !−− Richiamo d e g l i a l t r i t e m p l a t e s −−>
<xsl:apply−templates s e l e c t=”*” mode=” i n t e r f a c e . p r e s e n t a t i o n .
d e s c r i p t i o n . t ex t ”/>
</br>
</xsl:template>
Nel codice XSLT generato si puo` notare come gli elementi del modello di
destinazione vengono generati in sequenza e come ognuno degli elementi ab-
bia la propria gestione del mapping di attributi e del richiamo degli altri
templates.
5.4.3 Le regole multiple gerarchiche
Il mapping multiplo gerarchico (fig. 5.9) permette la generazione di due o piu`
elementi del modello di destinazione rispettando una determinata gerarchia.
Ad ogni regola di trasformazione viene assegnato un livello di gerarchia e un
numero di ordinamento, i quali saranno utili alla generazione degli elementi
di destinazione.
L’elemento di destinazione appartenente alla regola col livello di gerarchia piu`
alto sara` il primo ad essere generato. Gli elementi di destinazione con livello
di gerarchia piu` basso verranno generati all’interno di quello con gerarchia
superiore in base al numero di ordinamento posseduto dalla regola a loro
associata.
Per costruire il mapping multiplo gerarchico tramite l’editor grafico basta
creare piu` regole di trasformazione, selezionando il tipo gerarchico nella fi-
nestra di scelta del tipo di regola mostrata dall’editor. Nella creazione, alla
prima regola creata viene associato il livello gerarchico piu` alto mentre alle
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Figura 5.9: Il mapping gerarchico
altre viene assegnato un livello piu` basso e un numero di ordinamento in base
all’ordine di creazione delle regole.
Un esempio pratico di regole di trasformazione gerarchiche (vedi fig. 5.10) e`
il mapping tra l’elemento presentation del modello di partenza e gli elementi
html, head e body del modello di destinazione. La regola di trasformazione
riguardante l’elemento html e` quella con l’ordine di gerachia piu` alto. Le
altre due regole, riguardanti gli elementi head e body, hanno un livello di
gerachia piu` basso e rispettivamente ordinamento 2 e 3.
Figura 5.10: Esempio di mapping gerarchico tramite l’editor visuale
Il codice XSLT relativo a queste regole di trasformazione e` il seguente:
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< !−− Gest ione temp la te p r e s e n t a t i o n −−>
<xsl:template match=” c u i : p r e s e n t a t i o n ” mode=” i n t e r f a c e ”>
<html>
< !−− Gest ione d e g l i a t t r i b u t i −−>
. . . . .
<head>
< !−− Gest ione d e g l i a t t r i b u t i −−>
. . . . .
< !−− Richiamo d e g l i a l t r i t e m p l a t e s −−>




< !−− Gest ione d e g l i a t t r i b u t i −−>
. . . . .
< !−− Richiamo d e g l i a l t r i t e m p l a t e s −−>





Dal codice si puo` notare come l’elemento html venga generato per primo,
avendo il livello di gerarchia piu` alto, e gli elementi head e body vengano
generati al suo interno avendo il livello di gerarchia piu` basso.
5.5 Salvataggio e caricamento delle regole
Il salvataggio ed il caricamento delle regole di trasformazione sono due opera-
zioni molto importanti poiche´ consentono il riutilizzo successivo delle regole
di trasformazione create. Queste due operazioni fanno riferimento al modello
di trasformazione presentato nel capitolo precedente (par. 4.2).
Il modello di trasformazione, definito tramite XSD, subisce anch’esso un pro-
cedimento di binding che effettua il passaggio dalla rappresentazione XML
dello schema alle corrispondenti classi JAVA che rappresentano lo schema.
Per il caricamento di una serie di regole di trasformazione occorre che il fi-
le XML che descrive un generico modello di trasformazione venga mappato
in memoria in una struttura ad albero tramite l’operazione di unmarshal-
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ling. A partire dall’albero ottenuto dall’operazione precedente, viene creato
un altro albero corrispondente alla struttura intermedia chiamata Mapping
Document, la quale a sua volta contiene tutte le informazioni necessarie da
passare poi al Display Trasformer, che provvedera` a disegnare, oltre agli ele-
menti dei modelli, le varie regole di trasformazione.
Il salvataggio consiste invece nell’operazione inversa sfruttando l’operazione
di marshalling, la quale trasforma la struttura ad albero in un file XML.
Per effettuare il salvataggio o il caricamento di regole di trasformazione basta
selezionare gli appositi comandi dal menu` del tool di trasformazione oppure,
in alternativa, utilizzando il solito wizard.
5.6 Il wizard
Il wizard (mostrato in fig. 5.11) e` una procedura, inglobata nell’editor di tra-
sformazione, che permette all’utente di eseguire quelle che sono le operazioni
principali consentite dall’editor. La scopo principale e` quello di semplifica-
re l’esecuzione delle operazioni agli utenti poco esperti al fine di migliorare
l’usabilita` e le caratteristiche user friendly dell’editor.
Le caratteristiche principali del wizard sono:
 semplicita` d’uso;
 limitazione delle possibilita` di scelta da parte dell’utente, a favore della
semplicita` d’uso;
 esecuzione di operazioni (che sono comunque eseguibili all’interno del-
l’editor) in altro modo;
 la possibilita` di tornare sui propri passi per modificare le proprie scelte.
Il wizard viene avviato automaticamente all’apertura dell’editor di trasforma-
zione e puo` essere richiamato dall’utente in qualsiasi momento selezionando
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Figura 5.11: Il wizard dell’editor di trasformazione
l’apposito pulsante. Oltre alle principali operazioni (il caricamento dei mo-
delli, creazione di regole di trasformazione, mapping di attributi, etc.), of-
fre la possibilita` di avviare delle operazioni utili non presenti esplicitamente
all’interno dell’editor. Ad esempio, una di queste operazioni e` la visualiz-
zazione dei mapping relativi ad un elemento dell’albero. Questa operazione
e` molto utile quando sono state create tante regole di trasformazione ed al-
l’interno dell’editor risulta difficile distinguere tutte le frecce relative ad un
determinato elemento.
Capitolo 6
Un esempio di applicazione
In questo capitolo verra` presentato un esempio di utilizzo dell’editor visuale
per l’esecuzione di una trasformazione da un’applicazione desktop (creata
attraverso MARIAE) al linguaggio HTML 5.
6.1 Creazione della CUI-Desktop
L’applicazione desktop e` composta da diverse presentation:
1. index : la pagina principale;
2. audio : viene presentato un esempio di caricamento di file audio;
3. video : viene presentato un esempio di visualizzazione di un video;
Per creare un’interfaccia desktop attraverso l’authoring environment bisogna
scegliere il tipo di documento dal menu` file, selezionando CUI-Desktop. Una
volta scelto il tipo di documento e` possibile iniziare a definire l’interfaccia
scegliendo gli elementi dal pannello destro, il quale presenta tutti gli elementi
definiti nel linguaggio, e trascinandoli nel pannello centrale che contiene gli
elementi dell’interfaccia.
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La struttura delle presentation dell’applicazione e` composta da quattro grou-
ping fondamentali: header, navigator, section e footer. L’elemento che varia
nelle presentation proposte e` il section, il quale presentera` al suo interno di-
versi elementi utili a definire quello che sara` poi il contenuyto della pagina
HTML 5. Le tre presentation sono visualizzate nel pannello di sinistra, nel
quale e` possibile selezionarle e successivamente editarle e/o modificarle dal
pannello centrale.
Figura 6.1: MARIAE: design dell’interfaccia concreta Desktop
Nella prima presentazione (vedi fig. 6.1), all’interno dell’elemento section
(evidenziato dal rettangolo celeste) sono presenti altri due grouping: un ar-
ticle e un section. Nel primo sono presenti del testo e un immagine; nel
secondo sono presenti due ulteriori grouping (article) che descrivono e con-
tengono i link alle sezioni audio e video. Nella presentation audio, all’interno
dell’elemento section e` presente un ulteriore grouping (article) che contiene
del testo e l’elemento audio da riprodurre. Infine, nella presentation video,
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all’interno dell’elemento section e` presente un grouping contenente del testo
che descrive i video in HTML5 e l’elemento video che si vuole riprodurre.
Figura 6.2: MARIAE: codice XML
MARIAE genera automaticamente il codice XML che descrive l’interfaccia
concreta Desktop. Nella figura 6.2 viene mostrata una porzione di codice
relativa alla presentation visualizzata dal design della figura precedente.
Una volta che sono state create tutte le presentation con i rispettivi elementi
interni, e` possibile avviare il tool visuale per definire le regole tra gli elementi
che consentiranno la trasformazione dell’interfaccia concreta nel linguaggio
HTML 5.
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6.2 Trasformazione tramite editor visuale
Per definire le regole di trasformazione e` necessario avviare l’editor di tra-
sformazione, selezionando CUI-Desktop come modello di partenza e HTML 5
come modello di destinazione. Una volta fatto questo si puo` iniziare a creare
le regole. Di seguito riporteremo le regole di trasformazione piu` interessanti.
Ogni presentation della CUI-Desktop corrisponde ad una pagina in HTML
5. Bisogna quindi creare una regola che associ l’elemento presentation della
CUI-Desktop all’elemento html dell’HTML 5. Inoltre, bisogna creare una
regola che generi anche l’elemento head. Si e` scelto quindi di definire una
regola di trasformazione multipla (mostrata in figura 6.3) di tipo gerarchico
che associa l’elemento presentation agli elementi html e head.
Figura 6.3: Esempio di creazione di una regola multipla gerarchica per l’elemento
presentation
La regola generata verra` inoltra arricchita dal mapping di attributi. Ad
esempio, tramite un mapping normale di attributi sara` possibile associa-
re l’attributo name dell’elemento presentation all’attributo id dell’elemento
html. Il template XSLT generato da questa regola di trasformazione risulta
essere il seguente:
< !−− Gest ione temp la te p r e s e n t a t i o n −−>
<xsl:template match=” c u i : p r e s e n t a t i o n ” mode=” i n t e r f a c e ”>
<html>
< !−− Gest ione d e g l i a t t r i b u t i −−>
<x s l : i f t e s t=”@name!= ’ ’ ”>
<xsl :attribute name=” id ”><xsl:value−of s e l e c t=”@name”/></
xsl :attribute></ x s l : i f>
<xsl :attribute name=” s t y l e ”></xsl :attribute>
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<head>
< !−− Richiamo d e g l i a l t r i t e m p l a t e s −−>
<xsl:apply−templates s e l e c t=”*” mode=” i n t e r f a c e . p r e s e n t a t i o n ”
/>
</head>
< !−− Richiamo d e g l i a l t r i t e m p l a t e s −−>




Si puo` notare come l’elemento head venga generato all’interno dell’elemento
html, cosi come e` stato definito dalla regola di trasformazione. E´ possibi-
le inoltre notare come viene rappresentato il mapping dell’attributo name
nell’atributo id.
Per la generazione degli elementi che costituiscono la struttura della pagi-
na, come body, header, nav, section e footer abbiamo bisogno di una regola
multipla condizionale. La necessita` di questo tipo di regola deriva dal fatto
che l’elemento grouping della CUI-desktop, puo` essere trasformato in uno dei
tanti elementi dell’HTML 5 che compongono la struttura della pagina.
La regola di default e` quella che genera l’elemento div. Per la generazione
di tutti gli altri elementi e` necessario definire delle regole di trasformazione
specificando una o piu` selection rule, le quali consentono la selezione di una
sola regola di trasformazione tra le varie create. Ad esempio, la selection rule
associata alla regola di trasformazione che dal grouping genera l’elemento ol
e`: ordering=true; mentre la selection rule associata alla regola di trasfor-
mazione per la generazione dell’elemento ul e`: bullet=true. Il codice XSLT
riportato di seguito, mostra alcuni dei diversi casi che si possono verificare,
con le rispettive selection rule.
< !−− Gest ione temp la te grouping −−>
<xsl:template match=” c u i : g r o u p i n g ” mode=” i n t e r f a c e ”>
<xsl:choose>
<xsl:when t e s t=” c u i : p r o p e r t i e s /@id = ’ body ’ ”>
<body>
. . . .
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</body>
</xsl:when>
<xsl:when t e s t=”@id = ’ as ide ’ ”>
<a s i d e>
. . . .
</ a s i d e>
</xsl:when>
<xsl:when t e s t=” c u i : p r o p e r t i e s / @ f i e l d s e t = ’ true ’ ”>
< f i e l d s e t>
. . . .
</ f i e l d s e t>
</xsl:when>
<xsl:when t e s t=”@id = ’ a r t i c l e ’ ”>
<a r t i c l e>
. . . .
</ a r t i c l e>
</xsl:when>
<xsl:when t e s t=” @ordering = ’ true ’ ”>
<o l>
. . . .
</ o l>
</xsl:when>
<xsl:when t e s t=” c u i : p r o p e r t i e s / @bul let = ’ true ’ ”>
<ul>
. . . .
</ u l>
</xsl:when>
. . . .
<xsl:otherwise>
<div>





Alla regola creata viene aggiunto il mapping degli attributi. Gli attributi piu`
interessanti sono quelli di layout, tramite i quali viene definita l’impaginazio-
ne. Questi attributi presenti nel grouping vengono tutti associati all’attributo
style dell’elemento di destinazione. Il mapping avviene per tutti i casi defini-
ti nella regola condizionale. Di seguito riportiamo il mapping degli attributi
sull’elemento body.
<xsl:when t e s t=” c u i : p r o p e r t i e s /@id = ’ body ’ ”>
<body>
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< !−− Gest ione d e g l i a t t r i b u t i −−>
<xsl :attribute name=” s t y l e ”>
he ight : <xsl:value−of s e l e c t=”@height”/> ;
width : <xsl:value−of s e l e c t=”@width”/> ;
margin : <xsl:value−of s e l e c t=”@margin”/> ;
padding : <xsl:value−of s e l e c t=”@padding”/> ;
border : <xsl:value−of s e l e c t=”@border”/> ;




Figura 6.4: Esempio di creazione di una regola multipla condizionale per
l’elemento grouping
Oltre agli attributi di layout, e` necessario effettuare il mapping degli attributi
di proprieta` del grouping. Tali attributi non sono presenti all’interno dell’e-
lemento grouping ma si trovano nell’elemento properties, figlio del grouping.
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Di conseguenza, e` neccessario effettuare un mapping di tipo only-attribute,
il quale permettera` di recuperare proprieta` come il font e il background.
Completando la creazione delle regole e` poi possibile avviare la trasforma-
zione della CUI di partenza ottenendo come risultato una pagina HTML 5.
La figura 6.5 mostra la pagina generata dalla trasformazione.
Figura 6.5: Pagina generata dalla trasformazione della CUIDesktop in HTML5
Di seguito viene mostrato un pezzo di codice HTML5 relativo alla pagina ge-
nerata. Nel codice e` possibile notare la presenza dei nuovi elementi header,
nav, section, article e footer.
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<html>
<head>
. . . . .
</head>
<body style=”margin :20 px auto ; . . . . ”>
<header style=” d i s p l a y : b lock ; . . . . ”>
<div>
<h1 style=”padding :10 px ; c o l o r :#690; ”>HTML 5</h1>
<h2 style=”padding :10 px ; . . . ”>Esempio . . .</h2>
</div>
</ header>
<nav style=” d i s p l a y : b lock ; he ight : 35 px ; . . . . ”>
<ul style=” l i s t −s t y l e : none ; he ight : 35 px ; . . . ”>
< l i style=” d i s p l a y : i n l i n e ; ”>
<a href=” index . html” style=” . . . ”>Home</a>
</ l i>
< l i style=” d i s p l a y : i n l i n e ; ”>
<a href=” audio . html” style=” . . . ”>Audio</a>
</ l i>
. . . .
</ul>
</nav>
<s e c t i o n style=” d i s p l a y : b lock ; . . . ”>
<a r t i c l e style=”padding :10 px ; . . . ”>
<h1 style=” c o l o r :#690; ”>La s t r u t t u r a d i . . .</h1>
<p style=” font−s i z e : 13 px ; . . . ”>
. . . .
</p>
<s e c t i o n>
. . .
</ s e c t i o n>
</ a r t i c l e>
. . . .
</ s e c t i o n>
< f o o t e r style=” d i s p l a y : b lock ; he ight : 50 px ; . . . ”>
<h6 style=” c o l o r : # 0 0 0 0 0 0 ; . . . ”>Mauro L i s a i</h6>
<h6 style=” c o l o r : # 0 0 0 0 0 0 ; . . . ”>© 2010 − Al l Rights Reserved</
h6>
</ f o o t e r>
</body>
</html>
La presentation riguardante la sezione audio presenta al suo interno un ele-
mento audio. Per generare questo elemento in HTML 5 e` necessario creare
una regola di trasformazione tra l’elemento audio della CUI-Desktop e l’ele-
mento audio dell’HTML 5. Si tratta di una regola multipla di tipo gerarchico
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poiche´ dall’elemento audio di partenza bisogna generare un elemento audio
con all’interno un elemento source, il quale contiene le informazioni utili alla
riproduzione di un file audio. Bisogna inoltre effettuare il mapping di attribu-
ti, in particolare tra l’attributo source dell’elemento di partenza e l’attributo
src dell’elemento source HTML5, utile a specificare il percorso del file audio.
La figura 6.6 mostra la pagina ottenuta dalla trasformazione.
Infine, la presentation riguardante la sezione video presenta al suo interno
un elemento video. Come gia` descritto per l’elemento audio, la generazio-
ne di questo elemento in HTML5 necessita di una regola di trasformazione
multipla di tipo gerarchico. Rispetto alla generazione dell’elemento audio,
dall’elemento video di partenza bisogna generare un elemento video con al-
l’interno un elemento source.
La regola di trasformazione viene arricchita dal mapping tra l’attributo sour-
ce dell’elemento video di partenza e l’attributo src dell’elemento source di
destinazione. La figura 6.7 mostra la pagina ottenuta dalla trasformazione.
Figura 6.6: Pagina in HTML5 contenente un player audio
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Figura 6.7: Pagina in HTML5 contenente un player video
Capitolo 7
Validazione
In questo capitolo viene inizialmente data una valutazione generale riguar-
dante la capacita` di definire trasformazioni da parte dell’ambiente proposto.
Verranno poi presentati i risultati forniti dal test di valutazione di usabilita`
di tale ambiente.
7.1 Espressivita` dell’ambiente
L’ambiente proposto in questa tesi e` in grado di produrre trasformazioni tra
meta-modelli. Tali trasformazioni sono basate sulla definizione di regole crea-
te tramite un editor grafico. In particolare, il mio lavoro si e` concentrato sulla
trasformazione da un modello concreto per Desktop al linguaggio HTML 5.
L’editor grafico ha raggiunto un buon livello di funzionalita` grazie alla recen-
te introduzione delle regole di trasformazione multipla, le quali permettono
di aggiungere piu` espressivita` alla generazione degli elementi del modello di
destinazione. Essendo state introdotte di recente, potrebbero ancora non
presentare una buona usabilita`. Il test utente servira` quindi anche a capire
quali sono le funzionalita` da modificare e/o aggiungere per il miglioramento
dell’usabilita`
La generazione, tramite regole di trasformazione, degli elementi di destinazio-
ne (considerando l’HTML 5 come linguaggio di destinazione) e` stata coperta
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quasi totalmente. Manca infatti la generazione di alcuni elementi che non
sono rappresentabili nel linguaggio MARIA. Uno di questi elementi e` il can-
vas. Tale elemento e` un contenuto per le sezioni grafiche che serve a definire
una superficie per il disegno di elementi grafici.
Il codice XSLT generato automaticamente dalla creazione grafica di nuove
regole di trasformazione non e` ancora del tutto completo. Vi sono infatti an-
cora alcuni costrutti che non sono stati trattati nella generazione del codice.
Uno di questi costrutti e` il for-each (vedi sezione 3.3.5.1), un costrutto utile
che permette di ciclare all’interno di un documento XSLT.
7.2 Test di valutazione di usabilita`
Per valutare l’usabilita` dell’ambiente di trasformazione e` stato proposto un
test utente suddiviso in vari task. Lo scopo di questo test non e` stato solo
quello di valutare se l’utente fosse in grado o meno di creare ed applicare delle
trasformazioni tra modelli, ma anche quello di capire se l’ambiente grafico
proposto fosse in grado di guidare e, allo stesso tempo, facilitare l’utente
nella creazione di una trasformazione.
Il test e` stato effettuato su un campione di 11 utenti, tutti di sesso maschile,
con un eta` media di 27 anni e in possesso di un titolo di laurea. Per il giudizio
di ogni task e` stata utilizzata una scala di valutazione che va da 1 a 5, dove
5 e` il giudizio piu` alto.
Il livello di conoscenza di sviluppo di interfacce utente e di sviluppo di mo-
delli e` risultato medio, mentre il livello di conoscenza del linguaggio XSLT
e` risultato abbastanza basso per la maggior parte degli utenti. Questo e`
un dato piuttosto rilevante visto che il linguaggio XSLT viene utilizzato per
effettuare la trasformazione tra modelli e che, mediante l’utilizzo dell’editor
grafico per la creazione delle regole di trasformazione, tale linguaggio verra`
generato automaticamente, evitando quindi agli utenti poco esperti l’inte-
razione col codice. Infine, il livello di conoscenza delle trasformazioni tra
modelli e` risultato medio.
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Il test e` composto dai seguenti task:
 Visualizzazione grafica dei modelli di trasformazione.
 Creazione di una regola di trasformazione.
 Creazione di regole di trasformazione multiple.
 Mapping di attributi
 Salvataggio/caricamento di regole di trasformazione e esecuzione di una
trasformazione.
Nelle sezioni che seguono verranno analizzati i vari task proposti nel test.
7.2.1 Visualizzazione grafica dei modelli
In questo task e` stato chiesto agli utenti, dopo aver avviato l’editor grafico,
di selezionare un modello di partenza (source model) e un modello di de-
stinazione (target model) permettendone il caricamento e la visualizzazione
all’interno dell’editor.
La valutazione di questo task e` suddivisa in due parti: la visualizzazione degli
elementi appartenenti a un modello e la visualizzazione degli attributi di un
elemento.
Il giudizio sulla visualizzazione degli elementi tramite l’editor grafico e` risul-
tato abbastanza alto (con un giudizio medio di 4,36 e una deviazione stan-
dard di 0,5). Inoltre, sono stati dati diversi suggerimenti utili a migliorare la
visualizzazione dei modelli:
 la possibilita` di visualizzare gli elementi dei modelli con dei colori
diversi, in modo da differenziarli in base al livello di gerarchia;
 l’introduzione di una funzione di ricerca degli elementi, utile quando
gli elementi del modello visualizzati nell’editor sono tanti;
 l’introduzione di bottoni per lo zoom degli elementi;
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 mettere in evidenza, magari prima del disegno degli elementi del mo-
dello, i nomi del source e del target model;
Il giudizio sulla visualizzazione degli attributi di un nodo selezionato e` risulta-
to anch’esso mediamente alto (con un giudizio medio di 4,18 e una deviazione
standard di 0.75). Anche in questo caso sono stati dati diversi suggerimenti
che vado ora ad elencare:
 la riduzione delle celle dove vengono visualizzati gli attributi all’interno
dell’apposito pannello;
 la visualizzazione del tipo degli attributi;
 migliorare la visualizzazione degli attributi all’interno del pannello,
dividendoli in tab differenti secondo un raggruppamento logico (ad
esempio layout, margin, padding, border, etc.).
In generale, il giudizio complessivo risulta essere buono anche se, con l’ag-
giunta di alcune nuove e semplici funzionalita`, la visualizzazione dei modelli
raggiungerebbe un livello ancora piu` alto di usabilita`.
7.2.2 Creazione di una regola di trasformazione
In questo task e` stato richiesto di creare graficamente una regola di trasfor-
mazione tra un elemento del source model ed un elemento del target model,
tramite la definizione di un mapping (rappresentato da una freccia che parte
dall’elemento del source model e termina nell’elemento del target model).
La valutazione di questo task si e` concentrata sulla visualizzazione grafica del-
la regola di trasformazione, facendo attenzione alla scelta (fatta degli utenti)
degli elementi tramite i quali e` stata creata la regola. Il giudizio e` risultato
mediamente alto (con un giudizio medio di 4,45 e una deviazione standard di
0.69), in quanto gli utenti hanno trovato piuttosto chiara la visualizzazione
della regola. Le uniche difficolta` sono derivate dal fatto che alcuni utenti,
con bassa conoscenza dei modelli selezionati, non sapevano quali elementi
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associare tramite la regola.
Inoltre, sono stati dati i seguenti suggerimenti:
 l’utilizzo di colori differenti per le regole di trasformazione, in modo
da migliorare la visualizzazione quando le regole sono tante e risulta
difficile comprendere quali sono gli elementi mappati;
 la possibilita` di editare le regole create selezionando direttamente la
freccia che associa l’elemento di partenza con quello di destinazione;
 la possibilita` di eliminare una regola selezionando direttamente la frec-
cia di mapping (ad esempio selezionando l’opzione di cancellazione da
un menu visualizzato dopo la pressione del tasto destro del mouse);
 introdurre una nuova funzionalita` che permetta di evidenziare gli ele-
menti che possono essere raggiunti da una freccia in modo da permet-
tere la creazione di una regola valida che abbia senso.
In generale, la creazione di una regola di trasformazione e` risultata piuttosto
chiara. Con dei piccoli ritocchi la visualizzazione delle regole potra` migliorare
ulteriormente.
7.2.3 Creazione di regole di trasformazione multiple
In questo task e` stato richiesto di creare tre tipi di regole di trasformazione
multiple: una condizionale, una sequenziale e una gerarchica.
La valutazione di questo task e` suddivisa in due parti: giudicare la facilita`
di creazione e di visualizzazione delle regole di trasformazione multipla e
giudicare la funzionalita` dell’editor grafico per la generazione delle selection
rule relative alle regole di trasformazione condizionali.
Il giudizio sulla facilita` di creazione e di visualizzazione di regole di trasforma-
zione multipla e` risultato piu` che sufficiente (con un giudizio medio di 3,73 e
una deviazione standard di 0.90), anche se gli utenti hanno messo in evidenza
diversi suggerimenti che potrebbero essere utili per un netto miglioramento
dell’interfaccia grafica:
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 migliorare la finestra che permette la scelta del tipo di regola multipla,
eliminando il messaggio di warning (che fa pensare piu` a un errore da
parte dell’utente) sostituendolo con un semplice messaggio di avviso si
trasformazione multipla;
 inserire all’interno della finestra un bottone di help che possa per-
mettere all’utente di attivare una finestra all’interno della quale ven-
ga spiegato sinteticamente l’utilizzo delle tre regole di trasformazione
multipla;
 dare la possibilita` di distinguere il tipo di regola di trasformazione diret-
tamente dalla visualizzazione grafica della regola stessa. Ad esempio,
si potrebbe visualizzare tali informazioni direttamente sulla freccia del
mapping (magari vicino all’elemento di destinazione);
 creare un pannello contenete tutte le informazioni utili relative alla
regola di trasformazione multipla;
 rendere possibile, magari con l’aggiunta di una nuova finestra:
– la modifica dell’ordine di generazione degli elementi sequenziali;
– la modifica dell’elemento di default nella generazione condizionale;
– la modifica della gerarchia degli elementi nella generazione gerar-
chica;
 inserire la priorita` alle regole di trasformazione condizionali, in modo da
permettere la scelta di quella con priorita` piu` alta quando le selection
rules di piu` regole di trasformazione sono soddisfatte;
Il giudizio sulla funzionalita` dell’editor grafico per la generazione delle selec-
tion rules relative alle regole di trasformazione condizionali e` risultato buono
(con un giudizio medio di 3,91 e una deviazione standard di 0.54). Gli uten-
ti hanno messo in evidenza alcuni aspetti che possono essere ulteriormente
migliorati e che vado ora ad elencare:
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 migliorare dinamicamente la finestra, nascondendo le componenti che
non sono utili nella generazione di una regola, invece di renderli non
attivi (ma sempre visibili) come avviene attualmente;
 aggiungere la possibilita` di utilizzare altri operatori condizionali nella
generazione delle regole di trasformazione (attualmente l’unico opera-
tore utilizzabile e` l’AND);
 offrire la possibilita` (per utenti piu` esperti) di creare delle condizioni
di scelta tramite la scrittura diretta di codice XSLT;
In generale, la generazione di regole di trasformazione multiple e` risultata
sufficientemente chiara. Questo tipo di trasformazione e` stata l’ultima ad
essere implementata graficamente e di conseguenza risulta anche essere quella
con maggiori punti critici e ancora carente di alcune funzionalita`.
7.2.4 Mapping di attributi
In questo task e` stato chiesto di creare due tipi di mapping di attributi: uno
normale (selezionando un elemento del target model per il quale esisteva una
regola di trasformazione) e uno di tipo only attribute (attivando la funzio-
nalita` dal pannello dell’editor grafico).
La valutazione di questo task e` stata suddivisa in 3 parti:
1. La funzionalita` dell’editor grafico per il mapping di attributi.
2. La visualizzazione degli attributi mappati.
3. La creazione e la visualizzazione dei mappings di tipo only-attribute.
Il giudizio sulla funzionalita` dell’editor grafico per il mapping di attributi e`
risultato buono (con un giudizio medio di 4 e una deviazione standard di
0.77). Qualche utente ha evidenziato alcune funzionalita` che possono essere
migliorate:
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 come citato nella funzionalita` della generazione delle selection rule,
andrebbe migliorata la dinamicita` della finestra, nascondendo le com-
ponenti non utili;
 includere la possibilita` di visualizzare immediatamente la finestra per
la creazione del mapping di attributi subito dopo aver creato una nuova
regola di trasformazione.
Il giudizio sulla visualizzazione degli attributi mappati e` piu` che buono (con
un giudizio medio di 4.09 e una deviazione standard di 0.83). Non sono stati
rilevati problemi e non vi sono state proposte di miglioramento.
La creazione e la visualizzazione di mappings di tipo only-attribute e` stata
giudicata positivamente (con un giudizio medio di 4.18 e una deviazione
standard di 0.75). Sono state messi in evidenza alcuni aspetti che possono
portare al miglioramento della grafica visuale:
 evidenziare all’interno del pannello del mapping degli attributi gli at-
tributi che derivano da un mappaggio di tipo only attribute;
 piuttosto che un unico pulsante esclusivo che cambia la modalita` di tra-
sformazione (passando da quella normale a quella only attribute e vice-
versa) sarebbe utile avere due pulsanti per consentire o meno la visua-
lizzazione dei due tipi di mapping con l’aggiunta della visualizzazione
contemporanea.
Il giudizio complessivo e` decisamente buono ed il tool grafico per la definizione
e la visualizzazione del mapping di attributi non ha bisogno di eccessive
modifiche.
7.2.5 Salvataggio/caricamento delle regole ed esecu-
zione di una trasformazione
In questo task e` stato richiesto il salvataggio e il caricamento delle regole di
trasformazione. Successivamente e` stato chiesto di avviare una trasformazio-
ne di un file di esempio (una CUI Desktop) tramite l’apposito pulsante.
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La valutazione di questo task e` stata suddivisa in due parti: giudicare l’utilita`
del salvataggio e del caricamento delle regole di trasformazione e giudicare
la facilita` di esecuzione di una trasformazione.
Il giudizio sull’utilita` del salvataggio e del caricamento delle regole di tra-
sformazione e` risultato piu` che buono (con un giudizio medio di 4,73 e una
deviazione standard di 0.47). Il giudizio riguardante la facilita` di esecuzione
di una trasformazione e` risultato anche’esso piu` che buono (con un giudizio
medio di 4,55 e una deviazione standard di 0.52)
Complessivamente, il giudizio di questo task risulta essere molto buono.
Non sono state fatte notare delle imperfezioni e non sono stati suggeriti dei
miglioramenti.
7.3 Principali risultati del test di usabilita`
In questo capitolo sono stati presentati in modo dettagliato i risultati ottenuti
dal test di valutazione dell’ambiente di trasformazione.
Nel complesso l’approccio proposto nell’editor grafico di trasformazione e`
risultato piuttosto soddisfacente. La sua facilita` di utilizzo si e` dimostrata
abbastanza alta. L’inserimento del wizard ha dato agli utenti una migliore
visibilita` delle operazioni principali, senza doverle andare a cercare all’interno
dell’editor grafico. Durante il test di valutazione il wizard e` stato richiamato
piu` volte dagli utenti, preferendolo alla selezione di un operazione da menu`
o dai pulsanti presenti nei pannelli (a volte troppo nascosti e quindi poco
visibili).
Con le dovute modifiche, che consentirebbero l’ aumento delle funzionalita`,
l’ambiente potra` raggiungere una maggiore usabilita`. Riassumendo l’esito
complessivo del test di valutazione possiamo dire che:
 La rappresentazione grafica dei modelli e` risultata piu` che buona. Per
migliorarla ulteriormente andrebbero introdotte nuove funzionalita` co-
me la ricerca di elementi e la possibilita` di zoom sugli elementi.
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 La creazione e la visualizzazione di una regola di trasformazione e` ri-
sultata mediamente buona. Andrebbero migliorate la modifica e la
cancellazione di una trasformazione dando la possibilita` di operare
direttamente sulla freccia che denota la trasformazione.
 La creazione e la visualizzazione di regole di trasformazione multiple
hanno dato esito piu` che sufficiente. Per una migliore usabilita` an-
drebbe migliorata la visualizzazione multipla specificando, magari di-
rettamente sulle frecce, il tipo di regola multipla utilizzata; andrebbe
creato un nuovo pannello in modo da contenere tutte le informazioni
relative a questo tipo di regole; infine, andrebbe migliorata la creazio-
ne delle selection rules relative alle regole condizionali, consentendo la
generazione di regole piu` complesse.
 La creazione e la visualizzazione del mapping di attributi hanno da-
to un buon esito. Andrebbe migliorata la gestione contemporanea
dei mapping normali e quelli di tipo only-attribute, dando la possi-
bilita` di visualizzarli insieme nell’editor grafico e migliorando la loro
visualizzazione all’interno pannello di mapping degli attributi.
In conclusione, il test di valutazione ha fornito tanti elementi interessanti che




Nel corso della tesi e` stata mostrata la progettazione di un ambiente per la
definizione di trasformazioni tra linguaggi, basato su una struttura flessibile
in modo da rendere tali trasformazioni modificabili, personalizzabili e di fa-
cile utilizzo. L’ambiente creato si compone di due parti principali: un editor
visuale che permette la creazione di regole di trasformazione e una struttura
dati interna che permette la generazione di un foglio di stile XSL utilizzato
nell’esecuzione della trasformazione.
L’editor visuale consente l’interfacciamento con l’utente in modo da permet-
tergli di lavorare sugli elementi appartenenti ai modelli e di creare nuove
regole di trasformazione tramite una serie di funzionalita` grafiche. Le fun-
zionalita` presenti nell’editor sono state studiate in modo da permettere al-
l’utente un lavoro semplice e intuitivo. Oltre a permettere la creazione di
regole di trasformazione, l’editor ne consente il salvataggio per un riutilizzo
futuro.
La generazione del foglio di stile XSL e` un operazione nascosta che non vie-
ne mostrata all’utente, il quale potra` comunque visualizzare il codice XSLT
generato. Tale operazione viene avviata automaticamente ogni volta che
l’utente effettua delle modifiche tramite l’editor visuale (ad esempio la crea-
zione/cancellazione di una regola di trasformazione). Questa generazione
automatica ha il vantaggio di evitare all’utente la scrittura e/o la modifica di
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codice, permettendogli quindi di creare un intera trasformazione lavorando
solamente con le funzionalita` proposte dall’ambiente grafico.
L’editor visuale proposto e` stato infine integrato all’interno del tool MARIAE
nella sezione riguardante le trasformazioni.
In questo lavoro di tesi, oltre alla progettazione dell’ambiente di trasforma-
zione, ho concentrato la mia attenzione sulla trasformazione da un modello
interfaccia utente concreto per Desktop ad un documento scritto in linguaggio
HTML 5.
Gli sviluppi futuri riguarderanno:
 Il raffinamento delle funzionalita` esistenti nell’editor grafico. Tra le piu`
importanti si segnalano:
– miglioramento della visualizzazione degli attributi degli elementi
all’interno dell’apposito pannello, introducendo la visualizzazione
del tipo e suddividendoli secondo un raggruppamento logico;
– introduzione dei colori per la visualizzazione degli elementi dei
modelli, in moda da mettere in risalto la gerarchia;
– miglioramento della grafica delle finestre che permettono la se-
lezione del tipo di regola di trasformazione multipla, il mapping
degli attributi e la creazione delle selection rule (nel caso di regola
di trasformazione multipla condizionale);
– aggiunta di informazioni visuali alle frecce che rappresentano le
regole di trasformazione (ad esempio il tipo di regola, l’ordine e la
gerarchia).
 L’introduzione di nuove funzionalita` nell’editor grafico. Tra le piu`
importanti si segnalano:
– l’introduzione delle funzioni di zoom e di ricerca degli elementi;
– l’introduzione della possibilita` dei editare le regole di trasforma-
zione agendo direttamente sulle frecce che le rappresentano grafi-
camente;
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– la creazione di un nuovo pannello per visualizzare le proprieta` delle
regole di trasformazione multipla;
– la creazione di una nuova finestra che consenta la modifica del-
le proprieta` delle regole di trasformazione multipla (ad esempio
cambiare l’ordine della gerarchia).
 L’introduzione, all’interno del linguaggio MARIA, di elementi che con-
sentono il disegno di elemento grafici.
 La generazione dei costrutti XSLT che non sono ancora stati trattati
nella creazione automatica del foglio di stile (ad esempio il for-each);
 Consentire la generazione del foglio di stile CSS insieme alla pagina
HTML, sfruttando le nuove funzionalita` dell’ XSLT 2.0 che permettono
la generazione contemporanea di due file.
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