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Abstrakt 
 
 
Diplomová práca je zameraná na popis platformy Microsoft .NET Framework, jeho verzií, 
architektúry a assembly, ktorá je svojou architektúrou a jednoduchosťou pri manipulácii              
s assembly ideálnym prostredím pre vytváranie modulárnych aplikácií. Popisuje 
programovací jazyk C# a jeho verzie. Následne poskytuje popis, správu  stavov, vývoj 
webových aplikácií, výhody a nevýhody, špecifické adresáre a súbory webového aplikačného 
frameworku ASP.NET. Obsahuje stručný popis technológií ADO.NET a LINQ slúžiacich k 
prístupu a spracovaní dát      z databáze. Ďalej popisuje databáze, ich delenie a zložky tvoriace 
ich štruktúru. Na konci je obsiahnutý návrh štruktúry databáze, tvorba blogovacieho systému, 
účel a štruktúra súborov, časti systému a funkcie jednotlivých časti.  
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Abstract 
 
 
Aim of this thesis is the description of the Microsoft .NET Framework, its different versions, 
architecture, and its assembly, used for its simplistic architecture, and ease of use with the 
assembly it is the ideal environment for creating modular applications. The work describes the 
C# programming language and its versions. It includes a description of the different stages 
and evolution of the web application framework ASP.NET. It includes a short description of 
the ADO.NET and LINQ technologies, used to access data from databases. It describes 
different databases, they structure and classification. At the end there is a layout for a database 
structure, blogging system, aim and structure of the files, the different system parts and 
functions.  
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1 ÚVOD  
V diplomovej  práci  sa  venujem  vývoju  modulárneho  blogovacieho  systému,  alebo  CMS  (Content 
Management System). Blogovacie systémy sú vo všeobecnosti výkonné nástroje, ktoré zjednodušujú 
tvorbu a administráciu webových stránok. Užívateľovi, ktorý si chce spomínaný CMS vytvoriť nemusí 
mať  žiadne  znalosti v oblasti HTML,  respektíve  s programovaním webových  stránok.  Jednoduchým 
spôsobom si z ponuky systému vyberie požadované súčasti, ktoré bude vo svojom systéme využívať. 
Tento  spôsob  vytvárania  blogovacích  systémov  je  v súčasnosti  veľmi  obľúbený.  Nasvedčuje  tomu 
realita veľkého nárastu blogov na internete. 
V jednotlivých častiach práce je čitateľ zoznámený s platformou Microsoft .NET Framework, ktorá je 
svojou  architektúrou  a jednoduchosťou  pri  manipulácií  s assembly  ideálnym  prostredím  pre 
vytváranie modulárnych aplikácií. Predstavené sú jej verzie, samotná architektúra a taktiež assembly, 
ktorý  je považovaný  za  základnú  jednotku v  .NET, pretože  sa pri vývoji vyskytuje veľmi  intenzívne. 
Jedná  z častí  je  venovaná popisu programovacieho  jazyka C#  v ktorej  je taktiež ponúknutý prehľad 
jednotlivých verzií. Nasledujúca časť poskytuje popis, správu stavov, vývoj webových aplikácií, výhody 
a nevýhody,  špecifické  adresáre  a súbory  webového  aplikačného  frameworku  ASP.NET.  Databáze 
pracujúce  s potrebnými  dátami  sa  stali  neodmysliteľnou  súčasťou webových  aplikácií.  Ak má  byt 
efektívna, rýchla a spoľahlivá musí efektívne komunikovať s úložiskom dát, ktoré potrebuje pre svoju 
prácu.  Ako  najčastejšie  úložisko  dát  sa  používajú  relačné  databáze,  ktoré  sú  schopné  dáta 
štruktúrovane uložiť. Preto  im bola venovaná  jedna z  častí. Posledná  časť bola venovaná praktickej 
časti. Jedná sa predovšetkým o návrh štruktúry databáze, tvorbu blogovacieho systému, popisu účelu 
a štruktúry  súborov  a samozrejme  jednotlivým  častiam  a funkciám  jednotlivých  častí  vytvoreného 
systému. 
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2 BLOGOVACÍ SYSTÉM 
Pre blogovací systém sa niekedy používajú i odborovo podobné termíny a to redakčný či publikačný 
systém, alebo CMS ‐ Content Management System.  
 
Blogový  systém  je  systém,  ktorý  slúži  na  tvorbu  a  správu  prezentácií  na  internete.  Využitie 
nachádzajú všetci správcovia a majitelia webov, na ktorých je nutné často aktualizovať obsah. Preto 
drvivá väčšina webových portálov tiež tak internetových obchodov využíva nejaký CMS systém.  
 
Podstatou práce v redakčnom systéme je tvorba obsahu, ktorý je oddelený od dizajnu a funkcionality 
stránky  na  základe  špeciálnych  šablón. Obsahová  zmena  nevyžaduje  zmenu  dizajnu  alebo  opravu 
ostatných  informácií.  Vďaka  redakčnému  systému má  používateľ možnosť meniť  obsah  stránok  a 
nemusí  pritom  ovládať  programovací  alebo  skriptovací  jazyk.  Každý  výrobca  ponúka  možnosť 
viacerých  modulov,  ktoré  si  používateľ  podľa  svojich  potrieb  a  požiadaviek  zakúpi.  Náklady 
investované  do  redakčného  systému  sa  vrátia  vďaka  nižším  nákladom  na  údržbu  a  vytváranie 
podstránok a vzniká priestor pre ďalšie úspory (lepšie a lacnejšie využitie disponibilných zdrojov). 
 
Požiadavky na blogovací systém v sebe zahŕňajú nasledovné: 
¾ funkcie vyhľadávania, ktoré sú pre návštevníkov webu veľmi dôležité, 
¾ prispôsobenie  individuálnym  požiadavkám  používateľa  (personifikácia),  aby  sa 
podľa  požiadaviek  a  potrieb  mohol  používateľ  dostať  čo  najrýchlejšie  k 
informáciám pre neho najžiadanejším, 
¾ možnosť viacerých jazykových variant, 
¾ archivácia verzií obsahu, pre prípad, že by bolo potrebné vrátiť sa k staršej verzii. 
Redakčný  systém  je  systém  slúžiaci  na  správu  obsahu,  alebo  systém  na  správu  a  riadenie 
dokumentov. Slúži na organizáciu a jednoduché vytváranie dokumentov rôzneho obsahu. Väčšinou je 
to webová aplikácia na spravovanie web stránok a webu. 
 
Blogovací systém vyžaduje na editáciu a tvorbu článkov buď špeciálny klientsky software, alebo má 
vytvorené na to webové rozhranie. Trh je zaplnený rôznymi komerčnými ale aj mnohými open source 
riešeniami. Väčšina blogovacích  systémov ponúka okrem bežných  funkcií obsiahnutých v  základnej 
verzii programu tzv. moduly. Moduly sú časti systému, o ktoré sa dá rozšíriť základná verzia. Medzi 
moduly patrí napríklad:  
 
¾ registrácia, 
¾ kalendár, 
¾ zoznam (článkov), 
¾ elektronický formulár, 
¾ rezervácie, 
¾ štatistiky, 
¾ fórum, 
¾ chat, 
¾ hodnotenia a ankety. 
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Hlavné dôvody použitia CMS systémov sa týkajú jeho: 
¾ ceny  ‐  jednorazová  investícia  do  web  stránky  s  CMS  systémom  je  väčšia  ako 
investícia do  tzv. statickej HTML stránky,  je pravdepodobné, že sa Vám  čoskoro 
vráti. Závisí to najmä od frekvencie a rozsahu aktualizácie.  
¾ Jednoduchosti  ‐  CMS  systém  je  jednoduchší  nástroj  na  aktualizáciu  ako 
programovanie kódu. 
¾ Rýchlosti – pretože aktualizácia pomocou CMS je nielen jednoduchá, ale aj rýchla. 
¾ Aktuálnosti  informácií  –  aktuálnosť  je  veľmi  dôležitým  aspektom  úspešnosti 
stránky. 
¾ Optimalizácia  pre  vyhľadávače  –  vytvorené  stránky,  ktoré  sú  pomocou  neho 
vytvárané sú automaticky optimalizované  tzn. že  ich webový prehliadač zobrazí 
na vyšších pozíciách čo umožňuje, že si k nej potencionálny klienti nájdu kratšiu 
cestu. 
¾ Prístupnosti – väčšina  z nich obsahuje  funkciu prostredníctvom ktorej  je možné 
určiť     kto má prístup a práva na menenie obsahu webu [1]. 
 
2.1  Webová aplikácia 
 
Webová  aplikácia  je  aplikácia  poskytovaná  užívateľom  z webového  servera  cez  počítačovú  sieť 
Internet, alebo jej vnútropodnikovú obdobu intranet. Webové aplikácie sú populárne predovšetkým 
pre  všade prítomnosť webového prehliadača  ako  klienta. Ten  sa nazýva  tenkým  klientom, pretože 
sám o sebe logiku aplikácie nepozná.  
 
Hlavnými dôvodmi ich obľúbenosti je rovnaké užívateľské rozhranie kdekoľvek na svete bez nutnosti 
inštalácie  špeciálneho  softvéru  a  taktiež  ich  jednoduchá  aktualizácia,  ktorá  sa  vykonáva  len                 
na jednom mieste ‐ na serveri, na ktorom beží webová aplikácia. 
 
2.2  Štruktúra webovej aplikácie 
Webové  aplikácie  sú  obvykle  štruktúrované  ako  viacvrstvová  (trojvrstvové).  To  znamená,  že  ich 
funkčnosť  netvorí  jeden  celistvý  program,  ale  viac  vzájomne  spolupracujúcich  vrstiev,  ktoré  bežia        
z pravidla na rôznej výpočtovej infraštruktúre.  
 
Trojvrstvová  architektúra  je  najznámejším  prípadom  viacvrstvovej  architektúry.  Prevažná  časť 
webových aplikácií je prevádzkovaná na jej princípe.  Skladá sa z: 
 
¾ prezentačnej vrstvy (GUI) ‐ formou grafického užívateľského rozhrania zobrazuje 
informácie pre užívateľa,  
¾ aplikačnej  (logickej)  vrstvy  ‐  tá  je  jadrom  aplikácie,  pretože  je  v nej  zahrnutá 
logika, funkcie, výpočty a spracovanie. Poslednú časť tvorí  
¾ dátová  vrstva  –  jej  najčastejším  obsahom  je  databáza   ktorá  dáta  uchováva, 
sprístupňuje a zaručuje ich konzistenciu.  
 
Príkladom  môže  byť  weblog,  ktorého  klientska  časť  beží  v prehliadači  užívateľa,  aplikačná  logika       
na  webovom  či  aplikačnom  serveri  a dáta  (napr.  články,  fotogalérie  a pod.)  sú  uložené  na 
databázovom  serveri.  Princíp  spočíva  v tom,  že  webový  prehliadač  posiela  požiadavky  strednej          
tj. aplikačnej vrstve, ktorá ich obsluhuje prostredníctvom dotazov do databáze (resp. jej aktualizácie) 
a generovaním užívateľského rozhrania. 
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Spomínané susediace vrstvy spolu spolupracujú, vyššia vrstva využíva služieb nižšej, cez definované 
rozhranie a preto môžu byť pozmeňované bez toho aby to malo dopad na funkčnosť celej aplikácie. 
Prenos  dát  medzi  vrstvami  je  súčasťou  architektúry,  ktorý  býva  založený  na  štandardných 
protokoloch akými sú .NET, UDP, Remoting, alebo webové služby. 
 
2.3  Programovanie webových aplikácií 
Množstvo  webových  aplikácií  je  písaných  priamo  v čistom  programovacom  jazyku  akými  sú           
napr. PHP, Perl a pod. V súčasnosti pre  ich tvorbu a vývoj existuje rada systémov tzv. frameworkov, 
ktoré  vďaka  automatizácií  tohto  procesu  ponúkajú  programátorom možnosť  popísať  program  na 
vyšších úrovniach. Použitie takýchto systémov často znižuje počet chýb v aplikácií a to predovšetkým 
vďaka väčšej prehľadnosti a jednoduchosti kódu. 
 
2.4  Moduly (Plug­Ins)  
Platforma  NET  Framework  je  svojou  architektúrou  a  jednoduchosťou  pri  manipulácii  s assembly      
tzv. dll knižnicami je priamo ideálna pre vytváranie modulárnych aplikácií. 
 
Zásuvný  modul,  alebo  plug‐in,  je  vytvorený  z anglického  slovesa  to  plug  in  –  zasunúť.  Jedná  sa 
o software, ktorý nepracuje samostatne, ale slúži ako doplnková súčasť inej aplikácie, ktorej rozširuje 
jej  funkčnosť.  Modul  obvykle  využíva  už  pred  pripravené  rozhranie  aplikácie  nazývané  API  
(Application programming interface). Mnoho programov ponúka programátorom možnosť využiť ich 
API s možnosťou rozšíriť funkčnosť ponúkaného programu. Zásuvné moduly sa najčastejšie využívajú 
na podporu:  
¾ čítania, alebo editácie špecifických typov súborov, napríklad multimediálnych 
(Winamp, XMMS, a pod.) 
¾ šifrovania a dešifrovania elektronickej pošty (PGP – Pretty Good Privacy),  
¾ filtrovanie obrázkov v grafických programoch, 
¾ programovacích jazykov tzn. softwaru vývojového prostredia (Eclipse, jEdit, 
MonoDevelop a pod.), 
¾ prehrávania videa a prezentačných formátov vo webových prehliadačoch 
(Flash, QuickTime, Microsoft Silverlight), 
¾ a iné prídavné funkcie rozširujúce základný program – aplikáciu. 
 
Princíp  modulov  je  využitie  API  rozhrania,  ktoré  definuje  hostiteľská  aplikácia,  cez  ktoré  s ňou 
zásuvný modul komunikuje. Vo väčšine prípadov poskytuje modulu protokol, pomocou ktorého môže 
komunikovať s hostiteľskou aplikáciou a využívať jej služby. Moduly sú závislé na hostiteľskej aplikácií, 
tzn. že nie sú schopné operovať samostatne. Naopak, hostiteľská aplikácia je od zásuvných modulov 
úplne nezávislá [10]. 
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Nasledujúci obrázok poskytuje znázornenie ako taká hostiteľská aplikácia pracuje. 
 
Obr. 2.1: Schéma aplikácie s podporou modulov 
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3  MICROSOFT .NET FRAMEWORK 
Platforma  .NET Framework  je  nová  počítačová  platforma  navrhnutá  pre  zjednodušenie  vývoja 
distribuovaných aplikácií vo veľmi rozsiahlom prostredí Internetu.  Aplikácie zostavené na platforme 
.NET budú mať rovnaké rysy a rovnaký model návrhu či už sa bude  jednať o aplikácie pre prenosné 
zariadenia  typu  Pocket  PC,  aplikácie  pre  desktopové  použitie,  tvorbu  webových  stránok  a pod. 
Súčasťou platformy .NET Framework je niekoľko hlavných komponentov: 
 
¾ spoločný jazykový modul ‐ Common Language Runtime (CLR), 
¾ knižnica tried platformy .NET Framework – Basic Class Library (BCL), 
¾ hostitelia modulu CLR.  
Spoločný  jazykový modul  CLR  tvorí  základ  platformy  .NET Framework.  Vykonáva  správu  spúšťania 
kódu  a poskytuje  základní  služby,  ako  napríklad  správu  pamäti  (Garbage  Collector),  správu 
podprocesov,  bezpečnosť,  kontroluje  bezchybnosť  napísaného  kódu,  spravuje  manipuláciu 
s výnimkami vzniknutými počas behu programu a taktiež vzdialené spustenie.  
 
Knižnica  tried  platformy  .NET Framework  (BCL)  je  súhrnná  kolekcia  znovu  použiteľných  tried 
orientovaných na objekt, ktoré môžeme použiť v širokom rade aplikácií, včetne aplikácií technológie 
ASP.NET, alebo webových služieb v jazyku XML.  
 
Platforma .NET Framework taktiež poskytuje niekoľko hostiteľov modulu runtime, včetne technológii 
Windows Forms a ASP.NET, ktoré pracujú priamo s modulom runtime a poskytujú na strane servera 
škálovateľné prostredí pre správu kódu. Spomínané knižnice (BCL) spolu s CLR tvoria základ platformy 
Microsoft .NET Frameworku [7]. 
 
3.1  Dôvod vzniku platformy .NET  
 
Hlavnými dôvodmi štvorročného vývoja, ktorého výsledkom je .NET boli:  
 
¾ nekompatibilita jednotlivých programovacích jazykov a s tým súvisiaca obtiažná spolupráca 
medzi programami a knižnicami napísanými v odlišných programovacích jazykoch napríklad 
C++,  Visual Basic a pod.,  
¾ vysoká chybovosť aplikácií (chyby v práci s pamäťou, neplatná konverzia dátových typov),  
¾ problémy s verziami knižníc čo spôsobovalo problematickú prácu s použitím knižníc rôznych 
verzií,  
¾ zastaralý a neprehľadný spôsob vývoja doterajších webových aplikácií.  
 
Všetky  tieto problémy efektívne  rieši platforma  .NET a to použitím  riadeného behového prostredia 
(CLR)  a systémom assemblies, čo sú základné stavebné prvky aplikácií [6]. 
 
   
 17 
 
3.2  Architektúra .NET Framework  
.NET umožňuje aplikáciám jednoduché šírenie na rôzne platformy vďaka svojej schopnosti spolupráce 
a rozšíriteľnosti. Všetky  .NET aplikácie dodržujú CLI  (Common Language  Infrastructure) viď obrázok 
3.1.  
 
 
 
Obr. 3.1: Štruktúra CLI 
 
Obr. 3.2: Architektúra Microsoft .NET Frameworku 
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¾ Common  Language  Infrastructure  –  pod  týmto  pojmom  by  sa  dala  predstaviť  spoločná 
infraštruktúra  programovacích  jazykov.  Jedná  sa  o otvorenú  špecifikáciu  vyvinutou  firmou 
Microsoft.  Popisuje  spustiteľný  kód  a jeho  behové  prostredie  jadra  .NET  Framework.  CLI 
definuje prostredie, ktoré umožňuje používanie vysokoúrovňových programovacích  jazykov 
na rôznych počítačových platformách bez nutnosti prepisovania ich prekladača v závislosti na 
rôznorodosti konkrétnej architektúry. Implementácia CLI sa nazýva CLR. 
 
¾ Common Language Runtime – je prostredie pre beh aplikácií, ktoré poskytuje základné .NET 
služby. Počas  činnosti aplikácie  riadi každú otázku  týkajúcej  sa  jej  činnosti, včetne  riadenia 
pamäte,  vynútených  bezpečnostných  pravidiel  rovnako  ako  splnenie  všetkých  závislostí, 
ktoré môže mať komponenta voči ostatným komponentám.  
 
¾ Basic Class Library – nad modulom CLR sa nachádza knižnica základných tried, ktorá obsahuje 
množstvo  funkcií  pre  prácu  so  súbormi,  službami,  bezpečnosťou  a pod.  Knižnice  vytvárajú 
objektovo ‐ orientovanú podporu pre jednotné a efektívne budovanie aplikácií. 
 
¾ ASP.NET,  ADO.NET,  Windows  Forms  –  tvoria  nasledujúcu  vrstvu.  Windows  Forms 
sprostredkúvajú  prístup  k prirodzeným  Windows  rozhraniam  obalením  existujúceho 
Windows  API  do  kódu,  ktorý  sa  spúšťa  pod  správou  CLR.  ASP.NET  slúži  Pre  tvorbu 
dynamických  webových  aplikácii,  webových  stránok  a XML  webových  služieb.  ADO.NET  – 
slúži pre prístup k dátam a dátovým službám. 
 
¾ C#, VB.NET,  J# a iné  ‐ nelimitovaná množina programovacích  jazykov  tvorí poslednú vrstvu. 
V spodnej  časti  je  umiestnená  CLS  (Common  Language  Specification)  definujúca  základné 
vlastnosti,  ktoré  sú  očakávané  v každom  programovacom  jazyku  na  platforme  .NET.              
Vo  vertikálnom  smere  je  celý  .NET  Framework  podporený  novou  verziou  vývojového 
prostredia Visual Studio .NET, ktorý je úzko spätý s celou platformou. [2] 
 
3.3   .NET Assembly  
.NET Assembly  sa  v  .NET  aplikáciách  vyskytuje  veľmi  intenzívne,  preto  je  považovaný  za  základnú 
jednotku  vývoja  v  .NET.  Assembly  sú  komponenty  písané  v riadenom  kóde  a spúšťané  v prostredí 
CLR, taktiež obsahuje súbor typov a zdrojových  informácií, ktoré sú vytvorené, aby pracovali spolu. 
Metadata  spolu  s  MSIL  sa  vytvárajú  počas  kompilácie  programu.  Spomínané  údaje  sú  spoločne 
uložené  v  súbore  nazývanom  Manifest.  V tomto  súbore  sú  obsiahnuté  informácie  o členoch, 
dátových  typoch,  referenciách a všetkých nevyhnutných dátach, ktoré CLR potrebuje pre spustenie 
programu. 
 
Assembly  sa  dá  charakterizovať  ako  logická  kolekcia  pozostávajúca  z jedného,  alebo  viacerých 
procesových  súborov  .EXE  (Portable  Executable),  alebo  knižničných  súborov  .DLL  (Dynamic  Link 
Library),  doplnených  o manifest.  Architektúra  multisúborového  assembly  je  znázornená                      
na nasledujúcom obr.  3.3. Assembly  je  taktiež  často definovaný  ako programová  jednotka určená        
k opakovanému použitiu, riadeniu verzii a bezpečnosti. 
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Obr. 3.3: Multisúborový assembly 
 
Súčasťou Assembly môžu byť aj  tzv. Moduly.  Jeho  funkcia  je nasledovná,  že ak preložíme  zdrojový 
kód v ktoromkoľvek programovacom jazyku do formy modulu, následne vznikne opäť PE súbor s MSIL 
kódom  s tým,  že  neobsahuje  assembly manifest,  ale  iba metadata  popisujúce  exportovane  typy, 
atribúty, metódy a pod. Taktiež obsahuje odkazy na assembly, ktorých funkcionalitu využíva [2]. 
 
3.4  Priebeh prekladu riadeného kódu 
 Priebeh prekladu riadeného kódu je znázornený na nasledujúcom obrázku 3.4.  
  
Obr. 3.4: Priebeh prekladu riadeného kódu 
 
Základnou  súčasťou  je  Riadený  kód  (Managed  code).  Pod  týmto  termínom  si  predstavujeme  kód 
o ktorého  činnosť sa stará CLR. Výstupom kompilátoru každého z jazykov umožňujúceho generovať 
riadený  kód  je MSIL  (Microsoft  Intermediate  Language).  Jedná  sa  o procesorovo  nezávislý  jazyk. 
Dôvodom jeho vzniku, ako už bolo spomenuté, je snaha o jednoduché prenášanie existujúceho kódu 
medzi rôznymi hardwarovými platformami.  
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Kód  z jazyka MSIL  nemožno  vykonávať  na  žiadnom  procesore,  preto  ich musíme  pred  spustením 
previesť na  skutočné  inštrukcie  konkrétneho  typu  čipu. Pre  tento účel  slúžia  tzv.  Just‐In‐Time  (JIT) 
kompilátory.  
 
Priebeh prekladu  je nasledovný, predstavme  si,  že máme program preložený do  jazyka MSIL, CLR 
detekuje  túto  skutočnosť  a spustí  JIT  kompilátor,  ktorý  uskutoční  preklad  riadeného  kódu                   
do natívneho [2]. 
 
3.5  Verzie .NET Framework  
¾ Microsoft  .NET  Framework 1.0  ‐  je historicky prvou  verziou  .NET  Frameworku.  S  ňou bolo 
nerozlučne späté vývojové prostredie Microsoft Visual Studio  .NET (kde „.NET"  je označenie 
verzie). To bolo napokon polooficiálne pomenované na Microsoft Visual Studio .NET 2002.  
 
¾ Microsoft .NET Framework 1.1 ‐ tento „Service Pack“ nepriniesol koncepčné zmeny, ale skôr 
iba aktualizácie. Zodpovedalo mu Microsoft Visual Studio  .NET 2003. Táto verzia pracovala 
iba s  .NET Frameworkom 1.1. Verzia Visual Studia bola taktiež spätá s verziou  frameworku. 
Jedná  sa o prvú  verziu  .NET  Frameworku,  ktorá  je priamou  súčasťou operačného  systému  
Windows Serveru 2003. 
 
¾ Microsoft  .NET  Framework  2.0  ‐  je  úplne  nová  a  v mnohých  pohľadoch  prevratná  verzia     
.NET  Frameworku.  Priniesla  ďalšiu  verziu  Microsoft  Visual  Studia  2005.  Rovnako  ako                         
v  predchádzajúcich  verziách  platí,  že  verzia  Visual  Studia  je  pevne  spätá  s  verziou 
frameworku. 
 
Novými  sa  tiež objavujú  „Express“  edície nástrojov,  napr. Microsoft Visual Web Developer 
Express 2005. Tieto edície nemajú nič spoločného s rodinou nástrojov „Microsoft Expression“, 
čo sú nástroje pre grafický dizajn. 
 
Súčasné s  touto verziou  je uvoľnená nová verzia databázového stroje Microsoft SQL Server 
2005.  Aj  on  má  svoju  „Express“  edíciu,  ktorá  je  zdarma  a  nahradzuje  predchádzajúci             
MSDE 2000 – Microsoft SQL Server Desktop Engine. 
 
¾ Microsoft .NET Framework 3.0 – táto verzia je považovaná za marketingový podvod, pretože 
sa jedná len o  ďalšiu sadu rozširujúcich knižníc pre .NET Framework 2.0. Rozširujúce knižnice 
zahrňujú: 
 
‐ Windows Communications Foundation  (WCF)  ‐  technológia pre vývoj webových 
služieb a komunikačnej infraštruktúry aplikácií. 
‐ Windows Presentation  Foundation  (WPF)  ‐  technológia pre  vytváranie  vizuálne 
pôsobivého grafického užívateľského rozhrania pre aplikácie. 
‐ Windows  Workflow  Foundation  (WWF)  ‐  technológia  pre  definovanie 
heterogénnych sekvenčných procesov. 
‐ Windows CardSpace ‐ implementácia štandardu Information Cards. 
‐ Language INtegrated Query (LINQ) ‐ objektový prístup k dátam v databáze, XML 
a ku objektom, ktoré implementujú rozhranie IEnumerable. 
 
Aplikácie  pre  verziu  3.0  sa  vyvíjali  v  predchádzajúcej  generácii  vývojových  nástrojov       
(Visual Studiu 2005 atd.). Táto verzia je súčasťou Microsoft Windows Vista. Z pohľadu vývoja 
ASP.NET a  „Web Forms“ jedinou novinkou vo verzii 3.0  je  technológia  „CardSpace“, okrem 
nej sa v tejto verzií neobjavili žiadne nové schopnosti ani serverové ovládacie prvky. 
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¾ Microsoft .NET Framework 3.5 ‐ jedná sa o veľmi zásadne rozšírenie verzie 2.0. Pre ASP.NET 
prináša  radu  nových  serverových  ovládacích  prvkov.  Verzia  3.5  priniesla  aj  novú  verziu 
Microsoft Visual Studia 2008, ktorého prínosom okrem  iného bolo, že po prvýkrát v histórii 
podporuje  vývoj  aplikácií  pre  viac  verzií  .NET  Frameworku.  Túto  vlastnosť nazývame multi 
targeting. To znamená, že vo Visual Studiu 2008 sme schopný vyvíjať aplikácie pre verzie 2.0, 
3.0  a  3.5.  Spolu  s  .NET  Frameworkom  3.5  a Visual  Studiom  2008  bol  vyvinutý  aj  nový 
Microsoft SQL Server 2008 a Microsoft Windows Server 2008 [9]. 
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4  C# 
 Jazyk C#  je vysokoúrovňový objektovo ‐ orientovaný programovací  jazyk, ktorý vytvorila počítačová 
firma  Microsoft  zároveň  s  platformou  .NET.  Pod  objektovo  ‐  orientovaným  programovaním 
rozumieme programovací vzor, ktorý pre vytváranie aplikácií využíva objekty. 
 
Prvé zmienky o ňom sa dostali na verejnosť v roku 2000 ako súčasť Visual Studia .NET. C# je založený 
na  jazykoch  Java a C++, z ktorého  čerpá syntax. Preto ho považujeme za zjednodušenú, vylepšenú      
a  čisto  objektovú  verziu  programovacieho  jazyka  C++.  C#  sa  predovšetkým  využíva  k  tvorbe 
databázových  programov,  webových  aplikácií,  webových  služieb,  formulárových  aplikáciách              
vo  Windows  apod.  Prostredie  .NET  Framework  je  nevyhnutnou  podmienkou  pre  programovanie          
v  jazyku  C#  a  skladá  sa  z  niekoľkých  častí,  ktoré  boli  spomenuté  v predchádzajúcej  kapitole.              
Pre  úplnosť  ich  v skratke  opätovne  spomeniem.  Tou  prvou  je  spoločné  behové  prostredie  (CLR) 
zabezpečujúce beh programov preložených z rôznych programovacích  jazykov do MSIL to znamená, 
že  CLR  umožňuje  ich  vzájomnou  spolupráci,  takže  rôzne  súčasti  programu  môžu  byt  napísané               
v rôznych programovacích jazykoch. Druhou je knižnica tried (BCL), ktoré slúžia na ukladanie rôznych 
druhov  dát.  Nad  BCL  sa  ešte  nachádzajú  knižnice  slúžiace  pre  tvorbu  grafického  užívateľského 
rozhrania  programov  a  webové  služby.  Najvyššiu  vrstvu  tvoria  prekladače  ‐  kompilátory  rôznych 
programovacích jazykoch [8]. 
 
4.1  Verzie C# 
4.1.1  C# 1.0 
 
Prvá  verzia  bola  vydaná  v  roku  2002  spoločne  s  .NET  Frameworkem  1.0.  Obsahovala  základnú 
podporu objektového programovania, ktorá vychádzala z jazyka C++ a skúsenosti s  ich aktualizáciou   
v jazyku Java. 
 
4.1.2  C# 2.0 
Na druhú verziu sa čakalo do konca roku 2005. Medzi jej nové vlastnosti patrí: 
¾ natívna  podpora  generík  vychádzajúca  z  podpory  na  úrovni  CLI.  Generika,  alebo 
parametrizované typy sú v .NET pozmeňované (instanciované) počas činnosti aplikácie a nie 
pri kompilácií na rozdiel od jazyka C++. Preto môžu byt použité aj v inom jazyku v akom boli 
napísané. Medzi nové vlastnosti patrí aj podpora  funkcií, ktoré nie sú priamo podporované 
v šablónach  jazyka  C++  napr.  typové  obmedzenie  na  generických  parametroch  v rozhraní,  
s tým,  že  C#  netypové  generické  parametre  ani  nepodporuje.  .NET  generiká  používa 
materializáciu  parametrizovaných  objektov  prvej  triedy  v  CLI  Virtual  Machine,  ktorá 
umožňuje optimalizáciu a zachovanie druhu informácií. 
 
¾ Čiastočné  triedy  ‐  sú  triedy  umožňujúce  vytvorenie  triedy,  ktorá má  byť  rozdelená medzi 
niekoľko  súborov,  s tým,  že  každý  súbor  obsahuje  jeden,  alebo  viac  členov  triedy.  Princíp 
čiastočných  tried  sa  vo  väčšine  prípadov  používa,  keď  je  niektorá  časť  triedy  generovaná 
automaticky, zatiaľ čo ostatné sú písané programátorom. 
 
¾ Statické  triedy – sú  triedy,  ktoré obsahujú  iba  statické  členy. To  znamená,  že nemôžu byť 
nahradené  inými objektmi  (instanciované),  taktiež  sa  z nich nemôže nich dediť.  Ich účel  je 
podobný ako moduly v mnohých procedurálnych jazykoch. 
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¾ Iterátory – predstavujú návrhový  vzor,  ktorý  zaisťuje  možnosť  prechádzania  prvkov              
bez  znalosti  ich  implementácie.  Implementácia môžeme  uskutočniť  pomocou  poľa,  alebo 
iných dátových štruktúr napr. pomocou ArrayList. 
 
¾ Anonymní metódy pre pohodlnejšie užívanie delegátov (odkazov na metódy) - zavádzajú 
funkčnosť uzatvorenia do C#. Kód umiestnený vo vnútri tela anonymného delegáta má plný 
prístup  k  lokálnym  premenným,  parametrom metódy  a  instanciám  tried,  okrem  out  a  ref 
parametrov. 
 
¾ Nulovateľné hodnotové typy - pridávajú  hodnotu  null  do množiny  povolených  hodnôt  pre 
akýkoľvek dátový typ. To poskytuje lepšiu interakciu s SQL databázami, ktoré môžu používať 
hodnotu  null  zodpovedajúca  primitívnym  typom  v  C#.  Označujú  sa  otáznikom                    
napr. int? i = null. 
 
4.1.3  C# 3.0 
 
Tretia  verzia  bola  vydaná  na  konci  roka  2007  priniesla  so  sebou  aj  verziu  .NET  Framework  3.5  a   
Visual Studia 2008. Bola obohatená o revolučné zmeny, ktoré nevyžadovali zmenu prekladového  IL. 
Táto  zmena  priniesla  nezávislosť,  pretože  aplikácie  v nej  napísanej  bude  možno  spúšťať  aj                  
na počítačoch vybavených odlišnou verziou frameworku. Okrem spomínaného je v nej obsiahnuté aj 
nasledovné: 
 
¾ Language  INtegrated Query  (LINQ)  ‐  integrovaný dotazovací  jazyk prinášajúci nový  spôsob  
dotazovania  nad  akýmikoľvek  dátami,  zjednodušenie  ich  tvorby,  triedenie  a vyhľadávanie        
v nich.  
‐ LINQ to Objects ‐ umožňuje dotazovanie nad normálnymi objekty (resp. ich kolekciami). 
‐ LINQ to SQL ‐ prináša nový spôsob  práce s databázami. 
‐ LINQ to XML ‐ umožňuje pracovať s XML súbormi.  
 
¾ Lambda výrazy – sú odvodené z funkcionálneho programovania, umožňujú tvoriť anonymné 
metódy,  ktoré  obsahujú  jeden  výraz,  alebo  niekoľko  príkazov,  ktoré  je  možné  použiť                
v situácií, kde  je očakávaná  instancia  (zmena) delegáta. Do C# 3.0 bol pre potrebu  lambda 
výrazov zavedený nový operátor „=>“ nazývaný  „prechádza v“. 
 
¾ Rozširujúce metódy – vďaka týmto metódam môžeme vyvolať dojem, že trieda má metódy, 
ktoré  sú  v  skutočnosti  deklarované  mimo  túto  triedu.  V  skutočnosti  sa  jedná  o  statické 
metódy, ktoré sa tiež nazývané ako metódy instancie.  
 
¾ Výrazové  stromy  (Expression  Trees)  ‐  umožňujú  pracovať  s  kódom  nie  len  ako                           
so  spustiteľnými príkazmi, ale  taktiež ako  s dátami. To prináša možnosť vytvoriť v aplikácií 
stromovou štruktúru reprezentujúcu kód. To nám umožňuje pozorovať jej verejné vlastnosti 
a na základe toho ju analyzovať, zistiť všetky potrebné informácie, prípadne ju optimalizovať. 
V prípade potreby nám metóda  compile umožňuje opätovné  kompilovanie do  spustiteľnej 
podoby. 
 
Anonymné triedy – jedným z využití je rýchle vytvorenie objektov prenášajúcich informácie vyžiadané 
z databáze cez LINQ [8].    
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4.1.3  C# 4.0 
 
Štvrtá  verzia  je  oficiálne  ešte  vo  vývoji  od  októbra  2008.  Dátum  vydania  nie  je  doposiaľ  známy,         
ale určite bude vydaný spoločne s novými verziami .NET Frameworku 4.0 a Visual Studia 2010. Nová 
verzia  sa  špecifikuje  na  spoluprácu  s  dynamickými  aspektmi  programovania  a  frameworkov,             
ako napríklad DLR (Dynamic Language Runtime) a COM (Component Object Model) [8]. 
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5  ASP.NET 
ASP.NET spolupracuje pri doručovaní obsahu ako odpovede na požiadavky zaslané prostredníctvom 
protokolu  HTTP  s internetovou  informačnou  službou  IIS  (Internet  Information  Server).  Stránky 
ASP.NET  sú  ukladané  v súboroch  s príponou  .aspx.  Na  nasledujúcom  obrázku  je  znázornená 
architektúra tejto technológie.  
 
 
 
Obr. 5.1: Architektúra technológie ASP.NET 
 
ASP.NET  počas  spracovania  poskytuje  prístup  ku  všetkým  triedam  platformy  .NET  Framework, 
zákazníckym komponentom vytvoreným v C# alebo v iných jazykoch, databázam a pod [4]. 
 
5.1  Správa stavov v ASP.NET  
Jednou z hlavných vlastnosti stránok ASP.NET je skutočnosť, že sú prakticky nestavové. Implicitne nie 
je na  serveri uložená  žiadna  informácia medzi  jednotlivými požiadavkami užívateľa. Môže  to  znieť 
divne,  pretože  správa  stavov  je  veľmi  dôležitá  pre  poskytovanie  užívateľsky  prívetivých 
a interaktívnych  vzťahov  relácií.  ASP.NET  rieši  tento  problém  tak,  že  správa  relácií  je  takmer 
transparentná. 
 
Informácie  o stavu  riadiacich  prvkov  vo  webovom  formulári  je  uložená  v skrytom  poli 
nazývanom  viewstate,  ktoré  je  súčasťou  stránky  generovanej  serverom  a následne  predané 
užívateľovi.  Nastávajúce  akcie  –  spúšťacie  udalosti  (triggering  events)  vyžadujúce  spracovanie            
na  strane  servera  (napr.  odoslanie  dát  formulára)  spôsobí  prenos  tejto  informácie  späť                       
na  server  –  postback.  Server  doručenú  informáciu  využije  pre  opätovné  naplnenie  objektového 
modelu stránky, s ktorou je následne možne pracovať, akoby boli tieto zmeny uskutočnené  lokálne. 
Nevýhodou  tohto modelu  je, ako bolo zmienene, že si klient musí opätovne  stiahnuť celú  stránku.     
Vo väčšine prípadov sa posiela zbytočne veľa informácií či už sú pre danú operáciu dôležité alebo nie. 
Riešením spomínanej nevýhody je použitie metóda callback [4]. 
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5.2  Vývoj webových aplikácií v ASP.NET   
ASP.NET je moderní nástroj pre tvorbu webových aplikácií a služieb. V podstate s jedná o nadstavbu 
.NET Frameworku,  to  znamená,  že  s ním prináša všetky  jeho výhody a nevýhody. Vývoj webových 
technológii prostredníctvom ASP.NET sa nachádza na vrchole. Samotný vývoj začínal sa na statickom 
HTML,  prvou  technológiou,  ktorá  priniesla  spracovanie  na  strane  servera.  Jednalo  sa  o  tzv.  SSI 
(Server‐Side  Includes).  SSI  umožňovalo  vložiť  do  súboru  iný  súbor  čo  sa  predovšetkým  využívalo       
pre menu, záhlavie (header), alebo zapätie (footer). Potom prišli tzv. CGI skripty (Common Gateway 
Interface), čo bolo považované za  prvé skutočné programovanie na strane servera. Ich obsahom boli 
samotné knižnice, „exe“ súbory. S odstupom času sa objavili už klasické skriptovacie jazyky ‐ ASP, PHP 
apod.  
 
ASP.NET  sa  od  svojho  predchodcu  ASP  (Active  Server  Pages)  zhoduje  iba  v  názve,  inak  tieto 
technológie nemajú absolútne nič  spoločného. ASP.NET  sa  snaží vývoj webových aplikácií a služieb 
posunúť,  resp.  priblížiť  ku  klasickému  vývoju  Windows  Forms  prostredníctvom  EventHandler‐ov         
na tlačidlách, využitím rôznych ovládacích prvkov a pod. [3] 
 
5.3  Vývoj ASP.NET  
Počas  svojej  pomerne  krátkej  minulosti  ASP.NET  prešiel  vcelku  razantným  vývojom,  ktorý  sa 
samozrejme  viaže  na  samotný  .NET  Framework.  Prvá  verzia  .NET  Frameworku  priniesla  so  sebou 
pomerne  revoluční  systém pre programovanie. V oblasti webových  služieb ASP.NET,  vo  verzii  1.0, 
priniesol  vyšší  výkon,  použitie  skutočných  programovacích  jazykov  –  či  už  jazyk  C#,  ktorý  vznikol 
spoločne  s  .NET  Frameworkom,  alebo Visual Basic  .NET, pripadne  ktorýkoľvek  jazyk  splňujúci CLS. 
Ďalšími  prínosmi  sú  rôzne  pred  pripravené  ovládacie  prvky,  abstraktný  prístup  k  programovaniu 
webových aplikácií. Ďalšia verzia .NET Framework 1.1 je, tak ako už bolo spomenuté v kapitole 2.6, v 
podstate „service pack“. Skutočný vývojový prínos bol obsiahnutý až  .NET Frameworku 2.0. Taktiež 
priniesla novú verziu kľúčového  jazyka  .NETu C# 2.0, Visual Studio 2005, ktoré  je často označované          
za najlepšie vývojové prostredie. Samotné ASP.NET 2.0 si prinieslo taktiež  množstvo zmien. Hlavnou 
myšlienkou  bolo  programátorovi  uľahčiť  prácu,  čo  sa  vďaka  rôznym  modulom  celkom  podarilo.       
Ako príklad možno uviesť vstavané API pre prihlasovanie. Každá zložitejšia webová aplikácia obsahuje 
prihlasovanie  a  v  každej  takejto webovej  aplikácií  bolo  nutné  systém  pre  prihlasovanie  opätovne 
napísať. ASP.NET 2.0 obsahuje  kompletnú  infraštruktúru pre prihlasovanie  (Membership Provider), 
priraďovanie  užívateľov  do  rolí  (Role  Provider)  a  správu  profilov  (Profile  Provider).  Pokiaľ  by 
užívateľovi  z akéhokoľvek  dôvodu  vstavané  API  nevyhovovalo,  má  možnosť  si  jednoducho  danú 
triedu podediť a prepísať jej vlastnosti podľa potreby. 
Ďalšími novinkami v ASP.NET 2.0  je napríklad „MasterPage“  ‐ obdoba SSI, nový kompilačný model, 
lepšia rozšíriteľnosť, kompabilita s XHTML. [3] 
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5.4  Výhody a nevýhody ASP.NET  
¾ Výhody ASP.NET: 
• možnosť využitia viacerých programovacích jazykov, 
• rýchle vykonávanie základných úkonov, 
• abstraktný  prístup  k  tvorbe  webu  (protokol  HTTP  je  bezstavový  ‐>  PostBack, 
CallBack), 
• veľká knižnica ovládacích prvkov, 
• možnosti rozšírenia (napr. AJAX),  
• nezávislosť na platforme, 
• vysoký výkon a miera zabezpečenia,  
• globalizácia,  
• adaptívny rendering, 
• oddelenie dizajnu od kódu atd. 
 
 
¾ Nevýhody ASP.NET: 
 
• využívanie JavaScriptu,  
• robustnosť a zložitosť ( .NET + programový jazyk + ASP.NET), 
• nutnosť hosťovať na Windowse, 
• malý počet hostingov, 
• vysoké náklady.[3] 
 
5.5  Špeciálne adresáre 
Pred  vývojom  stránok  v  ASP.NET  je  dôležité  vedieť,  že  si  samotný  ASP.NET  pre  svoje  využitie 
vymedzuje niektoré názvy adresárov. Medzi najdôležitejšie patria:  
 
¾ App_Browsers  ‐  v tomto  adresáre  sú  umiestnené  súbory  typu  „browser“,  ktoré  sú 
využívané pri adaptívnom  renderingu,  tzn.  že  zabezpečujú  vykresľovanie pre  rôzne 
prehliadače. Tiež  tak  je  tu  využívaný  „ControlAdapter“,  ktorý  je  voľne  stiahnuteľný       
z „CssControlAdapters“ od Microsoftu. 
 
¾ App_Code  –  obsahuje  zdieľané  triedy  pre  celú  aplikáciu  príkladom  môžu  byť  už 
zmienený „ControlAdapter“, „HttpHandlers“ apod. 
 
¾ App_Data – z názvu je zrejmé, že je používaný najmä pre dáta –či už súbormi „mdf“ 
patriace databázam,  alebo  akékoľvek  iné dáta napr.  „XML“  a pod.  Tento priečinok 
sprostredkováva  istý  druh  zabezpečenia  údajov,  pretože  táto  zložka  je  z vonku 
nedostupná. Prístupnosť je určená len pre účely webovej aplikácie. Táto vlastnosť sa 
dá využiť, že do nej vložíme napr. súbor obsahujúci prístupové hesla. 
 
¾ App_Themes – priečinok určený pre umiestnenie skinov. 
 
¾ Bin  –vytvára  priestor  pre  skompilované  assembly  (knižnice  „dll“  ‐  napr.  AJAX, 
Membership Provider a pod). 
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ASP.NET sa snaží oddeliť design (dizajn) od kódu. Každá „stránka" je rozdelená na 2 súbory. Tak ako je 
zvykom u klasických, statických (X)HTML stránkach načítaný ako prvý súbor index.html, tak u ASP.NET 
webový server (IIS) otvára súbor Default.aspx. Takže súbor Default.aspx  je v podstate rozdelený na 
Default.aspx  s  XHTML  tagmi  a  ovládacími  prvkami  ASP.NET  a  Default.aspx.cs,  kde  sa  nachádza 
backend‐ový  kód. To by malo  teoreticky  zaisťovať,  že grafik  sa bude  starať o  súbory  s designom a  
programátor bude mať na starosti druhý  typ súborov a  tak by mohli navzájom pracovať paralelne. 
Realita  to  však  neumožňuje,  pretože  je  často  nutné  spracovávať  časti  dizajnu  programovo.  Toto 
rozdelenie však prináša prehľadnejšiu ‐ logickejšiu štruktúru. [3] 
 
Ďalšie dôležité pojmy: 
¾ MasterPages  ‐ použitie pre  rovnaké prvky všetkých  stránok, ktorými  sú  záhlavie  (hlavička), 
menu zápätie (patička).  
 
¾ Web.config –  jedná  sa o  konfiguračný  súbor  v ktorom  sú uložené  všetky druhy nastavenia 
počínajúc od autentizácie a autorizácie cez HttpHandlery až po ConnectionString apod. 
 
¾ HttpHandlery –  zabezpečujú  spracovanie určitého kódu pred predaním  samotnej  stránky k 
spracovaniu (problémy s nastavením IIS, realizácia CoolUrl, zápis vo Web.Config. 
 
¾ UserControls  – obsahuje  vlastné užívateľské ovládacie prvky,  vhodné pre  často opakované 
časti kódu, poskytujú možnosť využitia pre cache‐ovanie, koncovka *.ascx. 
 
¾ SQL Server ‐ najpoužívanejší MS SQL, ale samozrejme je možné použiť akýkoľvek iný (Oracle, 
MySQL a pod.). 
 
¾ Autentizácia  a  autorizácia  ‐  vstavaná  infraštruktúra  poskytujúca  možnosť  administrovať 
užívateľov, pridávať ich do rolí, určovať im pravidla – práva.  
 
¾ Ovládací  prvky  –  všetky  zabudované  ovládacie  prvky  sú  objekty,  poskytujúce  možnosť 
dedenia triedy a prepísanie si  ich akejkoľvek  funkčnosti. Spomínanú vlastnosť možno využiť 
pri  jednoduchých prvkoch  ‐ TextBox, Label, Button,  Image a pod., ale aj pri tých zložitejších 
napríklad Calendar, Menu, GridView a pod. 
 
¾ Lokalizácia  –  jednotlivé  lokalizačné  súbory možno umiestniť do  zložky App_LocalResourses 
[3]. 
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6  ADO.NET  
Vývojári pred vznikom platformy .NET Framework používali technológie pre prístup k dátam vo forme 
ODBC, OLE DB, alebo ADO (ActiveX Data Objects). Spoločnosť Microsoft s uvedením platformy  .NET 
Framework vytvorila nový spôsob práce s dátami nazývaný ADO.NET.  
 
Na počiatku je nutné poznamenať, že prítomnosť ADO.NET v .NET Framework nenahradzuje súčasnú 
verziu ADO.  Tá  je  neustále  dôležitá  pre  klasické  COM  aplikácie. Dôvodom  je  spôsob  výmeny  dát. 
Zatiaľ čo COM aplikácie spracovávajú objekty typu VARIANT s ktorými ADO pracuje. 
 
ADO.NET  (ActiveX  Data  Objects  .NET) obsahuje  kolekciu  tried,  ktoré  programátorom 
využívajúcich  platformu  .NET  poskytujú  služby  pre  prístup  k dátam,  čim  im  poskytujú  sadu 
komponentov pre tvorbu distribuovaných aplikácií zdieľajúcich dáta a tvorbu databázových aplikácií. 
Knižnica  ADO.NET  je  neoddeliteľnou  súčasťou  rozhrania  .NET  Framework,  ktoré  poskytujú  prístup 
k relačným,  aplikačným  a XML  dátam.  Triedy  knižnice  ADO.NET  sa  nachádzajú  v súbore 
System.Data.dll.  
 
Pod dátami si predstavuje prevažne  informácie uložené v databázach. Či už sa  jedná o dáta     
v databázach napríklad na Microsoft SQL Serveru či dáta sprístupnené cez OLE DB nebo XML. Medzi 
jeho prednosti patrí predovšetkým  jednoduchý spôsob použitia, rýchlosť pri spracovaní a pod. Stačí 
vytvoriť  spojenie  so  serverom,  s  ktorým  budeme  chcieť  pracovať,  pomocí  zvoleného  adaptéru              
a zadaného dotazu získať z databáze dáta a tie patom načítať do niektorej z pripravených konštrukcií 
pre prácu s dátami z tabuliek. 
 
ADO.NET ale nemusí pracovať  iba s databázami na nejakom serveri. Táto technológia bola vyvíjaná 
súčasne s XML triedami v prostredí .NET Framework, vďaka tomu umožňuje dáta načítať a zapisovať 
aj vo formáte XML spolu s definičným súborom XSD definujúceho schému danej databáze.  
  
Obr. 6.1: Architektúra technológie ADO.NET 
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Nástroje  ADO.NET  boli  navrhnuté  tak,  aby  sa  oddelil  spôsob  prístupu  k  dátam  od  manipulácie 
s dátami viď obrázok 6.1.   K prvej skupine patrí  .NET Framework Data Provider obsahujúci množinu 
komponent zahrňujúcich podmnožiny: 
 
¾ Connection – zabezpečujúce pripojenie, 
¾ Command – obsahujúci množinu príkazov pre vyberanie dát, 
¾ DataReader – zabezpečujúce načítanie dát,  
¾ DataAdapter ‐ užitočný predovšetkým pre spoluprácu s prvkami dočasnej 
databázovej  pamäti  typu  DataSet  a  navyše  rieši  zmeny  v  zdroji  dát 
pomocou príkazov Select, Insert, Update, Delete. 
 
Do druhej skupiny priraďujeme okrem iných objekt pamäťovej reprezentácie dát ‐ DataSet (skladajúci 
sa z objektov napr. DataTable, DataRow, DataSet apod.). To znamená, že  tieto objekty uchovávajú 
v pamäti načítané dáta z databáze. To umožňuje pracovať s týmito dátami rovnako        ako s dátami v 
databáze,  zatiaľ  čo  pripojenie  k databáze  je  v tom  čase  odpojené.  Po  ukončení  modifikácie  dát 
v DataSete sa tieto zmeny pomocou Data Providerov aktualizujú aj v samotnom úložisku dát [2]. 
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7  LINQ  
Príchod verzie .NET Frameworku 3.5 so sebou priniesol aj finálnu verziu projektu ‐ LINQ, ktorý sa dá 
označiť ako revolúcia v prístupe k dátam na platforme .NET.  
 
Od svojho počiatku bolo možné v aplikáciách postavených nad platformou .NET pracovať s relačnými, 
alebo  hierarchickými dátami niekoľkými  spôsobmi. V prípade dát uložených  v relačnej databáze  je 
možné  k nim  pristupovať  prostredníctvom  rozhrania,  popísaného  v predchádzajúcej  kapitole, 
ADO.NET  a to  v pripojenom  stave  ku  databáze,  alebo  odpojenom.  Pokiaľ  sú  dáta  reprezentované 
hierarchicky prostredníctvom populárneho formátu XML je možné ich spracovávať sekvenčne, alebo 
využitím typov z assembly System.Xml a následne s nimi pracovať prostredníctvom DOM (Document 
Object Model). 
 
Technológia  LINQ  (Language  Integrated  Query)  umožňuje  úplne  nový  spôsob  práce  s dátami  na 
platforme  .NET.  Spomínaná  technológia  obsahuje  podporu  dotazovania  priamo  do  .NET 
programovacieho  jazyka  a to  so  sebou  prináša  niekoľko  výhod  oproti  zmieneným  postupom 
v predchádzajúcom odstavci. Prvou, najviac viditeľnou, novinkou  je nová paleta kľúčových  slov pre 
vykonávanie LINQ dotazov nad dátami, ktorá  je  ľahko po všimnuteľná   pri práci s dátami napríklad 
v jazyku C# 3.0, alebo VB 9. Druhou novinkou, ktorá vyplýva z integrácie dotazovania priamo do .NET 
programovacieho jazyka je odhalenie chýb už v dobe kompilácie. Táto skutočnosť spôsobila, že drvivá 
väčšina chýb sa nemá šancu prejaviť až za behu aplikácie.  
 
Vyššie menované jazyky boli rozšírené o nové kľúčové slová a ďalšie podporné jazykové konštrukcie, 
ktorými sú:  
¾ lambda výrazy – predstavujú jednoduchšiu metódu zápisu anonymných metód, 
¾ anonymné  triedy  ‐    umožňujú  napr.  rýchle  vytvorenie  objektov  prenášajúcich  informácie 
vyžiadané z databáze cez LINQ,  
¾ extension metods – rozširujúce metódy, 
¾ kľúčové slovo var – nutné využiť pri anonymných triedach, 
¾ expression trees  ‐ výrazové stromy, ktoré za nejakých podmienok kompilátoru namiesto 
vyhodnotenia výrazu vytvárajú jeho objektovú reprezentáciu. 
 
Pomocou LINQ je možné pristupovať k akýmkoľvek dátam, pretože architektúra technológie LINQ je 
navrhnutá tak, že je možné tvoriť jej implementácie pre jednotlivé dátové zdroje. Je to podobné ako 
v  ADO.NET,  kde  je  možné  implementáciu  rozhrania  vytvoriť  .NET  providerom  pre  špecifický  typ 
databáze,  avšak  v  LINQ  táto  rozšíriteľnosť  nezostává  len  u  relačných  databázach,  ale  je  omnoho 
abstraktnejšia. Tejto voľnosti  je dosiahnuté hlavne vďaka novinke v  .NET 3.5, ktorou  sú Expression 
Trees  (výrazové  stromy),  ktoré umožňujú pracovať  s  kódom  ako  s dátami  a  tým pádom môže byť 
LINQ  dotaz  konkrétnym  providerom  preložený  pre  adekvátny  dátový  zdroj  a  je  jedno  či  sa  jedná 
o relačné,  hierarchická,  alebo  nejaké  iné  dáta. LINQ  teda  prináša  jednoduchší,  zjednotený  spôsob 
práce s dátami rôznych druhov. 
 
.NET  Framework  3.5  priniesol  niekoľko  oficiálnych  implementácií  LINQ  od  Microsoftu,  ktoré 
pokrývajú bežné potreby pre tvorbu aplikácií pracujúcich s dátami. Jedná sa o tieto implementácie:  
 
¾ LINQ to Objects – umožňuje dotazovanie nad normálnymi objektmi, resp. ich  
kolekciami nachádzajúcich sa v pamäti, 
¾ LINQ to SQL ‐ prináša nový spôsob  práce s databázami (pre Microsoft SQL Server 
2000 a novšie verzie), 
¾ LINQ to XML ‐ umožňuje pracovať s XML dátami,  
¾ LINQ to DataSet ‐ umožňuje pracovať s ADO.NET datasetmi.    
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Ako už bolo zmienené primárnym prínosom LINQ je maximálna efektivita pri dotazovaní nad dátami, 
avšak  pri  väčšine  implementácií  LINQ  to  u dotazovania  nekončí  a okrem  toho  je  možné  dáta  aj 
efektívne  modifikovať.  Takže  napríklad  v prípade  LINQ  to  SQL  máme  v rukách  nástroj,  ktorým 
môžeme uskutočňovať nielen dotazy nad databázou MS SQL Server, ale taktiež dáta aj modifikovať.  
LINQ je teda vynikajúco použiteľný objektovo‐relačný mapper.  
 
LINQ to Objects je základnou a najjednoduchšou použiteľnou implementáciou LINQ. Tak ako bolo už 
zmienené vyššie táto implementácia je určená pre použitie so štandardnými kolekciami nachádzajúce 
sa  iba  v pamäti.  To  umožňuje  veľmi  jednoducho  uskutočňovať  dotazy  nad  kolekciami  štýlom 
podobným jazyku SQL, bez toho aby bolo nutné vymýšľať vlastné algoritmy vyhľadávania.  
 
Kolekcia,  ktorá  môže  byť  použitá  v LINQ  je  ktorákoľvek  kolekcia,  ktorá  implementuje  generické 
rozhranie  IEnumerable<T>.  Toto  rozhranie  sa  objavilo  s  príchodom  generík  v  .NET  2.0  a  je 
implementované  kolekciami  v mennom  priestore  System.Collections.Generics  a taktiež  obyčajnými 
poliami.  To  znamená,  že  vyhľadávanie  prvkov  v kolekcií  a ich  vzostupné  zoradenie  môže  byť 
prevedené napríklad takto: 
 
 
Obr. 7.1: Príklad použitia generického rozhrania IEnumerable<T> 
 
Pre uvedený príklad som použil voľne dostupný software LINQPad, ktorý  je venovaný pre Microsoft 
.NET vývojárov využívajúcich  technológiu  LINQ. Spomínaný  software umožňuje vývojárom vytvárať 
interaktívne dotazy SQL databáze prostredníctvom LINQ.  
V predchádzajúcom  príklade  bola  použitá  jedna  z noviniek,  ktorou  je  extension  method,  ktoré 
rozširujú existujúce typy bez ich zmeny. Týmto spôsobom boli rozšírené všetky typy implementujúce 
už  zmienené  rozhranie  IEnumerable<T>  o bohatú  množinu  nových  metód,  ktoré  slúžia  práve 
k uskutočňovaniu dotazov nad dátami. Táto množina metód je označovaná taktiež ako standart query 
operators v ktorej nájdeme metódy akými sú napríklad: 
¾ Where – pre definíciu obmedzenia prvkov vo výslednej sade, 
¾ Select – pre výber hodnoty, ktorú chceme použiť, 
¾ OrderBy, OrderByDescending ‐ špecifikácia triedenia, umožňuje taktiež výber 
elementu podľa ktorého sa má triediť, 
¾ Join ‐ spojenie viacerých poskytovateľov dát, 
¾ GroupBy ‐ rozdelenie dát do viac skupín podľa určitého kľúča, 
¾ First, Last – výber prvého, alebo posledného prvku z kolekcie, 
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¾ Count – počet prvkov v kolekcií, 
¾ Sum, Min, Max, Average – vracia súčet, minimálnu, maximálnu či priemernú 
hodnotu z dané kolekcie, 
¾ Reverse – otáča poradie prvkov v kolekcií a pod.  
 
LINQ extension metódy pre typ IEnumerable sú  implementované v triede Enumerable nachádzajúcej 
sa v mennom priestore System.Linq, takže v prípade potreby použitia LINQ standart query operators 
v programovacom  jazyku, ktorý nedisponuje extension metódami, môžeme využiť  služby  statických 
metód obsiahnutých v tejto triede. 
V extension metódach pre  typ IEnumerable<T> je  často nutné použiť  instanciu  jedného z delegátov     
s  názvom Func.  Delegáty Func,  ktoré  boli  pridané  do  .NET  Frameworku  3.5,  sú  veľmi  všeobecné          
a  formou  generických  argumentov  je  v    určovaný  typ  vstupných  argumentov  a  typ  návratovej 
hodnoty. Pri využití  týchto delegátov nie  je nutné explicitne definovať nový  typ delegáta.  Instancie 
týchto  delegátov  sú  najčastejšie  tvorené  prostredníctvom  lambda  výrazov,  ktoré,  ako  už  bolo 
zmienené  sa  ako novinka objavili  v C# 3.0.  Ich  využitie umožňuje  výrazne  skrátiť  zápis anonymnej 
metódy. Takže vďaka skutočnosti, že sú ako parametre extension metód pre LINQ použité  instancie 
delegátov, je k dispozícií veľká voľnosť napr. v implementácii reštrikcie Where či projekcie Select a sú 
k  dispozícii  všetky  metódy  implementované  na  typoch  prvkov.  V  prípade,  že  je  teda  typ  prvku 
String môže byť dotaz naimplementovány napríklad týmto spôsobom: 
 
. 
Obr. 7.2: Príklad použitia instancie delegátov v generickom rozhraní IEnumerable<T> 
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8   DATABÁZE 
 
Potreba databáz je veľmi stará a už v dobe počítačového praveku sa s databázami pracovalo. 
Mottom  každej  aplikácie  je  úspešnosť  a spoľahlivosť.  Ak  má  byť  aplikácia  úspešná  musí  svojim 
užívateľom poskytovať dostatok  informácií, bez ohľadu na to čí sa  jedná o „osobné“ alebo aplikácie 
firemné,  ktoré  nám  s pomocou  kolekcií  nástrojov  umožňujú  s dátami  pracovať  a to  formou 
pridávania, vymazávania, upravovania, hľadania, zoskupovania a pod. [11]. 
 
Obr. 8.1: Schéma spolupráce s databázou 
 
8.1  Delenie databáz 
 
• Súborové databázy: 
¾ sú obsiahnuté v jednom alebo v niekoľkých súboroch operačného systému, 
¾ možno ju jednoducho prekopírovať na iné PC, 
¾ typickým zástupcom súborových databáz sú SQLite, Microsoft Access atď., 
¾ mávajú niekoľko obmedzení typickými sú ich dostupnosť v rámci siete, alebo 
rôzna podpora súbežnej prace viacerých užívateľov, 
¾ užívateľ na základe pridelených práv môže pracovať s databázou. 
 
• Systémové databázy: 
¾ slúžia ako databázové servery, 
¾ kvalitne podporujú súbežnú prácu viacerých užívateľov, 
¾ zložitejšia inštalácia 
¾ sú  robustnejšie  typický  zastupcovia  sú MySQL, Oracle, MS SQL, PostgreSQL 
atď.  
 
Keď už sme pri rozdeľovaní databáz podstatným je aj rozdelenie podľa filozofie uloženia dát. 
Prakticky  všetky  dnešné  databáze  sú  relačné. Dáta  v relačných  databázach  bývajú  uložené  tak,  že 
záznamy možno  jednoducho vyhľadať. Zatiaľ  čo organizovať   dáta v databáze ako objekty  je menej 
obvyklý  spôsob  jedná  sa  o tzv.  objektové  databáze,  ktoré  však  nie  sú  príliš  rozšírené,  pretože 
poskytujú pomalé spracovanie dát. Zástupcom objektových databáz je napríklad Caché. 
 35 
 
8.2  História relačných databáz 
 
Relačná databáza zazrela svetlo sveta v roku 1969, jedná sa o najpoužívanejší model v oblasti 
správy databáz v dnešnej dobe. Zakladateľom  spomínaného modelu  je     dr. Edgard F. Codd, ktorý 
pracoval ako výskumný pracovník v IBM koncom 60. rokov, už vtedy hľadal nové spôsoby spracovania 
veľkého  množstva  dát.  Ako  matematik  veril,  že  špecifické  odvetvia  matematiky  (redundancia  ‐ 
nadbytočnosť, prílišná  závislosť  štruktúry databáze na  jej  fyzickej  implementácii,  slabá  integrita)  je 
možné aplikovať na riešenie takých problémov. 
 
Dr. Codd, v roku 1970, predstavil svoj  relačný model vo svojej práci a Relational Model of Data  for 
Large  Shared Databanks  (Relačný model dát pre  veľké  zdieľanie databanky). Model  vypracoval na  
základe  dvoch matematických  odvetví  a to  na  teórií množín  a logických  predikátoch  prvého  rádu. 
Názov modelu je odvodený z termínu „relácia“ respektíve „vzťah“, ktorý je súčasťou teórie množín.  
V roku 1985 vo svojom článku predstavil 12 pravidiel [12]: 
 
1. Pravidlo informácie. 
2. Pravidlo zaručeného prístupu. 
3. Systematické ošetrenie prázdnych hodnôt.  
4. Dynamicky on‐line katalóg založený na relačnom modeli. 
5. Pravidlo komplexného dátového podjazyka. 
6. Pravidlo aktualizácie pohľadu. 
7. Vysokoúrovňové vkladanie, aktualizovanie a mazanie. 
8. Fyzická dátová nezávislosť. 
9. Logická dátová nezávislosť. 
10. Nezávislosť integrity. 
11. Distribučná nezávislosť. 
12. Pravidlo nenarušenia. 
 
Tieto pravidlá sú považované za polooficiálnu definíciu relačných databáz.  
 
8.3  Relačné databáze 
 
Dáta v relačnej databáze sú podľa relačného modelu ukladané v reláciách alebo vo , ktoré sú 
užívateľom  chápané  ako  tabuľky.  Každý  riadok  v tabuľke obsahuje určitú  skupinu  dát  ‐  záznamov, 
ktoré  môžu  obsahovať  napríklad  údaje  o jednej  osobne,  produkte  a  pod.  Keď  pridávame               
riadky  ‐ atribúty v tabuľke, znamená to, že meníme dáta v tabuľke. Ak však pridávame stĺpce tak to 
znamená, že meníme štruktúru tabuľky. Nasledujúci obrázok zobrazuje príklad relačnej tabuľky. 
 
 
 Obr. 8.2: Príklad relačnej tabuľky 
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8.3.1  Tabuľky 
 
Tabuľky  tvoria  základnú  štruktúru databáze, každá z nich predstavuje vždy  jediný špecifický 
subjekt. Každá tabuľka obsahuje minimálne jedno pole, ktoré je označované ako primárny kľúč, ktorý 
jednoznačne  identifikuje  jednotlivé  záznamy,  preto  logické  poradie  polí  a záznamov  nemá  žiadny 
význam. Primárny kľúč na obrázku 8.2 predstavuje atribút „ID“. Vďaka týmto charakteristikám dáta 
v relačných databázach existujú nezávisle na spôsobe fyzického uloženia v počítači. To je samozrejme 
výhodou, pretože užívateľ pri preberaní dát nejakého záznamu nemusí poznať kde je uložený.  
 
8.3.2  Polia 
 
Pole  je  považované  za  najmenšiu  štruktúru  v databáze.  Predstavuje  určitú  charakteristiku 
subjektu  tej  tabuľky  do  ktorej  patrí.  Používajú  sa  k  ukladaniu  dát.  Dáta  v týchto  poliach možno 
preberať ako informácie v ľubovoľnej konfigurácií.  
 
V dobre  navrhnutej  databáze  každé  pole  obsahuje  len  jednu  hodnotu  a jeho  názov 
identifikuje typ obsiahnutej hodnoty.  Zadávanie dát je v tom prípade veľmi prirodzené. To znamená 
ak dostaneme vyplniť pole  s názvami ako meno, priezvisko, email a pod., potom presne vieme aký 
typ hodnoty do každého z polí patrí. Rovnako potom bude veľmi jednoduché vyhľadávať, zoraďovať 
dáta a pod.  
 
8.3.3  Záznamy 
 
Záznam  predstavuje  jedinečnú  instanciu  subjektu  tabuľky.  Je  tvorený  celou množinou  polí 
v tabuľke bez ohľadu na to, či všetky tieto polia obsahujú zadané hodnoty. Každý záznam je v rámci 
celej databáze identifikovaný jednoznačnou hodnotou v poli primárneho kľúča. Ako príklad poslúži už 
uvedený  obrázok  8.2  v ktorom  je  zreteľne  vidieť  použitie  spomínaného  identifikačného  poľa  „ID“, 
ktoré slúži ako primárny kľuč.  
 
Každý záznam v tabuľke  identifikuje príslušného užívateľa v celej databáze. Následné každý záznam 
zahrnuje všetky polia v tabuľke a jednotlivé polia popisujú nejaký aspekt užívateľa reprezentovaného 
týmto záznamom. Záznamy sú kľúčovým  faktorom k pochopeniu vzťahov medzi  tabuľkami, pretože 
potrebujeme vedieť, ako jeden záznam v jednej tabuľke súvisí so záznamom v tabuľke inej.  
 
8.3.4  Kľúče 
 
Kľúče sú špeciálnymi poľami, ktoré hrajú v tabuľke dôležité role. Typ kľúča určuje jeho zmysel 
v danej  tabuľke. Každá  tabuľka môže obsahovať niekoľko  typov  kľúčov. Medzi najdôležitejšie patrí 
primárny kľúč (PK – Primary Key) a cudzí kľúč (FK – Foreign Key)  
 
Primárny kľúč (PK)  je pole, alebo skupina polí, ktoré  jednoznačne  identifikujú každý záznam 
v tabuľke. Jeho hodnota identifikuje špecifický záznam v rámci celej databáze  a jeho pole identifikuje 
danú tabuľku v rámci celej databáze. To sú dva dôvody prečo PK patria medzi najdôležitejšie polia. 
Taktiež pomáhajú pri vytváraní vzťahov medzi tabuľkami, zabezpečujú  integritu tzn. že neumožňujú 
pridanie duplicitných záznamov.  
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Keď určíme vzťah medzi dvomi tabuľkami, potom sa príslušný vzťah vytvorí tým spôsobom, že 
primárny kľúč z prvej tabuľky vložíme do druhej, a tam sa stane cudzím kľúčom. Termín cudzí kľúč je 
odvodený zo skutočnosti, pretože druhá tabuľka obsahuje svoj vlastný primárny kľúč, to znamená, že 
primárny kľúč z prvej tabuľky je pre druhú tabuľku cudzím.  
 
Cudzie  kľúče  nie  sú  dôležité  iba  zo  zrejmého  dôvodu,  a to  že  zabezpečujú  vzťahy medzi 
jednotlivými tabuľkami, ale aj kvôli tomu, že zabezpečujú integritu na úrovni vzťahov. To znamená, že 
záznamy  v oboch  tabuľkách  spolu  vždy  poriadne  súvisia  s tým,  že  hodnoty  cudzieho  kľúča musia 
vychádzať z hodnoty primárneho kľúča.  
 
8.3.5  Vzťahy 
 
Ak je možné vzťahovať záznamy z jednej tabuľky na tabuľku druhú, v tom prípade hovoríme, že medzi 
tabuľkami existuje vzťah. Spôsob určenia tohto vzťahu závisí na jeho type. Medzi záznamami existujú 
tri typy vzťahov: 
 
¾ jeden k jednému (1:1), 
¾ jeden k viacerým (1:N), 
¾ viaceré ku viacerým (M:N). 
 
Vzťah jeden k jednému medzi záznamami dvojice tabuliek je vtedy keď jediný záznam z prvej tabuľky 
súvisí  iba s jedným záznamom z tabuľky druhej. V tomto type vzťahu sa jedna z tabuliek považuje za 
primárnu a druhá za sekundárnu. Vzťah sa tvorí tak, že primárny kľúč z primárnej tabuľky vložíme do 
sekundárnej tabuľky, kde sa stane cudzím kľúčom.  
 
Vzťah  jeden  k viacerým  nastáva  keď  jeden  záznam  z prvej  tabuľky  súvisí  mnohými  záznamami 
z druhej tabuľky, ale jeden záznam z druhej tabuľky môže súvisieť  iba s jedným záznamom z tabuľky 
prvej. Vzťah sa vytvára prenesením primárneho kľúča tabuľky na strane „jeden“ do tabuľky na strane 
„viacej“, kde sa stáva cudzím kľúčom.  
 
Dvojica  tabuliek  vyznačujúca  sa  vzťahom  viaceré  ku  viacerým  nastáva  vtedy,  keď  jeden  záznam 
z prvej tabuľky môže mať vzťah s viacerými záznamami z druhej tabuľky a naopak tzn. jeden záznam 
z druhej  tabuľky môže mať vzťah  s viacerými záznamami prvej  tabuľky. Aby sme mohli  tento vzťah 
určiť  správne  je  nutné  vytvoriť  spojovaciu  tabuľku.  Taká  tabuľka  ponúka  jednoduchý  spôsob 
priradenia  záznamov  z jednej  tabuľky  k záznamom  v druhej  tabuľke.  Zároveň  pomáha  zaistiť 
pridávanie,  odstraňovanie  a upravovanie  súvisiacich  dát.  Spojovacia  tabuľka  sa  definuje  tak,  že 
vezmeme primárne kľúče oboch tabuliek daného vzťahu, tie použijeme na vytvorenie štruktúry novej 
tabuľky.  Tieto  polia  slúžia  dvomi  spôsobmi  a to  spoločne  tvoria  zložený  primárny  kľúč  spojovacej 
tabuľky a taktiež to, že samostatne slúžia ako cudzie kľúče.  
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8.4  DATABÁZOVÝ SYSTÉM SQL  
 
Jazyk SQL patrí medzi nástroje, ktoré slúžia na organizovanie, správu a získanie uložených dát 
v počítačovej databáze. Skratka znamená Struktured Query Language (štrukturovaný dotazovací 
jazyk). Možno ho rozdeliť na dve základné podmnožiny [13]: 
 
¾ Data Definition Language (DDL) – syntax tvorby tabuliek,  
¾ Data Manipulation Language (DML) – syntax manipulácie s dátami.  
 
Príkazy  z podmnožiny  DDL  definujú  dátovú  štruktúru,  vytvárajú  objekty  (tabuľky,  indexy  a  pod.), 
taktiež   ich môžu meniť , alebo odstraňovať. Pre ukážku uvádzam pár príkladov: CREATE DATABASE, 
CREATE TABLE, ALTER TABLE, DROP TABLE, CREATE INDEX, DROP INDEX atď.  
 
Príkazy z podmnožiny DML umožňujú manipuláciu s dátami tj. vyberanie (príkaz SELECT), vkladanie 
(príkaz INSERT), aktualizovanie (príkaz UPDATE) a odstraňovanie (príkaz DELETE).  
 
Jazyk SQL sa používa na komunikáciu s databázou. V skutočnosti SQL pracuje s jedným špecifickým 
typom databáze, o ktorom som sa zmieňoval v predošlej kapitole, a to relačnou databázou.  
 
 
Obr. 8.3: Použitie jazyka SQL pre prístup k databáze 
 
Počítačový systém na uvedený obrázku obsahuje databázu v ktorej sú uložené dôležite  informácie. 
Počítačový  systém,  ktorý  riadi  databázu,  sa  nazýva  databázový  riadiaci  systém  DMS  (database 
management system).  
 
Keď potrebujeme z databáze získať dáta, napíšeme požiadavku v jazyku SQL. Databázový systém  ju 
spracuje,  načíta  dáta  a vráti  vyžadujúce  informácie.  Databázový  dotaz  (query)  je  proces,  keď 
požadujeme  dáta  z databáze  a systém  nám  vráti  výsledok.  Odtiaľ  dostávame  samotný  názov  – 
štruktúrovaný dotazovací  jazyk. To  je však nevhodné pomenovanie, pretože  jazyk SQL predstavuje 
omnoho viac možností ako  jednoduchý dotazovací nástroj. Je pravdou, že to bol  jeho pôvodný účel 
a získavanie dát patrí stále medzi jeho najdôležitejšie funkcie. Databázový systém svojim užívateľom 
taktiež poskytuje:  
 
¾ Definíciu  dát  ‐  dovoľuje  definovať  štruktúru,  organizáciu  uložených  dát  a definíciu  ich 
vzájomných vzťahov. 
¾ Získavanie dát ‐ umožňuje uložené dáta z databáze získavať a používať 
¾ Manipulácia  s dátami  ‐  umožňuje  databázu  aktualizovať  databázu  pridávaním  nových, 
odstraňovanie starých, alebo upravovanie už uložených dát. 
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¾ Riadenie  prístupov  ‐  umožňuje  chrániť  dáta  pred  neautorizovaným  prístupom  a to 
obmedzením práv užívateľa. 
¾ Zdieľanie  dát  ‐  požíva  zdieľanie  dát  medzi  viacerými  užívateľmi  s tým,  že  pri  prací  sa 
jednotlivý užívatelia navzájom nerušia. 
¾ Integrita dát ‐ v databáze definuje obmedzenie integrity, čím ju chráni pred porušením, ktoré 
môže vzniknúť kvôli neúplným aktualizáciám. 
 
To boli príklady prečo je SQL komplexný jazyk pre riadenie a ovplyvňovanie databázového systému.  
   
Jazyk SQL nie  je úplný počítačový programovací  jazyk, akým  je napríklad C++, Java a pod. To z toho 
dôvodu, pretože neobsahuje žiadny príkaz typu  if slúžiaci na overovanie podmienok. Taktiež v ňom 
neexistujú príkazy na riadenie behu programu akými sú GO TO, FOR alebo DO. Preto je považovaný za 
čiastkový  jazyk, ktorý  je  tvorený asi 40 príkazmi určený pre úlohy  riadiace databázu. Na  rozšírenie 
možností existuje alternatíva posielať príkazy SQL z jazykov C, C++, alebo v mojom prípade C#.  
 
Ak ho teda porovnáme s jazykmi C, C++ a pod. môžeme povedať, že skutočne nie je štruktrurovaný. 
Namiesto  toho  sa  príkazy  podobajú  anglickým  vetám.  Bez  ohľadu  na  nepresnosť  s jazyk  SQL  stal 
štandardom na požitie v relačných databázach.  
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9   VYPRACOVANIE 
9.1  Návrh štruktúry databáze  
 
Primárnou  vlastnosťou  každej  databáze  je  ukladanie  a správa  dát.  Jednotlivé  dáta  nie  je  možné 
ukladať ani spravovať bez tabuliek, preto k zaisteniu funkčnosti aplikácie je nutné vytvoriť tabuľky do 
ktorých budú ukladané im príslušné dáta. Jednotlivé tabuľky následne tvoria návrh databáze.  
 
Návrh štruktúry databáze blogovacieho systému je znázornený na nasledujúcom obrázku  
 
  
Obr. 9.1: Návrh štruktúry databáze 
 
Z pohľadu možno usúdiť, že sa jedná sa o relatívne jednoduchú databázu obsahujúcu štyri tabuľky: 
 
¾ tabuľku User, 
¾ tabuľku Data, 
¾ tabuľku Module, 
¾ tabuľku Comment. 
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Vzťahy medzi tabuľkami sú 1:M, to z toho dôvodu, že napríklad jeden užívateľ môže vložiť m – prvkov    
do  tabuľky  Data,  prípadne  Comment  a pod.  Pri  definovaní  vzťahov  bolo  nastavené  kaskádové 
mazanie dát, ktoré zabezpečuje po odstránení dát v nadradenej tabuľke automatické odstránenie dát 
na nich závislé. To znamená, že v prípade vymazania užívateľa budú automatický vymazané aj  jeho 
komentáre. 
 
Vysvetlenie atribútov jednotlivých tabuliek je nasledovné: 
 
¾ Tabuľka User: 
• guid – primárny kľúč užívateľa, 
• password – prihlasovacie heslo užívateľa, 
• username – užívateľské meno užívateľa, 
• name – meno užívateľa, 
• surname – priezvisko užívateľa, 
• email – email užívateľa, 
• url – URL užívateľa, 
• adminAccess – atribút definujúci prístup užívateľa do administračnej časti. 
 
Na nasledujúcom obrázku je zobrazenie štruktúry tabuľky USER včetne dátových typov. 
 
  
Obr. 9.2: Štruktúra tabuľky USER 
 
Tabuľka Data: 
• guid – primárny kľúč záznamu, 
• userGuid – cudzí kľúč – vytvárajúci vzťah s tabuľkou USER, 
• moduleGuid – cudzí kľúč – vytvárajúci vzťah s tabuľkou MODULE, 
• name – názov ukladaných dát, 
• moduleData – ukladané dáta, 
• visibility – určuje viditeľnosť  záznamov v prezentačnej  časti pre neprihláseného 
užívateľa, 
• date ‐ dátum vkladaného záznamu. 
   
 42 
 
Na nasledujúcom obrázku je zobrazenie štruktúry tabuľky DATA včetne dátových typov. 
 
 
Obr. 9.3: Štruktúra tabuľky DATA 
 
¾ Tabuľka Module: 
• guid – primárny kľúč modulu, 
• name – názov modulu, 
• clientFileName – časť modulu pre klientsku časť, 
• adminFileName – časť modulu pre administračnú časť. 
 
Na nasledujúcom obrázku je zobrazenie štruktúry tabuľky MODULE včetne dátových typov. 
 
 
Obr. 9.4: Štruktúra tabuľky MODULE 
 
¾ Tabuľka Comment: 
• guid – primárny kľúč komentára, 
• DataGuid ‐ cudzí kľúč vytvárajúci vzťah s tabuľkou DATA, 
• UserGuid – cudzí kľúč vytvárajúci vzťah s tabuľkou USER, 
• DataComment – text komentára, 
• Date ‐ dátum pridaného komentára. 
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Na nasledujúcom obrázku je zobrazenie štruktúry tabuľky COMMENT včetne dátových typov. 
 
 
Obr. 9.5: Štruktúra tabuľky COMMENT 
 
9.2  Tvorba systému  
 
Blogovací  systém bol naprogramovaný  v jazyku C# vo vývojovom prostredí Microsoft Visual Studio 
2008,  ktoré poskytuje bohato  vybavené prostredie obsahujúce množstvo prostriedkov potrebných 
pre vytváranie projektov v spomínanom programovacom jazyku. Visual Studio okrem iného obsahuje 
aj vlastný webový server pre vývoj aplikácií, to znamená, že pri vytváraní webovej aplikácie nebolo 
nutné inštalovať na počítač server ISS a taktiež aj databázový server relačných databáz Microsoft SQL 
Server 2008, na ktorom bola umiestnená navrhnutá databáza. Databáza, rovnako ako celý program 
boli používané lokálne. Neboli teda umiestnené na internetovom serveri  
 
9.2.1  Štruktúra súborov 
 
Pre  tvorbu blogovacieho  systému bol vo Visual Studiu 2008  založený projekt  „ASP.NET Web Site“, 
ktorý  po  zvolení  umiestnenia  projektu  na  diskovej  jednotke  počítača  a výberu  programovacieho 
jazyka vygeneruje pred pripravenú adresárovú štruktúru.  
 
Projekt blogovací systém bol rozdelený do troch vrstiev. Ich oficiálne názvy sú prezentačná, business 
a dátová  vrstva. Prezentačná  časť  je  to  čo  vidí užívateľ,  v projekte bola  charakterizovaná  súborom 
„EditorsSystem“.  Business  vrstva  je  charakterizovaná   súborom  „Classes“  v ktorom  sú  obsiahnuté 
metódy  využívajúce  sa pri  spracovaní GUI  (Graphical User  Interface) V tomto prípade  je  v nej  celé 
spracovanie dát. A následne dátová vrstva poskytujúca samotné dáta. Jedná sa vlastne o naviazanie 
LINQ  na  objekty  z  databáze,  čo  umožňuje  ich  následné  využitie  v  už  spomínanej  business  logike. 
Použitie platformy LINQ priniesla výhodu lepšieho prístupu k dátam z databáze. A to tým spôsobom, 
že previedla databázu na objektové chovanie. To prinieslo podstatné uľahčenie a to prístup k dátam 
cez objekty, to znamená, že k prístupu k dátam uložených v databáze nebolo nutné zadávať zdĺhavé 
SQL dotazy.  
Obrázok  9.6  predstavuje  model  systému.  Časť  blogovací  systém  obsahuje  časti  prostredníctvom 
ktorých  to  všetko  funguje.  Jedná  sa  o správu  užívateľov,  dát,  záloh  a modulov.  Správa  modulov 
komunikuje  s dvomi na pevno  zviazanými modulmi  so  systémom  (Modul TEXT a Modul PICTURES) 
a taktiež  s externe  pridanými  modulmi.  Správa  užívateľov  je  realizovaná  prostredníctvom 
MemberShip  Providera  ,ktorý  je  naviazaný  na  databázu.  Správa  systému  poskytuje  možnosť 
zálohovania a taktiež obnovenie databáze na inom serveri. Hlavnou úlohou správy dát je pridávanie, 
editovanie a odstraňovanie záznamov.    
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Obr. 9.6: Zobrazenie modelu systému 
 
Prezentačná  časť, ako už bolo  zmienené  je  reprezentovaná  súborom  „EditorsSystem“. Tento  súbor 
bol rozšírený o nasledujúce adresáre „Admin“, „Data“, „Images“ a „Modules“. V adresári „Admin“ sú 
uložené stránky prístupné len pre užívateľa s umožneným prístupom do administračnej časti, adresár 
„Data“  slúži  ako  úložisko  dát  –  obrázkov,  v adresári  „Images“  sú  uložené  ikony  využívajúce  sa 
v aplikácií a adresár „Module“ slúžiaci ako úložisko pridaných modulov.  
 
Ďalšími dôležitými prvkami okrem vlastných súborov s kódom sú: 
 
Web.config ‐ – jedná sa o konfiguračný súbor v ktorom sú uložené všetky druhy nastavenia počínajúc 
od  autentizácie  a  autorizácie  až  po  reťazec  slúžiaci  ku  pripojeniu  databáze  (ConnectionString), 
k nastaveniu prístupu k jednotlivým zložkám apod. 
 
MasterPages  –  Master.Master  (masterpage  pre  klientsku  časť),  Admin.Master  (masterpage  pre 
administračnú časť). Uvedené súbory tvoria tzv. šablóny prostredníctvom ktorých  je možné vytvárať 
konzistentné rozloženie, vzhľad a správanie stránok v aplikácií. Tieto prvky sa pri prehliadaní stránok 
nemenia, a preto sa tu umiestňujú prvky, ktoré by mali byť neustále viditeľné. Mení sa len obsah časti, 
kde  je  definovaný  serverový  ovládací  prvok  ContentPlaceHolder,  v ktorom  sú  zobrazované  vlastné 
stránky (Web Content Form). 
 
9.3  Časti blogovacieho systému  
 
Vytvorený  systém  je  rozdelený  na  dve  časti.  Prvá  časť  je  prezentačná  a druhá  aplikačná.  Úlohou 
prezentačnej  časti  je  zobrazovanie  vložených  dát  a komunikáciu  s užívateľmi.  Administračná  časť 
obsahuje správu obsahu, užívateľov, modulov a taktiež správu systému. Jednotlivé časti podrobnejšie 
popíšem v nasledujúcich podkapitolách 
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9.3.1   Prezentačná časť 
 
Prezentačná  časť  (Obr.  9.7)  je  viditeľná  ihneď  po  vstupe  na  stránky  umiestnenia  blogovacieho 
systému.  Jedná  sa  o klasickú  webovú  prezentáciu  dát  vo  forme  textov,  obrázkov,  alebo  iného 
pridaného  modulu  vlastníkom  systému.  umožnenie  vstupu  do  nej  nie  je  vyžadované  prihlásenie 
užívateľa. V tejto časti je užívateľovi poskytnutá možnosť prihlásenia, prípadne registrácie, v prípade, 
že ešte užívateľ nemá vytvorený svoj účet. Po zvolení voľby „Registrovat sa“ (Obr. 9.8) je zobrazený 
formulár do ktorého užívateľ vkladá nasledujúce  registračné údaje, a  to User name – prihlasovacie 
meno, Password – heslo, Confirm Password – opätovné vloženie hesla, to slúži k overeniu vkladaného 
hesla  a  Email  –  email.  Po  registrácií  je  zobrazovaná  informácia  o úspešnosti  vytvorenia  účtu           
(Obr.  9.9).  Po  potvrdení  tzn.  kliknutí  na  tlačidlo  „Continue“  je  užívateľ  automaticky  prihlásený            
do  systému  a presmerovaný  na  hlavnú  stránku  (Obr.  9.10).  To  návštevníkovi  prináša  rozšírené 
možnosti, ktorými sú. zobrazenie dát, ktoré sú prezentované  len prihláseným užívateľom, následne 
zobrazovanie,  pridávanie,  editovanie  prípadne  odstraňovanie  vlastných  komentárov.  Pochopiteľne 
možnosti   administrátora,  teda  vlastníka  systému  sú  rozšírené  o vstup  do  administračnej  časti. 
Taktiež  sú  tu  ponúknuté  možnosti  zmeny  hesla,  údajov  a samozrejme  možnosť  odhlásenia  sa             
zo systému. 
 
 
Obr. 9.7: Zobrazenie prezentačnej časti v stave neprihlásený  
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Obr. 9.8: Zobrazenie registračného formulára 
 
Obr. 9.9: Zobrazenie úspešnosti registrácie 
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Obr. 9.10: Zobrazenie prezentačnej časti v stave prihlásený 
 
9.3.1.1 Zobrazenie komentárov 
 
Po prihlásení do systému ako už bolo spomenuté, je užívateľovi poskytnutá možnosť zobrazenia 
komentárov ku konkrétnemu textu, obrázku a pod. Znázornenie je poskytnuté na Obr. 9.10. V prípade, 
že ku vybranému textu, alebo obrázku doposiaľ nebol pridaný žiadny komentár, je užívateľ 
informovaný správou „K dispozícií nie sú žiadne komentáre.“ (Obr. 9.11). V opačnom prípade tzn. že 
ku danému objektu je už pridaný komentár, na stránke je zobrazená tabuľka v ktorej je uvedené meno 
autora, samotný komentár, dátum pridania a taktiež tlačidla poskytujúce editáciu – tlačidlo „Editácia“      
a mazania – tlačidlo „Zmaž“. Dôležitou poznámkou je, že editovať, prípadne odstraňovať komentár 
môže iba jeho autor (Obr. 9.12).  
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Obr. 9.11: Zobrazenie situácie keď ku záznamu doposiaľ nebol pridaný komentár 
 
 
Obr. 9.12: Zobrazenie komentárov 
 
9.3.1.1 Pridávanie  komentárov 
 
Pokiaľ  je  návštevník  blogovacieho  systému  prihlásený  tak  mu  je  poskytnuté  okrem  zobrazenia 
komentárov aj možnosť komentáre pridávať (Obr. 9.13). V prípade, že návštevník do poľa určeného 
na  písanie  komentára  nevloží  žiadny  komentár  a následne  sa  to  bude  snažiť  uložiť,  tak  je 
prostredníctvom  červenej hviezdičky  informovaný,  že  je nutné dané pole  vyplniť. V prípade,  že  sa 
rozhodol  komentár  nevkladať,  tak  jednoduchým  stisnutím  tlačidla  „Späť“  sa  dostáva  do  hlavnej 
stránky. 
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Obr. 9.13: Pridávanie komentárov 
 
9.3.1.2 Zmena hesla 
 
Zmena hesla  je účastníkovi ponúknutá po kliknutí na odkaz  „Zmena hesla“.  Jedná  sa o štandardný 
formulár poskytujúci  túto možnosť  (Obr. 9.14). Účastník pre úspešnosť  zmeny musí vložiť do prvej 
kolónky  svoje  staré  heslo,  následne  do  príslušnej  kolónky  nové  a následne  z dôvodu  overenia 
správnosti  vkladaného  nového  hesla,  je  nutné  do  tretej  kolónky  opätovne  vložiť  nové  heslo.                
O  úspešnom  zmenení  hesla  je  užívateľ  oboznámený  príslušnou  správou  (Obr.  9.15).  Po  potvrdení     
tzn. kliknutí na tlačidlo „Continue“ je užívateľ presmerovaný na hlavnú stránku (Obr. 9.10). 
 
 
Obr. 9.14: Zmena hesla 
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Obr. 9.15: Zobrazenie úspešnosti zmeny hesla 
 
9.3.1.3 Editácia údajov 
 
Odkaz  „Editácia  údajov“  poskytuje  účastníkovi  zmeniť,  prípadne  doplniť  svoje  údaje  (Obr.  9.16). 
Jedná sa predovšetkým o zmenu užívateľského tj. prihlasovacieho mena, emailu, a taktiež doplnenie, 
prípadne zmenu svojho mena, priezviska, alebo URL, ktoré pri registrácií neboli vyžadované. 
 
 
Obr. 9.16: Editácia údajov 
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9.3.2  Administračná časť 
 
Do  tejto  časti  systému má  prístup  len  vlastník  blogovacieho  systému,  prípadne  užívateľ,  ktorému 
vlastník príslušnú možnosť pridelí. Po úspešnom prihlásení užívateľa s príslušnou možnosťou prístupu 
sa mu na stránke vyskytne v pravom hornom rohu odkaz „Administračná časť“ (Obr. 9.17). Po kliknutí 
na  spomínaný  odkaz  je  vlastník  presmerovaný  do  administračnej  časti  (Obr.  9.18).  V tejto  časti 
systému  sú  poskytnuté možnosti  popísané  v nasledujúcich  podkapitolách. Návrat  do  prezentačnej 
časti je umožnený kliknutím na odkaz „Klientska časť“. 
 
 
Obr. 9.17: Zobrazenie prístupu do administračnej časti 
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Obr. 9.18: Zobrazenie administračnej časti 
 
9.3.2.1 Správa obsahu 
 
Prvou z možností je správa obsahu. Po jej zvolení sú vlastníkovi zobrazené dáta jednotlivých modulov, 
v prípade,  že doposiaľ neboli pridané  žiadne dáta,  tak  je  informovaný  správou  „K dispozícií nie  sú 
žiadne  dáta.“(Obr.  9.19).  V  opačnom  prípade,  že  už  sú  uložené  nejaké  dáta  tak  sú  zobrazené 
v príslušnej  tabuľke  (Obr  9.20),  ktorá  je  tvorená  názvom  článku,  prípadne  obrázku,  užívateľským 
menom  autora,  dátumom,  kedy  bol  daný  objekt  pridaný  a následne  viditeľnosťou,  ktorá  môže 
nadobúdať  hodnoty  true,  alebo  false.  Hodnota  true  predstavuje,  že  objekt  je  viditeľný                        
pre návštevníkov systému aj v neprihlásenom  stave, a v prípade,  že a hodnota  false, značí, že daný 
objekt bude návštevníkovi zobrazený len po prihlásení.  
 
 
Obr. 9.19: K dispozícií nie sú žiadne dáta 
 
 
Obr. 9.20: Zobrazenie uložených záznamov 
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9.3.2.1.1  Pridávanie dát 
 
Hlavnou  úlohou  blogovacieho  systému  je  tvorba  a správa  prezentácií.  Nasledujúce  obrázky 
znázorňujú ako samotné pridávanie dát daných modulov prebieha. Na prvom obrázku (Obr. 9.21) je 
predstavené  pridávanie  textu.  Pri  pridávaní  textu  je  nutné  zadať  jeho  titulok  tzn.  názov,  obsah 
samotného  článku, následne vlastník určí viditeľnosť pridaného  textu, v prípade,  že  je  zaškrtávacie 
pole  zaškrtnuté  je  daný  článok  viditeľný,  na  hlavnej  stránke  systému  v  prezentačnej  časti,  aj             
pre  neprihláseného  účastníka.  V opačnom  prípade  je  daný  článok  zobrazovaný  len  po  prihlásení        
do systému. Pridávanie obrázkov má podobný charakter ako pridávanie textu, jediným rozdielom je, 
že sa namiesto obsahu článku vkladá obrázok. 
 
 
Obr. 9.21: Pridávanie článkov 
 
 
Obr. 9.22: Pridávanie obrázkov 
 
9.3.2.1.2  Editácia dát 
 
Vlastník systému sa po vložení objektu, môže pozrieť na jeho detail, ktorý predstavuje celkový náhľad 
na vložený záznam, v prípade potreby zmenenia vložených hodnôt vstúpi do editačnej časti objektu, 
v ktorej mu je umožnené potrebné zmeny uskutočniť.  
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Obr. 9.23: Editácia článkov 
 
 
Obr. 9.24: Editácia obrázkov 
 
9.3.2.1.3  Mazanie záznamov 
 
Tak ako býva zvykom, všetko čo je možné pridať, je taktiež možné odstrániť. To zabezpečuje tlačidlo 
„Zmaž“,  po  kliknutí  na  spomínané  tlačidlo  je  zobrazené  dialógové  okno  so  správou  „Skutočne  si 
prajete tento záznam vymazať?“ a tlačidlami „OK“ a „Zrušiť“. V prípade kliknutia na tlačidlo „OK“  je 
záznam odstránený v opačnom prípade  to znamená kliknutím na  tlačidlo „Zrušiť“  sa vlastník vracia   
na  pôvodnú  stránku.  Hlavnou  výhodou  spomínaného  dialógového  okna  je,  že  sa  daný  záznam 
automaticky neodstráni v prípade neúmyselného kliknutia na tlačidlo „Zmaž“.    
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Obr. 9.25: Odstraňovanie záznamov 
 
9.3.2.2 Správa užívateľov 
 
Druhou možnosťou administračnej časti  je správa užívateľov. Po  jej zvolení sú vlastníkovi zobrazené 
údaje o všetkých registrovaných návštevníkoch (Obr. 9.25). Tabuľka je tvorená užívateľským menom, 
menom  a priezviskom  užívateľa,  emailovou  adresou,  url  adresou,  a poľom  AdminAccess 
nadobúdajúcim  hodnotu  true,  alebo  false.  Tieto  hodnoty  charakterizujú  skutočnosť,  že  či  daný 
užívateľ má, prípadne nemá umožnený prístup do administračnej časti. 
 
 
Obr. 9.26: Správa užívateľov 
 
9.3.2.2.1  Editovanie  užívateľov 
 
Editácia užívateľov má podobné vlastnosti editácia údajov (viď kapitola 9.3.1.3) s tým rozdielom, že 
danému  užívateľovi  môže  vlastník  prideliť  právo  umožňujúce  vstup  a využívanie  funkcií 
v administračnej  časti  (Obr.  9.26),  ktoré  je  umožnené  prostredníctvom  zaškrtávacieho  poľa.               
Po uskutočnení zmien a následnom uložení dochádza ku presmerovaniu na predchádzajúcu stránku 
v ktorej sú zaznamenané zmeny (Obr. 9.27).  
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Obr. 9.27: Editácia užívateľov 
 
9.3.2.2.3  Mazanie užívateľov 
 
Odstraňovanie užívateľov má rovnaký charakter ako odstraňovanie dát (viď kapitola 9.3.2.1.3). 
 
9.3.2.3 Správa modulov 
 
Treťou  z možností  je  správa  modulov,  po  jej  zvolení  je  vlastníkovi    a taktiež  užívateľovi 
umožňujúcemu vstup do administračnej  časti  zobrazený  zoznam modulov  (Obr. 9.28). Ako už bolo 
zmieňované  systém  obsahuje  dva  základne  moduly  umožňujúce  pridávanie  článkov  a pridávanie 
obrázkov. Tieto základné moduly nie  je umožnené editovať prípadne mazať. Z obrázku  je zrejmé, že 
bol pridaný jeden externý modul s názvom „Video“, ktorý bol zvolený vlastníkom.  
 
 
Obr. 9.28: Zobrazenie modulov 
 
9.3.2.3.1  Pridávanie modulov 
 
Postup na pridávanie modulov je nasledovný. Vlastník systému, alebo užívateľ, ktorému je umožnený 
vstup  do  administračnej  časti  zvoli  možnosť  „Pridať  modul“  následne  mu  je  zobrazený  formulár         
(Obr. 9.29) do, ktorého zadá názov modulu a vloží súbor príslušného modulu. Po uložení dochádza 
k presmerovaniu na predchádzajúcu stránku   na ktorej  je predstavený zoznam modulov (Obr. 9.28). 
Následne  je  nutné  pre  správne  zobrazenie  modulu  do  neho  vložiť  nejaký  záznam.  Najskôr  však 
poskytnem  popis  pridaného modulu. Modul  Video  umožňuje  prehrávanie  videí,  ktoré  sú  získane
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z portálu  www.youtube.com,  ktorá  slúži  ako  zdroj.  Pri  jeho  pridávaní  je  nutné  zadať  jeho  názov 
„Video“.  Pri  pridávaní  záznamu  je  nutné  použiť  len  konkrétny  identifikátor  videa.  Pre  predstavu 
poskytujem  príklad.  Majme  video,  ktoré  je  uložené  na  adrese 
„http://www.youtube.com/watch?v=3Kk‐yZ7VpeA“,  ktorého  identifikátor  je  časť  „3Kk‐yZ7VpeA“. 
Práve  tento  identifikátor  je  použitý  pri  vkladaní  záznamu.  Po  úspešnom  pridaní  modulu  a jeho 
záznamu  je možné overiť jeho správnosť tým spôsobom, že prejdeme do klientskej časti. V menu  je 
automaticky zobrazený odkaz s názvom pridaného modulu. Pre zobrazenie pridaného videa je nutné 
kliknúť na tento odkaz (Obr. 9.30).  
 
 
Obr. 9.29: Pridávanie modulu  
 
 
Obr. 9.30: Zobrazenie pridaného modulu po vložení záznamu 
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9.3.2.3.2  Editovanie modulov 
 
V editácií  modulov  je  umožnené  zmeniť  ich  názov.  V prípade  modulu  Video,  je  táto  možnosť 
obmedzená z dôvodu odkazovania sa na konkrétny názov v jeho príslušnom kóde (Obr. 9.30).  
 
 
Obr. 9.31: Editácia názvu modulu 
 
9.3.2.3.3  Mazanie modulov 
 
Odstraňovanie  externých  modulov  má  rovnaké  vlastnosti  ako  odstraňovanie  dát  (viď  kapitola 
9.3.2.1.3). 
 
9.3.2.4 Správa zálohy a obnovenia databáze 
 
Poslednou  z možností  administračnej  časti  je  správa  systému,  ktorá  prináša  užívateľovi  možnosť 
všetky dáta z databáze zálohovať a následne obnoviť na inom serveri.  
 
 
Obr. 9.32: Správy systému 
 
9.3.2.4.1  Vytvorenie zálohy databáze 
 
Po  zvolení možnosti  „Vytvorenie  zálohy“  je  vlastníkovi  zobrazený  formulár  (Obr. 9.33), do  ktorého 
zadáva cesty k súborom do ktorých bude záloha  jednotlivých dát uložená. Po zvolení  spomínaných 
ciest  a kliknutí  na  tlačidlo  „Vytvoriť“  dôjde  ku postupnému  zálohovaniu  všetkých  súborov  externe 
pridaných modulov  a  obrázkov  a  následne  zo  súborov  v systéme  do  ktorých  sa  nám  pri  vkladaní 
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ukladali. Samozrejme dochádza aj k zálohe záznamov z jednotlivých tabuliek. Záznamy z jednotlivých 
tabuliek sú ukladané do osobitných xml súborov. 
 
 
Obr. 9.33: Vytváranie zálohy  
 
9.3.2.4.2  Obnova zálohy databáze 
 
Proces  obnovovania  záznamov  z databáze  a súborov  patriacim  obrázkom  a externým modulom  je 
presne opačný ako pri vytváraní zálohy. Vlastník po zvolení možnosti „Obnovenie zálohy“ zadáva do 
príslušných polí  cestu, kde  sú  jednotlivé  zálohy vytvorené. Po  zvolení  ciest  stačí kliknúť na  tlačidlo 
„Obnoviť“ a systém sa postará o samotnú obnovu dát v databáze.  
 
 
Obr. 9.34: Obnovenie zálohy  
 
9.4  Použité softwarové nástroje  
 
Pri  vytváraní  aplikácie  Blogovací  systém  v prostredí  ASP.NET  boli  použité  nasledujúce  softwarové 
nástroje:  
 
¾ Visual Studio 2008 – vývojové prostredie, 
¾ SQL Server2008 – databźový server, 
¾ SQL Server Management Studio – program slúžiaci na správu relačných databáz. 
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10  ZÁVER 
Hlavným  cieľom  tejto práce bolo popísať  technológie  využité pri  vývoji praktickej  časti diplomovej 
práce, teda aplikácie blogovacieho modulárneho systému vyvinutého v prostredí ASP.NET. Ako prvá 
bola  predstavená  platforma  .NET  Framework  od  firmy  Microsoft  určená  pre  operačné  systémy 
Windows,  poskytujúca  rozhranie  pre  vývoj  aplikácií  založených  na  princípoch  objektovo  ‐ 
orientovaného programovania. Cieľom kapitoly bolo popísať architektúru .NET Frameworku, vysvetliť 
činnosť  jednotlivých  častí  prostredia  a poskytnúť  prehľad  doposiaľ  vydaných  verzií.  Pri  vývoji  bol 
použitý programovací jazyk C#, ktorý vyšiel zároveň s platformou .NET ako súčasť Visual Studia .NET. 
Z tejto skutočnosti, je možné usúdiť, že sa jedná priam o predurčený jazyk pre vývoj aplikácií v .NET. 
V kapitole  patriacej  C#  je  poskytnutý  jeho  popis  a prehľad  verzií.  V kapitole  patriacej  technológií 
ASP.NET  je  obsiahnutý  popis,  správa  stavov,  výhody  a nevýhody,  špecifické  adresáre  a súbory 
webového  aplikačného  frameworku  ASP.NET.  V nasledujúcich  dvoch  kapitolách  je  stručný  popis 
technológií  umožňujúcich  prístup  k dátam  uložených  v databáze.  Jedná  sa  o technológie  ADO.NET 
a LINQ.  V práci  bolo  využité  LINQ,  pretože  poskytuje  natívny  prístup  k dátam  tzn.  cez  objekty  čo 
prinieslo  uľahčenie,  pretože  nebolo  nutné  vypisovať  zdĺhavé  SQL  dotazy.  Obsahom  poslednej 
teoretickej  časti  je popis databáz. Databáze  sa  stali neodmysliteľnou  súčasťou webových  aplikácií.    
Ak má byť efektívna,  rýchla a spoľahlivá musí efektívne komunikovať s úložiskom dát. Najčastejším 
úložiskom dát sa používajú relačné databáze, ktorým je venovaná prevažná časť kapitoly. 
Posledná kapitola práce popisuje samotný návrh riešenia praktickej časti diplomovej práce tj. 
aplikáciu  „Blogovací  systém  v ASP.NET“.  Jedná  sa o jednoduchý  systém  slúžiaci na  tvorbu  a správu 
prezentácií na internete. Podstatou práce v blogovacom systéme je tvorba obsahu, ktorý je oddelený 
od dizajnu a funkcionality  stránky na  základe  špeciálnych  šablón. To  znamená,  že obsahová  zmena 
nevyžaduje zmenu dizajnu. Užívateľovi je tak poskytnutá možnosť meniť obsah stránok bez toho aby 
musel ovládať programovací, alebo skriptovací jazyk. 
Základnú  časť  tvoril návrh dátového modelu databáze podľa požadovaných požiadaviek,  z ktorého 
následne  bola  navrhnutá  databáza.  Návrhu  bola  venovaná  podstatná  pozornosť,  pretože  jeho 
nesprávnosť  môže  spôsobiť  pád  celej  aplikácie.  Systém  bol  rozdelený  do  troch  vrstiev,  ktorých 
oficiálne  názvy  sú  prezentačná,  biznis  a dátová  vrstva.  Prezentačná  vrstva  je  to  čo  vidí  užívateľ,             
v biznis vrstve sú obsiahnuté funkcie využívajúce sa pri spracovaní GUI, v tomto prípade je v nej celé 
spracovanie dát a následne dátová vrstva poskytuje samotné dáta. 
Vytvorený  blogovací  systém  je  rozdelený  na  prezentačnú  časť  poskytujúcej  zobrazovanie 
a komunikáciu s užívateľom a administračnú časť slúžiacej na spracovanie dát. Systém poskytuje dva 
základne moduly  ‐  pridávanie  článkov,  obrázkov  a externý modul  umožňujúci  prehrávanie  videa. 
Pridávať  záznamy  je  umožnené  len  vlastníkovi  systému,  prípadne  návštevníkovi,  ktorému  vlastník 
umožnil  vstup  do  administračnej  časti  v ktorej  sú  poskytnuté možnosti  správy  obsahu,  užívateľov, 
modulov  a správe  systému. Úlohou  správy  systému  je  zálohovanie  a obnovovanie  dát  z databáze.      
Pri pridávaní  záznamov  je možné určiť  ich viditeľnosť. Ku každému pridanému  záznamu  je možné, 
v prezentačnej  časti, vkladať komentáre a to  len prihláseným návštevníkom  to  zabraňuje vkladaniu 
spamu  od  neprihlásených  návštevníkov.  Ako  už  bolo  spomenuté  jedná  sa  o modulárny  systém,          
tzn. znamená, že je umožnené ho rozšiť o ďalšie moduly.  
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