Abstract
Introduction
Cloud computing, is a representation of the Internet for the delivery of four distinct hosted service models over the distributed network. The context of this research will be primarily in respect to the model for distribution of software applications hosted and managed by a service provider. This is defined as Software as a Service (SaaS). The key differentiator for this model is that in SaaS the service provider supplies the software product beside the hardware infrastructure, and the service consumer only requires an Internet enabled device to access the software service (Chappell, 2008) . With the significant innovations in distributed computing as well as improved access to high-speed Internet, there has been an increase in the feasibility and interest in this form of cloud computing (Wittmann, 2010) . As major industry players have started to invest heavily in infrastructures to support cloud computing (e.g. datacentres) and with the introduction of faster mobile network connectivity (especially 4G), cloud services are becoming more accessible and economical. This has seen SaaS becoming increasingly popular amongst business users and consumers. Other reasons for this popularity include cost efficiency, both in currency and carbon, balance of capital vs. recurrent costs, skills availability and ease of use. Cloud services including SaaS are therefore increasingly seen as a sustainable technology.
Whilst the SaaS model has generated much business interest, to date we find its application having been largely confined to flat business services. A flat service, as we define it, is that of a linear model tracking existing simplified business processes. These linear activities are generally tangible excluding complex business systems due to the associated greater technical, business and legal issues (Perrone et al, 2010; Sarrell, 2010) . Our current research examines and defines the potential constraints within the existing SaaS model when applied to complex business systems. Whilst the definition of complexity varies widely depending on the science that it is applied to, in this research we will define software complexity within a business context for the SaaS model. The Enterprise Resource Planning Systems (ERP) will be used as an example of what could be considered a complex business system. Defining a measure of complexity would then enable us to develop a deployment framework (Spiteri et al, 2012) as a benchmark for the feasibility of complex systems on the Cloud.
Cloud Computing and SaaS
The term 'Cloud Computing' was devised as an abstraction of the Internet and the technological infrastructure that supports it (HIPAA, 2009). It is therefore a loose metaphor for the Internet viewed as a medium to host a variety of services. These hosted services cover four main models: Infrastructure-as-aService (IaaS), Platform-as-a-Service (PaaS), Communication-as-a-Service (CaaS) and Softwareas-a-Service (SaaS).
In the IaaS service model, an organisation outsources the hardware used to support its operations (e.g. storage, servers and networking components) to a third party service provider. This service provider in turn operates the equipment and is responsible for its management. In contrast the PaaS model uses virtualised servers to provide operating system and application services and is considered primarily as a development platform.
The CaaS model provides organisations with the facility to outsource their communication requirements through such mediums as Voice over IP, Voice Conferencing and TelePresence.
The SaaS service model is a key differentiator from the other services in that the service provider supplies the software product besides the hardware infrastructure. The provider interacts with the service consumer through various web front-ends that include a myriad of devices such as laptops, mobiles, tablets and most other web enabled devices. SaaS therefore supports a wide-ranging market where services can be wide ranging from Web-based email, stock control, database processing to underwriting algorithms.
Our study primarily considers the SaaS model over the other three cloud services. Since the service provider hosts both the application and the data, the consumer is able to use the service from any location with Internet access. For this reason SaaS is also referred to as software 'on-demand', where instead of installing software on a local computer or business network, the software service required is stored and provided online 'within the cloud'.
Operational Considerations
From an operational point of view applicable to all the four types of service, a cloud computing application presents unique requirements that a service provider must meet (Kimberling, 2008; Force.com, 2009 ). These could be described as:
Operations/Availability -an application should be built, hosted and maintained by the provider such that it remains available for users.
Deployment -an application should be "ondemand" i.e. it must have automated mechanisms that let users sign up, log in, and start work with limited latency.
Elasticity -an application must be elastic, automatically scaling its consumption of computing resources to the demands placed on it at any given time. Shared, cloud-based applications must also address some unique technical requirements.
Customisation -an application must enable each organisation to customise its data model, interface, and business logic to meet its internal requirements and needs.
Security -an application must have strong, configurable security mechanisms that enable an organisation to secure data among different types of users both emulating an intranet and/or extranet.
Upgradeability -an application's code base must be easy to upgrade and update, without compromising organisation-specific customisations and configurations.
Integration -an application must be able to combine selected data and functionality via industrystandard protocols, both interoperable with other cloud applications and traditional on-premises and legacy applications.
Device Independence -an application must work on various devices, including desktop computers and mobile devices, so users can be productive wherever and however they work.
An Example of a Complex Business System
The latest incarnation of Enterprise Resource Planning Systems (ERP) can be considered as tracking complex business systems. The traditional view of an ERP referred to enterprise wide software for larger organisations; its modular features generally allow planning in the use of organisational wide resources, and these systems are thus mostly used in larger more industrial types of businesses. The use of ERP has however changed (Tech-Faq, 2009; Web Based ERP, 2006) and has over the years been applied to a very comprehensive range of business types, irrespective of the size of industry or organisation. This has been facilitated by the modular nature and innovation of ERP vendors and systems that enable selective deployment levels, matching complexity of the software itself to that of the organisation. ERP systems can cover a wide range of functions often deployed as modules, examples of which include the management of Human Resources, Supply Chain, Customer Relations, Finance, Manufacturing, Warehouse and Inventory Management, amongst others (Welch and Kordysh, 2007) . Most proprietary ERP systems have adopted this modular architecture. Previously all these functions within the business were managed through their own disparate applications where each of these departments would typically have their own specialist software system optimised for each particular role. However these individual applications can now be unified and integrated within the ERP system. An ERP therefore is a mechanism to integrate enterprise data and processes within one single system, a software architecture that serves the needs of users in finance as it does for those in human resources or in the warehouse. A second tier distribution channel has become established where ERP applications have been tailored to specialise in specific market sectors, for example servicing the fresh food processing industry, automotive or retail businesses, etc. ERP systems will also usually have many components including hardware and software in order to achieve this integration (Hvolby and Trienekens, 2010; Tech-Faq, 2009 ). Most ERP systems use a unified database to store data for the various functions throughout the organisation, such that the various departments can more easily share and communicate information. This integrated approach can have a tremendous benefit with respect to meeting market requirements and dealing with the challenges for companies in the global knowledge economy (Wailgum, 2010).
Complexity in Business and the ERP System
There has been considerable research on the subject of complex systems, with complexity theory being applied to a wide range of sciences, technology and management, and has become a major field of interdisciplinary research (Nicolis, 2009; Mikulecky, 2001) .
In this respect, the definition of complexity varies widely depending on the science that it is being applied to. Some examples would be algorithm complexity defined in computer science, logistical complexity within operations management and organism complexity within biological sciences. As researchers like Amaral and Uzzi (2007) observed, there is evidence of complexity in many of these disparate systems where it was also noted that on simplifying complexity concepts, generic aspects of these apply across a wide-spectrum of research fields. This in turn has led to an understanding, both qualitative and quantitative, of the complex systems encountered in nature, technology and everyday systems.
Based on this understanding of complexity, we propose the application of three key theories of Complex System Theory, Programmatic complexity and Network complexity, to ERP business systems, with the aim of defining a baseline complexity model against which our research framework (Spiteri et al, 2012 ) can be validated.
Complex Systems Theory
Complexity theory is the study of complex, nonlinear, dynamic systems where the resultant output is of a simple nature (Levy, 2000) . This is the distinguishing factor from chaos theory, of which primary concern is with systems in which the recursive application of nonlinear deterministic functions can give rise to apparent random behaviour and subtle patterns. In this case, a simple system can give rise to complexity in its output, and as such the theory is focused more on the output than on the system itself. This systems approach led to the creation of a variety of definitions for Complex Systems. These systems are described as being complex because they have numerous internal elements and dynamic because their global behaviour is governed by local interactions between their elements (Geyer et al, 2005 , Richardson, 2004 ).
Organised vs. Dis-Organised Complexity
The discovery of common abstractions and mechanisms greatly facilitates our understanding of complex systems (Edmonds, 1999; Young et al, 2007) . For example, in an organisation where a service is provided, a product is manufactured, material is purchased, wages are paid, statuary financials are reported etc., recognising the properties common to all such organisations allows us to more easily validate concepts across such entities.
Researchers have noted that systems do not express a single hierarchy but rather many different hierarchies are usually present within the same complex system (Simon, 1973; Richardson, 2004) . In our view this concept can be applied to a business example by breaking down an organisation into its different hierarchies, such as its Purchasing department, Production department or Finance department. This decomposition of the whole represents a structural hierarchy, which is part of a wider hierarchy. It is essential to view a system from both perspectives, understanding the whole hierarchy structure as well as its sub hierarchies Skyttner (2001) .
An organised complexity model proposes a view that there exists a hierarchy of levels of organisation, with each level more complex than the underlying one. A level will be representative of emerging elements which do not exist at the lower levels. In our extension of this concept to the ERP system model, we could consider an example where say within a Purchase Order Processing hierarchy, a Product Receipt emerges from Purchase document Lines indicating Product, Units and Prices which in turn emerges from a Purchase document header indicating Supplier details.
In analysing a complex software system such as an ERP, this would likely lead to identification of multiple elements that must interact in a multitude of intricate ways. In some cases with little definite commonality among either the parts or their interactions; this is an example of disorganised complexity (Checkland, 1981) . In modelling an ERP complexity, the organised elements in conjunction with the dis-organised ones together within one whole have to be considered.
Tangible vs. Intangible Complexity
Our model of complexity, as applied to an ERP system, has to also consider elements within the operational environment of the system for more accurate modelling because this could have a direct impact on the overall complexity of the system and required framework. To this end we factor-in complexities that can be considered as a tangible or of an intangible nature. Tangible complexity can be identified as industry complexity, regulatory complexity, organisational complexity, and process complexity. Intangible complexities would relate to scenarios such as Monte-Carlo simulations, unintended consequences, correction of errors, sustainability, expansion potential and maintenance management. As organisations experience growth and scale, the tendency for complexity within the business increases. This frequently results from management decisions to adapt to internal and external pressures, and due to externalities or surrounding market forces Jagersma and Klaas, 2004) . It is quite likely this complexity would in turn translate into the IT systems deployed to manage the organisation itself. Highly complex processes are error-prone, difficult to understand and difficult to maintain (Muketha et al, 2010) , and this is reflected in the systems implemented to manage them.
Programmatic Complexity
Since an ERP system is inherently a software system we need to consider the impact of programmatic complexity that the ERP model would be defined by. Programmatic complexity is in essence the numerous elements defining the software and their interactions. As the number of elements increases, we see the interactions between them increasing exponentially (Kearney et al, 1986; Megiddo, 1987 ). If we consider Data Access Complexity, when an element within the hierarchy receives a message, it acts upon it as defined by functions inside the element (Card and Agresti, 1988). As elements are arranged together within a business process or system process reflecting it, then the definition of its communication access points allows other elements to be exposed and to send them messages.
Dataflow complexity, another subdivision of Programmatic complexity, is defined by the functional elements within the software hierarchy connected by directed dataflow queues (Falgout, 2011; McCabe, 1976) . The dataflow queues transport the data between connected functions, with the output of one functional element being the input of another. Within our ERP process this could translate to distinct functions manipulating data within the hierarchy levels. In this case, the consolidated data inputs and outputs result in the general inputs and outputs of the hierarchical levels and elements making up the process nodes.
Network Complexity
As we apply the models of Systems Theory and Programmatic Complexity to an ERP System Model, the concepts of interactions between hierarchies and elements could also be described through interrelationships of functional nodes within a network, where the state of each node is the function of its connections to other nodes. This is where we see Network Complexity theory used in defining this behavioural model.
Network theory is however more interested in the emergent order and patterns in complex systems than in an attempt to find a simple mathematical "engine" in the system (Levy, 2000; Wolfram, 1985) . Network models often try to capture the essence of interaction among the many elements in a system, by modelling large numbers of nodes connected by simple logical rules.
Baseline Complexity Model for Complex Business Systems
As highlighted in the complexity theories and models described above, a common definition can be inferred that complexity is the expression of numerous elements in a system where these elements are interrelated (Lucas, 2006; Amaral and Uzzi, 2007) . This is in contrast to simple systems which would therefore have a small number of well understood elements. In our application of these rules to the business and ERP system model, we define baseline complexity as a measure of tangible complexity i.e. a composite of business and technological elements determined by factors such as the number of sub-processes as well as their interactions, interdependencies and relationships within the process environment. When these features are applied to a business, our definition would cover structure and interdependence of business elements such as:
Finance -for book-keeping and financial transaction recording, enabling audit and the creation of management accounting reports.
Sales Order Processing -which facilitates and records sales of product or services and related transactions, including related document transactions and reporting.
Purchase Order Processing -which facilitates and records purchases of product or services and related transactions, including related document printouts and reporting.
Warehouse and Inventory Management -to ensure accurate stock management, which is usually a key element for accurate business flow within other elements of the ERP, enabling more efficient use of product inventories, control of picking locations, shelf live and storage. product consumption and output including waste and production costs.
Human Resources -facilitates management of employee data, payment of skills quotients, salaries, vacation and absence records.
Services Management -allows service companies to manage the provision of their services to customers including the handling of warranty claims.
Customer Relationship Management -allows management of customers and contacts, both vertical and horizontal sales information yielding data relevant to the marketing teams.
Transport Logistics -management of the business transport requirements in timely distribution of product from suppliers to customers, both for business owning their own fleets or third party transport. This allows for more efficient planning and control of carbon costs of transportation directly within the system business process.
Quality Control -Management and recording of quality assurance and controls for product and related processes ensuring that the business facilities are operating within appropriate quality conditions and ensuring fitness for purpose of the product..
Sales and Purchase
Forecasting -as a tool for planning both current and future, supply and demand, for the product.
These business elements and their processes are consistently found across organisations and therefore tend to also be reflected within ERP systems as default modules integrated within the application. We find an ERP implementation might not necessarily imply a complex business system in itself. Usually partial modules can be implemented separately to cover only particular aspects of the business. Our research therefore suggests that a complex business process within the context of an ERP is one that has most of these elements deployed as part of the general business processes of its trading environment. We propose that the more interrelated processes and services an organisation has, the more likely that complexity will present issues to the integration of the ERP within its business structures.
Thus our definition of a complex business system is therefore one that covers many of these processes operating inter-dependently within its functions. Such a system would fall within the characteristics of what could be considered a fully-fledged ERP system implementation. We also find that system complexity would increase even more if disparate systems and technologies were used to handle the various business elements, as this would traditionally require data interfaces, mapping structures and communication protocols, with some of these potentially being provided as services through third parties having their own proprietary systems.
Challenges for the SaaS Model
Our development of such a framework (Spiteri et al, 2012) for SaaS has to therefore consider the elements and possible constraints that this delivery model has to function within, irrespective of whether boundaries are tangible and technological, or simply perceived by the potential consumers of the service. These constraints initiate early in the deployment process, with the service provider delivery consideration requiring a shift over traditional delivery models (Leon, 2010) . The development life cycle will require a shorter continuous development stream, supported with a critical in-depth software testing process to ensure there are no negative impacts to end-customers' daily operations.
The establishment costs for a SaaS service provider would also require a larger investment to cover the initial effort for development of the core systems needed to support the requirements of a broad customer base. Setup of operations would also need a wider range of resource skills and specialised knowledge. The responsibility for the hosting of the software is transferred to the service provider, ensuring a consistent provision of the service. Resilient networking infrastructure, including systems and network monitoring facilities and data centre facilities, increase start-up costs considerably. Compounding this, initial revenue generated from the provision of SaaS services is likely to be lower in the shorter term, and revenue growth has to be expected at a slower rate than traditional delivery models where customers would pay software license fees up-front. As an on-going process, agility in the identification of reported issues, customer needs and feedback, is key, and this implies frequent software releases and upgrades (Veverka, 2010; Holme et al, 2008) .
Our research also suggests that development would need to consider the entire SaaS platform, which depending on the complexity of the software solution would require a step-up in customer support, increased services in training, and considerations of the impact on customers' business following system changes. With these barriers to entry, for consumers this would likely entail a reduced selection in their options for solution providers.
Further research will explore how standard mechanisms for reducing complexity might still apply to our complex business system model. As outlined by Behringer (2009) and Moody (2000) , concepts to be considered include: Divide and Conquer: In this context this would entail the business system disaggregate into smaller more manageable processes and functions.
Shift or hide complexity: Elements at all levels will be translated simply to their inputs and outputs, abstracting the complexity within the element themselves.
Defining Meta-Languages: Providing simplified meta-languages, hiding complexity in simplified commands. Examples of such meta-languages are the Common Information Model (CIM), Routing Policy Specification Language (RPDSL), or Ecommerce Extensible Mark-up Language (ecXML) (Spiteri, 2004) .
Structural Approach: This is a mechanism to search analytically for dependencies and try to discover ways to reduce them. In business these could be dependencies between the process defined elements.
We believe that SaaS service providers would need to make considerations for reducing the overall complexity of their solution and take these into account when defining a SaaS model for their IT business solution. As suggested by Holme et al, (2008) , proposed elements that might have a bearing on this when current technology is factored-in include:
 The requirement for a quick implementation over a longer traditional deployment model. 
Modelling a Complex Business System
The authors' current work is an investigation into techniques to model a complex business system (with most of the elements of an ERP) as a pure SaaS on the Cloud. It relates the elements of a SaaS system with the concepts of complexity as outlined in this work. Whilst the emergence of business systems on the Cloud is on the increase (Hall, 2010) and certainly many vendors are using ERP sales rhetoric for these online solutions, organisations could find that these do not yet cover the complexity of a full ERP implementation in respect to the definition and criteria cited here. In particular the simplification of elements, where business systems already making a presence on the Cloud (e.g. customer relationship management functions, inventory management, finance) do not fit the unified features of a traditional complex ERP.
We consider some online business solutions marketed for the Cloud on the other hand as more likely to fall under the PaaS model, where in effect it is the hosting of the software which is online but other elements of the deployment model remain within traditional deployment standards. Important research questions that we will be addressing include: Our approach will be most relevant for businesses that have adopted or are likely to adopt a traditional ERP system in formulating an assessment of the factors that should be considered in the utilisation of the SaaS service model.
Summary and Further Work
The development of a framework to model complex business systems as a SaaS model on the Cloud (Spiteri et al, 2012) is proposed based on a definition of complexity applied at an organisational process level in relation to a software engineering context. This work should identify high priority issues possibly restricting the adoption of hosted internet services in complex business environments (whether real or perceived) and hence indicating a focus for future research in mitigating these issues. Resolution of such issues are likely to be i) hardware-oriented, in development of new technology, ii) education-oriented, in effectively communicating the technology, and iii) economicsoriented, in establishing to what extent cloud technologies will be sustainable and cost effective over differing time frames. In addition this would assist service providers with a strategic view in their generation of a road map for the technology.
