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Resum 
 
 
El món dels controladors i dels drons és un camp amb molts descobriments i 
innovacions.  
 
Hi ha moltíssims usos per als drons, el principal problema és el seu elevat preu. Un 
drone ben estable, de fàcil control, amb molta autonomia i una bona càrrega útil és 
molt car. 
 
Amb aquest projecte es pretén estudiar un drone relativament barat, com és 
l’ARdrone de Parrot, i millorar-ne les prestacions utilitzant els seus propis recursos, 
com són els seus sensors i la càmera creant així un controlador més fiable i eficaç. 
 
Primer de tot s'ha explicat les eines utilitzades ROS, ros-matlab i els diferents mòduls 
de ROS i el seu funcionament. 
 
Desprès s'han comprovat que els sensors i els mètodes utilitzats fossin prou exactes 
per arribar als resultats desitjats, tot millorant la seva exactitud amb un calibratge de la 
càmera i mitjançant correlacions empíriques.  
  
S'ha anat ajustant  empíricament un controlador basic per poder modelitzar el 
sistema. Com que el modelat no era prou precís s'ha optat per dissenyar un 
controlador en cascada. 
 
Aquests controladors en cascada s'han ajustat amb una sèrie d'eines matemàtiques 
de Simutlink fins que el comportament del ARdrone era el desitjat. 
 
Finalment s'ha analitzat l'exactitud final del Ardrone i el seu comportament tot 
comparant-lo amb el model de fàbrica i s'han extret conclusions. 
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Overview 
 
 
The world of controllers and drones is a field with space for improvements and 
discoveries. 
 
There are many uses for the drones, the main problem is its high price. A good drone 
easy to control, stable and with a great payload capacity is very expensive.  
 
The propose of this project is to improve an ordinary drone like ARdrone from Parrot, 
in order to do it its hardware, sensors and camera are used to create a more accurate 
controller. 
 
First of all the tools used in the project like ROS ros-matlab the different modules used 
in ROS are explained. 
 
After that ARdrone sensors were and checked if they are exact enough to reach the 
desired results, improving its performance calibrating the camera and using empiric 
correlations.  
 
A basic controller has been adjusted empirically to model the system. That model 
wasn't accurate enough so a different strategy has been used to design a cascade 
controller.  
 
This controllers adjusted using mathematical tools in Simutlink, until the desired 
controller has been obtained. 
 
Finally, the global system accuracy has been tested comparing it with the default 
software and conclusions obtained. 
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INTRODUCCIÓ 
0.1. Idea i raó del projecte 
 
En el seu moment vaig escollir aquest treball ja que em permetia endinsar-me en el 
món dels controladors i dels drons, que és un camp amb molts descobriments i 
innovacions en els últims anys. També perquè estic molt interessat en la robòtica i el 
control, el drone és l'oportunitat d’unir aquestes dos disciplines amb l'aeronàutica. 
 
Ara mateix, per a la majoria de la població un del problemes dels drons és el seu preu. 
Un drone ben estable, de fàcil control, amb molta autonomia i una bona càrrega útil és 
molt car. 
 
Amb aquest projecte es pretén agafar un drone relativament barat, com és l’ARdrone, i 
millorar-ne les prestacions utilitzant els seus propis recursos, com són els seus 
sensors i la càmera i fent un controlador més fiable i eficaç. 
 
0.2. Objectius 
 
L’objectiu d’aquest treball de fi de carrera és dissenyar un controlador PID per al Parrot 
ARdrone, aquest obtindrà les dades de posició i velocitat mitjançant un tractament 
d'imatge provinent de la seva càmera frontal. 
 
Per fer-ho s'utilitzarà ROS + matlab, s'agafaran les dades de posició i es comunicaran 
a l’ordinador a través del ROS, que estarà comunicat amb el matlab. Quan les dades 
arribin al matlab, es farà el tractament matemàtic del controlador i s'interactuarà amb 
l'usuari i tot el que sigui necessari per al control de l’ARdrone. 
 
0.3. Abast 
En aquets projecte no es faran canvis en el harware del ARdrone ja que es vol millorar 
el comportament del ARdrone i que és pugui utilitzar en qualsevol ARdrone sisplement 
utilitzant el codi. 
 
En ros s'utilitzaran nodes desarollats j aper l'ARdrone, no es porgramarà res, tota la 
part de programació es farà a través de Matlab. 
 
La part de tractament d'imatge per saber la posició de l'ARdrone a partir d'un 
tractament d'imatge de la càmera amb un filtre de Kalman tampoc s'ha programat sinò 
que s'ha agafat un node que ja ho té incorporat. 
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0.4. Realització del treball i estructura de la memòria 
 
Primer de tot, abans de començar el projecte com a tal s'ha volgut saber amb què 
s'estava treballant. Així, el primer capítol tracta de les característiques principals de 
l’ARdrone, les seves prestacions i tot el que venia relacionat amb el seu maquinari. 
 
Després s’ha realitzat un treball més de tipus informàtic, com és endinsar-se en el 
sistema operatiu Ubuntu, comprendre què és el sistema ROS, instal·lar-lo, descobrir 
com s'estructura i com funciona. Es troba al capítol dos. 
 
Un cop fet això, s'ha mirat d’establir el pont de comunicació entre el ROS i el matlab i 
provar la transmissió de dades i paquets entre ells i l’ARdrone. Aquest pas el podeu 
consultar al capítol tres. 
 
A continuació s'han fet les comprovacions pertinents respecte de l’exactitud i fiabilitat 
del sensor. De la mateixa manera, s’ha calibrat la càmera per obtenir uns millors 
resultats. Aquest procés es detalla al capítol quatre. 
 
Tot seguit s’ha realitzat un estudi teòric sobre controladors PID. S'ha desenvolupat un 
controlador estable però amb marge per millora de manera empírica. Gràcies a les 
entrades i sortides del sistema en funció de les ordres de control, s'ha creat un model 
teòric aproximant l’ARdrone a un sistema de segon ordre. A partir d'aquest model s'ha 
arribat a un controlador molt més eficaç tot acabant d'ajustar-lo perquè coincidís amb 
la realitat. Aquests passos es descriuen al capítol cinc. 
 
També està disponible  el codi necessari per dur a terme el vol de l’ARdrone, com és 
cridar el controlador o rebre comandes de l’usuari, entre altres. Tota la informació es 
troba al capítol sis. 
 
 
L'últim capítol són les conclusions extretes a partir de la realització del projecte. 
 
CAPÍTOL 1.Ardrone 
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CAPÍTOL 1. ARDRONE 
1.1. Introducció 
 
El Parrot AR.Drone es va introduir al gener de 2010, originalment dissenyat com una 
joguina sofisticada per a jocs de realitat augmentada. Està destinat a ser controlat per 
un pilot utilitzant un telèfon intel·ligent o una tablet PC. Malgrat que fos dissenyat 
originalment com una joguina d'alta tecnologia, el drone ràpidament va cridar l'atenció 
de les universitats i institucions de recerca, i en l'actualitat s'utilitza en diversos 
projectes de recerca en els camps de la robòtica, la intel·ligència artificial i Visió 
Artificial: a diferència de molts altres vehicles aeris a control remot disponibles amb un 
preu de només 300 euros és barat, robust i fàcil d'usar i volar. 
 
En comparació amb altres MAV, la seva principal avantatge és el preu molt baix, la 
seva robustesa als accidents i el fet de que es pot utilitzar en interiors i prop de la gent 
amb seguretat. 
 
1.1.1. Mecànica bàsica de un  quatricopter 
 
Fig. 1.1 Mecànica hèlixs quatricopter 
 
 
Es controlat per quatre rotors ajustant la velocitat de cada un individualment. Tots els 
motors contribueixen a elevar i mantenir la quadcopter en l'aire, però dos d'ells giren 
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en sentit horari 1 i 3 (figura 1.1) i els altres dos 2 i 4 en sentit antihorari, per anul·lar els 
seus respectius parells.  
 
Per moure el ARdrone cap endavant només és necessari augmentar la velocitat dels 
dos motors del darrere i disminuir la velocitat dels dos davanters això induirà un angle 
de pitch inclinant l'ARdrone cap endavant, aquesta inclinació provocarà que el 
ARdrone es mogui endavant. Per fer-ho endarrere només s'ha de fer el contrari. 
 
Per moure l'ARdrone de costat es molt semblant s'aconseguirà un angle de roll 
augmentant la velocitat del dos motors de un costat i disminuint la del altre. 
 
Per girar cap a l'esquerra l'ARdrone s'augmenta la velocitat dels dos motors que giren 
en sentit horari i es disminueix la velocitat dels altres dos, i per girar a la dreta al reves. 
 
1.2. Hardware 
Compta amb una càmera frontal d'alta definició i una càmera de baixa definició que 
apunta cap avall. La càmera d'alta definició, te una resolució de 720p a 30 fps. Es 
tracta d'un objectiu gran angular (92 ° ull de peix diagonal) . 
 
El ARdrone també té un giroscopi de 3 eixos, un acceleròmetre de 3 eixos, un 
magnetòmetre de 3 eixos, un sensor de pressió i un sensor d'ultrasons per al 
mesurament de l'altura del terreny .  
CAPÍTOL 1.Ardrone 
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Fig. 1.2 ARdrone al detall amb tots els components [1] 
 
1.2.1. Motors  
El quadcopter disposa de quatre motors. Cada motor té una potència de 15 watts i gira 
a 28.000 rpm en hover. Gracies als engranatges l'hèlix gira a 3.300 rpm. El rang dels 
motors comença a 10.350 rpm, i va fins a una velocitat màxima de 41.400 rpm. Cada 
motor està lligat al seu controlador electrònic, que també ha estat desenvolupat 
específicament per a l'ARdrone. Un microcontrolador de baixa potència de 10 bits 
controla la velocitat de cadascun dels motors. 
1.2.2. Placa principal  
La placa principal de l'ARdrone s'incrusta la càmera vertical, el xip Wi-Fi, i la CPU 
central. El xip P6 inclou una CPU MIPS ARM926EJ Risc 468 i un accelerador de 
vídeo. La placa principal té un sistema operatiu linux juntament amb el programari de 
l'ARdrone, i te 256 Mb, 200 MHz, 32 Bits MDDR RAM i 32Mb de NAND Flash. També 
inclou un conjunt de xips Wi-Fi d'Atheros i un port USB per comunicació directe i 
futures ampliacions. 
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1.2.3. Taula de navegació 
La placa de navegació inclou els sensors i un microcontrolador 40 MIPS amb un 
convertidor de 12 bits ADC ràpid. Té un ultrasonic transceiver i un receptor d'ultrasons 
per mesurar l'altura del ARdrone de fins a 6 metres. L'acceleròmetre de 3 eixos se 
situa en el centre de gravetat de l'AR. Drone. S'utilitza en un rang +/- 2g i s'envia la 
informació a un al xip 10 bit ADC. Les dades s'envien al microcontrolador, un 3-eix 
MEMS giroscopi i un giroscopi piezoelèctric de precisió per al mesurament de 
guinyada i el rumb . 
 
1.2.4. Estructura 
Compta amb dos carcasses diferents fetes d'escuma dura polipropilè expandit i amb 
una capa exterior resistent a impactes. Una carcassa és per a vols interiors amb 
escuma al voltant de les hèlixs per protegir-les, i l'altre per a vols a l'aire lliure, aquest 
no proteigeix les pales del ARdrone. Els cascos estan units a l'ARdrone utilitzant dos 
imants, amb un col·locat al casc, i un altre situat en el cos. El conjunt del cos està fet 
de polipropilè resistent expandida. 
 
El suport de la bateria està muntat al cos principal de l'ARdrone amb escuma que 
absorbeix les vibracions dels motors. La bateria es col·loca lleugerament cap a la part 
posterior del dispositiu, per mantenir el Centre de gravetat del ARdrone en la posició 
correcta. El seu pes total és de 380g (amb el casc a l'aire lliure) o 420g (amb casc 
interior), la seva estructura esta formada per quatre tubs de fibres de carboni.  
 
1.2.5. Bateria 
La bateria és de polímer de liti té 3 cel·les, amb una capacitat de 1.000 mAh amb 11,1 
volts, i una capacitat de descàrrega de 10C. Inclou un circuit de protecció que 
protegeix la bateria contra la càrrega excessiva, sobre descàrrega i curtcircuits. La 
bateria consta d'una carcassa rígida i compleix amb les normes de seguretat UL2054. 
Aquesta bateria té dues connexions, una clavilla de descàrrega per proporcionar 
corrent a drone, i un altre connector integral per a la càrrega equilibrada, mentre que 
uneix directament al carregador. La durada de la bateria quan el quatricopter està 
volant és d'uns 10 o 15 minuts. 
CAPÍTOL 2. Robotic Operating System 
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CAPÍTOL 2. ROBOTIC OPERATING SYSTEM 
 
Robotic Operating System (ROS) és un sistema operatiu pensat per controlar diversos 
robots automatitzats des d’un mateix ordinador. És una eina per crear aplicacions per 
a robots, i permet enviar i rebre del robot informació, ordres, imatges... Així mateix 
ofereix els drivers per a una gran quantitat de robots i, a més, al ser open source 
permet utilitzar el treball d'altres desenvolupadors. 
 
S'ha decidit utilitzar ROS perquè té un node ja dissenyat que utilitzant la càmera 
permet estimar la posició del ARDrone, amb un error mínim. El software per defecte 
del ARdrone estima la posició d'aquest integrant la velocitat, però la posició resultant 
es poc fiable. 
 
2.1. Estructura: 
El ROS està distribuït en paquets cadascun dels quals conté llibreries executables i 
scripts, entre altres. 
 
Amb el ROS es pot buscar qualsevol paquet posant rospack + nom_paquet, i el 
terminal retornarà la ubicació del paquet corresponent. També es pot posar 
simplement roscd + nom_paquet per anar al directori del paquet en qüestió.  
 
En aquest projecte no s'entrarà en la creació de paquets ja que no ha estat necessari.  
 
El sistema s'estructura en les següents unitats: 
 
Màster: Inicia el ROS. Permet que els nodes es trobin entre ells i que diversos 
robots puguin executar-se des d’un mateix ordinador. 
 
Nodes: Un node és una entitat que viu dins de ROS, que utilitza el màster per 
comunicar-se amb altres nodes, mitjançant subscribers i publishers. 
 
Un subscriber escoltarà en un tòpic determinat i un tipus de missatge concret i 
enviarà aquest missatges al node. Cada cop que es rebi un nou missatge es 
pot programar perquè faci les accions que es vulgui amb aquesta informació. 
 
Un publisher publicarà el missatge desitjat en un tòpic determinat. El tòpic no té 
per què formar part del node en què s'ha creat el publisher (igual que el 
subscriber). 
 
Tòpics:. Són canals on es publiquen missatges i s'escolten per veure 
l'informació que contenen, normalment un tòpic publica informació d'un tipus 
determinat. Vindria a ser com un hashtag de Twitter. Si es vol es poden fer 
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públics permetent  que qualsevol node pugui llegir o publicar en qualsevol 
topic. 
 
Normalment cada topic té un node dedicat exclusivament al seu funcionament 
intern on es publiquen les accions que ha de fer, i pots accionar-lo a traves de 
aquell topic.  
 
Missatges: Són diferents tipus de dades que s'utilitzen per publicar-se o ser 
llegides en un tòpic determinat. Cada tòpic només pot tenir una classe de 
missatges, és a dir una determinada estructura de diferents tipus de caràcters. 
 
Vector3.msg: 
 
float32     x 
float32     y 
float32     z 
 
Ens aquest missatge que és molt senzill podem apreciar que un vector3 estarà format 
per tres paràmetres float i designats com a x,y i z. 
 
Quan treballem amb aquest tipus de missatge podrem accedir a les variables del 
vector: 
 
miss=message  
xobtinguda=miss.getx() 
yobtinguda=miss.gety() 
zobtinguda=miss.getz() 
 
2.2. Llenguatge: 
 
Un cop resumida l'estructura del ROS, parlarem del llenguatge bàsic o les ordres que 
necessita el terminal per utilitzar-lo. 
 
Com que no seria útil posar una llista de comandes en ordre arbitrari, o seria molt 
difícil i poc pràctic per al lector si les llistéssim totes a continuació, hem escrit les 
comandes necessàries per posar en funcionament el conjunt de nodes utilitzats per fer 
enlairar l’ARdrone seguint el seu ordre d'utilització. Així, seguint aquestes comandes 
qualsevol pot ser capaç de replicar-ho. Hem afegit també un breu comentari sobre el 
significat i les implicacions de cada una. 
 
CAPÍTOL 2. Robotic Operating System 
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2.2.1. Exemple d'inicialització de l’ARdrone: 
 
Les ordres tenen el signe $ davant, mentre que la resta són comentaris (no s’ha copiar 
el signe $ ja que és el prompt que t'apareix a la teva terminal després de les teves 
credencials). 
 
$ cd 
$ cd catlkin      
 
On catkin és el directori on s'hagi instal·lat el ROS.  
 
$ setup.devel.bash 
 
És perquè es reconegui la versió de ROS que s'està utilitzant i poder fer-lo servir 
correctament. 
 
Iniciem el màster: 
 
$roscore 
 
Per iniciar un node s'ha de teclejar al terminal: rosrun <nom_paquet><nom_node>. 
 
$ rosrun ardrone_autonomy ardrone_driver 
 
Aquí iniciem el node que ens permet comunicar-nos amb l’ARdrone i obtenir 
informació dels seus sensors, o fins i tot donar-li ordres publicant als tòpics 
corresponents.  
 
Per poder connectar amb l’ARdrone s'ha d'haver engegat l’ARdrone prèviament i estar 
connectat a la Wi-Fi ardrone (depenent de l’ARdrone, el nom de la Wi-Fi pot variar 
segons el model). 
 
$ rosrun tum_ardrone drone_statestimation 
 
Ara iniciem el paquet tum_ardrone o node de l’estimació de la posició mitjançant la 
càmera. D’aquí obtindrem les dades de posició i velocitat més exactes, sempre que es 
compleixin els requisits del node que s'esmentaran més endavant. 
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S'han cridat dos nodes més que formen part de tum_ardrone: 
 
$ rosrun tum_ardrone drone_autopilot 
 
L’objectiu és fer proves que, si bé no s’utilitzaran per al projecte, permeten veure com 
funcionen els nodes i quins tòpics fan servir, i també per agafar idees. 
 
Aquest és un controlador amb les dades de la càmera. Encara que és senzill i una 
mica inestable, ens serveix per veure com s'inicialitza la càmera i com s'agafa la 
posició. 
 
Agafant el sistema de coordenades creat per drone_statestimation, podem anar a un 
punt determinat donant-li les coordenades corresponents.  
 
$ rosrun tum_ardrone drone_gui 
 
És simplement una interfase gràfica on es poden fer funcionar els dos mòduls de 
tum_ardrone, sense necessitat d'accedir a cadascun dels tòpics corresponents per fer 
qualsevol acció.  
 
Aquest últim és molt pràctic per començar a entendre com funciona el ROS: enviar les 
ordres, escoltar els tòpics corresponents, veure com s'envien... 
 
 
2.2.2. Comandes útils 
Ara comentarem una sèrie de comandes molt importants però que no són necessàries 
si s'utilitza una interfase gràfica com el drone_gui. 
 
$ rostopic list 
 
Publica una llista de tots els tòpics actius en el moment d’enviar la comanda. 
 
$ rostopic echo <nom_topic> 
 
Permet seguir a través del terminal tot el que es publica en un tòpic determinat. 
Resulta molt útil per veure informació de sensors o en quin format s'han de publicar les 
ordres. Per exemple, per moure el ARdrone escoltes el tòpic encarregat del moviment i 
CAPÍTOL 2. Robotic Operating System 
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des de drone_gui el fas moure, tot observant les ordres que es publiquen al tòpic. Així 
es podran reproduir posteriorment veient que fa cada ordre i aprenent a utilitzar-les. 
 
$ rostopic type <nom_topic> 
 
Informa sobre el tipus de missatges que es publiquen en un tòpic determinat, així com 
els publishers i subscribers que estan inicialitzats en el tòpic en aquell moment. 
 
$ rostopic pub -1 <nom_topic><tipo_missatge><missatge> 
 
Exemple a publicar per inicialitzar la càmera: 
 
$ rostopic pub -1 tum_ardrone/com std_string "data: d ....." 
 
2.3. Anàlisi dels nodes utilitzats 
 
En l’exemple d'inicialització s'ha pogut veure com s'iniciaven dos paquets amb els seus 
mòduls. Ara els estudiarem tot detallant les seves funcions i els tòpics que utilitzen per 
donar ordres, i finalment tractarem de les interaccions entre ells. 
 
Un cop analitzats parlarem de quins s'utilitzaran en el nostre controlador i de quina 
manera. 
 
2.3.1. Ardrone autonomy/ardrone_driver 
Per instal·lar-lo simplement s'ha de posar al terminal: 
 
$ apt-get install ros hydro ardrone-autonomy 
 
On hydro es refereix a la versió de ROS que tenim instal·lada. 
 
Com s'ha explicat abans, l'ARdrone autonomy és un node que permet comunicar-nos 
amb l’ARdrone, enviar-li ordres i obtenir informació dels sensors. 
 
A continuació descriurem els tòpics principals, els tipus de missatge que tenen, per a 
què serveixen i com s'interactua amb l’ARdrone.  
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2.3.1.1. Tòpics: 
- ardrone/navdata. En aquest tòpic es pot obtenir tota la informació dels sensors de 
l’ARdrone. El tipus de missatge que es publica és ardrone_autonomy: Navdata i conté 
entre d'altres les dades següents: 
 
- BatteryPercent: percentatge de bateria restant (%) 
 - altd: Estimated altitude (mm) 
 - motor1..4: valor de les revolucions de cadascun dels motors. 
 - vx, vy, vz: Veloitat lineal (mm/s) 
 - ax, ay, az: acceleració lineal (g) 
 - tm: Temps des de que l'ARdrone s'ha enlairat. 
 
Un tòpic molt semblant és sensor_msgs/Imu, ja que es publica l’acceleració linear, 
l’acceleració angular, la velocitat i l’orientació. L’avantatge d'aquest tòpic és que el 
tipus de missatge utilitzat és sensor_msgs/Imu, que és un missatge estàndard de 
ROS, cosa que ens facilitarà les coses per a la implementació en matlab (vegeu 
capítol xxx). 
 
L’ARdrone s'enlairarà, aterrarà i canviarà d'estat a emergència o viceversa enviant un 
missatge (recordem rostopic pub, vegeu apartat 1.2.2) de tipus std_msgs/Emptyals 
següents tòpics: 
 
ardrone/takeoff: enlairament. 
 
ardrone/land: aterratge.  
 
ardrone/reset: canvi d’estat. 
 
I, finalment, per donar comandes de moviment a l’ARdrone s'ha de publicar un 
missatge de tipus geometry_msgs/Twist al tòpic següent: 
 
- cmd_vel: el missatge publicat ha de ser dos vectors de tipus vector3 (vector de tres 
coordenades) i un de lineal per a velocitats lineals, i un d’angular per a controlar el 
yaw. Segons les coordenades que no siguin zero l’ARdrone es mourà en una direcció 
o una altra. 
 
El vector de velocitats angulars les dos primeres coordenades [x,y]  no s'utilitzen per al 
moviment del ARdrone. Son útils per a evitar l'autohover: l'ARdrone es posa en 
autohover quan totes les components dels dos vectors son zero, per tant si es vol que 
estigui quiet però sense autohover, només s'ha de deixar un valor no nul a aquestes 
dos coordenades. 
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2.3.2. tum_ardrone/drone_statestimation 
Per a la seva instal·lació, cal copiar les següents comandes al terminal: 
 
$cd catkin_ws/src 
$git clone https://github.com/tum-vision/tum_ardrone.git -b -*-
devel 
$cd .. 
$rosdep install tum_ardrone 
$catkin_make 
 
Aquest node funciona inicialitzant el ptam. És un programari que, utilitzant la càmera 
de l’ARdrone, agafa una sèrie de píxels on hi ha fixats objectes de l’espai. Mitjançant 
triangulació i altres algoritmes de posicionament, ens permet saber la posició de 
l’ARdrone amb més exactitud que amb els seus sensors. 
 
Proporciona una imatge de la càmera amb els píxels i un mapa de coordenades amb 
la posició estimada i totes les posicions anteriors.  
 
 
Fig. 2.1 PTAM píxels de la càmera de l’ARdrone 
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Fig. 2.2 Mapa de posicions de l’ARdrone 
 
 
 
S'ha de tenir en compte que aquest node i tots els que expliquem a continuació són 
complements de l’ardrone_driver, i per tant no poden actuar si no s'està executant. 
També actuen publicant i subscrivint-se als tòpics de l’ardrone_driver. 
  
El sensor del ptam s'estudiarà més endavant, però ara comentarem una sèrie de 
limitacions perquè ens puguem fer una idea de com funciona. 
 
Cal trobar-se en un lloc controlat, ja que els píxels que detecta han d’estar a una 
distància determinada a només de 2-10 metres. No pot localitzar objectes en moviment 
ja que interpretaria aquest moviment com el de l’ARdrone. També té l’inconvenient 
que, si fa un moviment brusc i perd la referència, es pot descontrolar totalment. 
S'intentarà resoldre aquest problema més endavant buscant noves referències. 
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2.3.2.1. Tòpics: 
 
-  Llegeix  /ardrone/navdata 
 
- Llegeix /ardrone/image_raw:  és un tòpic que proporciona les imatges de la càmera 
de l'ARdrone. 
 
- Llegeix /cmd_vel 
 
- Escriu /ardrone/predictedPose: és un tòpic molt semblant a /ardrone/ navdata, però 
en lloc de contenir la informació dels sensors conté la posició estimada mitjançant el 
ptam. 
 
- Llegeix i escriu /tum_ardrone/com: és un tòpic que utilitzaran tots els nodes del 
paquet tum_ardrone per saber si tot està funcionant correctament. Ens diu si el senyal 
del ptam és excel·lent, bo o dolent, entre d'altres. 
 
 
Per inicialitzar el ptam i que pugui rebre ordres s'enviaran comandes al tòpic 
/tum_ardrone/com, ja que és l'encarregat de donar-li ordres. 
 
Per rebre tota la informació sobre la posició estimada gràcies al ptam, per comprovar 
la qualitat d’aquesta informació i per saber si la càmera està rebent un nombre 
suficient de punts i tot el relacionat amb el sensor, es farà un subscriber a 
/tum_ardrone/com. Gràcies a aquesta informació i conjuntament amb la dels sensors 
de l’ardrone_driver, es crearà el controlador per fer volar l’ARdrone. 
 
No explicarem amb tant de detall els nodes drone_autopilot i drone_gui, ja que només 
s'han utilitzat per comprendre el funcionament del ROS i de l’ARdrone. Tanmateix, per 
deixar més clares les interaccions entre nodes sí que es comentarà la seva interacció 
amb la resta de nodes utilitzats. 
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2.3.3. Interacció entre els nodes 
 
 
Fig. 2.3 Interaccions dels nodes 
 
En el gràfic veiem cinc quadres grans, aquests són agrupacions de topics, tots els 
topics /ardrone/algo estan agrupats en el quadre ardrone. 
 
L' ardrone no és cap node, sinó és un paquet de topics relacionats amb el ARdrone 
tots els nodes publiquen tota l'informació relacionada amb l'ARdrone en aquest 
conjunt.  Ja sigui informació que extreuen del sensor directament a través del node 
ardrone_driver o informació extreta d'un procés matemàtic a partir de les imatges de la 
càmera i les dades del sensor com fa el node drone_statestimation. 
 
/ardrone/image_raw és el topic que rep la informació de la càmera les imatges.  
Quan els tòpics /ardrone/land, /ardrone/takeoff, i /ardrone/reset reben un missatge en 
blanc el ardrone_driver ho veu amb un subscriber, i fa que l'acció pertinent: que 
ARdrone s'enlairi, aterri o surti d'estat de emergència.  
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/ardrone/predictedPose és un topic on es publiquen la posició del ARdrone estimada a 
partir de un càlcul amb els sensors del ARdrone i les imatges de la càmera això 
permet obtenir més exactitud que amb els sensors del ARdrone i és el punt principal 
d'aquest projecte. 
 
El topic cmd_vel és el node en el qual es publiquen les ordres de moviment del 
ARdrone, aquest es escoltat per l'ardrone_driver que és l'encarregat de comunicar-se 
amb el ARdrone. 
 
 
Els blocs restants  són: l'ardrone_driver, tum_ardrone i el drone_autopilot són els 
topics de control dels seus respectius nodes, tenen el seu mateix nom i ja s'han descrit 
anteriorment. 
 
Dels topics surten i entren fletxes, són subscribers o publishers. La fletxa simplement 
indica cap a quin sentit es mou la informació, els únics topics que pertanyen 
pròpiament a nodes i per tant disposen de subscribers i publishers són els de 
l'ardrone_driver, tum_ardrone i el drone_autopilot. Per tant totes les fletxes que surtin 
d'aquests nodes seran publishers i les que entrin subscribers. 
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CAPÍTOL 3. ROS-MATLAB 
 
3.1. Introducció 
 
En el meu cas, el coneixement sobre programació en ROS és limitat, i l’he utilitzat en 
el que es refereix als nodes i els tòpics. Però no tinc coneixements suficients per 
programar un nou node desde zero, i menys si s'ha de programar un controlador 
sense cap ajuda matemàtica. Per això he decidit usar una eina relativament nova, un 
pont entre ROS-matlab que comunica el ROS amb el matlab. 
 
Aquesta aplicació permet programar el controlador en matlab i crear un node dins del 
matlab de manera que envii les ordres de control als nodes de ROS. Per tant, facilita 
les coses des del punt de vista matemàtic ja que, al poder usar matlab, posa a la 
nostra disposició una infinitat d’eines matemàtiques molt útils. 
 
Per fer-ho, matworks ha creat un suport per a ROS que fa d’enllaç entre el ROS i el 
matlab. Aquest és el paquet amb què treballarem. 
 
3.2. Instal·lació 
Considerarem que el matlab està prèviament instal·lat a l’ordinador. La meva versió de 
matlab és la R2013a, però el paquet ROS-matlab és compatible amb moltes versions. 
Per a més informació i adquirir el paquet [2]. 
 
Ara només s'ha de descarregar des de la web i seguir els passos d’instal·lació. 
3.3. Llenguatge i funcionament 
Un cop instal·lat el paquet, treballarem des de matlab de manera normal. En aquest 
projecte s'ha programat mitjançant arxius .m i funcions diverses.   
 
Per tal de contactar amb el ROS s'ha de crear un node des del matlab, el qual 
s'encarregarà de fer tot el que faci falta per comunicar-se amb els nodes descrits 
anteriorment, que són els necessaris per operar el drone.  
 
No s’ha d'oblidar que, perquè tot el que es creï funcioni, hem de cridar el roscore des 
del terminal i tots els nodes que vulguem utilitzar abans d’iniciar el programa. 
 
Per fer-ho es posaràn les comandes següents: 
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setenv('ROS_MASTER_URI','http://127.0.0.1:11311') 
setenv('ROS_IP','127.0.0.1') 
node = rosmatlab.node('NODE','http://127.0.0.1:11311') 
 
Les dues primeres comandes donen valor a les variables d'entorn i la tercera és la que 
crea el node. El número que veiem en la tercera comanda és el número de port que 
ROS fa servir per comunicar-se, i és necessari posar-lo per evitar errors de 
comunicació entre el matlab i el ROS. També és possible que des del terminal s'hagi 
d'especificar d'aquesta manera: 
 
$ export ROS_IP=127.0.0.1 
$ export ROS_MASTER_URI=http://127.0.0.1:11311 
 
Un cop establert el node s'hauran de crear subscribers i publishers per poder rebre i 
enviar informació a tòpics d'altres nodes. 
 
Cal indicar a quin node els creem (pot ser que ens interessi fer-ne més d’un node a 
matlab i per tant cadascun podria tenir els seus propis subscribers i publishers). 
També hem d’especificar a quin tòpic, i el node al què pertany escriurem o ens 
subscriurem, i finalment quin tipus de missatge que es publicarà. Hi ha moltes classes 
de missatges, la majoria són reconeguts pel matlab sobretot si són strings, números o 
missatges senzills. A l’apartat custom messages parlarem de com reconèixer 
missatges més complexos. 
 
A continuació us presento un exemple amb la creació d'un subscriber i un publisher: 
 
subscriber=rosmatlab.subscriber('/TOPIC','std_msgs/String',1,node); 
publisher = rosmatlab.publisher('TOPIC','std_msgs/String',node); 
 
Un cop creats els dos primers, ens centrarem en com posar en funcionament un 
subscriber, que és el més complex dels dos. El subscriber queda observant un tòpic 
determinat i un tipus de missatge determinat, i s'activa si es publica un nou missatge 
del tipus adequat al tòpic subscrit. 
 
En matlab el que es fa és cridar una funció cada vegada que es rebi un nou missatge. 
Aquesta funció pot ser la que vulguem, ja que es programa a part. En el cas del nostre 
projecte, en la funció simplement rebrem la informació i farem una mica de tractament 
de dades en alguns casos.  
 
Es fa de la manera següent: 
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subscriber.setOnNewMessageListeners({@function1}); 
 
El cas d’un publisher és més senzill, ja que simplement publica el missatge que se li 
demana. Primer s'ha de tenir creat el missatge, és a dir inicialitzar una variable 
missatge del tipus desitjat i posar-li la informació que vulguem abans d’enviar-la. Un 
cop el missatge s’ha inicialitzat, la informació es pot anar canviant, és a dir que quan 
se sap que msg1 és del tipus string es poden enviar totes les cadenes de caràcters 
que es desitgi: 
 
%% Crear un nou missatge del tipus std_msgs/String. 
msg = rosmatlab.message('std_msgs/String',node); 
% Omplir el missatge de dades i publicar-lo. 
msg.setData(sprintf('Message created: %s',datestr(now))); 
publisher.publish(msg); 
 
Amb això ja podem comunicar perfectament el ROS i matlab. Les dades del ROS 
s’obtenen fent el processament idoni a matlab i enviant les comandes novament a 
ROS. 
 
Ara comentarem les ordres necessàries per aturar correctament el programa: 
 
Perquè es deixi d’executar la funció que hem creat cada cop que es rep un nou 
missatge: 
 
subscriber1.setOnNewMessageListeners([]); 
 
Per eliminar subscriptors o publishers: 
 
node.removeSubscriber(subscriber); 
node.removePublisher(publisher); 
 
3.3.1. Exemples i primeres proves 
A continuació poso uns exemples senzills que serveixen per començar a entrar en el 
món del ROS i el matlab. Molts d'aquests exemples són tutorials donats pel matlab, 
amb algunes variacions i aclariments en forma de comentaris. Són molt pràctics per 
processar tota la informació que s'ha explicat a l'apartat anterior. 
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3.3.1.1. Exemple1: 
 
Primer de tot al terminal:  
$roscore& 
 
Matlab: 
% Creem un node anomenat /NODE connectat al master. 
node = rosmatlab.node('NODE','http://localhost:11311'); 
 
%Afegim un publisher al topic /TOPIC per enviar un missatge del 
%tipus std_msgs/String. 
publisher = rosmatlab.publisher('TOPIC','std_msgs/String',node); 
 
% Creem el nou missatge del tipus desitjat.  
msg = rosmatlab.message('std_msgs/String',node); 
 
for n=1:10 
msg.setData(sprintf('Message created: %s',datestr(now))); 
publisher.publish(msg); 
pause(1); 
end 
 
 
% Clean up workspace. 
clear; 
 
%return 
 
 
 
Aquest codi publica un missatge en un tòpic creat, i per verificar que funciona s'ha de 
fer: 
 
$ rostopic echo /TOPIC 
 
Si es veuen tots els missatges publicats significarà que el programa funciona 
correctament: 
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3.3.1.2. Exemple2: 
Aquest exemple publica missatges i podem veu directament, al terminal de matlab, 
quan s'ha publicat un missatge i a quina hora s'ha publicat.  
 
roscore = rosmatlab.roscore(11311); 
node = rosmatlab.node('NODE',roscore.RosMasterUri); 
publisher = rosmatlab.publisher('TOPIC','std_msgs/String',node); 
 
% Afegir un subscriber al /TOPIC per rebre misatges del tipus 
% std_msgs/String. 
subscriber=rosmatlab.subscriber('TOPIC','std_msgs/String',1,node); 
 
% Activar function3 cada cop que es publiqui un missatge valid al 
%/TOPIC. 
subscriber.setOnNewMessageListeners({@function3}); 
 
msg = rosmatlab.message('std_msgs/String',node); 
 
for i = 1:10 
msg.setData(sprintf('Iteration %d:\n  Message created: 
%s',i,datestr(now))); 
publisher.publish(msg); 
pause(1) 
end 
 
% Eliminar function3 del subscriber 
subscriber.setOnNewMessageListeners([]); 
 
% Eliminar el subscriber del node. 
node.removeSubscriber(subscriber); 
 
% Matar el master. 
clear('roscore'); 
 
%% Netejar el workspace. 
clear; 
 
 
Function3: 
function function3(message) 
disp([char(message.getData()),sprintf('\n Message received: 
%s',datestr(now))]); 
end 
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Es creen totes les estructures que s'han explicat anteriorment i es publica un missatge 
en deu iteracions, on es diu el número d’iteració i la data actual. Quan es publica 
també es fa saber a l’usuari que s'ha publicat correctament. 
 
Quan es publica un missatge nou el subscriber executa la function3, que imprimeix per 
pantalla el missatge publicat.  
 
3.3.2. Custom messages 
Com hem assenyalat abans, si es vol subscriure un tòpic que té un missatge complex, 
com statestimation.msg, el matlab indica un error ja que no reconeix el tipus de 
missatge. S'ha de crear en Java el nou tipus de missatge, que s’anomena artifact. Per 
fer-ho s'ha seguit un tutorial [3]. 
 
Primer de tot s'ha de descarregar els arxius de Java necessaris per crear els artifacts: 
 
$sudo apt-get install ros-hydro-rosjava-build-tools ros-hydro-
rosjava-bootstrap 
 
Després cal seguir els passos següents: 
 
$ cd src 
$ catkin_create_pkg custom_msgs std_msgs 
$ cd custom_msgs 
 
On custom és el nom del node dels missatges que utilitzeu. En el nostre cas 
statestimation.msg depèn de tum_ardrone, i per tant en lloc de custom hi hauria 
tum_ardrone. 
 
Un cop creat heu d’afegir els missatges corresponents a la carpeta que acabeu 
d'entrar. El missatge ha de tenir el format ".msg" (statestimation.msg ja estava creat en 
un dels directoris de tum_ardrone, i només s'havia de copiar i enganxar).  
 
Si mirem a dins de la carpeta veurem que hi ha dos fitxers, CMakeList.txt i  
package.xml. Normalment no cal modificar res, però potser s'hauran d'incloure algunes 
dependències, segons molts factors. Per a més informació mireu el tutorial o Roswiki. 
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$ cd ../ 
$ catkin_create_rosjava_pkg myjava_messages rosjava_bootstrap 
rosjava_messages foo_msgs 
$ cd myjava_messages 
$ catkin_create_rosjava_msg_project foo_msgs 
$ cd ../.. 
$ catkin_make 
 
Si el catkin make es resol correctament s'haurà creat l'artifact tum_ardrone.java al 
directori: catkin/share/maven/org/ros/rosjava_messages/tum_ardrone 
 
Aquest artifact i tota la seva carpeta es copiaran a la carpeta de matlab:  
R2013a/toolbox/psp/rosmatlab/jars 
 
Tot seguit s'haurà d’obrir el matlab i executar les comandes següents: 
 
rosmatlab_SetPath(0) 
rosmatlabAddClassPath() 
 
Per finalitzar es pot comprovar que el matlab reconeix ja el nou tipus de missatge 
creat. 
 
3.4. Coherència matlab-ROS 
S'ha volgut demostrar que no hi ha pèrdua d’informació o retard temporal quan es 
passa de ROS a matlab. Per aconseguir-ho s'ha contrastat que, en el mateix instant de 
temps, la informació rebuda a través de la funció del matlab és idèntica a la llegida al 
tòpic directament al ROS: 
 
Taula 3.1. Recull de dues mostres del matlab: 
Nº mostra: 159  Nº mostra: 160 
x= -0,470392167568207  x= - 0,472725749015808 
y= -0,257958799600601 y= - 0,261229187250137 
z=  0,799860656261444 Z =    0,802555620670319 
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 Fig. 3.1 Dades del topic statestimation 
 
Com s'ha pogut veure els resultats són identics.També s'ha comprovat que no hi ha 
retard o bé és mínim.  
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CAPÍTOL 4. COMPROVACIÓ DEL SENSOR 
4.1. Introducció 
Com s’ha dit abans, la càmera de l’ARdrone és el sensor principal que farem servir per 
determinar la posició del ARdrone. 
 
 Utilitzarem el node drone_statestimation que utilitza el mètode de corner detection 
trobant una sèrie de punts, i desprès de un  tractament de imatge ens permetran 
estimar la posició del ARdrone . 
 
Els corners són els extrems o cantonades de qualsevol objecte, es caracteritzen per 
formar angles ortogonals i ser fàcilment detectats sota qualsevol perspectiva escena o 
condicions de llum.  
 
El mètode de detecció dels corners funciona de la següent manera: la càmera agafa 
dos frames en dos posicions conegudes diferents (les variacions poden ser mínimes). 
Les dos frames compararan els corners que tinguin en comú, i amb aquests punts i les 
posicions on s'han agafat les frames mitjançant triangulació s'obtindrà la posició del 
ARdrone.[4] 
 
 
Aquest sistema és una mica més complex del que s'ha explicat ja que a partir dels 
corners no es triangula directament es passa per un filtre de kalman on també es 
ponderen les posicions dels sensors del ARdrone. [4] 
 
4.2. Proves 
Primer de tot s'han fet proves molt senzilles com si fos una càmera analògica, amb 
l’ARdrone sense volar simplement agafant-lo. Així, s'ha comprovat que la càmera ha 
d’agafar molts punts a diferents distàncies, i en una paret plana amb només 2D no 
agafa prou referències per funcionar correctament. 
 
Un objecte molt pràctic és la caixa de l’ARdrone, perquè sempre que fem volar 
l’ARdrone el tenim a mà i ofereix moltíssims punts a la ptam. Aquesta caixa amb una 
mida considerable és perfecta per la ptam i millora moltíssim el reconeixement 
d'imatge. És recomanable tenir-ne dues a distàncies diferents, ja que amb això ja 
disposarem de punts suficients per volar en qualsevol espai.    
 
En aquestes proves s'ha vist que la ptam no funcionava del tot bé, ja que tendia a 
informar que s'havia mogut menys del que en realitat s'havia mogut. 
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En proves reals de moviment, havent ajustat una mica el controlador, aquest error de 
la ptam repercutia en el fet que, quan s'ordenava a l’ARdrone que es desplacés un 
metre, de fet es movia gairebé el doble, perquè la ptam mesurava menys que en la 
realitat. Per resoldre això, s'ha llegit detingudament tots els documents sobre el node 
tum_ardrone i s'ha arribat a la conclusió que no totes les càmeres són iguals i, per 
tant, necessiten un calibratge. 
 
4.3. Calibratge de ptam 
El node ardrone_driver per rebre les imatges de la càmera llegeix l'arxiu 
ardrone_front.yaml amb les característiques de la càmera, i el node tum_ardrone 
llegeix l’arxiu camera_calib.txt amb sis paràmetres, que són els coeficients de distorsió 
de la càmera. 
 
Existeix un node en ROS fet per la calibració de càmeres per fer un reconeixement 
d’imatge, i que s’ha d’adaptar perquè trobi la càmera del ROS, i la quadricula que 
s'utilitzarà per calibrar. 
 
La instal·lació és senzilla: 
 
$ rosdep install camera_calibration 
$ rosmake camera_calibration 
 
A continuació ja es pot executar el node, tot indicant el numero de vèrtexs útils que 
s'utilitzaran la quadricula, la mida de cada quadrat, la localització de la imatge i la 
càmera: 
 
$ rosrun camera_calibration cameracalibrator.py --size 8x6 --square 
0.108 image:=/ardrone/image_raw camera:=/ardrone/camera 
 
Fet això s'obrirà un programa que anirà prenent diverses referències d'una quadrícula 
el més gran possible. 
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Fig. 4.1 Quadricula utilizada per la calibració 
 
 Després d’unes cinquanta a vuitanta referències les correlacionarà al prémer el botó 
calibrate i obtindrem el adrone_front.yaml amb tots els paràmetres de calibració de la 
càmera, inclosos els sis paràmetres de rectificació usats a tum_ardrone. 
 
 
Fig. 4.2Programa de calibració 
 
Amb aquests paràmetres només haurem de canviar l'arxiu per defecte de calibració de 
la càmera, que es troba a .ros/camera/front_camera (és una carpeta oculta) i els sis 
paràmetres de la matriu de distorsió a : 
/catkin/src/tum_ardrone/drone_Statestimation/camera_calibration. 
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L’archiu generat és aquest: 
 
image_width: 640 
image_height: 360 
camera_name: ardrone_front 
camera_matrix: 
rows: 3 
cols: 3 
data: [544.188741040007, 0, 305.046277049025, 0, 
 545.468015804877, 194.7153288106, 0, 0, 1] 
distortion_model: plumb_bob 
distortion_coefficients: 
rows: 1 
cols: 5 
data: [-0.431793911561887, 0.0808686898481148, -0.0123537044037,  
-0.00229953971435246, 0] 
rectification_matrix: 
rows: 3 
cols: 3 
data: [1, 0, 0, 0, 1, 0, 0, 0, 1] 
projection_matrix: 
rows: 3 
  cols: 4 
data: [422.153656005859, 0, 287.598433506422, 0, 0, 
 516.581481933594, 193.173045723381, 0, 0, 0, 1, 0] 
 
4.4. Exactitud del sensor 
Després de calibrar la càmera, s'ha fixat una quadrícula de posició al terra i s'ha 
comprovat l'exactitud de mesura amb una cinta metrica. A part d’això, amb el nostre 
controlador i movent el ARdrone manualment hem fet comprovacions amb l’autopilot 
de tum_ardrone. 
 
Els resultats obtinguts són millors en l'àmbit de mesura però no exageradament 
millors, ja que es passa d'un error del 250% a un del 180%, però tornen la ptam molt 
inestable fent que en el mes minim moviment brusc es perdin tots el punts i no es 
tornin a trobar.  
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Fig. 4.3 Inestabilitat de ARdrone 
 
 
Degut a aquest últim problema i ja que els avantatges son molt inferiors al 
inconvenients s'ha decidit tornar a la configuració per defecte de la camera  ignorant el 
calibratge. Però gracies als experiments de mesura i exactitud de la ptam s'ha 
pogutconèixerl’error de lectura de la ptam, i per tant s'ha decidit afegir un coeficient per 
a compensar-lo. Aquest coeficient  multiplicat per les lectures de la ptam les fa molt 
més exactes, però sense perdre robustesa del sistema com passava amb la calibració 
de la càmera. 
 
Amb aquest últim canvi l'exactitud del sistema és molt elevada reduint la desviació del 
ARdrone en 5-10cm en mesures de 1-3 metres. 
 
Aquesta constant [c] és totalment empírica per tant s'hi camviem de ARdrone o de 
condicions s'hauria de ajustar de nou, per fer-ho simplement moure l'ardrone 1 metre 
veure si el resultat es exacte, i fer el mateix amb dos metres. Un cop fet es pot veure 
l'error fel sistema i treurè [c]. 
 
Aquest error és molt petit comparat amb els errors de mesura que es tenien amb la 
navegació a partir dels acceleròmetres del ARdrone 
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CAPÍTOL 5. FUNCIONAMENT DEL CODI 
5.1. Explicació del codi i del funcionament del programa 
 
En matlab tindrem un codi principal anomenat Ardrone.m que és el que executarem. 
Per comunicar-se amb el ROS, dins l'Ardrone.m es crearà un node amb l'ajuda de 
Ros-matlab, a través del qual s'anirà donant ordres al ARdrone. També es cridaran les 
funcions especifiques per dur a terme cadascun dels processos necessaris pel control 
del ARdrone. 
 
Les funcions utilitzades són les següents: 
 
receiveDataARn.m: aquesta funció s'activa automàticament cada cop que el 
subscriber veu que es rep un nom missatge del state_stimation. S'encarrega de rebre 
els missatges i transformar les dades de posició, yaw, roll... en variables globals de 
matlab per poder ser utilitzades per la resta de funcions. 
 
Timer.m: és una funcio de tipus timerque és una estructura creada per matlab que 
permet executar periòdicament, en el nostre cas cada 110 mil·lisegons, un seguit de 
línies de codi. El temps triat és 110 mil·lisegons perquè és el temps mínim que triga la 
ptam a actualitzar-se. Les seves funcions són cridar els controladors i pasar-los les 
dades actuals, els valors de controls anteriors i la posició desitjada. Un cop fet això, 
s'encarrega de moure el ARdrone donant comandes de pitch, roll i yaw segons les 
sortides del controladors. I finalment guarda totes les dades obtingudes en aquell 
instant de temps en el seu vector corresponent. 
 
PIDArdrone.m: és el controlador (se'n parlarà al capítol 6). 
 
generadorConsigna.m:  és el programa que anirà passant al timer la posició on es 
vol que vagi el Ardrone en cada instant de temps. És una funció molt senzilla, 
simplement té dos vectors de posicions: un per les x i l'altre per les y. Quan s'ha arribat 
a una posició envia la següent en la próxima execució del timer. 
 
llacos.m: és una funció que ens representa gràficament les posicións x, y, z ,el yaw, 
les consignes desitjades, els errors i l'acció de control. Permet amb un ràpid cop d'ull 
veure si el controladors funcionen correctament i com es comporta l'ARdrone.  
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5.2. Interacció de Ros matlab i ARdrone 
 
 
Fig. 5.1 Esquema de funcionament 
 
A la figura 5.1 es representa el funcionament del programa. Com es pot observar, 
l'execució de Ardrone.m és seqüencial i va iniciant totes les funcions en l'ordre en que 
es van necessitant. 
 
Quan ja està tot a punt per començar el control del ARdrone s'inicia el Timer, que és 
cíclic i que s'encarregarà de cridar els controladors i de moure l'ARdrone en cada 
instant de temps. L'usuari a través de Ardrone.m podrà aturar el procés quan ho 
desitgi i aterrar el ARdrone simplement pitjant la tecla intro. Un cop aturat el procés es 
veuran les gràfiques en pantalla i es guardaran les dades automàticament. 
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CAPÍTOL 6. CONTROL 
6.1. Introducció 
Com ja sabem l’ARdrone té un control intern del seu pitch, roll, yaw i velocitat en z . 
 
Es pot fer un control total del'ARdrone actuant en les referències de totes aquestes 
quatre variables, o bé un de més bàsic controlant la posició del drone i no la seva 
rotació. 
 
 Per fer aquest segon podem prescindir del yaw, amb la qual cosa és una mica més 
simple ja que la referència de la càmera no gira i també deixarem l'alçada fixa. Aquest 
aquest tipus de control s'utilitza força, per a mes informació consultar bibliografia.  [5] . 
 
Per al pitch i el roll necessitarem un controlador per a cada variable. El controlador que 
volem implementar és de tipus PID [6] o alguna de les variacions PI-D ... 
 
Per aconseguir-ho s'anirà pas a pas, i primer de tot intentarem que el drone estigui 
quiet (sense estar en autohover) mitjançant el nostre controlador.  
 
El primer controlador que provarem serà un proporcional, i anirem augmentant la 
complexitat de les proves i dels controladors mentre anem avançant i acotant els 
paràmetres dels respectius controladors. Per tant, aquest procés es farà amb mètode 
de prova i error, i gràcies a l'experiència dels tutors d'aquest projecte es partirà d’uns 
valors que a priori són bastant propers i que s'aniran acotant.    
 
Un cop tinguem un controlador que sigui prou bo i estable s'agafaran dades amb dos 
tipus de proves: la primera consisteix en dirigir l'ARdrone a una posició determinada i 
tornar en cadascun dels eixos x i y, l'altre en enviar ordres aleatòries molt ràpidament 
en  cadascun dels eixos. 
 
Un cop es tingui la planta modelitzada es s'intonitzarà un PID analiticament 
especialment per la planta disenyada. 
 
6.2. Controlador proporcional 
6.2.1. Fonaments teòrics 
Primer de tot farem una ràpida pinzellada a què és un controlador.  
 
Un controlador és un algoritme matemàtic que permet assegurar-nos que un procés es 
realitzarà correctament o amb un error molt petit. Això es fa gràcies a un feedback: 
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Fig. 6.1 Diagrama de blocs d’un procés amb un controlador de feedback [6] 
 
 
En la figura 5.1 veiem un senyal d'entrada, que és la comanda que posaria l’usuari, per 
exemple la posició on es vol que estigui el drone. Llavors es resta al feedback la 
posició actual del drone. Aquesta diferència és l'error, que s'enviaria directament als 
actuadors per corregir-lo. 
 
El problema d'aquest mètode amb la nostra planta és que el sistema reacciona 
exageradament per una diferència petita i oscil·la molt bruscament. Per corregir-ho es 
multiplica per una constant, que fa que la reacció de l'error sigui proporcional a l’error 
però en la mesura correcta. 
 
Tot i que el sistema oscil·larà igual si la constant es regula correctament, es pot 
aconseguir oscil·lacions molt petites. 
 
6.2.2. Codi del controlador proporcional en matlab 
 
function pid=PIDArdrone(x,u,ulow,uhigh) 
 
r = u(1); %posició referencia 
y = u(2); %posició real 
P = K *(r-y);  %proporcional * err 
v = P 
u=v; 
if v<ulow  %limitem el controlador amb valor maxim i minim 
u = ulow; 
elseif v>uhigh 
u = uhigh; 
end 
pid=u 
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La funció retorna la posició de referència, la posició real, i l'acció de control. 
 
6.2.3. Resultats empírics 
Després d’un seguit de proves, s'ha anat disminuint la kpx i kpy des d’1 fins que el 
sistema ha deixat d’oscil·lar entre els valors màxims i s'ha estabilitzat el valor de kp en 
0.35, si bé les oscil·lacions són molt grans. També veiem que en l’eix x oscil·la més 
que l’eix y, per tant s'ha de disminuir més la kpx. 
 
Els valors finals són: 
 
kpx=-0.06 
kpy=0.08 
 
A continuació podem veure les oscil·lacions per a diverses k diferents de les variables 
x i y. 
 
 
Fig. 6.2 Variacions de la variable [x] en funció de la k del controlador 
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Fig. 6.3 Variacions de la variable [y] en funció de la k del controlador 
 
Com veiem, a mesura que disminueix la k l'amplitud de les oscil·lacions va disminuint 
fins que el sistema es torna inestable, ja que no és prou ràpid per compensar l’error 
sense estavellar-se.  
 
6.3. Controlador PID 
6.3.1. Fonaments teòrics 
Com el seu nom indica, els PID estan formats per un proporcional (kp), un integrador 
(Ti) i un derivatiu (Td). Tot seguit explicarem què aporten al sistema cada una de les 
seves parts i com afectemal sistema si en variem els valors.   
 
Després exposarem alguns dels problemes dels PID simples i com superar-los. 
 
6.3.1.1. Algoritme global 
L'equació d’un PID és la següent: 
 
 [6]  (6.1) 
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On e és l'error e(t)= y0-y 
 
 
6.3.1.2. Part proporcional 
És una costant kp multiplicada per l'error el derivatiu i l'integrador. 
 
Si la kp augmenta s’incrementaran les fluctuacions i per tant trigarà més temps a 
arribar al règim permanent, però disminuirà l'error al règim permanent. A continuació 
ho podem apreciar en el gràfic següent, que ens mostra el comportament del sistema 
davant de l'entrada d’un graó amb diferents valors de kp. 
 
Fig. 6.4 Variacions de la resposta a un graóen funció de la Ti del controlador [6] 
 
6.3.1.3. Part integral 
Un integrador va sumant els errors acumulats durant tot el temps, i s'ocupa que l’error 
final sigui zero. Pot ser un procés lent i a vegades pot oscil·lar molt i causar problemes, 
dels quals en parlarem més endavant, però permet que l'error en el règim permanent 
sigui nul. 
 
L’error en règim permanent sempre serà nul si Ti és un nombre finit. Per valors petits 
de Ti l’aproximació al règim permanent és més ràpida però el sistema pot oscil·la molt. 
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Fig. 6.5 Variacions de la resposta a un graó en funció de la Ti del controlador [6] 
 
6.3.1.4. Part derivativa 
La part derivativa permet millorar l’estabilitat de controlador ja que permet "preveure el 
futur", és a dir si l’error té un pendent molt elevat vol dir que en breu augmentarà molt i 
per tant podem corregir la tendència abans això que passi.  
 
És difícil trobar el valor correcte del derivatiu en cada sistema, ja que un valor del 
derivatiu petit té poca influència sobre el sistema i un valor excessivament gran fa que 
els canvis siguin molt abruptes i per tant el controlador oscil·laria massa. 
 
 
 
Fig. 6.6 Variacions de la resposta en funció de la Td del controlador [6] 
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6.3.2. Codi del controlador PID en matlab 
function pid=PIDArdrone(x,u,Ts,K,Ti,Td,N,Tt,b,ulow,uhigh) 
 
bi = K*Ts/Ti; 
ad = (2*Td-N*Ts)/(2*Td+N*Ts); 
bd = 2*K*N*Td/(2*Td+N*Ts); 
a0 = Ts/Tt; 
 
r = u(1); %senyal desitjada  
y = u(2); %senyal real 
P = K*(b*r-y); 
D = ad*x(2)-bd*(y-x(1)); 
v = P+x(3)+D; 
u=v; 
 
if v<ulow 
u = ulow; 
elseif v>uhigh 
u = uhigh; 
end 
I = x(3)+bi*(r-y)+a0*(u-v); 
x(1) = y; 
x(2) = D; 
x(3) = I; 
x(4) = u; 
 
pid = x; 
 
La b és una constant per modificar els pesos de l’error i la sortida en el controlador. En 
el nostre cas serà b=1 i per tant no afecta el sistema. 
 
bi es el guany del integrador. 
bd es el guany del derivatiu. 
 
a0 es el antiwindup aquest serveix per que quan hi ha un error molt gran durant força 
temps, degut a la saturació del controlador, l'integrador va acumulant error. Quan per fi 
s'anul·la com que té tant error acumulat té una component massa gran provoca un 
overshoot. El antiwindup corregeix aquesta tendència de acumular massa error i evita 
oscil·lacions.  
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ulow i uhigh són els valors màxim i mínim amb què limitem el controlador, com veiem 
en el codi. Si el valor fos més gran que uhigh el valor final seria uhigh, i a l’inrevés, si 
fos més petit que ulow el valor seria ulow. 
 
P es la part proporcional del PID. 
D es la part derivativa. 
I es la part del integrador. 
 
6.3.3. Resultats obtinguts 
S'han dut a terme força experiments, a continuació presentarem els més rellevants, hi 
ha dos tipus de porves que ens permetran extreure un model lineal per modelitzar el 
comportament del ARdrone amb una funció de tranferencia de segon o tercer ordre. 
 
Les gràfiques presentades a continuació són els dos tipus de proves comentades 
anteriorment: 
 
-  La primera controlant el picth i el roll fem que el drone es mogui en una de les dues 
direccions i veiem les accions de control. 
 
Com veurem a les gràfiques a continuació la primera columna es refereix al yaw, la 
segona al eix x i la tercera al eix y. No fer cas de l'acció de control en el yaw ja que no 
es te en compte. 
 
En la primera fila trobem les mesures reals de la posició en verd i la posició desitjada 
en blau. En la segona l'error entre la posició estimada i la real. I en la tercera l'acció de 
control del controlador. 
 
- La segona introduim un error aleatori entre [-0.5 0.5] en l'acció de control i obtenim 
una senyal rica en frequiencia que ens permetrà modelar l'ARdrone. 
 
6.3.3.1. Prova 1 anar a un lloc determinat amb un dels eixós: 
Eix X: 
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Fig. 6.7 Dades de la prova de moviment en x 
 
Eix  Y:  
 
Fig. 6.8 Dades de la prova de moviment en y 
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6.3.3.2. Prova 2 senyal ric en freqüència: 
 
 
Fig. 6.9 Proves riques en frequencia y i x respectivament  
 
Les proves són bones, les primeres proves és podrien millorar afinant el controlador, 
que és el que es farà a continuació.  
 
A partir del model que crearem del ARdrone. Les proves amb el senyal ric en 
freqüència són molt bones i tenen prou informació com per permetre modelitzar el 
sistema que es el que s'intentarà a continuació.  
 
6.4. Extracció del model lineal a partir dels resultats 
Primer de tot es crearà una variable de tipus iddata posant com entrada l'acció de 
control i com a sortida del sistema el moviment del ARdrone en posició. Per a que fos 
del tot fiable enlloc de agafar dades de posició s'haurien de agafar de velocitat ja que 
es fa una conversió a eixos mon i per tant els valors de X si hi ha una rotació a l'eix Z 
(yaw) canviaran, i s'hauria de passar per una matriu de rotació per a que les dades 
fossin correctes. Com que s'ha treballat sense variar el yaw i en els experiments 
podem apreciar que les variacions son de 8º com a molt, s'ha menyspreataquest fet.  
 
La principal raó per la qual no s'hagi treballat amb la velocitat es que no podem 
assegurar que estigui ben calibrada, de fet amb les lectures de la ptam de la poscició 
com s'ha parlat a l'apartat 4.4 la calibrem manualment. La velocitat és més difícil de 
comprovar i no s'ha pogut calibrar per tant no serà la correcta. 
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Un cop creada aquesta variable amb l'ordre següent es mirarà el retard pur del 
sistema per a poder modelitzar-lo millor: 
 
Creem el tipus de variable iddata dient quina es l'entrada del sistema i quina és la 
sortida en el nostre cas l'entrada es l'acció de control vMvX, i la sortida es la mesura 
de la posició mesura. 
 
Això ho farem en dos experiments un per l'identificació dels models de l'ARdrone i 
l'altre per fer validació: dadesXval i dadesXid.   
 
 
dadesXval=iddata(vMesuraX,vMvX) 
 
Calculem el retard, aquesta comanda ens estima directament el numero de mostres de 
retard. 
 
delayest(dadesXid)   
ans delay = 4 
 
El retard pur del nostre sistema és de tres a quatre mostres per tant les tres primeres 
no s'han de tenir en compte a l'hora de calcular la sortida i així successivament. 
 
 
Ara modelarem el sistema amb dos funcions diferents, en cada  funció provarem el 
modelat amb sistemes de diferents ordres i retards. 
 
Si ens fixem en la comanda següent podem variar tres paràmetres, que estan  
separats per comes, el primer serà els pols, segon els zeros i el tercer el retard.  
 
sysX1=arx(dadesXid,[2,1,3]) 
sysX1=arx(dadesXid,[2,1,4]) 
sysX1=arx(dadesXid,[2,1,3]) 
sysX2=arx(dadesXid,[2,1,4]) 
sysX3=arx(dadesXid,[3,1,3]) 
sysX4=arx(dadesXid,[3,1,4]) 
sysX5=arx(dadesXid,[3,2,3]) 
sysX6=arx(dadesXid,[3,2,4]) 
compare(dadesXval,sysX1,sysX2,sysX3,sysX4,sysX5,sysX6) 
 
sysX1=oe(dadesXid,[3,1,3]) 
sysX1=oe(dadesXid,[3,1,4]) 
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sysX1=oe(dadesXid,[3,1,3]) 
sysX2=oe(dadesXid,[3,1,4]) 
sysX3=oe(dadesXid,[4,1,3]) 
sysX4=oe(dadesXid,[4,1,4]) 
sysX5=oe(dadesXid,[4,2,3]) 
sysX6=oe(dadesXid,[4,2,4]) 
compare(dadesXval,sysX1,sysX2,sysX3,sysX4,sysX5,sysX6) 
 
 
Al comparar els models que s'han generat anteriorment mirarem si n'hi ha algun capaç 
de predir el comportament dels altres experiments. 
 
 
 
Fig. 6.10 Diverses proves de modelització amb oe 
 
Desprès de moltes proves amb tot tipus de retards i sistemes de fins a quart ordre, no 
s'ha pogut aconseguir cap model que simules amb mes de un 30% de exactitud, i amb 
altre mètodes veiem que simplement utilitza com a predicció la entrada retardada. Per 
tant el model no és vàlid. 
 
 Això es deu a que el sistema no es lineal i que no hauríem de treballar amb la posició 
en eixos mon sinó amb la velocitat. 
 
Com que no ha sigut possible modelitzar la planta, no podrem treure un PID 
analíticament. Es provarà un altre tipus de disseny que explicarem en el pròxim 
apartat. 
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6.5. Disseny controlador en cascada. 
 
Com s'ha dit en l'apartat anterior el comportament del ARdrone no es lineal no podem 
crear facilment una funció de transferència per modelitzar-lo, i per tant trobar un bon 
PID pel sistema. Per fer-ho caldria dedicar moltes hores i coneixements dels que no es 
disposa. 
 
Primer de tot per resoldre el problema de que la velocitat no es fiable obtindrem la 
velocitat directament dels acceleròmetres del ARdrone gracies al node ardrone_driver 
amb un subscriber al topic /Ardrone/Navdata 
 
El que s'ha decidit fer es dissenyar dos controladors en cascada, el primer es dedicarà 
a controlar la planta a partir de la velocitat perquè tingui un comportament lineal i de 
primer o segon ordre. El segon s'encarregarà de controlar el sistema. Amb aquest 
mètode els podrem dissenyar analíticament. 
 
 
 
Fig. 6.11 Controlador en cascada simutlink 
 
 
Per estimar la planta del ARdrone utilitzarem uns senyals que simulen el 
comportament de l'ARdrone . Com que la simulació no ha de ser molt exacta, ja que el 
PI s'encarregarà de que el sistema es comporti linealment, simularem la planta agafant 
un dels polsos en X i en Y i aproximant-lo a una funció de transferència de primer o 
segon ordre. 
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6.5.1. Identificació planta VX : 
 
Fig. 6.12 Selecció del polsVx a evaluar 
 
 
Fig.6.13  Polç vy a evaluar i consigna d'entrada 
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Identificarem un sistema de segon ordre:  
 
𝐺 𝑠 =
𝑘  𝑊𝑛2
 𝑠2+2𝜁𝑠+𝑊𝑛2 
· 𝑒−𝜏𝑠   (6.2) 
 
 
  𝑀𝑝 =
𝑌𝑚𝑎𝑥 −𝑌
𝑌
· 100 =
3,101−3
3
· 100 = 3,3667  (6.3) 
 
   ζ =  
ln 
Mp
100
 
2
π2+ln 
Mp
100
 
2 =  0,73359       (6.4) 
 
K =
Y∞
U
= 6     (6.5) 
         
tp =
π
Wn 1−ζ2
= 309,2 − 305,9 = 3,3   (6.6) 
 
Wn =
π
tp 1−ζ2
= 1,49    (6.7) 
 
 
Mirant  eq.6.2 obtenim la funció de transferència del ARdrone de la Vx:    
 
𝐺 𝑠 =
13.34
 𝑠2 + 2,18𝑠 + 2,224 
· 𝑒−0,2𝑠 
 
Amb aquesta funció de transferènciamitjantçant simulink obtindrem els dos 
controladors en cascada que faran que el sistema sigui estable. Això ho explicarem 
més endavant. 
 
6.5.2. Identificació planta Vy : 
 
Amb l'eix de les Y s'ha fet el mateix procediment amb l'única diferencia que s'ha 
identificat el sistema com un sistema de primer ordre ja que el polç no tenia overshoot. 
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Fig. 6.14 Selecció del polç Vy a evaluar  
 
 
Fig. 6.15 Pols Vy a evaluar i consigna de entrada 
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Identificant un sistema de primer ordre: 
 
 
K =
Y∞
U
=3,3     (6.8) 
 
    
τ = t0.632 − T = t0.993 − T = 1   (6.9) 
 
Mirant  eq.5.2 obtenim la funció de transferència del ARdrone de la Vy: 
 
𝐺 𝑠 =
0,98125
s + 1
 
 
Ara procedirem a analitzar els PID amb el simutlink. 
 
6.5.3. Creació dels PIDs en simulink 
 
En la figura 6.10 s'ha mostrat l’esquema dels controladors en cascada global que 
s'utilitzarà, primer de tot s'haurà de sintonitzar el PID intern què s'encarrega d'obtenir 
la acció de control per al ARdrone a partir de V -Vref. Per fer-ho s'haurà de sintonitzar 
per separat només amb la planta com veurem amb la figura següent : 
 
Fig. 6.16 Controlador PI intern de la cascada en simutlink 
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Fig. 6.17 Sintonització controlador PI intern de la cascada en simutlink 
 
Per sintonitzar el PI s'haurà de obrir les especificacions del PI i clicar tune al fer-ho 
s'obrirà un menú de autotune que ens permetrà fer el sistema més estable o més ràpid 
tot veient la sortida. 
 
 Quan tinguiem la sortida dessitjada nomès caldrà pitjar apply, tot seguit veurem les 
constants kp ki kd i kn del PID (Kn és la constant del filtre del integrador). 
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Fig. 6.18 Menu tune controlador PI intern de la cascada en simutlink 
 
Desprès es seguiran els mateixos passos amb el segon PID, ara tancant el llaç com a 
la figura (6.11).  
 
Un cop realitzat es comprovara: 
 
L’estabilitat del sistema, la seva velocitat, si els errors s'anul·len en el pas del temps i 
que la sortida de cadascun del controladors no sigui massa elevada (-5,5 en el primer 
controlador i -1,1 en el últim què és el que envia les comandes al ARdrone).  
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Fig. 6.19 Mesures de l'oscil·loscopi a la sortida dels sistema x i abans controladors Vx i 
x respectivament. 
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Els controladors resultats tenen les constants següents: 
 
 
Taula 6.1. Controladors cascada Vx, Vy, X , Y 
 
 
Constants del 
controlador 
PI Vx  PI Vy  PID X  PID Y  
Kp part 
proporcional 
 0.0626 0.30222 2.11746 1.51182 
Ki part 
integral 
0.00113 0.006693 0.01766 0.00873 
Kd part 
derivativa 
   -    -  1.24577 0.0201 
Kn filtre del 
derivatiu 
  1    1 109.467 75.4152 
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CAPÍTOL 7. CODI EN FUNCIONAMENT 
En aquest apartat explicarem com utilitzar el codi creat desd’iniciar el ARdrone fins a 
controlar-l'ho canviant les consignes de moviment. 
 
Primer de tot, iniciar els roscore i el matlab a la terminal d’ubuntu: 
 
roscore& 
matlab& 
 
Tot seguit encendre el ARdrone esperar que els leds estiguin verds,  i conectar-se a la 
seva red wifi. 
 
Mentres en el matlab anar a la carpeta on tenim el Ardrone.m que és un executable 
que iniciarà el nostre programa. 
 
Un cop connectat a la wifi obrir el terminal i executar  ardrone_driver i tum_ardrone, es 
recomanat fer-ho amb un arxiu que els llança amb els paràmetres òptims per volar en 
temps real. 
 
roslauch tum_ardrone ardrone_driver.launch 
roslauch tum_ardrone tum_ardrone.launch 
 
Fet això s'obriran tres pantalles, recomano organitzar-ho de la manera en què 
s'il·lustra a la figura 7.1. 
 
Fig. 7.1 Exemple d'organització dels nodes i matlab 
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Així podrem donar ordres al matlab, veure els punts de la càmera i aturar el ARdrone 
ràpidament amb tum_ardrone_gui o treure'l de emergència en el cas que hi hagués 
algun accident. 
 
Per canviar les ordres que executarà el ARdrone un cop iniciat el programa,s'ha d'obrir 
generador Consigna.m.Generador Consigna.m és la funció que li passa al ARdrone la 
següent posició on ha de anar. Modificant les línies següents podrem posar les 
coordenades on volem que vagi el ARdrone. 
 
PuntsY = [0 0 0 0 ]; 
PuntsX = [0 1 2 1 ]; 
 
Ara ja esta tot llest per iniciar el programa, per fer-ho només cal executar Ardrone.m, 
pel terminal de matlab es veurà com es creen tot el seguit de nodes publisher i 
subcribers i finalment el ARdrone s'enlairarà.Si no s'enlairés comprovar que els leds 
estan de color verd i que el nivell de bateria esta per sobre el 18%. 
 
Al enlairar-se agafarà els punts de la ptam, just desprès el matlab ens preguntarà si els 
punts són suficientment bons, si en la imatge veiem molt punts hem de prémer 'y' 
sinóprémer 'n' i es repetirà el procés. 
 
Un cop els punts són correctes només caldrà prémer enter per iniciar el moviment del 
ARdrone, si per qualsevol motiu es volgués parar el procés de immediat només cal 
tornar a prémer enter i el ARdrone aterrarà de seguida. 
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CAPÍTOL 8. PROVES I RESULTATS 
 
Amb el controlador definitiu i tot el codi optimitzat s'han fet vàries proves tot mirant el 
comportament del ARdrone i els possibles errors de mesura. 
 
 
Fig. 8.1 Mesures del ARdrone 
 
Per fer-ho farem que el ARdrone traci un triangle com el de la figura 8.2. 
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Fig. 8.2 Trajectoria a seguir 
 
S'ha escollit un triangle ja que evalua el ARdrone tant en l'eix x com en l'eix y i també 
els dos alhora, així es pot comprovar si el acoplament entre x i y afecta al nou 
controlador. 
 
Els resultats obtinguts són els de les imatges 8.3 i 8.4. 
 
 
 
Fig. 8.3 Posicions del ARdrone 
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Fig. 8.4 Posicions errors i respostes dels controladors 
 
 
El comportament del ARdrone és molt més exacte que amb el controlador anterior, 
sobretot en l'eix y (l'eix x es podria provar de millorar-lo encara més) ja que l'error de 
posició en tot moment és molt baix. Les maniobres combinades amb moviments 
simultanis en x i y són unes de les que reflecteixen aquesta milloria, ja que amb el 
controlador anterior haguessin estat pràcticament impossible d'executar i en aquest 
cas s'han realitzat fàcilment. 
 
També podem apreciar en el vídeos, que es poden trobar al CD, que amb els nous 
controladors el ARdrone es dirigeix a la posició escollida molt més ràpidament. 
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Fig. 8.5 Vol en diagonal del ARdrone 
 
En resum, el nou sistema de controladors és més robust, més ràpid, permet fer 
maniobres combinades i s'ha reduït molt l'error en l'eix Y. 
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CAPÍTOL 9. CONCLUSIONS 
 
En aquest capítol es valora si s’han complert o no les expectatives fixades a l’inici del 
TFC. Es farà un balanç per veure si s’han complert els objectius fixats en un principi; 
així mateix es plantejaran possibles millores i aspectes que s’haurien d’acabar de 
determinar amb un estudi experimental més extens i amb més recursos. Per acabar es 
parlarà des del punt de vista personal quines són les conclusions extretes de la 
realització del treball. 
9.1. Objectius assolits 
S’han assolit quasi tots el objectius que s’havien marcat: s’ha aconseguit crear i provar 
un programa que amb ROS permeti controlar la trajectòria i la posició del ARDrone.  
 
Obtenint les dades de la ptam s'ha aconseguit moure el ARdrone a una posició 
determinada, que era un del principals objectius. També s’ha aconseguit millorar l'error 
de posició obtingut amb altres mètodes de control com seria el control directament 
amb els sensors i utilitzant els ports del ARdrone sense passar per ROS. 
 
9.2. Millores futures 
El calibratge de la càmera no ha sigut fructuós, el model de la constant empírica ha 
funcionat però és una mica matusser des del punt de vista matemàtic. S'hauria d'entrar 
més en el món del calibratge de càmeres i crear un programa nou per tal de calibrar la 
camerà correctament per reduir els errors de mesura de la Ptam. 
 
El controlador del eix de les x es podria afinar més encara amb prova i error però 
caldria molta dedicació de temps i sempre assegurant que no es perd estabilitat del 
sistema.  
 
L'altre cosa que es podira millorar és intentar aconseguir el model del comportament 
del ARdrone com ja s'ha intentat en l'apartat de control, però fent-ho de forma més 
complexa. És a dir, intentant fer-ho amb un sistema no lineal i tenint en compte que hi  
ha un acoplament entre els eixos x i y, ja que el ARdrone no es comporta com un 
sistema lineal i quan es dóna un angle de roll també es mou en pitch una mica.     
9.3. Conclusions personals 
La realització d’aquest projecte ha estat molt enriquidora personalment, ja que m’ha 
permès aprendre molts continguts relacionats amb el disseny de controladors i control 
en general, així com amb temes d'informàtica. M'ha permès adquirir gran experiència 
amb Linux (instal·lar segons quins programes pot arribar a ser molt difícil) i també en 
matlab amb tècniques de programació i gestió de memòria. 
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També ha estat molt satisfactori poder treballar amb drones perquè les proves han 
sigut molt entretingudes en alguns punts i fins i tot divertides, i sobretot la satisfacció 
de que després de llargues proves el ARdrone s'enretirés i fes correctament cadascun 
dels passos a seguir no es pot descriure. 
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