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ϯ a2 Λબ୒͢Δ. ࣍ʹήʔϜ͸ b1 ͔ b2 ͷΞΫγϣϯΛฦ͢. ήʔϜͷউར৚݅
͸ঢ়ଶ {1, 2, 3, 4}ͷ෦෼ू߹WͰදݱ͞ΕΔ. ͜͜Ͱ,W ={1, 4}ͷ৔߹,ϓϨΠ
Ϡʔ͕ a1,a2ͷͲͪΒͷΞΫγϣϯΛબ୒ͨ͠৔߹Ͱ΋,ήʔϜଆ͸ b1͔ b2Λબ୒
͢Δ͜ͱͰউར͢Δ͜ͱ͕Ͱ͖Δ. Αͬͯ͜ͷ৔߹,ϓϨΠϠʔ͕࣮֬ʹউͯΔํ


















৘ใΛඞཁͱ͍ͯ͠Δ. D’IppolitoΒ͸Modal Transition System(MTS)[23]Λ༻
͍Δ͜ͱʹΑΓ͜ͷ੍ݶΛ؇࿨͢Δख๏ΛఏҊ͍ͯ͠Δ [7].




ͦͯ͠ݱࡏ,͜ͷٕज़Λ࣮૷ͨ͠,Modal Transition System Analyzer(MTSA)[12]
ͱ͍͏πʔϧ͕ެ։͞Ε͍ͯΔ. ຊষͰ͸͜ͷMTSAʹؔͯ͠આ໌ͨ͠ޙ,Ϛϧν
ϩϘοτγεςϜʹରͯ͠ద༻ͨ͠ྫ,ͦͯͦ͠ͷࡍͷ໰୊఺ʹ͍ͭͯৄड़͢Δ.
2.2.1 Modal Transition System Analyzer
MTSA͸ 2008೥ʹD’ippolitoΒʹΑͬͯެ։͞ΕͨπʔϧͰ͋Δ.
























ఆٛ 2.2.1 (Labelled Transition System) LTS͸ E = (S,A,∆, s0)Ͱදݱ͞
ΕΔ. S͸ঢ়ଶͷू߹,A͸ΞΫγϣϯͷू߹,∆ ⊆ (S,A, S)͸ભҠؔ܎,ͦͯ͠ s0










ఆٛ 2.2.2 (Modal Transition System) Modal Transition System(MTS)͸E =






ʹ͜ͷ FluentΛ༻͍͍ͯΔ. Fluent͸ࣜ (2.1)ͷܗࣜͰఆٛ͞ΕΔ.





Ifl ͸ Fluentͷ։࢝ಈ࡞,Tfl ͸ऴྃಈ࡞ΛͦΕͧΕද͢.্هͷ Fluent͸,Ifl ͕࣮
ߦ͞Ε͔ͯΒ Tfl͕࣮ߦ͞ΕΔ·Ͱͷظؒ͸ਅͱͳΓ,ͦΕҎ֎ͷظؒ͸ِͱͳΔ.
ͦͯ͠຤ඌʹه͞Εͨ Initiallyʹ͸ 0͔ 1ͷ஋͕ೖΓ,Fluentͷॳظঢ়ଶΛఆٛ͢
Δ͜ͱ͕Ͱ͖Δ. ͜ͷهड़͸লུՄೳͰ͋Γ,΋͠লུ͞Εͨ৔߹͸ॳظঢ়ଶ͸ِ
ͱͳΔ.
·ͨ,ઢܗ࣌૬࿦ཧࣜͰ͸,࿦ཧ࡞༻ૉ (൱ఆ (ʂ),࣍ (X),࿦ཧੵ (∧),࿦ཧ࿨ (∨),





ϯΛ۠ผ͢ΔͨΊ,[6]ʹ͓͚Δ Interface Automataͱ Legal EnvironmentΛ࠾༻
͠,ҎԼͷఆٛΛߦ͍ͬͯΔ.
ఆٛ 2.2.3 (Legal LTS) M = (SM , A,∆M , sM0),E = (SE, A,∆E, sE0)ͱ͢Δ.
͜ͷΞΫγϣϯ AΛ,M ʹΑ੍ͬͯޚ͞ΕΔΞΫγϣϯ (AC),·ͨ͸؍ଌ͞ΕΔ
ΞΫγϣϯ (AM)ʹ෼ྨ͢Δ͜ͱ͕Ͱ͖Δͱͨ࣌͠ (A = AC ∪ AM), શͯͷঢ়ଶ
(SE, SM) ∈ E||Mʹ͓͍ͯ∆E(sE)∩AC ⊇ ∆M(sM)∩AC ͔ͭ∆E(sE)∩AM ⊇ ∆
ɹM(sM) ∩ AM ͕ຬͨ͞ΕΔͳΒ,LTS M ͸Eͷ Legal LTSͰ͋Δ.
͜͜Ͱ,E||M ͱͨ࣌͠ʹ؀ڥ E ͷ੍ޚෆೳΞΫγϣϯΛېࢭͤͣ,͔ͭσου
ϩοΫʹؕΒͳ͍Α͏ͳ LTS,࢓༷MΛݟ͚ͭΔ͜ͱ͕,LTSͷ੍ޚ໰୊Ͱ͋Δ.
ఆٛ 2.2.4 (LTSͷ੍ޚ໰୊ [11]) LTSͰදݱ͞Εͨ؀ڥϞσϧE = (S,A,∆, s0),
੍ޚΞΫγϣϯͷू߹AC ⊆ A,FLTLͰهड़͞Εͨཁٻ RΛ༩͑ͨ࣌ͷ੍ޚ໰୊
ε =< E,R,AC >ͱ͸,؀ڥϞσϧ Eʹର͢Δ Legal environmentͰ͋Γ,E||M ͕






































͸Finite State Process(FSP)[22]Λ༻͍ͯߦΘΕΔ. ҎԼ࣮ࡍͷίʔυΛ༻͍ͯ͜
ͷهड़ํ๏ʹؔͯ͠આ໌͢Δ.
෇࿥Aͷ 1ʙ8ߦ໨͕࣋ͪΒΕΔม਺ͷఆٛ,29ʙ64ߦ໨͕؀ڥϞσϧΛදݱ͢
Δ FSPهड़Ͱ͋Δ. 1͔Β 8ߦ໨Ͱ͸ѻ͏૔ݿͷ޿͞ (MaxX, MaxY),ϩϘοτͷ
਺ (AgentNum)Λఆ͍ٛͯ͠Δ. ·ͨ,29͔Β 64ߦ໨Ͱ͸,E(I)ͱ͍͏ I൪໨ͷϩ












ͷฒྻ߹੒ (E = E1||E2||..||EAgentNum)Λߦ͏͜ͱͰશମͷ؀ڥϞσϧ EΛఆٛ
͍ͯ͠Δ. ͦͯ͜͠ͷهड़͔Β,Labelled Transition System(LTS)Ͱදݱ͞ΕΔ؀
ڥϞσϧ͕ఆٛ͞ΕΔ.









ද͍ͯ͠Δ. ࠓճͷྫʹ͓͍ͯ͸,move, pick, put੍͕ޚಈ࡞ʹͳ͓ͬͯΓ,ͦΕҎ









































҆શੑཁٻ͸ 147ߦ໨͔Β 173ߦ໨Ͱ,assumptionͱ livenessʹΑΔ׆ੑཁٻͷఆ
ٛ͸ 174,5ߦ໨ͰߦΘΕ͍ͯΔ. ·ͨ,ઃܭ͢ΔγεςϜ੍͕ޚՄೳͳಈ࡞͸ 176ߦ
໨Ͱఆٛ͞Ε͍ͯΔ. ͦͯ͠,178ߦ໨Ͱ͸ઃܭ͢Δ࢓༷ͷ໊લ (AllNaiveManager)



















ఆٛ 3.4.1 (Ұׅख๏ʹ͓͚Δ؀ڥϞσϧ) n(n ∈ N)ମͷϩϘοτΛ༻͍ͨγε
ςϜΛߟ͑Δ. ϩϘοτ 1ମͷ؀ڥϞσϧΛ Ei(0 < i ≤ n) = (Si, Ai,∆, si0)
ͱ͢Δ. ͜ͷ࣌ͷγεςϜશମͷ؀ڥϞσϧ E͸,E = E1||E2||...||En Ͱఆٛ͞








ͷཁٻͷू߹Λຊ࿦จͰ͸RαͱݺͿ (ϩϘοτ͕nମͷ࣌Rα = R1∩R2∩ ...∩Rn).
ཁٻRα͸֤ϩϘοτʹର͢ΔཁٻͰ͋ΔͷͰ,ͦΕͧΕ͸ҰମͷϩϘοτͷΞΫ
γϣϯʹΑͬͯఆٛ͞Ε͍ͯΔ. ྫ͑͹ϩϘοτ 1ͷཁٻR1͸ϩϘοτ 1ͷΞΫ
γϣϯA1ͷΈͰදݱ͞Ε͍ͯΔ.
ϚϧνϩϘοτγεςϜͷཁٻʹ͸ͦΕҎ֎ʹ,ϩϘοτͷ૬ޓؔ܎ʹؔ͢Δ
ཁٻ͕ଘࡏ͢Δ. Ҏޙ͜ͷཁٻΛ Rβ ͱݺͿ. ཁٻ Rβ ͷ۩ମྫͱͯ͠͸,ϩϘ
οτಉ࢜ͷিಥΛ๷͙ͨΊͷཁٻ͕ڍ͛ΒΕΔ. ͜ͷ۩ମతͳهड़͸෇࿥ Aͷ
72,3ߦ໨ʹ Fluent͕, 131ߦ໨͔Β 141ߦ໨ʹ࣌૬࿦ཧ͕ࣜه͞Ε͍ͯΔ. Fluent
ArriveStorage[a][x][y]͸,͋ΔϩϘοτ a͕࠲ඪ (x,y)ʹ౸ண͠,arrive[x][y]ͱ͍͏
ΞΫγϣϯ͕ൃՐͨ࣌͠ʹਅʹͳΔ. ͜ΕΛ༻͍ͯ,ltl property͸,ʮϩϘοτ 0ͱ






ఆٛ 3.4.2 (Ұׅख๏ʹ͓͚Δཁٻ) n(n ∈ N)ମͷϩϘοτΛѻ͏ KIVAγες
Ϝͷ؀ڥϞσϧE = (S,A,∆, s0)ʹର͢ΔཁٻR͸, ϩϘοτx(0 < x ≤ n)ͷΞΫ
γϣϯAx(Ax ∈ A)ͷΈΛ༻͍ͯهड़͞ΕΔRxͷू߹Rα(Rα = R1∩R2∩ ..∩Rn),
ෳ਺ͷϩϘοτͷΞΫγϣϯAʹΑͬͯهड़͞Εͨڠௐಈ࡞ʹؔ͢Δཁٻͷू߹
Rβ ʹ෼ྨ͞ΕΔ (R = Rα ∩Rβ).
Ҏ্ͷ؀ڥϞσϧ,ཁٻΛೖྗͱͯ͠,੍ޚ໰୊< E,R,A >Λղ͘͜ͱΛߟ͑
Δ. ͜ͷ࣌,࢓༷Λಋ͖ग़͢໰୊ۭؒ͸ѻ͏୨ͷ਺ʹൺྫ,ϩϘοτͷ਺ʹରͯ͠
͸ࢦ਺ؔ਺తʹංେԽͯ͠͠·͏. ྫ͑͹,૔ݿͷ޿͕͞ 2 ʷ 2ͷ৔߹ͷ࢓༷Λੜ
੒͢Δࡍ,ঢ়ଶۭؒ͸ 188,ੜ੒࣌ؒ͸ 142msͰ͋ͬͨ. ߋʹ૔ݿΛ޿ͨ͘͠৔߹,






































Ұׅख๏ʹ͓͍ͯ,࢓༷ੜ੒͸ 4.2(a)ͷΑ͏ʹ,؀ڥϞσϧ E,ཁٻ R,ΞΫγϣϯ
AΛೖྗͱͯ͠,੍ޚ໰୊< E,R,A >ΛMTSAʹ༩͑Δ͜ͱͰ࢓༷ͷੜ੒Λߦͬ
͍ͯΔ. ରͯ͠ຊ࿦จͰ͸੍ޚ໰୊ʹ 4.2(b)ͷΑ͏ͳ֊૚ԽΛࢪ͢. ೖྗͱͯ͠
͸Ұׅख๏ಉ༷ʹ؀ڥϞσϧE,ཁٻR,ΞΫγϣϯAΛड͚औΓ,ୈҰஈ֊ʹ͓͍

































R1, R2, .., Rn ΛͦΕͧΕͷϩϘοτຖʹ༩͑Δ. ·ͨ,੍ޚՄೳͳಈ࡞ͱ੍ͯ͠
ޚಈ࡞AΛ,֤ϩϘοτ൪߸ʹج͍ͮͯ෼഑ΛߦͬͨA1, A2, .., AnΛ༩͑Δ. ྫ͑
͹,ϩϘοτ 1ͷಈ࡞Λ؅ཧ͢Δ࢓༷ S1ͷੜ੒ʹ͸< E1, R1, A1 >Ͱදݱ͞ΕΔ
੍ޚ໰୊Λղ͘.
ఆٛ 4.1.1 (Լ૚࢓༷) n(n ∈ N)ମͷϩϘοτ͕ಈ࡞͢Δ؀ڥ͸E = (S,A,∆, s0),
૔ݿ಺ʹଘࡏ͢ΔϩϘοτ x(0 < x ≤ n)ʹؔ͢Δ؀ڥ͸ Ex = (Sx, Ax,∆x, sx0)
Ͱදݱ͞ΕΔ. ͜ͷ E ͱ E1, E2, .., En ͸ E = E1||E2||..||En ͷؔ܎ʹ͋Γ,·ͨ,
Ax ∈ AͰ͋Γ,Ax ͸ϩϘοτ xͷΞΫγϣϯͷू߹Ͱ͋Δ. ͜ͷͱ͖,੍ޚ໰୊




ఆཧ 4.1.1 n(n ∈ N)ମͷϩϘοτʹର͢ΔԼ૚࢓༷M1,M2, ..,Mn͕ଘࡏ͢Δ࣌
E||(M1||M2||..||Mn) |= Rα͸ຬͨ͞ΕΔ.
ূ໌ 4.1.1 n=1ͷͱ͖,؀ڥϞσϧE1 =< S1, A1,∆1, s1−0 >,ཁٻR1,࢓༷M1ͷ
ؔ܎͸, S1੍͕ޚ໰୊< E1, R1, A1 >ͷղͰ͋ΔͨΊ,E1||M1 |= R1Ͱ͋Δ. ͜ͷ
࣌,ఆཧΛ਺ֶతؼೲ๏Λ༻͍ͯূ໌͢Δ.
(I)n = 2ͷͱ͖Λߟ͑Δ. ϩϘοτ1,2ͷ؀ڥϞσϧ͸E1 =< S1, A1,∆1, s10 >,E2 =<
S2, A2,∆2, s20 >,γεςϜશମͷ؀ڥϞσϧE͸E =< S,A,∆,s0 >ͱͯ͠ఆٛ͞
Ε,ͦΕͧΕͷϩϘοτ͕ຬͨ͢΂͖ཁٻ͸R1,R2Ͱ͋Δ. ͜ͷ࣌,E = E1||E2,A =
A1∪A2Ͱ͋Δ. ͜͜Ͱ,A1,A2͸ͦΕͧΕϩϘοτ 1,ϩϘοτ 2͕ߦ͏੍ޚಈ࡞ͷ
ू߹Ͱ͋ΔͨΊ,A1 ∩ A2 = φͰ͋Δ. Αͬͯ,traces(E||M1) = traces(E1||M1)ͳ





·ͨ,ཁٻR1͸,ΞΫγϣϯ a(a ∈ A1)Λ Ifl,Tfl ͱͯ͠༻͍ͨ FluentΛ༻͍ͯ
ఆٛ͞Ε͓ͯΓ,͜Ε͸ཁٻR2ʹؔͯ͠΋ಉ͡Ͱ͋Δ. ނʹ؀ڥEʹ͓͍ͯ,࢓༷
M1||M2Λ༻͍ͨ࣌,M2ͷৼΔ෣͍ʹΑͬͯR1Λߏ੒͢Δ Fluentͷਅِ͕มԽ͢
Δ͜ͱ͸ແ͍. Αͬͯ E||M1||M2 |= R1,ಉ༷ʹ E||M1||M2 |= R2͕Θ͔Δ. Ҏ্
ΑΓE||M1||M2 |= R1 ∩R2͕Θ͔Δ.
(II)n=k,n=k+1ʹؔͯ͠ߟ͑Δ. (I)Ͱߦͬͨূ໌͸ nͷ஋͕มԽͯ͠΋ಉ༷Ͱ
























Ҏ্ͷ੍ޚ໰୊< EH , Rβ, A >Λղ͘͜ͱͰ,্૚࢓༷ͱͯ͠,૔ݿ಺ʹଘࡏ͢
ΔશͯͷϩϘοτͷಈ࡞Λ؅ཧ͢Δಈ࡞࢓༷Λࣗಈੜ੒͢Δ.
ఆٛ 4.1.2 (্૚࢓༷) nମͷϩϘοτʹؔ͢ΔΞΫγϣϯͷू߹A,Լ૚࢓༷M1,M2, ..,Mn,









ఆཧ 4.1.2 ্૚࢓༷MH͕< EH , Rβ, A >ͷղͰ͋Δ࣌,E||(MH ||M1||M2||...||Mn) |=
Rα ∩Rβ ͸ຬͨ͞ΕΔ.
ূ໌ 4.1.2 ࣜͷมܗʹΑΓ͜ΕΛಋग़͢Δ. MH ͸੍ޚ໰୊< EH , Rβ, A >ͷղ
Ͱ͋ΔͨΊ,EH ||MH |= Rβ Ͱ͋Δ. ·ͨ,ಉ͘͡ traces(EH ||MH) ∈ traces(EH)͕
Θ͔Δ.
ఆཧ 4ɾ1ΑΓ,E||(M1||M2||..||Mn) |= Rα Ͱ͋Δ. ্૚࢓༷ͷ؀ڥϞσϧ EH
͸্૚࢓༷Λฒྻ߹੒ͨ͠΋ͷͰ͋ΔͨΊ,M1||M2||..||Mn = EH Ͱ͋Γ,Αͬͯ
E||EH |= Rα ͕Θ͔Δ. ͔͜͜Β,traces(E) ∈ traces(E||EH) ∈ traces(EH)͕Θ
͔Δ.
Ҏ্ΑΓ,Լ૚࢓༷࢓༷ͷฒྻ߹੒Ͱ͋Δ EH ͷτϨʔε͸શͯ,؀ڥϞσϧE
͕डཧ͠, ্૚࢓༷MH ͷτϨʔε͸શͯ,EH ͕डཧ͢Δ. EH ͷτϨʔε͸؀
ڥ Eʹ͓͍ͯཁٻ Rα Λຬͨ͢͜ͱ͕อূ͞Ε͍ͯΔͨΊ,ͦͷ෦෼ू߹Ͱ͋Δ
traces(EH ||MH)ʹଐ͢ΔτϨʔε͸ಉ͘͡ཁٻRαΛຬͨ͢(E||(MH ||M1||M2||..Mn) |=






















































ఆٛ 4.2.1 (ੜ੒ࣦഊʹର͢ΔܦݧଇʹΑΔରॲ) E1||M1 |= R1,E2||M2 |= R2 Λ
ͦΕͧΕຬͨ͢Լ૚࢓༷M1,M2Λߟ͑Δ. (M1||M2)||MH |= RβΛຬ্ͨ͢૚࢓༷
MH ͕ଘࡏ͠ͳ͍৔߹, ܦݧଇʹج͍ͮͯఆٛ͞ΕͨཁٻRγ Λ༻͍ͯ, E1||M ′1 |=
R1 ∪Rγ1,E2||M ′2 |= R2 ∪Rγ2Λຬͨ͢Լ૚࢓༷ͷ࠶ੜ੒Λߦ͏. ͦͷޙ,࠶ੜ੒͞



















198ߦ໨ͷ Fluent,Movetmp e͸ɺmove[′e]Λ If lͱ͠,໨త஍΁ͷ౸ணΞΫγϣϯ





































໿ 10෼,3 ʷ 3ͷ࣌఺Ͱ 24࣌ؒҎ্΋ͷ࣌ؒΛཁͨ͠. ରͯ͠ఏҊख๏ͷ৔߹,ॎ
ԣ෯͕ 9ͷ࣌఺Ͱ͸ 641msͰ࢓༷ੜ੒͕׬ྃͨ͠. ଓ͚ͯ૔ݿͷ෯Λ޿͛ͨ৔߹,







·ͨ,ఏҊख๏ʹ͓͍ͯϩϘοτ 2ମΛѻ͏ʹ͸Լ૚࢓༷ 2ͭ,্૚࢓༷ 1ͭͷܭ
ࡾ౓ͷ࢓༷ੜ੒͕ඞཁʹͳΔ. ͜ͷ֤ஈ֊ʹ͓͚Δ࢓༷ੜ੒࣌ؒΛද 5.1ͱͯ͠ࡌ
ͤΔ.
























ॎԣ෯ ঢ়ଶۭؒ ੜ੒࣌ؒ ঢ়ଶۭؒ ੜ੒࣌ؒ ੜ੒࣌ؒ
(min) (min) (min)
2 188 0.0024 1512 0.0031 0.008
3 388 0.0034 1908 0.0044 0.0107
4 668 0.0064 2344 0.0044 0.0172
5 1028 0.0251 2820 0.006 0.0489
6 1468 0.0313 3336 0.0045 0.0645
7 1988 0.0546 3892 0.0056 0.1151
8 2588 0.1026 4488 0.007 0.2105
9 3268 0.1824 5124 0.0069 0.3672
10 4028 0.3102 5800 0.0083 0.6268
11 4868 0.5269 6516 0.0097 1.0604
12 5788 0.8311 7272 0.0104 1.6711
13 6788 1.3688 8068 0.0126 2.6827
14 7868 2.1657 8904 0.0145 4.2409
15 9028 3.4208 9780 0.0166 7.0103
16 10268 5.4645 10696 0.0189 10.5861
17 11588 7.6469 11652 0.021 15.6276
18 12988 10.9738 12648 0.0268 21.5913
19 14468 18.8807 13684 0.0836 46.1518










ଶͷ਺Λද͢. ࠓճͷ֊૚ख๏ʹ͓͚Δঢ়ଶۭؒ͸ 5.2ʹࡌͤͨ. ܦݧଇʹΑΔཁ











































͖ͨͷ͸ϩϘοτ͕ 2ମ,૔ݿͷ޿͕͞ 2ʷ 2ͷ࣌఺ͷΈͰ͋ͬͨͷʹର͠,ຊख๏






































































































































2 const MaxX = 1
3 const MaxY = 1
4 const RestX = MaxX + 1
5 const RestY = MaxY + 1
6
7 //ϩϘοτͷ਺
8 const AgentNum = 1
9
10 range X = 0 . .MaxX
11 range Y = 0 . .MaxY
12 range Times = 0 . .MaxTime
13 range A = 0 . . AgentNum
14
15 //ΞΫγϣϯͷఆٛ
16 s e t D i r e c t i on = {e ,w, n , s }
17 s e t MoveAction0 = { [ 0 ] . move [ D i r e c t i on ]}
18 s e t Cont ro l l ab l e0 =
19 {MoveAction0 , [ 0 ] . wait , [ 0 ] . pick , [ 0 ] . put , s t a r t , end}
20 s e t MoveAction1 = { [ 1 ] . move [ D i r e c t i on ]}
21 s e t Cont ro l l ab l e1 =
22 {MoveAction1 , [ 1 ] . wait , [ 1 ] . pick , [ 1 ] . put , s t a r t , end}
23 s e t MoveAction2 = { [ 2 ] . move [ D i r e c t i on ]}
24 s e t Cont ro l l ab l e2 =
25 {MoveAction2 , [ 2 ] . wait , [ 2 ] . pick , [ 2 ] . put , s t a r t , end}
26 s e t Cont r o l l ab l e = {Contro l l ab l e0 , Cont ro l l ab l e1 , MoveAction2}
27
28 //؀ڥϞσϧͷఆٛ
29 INITIAL( I = 0) = (when ( I == 0) [ I ] . a r r i v e [0] [1 ]−> s t a r t −> STORAGE[ 0 ] [ 1 ]
30 |when ( I ==1) [ I ] . a r r i v e [ 1 ] [ 1 ] −>s t a r t−> STORAGE[ 1 ] [ 1 ]
31 |when ( I ==2) [ I ] . a r r i v e [ 0 ] [ 0 ] −>s t a r t−> STORAGE[ 0 ] [ 0 ] ) ,
32 STORAGE[ x :X ] [ y :Y] =
33 (when (x < MaxX )
34 [ I ] . move [ ’ e ] −> [ I ] . a r r i v e [ x+1] [ y ] −> STORAGE[ x+1] [ y ]
35 |when (x > 0 )
36 [ I ] . move [ ’w] −> [ I ] . a r r i v e [ x−1] [ y]−> STORAGE[ x−1] [ y ]
37 |when (x == MaxX)
38 [ I ] . move [ ’ e ] −> [ I ] . a r r i v eSh ipp ing [ y]−>[ I ] . wait−> SHIPPING [ y ]
39 |when (x == 0)
40 [ I ] . move [ ’w] −> [ I ] . a r r i v e Induc t i on [ y]−>[ I ] . wait−> INDUCTION[ y ]





42 [ I ] . move [ ’ s ] −> [ I ] . a r r i v e [ x ] [ y+1]−> STORAGE[ x ] [ y+1]
43 |when (y > 0 )
44 [ I ] . move [ ’n ] −> [ I ] . a r r i v e [ x ] [ y−1]−>STORAGE[ x ] [ y−1]
45 |when (y == MaxY)
46 [ I ] . move [ ’ s ] −> [ I ] . a r r i v eRep l en i sh [ x]−>[ I ] . wait−> REPLENISH[ x ]
47 |when (y == 0)
48 [ I ] . move [ ’n ] −> [ I ] . a r r i v eP i c k i ng [ x]−>[ I ] . wait−> PICKING[ x ]
49 | [ I ] . p i ck −> [ I ] . p i ck succ −> STORAGE[ x ] [ y ]
50 | [ I ] . put −> [ I ] . putsucc −> STORAGE[ x ] [ y ]
51 | end −>r e s e t −>INITIAL
52 ) ,
53 SHIPPING[ y :Y] = ( [ I ] . move [ ’w] −> [ I ] . a r r i v e [MaxX ] [ y]−> STORAGE[MaxX ] [ y ]
54 | end −>r e s e t −> INITIAL
55 ) ,
56 REPLENISH[ x :X] =([ I ] . move [ ’n ] −> [ I ] . a r r i v e [ x ] [MaxY]−> STORAGE[ x ] [MaxY]
57 | end −>r e s e t −> INITIAL
58 ) ,
59 INDUCTION[ y :Y]=( [ I ] . move [ ’ e ] −> [ I ] . a r r i v e [ 0 ] [ y]−> STORAGE[ 0 ] [ y ]
60 | end −>r e s e t −> INITIAL
61 ) ,
62 PICKING[ x :X]=( [ I ] . move [ ’ s ] −> [ I ] . a r r i v e [ x ][0]−> STORAGE[ x ] [ 0 ]
63 | end −>r e s e t −> s t a r t−>INITIAL
64 ) .
65
66 | |ALL(N = AgentNum)=
67 f o r a l l [ i : 0 . .N]




72 f l u e n t Arr iveStorage [ a :A ] [ x :X ] [ y :Y]
73 = <[a ] . a r r i v e [ x ] [ y ] , { [ a ] . move [ D i r e c t i on ] , r e s e t}>
74 f l u e n t Arr ive Induct ion [ a :A ] [ y :Y]
75 = <[a ] . a r r i v e Induc t i on [ y ] , { [ a ] . move [ ’ e ] , r e s e t}>
76 f l u e n t Arr ivePick ing [ a :A ] [ x :X]
77 = <[a ] . a r r i v eP i c k i ng [ x ] , { [ a ] . move [ ’ s ] , r e s e t}>
78 f l u e n t Arr iveShipp ing [ a :A ] [ y :Y]
79 = <[a ] . a r r i v eSh ipp ing [ y ] , { [ a ] . move [ ’w] , r e s e t}>
80 f l u e n t Arr iveRep len i sh [ a :A ] [ x :X]
81 = <[a ] . a r r i v eRep l en i sh [ x ] , { [ a ] . move [ ’n ] , r e s e t}>
82 f l u e n t Arr i veSta t i on [ a :A]
83 = <{[a ] . a r r i v eRep l en i sh [X] ,
84 [ a ] . a r r i v eSh ipp ing [Y] ,
85 [ a ] . a r r i v e Induc t i on [Y] ,
86 [ a ] . a r r i v eP i c k i ng [X]}
87 ,{ [ a ] . a r r i v e [X ] [Y] , r e s e t}>
88 f l u e n t INVALID STATION0 [ a :A]
89 = <{[a ] . a r r i v eRep l en i sh [X] ,
90 [ a ] . a r r i v eSh ipp ing [Y] ,
91 [ a ] . a r r i v e Induc t i on [Y] ,
92 [ a ] . a r r i v eP i c k i ng [X]}
93 \{ [ a ] . a r r i v eSh ipp ing [ 0 ] ,





95 [ a ] . a r r i v eP i c k i ng [ 0 ] }
96 ,{ [ a ] . a r r i v e [X ] [Y] , r e s e t}>
97 f l u e n t F in i sh = <end , r e s e t>
98 f l u e n t Star t = <s t a r t , {end , r e s e t}>
99 f l u e n t Pick [ a :A] = <[a ] . pick , { [ a ] . put , r e s e t}>
100 f l u e n t Put [ a :A] = <[a ] . put , { [ a ] . pick , r e s e t}>
101 f l u e n t TaskFlag0 = < [ 0 ] . a r r i v e [ 0 ] [ 1 ] , r e s e t>
102 f l u e n t FlagforTask1 = < [ 0 ] . a r r i v e Induc t i on [ 0 ] , r e s e t>
103 f l u e n t FlagforTask2 = < [ 0 ] . a r r i v eP i c k i ng [ 0 ] , r e s e t>
104 f l u e n t FlagforTask3 = < [ 0 ] . a r r i v eSh ipp ing [ 0 ] , r e s e t>
105
106 l t l p r o p e r t y RePICK0 = [ ] ( ( Pick [ 0 ] −>X! [ 0 ] . p ick ) )
107 l t l p r o p e r t y RePUT0 = [ ] ( ( Put [ 0 ] −> X! [ 0 ] . put ) )
108 l t l p r o p e r t y Imid iatePick0 = [ ] ( Arr iveStorage [ 0 ] [ 0 ] [ 1 ] − > X Pick [ 0 ] )
109 l t l p r o p e r t y InvalidPUT0 = [ ] ( ! Put [ 0 ] )
110 l t l p r o p e r t y Inval idEnd0 = [ ] ( ! F in i sh W Goal04 )
111 l t l p r o p e r t y Inva l i dAr r i v eS t a t i on = [ ] ! ( INVALID STATION0 [ 0 ] )
112
113 l t l p r o p e r t y Inva l idReturn1 =
114 [ ] ( FlagforTask1 −> ( !X [ 0 ] . a r r i v e Induc t i on [ 0 ] W ( r e s e t ) ) )
115 l t l p r o p e r t y Inva l idReturn2 =
116 [ ] ( FlagforTask2 −> ( !X [ 0 ] . a r r i v eP i ck i ng [ 0 ] W ( r e s e t ) ) )
117 l t l p r o p e r t y Inva l idReturn3 =
118 [ ] ( FlagforTask3 −> ( !X [ 0 ] . a r r i v eSh ipp ing [ 0 ] W ( r e s e t ) ) )
119
120 l t l p r o p e r t y GOAL02 = [ ] ( ! ( Arr ive Induct ion [ 0 ] [ 0 ] ) W ( TaskFirst ) )
121 l t l p r o p e r t y GOAL03 = [ ] ( ! ( Arr ivePick ing [ 0 ] [ 0 ] ) W ( FlagforTask1 ) )
122 l t l p r o p e r t y GOAL04 = [ ] ( ! ( Arr iveShipp ing [ 0 ] [ 0 ] ) W ( FlagforTask2 ) )
123
124 a s s e r t TaskFirst = ( TaskFlag0 && Pick [ 0 ] )
125 a s s e r t StartTask = Star t





131 l t l p r o p e r t y StopConf l ict010T0 =
132 [ ] ! ( ( Arr iveStorage [ 0 ] [ 0 ] [ 0 ] && Arr iveStorage [ 1 ] [ 0 ] [ 0 ] ) )
133
134 l t l p r o p e r t y StopConf l ict010T1 =
135 [ ] ! ( ( Arr iveStorage [ 0 ] [ 0 ] [ 1 ] && Arr iveStorage [ 1 ] [ 0 ] [ 1 ] ) )
136
137 l t l p r o p e r t y StopConf l ict011T0 =
138 [ ] ! ( ( Arr iveStorage [ 0 ] [ 1 ] [ 0 ] && Arr iveStorage [ 1 ] [ 1 ] [ 0 ] ) )
139
140 l t l p r o p e r t y StopConf l ict011T1 =





146 c on t r o l l e r Sp e c ALLNaiveSPEC = {










153 Inval idReturn1 ,
154 Inval idReturn2 ,
155 Inval idReturn3 ,









165 Inval idReturn11 ,
166 Inval idReturn12 ,
167 Inval idReturn13 ,




172 StopCon f l i c t ˜˜
173 }
174 assumption = {StartTask }
175 l i v e n e s s = {Goal}
176 c o n t r o l l a b l e = {Cont ro l l ab l e }
177 }
178 c o n t r o l l e r | | AllNaiveManager = (ALL) ˜{ALLNaiveSPEC} .
179
180 //ܦݧଇʹΑͬͯఆٛͨ͠ཁٻ
181 f l u e n t Arr iveDest [ a :A] =
182 <{[a ] . a r r i v eRep l en i sh [X] ,
183 [ a ] . a r r i v eSh ipp ing [Y] ,
184 [ a ] . a r r i v e Induc t i on [Y] ,
185 [ a ] . a r r i v eP i c k i ng [X] ,
186 [ a ] . a r r i v e [ 2 ] [ 1 ] } ,




191 f l u e n t Movetmp e [ a :A] =
192 <[a ] . move [ ’ e ] ,
193 { [ a ] . a r r i v eRep l en i sh [X] ,
194 [ a ] . a r r i v eSh ipp ing [Y] ,
195 [ a ] . a r r i v e Induc t i on [Y] ,
196 [ a ] . a r r i v eP i c k i ng [X] ,









202 l t l p r o p e r t y Waste0 =
203 [ ] ( Arr iveDest [ 0 ] −>
204 (Movetmp e [ 0 ] &&Movetmp w [ 0 ] &&Movetmp s [ 0 ] ) | |
205 (Movetmp e [ 0 ] &&Movetmp w [ 0 ] &&Movetmp n [ 0 ] ) | |
206 (Movetmp e [ 0 ] &&Movetmp n [ 0 ] &&Movetmp s [ 0 ] ) | |





212 c on t r o l l e r Sp e c KIVASPEC0 = {
213 s a f e t y = {





219 Inval idReturn1 ,
220 Inval idReturn2 ,
221 Inval idReturn3 ,





227 assumption = {StartTask }
228 l i v e n e s s = {Goal}
229 c o n t r o l l a b l e = {Cont ro l l ab l e0 }
230 }






236 | |ALLCONT = (KivaCONT0 | | KivaCONT1 . . . ) .্૚࢓༷ͷੜ੒
237
238 //
239 c on t r o l l e r Sp e c ALLSPEC = {
240 s a f e t y = {
241 StopConf l ict010T0 , StopConf l ict010T1 ,
242 StopConf l ict011T0 , StopConf l ict011T1 }
243 c o n t r o l l a b l e = {Cont ro l l ab l e }
244 }
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