Desarrollo de una herramienta low-cost de detección y corrección de fallos para DORIS by Moliner Malaxechevarría, Juan
UNIVERSIDAD POLITE´CNICA DE MADRID
Escuela Te´cnica Superior de Ingenieros Industriales
Area de conocimiento: Ingenier´ıa Electro´nica y Automa´tica
Trabajo Fin de Grado
Desarrollo de una herramienta low-cost de deteccio´n y
correccio´n de fallos para DORIS
Autor: Juan Moliner Malaxechevarr´ıa
Director: Antonio Barrientos
Profesor titular
Codirector: Fernando Ce´sar Lizarralde
Profesor titular
2017

A mis padres Carlos y Reyes,
porque todo lo que soy hoy es gracias a ellos.

Agradecimientos
Querr´ıa agradecer a mis dos orientadores, Fernando Lizarralde y Antonio Barrientos
por su dedicacio´n y ayuda, y por todo lo que he aprendido. As´ı mismo, agradecer a
los miembros de las oficinas de relaciones internacionales de la ETSII y del CT-UFRJ
por su enorme trabajo, que posibilita que los alumnos puedan tener experiencias tan
enriquecedoras como llevar a cabo un TFG en una universidad del extranjero. Querr´ıa
agradecer tambie´n a mi compan˜ero de curso Eduardo Mungu´ıa por su informacio´n y
ayuda para poder realizar este trabajo a distancia. Finalmente, agradecer las incontables
horas de trabajo, dudas e incluso desesperacio´n que todo el personal de los laboratorios
LABCON y LEAD hemos compartido, especialmente Alex Neves, Ricardo Silva y Joa˜o
Monteiro.
v

Resumen Ejecutivo
El sector petrol´ıfero en Brasil es uno de los de mayor riqueza del pa´ıs y quiza´s el
que ma´s crecimiento haya visto en la u´ltima de´cada. A falta de tantos yacimientos en
su territorio continental como otras grandes potencias, Brasil es uno de los referentes en
extraccio´n de crudo offshore. Las extremas condiciones ambientales que se dan en este tipo
de plataformas hacen que el uso de robo´tica auto´noma o teleoperada se haya abierto una
gran hueco en este sector. Gracias a este tipo de tecnolog´ıas se permite reducir el nu´mero
de trabajadores que precisan estar in situ en las instalaciones, mejorando su condiciones
laborales, seguridad y eficiencia.
Por su parte, el gran volumen de negocio de este sector supone que la inversio´n en
investigacio´n en este campo sea intensa y que tales robots se equipen con la ma´s avanzada
tecnolog´ıa electro´nica. Dentro de este contexto se halla el proyecto DORIS, desarrollado
por el Laborato´rio de Controle e Automac¸a˜o, Engenharia de Aplicac¸a˜o e Desenvolvimento
(LEAD) en colaboracio´n con las empresas petrol´ıferas Petrobras y Statoil. Este proyecto,
comenzado en Enero de 2013, cuenta a d´ıa de hoy con un modelo funcional del robot con
dicho nombre. Este robot, cuya misio´n es auxiliar en labores de monitorizacio´n y manu-
tencio´n de la planta, esta´ equipado con una serie de sensores capaces de detectar objetos
abandonados, fuego, humo, gas, vibraciones y funcionamiento incorrecto de equipamiento.
Debido a las severas condiciones a las que el robot estara´ sometido en las plataformas
y a la dificultad de reemplazar componentes electro´nicos en dichas localizaciones, este esta´
condicionado a una constante labor de inspeccio´n y mantenimiento. Por ello ser´ıa de gran
valor, tanto para el laboratorio como para los clientes, la disponibilidad de una herramienta
de test y debugging para DORIS barata, sencilla e independiente de la electro´nica de este.
El presente Trabajo de Fin de Grado (TFG) consiste en el disen˜o y desarrollo, tanto a
nivel hardware como software de un herramienta que permita a los te´cnicos de plataforma
o laboratorio probar ciertas funcionalidades de DORIS, aislando la electro´nica embarcada
de este, permitiendo as´ı detectar y separar errores en su funcionamiento. Para el desarrollo
de este producto se escogio´ el uso de una placa Arduino Mega que, junto a un shield para
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la red CAN, se comunique con los drivers de potencia de los servomotores del robot,
mediante una biblioteca CANOpen tambie´n creada por completo dentro de este TFG.
Por el otro lado, para la comunicacio´n con el usuario se desarrollo´ una interfaz a Matlab
y otra a Android por bluetooth. Esto resulto´ en tres principales funcionalidades o casos
de uso:
Modo PC : mediante un script de Matlab se recogen datos del manipulador si-
guiendo una trayectoria predefinida, que puede alterarse fa´cilmente en el co´digo
del programa. Se muestran los datos posicio´n actual, deseada y control en forma
de gra´ficas. Adema´s, si el modo debug estuviera activado, se visualizan un gran
nu´mero de mensajes relativos al funcionamiento interno del sistema. Este modo es
espacialmente u´til para descartar fallos en la comunicacio´n y en los servomotores.
Modo Bluetooth Controller : en este modo se permite controlar el robot a dis-
tancia mediante un mando bluetooth. Es de gran utilidad cuando el robot se queda
parado en una posicio´n desfavorable, de modo que el te´cnico puede guiarlo hasta
otra so´lo mediante el uso de su smartphone, independientemente de si su ordenador
de abordo este´ funcionando o no.
Modo Bluetooth Terminal : en el cua´l el te´cnico es capaz de acceder a la con-
figuracio´n interna de cada driver de potencia y modificarla si fuera necesario, so´lo
mediante el uso de su smartphone.
Por lo tanto, la herramienta que se desarrollo´ supone una gran ayuda tanto para LEAD
como para los clientes, cumpliendo los objetivos que se planteaba. Adicionalmente, la
solucio´n que fue propuesta alberga el siguiente valor an˜adido:
Se mantuvo el programa lo ma´s portable posible, desarrollando un claro diagrama
de clases que permiten extender con facilidad la funcionalidad de esta herramienta
a otros robots, especialmente a aquellos que usen los mismos drivers de potencia
(como es el caso de casi todos los proyectos actuales de este laboratorio).
Se desarrollo´ la clase CanNet, espec´ıfica para el uso de CANOpen para Arduino y
el chip MCP2515, algo de lo que no se hallo´ existencia hasta la fecha y puede ser de
utilidad a otros desarrolladores.
Finalmente, aunque el proyecto, en lo referente a este TFG, se dio por finalizado se
dejo´ un trabajo ampliamente documentado, de forma que se puedan implementar nuevas
funcionalidades en el futuro, como el control por fuerza o servovisio´n o sea extendido a
otros robots, pues se tiene plena confianza en su utilidad.
Palabras clave: Ingenier´ıa de Control, Instrumentos electro´nicos, Ser-
vomecanismos, Microelectro´nica, Arduino, Robo´tica Offshore, Drivers de
Potencia, CAN, CANOpen, Protocolos de Comunicacio´n, Bluetooth
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cap´ıtulo 1
Introduccio´n
El presente documento se destina a servir como memoria del Trabajo de Fin de Grado
(TFG) que el alumno realizo´ como conclusio´n a sus estudios del Grado en Ingenier´ıa en
Tecnolog´ıas Industriales, con especialidad en Electro´nica y Automa´tica. Dicho trabajo se
realizo´ dentro del programa de movilidad de estudiantes Magalha˜es/SMILE que permitio´
al autor realizar su u´ltimo curso en la Universidad Federal de Rio de Janeiro (UFRJ) y
desarrollar el presente proyecto en un laboratorio de la misma.
En este cap´ıtulo se presentara´ el trabajo, as´ı como sus objetivos, alcance e intere´s.
Del mismo modo se expondra´ la metodolog´ıa que fue seguida para su realizacio´n y, en su
u´ltimo apartado, se incluira´ una explicacio´n de la estructura de este documento.
1.1. Presentacio´n
Desde la revolucio´n industrial en Europa, en el siglo XIX, la automatizacio´n de pro-
cesos ha sido uno de los mayores focos de las empresas. A partir de los an˜os sesenta, con
la expansio´n y constante mejora de la microelectro´nica, el avance de la industria viene
marcado por la robotizacio´n de la manufactura. La robo´tica es la ciencia que estudia las
ma´quinas capaces de sustituir al ser humano tanto en actividad f´ısica como en toma de
decisiones. En este sentido la automatizacio´n busca una mejora en la eficiencia de los pro-
cesos mediante una mayor repetibilidad y la robo´tica se trata de apenas un subconjunto
de ella que lo consigue mediante el uso de robots. La sustitucio´n de los trabajos manuales
por robots no so´lo supone un aumento en la productividad y una disminucio´n de costes
si no que tiene un positivo impacto social, mejorando las condiciones y seguridad de los
trabajadores.
En el caso de Brasil, esta´ industrializacio´n llego´ un siglo ma´s tarde, bajo el gobierno de
Getu´lio Vargas. Tras la revolucio´n de 1930, Vargas tomo´ el poder del pa´ıs y llevo´ a cabo
una fuerte mudanza de la infraestructura, con una importante pol´ıtica de industrializacio´n.
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Se crearon as´ı grandes empresas manufactureras y, sobre todo, de produccio´n energe´tica
concentradas, principalmente, en los nu´cleos Rio De Janeiro y Sa˜o Paulo. Tambie´n bajo el
gobierno de Vargas, se reorganizaron una serie de facultades de Rio de Janeiro, formando
la Universidad De Brasil, que posteriormente paso´ a ser la actual UFRJ.
En lo referente a la economı´a, Brasil ha sufrido un importante desarrollo desde enton-
ces, en gran parte gracias a la explotacio´n de sus inconmensurables recursos energe´ticos.
A d´ıa de hoy, Brasil es pionera en tecnolog´ıas de extraccio´n offshore, siendo la UFRJ
part´ıcipe en gran nu´mero de las actuales l´ıneas de investigacio´n. Como cabe esperar, las
condiciones a las que esta´ sometida una plataforma en alta mar son extremadamente
hostiles, tanto para la mano de obra como para los equipamientos. La alta humedad mez-
clada con salinidad, las emisiones de gases to´xicos, la dificultad de acceso, el oleaje y
otras condiciones inherentes a esta te´cnica, hacen que toda labor humana se vuelva ma´s
cara y peligrosa. Por ello, y tal como se expondra´ con mayor detenimiento en 2.1, en este
campo se han tornado especialmente importantes las soluciones robo´ticas. De esta forma
se permite reducir el nu´mero de te´cnicos en plataforma, mejorando significativamente la
calidad laboral.
Este trabajo se encuentra embebido dentro del proyecto DORIS, desarrollado por el La-
borato´rio de Controle e Automac¸a˜o, Engenharia de Aplicac¸a˜o e Desenvolvimento (LEAD)
y el Grupo de Simulac¸a˜o e Controle em Automac¸a˜o e Robo´tica (GSCAR) en colaboracio´n
con un consorcio de empresas petrol´ıferas. Dentro de dicho proyecto se desarrollo´ un robot
con el mismo nombre destinado a monitorizacio´n de plataformas offshore de extraccio´n
de petro´leo. Este robot sera´ especificado con ma´s detenimiento en la seccio´n 2.2.
Como consecuencia de las desfavorables condiciones en las que DORIS debe operar,
sus equipamientos esta´n condicionados a un constante proceso de revisio´n, manutencio´n
y test. Fue esta la razo´n que motivo´ el desarrollo del presente trabajo, de acuerdo a lo que
se detallara´ en la siguiente seccio´n.
1.2. Motivacio´n
Como ya se introdujo en la seccio´n anterior, las severas condiciones a las que esta´
sometido el equipamiento en plataformas offshore, hacen que las labores de test, manteni-
miento y reparacio´n del mismo sean continuas. Una vez que el primer modelo de DORIS
fue desarrollado, se propuso la idea de an˜adir al proyecto una herramienta simple, ra´pida
y eficaz que ayudase con estas labores. Se deseaba poder auxiliar tanto al ingeniero en
plataforma offshore como al que esta´ trabajando en laboratorio para seguir mejorando el
robot.
Como se detallara´ en 2.2, DORIS cuenta con varios dispositivos electro´nicos de u´ltima
generacio´n. Como contrapartida, se trata de electro´nica ciertamente delicada y su repo-
sicio´n no es inmediata ni en el caso de estar ya en funcionamiento en una plataforma,
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ni aunque el fallo se diera dentro del propio LEAD. Las razones de esto son, principal-
mente, el aislamiento geogra´fico de la plataformas offshore o los altos costes y tiempos
de importacio´n, junto con todas las trabas burocra´ticas en el caso del laboratorio. Un
buen ejemplo de esto es que, aunque el proyecto inicial de DORIS fue con una CPU intel
i7, actualmente esta´ usando un intel Atom, de prestaciones ma´s bajas, debido a que la
primera placa se quemo´ y a d´ıa de hoy au´n se esta´ en tra´mites de reemplazarla. Esto
ilustra la amplia utilidad de conseguir operar, por lo menos parcialmente, el robot con
electro´nica ma´s low cost.
Por todo esto, dentro del LEAD, surgio´ la idea de crear esta herramienta, hacie´ndola
independiente de toda la electro´nica de DORIS y siendo capaz de interactuar con los
drivers de potencia de los servos directamente. De este modo, gracias a poder aislar la
parte electro´nica del sistema de la de potencia y la meca´nica, la herramienta en cuestio´n
permitira´ ra´pidamente detectar en que´ parte del sistema se encuentra el bug. Adema´s
permitira´ ma´s posibilidades a la hora de la bater´ıa de test que se realizar´ıa a continuacio´n
para encasillar au´n ma´s dicho error.
De manera paralela, mediante el desarrollo de esta herramienta, se estudiar´ıa aun ma´s
en profundidad el comportamiento del sistema a nivel de comunicacio´n con los drivers
de potencia y desempen˜o del meca´nico, dando pie a potenciales aprendizajes o descubri-
mientos que puedan ser aplicados en el proyecto en general.
Por todo esto, la propuesta inicial por parte del orientador de este proyecto y res-
ponsable del laboratorio fue desarrollar dicha herramienta con una placa Arduino, co-
munica´ndose via CANOpen con los drivers de potencia y proveer tambie´n una interfaz
gra´fica atractiva para el usuario. Como se vera´ en el Cap´ıtulo 4, CANOpen es el protocolo
de comunicacio´n usado por los drivers de potencia. Es el preferido para comunicarse con
el modelo usado por DORIS y, adema´s, el usar el mismo tipo de comunicacio´n que la
aplicacio´n principal nos permite descartar o detectar fallos en la misma. Como tambie´n
se vera´ ma´s adelante, Arduino es un microcontrolador low cost, ampliamente extendido
y del que el laboratorio ten´ıa disponibilidad inmediata. La eleccio´n de estos dos sistemas
da lugar a los objetivos del proyecto, que se explican a continuacio´n
1.3. Objetivos
Conforme a los requisitos que emanan de la motivacio´n del proyecto, se fijo´ un objetivo
general y un objetivo complementario. Su cumplimiento garantizara´ el e´xito del proyecto.
A su vez, estos objetivos pueden ser divididos en objetivos espec´ıficos, segu´n se vera´ a
continuacio´n
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1.3.1. Objetivo general
El objetivo general del presente trabajo es el desarrollo de una herramienta de
test portable y barata para el robot DORIS que, siendo independiente de
la electro´nica del mismo, ayude en la deteccio´n y correccio´n de fallos en su
funcionamiento. Por lo tanto, esta solucio´n debe permitir comunicarse con los drivers
de potencia de los motores, sin hacer uso del ordenador embarcado de DORIS ni las redes
Wi-Fi o RFC del mismo. Del mismo modo, la solucio´n propuesta debe ser capaz de operar
en alta mar y debe usar los componentes ma´s baratos, livianos y fa´ciles de reemplazar
disponibles.
1.3.2. Objetivos espec´ıficos
Para garantizar la consecucio´n del objetivo general del proyecto, existen tres princi-
pales tareas u objetivos espec´ıficos que se debera´n llevar a cabo:
Objetivo espec´ıfico 1: Desarrollo de una interfaz CANOpen entre el controla-
dor Arduino y los drivers de potencia, mediante la cual este pueda ser capaz de
comunicarse con los anteriores.
Objetivo espec´ıfico 2: Desarrollo de un modelo del robot y una serie de estrategias
de control para el mismo e implementacio´n de las mismas en el programa.
Objetivo espec´ıfico 3: Elaboracio´n de una biblioteca de clases que modele el
funcionamiento completo del sistema y permitan su fa´cil modificacio´n por usuarios
o desarrolladores futuros.
Objetivo espec´ıfico 4: Desarrollo de una interfaz gra´fica para que el usuario pueda
interaccionar con el sistema de forma sencilla.
A su vez, para garantizar una especificacio´n concreta y concisa de lo que deb´ıa ser realizado
para satisfacer los objetivos anteriores, estos se subdividieron au´n ma´s:
Objetivo espec´ıfico 1.1: Desarrollo de una interfaz hardware segu´n el protocolo
CAN, que permita la conexio´n f´ısica entre el controlador y los drivers de potencia.
Objetivo espec´ıfico 1.2: Elaboracio´n de una interfaz software, mediante la crea-
cio´n de una biblioteca que posibilite el uso del protocolo CANOpen en Arduino,
implementando todos los tipos de mensajes necesarios para el funcionamiento de
este.
Objetivo espec´ıfico 2.1: Formulacio´n matema´tica de un modelo y una serie de
estrategias de control tanto para DORIS como para su manipulador TETIS, que
incluyan, por lo menos el control de posicio´n en el espacio operacional para el caso
de TETIS.
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Objetivo espec´ıfico 2.2: Validacio´n del modelo propuesto en el Objetivo Espec´ıfi-
co 2.1 mediante simulacio´n.
Objetivo espec´ıfico 2.3: Implementacio´n de los modelos y estrategias propuestos
en Arduino segu´n el diagrama de clases que se proponga tras cumplir el Objeti-
vo Espec´ıfico 3, de forma que sea capaz de interaccionar con las interfaces de los
Objetivos Espec´ıficos 1 y 4.
Objetivo espec´ıfico 3.1: Abstraccio´n del sistema y representacio´n como un con-
junto de clases que interactu´an entre s´ı. Desarrollo de los atributos y me´todos de
cada una y organizacio´n de los archivos que las contendra´n a modo de libraries de
Arduino.
Objetivo espec´ıfico 3.2: Creacio´n y mantenimiento de un repositorio GitHub de
utilidad para futuros usuarios o desarrolladores, as´ı como de una documentacio´n
tanto en el propio co´digo como fuera de e´l lo ma´s clara posible. Esto incluye nece-
sariamente la creacio´n de un diagrama de clases UML claro y completo.
Objetivo espec´ıfico 4.1: Elaboracio´n de una interfaz con el usuario que permita
mostrar gra´ficas del movimiento del manipulador.
Objetivo espec´ıfico 4.2: Construccio´n de una herramienta de debugging lo ma´s
detallada posible que muestre mensajes sobre el estado del sistema, de la comuni-
cacio´n y cualquier otro de intere´s durante la ejecucio´n del programa.
Objetivo espec´ıfico 4.3: Elaboracio´n de una interfaz gra´fica lo mas sencilla y
amigable posible, preferentemente para smartphone.
La conquista de todos estos objetivos se tuvo en mente en todo lo que fue desarrollado
durante el proyecto tanto de manera expl´ıcita como no. En el Cap´ıtulo 10: Conclusio´n y
Trabajos Futuros se revisara´n todo estos objetivos para evaluar si se consiguio´ atender
las necesidades del proyecto.
1.3.3. Objetivo Complementario
Adema´s del objetivo general, que es el que da lugar al proyecto, en la realizacio´n de este
trabajo se pretende, paralelamente, estudiar las ventajas y limitaciones de la electro´nica de
bajo coste a la hora de controlar sistemas robo´ticos de mayor nivel, tanto de complejidad
como de requisitos.
De este modo, sin ser el fin del trabajo como tal, a medida que fueran surgiendo
complicaciones o facilidades en el desarrollo de esta aplicacio´n y gracias a tener una
solucio´n con electro´nica de alto nivel para comparacio´n, pueden evaluarse el desempen˜o
de este tipo de soluciones.
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Esta discusio´n, sera´ impl´ıcita a la explicacio´n de co´mo fueron desarrolladas cada una
de las partes del sistema, durante la cual el lector podra´ ver ciertos cuidados, ventajas o
complicaciones que debieron tenerse en comparacio´n con usar un sistema de mayor nivel.
1.4. Alcance
En un proyecto de estas caracter´ısticas, que engloba un gran nu´mero de sistemas y
soluciones tanto de hardware como de software, as´ı como desarrollo de robo´tica es preciso
definir que´ abarca el mismo y que´ no
El proyecto parte de la necesidad de construir la aplicacio´n f´ısicamente, pues esta no
fue dada, a excepcio´n de lo ya existente en DORIS. Esto quiere decir que se debera´n
fabricar, preparar, configurar y/o comprar todos los dispositivos electro´nicos necesarios
para el funcionamiento del mismo. Igualmente, se debera´n entender tambie´n los aspectos
del funcionamiento de DORIS y TETIS que tengan efecto sobre esta solucio´n. Esto incluye
su protocolo de puesta en funcionamiento y comandos para desconexio´n, su sistema de
alimentacio´n, sus drivers de potencia, sistema de traccio´n y manipulador. Por lo tanto,
esto excluye el abordaje en este proyecto del funcionamiento de su electro´nica embarcada
fuera de lo anterior.
Del mismo modo, se excluye del proyecto el control por servovisio´n, por fuerza, vibra-
cio´n o sonido, potencialmente implementables en DORIS.
En un principio el proyecto solo inclu´ıa el manipulador TETIS, pero finalmente se
decidio´ incluir tambie´n su sistema de traccio´n, al que en ocasiones se denotara´ simplemente
como DORIS, a pesar de que en realidad ese sea el nombre del robot entero. La razo´n de
la inclusio´n de DORIS es, principalmente, validar la portabilidad de la implementacio´n
garantizando que puede trabajar con varios sistemas cinema´ticos sin modificar apenas el
co´digo. No obstante, el foco fue puesto en el desarrollo y operacio´n de TETIS por ser de
mayor complejidad. Debido a esto, y aunque se testaron todas las partes del programa y
funcionalidades para ambos, en la versio´n final se decidio´ excluir la parte del sistema de
traccio´n de DORIS por simplicidad. Por ello, a veces puede parecer que se habla de DORIS
y TETIS de forma indistinta pues, gracias a la orientacio´n a objetos y a la versa´til forma
en que el programa ha sido implementado, todo lo de una puede ser fa´cilmente adaptado
para la otra o para las dos.
As´ı mismo, se incluye dentro del scope del proyecto el entendimiento de los conceptos de
robo´tica respectivos a las estrategias de control elegidas y al tipo de robot en cuestio´n, as´ı
como la formulacio´n y validacio´n de estas, as´ı como una explicacio´n en esta documentacio´n
de todo ello.
En cuanto a la parte de software se abarca el funcionamiento de los drivers de potencia,
tanto operacio´n general como el modo espec´ıfico usado (velocity mode), excluyendo el
resto. Adema´s se incluye una profunda explicacio´n del protocolo CANOpen, en la que
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pra´cticamente nada queda fuera. Obviamente, dentro del proyecto se desarrollara´n una
serie de abstracciones y algoritmos para crear los programas y los programas en s´ı. Todos
estos se engloban dentro del alcance del proyecto aunque por la cantidad de l´ıneas de las
que se trata se excluyen de la memoria y so´lo se incluira´n ciertos Extractos de Co´digo
de mayor importancia para el entendimiento. No obstante el total del co´digo final, junto
con todas sus versiones durante el desarrollo, son albergados en el repositorio GitHub del
proyecto arduino4Tetis, bajo el link https://github.com/juanmoli9/arduino4Tetis.
La Figura 1.1 permite acceder al dicho repositorio por lectura del Qr.
Figura 1.1 Co´digo Qr del repositorio del proyecto: arduino4Tetis.
1.5. Metodolog´ıa
A grandes rasgos, el desarrollo del proceso se ideo´ en tres grandes fases:
Una primera fase de familiarizacio´n con el entorno, laboratorios, herramientas dis-
ponibles, tecnolog´ıas actuales y posibles soluciones. Mas concretamente, realizacio´n
de un estudio intensivo del funcionamiento de los drivers de potencia, el protocolo
de comunicacio´n y preparacio´n de un ambiente para el aprendizaje y test basado en
una EPOS21, un servomotor ide´ntico al del mecanismo de traccio´n de DORIS, una
bater´ıa y las conexiones entre ellos. Posteriormente ampliar el sistema a dos EPOS
y dos servomotores. Para el final de esta fase entender y tener implementado un
mecanismo de comunicacio´n con ma´s de una EPOS a la vez.
Una segunda fase de estudio y desarrollo del modelo de TETIS as´ı como de su
implementacio´n en el programa. Igualmente, de preparacio´n de herramientas para
validar, y testar lo anterior mediante simulacio´n y posteriormente con las dos EPOS.
Paralelamente, desarrollo de un mecanismo de comunicacio´n para obtener los datos
de estos experimentos. Preparar el diagrama de clases e implementarlo al programa,
hecho esto adaptarlo al mecanismo de traccio´n de DORIS, si es posible.
1el driver de potencia utilizado por DORIS, referido en este documento como EPOS, EPOS2, EPOS2
70/10 indistintamente, segu´n se detallara´ ma´s adelante.
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La tercera fase consiste en llevar todo lo anterior al robot real, adapta´ndolo al
mismo. Paralelamente, idear, desarrollar e implementar la interfaz de comunicacio´n
con el usuario. Finalmente, mejorar y optimizar estilo del co´digo y documentacio´n
y optimizar funcionamiento validando el ajuste de para´metros. Validar objetivos y
entrega final.
Estas grandes fases fueron seguidas lo ma´s estrictamente posible para garantizar el e´xito
en el proyecto. En el Cap´ıtulo 9: Planificacio´n Temporal, se describe como estas fases
ideadas dieron lugar a la Estructura de Descomposicio´n del Proyecto, que expresa la
misma idea, una vez implementada con gran detalle al trabajo.
1.6. Descripcio´n de contenidos
Este documento por un total de 10 cap´ıtulos adema´s de listados de contenido, ı´ndices
y anexos.
En el presente cap´ıtulo (Introduccio´n) se ha presentado el trabajo junto a su motiva-
cio´n, objetivos y metodolog´ıa. A continuacio´n en el cap´ıtulo ??: ?? se coloca este proyecto
en su entorno con un Estado del Arte del sector y tecnolog´ıas relacionadas y una seccio´n
dedicada al proyecto DORIS, del que forma parte.
El siguiente cap´ıtulo, 3: Descripcio´n del Sistema, esta´ destinado a dar una visio´n global
del sistema. Para ello primero se expondra´, a modo general, el problema a solucionar y
posteriormente se introducira´ la solucio´n hallada como un conjunto de subsistemas. Dentro
de la solucio´n se explican los modos de uso, de vital entendimiento para la comprensio´n
del programa.
Los siguientes tres cap´ıtulos detallan los tres principales subsistemas funcionales de la
solucio´n. De este modo, en el Cap´ıtulo 4: Comunicacio´n Arduino - EPOS2 se detallara´
co´mo fue implementada la comunicacio´n entre el microcontrolador y los drivers de po-
tencia, incluyendo una completa explicacio´n sobre el protocolo usado. El apartado 4.3.1,
documenta la mayor dificultad que se encontro´ durante el proyecto y se recomienda fuer-
temente su lectura en caso de estar interesado en llevar a cabo un proyecto similar.
El Cap´ıtulo 5: Modelo y Control, se exponen primero los conceptos teo´ricos necesarios
para realizar el modelo del robot y calcular ciertas estrategias de control, a continuacio´n
se explica co´mo fue implementado y por u´ltimo validado lo anterior.
A continuacio´n, el Cap´ıtulo 6: Interfaz con el Usuario, desarrolla la implementacio´n
de la interfaz gra´fica entre el Arduino y el usuario.
Los Cap´ıtulos 8: Presupuesto y 9: Planificacio´n Temporal se refieren a los costes y
organizacio´n temporal del desarrollo proyecto en s´ı.
Finalmente, en el Cap´ıtulo 10: Conclusio´n y Trabajos Futuros se detallan los conoci-
mientos extra´ıdos del desarrollo del trabajo y se evalu´a el e´xito del mismo comparando lo
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conseguido con los objetivos propuestos. Adema´s, se incluye una seccio´n con las posibles
mejoras futuras y l´ıneas de desarrollo referentes al proyecto desarrollado.

cap´ıtulo 2
Contexto
En el presente cap´ıtulo se pretende colocar este trabajo en contexto, entender en que´
entorno tecnolo´gico se encuentra. Para ello se incluye un primer apartado de state of
the art que recoge de manera resumida algunas de las u´ltimas tecnolog´ıas relacionadas
con DORIS, as´ı como que´ otros proyectos similares al de este TFG fueron econtrados. A
continuacio´n se da una introduccio´n al proyecto de DORIS en general, para el cua´l este
trabajo pretende servir de ayuda.
2.1. Estado del Arte
En este apartado se hara´ una revisio´n de algunas de las u´ltimas tecnolog´ıas que se
esta´n aplicando en relacio´n a este proyecto. Por ello se comenzara´ hablando de aquellas
relacionadas con DORIS, o sea, la actualidad de la robo´tica offshore. El siguiente apartado,
se centrara´ en lo relacionado a la herramienta aqu´ı propuesta, el uso de Arduino como
herramienta barata para controlar robots mediante una red CANOpen, los proyectos
similares que fueron, o no, encontrados.
2.1.1. Robo´tica Offshore
De acuerdo a recientes estudios de mercado, el sector del offshore oil & gas esta´
recuperando su fuerte crecimiento, tras la gran ca´ıda e 2014 y se espera un aumento del
7 % en la inversio´n en bienes capitales relacionados con este sector en 2017 (Biscardini
y otros 2017). Dentro de este gran mercado, es cada vez ma´s comu´n el uso de robo´tica
y automatizacio´n para reducir los costes de mantenimiento y mejorar las condiciones
laborales de sus trabajadores. El uso de robots en este tipo de plantas tiene el potencia
de reemplazar personas en tareas repeteitivas, realizada bajo circunstancias peligrosas y
poco saludables (Shukla 2013)
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A d´ıa de hoy, la mayor´ıa de los robots utilizados en el sector petrol´ıfero se tratan de
Remotely Operated Vehicles (ROVs) y Autonomous Underwater Vehicles (AUVs), utili-
zados principlamente para operaciones subocea´nicas como mapeamiento de suelo marino,
perforacio´n e inspeccio´n y reparacio´n de equipamiento submarino, tubulaciones, anclas y
otros. Sin embargo, varias lineas de desarrollo se han centrado ahora en el desarrollo de
sistemas robo´ticos para la a´rea topside1 de las plataformas. Los principales objetivos de
este tipo de aplicaciones son lo siguientes:
Monitorizacio´n de variables representativas del proceso (temperatura, humedad, pre-
sio´n...).
Operacio´n de va´lvulas, botones y palancas.
Supervisio´n de personal no autorizado u objetos abandonados
Deteccio´n de fugas de gas o l´ıquido, o anomal´ıas como fuego y humo
Supervisio´n del correcto funcionamiento de maquinaria y dispositivos.
 
  Sensabot 
Mobile robotic se sor system 
Sensabot is a compact, battery powered 
machine designed for remote sensing and 
inspection tasks in a wide variety of 
industrial and commercial applications.  
Sensabot is operated by a remote operator 
over a wireless network and is equipped 
with video cameras, a laser scanner, and a 
variety of environmental sensors and 
detectors.  Sensabot is designed to reduce 
worker risk and exposure and to enable 
safer, more efficient operations in remote, 
unmanned, or high-risk facilities. 
 
Sensabot is controlled by a human operator via a remote radio link and 
joysticks.  Sensabot provides a full 360 degree view to the operator from 6 
driving cameras and supplemental map information from a forward-looking 
laser scanner.  A 1.6 meter sensor boom allows the robot to position a variety 
of cameras and sensors to inspect above or behind obstructions.  A powerful 
zoom camera also allows the operator to obtain magnified views of small or 
distant objects of interest.  Sensabot is designed to perform in extreme 
environments including extreme temperature ranges, and explosive and toxic 
atmospheres.  The robot is designed to comply with IECEX Zone-1 standards 
and has a fully purged and pressurized hull containing all vehicle electronics. 
 
Sensabot is designed with personnel and facility safety in mind.  Onboard 
electronics include multiple fail safes and all power to the robot is 
automatically disconnected if internal purge pressure is lost.  Contact with the 
robot bumper, potential collisions detected by the laser scanner, and loss of 
radio control will all disable robot mobility until reset by the remote operator. 
 
Sensabot is a complete robotic solution that includes a range of associated 
equipment to allow the robot to integrate with an existing facility.  A 
comfortable operator’s control station supports driving the robot and 
operation of the sensor boom and instruments.  The robot fits into a 
multipurpose “kennel” for shipping, for protection while not in use, and for 
recharging of batteries and purge gas.  Solutions are available for a cog-drive 
rail system and a spiral ramp for accessing various levels within a facility as 
well as for vehicle-compatible doors allowing access to enclosed areas. 
 
(a) Robot Sensabot (NREC) (b) Robot MIMROex
Figura 2.1 Ejemplos de robots offshore
De los rob ts ma´s c ocidos entre los destinados a la parte topside de las plataformas
cabe mencionar MIMROex, que fue desarrollado por el Instituto Fraunhofer de Ingenier´ıa
de Produccio´n y Automatizacio´n (IPA) (Birgit GRAF 2012), mostrado en la Figura 2.1b.
Es ca az de desplazarse d form auto´noma por las plataformas y esta´ orientado a labo-
res de inspeccio´n y monitorizacio´n. Otro referente en este sector es Sensabot, actualmente
propiedad del Natio al Robotics Engineering Center (NREC). Este robot, dirigido re-
motamente por un operador gracias a su visio´n 360 grados formada por 6 ca´maras y la
ayuda de un la´ser de posicionamiento, incluye un amplio rango de sensores para labores
de monitorizacio´n en planta. Se muestra en la Figura 2.1a.
1Dentro de una plataforma offshore, se conoce como parte topside a aquella que permanece fuera del
agua y lejos, en principio, de la zona de salpicadura de las olas.
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Los robots anteriores, junto a tantos otros de su entorno, se desplazan por el suelo
de la plataforma, lo que supone una gran dificultad al tratarse de un superficie inestable,
plagada de obsta´culos y sujeta a la presencia de objetos imprevistos, como mangueras o
equipamiento, as´ı como fluidos de todo tipo. Debido a estas dificultades, recientemente se
han propuesto los robots guiados por railes como una brillante solucio´n a las mismas. De
entre ellos cabe destacar al sistema ARTIS (Figura 2.2a), Autonomous Railguided Tank
Inspection System del DFKI (Centro de Investigacio´n Alema´n de Inteligencia Artificial,
en Bremen, Alemania). Este propone la locomocio´n de este tipo de robots a trave´s de
ra´ıles con una forma predefinida instalados en las plataformas. De este modo permitir´ıa
el acceso de los mismos a cualquier zona de estas siempre y cuando el ra´ıl fuera disen˜ado
para pasar por all´ı, y resultar´ıa en una solucio´n ma´s sencilla al solo contener un grado
de libertad en su movimiento y librarse de las potenciales complicaciones anteriormente
mencionadas.
Finalmente, en los an˜os ma´s recientes el uso de Unmanned Aerial Vehicles (UAVs),
Veh´ıculos Ae´reos No Tripulados o drones ha sido incorporado por un gran nu´mero de
sectores industriales. En el caso del mercado offshore, desde hace tres an˜os aproxima-
damente se esta´ comenzando a hacer uso de este tipo de robots para la inspeccio´n de
plataformas y se espera que su uso crezca au´n ma´s. (drone-guidelines). Sin embargo no se
encontraron indicios de la existencia de ningu´n modelo comercial especializado solamente
en plataformas offshore. Uno de los modelos ma´s usados es el AscTec Falcon 8, de la
Figura 2.2b, un UAV destinado a la inspeccio´n de plantas industriales, usado, por ejem-
plo por Sky-Futures la empresa referente en este tipo de servicios. Esta empresa firmo´ en
Febrero de 2017 el primer contrato global de inspeccio´n de plantas mediante UAVs con la
petrolera EMI(Sky-Futures Signs First Global Aerial Inspection Contract with Eni). De
acuerdo a Parker 2016, la u´nica dificultad que este tipo de robots deben salvar para absor-
ber todo el mercado de inspeccio´n de plantas offshore es su conectividad. La concavidad
por protocolo Wi-Fi o radio no garantiza completamente la seguridad (antes ataques ci-
berne´ticos), el rango de distancia ni la posibilidad de interoperabilidad entre dispositivos
que un aplicacio´n cr´ıtica como esta necesita.
2.1.2. Robo´tica Industrial, CANOpen y Arduino
Arduino es un famoso conjunto de placas de microcontroladores que poseen una serie
de salidas y entradas analo´gicas y digitales, fa´cilmente configurabas mediante su propio
IDE. Su e´xito en el sector acade´mico y aficionado se debe a su facilidad de uso para
usuarios no avanzados, a su variedad de mo´dulos y shields, espec´ıficamente disen˜ados
para el mismo, y a su cara´cter colaborativo y open source. No obstante su aplicacio´n en el
sector industrial se ve reducida casi por completo a la prototipacio´n. Esto es algo lo´gico,
ya que la misma placa fue disen˜ada para ser lo ma´s versa´til y sencilla posible pero sin
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(a) Robot Autonomous Railguided
Tank Inspection System (ARTIS)
(b) AscTec Falcon 8
Figura 2.2 Ejemplos de robots offshore no desplazados sobre el suelo.
una capacidad de procesamiento destacable . Por en cambio las aplicaciones industriales,
suelen requerir mayores capacidades de ca´lculo y no precisamente necesitar de sencillez y
versatilidad.
No obstante, olvidando la placa en s´ı, el CPU usado por Arduino UNO, el ATMEL
AVR 8-bits, si encuentra cabida en mayor nu´mero de proyectos y de mayor escala. Por
ejemplo cabe mencionar que fue el usado para administrar la comunicacio´n en el proyecto
LUMA, tambie´n parte del LEAD. (Silva Martins Loureiro 2017)
Por su parte, tal y como se vera´ en el Cap´ıtulo 4, el protocolo CANOpen es amplia-
mente utilizado en la industria robo´tica y, especialmente, en la electro´nica embarcada de
veh´ıculos. Existen mo´dulos capaces de habilitar la comunicacio´n entre Arduino y una red
CAN. De hecho se encontraron varios proyectos de aficionados a la automovil´ıstica que
utilizaban esta herramienta para On Board Diagnosis (OBD), esto es conectar la placa al
computador de a bordo del coche y conseguir monitorar variables internas de la ma´quina,
como por ejemplo temperatura del aceite, rpm del ventilador, entre otras. Sin embargo,
en cuanto a usar Arduino para controlar un robot mediante este protocolo no se encontra-
ron ma´s que dos post en el foro oficial de Arduino mencionando que tal usuario lo hab´ıa
intentado.
A su vez, existen otros microcontroladores destinados al mismo segmento de mercado
que Arduino en los que s´ı es comu´n el uso de mo´dulos CAN y protocolo CANOpen para el
control de robots. Entre ellos cabe destacar Raspberry PI. Segu´n se detalla en CANopen
and the Raspberry Pi , una gu´ıa para esta conexio´n, existen mu´ltiples tarjetas, protocolos
y configuraciones bajos los que se puede usar esta placa para operar una red CANOpen.
Un framework ampliamente usado en este tipo de aplicaciones es CANFestival.
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2.2. Proyecto DORIS
El proyecto DORIS, desarrollado por el laboratorio LEAD-GSCAR, de la Universidad
Federal de Rio de Janeiro, y consiste en un sistema robo´tico en el que un conjunto de
vagones independientes (Figura 2.3) transportan una serie de ca´maras, sensores y otros
dispositivos para supervisar, monitorar e inspeccionar diferentes areas y equipamientos
localizados en la parte topside de la plataforma. (Santos Xaud 2016). Alguna de las
principales funcionalidades de DORIS, aunque no todas hayan sido implementadas au´n,
son:
Monitorizacio´n de temperatura de equipamiento por medio ca´maras te´rmicas.
Vigilancia de personas no autorizadas.
Deteccio´n de anomal´ıas audibles usando conjuntos de micro´fonos.
Deteccio´n de fugas de gases usando un sensor de hidrocarburos.
Interaccio´n con pantallas ta´ctiles.
Almacenamiento o transmisio´n en tiempo real de datos, video y audio.
Figura 2.3 Robot DORIS en el LEAD
Adema´s, el laboratorio desarrollo´ una interfaz para manipular el robot llamada Ro-
botGUI, a trave´s de la cual el usuario es capaz de visualizar datos de sensores, reproducir
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audio y video y enviar comandos de control o alterar para´metros. As´ı mismo, DORIS fue
dotado posteriormente de un manipulador ligero con el nombre de TETIS (Figura 2.4).
Mediante este brazo robo´tico se consigue mejorar su funcionamiento gracias a disponer
de una ca´mara y un sensor de fuerza en el extremo del mismo.
Figura 2.4 Manipulador TETIS.
Los principales tecnolog´ıas con los que DORIS y TETIS esta´n equipados en la actua-
lidad se enumeran a continuacio´n:
Mo´dulo PCIe/104 con Intel Core i7 y disco de estado so´lido (SSD). (Temporalmente
sustituido por Intel Atom d525).
Red Local Gigabit Ethernet : responsable por la comunicacio´n entre dispositivos
embarcados, a excepcio´n de los drivers de potencia.
Comunicacio´n wireless : para comunicarse con el robot puede usarse una red Wi-Fi
IEEE 802.11n o RFC 2.4/5.0 GHz en caso de fallo de la anterior.
Controller Area Network (CAN): este protocolo sera´ ampliamente discutido durante
este TFG y es usado para comunicar los drivers de potencia de los servos con el
ordenador embarcado.
Sensores de fuerza Optoforce OMD-20-FE-200N capaces de sentir fuerza en las tres
direcciones del espacio.
Minoru 3D Webcam una ca´mara esteresco´pica con dos sensores VGA CMOS.
Servos y Drivers de potencia que sera´n detallados en 3.2.1.
cap´ıtulo 3
Descripcio´n del Sistema
El objetivo de este capitulo es dar una visio´n global del proyecto, de forma que sea lo
ma´s sencillo posible entender los cap´ıtulos siguientes, y que nunca se pierda la perspectiva
sobre que´ parte del sistema esta´ siendo discutida en cada seccio´n y cua´l es su funcio´n.
Para ello, en el primer apartado se concretara´ cua´l es el problema a solucionar y en el
segundo, uno de los ma´s importantes de la memoria, se explicara´ el esquema global de
la solucio´n propuesta. Por u´ltimo se explicara´ co´mo se desarrolla el programa principal,
pare entender el orden de ejecucio´n y uso de cada clase.
3.1. Descripcio´n del Problema
Como ya se presento´ en el cap´ıtulo de introduccio´n, el objetivo de este trabajo sera´
desarrollar una herramienta de test capaz de controlar el manipulador de DORIS. Aunque
pueda contener otras funcionalidades, esta es la principal. Por lo tanto, es preciso definir
de que´ se trata el problema de control de un robot, en general. Las partes principales de
un sistema robo´tico, de acuerdo a la Figura 3.1 son las siguientes:
Sistema Actuador: es el conjunto de actuadores, aquellos dispositivos del robot
que interactuan con su entorno, transforma´ndolo de alguna forma y as´ı cumpliendo
la misio´n del robot.
Sistema de Sensores: los sensores monitorizan ciertas variables del ambiente en
que se encuentre el robot, en funcio´n de las cua´les se modificara´ la accio´n del robot.
Estas variables sera´n transmitidas al sistema de sensores, algo que se conoce como
realimentacio´n o feedback.
Sistema de Control: el controlador es el encargado de comparar las variables
recibidas del sistema de sensores con una cierta referencia u objetivo y en funcio´n
de ello emitir un comando de control al sistema actuador. El algoritmo usado para,
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a partir del feedback y la referencia, calcular un comando de control se conoce como
algoritmo o estrategia de control o, en ocasiones, simplemente control.
Figura 3.1 Principales componentes de un sistema robo´tico por funcionalidad
De acuerdo a esto, el problema general de controlar un robot necesitara´ que se elija
cua´l es la misio´n del robot, por ejemplo que un punto de este siga una trayectoria en el
espacio o que responda a los comandos de velocidad que el usuario proporciona mediante
un joystick, o que se mueva a una posicio´n en funcio´n de un objetivo observado con una
ca´mara. Con esto se habra´n definido las variables de retroalimentacio´n y las variables de
referencia o deseadas (t´ıpicamente correspondiente al sub´ındice d, p.e. xd ) . En funcio´n
de lo anterior debera´n escogerse las variables de control (denotadas, normalmente, como
u) que se enviara´n a los actuadores, as´ı como la estrategia de control. El objetivo del
ca´lculo de la estrategia de control sera´ por lo tanto que pueda garantizar que el error, la
diferencia entre la situacio´n deseada y la real en un cierto instante, tienda a cero con el
tiempo. Todo esto, aplicado al caso aqu´ı tratado sera´ detallado en el Cap´ıtulo 5.
Obviamente, paralelo a todo esto, se tendra´n las distintas complicaciones de la co-
municacio´n entre sensores, actuadores y sistema de control. No siempre el usuario tiene
que estar interactuando con el sistema robo´tico en tiempo de actuacio´n pero, en el caso
de que as´ı sea, se an˜adira´ el problema de la interfaz entre usuario y controlador. Ambas
consideraciones, junto con el control, sera´n introducidas el siguiente apartado y discutidas
en profundidad en los pro´ximos cap´ıtulos.
3.2. Partes del Sistema. Introduccio´n a la Solucio´n
Esta seccio´n es de vital importancia en el entendimiento del proyecto en general. A
continuacio´n se dara´ una visio´n general de cua´les son los componentes que actu´an en el
sistema solucio´n, y co´mo interactu´an entre s´ı. Esto se hara´ bajo dos niveles diferentes: a
nivel de hardware, componentes f´ısicos y sus conexiones y a nivel de software, especificando
las clases y me´todos envueltos. Adema´s previo al apartado sobre software se definira´n los
distintos modos de uso, las distintas formas en las que el usuario puede interactuar con el
sistema.
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3.2.1. Sistema Hardware
La Figura 3.2 muestra un esquema de los diferentes componentes f´ısicos que participan
del sistema de este trabajo. A nivel general se puede decir que las EPOS2 70/10 y los
motores, AC servo, junto con sus encoders, forman el sistema de actuadores y el de sensores
y que el control se llevara´ a cabo en el Arduino Mega. A su vez, el CanBus Shield junto con
el CanBus y las EPOS2 70/10 se encargara´ de la comunicacio´n entre sensores, actuadores
y el controlador. El resto de componentes, mo´dulo BT, smartphone y PC con Matlab son
la parte encargada de comunicar al usuario con el control. Por u´ltimo tanto las EPOS
como los motores forman parte del robot DORIS o a su vez del manipulador TETIS
mientras que todo el resto es parte exclusivamente de la herramienta que se desarrollo´ en
este proyecto. Cada uno de estos componentes se describe a continuacio´n.
Figura 3.2 Diagrama global del hardware del sistema de este trabajo
Drivers de Potencia
Los drivers de potencia son los encargados de traducir los comandos digitales de un
microcontrolador en la potencia ele´ctrica correspondiente aplicada en los servos o moto-
res. Tanto los cuatro servos del sisetema de traccio´n de DORIS como los otros cuatro
del manipulador TETIS son accionados por el mismo tipo de driver de potencia. Los
EPOS2 70/10 Position Controller de Maxon Motor son unos drivers de potencia de al-
to desempen˜o cuyas principales caracter´ısticas se resumen pueden consultar en EPOS2
70/10 Positioning Controllers-Hardware Reference. En DORIS cada EPOS esta´ conec-
tada a una articulacio´n solamente. Adema´s, de todo los modos de funcionamiento que
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existen en las EPOS so´lo se utilizara´ el Velocity Mode, en el cua´l se da una entrada (set-
point) de velocidad y estas se encargara´n de realizar el control de las articulaciones para
que estas lo adopten casi instanta´neamente.
(a) Maxon Motor EPOS2 70
10
(b) Harmonic Drive FHA
Mini Servo
Figura 3.3 Servo y driver de potencia
Servomotores
Para el caso de TETIS, se usan los servomotores FHA Mini Servo de Harmonic Drive
AG, mostrados en la Figura 3.3b. Ma´s concretamente un modelo mayor, FHA-11C-100-
D200-EKM1, para las dos primeras articulaciones por ser las que soportara´n mayor par
y uno menor, FHA-11C-100-D200-EKM1, para las dos u´ltimas. La u´nica diferencia entre
ambos es el taman˜o de los mismos. De acuerdo al estudio que se realizo´ en Santos Xaud
2016, en funcio´n de los requisitos de este manipulador, estos servos deb´ıan atender las
siguientes caracter´ısticas:
Alta relacio´n de reduccio´n, lo que hace la dina´mica del sistema menos signficativa,
segu´n se detalla en 5.3.1.
Holgura despreciable, evitando sumar no linearidades (zona muerta) al sistema.
Disponibilidad de un espacio para el paso de los cables de un servo para el siguiente.
Alta precisio´n y repetibilidad
Todas estas solicitudes son conseguidas con gran e´xito gracias que los engranajes son
del tipo Harmonic Gear, una tecnolog´ıa patentada por Harmonic Drive. Este tipo de
mecanismo, tambie´n conocido como strain wave, se basa en el uso de una rueda dentada
meta´lica de alta flexibilidad que avanza un determinado nu´mero de dientes sobre una
rueda fija no flexible dentro de la cual esta´ contenida. Este avance es impulsado por la
rueda de entrada al engranaje, una rueda elipsoidal conocida como wave generator. Por
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lo tanto la reduccio´n sera´ el nu´mero de dientes avanzados por la rueda flexible en cada
vuelta del wave generator dividido por el nu´mero de dientes total. Gracias a este inteligente
mecanismo se consigue que siempre haya contacto entre dientes, eliminando el backlash,
u holgura, grandes tasas de reduccio´n en taman˜os reducidos (hasta 300:1 en el taman˜o
que se ocupar´ıa para un engranaje planetario de 10:1), alta precisio´n y elevados pares
motores. Este servo cuenta con un encoder incremental de 200 Counts Per Revolution
(CPR), antes de la reduccio´n y sensores de efecto hall para los tres devanados del rotor,
que sera´n conectados y le´ıdos directamente por las EPOS, tras la adecuada configuracio´n
de las mismas.
CanBus Shield
Este dispositivo es el encargado de comunicar el microcontrolador, Arduino, con las
EPOS gracias a la red CANOpen. La razo´n de su eleccio´n, as´ı como su funcionamiento y
caracter´ısticas sera´ discutido en profundidad en el apartado 4.2.1.
Mo´dulo Bluetooth
Mo´dulo BT hc-05 usado para permitir la comunicacio´n inala´mbrica entre Arduino y
el smartphone.
Arduino Mega 2650
El Arduino Mega 2650 es una placa microcontrolador basada en el chip ATmega2650.
Tiene 54 pines digitales de entrada/salida, de los cuales 14 pueden ser usados como salidas
PWM, 16 pines analo´gicos de entrada, 4 UARTs puertos seriales hardware un oscilador
de cristal de 16Mhz, conxio´n USB, jack de alimentacio´n, ICSP header y boto´n de reset,
as´ı como una serie de LEDs embebidos. Fue disen˜ada para ampliar las prestaciones de la
Arduino UNO.
En el sistema aqu´ı propuesto hara´ las veces de ordenador central, enacarga´ndose de la
comunicacio´n con ambas interfaces y del ca´lculo del control.
PC y Matlab
Un ordenador personal con Matlab instalado, conectado al Arduino por USB, servira´
como herramienta para visualizar datos e informacio´n de la ejecucio´n del sistema en uno
de los tres principales modos de uso. El programa fue testado en un MacBook Pro 2011
con OS X 10.11 y Matlab R2016a.
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Smartphone
Un smartphone Android con la aplicacio´n Arduino bluetooth controller 1.3 servira´
como mando controlador y como terminal, segu´n se explica en la siguiente seccio´n. Fue
testado para Android 5.1
3.2.2. Modos de Uso
Una vez entendidas las partes f´ısicas de la herramienta, conviene sen˜alar cua´les son
los modos o casos de uso, con los que el usuario puede beneficiarse de la misma. Aunque
con la implementacio´n hardware y la estructura de clases y comandos CANOpen que se
desarrollaron es fa´cil ampliar varias utilidades ma´s, en la actual versio´n del programa
principal se incluyeron 3 tipos de funcionamiento. Adicionalmente, cualquiera de estos
modos de funcionamiento se puede ejecutar con alguna, o todas las articulaciones siendo
simuladas. Para ello so´lo es necesario cambiar el valor de simulated al iniciar las articu-
laciones, en el programa principal. Con esto se simulara´ la respuesta de ese servo y no
se utilizara´ su hardware asociado para nada. Esto despliega un sinf´ın de subcasos de uso,
que el ingeniero puede decidir emplear para localizar fallos.
Los tres tipos de funcionamiento requieren, obviamente, que el CanBus Shield este
conectado a la red CAN del conjunto de articulaciones que se desee testar. Por lo tanto
si el robot se encontrase en operacio´n, se deber´ıa desconectar del ordenador embarcado y
conectar a esta herramienta. Estos tres tipos se describen a continuacio´n y sera´n abordados
de nuevo en el Cap´ıtulo 6.
Modo PC
En este caso de uso el te´cnico, tras detectar un fallo en el funcionamiento de DORI-
S/TETIS, o queriendo testar su correcto funcionamiento, conecta su ordenador porta´til
al Arduino por USB. Desde el programa Arduino IDE (gratuito y disponible para va-
rias plataformas en la pa´gina del fabricante), se podr´ıan cambiar opciones del programa
principal, tales como si el Modo Debug esta´ activado o seleccionar una trayectoria de las
predefinidas para que el manipulador realice (en el caso de TETIS). Una vez hecho esto, el
te´cnico activar´ıa la alimentacio´n del robot y rodar´ıa el script de Matlab DataFromTetis.m
incluido en el repositorio del proyecto. En este modo se imprimira´ por pantalla un gran
nu´mero de mensajes de DEBUG de utilidad para analizar el estado del sistema en cada
instante de la ejecucio´n. Al final de la ejecucio´n se mostrara´n una serie de gra´ficas relativas
al control. Este modo es extremadamente u´til para detectar imprecisiones en los sensores
o actuadores, atrasos en la comunicacio´n, desajuste de la regulacio´n del controlador de
los servos, entre otros. Por ejemplo, ante la deteccio´n de un fallo de precisio´n en la po-
sicio´n en el funcionamiento habitual, si usando este me´todo las trayectorias son seguidas
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adecuadamente, se descartan fallos de hardware en los encoders, sensores de efecto Hall
y el servo en general.
Modo Bluetooth: Controller Mode
En este caso de uso, el operario se conecta al Arduino mediante la app para Android,
Arduino Bluetooth. Tras seleccionar el modo Controller Mode en la aplicacio´n y conectarse
al mo´dulo Bluetooth del Arduino, aparecera´n una serie de botones en la pantalla. Se
debera´ pulsar START antes de 5 segundos para seleccionar este modo. Una vez en este
modo, el usuario puede mover el robot en funcio´n de los botones. Este me´todo resulta
de gran ayuda cuando el robot deja de ser controlable mediante su programa habitual,
presumiblemente por un fallo en la electro´nica embarcada. En esta situacio´n, se puede
hacer uso de esta funcionalidad para hacer al robot desplazarse a otra posicio´n de mayor
comodidad para el te´cnico o sacar su manipulador de una cierta posicio´n. Tambie´n sirve
de una ra´pida herramienta de test que adema´s de no requerir un PC es inala´mbrica. Las
ventajas de todo esto en una plataforma offshore son ma´s que obvias.
Modo Bluetooth: Terminal Mode
Finalmente, puede darse el caso de que, en algu´n momento durante el desarrollo o
el funcionamiento del robot, se necesite comprobar o alterar el valor de alguno de los
para´metros de configuracio´n de las EPOS, que como se vera´ ma´s adelante se llaman
entradas u objetos del object dictionary. Si este fuera el caso, el usuario de la aplicacio´n
podra´ acceder al Terminal Mode de Arduino Bluetooth y all´ı encontrara´ una consola que
la guiara´ en el proceso de lectura o escritura de estos objetos.
3.2.3. Sistema Software
En este apartado se explicara´ la estructura del co´digo, la relacio´n entre las diferen-
tes clases y me´todos y, con un mayor e´nfasis, el funcionamiento del programa principal
Arduino4Tetis.ino, por ser el que, en principio, el te´cnico pueda necesitar modificar con
mayor frecuencia. En la Figura 3.4 se muestra el diagrama de clases segu´n el esta´ndar
UML.
La idea es la siguiente, la clase CanNet, engloba todos los me´todos encargados de
la comunicacio´n CANOpen, tanto de la configuracio´n de las EPOS como de la lectura
y escritura de ellas. Adema´s cada CanNet tendra´ una serie de sistemas cinema´ticos,
Kinematic Systems asociados, que se guardara´n como un vector de punteros a los mismos.
Se recuerda que un vector es equivalente a un puntero al primer elemento del mismo. Esta
clase sera´ explicada con ma´s detenimiento en 4.
Un KinematicSystem es la abstraccio´n de un sistema cinema´tico en general. El de
que´ se trata un sistema cinema´tico sera´ discutido en 5.1, pero puede adelantarse que
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Figura 3.4 Diagrama de clases UML del sistema
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se trata de un conjunto de articulaciones (joints) unas restricciones entre ellas. Por lo
tanto cada Kinema´tic System estara´ ligado a un determinado nu´mero de joints a trave´s
de un puntero a la primera de ellas, systemJoints. Adema´s un sistema cinema´tico posee,
por ejemplo, una posicio´n en el espacio de algu´n punto de intere´s, x, (p.e. el actuador
final), una posicio´n deseada para el mismo xd, y otros para´metros del estilo. Un me´todo
crucial en esta clase es updateControl(int), que sirve para calcular el control en funcio´n
de la estrategia de control determinada por su u´nico para´metro. Adicionalmente, incluye
me´todos para, calcular su posicio´n, si va a colisionar consigo mismo o un objeto o si las
articulaciones van a exceder sus l´ımites meca´nicos.
Del mismo modo, Joint es la abstraccio´n tanto de una articulacio´n como de su driver
de potencia asociado. Cabr´ıa separar esta clase en esas dos, pero se considero´ innecesario.
De esta forma, esta clase incluye los siguientes atributos:
simulated : verdadero si la junta debe ser simulada, en cuyo caso no s enviara´ ni
aguardara´ recepcio´n de comando alguno.
synced : usado por CanNet: canListenerPDO(), para asegurarse de leer todas las
articulaciones
q : posicio´n de la articulacio´n
qoffset y qcalib: ya que los encoders son incrementales, la lectura de los mismos
dependera´ de la posicio´n en que se encontraban cuando fueron energizados. Por eso
se define una posicio´n de calibracio´n qcalib a la que se debera´ llevar manualmente a
las articulaciones antes de iniciar el programa. qoffset sirve para corregir este efecto.
maxVel y maxAcc: maximas velocidades y aceleraciones aceptables en el compo-
nente.
gearRed y encCpr : reduccio´n en el motor y counts per revolution del encoder.
u : variable de control. En este caso velocidad angular
nodeID: se explicara´ el Cap´ıtulo 4, pero se trata del identificador de la EPOS
asociada a dicha junta.
eposPolarity : 1 si a´ngulos positivos son horarios y -1 si son antihorarios.
tLastHearbeat : se explicara´ en el Cap´ıtulo 4.
Sin embargo, no es posible crear una instancia de KinematicSystem pues se trata de
una clase abstracta, muy general para ser implementada, ya que el concepto de sistema
cinema´tico no es suficientementente concreto. Por esto, se crearon dos clases derivadas
de KinematicSystem, dos sistemas cinema´ticos, que se corresponden con los reales del
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robot: Tetis y Doris. Por su mayor complejidad, Tetis fue sin duda el ma´s desarrollado
en este trabajo, aunque el programa principal implementa y es capaz de trabajar con los
dos. Estas clases redefinen los me´todos virtuales de Kinematic System, updateControl(),
checkJointLimits(), checkCollision(), y updateDirectKinematics(), en funcio´n de su geo-
metr´ıa. Adema´s en el caso de Tetis, segu´n se vera´ en 5.2, se define un nuevo me´todo por
cada estrategia de control.
Paralelo a esto existe la clase Joystick, abstraccio´n de un mando o joystick, una herra-
mienta a trave´s de la cual el usuario puede comunicarse con el controlador enviando, por
ejemplo comandos de velocidad deseada en una determinada direccio´n o seleccionando
una nueva estrategia de control. Durante el desarrollo de este trabajo se usaba un joystick
que incorpora el shield para lo que fue creada la clase derivada ShieldJoystick. Con la
incorporacio´n de las funcionalidades Bluetooth, se creo´ la clase BluetoothJoystick y la
clase ShieldJoystick se elimino´ de los casos de uso que el sistema trae por defecto. No
obstante, se dejo´ todo listo para que esta volviera a ser usada, en caso de que se pudiera
necesitar en el futuro.
Finalmente, existen dos pequen˜as clases adicionales, MatlabSerial, que es utilizada
por Tetis para plottar gra´ficas en Matlab, y User, que guarda los siguientes para´metros
respecto al caso de uso de la aplicacio´n:
useMode : 0 para el modo PC, 1 para el modo Bluetooth Controller y 2 para el
modo Bluetooth Terminal
debugMode : verdadero si se desea activar el modo Debug.
toMatlab: verdadero para mandar datos para las gra´ficas de Matlab por el puerto
serial.
3.2.4. El Programa Principal
Por u´ltimo, en este apartado se mostrara´ de forma resumida co´mo funciona el programa
principal. Este es el encargado de llamar a las principales clases y me´todos anteriormen-
te descritas. El programa principal consta de dos funciones loop y setup, as´ı como de
las variables globales que sera´n explicadas dentro del apartado de setup. Se han inclui-
do extractos de co´digo para ilustrar lo que debe conocerse para modificar el programa,
por ejemplo an˜adiendo ma´s sistemas cinema´ticos o cambiando los para´metros de los ya
existentes. Para condensarlos lo ma´s posible se han sustituido bloques de co´digo por ano-
taciones del tipo: [... lo que hace el bloque sustituido] y se ha eliminado alguna linea no
tan relevante.
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Funcio´n void loop()
La funcio´n void loop() en Arduino esta´ reservada y es la que se ejecutara´ c´ıclicamente
de manera infinita. Dentro de ella se encuentra el verdadero funcionamiento de este pro-
grama. Como puede observarse en el Extracto de Co´digo 3.1 el funcionamiento es sencillo.
Mediante el if(...) ma´s externos se garantiza que el control se realiza con periodo de mues-
treo constante, h. En caso de que la anterior iteracio´n tarde demasiado y no permita esto
se levantara´ un mensaje de WARN. A continuacio´n se lee el objeto joystick para ver si el
usuario esta´ pretendiendo cambiar de estrategia de control o ha indicado una nueva refe-
rencia para los controles por joystick. Seguidamente se obtiene informacio´n de las EPOS
por medio de canListenerPDO y en funcio´n de ella los sistemas cinema´ticos actualizan su
informacio´n y control. Por u´ltimo, se env´ıa la sen˜al de comando a los actuadores mediante
usetPDO().
Extracto de Co´digo 3.1 void loop()
1 void loop ( ) {
2 i f ( ( m i l l i s ( ) − tLastExec >= h) ) {
3 tDelay = m i l l i s ( ) − tLastExec − h ;
4 i f ( tDelay > 0 && tLastExec != 0) {
5 s e r i a l −> pr in t ( ”WARN: loop ( ) : I t e r a t i o n delayed by : ” ) ;
6 s e r i a l −> pr in t ( tDelay ) ; s e r i a l −> p r i n t l n ( ” ms” ) ;
7 }
8
9 tLastExec = m i l l i s ( ) ; // r e s e t t imer
10 j o y s t i c k −> read ( ) ; // scan j o y s t i c k
11 canNet . canListenerPDO ( ) ; // get j o i n t s (EPOS)
data
12 t e t i s . updateDirectKinematics ( ) ; // q ( j o i n t space )−>x (
oprt spc . )
13 t e t i s . updateControl ( user . controlType ) ; // c a l c u l a t e c o n t r o l
14 [ . . . idem para Doris ]
15 canNet . uSetPDO ( ) ; // send c o n t r o l data to
j o i n t s
16 }
17 }
Variables Globales y Funcio´n void setup
A continuacio´n se muestra el Extracto de Co´digo 3.2. Primero se crean cuatro objetos
Joint para TETIS y otros cuatro para DORIS, pasa´ndole a sus constructores todos los
para´metros de las mismas. Se observa que todo estos se han definido como macros en
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Arduino4Tetis.h, para que puedan ser modificados fa´cilmente. Del mismo modo se crean
dos vectores de punteros a Joint uno para cada conjunto de articulaciones, que se pasan
a los constructores de Tetis y Doris para crear los respectivos objetos asociados a estos.
Obse´rvese que la asignacio´n de valores a los vectores debera´ hacerse dentro de la funcio´n
setup(). A continuacio´n se crea un vector que apunte a todos los sistemas cinema´ticos
que deban ser incluidos en la red CAN, y se pasa al constructor de CanNet, para crear
el objeto canNet. Posteriormente se instancia un objeto MatlabSerial, con sus respectivos
para´metros, tambie´n definidos como macros.
La funcio´n void setup() es una funcio´n especial de Arduino que es ejecutada una
vez, inmediatamente despue´s del reset de la placa. Dentro de ella lo primero que se
hace es declarar variables auxiliares y vectores de bytes representando ciertos mensajes
de comunicacio´n CANOpen. Estos mensajes se entendera´n en 4.1. A continuacio´n se da
valor a los vectores de Joints y Sistemas Cinema´ticos segu´n lo que se acaba de discutir.
Posteriormente, se pide por pantalla al usuario que escriba ”t”para comenzar, en caso de
modo Terminal por Bluetooth o se espera a que pulse START en el modo Controller por
Bluetooth. Si pasan 5 segundos y no se ha pulsado ninguna de las dos se asume que se trata
de modo PC. Tras hacer las configuraciones correspondientes al modo de uso, en caso de
que se trate de modo Terminal Bluetooth se llama a la funcio´n CanNet :: terminalUtility()
. En caso contrario se procede a configurar las EPOS para el funcionamiento en Velocity
Mode y la comunicacio´n PDO, que se explicara´ en 4.1 tambie´n.
Extracto de Co´digo 3.2 setup del programa principal
1 // I n s t a n s i a t e TETIS j o i n t s
2 Jo int t e t i s J o i n t 1 (TET J1 NODEID , TET J1 RED ,TET J1 VMAX,TET J1 AMAX,
TET J1 CALQ , TET J1 CPR , TET J1 POL , TETIS SIMU) ;
3 Jo int t e t i s J o i n t 2 (TET J2 NODEID , TET J2 RED , [ . . . r e s t o par a´ metros ] ) ;
4 [ . . . r e s t o de l a s j o i n t s ]
5 Jo int ∗ jPtr1 [ 4 ] ; // w i l l po int to the 4 TETIS j o i n t s
6 // I n s t a n s i a t e DORIS j o i n t s
7 Jo int d o r i s J o i n t 1 (DOR J1 NODEID, DOR J1 RED , [ . . . r e s t o par a´ metros ] ) ;
8 [ . . . r e s t o de l a s j o i n t s ]
9 Jo int ∗ jPtr2 [ 4 ] ; // w i l l po int to the 4 DORIS j o i n t s
10
11 Tet i s t e t i s ( jPtr1 ) ; // i n s t a n s i a t e a ’ Tet i s ob j e c t ’ contaning 1 s t 4
j o i n t s
12 Doris d o r i s ( jPtr2 ) ; // i n s t a n s i a t e a ’ Dor is ob j e c t ’ conta in ing l a s t 4
j n t s
13
14 KinematicSystem∗ ksPtr [ 2 ] ; // po in t e r to t e t i s and d o r i s ob j e c t
15 CanNet canNet ( ksPtr , 2 ) ; // i n s t a n s i a t e ’ CanNet ’ ob j e c t conta in ing
d o r i s & t e t i s
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16 Mat labSer ia l matlab (MATLAB PLOT SAMPLE T,MATLAB PREC) ;
17
18 void setup ( ) {
19 [ . . . v a r i a b l e s ]
20 byte SYNC[ 2 ] = {0x00 , 0x00 } ;
21 [ . . . ma´ s comandos ]
22 byte DISABLEVOLTAGE[ 8 ] = {0x2B , 0x40 , 0x60 , 0x00 , 0x00 , 0x00 , 0x00 ,
0x00 } ;
23 [ . .ma´ s SDOs ]
24
25 jPtr1 [ 0 ] = &t e t i s J o i n t 1 ;
26 jPtr1 [ 1 ] = &t e t i s J o i n t 2 ;
27 [ . . . r e s t o de l a s ” j o i n t s ” de d o r i s y t e t i s ]
28 ksPtr [ 0 ] = &t e t i s ;
29 ksPtr [ 1 ] = &d o r i s ;
30
31 S e r i a l . begin (USB BAUDRATE) ; // s t a r t both s e r i a l
32 S e r i a l 3 . begin (BT BAUDRATE) ;
33
34 S e r i a l . p r i n t l n ( ”Waiting f o r user to s p e c i f y mode” ) ;
35 [ . . . ” type ’ t ’ to s t a r t ” ]
36
37 t imer = m i l l i s ( ) ;
38 // wait 5 seconds f o r user to type 9 in te rmina l
39 // or p r e s s START in bt c o n t r o l l e r
40 whi l e ( ! btRead && ( m i l l i s ( ) − t imer < 5000) ) {
41 btRead = S e r i a l 3 . a v a i l a b l e ( ) ;
42 }
43 i f ( btRead ) {
44 read = S e r i a l 3 . read ( ) ;
45 i f ( read == ’ t ’ ) {
46 user . useMode = 2 ; // bt te rmina l mode
47 j o y s t i c k = &btJoys t i ck ;
48 s e r i a l = &S e r i a l 3 ;
49 s e r i a l −> p r i n t l n ( ”BT Terminal mode s e l e c t e d ” ) ;
50 }
51 e l s e i f ( read == ’B ’ ) {
52 [ . . . BT c o n t r o l l e r mode ]
53 }
54 }
55 e l s e { // nothing was read , asume i s PC mode
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56 [ . . . PC Mode ]
57 }
58
59 whi l e (CAN OK != canNet . begin (CAN BAUDRATE) ) { // i n i t can
60 [ . . . Can I n i t f a i l ]
61 }
62 S e r i a l . p r i n t l n ( ”−−−−−−−−−−−−−−−−− RESTART −−−−−−−−−−−−−−−−−−” ) ;
63
64 i f ( user . useMode == 0 | | user . useMode == 1) {
65 canNet . setupHearbeat(& t e t i s ) ;
66 // Send s t a t e machine to ” Switch On Disab le ”
67 canNet . toAllNodesSdo(& t e t i s ,DISABLEVOLTAGE) ;
68 // Clear a l l e r r o r s in a l l nodes (−>”Switch On Disab le ”)
69 canNet . toAllNodesSdo(& t e t i s ,FAULTRESET) ;
70 // NMT: s e t CanOpen network to Pre−o p e r a t i o n a l
71 canNet . sendMsgBuf (0 x000 , 0 , 2 ,PREOPERATIONAL) ;
72
73 [ . . . CanNet c o n f i g u r e a l l PDOs & Ve loc i ty Mode ]
74
75 // Send s t a t e machine to ”Ready to Switch On”
76 canNet . toAllNodesSdo(& t e t i s ,SHUTDOWN) ;
77 // Send s t a t e machine to ” Operation Enable”
78 canNet . toAllNodesSdo(& t e t i s ,ONANDENABLE) ;
79 // NMT: s e t CanOpen to Operat iona l
80 canNet . sendMsgBuf (0 x000 , 0 , 2 ,OPERATIONAL) ;
81
82 [ . . . idem para DORIS, s i f u e ra a s e r usado ]
83
84 }
85 e l s e {
86 canNet . t e r m i n a l U t i l i t y ( ) ;
87 }
88 }
cap´ıtulo 4
Comunicacio´n Arduino - EPOS2
El objetivo de este cap´ıtulo es definir co´mo fue implementada la comunicacio´n en-
tre la placa Arduino, que actu´a como controlador del sistema, y los drivers de potencia,
conectados a los motores. Para ello, se comienza detallando los fundamentos de la comu-
nicacio´n CAN y ma´s concretamente del pro´tocolo CANOpen. A continuacio´n, se exponen
los aspectos importantes el hardware part´ıcipe en esta comunicacio´n y las adaptaciones
que fueron realizadas para conseguirla. Por u´ltimo, se muestra la parte de software, las
funciones que fueron desarrolladaa para la comunicacio´n CANOpen entre Arduino y una
serie de nodos CAN.
4.1. Protocolo CANopen
CANopen es un protocolo de comunicacio´n y especificacio´n de perfiles de dispositivo,
basado en el protocolo Controller Area Network (CAN). Por esto, primero se realizara´ una
breve introduccio´n al protocolo ma´s general, CAN, y posteriormente se detallara´ co´mo el
protocolo CANopen implementa la comunicacio´n dentro de los esta´ndares de CAN.
En la medida de lo posible, se intentara´ cen˜irse a los aspectos de CAN que son nece-
sarios para entender el funcionamiento del sistema. Para mayor informacio´n sobre estos
protocolos se sugiere consultar la bibliograf´ıa relacionada: The Basics of CANopen y
EPOS2 Positioning Controllers-Firmware Specification.
4.1.1. Introduccio´n a Protocolo CAN
El protocolo CAN fue introducido en 1985 para manejar la electro´nica interna de
automo´viles. En 1993, se establecio´ como esta´ndar internacional, conocido como ISO
11898. Desde entonces, surgieron varios protocolos de mayor nivel, basados en e´l, entre
ellos CANOpen. A d´ıa de hoy, CAN es utilizado en pra´cticamente la totalidad de la
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industria automovil´ıstica y ampliamente utilizado en robo´tica industrial, equipamiento
hospitalario y aerona´utica, entre otros.
Ventajas del uso de CAN
Algunas de las principales ventajas de la utilizacio´n de CAN se enumeran a continua-
cio´n:
Sistema barato y liviano: CAN supone una red de comunicacio´n barata y ligera,
ya que permite varios dispositivos CAN se comuniquen entre s´ı, con tan so´lo estar
conectados a la red CAN, prescindiendo as´ı de conexiones f´ısicas individuales entre
cada uno de ellos.
Comunicacio´n de difusio´n amplia : se conoce como comunicacio´n de difusio´n
amplia o broadcasting a la forma de transmisio´n de informacio´n donde un nodo
emisor env´ıa informacio´n a una serie de nodos receptores simulta´neamente, prescin-
diendo as´ı de reproducir la misma transmisio´n nodo por nodo. Por lo tanto, en CAN,
cuando un mensaje es mandado a trave´s de la red, cada dispositivos conectado lo
recibira´ e identificara´ si va dirigido a e´l o dicho mensaje debe ser ignorado. Esto
supone un aumento en la velocidad de comunicacio´n, y una mayor simplicidad a la
hora de an˜adir o retirar dispositivos de la red.
Prioridad: cada mensaje en CAN tiene una prioridad, de modo que, si dos nodos
fueran a intentar mandar un mensaje al mismo tiempo, el de mayor prioridad ser´ıa
transmitido y el de menor comenzar´ıa su comunicacio´n justo despue´s de que el
primero haya acabado. Por lo tanto no hay conflicto de mensajes y el scheduling de
mensajes no supone una preocupacio´n.
Gestio´n de errores de comunicacio´n: como se vera´ a continuacio´n, la estructura
de mensajes CAN incluye un Cyclic Redundancy Code que permite comprobar si
dicho mensaje fue transmitido correctamente y, en caso negativo, que cada nodo
tome algu´n tipo de estrategia como, por ejemplo, desconectarse de la red.
CAN Physical Layer
En el protocolo se definen varias physical layers, medios f´ısicos (tipos de conexiones,
cableado, impedancias, ...) que pueden ser usados. No obstante, en este documento solo
se tratara´, la usada por las EPOS en DORIS, en el apartado 4.2.3.
Estructura de un Mensaje CAN
Toda la comunicacio´n dentro de este protocolo es efectuada a trave´s de mensajes.
Existen dos tipos de mensajes CAN: mensajes esta´ndar y mensajes extendidos. Aunque
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el protocolo CANopen, en principio, permitir´ıa hacer uso de ambos tipos, en realidad, son
muy poco usados en la pra´ctica y en la presente aplicacio´n no se hace uso de los u´ltimos.
Por ello, en este documento so´lo sera´n abordados mensajes esta´ndar.
Figura 4.1 Estructura de un mensaje esta´ndar de CAN. Todo bits menos data field en
Bytes
La estructura de un mensaje esta´ndar de CAN es ilustrada en la Figura 4.1 y la
funcionalidad de cada bit se explica a continuacio´n:
Bit de Start of Frame (SOF): indica el comienzo del mensaje con un bit dominante
(0 lo´gico).
Arbitration field : identifica el mensaje y a partir de e´l se calcula la prioridad del
mismo, por eso sirve de a´rbitro. Esta´ compuesto por 11 bits de identificador, conocido
comoCAN message identifier (CAN-ID), y el bit de RTR al final.
Bit de remote transmission request (RTR): sirve para diferenciar entre dos tipos de
mensajes CAN (en relacio´n a su funcionalidad) conocidos como mensajes de datos
y mensajes remotos1. Un bit de RTR dominante (0 lo´gico) indica que se trata de
un mensaje de datos. Por contrario, un bit de RTR recesivo (1 lo´gico) denota un
mensaje remoto.
Data Length Code (DLC) (4 bits): indica el nu´mero de bytes de informacio´n conte-
nidos en el data field. Junto con los bits r0 y r1 forman los 6 bits de control2.
Data Field : contiene la informacio´n del mensaje, de 0 a 8 Bytes.
Cyclic Redundancy Test (CLC): 15 bits de verificacio´n por redundancia c´ıclica, y
un u´ltimo bit recesivo a modo de delimitador. Ba´sicamente, mediante un algoritmo
aplicado sobre estos bits, es posible detectar si la transmisio´n de este mensaje fue
correcta o se trata de un mensaje corrupto.
1Aunque, tanto CANOpen como las EPOS permiten hacer uso de mensajes remotos, en el presente
proyecto no fueron utilizados, por lo que se omite mayor explicacio´n y se entiende que siempre se hara´
uso de mensajes de datos, por lo tanto con RTR igual al cero lo´gico
2En lo que respecta a este trabajo, tanto r0 como r1 no tienen utilidad alguna, deben ser setados
como dominantes por el emisor e ignorados por los receptores.
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Acknowledgement slot (ACK): todo dispositivo CAN que recibe el mensaje adecua-
damente manda un bit de ACK al final del mensaje. El nodo emisor comprueba si
el mensaje fue recibido por algu´n nodo, comprobando si fue escrito un bit de ACK.
End Of Frame Field (EOF): consiste en 7 bits recesivos (1 lo´gico) indicando el final
del mensaje.
4.1.2. Protocolo CANOpen
Como ya se ha presentado, CANOpen es un protocolo de comunicacio´n de alto nivel
basado en CAN. Consecuentemente, todo el funcionamiento de CANOpen se basara´ en el
intercambio de mensajes CAN entre dispositivos conectados a dicha red. Por lo tanto, la
labor de CANOpen es atribuir un co´digo de significados a los dos campos principales del
mensaje CAN: el CAN-ID3 y el Data Field. (Como se ha visto el resto de campos tienen
que ver con la transmisio´n de estos datos ma´s que con la informacio´n de los mismos). Se
explican a continuacio´n los principales conceptos en CANOpen.
Ma´ster y Slave Nodes
El protocolo CANOpen implementa una comunicacio´n slave oriented, esto quiere decir
que en la red debera´ haber un dispositivo que haga las funciones de ma´ster y el resto de
dispositivos sera´n denotados como esclavos. El ma´ster sera´ el encargado, entre otras cosas,
de configurar a los esclavos y de comprobar el buen funcionamiento de la red.
Normalmente, los esclavos son los encargados de realizar las tareas a las que el sistema
este´ enfocado, y el ma´ster de comandarlos. En lo que a este trabajo se refiere, los esclavos,
que tambie´n se referira´n como nodos, sera´n cada una de las EPOS2. Del mismo modo, las
funciones del ma´ster sera´n realizadas prinicipalmente por la clase CanOpen, implementada
en el programa que fue´ desarrollado.
NodeID
Todo dispositivo conectado a la red Canopen debe poseer un identificador nume´rico
conocido como Node Identification (NodeID). Dos nodos conectados a la misma red no
pueden tener el mismo NodeID para evitar el conflicto en la comunicacio´n.
Diccionario de Objetos
En CANopen todos los dispositivos conectados a la red deben implementar un dic-
cionario de objetos, tambie´n conocido como OD. Toda la informacio´n referente a un
3En CANopen, t´ıpicamente se hace referencia al Communication Object Identifier (COB-ID), en vez
de al CAN-ID. Su u´nica diferencia radica en que el COB-ID incluye tambie´n los bits de RTR, r0 y r1 y
SOF. Como ya se ha comentado, en la presente aplicacio´n estos bits tienen valor fijo luego se puede usar
indistintamente ambos te´rminos
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determinado nodo, as´ı como la referente a la comunicacio´n con e´l es almacenada en su
diccionario de objetos. CANopen especifica que los objetos del OD deben tener un ı´ndice
de 16 bits, y un sub´ındice de 8, normalmente referidos en hexadecimal. La lista de objetos
en el OD de las EPOS2 70/10, se incluye como anexo en el Anexo A.
En este protocolo, existen dos mecanismos de comunicacio´n para acceder a entradas
del diccionario de objetos: los SDO y los Process Data Object (PDO).
Service Data Objects (SDOs)
El primer me´todo de lectura y escritura de objetos del OD de un determinado nodo es
a trave´s de SDOs. En principio, y por razones que se vera´n a continuacio´n, estos objetos
de comunicacio´n son usados para configuracio´n del dispositivo. El funcionamiento de este
me´todo es sencillo, se tiene un dispositivo, conocido como master o cliente, que desea leer
una determinada entrada del diccionario de objetos de un nodo, que funciona en este caso
como slave o servidor, o escribir un nuevo valor en ese objeto. El modo de comunicacio´n
es el siguiente.
Para leer un objeto de un nodo via SDO, el master enviara´ un mensaje como el de la
Figura 4.2. El valor del COB-ID del mensaje debera´ ser 0x600 + NodeId, donde NodeID
es el identificador del nodo del que se quiere leer. El primer byte del data field, se conoce
como Command Specifier (CS) e indica si se trata de una lectura o una escritura. En el
caso del ma´ster solicitando una lectura, el valor del CS debe ser 0x40 . Los dos siguientes
bytes del data field sera´n los dos bytes (primero el menos significativo) del ı´ndice del
objeto en cuestio´n. El siguiente byte sera´ el sub´ındice del objeto.
Este mensaje, segu´n dicta el protocolo CAN, sera´ recibido e ignorado por todos los
nodos, excepto aquel cuyo NodeID coincida con el indicado. Dicho nodo devolvera´ un
mensaje como el de la Figura 4.3, que de nuevo sera´ ignorado por todos lo nodos menos el
ma´ster. El valor del Command Specifier, de este mensaje de vuelta, dependera´ del taman˜o
del objeto le´ıdo:
0x4F para objetos de 1 byte
0x4B para 2 bytes
0x43 para aquellos de 4 bytes de taman˜o.
Como se aprecia en la figura, los cuatro u´ltimos bytes son el valor del objeto le´ıdo en
representacio´n hexadecimal desde lbyte menos significativo (en Datefield[4]) hasta tantos
de los cuatro como precise, en funcio´n de su taman˜o. Los bytes no usados quedara´n como
reserved.
El proceso de escribir en un objeto por parte del ma´ster es pra´cticamente ana´logo al
anterior. El ma´ster enviara´ un mensaje como el de la Figura 4.4. En este caso el CS sera´:
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Figura 4.2 SDO mandado por el ma´ster para leer un objeto del slave
Figura 4.3 SDO mandado por el slave respondiendo a la peticio´n de lectura de un objeto
de su OD
0x2F para objetos de 1 byte
0x2B para 2 bytes
0x23 para 4 bytes.
A su vez, el nodo devolvera´ un mensaje como el de la Figura 4.5, con el valor del objeto
a partir de Datefield[4] como ya se ha explicado.
Figura 4.4 SDO mandado por el ma´ster para escribir en un objeto del slave
Figura 4.5 SDO mandado por el slave respondiendo a la peticio´n de escritura de un
objeto de su OD
Process Data Objects (PDOs)
Los Process Data Object u Objetos de Datos de Proceso son usados para lectura y
escritura de para´metros variantes con el tiempo durante el funcionamiento del sistema.
Normalmente esto se refiere a las variables de control del sistema y las de su estado. Esto
se debe a que su principal ventaja respecto a los SDO es la velocidad y el hecho de poder
garantizar sincron´ıa entre todos los nodos, como se vera´ a continuacio´n. Sin embargo,
por especificacio´n del protocolo, no todos los objetos de OD pueden ser transmitidos via
PDO.
Para que un nodo pueda mandar o recibir PDOs debe ser configurado para ello. Las
EPOS2 70/10 pueden ser configuradas para recibir transmitir al ma´ster cuatro tipo de
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PDOs diferentes y para recibir otros cuatro de este. Estos son conocidos como Transmit
PDO (TPDO) y Receive PDO (RPDO).
Un mismo PDO puede contener tantos objetos del OD como caben en los 8 bytes de
su data field, siempre y cuando estos objetos sean mappeables por SDO, como se explicara´
en seguida. En la Figura 4.6 se muestra la estructura de un mensaje PDO. Como se ve en
la figura, este solo consta del identificador del PDO y de los valores de los objetos, pero
a diferencia de los SDO no contiene ninguna informacio´n a cerca de que´ objetos esta´n
siendo transmitidos ni en que´ orden.
Figura 4.6 Estructura de un mensaje PDO mappeando un objeto de 2 bytes, uno de 4 y
finalmente otro de 2.
Cada PDO tiene un COB-ID asignado, segu´n la Tabla 4.1. De esta forma, por ejemplo,
un mensaje con COB-ID 283 quiere decir que se trata de un mensaje del nodo 3 al ma´ster
y que los objetos contenidos en el PDO son tal y como dicho nodo tiene configurado para
su segundo tipo de PDO a ser transmitido (TPDO2). Por lo tanto, para que este mensaje
pueda ser entendido por el ma´ster, este debe conocer de antemano que objetos contendra´n
los PDOS que le manden sus nodos. El proceso de decidir que´ objetos y en que´ posicio´n,
dentro de los 8 bytes del mensaje, debera´ transmitir cada PDO se conoce como mappear.
Del mismo modo, los nodos tambie´n podra´n recibir PDOs del ma´ster y para ello
debera´n haber sido pre-configurados para entenderlos. Por ejemplo, cuando el nodo 3
reciba un mensaje con COB-ID 403, entendera´ que se trata del ma´ster indica´ndole los
nuevos valores que debe escribir en los objetos mappeados por su RPDO4. Se entiende
entonces que, si este nodo recibiera un mensaje COB-ID 404, por ejemplo, lo ignorar´ıa
porque va dirigido al nodo 4 y no a e´l.
Como ya se ha comentado, los PDOs son ma´s veloces que los SDO. Una de las razones
es que un mismo mensaje puede contener varios objetos y que, adema´s, no se pierden
bytes, y por lo tanto tiempo, en especificar de que´ objetos se trata. Quiza´s la razo´n mas
importante para su velocidad es que el ma´ster no necesita perder tiempo solicita´ndolos,
los PDOs pueden ser mandados del nodo al ma´ster de forma auto´noma.
El transmission type, o tipo de transmisio´n, de un PDO es el para´metro que indica
bajo que condicio´n el nodo mandara´ dicho PDO al ma´ster. Para las EPOS2 usadas existen
tres posibles valores para el transmission type de un TPDO:
S´ıncrona: el PDO sera´ enviado inmediatamente despue´s de que el nodo reciba un
objeto SYNC.
As´ıncrona so´lo ante RTR: el PDO solo se env´ıa si el nodo recibe una Remote
Transmission Request del mismo.
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Tabla 4.1 Asignacio´n de COB-IDs en CanOpen
Objeto de comunicacio´n COB-ID (hex) Nodo Esclavo
NMT node control 000 Receive only
Sync 080 Receive only
Emergency 080 + NodeID Transmit
TimeStamp 100 Receive only
PDO 180 + NodeID 1. Transmit PDO (TPDO1)
200 + NodeID 1. Receive PDO (RPDO1)
280 + NodeID 2. Transmit PDO (TPDO2)
300 + NodeID 2. Receive PDO (RPDO2)
380 + NodeID 3. Transmit PDO (TPDO3)
400 + NodeID 3. Receive PDO (RPDO3)
480 + NodeID 4. Transmit PDO (TPDO4)
500 + NodeID 4. Receive PDO (RPDO4)
SDO 580 + NodeID Transmit
600 + NodeID Receive
NMT node monitoring 700 + NodeID Transmit
LSS 7E4 Transmit
7E5 Receive
As´ıncrona: el PDO sera´ enviado cada vez que su valor cambie. Por lo tanto se
define un inhibit time que representa el menor intervalo de tiempo con el que el
PDO puede ser transmitido, para evitar que sature la comunicacio´n.
Para transmitir variables de control como velocidad o posicio´n actuales, el tipo mas
usado es el s´ıncrono, y tambie´n el escogido en este proyecto para el u´nico TPDO usado
(TPDO1 segu´n se vera´ ma´s adelante). Esto se debe a que nos permite garantizar un
control en tiempo real ya que todos los nodos nos enviara´n informacio´n de su estado en
un mismo instante.
El funcionamiento es el siguiente, el ma´ster manda un objeto SYNC, que todos los
nodos reciben al mismo tiempo. En ese momento, todo estos nodos intentara´n enviar sus
PDOs, pero se enviara´n una despue´s de otra segu´n el concepto de prioridad de CanOpen.
La ventaja es que aunque los mensajes lleguen al ma´ster uno de manera consecutiva,
todos representan el valor de sus objetos en el mismo momento, en el que el SYNC fue
recibido. Obviamente habr´ıa un pequen˜o delay entre cuando un nodo y el siguiente recibe
el SYNC, pero absolutamente despreciable (del orden de 0,01ms).
En cua´nto a los RPDOs, existen dos transmission type permitidos por las EPOS:
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S´ıncrona: el ma´ster env´ıa el PDO despue´s de haber enviado un SYNC.
As´ıncrona: el ma´ster env´ıa el PDO en cualquier momento. Este es el tipo usado
para el RPDO1 configurado en el proyecto.
Por u´ltimo, como se ha comentado, no todos los objetos son mappeables. La lista de
objetos que pueden ser recibidos y transmitidos via PDO se en las Tabla 8-77 y 8-80,
respectivamente, del EPOS2 Positioning Controllers-Firmware Specification.
Network Management (NMT)
El Network Management (NMT) es la parte del protocolo encargada de garantizar el
correcto funcionamiento de la red. Aunque esta parte no se detallara´ tanto , si se resaltara´n
algunos aspectos de importancia en este trabajo.
El NMT define una ma´quina de estados para los nodos. Por el funcionamiento de
las EPOS, en lo que a esta aplicacio´n se refiere solo importan dos: pre-operational y
operational. Cuando una EPOS comienza a funcionar, automa´ticamente es llevada al
estado pre-operacional. Esto define una serie de comportamientos con respecto a la red
CAN por parte del nodo. El ma´s importante de ellos es que solamente en este estado
se podra´n configurar los PDOs y que la transmisio´n de estos au´n no esta´ permitida. El
estado operacional es el de funcionamiento normal, con todos los tipos de comunicacio´n
activos. Los comandos dentro de NMT node control (COB-ID 000) son los encargados de
cambiar entre estos estados, resetear la comunicacio´n...
Adema´s, el protocolo CANOpen obliga a escoger una forma de Node Monitoring, de
monitorizacio´n de los nodos. Su funcio´n sera´ comprobar perio´dicamente si los nodos esta´n
respondiendo. Existen dos formas de Node Monitoring :
Hearbeat Protocol : los nodos env´ıan un mensaje Hearbeat cada cierto periodo de
tiempo. Si el ma´ster detecta que ese periodo ya ha pasado y algu´n nodo no lo ha
enviado, supondra´ que la comunicacio´n con ese nodo no esta´ respondiendo y actuara´
en consecuencia. Este protocolo es el implementado en la presente solucio´n.
Node Guarding Protocol : el ma´ster periodicamente solicita respuesta de cada nodo
via RTR y si alguno no respondiera asume que debe haber un fallo de comunicacio´n.
Este protocolo tiene menor prioridad que el anterior, por lo que de definirse los dos
solo se usar´ıa Hearbeat.
Por u´ltimo, los mensajes con COB-ID 080 + NodeID se tratan de mensajes de emer-
gencia y el valor de su datafield se correspondera´ con el tipo de emergencia, segu´n la Tabla
4-11 de EPOS2 Positioning Controllers-Firmware Specification.
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(a) Arduino UNO (b) Arduino Mega 2560
Figura 4.7 Comparacio´n entre ambas placas Arduino
4.2. Interfaz Hardware
En este apartado se pretende explicar cua´l fue la solucio´n adoptada para la interfaz
f´ısica entre la placa Arduino y los conectores CAN de las EPOS. Como ya se ha in-
troducido, se decidio´ hacer uso de la comunicacio´n serial de Arduino y una shield para
CAN.
4.2.1. CANBus Shield
Se realizo´ un estudio de las posibilidades en el mercado. La mayor´ıa de las opciones
encontradas fueron shields orientados a On Board Diagnosis de automo´viles. Todos ellos
compart´ıan la parte ma´s importante, el chip transceptor MCP2515, encargado de la lec-
tura de CAN. Por ello se opto´ por la opcio´n ma´s econo´mica y que garantizaba una entrega
ma´s inmediata, el Sparkfun CANBus Shield. Informacio´n completa sobre este producto
puede encontrarse en Sparkfun CANBus Shield .
Este shield esta´ disen˜ado para Arduino UNO y su acoplamiento en este es trivial,
basta encajar uno en el otro. Sin embargo, aunque dicho shield se compro´ pensando en
ser usado con una placa UNO, durante el proyecto se decidio´ cambiar a usar un Arduino
Mega 2650. La razo´n de este cambio´ fue que la memoria del UNO paso´ a no ser suficiente
para albergar el programa y que fue decidido que se utilizar´ıa un mo´dulo Bluetooth para
la interfaz con el usuario. Debido a esto u´ltimo, se precisaba de una opcio´n con ma´s de
un puerto serial, para el Bluetooth y para CAN.
Por reutilizar el equipamiento comprado y porque actualmente no existen en el mer-
cado shields para Arduino Mega 4, se decidio´ adaptar el shield para su uso con Arduino.
Los detalles a tener en cuenta en esta adaptacio´n se explican a continuacio´n.
4La u´nica opcio´n ser´ıa usar un mo´dulo en vez de un shield, menos robusto fisicamente
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En principio, y segu´n la premisa bajo la que Arduino Mega fue creada, todos los
pins de la placa UNO se encuentran en la Mega en la misma posicio´n, de forma que
cualquier accesorio para la primera sirva para su versio´n mejorada (Figura 4.7). As´ı,
Mega an˜ade mu´ltiples pins ma´s, as´ı como un chip ma´s potente, mejorando la anterior
pero garantizando la compatibilidad.
Como puede verse en su schematic (Sparkfun CANBus Shield-Schematic), aunque el
shield usa varios pins ma´s, para encender LEDs, un adaptador para GPS, para tarjeta
microSD y otro para LCD, para la comunicacio´n por CAN so´lo interesan 4 pins :
Master In Slave Out (MISO): el medio por el cua´l el slave, en este caso el shield,
manda informacio´n al ma´ster, el Arduino. En Arduino UNO esta´ implementado en
el pin 12, sin embargo en el Mega se traslado´ al pin 50. Esto mismo va a suceder con
los siguientes tres pines y es la razo´n de que este shield no funcione simplemente
encaja´ndolo en los pines respectivos del Mega.
Master Out Slave In (MOSI): a trave´s de e´l, el slave, recibe informacio´n del
ma´ster. En UNO se realiza a trave´s del pin 11 y en Mega del 51.
Serial Clock (SCK): por e´l se env´ıan pulsos de reloj para sincronizar la transmi-
sio´n. Corresponde al pin 13 en UNO y al 52 en Mega.
Slave Select (SS): tambie´n conocido como Chip Select (CS) es el que permite
que en la comunicacio´n SPI pueda haber ma´s de un dispositivo conectado. Cuando
este pin esta en low el dispositivo se comunica con el ma´ster. Sin embargo, si esta´
en high el esclavo ignorara´ al ma´ster. Se trata del pin 10 en UNO y el 53 en Mega.
Para salvar esta´ situacio´n, se conecto´ cada pin del shield a su correspondiente en Mega
mediante un cable y soldadura. El resultado puede verse en la Figura 4.8.
Figura 4.8 Detalle de la adpatacio´n del shield para Mega
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4.2.2. DIP Switch
La forma preferente para atribuir un NodeID a cada una de las EPOS es a trave´s del
DIP Switch del que estas disponen. Este dispositivo tiene 8 pequen˜os interruptores, como
se ve en la Figura 4.9. Los switches del 1 al 7 sirven para expresar el NodeID en sistema
binario, siendo el DIP switch 1 el de valencia 20. La utilidad del DIP switch 8 se explicara´
a continuacio´n.
Figura 4.9 Detalle de las 4 EPOS2 de TETIS: DIP switches
4.2.3. Red CAN: Physical Layer
En cuanto a la conexio´n entre el shield y las EPOS, se fabrico´ un cable CAN-COM
segu´n lo especificado en EPOS2 70/10 Positioning Controllers-Cable Starting Set , tal y
co´mo se ve en la Figura 4.10 y la Tabla 4.2
Figura 4.10 Conector CAN-COM. Izquierda extremo A y derecha B
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Tabla 4.2 Asignacio´n de pines del conector CAN-COM segu´n CiA DS102-2
Cable Pin Extremo A (EPOS) Pin Extremo B (Shield) Sen˜al
Amarillo 1 7 Can High
Verde 2 2 Can Low
Marro´n 3 3 Can Ground
Negro 4 5 Can Shield
La red Can consta de una sola linea, por lo tanto el ma´ster se conecta a un dispositivo,
este a su vez a al siguiente y as´ı sucesivamente. El protocolo especifica que la red debe estar
terminada en sus dos extremos, el ma´ster y su u´ltimo nodo. Esta terminacio´n consiste en
conectar Can High y Can Low mediante una resistencia de 120 Ω.
En el lado del ma´ster, esta´ terminacio´n es embutida dentro del conector en el extremo
B . Sin embargo en el caso de la terminacio´n en la u´ltima EPOS, esta resistencia es
adicionada cerrando su DIP Switch 8.
4.3. Interfaz Software
Finalmente, en esta seccio´n se detallara´ una de las partes ma´s importantes y que mayor
esfuerzo necesito´ en el proyecto, la interfaz software entre el Arduino y las EPOS. Como
se ha introducido ya, se creo´ la clase CanNet para englobar todas las funcionalidades
que tienen que ver con la interfaz CAN. Tambie´n se ha comentado, previamente en este
cap´ıtulo, las diferencias entre mensajes SDO y PDO, y el uso para el cua´l cada uno fue
disen˜ado.
En el Extracto de Co´digo 4.1, correspondiente al archivo de cabecera de la imple-
mentacio´n de la clase (CanNet), se pueden ver todos los me´todos que la forman. Esta
clase hereda de la clase MCP CAN contenida en la biblioteca con el mismo nombre. Estos
me´todos sera´n explicados a continuacio´n del primer apartado, 4.3.1. Este apartado, uno
de los ma´s importantes de la presente memoria, explica una de las mayores complicaciones
que se encontraron al implementar la comunicacio´n, la cual determino´ la solucio´n que fue
adoptada.
Extracto de Co´digo 4.1 Header de la clase CanNet
1 c l a s s CanNet : pub l i c MCP CAN{
2 pub l i c :
3 unsigned i n t numOfKinS ;
4 KinematicSystem∗∗ kinSystems ;
5 CanNet ( KinematicSystem∗∗ ks , unsigned i n t num, byte cs = 53)
:
6 MCP CAN( cs ) , kinSystems ( ks ) , numOfKinS(num) {}
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7 void canListenerPDO ( ) ;
8 void canListenerSDO ( ) ;
9 void r eadPos i t i on ( Jo int ∗ , byte ∗) ;
10 void checkHearbeat ( ) ;
11 void setupHearbeat ( KinematicSystem ∗ ,
12 unsigned i n t hbTime = 1000) ;
13 void toAllNodesSdo ( KinematicSystem ∗ ,
14 byte ∗ , bool ext = 0) ;
15 void zeroTPDOs( KinematicSystem ∗) ;
16 void zeroRPDOs( KinematicSystem ∗) ;
17 void setupTPDO1( KinematicSystem ∗) ;
18 void setupRPDO1( KinematicSystem ∗) ;
19 void setupVelocityMode ( KinematicSystem ∗) ;
20 void t e r m i n a l U t i l i t y ( ) ;
21 void p r i n t B u f f e r ( ) ;
22 void uSetSDO ( ) ;
23 void uSetPDO ( ) ;
24 } ;
4.3.1. El Problema de Pe´rdida de Mensajes
Los me´todos canListenerSDO() y canListenerPDO() tienen la funcio´n de leer los men-
sajes de CAN que se hayan acumulado en el buffer del shield, analizarlos y, sobre todo,
extraer el feedback de posicio´n de las EPOS. A su vez, uSetSDO() y uSetPDO() son las
encargadas de escribir un valor de velocidad deseada en las EPOS, a partir de la variable
de control de cada articulacio´n. La razo´n de que aparezcan por duplicado se explica a
continuacio´n.
De acuerdo a las caracter´ısticas de los SDO y los PDO expuestas en 4.1.2, el primer
enfoque que se adopto´ fue que estas dos funciones fueran realizadas por medio de un
TPDO y otro RPDO. Como se ha explicado, esta es la mejor forma para llevarlo a cabo.
En base a esto, se crearon las funciones canListener() y uSet(), a secas, que despue´s ser´ıan
sustituidas.
Durante el desarrollo de estas dos funciones, fueron encontrados comportamientos
inesperados en la comunicacio´n. Se detecto´ que el shield, en ocasiones, perd´ıa algunos
mensajes de la red (mensajes que eran mandados por la red no eran le´ıdos por este). Para
asegurar que los mensajes estaban siendo recibidos y le´ıdos, toAllNodesSdo() y canListe-
ner() se programaron de tal forma que la ejecucio´n se bloqueara en ellas hasta conseguir
escribir o leer lo deseado. Sin embargo, la funcio´n uSet(), no pod´ıa garantizar esto porque
a un mensaje de escritura de PDO no hay respuesta por parte del nodo, por lo tanto no
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hay forma de confirmar que el nodo lo ha recibido.
Esto permitio´ avanzar y llegar a controlar el robot por PDOs como era lo deseado. No
obstante, segu´ıa habiendo perdidas ocasionales de mensajes.
Uno de los primeros intentos para arreglarlo fue bajar el baudrate de la comunicacio´n,
de 1Mbps a 500kbps lo cua´l no supuso ninguna mejora pero s´ı un aumento en el tiempo
de muestreo mı´nimo posible del loop de control.
Se planteo´ la posibilidad de que estas perdidas de mensajes se debieran a estar es-
cribiendo en el serial mientras los mensajes estuviesen llegando, ya que la comunicacio´n
USB y la CAN comparten puerto. En principio esto no deber´ıa ser un problema porque
los mensajes son recibidos por el MCP2515, que los almacena en un buffer hasta que el
programa del Arduino los lea de ese buffer via SPI. De esto u´ltimo tambie´n se extrae
que si se tardara demasiado en leer de ese buffer mientras estuviesen llegando ma´s datos,
o si los datos que llegasen fueran de gran taman˜o, este podr´ıa llenarse y resultar en la
pe´rdida de algu´n mensaje. Se realizaron testes en los cua´les se mandaba un objeto SYNC
a las cuatro EPOS y todo lo que hac´ıa el programa es mantenerse leyendo el buffer, sin
ningu´n otro procesamiento, por lo tanto lo ma´s ra´pido que el Arduino permit´ıa. Adema´s,
el TPDO con el que las EPOS fueron configuradas a responder constaba so´lo del COB-ID
(2 bytes) y un objeto de 4 bytes, por lo que el taman˜o tampoco podr´ıa ser un problema.
De acuerdo a los resultados, se descarto´ el problema de velocidad, ya que ni siquiera
de la forma anterior el chip era capaz de atender todos los mensajes de una forma con-
sistente. En los caso en los que fallaba, el shield consegu´ıa leer adecuadamente tres de
los cuatro PDO. Una solucio´n ser´ıa mandar un SYNC de nuevo transcurrido un nuevo
tiempo, en caso de que no se hayan le´ıdo todos los PDO. Esta es la solucio´n actual en
CanListenerPDO(), pero tampoco garantiza el funcionamiento, porque, al responder de
nuevo los 4 nodos al SYNC, en muchas ocasiones vuelven a ser le´ıdos so´lo los tres primeros
PDO, y no existe ninguna forma de solicitar un PDO exclusivamente a un nodo.
Tambie´n se observo´ que, si bien exist´ıan perdidas de SDO, estas eran mucho ma´s
ocasionales, del orden de 2 o 3 pe´rdidas de cada 10000 mensajes. Sin embargo, la lectura
de PDOs era mucho ma´s inconsistente.
Se buscaron en la documentacio´n del fabricante del transceptor, as´ı como en la biblio-
teca usada para su lectura y escritura, posibles causas o soluciones y no se encontro´ nada.
En internet se hallaron contados casos de usuarios que hab´ıan tenido el mismo problema
de perdida de mensajes por parte del shield, pero nada supuso una ayuda. Cabe resaltar
que, como se sen˜alo´, este chip es usado casi por completo para aplicaciones muy simples de
OBD por parte de usuarios particulares, como monitor para variables internas de coches,
por ejemplo. Por lo tanto, es muy probable que en estos casos no suponga un problema
la perdida de algu´n mensaje y quiza´s ni se intente implementar una comunicacio´n PDO,
pues es notablemente ma´s compleja y, seguramente, innecesaria.
Una posible explicacio´n a por que´ los mensajes PDOs ten´ıan much´ısimo peor resultado
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que los SDO, para este shield, es que los cuatro mensajes PDO llegan extremadamente
juntos entre si, de hecho con el menor nu´mero de bits de separacio´n que el protocolo
permite, menos de un byte. A diferencia de esto, aunque se mandasen cuatro mensajes
SDO de solicitud de lectura, uno a cada nodo, seguidos, el tiempo que el Arduino tarda
en mandar uno al siguiente es mucho mayor del tiempo de un byte en la comunicacio´n,
que funciona a 1Mbps. Para ilustrar esto, si el Arduino tardase 0.1 ms entre mandar un
mensaje SDO y el siguiente, los dos SDO que llegar´ıan de vuelta tendr´ıan 800 bits de
separacio´n entre ellos. Esa es la u´nica gran diferencia entre SDO y PDO, en cuanto a lo
que a leerlos y almacenarlos en un buffer respecta, y por ello supone una posible causa
de la pe´rdida de PDOs.
Cabr´ıa preguntarse el porque´ existen tambie´n perdidas de SDO, aunque sean muy
escasas. Una posible explicacio´n a esto, de acuerdo con la anterior, son los mensajes de
heartbeat. Como el tiempo de heartbeat es el mismo para las 4 EPOS, estas van a pretender
mandar su mensaje hearbeat aproximadamente en el mismo instante. Por lo tanto, si ese
instante coincide con el de alguna EPOS recibiendo un SDO, esta intentar´ıa responderlo
segu´n le llegue, pudiendo resultar en varios mensajes en la red con escasa separacio´n
entre ellos (presumiblemente el mı´nimo numero de bits permitido por el protocolo como
separacio´n). Ya que el tiempo de heartbeat establecido es un segundo, la probabilidad de
que pase esto es muy baja y de ah´ı que los fallos en la comunicacio´n SDO sean mucho
menos frecuentes. Por u´ltimo, se quiere destacar que esta es so´lo una posible explicacio´n
basada en las u´nicas diferencias existentes entre SDO y PDO, desde el punto de vista del
transceptor, pero no pudo ser validada.
Finalmente, se quiere sen˜alar que aunque durante toda esta explicacio´n se hable de
mensajes ma´s largos o cortos, y me´todos lentos y veloces, en realidad, para la presente
aplicacio´n todos estos tiempos son pra´cticamente despreciables.
Por todo lo que acaba de ser expuesto, se decidio´ realizar dos funciones ana´logas de
lectura, canListenerSDO y canListenerPDO, y dos de escitura, uSetSDO y usetPDO. Los
me´todos basados en PDO son los de uso preferencial e ilustran co´mo esta´ comunicacio´n
deber´ıa ser implementada de acuerdo al protocolo. Sin embargo, debido a la alta velocidad
de la transmisio´n, un millo´n de bytes por segundo, la lectura y escritura por SDO no
supone diferencia alguna en esta aplicacio´n y garantiza un funcionamiento ma´s estable,
salvando un error de funcionamiento del shield.
4.3.2. Herencia de MCP CAN
Como se ha indicado, la clase CanNet es derivada de la clase MCP CAN incluida por
la biblioteca CanBus Shield. Las tres funciones principales que hereda de esta son:
begin(int): inicia la comunicacio´n CAN en el baudrate indicado como para´metro.
Este debe indicarse mediante unas macros definidas por dicha biblioteca (CAN 1000KBPS,
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por ejemplo).
checkReceive(): comprueba si hay mensajes disponibles para ser le´ıdos en el buffer.
readMsgBuf(byte*, byte*): guarda en el primer para´metro la longitud del men-
saje le´ıdo y el datafield del mismo en el segundo.
getCanId(): devuelve el valor del COB-ID del mensaje.
sendMsgBuf(word, bool , unsigned int, byte*): env´ıa el mensaje pasado como
vector en el u´ltimo para´metro, con el COB-ID indicado en el primer para´metro.
El segundo y tercer para´metro son, respectivamente, si se trata de un mensaje
extendido (por lo tanto siempre sera´ falso en lo que a este proyecto se refiere), y el
nu´mero de bytes del datafield.
4.3.3. Funciones toAllNodesSdo y printBuffer()
La funcio´n toAllNodesSdo(KinematicSystem*, byte*, bool ext = 0) env´ıa por SDO,
el datafield pasado como segundo para´metro, a todos los nodos del sistema cinema´tico
pasado como primer para´metro. El u´ltimo valor es un boolean que representa si se tra-
ta de un mensaje extendido. Se trata de una funcio´n extremadamente co´moda para la
configuracio´n inicial.
Otra funcio´n de utilidad es printBuffer() que imprime por pantalla cualquier mensaje
hallado en la red.
4.3.4. Configuracio´n de PDOs
Como ya se introdujo anteriormente, previo al inicio de la comunicacio´n por PDOs
es necesario configurar las EPOS. En esta seccio´n se muestran los me´todos de CanNet
que se encargan de ello. Es importante recordar que la configuracio´n de PDOs so´lo puede
realizarse con la red CANOpen en estado pre-operacional, por ello estas funciones han de
ser llamadas entre el comando de NMT: set pre-operational y el de NMT: set operatio-
nal. Obviamente, no es necesario usar estas funciones si so´lo se usan canListenerSDO y
uSetSDO, pero tampoco hay problema en configurar los PDOs aunque no sean usados.
Para el funcionamiento de canListenerPDO es necesario configurar en todas las EPOS
el TPDO1 como s´ıncrono, mapeando la posicio´n del encoder de la respectiva articulacio´n.
Este valor viene dado como un entero de 4 bytes por el objeto Position Actual Value en la
entrada 0x6064-00 del OD. A su vez, usetPDO requiere configurar las EPOS para recibir
un RPDO, que fue escogido como asincro´no por sencillez, indicando la velocidad deseada
para las articulaciones. Este objeto, tambie´n entero de 4 bytes, es el Velocity Mode Setting
Value en 0x206B-00.
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Previamente a configurar TPDO1 y RPDO1 se desactivan todos los PDOs existentes
para evitar que alguno que estuviera pre-configurado de´ problemas durante la ejecucio´n.
Para ello se debe escribir el valor de 0 en Number of mapped Application Objects in
Transmit PDO (0x1A00-00).
A continuacio´n, para realizar esta configuracio´n se debera´ dar el valor de 1 al ob-
jeto Transmission Type Transmit PDO1 (en 0x1800-02), para transmisio´n s´ıncrona del
TPDO1, y de 255 a Transmission Type Receive PDO1 (0x1400-02), para transmisio´n
as´ıncrona. A partir de aqu´ı ambos procesos son ana´logos, por lo que so´lo se detallara´ la
configuracio´n del TPDO1 por parte del setupTPDO1(), que puede extenderse a setupRP-
DO1().
Para cambiar los objetos mapeados por un PDO, primero se debera´ desactivar el
mismo, tal y como se explico´ antes. Seguidamente, para indicar el objeto mapeado se
debera´ dar valor a 1st mapped Object, indicando el ı´ndice y sub´ındice de Position Actual
Value. Por u´ltimo se debera´ indicar que so´lo se debera´ mappear un objeto, dando de nuevo
valor a Number of mapped Application Objects in Transmit PDO, esta vez de 1.
4.3.5. Funciones canListener
Una de las funciones principales del programa, es la encargada de atender los men-
sajes de la red, en especial los heartbeat y los que leen el valor de la posicio´n de las
articulaciones, Position Actual Value, ya sea mediante SDO (canListenerSDO()) o PDO
(canListenerPDO(). El funcionamiento es el siguiente, primero barre todas las articula-
ciones de todos los sistemas cinema´ticos de la red dando el valor true al campo synced de
todas aquellas que no deban ser simuladas. Para aquellas simuladas, se aproximara´n a un
integrador perfecto, segu´n:
q(h+ 1) = q(h) + hu(h) (4.1)
A continuacio´n, se env´ıa el objeto de SYNC , en el caso de canListenerPDO(). Pos-
teriormente se entra en un do while(), del que no se saldra´ hasta que todas las articua-
laciones tomen el valor de synced = true esperando a que haya algu´n mensaje disponible
en el buffer del shield. Cuando se encuentre algu´n mensaje, se barrera´ cada articulacio´n
para obtener sus NodeIDs y compararlos con el COB-ID del mensaje En caso de que se
trate del heartbeat de alguna de las EPOS asociadas a las articulaciones, se guarda el
tiempo de llegada en su tLastHeartbeat. Si el identificador coincide con el COB-ID del
TPDO1 (0x180 + NodeID), se cambia el valor de synced a verdadero y se manda a la
funcio´n CanNet :: readPosition(). Esta funcio´n se encargara´ de pasar su valor de bytes en
hexadecimal a float y guardarlo en el atributo q de la respectiva junta.
Se muestra el Extracto de Co´digo 4.2, por ser esta una funcio´n crucial y no tan sencilla.
Se puede observar que tiene en cuenta la reduccio´n de los motores, ya que el encoder se
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encuentra antes de ella, el offset inicial, y el hecho de que el valor viene dado en quadcounts
del encoder y no en radianes.
Extracto de Co´digo 4.2 CanNet :: readPosition()
1 void CanNet : : r eadPos i t i on ( Jo int ∗ j o i n t , byte∗ buf ){
2 // reads Pos i t i on from value in qd and bytes g iven by EPOS
3 f l o a t qdToRad = 2∗PI /(4 ∗ ( j o i n t −> encCpr ) ) ;
4 long posInQuadCounts ;
5 long ∗ auxPointer ;
6
7
8 auxPointer = ( long ∗) buf ; // a c c e s s l a s t 4 bytes o f TPDO
data
9 posInQuadCounts = ∗ auxPointer ;
10
11 j o i n t −> q = ( posInQuadCounts ∗ qdToRad ∗ ( j o i n t −>
epo sPo l a r i t y ) )
12 / ( j o i n t −> gearRed ) − ( j o i n t −> q o f f s e t ) ;
13 }
Por otra parte, si el mensaje no coincidiera con ninguno de los reconocidos, se impri-
mir´ıa por pantalla en modo warning.
El funcionamiento de canListenerSDO() es pra´cticamente ana´logo, realizando un ba-
rrido de cada articulacio´n, manda´ndole un mensaje de lectura de SDO y no saliendo del
do while hasta que el SDO de lectura haya sido recibido.
4.3.6. Funciones uSet
La otra gran funcio´n del programa es uSet(). Es la encargada de escribir el valor de
u de cada articulacio´n en el objeto Velocity Mode Setting Value (en 0x206B-00) de su
correspondiente EPOS.
Antes de nada, uSet() llamara´ a los me´todos checkColliision() y checkJointLimits()
de cada sistema cinema´tico, comprobando si el sistema alcanzar´ıa una posicio´n peligrosa,
ya sea por chocarse consigo mismo o el ambiente, como por sobrepasar el a´ngulo ma´ximo
de alguna articulacio´n, respectivamente. En el caso del manipulador TETIS, esto implica
calcular su cinema´tica directa. Si alguna de las condiciones de riesgo anteriores se dieran,
se pondr´ıa el valor del control a cero y se imprimir´ıa un mensaje de warning. Posterior-
mente, se comprueba si el valor de u de cada junta es mayor de su valor de velocidad
ma´xima, maxVel. En caso afirmativo, se saturara´ dicha articulacio´n, cambiando el valor
de u por el ma´ximo aplicable con seguridad. Finalmente se realiza el barrido de todas las
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articulaciones de cada sistema cinema´tico, enviando el correspondiente RPDO1 o SDO
de escritura. Esto se muestra a continuacio´n, en el Extracto de Co´digo 4.3, para ilus-
trar los cuidados que se tuvieron en cuenta y co´mo se realiza un barrido de todas las
articulaciones.
Extracto de Co´digo 4.3 Parte de CanNet :: uSetPDO()
1 f o r ( i n t k = 0 ; k < numOfKinS ; k++){
2 ks = kinSystems [ k ] ;
3 s e r i a l −> p r i n t l n ( ks −> name) ;
4 f o r ( i n t j = 0 ; j < ks −> numOfJoints ; j++){
5 j o i n t = ks −> systemJo ints [ j ] ;
6 i f ( ! ( j o i n t −> s imulated ) ){
7 nodeId = j o i n t −> nodeID ;
8 rpm = ( j o i n t −> u) ∗ RADSTORPM ∗ ( j o i n t −> gearRed ) ∗ (
j o i n t −> epo sPo l a r i t y ) ;
9 sendMsgBuf (0 x200 + nodeId , 0 , 4 , ( byte ∗)&rpm) ;
10 }
11 }
12 }
4.3.7. Heartbeat Protocol
Como ya se hab´ıa adelantado, el protocolo CANOpen requiere el uso de un me´todo
de monitorizacio´n de nodos, y el elegido en esta solucio´n es el hearbeat protocol. La clase
CanNet incluye dos me´todos en relacio´n a esto, setupHeartbeat() y checkHearbeat(). La
primera configura el tiempo de hearbeat para activar el protocolo. La segunda debe ser
llamada perio´dicamente y realiza un barrido de todas las articulaciones para ver si el
tiempo en que mando´ un heartbeat por u´ltima vez, tLastHearbeat es mayor que el tiempo
actual menos el tiempo de heartbeat. En ese caso activa un mensaje de warning.
4.3.8. Funcio´n terminalUtility
Esta funcio´n es la encargada por completo del modo Bluetooth Terminal. Para evitar
mezclarla con las otras funcionalidades de la aplicacio´n, de funcionamiento completamente
distinto contiene un bucle infinito (while(1)), ahorra´ndose colocarla en el loop principal.
En el caso de que el usuario haya seleccionado su uso, escribiendo una t en la terminal de la
aplicacio´n Arduino Bluetooth, se entrara´ en esta funcio´n, salta´ndose toda la configuracio´n
de las EPOS. Su funcionamiento es sencillo, pide al usuario los valores necesarios para la
lectura o escritura de objetos de un nodo,a trave´s de comunicacio´n serial con dicha app,
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via el mo´dulo bluetooth. Una vez obtenidos, env´ıa al nodo indicado el SDO correspondiente
e imprime la respuesta.

cap´ıtulo 5
Modelo y Control
En este cap´ıtulo se expone el proceso seguido para realizar el modelo del robot y
posteriormente un control para e´l. Se comienza con una breve introduccio´n teo´rica y
despue´s se aplica al caso particular tratado en este proyecto. Por u´ltimo, se explica como
se utilizo´ Matlab para auxiliar en el ca´lculo y validar el modelo.
5.1. Desarrollo Teo´rico
La presente seccio´n pretende dar una visio´n resumida de la teor´ıa de robo´tica y control
que respalda la estrategia adoptada. Para un desarrollo ma´s en profundidad se propone
consultar el libro que fue utilizado como referencia en el desarrollo de la misma: Siciliano
y otros 2009.
5.1.1. Posicio´n y Orientacio´n de un Cuerpo Rı´gido
Un cuerpo r´ıgido queda completamente descrito en el espacio por su posicio´n y su
orientacio´n con respecto a un sistema de referencia. En ingle´s, se conoce al conjunto de
posicio´n y orientacio´n de un cuerpo r´ıgido como su pose, que podr´ıa traducirse como
postura.
Se denota como E¯ = [~x ~y ~z]. un sistema de coordenadas ortonormal con ~x, ~y e ~z como
vectores unitarios. Sea el sistema de coordenadas inercial de referencia E¯a = [~xa ~ya ~za].
La posicio´n del origen Ob del sistema de coordenadas del cuerpo r´ıgido en relacio´n al
sistema de coordenadas inercial viene dada por:
~pab = pbx~xa + pby~ya + pbz~za, (5.1)
donde pbx , pby y pbz denotan las componentes del vector ~pb ∈ R3 representadas en el
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sistema de coordenadas E¯a. Puede ser escrita de forma compacta como un vector (3× 1)
~pab =
pabxpaby
pabz
 (5.2)
Para describir la orientacio´n de un cuerpo r´ıgido en el espacio, es conveniente definir
una base ortonormal ligada al cuerpo y expresar sus vectores unitarios en el sistema de
referencia. Sea E¯b = [~xb ~yb ~zb] la base ligada al cuerpo, como muestra la Figura 5.1.
Figura 5.1 Sistemas de coordenadas de referencia E¯a y del cuerpo E¯b.
Por lo tanto, podemos expresar la orientacio´n del cuerpo r´ıgido con respecto al
sistema de referencia como:
~xab = xabx~xa + xaby~ya + xabz~za
~yab = yabx~xa + yaby~ya + yabz~za
~zab = zabx~xa + zaby~ya + zabz~za
(5.3)
Las componentes de cada vector unitario son los cosenos directores de los ejes del sistema
E¯b con respecto al sistema E¯a.
5.1.2. Matriz de Rotacio´n
A partir de (5.3) podemos escribir, de una forma mas compacta:
Rab =
[
~xab ~yab ~zab
]
=
xabx yabx zabxxaby yaby zaby
xabz yabz zabz
 =
~x
T
ab~xa ~y
T
ab~xa ~z
T
ab~xa
~xTab~ya ~y
T
ab~ya ~z
T
ab~ya
~xTab~za ~y
T
ab~za ~z
T
ab~za
 , (5.4)
que es conocida como la matriz de rotacio´n. Es fa´cil demostrar que Rab es ortogonal, ya
que sus vectores columna representan los vectores unitarios de un sistema ortonormal.
DESARROLLO TEO´RICO 55
Por lo tanto:
RTabRab = I3, (5.5)
donde I3 es la matriz unitaria en R3, o, lo que es lo mismo
R−1ab = R
T
ab. (5.6)
Como se puede intuir, aunque se omite la demostracio´n, se pueden componer sucesivas
rotaciones de sistema de referencia sin alterar la orientacio´n del cuerpo. Esto puede ser
formulado como:
Rac = RabRbc (5.7)
.
Cabe resaltar que las matrices de rotacio´n dan una informacio´n redundante, esta´n
compuestas por nueve elementos correlacionados entre s´ı por las condiciones de ortogona-
lidad. Por lo tanto, no se trata de una representacio´n mı´nima. De hecho, tres para´metros
bastan para dar una informacio´n completa sobre la orientacio´n del cuerpo. 1
5.1.3. Transformaciones Homoge´neas
Como se ilustro´ en el comienzo de la seccio´n, la posicio´n de un cuerpo r´ıgido se expresa
en funcio´n de la posicio´n de un punto del mismo con respecto al sistema de referencia
(translacio´n), y a su vez la orientacio´n se expresa mediante las componentes de los vectores
unitarios del sistema de referencia del cuerpo (centrado en el punto anterior), con respecto
al mismo sistema de referencia (rotacio´n).
Figura 5.2 Representacio´n de un punto P en diferentes sistemas de coordenadas.
Sea (p)a el vector de coordenadas de un punto P en el espacio, en relacio´n a un sistema
de coordenadas de referencia E¯a = [~xa ~ya ~za], conforme a la Figura 5.2. Considerando un
sistema de coordenadas E¯b = [~xb ~yb ~zb], sea (pab)a el vector de coordenadas que caracteriza
1Una representacio´n de estos para´metros son los angulos de Euler y se podr´ıa definir la matriz de
rotacio´n en funcio´n de so´lo esos tres a´ngulos. No obstante no es necesario en este desarrollo
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el origen del sistema de coordenadas E¯b en relacio´n al sistema de coordenadas E¯a. La
matriz de rotacio´n Rab describe la orientacio´n del sistema de coordenadas E¯b con respecto
a E¯a. Sea, del mismo modo, (p)b el vector de coordenadas del punto P en el sistema
de coordenadas E¯b. La posicio´n del punto P puede ser representada en el sistema de
coordenadas de referencia como
(p)a = (pab)a +Rab(p)b. (5.8)
La ecuacio´n (5.8) representa la transformacio´n de coordenadas (translacio´n y rotacio´n)
de un vector, expresado en un sistema de coordenadas para su expresio´n en otro sistema.
Con el objetivo de representar de una forma compacta la relacio´n entre las coorde-
nadas de un mismo punto en dos sistemas de coordenadas diferentes, se introduce la
representacio´n homoge´nea de un vector p ∈ R3 como p˜ ∈ R4, formada an˜adiendo un
cuarto componente unitario, por lo tanto,
p˜ =
[
~p
1
]
. (5.9)
Adoptando esa representacio´n, la transformacio´n de coordenadas puede ser expresada
mediante la matriz (4× 4)
Tab =
[
Rab (pab)a
01×3 1
]
(5.10)
De acuerdo a lo cual, la transformacio´n de coordenadas de un vector de E¯b a E¯a puede
ser expresada de forma compacta por una u´nica matriz como
(p˜)a = Tab(p˜)b, (5.11)
mientras que la transformacio´n inversa, de E¯a a E¯b es descrita por la matriz Tba que
satisfaga la ecuacio´n
(p˜)b = Tba(p˜)b = (Tab)
−1(p˜)a. (5.12)
La matriz Tba, por lo tanto, sera´:
Tba =
[
Rba −Rba(pab)a
01×3 1
]
. (5.13)
No´tese que la propiedad de ortogonalidad de las matrices de rotacio´n no se mantiene en
las transformaciones homoge´neas, luego, en general,
T−1 6= T T (5.14)
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Del mismo modo, entendiendo las transformaciones homoge´neas como una rotacio´n y una
traslacio´n, tal y como se puede intuir, la transformacio´n homoge´nea entre dos sistemas con
origen coincidente se reduce a la matriz de rotacio´n. De manera ana´loga a las matrices de
rotacio´n, se puede demostrar que una secuencia de transformaciones homoge´neas puede
ser compuesta por el producto
(p˜)0 = T0 1T1 2...Tn−1n(p˜)n (5.15)
donde Ti−1 i significa la transformacio´n homoge´nea del sistema de coordenadas E¯i−1 al
sistema E¯i. En esta expresio´n se basa toda la teor´ıa de la cinema´tica directa que sera´
introducida a continuacio´n.
5.1.4. Cinema´tica Directa
Um manipulador robo´tico esta´ compuesto de una serie de cuerpos r´ıgidos denominados
eslabones conectados por medio de articulaciones. T´ıpicamente, existen dos grandes tipos
de articulaciones:
De revolucio´n: si so´lo permiten un movimiento de rotacio´n entre los eslabones co-
nectados.
Prisma´ticas : si so´lo permiten un movimiento de traslacio´n entre los eslabones co-
nectados.
Un conjunto de eslabones ligados entre s´ı por una serie de articulaciones recibe el
nombre de cadena cinema´tica. Las cadenas cinema´ticas pueden clasificarse en cerradas o
abiertas, en funcio´n de si alguna sucesio´n de eslabones forma un lazo cerrado.
En este texto so´lo se abordaran cadenas cinema´ticas abiertas por ser las u´nicas de
intere´s en el proyecto desarrollado. Normalmente, un extremo de la cadena se liga a la base,
cualquiera que sea, y el otro a un actuador. El estudio de la cinema´tica directa nos permite
determinar la posicio´n y orientacio´n de un punto de la cadena cinema´tica, t´ıpicamente
el actuador, en funcio´n de las variables de articulacio´n.(A´ngulo para articulaciones de
revolucio´n o un desplazamiento en el caso de las articulaciones prisma´ticas).
Una cadena cinema´tica abierta esta´ constituida por n+ 1 eslabones numerados de 0 a
n, donde el Eje 0 es fijado a base por convencio´n. El me´todo utilizado consiste en definir
un sistema de coordenadas asociado a cada eje y calcular las transformaciones homoge´neas
entre los sistemas de eslabones consecutivos. Consecuentemente, y de acuerdo con ??, la
transformacio´n del n-e´simo sistema al sistema de coordeandas de la base puede ser hallada
mediante:
T 0n(q) = T 01(q1)T 12(q2). . .T n−1,n(qn) (5.16)
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donde T i−1,i(qi) denota la transformacio´n homoge´nea del sistema de coordenadas solidario
al eje i − 1 a aque´l solidario al eje i y q ∈ Rn es el vector de variables de articulacio´n,
siendo n el nu´mero de articulaciones.
Finalmente, la transformacio´n homoge´nea del actuador final con respecto a la base
viene dada por
T be(q) = T b0T 0n(q)T ne (5.17)
5.1.5. Convencio´n de Denavit-Hartemberg
Del apartado anterior se entiende que para calcular la postura (posicio´n y orientacio´n)
del actuador con respecto al sistema de la base basta con ir definiendo sistemas ligados a
los eslabones y realizar el producto, ordenado, de las transformaciones homoge´neas entre
eslabones consecutivos. En este apartado se introducen una serie de reglas a la hora de
definir dichos sistemas de referencia, conocida como convencio´n de Denavit-Hartemberg.
El intere´s de seguir esta convencio´n es que el ca´lculo de dichas transformaciones pasa a
ser un me´todo sistema´tico expuesto a continuacio´n.
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Fig. 2.16. Denavit–Hartenberg kinematic parameters
method is to be derived to define the relative position and orientation of two
consecutive links; the problem is that to determine two frames attached to
the two links and compute the coordinate transformations between them. In
general, the frames can be arbitrarily chosen as long as they are attached to
the link they are referred to. Nevertheless, it is convenient to set some rules
also for the definition of the link frames.
With reference to Fig. 2.16, let Axis i denote the axis of the joint connect-
ing Link i− 1 to Link i; the so-called Denavit–Hartenberg convention (DH) is
adopted to define link Frame i:
• Choose axis zi along the axis of Joint i+ 1.
• Locate the origin Oi at the intersection of axis zi with the common normal9
to axes zi−1 and zi. Also, locate Oi′ at the intersection of the common
normal with axis zi−1.
• Choose axis xi along the common normal to axes zi−1 and zi with direction
from Joint i to Joint i+ 1.
• Choose axis yi so as to complete a right-handed frame.
The Denavit–Hartenberg convention gives a nonunique definition of the link
frame in the following cases:
• For Frame 0, only the direction of axis z0 is specified; then O0 and x0 can
be arbitrarily chosen.
• For Frame n, since there is no Joint n+1, zn is not uniquely defined while
xn has to be normal to axis zn−1. Typically, Joint n is revolute, and thus
zn is to be aligned with the direction of zn−1.
9 The common normal between two lines is the line containing the minimum dis-
tance segment between the two lines.
Figura 5.3 Para´metros Denavit-H rtenbe g.
Tales reglas, conforme a la Figura 5.3, se describen a continuacio´n. Sea ~hi el eje de
rotacio´n de la articulacio´n que conecta el eje i− 1 al eje , n onces:
Escoger el eje ~zi a lo largo del eje ~hi+1.
Colocar el origen Oi en la interseccio´n del eje ~zi con la normal comu´n entre los ejes
~zi−1 y ~zi
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Escoger ~xi a lo largo de la normal comu´n a los ejes ~zi−1 e ~zi, con la direccio´n de la
articulacio´n i para la articulacio´n i+ 1.
El eje ~yi = ~zi × ~xi es escogido de forma que complete el sistema de coordenadas.
Con la definicio´n de estas reglas queda establecido co´mo han de escogerse los ejes de
cada sistema excepto en los siguientes casos:
Para el sistema de coordenadas 0, solamente es especificada la direccio´n del eje ~z0,
portanto la eleccio´n de O0 e ~x0 es arbitraria.
Para el sistema de coordenadas n, ya que no existe articulacio´n n + 1, ~zn no esta´
definido, pero ~xn debe ser normal al eje ~zn−1. T´ıpicamente se escoge ~zn alineado con
~zn−1.
Cuando dos ejes consecutivos son paralelos, la normal comu´n entre ellos no esta´
definida de forma u´nica. T´ıpicamente se elige Oi en la articulacio´n i+ 1
Cuando dos ejes consecutivos interseccionan, la direccio´n de ~xi es normal y el sentido
es arbitrario. Se escoge Oi en tal interseccio´n.
Cuando la articulacio´n i es prisma´tica, la direccio´n de ~zi−1 es arbitraria.
Una vez determinados los sistemas de coordenadas, es posible determinar la posicio´n
y orientacio´n de un sistema de referencia en relacio´n al otro en funcio´n de los siguientes
para´metros, indicados en la Figura 5.3:
ai distancia entre ~zi−1 e zi a lo largo de ~xi
αi a´ngulo entre ~zi−1 y ~zi entorno a ~xi
di distancia entre ~xi−1 e ~xi a lo largo de~zi−1
θi a´ngulo entre ~xi−1 e ~xi entorno a ~zi−1
Segu´n esto, la orientacio´n de un sistema de coordenadas i en relacio´n al anterior viene
dada por una rotacio´n de θi en torno a ~z seguida de una rotacio´n en torno de ~x de αi,
considerando el actual sistema de coordenadas. Por lo tanto,
Ri−1,i = Rz(θi)Rx(αi) (5.18)
La translacio´n de dicho sistema i es obtenida representando las distancias en el sistema
de coordenadas i− 1:
~pi−1,i = di~zi−1 + ai~xi (5.19)
(~pi−1,i)i−1 = di(~zi−1)i−1 + ai(~xi)i−1 (5.20)
(~pi−1,i)i−1 = di(~zi−1)i−1 + aiRi−1,i(~xi)i (5.21)
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Segu´n lo expuesto en el apartado anterior, ambas informaciones pueden ser represen-
tadas de una forma ma´s compacta como transformacio´n homoge´nea:
Ti−1,i =
[
Ri−1,i (~pi−1,i)i−1
01×3 1
]
(5.22)
que en funcio´n de los para´metros se escribe:
Ti−1,i(qi) =

ci −sici sisi aici
si cici −cisi aisi
0 si ci di
0 0 0 1
 (5.23)
donde se utiliza la notacio´n si para sin θi y ci para cos θi. En el caso de sin(θi + θj), la
nomenclatura sera´ sij, y as´ı sucesivamente. Observar que esta matriz so´lo depende de los
para´metros de las articulaciones y de la geometr´ıa.
5.1.6. Espacio de las Articulaciones y Espacio Operacional
Segu´n lo expuesto en las secciones anteriores, la cinema´tica directa de un manipulador
nos permite calcular la posicio´n y orientacio´n del actuador en funcio´n de las variables de las
articulaciones con respecto al sistema de la base. Se denomina espacio de las articulaciones
o espacio de configuracio´n al espacio en el cual elvector de variables de articulacio´n
~q =

q1
...
qn
 (5.24)
sea definido, siendo qi = θi para articulaciones de revolucio´n y qi = di para prisma´ticas.
A la hora de especificar una tarea para el manipulador, se debera´ expresar su postura,
posiblemente en funcio´n del tiempo. Segu´n lo visto anteriormente se puede definir esta
postura como un vector de posicio´n y una representacio´n mı´nima (p.e. a´ngulos de Euler)
de la orientacio´n. Esto puede expresarse de una forma compacta como
~xe =
[
~pe
~φe
]
(5.25)
donde ~pe recoge la posicio´n del actuador y ~φe su orientacio´n. El espacio donde ~xe sea
definido se denota por espacio operacional, y, en general, es distinto del espacio de las
articulaciones. En base a la dependencia de posicio´n y orientacio´n con las variables de las
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articulaciones, se puede escribir la cinema´tica directa de una forma diferente a 5.17,
~xe = k(~q). (5.26)
Donde k(·) es una funcio´n vectorial m× 1, en general no lineal, que permite obtener posi-
cio´n y orientacio´n en el espacio espacio operacional conociendo las variables de articulacio´n
en el espacio de las articulaciones.
5.1.7. Cinema´tica Diferencial
Una vez que queda perfectamente definida la postura de un cuerpo r´ıgido en el espacio,
cabe intentar hallar su cinema´tica respecto a la base diferenciando las ecuaciones cinema´ti-
cas. Efectivamente, cuando la posicio´n y orientacio´n del actuador son dadas en funcio´n
de um nu´mero mı´nimo de para´metros en el espacio operacional, es posible computar el
Jacobiano anal´ıtico mediante la diferenciacio´n de la ecuacio´n de la cinema´tica directa
(5.26) en funcio´n de las variables de las articulaciones. 2
Entonces, sea pbe ∈ R3 la posicio´n del sistema de coordenadas del actuador represen-
tada en el sistema de coordenadas de la base. El vector p˙be es, por tanto, la velocidad de
translacio´n, o linear.
p˙be =
∂pbe
∂q
q˙ = Jap(q)q˙ (5.27)
donde Jap ∈ R3×n denota el Jacobiano anal´ıtico de posicio´n.
En lo que respecta a la orientacio´n del sistema del actuador, puede tomarse una
reprentacio´n mı´nima de la misma en funcio´n de tres variables ~φe. En general, su derivada
temporal φ˙be no es igual a velocidad angular. Sin emabargo, conocida la funcio´n φbe(q),
es correcto escribir:
φ˙be =
∂φbe
∂q
q˙ = Jaφ(q)q˙ (5.28)
donde Jaφ ∈ R3×n es el Jacobiano anal´ıtico de orientacio´n.
De este modo, la cinema´tica diferencial puede ser calculada como:
x˙be =
[
p˙be
φ˙be
]
=
[
Jap(q)
Jaφ(q)
]
q˙ = Ja(q)q˙ (5.29)
donde Ja(q) ∈ R6×n es el Jacobiano anal´ıtico.
2Aunque existe otro tipo de Jacobiano, conocido como Jacobiano geome´trico, que surge directamente
de la composicio´n relativa de velocidades y aunque, en general ambos Jacobianos no son iguales, en
adelante siempre que se haga referencia al Jacobiano sera´ en relacio´n al Jacobiano anal´ıtico, por ser el
de intere´s en la presente aplicacio´n.
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5.1.8. Control Cinema´tico
Recapitulando lo desarrollado hasta el momento, gracias a la composicio´n de transfor-
maciones homoge´neas entre sucesivos sistemas de la cadena cinema´tica es posible hallar
una funcio´n que exprese la postura del actuador en el espacio operacional, en funcio´n del
vector de variables de las articulaciones en el espacio de las articulaciones. Adema´s, de
acuerdo al u´ltimo apartado, mediante el Jacobiano, es posible computar la cinema´tica
diferencial, o sea la evolucio´n temporal de la posicio´n y orientacio´n del cuerpo.
Consecuentemente, puede proponerse un bucle de control de posicio´n del actuador tal
y como el de la Figura 5.4.
3.7 Inverse Kinematics Algorithms 133
Fig. 3.11. Inverse kinematics algorithm with Jacobian inverse
3.7.1 Jacobian (Pseudo-)inverse
On the assumption that matrix JA is square and nonsingular, the choice
q˙ = J−1A (q)(x˙d +Ke) (3.70)
leads to the equivalent linear system
e˙+Ke = 0. (3.71)
If K is a positive definite (usually diagonal) matrix, the system (3.71) is
asymptotically stable. The error tends to zero along the trajectory with a
convergence rate that depends on the eigenvalues of matrix K;11 the larger
the eigenvalues, the faster the convergence. Since the scheme is practically
implemented as a discrete-time system, it is reasonable to predict that an
upper bound exists on the eigenvalues; depending on the sampling time, there
will be a limit for the maximum eigenvalue of K under which asymptotic
stability of the error system is guaranteed.
The block scheme corresponding to the inverse kinematics algorithm
in (3.70) is illustrated in Fig. 3.11, where k(·) indicates the direct kinematics
function in (2.82). This scheme can be revisited in terms of the usual feedback
control schemes. Specifically, it can observed that the nonlinear block k(·) is
needed to compute x and thus the tracking error e, while the block J−1A (q)
has been introduced to compensate for JA(q) and making the system linear.
The block scheme shows the presence of a string of integrators on the forward
loop and then, for a constant reference (x˙d = 0), guarantees a null steady-
state error. Further, the feedforward action provided by x˙d for a time-varying
reference ensures that the error is kept to zero (in the case e(0) = 0) along
the whole trajectory, independently of the type of desired reference xd(t).
Finally, notice that (3.70), for x˙d = 0, corresponds to the Newton method
for solving a system of nonlinear equations. Given a constant end-eﬀector
pose xd, the algorithm can be keenly applied to compute one of the admissible
11 See Sect. A.5.
Figura 5.4 Diagrama de bloques: Control cinema´tico proporcional con feedforward
Como muestra la Figura 5.4, la variable de referencia, xd, sera´ una posicio´n y orienta-
cio´n en el espacio operacional, mientras que la variable monitorada q sera´, efectivamente,
las variables de articulacio´n en su espacio. El sistema a ser controlado, por lo tanto, es
representado en el bloque del integrador
∫
, que recibe q˙, velocidad angular o lineal (pa-
ra articulaciones de revolucio´n o prisma´ticas, respectivamente) de la articulacio´n, en el
espacio de las articulaciones, y del que se evalu´a q.
De lo anterior se entiende que, para que esta ley de control tenga validez, el sistema en
cuestio´n debe comportarse como un integrador. Esta hipo´tesis es equivalente a despreciar
la dina´mica del sistema y considerar, la verdadera variable de control el par motor apli-
cado a cada articulacio´n 3, proporc onal a la velocidad de la misma. Por lo ta to, puede
escribirse
q˙ ≈ u (5.30)
En el caso de un motor, por ejemplo, considerar que su zona muerta, rozamiento
dina´mico, efecto de la gravedad sobre los eslabones y otros feno´menos, que lo alejan de
comportarse de manera ideal, son despreciables en las velocidades trabajadas.
Cabe enum rar es casos principales en los que esta condicio´n es va´lida:
3En realidad, en el caso de un motor, por ejemplo, la variable de control que realmente se aplica al
mismo es la corriente. No obstante, comunmente, no es algo que deba tenerse en cuenta ya que son los
drivers de potencia los encargados de realizar el control interno de la misma. Todo esto quedara´ ma´s
claramente explicado en ??
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Bajas velocidades de realizacio´n de las tareas.
Elevados factores de reduccio´n en las articulaciones.
Existencia de un bucle interno de control de velocidad, de alto desempen˜o, en cada
articulacio´n.
Estas condiciones sera´n evaluadas en el apartado 5.3.2 para dar validez al modelo
propuesto.
Para probar la validez de esta ley de control se debe demostrar su estabilidad y su
tendencia a seguir la trayectoria deseada. Sea, entonces, xbe ∈ Rn , con n siendo el nu´mero
de articulaciones del sistema, una representacio´n de la posicio´n y orientacio´n y xd el valor
deseado en esa representacio´n. Se define, por tanto, el error en el espacio operacional
como:
e = xd − xbe. (5.31)
Derivando en relacio´n al tiempo,
e˙ = x˙d − x˙be, (5.32)
podemos escribir a partir de la equacio´n 5.29:
e˙ = x˙d − Ja(q)q˙ (5.33)
Siendo xd(t) una trayectoria deseada, se pretende que xbe alcance xd(t) en t→∞. La
entrada de control para el sistema es un valor de u = q˙, luego, asumiendo que Ja(q) es
cuadrada y no singular, la eleccio´n de una ley de control, segu´n la Figura 5.4:
u = J−1a (q)u¯, (5.34)
donde
u¯ = x˙d +Kt(xd − xbe), (5.35)
lleva al sistema linear:
e˙ = x˙d − u¯. (5.36)
Por lo tanto, se obtiene la seguinte dina´mica para el error
e˙+Kte = 0 (5.37)
donde Kt = ktI. Si kt > 0 el sistema es asinto´ticamente estable
4, con e → 0 cuando
4Cuya demostracio´n es trivial, ya que se vuelve un sistema desacoplado cuya solucio´n a cada EDO es
e = C exp−Ktt. (5.38)
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t→∞.
5.2. Implementacio´n Pra´ctica
En base a todo lo expuesto en la seccio´n anterior, en este apartado se detalla co´mo
fue desarrollado un modelo cinema´tico tanto de DORIS como de su manipulador TETIS,
y co´mo a partir del cua´l se calculo´ su cinema´tica directa y varios tipos de control.
Aunque se trate de un mismo robot, se ha tomado la cinema´tica de DORIS y la de
su manipulador como dos sistemas desacoplados. Esto quiere decir que el manipulador
tomara´ como su base de referencia ligada a DORIS. Por lo tanto, el espacio operacional de
TETIS, siempre sera´ relativo a la posicio´n de su base, DORIS. No se estudia la composicio´n
de ambos sistemas.
Esto es perfectamente va´lido, ya que en la presente herramienta no hay ninguna ne-
cesidad de que TETIS realice tareas en el espacio operacional de DORIS, digamos, con
referencia en la plataforma offshore.
5.2.1. Modelo Cinema´tico de TETIS
En funcio´n a lo expuesto anteriormente, se detalla a continuacio´n como fue realizado
el modelo de TETIS, escogidos sus sistemas segu´n la convencio´n de Denavit-Hartemberg
y finalmente hallada su cinema´tica diferencial.
Modelo de TETIS
El manipulador TETIS consiste, ba´sicamente, en un brazo planar de tres eslabones
con una rotacio´n adicional, de este plano, en torno a un eje. Tambie´n puede ser visto
como un brazo antropomo´rfico5 con una articulacio´n de revolucio´n adicional al final de
la cadena, siendo este u´ltimo eje paralelo a las dos articulaciones anteriores. Debido al
proyecto meca´nico, la extremidad del actuador no esta´ exactamente alineada con las
articulaciones, lo que es compensado en el u´ltimo eslabo´n. El esquema en la Figura ??
ilustra el modelo de eslabones y articulaciones.
Sistemas de referencia y para´metros de D-H
En base a hallar la cinema´tica directa mediante el me´todo descrito en 5.1.5, los ejes
fueron escogidos segu´n se muestra en la Figura 5.5, proceso que se detalla a continuacio´n:
Eje ~z0 escogido a lo largo de la Articulacio´n 1. Origen O0 escogido arbitrariamente
de modo que coincida con O1 por simplicidad.
5un caso t´ıpico de manipulador, ampliamente abordado en la bibliograf´ıa
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Figura 5.5 Modelo cinema´tico del manipulador TETIS y posicionamento de los sistemas
de coordenadas
Eje ~z1 escogido a lo largo de la Articulacio´n 2. Origen O1 en la interseccio´n entre ~z0
y ~z1. Eje ~x1 en la direccio´n normal al plano definido por ~z0 y ~z1 pues se interceptan.
El sentido fue arbitrariamente escogido en direccio´n de avance de la cadena por
simplicidad.
Eje ~z2 escogido a lo largo de la Articulacio´n 3. Origen O2 en la Articulacio´n 3 pues
~z2 y ~z1 son paralelas. Eje ~x2 escogido arbitrariamente a lo largo de ~x1 pues la normal
comu´n entre ~z2 y ~z1 no esta´ un´ıvocamente definida.
Eje ~z3 escogido a lo largo de la Articulacio´n 4. Origen O3 en la Articulacio´n 3 pues
~z3 y ~z2 son paralelas. Eje ~x3 escogido arbitrariamente a lo largo de ~x2 pues la normal
comu´n entre ~z3 y ~z2 no esta´ un´ıvocamente definida.
Como no existe Articulacio´n 5, eje ~z4 definido arbitrariamente. Origen O4 en la
extremidad del actuador final. Eje ~x4 normal al eje ~z3.
A partir de esta disposicio´n de sistemas de referencia pueden obtenerse los para´metros
de Denavit-Hartemberg:
a1 = 0 y d1 = 0 ya que O0 y O1 coinciden. α1 = pi/2 a´ngulo entre ~z0 y ~z1 en torno
a ~x1.
a2 = E3 es la distancia entre ~z1 y ~z2 a lo largo de ~x2, que corresponde a la longitud
del Eslabo´n 2. ~z1 y ~z2 son siempre paralelos, luego α2 = 0. La distancia d2 entre ~x1
y ~x2 a lo largo de ~z1 es cero.
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a3 = E4 es la distancia entre ~z2 y ~z3 a lo largo de ~x3, que corresponde a la longitud
del Eslabo´n 3. ~z2 y ~z3 son siempre paralelos, luego α3 = 0. La distancia d3 entre ~x2
y ~x3 a lo largo de z2 es cero.
a4 = E5 es la distancia entre ~z3 e ~z4 a lo largo de ~x4. α4 = −pi/2 es el a´ngulo entre
~z3 y ~z4 en torno a ~x4, siendo, consecuentemente, negativo. As´ı, d4 = −M5 es la
distancia entre ~x3 y ~x4 a lo largo de ~z3.
Todos estos para´metros son recogidos en la Tabla 5.1
Tabla 5.1 Para´metros Denavit–Hartenberg para el Manipulador TETIS
Eslabo´n ai αi di θi
1 0 pi/2 0 θ1
2 E3 0 0 θ2
3 E4 0 0 θ3
4 E5 −pi/2 −M5 θ4
Por lo tanto, considerando la posicio´n inicial, como la de la Figura 5.5 todos los a´ngulos
θi ser´ıan dados directamente por las variables de articulacio´n, sin offsets
6.
Cinema´tica Directa
Obtemos a partir de la ecuacio´n (5.23) las transformaciones homoge´neas entre sistemas
de coordenadas consecutivos:
T 01 =

c1 0 s1 0
s1 0 −c1 0
0 1 0 0
0 0 0 1
 T 12 =

c2 −s2 0 E3c2
s2 c2 0 E3s2
0 0 1 0
0 0 0 1

T 23 =

c3 −s3 0 E4c3
s3 c3 0 E4s3
0 0 1 0
0 0 0 1
 T 34 =

c4 0 −s4 E5c4
s4 0 c4 E5s4
0 −1 0 −M5
0 0 0 1

6En realidad, la posicio´n inicial, referida como posicio´n de calibracio´n, escogida es diferente de la de
la figura 5.5, introduciendo un offset, en este caso en la Articulacio´n 2
IMPLEMENTACIO´N PRA´CTICA 67
T 04 = T 01T 12T 23T 34 =

c1c234 −s1 −c1s234 −M5s1 + E4c23c1 + E3c1c2 + E5c234c1
s1c234 −c1 −s1s234 M5c1 + E4c23s1 + E3c2s1 + E5c234s1
s234 0 c234 E4s23 + E3s2 + E5s234
0 0 0 1

(5.39)
Definiendo T b0 = I y T 4e = I, por la equacio´n (5.17) se obtiene
T be(q) = T 04(q). (5.40)
Espacio de las Articulaciones y Espacio Operacional
Antes de tratar las estrategias de control es conveniente esclarecer cua´l sera´ el espacio
de las articulaciones y cua´l el espacio operacional. Como se trata de un manipulador
4-DOF, el vector de postura en el espacio operacional tiene dimensio´n (4 × 1) y vendra´
dado por
xbe =
[
pbe
φbe
]
(5.41)
donde el vector pbe describe la posicio´n cartesiana representada en el sistema de referencia
de la base y φbe es el grado de libertad de orientacio´n, pitch, dado por
φbe = −(θ2 + θ3 + θ4). (5.42)
El sistema de referencia de la base, t´ıpicamente, se refiere a la base de la cadena
cinema´tica. Sin embargo no hay ningu´n problema en escoger como base alguna otra arti-
culacio´n y realizar todo el ca´lculo expuesto hasta ahora para otro sistema de referencia.
Surgir´ıa, de este modo, otro espacio operacional.
En este proyecto, y a modo ilustrativo, se definio´ el espacio operacional de la base, que
ma´s adelante nos llevara´ al calculo del Jacobiano en la base, J0, y el espacio operacional
del actuador en el que se computara´ el Jacobiano en el actuador, JN .
Del mismo modo, el espacio de las articulaciones sera´ aque´l definido por
q =

q1
q2
q3
q4
 =

θ1
θ2
θ3
θ4
 (5.43)
pues todas las juntas son de revolucio´n.
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Cinema´tica Diferencial
A partir de la cinema´tica directa en (5.39) y de la ecuacio´n 5.27 puede obtenerse el
Jacobiano anal´ıtico de posicio´n en la base, (Jap)b, para el manipulador. Segu´n se intro-
dujo en la seccio´n anterior, este, nos servira´ para ca´lculos en el espacio operacional de la
base.Diferenciando la ecuacio´n con respecto a las variables de articulacio´n:
pbe =
pbexpbey
pbez
 =
−M5s1 + E4c23c1 + E3c1c2 + E5c234c1M5c1 + E4c23s1 + E3c2s1 + E5c234s1
E4s23 + E3s2 + E5s234
 (5.44)
(Jap)b =

∂x
∂q1
∂x
∂q2
∂x
∂q3
∂x
∂q4
∂y
∂q1
∂y
∂q2
∂y
∂q3
∂y
∂q4
∂z
∂q1
∂z
∂q2
∂z
∂q3
∂z
∂q4
 , (5.45)
donde
∂x
∂q1
= −M5c1 − E4c23s1 − E3c2s1 − E5c234s1
∂x
∂q2
= −c1(E4s23 + E3s2 + E5s234)
∂x
∂q3
= −c1(E4s23 + E5s234)
∂x
∂q4
= −E5s234c1
∂y
∂q1
= −M5s1 + E4c23c1 + E3c1c2 + E5c234c1
∂y
∂q2
= −s1(E4s23 + E3s2 + E5s234)
∂y
∂q3
= −s1(E4s23 + E5s234)
∂y
∂q4
= −E5s234s1
∂z
∂q1
= 0
∂z
∂q2
= E4c23 + E3c2 + E5c234
∂z
∂q3
= E4c23 + E5c234
∂z
∂q4
= E5c234
A partir de 5.28 y de 5.42 se puede obtener el Jacobiano anal´ıtico de orientacio´n en
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la base, Jaφ,
Jaφ(q) =
∂φe
∂q
=
[
0 −1 −1 −1
]
(5.46)
.
En algunos modos de operacio´n, como el control manual por joystick resulta interesan-
te, realizar el control en funcio´n del sistema de referencia del actuador, dentro del sistema
operacional del actuador. Por lo tanto, es preciso representar el Jacobiano de posicio´n en
la referencia del actuador como (Jap)e = Rbe
T (Jap)b.
(Jap)e =
 −M5c234 E3s34 + E4s4 E4s4 0E4c23 + E3c2 + E5c234 0 0 0
M5s23 E5 + E3c34 + E4c4 E5 + E4c4 E5
 (5.47)
No´tese que, del modo en que los sistemas de referencia de TETIS fueron escogidos, se
tiene
(Jaφ)e = (Jaφ)b. (5.48)
.
De aqu´ı en adelante, para simplificar la notacio´n, se hara´ referencia al Jacobiano
anal´ıtico en la base (Ja)0, como J0, o Jacobiano en la base y al Jacobiano anal´ıtico
en el actuador (Ja)N como JN , o Jacobiano en el actuador. El ca´lculo de ambos fue
implementado en Tetis :: updateJ0() y Tetis :: updateJN() respectivamente.
5.2.2. Estrategias de Control de TETIS
En esta seccio´n, se detallara´n las distintos modos de control y sus respectivos bucles
de control.
Control de Posicio´n en el Espacio de las Articulaciones
Un primer modo de funcionamiento es el control de posicio´n en el espacio de las
articulaciones. Es el caso ma´s simple. En este modo la posicio´n deseada qd tambie´n viene
especificada en el espacio de las articulaciones, por lo tanto no se precisa del ca´lculo
cinema´tica directa del manipulador.
Bastara´ con una ley de control de realimentacio´n proporcional, como la de la Figura
5.6 para controlar el sistema. De nuevo esta´ supeditada a las condiciones vistas en ??
para modelar los motores como un integrador.
La ley de control viene dada por
u = Kj(qd − q) (5.49)
70 MODELO Y CONTROL
3.5.1 Sistema de coordenadas da Base
Quando o controle é feito no referencial da base (x˙d)b é velocidade desejada expressa
no referencial da base e utiliza-se (Ja)b.
u = q˙d = (Ja)
 1
b (x˙d)b (3.11)
3.5.2 Sistema de coordenadas do Efetuador
Quando o controle é feito no referencial do efetuador (x˙d)e é velocidade desejada
expressa no referencial do efetuador e utiliza-se (Ja)e.
u = q˙d = (Ja)
 1
e (x˙d)e (3.12)
onde
x˙d =
"
p˙d
 ˙d
#
(3.13)
3.6 Controle de Posição no Espaço das Juntas
O controle de posição no espaço das juntas consiste em uma realimentação com
controle proporcional individual para cada junta. Considerando que as juntas sejam
modeladas como integradores, o diagrama 3.3 mostra a malha de controle.
Kj 1s
u qqd e
 
q
Figura 3.3: Diagrama de Blocos: Modo de Posição no Espaço das Juntas
A lei de controle é dada por
u = Kj(qd   q) (3.14)
onde Kj = kjI > 0.
3.7 Controle de Posição no Espaço Operacional
Para este modo considera-se o problema de set-point para o controle de posição no
espaço operacional conforme definido em 2.27. Para referências constantes, ou seja,
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Figura 5.6 Control de posicio´n en el espacio de las articulaciones
donde Kj = kjI > 0.
Este es el control implementado por Tetis :: jointPosControl(). Adema´s Tetis :: init-
Position(), llama a la funcio´n anterior y sirve para llevar el manipulador a la posicio´n
inicial, qinit =
[
0 −pi/4 pi/2 −pi/4
]T
. Este control inicial es especialmente importante
porque la posicio´n de calibracio´n, qcalib =
[
0 −pi/2 0 0
]T
, es una posicio´n singular,
por lo tanto no se puede usar el control de posicio´n en el espacio operacional descrito a
continuacio´n.
Modo De Velocidad en el Espacio Operacional
En este modo, s pret nde que el actuador siga una determin da velocidad lineal, re-
ferida al sistema de la base o al del actuador. Como ya ha sido comentado, los drivers de
potencia implementan su propio control de velocidad, por lo que no es preciso preocupar-
se con la realimentacio´n, esta ya sucede internamente, en el bloque modelado como un
integrador. El desempen˜o del control de velocidad interno de los drivers se evaluara´ en
5.3.2. Por lo tanto, se trata de un modo en malla abierta, donde la sen˜al de entrada del
controlador es la velocidad referida a la base o al actuador (en el espacio operacional), o
sea la velocidad linear p˙d. Se utiliza la equacio´n (5.27) para calcular la velocidad angular
de cada articulacio´n q˙ (espacio de las articulaciones).
@y
@q3
=  s1(E4s23 + E5s234)
@y
@q4
=  E5s234s1
@z
@q1
= 0
@z
@q2
= E4c23 + E3c2 + E5c234
@z
@q3
= E4c23 + E5c234
@z
@q4
= E5c234
A pa tir de 2.30 e de 3.4 podemos calc lar o Jacobia o de orientação
Ja (q) =
@ e
@q
=
h
0  1  1  1
i
(3.8)
Em alguns modos como controle por servovisão e no controle manual com joystick
é interessante fazer o controle no referencial do efetuador, portanto precisamos repre-
sentar o Jacobiano de posição no referencial do efetuador como (Jap)e = RTbe(Jap)b.
(Jap)e =
264  M5c234 E3s34 + E4s4 E4s4 0E4c23 + E3c2 + E5c234 0 0 0
M5s23 E5 + E3c34 + E4c4 E5 + E4c4 E5
375 (3.9)
Note que par a escolha de sistemas de coordenadas do TETIS tem-se que
(Ja )e = (Ja )b. (3.10)
3.5 Malh Aberta no Esp ço Operacional
Este é um modo em malha aberta, onde o sinal de entrada no controlador é de
velocidade no referencial da base ou do efetuado , ou seja a velocid de linear p˙d.
Utiliza-se a equação (2.29) para calcular a velocidade de cada junta.
J 1a
Rx˙d q˙ q
Figura 3.2: Diagrama de Blocos: Modo de velocidade do Espaço Operacional
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Figura 5.7 Modo de velocida en espacio operacional
Cuando el control es realizado en el espacio operacional de la base, (x˙d)b sera´ la velo-
cidad deseada expresada en relacio´n a la base y sera´ usado (Ja)b. La ley de control por
lo tanto, sera´
u = q˙d = (Ja)
−1
b (x˙d)b, (5.50)
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que coincide con el control usado por Tetis :: joystickActuatorControl().
Cuando el control se lleva a cabo en el espacio operacional del actuador, (x˙d)e sera´ la
velocidad deseada expresada en el sistema de referencia del actuador y se utilizara´ (Ja)e.
u = q˙d = (Ja)
−1
e (x˙d)e (5.51)
donde
x˙d =
[
p˙d
φ˙d
]
(5.52)
Este sera´ el me´todo usado por Tetis :: joystickActuatorControl().
Control de Posicio´n en el Espacio Operacional
En este modo se trata de que el actuador siga un trayectoria xd(t) (posicio´n + pitch
variables en el tiempo) especificada en funcio´n de la base del manipulador(espacio opera-
cional de la base).
El control escogido es, exactamente, el detallado en 5.1.8. De acuerdo con el cual, para
un xd(t) y x˙d(t) conocidos,
u = (Ja)
−1
b [x˙d +Kt(xd − (xbe)b)] (5.53)
es capaz de llevar el error asinto´ticamente a cero para Kt > 0 . El algoritmo de control
puede ser resumido como:
e = xd − (xbe)b (5.54)
u¯ = Kte+ (x˙d)b (5.55)
u = (Ja)
−1
b u¯ (5.56)
Este es precisamente la estrategia de control implementada por Tetis :: trajectoryCon-
trol(unsigned int). Esta funcio´n toma un entero por para´metro que, a su vez, es pasado a
Tetis :: evalTrajectory(unsigned int), encargada de evaluar la trayectoria en ese instante y
guardar el valor en xd para que la primera realice el control. Este para´metro se corresponde
con alguna de las trayectorias pre-programadas, permitiendo escoger entre ellas.
5.2.3. Operacio´n de DORIS
Por no ser el foco de este trabajo, no se desarrollo´ ningu´n control complicado del
mecanismo de desplazamiento de DORIS, simplemente se hizo uso de la malla interna de
control del modo velocidad de las EPOS y se implemento´ un modo de uso por joystick.
Como se aprecia en la Figura 5.8, se trata de cuatro motores alineados, por lo que basta
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con mandar el mismo setpoint de velocidad a los cuatro motores, teniendo en cuenta la
orientacio´n de ellos para el signo de esa velocidad.
Figura 5.8 Mecanismo de locomocio´n sobre rail de DORIS
5.3. Validacio´n del Modelo
Para comprobar que el modelo propuesto es va´lido, son necesarias dos comprobaciones:
que el modelo y el control realmente se ajustan al manipulador y son va´lidos en un sistema
discreto y que la hipo´tesis de dina´mica despreciable es aceptable. En esta seccio´n se detalla
como esto fue conseguido.
5.3.1. Validacio´n del Modelo y Control Cinema´ticos
Para validar el modelo cinema´tico de TETIS y comprobar el funcionamiento del control
de posicio´n propuesto se utilizo´ Matlab. Para ello se hizo uso del Robotics Toolbox de
Corke. Con este toolbox se crea un modelo de manipulador, especificando sus articulaciones
y eslabones y sus para´metros de Denavit-Hartemberg. Una vez hecho esto nos permite, por
ejemplo, visualizar el efectuador dada una determinada poscio´n, o calcular su cinema´tica
directa o inversa. A modo ilustrativo, en la Figura 5.9, se muestra la simulacio´n de la
posicio´n inicial qinit =
[
0 −pi/4 pi/2 −pi/4
]T
.
As´ı mismo se preparo´ un modelo de Simulink, implementando el control propuesto,
incluyendo un Zero Order Hold (ZOH), para tener en cuenta el intervalo de muestreo,
que se eligio´ de 30 ms. La Figura 5.10 muestra co´mo esto fue conseguido.
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Figura 5.9 Posicio´n inicial de TETIS simulada en Robotics Toolbox
A continuacio´n, en las figuras 5.11 y 5.12, se muestran los resultados de la simulacio´n.
Como puede observarse, el sistema consigue seguir adecuadamente la trayectoria y
llevar el error a cero, probando que los ca´lculos anteriores son va´lidos.
5.3.2. Validacio´n de la Hipo´tesis de Dina´mica Despreciable
No obstante, como se resalto´ con anterioridad, todo esto esta supeditado a que los
motores se comporten como un integrador perfecto, o, lo que es lo mismo, que respondan
de manera inmediata a nuevos comandos de velocidad, siendo su dina´mica despreciable.
Para validar esto, una vez implementada la comunicacio´n con las EPOS, se preparo´ el
siguiente test. El test consiste en observar la respuesta de cada junta a una onda cuadrada
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Figura 5.10 Modelo de Simulink usado para validar control
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Figura 5.11 Simulacio´n: posicio´n en el plano X-Z
tal que:
u = Asign(sin(2pit/f)) (5.57)
donde el periodo es T = 1/f = 2s y la ampltud A = 0,5rad/s La Figura ?? muestra los
resultados del experimento.
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Figura 5.12 Simulacio´n- Rastreamiento de trayectoria para Kt = I
Se puede observar que, para las articulaciones 1, 3 y 4, la respuesta es de primer orden
y que son capaces de seguir con precisio´n la sen˜al de velocidad. Sin embargo, para la
articulacio´n 2 existe una pequen˜a dina´mica. Esto es debido a que, por la geometr´ıa del
actuador, la junta 2 requiere un mayor par para vencer la fuerza gravitacional que actu´a
en todo el brazo. No obstante, para la presente aplicacio´n que no requiere de grandes ace-
leraciones, esta dina´mica es aun despreciable, validando por completo el modelo expuesto
en este cap´ıtulo.
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Figura 5.13 Respuesta de las articulaciones a u = Asign(sin(2pit/f))
cap´ıtulo 6
Interfaz con el Usuario
Este cap´ıtulo esta´ destinado a explicar co´mo, se realizo´ la interfaz entre el Arduino y
los dispositivos con los que el usuario lo controla, el smartphone y un PC con Matlab.
Para la comprensio´n de este cap´ıtulo es recomendable haber le´ıdo el apartado 3.2.2, y en
general el Cap´ıtulo 3.
6.1. Interfaz Matlab
Ya se ha comentado la utilidad de enviar datos sobre los sistemas cinema´ticos a
Matlab. Tambie´n se ha indicado que la clase encargada de ello es MatlabSerial, que con-
tiene plotX(KinematicSystem*), plotQ(KinematicSystem*) y plotU(KinematicSystem*).
Las dos primeras mandara´n el valor de posicio´n deseada (xd y qd) y posicio´n actual (x y
q) en el espacio operacional y en el espacio de las articulaciones. El u´ltimo me´todo enviara´
el valor de la variable de control, u, velocidad angular. Todo esto para cada articulacio´n
del sistema cinema´tico pasado como para´metro.
Para conseguir esta comunicacio´n tuvo que idearse un sencillo protocolo entre Matlab
y Arduino. La comunicacio´n serial con Arduino es siempre por caracteres, por lo tanto
para expresar un valor debera´ establecerse un sistema que pase de valor nume´rico a string
y de string a valor nume´rico. El funcionamiento que se ideo´ es el siguiente. Al ejecutar el
script de Matlab destinado a ello, DataFromTetis.m, este iniciara´ la comunicacio´n serial
con el Arduino abriendo el puerto USB correspondiente. Esto provoca un reboot en el
Arduino. El script de Matlab imprime todos los mensajes que encuentre en el buffer,
liberando este, hasta que encuentre el mensaje exacto: —————– RESTART ———
———, que precisamente se encuentra al comienzo de la funcio´n setup del programa de
Arduino.
A partir de entonces empieza a contar el tiempo de simulacio´n del script de Matlab,
tsimu. Durante este tiempo, por defecto 60 segundos, Matlab se mantiene escaneando
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el serial en busca de algu´n mensaje que comienze por ToMatlabQ: , ToMatlabX: o To-
MatlabU: . Esto indica que se trata de un mensaje emitido por uno de los me´todos de
MatlabSerial, y se corresponde a la estructura ilustrada por la Figura ??, donde las casillas
en blanco quieren decir caracteres whitespace.
Figura 6.1 Estructura del mensaje ideado para comunicacio´n con Matlab
Obse´rvese que primero se transmiten los cuatro valores de posicio´n deseada, a conti-
nuacio´n los de posicio´n actual y, por u´ltimo, el tiempo transcurrido desde el comienzo de
la ejecucio´n en Arduino. No´tese que el enviar el tiempo en el que ese mensaje fue transmi-
tido consigue que las gra´ficas sean fidedignas a pesar de que la comunicacio´n pueda tener
un delay.
De este modo Matlab es capaz de identificar los valores, representados como strings
ilustrando su representacio´n decimal convertirlo a valores nume´ricos y realizar las gra´ficas.
Cualquier mensaje que no se corresponda con los anteriores se imprimira´ al Command
Window de Matlab. Normalmente estos son los mensajes de Debug (si este modo esta´
activado) y de Warn. Este es un co´modo modo de visualizarlos, comparado con otros
monitores de serial que tambie´n se tuvieron en cuenta, como el del propio Arduino IDE,
y son bastante peores.
6.2. Interfaz Smartphone
Como ya debe saberse a la altura de este cap´ıtulo, existen dos modos de uso de la
aplicacio´n mediante smartphone: modo Terminal Bluetooth y modo Bluetooth Controller
que precisan de comunicacio´n serial por Bluetooth con el Arduino. Esto se consiguio´
mediante un mo´dulo bluetooth tal y como se describira´ a continuacio´n. Posteriormente se
discutira´ como se realiza la comunicacio´n a trave´s de e´l para cada uno de los dos modos
de uso anteriores.
6.2.1. Integracio´n del Mo´dulo Bluetooth
Se decidio´ usar el Mo´dulo Bluetooth hc-05, por ya estar disponible en el laboratorio
en el que este proyecto fue desarrollado, LEAD y ser perfectamente adecuado para estas
necesidades. Este mo´dulo tiene 4 pines: +5 v y GND, que fueron soldados a sus respec-
tivos pins en el shield y RX y TX, por donde se lleva a cabo la transmisio´n, que fueron
conectados al puerto Serial3 del Mega (pines 15 y 14, respectivamente). La Figura 6.2
muestra como esto fue realizado.
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(a) Mo´dulo Bluetooth hc-05, (b) Conexio´n del mo´dulo al Arduino
y al shield
Figura 6.2 Mo´dulo bluetooth y su conexio´n al sistema
El modulo fue configurado para transmitir por Bluetooth a un baudrate de 57600Kbps,
asignado el nombre BluetoothSNES y la contrasen˜a de 0000.
6.2.2. Interfaz para modo Bluetooth Controller
Como ya se ha adelantado, la aplicacio´n escogida para el control por bluetooth es
Arduino Blueetooth. La razo´n fue su sencillez, el ser gratuita y el integrar el modo controller
y el modo terminal en una misma app. Esta app permite configurar que´ caracter sera´
mandadado por el serial cuando un determinado boto´n sea apretado. La pantalla del
controller junto con los caracteres que fueron configurados con relacio´n a cada boto´n
pueden observarse en la Figura 6.3.
Figura 6.3 Co´digo de comandos elegido para el Bluetooth Controller Mode
En base a esto, el me´todo BluetoothJoystick :: read() se encargara´ de monitorizar
si alguno de estos caracteres han sido escritos en el serial y actuar en consecuencia. El
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funcionamiento es segu´n se explica a continuacio´n. Una vez dentro de la apliacio´n y
conectado al mo´dulo BluetoothSNES se seleciona la opcio´n Controller Mode. Se mostarara´
una pantalla como la de la Figura 6.3. Antes de 5 segundos, debera´ pulsarse el boto´n
START para seleccionar este modo. En ese momento se configurara´n las EPOS y se
iniciara´ el control del brazo a la posicio´n inicial. Una vez concluido este control, unos 15
segundos despue´s de haber pulsado START, se puede seleccionar otro modo de control.
Para ello se apretara´ SELECT y a continuacio´n:
Tria´ngulo para control de trayectoria con una trayectoria predefinida.
Cuadrado para seleccionar el modo Joystick respecto al sistema de la base.
Cı´rculo para el modo Joystick respecto al sistema del actuador.
En los modos de joystick la direccio´n que representa cad aboto´n viene indicada tambie´n en
la Figura 6.3. Es importante resaltar que, por el modo en que fue implementado, cuando
se pulsa un boto´n de direccio´n en algu´n modo joystick se manda una referencia fija de
velocidad deseada al actuador. Esa referencia no es variada hasta que se pulse un boto´n
en otra direccio´n o se apriete cuadrado, que es el freno.
6.2.3. Interfaz para modo Terminal Bluetooth
Como ya se ha comentado en varias ocasiones, el otro modo de funcionamiento de la
aplicacio´n es el modo Terminal Bluetooth. Para usar este modo, todo lo que usuario tiene
que hacer es, dentro de Arduino Blueetooth, seleccionar Terminal Mode. Una vez hecho
esto basta con esperar a que aparezca una pantalla como la de la Figura 6.4 y seguir los
pasos que se ira´n indicando.
La integracio´n de Arduino con este modo es pra´cticamente automa´tica, pues todo lo
que se escriba en el puerto serial 3, el destinado al bluetooth en este caso, se mostrara´
en la pantalla del smartphone gracias a la app. El proceso de lectura es ligeramente ma´s
complicado porque, la comunicacio´n sera´ en cadenas de caracteres ASCII que debera´n ser
traducidos, por ejemplo a valores en hexadecimal. Para ilustrar esto se incluye el Extracto
de Co´digo 6.1, de la funcio´n terminalUtility().
Extracto de Co´digo 6.1 Parte de CanNet :: terminalUtility()
1 s e r i a l −> p r i n t l n ( ”Type nodeID o f node” ) ;
2 whi l e ( ! s e r i a l −> a v a i l a b l e ( ) ) {
3 }
4 CobId = ( s e r i a l −> par s e In t ( ) ) + 0x600 ;
5
6 s e r i a l −> p r i n t l n ( ”Type index o f ob j e c t ” ) ;
7 whi l e ( ! s e r i a l −> a v a i l a b l e ( ) ) {
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8 }
9 s e r i a l −> r eadSt r ing ( ) . toCharArray ( auxString , 2 0 ) ;
10 auxInt = s t r t o u l ( auxString , NULL, 16) ;
11 CanMessage [ 1 ] = lowByte ( auxInt ) ;
12 CanMessage [ 2 ] = highByte ( auxInt ) ;
Figura 6.4 Captura de Pantalla durante el uso del modo Terminal Bluetooth

cap´ıtulo 7
Ajuste de Para´metros
En este cap´ıtulo se justificara´n los valores escogidos para algunos de los para´metros
del control y de la comunicacio´n de esta aplicacio´n.Se llevara´ a cabo dicha discusio´n
intentando mostrar los efectos de los mismos sobre el sistema.
El
7.1. Ajuste de Para´metros
Se detallara´n a continuacio´n co´mo fueron escogidos los principales para´metros del
control.
7.1.1. Control de Posicio´n en el Espacio de las Articulaciones
Para el ajuste de la ganancia proporcional (kj) del control de posicio´n en el espacio
de las articulaciones de TETIS se realizo´ el siguiente experimento. Desde la posicio´n
de calibracio´n, en la que debe encontrarse el manipulador al iniciar su ejecucio´n, q0 =
qcalib =
[
0 −90 0 0
]T
, se realiza este tipo de control con una posicio´n deseada de
qd =
[
0 −45 90 −45
]T
. Esta misma experiencia fue replicada con tres kj diferentes:
kp1 = 0, 5, kp2 = 1, 0 y kp3 = 3, 0 . Los resultados fueron pasados a gra´ifca gracias a la
utilidad PC Mode de esta´ aplicacio´n y al script DataFromTetis.m y se muestran en las
FIguras 7.1, 7.2, 7.3 y 7.4, 7.5 y 7.6, respectivamente, sus gra´ficas de posicio´n y variable
de control.
Como puede observarse, en los tres casos se trata de respuestas de primer orden, siendo
el tiempo de subida menor para las ganancias mayores. Se eligio´ kj = 1 como el de mejor
respuesta para esta aplicacio´n, por presentar una adecuada velocidad sin presentar un
1Observar la escala de la gra´fica de la Articulacio´n 1(x10−4 grados), del orden de la precisio´n del
encoder, de ahi la extran˜a forma de la gra´fica
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Figura 7.1 Experimento 1.1: Posicio´n deseada, qd(t), y posicio´n, q(t), de cada articulacio´n
para kj = 0, 5
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Figura 7.2 Experimento 1.2: Posicio´n deseada, qd(t), y posicio´n, q(t), de cada articulacio´n
para kj = 1, 0
1
tiro´n inicial excesivo, ya que aunque el sistema esta´ doblemente protegido (por esta´ apli-
cacio´n y por las EPOS) ante comandos de velocidad que pudieran dan˜ar el manipulador,
tales velocidades tambie´n provocan perturbaciones en las otras articulaciones, debido a
la dina´mica de las mismas.
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Figura 7.3 Experimento 1.3: Posicio´n deseada, qd(t), y posicio´n, q(t), de cada articulacio´n
para kj = 3, 0
1
Figura 7.4 Experimento 1.1: Setpoint de velocidad (variable de control), u, de cada arti-
culacio´n para kj = 0, 5
Figura 7.5 Experimento 1.2: Setpoint de velocidad (variable de control), u, de cada arti-
culacio´n para kj = 1, 0
1
Figura 7.6 Experimento 1.3: Setpoint de velocidad (variable de control), u, de cada arti-
culacio´n para kj = 3, 0
1
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7.1.2. Control de Posicio´n en el Espacio Operacional
Del mismo modo que en experimento anterior, se pretende ajusta la ganancia, kp, del
control proporcional con feedforward usado para el rastreamiento de trayectorias. Para
ello se uso´ la trayectoria dada por 7.1 y los siguientes valores para la ganancia kj1 = 1, 0,
kj2 = 0, 11 y kj3 = 5, 0. La Figuras
xd =

100 cos(t)
sin2(t) + 1
+ 500
57
100 cos(t) sin(t)
sin2(t) + 1
− 50
0
 x˙d =

100 sin(t)(sin2(t)− 3)
(sin2(t) + 1)2
0
−(300 sin2(t)− 100)
(sin2(t) + 1)2
0
 (7.1)
Figura 7.7 Experimento 2.1: Posicio´n deseada, xd(t), y posicio´n, x(t) para kp = 1, 0
2
Como puede verse en los gra´ficos, con las tres ganancias anteriores el sistema termina
estabilizando y siguiendo adecuadamente la trayectoria, no obstante con kp = 0, 1 esta´
respuesta es ma´s lento de lo deseable y no sigue la referencia adecuadamente hasta pasados
unos 20 segundos. Por el contrario, para kp = 1, 0 y kp = 5, 0 si lo sigue adecuadamente
desde pra´cticamente el comienzo. De ambas se eligio´ kp = 1, 0 porque en sistemas con
control discreto (como el en este caso, aunque siempre se haya aproximado a continuo)
conviene escoger la menor ganancia que garantice un buen funcionamiento debido a que
para ks alta y/o intervalos de muestreo altos el sistema podr´ıa volverse inestable. Por lo
tanto con la eleccio´n de kp = 1, 0 se garantiza una respuesta suficientemente ra´pida y que
no este cerca de la frontera de estabilidad (circulo unitario).
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Figura 7.8 Experimento 2.2: Posicio´n deseada, xd(t), y posicio´n, x(t) para kp = 0, 1
2
Figura 7.9 Experimento 2.3: Posicio´n deseada, xd(t), y posicio´n, x(t) para kp = 5, 0
2
Figura 7.10 Experimento 2.1: Setpoint de velocidad (variable de control), u, de cada
articulacio´n para kj = 1, 0
3
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Figura 7.11 Experimento 2.2: Setpoint de velocidad (variable de control), u, de cada
articulacio´n para kj = 0, 1
3
Figura 7.12 Experimento 2.3 Setpoint de velocidad (variable de control), u, de cada ar-
ticulacio´n para kj = 5, 0
3
Figura 7.13 Experimento 2.1: Trajectoria deseada xd(t) y real x(t) del actuador sobre el
plano XZ kp = 1, 0
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Figura 7.14 Experimento 2.1: Trajectoria deseada xd(t) y real x(t) del actuador sobre el
plano XZ kp = 0, 1
Figura 7.15 Experimento 2.1: Trajectoria deseada xd(t) y real x(t) del actuador sobre el
plano XZ kp = 5, 0
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7.1.3. Otros Para´metros
Adema´s de los anteriores, existen ciertos para´metros de la comunicacio´n cuyo ajuste
tambie´n juega una papel importante en el desempen˜o del sistema y que merece la pena
justificar. Se enumeran a continuacio´n, segu´n su nombre dentro del programa:
USB BAUDRATE: baudrate de la comunicacio´n por el puerto serial 1 de Arduino.
Se corresponde con la velocidad de transferencia de datos a Matlab. Se uso´ la ma´xima
velocidad que ambos dispositivos podia´n usar , 921600Kbps.
CAN BAUDRATE: baudrate de la comunicacio´n CAN. Se uso´ el ma´ximo que am-
bos dispositivos permit´ıan. Se probo´ a reducirlo cuando hubo problemas de pe´rdidas
de mensajes, como se explicara´ ma´s adelante, pero al no resultar en mejor alguna
se establecio´ como el ma´ximo de nuevo, 1000Kbps.
BT BAUDRATE: baudrate de la comunicacio´n por Bluetooth. Se ajusto´ a 57600
Kbps por ser un valor esta´ndar y no necesitar de velocidad alguna en su uso dentro
de esta aplicacio´n.
PDO READ TIMEOUT / SDO READ TIMEOUT : ma´ximo tiempo que
canListener() espera la llegada de un mensaje de lectura antes de probar a realizar
una nueva, ya sea por SYNC o SDO. Se ajusto´ a 10 ms, pues se comprobo´ que si tras
ese tiempo no hab´ıan llegado los mensajes con toda seguridad se hab´ıan perdido.
MATLAB PREC y DEBUG PREC: es el nu´mero de decimales con los que se
env´ıan los datos a Matlab para ser plotados o le´ıdos como debug. Se ajusto´ a tres
pues ya permit´ıa una buena precisio´n sin sobrecargar en exceso el buffer.
SAMPLE TIME: Es el intervalo de muestreo del loop principal del programa,
por lo tanto se buscara´ que sea lo menor posible para aproximar el sistema a
la continuidad. Todas las variables anteriores tienen efecto sobre el menor SAM-
PLE TIME que se puede aplicar sin obtener retrasos. La mas importante de ellas
es USB BAUDRATE ya que, especialmente si el modo debug esta´ activado la can-
tidad de mensajes env´ıados puede producir grandes retrasos. El menor tiempo que
se consiguio´ aplicar es 20 ms sin modo debug y 40ms con modo debug.
Para ma´s informacio´n sobre todos los para´metros configurables, se sugiere ver el ar-
chivo Arduino4Tetis.h.
cap´ıtulo 8
Presupuesto
En este cap´ıtulo se recoge el presupuesto de desarrollo de este Trabajo de Fin de
Grado. En e´l se tienen en cuenta, en primer lugar un sumatorio de las horas empleadas
por parte del alumno en la realizacio´n del mismo, incluyendo la memoria. Estas horas son
recogidas en la Tabla 8.2, de acuerdo a las actividades que se indicaron en la Estructura
de Descomposicio´n del Proyecto. Adema´s del co´mputo de horas del alumno, se tienen en
cuenta, una estimacio´n de las dedicadas por ambos orientadores y dema´s personal del
laboratorio en ayudar y ensen˜ar a este.
Hecho esto, en la Tabla 8.1 se reu´nen todos los costes aplicables al proyecto incluyendo
las anteriores horas, material comprado y amortizacio´n de material usado. Observar que
no se incluyen los costes del equipamiento propio de DORIS porque ya fueron incluidos en
los de su proyecto como tal. Es importante resaltar que como el proyecto fue realizado en
Brasil, el ana´lisis de costes fue realizado en Reales Brasilen˜os y posteriormente traducido
a euros segu´n el cambio del momento.
Tabla 8.1 Desglose de costes del proyecto
Concepto Precio(e)
653 horas de trabajo (estudiante ingenier´ıa) 3265 e
100 horas de trabajo (orientadores) 3000 e
Coste de amortizacio´n Macbook Pro 13inch 2011 27 e
Sparkfun CANBus Shield 28 e
Mo´dulo Bluetooth hc-05 21 e
Arduino Mega 2650 40 e
Material ele´ctrico/electro´nico vario 20 e
Amortizacio´n laboratorios: espacios y material 19 e
Consumo ele´ctrico 50 e
PRESUPUESTO TOTAL PROYECTO 6470 e
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Tabla 8.2 Descomposicio´n de horas empleadas en el proyecto
ACTIVIDAD HORAS
Fase 1. Desarrollo de la interfaz CanOpen con las
EPOS
178
· Familiarizacio´n con el entorno de trabajo: laboratorio LEAD y GSCAR.
Y definicio´n de herramientas de control de versiones y comunicacio´n.
5
· Estudio intensivo de los manuales de las EPOS2 50
· Estudio de las posibiliades de comunicacio´n con las EPOS 10
· Estudio del protocolo CANOpen 60
· Analisis de mercado de modulos CAN para Arduino y compra del shield 3
· Familiarizacio´n con el EPOS Studio y el resto de IDEs de trabajo Ar-
duino IDE, platformIO para Atom
10
· Desarrollo de mensajes comunicacio´n SDO y NMT con las EPOS 40
Fase 2. Desarrollo del modelo cinema´tico y diagrama
de clases
171
· Repaso de conceptos teo´ricos de robo´tica, especialmente de control ci-
nema´tico
5
· Desarrollo de un modelo de TETIS 20
· Control de velocidad en el espacio de las articulaciones 10
· Control de posicio´n en el espacio de las articulaciones 20
· Preparacio´n de un entorno de simulacio´n tanto en Matlab como en
Arduino (joints simulated).
20
· Desarrollo de la interfaz PC con Matlab. 12
· Validacio´n del modelo de TETIS. 4
· Control de posicio´n en el espacio operacional. 60
· Abstraccio´n del sistema y creacio´n del diagrama de clases. 20
Fase 3. Desarrollo de la interfaz Smartphone para el
usuario y extensio´n para DORIS
204
· Estudio de las posibilidades de interfaz con el usuario (Smartphone,
Joystick xBox, . . . ) y de los tipos de comunicacio´n(BT, Wi-Fi, RFC. . . )
6
· Estudio de las apps disponibles y posibilidad de desarrollar una propia 8
· Estudio de la utilizacio´n de la comunicacio´n BT con Arduino y acopla-
miento a este. Adaptacio´n de Arduino UNO a Mega.
30
· Desarrollo de la interfaz BT Controller Mode 20
· Inclusio´n de DORIS en todo lo anterior 20
· Desarrollo de la interfaz BT Terminal Mode 30
· Refactoring del co´digo, reorganizacio´n de la documentacio´n 80
· Validacio´n del cumplimento de objetivos y entrega de prueba de
ello(videos, fotos, gra´ficas y documentacio´n)
10
Fase de Elaboracio´n de la memoria 100
TOTAL 653
cap´ıtulo 9
Planificacio´n Temporal
En el presente cap´ıtulo se detallara´ co´mo el desarrollo del proyecto se organizo´ a
lo largo del tiempo de duracio´n del mismo. Para ello se presenta, en primer lugar, la
Estructura de Descomposicio´n del Proyecto (EDP), que describe las distintas fases en las
que se descompuso el proceso de desarrollo del presente trabajo.
Inmediatamente despue´s, es presentado el diagrama de Gantt que contextualiza las
anteriores fases en sus respectivas fechas de comienzo y fin. Adema´s este tipo de gra´fico es
especialmente u´til porque muestra las relaciones de precedencia entre las distintas fases.
9.1. Estructura de Descomposicio´n del Proyecto
A continuacio´n se enumeran las tres principales fases en que fue dividido el proyecto,
y dentro de cada una las tareas ma´s destacables para completarlas:
Fase 1. Desarrollo de la interfaz CANOpen con las EPOS
- Familiarizacio´n con el entorno de trabajo: laboratorio LEAD y GSCAR. Y
definicio´n de herramientas de control de versiones y comunicacio´n.
- Estudio intensivo de los manuales de las EPOS2
- Estudio de las posibiliades de comunicacio´n con las EPOS
- Estudio del protocolo CANOpen
- Analisis de mercado de modulos CAN para Arduino y compra del shield
- Familiarizacio´n con el EPOS Studio y el resto de IDEs de trabajo Arduino
IDE, platformIO para Atom
- Desarrollo de mensajes comunicacio´n SDO y NMT con las EPOS
Fase 2. Desarrollo del modelo cinema´tico y diagrama de clases
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- Repaso de conceptos teo´ricos de robo´tica, especialmente de control cinema´tico
- Desarrollo de un modelo de TETIS
- Control de velocidad en el espacio de las articulaciones
- Control de posicio´n en el espacio de las articulaciones
- Preparacio´n de un entorno de simulacio´n tanto en Matlab como en Arduino
(joints simulated).
- Desarrollo de la interfaz PC con Matlab.
- Validacio´n del modelo de TETIS.
- Control de posicio´n en el espacio operacional.
- Abstraccio´n del sistema y creacio´n del diagrama de clases.
Fase 3. Desarrollo de la interfaz Smartphone para el usuario y extensio´n para DORIS
- Estudio de las posibilidades de interfaz con el usuario (Smartphone, Joystick
xBox, . . . ) y de los tipos de comunicacio´n(BT, Wi-Fi, RFC. . . )
- Estudio de las apps disponibles y posibilidad de desarrollar una propia
- Estudio de la utilizacio´n de la comunicacio´n BT con Arduino y acoplamiento
a este. Adaptacio´n de Arduino UNO a Mega.
- Desarrollo de la interfaz BT Controller Mode
- Inclusio´n de DORIS en todo lo anterior
- Desarrollo de la interfaz BT Terminal Mode
- Refactoring del co´digo, reorganizacio´n de la documentacio´n
- Validacio´n del cumplimento de objetivos y entrega de prueba de ello (videos,
fotos, gra´ficas y documentacio´n)
9.2. Diagrama de Gantt del Proyecto
A continuacio´n se presenta el diagrama de Gantt del desarrollo del proyecto, sin incluir
la redaccio´n de la presente memoria. Como puede verse, la fecha de comienzo fue el 20 de
Marzo de 2017 y el proyecto se dio como listo para entregar el 10 de Julio de 2017. Por
lo tanto la duracio´n fue de casi cuatro meses.
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Figura 9.1 Diagrama de Gantt del desarrollo del proyecto (Parte 1 / 2).
Figura 9.2 Diagrama de Gantt del desarrollo del proyecto (Parte 2 / 2).

cap´ıtulo 10
Conclusio´n y Trabajos Futuros
Finalmente, en este u´ltimo cap´ıtulo se pretenden recoger las principales conclusiones
y resultados del presente Trabajo de Fin de Grado. Para ello se comparan cada uno de
los objetivos espec´ıficos detallados en 1.3.2 con lo que fue desarrollado para la fecha del
cierre del proyecto. A continuacio´n, se detallan alguna posibles lineas de trabajo abiertas
por este estudio.
10.1. Cumplimiento de Objetivos
Segu´n se ha comentado, para validar el e´xito del trabajo se evaluara´ la consecucio´n de
cada objetivo espec´ıfico de los indicados en 1.3.2:
10.1.1. Objetivo Espec´ıfico 1
Desarrollo de una interfaz CANOpen entre el controlador Arduino y los drivers de
potencia, mediante la cual este pueda ser capaz de comunicarse con los anteriores.
Objetivo Espec´ıfico 1.1
Desarrollo de una interfaz hardware segu´n el protocolo CAN, que permita la conexio´n
f´ısica entre el controlador y los drivers de potencia.
Se consiguio´ la conexio´n entre las EPOS2 y el Arduino mediante una red CANBus.
Para ello tuvo que estudiarse la capa f´ısica de CAN y se hizo un estudio de los mo´dulos y
shields CAN disponibles para el Arduino. Adema´s se consiguio´ adaptar el shield adquirido
para su uso con Arduino Mega, algo para lo que no estaba preparado de fa´brica. Adema´s,
se dejo´ constancia de co´mo hacerlo para referencias futuras.
Sin embargo, cabr´ıa buscar una solucio´n ma´s robusta para futuras versiones, evitando
tener que depender de soldaduras al shield, usando por ejemplo un protoshield. Tambie´n
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ser´ıa de intere´s, llegados al punto de utilizar un protoshield, la sustitucio´n del shield
simplemente por un mo´dulo CAN, que no desperdiciar´ıa pins para otras utilidades (tarjeta
de memoria, conector para GPS... ) que esta aplicacio´n no usa.
Objetivo Espec´ıfico 1.2
Elaboracio´n de una interfaz software, mediante la creacio´n de una biblioteca que posibi-
lite el uso del protocolo CANOpen en Arduino, implementando todos los tipos de mensajes
necesarios para el funcionamiento de este.
Este fue, sin duda alguna el punto ma´s conflictivo del trabajo y sin lugar a dudas el que
ma´s tiempo consumio´. Se consiguio´ un profundo entendimiento de la comunicacio´n por
CANOpen y se desarrollo´ una biblioteca que implementa la clase CanNet de gran ayuda en
el uso de este protocolo mediante un chip MCP2515. Del mismo modo, se implementaron
funciones o comandos relativos a todos los tipos de mensajes posibles en el protocolo,
exceptuando Remote Transmission Request y Extended Frames que pra´cticamente jama´s
son utilizados en la pra´ctica.
No obstante, segu´n se discute ampliamente en 4.3.1: El Problema de Pe´rdida de Men-
sajes, utilizando dicho chip no se pudo garantizar una suficiente estabilidad en la recepcio´n
de mensajes PDO. De acuerdo a lo all´ı expuesto, es probable que esto se deba a la incapa-
cidad de este transceptor, que en realidad no fue creado para una aplicacio´n de este nivel.
Tras preguntar a expertos en electro´nica miembros del laboratorio, se levanto´ una hipo´te-
sis de por que´ este dispositivo no es capaz de responder adecuadamente a este tipo de
mensajes. Lejos de considerar esto un fracaso, se consiguio´ salvar esta dificultad mediante
el uso de mensajes SDO, aunque no se trate de su utilizacio´n ma´s indicada. Adema´s, el
haber documentando claramente este hecho pretende sea de ayuda a cualquiera interesado
en usar este tipo de solucio´n.
10.1.2. Objetivo Espec´ıfico 2
Desarrollo de un modelo del robot y una serie de estrategias de control para el mismo
e implementacio´n de las mismas en el programa.
Objetivo Espec´ıfico 2.2
Formulacio´n matema´tica de un modelo y una serie de estrategias de control tanto para
DORIS como para TETIS, que incluyan, por lo menos el control de posicio´n en el espacio
operacional.
Se realizo´ un modelo de TETIS y 4 diferentes estrategias de control, incluyendo el
control de posicio´n en el espacio de las juntas, en que el actuador sigue una trayectoria
indicada en coordenadas de la base. Esto requirio´ el ca´lculo de la cinema´tica directa y los
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Jacobianos Anal´ıticos de Posicio´n tanto en el actuador como en la base. Para el mecanismo
de traccio´n de DORIS, debido a su sencillez so´lo se implemento´ un tipo de control.
Todos estos ca´lculos, los modelos realizados y las estrategias de control propuestas pro-
baron su validez tanto en simulacio´n en Matlab como en simulacio´n de sus articulaciones
en el propio Arduino. Posteriormente, mostraron ser correctos al ser llevados al sistema
real y responder exactamente segu´n lo esperado. Esto muestra que en las condiciones de
trabajo de este robot, la hipo´tesis necesaria para el control cinema´tico es aceptable y
consolida la utilidad de este me´todo.
Objetivo Espec´ıfico 2.2
Validacio´n del modelo propuesto en en Objetivo Espec´ıfico 2.1 mediante simulacio´n.
Tanto Matlab y Simulink como el Robotic Tools de Corke mostraron ser valiosas
herramientas para el modelado y simulacio´n de sistemas robo´ticos y permitieron, como
acaba de indicarse, evaluar los algoritmos que se hab´ıan calculado a partir de la teor´ıa de
robo´tica y control. Adema´s resulto´ de gran utilidad incluir dentro del programa de control
una opcio´n para simular partes o todo el sistema.
Objetivo Espec´ıfico 2.3
Implementacio´n de los modelos y estrategias propuestos en Arduino segu´n el diagrama
de clases propuesto en el Objetivo Espec´ıfico 3, de forma que sea capaz de interaccionar
con las interfaces de los Objetivos Espec´ıficos 1 y 4.
Todos los me´todos de control propuestos fueron implementados dentro de sus respecti-
vas clases. Gracias a haberse aislado todas las labores de comunicacio´n con interfaces de las
clases de sistemas cinema´ticos(Doris y Tetis), se garantizo´ que estos controles funcionaran
al incorporar la funcionalidad de comunicacio´n. De esta forma la clase correspondiente
a TETIS posee un me´todo para el control de posicio´n en el espacio de las juntas, uno
para el control de velocidad en el espacio operacional del actuador, otro para el control
de velocidad en el espacio operacional de la base y, finalmente, el control de posicio´n en el
espacio operacional o proporcional con feedforward. Este u´ltimo control requiere el ca´lculo
del Jacobiano Anal´ıtico de Posicio´n para cada loop de control, lo que conlleva una serie
de ca´lculos trigonome´tricos. Arduino probo´ ser sobradamente potente para estos ca´lculos
pues, ante testes realizados, demoraba en realizar estos ca´lculos en torno a 1ms.
A su vez, la clase que implementa el mecanismo de traccio´n de DORIS incluye un
control de velocidad que tambie´n fue usado satisfactoriamente.
10.1.3. Objetivo Espec´ıfico 3
Elaboracio´n de una biblioteca de clases que modele el funcionamiento completo del
sistema y permitan su fa´cil modificacio´n por usuarios o desarrolladores futuros.
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Objetivo Espec´ıfico 3.1
Abstraccio´n del sistema y representacio´n como un conjunto de clases que interactu´an
entre s´ı. Desarrollo de los atributos y me´todos de cada una y organizacio´n de los archivos
que las contendra´n a modo de libraries de Arduino.
Se consiguio´ abstraer el sistema de varios sistemas cinema´ticos, formados por otro
nu´mero de articulaciones interconectadas entre s´ı por una red CAN. Fruto de un estudio
de que´ partes funcionales pueden diferenciarse en este y co´mo interacciones entre s´ı, se
consiguio´ crear un diagrama de clases. Este diagrama, si bien no representa la u´nica
abstraccio´n posible para un sistema de este tipo probo´ ser va´lido y u´til.
La orientacio´n a objetos fue de gran ayuda durante el desarrollo, ya que aunque requiso
mayor tiempo durante las fases iniciales del mismo, a la larga desemboco´ en un programa
mucho ma´s inteligible y portable. Adema´s el hecho de organizar las funciones de esta
forma, permitio´ crear un nu´mero de libraries de Arduino, que hace ma´s fa´cil utilizar lo
que fue desarrollado en este proyecto en futuras aplicaciones.
Objetivo Espec´ıfico 3.2
Creacio´n y mantenimiento de un repositorio GitHub de utilidad para futuros usuarios
o desarrolladores, as´ı como de una documentacio´n tanto en el propio co´digo como fuera
de e´l lo ma´s sencilla posible. Esto incluye necesariamente la creacio´n de un diagrama de
clases UML claro y completo.
Como se acaba de comentar, paralelamente a la ideacio´n de un sistema abstracto para
modelar el real, se creo´ un diagrama de clases segu´n el esta´ndar Unified Modeling Lan-
guage (UML). El cen˜irse a este durante la creacio´n ayudo´ a cuestionarse au´n mas cosas
sobre el verdadero funcionamiento del sistema y, finalmente, obtener una mejor abstrac-
cio´n . Adicionalmente, supone una forma de representacio´n que cualquier programador
entendera´ fa´cilmente si fuera a trabajar con este proyecto.
Se creo´, adema´s un repositorio Github que albergo´ las diferentes versiones del programa
y que hacen del mismo accesible a cualquier persona interesada.
10.1.4. Objetivo Espec´ıfico 4
Desarrollo de una interfaz gra´fica para que el usuario pueda interaccionar con el sis-
tema de forma sencilla.
Objetivo Espec´ıfico 4.1 y Objetivo Espec´ıfico 4.2
Elaboracio´n de una interfaz con el usuario que permita mostrar gra´ficas del movimiento
del manipulador. Construccio´n de una herramienta de debugging lo ma´s detallada posible
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que muestre mensajes sobre el estado del sistema, de la comunicacio´n y cualquier otro de
intere´s durante la ejecucio´n del programa.
Se consiguio´ crear un script de Matlab capaz de recibir y almacenar datos cinema´ticos
de TETIS durante un cierto tiempo de ejecucio´n. Durante este tiempo tambie´n imprime
al Command Window un gran nu´mero de mensajes Debug referentes a caracter´ısticas
del estado de la comunicacio´n, del programa, o del robot, siempre y cuando este modo
este´ activado. De hecho, si se observa el co´digo fuente del programa, pra´cticamente toda
funcio´n de intere´s env´ıa un mensaje de Debug indicando que se encuentra en dicho me´todo
y las variables que puedan interesar del mismo. Una vez acabado el tiempo de ejecucio´n
definido en el script, se mostrara´n las gra´ficas correspondientes al movimiento.
Objetivo Espec´ıfico 4.3
Elaboracio´n de una interfaz gra´fica lo mas sencilla y amigable posible, preferentemente
para smartphone.
Adema´s de la interfaz que supone Matlab, se quiso desarrollar una ma´s interactiva para
el usuario y de aun ma´s fa´cil disponibilidad. Siguiendo la indicacio´n de este objetivo es-
pec´ıfico, se exploraron diferentes posibilidades para esta interfaz, pero sobre todo basadas
en tecnolog´ıa smartphone. Finalmente, se aposto´ por una comunicacio´n serial por Blue-
tooth con una app. Se desestimo´ la opcio´n de desarrollar una app propia por no aportar
gran beneficio y se escogio´ Arduino bluetooth controller, disponible en la Google PlayStore.
Se desarrollaron dos modos de uso relacionados con la interfaz para smartphone:
Bluetooth Controller : mediante el cua´l el operario puede dar comandos de velocidad
al robot mediante un mando mostrado en la pantalla de su tele´fono mo´vil.
Bluetooth Terminal : en el cua´l es posible leer y escribir objetos del diccionario de
objetos de cada EPOS por tan so´lo del mo´vil del operario y esta herramienta.
10.2. Trabajos Futuros y Posibles L´ıneas de Desarro-
llo
En cuanto a las posibles aplicaciones de este trabajo en el futuro y sus potenciales
mejoras, cabe destacar:
Aplicacio´n a otros robots del propio laboratorio, extendiendo la clase KinematicSys-
tem a otros sistemas cinema´ticos
Separar la clase Joint en las clases Joint y Driver, separando las propiedades res-
pectivas a las articulaciones y al driver de potencia. Extender la clase Joint para
poder ser usada con articulaciones prisma´ticas.
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Desarrollar una aplicacio´n multi-plataforma que integre todos los modos de uso
actuales, permitiendo el mostrar gra´ficas en el tele´fono mo´vil.
Extender las estrategias de control usando otros sensores disponibles en el robot,
como fuerza, video o sonido.
Fabricacio´n de una funda espec´ıfica para esta herramienta que albergue y proteja
todos sus componentes. Para ello se ideo´ un posible modelo de caja, que se presenta
en la Figura ??.
Ana´lisis mas profundo de la razo´n de la inconsistencia en la recepcio´n de PDOs.
Adaptacio´n del sistema a Raspberry PI, lo que seguir´ıa garantizando un precio
barato y una herramienta leve, pero multiplicar´ıa las posibilidades de este sistema.
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Figura 10.1 Principales componentes de un sistema robo´tico por funcionalidad
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8 Object Dictionary
8.1 Overview
8.1.1 Object Dictionary Overview
Note
Subindexes in brackets are persistent but will not be checked (Î“Verify Configuration” on page 8-112).
Index Name Data Type Access Type
Subindex of…
persistent 
parameters
PDO mappable 
parameters
0x1000 ÎDevice Type UNSIGNED32 RO
0x1001 ÎError Register UNSIGNED8 RO
0x1003 ÎError History ARRAY RO
0x1005 ÎCOB-ID SYNC UNSIGNED32 RW (0x00)
0x1008 ÎManufacturer Device Name VISIBLE_STRING CONST
0x100C ÎGuard Time UNSIGNED16 RW 0x00
0x100D ÎLifetime Factor UNSIGNED8 RW 0x00
0x1010 ÎStore Parameters ARRAY RW
0x1011 ÎRestore Default Parameters ARRAY RW
0x1012 ÎCOB-ID Time Stamp Object UNSIGNED32 RW (0x00)
0x1013 ÎHigh Resolution Time Stamp UNSIGNED32 RW 0x00
0x1014 ÎCOB-ID EMCY UNSIGNED32 RW (0x00)
0x1016 ÎConsumer Heartbeat Time ARRAY RW 0x01, 0x02
0x1017 ÎProducer Heartbeat Time UNSIGNED16 RW 0x00
0x1018 ÎIdentity Object RECORD RO
0x1020 ÎVerify Configuration ARRAY RW (0x01, 0x02)
0x1200 ÎSDO Server Parameter RECORD RO
0x1400 ÎReceive PDO 1 Parameter RECORD RW 0x01, 0x02
0x1401 ÎReceive PDO 2 Parameter RECORD RW 0x01, 0x02
0x1402 ÎReceive PDO 3 Parameter RECORD RW 0x01, 0x02
0x1403 ÎReceive PDO 4 Parameter RECORD RW 0x01, 0x02
0x1600 ÎReceive PDO 1 Mapping RECORD RW 0x01…0x08
0x1601 ÎReceive PDO 2 Mapping RECORD RW 0x01…0x08
0x1602 ÎReceive PDO 3 Mapping RECORD RW 0x01…0x08
0x1603 ÎReceive PDO 4 Mapping RECORD RW 0x01…0x08
0x1800 ÎTransmit PDO 1 Parameter RECORD RW 0x01…0x03
0x1801 ÎTransmit PDO 2 Parameter RECORD RW 0x01…0x03
0x1802 ÎTransmit PDO 3 Parameter RECORD RW 0x01…0x03
0x1803 ÎTransmit PDO 4 Parameter RECORD RW 0x01…0x03
0x1A00 ÎTransmit PDO 1 Mapping RECORD RW 0x01…0x08
0x1A01 ÎTransmit PDO 2 Mapping RECORD RW 0x01…0x08
0x1A02 ÎTransmit PDO 3 Mapping RECORD RW 0x01…0x08
0x1A03 ÎTransmit PDO 4 Mapping RECORD RW 0x01…0x08
0x2000 ÎNode ID UNSIGNED8 RW (0x00)
0x2001 ÎCAN Bitrate UNSIGNED16 RW (0x00)
0x2002 ÎRS232 Baudrate UNSIGNED16 RW (0x00)
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0x2003 ÎVersion RECORD RO
0x2004 ÎSerial Number UNSIGNED64 CONST
0x2005 ÎRS232 Frame Timeout UNSIGNED16 RW (0x00)
0x2006 ÎUSB Frame Timeout UNSIGNED16 RW (0x00)
0x2008 ÎMiscellaneous Configuration UNSIGNED16 RW 0x00
0x200A ÎCAN Bitrate Display UNSIGNED16 RO
0x200C ÎCustom Persistent Memory RECORD RW 0x01…0x04
0x2020 ÎIncremental Encoder 1 Counter UNSIGNED32 RO 0x00
0x2021 ÎIncremental Encoder 1 Counter at Index Pulse UNSIGNED32 RO 0x00
0x2022 ÎHall Sensor Pattern UNSIGNED32 RO 0x00
0x2027 ÎCurrent Actual Value Averaged INTEGER16 RO 0x00
0x2028 ÎVelocity Actual Value Averaged INTEGER32 RO 0x00
0x2029 ÎAuxiliary Velocity Actual Value Averaged INTEGER32 RO 0x00
0x2030 ÎCurrent Mode Setting Value INTEGER16 RW 0x00
0x2031 ÎCurrent Demand Value INTEGER16 RO 0x00
0x2062 ÎPosition Mode Setting Value INTEGER32 RW 0x00
0x2069 ÎAuxiliary Velocity Sensor Actual Value INTEGER32 RO
0x206B ÎVelocity Mode Setting Value INTEGER32 RW 0x00
0x206C ÎAuxiliary Velocity Actual Value INTEGER32 RO
0x2070 ÎConfiguration of Digital Inputs RECORD RW 0x01…0x10
0x2071 ÎDigital Input Functionalities RECORD RW 0x02…0x04 0x01
0x2074 ÎPosition Marker RECORD RO 0x02, 0x03 0x01, 0x04
0x2078 ÎDigital Output Functionalities RECORD RW 0x02, 0x03 0x01
0x2079 ÎConfiguration of Digital Outputs RECORD RW 0x01…0x05
0x207A ÎPosition Compare RECORD RW 0x03…0x05 0x01, 0x02
0x207B ÎConfiguration of Analog Inputs ARRAY RW 0x01, 0x02
0x207C ÎAnalog Inputs RECORD RO 0x01, 0x02
0x207D ÎAnalog Input Functionalities Execution Mask UNSIGNED16 RW 0x00
0x207E ÎAnalog Output 1 UNSIGNED16 RW 0x00
0x2080 ÎCurrent Threshold for Homing Mode UNSIGNED16 RW 0x00 0x00
0x2081 ÎHome Position UNSIGNED32 RW (0x00) 0x00
0x2082 ÎHome Position Displacement INTEGER32 RO
0x20C1 ÎInterpolation Data Record STRUCT WO 0x00
0x20C4 ÎInterpolation Buffer RECORD RW 0x02, 0x03 0x01
0x20F4 ÎFollowing Error Actual Value INTEGER16 RO 0x00
0x2100 ÎHolding Brake Configuration RECORD RW 0x01…0x03
0x2101 ÎStandstill Window Configuration RECORD RW 0x01…0x03
0x2210 ÎSensor Configuration RECORD RW 0x01…0x04
0x2211 ÎSSI Encoder Configuration RECORD RW 0x01, 0x02, 0x04
0x2212 ÎIncremental Encoder 2 Configuration RECORD RW 0x01 0x02, 0x03
0x2213 ÎSinus Incremental Encoder 2 Configuration RECORD RW 0x01
Index Name Data Type Access Type
Subindex of…
persistent 
parameters
PDO mappable 
parameters
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0x2220 ÎController Structure UNSIGNED16 RW 0x00
0x2230 ÎGear Configuration RECORD RW 0x01…0x03
0x2300 ÎDigital Position Input RECORD RW 0x02…0x05
0x2301 ÎAnalog Current Setpoint Configuration RECORD RW 0x01…0x03
0x2302 ÎAnalog Velocity Setpoint Configuration RECORD RW 0x01…0x03
0x2303 ÎAnalog Position Setpoint Configuration RECORD RW 0x01…0x03
0x6007 ÎAbort Connection Option Code INTEGER16 RW 0x00
0x6040 ÎControlword UNSIGNED16 RW 0x00
0x6041 ÎStatusword UNSIGNED16 RO 0x00
0x605B ÎShutdown Option Code INTEGER16 RW 0x00
0x605C ÎDisable Operation Option Code INTEGER16 RW 0x00
0x605E ÎFault Reaction Option Code INTEGER16 RW 0x00
0x6060 ÎModes of Operation INTEGER8 RW 0x00
0x6061 ÎModes of Operation Display INTEGER8 RO 0x00
0x6062 ÎPosition Demand Value INTEGER32 RO 0x00
0x6064 ÎPosition Actual Value INTEGER32 RO 0x00
0x6065 ÎMaximal Following Error UNSIGNED32 RW 0x00 0x00
0x6067 ÎPosition Window UNSIGNED32 RW 0x00
0x6068 ÎPosition Window Time UNSIGNED16 RW 0x00
0x6069 ÎVelocity Sensor Actual Value INTEGER32 RO 0x00
0x606B ÎVelocity Demand Value INTEGER32 RO 0x00
0x606C ÎVelocity Actual Value INTEGER32 RO 0x00
0x606D ÎVelocity Window UNSIGNED32 RW 0x00
0x606E ÎVelocity Window Time UNSIGNED16 RW 0x00
0x6078 ÎCurrent Actual Value INTEGER16 RO 0x00
0x607A ÎTarget Position INTEGER32 RW 0x00
0x607C ÎHome Offset INTEGER32 RW 0x00 0x00
0x607D ÎSoftware Position Limit ARRAY RW 0x01, 0x02
0x607F ÎMaximal Profile Velocity UNSIGNED32 RW 0x00
0x6081 ÎProfile Velocity UNSIGNED32 RW (0x00) 0x00
0x6083 ÎProfile Acceleration UNSIGNED32 RW (0x00) 0x00
0x6084 ÎProfile Deceleration UNSIGNED32 RW (0x00) 0x00
0x6085 ÎQuickstop Deceleration UNSIGNED32 RW (0x00) 0x00
0x6086 ÎMotion Profile Type INTEGER16 RW 0x00 0x00
0x6089 ÎPosition Notation Index INTEGER8 RW (0x00)
0x608A ÎPosition Dimension Index UNSIGNED8 RW (0x00)
0x608B ÎVelocity Notation Index INTEGER8 RW (0x00)
0x608C ÎVelocity Dimension Index UNSIGNED8 RW (0x00)
0x608D ÎAcceleration Notation Index INTEGER8 RW (0x00)
0x608E ÎAcceleration Dimension Index UNSIGNED8 RW (0x00)
0x6098 ÎHoming Method INTEGER8 RW 0x00 0x00
0x6099 ÎHoming Speeds ARRAY RW 0x01, 0x02 0x01, 0x02
0x609A ÎHoming Acceleration UNSIGNED32 RW 0x00 0x00
Index Name Data Type Access Type
Subindex of…
persistent 
parameters
PDO mappable 
parameters
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Table 8-67 Object Dictionary Overview
8.1.2 Object Data Types
Table 8-68 Object Data Types
8.1.3 Object Access Types
Table 8-69 Object Access Types
0x60C0 ÎInterpolation Sub Mode Selection INTEGER16 RW
0x60C2 ÎInterpolation Time Period RECORD RW
0x60C4 ÎInterpolation Data Configuration RECORD RO 0x02, 0x06
0x60C5 ÎMax Acceleration UNSIGNED32 RW 0x00
0x60F6 ÎCurrent Control Parameter Set RECORD RW 0x01, 0x02 0x01, 0x02
0x60F9 ÎVelocity Control Parameter Set RECORD RW 0x01…0x05 0x01…0x05
0x60FB ÎPosition Control Parameter Set RECORD RW 0x01…0x05 0x01…0x05
0x60FF ÎTarget Velocity INTEGER32 RW 0x00
0x6402 ÎMotor Type UNSIGNED16 RW 0x00
0x6410 ÎMotor Data RECORD RW 0x01…0x05 0x01, 0x02, 0x04
0x6502 ÎSupported Drive Modes UNSIGNED32 CONST
Index Name Data Type Access Type
Subindex of…
persistent 
parameters
PDO mappable 
parameters
Type Description Size[Bits] Range
INTEGER8 Signed Integer 8 −128…127
INTEGER16 Signed Integer 16 −32 768…32 767
INTEGER32 Signed Integer 32 −2 147 483 648…2 147 483 647
UNSIGNED8 Unsigned Integer 8 0…255
UNSIGNED16 Unsigned Integer 16 0…65 535
UNSIGNED32 Unsigned Integer 32 0…4 294 967 265
UNSIGNED64 Unsigned Integer 64 0…18 446 744 073 709 551 615
VISIBLE_STRING Array of (8-Bit) characters n * 8 –
RECORD Structure of other Types – –
Attribute Description
RW read and write access
RO read only access
CONST read only access, value is constant
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