Introduction
It has been suggested that formal methods should be used for real-time systems because of the high levels of integrity that can be assured through formal veri cation. There are several reasons why real-time systems in particular might bene t from formal techniques: many real-time systems are embedded, and so xing faults can be extremely expensive due to the cost of product recall some real-time systems are safety-critical and hence require high levels of integrity. testing of real-time systems is particularly di cult, due to problems with repeatability and large numbers of possible states many of the applicable formal veri cation techniques can (in principle) be automated On the other hand, formal veri cation is usually expensive in terms of human and/or computer time, and requires specialist knowledge to perform, so is often considered to be infeasible or economically unjusti able for all but the most critical developments.
We argue that formal methods have a much wider role to play than only o ering a platform for formal veri cation, as many other bene ts can be gained from giving a formal and unambiguous semantics to a real-time design language. Using a formal model which closely matches standard implementation models it becomes possible to o er early exercising of designs through simulation, enabling problems at a high level to be identi ed before too much implementation e ort is expended. Similarly, automatic code generation and regeneration from a formal design allows low level changes to be made without a ecting the high-level structure. However, for code generation to be successful and veri able, the semantic model must closely match the nal implementation model, which is where many timed formalisms fall short.
It has been traditional to compare formal methods on the grounds of expressivity and proof techniques; we suggest that other factors, such as code generation, simulation, and other tool support are at least as important. Some might argue that there is no point in making the e ort to use formal methods if a proof of correctness is not the end product, but our experience has been that the formality provided not only gives a basis for proof, but also the design and implementation of supporting tools. for concurrent real-time systems that has been developed with the principles of the previous section in mind. The language is relatively simple, and has supporting tools that provide simulation, veri cation (model-checking), and code generation.
AORTA 5] is a timed process algebra which can be used as a design language for communicating concurrent real-time systems. Its main novelty lies in its (semiautomatic) implementability, which is discussed in detail elsewhere 5]. A system is de ned as a static parallel composition of processes, linked by explicit communication channels. In its description of processes, AORTA inherits some notation from CCS 9], but other ideas, such as communication channels, are borrowed from elsewhere. In summary, a sequential process may be constructed from action pre xes, summations (choices over pre xed processes), time delays, time-outs over choices, nondeterministic choices and guarded recursionas shown in table 1. Each process has a behaviour in time which says which actions it is prepared to engage in, or in other words, at which of its gates it is prepared to engage in communication.
Obviously, for communication to take place there has to be more than one process in the system | the composition of system from its component processes is kept separate from process de nition in AORTA.
Parallel composition of processes in AORTA is de ned statically, by listing the names of the processes, with | as a separator. Internal communication channels are also de ned statically by giving the connection set, which lists pairs of gates of processes. Each gate may be connected only once, and a gate may not be connected to another gate of the same process. The parallel composition and connectivity within a system is easily represented graphically. Several examples have also been de ned in AORTA, including a car cruise controller 5] and a parallel development of part of an industrial submersible controller 4].
Tool Support for AORTA
The tool set for AORTA provides facilities for design and graphical simulation verication, and code generation. AORTA designs have a purely ASCII representation, so a design can be created using a standard text editor. A graphical representation of the system can also be provided, which can be used during simulation. The simulator allows the user to exercise their design before veri cation or implementation is attempted, in a similar style to the concurrency workbench 7]. Figure 1 shows the graphical simulator in action on the submersible example. Having used simulation for high-level testing, the system under development may be veri ed.
Veri cation of AORTA designs is based on model-checking. A timed graph 1] Based on the graphs of individual processes as used for model-checking, C code is generated for each of the processes in the design. Annotations are made to the design to give pieces of code to be used in individual computations, and for external communications; these are included in the generated code. This code is then compiled and linked with dedicated kernel communication routines, and then down-loaded into the target. Currently only single processor multi-tasking implementations are available, based around either a specially written kernel 2] or the VxWorks 10] kernel. Simple preemptive round-robin scheduling is used in order to make performance analysis easier, although some work has been done on using more advanced scheduling techniques.
Formal methods have often been advocated as a route to high integrity via formal proof. However, this aim has often led to other important features, such as simulation, code generation and tool support in general to be left behind somewhat. Through languages like AORTA, where the formal semantic objects are chosen to match closely to implementation objects, these other features can be addressed, whilst retaining many of the other advantages of formalisation.
