Abstract: Web 2.0 technologies such as wikis, podcasts/vodcasting, blogs and semantic portals could be quite effective tools in e-learning for health professionals. If effectively deployed, such tools can offer a way to enhance students', clinicians' and patients' learning experiences, and deepens levels of learners' engagement and collaboration within medical learning environments. However, Web 2.0 requires simplicity of use as well as integration with modern web technologies. This article presents a Web 2.0 telemedical portal, which provides a social community-learning paradigm from the desk of the physician, the student, the hospital administrator, or the insurer. The presented portal utilises RESTful web services and techniques like content syndication, mushups and Asynchronous JavaScript API and XML (AJAX). The designed portal is based on the Apache Cocoon RESTful framework for sharing Digital Imaging and Communications in Medicine (DICOM) medical case studies. Central to this article is the integration between Cocoon and AJAX. The proposed AJAX-Cocoon portal utilises a JSP portlet architecture, which manages the interaction dynamics and overcomes the shortcomings of the JSR 168 and WSRP 1.0 standards.
Introduction
Web 2.0 is a term describing new internet collaborative applications (McLean et al., 2007) . In fact, Web 2.0 services are often referred to as social software, which aims to enrich our web experience, as information is continually requested, consumed, and reinterpreted. The primary difference from the original World Wide Web is greater user participation in developing and managing content, which changes the nature and value of the information. In other words, Web 2.0 has enormous potential to bring user-generated content to the internet. The idea is to free data from corporative control and allow anyone to assemble and locate content to meet their own needs or the needs of clients. Rather than having to conform to the paths laid out for us by content owners or their intermediaries, simply the clients contribute to the content creation (Barsky, 2006) . In particular, Web 2.0 sociable technologies are seen as enablers in health and healthcare, for organisations, clinicians, patients and laypersons. They include social networking services, collaborative filtering, social bookmarking, folksonomies, social search engines, file sharing and tagging, mashups, and instant messaging (Boulos and Wheeler, 2007) .
Web 2.0 technologies represent a quite revolutionary way of managing and repurposing/remixing online information and knowledge repositories, including clinical and research information, in comparison with the traditional Web 1.0 model. Because of their ease of use and rapidity of deployment, they offer the opportunity for powerful information sharing and ease of collaboration (Boulos et al., 2006) .
Recent years have witnessed a growing interest in the latest generation of web-based collaborationware (also known as Web 2.0 tools), namely wikis, blogs and podcasts, as evidenced by the growing number of publications on the subject, and the many examples of online health related professional and educational services that have adopted the use these tools. Wikis, blogs/photoblogs and podcasts/vodcasts carry the potential of complementing, improving and adding new collaborative dimensions to the many web-based medical/health education and research services currently in existence. They offer many unique and powerful information sharing and collaboration features. They also afford users the added advantage of reducing the technical skill required to use these features, by allowing users to focus on the information and collaborative tasks themselves with few delivery obstacles (Karkalis and Koutsouris, 2006; Dwivedi et al., 2007) . Such technology is known as 'transparent technology' in as much as the user is able to concentrate more on the learning task by 'seeing through' the technological environment they are immersed within.
Web 2.0 applications have demonstrated that simple approaches such as (mostly) stateless HTTP-based services operating on URLs, simple XML network message formats, and easy to use, high level network programming interfaces can be combined to make very powerful applications. Moreover, these network applications have the very important advantage for enabling 'do it yourself' web application development, which favours general programming knowledge over expertise in specific tools. This approach may transform e-Medicine endeavours, enabling domain healthcare users to participate more directly as co-developers of the cyber infrastructure rather than serving merely as customers. Two of the biggest promises of Web 2.0 are that it is a customisable web and that it is a read/write web. That is to say, the user can change what data are displayed and the format of those data while at the same time adding new content. One of the biggest phenomena of Web 2.0 is mashups. A mashup is the creation of a new service from two or more preexisting services. Mashups are a phenomenon of Web 2.0 and not of Web 1.0 partly because of the innovations of RESTful web services and Asynchronous JavaScript API and XML (AJAX). RESTful web services are an alternative to the traditional SOAP based web services, and their use has significantly outpaced that of the more traditional counterpart (Tyagi, 2006) . A RESTful web service is a lightweight service. They differ from SOAP-based services in many ways. The main idea behind a RESTful service is simplicity. There is typically no WSDL as in a SOAP service, and the input and output messages have no standardised format such as the one SOAP envelope provides. Most of the applications provided by the Web 2.0 community are RESTful services or have APIs to the application that can be in invoked via a RESTful web service. Because of their simplicity, these services are easer to invoke while using scripting languages, such as JavaScript, which is the main coding language of the client-side web. AJAX is a way to programmatically invoke a service or retrieve a resource via client-side code. The popularity of this technology has sparked the revolution of Web 2.0, the creation of RESTful web services, and ultimately the creation of mashups (Gross, 2006) . Before AJAX was widely used, the most common way for the client-side web page to communicate with the server was by transitioning to a new page or by reloading the current page with different parameters. This paper describes a RESTful portal based on the Apache Cocoon framework through which the knowledge can be gathered, stored, secured and accessed by members of a narrowcasting healthcare community. Members of the community are able to publish annotated information on different Digital Imaging and Communications in Medicine (DICOM) case studies on the web, which is then crawled by a syndicator and stored in the portal's knowledge base. More details can be found in Mohammed et al. (2007) .
Towards Web 2.0 medical portals
Today's healthcare organisations' rapid moves to e-medicine bring new demands on defining flexible systems architectures (Sharma et al., 2006) . Actually, medical information is vast, complex and distributed and by having e-medical systems such information can be accessed and treated in an integral way. The key to the success in e-medicine is to link to medical data, specifically, the way it is created, archived and shared. Medical portals are seen as the best solution. However, not every web page is a portal, which can be defined as a doorway into areas of larger information. Most current medical portals (e.g., InfoClique (Shepherd et al., 2000) and CMedPort (Zhou et al., 2003) , MEDePortal.com, healthlinks.com, canhealth.com) initiatives focus on building infrastructure that aggregates and organises data and applications into a coherent user interface. They enable sharing of applications and subsets within and outside the organisation. The best of such portals can consolidate and deliver information and applications in an organised way, furthering the two primary objectives of an enterprise portal: to provide a single point of access to resources and a common presentation of content regardless of where the content resides. Launching a useful, interactive portal has become more feasible because of the advancement of the new IT-technology capabilities, which allow web portals to hold greater amounts of rich graphics and multimedia and functional applets. Portals will be accessed ubiquitously via computers, wireless devices, iPods and cell phones. Patients and healthcare workers will have the capability to collaborate in real time, search, publish/subscribe and contribute to the growing knowledge of these portals. These technologies are paving the way for a new kind of service integration, both operationally and for the client community at large.
With Web 2.0 applications includes services such as blogs, video sharing, social networking, podcasting and vodcasting-a more socially connected web in which learners can contribute to the learning sites/portals as much as they can consume. Actually, the emerging web technologies including the Web 2.0 contributed to a scenario where a new kind of Web Portals started to grow with dissemination capabilities that go beyond what was formerly expected of websites. The expected list of capabilities are wide open and intrinsically it may include the followings:
• Syndication of data via a simple protocol (e.g., RSS, Atom). RSS and Atom formats have been developed to enable content to be automatically embedded elsewhere. RSS was initially developed to support reuse of blog content produced. RSS's success led to the format being used in other areas (initially for the syndication of news feeds and then for other alerting purposes and general syndication of content). The Atom format was developed as an alternative to RSS
• aggregation of RSS/Atom data
• microformats for web services composition (a.k.a. mushups) foe easy reuse and remix of existing applications and data which can be accessed through the web
• unobtrusive rich application techniques (e.g., AJAX)
• clean and meaningful URLs
• Weblog (Blog) publishing
• uses simple HTTPS and XML where possible
• social networking aspects.
However, the existing technologies that are based on web services architecture (Service Oriented Architecture or SOA) have an excessively heavy set of software, configuration and administrative requirements, even for relatively simple demands from applications. Existing toolkits are painful and difficult to install and maintain, due to excessive reliance on patched services and protocols, poor management, and a severe lack of documentation for end-users. Based on such technologies services cannot be integrated with each other and are not designed so that third parties can easily integrate them in a uniform way. Thus, the Web 2.0 initiative stresses that the next generations of web services must be build on the architecture that made the original web work efficiently by relying on its holy standards (e.g., URI, HTTP, HTML, XHTML and JavaScript). In this direction, Web 2.0 identifies REpresentational State Transfer (REST) architecture as the corner stone for successful Web 2.0 applications. REST is an architectural style, which provides a set of architectural constraints and emphasises scalability of component interactions, generality of interfaces, and independent deployment of components, intermediary components to reduce interaction latency, enforce security and encapsulate legacy systems. Moreover, any new medical RESTful technology needs to deal with the current standards used in medicine and in particular the DICOM version three standard (Digital Imaging and Communications in Medicine). 1 DICOM is utilised for the daily transmission and storage of all medical imaging data collected within the healthcare environment. From digital X-Rays, CT and MR scans to Ultrasound studies, every frame of content is captured using the ubiquitous DICOM standard.
However, the success of having a Web 2.0 medical portal that can deal with medical imaging as described by the ubiquitous version 3 DICOM standard is in a great part depends on the techniques used to present dynamic data (e.g., multi-frames images). AJAX (Asynchronous JavaScript and XML) is a new web development technology for creating interactive web applications. The AJAX intent is to make web pages feel more responsive by exchanging small amounts of data with the server behind the scenes, so that the entire web page does not have to be reloaded each time the user requests a change. This is intended to increase the web page's interactivity, speed, and usability. The change that AJAX may be heralding is a radical re-thinking of the presentation layer that coincides with the radical re-thinking of the application layer brought on by a service-oriented architecture. As new-breed componentised applications get built, the issue of how users interface in a dynamic fashion with dynamic content such DICOM becomes so important. In this article, we are providing some design details on the development of a RESTful medical portal which can be used for Web 2.0 telemedical education to share and annotate DICOM learning case studies. This new medical portal is called the AJAX-Cocoon Telemedical Consultation Portal.
The ubiquitous DICOM standard
The DICOM Structured Reporting (SR) specification supports a semantically rich representation of medical image and waveform content that enables experts to share textual and coded data linked to images and waveforms. One main challenge for DICOM SR is to truly interoperate it in different clinical scenarios, with different information-exchange standards including XML. One notable healthcare standardisation body, the Health Level Seven (HL7) is working on using XML to provide well-structured hierarchies to patient records and also to facilitate the integration of image and non-image medical information into the broader healthcare context. In this direction, DICOM SR provides an extremely generic standard which can be used to encode almost any form of medical information. This is strength in terms of flexibility and extensibility, but also a weakness, in that it requires the recipient of the document to deal with excessive generality. Hence, DICOM SR is analogous to eXtensible Mark-up Language (XML) in this respect. In the XML world, this generality is constrained by the Schemas that specify restrictions on the general form for specific purposes. The equivalent mechanism in DICOM is the SR template. Each SR template is defined in the DICOM standard and developed by consensus of expert vendor and user representatives to satisfy a particular clinical use case. Based on these templates, we can harmonise the DICOM SR with the HL7 clinical document architecture CDA (Chronaki et al., 2001) as well as on trying to use DICOM SR. However, the aim of having a modern healthcare system is to maximise the quality and productivity of clinical services by the timely delivery of relevant information for clinical decision-making. Efficient information transfer requires shared, interoperable, open standards, so that healthcare users can work together in a ubiquitous manner. The Semantic Web initiative 2 is new paradigm that can help in achieving some of these goals. The objective of the semantic web is to provide a knowledge representation of linked data in order to allow machine processing on a global scale. Based on this initiative, data and services can be represented as Semantic Web Services or Web Services (WS) for short. WS are self-contained, self-describing, semantically marked-up software resources that can be published, discovered, composed and executed across the web in a task driven semi-automatic way. However, as healthcare organisations look around for DICOM SR data that should be made available by web services, inevitably they will find such data are quite complicated related to its content and context. Writing new specialised programmes for converting each DICOM SR odd format into something usable can be a real time consumer. In this direction, one need to search for some existing toolkits oriented around the XML pipeline-processing concept that may save you a lot of time. Luckily, the Apache Cocoon open source project is one of the pioneers in the use of the pipeline concept to separate the various concerns of content and presentation (Mazzocchi, 2002) .
"The Apache Cocoon is an XML publishing framework that raises the usage of XML and XSLT technologies for server applications to a new level. Designed for performance and scalability around pipelined SAX processing, Cocoon offers a flexible environment based on a separation of concerns between content, logic and style. To top this all off, Cocoon's centralised configuration system and sophisticated caching help you to create, deploy and maintain rock-solid XML server applications." (Wegs, 2002) Cocoon 2.1 in particular offers a very interesting capability that can help the RESTful portals to have greater level of interactivity and community collaboration. The capability is called Web Service Proxy. The Web Service Proxy takes advantage of the fact that a Cocoon web portal produces XML content, which is later translated into multiple presentation formats, like HTML or SVG. Once the proxy is plugged in the Cocoon sitemap, it transparently pipes browser requests to a remote web application and returns the response back to the sitemap for local styling. Receiving a client independent XML format, allows the local site to pull content and style it with XSLT with the desired Look and Feel. Figure 1 describes the difference between the traditional http proxy and the cocoon web services proxy. Although, there are many portal technologies and frameworks (e.g., uPortal, ASP.NET, WebSphere, Microsoft Exchange 2000, JetSpeed, PHP Portal, iPlant, Zope, Rails), the apache Cocoon seems to be more suitable for medical applications. The reasons for our conclusion can be depicted from the Cocoon description and the way we developed our RESTful portal for sharing DICOM case studies.
The Apache Cocoon Portal
A portal is a key component of an enterprise integration strategy. It provides integration at the user interface level, whereas other integration technologies support business process, functional or data integration. However, portlet syndication is the next wave following the successful use of content syndication in current portals. A portlet is a full-fledge application which is rendered within the portal framework (Goth, 2004) . Over the last few years, organisations have invested in web-enabling some of their existing systems, and they can be interested in capitalising on these web applications by wrapping them as portlets so that they can be plugged into third-party portals. Actually, portlets are web components -like Servlets -specifically designed to be aggregated in the context of a composite page. Usually, many portlets are invoked to in the single request of a portal page. Each portlet produces a fragment of mark-up that is combined with the mark-up of other portlets, all within the portal page mark-up. A common goal of portal developers is to be able to build portlets that render independently of other content on the portal desktop. That way, the portlets are in effect mini-web applications with which users can interact without having to refresh the entire portal desktop. However, the current standards for integrating applications at presentation level include the Java Portlet Specification (a Java Specification Request, usually called JSR168) (Awre et al., 2005) and the Web Services for Remote Portlets (WSRP) Specification (Gupta, 2005) . WSRP is an OASIS standard whose goal is to provide web service based access capability for portal servers. It defines a web service interface for accessing and interacting with interactive web services. WSRP standardises the way that portals communicate remotely with remote services that can extend the core capabilities of portals. However, WSRP says nothing about how portlets are to be developed. JSR168 addresses this issue for Java. The JSR168 specification defines Java-based APIs that provide means for aggregating several content sources and applications front ends. According to JSR168, portlet descriptions can be added to a portlet application deployment descriptor, but in a free-text style. WSRP presents portlet description in a relatively formal way. It defines a service description interface that returns the information of producer's capabilities and offered portlets. However, neither of the two specifications provides an effective and formal definition for portlet description to facilitate the portlet discovery. There are mainly two limitations: 1 descriptions are proposed in a free-text style instead of a formal style, which cannot be processed by computer effectively 2 neither of the two specifications considers the presentation features of a portlet.
In fact, the definitions of portlet description in both WSRP and JSR168 are aimed to help the development of a general portlet container or a general service consumer, which can manage any compatible portlets or interactive web services. The two specifications did not define any agreements for the descriptions of the interactive interface of a portlet, which are more important to the service discovery in portals. Indeed, the newly proposed specifications of JSR 268 and the WSRP 2.0 are overcoming these shortcomings but unfortunately there is no APIs for their implementation (Yang et al., 2006) . In this article, we are proposing the Apache Cocoon as a web development portal framework that is built around the concepts of separation of concerns and component-based web development. Cocoon implements these concepts around the notion of 'component pipelines', each component on the pipeline specialising on a particular operation. This makes it possible to use a Lego(tm)-like approach in building web solutions, hooking together components into pipelines without any required programming. Cocoon is 'web glue for the web application development needs'. Cocoon is a 100% pure Java publishing relies on new W3C technologies to provide web content. Based on these features, Cocoon can incorporate portlets to render that unit of display for the web page. Cocoon can provide the final web page content through a process called aggregation. Each page has a notion of layout (typically expressed either as a JSP or in XML format) and a Servlet-like method on each Portlet is invoked by the container in order to render each piece of the aggregated page. The bare-bones Portlet container provided does not provide aggregation capabilities. This must be done by a fronting JSP or Servlet. Actually, Cocoon is part of the J2EE enterprise. J2EE simplifies enterprise applications by basing them on standardised, modular components, by providing a complete set of services (persistence, security, transactions, and so on) to those components, and by handling many details of application behaviour declaratively, without complex programming. However, the J2EE architecture's presentation layer is primarily HTML-based, thus limiting the target audience largely to web browsers. To solve this problem, the presentation layer must be XML-aware. However, the XML's web presentation and publishing capabilities can be built based on the XSLT primitives to transform XML documents into other textual documents. These target documents are often XML-based languages. Asynchronous JavaScript and XML (AJAX), a newly emerging technology, can help us to achieve this goal through the JavaServer Pages (JSP). Since Cocoon can post-process JSP pages and can contain XML-Oriented server Pages Technology (XSP), then Cocoon can provides a set of XML functions, tools and libraries that can give the space to take care of applications logic instead of concentrating on XML extensively. Cocoon has the ability to process JSP by JSP Reader or JSP Generator component. JSP Reader has the ability to serve and simply transmit JSP page output stream. It sends the requests to a JSP engine and passes the response right away as is. It is practical in serving JSP response without any more Cocoon processing steps. Thus, it ports previous JSP-based web application to work under the Cocoon environment. On the other hand, JSP Generator has the ability to directly launch the JSP Engine with a specified JSP page. Then, it parses the response for creating SAX events for the pipeline. Thus, it is a proper way to convert JSP-based web application into Cocoon. We use the JSP Generator to process the response by pipeline after the successful delivery of the required DICOM image. In this view, the Cocoon container can be used to provide a dynamic portlet as solution for aggregating content and applications from various modules into a single unified web presentation layer to the end user and for conducting rich conversations in parallel. In the following section, we are presenting our novel method of integrating existing web DICOMs with a single dynamic portlet for client interaction. We achieved this task by using a JavaScript (AJAX) portlet to retrieve the DICOM pages and to web clip the desired parts on the client browser using JavaScript and JSP. The interaction with the dynamic portlet requires re-loading only of changed portlets instead of whole DICOM application, determining a gain in web page retrieval.
Integrating AJAX DICOM presentation layer with Cocoon
Today, most websites need that the entire page to be refreshed anytime the website sends a request for information to the server. This means users of websites waste a lot of their time to come for the server to respond after every click. AJAX enables browser-based website which supports AJAX to act much like standard desktop applications. Integrating AJAX with web services portals under the JSR 168 specification is quite tricky. The only article that mentioned the possibility of such integration is by Sun Developers (Murray, 2006) . However, this integration may work for some static portlets that do not require frequent refreshments and may cause frequent memory leaks. Memory leaks can result from the dynamic nature of referencing objects by both the JavaScript and the web browser (e.g., Internet Explorer). In this article, we are presenting a novel method that can treat how AJAX treats dynamic web pages (such as DICOMs) via using JavaServer Pages portlet. This approach avoids also the memory leaks issue (Robinson, 2007) .
JavaServer Pages (JSP) is a technology for developing web pages that include dynamic content.
3 Unlike a plain HTML page, which contains static content that always remains the same, a JSP page can change its content based on any number of variable items, including the identity of the user, the user's browser type, information provided by the user, and selections made by the user. JSP provides many benefits, such as, separated content and display logic, support of the software reuse through the use of components, platform independency, better tool support, portable to multiple servers and operating systems, extensibility, and it is better for the development of dynamic parts a powerful model for developing web applications that separates presentation from processing. However, a JSP page also contains special JSP elements that allow the server to insert dynamic content in the page. JSP elements can be used for a variety of purposes, such as retrieving information from a database or registering user preferences. When a user asks for a JSP page, the server executes the JSP elements, merges the results with the static parts of the page, and sends the dynamically composed page back to the browser. The proposed AJAX JSP Portlet contains the DICOM Delivery web service which is generated by JSP Generator. Figure 2 illustrates the general layout of our AJAX JSP portlet.
The advantages on having the AJAX JSP Portlet can be summarised as follows:
• Is a proper solution for building portlet widget that does not require setup a portal engine.
• The rendering widget is synchronised with web state and dynamically updating some parts without refreshing the entire page. Simply, AJAX technique can be described as DHTML and XMLHTTPRequest (XML + HTTP Module).
• the AJAX JSP Portlet acts like a generic client for web service. It is dynamically created through parsing Web Service Description Language (WSDL). It reads and parses Operation XML Element in order to determine input, output, and fault messages that are related with the operation. Simply, it determines what input parameters and return types are involved. Thus, it supports automation and uses standard design approach.
• The DICOM Delivery web service acts like a DICOM repository and hosted on Cocoon which is responsible of delivering based on category query, using Anonymiser service in order to preserve the patient privacy by anonymising the tags and converting DICOM file into SVG.
• The scriptlet is useful to determine the browser type and if it supports AJAX or SVG. For example, Internet Explorer does not support rendering SVG without a plug-in, so it has to be converted to VML in order to be rendered.
• it generates a SAX event for the pipeline post-processing.
Furthermore, web services can be embedded inside portlet but in order to put a webservice inside a portlet, we need a portlet container contains the portlet. Most portlets needs portals to get its functionality. The JSR 168 portlet standard does not provide all the functionality to use AJAX in a asynchronous way. For this purpose, we used the JSP struts tag l to make Dynamic User Interface JSP pages contains inputs and outputs of the web service and servlet controller; this controller is responsible of AJAX methods such as AJAX Request and AJAX Respond. Moreover, Figure 5 illustrates the main classes used for the AJAX-Cocoon system. The WebServiceReader class is used to read the WSDL of webservices; each webservice contains elements (Types, Message, PortType, Binding, Service, Part, Operation, Input, Output, Fault and Port). The most important element is 'operation' which determines 'Inputs', 'Outputs' and 'Types' parameters that are used to generate JSP container page. The DynamicWebServiceContainerTag class is controlled by a servlet. It is generated automatically from WebServiceReader class. It also supports Partial Rendering and in this case, both of AJAX Response and AJAX Request will be applied (AJAX Request is used to execute existing methods in webservice and returns with AJAX Response). The DICOMDelivaryWebservice class provides as a service-oriented architecture in order to deliver DICOM SVG in a secure way to protect information. It transforms DICOOM format into SVG format can be displayed at any internet navigator. 
Conclusions
As portal functionalities have increased in complexity over years, technologies that support portal development have had to evolve in order to cope with this complexity. The first technologies created to address this problem was J2EE, Microsoft.NET and Web Services. Such technologies faced massive challenges with web portal development. In case of web portal personalisation, syndication and collaboration imposes difficulties for developers. New standards based on portlet technology like JSR 168 Portlet, WSRP 1.0 and RESTful Web Services are considered as a solution to this challenge. However, portlets technology gain a lot from AJAX technology as it requires to enforce sort of dynamic portlet that were not specified by the JSR 168 or the WRSP 1.0. Hence, dynamic portlets are subject for a new standard called JSR 286 or the WSRP 2.0 which no we have available implementation APIs to it yet. Moreover, some researchers believe the portlet technology need to be eliminated altogether (Bramhan, 2006) . The bottom line of all these efforts is to enable the new trend of web portals or what is called RESTful portals to posses the following characteristics:
• easy to provide new services
• managed by application or data owner not portal team
• uses uniform interface (e.g., HTTP GET, POST, PUT, DELETE)
• easily ported to new environments
• re-usable for many uses
• simplifies component implementation
• reduces the complexity of connector semantics
• layered
• cacheable
• improved performance and lower complexity
• improved scalability of portal.
Indeed such characteristics will contribute to the Web 2.0 initiatives and end in producing appropriate medical portals to provide a social community learning paradigm from the desk of the physician, the student, the hospital administrator, or the insurer. The RESTful portals manage portal development through the use of RESTful web services and techniques like content syndication, mushups and AJAX. In RESTful portals, resources are identified by URIs and a specification language for REST would provide the recipe to create the URIs for future navigation. REST relies on a human-invokable service paradigm; the URI generation is done statically or using a script when the user clicks on a hyperlink in a web page. This article introduced a DICOM-RESTful telemedical consultation portal. It presents a novel architecture that is based on the integration of AJAX-Cocoon frameworks. The new architecture is visual and web services centric which allows a plug-n-play with JSP portals to aggregate DICOM content from different sources. The JSP Portlets are designed to enable healthcare organisations to provide DICOM SR content in a form that does not require any manual content or application-specific adaptation by consuming intermediary applications. The use of our JSP Portlets proves to overcome the AJAX integration problems based on the current portlet standards JSR 168 and WSRP 1.0. The AJAX-Cocoon portal includes a dynamic DICOM presentation layer where service providers determine how their content is visualised for end-users and to which degree of adaptation, transcoding, anonymisation or translation, etc., may be allowed. Figure 7 summarise the architectural features for the AJAX embodiment with the Cocoon. Figure 8 provides a screen shot for our AJAX-Cocoon DICOM telemedical consultation portal working prototype. More enhancements are designed for this ongoing research project. 
