Simulation Methods Comparison and Parameter Estimation for a Fractional Stochastic Volatility Model with Application in Stock Price Analysis by Wu, Fengmei
Simulation Methods Comparison and Parameter Estimation for a
Fractional Stochastic Volatility Model with Application in Stock
Price Analysis
By
Fengmei Wu
Submitted to the graduate degree program in Mathematics and the Graduate Faculty of the
University of Kansas in partial fulfillment of the requirements for the degree of Master of Arts.
________________________________
Chairperson：David Nualart
________________________________
Yaozhong Hu
________________________________
Bozenna Pasik-Duncan
Date Defended: May 13, 2013
ii
The Thesis Committee for Fengmei Wu
certifies that this is the approved version of the following thesis:
Simulation Methods Comparison and Parameter Estimation for a
Fractional Stochastic Volatility Model with Application in Stock
Price Analysis
________________________________
Chairperson: David Nualart
Date approved: May 13, 2013

iv
Acknowlegements
Grateful thanks to Professor David Nualart for thought-provoking supervision,
constructive suggestions on weekly meeting for this thesis, and his endless patience to
tutor me to read a series of books on mathematical finance. Prof. Nualart has showed
me by living example how to be a dedicated scholar.
Special thanks to Prof. Bozenna Pasik-Duncan for her encouragements and supports,
in both tangible and intangible way. I have learned from her to be a positive person, to
pursue goals relentlessly, and to stretch talents to extremes.
I am indebted to my family members, who are always there for me. They encourage
me to become the person I dream to be.
I am lucky to have built up friendship with smart and nice people when I worked for
my degree, on intellectual and/or spiritual base.
The challenging while rewarding study experience in the department will always be
part of me.
v
Table of Contents
Title page---------------------------------------------------------------------------------------
Acceptance page --------------------------------------------------------------------------------ii
Abstract ------------------------------------------------------------------------------------------iii
Acknowledgements-----------------------------------------------------------------------------iv
Table of Contents--------------------------------------------------------------------------------v
1. Introduction-----------------------------------------------------------------------------------1
2. Model------------------------------------------------------------------------------------------3
2.1 Fractional Brownian Motion --------------------------------------------------------------3
2.1.1 Standard Brownian Motion--------------------------------------------------------------3
2.1.2 Fractional Brownian Motion------------------------------------------------------------ 4
2.1.3 Truncated Fractional Brownian Motion, a proxy to WtH ---------------------------- 4
2.2 Stock Price Model with Volatility Driven by Standard Brownian Motion---------- 5
2.3 Stock Price Model with Volatility Driven by Fractional Brownian Motion---------6
2.4 Stock Price Model with Volatility Driven by Truncated Fractional
Brownian Motion ---------------------------------------------------------------------------6
3 Numerical Estimate of Stock Price Model with Volatility Driven by WtH-------------6
3.1 Long-memory Volatility Driven by Truncated Fractional Brownian Process-------7
3.2 Approximate the Volatility Process------------------------------------------------------- 7
3.3 Monte Carlo Method to Approximate A(t-(j-1)/n)--------------------------------------8
3.4 Symbolic Integral to Estimate A(t-(j-1)/n)-----------------------------------------------9
3.5 Approximate Stock Price, with Volatility Driven by Wtα ------------------------------9
3.6 Experiment to Simulate the Paths of Volatility and Stock Price -------------------- 10
4. Euler Algorithm ---------------------------------------------------------------------------- 12
4.1 The Dzhaparidze and van Zanten Method to Simulate fBm -------------------------12
4.2 Euler Algorithm ----------------------------------------------------------------------------14
5. Parameter Estimation---------------------------------------------------------------------- 15
5.1 Estimate σ2(t), Using Quadratic Variation Method ----------------------------------- 15
5.2 Estimating the Hurst Parameter in fBm by Periodogram Method ------------------16
5.2.1 Spectral Density of Fractional Brownian Motion Process------------------------- 16
5.2.2 Periodogram ----------------------------------------------------------------------------- 17
6 Option Pricing --------------------------------------------------------------------------------18
7. Conclusion and Further Topic-------------------------------------------------------------19
Reference --------------------------------------------------------------------------------------- 20
Appendices ------------------------------------------------------------------------------------- 21
Figure 1- ---------------------------------------------------------------------------------------- 21
Figure 2------------------------------------------------------------------------------------------ 21
Figure 3------------------------------------------------------------------------------------------ 22
Figure 4------------------------------------------------------------------------------------------ 22
Figure 5------------------------------------------------------------------------------------------ 22
Figure 6------------------------------------------------------------------------------------------ 23
vi
Figure 7------------------------------------------------------------------------------------------24
Figure 8------------------------------------------------------------------------------------------25
Figure 9------------------------------------------------------------------------------------------26
Figure 10-----------------------------------------------------------------------------------------27
Code for Figure 1-------------------------------------------------------------------------------28
Code for Figure 2-------------------------------------------------------------------------------30
Code for Figure 3-------------------------------------------------------------------------------32
Code for Figure 4-------------------------------------------------------------------------------34
Code for Figure 5-------------------------------------------------------------------------------36
Code for Figure 6-------------------------------------------------------------------------------38
Code for Figure 7-------------------------------------------------------------------------------41
Code for Figure 8-------------------------------------------------------------------------------44
Code for Figure 9-------------------------------------------------------------------------------47
Code for Figure 10-----------------------------------------------------------------------------50



























28
% Consider stochastic differential logvolatility driven by truncated fBm
% This is the procedure to simulate logvolatility and logstockprice by
% using symbolic integration int() in matlab for H=0.6 .
H=0.6; N=1000;
% N is the number of paths for logvolatility and logstockprice.
% We generate N paths separately then take the mean.
log_sigma=zeros(1,1001); % The initial value is a vector of zeros. 1001 is
% the same as the length of the vector t=[0:0.02:T] when T=20
% It will be updated by the formula before the last "end"
log_sto_price=zeros(1,1001);
for p=1:N % Utmost loop, in order to calculate the mean of different paths
% for logvolatility and logstockprice
k=1;
r=0.01; % note, r here represent \gamma in the volatility model
%dX(t)=kX(t)dt+\gammadW^\alpha_t
% Avoid using gamma as the name of gamma function as variable.
alpha=H-1/2;
n=50;
T=20;
%[0,T]=[0,20] is time interval we would like to
%observefunction[]=direct_int_method(H,N)
t=[0:0.02:T]; % discretize the interval
DBm=normrnd(0,1/n,[n*T,2]); % generate n*T by 2 Gaussian random variables,
%with mean 0, variance j/n-(j-1)/n=1/n
X=[]; % X here respresents the logsigma matrix.
X(1)=0; % since t(1)=0
A=[];
for i=2:n*T+1
for j=floor(n*t(i-1))+1:floor(n*t(i))
syms u
A(j)=r/gamma(1+alpha)*((t(i)-(j-1)/n)^alpha-k*exp(-k*(t(i)-(j-1)/n))*int(
exp(k*u)*u^alpha,0,t(i)-(j-1)/n));
format short
A(j)=round(A(j)*10000)*0.0001; % round A to four decimals
end
X(i)=A*DBm(1:floor(n*t(i)),2);
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end
% Following is to simulate the path of logstock price
sigma=exp(X);
Y_est=[];
t=[0:0.02:T];
Y_est(1)=0; % according to the integral form of logstockprice
Y_est(2)=0;
for i=3:T*n+1
Y_est(i)=sigma(1:floor(n*t(i)))*DBm(1:floor(n*t(i)),1);
end
log_sigma=1/p*((p-1)*log_sigma+X); % take the mean of the paths of log_sigma.
%This is designed to update log_sigma
log_sto_price=1/p*((p-1)*log_sto_price+Y_est); % take the mean of
%log_sto_price. This is designed to update log_sto_price
p % print out p, the number of sample paths.
end % end of utmost loop.
subplot(2,1,1); plot([0:0.02:20],log_sigma)
xlabel('t')
ylabel('logvolatility')
title(' Logvolatility using int() to calculate A, with k=1, gamma=0.01,
H=0.6')
subplot(2,1,2); plot([0:0.02:20],log_sto_price)
xlabel('t')
ylabel('logstockprice')
title('Logstockprice with k=1, gamma=0.01, H=0.6')
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% Consider stochastic differential logvolatility driven by truncated fBm
% This is the procedure to simulate logvolatility and logstockprice by
% using symbolic integration int() in matlab for H=0.7.
H=0.7; N=1000;
% N is the number of paths for logvolatility and logstockprice.
% We generate N paths separately then take the mean.
log_sigma=zeros(1,1001); % The initial value is a vector of zeros. 1001 is
% the same as the length of the vector t=[0:0.02:T] when T=20
% It will be updated by the formula before the last "end"
log_sto_price=zeros(1,1001);
for p=1:N % Utmost loop, in order to calculate the mean of different paths
% for logvolatility and logstockprice
k=1;
r=0.01; % note, r here represent \gamma in the volatility model
%dX(t)=kX(t)dt+\gammadW^\alpha_t
% Avoid using gamma as the name of gamma function as variable.
alpha=H-1/2;
n=50;
T=20; %[0,T]=[0,20] is time interval we would like to
%observefunction[]=direct_int_method(H,N)
t=[0:0.02:T]; % discretize the interval
DBm=normrnd(0,1/n,[n*T,2]); % generate n*T by 2 Gaussian random variables,
%with mean 0, variance j/n-(j-1)/n=1/n
X=[]; % X here respresents the logsigma matrix.
X(1)=0; % since t(1)=0
A=[];
for i=2:n*T+1
for j=floor(n*t(i-1))+1:floor(n*t(i))
syms u
A(j)=r/gamma(1+alpha)*((t(i)-(j-1)/n)^alpha-k*exp(-k*(t(i)-(j-1)/n))*int(
exp(k*u)*u^alpha,0,t(i)-(j-1)/n));
format short
A(j)=round(A(j)*10000)*0.0001; % round A to four decimals
end
X(i)=A*DBm(1:floor(n*t(i)),2);
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end
% Following is to simulate the path of logstock price
sigma=exp(X);
Y_est=[];
t=[0:0.02:T];
Y_est(1)=0; % according to the integral form of logstockprice
Y_est(2)=0;
for i=3:T*n+1
Y_est(i)=sigma(1:floor(n*t(i)))*DBm(1:floor(n*t(i)),1);
end
log_sigma=1/p*((p-1)*log_sigma+X); % take the mean of the paths of log_sigma.
%This is designed to update log_sigma
log_sto_price=1/p*((p-1)*log_sto_price+Y_est); % take the mean of
%log_sto_price. This is designed to update log_sto_price
p % print out p, the number of sample paths.
end % end of utmost loop.
subplot(2,1,1); plot([0:0.02:20],log_sigma)
xlabel('t')
ylabel('logvolatility')
title(' Logvolatility using int() to calculate A, with k=1, gamma=0.01,
H=0.7')
subplot(2,1,2); plot([0:0.02:20],log_sto_price)
xlabel('t')
ylabel('logstockprice')
title('Logstockprice with k=1, gamma=0.01, H=0.7')
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% Consider stochastic differential logvolatility driven by truncated fBm
% This is the procedure to simulate logvolatility and logstockprice by
% using symbolic integration int() in matlab for H=0.8.
H=0.8; N=1000;
% N is the number of paths for logvolatility and logstockprice.
% We generate N paths separately then take the mean.
log_sigma=zeros(1,1001); % The initial value is a vector of zeros. 1001 is
%the same as the length of the vector t=[0:0.02:T] when T=20
% It will be updated by the formula before the
% last "end"
log_sto_price=zeros(1,1001);
for p=1:N % Utmost loop, in order to calculate the mean of different paths
%for logvolatility and logstockprice
k=1;
r=0.01; % note, r here represent \gamma in the volatility model
%dX(t)=kX(t)dt+\gammadW^\alpha_t
alpha=H-1/2;
n=50;
T=20; %[0,T]=[0,20] is time interval we would like to
%observefunction[]=direct_int_method(H,N)
t=[0:0.02:T]; % discretize the interval
DBm=normrnd(0,1/n,[n*T,2]); % generate n*T by 2 Gaussian random variables,
%with mean 0, variance j/n-(j-1)/n=1/n
X=[]; % X here respresents the logsigma matrix.
X(1)=0; % since t(1)=0
A=[];
for i=2:n*T+1
for j=floor(n*t(i-1))+1:floor(n*t(i))
syms u
A(j)=r/gamma(1+alpha)*((t(i)-(j-1)/n)^alpha-k*exp(-k*(t(i)-(j-1)/n))*int(
exp(k*u)*u^alpha,0,t(i)-(j-1)/n));
format short
A(j)=round(A(j)*10000)*0.0001; % round A to four decimals
end
X(i)=A*DBm(1:floor(n*t(i)),2);
33
end
% Following is to simulate the path of logstock price
sigma=exp(X);
Y_est=[];
t=[0:0.02:T];
Y_est(1)=0; % according to the integral form of logstockprice
Y_est(2)=0;
for i=3:T*n+1
Y_est(i)=sigma(1:floor(n*t(i)))*DBm(1:floor(n*t(i)),1);
end
log_sigma=1/p*((p-1)*log_sigma+X); % take the mean of the paths of log_sigma.
% This is designed to update log_sigma
log_sto_price=1/p*((p-1)*log_sto_price+Y_est); % take the mean of
%log_sto_price. This is designed to update log_sto_price
p % print out p, the number of sample paths.
end % end of utmost loop.
subplot(2,1,1); plot([0:0.02:20],log_sigma)
xlabel('t')
ylabel('logvolatility')
title(' Logvolatility using int() to calculate A, with k=1, gamma=0.01,
H=0.8')
subplot(2,1,2); plot([0:0.02:20],log_sto_price)
xlabel('t')
ylabel('logstockprice')
title('Logstockprice with k=1, gamma=0.01, H=0.8')
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% Consider stochastic differential logvolatility driven by truncated fBm
% This is the procedure to simulate logvolatility and logstockprice by
% using symbolic integration int() in matlab for H=0.9.
H=0.9; N=1000;
% N is the number of paths for logvolatility and logstockprice.
% We generate N paths separately then take the mean.
log_sigma=zeros(1,1001); % The initial value is a vector of zeros. 1001 is
%the same as the length of the vector t=[0:0.02:T] when T=20
% It will be updated by the formula before the
% last "end"
log_sto_price=zeros(1,1001);
for p=1:N % Utmost loop, in order to calculate the mean of different paths
%for logvolatility and logstockprice
k=1;
r=0.01; % note, r here represent \gamma in the volatility model
%dX(t)=kX(t)dt+\gammadW^\alpha_t
alpha=H-1/2;
n=50;
T=20; %[0,T]=[0,20] is time interval we would like to
%observefunction[]=direct_int_method(H,N)
t=[0:0.02:T]; % discretize the interval
DBm=normrnd(0,1/n,[n*T,2]); % generate n*T by 2 Gaussian random variables,
%with mean 0, variance j/n-(j-1)/n=1/n
X=[]; % X here respresents the logsigma matrix.
X(1)=0; % since t(1)=0
A=[];
for i=2:n*T+1
for j=floor(n*t(i-1))+1:floor(n*t(i))
syms u
A(j)=r/gamma(1+alpha)*((t(i)-(j-1)/n)^alpha-k*exp(-k*(t(i)-(j-1)/n))*int(
exp(k*u)*u^alpha,0,t(i)-(j-1)/n));
format short
A(j)=round(A(j)*10000)*0.0001; % round A to four decimals
end
X(i)=A*DBm(1:floor(n*t(i)),2);
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end
% Following is to simulate the path of logstock price
sigma=exp(X);
Y_est=[];
t=[0:0.02:T];
Y_est(1)=0; % according to the integral form of logstockprice
Y_est(2)=0;
for i=3:T*n+1
Y_est(i)=sigma(1:floor(n*t(i)))*DBm(1:floor(n*t(i)),1);
end
log_sigma=1/p*((p-1)*log_sigma+X); % take the mean of the paths of log_sigma.
%This is designed to update log_sigma
log_sto_price=1/p*((p-1)*log_sto_price+Y_est); % take the mean of
%log_sto_price. This is designed to update log_sto_price
p % print out p, the number of sample paths.
end % end of utmost loop.
subplot(2,1,1); plot([0:0.02:20],log_sigma)
xlabel('t')
ylabel('logvolatility')
title(' Logvolatility using int() to calculate A, with k=1, gamma=0.01,
H=0.9')
subplot(2,1,2); plot([0:0.02:20],log_sto_price)
xlabel('t')
ylabel('logstockprice')
title('Logstockprice with k=1, gamma=0.01, H=0.9')
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% Consider stochastic differential logvolatility driven by truncated fBm
% This is the procedure to simulate logvolatility and logstockprice by
% using symbolic integration int() in matlab for H=0.99.
H=0.99; N=1000;
% N is the number of paths for logvolatility and logstockprice.
% We generate N paths separately then take the mean.
log_sigma=zeros(1,1001); % The initial value is a vector of zeros. 1001 is
%the same as the length of the vector t=[0:0.02:T] when T=20
% It will be updated by the formula before the
% last "end"
log_sto_price=zeros(1,1001);
for p=1:N % Utmost loop, in order to calculate the mean of different paths
%for logvolatility and logstockprice
k=1;
r=0.01; % note, r here represent \gamma in the volatility model
%dX(t)=kX(t)dt+\gammadW^\alpha_t
alpha=H-1/2;
n=50;
T=20; %[0,T]=[0,20] is time interval we would like to
%observefunction[]=direct_int_method(H,N)
t=[0:0.02:T]; % discretize the interval
DBm=normrnd(0,1/n,[n*T,2]); % generate n*T by 2 Gaussian random variables,
%with mean 0, variance j/n-(j-1)/n=1/n
X=[]; % X here respresents the logsigma matrix.
X(1)=0; % since t(1)=0
A=[];
for i=2:n*T+1
for j=floor(n*t(i-1))+1:floor(n*t(i))
syms u
A(j)=r/gamma(1+alpha)*((t(i)-(j-1)/n)^alpha-k*exp(-k*(t(i)-(j-1)/n))*int(
exp(k*u)*u^alpha,0,t(i)-(j-1)/n));
format short
A(j)=round(A(j)*10000)*0.0001; % round A to four decimals
end
X(i)=A*DBm(1:floor(n*t(i)),2);
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end
% Following is to simulate the path of logstock price
sigma=exp(X);
Y_est=[];
t=[0:0.02:T];
Y_est(1)=0; % according to the integral form of logstockprice
Y_est(2)=0;
for i=3:T*n+1
Y_est(i)=sigma(1:floor(n*t(i)))*DBm(1:floor(n*t(i)),1);
end
log_sigma=1/p*((p-1)*log_sigma+X); % take the mean of the paths of log_sigma.
%This is designed to update log_sigma
log_sto_price=1/p*((p-1)*log_sto_price+Y_est); % take the mean of
%log_sto_price. This is designed to update log_sto_price
p % print out p, the number of sample paths.
end % end of utmost loop.
subplot(2,1,1); plot([0:0.02:20],log_sigma)
xlabel('t')
ylabel('logvolatility')
title(' Logvolatility using int() to calculate A, with k=1, gamma=0.01,
H=0.99')
subplot(2,1,2); plot([0:0.02:20],log_sto_price)
xlabel('t')
ylabel('logstockprice')
title('Logstockprice with k=1, gamma=0.01, H=0.99')
38
% This is Matlab code for the simulation of BM, fBm logvolatility
% and logstock price. Bessel function is used to generate fBm with H=0.6.
H=0.6;
k=1;
r=0.01;
n=1000;
s=0.02;
h=0.02;
% Generate fractional Brown motion on [0,20]by by spectral method
T=20;
N_0=2000;%N_0 is the number of steps for approximating fBm
Wb=zerobess('J', 1-H, N_0);
Wb=Wb'; % change Wb to be 1 by N matrix
% Generate N positive zeros of first kind bessel function J_{1-H}
B=besselj(-H,Wb); % calculate the bessel function of first kind at each
%element of vector W.
X_0=normrnd(0,1);
Yg=normrnd(0,1,1,N_0); % generate 1 by N standard Gaussian random numbers
Zg=normrnd(0,1,1,N_0);
% calculate the inverse of standard variance
inv_sta_var=[];
sr_sta_var=[];
for i=1:N_0
inv_sta_var(i)=(1-H)/H*gamma(1-H)*gamma(1-H)*gamma(1.5-H)/(gamma(H+0.5)*g
amma(3-2*H))*(Wb(i)/2)^(2*H)*B(i)^2*T^(2-2*H);
end
sta_var=1./inv_sta_var;
sr_sta_var=sqrt(sta_var);
% t=[0:0.02:20] <---> j=1:1001, calculate fBm(t), actually, we calcualate
% discretized fBm
t=[0:0.02:T];
fBm=[];
fBm(1)=0; % Conclude from the series expression. Note, since when t=0,
% the numerators and denominators in the series are 0.
for j=2:1001
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fBm(j)=t(j)/sqrt(2-2*H)*X_0+sum((sin(2*Wb*t(j)/T))./(Wb/T).*sr_sta_var.*Y
g)+sum((cos(2*Wb*t(j)/T)-1)./(Wb/T).*sr_sta_var.*Zg);
end
DfBm=[];
DfBm(1)=0;
for j=2:1000
DfBm(j)=fBm(j)-fBm(j-1);
end
subplot(2,2,1); plot([0:0.02:T],fBm);
title('fractional Brownian motion with H=0.6')
xlabel('t')
ylabel('fBm')
% now use Euler algorithm to calculate logvolatility price
X=[];
X(1)=0;
for j=2:floor(n)
X(j)=X(j-1)-k*X(j-1)*h+r*DfBm(j);
end
subplot(2,2,2);plot([0:0.02:T-0.02],X);
title('logvolatility with H=0.6,k=1,gamma=0.01')
xlabel('t')
ylabel('logvolatility')
% generate a Brownian motion, which is used to simulate the logstock price
W=[];
W(1)=0;
for j=2:n
W(j)=W(j-1)+normrnd(0,1/n);
end
subplot(2,2,3); plot([0:0.02:T-0.02],W) % plot W against t
title('standard Brownian motion ')
xlabel('t')
ylabel('W(t)')
% simulate the logstock price model
DBm=[];
DBm(1)=W(1);
for j=2:n;
DBm(j)=W(j)-W(j-1);
end
40
sigma_est=exp(X); % sigma estimated
Y=[];
Y(1)=0;
for j=2:n
Y(j)=Y(j-1)+sigma_est(j-1)*DBm(j);
end
subplot(2,2,4); plot([0:0.02:T-0.02],Y);
title('logstock price ')
xlabel('t')
ylabel('logstockprice')
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% This is Matlab code for the simulation of BM, fBm logvolatility
% and logstock price. Bessel function is used to generate fBm with H=0.7.
H=0.7;
k=1;
r=0.01;
n=1000;
s=0.02;
h=0.02;
% Generate fractional Brown motion on [0,20]by by spectral method
T=20;
N_0=2000;%N_0 is the number of steps for approximating fBm
Wb=zerobess('J', 1-H, N_0);
Wb=Wb'; % change Wb to be 1 by N matrix
% Generate N positive zeros of first kind bessel function J_{1-H}
B=besselj(-H,Wb); % calculate the bessel function of first kind at each
%element of vector W.
X_0=normrnd(0,1);
Yg=normrnd(0,1,1,N_0); % generate 1 by N standard Gaussian random numbers
Zg=normrnd(0,1,1,N_0);
% calculate the inverse of standard variance
inv_sta_var=[];
sr_sta_var=[];
for i=1:N_0
inv_sta_var(i)=(1-H)/H*gamma(1-H)*gamma(1-H)*gamma(1.5-H)/(gamma(H+0.5)*g
amma(3-2*H))*(Wb(i)/2)^(2*H)*B(i)^2*T^(2-2*H);
end
sta_var=1./inv_sta_var;
sr_sta_var=sqrt(sta_var);
% t=[0:0.02:20] <---> j=1:1001, calculate fBm(t), actually, we calcualate
% discretized fBm
t=[0:0.02:T];
fBm=[];
fBm(1)=0; % Conclude from the series expression. Note, since when t=0,
% the numerators and denominators in the series are 0.
for j=2:1001
fBm(j)=t(j)/sqrt(2-2*H)*X_0+sum((sin(2*Wb*t(j)/T))./(Wb/T).*sr_sta_var.*Y
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g)+sum((cos(2*Wb*t(j)/T)-1)./(Wb/T).*sr_sta_var.*Zg);
end
DfBm=[];
DfBm(1)=0;
for j=2:1000
DfBm(j)=fBm(j)-fBm(j-1);
end
subplot(2,2,1); plot([0:0.02:T],fBm);
title('fractional Brownian motion with H=0.7')
xlabel('t')
ylabel('fBm')
% now use Euler algorithm to calculate logvolatility price
X=[];
X(1)=0;
for j=2:floor(n)
X(j)=X(j-1)-k*X(j-1)*h+r*DfBm(j);
end
subplot(2,2,2);plot([0:0.02:T-0.02],X);
title('logvolatility with H=0.7,k=1,gamma=0.01')
xlabel('t')
ylabel('logvolatility')
% generate a Brownian motion, which is used to simulate the logstock price
W=[];
W(1)=0;
for j=2:n
W(j)=W(j-1)+normrnd(0,1/n);
end
subplot(2,2,3); plot([0:0.02:T-0.02],W) % plot W against t
title('standard Brownian motion ')
xlabel('t')
ylabel('W(t)')
% simulate the logstock price model
DBm=[];
DBm(1)=W(1);
for j=2:n;
DBm(j)=W(j)-W(j-1);
end
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sigma_est=exp(X); % sigma estimated
Y=[];
Y(1)=0;
for j=2:n
Y(j)=Y(j-1)+sigma_est(j-1)*DBm(j);
end
subplot(2,2,4); plot([0:0.02:T-0.02],Y);
title('logstock price ')
xlabel('t')
ylabel('logstockprice')
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% This is Matlab code for the simulation of BM, fBm logvolatility
% and logstock price. Bessel function is used to generate fBm with H=0.8.
H=0.8;
k=1;
r=0.01;
n=1000;
s=0.02;
h=0.02;
% Generate fractional Brown motion on [0,20]by by spectral method
T=20;
N_0=2000;%N_0 is the number of steps for approximating fBm
Wb=zerobess('J', 1-H, N_0);
Wb=Wb'; % change Wb to be 1 by N matrix
% Generate N positive zeros of first kind bessel function J_{1-H}
B=besselj(-H,Wb); % calculate the bessel function of first kind at each
%element of vector W.
X_0=normrnd(0,1);
Yg=normrnd(0,1,1,N_0); % generate 1 by N standard Gaussian random numbers
Zg=normrnd(0,1,1,N_0);
% calculate the inverse of standard variance
inv_sta_var=[];
sr_sta_var=[];
for i=1:N_0
inv_sta_var(i)=(1-H)/H*gamma(1-H)*gamma(1-H)*gamma(1.5-H)/(gamma(H+0.5)*g
amma(3-2*H))*(Wb(i)/2)^(2*H)*B(i)^2*T^(2-2*H);
end
sta_var=1./inv_sta_var;
sr_sta_var=sqrt(sta_var);
% t=[0:0.02:20] <---> j=1:1001, calculate fBm(t), actually, we calcualate
% discretized fBm
t=[0:0.02:T];
fBm=[];
fBm(1)=0; % Conclude from the series expression. Note, since when t=0,
% the numerators and denominators in the series are 0.
for j=2:1001
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fBm(j)=t(j)/sqrt(2-2*H)*X_0+sum((sin(2*Wb*t(j)/T))./(Wb/T).*sr_sta_var.*Y
g)+sum((cos(2*Wb*t(j)/T)-1)./(Wb/T).*sr_sta_var.*Zg);
end
DfBm=[];
DfBm(1)=0;
for j=2:1000
DfBm(j)=fBm(j)-fBm(j-1);
end
subplot(2,2,1); plot([0:0.02:T],fBm);
title('fractional Brownian motion with H=0.8')
xlabel('t')
ylabel('fBm')
% now use Euler algorithm to calculate logvolatility price
X=[];
X(1)=0;
for j=2:floor(n)
X(j)=X(j-1)-k*X(j-1)*h+r*DfBm(j);
end
subplot(2,2,2);plot([0:0.02:T-0.02],X);
title('logvolatility with H=0.8,k=1,gamma=0.01')
xlabel('t')
ylabel('logvolatility')
% generate a Brownian motion, which is used to simulate the logstock price
W=[];
W(1)=0;
for j=2:n
W(j)=W(j-1)+normrnd(0,1/n);
end
subplot(2,2,3); plot([0:0.02:T-0.02],W) % plot W against t
title('standard Brownian motion ')
xlabel('t')
ylabel('W(t)')
% simulate the logstock price model
DBm=[];
DBm(1)=W(1);
for j=2:n;
DBm(j)=W(j)-W(j-1);
end
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sigma_est=exp(X); % sigma estimated
Y=[];
Y(1)=0;
for j=2:n
Y(j)=Y(j-1)+sigma_est(j-1)*DBm(j);
end
subplot(2,2,4); plot([0:0.02:T-0.02],Y);
title('logstock price ')
xlabel('t')
ylabel('logstockprice')
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% This is Matlab code for the simulation of BM, fBm logvolatility
% and logstock price. Bessel function is used to generate fBm with H=0.9.
H=0.9;
k=1;
r=0.01;
n=1000;
s=0.02;
h=0.02;
% Generate fractional Brown motion on [0,20]by by spectral method
T=20;
N_0=2000;%N_0 is the number of steps for approximating fBm
Wb=zerobess('J', 1-H, N_0);
Wb=Wb'; % change Wb to be 1 by N matrix
% Generate N positive zeros of first kind bessel function J_{1-H}
B=besselj(-H,Wb); % calculate the bessel function of first kind at each
%element of vector W.
X_0=normrnd(0,1);
Yg=normrnd(0,1,1,N_0); % generate 1 by N standard Gaussian random numbers
Zg=normrnd(0,1,1,N_0);
% calculate the inverse of standard variance
inv_sta_var=[];
sr_sta_var=[];
for i=1:N_0
inv_sta_var(i)=(1-H)/H*gamma(1-H)*gamma(1-H)*gamma(1.5-H)/(gamma(H+0.5)*g
amma(3-2*H))*(Wb(i)/2)^(2*H)*B(i)^2*T^(2-2*H);
end
sta_var=1./inv_sta_var;
sr_sta_var=sqrt(sta_var);
% t=[0:0.02:20] <---> j=1:1001, calculate fBm(t), actually, we calcualate
% discretized fBm
t=[0:0.02:T];
fBm=[];
fBm(1)=0; % Conclude from the series expression. Note, since when t=0,
% the numerators and denominators in the series are 0.
for j=2:1001
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fBm(j)=t(j)/sqrt(2-2*H)*X_0+sum((sin(2*Wb*t(j)/T))./(Wb/T).*sr_sta_var.*Y
g)+sum((cos(2*Wb*t(j)/T)-1)./(Wb/T).*sr_sta_var.*Zg);
end
DfBm=[];
DfBm(1)=0;
for j=2:1000
DfBm(j)=fBm(j)-fBm(j-1);
end
subplot(2,2,1); plot([0:0.02:T],fBm);
title('fractional Brownian motion with H=0.9')
xlabel('t')
ylabel('fBm')
% now use Euler algorithm to calculate logvolatility price
X=[];
X(1)=0;
for j=2:floor(n)
X(j)=X(j-1)-k*X(j-1)*h+r*DfBm(j);
end
subplot(2,2,2);plot([0:0.02:T-0.02],X);
title('logvolatility with H=0.9,k=1,gamma=0.01')
xlabel('t')
ylabel('logvolatility')
% generate a Brownian motion, which is used to simulate the logstock price
W=[];
W(1)=0;
for j=2:n
W(j)=W(j-1)+normrnd(0,1/n);
end
subplot(2,2,3); plot([0:0.02:T-0.02],W) % plot W against t
title('standard Brownian motion ')
xlabel('t')
ylabel('W(t)')
% simulate the logstock price model
DBm=[];
DBm(1)=W(1);
for j=2:n;
DBm(j)=W(j)-W(j-1);
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end
sigma_est=exp(X); % sigma estimated
Y=[];
Y(1)=0;
for j=2:n
Y(j)=Y(j-1)+sigma_est(j-1)*DBm(j);
end
subplot(2,2,4); plot([0:0.02:T-0.02],Y);
title('logstock price ')
xlabel('t')
ylabel('logstockprice')
50
% This is Matlab code for the simulation of BM, fBm logvolatility
% and logstock price. Bessel function is used to generate fBm with H=0.99.
H=0.99;
k=1;
r=0.01;
n=1000;
s=0.02;
h=0.02;
% Generate fractional Brown motion on [0,20]by by spectral method
T=20;
N_0=2000;%N_0 is the number of steps for approximating fBm
Wb=zerobess('J', 1-H, N_0);
Wb=Wb'; % change Wb to be 1 by N matrix
% Generate N positive zeros of first kind bessel function J_{1-H}
B=besselj(-H,Wb); % calculate the bessel function of first kind at each
%element of vector W.
X_0=normrnd(0,1);
Yg=normrnd(0,1,1,N_0); % generate 1 by N standard Gaussian random numbers
Zg=normrnd(0,1,1,N_0);
% calculate the inverse of standard variance
inv_sta_var=[];
sr_sta_var=[];
for i=1:N_0
inv_sta_var(i)=(1-H)/H*gamma(1-H)*gamma(1-H)*gamma(1.5-H)/(gamma(H+0.5)*g
amma(3-2*H))*(Wb(i)/2)^(2*H)*B(i)^2*T^(2-2*H);
end
sta_var=1./inv_sta_var;
sr_sta_var=sqrt(sta_var);
% t=[0:0.02:20] <---> j=1:1001, calculate fBm(t), actually, we calcualate
% discretized fBm
t=[0:0.02:T];
fBm=[];
fBm(1)=0; % Conclude from the series expression. Note, since when t=0,
% the numerators and denominators in the series are 0.
for j=2:1001
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fBm(j)=t(j)/sqrt(2-2*H)*X_0+sum((sin(2*Wb*t(j)/T))./(Wb/T).*sr_sta_var.*Y
g)+sum((cos(2*Wb*t(j)/T)-1)./(Wb/T).*sr_sta_var.*Zg);
end
DfBm=[];
DfBm(1)=0;
for j=2:1000
DfBm(j)=fBm(j)-fBm(j-1);
end
subplot(2,2,1); plot([0:0.02:T],fBm);
title('fractional Brownian motion with H=0.99')
xlabel('t')
ylabel('fBm')
% now use Euler algorithm to calculate logvolatility price
X=[];
X(1)=0;
for j=2:floor(n)
X(j)=X(j-1)-k*X(j-1)*h+r*DfBm(j);
end
subplot(2,2,2);plot([0:0.02:T-0.02],X);
title('logvolatility with H=0.99,k=1,gamma=0.01')
xlabel('t')
ylabel('logvolatility')
% generate a Brownian motion, which is used to simulate the logstock price
W=[];
W(1)=0;
for j=2:n
W(j)=W(j-1)+normrnd(0,1/n);
end
subplot(2,2,3); plot([0:0.02:T-0.02],W) % plot W against t
title('standard Brownian motion ')
xlabel('t')
ylabel('W(t)')
% simulate the logstock price model
DBm=[];
DBm(1)=W(1);
for j=2:n;
DBm(j)=W(j)-W(j-1);
end
52
sigma_est=exp(X); % sigma estimated
Y=[];
Y(1)=0;
for j=2:n
Y(j)=Y(j-1)+sigma_est(j-1)*DBm(j);
end
subplot(2,2,4); plot([0:0.02:T-0.02],Y);
title('logstock price ')
xlabel('t')
ylabel('logstockprice')
