Project courses are a cornerstone in the information systems and software engineering education offered at the NTH (Norges Tel~ni~ke HCgskole = Norwegian Institute of Technology). In thi~ paper we present our two main project courses, one taught in the 2nd year and one in the 4th year.
Introduction

1.1
The problems of teaching project courses
As observed by several educators, many of the engineering principles which are essential in large-scale industrial software development are hard to illustrate without projects of considerable size [1, 6] . The problem of project courses is to make some= thing which is small enough in terms of student effort, and yet realistic enough to convey at least some of the most important engineering principles. For instance, a fully realistic project should address problems such as:
literature study of relevant material feasibility study planning, limited budgets, choice of methods and tools requirements engineering, analysis --and to be realistic, the problem should be wicked [7] , i.e. requirements evolving during the course of the project and the customer being uncertain about what, exactly, he wants or needs design, coding quality assurance, configuration management 9 reuse of existing modules, adaptation, integration 9 documentation (both for use and maintenance) 9 installation , training of users, operation, maintenance
As can be seen from this list, which is not even supposed to be comprehensive, the development of a system of realistic complexity from preliminary study to maintenance, requires far too much time to fit into a one term --or even a full year --course. On the other hand, going for a project of a more agreeable size, some of the issues above cannot be covered --not only because there is not enough time, but also because the issue may be impossible to illustrate with systems of too little complexity --for instance, it may be difficult to make the point for configuration management, reuse, or integration problems with a small assignment.
Various approaches to project courses
There are many possible approaches to the above problem. Two major alternatives are:
1. to reduce the complexity of the system to be developed, which might make it possible to go through all the development phases, or 2. to leave out some phases or engineering issues (e.g. feasibility study, quality assurance, maintenance), which might make it possible to have a rather complex problem assignment.
Usually, a course will do both these things, but still a distinction can be found between courses which have rather big systems but cover few phases, and courses which cover many phases but with smaller systems. There are also several other dimensions by which project courses can be distinguished, for instance 9 product vs. process: is the emphasis mostly on the product, or mostly on the process (for instance concerning the documentation to be written)?
9 methodological generality: does the course prescribe particular methods (and possibly tools) for the students to use, or is it more general, leaving the choice of methods/tools to the students?
Previous discussions of project courses exhibit various ways of dealing with these issues. For instance, Shepard and Hoffman [8] report on a course on the Rational Design Process (or actually two courses, one undergraduate and one graduate). Students are supposed to develop a working piece of software within the real-time system domain, going through six steps from requirements specification to testing. To make the projects small enough, the steps of the prescribed process have been simplified. Most simplification has been made in the requirements specification phase. Undergraduates are given a finished requirements specification as a starting point and only have to read it. There seems to be no interaction with end-users.
Bruegge [3, 2] reports on a course with a real, external client, where groups of 12-30 students have successfully delivered systems of 15-27 KLOC for one semester, going through phases from requirements analysis to acceptance test. For the spring 92 course, technical writers were also included in the course.
Offutt and Untch [6] report on a course where aspects of maintenance and reuse has been included in the project course, together with a strong emphasis on system integration. This is achieved by making a project template which can be instantiated in various ways, i.e. the students can be asked to make some subsystems from scratch and reuse/modify other subsystems. The project goes from requirements specification to system integration (including test). The instructor and previous students play the parts of users of the system. Students are provided with an architectural design and divided in groups of 4-5. One group responsible for the total interface and one for the integration. The rest are responsible for one subsystem each.
Kantipudi et al. [5] report on a course where groups of 5-6 students develop some sort of software engineering tool, normally 7-10 KLOC, the instructor serving as a customer. Teams are selected by the instructor based on student abilities.
Grau and Wilde [4] report on a course using an Individual Exchange Project Model. Students work in small teams building miniature programs, intermediate documents being exchanged among team members.
Project courses at the NTH
At the NTH we have also had to make some reductions of complexity to make our project courses fit into one semester. We have two main project courses, one in the second year and one in the 4th year, and we have tried to make these rather complementary.
The second year course fits into the time frame mainly by a reduction of problem size, yielding systems which are small enough that a finished implementation can be expected during the course (2-4 KLOC). A relatively fixed requirements specification is provided at the outset of the project. The students go through the phases of analysis, design and coding, probably with most emphasis on the latter two.
The fourth year course has a quite different approach --also differing from the courses listed in section 1.2 --in that the problems are usually so complex that a finished system cannot be developed during the course. The students deliver a requirements specification and an architectural design for the whole system, but the detailed design and particularly the coding may be done only for parts of the system. Thus, there is relatively more focus on the requirements engineering phase, which is not dealt with in the second year project.
The rest of the paper is structured as follows: in section 2 we discuss the second year course on programming methods, and in 3 we discuss the fourth year course. We spend most time on the latter, both since this is the course which we have most experience with, and since this course is the one which is most different from the mainstream of project courses to be found.
2
Programming methods
Course description
Programming Methods is taught in the spring term of the 2nd year at the NTH and is compulsory for all computer science and cybernetics students, which means that there are about 200 students each year. Before this course the students have had only two relevant courses: the introductory course in programming (Pascal), plus a course in algorithms and data structures. However, many of the students have had programming experience before entering the university, and 30% have their own PC. The course starts with six lectures presenting theory on object-orientation, C++, object-oriented design and the software life-cycle, but the main focus is on a programming project done in teams of 4 students, put together arbitrarily. The teamwork is done in a cycle of four large exercises:
1. Requirements and design specification.
2. Evaluation of 1.
3. Implementation and demonstration.
Evaluation of 1-3.
Evaluations (specification and code reviews) are done by exchanging deliverables between groups. The instructors also assist in this evaluation. The exercises count for 60% of the students' marks in the course, the theory exam only for 40% . Accordingly, roughly 60 hours (of a total 100) that each student is supposed to spend on the course, are allocated to the teamwork project, which means that the total man-hour budget for each team is close to 250 hours.
There are new assignments from year to year, but each year all the teams are given the same programming task, to make evaluation and guidance easier. The requirements to be met by the program are fixed, so that the students do not have to talk to any users. Coding is done in C++, usually 2-4 KLOC per 4 person team. Students are encouraged to make use of provided module and class libraries.
Course goals and evaluation
The course has several goals:
9 to teach the students the use of ADTs, object-orientation and C%+ (about 2/3 of the effort).
9 to teach the students about the software life-cycle, design, and testing (about 1/3 of the effort)
Moreover, it is considered a useful practical experience in teamwork Although not very big, the program is significantly larger than what normal students have been developing on their own, e.g. in the 1st year introductory course in programming.
One of the observations made at the course evaluation is that the course may be too ambitious compared to its size (in terms of student effort). The students, who previously have little but individual programming experience with toy examples, are exposed to the problems of cooperation, and to the software life-cycle. At the same time a new programming language is introduced, as well as the principles of objectorientation. Students generally spend more time on the project than demanded, and make more sophisticated solutions than demanded, especially when it comes to user interfaces. Groups are often dominated by the most ambitious students, usually those with own PCs and lots of programming experience, and these tend to put pressure on the others. Although there is more to the project than coding, this polarization of student abilities is a serious problem.
3
The 4th year project course
The second large project course being part of the computer science education at IDT NTH, is performed in the autumn of the 4. year. Formally, there are two parallel courses: one for students with a specialization in information systems, and one for students with a specialization in software systems. These are very similar, the main distinction being that the assignments in the latter course are somewhat more technical than the former --for the information systems students, the client is typically a user of software, whereas for the software systems students the client is a producer of software. In all other respects, the two courses use the same approach, so to simplify the discussion, we will talk about the two courses as one.
Course description
Each year, between 60 and 80 students participate in the project course, working in teams of 6-8 persons. The project course is compulsory for the information and software systems students within our department. Also other students, sometimes from other faculties, apply to follow the course and are allowed to attend if the number of assignments permits it. The projects last for 13 weeks, and each student is supposed to spend 19 hours per week, which yields 250 hours per student and a total budget, roughly, of one man-year per team. Before entering the course, the students have been through the basic computer science subjects, as well as an introductory course in system engineering and a course in database systems, and are supposed to use the techniques learnt in these courses on real-life problems.
The course was first given in 1974, but then with internal staff playing the client roles. Since 1987, the teams have mostly been given external clients (one per team) with real problems to be solved. According to the number of students enlisted for the course, a sufficient amount of problems are negotiated with potential clients during the summer. After running the course for some years now, this is usually not a big problem, since we have certain recurring customers, which are satisfied with previous results and want a similar treatment of new problems. We also have good contacts with many of the major Norwegian producers and users of software.
The problems are different for each group, highly varying in nature, complexity and scope, and new in the sense that they have usually not been addressed in any detail by the company before, even in the cases of the recurring clients. To demonstrate the variety, a couple of examples of assignments given in the last 2-3 years are given below.
Defining the need for electronic message passing within the regional hospital in Trondheim (employing 3200 people), and investigating to what extent the need is covered by existing standards such as EDIMED and EDIFACT and how these would be applied at the hospital. This is one of several tasks being done for the hospital during the last years. Others that can be mentioned, are the development of a data model for the hospital and the visualization of medical processes.
Tracking of salmon transport: This assignment was originally given by an institute of the department of Marine Technology at NTH some years ago, and has later spawned several follow-up projects.
Case processing system for a large Norwegian insurance company. This project appeared as a subproject on larger cooperation between NTH, the insurance company and other companies within case processing.
9 A system for a local cleaning company to help follow up their present and potential customer arrangement.
9 A map system for the Norwegian Telecom.
9 An object-oriented database interface to the repository of a 4GL/CASE-tool by a Norwegian producer.
There is normally one main contact-person in the client company, who is the team's primary source of domain knowledge, but many groups find it necessary to get in touch with several of the client's personnel. For instance, the group with the hospital assignment conducted interviews with approximately 20 persons from all main departments of the hospital in addition to contacting most other major hospitals in Norway to investigate how they had solved similar problems. The client's contact will usually also be a major provider of technical knowledge however, the computing expertise of the contact person may vary highly from project to project. For technical information, staff instructors may also contribute. And of course, the teams can also gather information from existing written material, both on technical issues and on the problem domain.
Each team is supposed to deliver a project plan, a preliminary study and problem statement, a requirements specification, a design specification, and implementation and users' guide, and a project evaluation report. Obviously, with the scope of some of the tasks given and the time frame for the project, it is not feasible to come up with a complete system, and the main emphasis in this project is on the earlier phases of system development, especially problem specification, requirements specification and the architectural design. An average distribution of effort would be:
Initial summary, project plan Preliminary study, problem statement Requirements specification Design specification Implementation, users' guide Evaluation report Oral presentation & demo 5% 25% 25% 20% 15% 5% 5%
However, this distribution is just meant as a guideline to the team. Depending on the nature of the problem and the wishes of the client, the team is free to adjust the effort, e.g. if the problem is rather simple and the client is interested in a prototype of some size, the effort on implementation can be somewhat increased, and if the problem is complex and the client is most interested in clarifying the system requirements, the efforts in this phase can be increased, for instance reducing design or implementation. The relative importance of various deliverables in the evaluation of a team will be adapted to such effort adjustments.
Anyway, all teams have to implement a limited prototype of the solution --it is not allowed to skip any of the deliverables listed above. At the end of the project there is an oral presentation of the problem and the team's solution, including a demonstration of the prototype. This presentation is supposed to show the feasibility of the ideas and convince the client that the ideas should be carried through. And many clients wish to do so, for instance by hiring the students for summer or evening jobs.
Course organization
The teams are put together arbitrarily (except for some bias concerning the allocation of females and other minority groups 1). [5] recommends that student abilities should be taken into account here. However, NTH being a German style polytechnic university, all our students have been through the same computer science subjects before they enter the project course, and although abilities vary, students are rather homogeneous. At the outset of the course, each team is provided with one page of information about their client and task, including personalia of the contact person at the client site. Moreover, each group is given a student supervisor (5th year or doctorM) who has participated in a similar project relatively recently. This supervisor will take part in the teams' initial meetings with the client to assure that a productive working-relationship is established, and generally serve as a resource person for the group. The student supervisor also participates in the weekly meetings which the group has with the main supervisor of the project (profi or ass.prof.), who usually has several years of experience with the course. At these meetings the group will deliver a progress-report and get feedback on the material being prepared so far. The project management part is emphasized, especially that man-hour budgets are not overrun. The first task of each team is to develop a project plan taking into account their resources and goals. They also have to organize the group, and delegate responsibility of tasks. No direct guidelines are given on how a team should 1 Females, unfortunately, must be considered a minority in our department, roughly 10% of the students be organized, but students get some pointers to reference material and reports from previous years' projects. Obviously, due to the variety of tasks, they cannot reuse this information blindly. There are no requirements concerning what development methods or tools should be used --the teams are free to choose what they feel most suitable, in negotiation with their client. Most of the projects end up using a fairly traditional waterfall approach with structured development techniques, but there are also examples of groups who have used object-oriented techniques or prototyping through several iterations. When it comes to the implementation environment and other technology support, the students are free to use whatever is available that suits their and the client's needs. If possible, the usual choice will be to implement on the same kind of environment as the one found in the client organization.
Course Goal
The project course has several goals, in addition to integrating the technical and theoretical knowledge from the first three years of study:
Exposure to big, partly undefined problems. Most other project courses (as the ones referenced above) either use smaller problems or at least problems which are more strictly defined at the outset. For instance, the course described in [2] starts with providing the students with a problem statement containing functional and global requirements to the system, and in the course reported in [6] the students are provided with an architectural design. Our teams are exposed to problems to which neither the clients nor the course organizers know the solution in advance. In other projects, the instructors often have a rather detailed idea of a correct solution in advance; thus, if a team gets into trouble, they may ask a supervisor who can help them get into track quite easily. As everyone knows, this situation rarely occurs when you get into a system development job. Even if someone might have performed something similar, each new project is a new experience involving new people and new problems. This aspect also make the project a challenging task for the supervisors.
Dealing with customers who have limited technical knowledge and often limited knowledge of how they want their final system to behave. In projects where a professor gives the same assignment year after year, or even if the assignment is new for each year, this factor of system development is not covered very well. Especially the problems that arise in communicating with people with a completely different background and terminology is important to experience.
Project administration: An important lesson we try to teach the students is the design to cost principle. Systems development problems have no right or wrong solution, they can always be solved better. Typically in the projects, the scope is very wide during problem description, whereas it has to be narrowed as the projects approach implementation. This means that they have to continuously take into account what they should use their time on, in cooperation with the customers who obviously wants to get as much as possible done since their costs in connection with the project are pretty stable anyway.
9 Teamwork: System development is almost without exception performed in teams of varying size. To be able to be efficient this obviously necessitate coordination, collaboration and good communication within the groups, which is one of the problems that are most clearly felt in the groups in the earlier phases of the project. Group-cohesion is encouraged throughout the project, and about midway through the project, the groups have usually developed a strong group-identity.
9 Documentation of the process and the product is highly emphasized, and is the main basis for the evaluation of the project (i.e. the reports delivered count for much more than the final running prototype). The students deliver several milestone documents during the project, such as project plan, problem statement, requirements specification, design specification, implementation specification, and a limited users' manual. One project team will produce something between 200 and 500 report pages.
In other evaluations of project courses (e.g. [2, 5] ) the success of the course seems to be viewed as almost synonymous with the quality of the developed software. We rather tend to evaluate our course from a purely educational point of view. After all, the software delivered is only a limited prototype. The main lessons to be learnt are the wickedness of real-world problems, the need to integrate knowledge from previous courses --as well as gathering new knowledge --to find a solution, the constraint of working within a narrow time frame and a limited budget, and the problems of working tightly together within a group. Wickedness, as such, will usually be contradictory to a strong focus on success from the project point of view (at least in terms of working code), and we feel it is important for people to experience the uncertainty that faces most real projects. Almost all our project teams go through moments of crises, usually during requirements specification, and they are followed closely during this period. Still, almost all projects come through this phase landing on their feet. It is usually after such incidents that the group develops its group-identity which helps them through the rest of the project. In our opinion, this experience of crisis is a very important lesson to learn, and if a team in fact should succeed to make a finished implementation of the whole system, it might be questioned if the problem has been too simple.
The relatively low focus on the implementation phase, and the frequent occurrence of crises, do not mean that the groups deliver inferior results. Some indicators of success in our view is:
9 Most previous students say in retrospect that the project course was the most generally useful lesson they learnt at the NTH.
9 Graduates from our department are generally well received in industry -their teamwork abilities being mentioned as one of their major pros compared to candidates of other educating institutions.
9 External clients in the project course are generally satisfied with the job done by the students --which is probably why we still have no problems with finding willing clients in a small country like Norway (4 million inhabitants). After all, the client organization spends resources on the project in terms of man-hours and sometimes also traveling expenses (in cases where clients have been based outside Trondheim --in particular, we have had some clients in Oslo who have been flying to Trondheim once a week during the semester to meet with the team).
* Often, the results have uses beyond the intended customer. The usual project censor s wrote in his evaluation of the system for the cleaning-firm mentioned above: "Since the problem has several things in common with a large set of problems within administrative information systems, it would be fruitful to use the solution as part of the education". This advice has partly been followed.
9 The censor, who works in large industry, has also remarked that the quality of the documents delivered is usually better than most industrial documentation.
Some problems that we have encountered with the project are:
9 Even if the budget is emphasized, the students tend to overrun their budgets with 10-30% . Earlier, the overruns could in certain cases be even worse, but we have decided not to punish this very hard, since that might result in indecent budgeting, which we would not like to teach the students.
9 Since the project .takes quite some time, the students have less time for other courses that semester. Generally the impression is that even if they have to work hard with the project, they feel that it is worth it.
It might be suspected that we would also have large problems due to lack of control --both of the external clients (who might, for instance, lose interest in the project at an early stage, or who might give the students tasks unfit for the educational goals of the course), and of the students (who are free to organize and plan their work almost any way they want, as long as they provide the required deliverables --and who might destroy the school's reputation with clients in case their work is of little value). However, we have not experienced any problems in this direction so far. The problem that some odd students do not contribute their full share of work to the team has been observed. This is not usual in our course, but difficult to avoid. Although a team can do fine with a sleeping passenger, students are naturally somewhat dissatisfied when such things happen, and if a group should be so unlucky as to have two members who do not contribute, this will be noticeable in the quality of the work.
Conclusion
Contribution and comparison
We have presented the two project courses offered in the software engineering education at the Norwegian Institute of Technology. We have two such courses, one in the 2nd year and one in the fourth year. These are complementary, in that the former 2= the person responsible for marking the projects. Just as for ordinary exams delivered at Norwegian universities, each project report requires an ez'fernal person (i.e. not employed at that university) to evaluate it. Marks are decided by the censor and teacher in common.
focusses most on design and coding aspects, whereas the latter has a stronger focus on the early phases of development, including problem statement and requirements engineering.
Most of the discussion in this paper has been focussed on the 4th year course, which is rather special. First of all, each team is assigned a real, external client. This is also done in the course reported in [2] . However, our course is different from this and many other courses in that
The use of an external client with a loosely defined problem, as well as the fact that students are free to organize the group the way they want and choose whatever development method they want, means that it is much more difficult to control the projects. Thus, it is also impossible to assure the quality of the produced systems. However, this does not imply a lowering of the educational potential of the course. Students may learn just as much (or more?) from failures and crises. If our students had generally been able to deliver working code covering the whole problem, we would have thought that the problems given were too simple to convey the wickedness found in real world problems.
Further work
Although we are rather satisfied with our project courses, there is still room for improvement, especially in the 2nd year course (which is not as well received by the students as the 4th year course). Our courses do not include aspects such as maintenance and reuse, and it could be an idea to improve the 2nd year course in this respect, using the project template idea of [6] . The problem that the 2nd year course is somewhat dominated by hackers, could be diminished by adopting a stricter process, such as the Rational Design Process used in [8] . Another problem of the 2nd year course is that there is too much to learn in too little time. Either, the time allocated to the course should be increased, or the burden of topics should be reduced. For instance, if students could learn about C, C++ and object-orientation already in the 1st year, the theory in the project course could focus more on life-cycle and design principles.
For the 4th year project, we intend to focus even more on the group process for the next semester, hiring people from the department of economy and administration to give a lecture on group dynamics midway in the project. The interaction between software developers and technical writers, presented in [2] , could also have been interesting for the 4th year course. However, the problem in this respect is that our university does not offer a proper education in technical writing, which makes such an extension of the course impossible in the short term.
An alternative to trying to incorporate maintenance and reuse issues in any of the existing projects, would be to introduce another project to deal with this in the third year. However, it is hard to get accept for new project courses, since many teachers also feel that there is too little time for various theoretical subjects.
