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Abstract.  While the increase in the computing and graphics power of the PC over the last fifteen years has been 
incredible, there has not been a corresponding increase in the power of the training simulations built w th that power. The 
answer to the key question "Are we doing everything possible to bring M & S to the warfighter?" is, unfortunately, "No." 
Modeling and Simulation are not yet close to being a mainstream part of every military member's training. 
In order to help correct this, the MOVES Institute at the Naval Postgraduate School in Monterey, Californ a, USA, has 
developed Delta3D, an open-source game-based simulation engine. Delta3D was developed to fit a need noted by many in 
both the modeling/simulation and gaming industries: a robust, easy-to-use engine which would prevent vdor lock-in. 
Delta3D provides all the functionality of other game engines in an open-source environment, allowing developers to use it 
at no cost and modify it to meet their requirements. 
While the idea of an open-source game engine is not u ique, Delta3D is distinctive in its architecture. Delta3D serves as a 
very thin layer designed to tie together several other open source libraries which provide the various functionality of the 
engine. Delta3D was built with a "best of breed" approach; and modules were chosen not only on the basis of their current 
status, but also on the strength of the community supporting it. These allow Delta3D to easily and cheaply improve over 
time. 
This paper will cover the development of Delta3D, applications built with it, and building advanced applications with it. 
1. INTRODUCTION 
Managers needing visual simulations are caught in a 
difficult situation.  Which modeling tool, image generating 
system, or software they use to build the simulation 
doesn’t matter to them – all they really care about is how 
well their simulation meets its requirements.  However, 
too often large portions of a project’s operating budgets 
are used to license proprietary systems to build moels, 
generate images and run the simulation.  This leaves very 
little funding left to devote to performing needs analysis, 
building content, or perform verification, validation, and 
analysis (VV&A). 
These simulation systems are priced as if each is filled 
with unique features, often times running into the fiv  or 
even six figures for each application built.  However, in 
reality, a review of most of these simulations reveals that 
almost all of them have essentially the same featurs; 
probably 90% of the functionality each provides is 
basically the same, with minor differences.  The 
differences between all of them essentially boils down to 
the most advanced features each provides.  However, 
these advanced features are not needed for the vast 
majority of simulations. 
Worse, once these choices are made, projects become 
locked into the proprietary technologies used.  
Normally, managers do not get access to any content or 
source code created by the contractor.  Even if they did, 
this content and code would do them little good, 
because that code was written expressly for the 
proprietary engine used in the initial system and cannot 
be used on any other system.  This means that when 
these managers desire to create a follow-up simulation, 
they are limited either to using the same developer us d 
for the initial simulation or to paying once again to 
recreate all the content and code developed originally.  
Unfortunately, this has rarely led to a lower cost because 
the original contractor realized the dilemma the manager 
was trapped in and adjusted bids for follow-on work 
accordingly.  As Doug Whatley, CEO of Breakaway 
Games, a company that does quite a bit of work building 
games for the DoD, said, “There’s good revenue from 
owning the IP, but the other thing about it is if they want 
to do a version 2, they have to come back to you.  It 
guarantees you downstream revenue [1].” 
There is another problem using these proprietary 
systems: there was no way to modify the underlying 
engine if it doesn’t meet the current needs.  Develop rs 
can request a feature from the vendor, but such requests 
are rarely answered and almost never in a timely enough 
manner to be useful to the current project.  This requires 
significant developer time and effort to build “work 
arounds” to overcome problems with proprietary tools. 
The U.S. military has been faced with these problems 
because it is the largest single user of simulations n the 
world and is fast becoming a major player in the usof 
games for training.  As mentioned above, most of these 
systems had close to 90% of the same features.  In hort, 
they had become commodities.  Despite this, system 
builders are still charging as though they provide a 
unique product, only available from them.  In order to 
overcome the shortcomings of existing systems for 
building simulations and games, the MOVES Institute 
has developed an open source game and simulation 
engine to allow developers to build systems without 
facing these difficulties. 
  
2. DESIGN PHILOSOPHY 
In examining these problems, we came up with a four-
part philosophical credo upon which we based building 
our game and simulation engine: 
1. Keep everything open to avoid lock-ins 
and increase flexibility. 
2. Make it modular so we can swap anything 
out as technologies mature at different rates. 
3. Make it multi-genre since we never know 
what app it's going to have to support next. 
4. Build a community (or leverage existing 
ones) so the military doesn't have to pay all the 
bills. 
These simple principles, which we used as our guides 
when making decisions throughout the development 
process, are described below. 
The first of these, “Keep everything open to avoid l ck-
ins and increase flexibility”, addresses two of the 
problems in the current paradigm.  By keeping 
everything open, no vendor would be able to lock the 
military into its technology.  This would allow foll w-on 
applications to be bid-on by multiple companies, with 
the resulting competition reducing their costs.  
Additionally, because the tools are open, developers 
have access to the source code.  This means that if the
tools don’t meet the developers’ requirements, the 
developers can change the tools as needed for their 
applications without waiting for a vendor to decide to do 
so. 
The second of these tenets, “Make it modular so we can 
swap anything out as technologies mature at different 
rates”, will allow the engine to be state of the art fo  a 
long period of time.  Each of the various elements of the 
game consists either of an open source library or code 
developed in house.  In either case, we have kept the 
different modules as separate as possible.  Therefor , i  
one of the modules making up Delta3D is surpassed by 
another open source project and is no longer the “best of 
breed”, it is possible to replace that module with the
better one.  This can continue with only minor 
modifications to the Delta3D API, thus allowing the 
engine to remain current significantly longer than most 
existing game engines. 
The third principle, “Make it multi-genre since we n ver 
know what app it's going to have to support next”, is 
designed to ensure that Delta3D can meet whatever 
needs the military might have.  Just within one servic , 
the Navy, the number of training applications is 
immense.  When he was the commander of the Navy 
Education and Training Command (NETC) in 2004, 
Vice Admiral Alfred Harms estimated that he would 
need approximately 1,500 training games to meet his 
requirements of performing all individual training within 
the Navy.  Therefore, there is not going to be one genre 
of games which will be able to meet all those 
requirements, which are just a small portion of all those 
in the military.  While traditionally game engines have 
been built for a single genre, even a single game, that 
model would not work for the military.  By having one 
engine which can meet all requirements it is easy to 
standardize the production pipeline and reuse content 
for multiple applications, thus reducing the cost 
involved. 
The final part of the credo, “Build a community (or 
leverage existing ones) so the military doesn't have to 
pay all the bills”, is another factor driving us towards an 
open source solution.  The power of open source 
projects is that the energy of a huge development team 
can be brought to bear upon problems without actually 
employing such a large team.  By building a well 
designed system that people are interested in using for 
their own applications, they will also add improvements 
to the original system.  Over time, these may add up to 
have significantly more value than the original system.  
However, building such a community takes a great del
of time.  Leveraging existing open source communities 
by incorporating current open source projects with large 
developer bases into the engine creates a built-in group 
of developers.  The advantages this accrues will be 
discussed more below. 
3. TECHNICAL ISSUES AND OUR APPROACH 
There are several technical issues involved in building 
an open source game engine.  The first is determining 
how to build the engine.  There are several options, such 
as writing the entire code in-house, choosing an existing 
open source engine and modifying it to perform all 
required functionality, or taking several existing open 
source projects, each of which performs one or more 
functions needed in the engine, and then hooking these 
unrelated modules together to produce an engine.  
Writing the entire engine in-house was rejected as 
impractical due to time and resource restraints.  Several 
open source game engines were considered, but all had 
major problems with meeting the requirements of our
credo.  We determined that modifying each to meet our 
credo’s requirements would require more work and 
yield an inferior final product.  Therefore, our approach 
to this problem is to use the “best of breed” of 
previously existing open source software as building 
blocks for our open source game engine. 
This decision has produced many benefits.  The first is 
that we have been able to build a robust engine on a 
small budget with limited resources.  Delta3D itself is a 
consistent API layer that integrates many existing open 
source libraries.  We proudly claim that we have written 
approximately 4% (50K lines out of 1.2M total lines in 
all the libraries which make up Delta3D) of the source 
code that comprises Delta3D – the rest is existing open 
source projects.  The second benefit is that Delta3D 
constantly leverages existing open source communities.  
Our engine is improved not only by “direct” 
contributors (those who make contributions to the code 
base of Delta3D), but it is also enhanced by “indirect” 
  
contributors (those who contribute to the code base of 
one of the component projects making up Delta3D).  
This is a huge advantage, especially to a project in i s 
early stages.  The third advantage is that it allows us to 
maintain Delta3D as being made of the “best of breed”, 
as discussed in the philosophy discussion above.  One 
final advantage is that most open source projects are 
multi-platform, which means that it was a simple matter 
to make Delta3D run on multiple platforms.  Delta3D 
has been tested and runs on Windows and Linux.  
Additionally, it is likely capable on running on 
operating systems similar to Linux (such as Unix or 
MAC-OSX), but it has not been tested on these. 
The next technical challenges are determining exactly 
what features to add to the engine, and once this has 
been done, whether an existing open source project 
could be used to meet the requirement.  If multiple op n 
source projects could be used to meet the requirement, 
then we had to determine which is the best choice to 
provide that functionality.  Also, if the required 
functionality doesn’t exist in an open source project, it 
has to be written from scratch. We have tried to keep 
Delta3D extremely lean and have begun by adding only 
those features which are required for the majority of 
applications.  As the use of the engine expands, we (or 
hopefully, other developers using Delta3D) will add 
functionality to the engine.  As for choosing which 
projects to use as the modules of Delta3D, we had two 
criteria: a project’s technical merits and its user upport 
base.  The rationale for choosing projects upon their 
merits is obvious and considering a project’s base has 
allowed Delta3D to gain many “indirect” developers.  
Additionally, projects with large user bases are more 
likely to remain current and state of the art than those 
with only a small base, reducing the likelihood of having 
to swap out a module.   
The initial modules using open source projects, along 
with the specific projects used for that module, are 
shown below in Figure 1.  
One other design issue we felt strongly about and 
always kept as a factor in design decisions was that 
Delta3D must be easy to use.  We tried to make 
everything as high level as possible, making it simple 
for the designer to create objects, have them interac  
with the other objects in the world, and display the 
results.  For example, it is possible to declare an object 
which is transformable, has physical properties (such as 
appearance, mass, size, bounding box, animations etc.), 
and can be “linked” to other objects.  After doing that, 
designers no longer have to concern themselves with all 
those low level details.  They make the object do 
whatever they want it to, and the engine handles any low 
level interactions (positioning, rendering, checking 
collisions, etc.) that occur.  However, if the designers so 
desire, they can always get to the underlying code if 
they don’t like the way Delta3D handles some of the
interactions and they wish to change them.  Thus, 
Delta3D provides the best of both worlds, a simple easy 
to use API with the ability to completely control all
actions. 
Another area where we made things as easy as possible 
for developers is the content creation pipeline.  We 
realize that content creators have their own favorite 
tools, and we have not imposed any requirements upon 
file formats that Delta3D will accept.  Additionally, we 
try to make it as easy as possible for content creato s to 
get their work into the engine.  For example, we support 
OSGExp, which is a plug-in for 3DS Studio Max so that 
it can output files into OpenSceneGraph format.  
OSGExp has support for Geometry, Material, Texture, 
Multitexture, Proceduraltexture, Environmentmaps, 
Cameras, Animations and has helpers for OSG style 
Level Of Detail, Billboards, Switches, Impostors, 
Occluders, Nodemasks and much more. 
Because Delta3D can import many different file 
formats, the content creator has a wide variety of to ls 
to choose from.  In most applications, a blend of open 
source and commercial content creation tools are used 
to produce material for the simulation or game. 
4. DESCRIPTION OF DELTA3D’S MAJOR 
LIBRARIES 
4.1 Rendering 
For rendering, Delta3D uses OpenSceneGraph (OSG).  
OSG is an open source high performance 3D graphics 
toolkit, used by application developers in fields such as 
visual simulation, games, virtual reality, scientific 
visualization and modeling.  It is written in Standr  
C++ and uses OpenGL as its underlying rendering API.  
It has gained a large following and continues to grow; in 
a recent poll of visitors to the modsim.org website, OSG 
was used by more than half of those who responded [2].  
OSG supports several graphics concepts which greatly 
improve performance, such as view frustum culling, 
occlusion culling, small feature culling, Level of Detail 
(LOD) nodes, state sorting, vertex arrays and display 
lists as part of the core scene graph.  It also supports 
other methods to improve performance, such as 
customizing the drawing process by implementing 
Continuous Level of Detail (CLOD) meshes atop of the
scene graph [3].  Delta3D can use OSG to create 
realistic scenes with high complexity in real time (> 30 
FPS) as shown in Figure 2, a screen shot of a 
demonstration application built in Delta3D. 
4.2 Physics 
Physics in Delta3D is performed by the Open Dynamics 
Engine (ODE) library.  ODE is a high performance 
library for simulating rigid body dynamics.  It is fully 
featured, stable, mature and platform independent with 
an easy to use C/C++ API. It is currently used in several 
computer games, 3D authoring tools and simulation 
tools.  ODE can realistically model several 
devices/physical phenomena, such as joints, springs, 
damping devices (e.g., shock absorbers), friction, gears, 
motors, and collisions.  Very advanced rigid body 
mechanics can be built out of these simulations, 
providing exceptionally realistic behavior of objects in 
the games world.  ODE uses low order integration and 
  
 
Figure 1.  Delta3D's Underlying Architecture 
constraint based actuators to reduce the amount of time 
tuning that a developer needs to use to create this 
realistic behavior.  It is particularly useful for simulating 
vehicles, objects in virtual reality environments and 
virtual creatures [4]. 
 
Figure 2. Sample Delta3D Scene 
4.3 Audio 
Delta3D’s audio is handled through the Open Audio 
Library (OpenAL), which is a software interface to the 
audio hardware.  It resembles the OpenGL API in 
coding style and conventions and uses a syntax 
resembling that of OpenGL where applicable.  The 
interface consists of a number of functions which allow 
a programmer to specify the objects and operations in 
producing high-quality audio output, specifically 
multichannel output of 3D arrangements of sound 
sources around a listener.  Consequently, legacy audio 
concepts such as panning and left/right channels ar not 
directly supported.  OpenAL does include extensions 
compatible with the IA-SIG 3D Level 1 and Level 2 
rendering guidelines to handle sound-source directivity 
and distance-related attenuation and Doppler effects, as 
well as environmental effects such as reflection, 
obstruction, transmission, reverberation user [5].. 
4.4 Character Animation 
Delta3D uses the Character Animation Library 3D 
(Cal3D) to animate characters.  Cal3D is a skeletal 
based 3D character animation library written in C++.  
One nice feature of Cal3D is exporters, which are plug-
ins for most popular (both open source and proprietary) 
3D modeling packages.  Thus, artists can use their 
preferred modeling tools to create characters, 
animations, and textures, and then output them into a 
format Cal3D can use to control the characters in 
applications.  
The Cal3D C++ library loads exported files, build 
characters, run animations, and access the data 
necessary to render them with 3D graphics.  Cal3D can 
perform animation blending, which allows multiple 
animations to be executed at the same time with Cal3D 
will blending them together smoothly.  This effect 
allows characters to transition smoothly between 
different animations, such as walking and running, i  
any methods to get a wide variety of movement 
characteristics [6]..  
In addition to Cal3D, we also use another open source 
library for character animation.  ReplicantBody is a 
character animation toolkit written in C++, built upon 
Cal3D and OpenSceneGraph.  ReplicantBody is a 
simple interface for creating and controlling an 
animated character.  It makes a character’s movement in 
the world correspond to that character's feet and makes 
the avatar follow the ground, making motion appear 
much more realistic.  It also improves the behavior of a 
character by representing different animation types as 
actions, and has a manager which keeps track of running 
actions.  This makes it simple to combine actions, i.e.
"walk" and “look at" makes a character which 
continually looks at an object while walking.  
ReplicantBody is integrated with OpenSceneGraph, 
which allows it to take advantage of OpenSceneGraph 
state sorting, greatly improving performance [7].   
4.5 Scripting 
The scripting language is one of the most critical factors 
in allowing advanced behaviors to be added to a game 
with a minimum of C++ programming on the 
developers’ part.  For scripting, Delta3D uses the 
Python scripting language, which is a portable, 
interpreted, object-oriented programming language 
which has been in development since in 1990.  The 
language has an elegant but not over-simplified syntax, 
with a small number of powerful high-level data types 
built in.  Developers can extend Python by adding new 
modules implemented in a compiled language such as C 
or C++.  Such extension modules can define new 
functions and variables as well as new object types.  
Python includes classes, a full set of string operations, 
automated memory management/ garbage collection, 
and exception handling.  
  
A large number of extension modules have been 
developed for Python.  Some of these are part of the 
standard library of tools, usable in any Python program 
(e.g. the math library and regular expressions) and re 
thus available to developers using Delta3D.  
Additionally, Delta3D has full binding to connect 
Python with the C++ code making up Delta3D, which 
makes it easy for application developers to link their 
Python and C++ code [8]. 
5. ADDITIONAL FUNCTIONALITY 
 
Additionally, there were no open source projects which 
meet requirements for the following features, so we 
developed them in-house: 
 
1. Advanced terrain/vegetation rendering methods 
2. Advanced environmental features 
3. BSP compiler 
4. Particle system editor 
5. Record and playback capability 
6. 3D model viewer 
 
Delta3D can be used to render extremely realistic 
terrains with several advantages over current terrain 
models used in games and flight simulators.  Delta3D 
uses the Generating Enhanced Natural Environments 
and Terrain for Interactive Combat Simulations 
(GENETICS) terrain and vegetation engine, created by 
William Wells, an Air Force PhD student at MOVES.  
Wells’ approach enhances the apparent quality of the 
given set of terrain elevation data and surface imagery, 
adds vegetation and man-made objects (such as 
buildings) that are placed similarly to the arrangement 
within the actual environment, and generates a plausible 
synthetic terrain environment where data is missing or 
incomplete.  For further details on how this is 
accomplished, see [9].   
What this means is that Delta3D offers high 
performance rendering of large areas as necessary for 
traditional jet flight simulators, where the user is
operating “high and fast,” but also offers the visual cues 
necessary for flight simulators of aircraft, such as
helicopters, which operate closer to the ground, i.e., 
“low and slow.”  It is extremely rare for a single engine 
to be able to provide the required performance and 
fidelity to perform both tasks well.  Figs. show some of 
the features of the GENETICS terrain shown in 
Delta3D. 
Another advanced feature of Delta3D is the way we 
handle environmental features, such as the sky, clouds, 
etc.  Once again following our requirement to be as 
simple as possible, we have built Delta3D to make us  
of environmental features as high level as possible.  
Like many engines, Delta3D can use sky boxes to give
the atmosphere a realistic appearance.  However, 
developers are limited by the static texture applied to 
the sky box; the user cannot change weather conditis 
or time of day.  Delta3D can go a step beyond this. By 
using the sky dome, the built-in ephemeris calculations, 
and high-level weather controls, the developer can 
merely input a time and weather conditions (clear, 
partially cloudy, overcast, etc.) and Delta3D will 
procedurally generate the clouds and position the sun to 
match.   
One other environmental feature included in Delta3D is 
procedural clouds.  One of the problems with many 3D 
games and simulations are that, although their skies 
appear quite realistic upon first glance, after watching 
them for some time the user begins to notice that tey
are unreal, since they never move.  To prevent this,
Delta3D has two forms of procedural clouds, 3D clouds 
and planar clouds, which change over time.  
Another feature Delta3D possesses that few other 
engines have is a Binary Space Partition (BSP) 
compiler.  According to Foley et al [10], the BSP tree 
algorithm  
“is an extremely effective method for 
calculating the visibility relationships among a 
static group of 3D polygons as seen from an 
arbitrary viewpoint.  It trades off an initial 
time- and space-intensive preprocessing step 
against a linear display algorithm that is 
executed whenever a new viewing specification 
is desired.  Thus, the algorithm is well suited 
for applications in which the viewpoint 
changes, but the objects do not.”   
In a preprocessing step, any format file supported by 
OSG can be run through the Delta3D BSP compiler, 
which generates a BSP tree.  At run time, this BSP tree 
is used as the model of the environment, greatly 
improving the performance of the engine. 
An additional feature contained in Delta3D is a particle 
system editor.  This editor allows developers to use 
graphical tools to change the properties of a particle 
system and see the effects immediately in real time.  
This greatly speed the development process by 
eliminating having to run the application to see th 
effects of changing a particle systems properties. 
Two other features which Delta3D has that many 
engines do not are a 3D model viewer and the ability to 
record and playback scenarios.  The model viewer is 
designed to allow developers to load a model quickly 
and view it from all angles without having to write an 
application to do this.  The record and playback 
capability arises out of Delta3D’s origins as an engine 
for training and educational applications.  This 
capability allows both instructors and trainees to go 
back to a particular moment in a scenario and discuss 
what was occurring, what the trainee did, and what 
actions should have been taken.   
6. APPLICATIONS BUILT USING DELTA3D 
Although the 1.0 release of Delta3D is not due out until 
September 2005, there has already been one training 
application built using it, and several others are 
currently in development. 
The first training application built atop Delta3D is a 
perfect example of why we feel that Delta3D is 
  
necessary to military training.  In 2001, two Marine 
Corps students at MOVES built a trainer for forward 
observers, who are the Marines who act as spotter and 
direct artillery fire [11].  However, this trainer, The 
Forward Observer Personal Computer Simulator 
(FOPCSIM), was built atop a commercial development 
tool, Vega®, from Multigen/Paradigm.  While the 
MOVES Institute had a development license for Vega®, 
in order for this application to be shipped and runon 
PC’s to train Marines in the Fleet, Vega® run time 
licenses would have to be procured for each computer 
the Marines wanted to use it on.  The cost of these 
licenses was determined to be too high by the Marine 
Corps Program Manager for Training Systems (PM-
TRASYS), and the system was never deployed to 
Marines in the Fleet. 
In 2004, two other Marine Corps students at MOVES 
decided to modify that trainer to run on Delta3D.  In
addition to not having any licensing fees, access to the 
engine’s source code allowed them to freely modify it, 
allowing them to remove several “hacks” originally 
intended to work around various shortfalls in the Vga® 
engine.  Now, PM-TRASYS has made FOPCSIM a 
program of record and plans to employ it as the traine  
of choice for forward observers in the Marine Corps.  
Additionally, the other three services are investigating 
using it.  (NOTE:  The master’s thesis documenting his
work, along with test results comparing FOPCSIM to 
previous training methods, will be published in 
September 2005.  It will be available in .pdf format 
from http://www.movesinstitute.org.) 
Another application built atop Delta3D at MOVES is a 
shipboard firefighting application.  This was built as a 
proof of concept of Delta3D’s (then called P-51, its
development name) ability to serve as the engine of a
training application [12].  While never intended to be 
used as an actual training application, this prototype 
demonstrated several features which will be useful in 
building actual training applications, such as recoding 
and playback, a grading system, and feedback to the 
users as to their performance.   
Additionally, several other applications are in 
development.  MOVES is current building a trainer for 
Forward Air Controllers (Airborne) (FAC-A), which 
will become part of the Virtual Technologies and 
Environments (VIRTE) program at the Office of Naval 
Research.  In addition, an intelligence team trainer s 
planned which will train Naval personnel both ashore 
and at sea, and several others are currently under 
discussion. 
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