In this paper we try to clarify the confusions that lie around the widely used terms "analysis model" and "design model" in software engineering. In our experience, these confusions are the root of some difficulties that practitioners encounter in system modeling, and sometimes lead to bad engineering practices. Our approach consists of placing the duality of analysis and design within a three-dimensional modeling space. Models are classified according to the reality they represent (first dimension), the purpose of the model (second dimension) and the abstraction level expressed in the model (third dimension). This classification facilitates the interpretation of models and the comprehension of model transformations as shiftings within this space.
INTRODUCTION
The central message of MDE/MDA (Model Driven Engineering / Model Driven Architecture) is that we have to move the core of software development from program code to models, up to the point of building models that can be directly compiled and executed [Kleppe et al. 03, Mellor et al. 04] . Models are nearer to human understanding than code, so that working with models will be less error-prone than working with programming languages. There are different kinds of models in software engineering: analysis and design models, structural and behavioral models, etc., so that it is of major importance to understand the meaning of each kind of model, how they are related, and how they evolve [Bézivin 05, Harel & Rumpe 04] . Our goal in this work aims specifically at investigating the place of analysis and design models in model-driven software development. Roughly speaking, "analysis" designates some kind of understanding of a problem or situation, whereas "design" is related to the creation of a what we call the "abstraction" dimension. The four following Sections progressively expose each one of these three dimensions, unfolding onto them the duality of analysis and design, and then applying this three-dimensional space to a better understanding of the process of model transformation using MDA concepts. In the last Section we give our conclusions. Figure 1 . The three orthogonal dimensions onto which the duality of analysis and design will be unfolded.
In each axis we identify two values corresponging to analysis (nearest to origin) and design (farthest).
FIRST DIMENSION: DOMAIN VS. SYSTEM
The first modeling dimension we are going to consider is related with the answer to this basic question: what does the model represent, i.e. which is the reality represented by it? Models are used in software engineering to basically represent two different kinds of realities [Génova et al. 05] . First, the model can be used to represent a software system, or some part of it. It can be an existing system, or a system under development; likewise, the software system can be represented with different purposes and at different abstraction levels. We will deal later with these two aspects (second and third dimensions). At the moment we are going to focus on the fact that the represented reality is a software system. Most properly, then, we can talk in this case of a "system model", or a "software model". We will prefer the first term to refer to this kind of models. In the terminology of Jackson [Jackson 95 ], the system is called "the machine", but we think the term "machine model" suggests rather the physical structure of computers. Second, and opposed to the "system model", models used by software engineers are often not properly referred to a software system, but rather to the application domain of the software system. Namely, that portion of reality that affects and is affected by the software system [Jackson 95] . In this case, people usually employ terms such as "model of the real world", "model of the universe of discourse", "business model" or even "domain model", having different flavors that make these terms not perfectly synonyms. The term "model of the real world" is particularly inadequate, since, finally, the software system is also part of the real world. The term "domain model" seems preferable, since it is closer to the "domain experts" that usually are in charge of building this kind of models.
The terms problem and solution (or "problem model" and "solution model", "problem domain" and "solution domain", "problem space" and "solution space", and so on) are also commonly employed to denote this distinction. The contrast between the system and its application domain is often expressed with the terms "problem analysis" and "solution design", which shows that our first dimension is related with the duality of analysis and design. However, the terms "problem" and "solution" have a relative character which, in our view, makes them inadequate to characterize the first modeling dimension we are studying. Actually, the software system under development can be understood not only as the solution to a problem of information management in the considered business, but also as a problem that has to be solved itself; for instance, when the system is already specified, but not yet implemented. Furthermore, the considered business can be understood as an enterprise solution to a problem found in the surrounding human world. In short, the terms "problem" and "solution" contain additional connotations regarding the role of models in software development, beyond the pure reference to the kind of reality represented, which is the dimension we are interested in at the moment. Therefore, and in order to gain in precision, the terms we will employ are "domain model" and "system model".
The software system, in turn, may include some degree of simulation of the application domain it provides a service to, so that some authors and methodologies [Braude 01, Coad & Yourdon 91, Rumbaugh et al. 91 ] do explicitly recommend including the model of the domain as a part of the model of the system. Nevertheless, in general we should not expect a perfect correspondence between both models, since the goal of the software system usually goes far beyond a simulation of its application domain, or even might not intend it at all, as Potts points out [Potts 06 ]. Let's give some examples. A radar screen simulates the positions and velocities of aircrafts in a certain aerial space: in this case the degree of accuracy in the simulation is extremely important. On the opposite end, role playing games model imaginary worlds: in this case there is no proper simulation of any external world. Midway between these two examples, an electronic voting system contains some degree of simulation of its environment: voters, choices, etc.; however, the system is designed so that electronic votes do not simulate, but replace, manual votes, which will cease to exist once the system is deployed. Besides, the new electronic votes will not be a mere simulation of the old manual votes; instead, they will have different features (for example, a different way to authenticate the voter, or the possibility to change the vote before some specified deadline, and so on). In general, then, the software system will create a new reality that was not present in its application domain.
In other words, the system model and the domain model will usually share some common concepts (see Figure 2) , specifically in that part of the system that simulates the domain, whilst some other concepts and descriptions will be true only for the domain or for the system [Jackson 95 ]. Those common concepts, however, represent different realities in each model: either an entity in the domain or its counterpart in the system; and it well may happen that the relationships between concepts are not exactly the same in the domain model and in the system model, because the system is not intended to perfectly simulate the domain. Besides, the common concepts usually do not constitute a full model of the domain, nor of the system. Consider the following description of a voting system (see also 5. A voter can maintain provisional answers after the opening date and before the closing date of the poll; each answer becomes definitive when the voter marks it as such, otherwise it is discarded on the closing date of the poll. On the other side, suppose we are not interested in the implementation of a mechanism to facilitate the opinion exchanges among voters. Those exchanges still exist in the domain, no doubt, but they must not be translated in any way into the system. In other words, Item 4 is not a requirement for the system. The description of the existing domain consists of Items 1-2-3-4, whereas the description of the future system consists of 1-2-3-5. The situation is graphically depicted in the two diagrams of Figure 3 . Most elements are shared by both diagrams, but some of them are exclusive of either Figure 3a or Figure 3b . The reflexive association influences between two voters in (a) disappears in (b), the single date of poll in (a) is replaced by the pair openingDate and closingDate in (b), and a new attribute isDefinitive has been added in (b) to the association class selects. (Note: there should be a constraint on both diagrams, specifying that voters can select answers of questions belonging only to the polls they participate in; we have omitted it for simplicity.) In the following Section we show that, besides a change in the represented reality, these two diagrams have a different purpose, too.
1. Each poll has a title and a date, and it offers a number of different questions, each question having a text that expresses it. 2. A number of voters, each one with a name, can participate in each poll. 3. In each poll, each voter selects one the possible answers to each question. 4. Voters can have opinion exchanges among them in order to influence each other before selecting their answers. 5. A voter can maintain provisional answers after the opening date and before the closing date of the poll; each answer becomes definitive when the voter marks it as such, otherwise it is discarded on the closing date of the poll. Deciding what part of the domain or business is going to be automated implies that some part of it will not be. This is an important decision, which can be better settled if the part of the domain that will not be automated is also modeled. That is, building a complete model of the current domain should be an activity performed before deciding the requirements for the new system.
SECOND DIMENSION: DESCRIPTION VS. SPECIFICATION
The second modeling dimension is derived from this question: what is the model used for?
In software engineering, models can be used mainly in two different ways, traditionally known as forward engineering and reverse engineering. Models will be either descriptive or specificative, as Seidewitz denominates them [Seidewitz 03 ], i.e. a description of something that exists, or a specification of something that must exist. (Instead of "specificative" models, others would prefer "normative" or "prescriptive" models [Bézivin 05 ].) Let's focus first on the system model. In forward engineering, the model is used as an anticipation or specification of the software system to be built; the model can be used as a template to guide the construction of the system, as a platform to simulate the behavior of the system before actually constructing it, even as a starting point to (semi)automatically generate the system, etc. In reverse engineering, instead, the model is used as a conceptual tool or description to understand an existing system that has to be maintained or improved. In both cases, models are analogues of the things they model, sharing some interesting properties and structure that makes them useful in engineering [Jackson 95 ].
As we can see, these two usages of "scale models" in software engineering are very similar to those which occur in other branches of engineering, such as architecture, electronics, mechanical engineering, etc. Besides, these two usages are related to the useful distinction between model-as-original and model-as-copy [Marcos & Marcos 01] : in forward engineering the scale model is used as the original from which the software artifact is constructed; in reverse engineering the scale model is a simplified copy of the software artifact it represents, used to better understand it. Finally, we can put all these notions in relation to the duality of analysis and synthesis (or analysis and design): reverse engineering is a process of analysis where the existing system is understood by means of a model-as-copy, whereas forward engineering is a process of synthesis in which the system is constructed starting from a model-as-original (see Table 2 ). These two models (model-as-copy at the end of the analysis process as its result, and model-asoriginal at the beginning of the synthesis process as its anticipation) are often called in engineering "analysis model" and "design model", respectively. The development process will rarely consist of pure forward or reverse engineering: therefore, if forward engineering is preceded by some kind of reverse engineering, then the design model will be immediately preceded by the analysis model. Electrical engineers use these terms as we have just explained: "circuit analysis" means finding a mathematical model-as-copy of the circuit, namely its transfer function (reverse engineering); "circuit design" means finding a circuit, among the various possible ones, that satisfies a given transfer function, which is the mathematical model-as-original (forward engineering). However, and maybe paradoxically, this perfectly legitimate sense of the term "analysis", very close to the original meaning of the word (see the Introduction), is not the most usual among software engineers. That is, we have to distinguish between the classical sense of the word "analysis" as explained above, and the usual sense in software engineering (see next Section).
ON THE DIFFERENCE BETWEEN ANALYSIS AND DESIGN, AND WHY IT IS RELEVANT FOR THE INTERPRETATION OF MODELS IN MODEL DRIVEN ENGINEERING
The distinction between specification and description can be applied not only to the system model, but also to the domain model; therefore, they are two orthogonal dimensions, as shown in Table 3 . Indeed, software engineers often work with domain description models as an aid to understand the requirements the software system must meet, and to build an adequate vocabulary to represent the elements in the system. Equally, if the application domain is not regarded as an immutable reality, but modifying it is within the scope of the project (business re-engineering), then it will be necessary to create a specification model of the desired new domain. In fact, an application domain that will remain completely unaffected by the introduction of a software system that supports part of the tasks that previously were manually achieved, or by means of other software systems to be substituted, is hardly conceivable. However, this aspect is very often ignored in software projects. Let's have a new look at Figure 3 . These two models respectively analyze (describe) the current application domain and design (specify) the future software system, showing again that our second dimension is related with the duality of analysis and design. But both parts of the figure could be referred to the domain: a description of the current domain, and a specification of the future domain, where the possibility of some voters influencing others in Figure 3a is not any more considered in Figure 3b , but the answers can be either provisional or definitive. Equally, both parts could be referred to the system: Figure 3a , a description of the current system that provides for opinion exchanges but not for provisional answers, and Figure 3b , a specification of the future system where the required changes will be implemented. The two dimensions, domain-system and description-specification, are orthogonal. A typical software project will include a domain description model (reverse engineering), starting from which a system specification model is built (forward engineering). Note that, in this case, in addition to a different represented reality, the purpose of the model is also different. Nevertheless, too often a lack of rigor is observed in distinguishing both models, putting the success of the project at risk. This is what happens when it is encouraged to include the model of the domain as a part of the model of the system [Braude 01, Coad & Yourdon 91, Rumbaugh et al. 91] . The elements of the domain that will have a counterpart in the system must be carefully selected, and uncritically assuming that the whole domain is simulated by the system is pernicious.
It cannot be denied that understanding the real world, i.e. analyzing it (in the classical sense of the word), is most useful to produce a good user requirements specification, and therefore a practical software system that solves the needs of users. This is often reflected in the fact that the system specification model uses the concepts found in the domain description model (see again Figures 2 and 3) . The difference is subtle, but real: using the same vocabulary, these two kinds of models represent two different realities, with a different purpose, too. Maybe this is the source of the confusion we try to avoid. Making a model-as-copy of the real world to better understand it is a perfectly legitimate and useful practice, even though it must be carefully distinguished from making a model-as-original of the future system.
The contradictory uses of the term "analysis" often foster this confusion, since analysis, as opposed to synthesis, means for many "understanding the real world", i.e. making a domain description model (classical sense); whereas, for many others, analysis means, as opposed to design, "high level system specification", i.e. making a system specification model (software engineering sense). In the next Section we will give more details about this last distinction between analysis and design.
THIRD DIMENSION: ABSTRACT VIEW VS. CONCRETE VIEW
The third modeling dimension we are considering finally stems from this question: how is the reality represented in the model, i.e. what is the abstraction level expressed in the model?
As we have already commented on, when software engineers say "analysis", they can refer mainly to two different kinds of modeling activities, or they can even mix them carelessly: building software specification models (system forward engineering) or building "real world" description models (domain reverse engineering).
Let's take first the context of software systems forward engineering. It is very common to characterize analysis as specifying the what, whereas design as specifying the J OURNAL OF OBJECT TECHNOLOGY V OL. 8, NO. 1
how [Jackson 95] : what is the system supposed to do for its users, how will it do it (in fact, this expresses the classical principle of information hiding in software engineering: separation of the specification from the implementation). The analysis must then capture user requirements without prematurely adopting implementation decisions, i.e. omitting technology-dependent details [Kaindl 99 ], and using concepts solely drawn from the problem domain. In contrast, the design must define a software solution that effectively and efficiently satisfies the requirements specified in analysis. In doing this, the design model will incorporate new artifacts (new classes, new attributes and operations for the classes, etc.) and it will take into account the concrete technological platform on which the software system is to be built. This particular distinction between analysis and design has been often expressed as logical design vs. physical design [Graham et al. 98, Jackson 95 ], or specification model vs. implementation model [Cook & Daniels 94] . The essential point here is that both kinds of models, analysis and design, or whatever we call them, do represent the same system: both are system models, not domain models, and both are used in the context of a forward engineering process, even though they do have an important difference in perspective [Høydalsvik & Sindre 93] , and thus in the way they represent the system-to-be-built. The way of representation, the relationship with the represented reality, adopts a different viewpoint in each case: the analysis model represents the external, higher level or logical view of the system (the more abstract conceptual view), whereas the design model represents the internal, lower level or physical view (the more concrete implementation view). We can call them, respectively, "black box model" and "white box model", too. (Note we are using different metaphors to express the abstract-concrete dimension that are not perfectly equivalent: higher-lower, external-internal, logical-physical, black-white, etc.). Each view adopts a different abstraction level that produces a different kind of model of the same system, so that it is represented in a different way, too: the design (physical view, internal view, or white box model) omits more or less implementation details, whereas the analysis (logical view, external view, or black box model) omits the implementation itself; the analysis specifies what the design realizes.
This notion of analysis does not correspond to the classical notion of analysis, as something dually opposed to synthesis. On the contrary, this notion of analysis is in fact a first step in synthesis, followed by design, the second step, and other subsequent steps leading to the complete construction of the system. This notion of analysis as part of a synthesis process can be easily recognized in a multitude of software engineering practices and text books, even though it will be rarely recognized explicitly -there are exceptions, of course, such as Jackson or Jacobson [Jackson 95, Jacobson 95] . That is why we call the attention on the difference between the "classical sense" and the "software engineering sense" of analysis.
The use case model is a good example of this. Although the use case model includes both use cases and actors, its main goal is to model the system as it interacts with the outer world (i.e. the use cases); the actors represent mere external agents without any contents. The use case model does not represent interactions among actors, interactions among actors and other systems, or interactions among other systems in the environment, i.e. it is not a complete business model. Due to its "high level" character, closer to the user than to the implementation, use cases are usually defined within the "analysis" activity of a project. However, a use case is a specification of the expected functionality a software system must provide, described through typical user-system interactions [Génova & Llorens 05] : it should be obvious for everyone that a use case is modeling a software system to be built, not at all the "real world" as it is before the system exists, or as it will be afterwards [Hay 99] . In other words, use case modeling is part of a synthesis activity [Bittner 03 ]. The same applies to user requirements in general (expressed through use cases or not): they are specifications of a desired computer information system, i.e. they are not aimed at describing the world outside of the computer. That is, user requirements originate in the environment (the problem domain), but they are about the system (the solution domain). In fact, user requirements, where the textual form usually predominates, can be properly considered as a model of the required system (a textual model indeed, who said a model has to be graphical?): a model-as-original from which the system has to be built. Since many conceive analysis as an activity where user requirements are elucidated and clearly written [ESA 95, Jackson 95, Kaindl 99] , it is clear that they are regarding analysis as part of a forward engineering process, i.e. synthesis. Figure 4 illustrates the abstraction dimension with the electronic voting system again. Figure 4a shows the abstract view of the system we already know. Figure 4b shows a refined, more concrete view, where two associations have been replaced by intermediate classes (a usual transformation when the platform does not provide primitives to express many-to-many associations). Both models express the same electronic voting system at different abstraction levels, which are related with the traditional duality of analysis and design. Contrary to a change in the represented reality (first dimension) or in the model's purpose (second dimension), the change of abstraction level along the third dimension is rather gradual, i.e. there may be many intermediate levels between the highest and the lowest ones, many gray tones between the black box and the white box. In other words, there is no sharp distinction between analysis and design, if they are understood as system specifications at different levels of abstraction. Higher level models are built onto lower levels using the more concrete primitive constructs provided by the latter; in other words, higher level representations abstract away low level details. Nevertheless, an abstract model may contain a great amount of detail if necessary, provided they are high level details. Do not confuse the mere amount of detail with the abstraction level. For example, Figure 4a could be more or less detailed, showing more or less attributes and operations: these changes would not affect the technology independence character of that model. Equally, Figure 4b is rather low detailed, being nevertheless technology dependent through the use of intermediate classes to solve the problem of many-to-many associations. In this view, the transition from the analysis model to the design model (from the logical view to the physical view) can be hard or not, but it neither changes the represented reality (first dimension) nor the model's purpose (second dimension): both of them are, within a synthesis process [Jacobson 95 ], specification models of the same software system, yet at a different abstraction level. Our point here is not whether the transition is easy or difficult. In fact, the design has to provide a creative solution for the problem specified in the analysis (i.e. the required system), and this rarely will be easy [Høydalsvik & Sindre 93, Kaindl 99] . Moreover, a good design model that takes into account non-functional requirements such as performance, reuse, maintainability, etc., might hardly resemble the analysis model specifying the same system [Haythorn 94, Høydalsvik & Sindre 93, Karow & Gehlert 06, Parnas 72] . But this does not negate that both are models of the same software system, which is our point: both analysis and design models are system models, not domain models.
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We have considered until now in this Section the duality of analysis and design (or better, abstract view-concrete view) within the context of software systems forward engineering, i.e. in relation to system specification models. However, this dimension is also orthogonal to the other two previously examined dimensions, domain-system and description-specification. Specifically, domain models, either descriptive or specificative, can be abstract or concrete. For example, the process of getting a mortgage from a bank can be modeled at different levels of abstraction. In this case, "concrete" does not necessarily mean "technology dependent", but it is still meaningful. Therefore, we can make sense of any combination of "coordinates", although actually some of them are less frequently used in typical software engineering processes. For example, we can talk about a system reverse-engineering model that represents its internal view (system-descriptionconcrete view), with the intention of understanding well the details of the current system before building a more abstract model; or about a domain forward-engineering model that represents its internal view with the intention of modifying the business (domainspecification-concrete view); and so on. In other words, it makes sense defining a threedimensional modeling space, with three orthogonal coordinates and two different values for each coordinate, with a total of eight potential combinations, as shown in Table 4 (see also Figure 1 ).
The terms "analysis" and "design" usually have additional connotations that link them to the context of software systems forward engineering. That is why expressions such as "domain description design model" (domain-description-concrete) are strange to our ears. The terms "external" and "internal" could also induce to confusion with the first dimension (domain vs. system), whereas "specification" and "implementation" partially conflict with the terms we chose for the second dimension (description vs. specification). The terms "logical view" and "physical view" could seem acceptable to characterize this dimension; however, they are less satisfactory to characterize different abstraction levels of models that represent the domain. Therefore, we consider the general terms "abstract view" and "concrete view" more adequate to characterize this dimension. 
MDA CONCEPTS AND THE MODELING SPACE
Within the conceptual framework of model engineering, the software development process can be understood as a trajectory of transformations through the modeling space we have defined. A typical trajectory could be, for example (see Figure 5 ), starting from a domain-description-abstract model (which is often called "real world model", or even "analysis model"), and then jumping simultaneously over the first and second dimension to obtain a system-specification-abstract model ("requirements analysis", often called J OURNAL OF OBJECT TECHNOLOGY V OL. 8, NO . 1 "analysis model", too, but having a radically different sense from the previous one, which can turn out into dangerous misunderstandings), and finally jumping over the third dimension to generate a system-specification-concrete model ("design model"). Another typical trajectory is found in the process of substituting a legacy system with a technologically more up-to-date one, which basically provides the same functionality: legacy system-description-concrete model (this might be omitted), legacy systemdescription-abstract model, new system-specification-abstract model, and new systemspecification-concrete model. In this case we have moved only over the second and third dimensions (the domain has not been modeled), even though the represented system has certainly been changed in the second jump. Shifting the model over the three dimensions we have explained is not conceptually simple, nor should be presented as such. Establishing the relationship between a domaindescription-abstract model and a system-specification-abstract model is not easy. Although the distinction might seem obvious according to our arguments, in fact too often both models are confused, mainly because of the ambiguity of the term "analysis model", and possibly also because of the employment of a uniform notation to represent very different realities, as Kaindl points out [Kaindl 99 ]. For example, when the analysis classes are said to represent real world concepts, whereas design classes represent code fragments [Fowler & Scott 04, Høydalsvik & Sindre 93, Kaindl 99] , here "analysis model" means domain-description-abstract model. On the contrary, when the recommendation is to start with an analysis model that will be included later within a design model, and completing it with other artifacts that are required to provide the solution [Braude 01, Coad & Yourdon 91, Rumbaugh et al. 91] , then "analysis model" means system-specification-abstract model. It is a common error to confuse both models, taking the analysis model as a description of the real world (domain model), and then using it as a specification of the system to be constructed (system model), i.e. failing to properly acknowledge the limited way in which the software system simulates the application domain (see again Figure 3 and Table 2 ). As we have already shown, the system specification cannot be automatically inferred from the domain description: no machine can replace the stakeholders in the task of deciding which part of the domain must be simulated, and which part must not. Since the system is not generally a copy or simulation of the world outside [Potts 06 ], a reverse-engineering model of the domain cannot serve as a forward-engineering model of the system [Génova et al. 05] . Taking an analogy from civil engineering, a model of cars and rivers cannot be a model of the bridge the cars need to cross over the river. The relationship between the abstract view and the concrete view is not simple either, as the multiple efforts to define and implement model transformations demonstrate. In MDA [OMG 03 ] the distinction between abstract and concrete has been particularized both as computation independence and platform independence, but there are still conceptual and terminological problems. The term CIM (Computation Independent Model) is defined as "a view of a system from the computation independent viewpoint", "a model of a system that shows the system in the environment in which it will operate" (note our emphasis on being a model about the system, not about the application domain), which fits well with the notion of analysis as specifying the what, not the how, of the system. The purpose of the CIM is to model the requirements for the system, describing the situation in which the system will be used. Like the use case model, then, the CIM may include external agents of the system, but it is aimed at modeling the system, not the external agents. Unfortunately, the CIM is nearly equated in MDA to a domain model or a business model, which fosters the confusion between the domain model and the system model (our first dimension). In earlier versions of OMG documents [OMG 01] , where the term CIM had not been coined yet, the term employed was "computation independent business model". Summing up, a "computation independent" model may be understood mainly as: a) representing the domain, not the system; or b) representing a very abstract view of the system. Probably, the ambiguity of the term CIM can be traced back to the terms "domain model" and "business model" themselves. In this paper, we have always referred these terms to the complete model of the application domain. But we cannot ignore that many people uses these terms as referred to the common part only, i.e. the shared concepts in the application domain and the system (see Figure 2) , omitting those elements in the application domain that are not so relevant for the system (true only of the domain) and 
