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The synthesis procedure :for large asynchronous normal 
fOJ.ndarnental-mode sequential circuits is time-consuming and 
te-dlous vrhen per.formed manually. This paper describes a ser-
ies of' computer programs which, given a machine specification 
in flow· table form, automatically produces simplified normal 
form implementation design equations. 
The user may specify that either minimum-variable state 
assignments., or more rapidly generated near-minimum-variable 
codes be found. Next-state equations are formed using the 
generated state assignments and converted to simplj_fied sums 
of' products. Sample machines hav.ing flow tables of' up to 
eighteen rows by four columns are synthesized. 
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Sequential switching circuits are co~~only classified as 
being either synchronous or asynchronous. Clock pulses syn-
chronize the operation of the synchronous circuitj the opera-
tion of an asynchronous circuit is usually assumed to be 
independent or such clocks. The operating speed of an 
asynchronous circuit is thus limited only by basic device 
speed. 
The operation of a sequential switching circuit is often 
described by means of a flow table. 1 The columns of a flow 
table represent input states, while the rows represent inter-
nal states assumed by the circuit. Each entry in the flow 
table specifies the next internal state and output which 
result from the given input and internal states. An example 
of a flow table appears in Figure 1. When the next state 
entry equals the present state, as in column rl, state 3 of 
Il I2 . I3 
a - 1 Q}ll 6 4 
b - 2 3 4 ®II 
c 
- 3 G)i2 GY3 
d - 4 1 @15 @)14 
e -- 5 <3}12 4 
.f - 6 (.G¥4 @15 
Figure 1. Flo\'l table for sequential Machine A. 
Machine A, the state is said to be stable and is customarily 
2 
circled. 
Next state entries which cause transitions among internal 
states are termed unstable. A flow table in which each un-
stable next state leads directJy to a stable state is called 
a normal flow table. 
A sequential circuit for which the input state is un-
changed unless the circuit is in a stable state is said to be 
operating in the fundamental mode. 
An important step in the synthesis of sequential circuits 
is the assignment of a binary code to the internal states. 
This paper is concerned only with state assignments for nor-
mal fundamental-mode asynchronous sequential circuits. 
Furthermore, codes constructed as a result of the procedures 
described here have the property that a single internal state 
is assigned to each row of the flow table. 
The absence of clock pulses in asynchronous circuits 
introduces the problem of variations in transmission delays 
of signals within the circuit~ which may cause an unpredict-
able sequence of internal states in the transition between 
stable states. A satisfactory state assignment requires that 
each internal transition always lead to the proper stable 
state, regardless of the relative transmission delays. Such 
a state assignment is said to be critical-race-free (a cri-
tical race exists when, because of unequal transmission 
delays~ there is a possibility that the stable state reached 
is not the intended one). 
2 Liu has described procedures for making critical-race-
3 
free state assignments for normal fundamental-mode asynchro-
nous circuits. A sufficient ntnnbcr of state variables are 
assigned to each flow table column so that no critical races 
exist in the transitions within that column. The state as-
sigTh~ent for each flow table row is then rormed by putting 
together all individual column assignments for that row. Any 
assignment formed in this manner is shown to be critical-
race--free. 
Liu's state assignments are not generally minimal, i.e., 
they do not contain the minimum number of state variables 
required to successfully code the internal states. Tracey3 
has developed algoritt~s which produce minimal and near-
minimal state assignments. The internal states are parti-
tioned in a manner dependent on flow table specifications 
and the resulting partition list is converted into a Boolean 
matrix. The partition matrix is then reduced by any of three 
reduction procedures, one of which yields minimum-variable 
codes. The Tracey algorithms, however, become long and 
tedious when exercised manually for large flow tables. 
Section II of this paper describes a. series of computer 
programs which implement two of Tracey's algorithms. Section 
III describes a group of programs which, given these codes, 
find simplified design equations for the desired sequential 
circuit. The procedure which these programs follow is illus-
trated in the flow chart of Figure 2, page 4. 
From the input flow table, a Boolean matrix is generated 































Figure 2. The design equation procedure. 
codes are then obtained by simplifying this matrix, using 
either of tvm algorithms due to Tracey. Next-state expres-
sions are then found for each internal state variable; each 
includes all of the unspecified next-states. Prime impli-
cants for the resulting Boolean expressions are found. Fi-
nally, covers are determined for the next-state expressions 
and these Boolean expressions are printed as design equations. 
It should be noted.that several sections of the above 
program vrill, v-li th slight modi.fications, be found indepen-
dently useful in the solution of other logic design problems. 
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II. INTERNAL STATE CODE GENERATION 
A. Partition Lists 
The theory of partitions plays a central role in the 
Tracey internal state coding procedures. 
Definition 1: A partition P of a set S is a collection 
of subsets such that their pairwise intersection is the null 
set. The disjoint subsets are called the blocks of P.3 
Each variable yj of a state assignment may be thought of 
as inducing a two-block partition 1j of flow table rows, since 
all elements in the same block of ?j are coded with the same 
value of yj. Consider, for example, the state assignment 
and induced partitions below: 
yl y2 y3 Y4 
a 1 1 0 0 ~ = (c;a . a, b) , 
b 0 1 1 0 
-12 - (a;<I , b,c) 
c 0 .0 1 0 13 = (a,b,d j c) 
d 1 0 1 1 14 = (d j a,c,d) 
For such two-block partitions, it obviously does not matter 
which block is coded with a zero and which with a onej all 
assignments created by complementing or permuting one or more 
state variables are symmetrical codes. Clearly, if binary 
notation is used, a list of two-block partitions may conven-
iently be thought of as a Boolean matrix. Indeed, it has 
been found convenient to work with the two-block partitions 
if the list is expressed in Boolean matrix form.3 
6 
The generation of a two-block partition list is a direct 
result of applying Tracey's theorem 1, which is here reproduced 
without proof: 
Theorem 1: A row assignment allotting one 
y-state per row can be used for direct transition 
realization of normal flow tables without critical 
races if, and only if for every transition (Si, SJ): 
a) if (S , S ) is another transition in the 
m n 
same column, then at least one y-variable parti-
tions the pair (Si' S.) and (S , S ) into separate J m n 
blocks and 
b) if' Sk is a stable state in the same column, 
then at least one y-variable partitions the pair 
(s1 , Sj) and the state Sk into separate blocks and 
c) for 1 I J, Si and S are in separate blocks j . 
of at least one y-variable partition. 
The first section of the computer program generates a 
partition list satisfying the aboye theorem. Input data are 
the dimensions of the flow table and the flow table itself. 
The program generates partitions satisfying parts a) and b) 
of Theorem 1 on a per-column basis, then checks the combined 
list from all flow table columns for compliance with Theorem 
1, part c), generatin·g additional partitions as required. 
Partitions generated by the computer program in satis-
fying theorem parts a) and b) may be visualized as of three 
types: 
7 
type 1 type 2 
type 3 
(where all other members of each partition block are unspeci-
fied or don't care entries). The d:l.stinction between the 
above three partition types is made only to clarify the tech-
nique used to generate them. 
Since the only flow tables considered are normal, every 
transition in a flow table colwnn must involve a stable state. 
Thus, one state of each block of the partition types listed a-
bove must be stable. Furthermore, if there is another member 
of the block, it must be unstable and be in the same state as 
the stable member in order to effect the implied transition. 
Clearly, no more than one unstable state is specified per 
block. 
The flowchart of Figure 3, page 9, illustrates the par-
titioning procedure. The computer program causes each flow 
table column to be searched for the topmost stable state in 
that colwnn, say Si. State Si is compared to a list of 
stable states which, in that column, have already been com-
pletely partitioned from all other stable states in the col-
umn. If s. is found in this list, the search continues down ~ 
the column. If Si has not been partitioned from every other 
stable state in the column, s1 is entered in the "completely 
partitioned" list and the colu.'Tin is searched .for all unstable 
·identical states sj1 , and sj 2, etc. (if they exist). The 
8 
r1ow table is then searched for other stable states, with par-
titions being generated whenever the conditions specified 
above are met. 
A provislon has been included here to remove duplicate 
.partitions. Experience has shown that ror large partition 
lists, redundant data signiricantly slow the execution of 
rollowing program sections. 
In a later section, it becomes useful to know which rows 
in a given column of the flow table lead to each stable state. 
Definition 2: A k-set of a flow table consists of all 
k-1 unstable entries leading to the same stable state, toge-
ther with that stable state.4 The k-sets are conveniently 
generated at the same time the partitions are made, since the 
procedures .for producing both partition lists and k-set lists 
may be the same. 
-A listing of the partition and k-set generation subpro-
gram may be .found in Appendix 1. 
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Figure 3c. Partition and k-set subprogram flowchart. 
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B. Programming Considerations 
All of' the programs described in this paper were ltri tten 
in the PL/1 language 5 f'or an IBM S/360 mode 1 Ji.o computer 
having 131K bytes of' core storage. PL/1 has many features 
not available in any other single high-level language, of 
which some of the most useful are listed below: 
1) Flexible data specif'ication formats. 
2) Controllable storage allocation. 
3) Type bitstring data with (optional) varying length. 
4) Boolean operators. 
5) Numerous debug assistance options. 
PL/1 is, on the other hand, a relatively new language 
and still has some signif'icant weaknesses. Compilers avail-
able to date are extremely slow. Implementation of PL/1 is 
incomplete and language documentation of'ten does not ref'lect 
this fact. Compiler error analysis is still being improved 
and documentation of' error messages is weak. {These problems 
should be solved in the near future.) 
Input format f'or flow table data is in decimal form for 
user convenience. Each number is separated from the one fol-
lowing by a comma or a blank (PL/1 list directed input). The 
first and second numbers are two~digit decimal integers spe-
cifying the number of' columns and rows, respectively, of the 
flow table. These are followed by a pair of integers for 
each flow table entry, the first being two digits representing 
a state number, and the second a single digit indicating the 
"stability" of the flow table entry according to the f'ollowing . 
13 
code: 
0 Unstable state 
1 Stable state 
2 Unspecified (don't care) state 
The first data card used to input the flm'l table of Fig-
ure 1 might read: 3,6 1,1 ~ 0 o, 4,0 
Note that data for flow table entries are listed by row, i.e., 
data for row 1, column 1 is followed by that for row 1, column 
2 etc. No distinction need be made between data for different 
rows, put rows are assumed to be listed in descending order 
(note that reordering the flow table rows does not change cir-
cuit specifications). 
The partition list j,s stored in the form of a Boolean 
matrix which may be thought of as a list of pairs of bit-
stri.ngs, each string having a length equal to the number of 
rows in the flow table, each representing one partition. Ele-
ments o:f the first block of the parti~ion are coded with zeros 
and those of the second block with ones. 'r\.'lO bi tstrings are 
required for each partition, since ndon 1 t care" entries must 
be distinguished from specified entries. The code selected 
for this ttmask" representation is as follo\'TS: superposition 
of the tr.'lo strings for a given partition yields some bit posi-
tions where the t\vo halves disagree. These are the unspeci-
fled entries. W'nere the two halves agree, the entry is a 
specified entry in that position, and a one if both equal one 
there; similarly, agreeing zeros indicate a significant zero 
in that position. rrhis data representation was selected 
14. 
because if the :first string list is initialized to all zeros, 
and the nmask" list to all ones, no manipulation of the 
strings need occur until a significant digit is recorded; 
only one of the two halves of the partition string need be 
modified in order to record the significant digit. 
Internal representation of k-set data is similar to that 
of the partition list. Each stable state in a flow table col-
umn is assigned a pair of bitstrings, both having a length 
equal to the number of flow table rows. The first half is 
nonen in each position corresponding to the appearance of the 
state in the appropriate row of the given column, while the 
"mask" records with "one" that row of the column where the 
stable state appears. Both halves of the k-set string are 
zero elsewhere. 
C. Matrix Reduction 
The partition list generated as a result of applying 
Tracey's Theorem 1 to a flow table is related to the internal 
state codes by the following: 
Definition 3: The two-block partitions 11, 12, ... , "'n 
induced by the internal state variables y1, y2, ••• , Yn' 
respectively, are called the set of ~partitions of that 
assignment. 
One of the Tracey Boolean matrix reduction schemes used 
to obtain ~partitions from the partition matrix3 requires 
that the complements of binary coded partitions also be con-
. sidered, since the order of coding of the blocks of each par-
15 
titian is arbitrary. It has been shown6 that for problems of 
this type~ only complements of certain terms need be consi-
dered. 
A column of the partition matrix having the least number 
of unspecified entries is designated the "base" co!_umn (if 
two or more columns have fewest unspecified entries~ the rirst 
such column is arbitrarily chosen). Each partition having an 
unspecified entry in the base column must, in effect, have its 
complement added to the partition list. A bitstring of length 
equal to the number of partitions (program variable "unger") 
is set to one in bit position n if the nth partition comple-
ment is to be considered, and zero elsewhere. In order to 
simplify bookkeeping~ all partitions are arbitrarily comple-
mented (if appropriate) to make all specified entries in the 
base column of the partition matrix zero. 
Computer programs implementing ti'TO of the matrix reduc-
tion procedures describedby Tracey3 have been written by 
Schoe:ffel and are described in detail in reference 7. The 
matrix reduction programs used in this paper were written by 
the author and Mr. Schoef:fel and are based on those presented 
in (7). AlgoritlLm #1 produces minimum-variable codes and 
algorithm 1/:2 (which is less complex and there :fore faster) 
produces near-minimum-variable assignments. 
For many :flow tables_, more than one minimum-variable 
assignment may be :found; the number of components required 
to construct the circuit will usually depend upon 't'Thich of 
these codes is used. l-'Iaki4 has described a method for pre-
16 
dieting which of several codes would yield simpler next-state 
expressions, hence the least complex circuit. The program 
described in this paper generates design equation sets for 
either the first, or all internal state codes (up to a maxi-
mum of ten codes). Data is printed V'lhich may be used in the 
Maki code evaluation procedure. 
Sequential circuit synthesis starting with a flow table 
description·of circuit performance requires selection of input-
state codes. These input-state codes are needed to form the 
next-state expressions and will be discussed further in Section 
III. It should be mentioned here, hovvever, that binary codes 
for each input-state are specified by the user and no attempt 
is made to optimize them. 
D. An Example 
The algorithm described above for generating internal 
state assignments may be further illustrated by considering 
Machine A of Figure 1, whose flow table is reproduced below. 
The output states are not shown. 
Il I2 I3 
a - 1 CD 6 4 
b - 2 3 4 ® 
c - 3 G) ® 
d - 4 1 ® ® 
e - 5 0) 4 
f - 6 © @ 
Figure 4. Machine A flow table. 
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The partition list generated by applying Theorem I_, par~ts 
a) and b):~ to the flow table is shovm below: 
Partition List Partition Matrix 
a b c d e f (a_,d . b., c) 0 1 1 0 :J 
(a,d . f) 0 0 1 
" 
(b:~C :J f) 0 0 1 
cc- . b;d) 1 0 1 , 
{c . a;f) 1 0 1 :1 
('b;a :1 e) 0 0 1 
(b_,d . a, f) 1 0 0 1 :t 
{e . a;f") 1 
- - -
0 1 , 
(b , a, d) 1 0 1 
(b 
' 
Q,e) 0 1 1 
Applying part c) of Theorem I, it is found that flow table 
row "c'' is not partitioned .from row 11 e 11 , requiring that the 
.following partition be added to the list: 
(c ; e) 
- - 0 - 1 -
At the same time that the above partition matrix is 
generated, the k-sets are constructed. In column I 1 of the 
flow table, the first stable state encountered is in row "a 11 • 
The only unstable state in column I 1 leading to this stable 
state is found in row "d 11 ; the k-set for stable state 1, 
column r 1 is thus: (a, d). Internally_, this data is 
represented as two bit strings. The .first lists all elements 















Column two of the partition matrix has the least number 
of unspecified entries (four) and thus will be designated 
the "base 11 colwnn. The bitstring nunger" will have a one in 
each position where column two of the partition matrix is 
unspecified: 
unger = 01001001001. 
Partitions having specified entries in coll...Unn two are then 
complemented if that specified entry is one. The partition 
matrix for Machine A after this operation is shown below, 





























Using the partition matrix shown above, Schoeffel's 
implementation of Tracey's Algorithm #1 obtains the follow-
ing j_rredundant internal state assignments: 
I IV VII 
Y1 100111 y1 100110 yl· 100110 
y2 000011 y2 100011 y2 100001 
y3 101001 y3 001010 y3 001011 
II v VIII 
yl 100111 y1 100110 y1 100110 
y2 001011 Y2 100011 Y2 100001 
y3 101001 y3 101001 y3 001010 
(Continued) 
20 
III VI IX 
Yl 100111 y1 100110 y1 100110 
y2 001011 y2 100101 y2 100001 
y3 100001 y3 101011 y3 101011 
Schoeffe1 1 s reduction program #2 uses the partition rna-
trix form (mask coded) shown to the right of the partition 
list on page 17. For Machine A, the following codes are found 
using matrix reduction Algorithm #2: 
I II III 
y1 100111 y1 100111 y1 100111 
y2 101001 y2 101011 y2 101011 
y3 00-011 y3 0--010 y3 0--011 
y4 0--0-1 y4 0---10 
Section II has described programs which find satisfac-
tory state assignments; these codes may then be used to gen-
erate design equations. 
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III. GENERATION OF DESIGN EQUATIONS 
In order to most efficiently construct a sequential cir-
cuit using the assignments generated by the programs described 
in Section II_, simpli.f1ed design equations must be f'ound. The 
programs described in this section .find non-minimal next-state 
express:i.ons; prime implicants for these expressions are then 
generated. Finally_, simplified (but not necessarily minimal) 
covers for the next-state 1-cells yield the desired design 
equations. 
A. Next-State Equations 
Given an internal state assignment for a sequential cir-
cuit, the next step in the synthesis procedure is to find next-
state equations f'or each state variable. Next-state equations 
have, in the past_, been found by constructing transition 
1 tables. For fundamental mode asynchronous circuits, however_, 
the transition table is often significantly larger than the 
flow table. 
Maki4 has described a procedure for finding next-state 
equations without constructing a transition table. Maki 1 s 
algorithm and a computer program based on it "\vill be discus-
sed below. 
If there are n variables in a given state assignment_, 
then let an n-cube represent all possible internal states 
under that assignment. Now let a p-subcube of that n-cube 
define all internal states possibly entered in a transition 
(within a single column) between any unstable state and its 
22 
corresponding stable state. For example, given the partial 















Figure 5. State assignment and partial flow table. 
the follovling utransition pairsn of states are defined for 
column I 2 : 
Corresponding to each of these transition pairs, a p-subcube 
is defined, representing all possible internal states entered 






Note that wherever digits of the flow table row assign-
ments for elements of the transition pair agree, the associ-
ated p-subcube is specified and equal to this unchanging digit. 
If a state variable changes during a transition, it is unspe-
cified in the p-subcube identified with that transition. 
The group of p-subcubes due to a single k-set represents 
a unique set of specified states in a particular flow table 
23 
colUJ.1111. No state may be a member of more than one p-subcube 
group~ since this would imply two different next-state entries 
for that internal state. Within a flow table collli11n, then, 
the total number of specified states equals the sum of all 
internal states represented in the p-subcubes of that column. 
If there are "ru internal state variables and s1 internal 
states specified by the p-subcubes, then the number of inter-
nal states unspeciried in a flow table column is: 
The sum of all p-subcubes of a flow table column repre-
sents all internal states having specified next-state entries. 
Furthermore~ the logical complement of this expression repre-
sents the unspecified states for the given column; in fact, 
the unspecified next-states will be round in precisely this 
manner. 
It is also necessary to obtain the 1-cells for each next-
state variable in each flow table column. All internal states 
represented by a single p~subcube will have the same next-
state entlJT, namely that of the stable state of the associated 
transition pair. If this next-state entry for the stable state 
equals one in digit j, then the Boolean product represented by 
the p-subcube is a term in the sum-of-product expression for 
next-state variable Y., in column I . All such terms appear-J m 
ing in the list of products for a given next-state variable 
\r.Till here be referred to as 1-sets. (Note that a 1-set may be 
composed of one or more 1-cells on a Karnaugh map.) 
The computer program implementation of the procedures 
brlefly described above is designed to find all 1-sets and 
24 
unspecified terms for all next-state variables f'or a single 
flow table column. These terms, when combined with the ap-
propriate user--specified input-state codes, yield the desired 
next-state equations. 
The flow chart of Figure 6, page 25, will be useful in 
the following discussion of subcube generation. Data repre-
senting all transition pairs of a flow table column are input 
to the next-state expression subprogram in the fonn of k-sets 
(recall that these k-sets were found during the flow table 
partitioning procedure). One of the state assignments gen-
erated by the Boolean matrix reduction subprograms is also 
input to this section. 
For each k-set, the stable state is found and the state 
assigrunent for the corresponding flow table row is constructed. 
The program then iterates through all unstable states within 
the k-set, thus defining all transition pairs of' that k-set. 
The row code for each unstable state is constructed and a 
simple Boolean operation between the row codes of' the stable 
and unstable states yields the p-subcube for the transition 
pai~ under consideration. This p-subcube is added to the 
list of p-subcubes for the flow table column. The p-subcube 
is concatenated with the input state code for the flow table 
column. This term is added to the 1-set lists of those state 
variables equaling one in the row code of the transition pair 
stable state. 
When all transition pairs of the k-set have been thus 
considered, the program steps to the next k-set_, until all 
Input Da t.:'1.: 
Kset and 
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p-subcubes and 1-sets have been found for the specified flow 
ta~le column and state assignment. 
As was mentioned previously, unspecified next-state 
entries for a flow table may be determined by complementing 
the Boolean sum of that column's p-subcubes. Although methods 
have been devised to perform complementation of Boolean sums 
of products, investigation showed that none of these were well 
suited for inclusion in the series of computer programs des-
cribed in this paper. 
A brief review of the Boolean algebra concepts used in 
the complementation procedure is given below. The scheme is 
characterized by simplification during the multiplication 
rather than the conventional complete multiplication followed 
by simplification. 
A general Boolean sum-of-products expression may be re-
presented by 
(1) 
where each P 1 = Yil Y12 Y'ij ••• Yim is a product of at 





where Pi'= yr 11 + ... + Yij + ... + Y'im· Alternatively, 
(2) may be written 
q = (H) (Y'ni + ... + Ynj + ... Y'nm) (3) 
where 
H = ( P 1 1) ( P '2) • · • { P 'n-1) • (4) 
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Some terms of the complemented product of sums may be elimin-
ated before multiplying (3)., if this equation is rewritten in 
the form 
q = H(Y'nl) + ... + H(Y' .) + ..• + H(Y 1 ) (5) 
nJ nm 
and the Boolean algebra theorem illustrated by 
A(A + B + C) = A (6) 
is applied. For example, if some sum of (4) contains a lit-
eral equal to Ynj-' then that sum may be del·eted from the list 
of those sums to be multiplied by Ynj" 
The multiplication implied by a product of sums Boolean 
expression may be further simplified by application of the 
Boolean algebra theorem illustrated by 
A(A' + B +C) = A(B +C). (7) 
Each sum to be multiplied by some literal Ynj which contains 
its complement Y'nj may have that literal removed from the 
sum term without changing the result. 
The computer program used to complement the sum of p-
subcubes is illustrated by the flowchart of Figure 7_, pages 
29 and 30. It first complements the sum expression and ex-
pands it into the form of equation (5) using the significant 
literals of the last p-subcube as coefficients. The list of 
remaining swn terms is then examined for application of the 
-
theorems illustrated by equations (6) and (7); modifications 
or deletions are incorporated in a modified product of sums 
to be multiplied by the appropriate coefficient Y . • A. sum 
nJ 
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of products form of the expression for unspecified next-states 
is then fmmd by conventional Boolean mul tlplication. 
The list of p-subcubes is stored in data array "psub 11 • 
Array "onesn stores products of the form found in equation 
(6); each column is headed by a product term containing a com-
plemented literal from the last p-subcube. Following elements 
of each column or "ones" represent sum terms of the product to 
be multiplied by the colmnn's topmost entry. These sum terms 
are examined prior to entry in the column for modification or 
deletion according to equations (6) and (7). 
If there are 11 n 11 p-subcubes for a flow table column, the 
nth of which contains "m" significant literals_, then "m" col-
umns of array "onesn will be used and each column may contain 
at most 11 n" terms. After loading of a column of array '.1 ones 11 , 
multiplication of the product and sum terms therein is begun. 
The product term at the top of the 11 ones" column is loaded 
into array "scratch". The program then iterates through all 
remaining terms in the column, multiplying the present con-
tents of "scratchn by all significant literals in each sum 
term and placing each resulting product in "scratch". An 
inclusion and duplication check insures that only non-redundant 
products are listed in 11 scratchn. 
After multiplication of "scratch 11 by the last sum term in 
a column, the resulting product terms are entered in the list 
"dcare", which contains all unspecified product terms generated 
to date. lrihen all columns of array nonesn have been multiplied; 
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Figure 7b. Unspecified next-state generation :flowchart. 
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duplications and inclusions within the list 11 dcare" are elim-
inated. The list of unspecified products is then combined 
with the appropriate input state code and these terms are 
added to the list ndontcar", which accumulates unspecified 
next-state entries for the entire flow table. 
The program listing corresponding to the above descrip-
tion is in Appendix 1. It should be noted that this portion 
of the program solves a problem often encountered in logic 
design and Boolean algebra and may_, with slight modification_, 
be used in other applications. 
The procedure described above is repeated for each col-
wnn of the input flow table. 
B. Simplification of Next-state Expressions 
The computer program implementation of Maki's procedure 
yields a sum-of-products Boolean expression :for the unspeci-
fied next-states due to tf?.e application of a state assignment 
to the input flow table. Sum-of-products expressions are also 
found for each next-state variable. Minimum fom design equa-
tions may then be found by combining the unspecified next-
state expression with each of the next-state variable 1-set 
expressions, then finding minimal forms of the resulting sums. 
Several procedures ~or obtaining minimal sum forms of 
Boolean functions have been described. One of the most well 
kno~tn is the map method due to Karnaugh.8 This procedure 
works well only for problems having less than six variables 
and is not directly programmable. 
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Harris9 relates an n-variable Boolean expression to an 
n-cube, describing subcubes of thls n-cube using ternary no-
tation. Products of the given Boolean sum expression are con-
verted to this ternary notation and the list of ternary num-
bers thus produced is operated on to produce minimal sums. A 
computer program based on Harris' procedure has been described 
by Butler and Warfield,lO but the program was not machine- or 
language-compatible with the other programs described in this 
paper. 
Another simplification procedure involves finding prime 
implicants of the given expression, then finding minimal cov-
ers for the specified 1-cells using only prime implicant terms. 
This method was selected as the basis of the program to be used 
in the present case since it requires no internal data conver-
sian and is easily programmable. 
The prime implicant form of the Boolean expression repre-
senting a next-state variable is generated using iterative 
consensus. The iterative consensus algorithm is briefly 
reviewed below; a more complete description is given on pages 
165-174 of (11). 
Definition 3. Let P = XY1Y2 . .. Yn and 
Q, = x'z1z2 . . . zn., where it is possible that 
Yi = zj for some i and j. The consensus or 
P and Q, written p ¢ Q, is defined to be 
Y1Y2 ... ynzl z2 ... zm (with any repeated 
literals removed) unless yi = z'j" in which 
case the consensus is said not to exist. 
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Note that in order for P ¢ Q to exist, one and only one 
.. . 
literal in P must appear complemented in Q. It has been shown 
that the successive addition of consensus terms to a sum of 
products expression and the removal of terms included in other 
terms will result in a complete sum.lO 
The flow chart of Figure 8, page 34, will illustrate the 
iterative consensus program explained below. The unspecified 
and 1-set products of a next-state variable are loaded into 
array nprime". The number of elements in "prime" at the be-
ginning of each iteration is stored in variable notermsu. 
Each of the first oterms-1 products in "prime" are compared 
to all following terms to determine if redundancy exists, or 
consensus is defined between the product pair according to 
definition (3). Where P ¢ Q is defined, it is calculated. 
An inclusion check is immediately performed; if any existing 
term includes or duplicates P ¢ Q, the new consensus term is 
dropped and the search for new consensus terms continues. If 
P ¢ Q is not included in any existing product, the new term 
is recorded. As the inclusion check is performed, all exist-
ing terms included in the new consensus term are marked and 
in effect are removed from further consideration. (At the end 
of each pass, all.such included terms are removed from the 
product list nprime 11 .) 
A pass is completed when all possible combinations of 
terms existing at the beginning of the pass have been consi-
dered. Array 1tprime" contains the desired complete swn when 
a pass is completed during which no irredundant new terms are 
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Figure 8. Iterative consensus subprogrcun flowchart. 
generated. (It can be shoim that at most "mn passes will be 
required to generate the complete sum if "m" equals the nwn-
ber of variables appearing in the problem.) 
After the complete swn of the next-state Boolean expres-
sion has been found~ the classical covering problem remains. 
That is~ a minimal sum may be constructed only from terms in 
the complete sum~ which includes all of the 1-cells of the 
original function (often more than one such minimal sum exists). 
The prime implicant table method of solving the covering 
problem is due to McCluskey.l2 A table having 11 n" rm'ls and nm" 
columns is constructed for a problem having nnll prime impli-
cants and nmn 1-cells. A mark is placed in block (q~r) of the 
table if prime implicant "q" includes 1-cell 11 r 11 • RoH-s ~1hich 
uniquely cover any column are called essential rows and must 
appear in all minimal sums. Row and column dominances are 
used to reduce the table remaining when essential rows and all 
"included 11 columns are removed. A prime implicant table v'rhich 
cannot be completely reduced in this manner is often solved by 
a branching technique. 
Another method for solving the covering problem is due to 
Petrick.l3 A prime implicant £'unction (or 11 p-function'') is 
formed by assigning variable names to each of the prime impli-
cants and constructing Boolean sums of those variables 
11 covering 11 each 1-cell; these sums are then converted to mini-
mum sum-of-product form. Each product term of the p-function 
represents a cover. Minimal covers are those products contain-
ing the least number of variables~ hence the fewest prime 
implicant terms. 
It may be shown that the covering problem described here 
closely resembles that of the first state assignment scheme 
described by Tracey3 and implemented by Schoeffel7. Exper-
i.ence with the latter covering programs has shown that for 
covering problems comparable to tvmnty prime implicants or 
larger, exactly minimal solutions may not be practical. 
It has been found that, given the prime implicants of a 
Boolean next-state sum, a form much simpler than the original 
expression may usually be found by covering the 1-sets rather 
than the 1-cells. A survey of the worked examples of Appen-
dix II shows that this method reduces average literal count 
by more than 50% for generated next-state equations. 
Also, it may be sho~:m that this method eliminates static 
hazards associated with transitions within a flow table col-
umn. At present, uhorizontal transition!! static hazards must 
be manually removed from the programs' output. This task has 
proven to be trivial for all examples run to date. 
The covering algorithm used in this paper is a combina-
tion of the r~cCluskey and Petrick methods described above. 
A Boolean matrix resembling the nprime implicant tablen records 
the inclusion of 1-sets in prime implicant terms. Essential 
rows are then removed along with all 1-sets "covered 11 by these 
terms. 
A branching method similar to Petrick's method is then 
used to find minimal covers for the remaining 1-sets. Instead 
of finding all covers, however, only covers of length less 
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than o~ equal to the length or the shortest previously dis-
covered cover are considered. As soon as this maximum number 
of prime implicant terms is exceeded in the branching search 
for covers, or a cover is found, the program goes bacl{ to the 
last branch point and attempts to rorm a cover by selecting 
a previously untried path. v~en all branches at a given 
level have been exhausted, a "backupn causes alternate bran-
ching from the next higher level. 
The branching process continues until all irredundant 
shortest covers have been constructed and all other covers 
discarded. The Boolean expressions represented by these 
covers are generated, converted from bitstring to literal 
notation, and printed as the design equations for a single 
internal state variable. A flow chart of the covering pro-
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Figure 9b. The cover program {branching section). 
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C. An Example 
'l'he folw table of Nachine A is reproduced below, together 
with one of the state assignments found by the Pl"ograms des-
cribed in Section II. 
Row Y1Y2Y3 I1 - 00 I2 - 01 I3 .;. 10 
a - 1 1 0 1 CD 6 1~ 
b 
- 2 0 0 0 3 4 ® 
c - 3 0 0 1 ® ® 
d - 4 l 0 0 1 ® ® 
e - 5 l 1 0 ~ 4 
f 6 1 1 1 ® ® 
Figure 10. Machine A with an assignment. 
The list of k-sets for Machine A may be found on page 18 
of Section II. Specified next-state p-subcubes are f'ound in 
the manner described above. For instance, the first k-set in 
column 1 is 
100100 100000 
defining the transition pair 
ca:, d). 
The p-subcube associated with this transition pair is easily 
seen to be 
101 row 11 a" code 
100 rov1 ndn code 
10- (a , d) p-subcube 
In a like manner, the complete list of specified next-ntate 
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(p-subcubes) for Machine A is found to be: . 
Column 1 Column 2 Column 3 
10- 001 000 
00- -00 10-
111 110 l-0 
1-1 
As each of' these p-subcubes is generated, it is combined 
vlith the appropriate input state for a flow table c 0 11ll11..n • 
This term is added to the lists of 1-sets for those state 
variables coded one in the row of the transition pair stable 
state. The list of 1-sets after completion of' this task is 
Y1 y2 y3 
10-00 11100 10-00 
11100 11001 00-00 





The Boolean sum of' products representing p-subcubes is 
complemented and converted to the· form of equation (5). After 
application of the theorems illustrated by equations (6) and 
(7), the Boolean product to be multiplied is stored in array 
"ones". For example, the Boolean product for flow table col-










After completion of the multiplication algorithm, the 
following unspecified sum term will be found for column 2: 
010 = A'BC' 
The complete list of unspecified terms found by summing 








' Expressions for the next-state variables are f01md first 
by combining the above list of don't-care terms with the 
1.-sets for.the next-state variable. For instance, the list 





















Given this next-state expression, the complete sum form 
must be formed using iterative consensus. Note that 1 ¢ 2, 
---11 ¢ 01-00 
does not exist, since these two terms disagree in more than 





exists and is not included in any other term present. It is 
thus added to the list (note that 1 ¢ 4 includes term 4 and 
term 4 will thus be deleted from the list of terms). The com-









The prime implicant table subprogram finds that one of 
these terms is essential; namely 
1-1-1 
This term must be included in each minimal expression for 
next-state variable Y2 • 
1-sets remaining to be covered are: 11100 and 11001. 
Both are included in prime implicant term -1-0-; no other 
equally short cover is possible. The minimal design equation 
for next-state Y2 is thus: -1-0- + 1-1-1 or, in literal 
form, 
where the input-state variables are "v" and 11 w11 • Design 
equations for example Machine A (using code 1 above) are lis-
.ted in Pigure 11. 
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yl - (y3'w .L Yl) • 
y2 - (y2v' + Y1Y3w) 
y3 ::: (y3w + v'w') 
Figure 11. Machine A design equations. 
Section III has described a set of computer programs which, 
given a flow table and a proper state assignment for it, find 
simplified design equations for each internal state variable. 
The algorithms used do not involve construc.tion of transition 
tables or Karnaugh maps. 
Due to both hardware and software limitations, the set of 
programs described in this paper have not been. combined into a 
single program. Instead, a supervisory program is executed 
which calls for execution of the proper sequence of subprograms. 
The total synthesis procedure is thus accomplished by a super-
visor and seven overlayed subprograms. Since this group of 
programs (totaling about 1800 statements) requires more than 
30 minutes to compile, it is practical to run it only in rna-
chine language form from magnetic tape or disc files. Execu-
tion times are, of course, quite dependent on problem complex-
ity; representative examples of various sizes, their results, 
and execution times are given in Appendix II. 
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IV. CONCLUSION 
The synthesis procedure for complex sequential circuits 
is often time-consuming and costly when performed manually. 
This paper has described a series of computer programs which 
finds simplified design equations for·asynchronous sequential 
circuits operating in the normal fundamental-mode. 
Input data include a machine description in the form of 
a flow table and input state codes. Internal state assign-
ments are generated from the machine specifications using pro-
cedures described by Tracey.3 The program user may choose to 
use either a relatively slow minimal code generator, or a 
faster near-minimal code program. Non-minimal equations are 
then found for·the circuit's next-state variables using tech-
niques developed by Maki.4 Transition tables are not construe-
ted. Iterative consensus is used to find prime implicants of 
the next-state equations. A branching technique is used to 
find an approximate solution to the classic nprime implicant 
tableu problem, yielding simplified but usually non-minimal 
design equations for the desired circuit. 
As shown in Appendix II., the use of this program set in 
the synthesis of complex sequential circuits has exposed a 
need for more efficient prime implicant gener~tion algorithms. 
Further investigation also needs to be done in improvements 
to covering procedures. A procedure for eliminating 11 horizon-
tal transition" static hazards would be a practical addition. 
More efficient Boolean sum simplification algorithms would 
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also be useful. Finally., procedures for generating output-
state design equations should be investigated. 
The computer programs described in this paper will per-
form the synthesis operations for normal fundamental-mode 
as~1chronous sequential circuits., resulting in considerable 
time and cost savings. They are also capable of generating 
near-minimal designs ror problems of this type that are too 
large to solve manually., and may thus result in significant 
hardware-associated savings. 
APPENDIX I: PitOGHN·1 LIS'~1INGS 
A listing of th.e complete s~t of computer progr<.nns fol-
lov.ra. (Note that job control ca.rds establishing the overlay 
scheme are not included.) The system of proc;rams contains 
approximately 1800 PL/1 st3.tements and rBquires about 31 min-
utes to compile on a S/360 model l+o using the Version 2 
release 11 compiler. In object· deck .form_, the programs occupy 
about 3200 cards. Execution times for various designs may be 
.found :tn Appendix II, 1tlorl{ed Examples. 
J,..,'l S R J S: PROC I* AS Y ~CHR (H.JflUS SEQUF.NT I!\ L C I RC U 1 T PR OGH M~ 
C~LLS SUBPROGRAMS. VERSION.~ *I OPTIO~StMAINJ; 
I****************************************************' 
I* WLSRJS: A PROGRAM WHICH SYNTHESIZES MlNIMAL *I 
I* ~\SY~JCHRDNOUS SEOIJFNTll\l CIRCUITS. INPUT IS A *I 
I* Fl8W T~BLF SPECIFICATION OF CIRCUIT PERFORMA~Cf, *I 
I* A!I.JD OUTP!H TS '4INIMAL ANO-OR TMPU:"1f:~H"TIO~ *I 
I* DF:SJ(:,N '::OUtoTif1·\l SETS. Si:Vf:RI\L VrJ!)t:S UF OPER,~dJfJN~/ 
I* ARE OPTIO~AL. *I 
I* THF PROGRAM IS WRITTFN I~ Pl/1, F0R A SI360.M40 *I 
I* AND CONSISTS OF A MAIN PR~GR~M A~O SEVEqAl SUB- *I 
I* PR~GRAMS; SUBPROGRA~S ~UST BF OV~qlAYE~ TO FIT */ 
I* CORE STZF l31K. OAT~ STORAGE REQUTRE~ENT TOTnt.S *I 
I* ABOJJT 25K PYTFS Mli.XHHJM. CI:R.TAI!\.1 PORTIONS OF >'F./ 
I* THIS PRflGRA'v\ MAY, \.HTH SLIGHT MOOIFIC4TION, 8F. *I 
I* USEn TO SOLVE OTHfR LOGIC DESIGN PRORLEMS. *I 
1****************************************************1 
PlJT ED1TC'TIME fJN ENTRY TO MAIN SYNTHfSIS PROGHi\'4 = '• 
TfME)(SKIP(9},A,A}; 
PUT fOJT('fNTERNJ\L STATE VJ\PIIlRLE Dt:SI';N EQUATION '• 
'DETff.PHN~TION ',.,liLt HE ~~.AOE USING FIRST 10 ', 
'ALFA LETTFRS FOR INTERNAL STATE VARIABLFS,•, 
' ANO LAST 10 FOR INPUT STATE VARIABLES')( 
SKIP ( tt) t A, A, SKIP ( l) , At A) ; 
DECLAqF BITCODE 8ITf5) FXTERN~l, 
(BOOLMXCAX,ROWMAXJ,MASKCAX,ROWMAX)J RIT(l) 
CONfR.OtlfD PAr:KED EXTER"$~L, 
{SfZEl,MAXNnK,IJKL,I,J,ISV) AIN FIXEOtl5) 
EXTERNAl, 
(ROWNAX,COtMAX) DEC FIXf0(3) EXTFRNAlt 
KSET(*,*,*) ATT{POWMAXl CONTPDLLED EXTERNAL 
PACKFD, 
UNGER BIT(PTNO} CnNTROLLFD VARYING EXTERNAL, 
ROW(PJNO) BJT{?*ROWMAXl cnNTROllFO EXTERNAL 
DI\.CKEO, 
CLASSCS*PINO*~V,2) Rlf(Pl~OJ CONTROLI.~O 
P 1\ C '< E 0 f: X T C P. ~~ 1\ l , 
NU""li"'AX 811\J FIXffH15) EXTFR~l~l, 
MINCOV{AR) SJ~ FIXF0(7) CONTqUllf:O EXTERNAL, 
"ll J'·~ C f1 V A P>l F I X f: T) f 7 ) E X T F !Hi !1 t , 
(DTfRUS,OTER~SJ BI~ FIXfD(l5} EXTE~NAL, · 
{JV/\R,NOl) RIN FIXED(l"il F:XTEf~NAL, 
C 0 0 f { * ., * , * ) IH T { P 0 W'·i A X } C UN T R 0 U .. F 0 E X T E R N A l 
P"CKFO, 
TNCQO(•~,*) 9fT{ HlOfG) CONTROU.fO F.:XTEHNI\L, 
0~0 q[N FTXFD{l5) INITIAL(O) FXTERNAl, 
OO~TCAq{*,*) AlT(NntJ CO~TROLLFO EXTERNAL 
P-\CKEO, 
1J N F S C NT { * ) 8 I"" F I X F 0 { 7 } (JJ N T R 0 t t F. 0 F. X T E R N /\ l , 
nNFSUR(*,*,*) RJT(NOL) CONTROllED EXTERN~L 
PACK EO, 
PRIME(*,*> BIT(I) CONTROLLEO EXTERNAL P~CKED, 
HFAO CHAR{BOJ CONTRUllFD, 
nK RIT(t) fXTERI\Jfll, 
(1\ R. , 1\ S , fl T, A lJ, A V, A H 1 ~X , !I Y, ~l ) T) F C F I XE 0 { 4, U 
E XTF.R.NM_ ~ 
PTNO Of.:C FP<ED("-3} INITII\l(O} EXTERNAL; 
OK = ' I I B; 
'****************************************************' 
'* I 1ST 
I* r~I"J 
I* 1RD 







8TTCODF KEY *I 
":":1, 1ST P.OOl~X RfD~ :::::r), 2ND REI) *I 
= l , fFlt Y P. F 5 T C 00 f: ! = n, 6 L l C 01") E S *I 
=1, EXIT "FTFR COOF GE~; =O,CUNTINUF *I 
= I, FXIT AFffR NSE GEN; =0., SI~PLIFY *I 
=1, ONLY l NSE PFR ISV; =0, MAX/AT NSE*/ 
!****************************************************' 


















rOEfFFCIFNT KEY *I 
10 = MAX NO OF ASSIGN~ENTS P~ESFRVED *I 
7.~=COEFF/NO COV~R TEP~S:AS*PTER~S*.I *I 
MAX NO ISV 1 S ALLOWED IN CODE GEN'S = 10 *I 
fV/\LUAT ION COEFF IN RJSOPT == 2. ~"/ 
.5 = CDFFF NO CLASSFS IN PJSMAX: 5*PINO*AV *I 
1.0 = COEFF MAX SIZF OCAPE = JVAR*AW*KSMAX *I 
7r;; =MAX NO PARTITIO"JS *I 
7. = SI7E COFFF FOR PI ARRAY: AY*~INPUT *I 
COEFF FOR F.T. UNSPEC TERMS = Al*(NOL**Z) *I 
·!****************************************************! 
jt,: 1ST C/\Rf) = HE"OJ!\!G,. OH INSI=RT 8Lfi.~K IF IJNHl\NrED *f 
ALLOC~Tf HFAO; GET FOIT(HfA0){A{80Jl; 




GFT liST CCOLMAX,ROWMAX}; 
C~ll RJSPRT ; . 
!\V,AW,f\X,AY,Al); 
1\V,A'vhAX,AY,AZ); 
TJKL = O; 
I F n K .:: • 0 r B T H F. N GO TO f N D _ S S : E l SF ; 
IF SU~STRCBITCODE,l,ll = '0'R THE!\! SSOO: C!\ll WLSCG?; 
ELSE S$16: DO; 
11-8 
Cl\ll R.JSMAX; 
IF OK= '0'~ THEN GQ TO E~O_SS; 
CAll WLSCOV; 
f r~ E E Q OW , lJ N G f R ; 
fND SS16; 
I~ OK = '0'8 THEN f>O TO END_SS; 
IF SUASTPCBTTCOOF,2,1) = 'l'R THEN C~ll QJSOPT; 
I* IF ?NO DIGIT DF RITCUDE = l ONLY P~EOICTFD BEST *I 
I* ~SSTGNMENT YIELDS DESIGN E~UATIO~S *I 
IF SUI35TPPHTCOOE,3,1J = 'l'R THEN Gfl TO END_SS; 
[F SlJRSTP.(AITCOOE.,S.,lJ = 'l'~ THE!\! 1\T = t; 
GET LISTtiNOIGtTNOCNOJ; 
AllOCATE INCOO(COLMAX+INDCN0.,2J; 
GET LISTltiNCOO{I.,]B),INCOOti,lOR) DO I=lB TO 
CnLMAX+JNOCNO>J; 
PUT EDITC'TNPUT STATES INPUT ARF:')(SKtP(4) 1 4)( 
('COLU~N •,I,• ., r,JNCOO(t,lBl.,lNCOO(I,lORJ DO 
I= lR TO COLMAX)J(SKIP(ll,A,FCZJ.,A, 
COLU~Nfl5),8,SKIPtOJ,COlUMN(l5l,8J; 
00 I = 18 TO NU~COV; I* LOOP TH~U r.rmES *I 
IF IJKL ~= OR THEN IF I > IJKL THEN GU TO ENO_SS; 
ElSE I = f JKL; 
PUT EO [ T ( '**** OES I GN EC.JUl\ T I 01"4 GEI\JERA TIm~ FOR CODE'., 
'•,r,• FOllOWS: ****'l(LTNE!20J,A,.(\,F(2),A 
) ; 
JVAR = MINCOV f I J; NOL = JVAR + INOIG; 
ALlOC~TF. ONESCNT(JVAR); 
flNFSC\JT = OB; 
ALLOCATE nONTCAR(Al*fNnL**2J,IOBJ; 
ONO = 08; 
DO IX : lR TO lNOCNO; ONO = 0~0 +18; 
DONTCr\R (ONn.,18) = '0 1 8; 
OONTC~R(ONO,lOB) =~OONTCAP( DNU,lBJ; 




00 J = lR TO COLMAX; 
CALL RJSMKJ; 
IF OK = '0'8 THEN GO TO ENO_SS; 
END; I* FND OF cnt LOOP *I 
JF SUf'\STR{f31TCOOE,4,l) = 'l'R THEN GO ffl ENO_COf)E; 
00 ISV = lA TO JVAR; I* LOOP THRU STATF VARIABLES *I 
CALl RJSCBS; 
IF OK= 1 0 1 R. THFN GO TO FNO_SS; 
III = t; 
OTERMS = O~ESCNTCISVJ; 
C.~Ll R.JSPIT; 
NOL = JVAR + JNOJG; 
I = III; 
IF OK= '0'R THEN GO TO FNO_SS; 




R J SOPT! pq_oC; 
n' ROUTTNE FOR fVl\Ul!\Tl~G ANO SELFCTI'\IG 5EST CODE *I 
I*- GOt-S Hf-RE. TE"-'~POR!lRltY 'SELECT' F-IRST CODE.... *I 
IJKL = lR; 
END 11JSOPT~ 
FNO_SS: F~n WLSRJS; 
RJSPRT: PROC; I* VFqSION.6 *I 
PUT FOIT('TfME OM ENTRY TO RJSPRT V.f BOOLEAN MATRIX•, 
' GENERATOR -='.TINF)(S!<lP{?),i\ 1 /1.. 1 1\); 
!****************************************************' 
I* THIS SU8PROGRl~i'-1 PJ\C~TIT IONS A FIJNOA~AENTAL ~-"ODE *I 
I* !NOR.,'-1AL) ·FLOW TARlE INPUT; THE Rf:SULTING BOULJ:A!\1 */ 
f-t,: MATRIX IS USFD RY FOLLOI..JING SUBPROGRAMS TO fiNO *I 
I* MHHMUM-Vl\RIABLF. JNTERNJ\L STATE l\SSIGNMENTS. *I 
I* A LTST OF TRANSITION PAIR.S IS ALSO GENERAfED. *I 
'****************************************************' 
Df:CLARE I* OATA INPUT ·~NO OUTPUT THIS ROUTINE *I 
(SIZEl,MAXNOK l BIN FIXE0{15) EXTERNAL, 
PINO DEC FtXEDf3) INITI/\l(O) f:XTER~~AL, 
ROWIPINO) BITl2*POWMAX) CONTROLLED ~XTERNAL 
P!\CKfD, 
UNGER RJT(PJNO) CONTP,OLLEO VARYING EXTERNAL, 
KS~T(* 1 * 7 *) BITfROWMI\X) CONTRULtEf) EXTERNAL 
PACKF.:O t 
( P 0 \.J M ,'\ X , C!) L M l~ '0 I) F C F I X P){ 3 } E X T E R N 1\ L , 
{ R 0 01 "-1 X ( /1. X: , P OW·1 A X ) 1 1"1 1\ S K ( A X , t{ 0 W4A X l ) R I T ( l ) 
CONTROLLED PACKED EXTfR~I\L, 
RITCOOE BIT(5) fXTERNAL, 
Ol< 8 IT { 1 ) EXT EP N A L IN IT I A l { ' 1 'R) ., 
AX OFC FIXEOf4 1 l) fXTERNAL; 
0 E C l A R E ( I K , S T t , S T 2, P I ) 0 fC F I X f: D { 2 l t 
STATf{ROWMAX, COLMAX) DEC FIXE0{2) CONTRnLLED, 
STABCROWMAX,COLMAX) OEC FIXEO(l) CUNT~OLLFO, 
sr~VE( 20) DEC FIXEO( 2) CONTROLLED , 
B~TRING f?,AX) RIT{ AX} VAHYING CONTROLLED, 
(X,NOUNSTAR) BINARY FIXED(JJ; 
ALLOCATE STATE, SfAA, ROOLMX, MASK, SAVE ; 
S~VF.=O; AX = AX + 1; 
PUT EOIT{ 1 THE INPUT FlOW TABLE:•)(SKIP(4J,A); 
DO I=l TO ROW~~X ; DO J=l TO COLMAX ; 
GET l!ST{STATf(T,J)~STAR{J,JJ); 
IF STA~(J,J) = 1 THFN SAVEtJl =SAVE{Jl + l ; ENO; 
PtJf EDIT(' 1 ){SKIP(l}., X(~'t}, .t\(1}) {{STATECl ,M), 
S T A B { I , f~ J DO M = 1 R 
TO COLt~ .I\ X) ) (X ( 5) , F ( 2) , X ( 2 l, F { 1) ) ; ENQ; 
DO I= 1 TO COLMAX ; PINO = MAX{PINOt SAVE[JJ); ENO; 
I* PI Nfl Nn.W CONTAINS t-iAX NO OF KSFTS 0 ER COLUMN *I 
i-11\XNOK ::: PINO; 
ALLOCATE KSET(CQL~AX.,PIN8,2); PINO=l; 
I* KSET(J,J,?)='l'B IF ROW OF COL(!) CONTAINS STAB *I 
I* ELF.t~ENT OF KSET(J). KSfT(I,J,U='l'B IF ROW OF */ 
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A~Y fLEMFNT OF KSFT{J) 
'1'8; KSFT ~•o•R ; 
*I I* COUJMN(.f) CONTAINS 
~nOLMX =•O•B; ~ASK = 
COL_LODP: 00 I = 1 TO 
IK = 1; 
COLM4X; I* GE~ PER CUL PARfNS *I 
'51\Vf = O; 
R0W_L00P: DO J =l TO POW~AX; I* FT~D STAR ST~TES 
J F s T A 1H J , T l = 1 T 1-1 f N rn: o: n 11 ; 
STl = STI\Tl-(J 1 I}; 
00 N = l TO JK-1 ; 
IF STl = SAVE(N) THFN 00; 
SU8STR{KSETtl,N,l),J,l)='l'B: 
SU8STR{KSET{I 1 N,?),J,l)='l'R ; 
GO TO FNO_ROW_lOOP; ENO; fNO; 
SAVE( f!() = STl; IK = IK .. 1; 
SU9STR(KSfT(I,IK-l,l),J,l)='l 1 B; 
SUBSP~ (KSETf I, IK-J ,2)tJ 1 l) =' l 'A; 
I* FOUND TllPTY!OST STAB STATE LEFT IN COLU~N 
NOUNST AR = 1 B; 
WHITF: 00 K = 1 TO ROWMAX; 
IF((STt\B(K,IJ=O) ~ (STATE{K,Il=STUJ THEI\4 OO; 
NOUNSTI\f\ =OB ; 
SUR S T R { K SF T ( I , I K- 1 , 1 ) , K , 1 ) = ' l' B ; E ~D; 
ELSE GO TO ENO_WHITE; · CAll PINK ; 
Plf>-JK : PPOCEOURF; 
G~EEN: DO K? = 1 TO ROWMAX; 
IF STAA(K?,I) = I THEN ~LACK:OO; 
Y:DO NN = I TO IK - l ; 
IF STATE fK2?Il =SAVE (NN} THEN 
GO TO ENO_GRF[N;FND Y; 
ST2 = STATEfK2,I1; 
PI = PINO; 
YELLOW: 00 K3 =1 TO ROWMAX; 
*I 
IF STA8(K3,1)-= 0 &. ST? = ST.t\TF(K3,I) THEN O~ANGF.:Ofl; 
IF NOUI\JSTL\R = 08 THEN COLOR:on; 
BOOLMX fPINO,K3) ='l'A; 
AOOLMX {P!NO,K2) = 
MAS K { P I 1\fO , J ) -
IF PIN0>AX THEN GO 
GO TO fNO_YFLLOW; 
M.I\SK {PINO, J) = 
ROOLMX {PINO,K3l = 
IF PTNO>AX THFN GO 
GO TO ENO_YELLOW; 
•t•R; MASK {PTNO,K) = 'O'B; 
1 0 1 fl; PINO = PINO .. 1 ; 
TO fRR; 
FND COLOR; ELSE OO; 
'0 • p; ; R OOL M X ( PI NO, K?.) = ' l '13 ; 
'1'8; PINO = PI~O + l ; 
TO ERR; 
FNO; ENO ORANGE ; 
END_YELLOW: ENO YELLOW; 
IF PI = PJNO THEN I* NO 4 *I 
ELSE; 
IF NOUNSTAB = OB THEN G~AY: on; 
BOOL~X(PINO,K2}=1B; MA~K {PlNO,K) = 0~ 
MASK (PJNO,J J=OA; PlNO = PTNU + l ; 
IF PTNO>AX THEN GO TO fRR; 
GO TO fND_GRfEN ; END; 
FND_GREF.N: END GREEN; 
FND PINK; 
ENO_WHITE: fNO WHITE; 
IF NOUNSTAB = lR THEN CAll PINK; 





OUT: ENn fOL_lOOP; 
PUT FJ)IT {'KSF:TS LJSTH,'G F·OLLOY.~'S• [(DI\GF, A); 
DO I = 1 TO COLMAX; 
PUT f-J)fTf 1 COLlP~1\J ~w 1 ,l){SKIP(2),!\,X:fl),F{Zll; 
00 .J = 1 TO HI10UI\1 D{KSF.T.,IOR); IF K5ET{I,Jd)= 1 0'f3 
THFN GO TO FIRE; 
P ! J T f f) I T { I< S f: T { I , J , 1 } ., K S f: T ( T , J , / ) l ( S I( T P , ~~ , '< ( 1 ) , R ) ; 
END: FIRF:ENO; FREF S~VE,STATF,ST\B; 
/~.t\KESTP: PROCEOUPF( MAP~JX, STRII\lGUJ!JIC~TOR, NNJ~ 
I* RETURNS BJTSTRINGS IN ~STRING, f~CH ELEMENT *I 
I*= ROW OF M~TRIX IF STRINGINDIC~TOR = LB, OR EACH *I 
I* ELE~.i!~NT = COUJ'vl~'-J fJF Mll.TRIX Tf ST~PJGINOIC/\TUR =OR*/ 
DECLARE MATRIX{*,*) BIT(l} PACKED, 
STRINGINDICATOR 8INARY FIXED(l) ; 
IF STRINGINOICATOR = lB THEN DO I = 1 TO PINU; 
8STRING(NN,f) = ''A; 
DO J = 1 TO RUWMAX ; 
11STRING(NN,I) = RSTRING(NN,I)tJ P-1\TR[X(I,J)); 
END ; END ; E:L SE DO I = 1 TO Rf.H·JMA X; 
RSTRING(NN,IJ = ''R; 
00 J : 1 TO PJN0-1; 
GSP:UNG{NN,TJ = 8STRING{NN,Illt 
FNO ; ENO ; RETURN; 
( M '\ T l?, I X ( .J 1 l ) ) ; 
END "'11\KESTR; 
DEC t A H E 04 , H 2 , F , G , H ) 8 I T ( P Il'l f) 
.tL l OC ·~ T E ',4, W 2, F , G , H, R S TR. I NG; 
-1) CONTROLLED; 
(,~LL i-1i\KE~fR{ f10fllMX, 08 1 18); 
C!\LL 'HIKfSTR( Nl,\SK , 08,. lOR); 
C H r:: C K : f) !! T ::: 1 T 0 R Oi-J ~Ji /\ X : 
\"11 = fF1flL { R 5 T P IN G ( 1 , I l , !J, S T H I 1\J G { 2, I) , ' 0 l l 0 • fl. ) 
CLEAR: on K = I+l TO ROWMAX; 
W2 = 800L(•3SfRING{l 1 K), RSTPING(2,Kl, '0110'8} 
F = 8 0 IJ l { R S T R HJ G { 1 , Il t R S T R ! N G ( l , K ) , ' 0 l l 0 ' A } 
G = WJOL( F, W, '0010'B 1; 
H = ROOL( G , 142 , '0010'13 ) ; 
JF H = 'O'B THl:N PI\RTITION: OO; 
MI\SK( PINO, I> ='O'R; 
ROOLNX(PJN0 7 K) = 'l'R; 
PINn = PTNO + 1 ; 








END CLEAR ; FNO CHECK ; PtNO = PINO - 1 ; 
00 [ = PINO Tn lB RY -18; 
RE2: 00 J = I -18 TO lB BY -1: 
00 K = lR TO ROWMAX; 
IF {{BOOLMX(I,K) ,= BOOlMX{J,K) JI{M\S~{l,K) ,: MASK(J, 
K))) THFN GO TO END_RF2; END; 
I* REACHED ONLY IF PARTCTl=PART(J) *I 
OD K = lP TO ROWMAX; 
MASK( I ,K) = ~,,ASK{P INO,K l; ENO; 
PINO = PTNO - lR; /* REDUNDANT PART(!) DELETED *I 
END_RE?: END RE2; 
END; 
IF SUBSTR(AJTCODE~l,l) = '0'8 THEN DO; 
PUT EDJT('MATRIX TORE PASSED TO REDUCTION ALGORITHM', 
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' #2: 1 )(S~IP(1)1A,A); 
00 T=l TO PINO; 
P!Jf EIJfT{(RnOtHX(I 1 J),f~!:J.<;K{I,J) DO J=l TfJ l{fJW~.~X))( 
X(2) 1 !3(ll 1 B(l})SKIP{~); fl\!11; 
FREE STATF,SAVE,STA8,~STRI~~,W,W2 1 F,G,H; 
RETURN; FNO; 
O~Ct_.li.PF {COUNT, MINCOUNT, r·HNCOL,SIJ"'1l,SIJ~>12) 
OEC FIXf0(2); 
r~ T NCOlYlT = PI NO; 
OD I = 1 Tn ROWMAX; 
S tJ M 1 = 0 ; S tJ ~ _? -= 0 ; 
OQ J = 1 TO PJNO; 
SU~~2= StJM?.+BINP-1AS!<{J, I) l; 
SUMl= SUMI+BIN(BOOLMX{J, Ill; 
E "lD ; C OU 1\! T = S W4 ? - SUM 1 ; 
IF COUNT< 1\lllNCOUNT THEN 00; 
MI NCOL =I; 
~INCDUNT = COUNT ; fNO; END; 
/*COLUMN MINCOL CONTAINS MINCOUNT DONT CARES */ 
SIZEl = PINO + MINCOU~T ; 
PUT EDJT('MO OF PARTITIONS+ COMPLE~ENTS GE~EPATED = •, 
Sf ZE l) {SKIP { 3), A, F{ 2} 1; 
ALLOCATE UNGER,ROW; 
I* UNGER = 1 WHERE CfHIJPl OF P/\RTN NEED BE CllNSIDF.REO*/ 
PUT EDIT ( 'R. I TSTR I NGS TO BE TR Al\JSMI TTEO TO REDUCT ION' 
,• AlGORITHM #l!'J(P.AGE,A,A); 
U~GFR = ''R; X= lB; 
C 1\ lL \1/l. K l: S T R ( ~3 DOL M X , 1 ~ , l t~ ) : 
CALL MAKESTR( MASK, IB, lOB); 
00 J = 1 TO PTNO; 
P 0\H J ) = ( 81) T R I N G { 1 , J ) J I P. S T R I 1\l G ( 2 , J ) ) ; 
IF BODLMX(J,~INCOL),= MASK(J,MINCOL) THEN 
UNGER = ( (tJj\!GPU If { '1'8) J; ELSE 
UNGER= ((UNGERJJIPO'B)J; 
IF BOiltMX(J,M.INCOLl='l'8 Tt~FN IH1WtJ}-:::(,BSTRfNG(2,J)) JJ 
(-,J1STRJNG(l,Jll; 
PUT EDIT( ROtHJl ){SKIP( 1) ,Cf1LU!'-1N(5) ,TH; 
END; 
FREE BOOLMX,MASK,RSTRING,W,W2,F,G,H; 
PUT EDIT ('VECTOR TO BE USED TN FOLLOW[NG PROCEOURF'}( 
SKIPC2) 1 fd; 
PUT t!ST(UNGERl; PUT OATA(PINO,RfJW"'ii\XJ; 
GO TO ENO_RJSPRT; 
ERR: PUT EDIT ('NO PARTITIONS FXCEFOS AVAILA.HLE ', 
•STORAGE. INCREASE AX AND RERUN.'l(PAGE~A.,AJ; 
OK = '0 1 B; 
ENO_RJSPRT: ENO RJSPRT; 
(SUBRG):RJSMAX:PROC;/*HOPFFULLY FASTER MAX INTERSECT*/ 
PUT EOIT( 1 TIME ON ENTRY TO SUBPROGRAM RJS~AX =',TIME 
){SKIP ( ·:n, A, A}; 
'****************************************************' 
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I* GIVfN A SET OF PdRTITIONS IN BOOLE~N M4TRIX FORM 1 */ 
I * T H f S P P 0 G P N~ I< ,~ P T 0 L Y F I N D S A L l '-1 ~X I ~~ !\ L PH E q S E C- "!.< I 
I* ARLES OF THE GIVEN MATRIX. THESE ~RE SfORFO IN *I 
/~ BlTSTPING FORM IN APRAY 'CLASS•. 
!****************************************************' 
DFCLARE NU~MnX BIN ~IXfO{ 1~) EXTERN~L, 
POW(PJNO) RIT(?*ROWM4X) CONTROLLED EXTERNAL 
PAC!< EO, 
CLASS{*,*) RIT!PIMO) CONTROLLED EXTFRNAL 
P.I\CKEO, 
UNGEP BITtPINO) CONTROLLED EXTERN.I\L, 
PINO OFC FIXE0(3) EXTERNAL, 
(ROWMAX,COLMAX) DEC FIXE0(3) EXTFRNAL, 
SIZEI BIN FIXED[l5l EXTERNAL, 
4V DEC FIXE0(4,l} EXTFRNAL; 
I* ABOVE DATA REQUIRFO INPUT/OUTPUT FOR THIS ROUTINE*/ 
DECLARE ARRAY(SIZEl) BITfSIZEll CONTROLLED PACKED, 
L RJN FIXf0(15l INITI~l{08), 
(t:mur<'I,OOUM} 8ITCPINOl CONTROLLED, 
COUM BIT(SIZEI} VARYING CONTROLLED, 
TARLf{SlZFl-PINU) B£N FIXE0(15) CO~TROLLED, 
CIN,INX,COUNTti.fJ) BIN FIXED{l5), 
MAYREfSIZEl*ROWMAX*.7) ~IT(SIZEll CUNTROLLFO 
P,ACKEO, 
fOUM~Y,PniNTl RIT{SIZEll CONTROLLED, 
CFJRSTI,LASTI,fiRSTJ,LASTJ) BITfROWMAXJ 
co~~TROLL EO; 
ALLOCATF ~RRAY,BPU~,LASTJ 1 DDUM,CLASS(5*PINO*AVt2>t 
CDUM,MAYBE,DUMMY,POINT 1 F[RSfi,LASTI,FJRSTJ, 
TARLE; 
I* ROW = [~PUT PARTITIONS 
I* CLASS = OUTPUT MAXIM4L fNTE~SECTABLES 
I * NU W4 A X = N U ~-1 R E R 0 F M • I • I N C l A S S 
I* UNGER = LIST OF PARTITION COMPLEMENTS 
I* ARRAY = LIST OF PAIRWISF INTERSECTARLES 





*' I* POINT= BACKWARD LIST OF PARTITIONS IN lAST 
PUT OATA{~V,ROWMAX,COLMAX,PINO, SIZEl) SKIP{l); 
PUT OATACUNGfRl SKIP(l); 
MAYBE*/ 
PUT EDIT{'INPUT PARTITION liST FOLLOWS:'}(SKIP{4}, 
.~l!CROW{I) DOT== IB TO PlNDl){SKIP{l),.fH; 
NJ.H4MAX = 0~; 
I* FORM PAIRWISF INTERSECTABLE LIST IN ARRAY *I 
00 I = 18 TO PINO; 
FIRST! = SURSTR(ROW(l),l,ROWMAXl; 
LAST!= SUBSTR(ROW{I),POWMAX+l); 
cour" ·= 'l'B; 
00 J = I+lB TO PINO; 
FIRSTJ = SURSTR(ROW{J},!,ROWMAXJ; 
LAST J = SlJ!3STR {RfJW{J) .,ROWMAX+l J; 
IF (800L(FlPSTI,LASTJt'0010'R) IBOOL(FIRSTJ,L~STI, 
1 0010'13)) ='O'B THEN CDUM = CfCDU~ll]f'l'R)}; 
ELSF COUM = f(CDUMJif('OtBJ); 
END; 
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BDlJ~-= UNGER; IN= t"'mEX{P,OU1-h 1 l'A); 
DO H H H. E t IN > 0 8 ) ; 
FIRSTJ = {-t(SUBSTR{ROW( lN),~OWMt\X+lH J; 
LASTJ = f,fSUBSTq{POWfJM) 1 l,ROWMftX)J); 
TF tB0~L{FIRSfi,LhSTJ,'0010'Alf~OOL(FIRSTJ,LASfl, 
'0010'~)) = 1 0'~ THEN CDU~ = CtCDlJIII)JJ{'l'~lJ; 
FLSF COU"~ = ({COU~)JJ('O'R}); 
SURSTR.fROUM, lN,l) = '0'B; lt-.J = l"JOf::XtAOUM,•t•r~); 
END; 
ARRAY(f) = '0'B; SUBSTR(ARRAYCil,I) = CDUM; 
f:=ND~ 
B DUt-1 = UNGF.R; C OtJNT = 08; 
IN= I~OfX(BOUM,'l'R); I* lOOP THRU l'S IN UNGER *I 
DO WHILE (IN> OR); 
COU~ = ''B;. COUNT = COUNT + lB; 
TABLE(COU~Tl = IN; 
FIRSTI = «~SUBSTR(ROW{JNJ,ROWMAX+l)); 
lAST!= (,SUBSTR(ROW(IN),l,ROWMAX)); 
OOUM = UNGFR; INX = lNOFX{OOUM,•t•BJ; 
DO WHILE (JNX > 08); 
FTRSTJ = (~SUASTRCROWCINX),ROWMAX+l)); 
LASTJ = f,SUBSTRlROWtiNXl,l,~OWM4X)); 
IF {ROnLCFIRSTI,LASTJ,'0010'~)1RUOL{FlRSTJ,LASTI, 
'0010'fH) ='O'B Tt~EN CDUM = {{CDU~Jfff'l'8)l; 
F.L SE CDU"l = ( (CDUt-1 J I If' 0' A)); 
SURSTR(DOtJM,INX,l)-= 'O~R:INX = INOEX{DOUM,'l'R); 
fr-.J o; 
ARRAY{COUNT•PI~0) = '0 1 ~; 
SU~STR{~PRAYfCOUNT+PI~O}, PTNO+l) = COUM; 
SUBSTR{ROUM,IN,l) == '0'B; IN= Il\!DEX(BOUtA, 1 l 1 8); 
END; 
I* ARR A V HAS 13 f: EN l. 0 A 0 E 0 W I T H R I T ST~ I ~G S PJIJ I CA T I NG *I 
I* PAIRWISE INTF.RSf:CTIONS . *I 
PUT EDIT( 1 ARRAY OF PAIRWISE INTERSE~TABLES FOLLOWS!')( 
P~GE,A)((ARRAV(l) DOT= lB TO SIZEUJ(SKIP(l) 
' f3 l ; 
PUT FOIT('TIME AT START OF M.I. GENERATION= •, 
TIMf){SKJP{2),A,A); 
PUT EDIT{ 1 MAXTMAl INTERSECTARLES GENFRATEO BY RJSMAX', 
• FOLLOW: ' ) f P AG F, A, A l ; 
A: 00 I = 18 TO SIZE! -18; I* LOOP PARTITIONS *I 
PUT EOITC'TIME IN FNTRY TO ~,I, ' LOOP= •,TIME)( 
SKIP(~},A,F(3),A,Al; 
I* AT THIS POfNT All M.I. CONTAINING PARTITIONS *I 
l* NUM8F.REO LF.SS THAN I HI\VE REEN GF.NERAfEO *I 
M4Y6EC18) = ARRAY{!); 
J = 18; POINT = 1 0 1 8; 
I* POINT = 1 FOR DECISION POINTS----BACKWARD *I 
IN -= I; 
IN =IN+ INOf:X(StJBSTR(MAYf3f:{JJ,IN+lf1),•l'8); 
8: DO WHilf (IN> OR); 
I* LOOP THRU PARTITIONS INTFRSECTABLE WITH MAY8E(J) *I 
SUBSTR{POINT,SIZEl-IN+l ,1) = 'l'B; 
DUMMY= ARRAYfiNJ; SUBSTR(DUMMY,ltlNl = SUASTR(MAYUE( 
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J),l,I1\l); 
,J -:::: J + J.R: 
:>.~ ~ Y r1 E ( .n = B o c L ( fi.H\ Y r~ E r J - 1 8 ) , n ' H~ rc1 y , • o o o 1 • B > ~ 
I r- I N = S f Z f l T H f N GO T f) i'-~ A X T ; I* l I\ S T P A ~ T l T I 0 N '*I 
~~~x =TN+ INOEY{SUBSTR(',/\YnE(J),!l'H-H~),'l'Bl; 
IF !N -= P·lX THEN GO TO "H.XI; 
fi';. NO OfiPTITTO~~s TNTEPSECTA11l.E i-!fn; M.'\YBE{.Jl REr~.'\lN *I 
IN= I'·1X; 
F-NO B; 
~'1AXI: I* THIS POINT REACHED 01\JLY IF A r~.I. IS FfJU!\10 "'f.l 
I* WHICH CONTATNS PAPTITIUN(f). THIS ~.J. ~TOREO IN *I 
I* MAY9E(J}. *I 
I* NOW GENERATE SECOND HALF OF ClASS *I 
DOU~ = '0'B; CDUM ~ SUASTR(MAYBf{Jl.PINO•lJ; 
JN = T!\JOFX{CDU~1,•l'f:\J; I* tN = CQr·1Pl "'10 IN rJ..I. *I 
I~ IN = np THEN GQ TO RECORD; 
C: DO WHfLF. {IN > OA}; 
S U 8 S Tl~ ( 0 n lP1 , T A g l E { I N J , 1 l ~ 1 1 ' B ; 
SU~STR{COUM,IN,I) = '0'8; IN= P.JOEX<CUUM,'l'R); END; 
PECORD: BOUM = SUASTP(MAY~f(J),t,PINU); 
IF SURSTRfDOUM,SI?El,U ::::: 'l'B THEN L = 111; 
IF I = SI7El THEN IF t = 0~ THFN DO; BOU~,OOUM = '0'B; 
IF SIZEl = PTNO THEN SURSTRfADUM,PJNO,ll = '1'8; 
E L s E s u ll s T R { f) Ol J M t p I 1\l 0 ' 1 ) = I 1 ' R ; j:. N 0 ; f l s E ; 1::: l sF. ; 
00 K = 1~ TO NU"1MA.X; 
IF C { {BOOt { Ct ASS ( K , 1 R) , f:l 00 ~_,, '0 l 00 'fH ) t ( ~fJOl { 
r:ll\SSfK ,lOI=\l,fJOU~"','Ol00 1 G)J} = 'O'Il Jl 
({(ROOl(ClASSCK,lOB),~fJUM,'OlOO'~l) J<~U~L( 
ClASSf'K, lBl,OOUM., '0100'!3) )) = 'O'fH THEN 
GO TO O; 
FNO; 
NU~MAX = NUMMAX + IB; 
Tf- NUW•i.I\X > HROUNDfCLASS, l) THFT\J DO; 
PUT EOIT{'NUM~ER OF ~AX. TNTERSFCTA8lES TOO GRFAT '• 
'FOR AllOCATED STORAGE•,• AV = •,AV, 
' • INCPFASE AV ANO RERUN.')(PAGE,A,A,SKIPfl), 
A 1 F(Lt 1 U,Al; 
GO TO END_RJSMAX; 
ENO; 
ClASSfNUMMAX, lB) = ROUM; 
CLASS{NUMMAX.IOAJ = DOUM; 
PUT FOITCNUMMAX,BDUM,OOUMl(SKIP(l),F(3},COLUMN(l0),8, 
SK TP ( l), COLUMN( 10), B); 
0: IN= SIZfl- INOEX(POINT 1 'l'BJ + 1~; 
I* PA~TITTONCIN) WAS THF LAST ONE ADOEO TO MAYBE{J) *I 
I* AND MAY CONFLICT WITH PARTITIONS lOWfR ON THE *I 
I* liST, RESULTING IN THEIR DELETION FROM THE M.I. *I 
I* JUST FOUND *I 
IF J = lR THEN GO TO END_A; 
IF (MAYRE(J) = MAYBF(J-lB)l THEN DO; 
J = J-18; SUASTRC~OINT,STZEl-IN+lB,l) = •o•B; 
GO TO O; END; 
ELSE on; 
I* THfS POINT REACHED ONLY IF LOWER PARTlTION(INXJ *I 
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I* CONFLICTS WITH ~AXT~Al JNTERSFCT~RLE MAY~F(J) *I 
SURSTR(MAY!1EfJ-1P.),IN,l) = '0'8; 
SUBSTRCPOTNT,SIZFl-IN+ lR,ll = '0'8; 
IN= IN+ TNDEXCSUBSTRC~~AYBE{J-t),It~+l),'l'~J; 
J = J -IR; GO TO B; 
Ei\JO; 
ENO_A: END A; 
F ~. E E UN G E P , A R P 1\ Y , 8 nu T'-1 , C 0 U ~-1 , ~1 A Y B F. , 0 U W1 Y , P n I N T , F 1 R S T I , 
LASTI,FIRSTJ,LASTJ,DDUM,TABLF; 
P 1J T F D IT { 1 T I ME 0 N f X I T F R 0 M SUB P R OG H A,.., R J S ~-11\ X = ' , 
TJME)(SKIP(4) 7 /\,A); 
E"JO_RJSMAX: END RJSMAX; 
WLSCOV:PROC I* BRANCHING ROUTINE FINDS MJN CODES *I 
PUT EOTT ( 1 TI~F ON ENTRY TO SUAPROGRAM WLSCOV =•,TIMF) 
( SK T P ( 4) , A., A ) ; 
DECLARE I* nATA INPUT/OUTPUT THIS SU~PROGqAM *I 
NUMMAX BIN FIXF0(15) EXTFRNAL, 
POWCPINO) RJT(2*ROWMAXJ CONTROLLED fXTERNAL 
PI\CKEO, 
CLASSf*,*l BITfPINOJ CONTROLLED EXTFRNAL 
PACKED, 
PINO DEC FIXEOf3) EXTERNAL, 
ROWMAX DEC FIXF0(3) fXTERNAL, 
CO~E(*,*,*) BIT(ROWMAX) CO~TROlLfD EXTERNAL 
P!\C'<EO, 
Nl.J~COV BTN FIX£0(7) eXTERNAL, 
MINCOVCAR} BIN FIXEDf7) CONTROLLED EXTERNAL, 
OK !ill{l) EXTERNAL, 
(AR,AT) DEC FIXED(4,ll EXTERNAL; 
DECLARE CTESTRtNUMM~X),CODESTR,COVSTR(O:AT)) 
BITfPINO) CONTROLLEO, 
RAOCHECK(AT,NUMMAX} ~ITtPINO) PACKED , 
RAOFLAG{AT,NUMMAX) BIT tl) PACKED, 
MAKFC00f(2) LABEL, 
(JNOXX(PINO},PATHCAT)) BIN~RY ffXEO 
CU"'T!~OlLEf), 
PATH" BINARY FIXED INITIAL(lBJ, 




I* TESTR(I) INDICATES THE COLUMNS COVERED BY INT. l */ 
I* Al.FA(J) IS 'l 1 R HHERE t-'IAX INT COVERS PARTITION J */ 
I* INOXX(J) fS CURRENT INT COVERING COLUMN J *I 
I* COVER( I,*) INDICATES THE MAXP·H\L INTEHSECT/H3LES *I 
I* IN THF I~H COVERING SET *I 
I* PATH(K) IS KTH TNTERSFCTARLE IN CURRENT PATH */ 
I* NtP1GOV IS # OF COVERING SFTS OF lNTF.RSECTI\BlES *I 
I* MINCOV IS MINIMUM # OF INTERSECTABLES REQO *I 
I* f.HEK{K) SHOWS INTERSFCTABLES IN KTH COVER *I 
I* COVSTR( IJ IS MASK OF COVF.R OF FIRST I INT. OF PATH*/ 
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'*****************************************************' 
M .. LDCATF !\LFA,TNDYX,PATH,T!:ST~,COOE:SfR.,CfJVSTP; 
ALLOCATf '4INCOVI /'.P.) ,CHEK9lJU¥.1~iY,COVER; 
!I.LFA = 'O'R; OU"'lMY-== '0'~3; 
PUT EDIT (' THE INTEHSFCTARLE COVE~ING PRURLE~') 
(PAGE,h); 
00 I I = 1 TO NU~ l\1! ll X; 
TFSTR(JI) = ClASS(II,UICL!l.SS(II,~); 
CODfSTR = TtSTRtTil; 
IN =INOEX{COOFSTR,'l'Rl; 
DO WHILE CIN>Ol; 
SUHSTP (.l\LFA( Tl'O, I I, l} ='l'R; 
SUBSTP(CODESTR,IN 7 ll = 'O'R; 
IN =INOFX(COOESTP,•l'BJ; 
END; 





CODESTR =,CQVSTR{O); I* TEST STRING OF ALL l'S *I 
AAOFLAG =' 0 'B; BAOCHECK =CODE STR; 
I = OB; 
FORWARD: I = I+l~; 
IF I >M I NCOV { 1) THF.N GO TO BACKUP; 
J = INOEX(COVSTR(I-lB),'0 1 B); 
IF J = OB THFN GO TD MUST_COVER; 
IF '3/IDfLAGfi,J) ='1'~ TI-H:N 
I t= B nn l ( P. ~'• D CHECK { J 7 J ) , C OV :S T P ( I - l 13 ) ., • 0 r)l 0 'fq 
I* 8/\0CHECK(*,*l K-POSITTON =1 IF i\JO COVeR FOR l<TH *I 
I* PARTITION EXISTS AT THIS LEVEL~ =0 If COVER *I 
I* DOES EXIST. *I 
I* INITI!\LI7f: BAOCHfCK TO 1 1'1:3 *I 
-.= '0' B 
THEN I* Nn COVEPS CaN RESULT FROM sqANCHING PAST *I 
GO TO ~ACKUP; I* THIS PUTNT */ 
Et SE; ElSE; 
INOXX(JJ =INDFXIAlFA{J).,'l'q); 
BRANCH: PATHtl) =INDXX(J); 




COVSTR(I} = COVSTR<I-lBliTfSTR{PATH{l)l; 
MUST_COVER: IF COVSTRIIJ = COOESTR 
THEN DO; 
PUT EDIT (' COVfR' HSKIP,XIlO) ,!\); 
IF { I<MINCOV( l) l I ( lNUM.COV=ARJ&(I=MINCOV( 1 l )) 
THEN DO; NUMCOV = tB: 
PUT EDIT {I,' VAI"{IAI1LE COVERS: ') 
(S!{!P(2) .,X(5} ,Fen ,A); 
ENO; 
ELSE no; 
00 K =l TO NUMCOV; 
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IF DUMMY = CHEKfK) THFN BO TU OUP; 
END; 
NU~COV = NU~COV+lA; 
FNO; 
CHfK(NUMCUV} = OU~~Y; 
00 II=l TO f; 
COVER CNUMCOV, I I ):::PATHC I I>; 
END; 
OUP: f'>HNCOV =I; 
PUT FDIT lNUMCOV,' AFTER 1 1 °ATH~,• PATHS') 
(FC3J,A,F{6),A}; 
I = I +IB; 
IF NUMCOV = AR THEN DO; 
MINCOV = MINCOV-1~; 




ELSE GO TO FORWARD; 
BACKUP: I = I-lR; 
IF I = OR THFN GO TO OUT; 
SIJ11STR{DU~,MY,PATH( I ),1) = 1 0 1 8; 
J ~ INOEXfCOVSTRtl-lR),'O'Rl; 
JNOXX = INOEXCSUBSTR{AlFA(Jl,INOXX{JJ+lBJ 1 '1'8); 
IF JNOXX = OB THfN DO; 
l F I = M f NC 0 V ( l ) 
THEN 9AOFLAGCI,J) ='l'B; 
Gfl TO Bl\(!{UP; 
END; 
FLSE INOXX{J) = JNDXX+INOXX(J); 
PATH# = PATH# + 18; 
GO TO BR AII.JCH; 
OUT: IF NUMCOV = AR THEN MINCOV=MINCOV+IB; 
PUT EDIT ('MINIMUM COVER IS •,~INCOV{l), 
' INTERSfCTABLES'JCS~fP(;?J,A,F(?J,A}; 
F IN I! T F NUMCOV = AR 
THEN PUT EDIT (' ONLY 1 ,AR, 1 UNIQUE ASSIGNMENTS •, 
'PR f SERVED. ' ) { SKIP ( 4} , A , F ( ?. ) , A, -~ ) ; 
ELSE PUT EDIT {NU~COV,' UNIQUE ASSIGNMENT(S)t) 
(SKIP(4),X(2),F{2l,AJ; 
AR = MINfNUMCOV,AR); 
ALLOCATE COOEtAR,MINCOV( 1),2); 
M = R 0 Wf-t A X ; 
DO II=l TO AR; 
PUT FOIT( 1 MINlMAL COVER •,II){SKIP(2),X(o),A,F(2)); 
on JJ=l TD MINCOVllt; 
(flOE( II,JJ,U='O'B; COOE(I[,JJ,2}-=-.COOF.{II,JJ,l); 
PUT EDIT {COVERtii,JJ))(SKJP,XfSJ,F(5J); 
DO K3 = lR,lOB; 
CODESTR =CLASS{COVER(II,JJJ,K3l; 
IN =INDEXCCOOESTR,'l'R); 
00 WHILE (!N>Ol; 
GO TO MAKECOOE{K3l; 
MAKECODE!tJ: CODECIT,JJ,l)= 
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C 0 DE C J I y J J, 1 l f SUR S T I{ t R D W { PH , l , M) ; 
en o t: r I T , .J J., 2 ) = 
C 0 Of. { 1 l t J J, 2 ) & S u~~ S T R. (~OW ( IN) , M+ l, ""1) ; 
GO TO ?-40RF; 
~AKFCODE<2J: CODECIT,JJ,l)= 
ROOLCCODF{ I I,JJ, l l ,'S09STR {ROW{!'\!} .,~-1+111\1), 
'lOll'R); 
CO DE ( I I, J J, 2) = 
BOOLtCODElii,JJ,ZJ,SUBSTH(ROWflNJ,l,Ml, 
'00l0'B); 




PUT EDIT (C0Dffti,JJ,l),CODE(II,JJ,2)) 




IF NU~COV = 08 THEN OO; 
PUT EDITC'TAALE CANNOT RF SUCCESSFULLY COOED WITH •, 
AT,• VARIARLES. INCREASE AT AND RERUN.'){ 
PAGF,A,F(2),A}; 
OK = '0' B; EN 0; 
END WLSCOV; 
Wl SCG2: PROC; 
PtJT EOITC'TIMf ON E"HRY TO SUBPROGRAM WLSCG?. = ',TIME)( 
SKJP(4l,A,A); 
DECLARE I* DATA INPUT AND OUTPUT THIS ROUTINE *I 
{ROOLMXf~X,ROWMAXJ,MASK{AX,qOWMAX)) BIT(lJ 
CDI\lTROllEO PACKED EXTERN~L, 
CODE(*'*'*) RIT{ROWMAX) CONTROLLED EXTERNAl 
P~CKFO, 
NUMCOV RIN FJXE0(7) EXTfRNAt, 
~TNCOVfARl BIN FIXEOf7) CONTROLLED EXTERNAl, 
ROWMAX DEC FJXED(3) EXTERNAL, 
PINO DEC FlXf0(3) EXTERNAl, 
OK RITlll EXTFRNAl, 
(A~,AT) DEC FJXE0(4,1J EXTFRNAL; 
OECLARF. fTESTl4),RtJtE(4)) LAREL, 
Af2*ROWMAX) BINARY FIXED (l) CONTROLLED, 
(8,C) (PINOJ BIT (ll CONTROLLED, 
0 CPIMO) BI~ARY FIXED {7J CUNTRULLEOt 
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BRANCH(08:100008) R{TfATl PACKED CONTROLlED, 
BCOUNTflOOOOR) BIN FIXED CONTROLLED, 
ASfT{ROWMAXI BIT (l) CONTROllED, 
HOLDfROWMAX) BITCIJ CONTROllED, 
CVARJl,VARI2,VARJl,VARJ2l 81TfROWMAX) 
CONTROU ... FO, 
CISAVf(5),ITSAVf(5)) BINARY fiXED, 
tPASSJ,#ONES,~ZfROS,COLTESTJ 
1311\JARY r-IXFO, 
(ITFRJ\Tlf1N, P!CCIV, lfCHOlCf:S) 
RINARY ~IXFO INITIAL COHl; 
!~****************************************************' 
I* A(*} lS THE S TR f!'J£; REING GENERATF.O *I I,._. fH Il IS ' 1 ' R IF ROW I IS STilt D 01\1' l C 1\R E *I 
'""' 
C ( I) IS 1 1 f !3 IF P.OW I DOFSN 1 T FIT I!\J *I 
I* I)(I} CONT f, T NS TABLF Wt-tEP E ROH l IS CQVf:RtD *I 
I* RRANCH ( *) INDICA TFS ~EQO. CHOI CFS FOR P-HS ? ~ TH *I I,-,: KOUNT COUNTS THE f:Hf11CES I l\l CUHq EN T PATH *I 
I* BCOUNT(*) IS 
" 
OF CHOICES IN BRANCH{*) *I 
I''~- PASS# IS # OF CURRENT PASS ( ~q ANCH EXPLO~f-~0) *I 
'*****************************************************' 
AT = MAXf~T,PIMQ/llB); 
ALLOCATF A,B,C?O? ASET,HOL0,MI~GnV(AR)• 
COOEIAR,AT.lOBl,BRANCH,qCOUNT; 
K=lB; l=lR; I*** TfMPORARY ****I 
NUMCOV = lR; 
NOUP = OB; Kl6 = OB; 
PASS# = og; BRANCH{OB) ='O'R; 
RESTART: I* GENERATES A SET UF COV~q PARTITIONS *I 
I T E R AT I 0 N = 0 B ; K OH l\1 T = 0 B ; 
~= •on~; C= '0'8; 0= lllli3; II= t~; 
NEW_TABlE: I* GENERATES A COVE~ PARTITION *I 
ITFRl\TION = ITf~AfJ(J,I\l+lB; 
IF ITEqATION > AT THEN DO; 
OK ::: '0' R ~ 
PUT fOlf{i!JN>\ULE TO ()lVEf< MATRIX IHTH 1\T V:'\RIARLcS. ' 
,snorJONALLY (NCPF~SE AT ANQ RFRUN.'){P~GE, 
AJ; PUT OATA(AT}; GO T~ END_?; END; 
COLTEST=OR; I*** TEMPnRARY ***I 
PTCOV = 0:3; 
DO J=l TO POWMAX; I*** FINO 1ST CUL TO SET ***I 
C/\Ll COUNTOI; 
GO TO TEST (K}; 
TfST( l): IF (#ONfSi-#lFROSJ>COLTFST 
THEN DO; (OtTfST=HONES+#ZEHOS; IND=J; 
IF flONES>!JZEROS 
THEN CALL SET( lR); FLSE CALL SETfOB}; 
END; 
GO TO END_LOOK; 
TEST(Z): GO TO ENO_LOO~; 
TESTfl): GO TO ENO_LDOK; 
TEST('+l: GO TO END_l.OOK; 
ENO_LOOK: ENO; 
COUNTOl: PROC; I* COUNTS 0'5,1'$ IN COt J *I 
~!ONES =OB; If Z EROS=OB; 
OD I =l TO PINO; 
IF ({B{IJ='l'AJJ{C( ll='l'B)J(O(I)<lTERATlON)) 
THEN GO TO ENO_COL; 
IF AOOLMX{f,J)='l'B THEN #ONfS=~ONES+lR; 
ELSE IF MASK(J,J)='O'B THEN #ZEROS=-ZEROS+tB; 
ENO_COL: FNO; 
NlJ~DIFF = #ONES-!f.ZFROS; 
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ENO COUNTO l ; 
SET: PRfJCfOURE{X}; OECLARF X RINl\RY FIXE!) (l); 
A(IND)=X; ACINO+ROWMAXt=X; END SFT; 
on l=l TO PINO; I* SET 1ST COL ANO t\(DO"'JT CAR.FS)*/ 
TF O(f)<ITERATION THEN GO TO END_SFT; 
IF ROOLMXti,INO)=MASKti,INO) 
THEN IF ACIND>~=~OnL~X({y[NQ) 
THfN CALL CO~PROW; ELSE; 
Fl SF B { I ) = I 1 • B; 
END_SET: ENO; 
COMPROW: PPOC; I* COMPLF.~F.NTS ROW I */ 
DO M=l TO ROW~AX; 
IF BOOLMX(I,M) = '0'8 THEN HOLO(M) = '1 1 8; 
Fl SF HOt 0{ M) = '0' A; 
IF MASKCI,Ml = '0'8 THEN ROOLMX{(,~} = '1'~; 
ELSE BDOL~XII,M) = '0'B; 
MASK( I,Ml=HOtDtM); END: END C0"4PROW; 
ASET='O'R; ASET{INO):'l'B; 
00 N=2 TO ROWHAX; I* SET RE~AINING COlUMNS *I 
COLTFST=OR; I***TFM.PORARY***/ 
MINOUT=PINO; 
00 J=l TO ROWMAX; I* EXAMI"'E RE'-'AIT'.JING COlS *I 
IF ASfT(J}='l'R THFN GO TO FNO_SCAN; 
CALL COUNTOl; 
GO TO R UL E ( L J ; 
RULE(l): JF ABSCNUMDIFF) > COLTEST 
THFN DO; COLTEST = A~SfNUMOIFFl; 
IND:: J; IF ·~U-.,'1IFF >OR 
THEN CAll SETflBl; 
ELSF CALL SET(OR); 
END; 
ELSE IF COLTEST = OB 
THEN IF #ON~S < MINOUT 
THEN 00; ~fNDUT ~ #ONES; 
I NO = J; 
IF #ONF.S = 0~ 
THEN DO; 
ENO; 
A ( I NO} =" 0 ' B ; 
AfiNO+ROWMAX) =•I•n; 
ENO; 
GO TO F.ND_SCAN; 
RULE(2): GO TO F.NO_SCAN; 
RUL F { ~) : GO TO END_SCJ\N; 
RULF.(4): GO TO f:NO_SCAN; 
fND_SCAN: FND; 
IF (COLTEST=OB)&{MlNUUT>OB) 
THEN DO; KOUNT = KOUNT + lR; 
IF PASS~ = 08 THEN GO TO ARBOEC; 
IF KOUNT < BCOUNT(PA~SH) TH~N DO; 
CALL SET(BIN{SUBSTRCRRANCHCP~SSH), 
KOUNT?l~))); 
GO TO SFT_INO; END; 
IF KOUNT :::: BCOUNTCPASS~) THEN DO; 
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CI\Ll SET(lf.\}; 
SURST!q gi{AI\ICH{PI\SS#) ,KOUl\JT,lf:') 
='l'B; 
GO TO SfT_If\lf); 
END; 
ARAOFC: DO; I* REGIST~R ~R8IT~~RY CHOICE *I 
#CHOICES = "CHOICES +13; 
IF HCHOICES > lOOOOB 
THFN IF Kl6 = 18 
THFN GO Tn ~O_MORE; 
ELSF OO; Kl6 = l~; 
PUT FOIT { 1 16 CHOICES ENCOUNTEHED') 
tSKIP(4).1\}; 
GO TO Nn_MORE; EN~; 
BRANCH(#CHOTCES) = RRANCH(PASS#l; 
SUBSTR(B~ANCH(#CHOTCFSJ,KOUNT,l~l ='0'8; 
RCOUNTI#CHOICES) -= KOUI\.!T; 
NO_MORE: C.All SET{ OB J; 
END I* ARBQEC*/ ; 
ENO; I* OF DO FOR COLTEST=03 & ~lNOUT>OB *I 
SFT_INO: I\SfT(IN0)= 1 1 1 R; 
00 I=l TO PlNO; I* SET COL ANO B(QONT CARES) *I 
I F { D ( I l < I T ER AT I 0 N ) J ( C { 1 ) = ' 1 ' B ) 
THEN GO TO ENO_LOOP: 
IF ROOLMX( I, INO)-.=MASKf I, INDJ THEN GO TO END_LOOP; 
ELSE DO; IF AtlNDJ=ROOLMX(!,INnl THE~ R(l)-='0 1 8; 
ELSE IF R(I)='0 1 ~ THEN C(l)= 1 l'g~ 
FLSE DO; Blil -=•o•~; 
CAll CO~PROW; END; 
END; 
ENO_LnOP: FNO; END; I* COMPLETES All COLS *I 
PUT fOIT (j CODE •,NUMCOV,• VftRIABLE •,ITERATION, 
' COVERS PARTITIONS : 1 ){SKIP(?),A,Fl2),A,F(2),A); 
NROWS = 013; 
00 I=l TO PINO; I* NOTE ROWS COVERfO,REMAINING *I 
IF D{I)<ITERATTON 
THEN DO; PICOV=PICOV+lB; GO TO GO_ON; END; 
0{1) = llllR; 
IF C(l)='l'B THEN DO; B(£)='0 1 8; C(I):'O'B; END; 
ELSE 00; 0( I) = ITERATION; 
ENO; 
GO_ON: END; 
PUT EOIT {I,','}{f{3),A}; 
PlCOV = PICOV+lB; 
NROWS:NROWS+IB; ISAVfllll=I; 
CODE(NUMCOV,ITERATION,ll ='O'H; 
CODE ( NUMCOV, ITER AT I ON, 2) =-,CODE { NUMCOV, I TERA Tl ON, l); 
IF NROWS = lB THEN OO; 
I= ISAVE{TIJ; ITSAVE{IIJ = ITERATION; 
DO J =1 TO ROWMAX; 
IF BOOLMX(l,J) ='l'A 
THEN SURSTPtCOOEfNUMCOV 1 1TERATION,l),J,ll='l•R; 




II = II +lB: GO TO NEXT; END; 
00 J=J TO POh'MJ\X; I* FllL OUTPUT t\~R.!\Y *I 
IF A{J) =lR 
T H F N S l Jr~ S T R ( C 0 0 f ( !'HJ'" C 0 V 1 I T f: R t\ T I 0\l , l } , J , l ) :-::: 1 l • q ; 
ELSE IF AtJ+~nWM~X) =OB 
T HF N S U fl. S TR (OlD E { NW·AC OV, T fEY 1\T I 0:"1,?} , J , l) -= 1 0' 8; 
END; 
NEXT: IF PICOV<PT~O THfN GO TO NF:W_TABLF; 
I~ II > lOB THEN no; 
ALLOCATE VARTl 7 VQPIZ.VARJl,VARJ2; 
DO Il = 113 Tfl Il-108; 
IF I SAVE (Ill = OR THEN Gf"l TO rJFW_l; 
T = ITSAVE( Il); 
V !\R Jl = CODE { l'lUf-1COV, I 1 l); 
VARI? = COOE(NUMCOV,J,2l; 
GO 12 = Il+IB TO £1-lR; 
IF ISAVEfiZ) = OR THEN GO TO NEW_2; 
J = ITSAVE( 12); 
VARJl = CODEfNUMCOV,J,tl; 
VAPJ2 = CODECNUMCOV,J,?); 
IF fAOOLCVARil,VARJ2,'0010'~)J 
ROOL(VARI?,VARJ1, 1 0100 1 ~)) ='0 1 8 TH~N DO; 
COOE{NUMCOV,I,ll = VAP[lfVARJl; 
COOE(NUMCOV,I,2l = VARIZ&V~RJ?; 
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PUT fDIT (' PAPTITIONS 1 ,ISAVF(ll},• , •,IS~VE{l~l, 
' COMPINFD TO YifLO VA~InBLE •,ITSAVE{llll 
( SKI o {?) , X (?), 1\., f ( 1-} 7 l\, F { 1} ., /1.., F { /.) } ~ 
ISAVf::( I?) = OR; 
GO Tn NEW_!; END; 
IF (BOOLCVARI1 1 VARJ1,'000l'~lt 
ROOL{V~RI?,VARJ?,'l000'~)J ='0'8 THf::N OD; 
CODE{NU~COV,I,l) = BOOL{V4RTl,VARJ2,'10ll'RJ; 
COOfCNUMCOV,£ 7 2) = ROOL(V/I..~T~,V~RJ1,'0010'~J; 
PUT EDIT(' PARTITIONS 1 ,ISI\VE0ll 1 ', ' 7 TS.I\VEC12l, 
'COMBINED TO YIELD V/I..RlABLE ',!TSAVE(Il)) 
CSKIP(2},X{5) 7 A,F(1),A,F(3),A,F{7}); 
ISAVffi2) =OR; 




J = OB; 
00 I = lOB TO It-lOB; 
IF ISAVf(Il = OB THEN DO; 
ITER.ATION = ITERATION -lB; 
END; 
00 IT= ITSAVE(IJ-J TO fTFRATION; 
COOE(NUMCOV,JT,*) = CODEtNU~COV,IT+lB,*J; 
J = J + IP.; 
END; END; 
IF ISAVEtii-lRJ = OR THFN 
ITERATION = lTfRATION - lB; 
END; I* LOOP IF II> lOB *I 
b~ I ~'.!COV { 1\lU~~COV ):::: I TFR 1\ T TON; 
ONE: DO KONE=l TO NU~·iCOV-1!3; I* CO:v\PI\~E ;.'\LL PREVIOUS *I 
If !·HNCOV{NU!viCOV)-,='n~~cOV{I{f1\Jf) n-n:r-.1 GO TO ENO_ONC; 
T\tH1: 00 KTl:FJ=l TO :VliNCOV(NUiJ.COVl; I* ALL NF\..J PJ\Rf. 1.~1 
DO KTHREE::::l TO .'-HNCOV(KONE); /)i: AGAINST CDVFR Kl*/ 
IF CCODf{~UMCOV,KTWO,ll::::CQOE(KONF,KTHREF,lJ)& 
( C 0 DE { N Ut1 CO V, K T \riO, 2} =C ClO E C K f1 '\II:., K n-p·1. F. F , 2 ) ) 
THEN GO TO E~D~TWO; 
fNO; 
GO TO ENO_ONE; 
ENO_TWO: END TWO; 
GO TO OUP; 
END_ONE: END ONE; 
GO TO NONRED; 
DU?: PUT SKIP{2); 
PUT EDIT{' A DUPLICATE ASSIGNMENT GENERATFO,•, 
I DROPPED '){A,A}; 
NUMCOV - NUMCOV - 18; 
NDUP = NDUP+lB; IF NOUP > lOOB THEN GO TO END_2; 
Gn TO MORF; 
NONREO: PUT EDIT {' ASSIGNMENT ',NUMCOV,• HAS •, 
ITERATIOI\l,' VARif\RLES : '.HSKIP{3),!\,F{2lrA 1 F(2l,A); 
NOUP = OB; 
DO N =l TO ITERATION; 
PUT EDIT (CODECN!Jf-1COV.,N,I),COOE(NU"-1COV,N,2)) 
(SKIP(2J,COLC15),B,SKIP{O),C0l(l5l,Bl; 
END; 
i-10RE: IF PASSi# < #CHOICES THEN DO; 
PASS# = PASSH + lB; 
NUMCOV = NUMCOV+lB; 
IF N1P1COV>AR THEN DO; 
PUT EO IT ( 'tJiOR E THAN AR UN I QUE ASSIGNMENTS 1 , 
' GENERATED. ONLY AR ARE PRESERVED.'}(SKIP[4), 
A,.!\} ; PUT DA T ,\ { AR } : 
NUMCOV = NU~COV - lB; 
GO TO END_2; END; 
GO TO RESTART; END; 
END_2: FREE A,B,C,O, ASET,HOLO,BOOLMX,MASK,BRANCH,BCOUNT; 
END WLSCG2; 
RJSMKI:PROC; I* GENERATES NEXT-STATE EXPRESSfONS *I 
I* GlVEN KSETtl:K,*,2) FROM JTH CCLUM~ OF A K COLUMN*/ 
I* FLOWTAALE AND COOECI,JVAR,2l, A STATE ASSIGN~ENT *I 
I* I HAVING JVAR VARIABLES. EACH ELEMENT OF CODE *I 
I* IS A BITSTRING OF LENGTH ROltH-1AX; N;\SK CODING USED*/ 
PUT EDIT{'TIME ON ENTRY TO SUBPROGRAM RJSMKI V.6 = •, 
TfME>tSKIP(l),A,A); 
DECLARE /l!.~ DATJ\ INPUT AND OUTPUT THIS ROUTINE *f 
(SIZEl,MAXNOK,IJKL,J,I ) BIN FIXE0(15) 
EXTFRNAL, 
(JVAR,NOL) BIN FIXED( 15) EXTERNAL, 





BIN FIXED(!) CONTP.OLLED EXTER.Nl\l_, 
RIT{NnL) CO!\JTROLLE11 F.XTER.f\!1\L 
ONO ~IN FIYF0fl5) EXTERN~L, 
INCODC* 1 *) BITIINDIG) CUNTROLLFD EXTERNAL, 
CGOF{*,*,*l BlTfROWMAX) CONTRnLLEO EXTERNAL 
Pt\CV.ED, 
MINCOV(AR) BIN FIXE0(7J CONTROLLED FXTERNAL, 
KSET(*.,*,*> BlT(RfJyl~·AX) CONTRflU.ED EXTFRN.AL 
PACKED, 
(POWMAX,COLMAX) DEC FIXE0(3) EXTERNAL, 
OK BIT(l} FXTERNAL, 
{AV,AW) DEC FIXEDf4,)) EXTEqNAL; 
DECLARE OC~RE{*,*) RIT(JVQR} CONTROLLED PACKEO, 
P S U B ( M A X r--.!Q K * ( R 0\..J M :\X + l-M !\ X N fl '< ) , 2 } B I T I J V 1\ R. ) 
CONTROLLFO PACKED, 
ONFS(JVAR,MAXNnK*{ROWMAX+l-~AXNOKl,2) BIT( 
JVAR) CONTROLLED PACKED, 
S C ~ ( * , * ) B I f { JV A R ) f> A C K E 0 C 0 NT ROt u: 0 , 
(0Tl, OT?, DT3t 0T4) ~IT{JVAR ) CONTROLLED, 
{BITS, OITS, FITS, GlTS l ~IT(32l VARYING , 
( !1\1 , I N X , K S l GH ) P.: I N F I X!: 0 { 7 ) , 
OCNT BIN FIXEDf15) INITlAL{ORJ; 
our EOtT{'FLOW TABLE COLUMN', J){SKIP(2),A,X(2J,f(2)); 
PUT EDIT( 'INPUT CODE FOt.LOWS 1 ){SKIP(2) 1 .1\)({( CODf.(I,M 
,Nl 00 N=lB TO lOR) 00 M=lB TO JVARJ){SKIP(l), 
P,SKIPfO),~); . 
DlJT FOlT('COl.IJMN't J,'I<SETS FOLLflt·l'){SKIP(Z), A, X(l), 
F(?),X(ll,A)f{{KSET(J,M,N) 00 N=lB TO 109) DO 
M= l R TO M t\ XNOK J ) {SKIP ( l } , f\, X ( l} , H ) ; 
ALLOCI\TE ONES, PStm., DTl, DT?, DT3, DTI+; 
!* P-- ANO l--SU8CUBE GENERATION FUR ROW J *I 
PUT EOTT{'PSUBCUBf.S GENERATFO FOR CfJLUMN•, J,' FOLLOW' )fPAGE,A,X(lJ,F{?),A); 
PSLGH = OR~ KSlGH = OB; 
PS: 00 K = 18 TO MAXNOK ; I* lOOP THRU KSETS *I IF KSET(J, K, lB) = '0'8 THEN GO TO B; 
KSLGH = KSLGH + lB; BITS= KSET{J, K, lB); 
INX ~ INOEX(KSFTtJ,K~IORJ,'l'BJ; 
DO L = lR TO JVAR;I* LOOP ISY'S FORM STAB ROWCODE 
SUBSTR(OT?,L 1 1) = SURSTRfCOOE{I,L,lJ,INX,U; 
SUASTRlDT4,L,l} = SUBSTR(CODE(I.,L.,2J,INX,lJ; 
IF KSET(J,K,lB) = KSfT(J,K,lOB) THEN on; 
PSLGH = PSLGH + 18; 
PSUB(PStGH,lAl = DT2; PSUB(PSLGH,l05) = DT4; 
OT~ = OT2; TN= INDFXCDT3,•l'~l; 
on WHILE (JN>OBJ; 
ONESCNT(lNl = ONESCNTtiNJ + 18; 
ONESUfH IN,ONESCNT {IN), lBl =-DT2f t INCOO(J, tAl; 
ONESUB(IN,ONESCNT{ INJ:rl08) == DT.ttl1lNCOD(.J,lOB); 
SURSTR{OT3,IN,l) = '0'8; IN= INDEX(DT3,'1'8); 






DO WHILE ( TN>OB); I* U.lf1P SIG fHJWS OF '<SFT *I 
JF IN = TNX THEN GO TO S; 
PSLGH = PSLGH +IR; 
DO L-= 18 TO JVAH; I* LOfJP ISV•S fORM tJNSTI\B ROWCOOF:*/ 
S U I~ S T R ( 0 T l ~ L ., 1 ) = SUBS T R { C 0 f) E ( I , l , 1 ) ,. F l , ll ; 
SUBSTRCDT3,l,l) = SUASTR{CQnEfi,t,2J,JN,IJ; ENO~ 
OTl = qonLCDTl,OT2,'000l 1 Rl; 
DT3 = BOOL(DT3,DT4,'011l'R); 
DOl = lB TO JVAR; I* LOOP ISV'S Ffl~~ l-SU!1CUBF.S *I 
IF SURSTR(OT2,L,l) = '1'8 THEN DO; 
ONESCNT{l) = ONESCNT(l) + 18; 
ONF.SUI3{l ,0!\JESCNT {t_), lfH = ( ( fHl l I J ( INCfJD{ .J, lRJ) J; 
ONFSUB{L,O~ESCNTCL),lOBt = {{0T3ll lfiNCflD{J,JO~))J; 
ENO; END; 
PSURfPSLGH,lBJ = DTl; 
PSU~tPSLGH,lORJ = DT3; 
PUT EOIT{0Tl.,OT3J(SKIPC lJ,R,SKIP{O),BJ; 
S:SUBSTR{~ITS.,IN,l) = '0'8; 
IN= INDF.X(81TS., 1 l'Bl; 
END; 
. ENO_PS: END PS; 
I* PSU~ CONTAI~S PSLGH PSUBCUBfS DUE TO CODE I */ 
I* REING APPLIED TO JTH FLOW TABLE COLUMN *I 
I* NOW COMPL PSUB TO OBTAIN DONTCARE TER~S : *I 
I* IF PSUA = ?1 + ?2 + P3 + •••• PN THEN LET *I 
I* F = {PSUBJ' WHEPf f -=(Pl'HP2 1 )(P3 1 J ••• (PN') *I 
I* NOW IF PN 1 = Yl + Y2 + ••• +YJ THEN *I 
f*F=Yl(Pl') (P2 1 ) •• + Y2fPl') {P?.' ) •• + •• +YJ(Pl') (P?'l •• */ 
I* SOME TER~S OR FACTORS OF WJ4ICH MAY ~f ELIMIN~T£0 *I 
I* BY USI~G THE BOOLEAN AlGERRA THFOREMS: X(X + Yl=X*/ 
I* AND XYfX 1 + W + Zl = XY(W + Z) *I 
8: PUT OATACJ,PSLGH~KSLGH~JVARJ; 
SITS= BOOLCPSUB(PSLGH~lRJ,PSUB{PSLGH,lD3J,'Oll0 1 B); 
IN= INOEXfBITS, 1 0 1 B); M = 08; . 
AA = AW * PSLGH * JVAR; 
AllOCATE= SCR ( !lA, lOB)~ OCAR E (A.A., lOR); 
PUT EDIT{'SCRATCH SIZF = 1 ,AAJ(SKIP{2) 7 A,F(3)l; 
G: DO WHILE (IN>ORJ; 
M = M + lB; ONFStM,tB,IRJ = 1 0'R; 
ONF.S(~,lB,lOB) = f~ONES(~,lB.,lR}); 
0 J T S, SUBS T R ( ON F. S ( M, 1, I ) ~ I N, l ) = ( 
. ,SUBSTRf PSU8(PSLGH,lJ,IN,lll; 
SUBSTR{ f!NESf M, I, 2)., IN., ll = DITS; 
SU~STR( £\ITS, Hit IJ = 'l'B; 
INX = 1 R; 
c: DOl = 1 TO PSLGH -1; 
/*IS PSUB(*}t FXCLUDEO FROM THIS CfllU-.,N ~y A{A+Bl=A?*/ 
FITS =,SUBSTR( PSU8f L~ U., IN, l); 
GITS =, SUBSTR(PSUBfl,lOR.l,TN,l); 
IF(fFITS = GITS) & (FITS-= OITSJ) THEN GO TO ENQ_C; 
INX = INX +lB; ONFStM,INX,lB) = (-.{PSUH(L,IOR})}; 
ONESCM,INX,lOR)-= (,(PSUB{L,lB)J); 
/*IS PSUB(*)' MODTFIED FOR THIS CnLUMN RY ~{A'+J~AR?*/ 
IF fFITS=GITS) THEN IF (FITS~=OITS) THEN 
IF CF[TS='O'R) THEN 
s u P, s T H ( 0 N E s { IJl 1 I f\l X ' ] 0 R ) , I N f l ) ':.: ' 1 I R ; F L s F 
SIJ 0,STRfllNES{~·itiNXtUH, JN, 1) ='On~; Et'Sf; 
I F 0 I'J E S { M , I N X , 1 R ) = ( ..., { f1 N E S ( M t I "!X , l 0 R ) ) ) THE i\l f) 0 ; 
I 1\J = l: l\JDf:X {HITS, '0 nq ; (:(l TO f r-m_G; 
E~'~O_r:: Fr-_m C; 
I* ARRAY ONES CONTAINS PRODUCT FACTOR AT TOP GF C0L *I 
1*1-'l FOLLOWFO RY ( INX-l} CfV-~PL PSU9ClJRES '·1UDlF IFD TO *I 
i*REPRESFNT FACTORS OF A PROOUCT OF SU~S W/THIS PROG*/ 
I* F:\CTOP. LOA!) PRt?O FliCTOR INTO Tf1P~fJST prJSITION OF*/ 
I* SCR. L=NO OLD TERMS IN SCR, LNFW=NO PRESENT fER~S*I 
t = OB; IF INX > 18 THFN DO; 
SCR{lR,lB) = ONES(M,lB,lR); 
SCR{lR,lOrl = ONFS(M,lR,lOBl; 
L=lR; END; LNEW = lB; 
I* SCR CONTAINS LITE~ Al PRODUCT TF.R '1S OF THE FOP M *I 
I* CARl WHERE A = SONF liTfRAL PRODUCT F~Or_, LAST *I 
I* ITE~~TfON ANO R = A LITERAL FROM TOPMOST *I 
I* UNMULTIPLJEO SUM TERM IN CDLIY"!N :-.,: ITERATE fO *I 
I* ~~ULTIPLY SCR RY RFMAINING SUM TFRt-1S II\J COLUr-1N *I 
F: 00 IN=lOB TO INX; I* UJOP THRU RFM.o\INING SU""l$ *I 
OT1 .:: qf)OL{ ONES{ M, IN.,lR), ONES( "'1,IN,lOIJ.),'l00l'fH; 
I2 = JNOEX( DT1, '1'8}; 
H: DD WHILE (12>0B);J* LOOP THRU SIG OIGlTISUM TERM *I 
OITS = SUBSTR tONES ( M, IN, lBl, I2, 11=\); 
0: DO NIX= !B TO L; I* LOOP THRU Dl.O SCR *I 
OTl = SCRCNIX,lBl; OT2 = SCR( NIX, lOB); 
fiTS= SUBSTR{ DTl, I~, l~J; 
GITS = SURSTRfDT2, 12, ll3); 
IF {GITS = FITS} THF.N lF { GITS = 01 TS) THEN 
I* AC(A+~)=AC *I GO TO CHECK; 
F.LSE GO TO END_O; I* ABC( C'+ 0 + c') ~ ~BC( D+E' l*l 
SUBSTR{ OTl., I?, 18) = OITS ; 
SURSTRf OT2, T?., lP.) = OITS; 
I* INCLUSION ANO OUPl !CATION CHECK: NUTFRM *I 
CHECK: 00 LA= L+lB BY lB WHILF (LA<=LNEWJ; 
OT4 ={BOOL(DTl, SCR{L4,1Rl,'Oll0'A)) J(BOOL(OT2.,SCR£Ln, 
lOB), '0110'R) ); 
IF OT4 = •o•B THEN GO TO FND_O; 
TF fBOfJL{DT4 7 POOl lSCR(tA,lfl) ,SCR{LA,l08J, 'OllO'f>), 
'0010'8)='0'R) THFN GO TO ENO_O; 
I* NUTERM PRODUCT INCLUDFO TN SOMF OLDER P~OOUCT *I 
FNO; LNfW = LNEW + 18; IF LNF.H > HBOUNDt SCR, 113) THFN 
GO TO FRR; 
SCRtlNEW,lB) = OT]; SCR(LNEW, lOB}= OT2; 
E"·JO_O! END O; 
SUP.STR{OT3, I2,1B) = '0'8; T? = JNDEX(OT3, 'l'fH; 
END_I-1! END H; 
I* PARTIAL PRODUCT SCR * (SOMF. SUM FROM ONES(M 1 * 1 *)*/ 
I* NOW STORED IN SCR{L+l:LNFW,*l. THIS AREA OF SCR *I 
I* CONTAINS NO OUPLICATF TERMS. AND NO HIGH TERM *I 
I* INCLUDES ANY LOWER TF.RMS. THUS FINAL INCLUSION *I 
I* CHECK CONSIDERS ONLY LOWER TERMS *I 
NOT = OB; 
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[-! DO L.A. == l +lR TO l H-lB; 
08 NIX ::: tl\ + lR Tn lNf:W; 
OT4 = {RfH!l (S(;R{LI\., Hn,Sr:PP•HX, U\l, 1()110'11)) I (BOOl( 
S C Q ( t A., 1 0 !J, ) , S C f1 ( N f X., l 0 ° ) , 1 0 ll 0 '!l) l ; 
IF OT4 = '0'R TH(N G~ Tn FNO_F: 
I!= { 9 (Jill ( 8 ont ( S C P f N I X , 1 H ) , S C q. { ~'J T X , l f) I~ ) , ' 0 1 l 0 r ~ J , 0 r t,. 1 
1 0100'1?) )::t()H~ THf~<J r.o Til F~JD_F; 
I* LOWEP TERM INCLUDES UPPFP TER~ *I 
ENO; 
IF IN -.= INX THF.N Ofl; NOT = NOT + l'~; 
SCR{NOT,lR) = SCR(LA,18); 
SCR{NOT,lOA) = SCRCLA 7 10~); 
FNO; ELSE OO; DC~'T-= OCNT + IR; 
[ F Or: NT > HPOUND f DCAR E, I) THEN GO TfJ FRR; 
OCARE{DCNT,lR) = SCRILA,lBJ: 
OCARFIOCNT,lOR) = SCR(LA,lOBJ; F. "ll); 
FND_E: ENO E ; 
IF IN = INX THEN DO; 
DCNT = OCNT + lR; 
IF DC~T >HROUND (DCA!~ E, l ) 
OCARE(~CNT,lR} = SCR(LNEW 
DCARF{DCNT,IOB) = SCP(LNFW 
ELSE OfJ; 
THEN c;n TO ERR; 
NOT : !\JOT + I 8; 
SCR(NOT,1Rl = SCRflNfW 
SCRfNOT,lORJ = SCR(lNEN 
L,L~,JfW = NflT; 
PN D_F: fl\111 F ~ 
lN = I~OfX{AITS,'O'~); 
,lR); 
,1013.); 
• 1 R); 
'l 0~); 
IF IN'<= 18 THF.N 00; OCNT = DCNT + l~; 
DCARF. ( OCNT, lR) -= ONES I J1.11" l ~,. 16 )·; 
DCI\RE(f)(NT, lOf\l = Q!\ff$(M, U~, 10£'); 
F.NO_G: END G; FRFE SCR; 
END; 
FN!J; 
Q: 00 M = DCNT TO lR BY -lR; 
DT2 = DCI\RF(M, lO~J; 
D T 1 = nc l\ R E < ~4 , 1 B ) ; 
R: DO L=OCNT TO U3 BY -lB; IF M=l THEI'\I GO TO ENO_R; 
OT3 = OfARF(L,lR}; DT"t = 1)f.I\HEft,l0ll,l; 
n= Boo'- f c B no L < n T 1 , or 3, ' o 1 HP r J > J c B n nL ( o T 7. , o r 4 , ' o 1 1 o ' n J 
J,ROOL(DT~,OT4,~0tl0'BJ,'0010'~)='0'R THEN DO; 
DCARE(~,l~)=OC~RE{DCNT,IRJ; 
. 
OCt\Rf{"l,lORl = OCI\?ffOCNT,lOFH; 
DCNT=OCNT-lB; GO TO END_O; END; 
IF BOOL { { BOOL ( OT 1, OT 1, '0 11 0 1 B) ) J ( fjQOL { 0 T?, I) f 1t, '0 ll 0 1 R) 
),B00l{0Tl,~T?,'Oll0'B), 1 0010'9)='0'B THEN OU; 
D~ARECl,lR) = OCARFfOCNT,lR); 
OCARE{L,lOR) = OCARF.fDCNT,lO~~J; 
DCNT=OCNT-18; GO TO FNO_Q; 
ENO_R: FNO R; END_Q: END Q; 
PUT F.OIT{'DCARE TERMS ON EXIT : ')£SKIP(4), td; 
DO M=lR TO OCNT; ONO = ONO + IB; 
OONTChR. !ONO.lBl = fDCAREO"',lf\)JJJ(INCOOLJ,!f~)); 




PUT EOITflf"JI\~FS Sl.lf3CU8FS LISTf\1(; FOLUJ\1S') {Ol\(jf:,!U; 
nn IN =l TQ JVAR; 
PUT f:rJfT('fi\JTFRNAL STATE VARll\Alf't !l'l)(SJ<IP(l), 11., 
FNO: 
F ( 2) ) { { 01'\l f: SUB { IN, TN X, 1 P,) , ONE SIJf.>, ( r N, IN X, l 0 B) 00 
P.J X = l R T fl 0 N E S C NT ( J!'J ) ) } ( S K I o ( 1 } , 3 , SKI P ( 0 ) , 
R l ; 
FREE DTl,DT2,0T3,f)Ttt,SC'~,ONf:S,PSUB,DCI\Rf:; 
GO TO FNO_RJS; 
ERR: DIJT EDIT( 
• suePROGRAM RJSMKI ovERFLOWED rNTER~EDIATE', 
1 DATA AREA CONTAINING nONT CARE PROD OF•, 
1 SUM TFR~S OR INTERMEDIATE DATA GENfqATING 1 , 
' THEM. SIZF QF THIS ARFA= ',AA,'= AW*JVAR*'• 
'DSLGH. THEPFFORt: INCRFI\SE AH A!\lf) RERUN.'} ( 
P~GE,A,A,SKIP{l},A,A, F{1) 1 A); 
OK = '0' R; 
END_RJS: END RJSMK I; 
RJSCBS: PROC; 
'****************************************************' 
I* THIS PPOGRA~ FINDS All PRIMF IMPLICANT$ OF AN *I 
I* ARBITRARY SUM OF PRODUCTS ROOLEAN EXPRESSION *I 
I* HAVING 'PfERMS' TERMS, f~CH CONT4INING 'NOL' *I 
I* l I TFR Al S. f"'iA SK COO If'!G IS USED *I 
'****************$***********************************! 
PUT EDIT{'AT START OF PJSCPS V.7 EXECUTION TIME= 1 , 
TIME)(SKIPf2},A 1 A); 
DECLARE I* DATA INPUT AND OUTPUT THIS RDUTINE *I 
PRIMF(* 1 *) BITfll CnNTPOllEO EXT€RNAL PACKED, 





BIN F£XE0{7} CONTROLLED EXTERNAL, 
BIT(NOL) CONTROLLED EXTERNAL 
fPTFRMS,OTFR~S) PIN FIXEOCl~) EXTERNAL, 
NOL EXTERNAl, 
DNO BIN FIXE0{15} EXTERNAL, 
MINCOVCAR) BIN FIXE0(7) CONTROLLED EXTERN~L, 
(ROWMAX 1 COlMAXJ DEC FIXE0(3) EXTERNAL, 
ISV BIN FIXEDfl5) EXTERNAL, 
OK B IT ( 1 ) EXTERNAL 1 
AY DEC FIX£0(4,1) EXTERNAL; 
PTERMS = 0~0+ ONESCNT tiSV>; OTERMS = PTERMS; 
NOT5 = MIN(300,PTERMS*AY); 
DECLARE (8ITS,OOl,DD2, DTl, OT2, DMl, OMZ,OITS,FITSl 
RITfl61 VARYING, 
FLAG(NOT5) BIT{l) PACKED CONTROLLED, 
PASS OEC FIXED("3) [NITIAL(O}, 
{WON,NUTFRMSl fiiN FIXEDC15); 
ALLOCATE PRIMf(lOB,NDT5) BTT{NOLl,FLAG; 
PUf EOIT('TFRMS INPUT TO RJSCRS:'l{SKIP(2),A); 
70 
DIJ TI = 1 ~ T 0 ONO; 
P R, J ~~ t- { 1 P t I I ) = D fl 1\J T C A P { f I , 113 ) ; 
PR. f\1F (lOR, If) .~ OONTCI\P ( r I, lOR); 
P U T E 0 r f { P R I rl! F t t H , I ! ) , P R f ME ( 1 0 R , I I ) ) f S K I P { 1 ) t B , 
SKIP(O),R); 
END; 
DO If~ ONO + lB TO PTERMS; 
PRIJI.lf{l~ ,II)= ONESUf:HISV.,TI-ONO, lBJ; 
PRP4t{10R,!J) = ONFSU~{ ISV,IT-D!',Hl,tOBJ; 
PIJT F.O IT {PRIM f ( 1 R, I I J , pq I ME (lor., l I) ) ( Sl< I r C 1) , B, 
SKIP(O),B); 
END; 
STAR.T: NUTEP.MS == OB; fli\G ='O'B; 
PUT O~TA(PTERMS) SKIP(2J; 
I* CREATE ~ONSENSUS TERMS FOR PASS *I 
ONE: DO II=l TO OTFRMS -18; 
IF FLAG(fl)='l'R THEN I* TERM(Il+)> TERM(Il)*/ 
GO TO F.ND_ONF; 
OTl = PRIME(lB,IJ); OMl = PRIMf(lOR,IIl; 
TWO: DO T?. = II+l8 TO OTFRMS; 
JF FLAG{J2) = '1'13 THEN GO TO fNO_T\~0; · 
OT2 = PRI~E(lB 7 12}; DMZ= PRIMF(IOB,I2l; 
DDl = CBOOL(0Tl,DT2,'01l0'13JJ I {BOOL(lYH,DM2,'0ll0 1 8)}; 
I* DOl =l WHERE EITHER FIRST OR 2NO PARTS DISAGREE *I 
T F f Ron L t on 1 , s oo L c or 2 , o ~1?. , • o 1 1 o • s ) , • o o 1 o • B J == • o • s > 
THEN 00; I* TER M2 I NCLUOE S TERM 1 *I 
FLAGtiTl = 1 l 1 R; GO TO FNO_O~E; ENO; 
BfTS .-:: BDOL{ODI ., BODtfDTl, 0"·11 1 'OllOHl,), '0010'8): 
I* BITS = 1 WHERE POS5IRLE DISAGRFE NOT COVERED BY *I 
I* *'S IN q1 *I 
IF BITS = '0'8 
THEN DO; I* TF.R 1-11 I NCL UOF.S TERM 2 *I 
FLAG{I?>-= 'l'B; GO TO F.ND_TWO; END; 
BITS= BOOL(BITS, BOOL{OT~, OM2,'0ll0 1 Al, '0010 1 ~); 
I* BITS = 1 WHERE DISAGREFS STILL NOT COVERED BY *I 
I* *'SIN #2. *I 
WON == JNOEXfBITS, 1 1'8 ) ; IF WON > OB THEN DO ; 
BITS = SUBSTR (BITS , WON +. 181; 
IF tiNDEXCRITS,'l'Rl> OB) THEN 
I* CONSENSUS NOT DEFINED *I 
GO TO ENO_TWO ; ELSE OO; 
I* CONSENSUS DEFINEO FOR THIS PAIR *I 
DDl = ROOLfDTl, DT?, '0111'8 ); 
SUBSTR (DOl , WDNr lB) = 1 0'B ; 
002 = BOOL( DMl, DM2,'000l'Bl; 
SUBSTRCnoz , WON~ lB) = 1 l'B; 
I* INCLUSION & DUPLICATION CHECK *I 
CK: 00 J = lB TO PTERMS; 
IF FLAG(Jl = 'l'B THEN GO TO ENO_CK; 
OT2 = PRIME(lB,J); OM2 = PRIMEflOB,Jl; 
BITS ={ROOL<TH2,DDl, '01.10'8}) I lBOOL(DM2,00?., 'OllO'Bl); 
IF BITS = '0'8 THEN GO TO ENO_TWO; 
I* TERMl = THE NEW CON TERM *I 
IF INDEX(BOOL(BITS, ROOlfDTZ,OM2,'0Ll0'Bl,'0010'R), 
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'l'P> = 0~ TH~N GO TO FND_TWO: 
I* TFP!I.H INCLUOES NEW CON TEfH_, *I 
IF I~8FX{~00L(BITS,qooL(001,002,'0ll0'R),l0010'R), 
'l'B) = 08 THEN FLAG{J) = 'l'B; 
I* NE~ CON TEP~ fNCLUDES TERMl *I fNO CK: END CK; 
I* POINT RFACHEO IFF ~FW CON TERM ORTGINAL *I 
i'JUTJ:~'!S = "JUTf:~MS + lR; PTER1·1S = PTFR~,1S + lR; 
IF PTERMS > NOT5 THEN 00; 
PUT EOTT(•NJH-1RF.R Of CON TER~S FXCEEDS SfZf Of STORAGE' 
,•Atlf1WFO IN RJSCRS. PPOGPM~ •-,HJST '1E ~~OOIFIEO' 
,• RY INCREASING AY. 1 }{SKIP(~3),A,5KIP(l),_AJ; 
OK = '0 t P; 
GO TO 4Al T ; FNO; 
PRTMF{lB,DTFR~S) = DDI; PRIME(lOA,PTERMS) = 002; 
IF FLA~{IIJ = 'l'R THEN GO TO ENO_O~E; 
ENO_Twn : FND TWO ; ENO ONE : FNO ONE ; 
OTfRMS = OB; -
FIE: DO II= 18 TO PTERMS; 
JF FLAGCIT)='l'B THEN GO TO FND FIE; OTERMS=OTERMS+lB; 
PQ[ME!tR,OTERMS) = PRIMFtlB,Il)~ 
PRI~~{lOB,OTERMS) = PRIME{l0B 1 JI); 
FNO_FJE: END FIE; PASS=PASS+l; PTERMS=OTERMS; 
IF NUTERMS =08 THEN GO TO OUT ; 
lF PAS5>2~NOL THEN GO TO EXIT; fLSE GO TO START; 
FXIT: PUT EOlT {'AANORMAL EXIT: INADEQUATE STORAGE •, 
'OR PASSES> 2 *NO lfTERALS')($KIPC2l,A,Al; 
OK = I 0' A; 
GO TO '~Al T; 
OUT: PUT SKIP(3}; 
PUT EDIT {'NORMAl EXIT-- THE HELOW LIST OF 1 , 
'REMAINING TFR~S IS COMPLETE SU~:'){ A,Al( 
(PRIMEClB, JI),PRIMEflOB,IIJ 00 II ~ lR TO 
OTERMSJ)($KIP(l} 1 R,SKIP{0) 1 B); 
PUT EDIT('PASS •,PASS ,• COMPLETION TIME= 1 7 TIME}{ 
SKIP(2),A,F{2) 1 A1 A); 
FREE FLAG; 
HALT: END RJSCBS; 
RJSPIT: PROC; 
PUT EDIT {'TIME ON ENTRY TO SUI-3PROGR .1\M RJ SPIT = • • 
TIMf)(SKIPf4),A,A); 
'****************************************************' 
I* INPUT TO THIS SfCTION IS A AOOLEAN S OF P *I 
I* EXPRESSION IN COMPLETE SUM FORM, PLUS A LIST OF *I 
I* SUBCURES WHICH MUST AE COVERED BY TERMS OF THE *I 
I* SUM. OUTPUT IS A SIT>-1PLIFIEO SUM OF PRODUCTS TERM*/ 
I* COVERING THE SURCURF$. MASK COOING [$ USED FOR *I 
I* BOTH I/0 AND INTERNAL DATA REPRESFNTATIONS. *I 
'****************************************************' 
OECLI\RE I* DATA TNPUT 1\ND OUTPUT THIS ROUTINE *I 
PRIMEC* 1 *) BITti) CONTROLLED EXTERNAL PACKED, 
ONESUBf*r*r*l RlT(NOLJ CONTROLLED EXTERNAL 
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PACKED, 
ISV BIN FIXEDI15} EXTF~~Al, 
(JVAR.,NOL) RIN FIXEO{t5} fXTFRNAt, 
ONESCNTI*) RIN FlXEOI7J CO~TROLLED EXTER~~l, 
{ P T E R t1 S , 0 T E R f.'S ) R IN F I X ED { 1 5 } E X T F R N /\ l , 
MINCOV(AR) BIN FIXF0(7) CONTRnLLEO EXTERNAL, 
(ROWMAX,COLMAX) DEC FTXE0{3J EXTERNAL, 
OK BIT(l) EXTERNAL, 
BITCODE ~ITt5l EXTERNAL, 
(AS,AT) DEC FIXf0{4~1) EXTERNAL; 
DTFRM~ = ONESCNT{ISV); 
I* PTER~5 = NO nF PRIMF IMPLICANT TERMS *I 
I* Off:RMS-= NO OF 1-SU~CU~E TFR!I.1S *I 
I* NOL = NO OF liTERALS PER TE~M *I 
OECLAR.E (SURSCR,NOfPI) RT~ FIXED(l5), 
{PFLAG{PTERMSl,OFLAG(OTfRMSl,STRINGCPTERMS, 
OTfR~SJ) ~IT(l) PACKED CONTROLLED, 
EPRIMf{lOB,OTERM$) BJT(NOL) PACKED CONTROLLED, 
CHECK{AT+l) RIT(PTER~-1S) CONTRDU .. EO, 
MNCOV(SURSCP,NOEPI+NOL,lORl BIT(KJ CONTROLLED 
P!\CKED, 
(BITS?OTl,OMlyDT2,0M2) RIT(~OLJ CONTROLLED~ 
D I r S { 0 T F.: P !-1 S ) f\ I T ( 0 T E R M S } C 0 "H ~ n LL E 0 , 
VECTOR(AT•l,OTEP~SJ 9IN FIXEDfl5l CDNTROLLED; 
tllLOCATF. PFLAG,Of=LAG,fPPIMF,STRING,RITS,0}-1!,DM2y0Tl, 
DT2; 
PUT EDIT {'PRP~F PJ!PLICANT TER~S FOLI.UH:'ltSKIP(I+),A); 
On I = 1 TO PTERMS ; 
PFLAG(IJ = 1 0 1 '-\; 
PUT EDIT (PRIME { 1 B, I), PP H1f ( 10~, I} l {SKIP { l), B, 
SKIP(Ol,Bl; 
ENO; 
PUT EOIT( 1 0NfS SUBCUBES LISTING FOLLnws:•)(SKIP(4l,A); 
I* REGfN ESSENTIAL PRIME IMPLICANT SEARCH *I 
REO: 00 I = 1 TO OTERMS ; 
OFLAG( I l ='0' R; 
OTt= ONESUB(ISV,I,lRJ;DMl = ONESU8(I$V,I,l0A); 
NOEPl = OR; 
PUT fOIT(OTl,OMllCSKIP(l),B,SKIP(OJ,Bl; 
BLK: DO J = 1 TO PTERMS ; 
STRING(J,I) ='0'8; DT2 = PRIME(l,Jl; 
OM2 = PR!Mf{l00,J); 
BITS =I* DIFFERS BTN TFRMl & TER~2 *lf{BOOltDTl, 
OT2 1 '0110'R}}f(R00L(OMl,OM?~'OllO'B))); 
JF ((RQOL(RITS 1 800lfDT2.,DM2 1 '0110'A),'0010'8))='0'A) 
I* TER~-12 INCLUDES OR EQU/\LS TERf_,l *I THEN 110; 
STRINGLJ,I) = 113; NOEPI = NOEPI+l; 
I* NOEPI HERE COUNTS NO OF TERMS COVERING TERM! *I 
SUBSCR = J; I* STORES L/\ST TERM? COVERING TERMl *I 
END; ENO~BLK: END 8LK; 
IF NOfPI = 08 THF.N DO; 
, PUT EOIT('ERROR--NO PRIMF fMPLIC/\NT TF.:TU·1 COVERS DNES', 
' TERM', I ,ONESUBC lSV., I, 18) ,ONESUA( I SV,I ,108) l ( 
P 1\G E, 1\, A., F ( 2) ., X ( 't) , B 1 X { 1 l , B} ; 
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01( = 'r)l P; GO TO f!'JO; F. NO; 
IF 11HlF 0 I -= lB THfN 00 ; I* TFfH~? AN EPI DUE. TO TER'·H.,~I 
PFLAG{StH~SCR)-= 'lH\; OFLAG(I) = 't'q; END; 
F~O_RFD: END ~FD ; 
I* ffli TFR~S H.>\Vf PFLAGS SET =1: l\ll S1Jl3C1JHES COV'D*/ 
I* BY EACH PI 1\Rf RECO~OFD IN AgRAY STP.lNG. 1\IOW *I 
1~-r. fl l'-1JNATf All EP I' S .J\NO Ir'lCLUf)EO l-S!Jf3CIJP,fS :'.<./ 
NQEPI = OP;I* HEPE crUNTS NO OF EPT 1 S *I 
PUT ED IT ( 'ES SENT I t\L PR HH:: PJ!Pl I CA "H TERivlS ! • )( 
SKIP{4),1\J; 
RLU: 00 I= 1 TO PTERMS; IF PFLAGli) ='l'B THEN fJO; 
NOt=Pl = Nf)F.PJ +l; EPPIMF.(l,NOEPJ)=PI{l/>JF(l,Il; 
fPRIME(2,~0EPI} =PPI~E{2,I); 
PUT F 0 IT ( PR I M F. ( 113, I ) , PR P·iE ( 1 OR, I l ) ( SJ<. I P { l } , A , 
SKIP£0),13); 
END: FtSE DO; NOt= J- NOEPI; 
PRIMECl~,NOL) = PRJME(lR,J); 
PRIME(7,N0ll = PRIMF(?,IJ; PFLAGtNDL) ='O'B ; END; 
WHT: DO J = l TO OTER~S ; IF PFLAGfll='l•~ THEN 
I* L !J 0 P T 0 f L I M 1 -SUr CU 8 E S < < E P I P R I ME ( I ) *I 
IF STRING(I,J)='l'f3 THEN OFtt\G(Jl -='l'B; ELSf.; ELSE 
I* PRTMF(Jl ~= EPI SO RfLOCATE STPl~G(J,J) *I 
STRING(NOL,J) = STPING(I,Jl; 
fNO_WHT: END WHT ; END_HLU: END SLU; 
PTER~S = PTFRMS - NOEPT ; 
PUT DATACPTERMS); 
I* All fPI'S HAVF BEEN RE~OVFO TO EPRIME, ~Ll *I 
I* SUf~C\J~fS COVFPED P.Y THf:"~ f-JAVF 0FLAG SET c:l, ~: f\JDN*/ 
I 'J.: E S S 1: NT IA l P T ' S 0 C CUP Y T 0 r ~4 n S T { P T E R fv1 <;-N fJ E P I ) * I 
I* LOCATIONS OF PRIME. { DITTO CflRRFSPONDTNG *I 
I* COVER DATA IN STRING{* 9 *l *I 
I =OB; 
PUT EOIT{ 1 NONCRITICAL ONES SURCURES :• )(SK1P{4),A); 
GR.Y: OIJ J = 1 TO OTERMS ; IF OFU\S{J) ='O'B THEN DO; 
PUT EDIT{flNESUB(I~V,J,lB),ONESUB(!SV,J,lOR)J(SKlP(lJ, 
B,SKIP(O),R); 
1=1+1 q; llNFSUR t ISV, It 1g l=ONESUR {I SV,J, U3); 
ONESUB(ISV,l,lOB) = ONESUR(ISV,J,·lOR); 
DO K=l TO PTER~S; STRINGCK,Tl=STP£NG(K,J); ENO; END; 
END_GRY: FNO GRY; 
I* ONES f:.ONTAINS ONLY SU8CtJRES NOT COVERED BY E?l'S.*/ 
I* STRING MOOIFTFD. USE BRANCHING TECHNIQUE TO FIND*/ 
I* MINIMUM COVERS FOR REMAINING 1-SUACUBES *I 
IF I = OB THEN DO; PUT EDIT( 
1 All ONE'S SUBCURES COVERED BY EPl TERMS'){ 
P!\Gf,J'I): 
SU8SCR. = lf'; NOt :-.::.OR; GO TO OUTPUT; END; 
OTERI'vl5=I; 
PUT EDIT{'NONCRITICAl PRIME IMPLICANTS AND COVER ', 
'MATRIX :• ){SKIP(4),A,A); 
DO T = 1 TO PTERMS; 
PUT EDJT(PRIME(l,I), PRIME(2,1), (STRING([,J) DO J=l 
TO OTERMS))(SKIP(l),R,SKTP(O),~,X{4),(0TERMSJ( 
Xf1) 7 8{1))); END; 
I* VECHJP.(SURSCR,*) CONfJ\INS MINIMU'~ COVFR CANTIDAff*/ 
I* HIGHER. V[CTOR ~OWS COf'!TAIN PREV. FOUNQ COVERS *I 
I* LGH = ~':OVER LGH. I)!TSCLGH) f<fCOR'J$ SUBCURES NOT *I 
I* COVERFO BY CURRENT BRANCH FO~ EACH_ STEP *f 
NOL = OTfRMS ; SURSCR = lB; 
ALLOCATE VFCTO~,CHECK,OITS; 
HI: DO I = l TO PTERMS : l =I ; 
IF STRING(L,l) ='O'B THEN GO TO END_HJ.; 
K = 1g; LGH = OB; 
DITS = SURSTPll60)'1 1 8ylrOTERMS); 
TOP: LGH = LGH +lB; 
IF LGH>NOL THEN OQ; LGH= LGH -1; 
L=VECTORfSUBSCR,LGH ); K=INOfX(DITS{lGH-llr'l'B); 
GO TO 00\-.!N; ENO; 
IF LGH>l8 THEN OJTS(LGH) = OITS(LGH-l~J;. 
VECTORtSUBSCR 7 lGH) = L; 
00 J = K TO OTERMS ; tf STRING(L,J) = 'l'B THEN 
SUBSTR(OITSfLGHl 7 · J, lJ = 1 0'8; END; 
IF DITS ( LGH) = '0' 8 THFN GO TO LO; 
K = INDFX(DITSCLGHJ,'l'Rl; L =OR; 
,'-1 I 0 : L = L + 113; I F L > P T E P M S T Hi: N 0 0 ; 
L=VECTOR(SUBSCR,LGH }: K=INOFXtDITS(LGH-ll,'l'Bl; 
GO TO OOWN; FND; 
IF ST~ING{l,KJ ~'l'B THEN GO TO TOP ; 
ELSE Gfl TO MID; 
DOWN: I* STEPS TO NEXT LOWER PI IN SAME COLUMN 
LGH = LGH -lR; IF LGH <lR THFN GO TO ENO_HI ; 
GO TO 'HO; 
LO: I* fNTfRED ONLY TF COVER OF LGH <= NOL FOUND 
IF LGH < NOL THFN OO; 
00 M = lB TO LGH; 
V~CTOR{l,M)=VECTOR(SUBSCR,M); 
NOL=LGH; SUBSCR=lOB; fNO; 
ELSE SURSCR = SUBStR + 18 






00 M = IB TO LGH; 
SUBSTR(CHFCK(SUBSCR-lB),VFCTOR{SUBSCR-lB ,Ml,ll= 'l'B; 
VECTORCSURSCR,Ml = VECTORlSUBSCR-t,MJ; END; 
00 M = lB TO SURSCP - lOB; 
IF CHECK(M)=CHECKCSUBSCR-lBl THFN OO;SUBSCR=SUBSCR-18; 
GO TO DOWN; FNO; END; 
I* THIS POINT REACHED IFF COVFRtSUBSTR-ll IS UNIQUE *I 
IF SURSCR>AT THEN FULL: SURSCR = SUBSCR-IB; 
GO TO f)OWN; 
ENO_H.I: ENO H.l ; 
SUBSCR = SUB~CR-lB: 
l* ATTHIS POINT THERE ARE •SU!3SCR' MINIMU:-.1 COVERS *I 
I* EACH CONTAINING 'NOL' TERMS STO~En TN VfCTOR. *I 
I* EACH OF THESE, WHEN ADDEO TO THE EPRIMES, IS A *I 
I* MINIMAL SOLUTION TO THE INPUT PROBLEM. *I 
OlJ T PUT : FR. f E P F L A G , 0 f L A G , S T R I N G , 0 M 1 , Df-12 1 D T l , fJ T 2 , CHECK ; 
K = LENGTH{PRJMECl,lJJ; 
PUT OATACSUBSCR,NOFPJ.,NOL); 
ALLOCATE MNCOV; . 
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PUT fi)JT(•(;El\JFRJ\TEO ~TNH"4l Df:SJG~ FQIJI'I.fiO"-J.S FOR •, 
• P..JTERNAL STATF ',. ISV, 1 FOLUJH: ')(PAGE, /\,A 
:F(2) 7 ~); 
NnCOV = NOFPI +MOL; 
00 I ~ 1 TO SU8SCR ; 
PUT FniTf'CfJVER Nil',. I., 'LISTING FOLLO!rlS'HSKIPl2), 
t-, F {?. ) , X { 2 l , .fl. J ;. 
DQ J = l TO NOL; 
M"iC.OV\J, J, 1} = PPir-~[{1, VECTOR{! , J)); 
W'JCOVCI, J, 21 = PRP·1Ft~, VFCTOR{I , J)); 
PUT E'1ITP4NCOV{ I ,J, 1) ,W,JCOV( T 1 J., 108) J { SK JP( l) ,B, 
SKIPtO>,Bl; END; 
00 J = NOL + 1 TO NOCOV; 
MNCOVCI, J, 1) = EPRJME C 1, J-NOLJ; 
M"4cnv< r, J, ?l = fPRP"f ( 2, J-NOt); 
PUT ED IT { MNCOV {I, J, 1), t~NCOV f I, J, lOR)} (SKIP ( l), B, 
SKIP{0} 1 R); END; FNO; 
FREF PRIME,EPRIME,VECTOP,OITS; 
I* MNCOV NOW CONT~INS 1 SURSCR' COVERS OF NOEPI+NOL *I 
I* TER~S FACH. NOW CONVERT THESE COVERS TO LITERAL *I 
I* NOT~TION AND PRINT THEM IN liTfR4L EQUATION FORM *I 
R.JSOUT: 8FGIN ; 
OECLARE LINE CHAR{l00) VARYING, 
AlFA(l0 1 2) CHAP(l); 
I* INITIALIZED EXPLICITLY ONLY BECAUSE OF V.2 RFL 11*/ 
I* CO~PILER LIMITATIONS *I 
ALF.fl {1,1)': 1 1\ 1 ; ALFA(2,1J':'P.'; f\LFA(3,l)=•C•; 
ALFA (~ 1 l)='E'; ALFA(A,l}='F'; ALFAC7tll='G'; 
ALFA(9,1)= 1 J 1 ; ALFA(l0 1 l}='K'; ALFJ'dJ,2)='V'; 
ALFA(1,2l='X 1 ; ALFA(4,2)=•Y•; ALFA(5,2J='Z 1 ; 
ALFAC7,2)='R'; AtFA(A,?J= 1 S'; ALFA(q,zJ='T'; 
ALFA(6,?)='Q'; ALFA(2,2)=•w•; ALFA(8,ll='H 1 ; 
Alftl. (4, 1 )='0 1 ; ALFA( 10.,2)= 'IJ'; 
DO I = 1 TO SUBS CR; I* LOOP THRU COVERS *I 
POT SKTP{3); 
LINE= {AL!=t\(ISV,UH)JIC '= ('J; 
IF ONESCNT { ISVl = OR THEN DO; 
LINE= {flTNE)JJ('OP)); 
PUT EDTTCLINEl(SKJP{l), A); 
GO TO END_RJSOUT ; END; 
IF CSUf3SCR = lJ f. (MNCOVfi,l,ll= (-.MNCOV(I,l,2).Jt 
THFN DO; LINE= {{LINE)JI('l)')J; 
PUT EDITfLINF){SKIP(ll, A); 
GO TO FNO_RJSOUT; FND; 
Oil J = 1 TO NOCOV; I* LOOP THRU TERMS OF COVER *I 
IF LENGTHCLINE' >85 THEN On; 
PUT EDJT(LINEHSKIP(l·), A); 
LINE = (' 1 ) ; END; 
AITS = BOOL(MNCOVCI,J,J), MNCOV(I,J12J,•tOOl 1 BJ; 
K = INDEXfBITS,'l'R); 
IF J = l THF.N LINE ={{LINflfJ{• 'J); ELSE 
LINE =((liNElllf' + ')); 
Oil WHILE CK>Ol; I* tDOP THRU SIG LITS lN TfRM *I 
IF K > JVAR THEN DO; 
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K?. -= 1013; K -== K - JVAR: END; 
ELSf K? = lR; 
TF SUqSTD( MNCnVII,J,ll,K+JVaR*{K2-lR),l) = 'l'R THEN 
l Jl'lf-= {{LIN f) 1 I ( l\LfA{ K,l< 2) l) ~ ELSE 
llf\JF = ( ( L I 1\~ F- ) I J ( A L F fl. { K, K 21 ) I ! ( • ' ' ' l l ; 
SUASTRtBITS,K+JVA~*CKZ -lRJ,l) = '0'8; 
K = INDEX(RJTS,'l;fl); 
ENO; END; 
LINE= ffLtNfJlt (' )'J); 
PUT EOITH_INEltSKIP(J ), Al; 
ENO_RJSOUT: END RJSOUT; 
FREE 1\1li!COV; 
END: END RJSPIT; 
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APPENDIX II: WORKED EXAMPLES 
The examples listed below are representative of the size 
and complexity of circuits designed using the programs des-
cribed in this paper. Intermediate data and execlttion time 
information is given to further illustrate the programs' 
operation. 
Most of the execution times listed are for a 131K byte 
S/360/40. It has~ however, been necessary to run some of the 
examples on a S/360/50. i.J.lodel 50 execution times shown belm>~ 
1.-rill be marked "*". Since the efficiency of both hardware 
and software are constantly being improved, the execution 
times listed here should be considered only as upper bounds 
for solution of the problems described. 
Example 1 
Summary Characteristics: 
1. Flow table: 3 columns by 6 rows (Machine A of Figure 1). 
2. Partitioning: 11 partitions generated in 9.4 seconds. 
3. State Assignment Generation: Algorithm #2 found 3 codes 
(2 had 4 variables, 1 had 3 variables) in total time of 
26 seconds. 
4. N.ext-state Equations for Code #1 (4 state variables): 
Total nwnber of unspecified terms 6 
Total number of 1-sets 16 
Generation time 11 seconds 
5. Prime Implicant Generation (Code #1, 7 variable te~ns): 
Internal Terms Maxim tun Prime 
Sta.te Input Intermediate Implicants 
Variable Steps Generated 
1 15 25 8 
2 14 17 4 
3 9 13 13 
4 10 13 13 
6. Covering Problem: 
Internal Prime 1-sets Tenns(Literals) 
State Implicants Input in Simplified 
Variable Input Equation 
1 8 7 ~m 2 4 6 3 13 1 4 13 2 
1. Simplified next-state equations: 
yl = y' X+ y 2 1 
y2 = w' 
y3 = yly3x 
y4 = Y4·+ w'x' + Y1Y'3x 














Su.nrrnai'Y Chc=u:.··acteri sties: 
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1. Flo~·~ table: 4 columns by 6 rolrJS as shown below: 
2. 
3. 
000 001 010 011 
1 CD 4 CD 5 
2 ® 5 l ®: 
3 ® 4 6 4 
4 2 ® . ® 5 
5 3 0) 0) 0) 
6 1 ® ® 2 
Par·ti tioning: 14 partitions and 4 complements generated in 
15 seconds. 
State assignJnent generation: Algorithm .1!1 1r f'ound 10 codes 
each having 5 variables in total time of 101 seconds. 
Algorithm f/:2 found 10 codes, 8 having 6 variables and 2 
having.5 variables, in total time of 52 seconds. 
4. :Next-state equations: 
Assig:runent Total # Total II Generation 
1-sets Unspecified Time 
1 31 17 23.0 sec • 
2 . 28 12 21.5 
3 32 12 21.0 
4 32 ll~ 22.0 
5 32 18 23.2 
6 29 16 25.0 
'"( 33 26 33.3 
8 27 16 -X-·lf-
9 31 21+ 28.4 
10 29 24 30.0 
·:f·X-1"~ime not available. 
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7. Simplified Next-state equations (based on code #1): 
Yl = Y4~~~ + ylw' 
Y2 = Y4'wx' + y2w'x' + y5w.xr + ylw' + Y2Y5 + y3xw' 
~3 = y 'y 'w'x' + y 'wx' + y 'wx' + y x + y x 1 2 4 5 3 5 
y4 = Y4X' +'w'x' + y2'y3wx + ylw' 
y 5 =.y4 •wx' + y 2 'w'x' + y 1w' + y3 'x + y 5 'w 




1. Flowtable: 4 columns by 12 rows (Liu' s Figure 7, page 205 
of reference 2). 41 cells are specified. 
2. Partitioning: 61 partitions and 31 complements generated 
in 1:45 minutes. 
3. State assignment generation: assignment algorithm #2 
found 3 codes of 5 variables each in total time of 5:33 
minutes. (Algorithm #1 had not completed generation of 
maximal intersectables after 71* minutes.) 
4. Next-state equations for code #2: 
Total number of unspecified terms 




31 sec. · 
5. Prime implicant generation (Code #2, 9 variables per term): 
Internal Terms Maximum Prime Time 
State Input Intermediate Implicants Required 
Variable Steps Generated 
1 28 . 33 20 4:46 min. 
2 28 28 12 2;1~3 
3 30 43+ ** 6:01 
**Execution terminated due to excessive job time. 
6. Covering problem (state variables 1 and 2 only): 
Internal Prime 1-sets Terms (Literals) Time 
State Implicants Input in Simplified 
Variable Input Equation 
1 20 13 6~18~ 10.0 sec. 




l. Flm'l table: 4 columns by 18 rows.j 72 cells are specified. 
2. Partitioning: 145 partitions generated in 11:38 minutes. 
3. State assignment generation: algorithm #2 found 2 codes 
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