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Введение
Наиболее характерной информационно-технологической деятельностью 
являются создание, сопровождение и модификация систем обработки данных, 
в основе которых лежат те или иные средства управления базами данных. Осо­
бенно это касается тех вузовских образовательных профилей, которые ориен­
тированы на применение компьютеров в производственной сфере или в сфере 
образования. Именно это обстоятельство побуждает включать в число специ­
альных дисциплины, которые направлены на овладение знаниями и умениями 
по проектированию баз данных и работе с ними.
Известны попытки создания систем управления базами данных, поддер­
живающих сетевую модель для персональных компьютеров, однако в настоя­
щее время реляционные системы более соответствуют техническим возможно­
стям компьютеров и вполне удовлетворяют большинство пользователей. Ско­
ростные характеристики этих систем управления базами данных (СУБД) под­
держиваются специальными средствами ускоренного доступа к информации с 
индексированием баз данных.
Прежде чем перейти к рассмотрению конкретных пакетов, уместно уточ­
нить само понятие системы управления базами данных. В наиболее полном ва­
рианте такой пакет может включать следующие компоненты:
• среду пользователя, дающую возможность непосредственного управ­
ления данными с клавиатуры;
• алгоритмический язык для программирования прикладных систем об­
работки данных, реализованный как интерпретатор. Последний по­
зволяет быстро создавать и отлаживать программы;
• компилятор для придания завершенной программе вида готового 
коммерческого продукта в форме независимого ЕХЕ-файла;
• программы-утилиты быстрого программирования рутинных операций 
(генераторы отчетов, экранов, меню и других приложений).
Собственно СУБД - это, конечно, оболочка пользователя. Ввиду того, что 
такая среда ориентирована на немедленное удовлетворение его запросов, это 
всегда система-интерпретатор. Есть множество хороших зарубежных пакетов, 
которые имеют только один указанный компонент. Однако для отечественного 
пользователя они представляют наименьшую ценность, поскольку, как показы­
вает опыт, трудности овладения англоязычным интерфейсом отпугивают по­
тенциальных потребителей.
Наличие в СУБД языка программирования позволяет создавать сложные 
системы обработки данных, ориентированные на конкретные задачи и даже на 
конкретного пользователя. Существуют также СУБД, которые имеют только 
язык и не имеют оболочки пользователя. Они предназначены исключительно 
для программистов, это системы компилирующего типа. Такие пакеты лишь 
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частично могут быть названы СУБД. Обычно их называют просто компилято­
рами.
Большие возможности СУБД FOXPRO, удобный язык программирования 
способствуют алгоритмизации мышления студентов, достаточно глубокому ус­
воению основ функционирования баз данных и управления ими, не предъявляя 
слишком высоких требований к аппаратному обеспечению при сравнительно 
высоком быстродействии системы.
СУБД типа FOXPRO является сложной, разработка приложений в ней 
требует хотя бы начального знакомства с ее использованием и созданием ко­
мандных файлов (программ). Это осуществляется на лекциях и установочных 
практических занятиях. Языковые средства СУБД FOXPRO способствуют ос­
воению основных алгоритмических структур (и в этом смысле являются весьма 
удачной альтернативой традиционным курсам по программированию). Более 
того, с помощью пакета FoxGraph можно изучать элементы компьютерной 
графики.
Для начального освоения FOXPRO желательно выполнение лаборатор­
ных работ, приведенных в приложении.
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1. Особенности СУБД FOXPRO
СУБД FOXPRO (фирма Fox Software) обладает исключительно высокими 
скоростными характеристиками и в этом отношении заметно выделяется среди 
интерпретирующих систем. По сравнению с dBASEIY ее скорость в несколько 
раз выше и не уступает скорости систем-компиляторов. Практически по всем по­
казателям FOXPRO-программы работают значительно быстрее С lipper-программ. 
Набор команд и функций, предлагаемых разработчикам программных продуктов 
в среде FOXPRO, по мощи и гибкости отвечает любым современным требовани­
ям к представлению и обработке данных. Здесь может быть реализован макси­
мально удобный, гибкий и эффективный пользовательский интерфейс.
В FOXPRO поддерживаются разнообразные всплывающие и многоуровне­
вые меню, работа с окнами и мышью, реализованы функции низкоуровневого 
доступа к файлам, управление цветами, настройка принтера, данные могут быть 
представлены в виде, аналогичном формату представления данных в электрон­
ных таблицах, и т.п. Система обладает средствами быстрой генерации экранов, 
отчетов и меню, поддерживает язык SQL, хорошо работает в сети. В пакете име­
ется компилятор, позволяющий при желании сформировать ЕХЕ-файлы готовых 
программ.
Все данные и другая информация СУБД хранятся на магнитных дисках в 
дисковых файлах. Файл данных, или база данных, представляет собой таблицу, 
каждая строка которой (запись) содержит некоторые сведения об описываемом 
объекте/объектах (рис. 1). Каждая клетка записи называется полем записи. Все 
записи базы данных имеют идентичную, заданную пользователем структуру и 
размеры.
Рис. 1. Схема базы данных
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Так, например, записи базы "Кадры” могут содержать поля: фамилия, год 
рождения, семейное положение и др. Каждая запись относится к одному объекту. 
В базе данных "Кадры" запись относится к определенному человеку.
В каждом поле для всех записей одной таблицу информация должна быть 
однотипной. Если информация в поле отсутствует, то это поле не может быть за­
нято никакой другой информацией, оно остается пустым, резервируя место для 
заполнения поля.
Единицей длины данных является байт - 8 двоичных разрядов. Обычно 
один символ занимает один байт.
Символьные поля (поля типа С) допускают ввод любых алфавитно- 
цифровых символов, знаков препинания и т.д.
Числа в базе данных хранятся в числовых полях двух форматов - с фикси­
рованной и плавающей точкой (типы N и F).
Логические поля (тип L) и другие логические величины могут иметь только 
два значения: .Т. (от англ, true - истина) и .F. (от англ, false - ложь) или, что то же 
самое, .Y. и .N. (от англ, yes - да и по - нет). Обрамляющие точки вводить не нуж­
но. Разрешается использовать как прописные, так и строчные буквы.
Поля дат (тип D) допускают ввод, естественно, только цифр. Разрешенные 
даты в F6xPro должны находиться в диапазоне от 1 января 100 года до 12 декабря 
9999 года.
Кроме того, база данных может быть расширена за счет так называемых 
полей примечаний (memo-полей). Эти поля (тип М) имеют произвольную длину в 
каждой записи. Их содержимым могут быть данные любого вида, включая даже 
СОМ- и ЕХЕ- файлы. Поля примечаний удобно использовать для такой информа­
ции, которая имеет непредсказуемую длину и/или имеется не для всех объектов 
(записей) базы данных.
2. Временные переменные
Временные переменные (далее просто переменные) создаются и использу­
ются в программах и могут быть при необходимости сохранены на диске в файле 
типа МЕМ. Ограничения на переменные: максимальная длина одной переменной 
64 Кбайта/2 Гбайта; максимальное число переменных - 3600/65000. В знамена­
теле указаны значения для расширенной версии FOXPRO.
В FOXPRO допускается определение и использование одномерных и дву­
мерных массивов переменных. Максимальное число элементов в массивах дости­
гает 3600.
Обратите внимание! Каждый элемент массива может быть любого из 
имеющихся типов независимо от остальных элементов.
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Имена полей и переменных могут иметь длину до 10 символов (латинских 
букв, цифр и знаков подчеркивания) и должны начинаться с буквы. Прописные и 
строчные буквы в именах воспринимаются FOXPRO одинаково.
В FOXPRO разрешается иметь переменные тех же типов (кроме memo), что 
и поля. Однако символьные переменные допускают большую длину - до 64 
Кбайт, а числовые - представление и с плавающей точкой. Переменным и. масси­
вам переменных даются имена по тем же правилам, что и полям.
Кроме ’’обычных” переменных в FOXPRO (подобно dBASEIY) введены так 
называемые системные переменные, которые являются резидентными и не могут 
быть уничтожены. Такие переменные имеют специальные имена, начинающиеся 
с символа подчеркивания Системные переменные предназначены для запо­
минания некоторых установок среды FOXPRO (в основном по управлению печа­
тью).
2.1. Команда присваивания
Следующая команда создает переменные и присваивает им значения:
<переменная>=<выражение> или
STORE <выражение> ТО <имена переменных>
Например, две команды идентичны:
А=С*(2+3) и
STORE С*(2+3) ТО А
В обоих случаях переменной А присваивается значение С*(2+3). Вторая 
форма команды предпочтительнее в том случае, когда нужно одно и то же значе­
ние присвоить сразу нескольким переменным.
Например, команда
STORE 0 ТО a, b, с, d *
выполняет присваивание значения 0 переменным, указанным после слова ТО.
2.2. Сохранение переменных
Следующая команда сохраняет в <фаиле> или <тето-поле> с заданным 
именем все или часть из имеющихся к текущему моменту переменных:
SAVE ТО <файл>/ТО МЕМО <тето-поле> [ALL LIKE/EXCEPT <маска>]
Если задано ALL LIKE, то сохраняются только переменные, соответствую­
щие маске, если ALL EXCEPT - все, за исключением соответствующих маске. По 
умолчанию имени файла придается расширение МЕМ. Маска может содержать 
знаки, принятые в MS DOS: ”?” и
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Например: SAVE ТО dep ALL LIKE dep???
SAVE TO gonorar ALL EXCEPT gon*
Отсюда следует, что далеко не все равно, какие имена назначаются пере­
менным.
2.3. Загрузка переменных в память
Для работы с ранее сохраненными переменными используется команда 
RESTORE FROM <файл>/РКОМ МЕМО <мемо-поле> [ADDITIVE]
Команда загружает в память все переменные из указанного файла типа 
МЕМ или <тето-поля>. Все имеющиеся в памяти к этому времени перемен­
ные уничтожаются. Чтобы этого избежать, можно включить фразу ADDITIVE.
Например:
RESTORE FROM dep ADDITIVE
2.4. Удаление временных переменных
Память следует при необходимости периодически очищать от ненужных 
в данный момент или сохраненных в МЕМ-файлах переменных командой
RELEASE<nepeMeHHwe>/RELEASE ALL [ИКЕ/ЕХСЕРТ<маска>]
Команда удаляет или только указанные <переменные>, или все (ALL), 
или соответствующие (LIKE), или несоответствующие (EXCEPT) <маске>. 
Уничтожение всех переменных может быть выполнено также командой
CLEAR MEMORY
Например:
• RELEASE ALL EXCEPT PRO*
3. Команды
Команда может иметь длину до 2048 символов. Для переноса в тексте 
программы части команды на следующую строку в конце текущей строки ста­
вится знак
Например, команда
С=”Пример переноса длинной строки программы на следующую; строку 
при необходимости”
присваивает переменной С текстовое значение, заключенное в кавычки.
Команды могут содержать следующие знаки операций: 
МАТЕМАТИЧЕСКИЕ (перечислены в порядке убывания их приорите­
тов):
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1. ** или Л - возведение в степень;
2. * - умножение, / - деление, % - остаток от деления;
3. + - сложение, - - вычитание.
Например:
хЛ2+( 125+i/12)-16*(oklad+prem)+z%4 '
ЛОГИЧЕСКИЕ (в порядке убывания приоритетов):
1. NOT - НЕ (другая форма указания операции НЕ - "!");
2. AND - логическое И;
3. OR - логическое ИЛИ.
Знаки логических операций (кроме !) окаймляются точками или пробе­
лами.
ОТНОШЕНИЯ:
< - меньше, > - больше, = - равно,
# - не равно, <= - не больше, >= - не меньше.
Например;
list FOR (tab_n>150 AND tab_n<300) OR kod_podr=34
Команды FOXPRO, ориентированные на обработку файлов базы данных, 
в самом общем виде имеют следующий синтаксис:
НАЗВАНИЕ [<границы>] [<список выражений>] [FOR <условие>] 
[WHILE <условие>]
Здесь НАЗВАНИЕ - имя команды (только латинскими буквами);
<границы> - границы действия команды, которые могут иметь одно из 
следующих значений:
ALL - все записи базы данных;
REST - все записи, начиная с текущей, до конца базы;
NEXT <N> - следующие N записей, начиная с текущей;
RECORD <N> - запись номер N;
FOR <условие> - выполнение команды только для записей, отвечающих 
<условию>;
WHILE <условие> - выполнение команды только до тех пор, пока не пе­
рестанет выполняться <условие>.
Слова FOR и WHILE могут присутствовать в команде одновременно. В 
этом случае WHILE-условие, очевидно, имеет приоритет перед FOR-условием.
Порядок следования элементов команды (за исключением "названия", 
которое всегда на первом месте) произвольный.
Пример:
LIST tab_n, fam, nachisleno NEXT 50 FOR ро1=’ж’ AND shtat=l
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Кроме того, в FOXPRO имеется большая группа команд (их можно на­
звать командами установки среды), которые целесообразно выделить в отдель­
ный вид:
SET <параметр команды> ТО <значение параметра> и
БЕТ<параметр команды> OFF/ON
Такие команды (команды-установки), как правило, не влекут каких-то 
немедленных действий, а определяют условия работы других команд, т.е. уста­
навливают операционную среду FOXPRO. Параметр может быть задан некото­
рым <значением> или вклю4ен/выклю4ен (ON/OFF).
Например:
SET DATE BRITISH
SET DECIMALS TO N
SET SAFETY ON/OFF 
SET DEFAULT TO c:\buh\dbf
4. Создание файла базы данных
4.1. Создание структуры файла
Структура файла базы данных типа DBF создается командой
CREATE <имя файла>
Внимание! Помните, 4то длина пислового поля вклюпает в себя колипе- 
ство символов целой пасти писла, одну позицию под десятинную топку и коли- 
пество позиций для цифр дробной пасти.
Если потребуется, то структура базы данных может быть изменена ко­
мандой модификации структуры
MODIFY STRUCTURE
4.2. Заполнение базы данных
Файл после создания структуры остается открытым, т.е. доступным для 
команд ввода, просмотра и изменения. Однако, если СУБД только пто была за­
гружена в память, необходимо выполнить открытие нужного файла базы дан­
ных командой
USE [<ОВР-файл>]
Обратите внимание! Команда USE без имени файла, наоборот, закрывает 
базу данных. Более полный синтаксис команды можно посмотреть в HELP- 
системе FOXPRO.
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Закрытие баз данных выполняется с помощью команды
CLOSE DATABASE
Закрытие вообще всех файлов - командой
CLOSE ALL
Дополнение файла новыми записями осуществляется командой
APPEND [BLANK],
которая предъявляет окно ввода данных со всеми пустыми полями создаваемой 
записи с выделенными другим цветом областями ввода. При этом все поля 
имеют значения пробелов. Необязательная фраза BLANK означает, что новая 
запись останется пустой и не будет отражена на экране.
5. Окно редактирования
При выдаче команд APPEND, INSERT, EDIT, CHANGE, BROWSE и на­
личии открытой базы данных FOXPRO развертывает для пользователя окно 
редактирования. Вся информация в окне доступна для изменения? Кроме tofo, 
возможны дополнение базы и удаление записей.
Средства, предоставляемые в окне редактирования, позволяют организо­
вать удобный интерфейс, обеспечивающий самые различные стороны действия 
пользователя. Стандартное окно редактирования имеет две формы. Для первых 
четырех команд оно будет выглядеть одинаково - все поля базы данных распо­
лагаются вертикально. На экране видно столько записей и полей, сколько уда­
ется их здесь разместить. Назовем форму такого окна CHANGE-окном (рис.2).
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Рис. 2. Пример CHANGE-окна
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Другую форму предъявления данных осуществляет команда BROWSE 
(BROWSE-окно). Здесь все поля каждой записи располагаются горизонтально - 
колонками (рис. 3). Если какие-то поля записи не умещаются в строке, с помо­
щью клавиш управления курсором и мышью возможно перемещение (скрол­
линг) изображения вправо или влево.
Рис.З. Пример BROWSE-окна
, Вместе с тем на одном экране возможно отображение данных сразу в 
обоих форматах. В каждой форме допустимо создание так называемых вычис­
ляемых полей, которых фактически нет в базе данных, но которые отобража­
ются в окне наряду с реально.существующими.
5.1. BROWSE-okho
Команда BROWSE - один из наиболее мощных и удобных инструментов 
доступа пользователя к данным в FOXPRO. По существу эго не просто коман­
да, а целая среда доступа и управления данными. Значительные разделы при­
ложения можно построить, не используя ничего кроме функций, вызываемых 
из предложений команды.
Записи из базы (по умолчанию) предъявляются горизонтально на экране 
или внутри предварительно описанного окна. Записи можно редактировать, 
дополнять и помечать к удалению. Формат отображения полей в BROWSE- 
окне может настраиваться пользователем.
Допускается создавать так называемые вычисляемые поля. Эти поля фак­
тически не являются полями базы данных, но могут быть их функциями и ото­
бражаются на экране наравне с настоящими полями, что дает возможность 
пользователю, например, оценивать свои данные по заданному критерию. Та­
кой режим соответствует работе с электронной таблицей.
Если позволяет основная память компьютера, то можно одновременно 
открыть до 25 BROWSE-okoh.
Команда BROWSE дает возможность предъявлять поля из разных баз 
данных. Кроме того, она поддерживает любой тип связи между базами.
При выполнении команды можно получить текущее значение колон- 
ки/строки относительно окна/экрана (функции COL()/ROW()), имя текущего 
поля (функции VARREAD() и SYS(18)), номер текущей записи (RECNO0) и 
т.д. Допускается широкое применение аппарата пользовательских функций.
5.1. /: Перемещения в окне BROWSE
Клавиши управления курсором перемещают курсор в окне на одну за­
пись, клавиши PgUp, PgDn - на группу записей (на экран). Перемещение между 
полями выполняется клавишей табуляции Tab или Shift-Tab.
Кроме того, для перемещения курсора могут использоваться: Enter - для 
перехода к следующему полю, Home/End - для перехода к началу или концу 
поля.
5.1.2. Выход из режима BROWSE
Для выхода с сохранением изменений нажмите Ctrl-W/Ctrl-End или при­
ведите курсор мыши на элемент управления в верхнем левом углу окна и на­
жмите левую кнопку.
Если Вы нажмете Ctrl-Q или Escape, Вы потеряете изменения, внесенные 
в текущее поле (изменения во всех остальных полях будут сохранены).
Программно выйти из режима с сохранением данных можно, если ис­
пользовать, например, команду:
ON KEY LABEL F10 KEYBOARD [fCtrl+Wj ]
в установочной части программы и добавить сообщение "F10 для выхода” в 
текст на верхней или нижней части рамки окна.
Для редактирования memo-поля подведите к нему курсор и нажмите Ctrl- 
PgDn или дважды щелкните левой кнопкой мыши, когда курсор находится на 
нужном поле. Для выхода из окна редактирования с сохранением изменений 
нажмите Ctrl-W или приведите курсор мыши на элемент управления в верхнем 
левом углу окна и нажмите левую кнопку. Нажав Esc, Вы выйдете с потерей 
внесенных изменений. Можно использовать назначение клавиш:
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USE KADRY
ON KEY LABEL F4 KEYBOARD [!Ctrl+PgDn J ]
BROWSE FIELDS TAB, NAME, CHARACT: W=BrowseMsg(
FUNCTION BrowseMsg
WAIT WINDOW [F4 для редактрования] NOWAIT
RETURN
5.1.3. Опции (предложения) команды BROIVSE
Синтаксис команды выглядит достаточно пугающе, поэтому ниже при­
водится общий вид команды, а затем - краткая характеристика отдельных оп­
ций. За полным их описанием необходимо обратиться к системе помощи 
FOXPRO или к специальной литературе.
[FOR <expL 1 >] [FORMAT]
[KEY <exprl [,<expr2>]] 
[LEDIT] 
[LPARTITION] 
[NODELETE]
[REDIT]
[NOAPPEND] 
[NOEDIT / NOMODIFY] 
[NOMENU]
[NORMAL]
[PARTITION <expN2>]
[SAVE]
BROWSE
[FIELDS <field list>]
[FREEZE <field>]
[LAST]
[LOCK <expNl>]
[NOCLEAR]
[NOLGRID] [NORGRID] [NOLINK]
[NOOPTIMIZE] [NOREFRESH] 
[NOWAIT]
[PREFERENCE <expC 1 >] [REST]
[TIMEOUT <expN3>] [TITLE <expC2>]
[VALID [F:] <expL2> [ERROR <expC3>]] [WHEN <expL3>] 
[WIDTH <expN4>] [WINDOW <window namel>]
[IN [WINDOWS] <window name2> / IN SCREEN] 
[COLOR SCHEME <expN5> / COLOR <color pair list>]
Следует учитывать, что совсем не обязательно приводить команду с 
большим набором опций: чаще всего достаточно выбрать только те из них, ко­
торые действительно необходимы для конкретного случая использования ко­
манды.
Опции команды обеспечивают управление доступом к полям баз данных, 
отбор данных, разделение окна на два смежных окна, контроль редактирования 
записей, конфигурирование BROWSE-окна, создание вычисляемых полей и т.д. 
Ниже приводится краткая характеристика опций в алфавитном порядке (по ла­
тинскому алфавиту).
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FIELDS
Это предложение может быть использовано для ограничения перечня 
выводимых полей только теми, которые представлены в списке field list. Спи­
сок может включать любую комбинацию полей базы данных и/или вычисляе­
мых полей в указанном Вами порядке. Имя каждого поля может сопровождать­
ся набором ключей, определяющих режим доступа к нему. Формат списка сле­
дующий:
<поле1> [:пп] [:<ширина колонки пп>]
[:V = <expLl> [:F] [:Е = <ехрС 1 >]]
[:Р = <ехрС2>]
[:В = <exprl>,<expr2>[:F]]
[:Н = <ехрСЗ>]
[:W = <expL2>]
[,<поле2> [:R]...]
К каждому полю можно привязать набор собственных предложений, 
обеспечивающих гибкость работы команды в конкретной ситуации. Вот что 
означает каждое из предложений:
:пп определяет ширину выводимой колонки;
:V= предшествует условию проверки ввода (VALID), которое может быть 
представлено пользовательской функцией;
:F после предложения VALID обеспечивает принудительную проверку 
правильности ввода, даже если значение в поле не изменилось;
:Е= определяет реакцию системы на неправильный ввод (если анализ 
ввода в предложении VALID даст значение .F.);
:Р= это предложение PICTURE формата вывода данных;
:В= определяет диапазон допустимых значений, в который должно попа­
дать значение поля;
:Н= определяет заголовок для поля при выводе его на экран, удобно для 
вычисляемых полей;
:W= определяет условие проверки при входе в поле или выполняет неко­
торое специальное действие;
:R означает, что поле имеет атрибут ’’только для чтения".
Пример:
BROWSE ;
FIELDS ;
tab :Н=’Таб. номер’ :В= 1,250 ,;
fam :Н=’Фамилия’ :R :12,;
age :Н=’Возраст’ :В=,60 :V=age>16 :Е=’Слишком молод’,; 
oklad :Н=’Оклад’ :Р=’9999.99’ :W= NOT EMPTY(fam)
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Вычисляемые поля
Помимо полей из любого открытого в данный момент файла данных можно 
создавать новые, например:
<имя вычисляемого поля>=<выражение>
Вычисляемым полям присваивается атрибут "только для чтения" и они час­
то используются для вывода на экран различного рода расчетных величин. Их 
можно также использовать для вывода флагов, указывающих на наличие или от­
сутствие дочерних записей в другом файле.
Пример:
BROWSE ;
FIELDS ;
TAB,;
name=PADR(TRIM(fam)+[ ]+TRIM(Imia)+SPACE( 10),30); 
:Н=[Имя сотрудника],;
privileg=IIF(dohod<MaxDohod,[Yes],[No]);
:Н=[Льгота ?]
FOR Логическое выражение>
Предложение FOR совместно с условием фильтрации может быть исполь­
зовано для ограничения выводимых записей только теми, которые удовлетворяют 
условию фильтра.
Пример:
BROWSE FOR tab= 125 AND mesiac=12 AND god=99
FORMAT
FORMAT позволяет использовать файл формата вывода. Для подключения 
определенного формата вывода сначала необходимо осуществить следующие 
действия:
• создать текстовый файл с расширением FMT, содержащий выражения @ 
... GET со всеми необходимыми предложениями VALID, WHEN, 
RANGE и PICTURE. Координаты при @ ... GET должны быть одинако­
выми (например, @ 0,0 GET ...);
• выполнить команду SET FORMAT ТО <имя файла.fmt> перед выполне­
нием команды BROWSE FORMAT.
Из файла формата система извлекает следующую информацию, которая за­
тем связывается с окном BROWSE: список полей вывода; имеющиеся предложе­
ния VALID; имеющиеся предложения WHEN; имеющиеся предложения RANGE; 
ширина колонок определяется предложением PICTURE; все выражения SAY 
включаются как вычисляемые поля.
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FREEZE <имя поля>
Если Вы укажете в предложении FREEZE имя поля, то Вы сможете ре­
дактировать только это поле. Если список не указан, то выводятся все поля. 
Это особенно удобно для организации ввода данных во вновь созданное поле 
файла.
KEY выр1 [,выр2]
Выражение при KEY ограничивает диапазон выводимых записей диапа­
зоном ключевого выражения активного индексного файла. Первой записью, 
выводимой в окно, оказывается та, значение ключевого выражения которой со­
ответствует выражению 1. Выражение 2 определяет нижний предел значения 
ключевого выражения для выводимого диапазона записей.
LAST
Введение в команду предложения LAST обеспечивает вывод окна со 
всеми теми атрибутами, которые были сохранены в ресурсном файле 
Foxuser.dbf с момента последнего вывода окна с аналогичным именем. Запо­
минание конфигурации BROWSE происходит только в том случае, если имеет­
ся установка SET RESOURCE ON. Отключение режима сохранения конфигу­
рации значительно ускорит работу BROWSE.
LEDIT/REDIT
LEDIT и REDIT обеспечивают вывод левой или правой панели BROWSE 
в режиме просмотра по записям (Change/Edit mode).
LOCK <BwpN>
LOCK определяет число полей, выводимых в левой панели окна 
BROWSE.
LPARTITION
LPARTITION помещает курсор в первом поле левой панели или в правой 
панели, если в составе команды нет предложения PARTITION.
NOAPPEND
NOAPPEND запрещает добавление новых записей в файл, пока пользова­
тель находится в окне BROWSE.
NOCLEAR
При наличии этого предложения окно BROWSE остается на экране или в 
своем окне после выхода из режима.
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NODELETE
Обычно Вы можете пометить запись как удаленную, нажав Ctrl- Г, выбрав 
опцию Toggle Delete в выпадающем меню BROWSE или нажав левую кнопку 
мыши, когда курсор расположен в крайней левой колонке окна. Если Вы вклю­
чили в команду NODELETE, то записи не могут быть помечены для удаления.
NOEDIT/NOMODIFY
NOEDIT и NOMODIFY запрещают внесение изменений в файл данных.
NOLGRID/NORGRID
NOLGRID и NORGR1D позволяют получить окно без вертикальных ли­
ний, разделяющих поля записи.
NOLINK
NOLINK отключает синхронизацию панелей.
NOMENU
NOMENU блокирует доступ к меню BROWSE и его опциям.
NOOPT1MIZE
NOOPTIMIZE отключает применение технологии Rushmore. Используйте 
это предложение, если процедура, связанная с предложением VALID, может 
изменять значение поля, входящего в выражение индексирования.
NOREFRESH
При работе в сети содержимое окна BROWSE обновляется каждые п се­
кунд (частота обновления определяется установкой SET REFRESH). Включе­
ние предложения NOREFRESH блокирует обновление. При работе с файлами 
’’только для чтения” использование NOREFRESH позволяет повысить произво­
дительность.
Примечание. Если установить SET REFRESH ТО 0, то предложение не 
действует.
NORMAL
Обычно BROWSE принимает атрибуты (цвет, размер и положение, атри­
буты заголовка, свойства окна: ZOOM, GROW, FLOAT, ...) определенного 
пользователем окна, которое в данный момент активно и расположено наверху 
стека. Если Вы включите в команду предложение NORMAL, то окно BROWSE 
открывается так, как если бы оно было единственным активным окном. Это 
предложение действует только при наличии активного пользовательского окна 
(или если Вам необходимо игнорировать установки, сохраненные в ресурсном 
файле).
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NOWAIT
Наличие этого предложения позволяет продолжить выполнение про­
граммы немедленно после вывода окна BROWSE. Предложение используется в 
том случае, если Вы хотите вывести данные в окне BROWSE, но не собирае­
тесь просматривать файл, пока пользователь не переключится на это окно.
PARTITION <expN2>
Это предложение используется для разделения окна на две панели. Зна­
чение <expN2> определяет положение разделителя панелей.
PREFERENCE <ехрС1>
Вы можете сохранить текущие атрибуты окна BROWSE в файле 
Foxuser.dbf под определенным именем и использовать их в дальнейшем.
REST
Обычно при просмотре записей FoxPro автоматически переводит указа­
тель на первую запись файла (ту, которая имеет значение RECNO()=l или пер­
вую в соответствии с активным индексом или фильтром). Команда с опцией
BROW$E REST
означает необходимость начать просмотр с текущей записи.
SAVE
Это предложение сохраняет образ окна BROWSE и имеющихся на экране 
окон для memo-полей после выхода из режима просмотра.
TIMEOUT <expN3>
Значение <expN3> при предложении TIMEOUT определяет, как долго 
окно BROWSE будет ожидать ввода перед тем, как автоматически закрыться. 
Период указывается в секундах.
Это предложение аналогично предложению TIMEOUT команды READ и 
используется в сетевых приложениях для предотвращения блокировки файла.
TITLE <ехрС2>
Пользователь может задавать собственный заголовок окна, расположен­
ный на верхней рамке.
VALID :F <expL2> [ERROR <expC3>]
Код, привязанный к предложению VALID, отрабатывается при переходе 
на другую запись в окне. Включение этого предложения позволяет Вам уста­
навливать проверку на уровне записей. Логика, связанная с предложением, от­
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рабатывается только если пользователь внес какие-либо изменения в содержи­
мое записи.
Если VALID возвращает логическое .Т., Вы можете перейти на другую 
запись. Вы можете назначить принудительную проверку, поставив :F или /F 
после слова VALID. В этом случае проверка будет выполняться, даже если со­
держимое записи не изменилось.
Если VALID возвращает .F., Вы не можете покинуть запись, и система 
выдает сообщение об ошибке. Если возвращается 0, то курсор остается на те­
кущей записи, но сообщение об ошибке не выводится.
WHEN <expL3>
Это предложение служит для проверки доступности записи. Если WHEN 
возвращает .F. или 0, запись, на которую Вы переходите, становится недоступ­
ной для редактирования. Так как WHEN исполняется при входе в новую за­
пись, ее также можно использовать для инициализации других значений.
Опции VALID и WHEN допускают использование пользовательских 
функций.
WIDTH <expN4>
Число при предложений WIDTH определяет ширину всех выводимых 
полей. Если для индивидуального поля ширина задана внутри предложения 
FIELDS, то это значение имеет приоритет. Для вывода большего количества 
полей на экран Вы можете использовать команду типа: BROWSE WIDTH 15.
WINDOW <имя окна 1> / IN WINDOW <имя окна 2>
Предложение WINDOW открывает BROWSE в ранее определенном окне 
командой DEFINE WINDOW. Предложение WINDOW активизирует это окно и 
помещает в него окно BROWSE, которое заполняет его целиком и принимает 
его атрибуты.
Если использовано предложение IN WINDOW, то окно BROWSE откры­
вается внутри указанного окна, но независимо от него. BROWSE не принимает 
атрибутов родительского окна. Окно, указанное в предложении IN WINDOW, 
должно быть определено заранее командой DEFINE WINDOW. Можно исполь­
зовать это предложение для создания специальных рамок для окон BROWSE.
COLOR SCHEME <expN5>/COLOR <набор цветовых пар>
Вы можете назначить окну просмотри собственную цветовую комбина­
цию, имеющую приоритет над схемой 10, определяющей цвета окна BROWSE. 
Для этого Вы либо создаете собственную цветовую схему, либо непосредст­
венно указываете цвета окна.
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Пример:
BROWSE ;
FIELDS tab.fam,imia,otch,pol,age,vus
TITLE ‘Fl - помощь Ввод данных F10 - выход’ ; 
VALID tab_n>0 ERROR ‘He введен табельный номер' ; 
WHEN when_do() PARTITION 20 LPARTIT1ON LEDIT ; 
WIDTH 12 IN WINDOW win_date COLOR SCHEME 4 ; 
FOR pol=’M’ AND age<35
И, наконец, особый вариант BROWSE, который может быть полезным в 
некоторых случаях. Команда SET SKIP позволяет устанавливать отношения 
’’один ко многим” между двумя файлами данных. Каждой записи родительско­
го файла может соответствовать несколько записей дочернего файла. Если Вы 
создаете отношения "один ко многим", то можете использовать BROWSE для 
просмотра записей из родительского и дочернего файлов одновременно.
Для каждой записи родительского файла, появляющейся в окне 
BROWSE, выводятся все (если они есть) связанные записи из дочернего файла.
Родительская запись появляется вместе с первой соответствующей до­
черней записью.
Все последующие дочерние записи выводятся в строках, расположенных 
ниже. Все поля, кроме первого, соответствующие родительской записи, заме­
няются на строку из символов псевдографики.
Для перехода между родительскими записями Вы можете использовать 
Ctrl+"?"/Ctrl+"l".
5.2. CHANGE/EDIT-окно
Команда CHANGE предъявляет на редактирование перечисленные поля 
записей базы данных в указанных границах и для заданных условий.
CHANGE [<границы>] |Е(Ж<условие>] ^Н1ЕЕ<условие>]
[FIELDS <поля>] [опции]
Команда позволяет редактировать отдельные записи в базе данных.
<Границы>, WHILE- и FOR-условйя ограничивают работу команды 
только заданным диапазоном записей, FIELDS <поля> - перечнем обрабаты­
ваемых полей.
Опции - набор режимов по составу и действию почти полностью анало­
гичны опциям команды BROWSE. Отсутствует только опция NOLGRID и 
NORGRID, управляющие проведением вертикальных разделителей в окне 
BROWSE.
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6. Манипуляции с данными
6.1. Перемещения в базе данных
При работе с базой данных необходимы средства перемещения внутри 
нее. Запись, на которой находится указатель записей, является текущей, и толь­
ко к ней в данный момент возможен непосредственный доступ.
Имеется несколько разновидностей команд, изменяющих положение ука­
зателей записей:
GO ТОР - переход к самой первой записи файла;
GO BOTTOM - переход к самой последней записи;
GO <BwpN> - переход к записи с указанным в <ewpN> номером;
SKIP <BbipN> - переход к записи, отстоящей от текущей на указанное в 
<BbipN> число записей.
В последней команде <выр1Ч> может быть и отрицательным, что означа­
ет движение указателя назад. SKIP без параметра идентичен SKIP 1 (переход на 
следующую запись).
Все вышеперечисленные команды могут иметь дополнительный пара­
метр IN <область>, указывающий, в какой области должна для базы данных 
выпдлниться команда. Если он опущен, имеется в виду текущая рабочая об­
ласть.
Для контроля положения указателя и наличия записей в файле преду­
смотрены функции:
ИЕСНО([<область>]) - указывает номер текущей записи;
ИЕССОиМТ([<область>]) - выдает общее число записей в файле базы 
данных, включая записи, помеченные к удалению;
ЕОР([<область>]) - функция конца файла. Она истинна (.Т.), если конец 
достигнут, и ложна (.F.) в противном случае;
ВОБ([<область>]) - то же, но для начала файла.
Необязательный параметр <область> указывает, для какой рабочей об­
ласти запрашивается значение функции. По умолчанию это текущая область.
Функции в FOXPRO имеют характерный синтаксис - скобки, даже если 
никакого аргумента нет и они остаются пустыми.
6.2. Просмотр данных
Просмотр данных в FOXPRO осуществляется очень близкими по смыслу 
и синтаксису командами LIST и DISPLAY:
Э15РЕАУ[<границы>][<поля>] У/Н1ЕЕ[<условие>][РОР<условие>] 
[OFF] [ТО PRINT/TO FILE <файл>]
Здесь OFF - указание на то, что номера записей не выводятся;
TO PRINT - результат команды выдается на принтер;
ТО FILE <файл> - результат выдается в <файл>. Если не указать 
расширение имени, то оно будет ТХТ.
В качестве заголовка вывода командой выдаются имена полей базы дан­
ных.
Команда DISPLAY без параметров осуществляет выдачу всех полей базы 
данных только одной текущей записи.
Пример:
DISPLAY tab, fam, LEFT(imia,l)+’.’+LEFT(otch,l), oklad ;
FOR kod_pred=8 OFF TO FILE file_one
Команда с похожими функциями LIST не делает периодических остано­
вок при выдаче данных, и по умолчанию область ее действия - не текущая за­
пись, а весь файл. Ввиду этого команда более пригодна для выдачи данных на 
принтер/файл. Выполнение команды LIST может быть инициировано в ко­
мандном режиме нажатием клавиши F3, а команды DISPLAY - F8.
6.3. Удаление данных
В FOXPRO имеется несколько команд удаления данных:
ERASE <файл> - удаление любого не открытого в данный момент файла. 
Расширение имени обязательно. Совершенно аналогичные функции выполняет 
команда DELETE FILE <файл>.
ZAP - удаление всех записей в активном файле базы данных с сохранени­
ем его структуры.
DELETE [<границы>] [WHILE <условие>] [FOR <условие>] - пометка к 
удалению записей в указанных границах и/или отвечающих указанным услови­
ям. DELETE без параметров помечает только одну текущую запись.
Пример:
DELETE FOR tab=O OR EMPTY(fam) OR age>65
PACK [MEMO] [DBF] - физическое удаление помеченных ранее записей 
и сжатие файла. После выполнения команды указатель записей устанавливает­
ся в начало базы. Если имеются открытые индексы, они перестраиваются. По 
умолчанию упаковывается как файл данных (DBF), так и файл memo-полей 
(FPT). Если указан параметр МЕМО, то упаковывается только FPT-файл, если 
DBF - то только DBF-файл.
RECALL [<границы>] [WHILE <условие>] [FOR <условие>] - снятие по­
меток к удалению. RECALL без параметров действует только на одну текущую 
запись.
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6.4. Изменение данных
В FOXPRO имеется возможность не только вручную редактировать дан­
ные, но и изменять их путем присваивания или вычисления. Для этого исполь­
зуется специальная команда
REPLACE [<границы>] [WHILE <условие>] [FOR <условие>]
<поле1> WITH <выражение1> [,<поле2> WITH <выражение2>,...] 
[ADDITIVE] [NOOPTIMIZE]
Эта команда осуществляет множественное изменение полей базы данных 
в соответствии с заданными выражениями, в установленных границах и при 
заданных условиях.
Если отсутствует параметр <границы> или <условия>, изменена будет 
только текущая запись. Параметр ADDITIVE действует для мемо-полей и оз­
начает, что заданное <выражение> будет дописываться в конец поля. Если этот 
параметр опущен, то старое значение мемо-поля будет замещено <выражени- 
ем>.
6.5. Фильтрация данных * .
В FOXPRO предусмотрена специальная команда вида
SET FILTER ТО [<условие>],
которая позволяет установить FOR-условие для всех без исключения команд 
обработки данных. Здесь <условие> указывает, какие именно записи могут 
быть доступны для обработки.
Например, команда SET FILTER ТО fam = 'ИВ' сделает доступными для 
обработки только записи, в которых фамилия сотрудника начинается с букв 
"ИВ".
Команда SET FILTER действует исключительно на ту базу, которая от­
крыта и активна в данный момент. Иначе говоря, для каждой базы данных мо­
жет быть установлен свой фильтр записей.
Команда SET FILTER ТО без параметра снимает все ограничения на 
предъявление записей из текущей базы.
Установление фильтра имеет одну особенность - он начинает действо­
вать только в случае, если после команды SET FILTER ТО <условие> произве­
дено хоть какое-то перемещение указателя записей в файле базы данных.
Чаще для этой цели используется команда GO ТОР (или GO BOTTOM).
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6.6. Последовательный поиск
6.6.1. Начальный поиск
Следующая команда осуществляет последовательный поиск одной самой 
первой записи в базе данных, удовлетворяющей заданному FOR-условию, среди 
записей, находящихся в заданных границах, и до тех пор, пока соблюдается 
WHILE-условие (если оно есть):
LOCATE FOR <условие> [<границы>] [WHILE <условие>]
В случае, если границы и WHILE-условие отсутствуют, поиск ведется во 
всем файле, начиная с первой записи.
При успешном поиске указатель записей устанавливается на найденную за­
пись, функция RECNO() равна номеру этой записи, а функция FOUNDQ, оцени­
вающая результат поиска, возвращает значение "Истина" (.Т.). При неудачном 
поиске функция RECNO() равна числу записей в базе плюс 1, FOUND()=.F., а 
функция достижения конца файла EOF() возвращает .Т.
6.6.2. Продолжение поиска
Команда CONTINUE продолжает поиск записей, начатый ранее командой 
LOCATE.
Если командой LOCATE или CONTINUE не было найдено нужных запи­
сей, указатель записей устанавливается на нижнюю границу поиска (если она 
введена в команде) или на конец файла (EOF()=.T.).
6.7. Индексирование баз данных
Важнейшим элементом любой системы управления базами данных является 
наличие средств ускоренного поиска данных, поскольку поиск - самая распро­
страненная операция в системах обработки данных. Этот механизм обычно реа­
лизуется введением так называемых индексных файлов (индексов). Они имеют 
расширение имени IDX/CDX.
Индексирование выполняется следующей командой
INDEX ON <выр> ТО <ЮХ-файл>/ТАС <имя тега>
[OF <СОХ-файл>] [FOR <условие>] [COMPACT]
[DESCENDING] [UNIQUE] [ADDITIVE]
Здесь <выр> - индексный ключ-выражение;
<1Г)Х-файл> - имя одно-индексного файла;
<TAG> - имя тега (индекса) в мультииндексном файле;
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<СОМРАСТ> - опция, обеспечивающая создание компактного 
IDX-файла;
<DESCENDING> - индексирование будет выполнено по убыванию; 
<UNIQUE> - все записи с повторяющимся значением ключа игно­
рируются; ш
<ADD1TIVE> - вновь создаваемые индексные файлы не закроют 
ранее открытых индексных файлов.
Если файл проиндексирован, команды DISPLAY, EDIT, BROWSE, SKIP, 
REPLACE и все другие команды, связанные с движением в файле базы данных, 
перемещают указатель записей в соответствии с индексом, а не с физическим 
порядком расположения записей.
Пример:
INDEX ON fam4-imia+otch+DTOC(data_r) ТО TAG OF fior; 
DESCENDING ADDITIVE
6.7.1 Ускоренный поиск
Индексный файл не только упорядочивает базу данных для просмотра, 
но и ускоряет поиск в ней по ключу, заданному в индексе, если пользоваться 
командой
SEEK <выражение>
Команда применяет специальный алгоритм ускоренного поиска, в кото­
ром база просматривается не сплошь, а в соответствии с информацией, содер­
жащейся в индексе.
При наличии индекса сначала именно в нем, а не в самой базе ведется 
поиск номера записи с указанным в команде SEEK значением выражения в ин­
дексном поле. При этом поиск в индексе выполняется не последовательно, а 
скачками (так называемый двоичный поиск), что позволяет быстро локализо­
вать номер нужной записи. Только после этого указатель записей устанавлива­
ется на искомую запись в основной базе данных.
Команда SEEK разыскивает только одну первую запись, в которой в ин­
дексном поле наблюдается <выражение>, т.е. когда <поле>=<выражение>, и 
устанавливает на нее указатель записей.
В FOXPRO имеется полезная функция индексного поиска 
5ЕЕК(<выражение>[,<область>])
Она так же, как и команда SEEK, выполняет поиск записи в индексном 
файле и устанавливает на него указатель записей с возвращением значения .Т., 
если поиск удачный, и .F. - в противном случае. Функция SEEK() заменяет 
комбинацию команды SEEK и функции FOUND(). Такое совмещение весьма 
полезно, поскольку обычно для того, чтобы предпринять какие-то дальнейшие 
шаги после поиска, все равно нужно убедиться в его успешности. Функция 
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FOUND() обычно включается в состаэ команды анализа выполнения условий 
IF. Кроме того, она допускает поиск в неактивной рабочей <области>, заданной 
числовым выражением.
Если индексный файл был ранее создан, но Вы забыли его своевременно 
открыть и внесли какие-то изменения в базе, то необходимо его открыть и об­
новить командой
REINDEX
Обычно такая забывчивость при больших размерах базы обходится доро­
го. Обновление, как и создание нового индексного файла при уже заполненной 
базе, требует времени.
Иногда все же целесообразно прибегать к временному отключению ин­
дексных файлов. Так, каждое дополнение проиндексированной базы новыми 
записями влечет перестройку всего индекса, что иногда может показаться 
слишком медленным. В этом случае имеет смысл отключить индекс в момент 
заполнения и сделать переиндексацию после окончания ввода целой группы 
записей.
6.7.2. Управление индексами
Один и тот же DBF-файл может иметь любое число индексов, и все они 
могут быть одновременно открыты командами SET INDEX или USE...INDEX...
При вводе, удалении, редактировании записей все открытые индексные 
файлы будут соответствующим образом изменяться.
Однако главным управляющим индексом, т.е. таким, в соответствии с ко­
торым при необходимости будет перемещаться указатель записей, может быть, 
конечно, только один. Им является индексный файл, открытый самым первым 
в команде.
Если необходимо сделать главным другой индекс, используется опция 
ORDER команды USE либо команда
SET ORDER ТО [<вырЮ>/<ЮХ-файл>/[ТАО] <имя Tera>[OF <CDX- 
файл>] [^<область>] [ASCENDING/DESCENDING]] [ADDITIVE]
Команда объявляет главный индекс/тег среди открытых IDX- или CDX- 
индексных файлов в текущей или указанной рабочей <области>.
Команда SET ORDER ТО 0 или просто SET ORDER ТО без параметра 
отключает все индексы от управления перемещением указателя записей. Те­
перь уже не будет главного индекса. Однако сами индексы остаются открыты­
ми и чувствительными к изменениям в базе данных.
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6.8. Математическая обработка базы данных
В FOXPRO имеются средства для получения некоторых простых числовых 
характеристик данных, а именно количеств, сумм, средних и некоторых других 
величин. Рассмотрим эти команды.
COUNT [<границы>] [WHILE <условие>][ЕОИ <условие1>]
[ТО <переменная>]
По команде COUNT подсчитывается и заносится в указанную <перемен- 
ную> число записей в заданных границах, удовлетворяющих условиям.
По команде SUM суммируются значения перечисленных числовых полей в 
указанные <переменные> или <массив>.
SUM [<границы>] [WHILE <условие>]
[FOR <условие1>] <список выражений> 
[ТО <переменные>/ТО ARRAY <массив>]
В списке выражений разрешается указывать не только имена числовых по­
лей, но и функции от них и функции от нескольких полей одновременно. Это 
значит, например, что можно воспользоваться функцией VAL() и просуммиро­
вать символьные поля с цифровыми данными. Можно просуммировать квадрат­
ные корни величин и т.д. Если <переменных> не было к моменту исполнения ко­
манды, то они будут созданы, однако <массив> должен уже существовать.
Пример:
SUM oklad, premia FOR nadbavka>1000 TO sum okl, sum prem
По команде
AVERAGE [<границы>] [WHILE <условие>]
[FOR <условие1>] <список выражений>
[ТО <переменные>/ТО ARRAY <массив>] 
подсчитывается среднее арифметическое при тех же допущениях, что и для пре­
дыдущей команды.
Команда
CALCULATE [<границы>] [WHILE <условие>] 
[FOR <условие1>] <список выражений> 
[ТО <переменные>/ТО ARRAY <массив>]
позволяет вести математические расчеты в базе данных. <Список выражений> 
может содержать любую комбинацию следующих внутренних для данной коман­
ды функций:
AVG(<BbipN>) - среднее арифметическое для выражения с полем;
CNTQ - число записей в базе данных;
МАХ(<выр>) - максимальное значение <выр> от поля любого типа;
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М11Ч(<выр>) - минимальное значение <выр> от поля любого типа; 
STD(<BwpN>) - среднеквадратическое отклонение <ewpN>; 
SUM(<BwpN>) - суммирование значений поля или выражения с полем; 
VAR(<BbipN>) - дисперсия <вырЬ1>;
NPV(...) - финансовая функция.
Вышеперечисленные команды по умолчанию имеют область действия весь 
(ALL) файл, если не указаны <границы> и/или <условия>.
7. Работа с несколькими базами данных
7.1. Понятие о рабочих областях
В FOXPRO можно обрабатывать сразу несколько файлов баз данных (до 
225 в расширенной версии).
Каждый такой файл типа DBF и все вспомогательные файлы (например, 
индексные) открываются в своей отдельной рабочей области. Переход из области 
в область осуществляется командой
SELECT <рабочая область/псевдоним>
Первые десять рабочих областей идентифицируются номерами 1-10 или 
буквами А - J. Области с 11-й по 25-ю обозначаются номерами или буквенно­
цифровыми именами Wil - W25. Если в качестве параметра указать цифру О, 
произойдет переход в первую свободную рабочую область. Кроме того, рабочие 
области и файлы базы данных могут идентифицироваться так называемыми псев­
донимами. Псевдонимом области по умолчанию является само имя находящегося 
в ней файла базы данных. В качестве псевдонима можно указать и любое другое 
слово в команде USE. Использование псевдонима позволяет при работе с разны­
ми базами называть их одним именем (псевдонимом). Это делает программу не­
зависимой от имени конкретной базы.
Область, в которой мы находимся в данный момент, называется активной 
рабочей областью, и в ней можно работать с находящейся здесь базой данных, 
используя все допустимые команды системы. Одновременно даже в одной ко­
манде можно иметь доступ (с некоторыми ограничениями) к полям других баз. В 
этом случае имя поля из неактивной области - составное. Собственно имени поля 
тогда предшествует имя рабочей области или псевдоним, разделенные знаками 
>" или (что более удобно) точкой:
<рабочая область/псевдоним>-><имя поля> или
<рабочая обдасть/псевдоним>.<имя поля>
Примеры:
kadry.fam, zarpl.tab, normativ->minimum
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В FOXPRO допускается работа сразу с многими базами данных и при этом 
возможно установление разнообразных связей между ними. Указатели записей в 
таких связанных базах будут двигаться синхронно. База, в которой указатель 
движется произвольно, считается старшей, а база (базы), в которой указатель сле­
дует за указателем старшей базы, - младшей. В старшей и младших базах должны 
быть поля, несущие какой-то общий признак, иначе, хотя связь и возможна, она 
будет бессмысленна. Допускается сцепление одной базы с несколькими другими. 
Младшие базы, в свою очередь, могут быть связаны с базами следующего уровня 
и т.д.
Возможно установление двух типов связей между записями двух сцеплен­
ных баз данных. Связь типа "одна запись с одной” перемещает указатель в млад­
шей базе таким образом, что он всегда устанавливается на первую встреченную 
им запись с совпадающим признаком. Остальные такие записи (если они есть) ос­
таются “не замеченными”. Эта связь устанавливается просто командой SET 
RELATION. Связь типа "одна запись со многими” позволяет обратиться ко всем 
записям младшей базы с совпадающим признаком (команды SET RELATION и 
SET SKIP ТО).
Оба типа связей могут быть распространены на несколько баз сразу.
7.2. Связь вида "одна запись с одной"
Команда
SET RELATION ТО <ключ> INTO <область>
[,<ключ>ПЧТО<область>...] [ADDITIVE]
связывает указатель записей в активной рабочей области с указателями записей 
из других рабочих областей, имена которых указаны после слова INTO, по задан­
ному общему полю (ключу). Единственное условие - файл, с которым устанавли­
вается связь, должен быть проиндексирован по этому полю.
В FOXPRO имеется возможность устанавливать связи с несколькими база­
ми одновременно. Если со старшим файлом, который уже связан с другим, необ­
ходимо связать некоторый третий (четвертый и т.д.), следует во все последующие 
команды SET RELATION включить слово ADDITIVE, которое обеспечит сохра­
нение связей, установленных ранее.
Связь между всеми файлами разрывается командой
SET RELATION ТО
без параметров, связь с отдельным файлом в заданной <области> - командой
SET RELATION OF INTO <область>
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Пример:
USE spisok
USEobraz IN b INDEX tab
USEdeti IN c INDEX tab
SELECT a
SET RELATION TO tab INTO b, tab INTO c ADDITIVE
7.3. Связь вида "одна запись со многими"
Следующая команда устанавливает связь такого типа между двумя или 
несколькими базами данных:
SET SKIP ТО [<область 1> [,<область 2>]...]
При этом с каждой записью из старшей базы могут быть сцеплены не­
сколько записей из младшей базы. Связь может быть установлена сразу с не­
сколькими младшими базами, находящимися в указанных <областях>.
Прежде чем использовать команду SET SKIP ТО, необходимо выполнить 
начальное сцепление вида '‘одна запись с одной" командой SET RELATION. 
Удаление связи "одна запись со многими" осуществляется командой SET SKIP 
ТО без параметров.
8. Создание командных файлов
Для построения полноценных систем обработки данных необходимо 
изучение команд, ориентированных на прямое программирование процессов 
обработки данных. Такие программы создаются с помощью внутреннего 
встроенного текстового редактора FoxPro, вызываемого командой
MODIFY COMMAND/FILE <имятекстового файла/маска>
[NOEDIT] [N0WA1T] [WINDOW <окно>]
Если используется вариант MODIFY COMMAND, то по умолчанию 
вновь создаваемый файл считается командным (программным) файлом и ему 
присваивается расширение PRG, если оно не задано явно. Повторный вызов 
командного файла осуществляется этой же командой. Если Вы забыли, как на­
зывается Ваша программа или хотите просмотреть сразу несколько файлов, 
можно задать <маску> с использованием обычных замещающих символов DOS 
И ’*0”
Например, команда MODIFY COMMAND F* вызовет на экран все файлы 
типа PRG, имена которых начинаются на букву F, каждое в свое окно, а коман­
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да MODIFY COMMAND * - вообще все PRG-файлы. Далее нужные окна мож­
но оставить на редактирование, а остальные убрать, нажав клавишу Escape или 
установив маркер мыши в левый верхний угол, помеченный прямоугольником, 
и нажав кнопку мыши.
Вариант MODIFY FILE не предусматривает каких-либо умолчаний для 
имен файлов.
Пример:
MODIFY COMMAND zarpl*
Созданная в редакторе программа запоминается в указанном в команде 
файле и может быть в дальнейшем вызвана на исполнение командой
DO <имя командного файла>
Расширение PRG указывать не обязательно.
Исполнение программы может быть прервано в любой момент нажатием 
клавиши Escape, если командой
SET ESCAPE ON/OFF
установлено ON (действует по умолчанию). В готовой программе эта возмож­
ность должна быть подавлена параметром OFF.
9. Команды ввода-вывода
Если стандартная форма окна редактирования Вам кажется неудобной, 
можно прибегнуть к индивидуальному определению места и формы предъяв­
ления данных для каждого поля/переменной, использовав специальные коман­
ды ввода/редактирования. Но сначала рассмотрим команды очистки экрана.
CLEAR
Команда освобождает весь экран/окно от имеющейся информации и ус­
танавливает курсор в левый верхний угол экрана/окна.
@<YI,X1> [CLEAR/CLEARТО <Y2,X2>]
Пример:
@ 12,12 CLEAR ТО 16, 67
Команда очищает в окйе/экране прямоугольник с координатами верхнего 
левого угла Y1,X1 и нижним правым углом окна/экрана (если указана опция 
CLEAR) или произвольными координатами Y2,X2 нижнего правого угла (если 
указана опция CLEAR ТО ...). Здесь Y - номер строки (0...24), а X - номер ко­
лонки (0...79).
Обратите внимание, что номера первой строки и колонки равны нулю.
•
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9. 1. Команда ввода-вывода @,..SA Y...GET
Команда является наиболее универсальной командой такого типа. Она ис­
пользуется для форматированного ввода-вывода данных на экран/принтер. Уре­
занный формат команды:
@ <Y,X> [SAY <выр1> ...] [GET <пер> ...]
Здесь Y и X - пара чисел или переменных, которые определяют номер стро­
ки и столбца (для экрана это, соответственно, 0-24 и 0-79, для принтера определя­
ется размером листа бумаги). Именно с этой позиции будет осуществляться ввод- 
вывод. Обязательными элементами команды являются только @ <Y,X>. Если 
больше ничего нет, то курсор устанавливается в позицию экрана Y,X и очищает 
строку Y вправо с позиции X. Подробно с опциями команды можно познакомить­
ся, используя систему помощи FoxPro.
Возможно соединение фраз SAY и GET в одной команде. Тогда область 
ввода GET предъявляется непосредственно после сообщения SAY в той же стро­
ке.
Команды @...GET позволяют осуществить только предъявление данных.
Наделение GET-полей возможностью редактирования и фактическое запо­
минание экранных образов данных в полях/переменных осуществляются коман­
дой
READ,
которая стоит обычно вслед за командой/командами @...GET.
Привлекательность команды @...SAY...GET заключается в том, что она по­
зволяет организовать любую форму ввода/редактирования данных в указанных 
диапазоне и виде. При этом соответствующая область экрана выделяется контра­
стным цветом. Кроме того, только эта команда и команды полноэкранного редак­
тирования (BROWSE, CHANGE и др.) могут использоваться для непосредствен­
ного ввода данных в поля базы данных.
Если всего этого не требуется, можно использовать более простые команды 
ввода: INPUT, ACCEPT, WAIT.
9.2. Команда вывода ?/??
Эта команда является простой, но во многих случаях - самой удобной ко­
мандой вывода:
?/?? [<выр 1 >[PICTURE<BbipC 1 >][FUNCTION<BbipC2>]
[AT<BwpN>] [,<выр2>...]
Опции команды:
PICTURE/FUNCTION применяются для задания шаблонов и кодов 
управления выводом, которые перечислены в системе помощи при описании 
команды @...SAY...GET.
Здесь введен дополнительный форматный код V<n>. Он организует вы­
вод выражения в несколько строк с ограничением числа позиций по горизонта­
ли <п> столбцами. Если значение <п> меньше длины слова, последнее "лома­
ется” у правой границы, если нет - слова переносятся целиком. Этот код осо­
бенно удобен для вывода memo-полей. При определении форматных функций 
в <вырС2> знак "@” не нужен.
АТ - номер столбца <ewpN>, с которого должен начинаться вывод.
Команда ? выводит результаты выражений с новой строки, а ?? осущест­
вляет выдачу данных на текущей строке в текущей колонке экрана.
Перенаправление вывода информации осуществляется командами
SET PRINTER ON/OFF
Установка команды SET PRINTER ON вызывает направление данных на 
принтер, SET PRINTER OFF - отмену (эта форма команды действует по умол­
чанию).
Данные можно направить и в другое место, используя команду
SET PRINTER ТО [<файл> [ADDITIУЕ]/<порт>]
Пример:
SET PRINTER ТО viv ADDITIVE
В частности, можно направить выдачу в указанный <файл>.
Никакое расширение имени файла по умолчанию не подразумевается. 
Если включено слово ADDITIVE и файл с таким именем уже существует, ин­
формация будет добавлена в конец файла. Если нет - файл будет переписан.
9.3. Команда управления принтером ???
Коды управления принтером могут быть включены в команды ?/??, но в 
FOXPRO имеется специальная команда управления принтером
??? <вырС> ,
где <вырС> содержит эти коды.
Команда позволяет использовать коды принтера для его сброса, измене­
ния типа и размера шрифта. Коды могут быть заданы в функции CHR() и/или в 
фигурных скобках |J .
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9.4. Команды вывода TEXT
Структура
TEXT
<сообщения>
ENDTEXT
удобна для вывода значительных объемов текста, который выдается на эк- 
ран/принтер (командой SET PRINTER ON) без всяких изменений сообщений, ко­
торые могут состоять из нескольких строк (например, сложные заголовки таб­
лиц).
9.5. Команда вывода I
Команда
\ <строка текста> ( или \\ <строка текста> )
выводит <строки текстах Команда \ после вывода строки осуществляет переход в 
начало следующей строки, а команда \\ - нет. Команды похожи на команды ? и ??• 
но в некоторых отношениях они отличаются. <Строки> не нужно заключать в 
апострофы/кавычки. Среди текста выводимых данных могут содержаться также и 
выражения, которые окружаются разделителями <о>. При выводе эти выраже­
ния вычисляются.
9.6. Команда ввода-вывода WAIT
Основная функция команды - приостановка программы, возможно, с вво­
дом-выводом данных.
WAIT [<сообщение>][ТО<символьная переменная>]
[TIMEOUT <BbipN>][WINDOW [NOWAIT]][CLEAR]
Опции команды:
TIMEOUT <BbipN> - команда ожидает ввода <ewpN> секунд;
WINDOW [NOWAIT] - <сообщение> выводится не в текущий экран, а в 
системное окно сообщений в правом верхнем углу экрана. Если в команду вклю­
чается опция NOWAIT, то клавишами, продолжающими исполнение программы, 
могут быть не только клавиши, перечисленные выше, но и любые управляющие 
клавиши, а также перемещение маркера мыши без нажатия ее кнопки. Кроме то­
го, команда с этим словом не прерывает программу, хотя <сообщение> и остается 
на экране;
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CLEAR - эта опция используется только со словом WAIT и предназначена 
для удаления с экрана сообщения, вызванного другой командой WAIT с опцией 
NOWAIT. Такая возможность очень полезна для того, чтобы показать пользова­
телю, что, хотя на экране ничего не происходит, выполняется какой-то процесс, 
результатов которого нужно подождать. Это позволяет избежать нежелательных 
нажатий на клавиши.
Например, типична такая последовательность команд:
WAIT 'Ждите, идут вычисления!' NOWAIT WINDOW
<команды>
WAIT CLEAR
9.7. Команда заполнения буфера клавиатуры
С помощью команды
KEYBOARD <вырС>
можно заполнить буфер клавиатуры строкой <вырС>. Таким образом, можно 
имитировать из программы ввод данных с клавиатуры, не делая его фактически. 
Эти данные затем будут считаны первой же командой, ожидающей ввода. В 
<вырС> можно помещать не только собственно данные, но и управляющие коды.
Например, команда
KEYBOARD TIETPOB'+CHR(13)
эквивалентна вводу с клавиатуры фамилии ПЕТРОВ и нажатию клавиши Enter. 
Нажатия клавиш можно указывать не только их кодами, но и клавишными име­
нами, взятыми в апострофы/кавычки и фигурные скобки (см. команду ON KEY 
LABEL). Здесь CHR(13) можно заменить строкой '{ENTER}', что, конечно, го­
раздо удобнее.
Таким образом, возможно применение команды и для передачи содержа­
тельных данных в область редактирования (в командах CHANGE/EDIT, 
BROWSE, READ) из процедур.
Очищается буфер командой CLEAR TYPEAHEAD, которая используется 
всегда, когда нужно иметь гарантированно пустой буфер.
10. Команды управления
Команды управления являются важнейшим средством построения про­
грамм. Эти команды не могут быть опробованы и использованы в интерактивном 
режиме, а только в программах.
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10.1. Команда IF
В зависимости от условия команда выполняет те или иные <команды>, 
находящиеся внутри конструкции IF...ENDIF.
1Р<условие>
<команды1>
[ELSE
<команды2>]
ENDIF
Если условие истинно, выполняются все <команды1>, следующие от IF 
до ELSE, если ложно, то <команды2> от ELSE до ENDIF. Если необязательная 
фраза ELSE отсутствует и условие ложно, все внутренние <команды1> пропус­
каются и выполняется команда, следующая за ENDIF.
Допустимо вложение друг в друга конструкций типа IF...ENDIF и других 
структурных команд.
Пример. Вывести большее из двух чисел А и В, а если числа равны, вы­
вести сообщение "ЧИСЛА РАВНЫ".
IF a=b
?’ ЧИСЛА РАВНЫ
ELSE
IF a>b
? а
ELSE
?b
ENDIF
ENDIF
В одной строке программы разрешается записывать только одну коман­
ду, и ее положение в строке произвольно. Для наглядности лучше записывать 
их не в столбец, а уступами, подчеркивающими вложенность команд.
10.2. Команда DO CASE
Конструкция DO CASE...ENDCASE решает задачи, аналогичные команде 
IF, но в ней может быть указано сразу несколько условий, которые последова­
тельно проверяются во всех фразах CASE.
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Формат команды:
DO CASE
CASE <условие1>
<серия_команд_ 1 >
CASE <условие2>
<серия_команд_2>
CASE <условиеЗ>
<серия_команд _3>
[OTHERWISE 
<серия_команд>] 
ENDCASE
Если встретилось истинное <условие>, выполняется нижеследующая 
<серия_команд> до следующей фразы CASE, или OTHERWISE, или 
ENDCASE, и конструкция завершается.
Если ни одно из CASE-условий не истинно, выполняется <се- 
рия_команд>, стоящая за фразой OTHERWISE до ENDCASE, если фраза 
OTHERWISE отсутствует, не выполняется ни одна команда.
Пример (условие см. в предыдущей задаче):
DO CASE
CASE А=В
?'ЧИСЛА РАВНЫ'
CASE А>В
? А=',А
CASE a<b
? 'В=',В
ENDCASE
Команда очень удобна для обработки выбора из меню в программах.
Разрешается вложение команд DO CASE, IF.
Обратите внимание! Если найдено, истинное CASE-условие, остальные 
условия не проверяются и выполняется команда, стоящая за ENDCASE. Отсю­
да следует, что в команде DO CASE последовательность проверяемых условий 
имеет очень большое значение.
Кроме перечисленных команд IF и DO CASE, в СУБД FOXPR имеется 
очень полезная функция анализа условия - IIF().
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11. Организация циклов
ILL Цикл с условием
Реализация так называемых итерационных циклов, т.е. циклов с заранее 
известным условием их окончания, выполняется следующей конструкцией:
DO WHILE <условие>
<команды>
ENDDO
Команды, заключенные между DO WHILE и ENDDO (тело цикла), будут 
выполняться до тех пор, пока <условие> истинно. Если оно ложно или стано­
вятся ложным, осуществляется переход к команде, следующей за ENDDO.
Если требуется выйти за пределы цикла, можно использовать команду 
EXIT, которая передаст управление команде, следующей за ENDDO.
Следующая команда: LOOP - осуществляет передачу управления в цикле, 
но в противоположную сторону - в его начало, на саму команду цикла.
Это нужно, чтобы при необходимости можно было избежать выполнения 
некоторых команд, предшествующих фразе END, и сразу перейти к следующе­
му циклу. • •
Рассмотренные команды действуют не только в структуре DO WHILE, но 
и во всех других командах организации циклов (FOR и SCAN).
1L2. Цикл с параметром
Арифметический цикл предполагает наличие переменной, ограничиваю­
щей число циклов.
FOR <переменная>=<вырМ> ТО <BbipN2> [STEP <BwpN3>] 
<команды>
ENDFOR
Здесь <переменная> используется в качестве управляющего параметра 
цикла, для которого <выр№> является начальным значением, <вырЫ2> - ко­
нечным, a <BbipN3> - шагом изменения <переменной>. Если последний пара­
метр отсутствует, шаг равен 1.
Таким образом, цикл будет выполняться столько раз, сколько нужно, 
чтобы <переменная> от значения, равного <BwpNl>, достигла <BbipN2> с ша­
гом <BbipN3>. <Переменная> в каждом цикле сравнивается с <BbipN2>. Если 
она меньше или равна <BbipN2>, продолжается выполнение цикла, если боль­
ше, выполнение цикла заканчивается и программа продолжается с команды, 
следующей за ENDFOR. Если <выр№> отрицательно, переменная в каждом 
цикле будет уменьшаться. Тогда <вырМ> должно быть больше <BbipN2>.
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Хотя все параметры команды FOR допускается изменять внутри цикла, 
это никак не влияет на число циклов или значение <переменной>. Исключение 
составляет сама <переменная>, изменение которой влечет изменение числа 
циклов.
В цикл FOR также могут включаться команды EXIT и LOOP.
Наиболее частое применение команды FOR - организация циклов с зара­
нее известным числом их повторений. Тогда <переменная> имеет смысл счет­
чика циклов.
11.3. Цикл сканирования базы данных
Следующая команда применяется для перемещения в базе данных и вы­
полнения <команд> для каждой встреченной записи, которая отвечает услови­
ям.
SCAN [<границы>] [FOR <условие1>][\УН1ЬЕ <условие2>] 
<команды>
ENDSCAN
При отсутствии границ и условий сканируется вся база данных. Команда 
SCAN является исключительно удобным средством перемещения в базе.
12. Массивы переменных
В FOXPRO разрешается работа с одномерными и двумерными массивами 
переменных. Для этого они предварительно должны быть описаны специаль­
ной командой
DECLARE/DIMENSION <переменная>(<вырЖ>[,<выр№>]) 
[,<переменная> (<BbipNI> [<BbipN2>])] ...
Например:
DIMENSION SUM_ZAR(120), MESIAC(12,2)
Нумерация элементов массива начинается с единицы.
12.1. Обмен данными с базой данных
Обмен данными между массивами и базами данных может выполняться 
посредством двух пар команд, которые реализуют считывание записей в мас­
сив и занесение массива в записи базы данных.
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12.1.1. Работа с одномерными массивами/переменными
Следующая команда последовательно переносит значения полей только из 
текущей записи активного файла базы данных в последовательные элементы од­
номерного массива (если указана опция <массив>) или переменные (если указано 
MEMVAR). Все такие переменные получат те же типы и размеры, что и поля ба­
зы данных.
SCATTER [FIELDS <поля>][МЕМО] ТО <массив> 
[BLANK]/[MEMVAR][BLANK]
Если массив ранее не был описан или его длина недостаточна, он будет 
создан командой. Если переменные ранее не существовали, они будут созданы с 
теми же именами, что и соответствующие поля. Для того, чтобы СУБД могла от­
личить одинаковые имена полей и переменных, к последним нужно обращаться с 
префиксом "М".
Например:
М->Х или М.Х для переменной X
Если использовано слово BLANK, то создается множество незаполненных 
переменных или элементов массива, имеющих однако те же типы и размеры, что 
и поля базы данных.
Если опция FIELDS не указана, переносятся все поля записи.
Опция МЕМО указывает на то, что и memo-поля будут копироваться. При 
этом необходимо следить, чтобы размер копируемого memo-поля не был больше 
разрешенной длины переменной.
Действие команды GATHER обратно действию команды SCATTER:
GATHER FROM <MaccHB>/MEMVAR
[FIELDS <список полей>] [MEMO]
Команда переписывает в <поля> текущей записи активного файла базы 
данных элементы <массива> или одноименные переменные (опция MEMVAR), 
созданные ранее командой SCATTER, включая и memo-поля (если указана опция 
МЕМО).
Типы соответствующих полей и элементов массива должны совпадать. Ес­
ли отсутствует слово FIELDS, элементы переносятся в последовательные поля, 
начиная с первого.
12.1.2. Работа с двумерным массивом
Следующая пара команд осуществляет взаимодействие с двумерными мас­
сивами. Мемо-поля командами игнорируются.
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Команда
COPY ТО ARRAY <массив> [FIELDS <поля>]
[<граница>] [FOR <вырЫ>] [WHILE <BbipL2>] 
последовательно пересылает поля из записей текущей базы данных в последова­
тельные элементы строк <массива>.
Команда COPY ТО в отличие от команды SCATTER не создает массива, т. 
е. он к этому времени должен существовать. Причем такой массив должен быть 
описан как двумерный, даже если считывается одно поле (например, А( 10,1), но 
не А(10)).Если количество элементов массива и полей не совпадает, то лишние 
элементы игнорируются.
Команда
APPEND FROM ARRAY <массив> [FOR <BbipL>] [FIELDS <поля>] 
по своему действию обратна действию команды COPY ТО ARRAY и добавляет к 
базе данных записи из <массива> так, что каждая строка массива становится за­
писью базы.
13. Организация меню в прикладных системах
Меню является основной формой диалога в прикладных системах обработ­
ки данных. FoxPro обладает исключительно развитыми средствами поддержания 
меню как с объемным световым курсором (световым “зайчиком”), так и с назна­
чаемыми клавишами. Для удобства будем называть их соответственно световым 
и клавишным меню.
Кроме того, в FOXPRO реализовано еще и "кнопочное" (Button) меню. 
Термин "кнопка" здесь означает не физическую кнопку на клавиатуре, а некото­
рую область на экране, которой приданы управляющие свойства. "Кнопочные" 
меню удобно использовать совместно с мышью.
13.1. Световое меню
Световое меню представляет собой перечень элементов меню, среди кото­
рых один текущий "подсвечен" (отображен иным цветом, чем другие пункты ме­
ню). Перемещение светового курсора осуществляется клавишами управления 
курсором. Выбор в меню производится нажатием клавиш Enter и Space (Ввод и 
Пробел), отказ от выбора - клавишей Escape.
Большинство из реализованных в языке меню является, по существу, окна­
ми, т. е. они могут проектироваться на видимую часть экрана без "порчи" изо­
бражения под ним. При деактивации меню экран автоматически восстанавлива- 
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ется. Это исключительно удобно при работе, например, с экранами редактирова­
ния данных. Здесь можно в любой момент нажатием некоторой предварительно 
закрепленной клавиши вызвать меню на экран, сделать необходимый выбор и 
вернуться назад.
Все виды меню допускают работу с мышью, а также выбор по первой букве 
элемента меню. При этом, если установлена команда SET CONFIRM OFF, нажа­
тие клавиши с первой буквой немедленно повлечет и выбор данного пункта. Если 
установлена команда SET CONFIRM ON, то потребуется подтверждение выбора 
нажатием клавиши Enter/Space.
Когда некоторые пункты меню начинаются на одну и ту же букву, это мо­
жет быть неудобно. В таком случае можно назначить свои ’’горячие” клавиши. 
Если в строку меню включены символы ”\<", то символ, стоящий справа от них, 
будет выделен цветом. Нажимая клавишу с этим символом, мы можем также сде­
лать выбор в меню, причем без нажатия клавиши Enter независимо от команды 
SET CONFIRM.
Если пункт меню начинается с символа ”\", он будет отображаться на экра­
не приглушенным цветом и не будет выбираться ( курсор на нем не фиксируется) 
Если пункт ( только в POPUP-меню ) состоит из двух символов ”\-”, то ему в 
меню будет соответствовать горизонтальная линия. Использование таких элемен­
тов позволяет зрительно группировать пункты меню, разделяя их горизонталь­
ными линиями ("\-"), и даже давать им свои подзаголовки ("\").
В FOXPRO имеются две альтернативные технологии построения меню - 
концепция, продолжающаяся из предыдущей версии СУБД FoxBASE-2.1, и кон­
цепция, позаимствованная из СУБД dBASEIY.
Прежде чем перейти к изучению собственно технологии построения и ис­
пользования меню, уместно указать различия Fox- и dBASE-меню (назовем их 
так). Важнейшее "идейное” различие между ними может быть определено терми­
нами "меню-программа” и "меню-объект". Fox-меню, как мы и привыкли, являет­
ся только частью программы, где оно создается, используется и "умирает”. 
dBASE-меню после своего определения остается независимым и "живым" объек­
том, к которому можно обратиться из любого места прикладной системы и даже в 
командном окне уже после завершения программы.
* Fox-меню всегда вырабатывают числовые переменные, фиксирующие сде­
ланный пользователем выбор. Эти переменные далее анализируются в програм­
ме, обычно в структуре DO CASE ... ENDCASE. Для поддержания возможности 
постоянного возврата в меню оно или команда активации меню, как правило, по­
мещается в цикл вида DO WHILE .Т.... ENDDO.
dBASE-меню может не только вырабатывать переменные для анализа, но и 
непосредственно вызывать процедуры, подпрограммы, команды по обработке 
выбора. Оно наряду с традиционной (реализованной в Fox-меню) предлагает со­
вершенно иную архитектуру построения систем обработки данных, когда про­
грамма может вообще не иметь единого ядра, а вся состоять из процедур, кото­
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рые связаны друг с другом только через вызовы меню. Кроме того, имеется воз­
можность создавать меню из имен файлов и компонентов базы данных, осущест­
влять множественный выбор.
На практике можно успешно пользоваться всеми формами меню, сочетая 
их удобным образом. Ниже по тексту описываются как наиболее перспективные 
dBASE-меню. Что касается FOX-меню,то достаточно подробное и понятное их 
описание приводится в подсказках FoxPro.
13.2. Меню-объекты
В общем случае для создания меню-объекта и работы с ним программисту 
необходимо предусмотреть следующие элементы:
1. Определение меню. Здесь описываются содержание /горячие” клавиши, 
клавиши быстрого доступа, форма и реакции меню. Определение меню может 
быть сделано один раз в начале программы, и далее - только использоваться. Раз­
деление процессов определения меню и его активации очень удобно и делает 
программу более ’’прозрачной”.
2. Активация меню. Команды/клавиши активации предъявляют меню на эк­
ране и делают его чувствительным к выбору пользователя.
3. Удаление меню. Это действие очищает память от определения меню, и 
более оно не может быть использовано без нового определения. Конечно, удобно, 
когда меню постоянно находится в памяти и всегда доступно. Однако ограничи­
вающим фактором здесь является память компьютера, и поэтому иногда прихо­
дится прибегать к временному удалению меню с повторным, если необходимо, 
его определением. В таком случае определение даже удобно поместить в отдель­
ную процедуру.
Существуют меню-объекты двух типов:
• горизонтальное (BAR-меню);
• вертикальное ("всплывающее", или POPUP-меню).
На их основе можно строить иерархические меню практически любой 
сложности (вложенности). Технология создания любого типа меню включает пе­
речисленные в начале раздела этапы.
BAR-меню - это обычно горизонтальное меню (BAR - по-английски строка, 
линейка). Такое меню имеет имя, данное ему по правилам, принятым в FOXPRO, 
и состоит из конкретных элементов, пунктов, которые будем называть PAD- 
пунктами (PAD-заголовок). Каждый PAD-пункт также имеет имя и видимую на 
экране строку-приглашение.
POPUP-меню - это прямоугольное меню (иначе называемое вертикальным 
или ниспадающим), строки-элементы которого будем называть BAR-пунктами 
или BAR-строками . POPUP-меню имеет имя, а его видимое содержание на экра­
не (BAR-строки) будет зависеть от типа POPUP-меню.
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BAR- и POPUP-меню могут использоваться отдельно, а могут быть связа­
ны.
Прежде чем перейти к^изучению конкретных команд, рассмотрим некото­
рые общие для них опции, с тем чтобы не останавливаться на них дальше:
COLOR SCHEME <BwpN>/COLOR <список цветовых пар> - установ­
ление цвета элементов меню. По умолчанию используется цветовая схема 
номер 2.
• MESSAGE <вырС> - возможное дополнительное сообщение к меню, 
возникающее в центре нижней строки, или в строке, указанной командой 
SET MESSAGE. В иерархических меню MESSAGE-сообщения нижнего 
уровня имеют приоритет перед сообщениями верхнего уровня. Так, напри­
мер, если опция MESSAGE была использована и при определении PAD- 
пункта и для подчиненного ему POPUP-меню, то выведено будет <вырС> 
для последнего.
IN [WINDOW] <okho>/IN SCREEN - указывает, где будет показано 
меню. Это может быть <окно> или экран (SCREEN). По умолчанию оно 
предъявляется в текущем окне/экране.
KEY <имя клавиши> [,<вырС>] - указывает <имя клавиши>, которая 
может быть использована для вызова меню. Эта опция равнозначна коман­
де
ON KEY LABEL <имя клавиши> ACTIVATE POPUP <РОРЦР-меню> 
для вызова POPUP-меню. Такое назначенное <имя клавиши> отображается 
справа от соответствующего пункта меню. Если имя клавиши оказывается 
слишком длинным для отображения на экране (в строке меню мало места), 
его можно заменить на другое, указав в <вырС>. Например, имя Ctrl+End 
можно заменить на более короткое слово AEnd (т. е. KEY Ctrl+End, 'AEnd').
MARK <вырС> - устанавливает символ, который будет показан слева 
от выбранного пункта меню. По умолчанию это ромб (ASCII-код 4). Этим 
процессом можно управлять также с помощью команды SET MARK OF 
(см. документацию по пакету FOXPRO).
SKIP [FOR <BbipL>] - пункт меню показывается на экране приглу­
шенным цветом и его выбор невозможен. Если указан параметр FOR 
<BwpL>, пункт меню будет доступен только при <BbipL>=.F.. Опция позво­
ляет блокировать бессмысленные или неразрешенные в данный момент 
пункты меню.
NOWAIT - эта опция может включаться в команды активации меню. 
Меню, активированное таким образом, не останавливает выполнения про­
граммы, которое продолжается со следующей команды. Использование 
этой возможности целесообразно, если ниже имеются объекты, создающие 
состояние ожидания, например READ- и BROWSE-окна. Обычно такое ме­
ню как раз и создается для их ’’обслуживания".
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13.2.1. Горизонтальное BAR-меню
Хотя BAR-меню по умолчанию - горизонтальное, его компоненты могут 
быть размещены в любых местах экрана. При создании меню используются сле­
дующие команды:
• командой описания меню DEFINE MENU дается имя BAR-меню, а ко­
мандой DEFINE PAD определяются его элементы (PAD-пункты);
• команды ON SELECTION PAD и ON PAD определяют реакции меню на 
выбор клавишей Enter/Space;
• командой ACTIVATE MENU меню, описанное указанными выше ко­
мандами, может быть вызвано в любом месте программы;
• командой DEACTIVATE MENU или нажатием клавиши Escape активное 
меню может быть отключено;
• если необходимость в меню отпала совсем, лучше его удалить из памяти 
командами CLEAR MENU или RELEASE MENU.
Рассмотрим эти команды.
Описание меню. Следующая команда дает имя BAR-меню, определяет его 
положение и вид
DEFINE MENU <имя меню> [BAR [AT LINE <ewpN 1 >]]
[IN [WINDOW] <okho>/IN SCREEN] [KEY <имя клавиши>] 
[MARK <вырС1>] [MESSAGE <вырС2>] 
[COLOR <список цветовых nap>/COLOR SCHEME <expN2>]
Параметр BAR указывает на то, что если меню не уместится по ширине эк- 
рана/окна, оно будет доступно со скроллингом. Опция AT LINE <BbipN> опреде­
ляет строку, на которой появится меню (по умолчанию - нулевая строка).
Меню с опцией BAR имеет свойства системного меню FOXPRO. Оно хотя 
и допускает назначение KEY-клавиш для своих PAD-пунктов, но не предъявляет 
имена этих клавиш на экране. Выбор в таком меню завершается его деактиваци­
ей.
Определение PAD-пунктов меню. С помощью следующей команды BAR- 
меню может быть наполнено
DEFINE PAD <имя PAD-элемента меню> OF <имя BAR-MeHK)>
PROMPT <вырС1> [AT<Y,X>][MESSAGE <BbipC2>][MARK <вырСЗ>] 
[KEY <имя клавиши> [,<BbipC4>]][SKIP [FOR <BbipL>]] 
[COLOR <список цветовых nap>/COLOR SCHEME <BbipN>]
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Команда дает имя PAD-элементу меню, указывает на его принадлежность 
какому-то В AR-меню, определяет его отображение (вырС1) и место (Y,X) на эк­
ране. Если параметр АТ опущен, все PAD-элементы меню будут располагаться в 
нулевой строке экрана слева направо.
Определение реакций меню. Следующая команда при любом выборе из 
BAR-меню реализует указанную <команду>:
ON SELECTION MENU <BAR-MeHio> [<команда>]
Если параметр <команда> опущен, назначение отменяется.
Команда
ON SELECTION PAD <PAD-nyHKT> OF <BAR-MeHio> [<команда>] 
позволяет делать индивидуальные назначения команд на каждый <PAD-nyHKT> 
из <BAR-MeHio>. Обычно это <команды> DO вызова процедуры, где может быть 
установлено, какой именно был выбран PAD-элемент. Выбор указанного пункта 
меню требует нажатия клавиши Enter/Space.
Команда ON PAD назначает на <PAD-nyHKT> меню из главного горизон­
тального <ВАЯ-меню> дополнительное меню следующего уровня <POPUP- 
меню>/<В AR-меню 1 >:
ON PAD <PAD-nyHKT> OF <BAR-mchk>>
[ACTIVATE POPUP <РОРиР-меню>/ACTIVATE MENU <BAR-Memol>]
Теперь, если Вы выбираете пункт из горизонтального BAR-меню, будет ав­
томатически отображаться и соответствующее вспомогательное POPUP/BAR- 
меню. Такое меню должно быть определено командой DEFINE POPUP/MENU до 
того, как оно будет использовано в команде ON PAD. Меню второго уровня мо­
жет быть и другим горизонтальным меню <BAR-MeHiol>, формирующим новые 
уровни системы сложного иерархического меню.
Вместо команды ON PAD можно использовать и команду
ON SELECTION PAD,
но при этом вспомогательное POPUP-меню будет появляться не автоматически, а 
при нажатии клавиши Escape/Space.
Для удаления связи всплывающего меню с <РАО-пунктом> меню можно 
ввести в команду ON PAD без параметра ACTIVATE POPUP.
13.2.2. Вертикальное POPUP-меню
’’Всплывающее” POPUP-меню предъявляется в виде прямоугольника в ука­
занном месте окна/экрана. Содержанием меню могут быть имена файлов, компо­
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ненты файлов или произвольные строки. Меню допускает "прокручивание”, а 
также выбор по первой (для всех видов меню) или назначенной букве строки 
меню (исключая меню из компонентов файлов). Здесь используются следую­
щие средства.
Командой описания меню DEFINE POPUP дается имя меню, указывается 
его местонахождение, цвет и содержание (если PROMPT 
FIELD/FILES/STRUCTURE), а также назначаются "горячие" клавиши выбора 
пунктов внутри меню и клавиша вызова самого меню. Если содержание меню 
состоит из произвольных строк, оно не может быть определено только коман­
дой DEFINE POPUP. В этом случае элементы меню персонально описываются 
командами DEFINE BAR.
Командой ON SELECTION POPUP определяется реакция на выбор из ме­
ню нажатием клавиши Enter/Space. Можно также назначить действия на выбор 
отдельных строк меню, в том числе вызов других меню с помощью команд ON 
[SELECTION] BAR.
Меню, описанное указанными выше командами, может быть активизи­
ровано в любом местё программы командой ACTIVATE POPUP или KEY- 
клавишей. Теперь с ним может работать пользователь. Если в программе нужно 
уточнить выбор пользователя, применяются специальные меню-функции 
(BAR(), POPUPO,...).
Меню может быть отключено командой DEACTIVATE POPUP, или на­
жатием клавиши Escape, или клавишами с горизонтальными стрелками. Если 
необходимость в POPUP-меню отпала совсем, лучше его удалить из памяти 
командами CLEAR POPUPS или RELEASE POPUPS. Если его нужно только 
временно удалить с экрана, используется команда HIDE POPUP.
Рассмотрим команды организации меню.
Описание POPUP-меню. Команда описывает прямоугольное меню и оп­
ределяет его содержание, если оно является компонентами файла/файлов.
DEFINE POPUP <РОРиР-меню> [FROM <Yl,Xl>] [ТО <Y2, Х2>] 
[PROMPT FIELD <Bbip>/PROMPT FILES [LIKE <маска>]/ 
PROMPT STRUCTURE] [IN [WINDOW] <okho>/1N SCREEN] 
[FOOTER <вырС I>] [KEY <имя клавиши>] [MARGIN] 
[MARK <BbipC2>][MULTI] [MESSAGE <вырСЗ>] 
[SCROLL] [TITLE <вырС4>] [SHADOW] 
[COLOR SCHEME <BbipN>/COLOR <список цветовых пар>]
Здесь <РОРиР-меню> - имя POPUP-меню, которое дает программист;
FROM <YLX1> ТО <Y2,X2> - координаты левого верхнего и пра­
вого нижнего углов POPUP-меню в окне/экране;
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PROMPT FIELD <выр> - элементами меню будут записи из откры­
той базы данных, содержащие заданное поле-выражение;
PROMPT FILES [LIKE <маска>] - элементами будут названия фай­
лов, возможно, ограниченные <маской>;
PROMPT STRUCTURE - в качестве элементов меню будет предъ­
явлена структура открытой базы данных;
FOOTER <вырС1> и TITLE <вырС4> - заголовки меню, распола­
гаемые в центре нижней и верхней границ области меню;
MULTI - устанавливает режим множественного отбора из меню; 
MARGIN - устанавливает пробелы справа и слева от приглашений 
меню;
SCROLL - если пункты меню не умещаются в окне/экране, справа 
появляется вертикальная полоса, на которой будет показан маркер 
текущего положения курсора;
SHADOW - предъявление меню сопровождается "тенью".
Описание элементов POPUP-меню. Команда описывает BAR-пункты 
POPUP-меню, если программист задает их сам в виде некоторых строк.
Команда используется после команды DEFINE POPUP. Формат команды 
DEFINE BAR <BbipN> OF <РОРиР-меню> PROMPT <вырС1>
[KEY <имя клавиши> [,<вырС2>]] [MARK <вырСЗ>] 
[MESSAGE <вырС4>] [SKIP [FOR <BbipL>]]
[COLOR <список цветовых nap>/COLOR SCHEME <BbipN2>]
Определение реакции меню. Нижеприведенная команда указывает, что 
произойдет, если выбор в меню сделан:
ON SELECTION POPUP <POPUP-MeHio>/ALL [<команда>]
При необходимости назначить пунктам POPUP-меню индивидуальные 
реакции (команды, процедуры, другие меню) используется следующая коман­
да:
ON SELECTION BAR <выр№» OF <РОРиР-меню> [<команда>] 
Активация меню. Команда предъявляет меню на экране и активирует его.
ACTIVATE POPUP <имя РОРиР-меню> [AT <Y,X>] [BAR <BbipN>] 
[NOWAIT] [REST]
После активации пользователь может делать выбор из меню. Опции ко­
манды:
AT <Y,X> - определяет координаты экрана/окна для вывода меню. Эти 
координаты имеют преимущество над координатами, указанными при описа­
нии меню в команде DEFINE POPUP;
BAR <BbipN> - задает номер текущей строки меню при его выводе;
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REST - текущей строкой меню будет текущая запись базы данных. По 
умолчанию текущей строкой будет первая запись. Имеет смысл для меню, опи­
санного с опцией PROMPT FIELD.
Отключение меню. Нижеперечисленные команды деакти виру ют/у дал я ин- 
меню или его элементы.
DEACTIVATE POPUP - деактивирует меню и удаляет его с экрана. Этот же 
результат может быть получен нажатием клавиши Escape или переходом к друго­
му POPUP-меню. После деактивации меню управление передается команде, не­
посредственно следующей за ACTIVATE POPUP. Если обработка выбора из 
POPUP-меню осуществляется в специальной процедуре, последней командой, ко­
торая там выполняется, будет или последняя команда процедуры, или команда 
RETURN (если есть), или команда DEACTIVATE POPUP. Если в меню была на­
жата клавиша Escape, обращение к процедуре вообще не произойдет.
CLEAR POPUPS - удаляет все деактивированные POPUP-меню с экрана и 
из памяти.
RELEASE POPUPS [<список РОРиР-меню> [EXTENDED]] - удаляет пере­
численные деактивированные меню с экрана и из памяти. Если список опущен, 
удаляются все меню. Параметр EXTENDED вызовет удаление не только перечис­
ленных POPUP-меню, но и всех подчиненных им вспомогательных меню.
RELEASE BAR <BbipN>/ALL OF <РОРЦР-меню> - команда удаляет пере­
численные BAR-пункты из POPUP-меню. Можно удалить (ALL) и все BAR- 
пункты.
HIDE POPUP <список POPUP-MeHH3>/ALL [SAVE] - удаляет указанные или 
все (ALL) прямоугольные меню с экрана/окна, но не из памяти. Скрытие меню не 
равносильно деактивизации. Такое меню может быть восстановлено с помощью 
команд ACTIVATE/SHOW POPUP.
Образ меню остается на экране, если указана опция SAVE.
Очистить экран можно командой CLEAR.
13.3, Клавишное меню
В отличие от светового, клавишное меню не подразумевает никаких дви­
жущихся элементов. Обычно это просто строка, где содержится перечень воз­
можных действий и вызывающих их клавиш.
Меню, построенные таким образом, как правило, используют для реализа­
ции простых, но часто выполняемых операций по обработке данных. При этом 
можно выбрать некоторые наиболее удобные или привычные клавиши на клавиа­
туре. Клавишное меню очень удобно для вызова определенных действий для то­
го, чтобы покидать текущий экран, например экран редактирования. Ниже рас-
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смотрены команды, необходимые для построения такого меню, позволяющие ус­
тановить связь программы с прерываниями от нажатия клавиш или возникнове­
ния ошибок (прерывание ERROR) с переходом к выполнению указанных в них 
<команд>:
ON ERROR [<команда>] - переход к выполнению <команды> при возник­
новении любой ошибки;
ON READERROR [<команда>] - то же, но при ошибке ввода. <Команда> 
выполняется в случае, если введены неправильные данные или данные, выходя­
щие за диапазон, заданный в RANGE, или не отвечающие условию VALID;
ON ESCAPE [<команда>] - переход к выполнению <команды> при нажатии 
клавиши Escape. Если SET ESCAPE OFF, команда не работает;
ON KEY [<команда>] - то же, при нажатии любой клавиши;
ON KEY=<BwpN> [<команда>] - то же, но при нажатии клавиши с кодом, 
соответствующим <BwpN>;
ON KEY [LABEL <имя клавиши>] [<команда>] - то же, но при нажатии 
клавиши с указанным <именем>.
Каждая ON-команда имеет силу до тех пор. пока не появится другая коман­
да ON такого же типа с новым значением параметра <команда>. Полная отмена 
ON-команды осуществляется командой такого же типа, но без параметров.
Самая очевидная область применения команд обработки клавиш*-‘это соз­
дание клавишных меню, совмещенных с экранами редактирования, которые 
сформированы с помощью команд BROWSE, EDIT, CHANGE, READ.
Команда ON KEY реагирует на нажатие любой клавиши, но только не в ре­
жиме редактирования данных.
В командах ON KEY= и ON KEY LABEL можно указать практически лю­
бые клавиши или комбинации клавиш.
В программе может одновременно быть активной только одна команда ви­
да ON KEY=..., т. е. ею задействуется только одна клавиша. Напротив, любое 
число команд ON KEY LABEL может активировать любое число клавиш одно­
временно. Кроме того, в этой команде клавиши активируются не по кодам 
(<BwpN>), которые невозможно запомнить, а по своим именам. Эти имена легко 
указать, так как они практически совпадают с надписями на клавишах.
Имя клавиши может быть задано как строчными, так и прописными буква­
ми. Например, команда ON KEY LABEL Ctrl+F DO Prog при одновременном на­
жатии клавиш CTRL и F вызовет процедуру Prog или программу Prog.prg.
13.4. Создание меню с помощью функций
Самые простые ждущие клавишные меню можно строить, используя функ­
ции INKEY(), LASTKEY(), READKEYQ. При этом предварительно должно быть 
создано состояние ожидания.
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Функция INKEYQ такое состояние создает сама.
Приведем пример меню, использующего функциональные клавиши:
? 'F2 - удаление F3 - возврат F4 - выход' 
x=INKEY (0) 
DO CASE
CASE LASTKEYQ = -3 && Нажата клавиша F2
CASE LASTKEYQ = -4 && Нажата клавиша F3
ENDCASE
Здесь сначала демонстрируется текст меню, а затем код нажатой клавиши 
запоминается в переменной X, которая дальше анализируется.
Средством создания паузы может быть и команда WAIT (лучше с опцией 
WINDOW), например:
WAIT ’Esc - отказ, продолжение - любая клавиша' WINDOW
IF LASTKEY() = 27
RETURN
ENDIF
Здесь программа останавливается и ожидает управляющих действий 
пользователя. При нажатии клавиши Escape происходит выход из процедуры 
(RETURN).
Функция READKEYQ похожа на LASTKEYQ и позволяет сделать выбор 
альтернатив дальнейшей обработки данных непосредственно в окне редакти­
рования READ, поскольку она различает не только, какие клавиши были нажа­
ты для выхода из экрана ввода, но были ли в нем изменены данные.
Положим, что в зависимости от содержимого текущей записи, которая 
предъявлена на редактирование, мы должны сделать один из следующих выбо­
ров:
• пометить запись на удаление;
• переместиться на следующую запись;
• прекратить просмотр и редактирование записей в случае, если дан­
ные были изменены;
• продолжить естественный ход выполнения программы.
Фрагмент программы, реализующей указанные возможности, приведен 
ниже (экран ввода не показан).
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DO WHILE .Т.
*<Экран ввода-редактирования>
@ 20,1 SAY ’ лНоте-удаДение, APgUp^ajibine, лЕпс1-конец']
READ
c=READKEY() && c=LASTKEY()
DO CASE
CASE c=33 .OR. c=289 
DELETE
CASE c=34 .OR. c=290 
SKIP
CASE c=270 
EXIT 
ENDCASE 
ENDDO
&& c=289
&& c=31
&& c=23 AND UPDATEDQ
В нижней части экрана ввода (в 20-й строке) изображено меню, в кото­
ром указаны задействованные в нем клавиши. После выхода из экрана обыч­
ным образом или нажатием одной из перечисленных комбинаций клавиш ана­
лизируется функция READKEY(). Если она возвращает значение 33 или 289, 
значит, были нажаты клавиши Ctrl-Home, если 34 или 290 - значит, Ctrl-PgUp, 
если 270 - значит, Ctrl-End и данные были изменены. В зависимости от этого 
далее выполняются различные действия по обработке данных. Однако свобод­
ных клавиш выхода из команд редактирования, которые можно использовать 
таким образом, очень немного.
Аналогичным образом может быть применена функция LASTKEY(), а 
факт обновления данных может быть зафиксирован функцией UPDATED().
14. Оформление программ
14.1. Использование элементов псевдографики
FOXPRO содержит средства создания изображений из элементов так на­
зываемой псевдографики, т.е. примитивных графических символов, для вывода 
которых не нужен графический режим терминала.
@ <Y1,X2,Y2,X2> BOX <вырС>
Команда позволяет формировать в заданных координатах рамку и фон 
прямоугольника из любых символов, которые включены в <вырС>.
Это символьное выражение может содержать до 9 символов (по четыре 
символа для углов и сторон прямоугольника, начиная с левого верхнего угла по 
часовой стрелке). Девятый символ, если есть, заполняет прямоугольник.
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Если <вырС> отсутствует, прямоугольник будет ограничен одинарной 
линией, если <вырС> состоит только из одного символа, он будет ограничи­
вающим для всего прямоугольника.
В <вырС> элементы рамки указываются в виде символьной переменной 
или непосредственно в апострофах, например
@ 10,20,16,60 box '+*+*+*+*’
@ <Y1,X1> ТО <Y2,X2> [DOUBLE/PANEL/<oK3HTOBKa>] 
[COLOR<cnHCOK цветовых nap>]/COLOR SCHEME<BbipN>]
Эта команда формирует рамку с координатами Y1 ,Х1 и Y2,X2, а также 
определяет ее цвет и форму. При Y1=Y2 или Х1=Х2 будут изображены соот­
ветственно горизонтальная и вертикальная линии.
Параметры формы окантовки (по умолчанию одинарная линия):
DOUBLE - рамка ограничена двойной линией;
PANEL - рамка сплошная (состоит из символов заполнения);
<Окантовка> - перечень символов окантовки, перечисленных через запя­
тую в надлежащем порядке.
Пример:
@0,0,24,79 double color scheme 4
SET BORDER TO [S1NGLE/DOUBLE/PANEL/NONE/
<Окантовка 1 >[,<Окантовка2>]]
Команда задает форму бордюра-окантовки для рамок, меню и окон, ко­
торые будут далее использоваться по умолчанию. Рамки создаются командой 
@...ТО, меню - командами DEFINE MENU и DEFINE POPUP, окна - командой 
DEFINE WINDOW.
Параметры команды определяют следующие формы окантовки:
PANEL - рамка сплошная;
NONE - окантовка не выводится;
DOUBLE - двойная линия;
SINGLE - одинарная линия (действует по умолчанию);
<Окантовка1> - собственные символы окантовки;
<Окантовка2> - то же, но для неактивных окон.
Удобным инструментом для работы с псевдографикой является исполь­
зование системных средств FOXPRO (пункты главного меню: 
SYSTEM+SPECIAL CHARACTERS).
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14.2. Управление цветом
В FOXPRO имеются средства как непосредственного указания цветов в 
командах ввода-вывода, описания окон, меню, так и определения их по умол­
чанию. При этом приняты следующие обозначения цветов (допускаются как 
прописные, так и строчные буквы):
черный -N; зеленый-G; коричневый - GR;
синий - В; бирюзовый - BG; красный - R;
желтый - GR+; лиловый - RB; белый - W.
После символа цвета также можно указать звездочку ”*” для мерцания и 
"+" для повышения яркости (”+" действует только на цвет текста и не действует 
на цвет фона).
Следующая команда дает возможность управлять цветовой гаммой и ин­
тенсивностью изображения элементов текущего экрана/окна:
SET COLOR ТО [<стандартный>[,<дополнительный>]
[,<рамка>] [,<фон>]]
Команда позволяет устанавливать цвета:
<стандартный> - цвет основных текстовых сообщений;* 
<дополнительный> - цвет дополнительных сообщений. К ним относятся, 
например, области ввода GET, выбранные пункты меню и др.;
<рамка> - цвет рамки электронно-лучевой трубки дисплея за пределами 
используемой области;
<фон> - цвет фона. Этот параметр используется в компьютерах, которые 
не позволяют установить различный фон для "стандартного" и "дополнитель- * 
ного" сообщений.
Раскраска стандартного и дополнительного текстов может иметь по два 
параметра: цвет текста и цвет фона, которые разделяются косой чертой и назы­
ваются цветовой парой. <Рамка> (для цветных мониторов) и <фон> (если есть) 
раскрашиваются только одним цветом.
Пример команды:
set color to GR+/B, W+/R*,B
Ввиду сложности использования такой команды разработчики FoxPro 
предлагают более мощные средства управления цветами, ориентированные на 
понятие цветовой схемы (с номерами от 1-го до 24-го), которая состоит из спи­
ска цветовых пар. Список цветовых пар содержит пары цветов (до десяти), 
разделенные запятыми. Теперь цвет большинства объектов может быть опре­
делен в индивидуальном порядке либо ссылкой на номер используемой цвето­
вой схемы (COLOR SCHEME <BbipN>), либо непосредственным перечислени­
ем цветовых пар (COLOR...).
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C EGA и VGA мониторами может быть также использована команда
SET BLINK ON/OFF,
которая управляет мерцанием/яркостью изображения.
При SET BLINK ON элементы экрана, для которых установлены цвета со 
знаком ”*”, будут мерцающими. При OFF цвет фона для тех же элементов бу­
дет более ярким. Это вдвое расширяет цветовую гамму. По умолчанию SET 
BLINK ON.
Команда, рассматриваемая ниже, позволяет изменить цвет уже сущест­
вующего изображения внутри прямоугольной области экрана/окна с координа­
тами Yl,XI и Y2,X2.
@ <Yl,Xl> FILL ТО <Y2,X2>
[COLOR<cnncoK цветовых пар>/СОЦОИ. SCHEME<BbipN>]
Раскрашивание возможно только вниз и вправо, т.е. должны выполняться 
условия Y2>=Y1 и Х2>=Х1. Вывод в указанную область после команды 
@...FILL будет иметь цвета, установленные ранее. Если цвета не указаны, ко­
манда только очистит прямоугольник.
14.3. Управление звуком " '
FOXPRO располагает некоторыми средствами управления звуком. Ко­
манда
SET BELL ON/OFF
включает/выключает звуковое сопровождение редактирования данных в ко­
мандах BROWSE, CHANGE, APPEND, EDIT, INSERT, READ. При ON (no 
умолчанию) выход из редактируемого поля будет сопровождаться сигналом.
Команда
SET BELL ТО <частота>,<длительность>
устанавливает частоту (от 19 до 10000 Гц) и длительность (от 1.до 19 с) звуко­
вого сигнала.
Следующий фрагмент программы
SET BELL ON 
FOR i=l TO 5
SET BELL TO i*80, i*3
?? CHR(7)
ENDFOR
генерирует примитивную мелодию с помощью управления частотой и дли­
тельностью сигнала, выводимого командой ?? CHR(7).
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15. Работа с окнами
Очень важной для СУБД является возможность работы с окнами. Каждое 
окно - это, по существу, автономный экран системы. Одновременно может 
быть доступно несколько не мешающих друг другу окон, что позволяет созда­
вать очень удобный "многослойный” пользовательский интерфейс.
Окна можно открывать, закрывать, изменять размеры и положение с по­
мощью команд, клавиатуры и мыши. Окна могут существовать отдельно и быть 
вложенными друг в друга.
Различают три размера окон: - нормальный, минимальный и максималь­
ный. Нормальный размер окна определяется при описании окна командой 
DEFINE WINDOW и может быть изменен командой ZOOM WINDOW. Макси­
мальное окно занимает весь экран или всю площадь другого "старшего" окна, в 
котором оно находится. Минимальное окно стягивается в одну строку, в кото­
рой виден только заголовок окна (если он есть) или его имя.
При организации работы с окнами используются следующие команды:
DEFINE WINDOW - определяет окно и задает все его свойства;
ACTIVATE WINDOW - активирует окно при необходимости его исполь­
зовать;
HIDE WINDOW - делает скрытым активное окно. При этом выдачи все 
равно идут в это окно, но они не видны на терминале;
SHOW WINDOW - снова делает видимым скрытое окно;
MOVE WINDOW и ZOOM WINDOW - осуществляют перемещение окна 
по экрану и изменяют его размер;
SAVE WINDOW - сохраняет описание и содержание окна в файле;
DEACTIVATE WINDOW - удаляет (деактивирует) временно ненужное 
окно с экрана. Определение окна в памяти сохраняется и может быть снова ис­
пользовано для активации;
CLEAR/RELEASE WINDOWS - удаляют ненужные в данный момент ок­
на при недостатке памяти. Повторное их использование тогда возможно только 
при повторном описании.
Рассмотрим "оконные" команды подробнее.
С помощью команды
DEFINE WINDOW <имя окна> FROM <YI,X1> ТО <Y2,X2> 
[FOOTER <вырС1>] [TITLE<BbipC2>] 
[SYSTEM/DOUBLE/PANEL/NONE/<BbipC3>] 
[CLOSE] [FLOAT] [GROW] [SHADOW] 
[ZOOM] [FILL <вырС4>] [MINIMIZE]
[COLOR SCHEME <BbipN>/COLOR <список цветовых пар>]
создается окно, дается ему <имя> и определяются его параметры:
57
Y1 ,Х 1 и Y2,X2 - координаты верхнего левого и нижнего правого углов 
окна на экране. Эти координаты могут лежать и за пределами экрана. Допуска­
ется, чтобы размер окна в два раза превышал по числу строк и столбцов размер 
текущего экрана. Окна также могут помещаться одно внутри другого;
FOOTER <вырС1>, TITLE <вырС2> - назначение окну заголовков, встав­
ляемых в центр нижней и верхней границ окна;
SYSTEM/DOUBLE/PANEL/NONE/<BbipC3> - эти опции определяют 
форму границ окна:
DOUBLE - двойная линия;
NONE - граница не отображается;
PANEL - сплошная полоса;
<вырСЗ> - здесь можно указать свои символы определения границ. 
Этих символов может быть до восьми - по одному для каждой из 
сторон и углов окна. Порядок указания символов для элементов 
окантовки окна совпадает с порядком, принятом в командах 
@...ТО... и SET BORDER ТО.
SYSTEM - устанавливает форму границы окна, принятую для системных 
окон СУБД (сплошная полоса). В ее углах размещаются символы управления 
(изменение размеров, "распахивание" окна, удаление окна) для мыши, если в 
описании окна присутствуют соответствующие параметры (GROW, ZOOM, 
CLOSE). Если эти параметры присутствуют без опции SYSTEM, то мышь дей­
ствует в соответствующих местах окна, но символы управления не будут пока­
заны. По умолчанию окно очерчивается одинарной линией;
CLOSE - позволяет закрыть окно с помощью мыши. Закрытие окна уда­
ляет его из памяти. Для повторного вывода окна нужно его снова определить и 
активировать;
FLOAT - допускается перемещение окна с помощью клавиш CTRL-F7 
или мыши;
GROW - позволяет изменять размер окна клавишами CTRL-F8 или мы­
шью;
ZOOM - увеличение окна на весь экран и возвращение к прежнему раз­
меру клавишами CTRL-F10 или мышью;
SHADOW - окно будет отображаться с тенью;
FILL <вырС4> - указывает возможный символ-заполнитель окна; 
MINIMIZE - допускается приведение окна к минимальному размеру;
COLOR SCHEME <ewpN>/COLOR <список цветовых пар> - устанавли­
вает цвета окна непосредственно или с помощью цветовой схемы. По умолча­
нию окнами присваиваются цвета из COLOR SCHEME.
Именно с помощью команды DEFINE WINDOW выделяется необходи­
мый объем основной памяти компьютера для создания окна.
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Команда
ACTIVATE WINDOW [<список okoh>]/ALL [BOTTOM/ TOP] 
выводит на дисплей и активирует ранее определенные командой DEFINE 
WINDOW перечисленные в списке или все (ALL) окна. Теперь экранные выво­
ды будут направляться в окно, активированное последним.
Опции ВОТТОМ/ТОР указывают на то, что активированные окна разме­
щаются под (перед) уже имеющимися на экране. По умолчанию ТОР. Назначе­
ние окна вывода осуществляется командой ACTIVATE WINDOW.
Команда
DEACTIVATE WINDOW <окно!>[ ,<okho2>][,...]/ALL 
деактивирует перечисленные или все (ALL) активные окна и удаляет их с экра­
на без удаления из памяти.
Команды удаления окон:
CLEAR WINDOWS - удаляет все окна с экрана и из памяти;
RELEASE WINDOWS <окна> - удаляет с экрана и из памяти все 
перечисленные <окна>. . .
Команда
SAVE WINDOW <OKHa>/ALL ТО <файл>/
ТО МЕМО <тето-поле>
сохраняет текущие указанные или все (ALL) <окна> в <файле> или в <memo- 
поле>.
Восстановление окон может быть выполнено командой
RESTORE WINDOW
16. Модульность программ
В FOXPRO предусмотрена широкая возможность использования проце­
дур, которые могут быть как внешними (в виде отдельных программных фай­
лов), так и внутренними (внутри программы). Частным случаем процедуры яв­
ляется процедура-функция.
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16.1. Внешние процедуры
Обращение к процедуре выполняется командой DO:
DO <имя командного файла>
[WITH <список параметров файла>] [IN <файл>]
Если не указано расширение имени файла, процедура ищется СУБД на дис­
ке в следующей последовательности: сначала в ЕХЕ-, затем в АРР-, FXP- и, нако­
нец, в PRG-файле. Процедура вообще может находиться внутри другого IN <фай- 
ла> как его внутренняя процедура.
В процедуру могут быть переданы и из нее получены некоторые величины, 
указанные в списке параметров после слова WITH. Этими величинами могут 
быть не только переменные и константы, но любые разрешенные выражения.
В таком случае первой командой в вызываемой процедуре должна быть ко­
манда, воспринимающая их:
PARAMETERS <список параметров>.
Завершение файлов-процедур может осуществляться одним .и? следующих 
способов:
1) достижением последней команды файла. В этом случае выполняется воз­
врат в старшую вызвавшую программу или на командный уровень, если это са­
мый старший модуль;
2) командой RETURN - возврат в старшую программу;
3) командой CANCEL - выход на командный уровень;
4) командой QUIT - выход из FOXPRO в DOS.
Команда RETURN может содержать различные опции
RETURN [ТО МА8ТЕ1</<Процедура>/<выр>]
16.2. Внутренние процедуры
Использование внешних процедур означает необходимость загрузки в па­
мять компьютера соответствующего командного модуля всякий раз, когда он вы­
зывается командой DO. Очевидно, что это неэффективно для часто повторяю­
щихся действий, и в этом случае лучше воспользоваться внутренними процеду­
рами.
Совокупность команд, составляющих внутреннюю процедуру, должна на­
чинаться командой
PROCEDURE <имя процедуры>
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Для обозначения конца процедуры с возвратом в вызывающий модуль мо­
жет использоваться команда RETURN, хотя она и не обязательна.
16.3. Процедуры-функции
Часто встречающиеся процессы, результатом которых является значение 
единственной переменной, удобно оформить в виде процедуры-функции, т.е. 
функции, определяемой пользователем (пользовательской функции - ПФ).
Технически ПФ может быть реализована как внешняя, так и внутренняя 
процедура, но доступ к ней более простой - только по имени, которое может не­
посредственно включаться в команды, например, в команды:
STORE, REPLACE, IF, WHILE, CASE, DISPLAY, ?, LIST, 
@...SAY...GET...VALID и др.
После имени ПФ должны стоять обязательные для всех функций в FOXPRO 
скобки - пустые или с аргументами.
Внутренняя ПФ должна начинаться с команды
FUNCTION <Имя функции>. ' ’
Если в ПФ передаются параметры, второй командой обязательно должна 
быть команда PARAMETERS.
Завершается ПФ командой RETURN вида
RETURN <выр>,
где <выр> является результатом функции. Если эта команда опущена, подразуме­
вается RETURN .Т..
Параметры, передаваемые в функцию через команду PARAMETERS, хотя и 
могут изменяться внутри функции, в вызывающей программе останутся неизмен­
ными, поскольку они передаются "по значению". Способом передачи параметров 
управляет команда
SET UDFPARMS ТО VALUE/REFERENCE
(по умолчанию VALUE). Если мы $отим передать назад не только основной ре­
зультат через команду RETURN, но и какие-то из измененных параметров, следу­
ет воспользоваться установкой REFERENCE ("по ссылке").
В процедуры и программы параметры всегда передаются "по ссылке". Если 
они взяты в скобки, то - "по значению" (VALUE).
61
17. Манипулирование файлами
Просмотр имен файлов на диске выполняется по команде
DIR [<диск>] [<маска>] [ТО PRINTER/TO FILE <файл>]
Команда выводит на экран/принтер/файл имена файлов из указанного 
диска и директории. Ее основное отличие от аналогичной команды DIR опера­
ционной системы заключается в том, что по умолчанию команда предъявляет 
имена не всех файлов, а только файлов DBF. Если нужно увидеть все содержи­
мое директории, необходимо задать команду DIR *.*.
Следующие команды удаляют неактивный в данный момент файл любо­
го типа: ERASE <файл> или
DELETE FILE <файл>
Имя файла должно быть указано с расширением. Одной командой может 
быть удален только один файл, поскольку применение маски не предусматри­
вается, например
ERASE KADR.DBF
Команда
RENAME <старое имя файла> ТО <новое имя файла> 
осуществляет переименование любого неактивного файла. Расширение имени 
обязательно.
Следующая команда выполняет копирование любого неактивного файла 
в новый файл с тем же или другим именем. Расширение для обоих файлов ука­
зывать обязательно.-
COPY FILE <имя файла-оригинала> ТО <имя файла-копии>
Например:
COPY FILE C:\FOXPRO2\KADR.PRG ТО A:KADR.PRG
17.1. Копирование файлов базы данных
17.1.1. Копирование в новый файл базы данных
Следующая команда осуществляет копирование открытого файла DBF в 
новый файл, который этой командой создается:
COPY ТО <имя нового файла> [<границы>]
[FIELDS <поля>] [FOR <условие>] [WHILE <условие>]
[TYPE <тип файла>] [WITH CDX]
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В новый файл могут копироваться как все поля базы данных, так и толь­
ко перечисленные в списке FIELDS (если такой список есть). При этом копи­
руемые поля могут находиться не только в файле из активной рабочей области, 
но и в любом другом файле базы данных из других рабочих областей. В этом 
случае имена полей - составные (имя базы и имя поля).
Если указаны условия и/или границы, копироваться будут только удовле­
творяющие им записи. По умолчанию область действия команды весь файл 
(ALL).
Копирование возможно вместе со структурным индексным файлом 
(WITH CDX).
17.1.2. Копирование в существующий файл базы данных
Следующая команда добавляет в активную базу данные из некоторой 
другой базы или текстового файла:
APPEND FROM <имя файла-источника> [FIELDS <поля>]
[FOR <условие>] [WHILE <условие!>] [TYPE <тип файла>]
Если параметр ТУРЕ опущен, копируется файл DBF. Тогда команда яв­
ляется близкой по смыслу к предыдущей, но она не создает новый файл, а лишь 
дописывает записи в конец существующего файла. Из файла-источника добав­
ляются только поля, одноименные с полями дополняемого файла. Параметр 
FIELDS позволяет копировать не все такие поля, а лишь перечисленные, т.е. 
файл-источник может иметь иную структуру.
/7.2. Работа со структурами базы данных
Во многих случаях желательно иметь возможность командным образом 
создавать новый файл базы данных со структурой, аналогичной или близкой 
некоторому другому DBF-файлу. Эта возможность предоставляется командой
COPY STRUCTURE ТО <имя нового файла> [FIELDS <поля>]
Команда копирует структуру активной базы (или ее часть) во вновь соз­
даваемый командой пустой файл.
В СУБД имеется команда, позволяющая занести структуру активного 
файла базы данных в некоторый другой новый файл, но уже в качестве его 
данных. Назовем этот файл файлом-макетом.
COPY ТО <имя файла-макета> STRUCTURE EXTENDED
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Структура такого файла-макета не будет копией структуры исходного фай­
ла, как это было, например, при использовании команды COPY STRUCTURE. 
Она будет иметь всегда один и тот же вид и состоять из четырех полей:
FIELD NAME - имя поля (символьного типа);
FIELD TYPE - тип поля (символьного типа); 
FIELDLEN - длина поля (числового типа);
FIELD DEC - количество десятичных разрядов (числового типа).
Поля файла-макета будут содержать в качестве данных соответствующие 
параметры файла-источника.
Значение поля FIELD TYPE будет указывать тип каждого из полей базы 
данных в виде одного из символов С, N, L, М или D (символьный, числовой, ло­
гический, memo или тип дата соответственно).
На основе файла-макета может быть создан новый пустой файл БД по ко­
манде
CREATE <имя нового файла> FROM <имя файла-макета>
Файл-макет должен быть активным. После выполнения команды активным 
становится новый файл, а файл-макет закрывается.
18. Команда чтения данных READ. 
Многооконный интерфейс
READ [CYCLE] [ACTIVATE <BbipLl>] [DEACTIVATE <BwpL2>] 
[MODAL] [WITH <список окон>] [SHOW <BbipL3>] 
[VALID <BbipL4/BbipNl>] [WHEN <BbipL5>] 
[OBJECT <BwpN2>] [NOMOUSE]
[COLOR <список цветовых nap>/COLOR SCHEME <выр№>]
Команда активирует все выданные ранее команды @...GET/EDIT и позво­
ляет произвольно перемещаться среди редактируемых полей, используя клавиши 
Tab/Shift-Tab и клавиши со стрелками. Редактирование может быть завершено 
(по умолчанию) при попытке продвинуть курсор за первое поле или ниже по­
следнего, а также с помощью клавиш PgUp/PgDn. Выход может быть осуществ­
лен при нажатии клавиш Escape, Ctrl-End/W. В Get-полях доступны все средства 
редактирования данных, включая удаление, копирование и вклейку.
Полное описание всех возможностей команды READ и примеры ее исполь­
зования приводятся в HELP-системе FoxPro.
64
19. Настройка среды
В FOXPRO возможны два уровня настройки, которые мы условно назовем 
внешним и внутренним конфигурированием операционной среды системы.
Внешнее конфигурирование. Внешняя настройка выполняется с помощью 
специального файла конфигурации системы CONFIG.FP. Это текстовый файл, 
который программист может заполнить по своему усмотрению. Установки, 
включаемые в файл CONFIG.FP, начинают действовать сразу после загрузки 
СУБД в память.
В файл CONFIG.FP, помимо прочих, могут быть внесены любые команды 
вида SET, но только без самого слова SET, а между командой и ее параметром 
ставится знак "=". Поскольку установки SET, включаемые в файл конфигурации, 
действуют далее всегда (до отмены их в программе или командном окне), целесо­
образно внести в него лишь самые важные, оставив остальные непосредственно в 
программах. К таким глобальным установкам можно отнести команды задания 
цвета (SET COLOR), маршрута поиска файлов (SET PATH), рабочего диска (SET 
DEFAULT) и, возможно, некоторые другие.
В файле конфигурации могут быть переустановлены любые функциональ­
ные клавиши компьютера.
Внутреннее конфигурирование. Внутреннее конфигурирование системы 
осуществляется с помощью так называемого ресурсного файла, являющегося 
стандартным файлом базы данных (FOXUSER.DBF), а также его вспомогательно­
го файла мемо-полей (FOXUSER.FPT). Ресурсный файл содержит информацию о 
настройке внутреннего редактора, положении и виде BROWSE-окон, цветовых 
наборах и т.д. Ресурсный файл обновляется автоматически при работе СУБД как 
в командном окне, так и в программном режиме. Обращение к ресурсному файлу 
может быть отменено командой
SET RESOURCE OFF
(по умолчанию ON). Возможно также создание ресурсного файла с собственным 
именем с помощью команды
SET RESOURCE ТО <имя ресурсного файла>.
20. Модели данных
Характеристики готовых приложений определяются прежде всего принятой 
в СУБД организацией данных и типом используемого транслятора.
По способу установления связей между данными различают реляционную, 
иерархическую и сетевую модели.
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Реляционная модель является простейшей и наиболее привычной формой 
представления данных в виде таблицы. В теории множеств таблице соответствует 
термин отношение (relation), который и дал название модели. Для нее имеется 
развитый математический аппарат - реляционное исчисление и реляционная ал­
гебра, где для баз данных (отношений) определены такие хорошо известные тео­
ретико-множественные операции, как объединение, вычитание, пересечение, со­
единение и др.
Достоинством реляционной модели является сравнительная простота инст­
рументальных средств ее поддержки, недостатком - жесткость структуры данных 
(невозможность, например, задания строк таблицы произвольной длины) и зави­
симость скорости ее работы от размера базы данных. Для многих операций, оп­
ределенных в такой модели, может оказаться необходимым просмотр всей базы.
Иерархическая и сетевая модели предполагают наличие связей между дан­
ными, имеющими какой-либо общий признак. В иерархической модели такие 
связи могут быть отражены в виде дерева-графа, где возможны только односто­
ронние связи от старших вершин к младшим. Это облегчает доступ к необходи­
мой информации, но только если все возможные запросы отражены в структуре 
дерева. Никакие иные запросы удовлетворены быть не могут.
Указанный недостаток снят в сетевой модели, где, по крайней мере теоре­
тически, возможны свя’зй «всех со всеми». Поскольку на практике это, естествен­
но, невозможно, приходится прибегать к некоторым ограничениям. Использова­
ние иерархической и сетевой модели ускоряет доступ к информации в базе дан­
ных. Но поскольку каждый элемент данных должен содержать ссылки на некото­
рые другие элементы, требуются значительные ресурсы как дисковой, так и ос­
новной памяти ЭВМ. Недостаток основной памяти, конечно, снижает скорость 
обработки данных. Кроме того, для таких моделей характерна сложность реали­
зации СУБД.
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Приложение
Лабораторный практикум по FOXPRO2.X
Лабораторные работы должны выполняться в той последовательности, в 
которой они даны в приложении.
Выполнение каждого задания, начиная с третьего, сопровождается созда­
нием командного файла.
В начале любого командного файла надо разместить необходимые SET- 
установки (если он используется автономно).
Для любой работы имя файла составляется из первых букв фамилии автора 
и номера лабораторной работы. Общая длина имени не должна превышать 8 сим­
волов.
Лабораторная работа № 1
ВНЕШНЕЕ КОНФИГУРИРОВАНИЕ FOXPRO
Порядок выполнения ' '
1. В любом месте дискового пространства (на любом диске в любом катало­
ге) создайте Ваш каталог.
2. Создайте внутри Вашего каталога новый запускающий файл fox.bat, со­
стоящий всего лишь из одной строки, указывающей полное имя основного файла 
Foxpro2 из каталога Foxpro2.
3. Создайте внутри Вашего каталога новый файл конфигурации (config.fp), 
в котором укажите следующие настройки среды:
Date=German (эта настройка устанавливает привычный для нас фор­
мат даты: две цифры числа, точка, две цифры месяца, точка, две цифры го­
да);
Defa=<nyTb к каталогу по умолчанию> (здесь определяется каталог, в 
котором создаются новые различные файлы, временные файлы, если не 
указаны дополнительные пути, и т. д.). Например: Defa=c:\buh;
Path=<CnHCOK путей, по которым размещаются файлы, не содержа­
щиеся в текущем каталоге или каталоге по умолчанию>. Например: С:\ 
FOXPRO2; c:\buh\prgfiles; c:\buh\dbffiles;
Resource=<Kaтaлoг расположения ресурсного файла> (указывается 
расположение стандартного ресурсного файла Foxuser.dbf и его вспомога­
тельного файла Foxuser.fpt, хранящих внутренние настройки FOXPRO: на­
стройки внутреннего редактора, окон, цветовых наборов и т.д.). Например: 
c:\buh.
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4. Запустите FOXPRO из Вашего каталога. Обратите внимание, что в ката­
логе автоматически создаются файлы Foxuser.
5. Создайте любой другой каталог на любом доступном диске. Создайте в 
нем или скопируйте в него запускающий файл и файл конфигурации.
ОЧЕНЬ ВАЖНО! Исправьте пути Path, если Вы скопировали Config.fp.
6. Запустите FOXPRO из этого нового каталога.
7. Повторите действия по пп. 5-6 еще раз.
Помните, что настройки, приведенные выше, представляют собой лишь ма­
лую часть настроек, возможных для внесения в файл конфигурации. Если потре­
буется, Вы сможете внести много дополнительных настроек. Перечень таких на­
строек приведен в системе помощи FOXPRO.
Лабораторная работа № 2
РАБОТА С КОМАНДНЫМ ОКНОМ И СИСТЕМОЙ ПОМОЩИ FOXPRO
Порядок выполнения ’ '
1. Запустите FOXPRO. Используя пункты подменю Window системного ме­
ню, обеспечьте:
• перемещение верхнего левого угла командного окна в любую точку эк­
рана (Ctrl+F7);
• изменение командного окна до нужного размера, используя только кла­
виатуру и мышь (Ctrl+F8, Ctrl+F 10);
• минимизирование и восстановление командного окна (Ctrl+F9).
Выполните те же действия с использованием мыши. Для этого используют­
ся специальные символы в углах окна:
• прямоугольник в левом верхнем углу закрывает окно;
• символ в правом верхнем углу окна распахивает и восстанавливает окно;
• точка в правом нижнем углу используется для изменения размера окна;
• верхняя строка - строка заголовка окна - используется для перемещения 
окна.
Добейтесь безошибочных действий по перемещению окна и изменению его 
размеров.
2. Вызовите на экран помощь FOXPRO (Help) нажатием клавиши F1. По­
знакомьтесь с системой организации помощи. Выполните следующие действия:
• находясь в оглавлении помощи, наберите на клавиатуре буквы b, с, d, е 
(можете ввести и другие при желании и наличии времени) и посмотрите, 
как организована помощь по командам, начинающимся с этих букв. Об­
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ратите внимание на тот факт, что для успешной навигации по системе 
помощи должен быть включен латинский шрифт;
• воспользуйтесь пунктами Topics, Next, Previous для перехода к оглавле­
нию, последующему или предыдущему разделу помощи;
• рассмотрите примеры, приведенные в конце текстов подсказки по раз­
личным командам (если они там есть);
• попробуйте скопировать тексты примеров из системы помощи в ко­
мандное окно. Для этого необходимо:
- установить курсор на начало примера (верхний левый угол) и, нажав 
на клавишу Shift, переместить курсор в нижний правый угол примера;
- нажать Ctrl+C, чтобы захватить выделенный фрагмент в карман;
- установить курсор в нужную позицию и нажать на Ctrl+V, чтобы 
вставить в позиции курсора сохраненный фрагмент. Убедитесь в том, 
что манипуляции с окнами и выделенным текстом возможны в каж­
дом из окон, открытом в FOXPRO. В ближайшем будущем Вы будете 
широко использовать копирование и перенос текста при разработке 
командных файлов.
3. Обратите внимание на тот факт, что в любой момент времени Вы можете 
.перейти из одного открытого окна (например, из окна помощи) в другое (напри­
мер, в окно ввода команд), нажав Ctrl+F 1.
Помните об этой возможности всегда!
4. Для перехода в окно ввода команд используйте специфическую комби­
нацию клавиш Ctrl+F2.
5. Для быстрого перехода к подсказке используйте возможность перехода 
по выделенному фрагменту:
• в окне ввода команд (или в любом другом окне) наберите несколько на­
чальных букв командного слова,
• выделите набранный текст (переместите курсор к началу слова при на­
жатой клавише Shift),
• нажмите клавишу F1.
Получите помощь для команд:
&; Change; Activate Window; Browse; On selection popup; Locate; ?; Eof(); 
Seek; Define Popup; Recno(); Index on.
6. Добейтесь автоматизма при выполнении всех действий данной лабора­
торной работы - эти навыки будут нужны Вам постоянно.
7. Проверьте, хорошо ли Вы усвоили все приемы, описанные в данной ла­
бораторной работе.
Помните, что Вам придется снова и снова осваивать их в остальных лабора­
торных работах заново, теряя силы и время, если Вы не освоите их хорошо сей­
час.
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Лабораторная работа № 3
СОЗДАНИЕ БАЗ ДАННЫХ. ВЫБОРКИ
Правила выполнения
1. Создание структуры БД, заполнение записей и модификация структуры 
выполняются в командном режиме, все остальное - в режиме программирования.
2. При выводе выборок и числовых результатов для каждого пункта (под­
пункта) надо:
• очистить экран,
• вывести подсказку-название пункта (подпункта),
• вывести команду со всеми опциями,
• вывести результат.
3. Выборка должна включать номера квартир и все поля, по которым со­
ставляются условия.
4. Во всех записях предполагается наличие в каждой квартире двух родите­
лей: мамы и папы.
Порядок работы
1. Создайте структуру базы данных из полей:
• № квартиры,
• количество комнат в квартире,
• полный метраж квартиры (с точностью до см), *
• фамилия квартиросъемщика,’
• количество жильцов в квартире,
• зарплата папы (с точностью до коп.),
• зарплата мамы (с точностью до коп.),
• количество пенсионеров в квартире,
• суммарная пенсия пенсионеров в квартире (с точностью до коп.),
• этаж, на котором находится квартира,
• наличие собак в квартире (логическое),
• наличие кошек в квартире (числовое),
• количество детей-девочек в квартире (числовое),
• наличие мальчиков в квартире (логическое).
2. Заполните базу данных как минимум на 10 строк.
3. Дополните базу данных следующими полями:
• удельный метраж (количество квадратных метров, приходящихся на од­
ного жильца квартиры),
• суммарный доход всех жильцов квартиры,
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• средний доход на одного жильца квартиры,
• сумма зарплат мамы и папы в квартире,
• количество детей в квартире (количество жильцов минус количество 
пенсионеров минус два).
4. Получите следующие списки-выборки (каждая выборка должна содер­
жать номер квартиры и все поля, имеющие отношение к условиям отбора запи­
сей):
• перечень квартир, где есть мальчики;
• перечень квартир, где проживают пенсионеры;
• перечень квартир, где есть дети;
• перечень квартир, где имеются животные;
• перечень квартир на 4-м этаже и выше, в которых живут пенсионеры;
• перечень квартир, где на одного человека приходится меньше 18 кв. м 
жилья;
• перечень квартир, где есть девочки и кошки;
• перечень квартир, где на каждого жильца приходится не менее чем по 
одной комнате;
• перечень квартир, где проживает более 5 жильцов;
• перечень квартир, где доход на одного жильца не превышает 900 р.;
• перечень квартир, где имеются дети и пенсионеры, а доход’на одного 
жильца не превышает 800 р.
5. Сосчитайте следующие итоговые результаты: 1)общий метраж дома; 2) 
общее количество жильцов дома; 3) количество детей в доме; 4) количество двух­
комнатных квартир; 5) количество квартир, где имеются животные; 6) общее ко­
личество пенсионеров в доме; 7) количество пенсионеров с пенсией более чем 
600 р. на человека; 8) количество квартир с тремя и более жильцами; 9) общее 
количество мальчиков в доме; 10) количество мальчиков в квартирах, располо­
женных между 3-М и 5-м этажами включительно; 11) общее количество девочек в 
доме; 12) количество квартир, в которых имеются дети и животные; 13) количе­
ство квартир, в которых есть мальчики, собаки и пенсионеры; 14) общий метраж 
двухкомнатных квартир.
Лабораторная работа № 4
ПРИМЕНЕНИЕ МАКРОПОДСТАНОВОК.
СРЕДСТВА ОТЛАДКИ ПРОГРАММ (TRACE, DEBUG)
Порядок работы
1. Проверьте наличие и работоспособность командного файла по лабора­
торной работе №3 (см. предыдущую работу).
2. Отредактируйте командный файл, обеспечив следующее:
• замену символьной переменной ее символьным значением через макро­
подстановку (повторить 3-5 раз).
Пример:
а="Вася”
Ь=”Маша"
с="&а"+' и '+"&Ь"+' любят друг друга’
• замену команды файла ее символьным представлением, используя мак­
роподстановку (повторить 3-5 раз).
Пример:
a='set filter to recno()>2’
&a
• создание 3-5 команд, используя вложение макроподстановок.
Пример:
Vasia-ВАСЯ'
a-Va’
b='sia'
?&a&b
• открытие всех файлов, используя расширение аргумента функции мак­
роподстановки с помощью символа
Пример:
a- filname’
use &a..dbf index &a..idx
• создание 2-3 составных команды FOXPRO (по тексту командного фай­
ла), состоящих из нескольких равноправных макроподстановок.
Пример:
a-display’
b- status'
d='&a'+'&b’
&d && Запуск команды display status
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3. Используйте трассировку (TRACE):
• полную (с использованием опций Trace Between Breaks, Throttle);
• пошаговую (с использованием опции Step);
• трассировку по фиксированным точкам (точкам останова) (Trace 
Between Breaks с использованием опции Resume).
4. Используйте окно DEBUG:
• отследите изменение переменных (полей) при работе с окном TRACE;
• отследите изменение 2-3 переменных с использованием точек останова.
5. Используя окна TRACE и DEBUG, задайте 2-3 точки останова в окне 
TRACE и 2 - 3 контролируемых величины в окне DEBUG.
Лабораторная работа № 5
ОКНА РЕДАКТИРОВАНИЯ BROWSE, CHANGE
Правила выполнения
1. Каждый новый пункт задания выполняется и оформляется ниже в том же 
командном файле, как модернизация уже имеющихся выше вариантов команды.
2. В заголовках окон BROWSE или CHANGE (опция TITLE) обязательно 
указывать отличительный признак команды в соответствии с выполняемым пунк­
том.
Порядок работы
1. Создайте структуру базы данных СПИСОК со следующими полями: 
ФАМИЛИЯ, ИМЯ, ОТЧЕСТВО, ДАТА_РОЖДЕНИЯ, ПОЛ, 
СЕМЕЙНОЕПОЛОЖЕНИЕ, КОЛИЧЕСТВО_ДЕТЕЙ, ТАБЕЛЬНЫЙ_НОМЕР, 
ПОДРАЗДЕЛЕНИЕ (КОД), ОКЛАД, НАДБАВКА.
2. Введите минимум 5 записей.
3. Напишите и отладьте команду BROWSE с опцией TITLE.
4. Напишите и отладьте команду BROWSE с опциями TITLE, VALID и 
WHEN, создав пользовательские функции:
• VALID должна обеспечивать невозможность выхода из записи при от­
сутствии введенного табельного номера,
• WHEN должна выводить на экран любую фразу командой ? <Текст со- 
общения> или @...SAY...GET при переходе от одной записи к другой. 
Включите в текст сообщения функцию RECNO().
5. Напишите и отладьте команду BROWSE с опциями TITLE и FIELDS, пе­
речислив в опции FIELDS все поля файла СПИСОК. Разделите окно BROWSE на 
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две части, создав CHANGE-окно в правой части, оставив слева только табельный 
номер и фамилию с инициалами. Фамилию с инициалами создайте как вычисляе­
мое поле.
6. Напишите и отладьте команду BROWSE, обеспечивающую:
• русские названия имен полей;
• ограничение видимого размера для двух полей;
• контроль выхода из двух полей;
• выдачу собственного сообщения на неправильный ввод данных везде, 
где это возможно;
• указание границ чисел или дат для двух полей;
• создание не менее 4 вычисляемых полей;
• режим чтения для двух полей;
• контроль входа в два поля.
7. Выполните пп.З и 4 с командой EDIT (или CHANGE).
8. Создайте базу данных для нормативов, разместите в ней следующие дан­
ные:
"МИНИМАЛЬНАЯ СТАВКА/Льгота по подоходному налогу" (83.49).
"ДОТАЦИЯНА1 РЕБЕНКА" (60% от минимальной ставки). 
"РАЙОННЫЙ КОЭФФИЦИЕНТ" (15%).
9. Откройте базу данных в любой свободной области и в соответствии с п.6 
отредактируйте команду BROWSE так, чтобы в вычисляемых полях использова­
лись не константы, а имена полей из другой области.
10. Сохраните конфигурацию последнего BROWSE-окна с помощью опции 
PREFERENCE.
11. Откройте BROWSE-окно с помощью единственной опции - опции 
PREFERENCE.
12. Создайте базу данных ОБРАЗОВАНИЕ (ТАБЕЛЬНЫЙ_НОМЕР, 
ЧТОЗАКОНЧИЛ, КОГДА, СПЕЦИАЛЬНОСТЬ). Заполните ее данными.
13. Свяжите базу данных ОБРАЗОВАНИЕ с основной ("одна с одной") и 
выведите все поля обеих баз.
14. Создайте базу данных ДЕТИ (ТАБЕЛЬНЫЙ_НОМЕР, ИМЯ_РЕБЕНКА, 
ДАТА РОЖДЕНИЯ РЕБЕНКА). Заполните ее таким образом, чтобы у некото­
рых людей из основной базы было более одного ребенка. Свяжите дополнительно 
базу данных ДЕТИ с родительской ("одна со многими") и выведите поля: 
ТАБЕЛЬНЫЙ НОМЕР, ФАМИЛИЯ, ДАТА_РОЖДЕНИЯ, ЧТО_ЗАКОНЧИЛ, 
КОГДА, ИМЯРЕБЕНКА, ДАТА_РОЖДЕНИЯ_РЕБЕНКА.
Требования к полям основной БД:
• ПОЛ может принимать только значения "М", "м", "Ж", "ж";
• СЕМЕЙНОЕ ПОЛОЖЕНИЕ может принимать только значения "Ж", 
"ж", "3", "з", "Н", "н", "Р", "р";
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• КОЛИЧЕСТВО-ДЕТЕЙ - диапазон разрешенных значений (0...9), дети 
могут быть только у тех, у кого в поле СЕМЕЙНОЕ ПОЛОЖЕНИЕ запи­
саны буквы "Ж", "ж", ”3”, "з”;
• ТАБЕЛЬНЫЙНОМЕР - диапазон разрешенных значений (100:200);
• ОКЛАД - не выше 50 минимальных ставок (50*83.49);
• НАДБАВКА - не может превышать 50 % от оклада, начисляется только 
для тех, у кого есть дети;
• ДАТА_РОЖДЕНИЯ - возраст не должен превышать 65 лет;
• ПОДРАЗДЕЛЕНИЕ - не более 3 символов, символьная величина, разре­
шен ввод только цифр.
Вычисляемые поля родительской БД:
• СТАВКА=ОКЛАД+НАДБАВКА,
• ЛЬГОТА (по подоходному налогу)=(1+КОЛИЧЕСТВО_ДЕТЕЙ)*83.49,
• ДОТАЦИЯ =КОЛИЧЕСТВО_ДЕТЕЙ*ДОТАЦИЯ_НА_1 РЕБЕНКА,
• УРАЛЬСКИЕ= 15 % от суммы ОКЛАД+НАДБАВКА.
Лабораторная работа № 6
КОМАНДЫ @...SAY...GET и READ
Порядок работы
1. Проверьте наличие или создайте вновь базу данных СПИСОК по зада­
нию к лабораторной работе № 5 (родительская база).
2. Проверьте наличие или создайте вновь базу данных ОБРАЗОВАНИЕ с 
полями-ТАБЕЛЬНЫЙ НОМЕР, ЧТО_ЗАКОНЧИЛ, КОГДА, СПЕЦИАЛЬНОСТЬ.
3. Проверьте наличие или создайте вновь базу данных ДЕТИ с полями: 
ТАБЕЛЬНЫЙ НОМЕР, ИМЯ_РЕБЕНКА, ДАТА_РОЖДЕНИЯ.
4. Разработайте программу, обеспечивающую ввод данных во все поля ука­
занных трех баз данных, имея в виду, что:
• ввод данных производится внутри цикла;
• для ввода используются только команды вида @...SAY...GET и READ;
• базы данных должны быть связаны, родительской считается база данных 
СПИСОК;
• необходимо обеспечить, используя функцию READKEYQ и команду DO 
CASE:
- переход от записи к записи (по родительской БД);
- добавление новых записей в 1-ю и 2-ю базы данных;
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- удаление записей (с заданным табельным номером) из всех трех 
баз;
• при завершении работы программа должна удалять "пустые” записи и 
записи, помеченные к удалению;
• программа должна обеспечивать помощь пользователю в его навигаци­
онных действиях (т.е. подсказку о назначениях клавиш) в отдельном ок­
не;
• при вводе полей ПОЛ, СЕМЕЙНОЕ_ПОЛОЖЕНИЕ, НАДБАВКА обяза­
тельно наличие подсказки;
• при вводе полей ТАБЕЛЬНЫЙНОМЕР, ДАТАРОЖДЕНИЯ, 
КОЛИЧЕСТВО_ДЕТЕЙ обязателен контроль диапазона.
Лабораторная работа № 7
СОЗДАНИЕ ДОКУМЕНТОВ
Правила выполнения
1. Устройством вывода является файл (имя файла - имя студента, написан­
ное латинскими буквами не более 8 символов).
2. Все разработанные документы располагаются в командном файле друг 
под другом.
3. Проверяющую команду Modify file целесообразно вставлять в команд­
ный файл, а не набирать ее в командном окне.
Порядок работы
1. Используя только команды "?" и и функции Space() и Replicate(), 
создайте документ по образцу, приведенному ниже.
2. Распечатайте созданный документ в файл с использованием команд set 
printer to, set print on, set print off.
3. С помощью команды Modify file <имя_файла> убедитесь в правильности 
созданного документа.
4. Создайте этот же документ с помощью только команд @...say....
5. Распечатайте последний документ в файл с использованием команд set 
device to.
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Директору ООО ’’Арктика' 
Парфенову П.П. 
гражданина
Заявление
Прошу принять меня на временную работу в качестве_____________
на период с__”__"______ г. по__"__”______ г.
с окладом р.
(Подпись, дата)
6. С помощью команды Modify file <имя_файлаЛх(> убедитесь в правиль­
ности созданного документа.
7. Еще раз создайте приведенный документ, используя функции PadrQ, 
Padc(), Padl(), Space(), Dtoc(), Str().
Считайте, что в этом последнем случае заявление подается на фиксирован­
ный срок (например, с 1 июля по 30 сентября текущего года) и на фиксированный 
оклад (например, 650 р.).
8. И еще раз с помощью команды Modify file <имя_файла> убедитесь в пра­
вильности созданного документа.
Лабораторная работа № 8
ИЗОБРАЗИТЕЛЬНЫЕ СРЕДСТВА. ЗВУК
Порядок работы
1. Создайте несколько вариантов Вашей визитной карточки (на экране), ис­
пользуя для каждого варианта команды:
@...ВОХ
©...FILL...
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2. Используя элементы псевдографики, создайте на экране бегущую строку 
с Вашей фамилией.
3. Попробуйте имитировать любую знакомую Вам мелодию с применением 
команды SET BELL.
Лабораторная работа № 9
ПРОГРАММИРОВАНИЕ МЕНЮ командой MENU ТО VAR
Порядок работы
1. Скопируйте командный файл работы №3.
2. В основное меню включите три пункта:
• выборки;
• расчеты;
• выход в командное окно.
3. Каждую выборку и каждый расчет результата выполняйте как отдельный 
пункт меню.
4. Обеспечьте выход в старшее меню или выход из программы по нажатию 
на клавишу Escape.
5. В каждом пункте меню определите горячие клавиши.
6. При запуске каждого пункта чистите экран.
7. При выводе каждой выборки и результата выводите текст подсказки, ко­
манду выборки или подсчета результата и сам результат.
Лабораторная работа № 10
ПРОГРАММИРОВАНИЕ POPUP-МЕНЮ
Порядок работы
1. Проверьте наличие или создайте вновь базу данных СПИСОК по зада­
нию к лабораторной работе № 5 (родительская база).
2. Проверьте наличие или создайте вновь базу данных ОБРАЗОВАНИЕ с 
полями ЛАБЕ Л ЬНЫЙНОМЕР, ЧТО_ЗАКОНЧИЛ, КОГДА, СПЕЦИАЛЬНОСТЬ.
3. Проверьте наличие или создайте вновь базу данных ДЕТИ с полями: 
ТАБЕЛЬНЫЙ НОМЕР, ИМЯ_РЕБЕНКА, ДАТА_РОЖДЕНИЯ.
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4. Создайте POPUP-меню со следующими пунктами:
• активизировать в первой области файл СПИСОК и показать его содер­
жимое с помощью команды BROWSE;
• активизировать во второй области файл ОБРАЗОВАНИЕ и показать его 
содержимое с помощью команды CHANGE;
• активизировать в третьей области файл ДЕТИ, связать все три базы (ро­
дительская база СПИСОК) и показать с помощью команды BROWSE 
поля ТАБЕЛЬНЫЙНОМЕР, ФАМИЛИЯ, ЧТО_ЗАКОНЧИЛ, 
ИМЯ РЕБЕНКА, ДАТА РОЖДЕНИЯ;
• выход в командное окно FOXPRO.
5. Создайте POPUP-меню, использующее в качестве пунктов меню имена 
dbf-файлов в Вашем рабочем каталоге (prompt files). Меню должно обеспечивать:
• открытие в указанной области выбранного файла и показ его с помощью 
команды CHANGE;
• для файла СПИСОК распечатку на экран всех записей;
• для файла ДЕТИ распечатку фамилий и имен, а также возраста всех де­
тей.
6. Создайте POPUP-меню, использующее в качестве пунктов меню имена 
полей файла СПИСОК (prompt structure):
• при выборе пункта меню должна выполняться распечатка полей 
ТАБЕЛЬНЫЙ НОМЕР и выбранного поля для всех записей базы дан­
ных;
• при выборе пункта ТАБЕЛЬНЫЙ НОМЕР должна обеспечиваться рас­
печатка полей ТАБЕЛЬНЫЙ НОМЕР, ФАМИЛИЯ, ИМЯ и ОТЧЕСТВО.
7. Создайте POPUP-меню, использующее в качестве пунктов меню содер­
жимое поля ФАМИЛИЯ (prompt fields). Меню должно обеспечивать:
• для выбранного человека распечатку всей записи из базы данных 
СПИСОК;
• для людей, фамилия которых начинается на букву ”А”, распечатку поля 
ФАМИЛИЯ из базы данных СПИСОК и полей ЧТО_ЗАКОНЧИЛ и 
КОГДА из базы данных ОБРАЗОВАНИЕ.
Лабораторная работа № 11
ПРОГРАММИРОВАНИЕ POPUP-МЕНЮ 
С ИСПОЛЬЗОВАНИЕМ МАССИВОВ
Порядок работы
1. Скопируйте или создайте вновь базу данных СПИСОК из лабораторной 
работы № 5.
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2. Создайте POPUP-меню с опцией POPUP STRUCTURE. В качестве назна­
ченной процедуры установите распечатку функции PROMPT() для каждого вы­
бранного пункта.
3. Попробуйте обеспечить множественный выбор для этого меню.
4. Создайте меню по п.2 с помощью массива:
• объявите меню,
• объявите массив, длина которого определяется функцией fcount(),
• в цикле опишите пункты меню (командой DEFINE BAR),
• назначьте процедуру распечатки имени поля для каждого помеченного 
пункта меню (с использованием цикла проверки пометки пункта функ­
цией mrkbar()).
5. Обеспечьте для каждого из помеченных полей распечатку содержимого 
этих полей для последующих трех записей.
Лабораторная работа № 12
ПРОГРАММИРОВАНИЕ MENU-МЕНЮ* ’
Порядок работы
1. Проверьте наличие или создайте вновь базу данных СПИСОК по зада­
нию к лабораторной работе № 5 (родительская база).
2. Проверьте наличие или создайте вновь базу данных ОБРАЗОВАНИЕ с 
полями:ТАБЕЛЬНЫЙ_НОМЕР, ЧТО_ЗАКОНЧИЛ, КОГДА, СПЕЦИАЛЬНОСТЬ.
3. Проверьте наличие или создайте вновь базу данных ДЕТИ с полями: 
ТАБЕЛЬНЫЙНОМЕР, ИМЯ_РЕБЕНКА, ДАТА_РОЖДЕНИЯ.
4. Создайте MENU-меню со следующими пунктами:
• активизировать в первой области файл СПИСОК и показать его содер­
жимое с помощью команды BROWSE с русскими именами полей;
• активизировать во второй области файл ОБРАЗОВАНИЕ и показать его 
содержимое с помощью команды CHANGE с русскими именами полей;
• активизировать в третьей области файл ДЕТИ, связать все три базы (ро­
дительская база ДЕТИ) и показать с помощью команды BROWSE поля: 
ТАБЕЛЬНЫЙНОМЕР, ФАМИЛИЯ, ИМЯ_РЕБЕНКА,
ДАТА-РОЖДЕНИЯ, ЧТО_ЗАКОНЧИЛ;
• активизировать базу данных КВАРТИРА (лабораторная работа №3) и 
активизировать меню POPUP с пунктами:
- определение количества всех пенсионеров в доме,
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- вывод на экран (в отдельное окно) списка квартир, в которых имеются 
кошки и которые находятся выше третьего этажа,
- определение количества трехкомнатных квартир в доме;
• выход в командное окно FOXPRO.
Лабораторная работа № 13
СОЗДАНИЕ КЛАВИШНЫХ МЕНЮ 
С ПОМОЩЬЮ КОМАНД ON KEY LABEL...
Порядок работы
Результатом работы должен быть командный файл, с помощью которого 
можно:
1) активизировать файл базы данных для лабораторной работы № 5;
2) показать окно редактирования Browse;
3) для второго варианта команды Browse в опции Title указать клавишные 
комбинации пометки записей на удаление и добавления записей. Убедиться в ра­
ботоспособности клавишных комбинаций;
4) для третьего варианта Browse с помощью команд ON KEY LABEL... в 
опции Title указать клавишные комбинации и обеспечить:
• F2 - пометку текущей записи на удаление,
• F3 - отмену пометки текущей записи на удаление,
• F4 - добавление пустой записи,
• F5 - физическое удаление текущей записи,
• F6 - выполнение расчетов всех дополнительных полей с помощью ко­
манд Replace. Перечень клавишных комбинаций привести в заголовке 
окна Browse. Убедиться в работоспособности клавишных комбинаций;
5) для четвертого варианта Browse создать специальное окно, внутри кото­
рого (вне окна Browse) показать все клавишные меню, полученные с помощью 
ON KEY LABEL... .
Убедиться в работоспособности клавишных комбинаций.
Лабораторная работа № 14
СРЕДСТВА УПРАВЛЕНИЯ В СТИЛЕ WINDOWS
Правила выполнения
1. Результатом работы должен быть командный файл, демонстрирующий 
возможности перечисленных ниже средств управления (СУ).
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2. В качестве объекта, на котором можно демонстрировать указанные сред­
ства, должна быть лабораторная работа № 3.
3. Рекомендуется в качестве основы использовать тексты примеров, данные 
в системе помощи FOXPRO, однако эти примеры должны быть исправлены так, 
чтобы они полностью отвечали потребностям лабораторной работы № 3.
Порядок выполнения
1. Выберите одно из СУ (справа приведены коды для Picture):
@...GET - блок проверки,([X]), *С
@...GET - невидимые кнопки, *1
@...GET - списки, &
@...GET - всплывающие меню, Л
@...GET - текстовые кнопки,(<ОК>), *
@...GET - селективные кнопки (радиокнопки),((.)), *R 
@...EDIT - области редактирования.
2. Скопируйте пример из системы Help, разберитесь, как он работает.
3. Определите возможную область использования в объекте применения.
4. Встройте программный фрагмент в отчетный программный файл по дан­
ной работе. ' •
5. Повторите действия по пп.1-4 для всех СУ.
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