Abstract In this paper, a parallel-matching processor architecture with early jump-out (EJO) control is proposed to carry out high-speed biometric fingerprint database retrieval. The processor performs the fingerprint retrieval by using minutia point matching. An EJO method is applied to the proposed architecture to speed up the large database retrieval. The processor is implemented on a Xilinx Virtex-E, and occupies 6,825 slices and runs at up to 65 MHz. The software/hardware co-simulation benchmark with a database of 10,000 fingerprints verifies that the matching speed can achieve the rate of up to 1.22 million fingerprints per second. EJO results in about a 22% gain in computing efficiency.
Introduction
Biometric image retrieval [1] [2] [3] [4] [5] has become an important research topic due to its wide application in every day life. Fingerprint [1] , iris [2] and facial images [3] are frequently applied biometric identification modes in various security verification systems. Shoeprint images are an emerging additional mode [4] . Subsequently, biometrical image retrieval becomes a key challenge for both research and engineering.
Unlike conventional text-oriented database retrieval that has been addressed extensively, content-based biometric image retrieval [6] usually needs to deal with non-textual data. The sensed information is of much higher dimensionality than textual information. Content-based retrieval techniques can be based on many visual cues such as colour, texture, and shape. Reference [6] proposed the use of colour histograms for indexing into a large database of models. Reference [7] integrates many cues such as colour, texture, and shape to efficiently retrieve content from the image database. In face image retrieval [4] , colour, edge maps and other topological features from faces (e.g. eye-distance) have been extracted as indexing features. As the database size grows, these techniques are not always successful and efficient. Additionally, some image database retrieval requires real-time performance, while image retrieval using low-level content features are usually compute intensive.
Fingerprint matching has become one of the most popular biometric techniques used in automatic person identification [5] , such as routine criminal identification for law enforcement agencies, access control for high-security installations, credit card usage verification, and employee identification. However, the complexity of fingerprint matching increases with the size of the image database, which can vary from a few hundred records to several million records. Fingerprint verification has been adopted by countries such as US and UK for airport security. This means the fingerprint database can be expanded to cover potentially the whole population, of the order of 100 million fingerprints. High-speed database retrieval from such a large biometric database will be a challenging task that needs both an efficient search algorithm and high-speed hardware implementation.
Although current computers can cope with the computational complexity of automatic fingerprint recognition, there are still many applications for which general purpose processors (GPPs) or digital signal processors (DSPs) cannot meet the required cost or performance, such as portable fingerprint verification equipment. With the recent rapid development of FPGA technology [8] , FPGAs have become a promising way to tackle these compute-intensive tasks efficiently.
In Ref. [16] [17] [18] [19] [20] , a number of parallel architectures were presented simply by replicating the compute-intensive matching procedure in parallel to increase the retrieval speed. In this paper, we present an efficient implementation of fingerprint matching on FPGAs, which takes advantage of a well-known ''Early-Jump-Out'' mechanism [9] in the searching procedure. The rest of the paper is organized as follows. The high-level features extracted for use in the retrieval stage are described in Sect. 2. The proposed parallel matching architecture with an early-jump-out (EJO) mechanism is proposed in Sect. 3. Section 4 gives the hardware implementation. The experimental results are discussed in Sect. 5. Section 6 concludes the paper.
High-level features for fingerprint matching
A fingerprint can be classified in general into one of the following classes: arch, tented arch, whorl, left loop and right loop, as shown in Fig. 1 . In an automatic fingerprint matching system, the matching pyramid consists of two levels, namely, class-based and minutiae-based. In the class-based step, the query fingerprint is classified into one of the four classes. Different classes can have different search databases. This will reduce the overall search range of the database.
Since a captured fingerprint usually appears randomly in an image, preprocessing is needed for adjusting the location of a fingerprint and setting the reference area, which includes the whole area for fingerprint feature extraction. The basic preprocessing steps are shown in Fig. 2 . In the first step, a reference point of a fingerprint is detected, and the location of the reference point is adjusted to the image centre. The reference point detection algorithm, based on the orientation field of fingerprint images, has been described in Ref. [10] [11] [12] . To align two fingerprint images, we must locate a reference point as well as the orientation of each image. The most commonly used reference point is the core point, which is defined as the point at which there is maximum direction change. In step two, the fingerprint is rotated based on the ridges structure around the reference point. The last step sets a reference area after the location of a fingerprint is adjusted.
In order to facilitate the fingerprint matching procedure, high-level structural features need to be extracted from the fingerprint image for the purpose of representation and matching. A closer analysis of the fingerprint has revealed [13] [14] [15] that the ridges or the valleys exhibit anomalies of various kinds, such as ridge bifurcations, ridge endings, short ridges and ridge crossovers. Collectively, these features are called minutiae. For automatic feature extraction and matching, the set of fingerprint features can be simplified by exploiting two types of minutiae: ridge endings and ridge bifurcations. Figure 3 is the extracted minutia point features of the fingerprint in Fig. 2 .
A good quality, rolled fingerprint image can have about 70-80 minutiae points. In a latent, or partial fingerprint, the number of minutiae is much less. The structural features which are commonly extracted from the gray level input fingerprint image are the ridge bifurcations and ridge endings. Each of the two types of minutiae has three attributes, namely, the x-coordinate, the y-coordinate, and the local ridge direction b as shown in Fig. 4 . Therefore, a fingerprint can be simply represented by the collection of its unique minutia distribution, as shown in Fig. 5 . Given the minutiae representation of fingerprints, matching a fingerprint against a database reduces to the problem of point matching of these minutia features. 
Proposed fingerprint matching with EJO
A typical minutiae-based fingerprint verification process works in two phases: fingerprint enrolment phase and fingerprint matching phase, as shown in Fig. 6 . In the fingerprint enrolment phase, a sensor captures the fingerprint image from which the minutiae are extracted, processed, and stored as a 'master template' in the fingerprint database. In the fingerprint verification phase, the above process repeats, resulting in the generation of a 'live template.' The two templates are matched to determine a similarity score of the two fingerprints.
The following notation is used in the sequential and parallel matching algorithms described below. Let the query fingerprint be represented as a set of q minutiae points: Q = {f 0 , f 1,… , f q-1 }. Note that each of the q elements is a feature vector containing three components,
The components of a feature vector are shown geometrically in Fig. 4 . Similarly, let the k-th reference (database) fingerprint be represented as a set of p minutiae points
The matching algorithm is based on finding the number of paired minutiae between each database fingerprint and the query fingerprint. A tolerance range t i = (tx i , ty i , tb i ) should be generated for each query feature f i as the matching criteria. The size of the tolerance range depends on the ridge widths and distance from the core point in the fingerprint. The query feature f i can be considered as matching with the reference feature D k only when they satisfy the following conditions:
This distance is usually called Manhattan or cityblock distance. Once the count of matching minutiae is obtained, a matching score is computed. The matching score is used for deciding the degree of match. Finally, a set of the top 10 scoring reference fingerprints is obtained as a result of matching. Note that the query fingerprint Q may or may not belong to the fingerprint database D . {D k }.
In this paper, we propose a parallel matching procedure with an EJO mechanism, which can be listed as follows:
Proposed parallel-matching algorithm with early jump out control Input: Query fingerprint Q defined by a set of q minutiae points: 
The matching criterion is defined by a tolerance tensor:
1 }, which are featured by p minutiae points:
The size of fingerprint database: N Output: In the above procedure, the early-jump-out mechanism can make an early decision to reject the reference fingerprint at an early stage, and the further computation of feature compares is saved when the unmatched features fall out of the stored top 10 most fit fingerprint candidates. This procedure can be depicted as in Fig. 7 .
Hardware implementation
With recent advances in embedded system development, fingerprint matching can migrate to the mobile world, supporting applications like standalone indoor access systems, PDAs/notebooks, or even cell phone login systems. Such embedded devices are usually limited by their power and computation speed. The above parallelmatching EJO method can fit these applications well by speeding up the matching while also reducing the computing power.
Hardware based fingerprint matching usually adopts a fixed number of minutia features so that the parallel processing architecture can be predefined. The number of features may vary. As in many other papers, the selection of features is usually the 64 minutia points most central to the reference point, as shown in Fig. 5 . In this paper, we standardize the high-level features of a fingerprint as 64 minutiae around the reference point. If the fingerprint is incomplete and has less than 64 minutia, the remaining points are filled by '-1' to avoid matching. Therefore, we have 64 processing elements (PEs) in the processor. Figure 8 is the basic architecture that implements the proposed EJO algorithm. The standardized 64 features of the query fingerprint are deployed into 64 processing elements in the processor initialization. Then the next reference fingerprint from the database is loaded. Each reference fingerprint has a standardized size of 64 features. The control unit broadcasts the 64 features of the reference fingerprint one by one to all 64 processing elements. Each PE performs a compare operation and can vote through an OR logic bus to confirm if the feature is matched or not. If the feature is matched, the score accumulator increases by one, and the EJO unit makes the decision whether or not to jump out of this reference fingerprint. Once the EJO unit emits a 'jump' command to the address unit, the address unit will skip over the remaining minutia feature points, and move directly to the next reference fingerprint.
The top-k searching is widely used for image retrieval because the matching is usually based on a similarity measure. The number k of top-matched fingerprints can be selected from 5 to 20. The number k has little influence on the EJO's performance, because the fingerprint database size (usually [ 10,000) is much larger than k. In the following experimental benchmark, k is set to 10.
Results and discussion
The above fingerprint matching co-processor was implemented in VHDL and synthesized for Xilinx Virtex-E Fig. 7 Early-jump-out process flow for fingerprint matching FPGAs. Table 1 is the synthesized result. The processor has 64 processing elements, and each processing element has 85 slices. The whole processor occupies 6825 slices, and runs at up to 65 MHz.
A software/hardware co-simulation test bench is set up. Each fingerprint has 64 minutia features. Similar to ref. [16] , 10,000 fingerprint samples were generated by random scattering from 20 real fingerprint data for the coprocessor benchmark.
The matching processor was tested with the fingerprint database generated by random scattering from 20 fingerprint samples. The coprocessor without EJO control can process 1 million fingerprints per second. With EJO control, the processor can process 1.22 million fingerprints per second. On average, each matching with a reference fingerprint needs 64 feature-comparing operations without EJO control, which was reduced on average to 52 feature compare operations with EJO control, as shown in Table 2 . In total, with the proposed EJO mechanism, the performance can obtain a 22% improvement. Although 22% improvement may be considered not very impressive, it should still be valuable, especially for large fingerprint database retrieval, such as millions of fingerprints.
In fingerprint retrieval, we keep the top 10 most fit fingerprints as the retrieval results. This number can also be selected by users. After the user gets the top-k best matching results, the user can make a further judgement by themselves. This kind of top-k searching method is a basic strategy for image retrieval, because there is no guarantee that the top one is the exact candidate that the user really wants, due to noise and many other factors, such as deviations in reference point location.
The performance is also compared to a PC-based software solution. The PC has a 2.8 GHz Pentium Celeron processor. The software was written in C++ and compiled by Microsoft Visual Studio. The software solution spent 38,165 ms to finish a query search of a 1 million fingerprint database, while the FPGA-based coprocessor with EJO control can finish the retrieval in 820 ms, as shown in Table 3 . The retrieval speed was easily improved almost 45 times by the FPGA solution.
Conclusion
In conclusion, a compute-efficient architecture is proposed for performing high-speed fingerprint matching from a large-scale fingerprint database. The processor architecture performs the fingerprint matching by using minutia point match. An EJO control is added to the matching procedure, which can improve the processing speed while reducing the computing operations. The processor was implemented on a Xilinx Virtex-E. It occupies 6825 slices and runs at up to 65 MHz. The software/hardware co-simulation benchmark with 64 features per fingerprint and 10,000 fingerprints in the database verifies that the matching speed can achieve the rate of one million fingerprints per second without EJO control, and 1.22 million fingerprints with the proposed EJO control. 
