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Úkolem práce je modernizace informačního systému základní školy ZŠ Kamenice a jeho komponent. 
Modernizace se týká analýzy současné aplikace a požadavků na jeho používání, následně navržení 
struktury nového moderního a efektního systému pro správu a jeho implementace v některém PHP 
frameworku.  Modernizace  se  rovněž  týká  datového  modelu  a  struktury  databáze  včetně  přidání 
transakcí a integritních omezeních za podmínky exportu a zachování původních dat systému.
Abstract
The objective of this study is to modernize information system of Kamenice primary school and its 
components. Modernization concerns of the current application analysis and requirements for its use, 
then design a structure of new, modern and effective management system. Conditions of realization is 
to implement designed system  in any PHP framework. Modernization also covers the data model and 
database structure, including the addition of transactions and integrity constraints in terms of export 
and preserving the original database data.
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Tato  práce  se  týká  modernizace  informačního  systému  základní  školy.  Informační  systém  je 
v současné době nasazen a používán na základní škole ŽŠ Kamenice na Vysočině. Tento systém byl 
vyvinut již před několika lety, je již zastaralý a nevyhovuje dosavadním standardům a požadavkům 
školy. Hlavním důvodem modernizace je jeho špatná udržovatelnost a prakticky nemožnost rozšíření 
systému z  důvodu  nekvalitního  návrhu  a  implementace  aplikace.  Cílem práce  je  tedy  analýza  a 
zrevidování současného stavu aplikace, kompletní reimplementace kódu a modernizace dosavadního 
IS za použití některého dostupného PHP frameworku. Modernizace a analýza se bude rovněž týkat 
struktury databáze a datového modelu, který aplikace využívá.
Informační  systémy  jsou  systémy,  které  obecně  slouží  pro  sběr,  udržování,  zpracování  a 
poskytování informací a dat. V případě základních škol IS slouží většinou pro evidenci žáků, učitelů, 
tříd,  známek  a  dalších  informací  a  dat  souvisejících  s  provozem  školy  a  výuky.  U  těchto  typů 
informačních systémů se předpokládá, že budou využívány mnoha uživateli ve vícero rolích (učitelé, 
žáci, rodiče), proto je důležité, aby k těmto systémům byl přístup odkudkoliv, ačkoli se jedná většinou 
o interní systémy.
Aktuální stav IS základní školy Kamenice je po několika stránkách nevyhovující. Je potřeba 
modernizovat funkcionalitu systému. Hlavně zkontrolovat, případně vylepšit současné komponenty a 
přidat  nové,  tak  aby  IS  odpovídal  aktuálním  nárokům  na  použití.  Tento  záměr  (modernizace  a 
reimplementace) vyžaduje modernizaci jak datové tak aplikační části systému. 
Dále  je  také  nutné  kompletně  předělat  a  zrevidovat  zdrojový  kód  celé  aplikace.  Jedním 
z hlavních  cílů  je  předělat  současný  nestrukturalizovaný  návrh  založeným  na  neobjektovém, 
procedurálním principu programování  do čistě objektového, tak aby kód aplikace byl přehledný a 
„čistý“, a tím i taky snadněji spravovatelný a rozšířitelný. Nutnou podmínkou je použití některého 
volně šiřitelného PHP frameworku.
Na aplikační úrovni bude potřeba  předělat kód a oddělit  vizualizační část od programové, s tím 
souvisí vytvoření lepšího grafického layout a designu nového systému, za pomoci nových technologií 
jako jsou kaskádové styly CSS 3 a nová verze značkovacího jazyka HTML 5.
Cílem modernizace je také vytvoření nové databáze a optimalizace současných dotazů, které 
aplikace  používá.  Z pohledu  dat  se  jedná  o  návrh  a  implementaci  nové  databáze. Dále  stanovení 
integritních omezení a použití transakcí, tak aby byla zachována integrita dat a konzistence databáze. 
Posledním úkolem bude vytvoření  skriptu,  který zajistí  bezproblémový a jednorázový převod dat 
z původní databáze.
Celý dokument je rozdělen do několika kapitol. Po této úvodní následuje kapitola zabývající se 
analýzou a popisem aktuálního stavu systému a jeho komponent, čtenář v ní bude seznámen se všemi 
funkcemi, možnostmi i nedostatky dosavadního systému. V další kapitole jsou popsány požadavky na 
nový systém a shrnuty úkoly, které je potřebné realizovat. Dále je zde přehled rozšíření, které si škola 
přeje implementovat. Ve čtvrté teoretické kapitole bude čtenář seznámen s použitými technologiemi a 
moderními prostředky pro vývoj  webových aplikací,  které  jsou v projektu použity.  Pátá kapitola 
pojednává o návrhu IS a jeho databázi. Jsou zde zmíněny veškeré změny provedené oproti původní 
struktuře datového modelu a databáze včetně výčtu tabulek a ER diagramu znázorňujícího novou 
strukturu databáze.
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Šestá  kapitola  se  věnuje  popisu  implementace  modernizovaného  systému.  Je  zde  popsána 
adresářová  struktura  aplikace,  třídy  a  modely,  které  aplikace  využívá,  včetně  popisu  jejich  účelu 
v systému  a  způsobu  implementace  ve  frameworku  Nette.  Také  jsou  zde  popsány  vrstvy  MVP 
architektury a vysvětlen jejich smysl a úkol v aplikaci. Dále jsou zde shrnuty všechny modernizace a 
rozšíření,  které byly realizovány.  Na závěr v sedmé kapitole  je popsán proces nasazení  a údržby 
systému, vysvětlena metoda exportu dat z původní databáze do nové včetně způsobu implementace. 
Také jsou zde zmíněny problémy a komplikace, ke kterým během nasazení systému došlo.
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2 Analýza dosavadního IS
V této kapitole budou analyzovány a popsány jednotlivé části systému. Popis se bude týkat funkčnosti 
a účelu dané části. Dále bude popis obsahovat analýzu implementace odpovídající části v databázi, 
čili  jaké  tabulky  daná  část  využívá.  Rovněž  budou  případně  zmíněny  zásadní  implementační  či 
funkční nedostatky, které budou muset být v novém systému odstraněny.
2.1 Databáze
Systém používá pro uložení dat open source relační databázový systém MySQL, který je poskytován 
pod  bezplatnou  licencí  GPL.  Strukturu  databáze  reprezentuje  ER  diagram  obrázek 2.1.  Databáze 
obsahuje 29 tabulek, některé z nich ale neobsahují žádná data a aplikace je nijak nevyužívá. Tabulky 
obsahují  řadu cizích klíčů, které tvoří mezi tabulkami relace, spousta záznamů však obsahuje cizí 
klíče, které se odkazují na neexistující záznamy, databáze je tak v nekonzistentním stavu. 
Hlavním úkolem bude vytvoření nové databáze a optimalizace současných dotazů. Dále také 
stanovení integritních omezení a použití transakcí, tak aby byla zachována integrita dat a konzistence 
databáze.  Posledním úkolem  bude  vytvoření  skriptu,  který  zajistí  bezproblémový  a  jednorázový 
převod dat z původní databáze.
2.2 Implementace
Aplikační část systému je rozdělena do několika souborů s definicemi funkcí, soubory jsou podle 
potřeby vkládány do jednotlivých stránek aplikace. Návrh je neobjektový a kód slabě komentovaný, 
definice  jednotlivých  funkcí  obsahují  jak  aplikační  tak  prezentační  logiku,  což  je  z  pohledu 
udržovatelnosti a rozšíření nevyhovující. Z těchto důvodů  nebude přebírán kód ze současného IS, ale 
vytvoří se zcela nová implementace a aplikační logika systému.
2.3 Design a layout
Layout a struktura stránek systému je tvořena pomocí tabulek. Tabulky jako prostředek pro vytváření 
vizuální  struktury stránek jsou z dnešního pohledu zastaralé,  nevhodné a měly by být  využívány 
pouze pro svůj účel, tedy pro zobrazování tabulkových dat [1].
Design stránek je jednoduchý, je tvořen několika grafickými prvky v hlavičce a po stranách 
navigačních  sloupců.  Celkově  design  působí  konzervativním a  jednoduchým  dojmem,  což  bude 
dodrženo i v novém modernizovaném systému, v případě informačních systémů není zapotřebí použít 
přehnané množství grafických prvků.
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Obrázek č. 2.1: ER diagram současné databáze
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2.4 Studentská část IS
Systém umožňuje studentům průběžnou kontrolu jejich dosavadních studijních výsledků a celkový 
přehled studia v ročníku, do kterého patří. Dále studentovi nabízí výpisy a zobrazování informací, 
nikterak  nepodporuje  interakci  se  studentem,  tzn.  neobsahuje  funkce,  kterými  by  mohl  student 
ovlivňovat vnitřní stav systému. Systém nenahrazuje žákovskou knížku, hlavním účelem je nabídnou 
možnost žákům a rodičům kontrolovat prospěch odkudkoli. Studenti se do systému přihlašují pomocí 
svého uživatelského jména a hesla. 
Hlavním nedostatkem této části systému je, že hesla žáků jsou uloženy v databázi v čitelné 
formě,  což je závažný bezpečnostní  nedostatek,  hesla  by měla  být  kryptována některou hašovací 
funkcí,  tak  aby  se  nedala  jednoduše  přečíst.  Dalším  bezpečnostním  nedostatkem  je,  že  při 
přihlašování  žáka  se  aplikace  nejdříve  dotazuje  na  tabulku  učitelů  a  pak  (pokud v  ní  nenalezne 
odpovídající login a heslo) zkouší tabulku žáků, což vede k tomu, že studenti se mohou pokoušet 
přihlašovat jako učitelé. Tyto nebezpečné vlastnosti budou muset být ze systému odstraněny. Náhled 
na studentskou část systému je na obrázku 2.2.
Obrázek č. 2.2: Studentská část systému
2.4.1 Popis a funkce studentské části systému
1) Výsledky
Tato část nabízí uživateli zobrazení informací o studiu žáka, jeho studijním prospěchu a hodnocení za 
jednotlivá pololetí v aktuální třídě, sekce se skládá z několika dalších podsekcí.
1.1) Výsledky předmětů
Zobrazuje  souhrn  získaných známek z  jednotlivých  předmětů.  Eviduje  se  datum,  váha  a  způsob 
získání známky. Dále je k dispozici výpočet průměru a váženého průměru známek předmětu.
Hlavním nedostatkem struktury je to, že každý záznam (řádek) tabulky známek obsahuje  i 
informaci o známce konečné (sloupec konečná známka), což vede k redundanci dat, protože konečná 
známka je v tabulce zbytečně ukládána vícekrát.
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1.2) Zmeškané hodiny
Obsahuje přehled docházky a celkový souhrn omluvených, neomluvených, zmeškaných hodin žáka.
1.3) Chování
Strana s poznámkou k chování studenta za jednotlivá pololetí.
1.4) Speciální výsledky
Přehled získaných vyznamenání a zvláštních hodnocení studenta. 
2) Předměty
Umožňuje  zobrazení  všech  předmětů  v  ročnících  (1-9)  a  základních  informací  jako  je  zkratka 
předmětu, typ, popis (anotace), výčet učitelů, kteří daný předmět učí a mají na něj aprobaci a osnovu 
předmětu.  Žáci  mají možnost prohlížet  předměty všech ročníků, tento nedostatek bude muset být 
odstraněn, aby student viděl předměty pouze ze své třídy.
3) Osobní rozvrh
Náhled  na  rozvrh  studenta,  klasický  rozvrh  (Po-Pá,  1-8  hodin),  zobrazují  se  i  půlené  hodiny. 
V rozvrhu jsou barevně odlišeny typy předmětů (povinný, volitelný, jazyk, aj.). Rozvrh si  student 
nevytváří  sám,  ale  automaticky se  generuje na základě jeho třídy.  V rozvrhu se  zobrazuje  pouze 
informace  o  předmětu  a  jeho  vyučujícím  dané  hodiny.  Informace  se  bude  muset  rozšířit  i  o 
zobrazování místnosti a skupiny.
4) Třída
Zobrazuje přehled žáků třídy studenta a jejich statistiky jako jsou: nejlepší průměr žáka, nejsnazší 
předmět  pro  žáka,  nejobtížnější  předmět  pro  žáka.  Dále  jsou  zde  zobrazeny  souhrnné  statistiky 
předmětů (celkový průměr, nejlepší průměr, nejhorší průměr předmětu) a rozvrh třídy. 
Vykreslování stránky trvá delší dobu (řádově několik sekund), protože k získání dat je potřeba 
vykonat  velké  množství  databázových  dotazů  nad  tisícovkami  záznamů  (známek),  které  počítají 
jednotlivé  průměry  a  statistiky.  Důvodem  je  také  to,  že  výpočty  jsou  implementovány  pomocí 
kombinací  dotazů  a  dílčích  výpočtů  v  PHP,  což  není  optimální  řešení.  MySQL disponuje  řadou 
agregačních funkcí,  které tyto výpočty realizují  několikanásobně rychleji.  Výpočty a dotazy bude 
tedy nutné zoptimalizovat a urychlit.
2.5 Administrační část IS:
Administrační  část  systému  je  určena  pro  učitele  a  osoby  kompetentní  manipulovat  s daty  IS. 
Umožňuje kompletní správu a manipulaci se školními informacemi. Systém nabízí možnost vkládat 
známky  jednotlivým  žákům,  zobrazovat  je  a  kontrolovat  jejich  dosavadní  studijní  výsledky. 
Studentská a administrační část je datově provázána, všechny změny provedené v administrátorské 
části  se  automaticky  promítají  do  studentské.  Učitelé  se  rovněž  do  systému  přihlašují  pomocí 
uživatelského jména a hesla.
Zde je opět závažným nedostatkem to, že hesla učitelů jsou uloženy v databázi v čitelné formě, 
takže je lze jednoduše přečíst. Učitelé a žáci se do systému přihlašují přes jednotný formulář. V nové 
verzi systému, budou formuláře pro učitele a žáky oddělené, tak aby nedocházelo k bezpečnostním 
rizikům. Náhled na administrační část systému je na obrázku 2.3.
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Obrázek č. 2.3: Administrační část systému
2.5.1 Popis a funkce administrační části systému
1) Výsledky
Nabízí  učitelům  zobrazení  a  zadávání  výsledků  jednotlivým  žákům.  Známky  je  možné  zadávat 
jednotlivě nebo jednorázově všem žákům najednou. Systém také umožňuje vést evidenci absence, 
chování a speciálních výsledků žáků.
2) Předměty
Karta předměty umožňuje zobrazit předměty v daných ročnících a informace o nich. Zde však mají 
učitelé právo vybrat si z jakékoliv třídy.
3) Osobní rozvrh
Zobrazuje osobní rozvrh přihlášeného učitele.
4) Třída
Zobrazuje přehled žáků ve třídách, obsahuje seznam, kde lze vybrat konkrétní třídu. Stejně tak jako 
ve studentské části se zde zobrazuje řada statistik tříd a žáků.
5) Administrace
Administrace tvoří jádro systému. Skrze administraci je administrátorům umožněno měnit, přidávat, 
odstraňovat a manipulovat s veškerými daty uvnitř IS. Do této části systému mají právo vstupovat jak 
učitelé,  tak  administrátoři.  V  nové  verzi  bude  administrace  přístupná  pouze  učitelům 
s administrátorskými právy. Administrace je rozdělena na několik sekcí.
5.1) Žáci
Zde se zobrazuje přehled žáků celé školy. Lze zobrazovat detailní informace o studentech a editovat 




Výpis  seznamu  učitelů  pracující  na  škole.  Systém  nabízí  analogické  operace  jako  u  žáků,  tzn. 
vymazání, editace existujícího učitele a přidání nového.  Lze  zde  navíc  určit,  jaké  předměty  daný 
učitel vyučuje, čili jeho aprobaci.
5.3) Předměty
Zobrazení předmětů podle zadaného ročníku. Je možno editovat a odstraňovat existující předměty 
nebo přidávat  nové.  Každý předmět  patří  do jedné z kategorií  např.:  povinný,  nepovinný,  jazyk. 
U kategorie je možné zadat její název, popis a barvu v hexadecimálním tvaru, touto barvou pak budou 
podbarveny hodiny předmětu v rozvrhu.
5.4) Učebnice
Správa učebnic používaných v konkrétních předmětech. Uchovává se titul, vydavatel, rok vydání a 
popis učebnic. Tabulka neobsahuje žádná data a implementace je jen částečná.
5.5) Rozvrhy
Přehled rozvrhů. Každý učitel má stanovený rozvrh, který určuje v jaké třídě a jaký předmět v danou 
hodinu učí.  Lze rovněž zobrazit  rozvrh samostatně pro celou třídu. Rozvrhy tříd lze upravovat  a 
sestavovat nové.
5.6) Přesuny žáků
Zde  je  možné  přesouvat  žáky  napříč  všemi  třídami.  Přesuny  lze  realizovat  individuálně  nebo 
automaticky přesunout všechny žáky o rok níž/výš s ohledem či bez ohledu na prospěch. Žáky lze 
rovněž přesouvat do databáze absolventů.
5.7) Absolventi
Výpis absolventů školy. Výpis může být buďto abecední nebo na základě zvoleného roku ukončení. 
Údaje o absolventech nelze editovat, pouze je lze ze systému odebírat.
5.8) Aktualita
Výpis aktualit školy, zde učitelé mohou přidávat a vypisovat různé aktivity a školní akce. Pro každou 
aktualitu se v systému uchovává její titulek, datum a text.
5.9) Výroky žáků
Tato sekce umožňuje evidenci originálních a vtipných výroků žáků.
5.10) Přihlašovací údaje
Umožňuje zobrazit hesla a loginy žáků a učitelů, jak již bylo řečeno dříve, tato sekce je velice citlivá, 
protože zobrazuje všechny hesla v čitelné, nešifrované podobě. V novém systému bude tato sekce 
odstraněna, protože hesla nebudou v databázi uložena v čitelné podobě.
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3 Analýza požadavků na IS
3.1 Rozšíření systému
Přestože je hlavním úkolem a požadavkem kompletní revize systému a jeho současných komponent, 
budou dle požadavků školy přidány i nové komponenty. Přehled nových komponent a rozšíření, které 
budou implementovány do nové verze systému, je shrnut v této kapitole.
3.1.1 Podpora místností
V IS bude zavedena evidence místností a učeben. Učitelům bude umožněno přidávat nové místnosti, 
upravovat  a odstraňovat  místnosti  již  vytvořené. Dále  při  sestavování rozvrhů lze určovat,  v jaké 
místnosti se bude konkrétní hodina vyučovat.
3.1.2 Rozšířená podpora rozvrhů
Nabídnout  učitelům  sofistikovanější  možnosti  v tvorbě  a manipulaci  s  rozvrhy.  Nyní  systém 
umožňuje  zadávat  rozvrhy pro třídy,  tato možnost  bude zachována i  nadále.  Dále  budou přidány 
automatické kontroly při sestavování rozvrhů, tak aby nedocházelo ke kolizím.
Automatické kontroly
• při zadávání předmětu hodiny bude možné vybírat pouze předměty té třídy, pro kterou je 
rozvrh sestavován
• vyučujícího předmětu dané hodiny lze vybírat pouze z učitelů, které mají na daný předmět 
aprobaci
• vyučujícího  předmětu  dané  hodiny  lze  vybírat  pouze  z učitelů,  které  mají  v daný  den  a 
v danou hodinu volno (nemají jiné vyučování)
Další typy rozvrhů
1) Rozvrh volní učitelé: 
Nalezení  volného učitele pro suplování. Na základě všech rozvrhů tříd zobrazí,  ve kterou 
hodinu má který učitel volno.
2) Rozvrh volní učitele podle aprobace:
Podobně jako předchozí rozvrh s tím rozdílem, že se navíc kontroluje, zda učitel, který má 
v danou hodinu volno má zároveň aprobaci na vyučovaný předmět.
3.1.3 Pokročilá autentizace a autorizace
Vytvořit bezpečnější přihlašování a zařídit to, aby hesla nebyla ukládána v čitelné podobě. Také bude 
nutné eliminovat další bezpečností rizika související s přihlašováním a umožnit administrátorům hesla 
měnit.
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3.2 Další požadavky a vlastnosti systému
3.2.1 Zachování dat systému
Dalším důležitým požadavkem na systém je zachování dat. Při návrhu nové databáze se musí brát 
ohled na data,  která jsou v systému uložena tak,  aby nedošlo k jejich ztrátě nebo modifikaci.  To 
znamená, že veškeré úpravy a zdokonalení databáze nesmí způsobit změnu nebo ztrátu informací. 
3.2.2 Zdokonalení grafického designu
Současný grafický layout systému působí velice stroze a jednoduše, z tohoto důvodu bude pro systém 
navržen nový jednotný grafický design  stránek.  Při  návrhu se  bude muset  dodržet  požadavek na 
zachování  uživatelského  rozhraní,  protože  studenti  a  učitelé  jsou  na  současnou  podobu ovládání 
zvyklí.
3.2.3 Zdokonalení layoutu stránek
Současný layout  stránek je tvořen pomocí  tabulek a vnořených tabulek, tato technika je již  mezi 
webovými vývojáři přežitá a zastaralá, protože má řadu nevýhod (jednou z nich je například to, že 
HTML tabulka se zobrazí až poté, co je načten obsah všech buněk, což vede k tomu, že uživatel vidí 
delší  dobu pouze  prázdnou  obrazovku  prohlížeče)  [1].  Layout  stránek  bude  vytvořen  kompletně 
pomocí kaskádových stylů CSS 3 a nové verze značkovacího jazyka HTML 5.
3.2.4 Udržovatelný a přehledný kód
Veškeré návrhy nových a současných komponent budou vedeny pomocí prostředků UML. Při návrhu 
objektů, modulů a celkové architektury systému se bude postupovat podle návrhového vzoru Model-
view-presenter (MVP). Při implementaci bude kladen důraz na kompletní objektivnost.
3.2.5 Zachování uživatelských rolí
V systému budou zachovány tři uživatelské role, z nichž každá bude mít pevně stanovená pravidla a 
pravomoc, s kterými částmi systému jí bude umožněno manipulovat.
Tyto role jsou: 
1) Administrátor: 
Spravuje  a  kontroluje  celý  systém,  má  pravomoc  na  provedení  jakékoliv  operace  nad 
systémem.
2) Učitel: 
Správa  známek  předmětů,  chování  a  absence  žáků,  zobrazení  informací  a  výsledků 
jednotlivých tříd a rozvrhů.
3) Student: 
Výpisy známek,  chování  a  hodnocení  konkrétního  studenta,  jeho  předmětů,  zobrazení 
výsledků třídy studenta a rozvrhu.
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3.2.6 Zachování funkcí IS
V systému budou zachovány  všechny dosavadní  operace  a  funkce  popsané v kapitole  2. Analýza  
dosavadního IS. 
3.3 Cíle/akceptační podmínky
Pokud  shrneme  hlavní  požadavky  na  systém  s výsledky  analýzy  jeho  současné  podoby  do 
konkrétních cílů, dostaneme se k následujícím bodům:
Cíle:
1) Reimplementace  systému  tak,  aby  dodržoval  zásady  OOP,  byl  jednoduše  rozšiřitelný  a 
spravovatelný a přiměřeně bezpečný.
2) Upravit  aplikaci  a  datový  model  tak,  aby  bylo  zajištěno  neustálé  udržování  dat 
v konzistentním stavu.
3) Zajistit  plynulý přechod  z původní verze systému na novou, což obnáší vytvořit  převodní 
skript, který přesune a případně transformuje data z původní databáze do nové.
4) Přepracovat  prezentační  část  systému.  Tento  bod spočívá v úpravě  grafického designu  do 
modernějšího stylu a ve změně sestavování samotného layoutu z tabulkového stylu do blocků 
formátovaných pomocí CSS.
Akceptační podmínky:
 Zachování původní funkčnosti.




Hlavním tématem a  podmínkou práce  je použití  frameworku a  HTML 5,  proto bude následující 
teoretická kapitola věnována právě těmto technologiím a všemu, co s nimi souvisí, aby si o nich 
čtenář udělal představu. Také zde bude nastíněno, jaké prostředky budou při vývoji použity a proč.   
4.1 Model-View-Presenter (MVP)
MVP je softwarová architektura, v podstatě se jedná o návrhový vzor nebo objektovou strukturu, 
která umožňuje rozdělit datový model aplikace, čili data a jejich zpracování od uživatelského rozhraní 
(zobrazení dat) a řídicí logiky do tří nezávislých komponent tak, že modifikace některé z nich nemá 
vliv na ostatní  [2]. MVP dále určuje vztah jednotlivých komponent, který je znázorněn na obrázku 
4.1. Model představuje datové úložiště,  obstarává získání dat a práci  s nimi a vrací je presenteru, 
který si  o ně zažádal. Presenter je následně předá view (pohled), který je zobrazí. Princip spočívá 
v tom,  že  všechny  požadavky  míří  na  jeden  index.php,  jenž  následně  řídí  celou  aplikaci,  načítá 
potřebné soubory apod. 
Výhodou MVP architektury je to, že  díky ní  lze docílit  přehledného a lehce upravitelného 
kódu.  Další  výhodou  je  oddělenost  a  nezávislost  jednotlivých  částí  aplikace.  Většina  PHP 
frameworků z logiky této architektury vychází a přímo ji podporují.
Obrázek č. 4.1: MVP model (převzatý ze stránek Nette)
4.2 Frameworky
Přestože je PHP skriptovací a ve své podstatě jednoduchý jazyk, pro svoji jednoduchost a snadnost 
vytvoření  webové  aplikace  je  velice  rozšířen,  a  vzniklo  pro  něj  již  celá  řada  frameworků.  PHP 
frameworky  poskytují  programátorovi  podporu  při  vývoji  webových  aplikací,  poskytují  nové 
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efektivnější  způsoby  řešení  a  také  ušetří  mnoho kódu a  vývojového času.  Tvoří  ucelenou  sadu 
nástrojů, které pomáhají řešit běžné, stále se opakující problémy. Vytváří další abstraktní vrstvu nad 
samotným jazykem.  Snaží  se  dodržovat  zásady  DRY  (donť  repeat  yourself)  -  redundance  kódu, 
znovupoužitelnost. KISS (keep it simple stupid) - jednoduchost a srozumitelnost.
Definice:
Framework je softwarová struktura, která slouží jako podpora při programování, vývoji a organizaci  
jiných softwarových projektů. Může obsahovat podpůrné programy, knihovnu API, návrhové vzory  
nebo doporučené postupy při vývoji [3].
PHP framework  není  žádná  kompilovaná  knihovna  externě  přidávaná  do  PHP,  jedná  se  o  sadu 
běžných skriptů napsaných v PHP. Z počátku zabere pochopení práce s frameworky a jejich filozofie 
více času a úsilí než začít psát kód přímo v PHP. Je nutné pochopit princip fungování a zapamatovat 
si  názvy metod a tříd,  ale  použití  frameworku při vývoji  sebou nese řadu nesporných výhod.  Po 
pochopení frameworku se rychlost vývoje urychlí. Frameworky usnadňují práci a zautomatizovávají 
tvorbu  běžných  rutin,  jako  je  připojení  k databázi,  vytváření  a  validace  formulářů,  autorizace  a 
autentizace,  implementují  různé  druhy  cache,  filtrů  a  validátorů  pro  uživatelská  data,  jazykové 
komponenty, oddělují aplikační a prezentační logiku aplikace a mnoho dalšího.
Hlavní výhody plynoucí z použití frameworků
1) Rychlejší vývoj.
2) Méně kódu.
3) Univerzální kód - změny či přidání nových funkcí jsou jednoduché.
4) Pěkná a pro vyhledávače přívětivá URL aplikace.
5) Obsahují komponenty pro vývoj MVP aplikací.
6) Standardizované řešení, ověřené mnoha uživateli.
7) V případě veřejně známého frameworku, snadnější budování týmu a zapojování členů, kteří 
framework znají, do již existujícího projektu.
4.2.1 Frameworky postavené nad PHP
Existuje již celá řada frameworků pro PHP, kdy každý má svoje výhody a nevýhody.  Před tím než 
byl vybrán konkrétní framework pro implementaci proběhl průzkum několika nejznámějších a nejvíce 
používaných mezi něž patří: 
ZEND Framework (www.zend.com)
Jedná  se  o  neznámější  framework  postavený  nad  PHP.  Šéf  vývojářem  je  Wil  Sinclair.  Zend 
Framework je open source, objektově orientovaný,  webový aplikační framework implementovaný 
v PHP 5 a licencovaný pod New BSD license. Je vyvíjen s ohledem na jednoduchý vývoj webových 
aplikací.  Užívá  modulární  architektury,  která  umožňuje  použít  jen  ty  komponenty,  které  vývojář 
zrovna potřebuje. Je celosvětově velmi rozšířený a komunita kolem něj je obrovská. Na internetu 
existují velká fóra v různých jazycích. 
Začal být vyvíjen na počátku roku 2005. Jako takový se snaží řešit všechno, což se nakonec 
v některých případech může jevit spíše jako nevýhoda, protože práce s mnoha komponenty se pak 
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stává komplikovanější a obtížnější. Dále je frameworku vyčítána pomalost. Z těchto důvodů není pro 
tuto aplikaci vhodný.
Symfony (www.symfony-project.org)
Framework  Symfony  nabízí  co  největší  úsporu  psaní  kódu  při  programování,  jeho  autorem  je 
francouzská firma Sensio Labs v Paříži a je vydáván pod MIT licencí. Požívá konfigurační soubory, 
které  se  píšou  v  úsporném  a  čitelném  syntaktickém  zápisu  YAML.  Je  to  velmi  produktivní, 
deklarativní metoda programování.  Nabízí také automatické generování  administrace pro aplikace. 
Dále obsahuje spoustu pluginů, které při vývoji významně ulehčují práci. Jeho hlavní nevýhoda je ta, 
že jeho pochopení a naučení se s ním pracovat zabere zřejmě ze všech velkých frameworků nejvíce 
času, je to právě kvůli širokým možnostem a nutností nastavovat „vše“ v YAML souborech.
CakePHP (cakephp.org)
CakePHP je jednoduchý framework vycházející z Ruby on Rails. Je určen pro PHP 4 i PHP 5, vyvíjí 
ho Cake Software Foundation a je šířen pod MIT licencí. Patří mezi jeden z nejvíce rozšířených PHP 
frameworků,  z toho  důvodu  je  na  internetu  k dispozici  i mnoho  českých  návodů.  Zaměřuje  se 
především  na  přehledný,  krátký  zdrojový  kód,  kvalitní  databázovou  vrstvu  a  promyšlené  view 
helpery, pokrývá běžné operace, které programátor potřebuje. Pro vývoj běžných webových aplikací 
to je velice vhodný nástroj.  CakePHP lze integrovat se Zend Frameworkem, což umožňuje spojit 
jednoduchost CakePHP a přímočarost Zendu. 
Nette (nettephp.com)
Pro tento projekt bude použit framework Nette. Jedná se o framework českého autora Davida Grudla 
nabízený pod licencemi GNU GPL a licencí Nette  [14], je to MVP framework napsaný v PHP 5. 
Z velké  části  je  založen  na  použití  komponent,  díky  nimž  programátor  nemusí  žádný  kód  psát 
dvakrát. 
Nette má propracovanou práci s odkazy, ty se nepíší ve formě URL, ale odkazují se přímo na 
funkci, kterou kliknutí ovládací prvek aplikace zavolá, takže nabízí programování řízené událostmi. 
Dále využívá sofistikovaný systém  routování,  které se stará o převod URL adres  a dává vývojáři 
možnost a volnost v určování podoby URL. Díky této technologii je možné jednoduše spravovat a 
měnit URL z jednoho místa. Části Nette lze využívat též samostatně.
Ačkoliv  je  framework  poměrně  mladý,  jeho  dokumentace  a  API  reference  jsou  na  dobré 
úrovni. Na internetu se vyskytuje řada příkladů, návodů i video tutoriálů. Rovněž dnes již existuje 
kolem frameworku poměrně velká komunita a rozsáhlé diskuzní fórum, kde lze nalézt odpovědi na 
řadu  problému  souvisejících  s vývojem.  Nette  také  dokáže  spolupracovat  se  Zendem.  Autor 
frameworku také pořádá různá školení a setkání přátel Nette frameworku.
Výhody / nevýhody Nette
Hlavní  výhodou  Nette  je,  že  se  jedná  o  český  projekt  a  proto  jsou  veškeré  materiály  dostupné 
v češtině.  Další  výhodou  je  jeho  rychlost  oproti  ostatním  frameworkům  obrázek  4.2  [4].  Dále 
dodržuje MVP schéma, představuje komponenty (z toho vyplývající modulárnost) a komunikaci mezi 
nimi.  Využívá  vlastní  šablonovací  jazyk  Latte.  Přichází  s originálními  nápady  nebo  slučuje  to 
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nejužitečnější, co se jinde objeví, proto pro vývoj byl vybrán právě tento framework. Jeho nevýhodou 
je, že je vyvíjen převážně jedinou osobou, z tohoto důvodu není jeho vývoj rychlý.
Obrázek č. 4.2: Rychlosti PHP framewroků (zdroj: www.root.cz)
4.2.2 JavaScriptové frameworky
Aby systém mohl nabídnout přívětivější uživatelské rozhraní bude spolu s Nette frameworkem použit 
JavaScriptový framework jQuery, který usnadní programování dynamických částí systému na straně 
klienta. 
jQuery je javascriptová knihovna, která klade důraz na interakci mezi JavaScriptem a HTML. 
Obsahuje  i  Ajaxové  moduly,  které  usnadňují  vyvíjení  uživatelských  rozhraní  aplikace.  Z 
JavaScriptových  frameworků  byl  použit  právě  tento,  protože  má  velmi  dobře  zpracovanou 
dokumentaci a popis způsobu integrace jednotlivých komponent, je také mezi vývojáři nejrozšířenější 
a  nejpopulárnější.  jQuery je svobodný a otevřený software  šířen  pod duální  licencí  MIT a GPL, 
autorem je John Resig.
Podobně jako u jazyka PHP existuje i pro JavaScript řada dalších frameworků, například Dojo 
nebo Prototype.
4.3 Databázový layer dibi
Spolu s Nette bude v projektu využíván také databázový layer dibi, který s Nette úzce souvisí a přímo 
jej podporuje. Autorem je rovněž David Grudl a je šířen pod Dibi licencí (dibiphp.com/cs/licence). 
Jde o minimalistický databázový layer, který usnadňuje přístup k databázi a pomáhá zautomatizovat 
práci s dotazy a tabulkami, podporuje transakce, usnadňuje psaní, formulaci, kladení databázových 
dotazů a jejich dynamického generování na základě požadavků. 
4.4 Šablonovací systém a filtr Latte
Pro vývoj informačního systému a jeho frontendu budou použity šablony. Při vývoji MVP aplikace je 
šablonovací systém velice důležitý, protože pomocí něho lze mít důsledně oddělenou aplikační vrstvu 
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od té prezentační. Šablonování funguje tak, že při implementaci aplikační logiky lze v kódu pouze 
naplnit proměnné, které se automaticky promítnou do šablony a ta je následně může využívat. 
Nette  framework  obsahuje  svůj  vlastní  šablonovací  systém  a  filter  Latte.  Filter  je  sada 
pomocných funkcí, které se vkládají přímo do šablony. V podstatě jde o běžné funkce, které nahradí 
v šabloně sekvence {...} za odpovídající PHP kód. Šablonovací systém v Nette je díky kešování a 
akceleraci  extrémně  výkonný. Další  velkou  výhodou  je  to,  že  všechna  vypisovaná  data  jsou 
automaticky escapována, takže nehrozí nebezpečí XSS [6]. 
Obecně lze v modelu MVP dosáhnout oddělení aplikační a prezentační vrstvy metodou XSLT 
(XSL Transformations), která slouží k převodům zdrojových dat ve formátu XML do HTML (může to 
obecně  být  libovolný  datový  formát  nebo  struktura)  [7].  V  určitých  ohledech  je  práce  s  XSLT 
nepraktická, proto se používají šablonovací systémy, kromě Latte mezi ty nejznámější patří Smarty 
(jeden z nejoblíbenějších), HTMLTmlp nebo český Teng.
4.5 HTML 5 a CSS 3
Dalším prostředkem, který bude v projektu použit je HTML 5 a CSS 3. Důvodů použití je celá řada. 
HTML 5 zavádí  a  vylepšuje  širokou škálu  funkcí  a  tagů,  zahrnující  pokročilé  nástroje  pro práci 
s formuláři,  různými  API,  multimédii,  strukturami  a  sémantikou,  poskytuje  více  flexibility  při 
vytváření  HTML.  Přestože  je  HTML 5 stále  ve  vývoji,  dnešní  běžně  používané  prohlížeče  tuto 
technologii z větší části podporují [8], proto není nutné se obávat toho, že by se stánky zobrazovaly 
uživatelům nejednotným nebo nevalidním způsobem.
Strukturování
HTML 5  zavádí  celou  sadu  nových  elementů,  které  významně  usnadňují  strukturování  stránek. 
Většina stránek se dnes skládá z ustálené skupiny obvyklých částí, jako je hlavička, patička a různé 
sloupce,  přičemž  se  tyto  části  běžně  vyznačují  pomocí  elementů  div odlišených  prostřednictvím 
popisných atributů id a class definujících CSS třídu viz obrázek 4.3.
Obrázek č. 4.3: Struktura a elementy HTML 4 stránky (zdroj: http://interval.cz)
Užití elementu div je dáno především tím, že současná verze HTML 4 postrádá nezbytné sémantické 
prvky pro přesnější vyznačení specifických částí dokumentu. HTML 5 řeší tento problém zavedením 
nových  elementů  reprezentujících  jednotlivé  části  dokumentu.  Element  div může  být  nahrazen 
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novými elementy: header,  nav,  section, article, aside a footer viz obrázek 4.4. Pomocí CSS lze tyto 
nové elementy běžným způsobem stylovat, definovat jejich vlastnosti a vzhled.
Obrázek č. 4.4: Struktura a elementy HTML 5 stránky (zdroj: http://interval.cz)
5 Návrh databáze
5.1 Struktura databáze
Návrh vychází z původní struktury databáze. Název, význam a relace mezi tabulkami byly z části 
zachovány, ale  datová struktura většiny z nich je modifikována, některé tabulky byly odstraněny a 
některé přidány nové. Na obrázku 5.1 je ER diagram znázorňující strukturu nové databáze.
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Obrázek č. 5.1: ER diagram nové databáze
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5.2 Přehled, popis tabulek a provedené změny
Zde budou popsány všechny modifikace, které byly s databází provedeny. Názvy všech tabulek a 
sloupců byly přeloženy do angličtiny, kvůli zachování jazykové jednotnosti s názvy proměněných a 
metod aplikace. Také došlo ke změně nebo úpravě velikosti a typu datových sloupců tak, aby více 
odpovídaly formátu ukládaných dat.
Tabulka zs_studnet
Struktura  tabulky  zs_student byla  zachována,  pouze  byl  přidán  desetibitový  sloupec  salt,  který 
uchovává řetězec nutný pro výpočet otisku hesla při autentizaci studenta. Přihlašovací údaje byly 
přesunuty  do  samostatné  tabulky  zs_student_user reflektující  studenta  jako  uživatele.  Tabulky 
zs_student a zs_student_user jsou mezi sebou v relaci 1:1, takže pro každého studenta musí existovat 
jediný záznam v tabulce přihlašovacích údajů. Sloupec role určující roli studenta obsahuje pouze roli 
student, protože všichni studenti mají stejná práva. Typ sloupce password byl změněn z VARCHAR na 
CHAR(64), protože obsahuje 64 bitový řetězec otisku hesla.
Tabulka zs_teacher
Podobně jako v tabulce zs_student byly přihlašovací údaje učitelů přesunuty do samostatné tabulky 
zs_teacher_user, která má stejnou strukturu jako tabulka zs_student_user. Cizí klíč id_class_f určuje 
v jaké třídě je učitel třídním. Sloupec role zde může nabývat dvou hodnot teacher a admin definující 
práva učitele.
Tabulka zs_graduate
Přihlašovací údaje absolvenů byly přesunuty do samostatné tabulky zs_graduate_user, login a heslo 
absolventů je v databázi uloženo pouze pro možnost přesunu absolventa zpět do tabulky studentů a 
obnovy  přihlašovacích  údajů.  V  souvislosti  s  tabulkou  absolventů  byla  zrušena  tabulka 
zs_rok_ukončení,  která obsahovala pouze  id a rok ukončení.  Sloupec  id_ukonceni_f,  který na tuto 
tabulku odkazoval, byl nahrazen sloupcem year_pass datového typu YEAR. Výčet ročníků absolventů 
lze zjistit  pomocí  databázového dotazu nad tabulkou absolventů,  není proto nutné roky ukládat  v 
samostatné tabulce.
Tabulka zs_mark
Tabulka zs_mark obsahuje známky žáků z jednotlivých předmětů. Sloupce konečná známka a pololetí 
byly přesunuty do samostatné tabulky  zs_final_mark,  aby nedocházelo k redundanci  dat.  Tabulka 
zs_druh_zkouseni byla  odstraněna,  protože  informace  o  způsobu  zkoušení  lze  napsat  přímo  do 
sloupce description, navíc nebyla v systému nijak implementována. Stejně tak byla zrušena tabulka 
zs_vaha_znamky, váha známky je uložena ve sloupci weigh.
Tabulka zs_final_mark
Tato tabulka obsahuje konečné známky studentů z jednotlivých předmětů. Sloupec semester  určuje, 
zda se jedná o známku prvního či druhého pololetí.
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Tabulka zs_subject
Tabulka předmětů. Odstraněn sloupec alias, v původní tabulce obsahoval znovu zkratku předmětu a 
číslo třídy, ve které se předmět vyučuje. Tento sloupec byl zbytečný, protože informaci o třídě a alias 
předmětu lze zjistit z relace předmětu na třídu.
Tabulka zs_optional_subject
Tabulka  definuje  studenty  volitelných  předmětů.  Struktura  zůstala  stejná  jako  v  původní  tabulce 
zs_volitelny_predmet_student.
Tabulka zs_category
Tabulka obsahuje kategorie předmětů, struktura sloupců je shodná s původní.
Tabulka zs_class
Tabulka  tříd.  Sloupec  id_rocnik_f odkazující  se  na  číslo  ročníku  byl  změněn  na  sloupec  grade.  
Tabulka  zs_rocnik byla  odstraněna,  protože  není  nutné  duplicitně  ukládat  informace  o  ročnících 
(tabulka v podstatě obsahovala pouze čísla od 1 do 9), tuto informaci si nese každá třída sama ve 
sloupci grade.
Tabulka zs_class_subject
Tabulka tvořící relaci N:N mezi tabulkami  zs_class a  zs_subject.  uchovává informaci o tom, které 
předměty se ve třídách vyučují.
Tabulka zs_classbook
Tabulka obsahuje údaje o učebnicích. Struktura vznikla sjednocením sloupců tabulek  zs_ucebnice, 
zs_druh_ucebnice, která byla prázdná a  zs_kus_ucebnice, tyto tabulky na sebe nijak neodkazovaly, 
obsahovaly podobné údaje a nebyly do systému implementovány.
Tabulka zs_classbook_subject
Tabulka tvoří  N:N relaci mezi  tabulkami  zs_classbook  a  zs_subject,  definuje,  které učebnice jsou 
používány  v  daném  předmětu.  Nahrazuje  tabulku  zs_vyuka_ucebnice,  která  byla  prázdná  a  bez 
implementace. Také je odstraněn sloupec primárního klíče, primární klíč je tvořen dvojicí cizích klíčů 
učebnice a předmětu. 
Tabulka zs_room
Tabulka  místností  a  učeben.  Nahrazuje  tabulky  zs_trida_ucebna a  zs_mistnost  (obě tabulky  byly 
prázdné, jejich struktura podobná a v systému pro ně nebyla žádná implementace). V tabulce byl 
odstraněn sloupec třída, informace o místnosti třídy patří do tabulky tříd, odkud se odkazuje na  id 
místnosti.
Tabulka zs_lesson
Tabulka pro uložení hodin rozvrhu. Na základě informací z této tabulky se sestavují rozvrhy učitelů, 
žáků a tříd. Sloupec půlená hodina byl odstraněn, zda je hodina půlená lze zjistit podle toho, zda je v 
týž den a hodině v tabulce přítomna ještě jiná hodina.
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Tabulka zs_study
Tabulka  určuje,  kteří  ze  studentů  navštěvují  hodiny.  Primární  klíč  je  tvořen  dvojicí  cizích  klíčů 
studenta a hodiny.
Tabulka zs_teaching
Tabulka obsahuje informaci o tom, kdo z učitelů má aprobaci na jaké předměty. Odstraněn sloupec 
primárního klíče, primární klíč tvořen dvojicí cizích klíčů učitele a předmětu.
Tabulka zs_other_results
Obsahuje ostatní výsledky studentů jako je absence, chování  a vyznamenání,  struktura tabulky je 
shodná s původní.
Tabulka zs_jokes
Obsahuje výroky žáků, struktura zůstala stejná jako původní tabulka.
Tabulka zs_aktualita
Samostatná tabulka neobsahující žádnou relaci na ostatní tabulky. Obsahuje evidenci aktualit školy, 
její struktura zůstala stejná jako původní.
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6 Implementace
6.1 Základní struktura aplikace
6.1.1 Adresářová struktura
Nette  obsahuje  doporučenou adresářovou strukturu  oddělující  logiku  jednotlivých  modulů  a  částí 
aplikace od sebe. I když je tato struktura doporučená, Nette ji nevyžaduje striktně dodržovat. V tomto 
projektu je však dodržena, protože se jedná obecně o strukturu, která se při vývoji MVP aplikací 
používá.
Obrázek č. 6.1: Adresářová struktura aplikace (zdroj: screenshot z prostředí Coda)
Aplikace  je  rozdělena  na  dva  moduly.  Soubory  administračního  modulu  jsou  pohromadě 
v podadresáři AdminModule/, včetně tříd presenterů a šablon které používá. Soubory studentské části 
jsou v podadresáři FrontModule/.
Aadresář app/ 
Adresář obsahuje veškerou aplikační logiku celého systému, včetně podadresářů modulů.
Adresáře presenter/
V těchto adresářích jsou uloženy jednotlivé presentery aplikace.
Adresář models/
V tomto adresáři jsou uloženy jednotlivé modely aplikace.
Adresáře templates/
Adresáře obsahují jednotlivé šablony, nebo také „pohledy“, které aplikace používá.
Adresář temp/
V tomto adresáři si aplikace uchovává různá dočasná data.
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Adresář document_root/
Adresář je veřejně dostupným adresářem aplikace, zde jsou uloženy obrázky, soubory kaskádových 
stylů a javascriptové skripty, pro tyto účely jsou zde adresáře css a js.
Adresář libs/
V tomto adresáři jsou uložené knihovny Nette, dibi a další knihovny, které aplikace vyžaduje ke své 
činnosti a běhu.
Soubor bootstrap.php
Jedná se o zaváděcí soubor aplikace, který má za úkol nastavit prostředí aplikace a spustit ji,  tato 
činnost se obecně skládá z pěti hlavních kroků:
1) Automatické načtení všech tříd potřebných pro běh aplikace a Nette frameworku.
2) Aktivování debuggeru a laděnky (Nette nástroje pro zobrazování a ladění chyb).
3) Načtení konfigurace a nastavení ze souboru config.ini.
4) Aktivace routování, které vytváří hezčí formát URL aplikace.
5) Spuštění aplikace.
Soubor config.ini
V tomto souboru je uložena konfigurace aplikace, jako jsou přístupové údaje pro připojení k databázi 
a aktivace služeb důležitých pro běh aplikace.
Každý modul obsahuje svoje vlastní konfigurační soubory  bootstrap.php a  config.ini, díky tomu je 
možné nastavit každému modulu parametry a vlastnosti zvlášť.
Soubor index.php
Všechny požadavky na webovou aplikaci jsou směrované právě na tento soubor. V souboru jsou 
definovány konstanty určující cestu k aplikačnímu adresáři a adresáři se šablonami, také je zde načten 
soubor bootstrap.php, který aplikaci nabootuje a spustí.
6.1.2 Modularita
Při  návrhu  a implementaci  informačního systému byl  kladen důraz na to,  aby celá  aplikace byla 
modulární a jednotlivé moduly na sobě nezávislé, proto je celý informační systém rozdělen do dvou 
modulů. Stěžejním modulem je administrační modul tvořící Backend aplikace. Druhým modulem je 
modul studentský,  reprezentující  veřejně  přístupný Frontend  aplikace.  Oba  dva moduly používají 
stejné modely, tím pádem i data, jinak jsou na sobě nezávislé. Návrh vychází ze vzorové struktury 
dostupné v Nette, s tím rozdílem, že administrátorský modul informačního systému je navíc rozdělen 
na dva pod-moduly, na modul administrační a modul učitelský. Dalším rozdílem je to, že studentský 
Frontend není veřejně přístupný, ale studenti se musí do něho přihlašovat.
6.1.3 Statické ACL
Vstup a pohyb po administrátorské a studentské sekci je kontrolovaný pomocí statického ACL (access 
control list). ACL spolupracuje s tzv. rolemi (roles), zdroji (resources) a oprávněními (permisions). 
25
Statický znamená, že všechny oprávnění a zdroje rolí jsou uložené v  .php souboru. Role uživatelů 
jsou  zapsané  v  tabulkách  zs_student_user  a  zs_teacher_user  ve  sloupci  role.  Veškeré  soubory 
související s ACL se nacházejí v podadresáři Security/ adresáře libs/.





















Úlohou třídy SecurityAcl (Acl.php), která dědí od Nette/Security/Permission je definovaní rolí, zdrojů 
a  oprávnění.  Role  odpovídají  rolím  sloupci  role tabulek  uživatelů.  Jednotlivé  role  můžou  dědit 
oprávnění z role jiné, například role admin dědí od role teacher. ACL obsahuje i roli guest. Nette tuto 
roli přiřazuje každému uživateli, který nemá roli definovanou explicitně. Roli guest tak automaticky 
dostane každý nepřihlášený uživatel, který se chce do systému přihlásit.
Dále  ACL  obsahuje  definici  zdrojů.  V  našem  případě  zdroje  představují presentery 
informačního systému. Nakonec jsou jednotlivým rolím nastavené oprávnění. Třetí parametr metody 
Permission::allow() určuje  jakou operaci  je  možné nad zdrojem vykonat.  Zápis  Permission::ALL 
znamená, že role je oprávněna nad zdrojem vykonávat všechny operace. Role admin má nastavenou 
neomezenou moc, takže má povolení přistupovat ke všem operacím ve všech zdrojích.
6.1.4 Přihlašování a autentizace
Pro  přihlašování  a  autentizaci  uživatelů  byla  vytvořena  třída  SecurityAuthenticator  v  souboru 
Authenticator.php  implementující  rozhraní  Iauthenticator  (opět  se  jedná  o  vlastní  třídu).  Pro 
maximální  bezpečnosti  je  heslo  uživatele  „saltované“  a  následně  „hashované“  PHP  funkcí 
hash_hmac(). Tato funkce vytvoří pomocí rozšířené hašovací funkce sha256 64 bitový otisk (hash) ze 
vstupního  řetězce  hesla  s využitím  klíčů,  které  dodají  další  úroveň  zabezpečení  hesla.  Volá  se 
následujícím způsobem: hash_hmac('sha256', $password.$salt, $security->hmacKey);.  Vznik hashe 
hesla ilustruje obrázek 6.2.
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Obrázek č. 6.2: Způsob vytvoření otisku hesla (zdroj: http://nettephp.com)
Salt potřebný k výpočtu hashe je uložen pouze v databázi. Případný útok na hesla uživatelů je ztížený 
tím, že heslo je saltované ještě jedním klíčem, který je uložený v config.ini.
6.2 Implementace modelů
6.2.1 Modely IS
V MVC architektuře model představuje písmeno „M“ a jedná se o datový model aplikace. Modely 
reprezentují data a business logiku (doménovou logiku) aplikace. V našem případě model zajišťuje 
přístup k datům a manipulaci s nimi skrze metody obsahující MySQL dotazy, které informační systém 
využívá, obecně je však model na typu databáze a způsobu uložení dat nezávislý. V Nette každý 
presenter většinou využívá pro získávání dat svůj vlastní model. Zde je však business logika aplikace 
rozdělena na celkem 15 kategorií modelů. Každý MySQL dotaz pak patří do jednoho z nich. Všechny 
presentery aplikace mají přístup ke všem modelům a jejím metodám, které mohou volat a získávat tak 
potřebná data. 
Datový model aplikace a většina modelů využívá návrhového vzoru Table Data Gateway [5]. 
Tento vzor definuje přístup k databázovým tabulkám tak, že komunikace s databází je obalena do 
jedné třídy, která data získává i čte, mapuje a vrací kolekci dat. V takové třídě pak jsou přítomny 
metody jako insert, update, delete, ale i vyhledávací funkce fetch, fetchByUrl apod. 
Všechny databázové tabulky využívají úložiště InnoDB (původně MyISAM). Ačkoliv je výkon 
InnoDB  oproti  MyISAM  úložiště  nižší  [9],  InnoDB  disponuje  dvěma  důležitými  vlastnostmi, 
funkčnost transakcí a podpora cizích klíčů, což jsou pro tuto aplikaci klíčové vlastnosti.
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6.2.2 Přehled modelů aplikace
Základní model (BaseModel.php)
Všechny  modely  dědí  ze  základního  modelu,  protože  obsahuje  metody  společné  pro  všechny. 
Při vývoji však nebylo potřeba žádnou takovou metodu implementovat, takže je prázdný. Model je 
v systému zachován pouze z důvodu možnosti rozšíření a dodržení návrhového vzoru.
Tento model dědí ze třídy Nette\Object.  Třída Obejct je společným předkem všech tříd Nette 
frameworku. V jiných programovacích jazycích takové třídy existují automaticky (v Pascalu TObject, 
System v  DOT.NET, Object v Javě nebo Ruby on Rails),  ale v PHP taková třída neexistuje.  Jde 
o třídu dostatečně transparentní, neměla by způsobovat žádné kolize, proto se používá jako základní 
abstraktní třída.
Model uživatelů (UserModel.php)
Tento model implementuje metody potřebné k autentizaci uživatele, které využívá autentizátor pro 
přihlášení.  Metody  getTeacherByLogin a  getStudentByLogin vrací informace uživatele nebo  NULL 
pokud uživatel nebyl v databázi nalezen. Dále je zde metoda makeSeed a  generateSalt, které slouží 
pro vygenerování náhodného řetězce, který se používá při výpočtu otisku hesla.
Model studentů (StudentModel.php)
Obsahuje metody manipulující s databází studentů. Jsou zde metody pro získání informací studentů 
nebo konkrétního studenta, počet studentů v jednotlivých třídách. Dále metody pro výběr absolventů, 
absence, vyznamenání a ostatních výsledků studentů.
Model předmětů (SubjectModel.php)
Model předmětů obsahuje dotazy získávající předměty a kategorie předmětů podle různých kritérií, 
například  pouze  předměty  zadané  třídy  nebo  předměty,  na  které  má  učitel  aprobaci.  Dále  také 
agregační dotazy pro získání předmětu dle výpočtu nejlepšího a nejhoršího průměru známek.
Model učitelů (TeacherModel.php)
Implementuje  metody  manipulující  s  informacemi  učitelů.  Například  metoda  pro  výběr  učitelů, 
aprobace, uložení, odstranění a editaci učitele. Dále metody sloužící k sestavování rozvrhu, například 
metoda dotazující se na učitele, kteří mají v daný den a hodinu vyučování nebo metoda dotazující se 
na učitele, kteří mají na daný předmět aprobaci a v daný den a hodině nemají vyučování.
Model známek (MarkModel.php)
Tento model obsahuje funkce pro získávání a manipulaci známek studentů. Implementuje agregační 
funkce pro výpočet průměrů, statistik studentů a předmětů na základě jejich hodnocení.
Model rozvrhů (TimeTableModel.php)
Model  rozvrhů  implementuje  metody  získávající  hodiny  pro  sestavování  rozvrhů  a  metody  pro 
manipulaci s tabulkou hodin. Také obsahuje dvě metody pro vytvoření rozvrhu suplujících učitelů a 
suplujících učitelů podle aprobace.
Model přesunů (MoveModel.php)
Model  přesunů  obsahuje  dvě  důležité  metody  pro  přesun  žáků  z  tabulky  studentů  do  tabulky 
absolventů a zpět.  Přesun žáků mezi třídami obstarává metoda pro editaci informací o studentovi 
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z modelu studentů,  protože pro přesun stačí  změnit  cizí  klíč třídy studenta.  Podobně je tomu při 
přesunu absolventů, kdy se upraví rok ukončení.
Model vyhledávání (SearchModel.php)
Tento model  implementuje všechny vyhledávací  metody,  které systém používá.  Obsahuje metody 
vyhledej studenty, vyhledej absolventy a vyhledej učitele. Vyhledávání probíhá ve sloupcích jména, 
příjmení, rodného čísla a města tabulek studenta, absolventa resp. učitele.
Další modely
Modely tříd (ClassModel.php), kategorií (CategoryModel.php), místností (RoomModel.php), aktualit 
(ActualityModel.php),  výroků žáků (JokesModel.php) a učebnic (ClassbookModel.php) implementují 
pět základních metod (podle návrhového vzoru Table Data Gateway), pro manipulaci a dotazování se 
nad příslušnými tabulkami. Tyto metody jsou: najít řádek, najít řádky, smazat řádek, upravit existující 
a vložit nový řádek.
Všechny modely jsou navrženy objektově a využívají mechanizmu výjimek, díky tomu můžou být 
volány v bloku try a případné chyby odchytávány blokem catch, dotazy jsou napsané v databázovém 
layeru dibi, který vyvolává výjimku typu DibiException.
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Obrázek č. 6.3: UML diagram tříd modelů
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6.2.3 Specifikace integritních omezení
Jak již  bylo řečeno v úvodu, jedním z úkolů je zaručení  konzistence dat  databáze.  Pro vyhovění 
tohoto požadavku jsou v databázi definovány integritní omezení. Data jsou skutečně konzistentní, 
pokud jsou ve stavu vyhovujícím integritním omezením. Integritní omezení zaručují, že se žádnou 
úpravou nebo smazáním dat  neztratí  nebo nedojde k poškození  dat  jiných,  například po smazání 
studenta nezůstanou v databázi jeho známky. Integritní omezení také hrají důležitou roli při importu 
dat z původní databáze, protože automaticky hlídají, že se do databáze dostanou pouze ta data, která 
tam skutečně patří.
V databázi jsou definována následující integritní omezení:
1) Entitní
Toto integritní omezení je v databázi povinné a je implementováno ve všech relačních databázích, jde 
o specifikaci primárního klíče tabulky. Primární klíč některých tabulek v databázi je tvořen vícero 
atributy  například  v  tabulce  zs_final_mark.  Primární  klíč  tvoří  minimální  seznam  atributů  a 
jednoznačně určuje n-tici  (řádek) relace,  díky tomu je zaručena jedinečnost  záznamů a nedochází 
k duplicitám.
2) Doménové
Doménová integrita zaručuje, že sloupce tabulek jsou omezené pouze na určitý datový typ, případně 
je  omezen  rozsah  hodnot.  Například  sloupec  grade tabulky  tříd  je  výčtového  datového  typu 
ENUM('1','2','3','4','5','6','7','8','9') (původně INTEGER), protože na základní škole může být pouze 9 
ročníků tříd.
3) Referenční
Referenční  integrita definuje vztah dvou tabulek pomocí  cizích klíčů (FOREIGN KEY).  Cizí  klíč 
v relaci určuje atribut, který má hodnotu primárního klíče některého řádku druhé tabulky. Například 
sloupec id_sudent_f tabulky přihlašovacích údajů musí mít hodnotu id některého studenta z tabulky 
studentů.
6.2.4 Transakční zpracování
V IS  je  nutné  zajistit  atomičnost  některých  operací.  V  relačních  databázových  systémech  jsou 
transakce  obecný  mechanismus,  zajišťující  integritu  databáze  (obecně  jakéhokoliv  dynamického 
systému) v rámci přechodu z jednoho konzistentního stavu do druhého. Transakce vlastně zaručuje 
možnost  provést  sadu  elementárních  databázových  operací  atomicky  jako  jeden  funkční  celek. 
To odpovídá například situaci hromadného přesunu studentů z jedné třídy do jiné, kdy je potřeba 
zaručit  to,  že  buď dojde  k  přesunu všech  studentů,  nebo v  případě  například  výpadku databáze 
nedojde k přesunu žádného. Není možné, aby nastala situace, že polovina studentů je přesunuta do 
jiné  třídy  a  zbytek  zůstane  ve  třídě  původní.  Dalším  příkladem  je  hromadné  zadávání  známek 
studentů třídy, známky jsou rovněž po odeslání formuláře ukládány v transakci.
Databázový  layer  dibi  přímo  podporuje  transakční  zpracování.  V  aplikaci  jsou  transakce 
implementovány následujícím způsobem:
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  dibi::begin();  // začátek transakce
  try {    
    ... 
    ... sada databázový operací (update, delete)
    ... 
    dibi::commit(); // potvrzení trankakce
    $this->flashMessage('Zpráva o úspěšném provedeni transakce');
  } 
  
  // block catch zachycující dibi vyjímku v případě selhání
  catch(DibiException $e) {
    dibi::rollback();  // vrácení provedeních změn transakce
    $this->flashMessage('Zpráva o selhání transakce', 'error');
  }
6.3 Presentační vrstva
V této kapitole je popsán způsob implementace všech presenterů a rozšíření informačního systému 
včetně jeho administračního a studentského modelu. Obecná struktura presenterů je znázorněna na 
obrázku 6.4.
Presentační vrstva aplikace je tvořena jednotlivými presentery. Presenter je základní třída Nette 
a  jedná  se  v  podstatě  o  řadič celé  aplikace,  jeho  úlohou je  reagovat  na  události  pocházející  od 
uživatele, a zajišťovat změny v modelu nebo v pohledu. 
V Nette  se  aplikace řídí  následujícím způsobem, nejprve uživatel  zašle aplikaci  požadavek 
skrze webový prohlížeč, který směřuje na konkrétní URL. Tento požadavek Nette Framework pomocí 
routování  a  routovacích pravidel  zanalyzuje  a najde příslušný presenter,  který spustí  a  předá  mu 
řízení. Presenter komunikuje s modelem, kterému sdělí, jaká data požaduje. Model data načte a předá 
zpět. Presenter  tato data vezme a předá je pohledu.  Pohled se stará o jejich vykreslení.  Presenter 
jednoduše přikáže pohledu, aby se vykreslil, a odešle výstup uživateli. Celý ten proces začne znovu 
s dalším uživatelovým požadavkem.
Životní cyklus presenteru
Životní cyklus presenteru je rozdělen do několika částí představovaných metodami, které není nutné 
definovat,  pokud  nejsou  potřeba. Jde  o  action{Action},  handle{Signal} a  render{View}.  Metoda 
action{Action} obsahuje operace, které se vykonávají ještě před přesměrováním na konkrétní pohled. 
Metoda handle{Signal} zpracovává signály neboli subrequesty, je určena pro uživatelskou interakci a 
zpracování AJAXových požadavků. Metoda render{View} má na starosti vykreslení obsahu stránky a 
věci s tím spojené (tvorba odkazů v šablonách, přiřazení proměnných do konkrétních šablon). Životní 
cyklus lze charakterizovat následujícími fázemi.
1) výkonná (execution)
2) změny vnitřních stavů (interaction)
3) vykreslování (rendering)
4) ukončení činnosti (shutdown)
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 Obrázek č. 6.4: UML Diagram tříd presenrerů
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6.3.1 Administrační modul IS
Pro vstup do administrační sekce se musí učitelé přihlásit.  O vytvoření komponenty přihlašovacího 
formuláře a obsloužení jeho potvrzení se stará třída Admin_AuthPresenter. Logika aplikace je taková, 
že  pokud se  uživatel  pokusí  otevřít  View/Action chráněného  presenteru,  ověří  se,  zda je  uživatel 
přihlášený. Pokud není je přesměrovaný na Presenter:View, který mu zobrazí přihlašovací formulář. 
Pokud je  uživatel  už  přihlášený,  aplikace  v součinnosti  s  ACL ověří,  zda má uživatel  oprávnění 
otevřít  žádaný  Presenter:View  (Presenter:Action).  Tuto  logiku  implementuje  třída 
Admin_DefaultPresenter  v  metodě  startup(),  protože  tato  metoda  je  volaná  na  úplném  začátku 
životního  cyklu  presenteru.  Kromě  toho  třída  ještě  obsahuje  akci  na  odhlášení  uživatele 
z administrace.
Všechny  presentery  admin  sekce  dědí  ze  třídy  Admin_BasePresenter,  kde  jsou 
implementovány  obecné metody a  definovány  persistentní  parametry.  Persistentní  parametry  jsou 
velkou výhodou Nette, jsou to vlastně členské proměnné. Nette automaticky persistentní parametry 
předává  v  URL,  tím  pádem  tento  mechanismus  umožňuje  zachovávat  kontext  stránek.  Každý 
presenter dědící z Admin_BasePresenter může k persistentním parametrům přistupovat, dědičností se 
tedy  určuje  oblast  platnosti  persistetních  parametrů.  Admin_BasePresenter  obsahuje  persistentní 
parametry třídy, pololetí a předmětu, které jsou definovány následujícím způsobem.
  /** @persistent int */
  public $class_id = NULL;
  /** @persistent int */
  public $semester;
  /** @persistent int */
  public $subject_id = NULL;
Dále také implementuje metodu  beforeRender(),  což je speciální  metoda,  kterou Nette volá 
před renderováním stránky. Metoda obsahuje definici odkazů hlavního menu a rutiny pro naplnění 
výchozích  hodnot  persistetních  parametrů.  Pro  manipulaci  s  persistentními  parametry 
implementujeme  metody  onChangeClass,  actionSetSubject,  actionSetSemester a  metodu 
createComponentSelectClassForm vytvářející  komponentu  formuláře  pro  změnu  třídy.  Metoda 
onChangeClass je reakcí na potvrzení tohoto formuláře, která ukládá id vybrané třídy do persistentní 
proměnné. Pomocí Latte makra  {control selectClassForm} můžeme kdekoliv v šabloně IS vykreslit 
formulář pro změnu třídy. Díky chování persistentních parametrů se tak změna třídy projeví v celém 
systému.
1) Učitelská sekce modulu
Učitelská sekce je součástí administračního modulu. Učitelé mají přístup pouze na karty Výsledky, 
Předměty, Osobní rozvrh a Třída, vstup do Administrace není možný. Presentery učitelské sekce dědí 
z  Admin_SecuredPresenter.  Třída  Admin_SecuredPresenter  přetěžuje  metodu  startup(),  takže 
všechny její  potomci jsou ověřováni  pomocí ACL. Důvod proč presentery učitelské sekce nedědí 
přímo z Admin_DefaultPresenter je ten, že přihlášený učitel, který se snaží dostat do Presenter:View, 
na  který  nemá  oprávnění,  nesmí  být  přesměrovaný  na  přihlašovací  formulář  (což  právě 




Sekci  výsledky  implementuje  třída  Admin_ResultsPresenter.  Třída  definuje  persistentní  parametr 
$student_id, který si uchovává identifikační číslo vybraného studenta. Parametr je platný v rámci celé 
sekce výsledky, takže pokud učitel změní náhled na předmět, ostatní výsledky čí speciální výsledky 
student zůstane stejný. Hlavní obsah tvoří formulář pro zadáváná známek. Komponentu formuláře 
generuje  obecná  metoda  createComponent,  pomocí  které se  také  generuje  formulář  pro  zadání 
chování, vyznamenání a absence žáků.
Formulář pro zadáváná známek je podobný původnímu, liší se ale ve způsobu zadávání a je 
rozšířen  o validaci  údajů.  Hodnota  a  váha známky se zadává výběrem ze  selectboxu,  takže není 
možné zadat jiný údaj než interval čísel 1-5. Datum získání známky se zadává pomocí javascriptové 
komponenty DatePicker.  Její  výhodou je,  že  uživatel  nemusí  zadávat  datum do políčka ručně ve 
formátu YYYY-MM-DD, ale z pop-up okna. Vzhled DatePickeru je znázorněno na obrázku 6.5. 
Obrázek č. 6.5: jQuery DatePicker (screenshot aplikace)
Potvrzení  formuláře  známek  obsluhuje  metoda  submitMarksForm,  která  volá  metody 
updateMark a insertMark modelu MarkModel, skrze tyto metody jsou známky ukládány do databáze. 
V případě odstraňování je volána metoda  deleteMark. Celý proces ukládání známek i odstraňování 
probíhá v transakci. Pokud transakce proběhne v pořádku je stránka s výsledky překreslena a pomocí 
Nette  metody Presenter:flashMessage('Zpráva')  vypsána  zpráva  informující  uživatele  o  úspěchu 
operace.
Známky lze rovněž zadávat hromadně pro všechny žáky dané třídy. Po úspěšném uložení, je 
vypsána hláška o počtu uložených známek.
1.2) Předměty
Tato sekce je téměř shodná s původní. Zobrazuje seznam a informace předmětů všech tříd. Jediným 
rozšířením je, že se díky persistentním parametrům při přechodu na tuto kartu zobrazí ten předmět, 
který byl naposledy vybrán například ve výsledcích. Dále je také vybraný předmět opticky zvýrazněn 
v seznamu.
1.3) Osobní rozvrh
Tato  sekce  zobrazuje  rozvrh  přihlášeného  učitele.  Pro  zobrazování  rozvrhu  slouží  šablona 
timeTable.phtml a presenter Admin_PersonalTablePresenter. Presenter je velice jednoduchý, protože 
pouze načítá hodiny učitele a předává je šabloně rozvrhu, která je vykreslí.
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1.4) Třída
Zde byly upraveny hlavně dotazy počítající  jednotlivé statistiky.  Všechny statistiky jsou počítány 
pomocí databázových dotazů, které volá presenter  Admin_ClassPresenter. Implementace výpočtů je 
tedy  přesunuta  do  modelů.  Díky  tomu  se  stránka  vykresluje  mnohonásobně  rychleji.  Doba 
vykreslování  a  výpočtů  se  stejnými  daty  byla  oproti  původním algoritmům méně  než  poloviční. 
Například dotaz v dibi získávající předmět žáka s nejhorším průměrem jeho známek je následující:
SELECT AVG( [zs_mark].[value] ) AS [average], [zs_subject.id], [zs_subject].[title]
  FROM [zs_mark], [zs_subject]
  WHERE [zs_mark].[id_subject_f] = [zs_subject].[id]
  AND [zs_mark].[id_student_f]=%i, $student, 
  GROUP BY [zs_mark].[id_subject_f]
  HAVING AVG( [zs_mark].[value] ) = ( 
    SELECT MAX( [average] ) 
    FROM (
      SELECT AVG( [zs_mark].[value] ) AS [average]
      FROM [zs_student], [zs_mark]',
      WHERE [zs_mark].[id_student_f]=%i, $student,
      GROUP BY [zs_mark].[id_subject_f]
      HAVING [average] > 0
    ) 
    AS AVERAGE
  )
2) Administrační sekce modulu
Do administrační sekce mají přístup pouze učitelé přihlášené v roli admin. Všechny presentery sekce 
dědí ze třídy Admin_AdministationPresenter, ve kterém jsou definovány položky administrátorského 
menu a obecné metody jako je například komponenta vytvářející formulář pro vyhledávání. 
2.1) Žáci
Formulář pro editaci a zadávání tříd byl rozšířen o pole místnost, kde lze určit do jaké místnosti třída 
patří.  Dalším rozšířením je kontrola  duplicit  loginů,  pokud při  změně loginu žáka bude login již 
v databázi  existovat,  operace se neprovede.  Také je implementováno vyhledávání  studentů a díky 
integritním omezením nelze smazat třídu, pokud se v ní nachází studenti.
2.2) Učitelé
Zde byla rozšířena sekce s určováním aprobace učitele, kde se v seznamu tříd dostupných předmětů 
nabízejí pouze ty předměty, které patří do dané třídy a zároveň je učitel nemá v seznamu aprobací 
viz obrázek 6.6. Také bylo doimplementováno vyhledávání učitelů.
Obrázek č. 6.6: Formulář aprobace (screenshot aplikace)
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2.3) Předměty
V sekci předmětů je rozšířen formulář kategorií předmětů. Barvu kategorie již není nutné zapisovat 
ručně  v  hexadecimálním  tvaru  (FFFFFF),  což  bylo  velice  nepraktické.  Pro  výběr  barvy  slouží 
javascriptová komponenta ColorPicker z frameworku jQuery viz obrázek 6.7.
Obrázek č. 6.7: jQuery ColorPicker (screenshot aplikace)
2.4) Místnosti
Sekce  umožňuje  evidenci  zkratky,  názvu,  popisu,  patra  a  polohy  místností.  Vzhled  editačního 
formuláře a výpisu místností je shodný s ostatními sekcemi, kvůli zachování jednotné formy.
2.5) Učebnice
V přehledu učebnic je zobrazen titul, autor a počet výtisků. Dále jsou dostupné informace vydavatel, 
rok vydání, popis a ISBN. Pro každou učebnici lze určit, ve kterých předmětech je evidována. 
2.6) Rozvrhy
Lze zobrazit  rozvrhy  všech  učitelů,  tříd  a  rozvrh  volných  učitelů.  Sestavování  a  editace  rozvrhů 
probíhá skrze editační formuláře rozvrhu tříd. Načítání dat do tohoto rozvrhů má na starosti  třída 
Admin_TimeTablesPresenter. Protože PHP neobsahuje struktury, jsou formuláře šabloně předávány 
pomocí třírozměrného asociativního pole, jeho obecná struktura je následující.
array(5) {
   „pondeli“ => array(8) {
      1 => array(3) {
         "rowspan" => string(1) "2"
         "color" => string(6) "a1a9d1"
         "form" => object(AppForm) (18) {
             ...
         }
      }
      2 => array(3) {
         "rowspan" => string(1) "2"
         "color" => string(6) "a1a9d1"
         "form" => object(AppForm) (18) {
            ...
         }
      }
  „utery“ => array(8) {
...
  }
  ... 
}
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Naplnění  této  struktury  má  na  starosti  metoda  actionEditClassTable,  která  vytváří  komponenty 
formulářů jednotlivých hodin. Šabloně se předává pole hodin a pole půlených hodin. Je nutné je 
předávat odděleně, protože kvůli způsobu definice HTML tabulek vykreslení každého řádku tabulky 
rozvrhu probíhá ve dvou průchodech. Nejprve se vykreslí formuláře hodin pole $hours[den][hodina] 
(pokud je hodina půlená, je nastaven  rowspan buňky na 1), v druhém průchodě se vykreslí hodiny 
pole  $half_hours[den][hodina], tím se doplní formuláře půlhodin. Metoda  actionEditClassTable se 
také stará o to, aby nedocházelo při sestavování rozvrhu ke konfliktům s jinými hodinami, tím že 
naplňuje výběry formulářových polí pouze povolenými daty.
Obrázek č. 6.8: Formulář editace hodin rozvrhu (screenshot aplikace)
2.7) Přesuny žáků
Přesuny žáků implementuje presenter  Admin_MovePresenter. Rozvržení prvků a způsob provádění 
přesunů byl zachován s tím rozdílem, že hromadné přesuny jsou prováděny v transakci.
2.8) Absolventi
Zde bylo přidáno a implementováno vyhledávání. Dále pokud uživatel zvolí ročník, zobrazí se pod 
ním seznam absolventů, tato možnost byla i v původní verzi systému, zde si však systém pamatuje 
zobrazené třídy i po přechodu na jiný presenter. 
2.9) Aktuality a výroky žáků
Klasický přehled aktualit a výroků žáků implementován v původní podobě. Zde nebyly provedeny 
žádné změny ani rozšíření, pouze formulář pro zadání data aktuality a výroku využívá komponentu 
DatePicker.
6.3.2 Studentský modul IS
Ovládací  prvky i  rozvržení  studentské  části  systému bylo zachováno.  Studentská část  v  podstatě 
reflektuje učitelskou s tím rozdílem, že studentům není umožněno cokoliv měnit nebo editovat. Z 
bezpečnostních důvodů se studenti přihlašují do systému přes jiný přihlašovací formulář než učitelé 
(jiné  URL).  Vzhled  a  aplikační  logika  je  téměř  totožná  s  učitelskou.  Hlavním  důvodem  proč 
nevyužívá nebo nedědí ze stejných tříd a implementace je zcela oddělená je to, že musí být zachována 
nezávislost modulů a jakákoliv změna aplikační logiky studentské části nesmí změnit učitelskou nebo 
naopak. Moduly sdílí pouze bussines logiku, data a předpisy kaskádových stylů.
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6.4 Vrstva view (pohled)
V MVC aplikaci  se o vizuální  podobu webu stará  vrstva View (pohled) („V“ ve zkatzce MVC). 
Pohled obecně definuje design,  layout a strukturu stránek představující  celkovou vizuální  podobu 
webu a to, jakým způsobem budou stánky reprezentovány uživateli v prohlížeči. Design a struktura 
stánek je definována pomocí šablon. Nový design dodržuje strukturu původního, uživatelské rozhraní 
a pozici ovládacích prvků.
6.4.1 HTML 5 struktura
Jak již bylo řečeno v analýze, struktura stránek IS je vytvořena pomocí HTML 5.







    ... Obsah (prostřední sloupec) ...
  </section>
  <aside>
    <article>
  ... Levý sloupec ...
    </article>
  </aside>
  <aside>
    <article>
      ... Pravý sloupec ...
    </article>
  </aside>
  <footer>





Jako  referenční  CSS layout  je  použit  CSS Liquid  Fixed-Fluid-Fixed  (Pevný-Roztahovací-Pevný) 
Layout [10], kde levý a pravý sloupec má pevně danou šířku a prostřední vyplňuje zbývající prostor. 
Šířka stránky je určena šířkou okna prohlížeče, takže stránku lze libovolně natahovat a přizpůsobí se 
maximální možnou šířkou. Zároveň minimální šířka stánky je 1000px (pod tuto hodnotu se stránka 
nezúží),  tato  hodnota  je  poněkud  větší,  obvykle  se  používá  zhruba  800px,  ale  protože  v  IS  se 
zobrazují data s větší šířkou, např. rozvrh a drtivá většina monitorů používá 1280px na šířku, byl 
zvolen širší formát.
CSS vlastnosti definující vzhled a styl jednotlivých částí stránek IS jsou uloženy v souboru 
site.css v adresáři document_root/css. Deklarace stylů v tomto souboru jsou definovány globálně pro 
celý systém.
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Obrázek č. 6.9: Vzhled nového IS (screenshot aplikace)
6.4.3 Šablony
Aplikace využívá šablonovací systém Latte,  který je součástí  Nette Frameworku. Veškeré šablony 
jsou uloženy v adresářích templates/ modulů. Jednotlivé soubory šablon se nachází v podadresářích 
pojmenovaných podle názvu presenteru. Například šablony presenteru  Front_ResultsPresenter  jsou 
uloženy v adresáři  templates/Results.  Soubory šablon mají koncovku .phtml  a název podle metody 
presenteru. Díky tomuto systému každý presenter vždy přesně ví, na jakém místě se nachází šablona, 
kterou  potřebuje.  Výchozí  šablona  má vždy název  default.phtml.  Globální  šablony  systému jsou 
uloženy přímo v adresáři templates/.
IS využívá následující tři typy globálních šablon layoutu: 
• tří-sloupcový layout (obsah uprostřed a levý a pravý sloupec po stranách s odkazy)
• dvou-sloupcový (obsah uprostřed a levý sloupec s odkazy)
• jedno-sloupcový (obsah po celé šíři strany)
Z tohoto důvodu jsou v adresáři  templates/ přítomny tři globální šablony layoutu (@layout.phtml, 
@2_cols_layout.phtml a @3_cols_layout.phtml).  Presenter  z  těchto  šablon  pomocí  metody 
Presenter:setLayout("šablona") nastavuje pohled na požadovaný layout podle počtu sloupců aktuálně 
zobrazované strany.
Kromě layoutů  je  přítomna  šablona  hlavičky  a  patičky  stánky.  Šablona  hlavičky  obsahuje 
úvodní  tagy  pro  zobrazen  záhlaví,  globálního  menu  a  hlavičky  stránky,  také  obsahuje  direktivy 
vkládající potřebné CSS styly a JS soubory. Šablona patičky obsahuje koncové HTML tagy a tagy pro 
zobrazení zápatí stránky. Celková šablona stránky se tedy skládá z šablony hlavičky, šablony jednoho 
x-sloupcového layoutu a šablony patičky. 
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Šablona rozvrhu
Šablona rozvrhu (timeTable.phtml) se nachází v adresáři templates/. Šablona je navržena univerzálně 
tak,  že jí  stačí  předat  pole hodin a  sama už se  o správné vykreslení  rozvrhu postará,  takže není 
svázaná s konkrétním presenterem, ale lze ji použít kdekoliv v aplikaci. Oproti původnímu rozvrhu se 
navíc zobrazuje informace o třídě, místnosti a skupině hodiny.
Obrázek č. 6.10: Vykreslená šablona rozvrhu
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7 Nasazení a údržba
7.1 Převod dat z původní databáze
Pro exportování dat z původní databáze a importu do databáze nové byl vytvořen speciální PHP skript 
(export.php). Export je rozdělen do několika PHP funkcí, každá z těchto funkcí slouží  pro export 
jedné z tabulek. Díky tomu lze volat funkce jednotlivě a exportovat  tak jen vybrané tabulky, což 
velice usnadnilo testování aplikace. Skript také obsahuje funkci pro kompletní export databáze, která 
pouze volá jednotlivé funkce ve správném pořadí.  Pro implementaci MySQL dotazů byla použita 
knihovna dibi. Skript se po spuštění chová tak, že pokud se nepodaří řádek tabulky exportovat a dotaz 
vrátí chybu, je do prohlížeče vypsán text chyby, v opačném případě se nic nevypisuje.
Při  exportu  se  ukázalo,  že  data  původní  databáze  byla  ve  značně  nekonzistentním  stavu, 
integritní omezení definována v nové databázi většinu řádků při importu zakázala vložit z důvodu 
neexistence  relací  a  záznamů  s  primárními  klíči.  Například  tabulka  známek  obsahovala  tisíce 
záznamů, které nepatřili  žádným studentům (neexistoval řádek s příslušným  id  studenta v tabulce 
studentů).
7.2 Nahrazení starého IS novým
Při  zavádění  aplikace  do ostrého  provozu  se  narazilo  na  několik  zásadním  problémů.  Hlavním 
problémem byla nedostatečná podpora důležitých funkcí ze strany webových hostingů, protože jazyk 
PHP je interpretovaný a pro bezproblémový běh Nette aplikací je zapotřebí garantovat dostupnost 
řady služeb interpretu Apache.
Je nutné mít aktivovaný Apache modul mod_rewrite (z důvodu routování, které Nette používa), 
dále  podporu změny konfigurace  pomocí  konfiguračních souborů  .htaccess,  práva  skriptům volat 
funkci ini_set() pro nastavení některých PHP proměnných a voleb Apache, a také musí být aktivované 
logování nebo zobrazování varování a chyb. Tyto služby jsou závislé na nastavení webového serveru 
Apache a sám programátor často nemá možnost toto nastavení ovlivnit.
Ostrý provoz aplikace byl testován na placeném hostingu xhosting  (http://www.xhosting.cz/). 
Na  tomto  webhostingu  nebylo  možné  spustit  všechny  moduly  IS,  protože  na  celém  serveru  je 
implicitně zakázáno zobrazování a logování chyb. Přestože byla aplikace kompletně odzkoušena a 
otestována  na  lokálním  počítači,  z pravidla  při  přechodu  na  jiný  server  (do  jiného  prostředí  a 
nastavení)  se  vyskytne  řada  problémů,  jelikož  tento  server  veškerá  hlášení,  chyby  a  problémy 
ignoroval, nebylo možné aplikaci odladit. Tento problém byl potvrzen i na fóru Nette. kde uživatelé 
i sám autor hosting xhosting nedoporučoval.
Aplikace byla dále testována na free-hostinzích Internet Centrum, Web Zdarma a ProFiTux.cz, 
zde však byl  problém s nepřítomnosti  modulu  mod_rewrite, nebo byla zakázána funkce  ini_set(), 
takže aplikaci nebylo možné spustit.
Hlavním důvodem proč však nebyl původní informační systém nahrazen novým, bylo to, že 
základní škola nechtěla v době dokončení tohoto projektu, tedy na konci školního roku, přecházet na 
systém nový. Tento proces škola naplánovala na letní prázdniny 2010, včetně zakoupení vhodného 
hostingu  pro  Nette  za  náklady  školy,  tak  aby  byl  nový  systém  provozuschopný  pro  školní  rok 
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2010/2011. Po analýze názorů a reakcí vývojářů Nette aplikací se jeví jako vhodný hosting Nette 
webhosting  (http://www.nette-webhosting.cz/),  který  nabízí  ideální  řešení  pro  jednotlivé  aplikace 
postavené na Nette Frameworku (cena se pohybuje od 990,- Kč/rok do 1.990,- Kč/rok).
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8 Závěr
Konečná podoba IS byla pečlivě otestována na lokálním počítači a obsahuje veškerou funkcionalitu, 
kterou škola požadovala, nejedná se však z pohledu autora o finální podobu systému. Po nasazení IS 
do reálného provozu školy bude nadále udržována spolupráce a komunikace se školou z důvodu 
aktivní údržby a správy při provozu a používání IS. Na základě budoucích požadavků a nároků školy 
bude také aplikace dále rozšiřována a modernizována.  Dalšími možnými rozšířeními jsou například 
přidání modulu pro podporu e-learningu, přidání kalendáře školy pro evidenci a plánování akcí, či 
pokročilejší výpis statistik hodnocení žáků a studijních výsledků.
Ačkoliv byl systém modernizován v rozsahu, jaké definovalo zadání,  některé komponenty 
nebyly implementovány zcela ideálně. Například šablona rozvrhu obsahuje částečně aplikační logiku, 
která  se  na  základě  MVP architektury  nesmí  v  pohledu  vyskytovat,  také  komponenty  některých 
presenterů jsou navrženy příliš obecně, což z pohledu logiky Nette frameworku není ideální. Příčinou 
těchto nedostatků byla nedostatečná zkušenost s frameworkem a používání návrhového vzoru MVP. 
Největší  problém zpočátku činilo pochopení  práce  s  frameworkem a naučení  se  při  vývoji 
používat jeho komponenty a objekty. Ukázalo se ale, že se jedná o velice užitečné nástroje,  které 
vývoj  značně  zpřehledňují  a  urychlují.  Díky  požití  MVP  architektury  a  dodržení  doporučené 
adresářové  struktury  je  aplikace  dobře  strukturovaná,  poskytuje  snadnější  správu  a  do  budoucna 
rozšířitelnost. Použitý JavaScriptový framework jQuery se rovněž ukázal jako velice užitečný nástroj. 
Použité komponenty ColorPicker a DatePicker usnadňují používání uživatelského rozhraní a tvoří ho 
vzhledově atraktivnějším. Integrace těchto komponent do systému byla zpočátku rovněž obtížnější, 
protože autor neměl s jazykem javascript žádné zkušenosti.
Struktura stránky je vytvořena pomocí značkovacího jazyku HTML 5. HTML 5 zavádí řadu 
nových tagů,  jejichž  použití  je  výhodné  zejména  v  případě  optimalizace  webu pro vyhledávače. 
Z toho pohledu nepřineslo použití  HTML 5 zásadní  přínos, protože se jedná o interní  systém, ke 
kterému nebudou mít vyhledávače přístup (nemá smysl ho vyhledávat).
Při exportu dat nešlo částečně splnit požadavek zachování původních dat systému, protože je 
v rozporu  s  požadavkem  zavedení  integritních  omezení.  Integritní  omezení  zakázaly  většinu  dat 
přesunout do nové databáze, protože původní data byla v nekonzistentním  stavu. V souvislosti s daty 
bylo implementováno i transakční zpracování některých procesů.
Databáze aplikace byla z větší  části  modifikována. Struktura nové databáze obsahuje méně 
tabulek než původní.  Ačkoliv  se  proto  může  zdát,  že  byly  některé  funkce  ze  systému odebrány, 
důvodem rozdílu  je  to,  že  původní  struktura  obsahovala  několik  zbytečných  tabulek,  které  byly 
prázdné, a systém s nimi nikterak nemanipuloval.
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Seznam příloh
Příloha 1. DVD se zdrojovými kódy původního a současného systému a manuálem s popisem 
instalace.
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