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Ohjelmistoarkkitehtuurilla on suuri merkitys ohjelmistojen kehityksessä. Se takaa, että 
ohjelmiston  rakenne pysyy modulaarisena  ja  helposti  ymmärrettävänä.  Arkkitehtuuri 
helpottaa järjestelmän testausta,  ylläpitoa ja kehittämistä.  Ohjelmistoarkkitehtuuri  jää 
useimmiten  dokumentoimatta  johtuen  aikatauluongelmista.  Seurauksena  on,  että  eri 
henkilöt saattavat tehdä hyvin erilaisia olettamuksia siitä, mitkä asiat kuuluvat ohjelmis-
ton arkkitehtuuriin ja mitkä eivät. Pidemmällä aikavälillä arkkitehtuuridokumentaation 
puuttuminen johtaa ohjelmiston ja sen arkkitehtuurin rapautumiseen.
Ohjelmiston kehitysprosessissa tietomallin dokumentointi on yhtä tärkeä kuin ohjel-
mistoarkkitehtuurin  dokumentointi.  Muutos  tietomallissa  johtaa  muutoksiin  ohjelma-
koodiin ja muutokset ohjelmakoodissa saattavat  vaatia muutoksia  tietomalliin.  Kum-
massakin tapauksessa koituu kustannuksia.
Tässä työssä perehdytään mittausohjelmiston spesifikaatiokomponenttiin. Kysymyk-
sessä  on  spesifikaatiokomponentin  uudistaminen  (re-engineering).  Mittausohjelmisto 
koostuu useasta eri komponentista ja toimii tietyn tuotteen kehityksen tukena. Tämän 
työn tavoitteena on kuvata spesifikaatiokomponentin arkkitehtuuri käyttäen apuna takai-
sinmallinnustyökalua. Tämän lisäksi on tarkoitus mallintaa ja analysoida spesifikaatio-
komponentin tietomalli. Analyysin perusteella esitetään paranneltu tietomalli.
Aluksi työssä perehdytään mittausohjelmistoon ja sen eri komponentteihin. Tarkoi-
tuksena on antaa yleiskuvaus mittausohjelmistosta ja kertoa kunkin komponentin vas-
tuut. Sen jälkeen esitetään lyhyesti työssä sovellettua takaisinmallinnustyökalua ja kuva-
taan  miten  sen  soveltaminen  onnistui.  Sitten  arvioidaan  aikaansaatua  arkkitehtuuria 
käyttäen skenaariopohjaiseen arviointiin perustuvaa menetelmää ja esitetään lyhyesti ar-
vioinnin tulokset. Tämän jälkeen kuvataan spesifikaatiokomponentin tietomalli ja tuo-
daan esille sen puutteet. Esitettyihin puutteisiin ehdotetaan ratkaisuvaihtoehdot, joiden 
pohjalta kuvataan paranneltu tietomalli. Sitten esitetään ratkaisuvaihtoehdot, jotka hyö-
dyntävät spesifikaation tietoa raporttien ja raporttipohjien muodostamiseen. Tämä on 
työn keskeisimpiä tuloksia. Lopuksi kuvataan ja arvioidaan toteutettua ratkaisuvaihtoeh-
toa.
Tässä työssä saatujen havaintojen perusteella  takaisinmallinnustyökalu ei  yksinään 
riitä ohjelmiston ymmärtämisessä ja takaisinmallintamisessa. Työkalujen ohella tarvi-
taan ohjelmakoodin tutkimista ja analysointia. Analysointia helpottavat ohjelmiston jär-
kevä rakenne ja siinä sovelletut koodauskäytännöt. Komponenttien välinen riippumatto-
muus helpottaa komponenttien ylläpitämistä ja muutosten tekemistä. Samaan instanssiin 
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Software architecture has an important role in software development. It ensures that the 
structure of the software remains modular and easy to understand. Architecture makes 
system testing, maintenance and development easier. Software architecture is often not 
documented due to scheduling restrictions. The result is that different people may make 
different assumptions about what falls within the software architecture and what not. In 
the longer term the lack of architecture documentation leads to the erosion of the soft-
ware and its architecture.
In the software development process data model documentation is as important as 
software architecture documentation. A change in the data model leads to changes in the 
code and changes to the code may require changes in the data model. In both cases, the 
cost is affected. 
This thesis focuses on the specification component of a measurement software. An 
aim is to re-engineer the specification component. The measurement software contains 
several components and it is used for a specific product development. An aim of this 
work is to model and analyze data model of specification component. Based on the ana-
lysis the thesis presents an improved data model and describes the further development 
ideas. Moreover, we intend to describe the architecture of the specification component. 
A reverse engineering tool is used to analyze the architecture.
This thesis is first going to introduce the measurement software and its components. 
The purpose is to give a general description of the measurement software, and describe 
each  component's  responsibility.  After  that  a  reverse  engineering  tool  is  presented 
briefly and a short summary is given on how suitable the tool was. Then, the architec-
ture is evaluated using a scenario-based evaluation method and the results achieved are 
presented briefly.  In  addition,  the  data  model  of  the specification  component  is  de-
scribed and its deficiencies are highlighted. Solutions to the deficiencies are proposed 
and based on the solutions an improved data model is described. Then, solutions that 
take advantage of the specification information to form reports and report templates are 
described. These are the main results of the work.  Lastly, implementation of the one 
solution is described and analyzed.
The results of this work show that a reverse engineering tool alone is not sufficient to 
understand software. Beside tools, we need to study and analyze the code. The structure 
of the software and the applied practices help in the analysis. Independence between 
components  makes  maintenance  more  easier.  Spreading  information  across  multiple 
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MERKINNÄT, TERMIT JA NIIDEN MÄÄRITELMÄT
ATAM Architecture Tradeoff Analysis Method on menetelmä 
ohjelmistoarkkitehtuurin  arvioimiseen.  Menetelmä on 
tarkoitettu useiden eri laatuominaisuuksien arviointiin.
CSS Cascading  Style  Sheetsin  avulla  voidaan  määritellä 
dokumentin visuaalista esitystapaa.
Dublin Core Metatietosanastostandardi  informaatioresurssien 
kuvaamiseen. 
DTD Document Type Definition on rakenteisen dokumentin 
rakennetta  määrittävä  kieli.  Sen  avulla  määritellään 
dokumentin sallitut elementit ja attribuutit.
HTML HyperText Markup Language on merkkauskieli, jonka 
avulla  voidaan  kuvata  hypertekstiä  eli  hyperlinkkejä 
sisältävää tekstiä.
Kursiivi Ensimmäisen  kerran  tekstissä esiintyvät  uudet  termit 
merkitään kursiivilla.
MPM Maintenance  Prediction  Method  on  menetelmä 
ohjelmistoarkkitehtuurin  arvioimiseen.  Menetelmä on 
tarkoitettu  ylläpidettävyyteen  liittyvien 
laatuominaisuuksien arviointiin.
OCL Object  Constraint  Language  on  määrittelykieli 
rajoitteiden kuvaamiseen. 
OML Open Modeling Language on graafinen mallinnuskieli, 
joka  on  kehitetty  kuvaamaan  olio-pohjaisia 
järjestelmiä. 
RDF Resource  Description  Framework  on  W3C:n 
standardoima  malli  tiedon  vaihtamiseen  web-
ympäristössä.
Reverse engineering Analysointiprosessi,  jonka  avulla  tunnistetaan 
järjestelmän  eri  osia  ja  näiden  osien  välisiä  suhteita 
sekä  esitetään  järjestelmä  korkeammalla 
abstraktiotasolla.
SAAM Software Architecture Analysis Method on menetelmä 
ohjelmistoarkkitehtuurin  arvioimiseen.  Menetelmä on 
tarkoitettu  muunneltavuuteen  ja  toiminnallisuuteen 
liittyvien laatuominaisuuksien arviointiin.
SGML Standard Generalized Markup Language on metakieli, 
jonka avulla voidaan määritellä merkkauskieliä.




Luokkien ja prosessien nimet merkitään tasalevyisellä 
kirjasintyypillä.
UML Unified  Modeling  Language  on  graafinen 
mallinnuskieli,  joka  sisältää  13  erilaista  kaaviota. 
Kaavioiden  avulla  kuvataan  järjestelmän  ja 
ohjelmiston  rakennetta,  käyttäytymistä  ja 
vuorovaikutusta.
W3C World  Wide  Web  Consortium  on  kansainvälinen 
yhteisö, joka kehittää ja ylläpitää WWW:n standardeja.
XML Extensible Markup Language on rakenteellinen kieli, 
joka  erottaa  dokumentin  loogisen  ja  fyysisen 
rakenteen.
XPath XML  Path  Language  on  kyselykieli  XML-
dokumenttien osien osittamiseen ja tiedon hakuun.
XSLT Extensible  Stylesheet  Language  on  sääntöpohjainen 
muunnoskieli.
11 JOHDANTO
Järjestelmän  ohjelmistoarkkitehtuurin  dokumentointi  on  tärkeää  ohjelmistoja  kehitet-
täessä. Mitä laajemmasta ja monimutkaisemmasta järjestelmästä on kyse, sitä tärkeämpi 
on sen arkkitehtuurin dokumentointi. Ohjelmiston arkkitehtuuri määrittelee järjestelmän 
keskeiset osat ja niiden välisen vuorovaikutuksen sekä sisältää tehdyt ratkaisut ja käsit-
teet.  Arkkitehtuuri  helpottaa eri  osapuolten välistä kommunikointia sekä järjestelmän 
testausta, ylläpitoa ja kehittämistä. [12, s. 18–19]
Johtuen  aikatauluongelmista  ohjelmistoarkkitehtuuri  jää  useimmiten  dokumentoi-
matta tai se dokumentoidaan liian abstraktilla tasolla. Mikäli arkkitehtuuria ei ole doku-
mentoitu, seurauksena on, että eri henkilöt saattavat tehdä hyvin erilaisia olettamuksia 
siitä,  mitkä  asiat  kuuluvat  ohjelmiston  arkkitehtuuriin  ja  mitkä  eivät.  Ennemmin  tai 
myöhemmin arkkitehtuuridokumentaation puuttuminen johtaa ohjelmiston ja sen arkki-
tehtuurin rapautumiseen. [12, s. 20]
Tietomallin dokumentointi ja ylläpitäminen on yhtä tärkeä osa ohjelmiston kehitys-
prosessia kuin järjestelmän ohjelmistoarkkitehtuurin dokumentointi. Tietomalli määrit-
telee järjestelmän tietosisällön rakenteen, joka kuvataan käsitteiden ja niiden välisten 
suhteiden avulla. Pienikin muutos tietomallissa heijastuu ohjelman koodiin saakka, jol-
loin siitä koituu kustannuksia. Täysin sama pätee päinvastoin eli muutokset ohjelma-
koodissa saattavat vaatia muutoksia tietomalliin. Mikäli  tietomallista ei ole olemassa 
dokumenttia, on hankalaa lisätä uusia käsitteitä ja tehdä muutoksia olemassa olevaan 
tietokantarakenteeseen. Tämä johtuu osittain siitä, että rakenne on hankalasti hahmotet-
tavissa ja tieto saattaa olla hajautettu useaan eri tietokantaan. [13, s. 20–21]
Tämän työn tarkoituksena on tarkastella mittausohjelmistoa, joka koostuu useasta eri 
komponentista. Mittausohjelmisto toimii tietyn tuotteen kehityksen tukena. Tuotekehi-
tysprosessin lähtökohtana ovat  tuotteelle  asetetut  vaatimukset,  ja  niiden  toteutumista 
seurataan mittaustulosten perusteella.  Mittaustulokset raportoidaan, jolloin niistä saa-
daan yksityiskohtaista tietoa siitä, miten hyvin tarkasteltava tuote toteuttaa annetut vaa-
timukset. Tämän tiedon perusteella kehitystiimi voi parannella tuotetta kunnes se on riit-
tävän hyvä.
Mittausohjelmisto koostui alun perin vain yhdestä komponentista, joka oli mittaus-
komponentti. Mittauskomponentin tarkoituksena on suorittaa määriteltyjä toimenpiteitä 
tuotteelle ja kerätä mittausdataa.  Tämän jälkeen siihen integroitiin raportointikompo-
nentti, jonka avulla raportoidaan tehtyjä mittauksia taulukko- ja kuvaajamuodossa. Ke-
hityksen  jatkuessa  ohjelmistoon  integroitiin  spesifikaatiokomponentti,  jonka  avulla 
määritetään  tuotteen  eri  ominaisuuksille  asetetut  vaatimukset  spesifikaatiomuodossa. 
2Tieto  liikkuu  eri  komponenttien  välillä,  mutta  dokumenttia  tehdyistä  päätöksistä  tai 
suunnitteluratkaisuista ei ole olemassa. Tiedon rakenne on muodostunut vähitellen tällä 
tavoin evoluutiomaisesti. 
Tässä työssä kysymyksessä on mittausohjelmiston spesifikaatiokomponentin uudista-
minen (re-engineering). Tarkoituksena on kuvata spesifikaatiokomponentin arkkitehtuu-
ri, eli selvitetään komponentin sidokset muihin mittausohjelmiston komponentteihin ja 
niiden väliset vuorovaikutustavat. Arkkitehtuurin kuvaamiseen käytetään apuna takai-
sinmallinnustyökalua. Staattisen takaisinmallinnuksen (reverse engineering) ja takaisin-
mallinnustyökalun avulla aikaansaatua arkkitehtuuria arvioidaan käyttäen skenaariopoh-
jaiseen arviointiin perustuvaa menetelmää. Arvioinnin perusteella pyritään löytämään 
arkkitehtuurin heikkoudet ja vahvuudet. Arkkitehtuurin lisäksi mallinnetaan ja analysoi-
daan spesifikaatiokomponentin tietomalli. Analyysin paljastamiin puutteisiin ehdotetaan 
ratkaisuvaihtoehdot, joiden perusteella esitetään paranneltu tietomalli. Tietomallin uu-
delleenmallinnuksen lisäksi esitetään ratkaisuvaihtoehdot, jotka hyödyntävät spesifikaa-
tion tietoa raporttien ja raporttipohjien muodostamiseen. Tämän lisäksi toteutetaan yksi 
kyseisistä ratkaisuvaihtoehdoista.
Luvussa 2 perehdytään mittausohjelmiston toimintaympäristöön ja siinä oleviin kom-
ponentteihin. Luvussa 3 esitellään tietomalliin liittyvä käsitteet ja notaatiot. Luvussa 4 
esitellään yleisesti takaisinmallintamista ja takaisinmallinnustyökalut, jotka soveltuisi-
vat käytettäväksi. Luvussa 5 kerrotaan miten valittu takaisinmallinnustyökalu soveltui, 
kuvataan  spesifikaatiokomponentin  arkkitehtuuria  ja  siinä  käytetyt  ratkaisupäätökset. 
Luvussa 6 arvioidaan spesifikaatiokomponentin arkkitehtuuria ja esitellään arvioinnin 
tulokset. Luvussa 7 esitellään spesifikaatiokomponentin tietomalli ja sen parannukset. 
Luvussa 8 esitellään ratkaisuvaihtoehdot, jotka muodostavat raportteja ja raporttipohjia 
spesifikaatio tiedon perusteella. Luvussa 9 kuvataan ja arvioidaan ratkaisuvaihtoehdon 
toteutusta. Luvussa 10 esitellään yhteenveto työn tuloksista.
32 MITTAUSOHJELMISTON JA SEN 
KOMPONENTTIEN KUVAUS
2.1 Yleiskuvaus mittausohjelmistosta
Mittausohjelmisto,  mittalaitteet  ja  mittausympäristö  muodostavat  mittausjärjestelmän, 
joka mahdollistaa tuotteen ominaisuuksien mittaamisen. Mittausympäristö kuvaa mitat-
tavan tuotteen ominaisuuksiin ulkoisesti vaikuttavia olosuhteita. Näitä olosuhteita kuva-
taan erillisillä parametreilla, joita voivat olla esimerkiksi lämpötila tai ilmanpaine. Mit-
tauksen aikana kontrolloidaan mittausympäristöä ja ohjataan mittalaitteita, jotka mittaa-
vat tuotteen ominaisuuksia.
Mittausohjelmisto  sisältää  mittauksen suunnittelun,  suorituksen,  raakadatan  analy-
soinnin ja raportin luomisen. Lueteltu järjestys on tavanomainen suoritusjärjestys, mutta 
toiminnot ovat toteutettu toisistaan erillisinä ohjelmina, jolloin useita mittaukseen liitty-
viä toimintoja voi suorittaa samanaikaisesti. Esimerkiksi voidaan luoda uusi mittaus tai 
tarkastella edellisen mittauksen tuloksia, kun mittaus on jo käynnissä. Eri osille voidaan 
antaa  seuraavat  nimet:  protokollakomponentti,  raporttikomponentti  ja  mittauskompo-
nentti, joka kostuu mittauksen suorittajasta ja mittauksen analysoijasta. Kuvassa 2.1 on 
esitetty tavanomainen suoritusjärjestys sekä ohjelmien saamat syötteet ja tulosteet.
Protokollakomponentilla suunnitellaan mittaus eli määritetään suoritettavat mittaus-
vaiheet ja niiden parametrit. Mittauksen suorittaja tulkitsee protokollan vaiheet ja suorit-
taa mittaukset ohjaamalla tarvittavia mittalaitteita. Tuloksena saadaan mittauksesta raa-
kadata. Mittauksen analysoija lukee raakadatan ja suorittaa sille määritettyjä laskentoja. 
Laskentatavat määritellään mittauksen suunnittelun yhteydessä protokollaan. Raportti-







4komponentin avulla koostetaan yksi tai useampi raportti mittauksen analysoidusta datas-
ta. Raporttiin voidaan myös sisällyttää mittauksen raakadata.
Edellä mainittujen osien lisäksi mittausohjelmisto sisältää spesifikaatiokomponent-
tin.  Spesifikaatiokomponentin  avulla  määritellään  verifiointidokumentti,  joka  sisältää 
arvorajat tuotteen ominaisuuksille. Vertaamalla mittaustuloksia verifiointidokumentissa 




Protokollakomponentti  on  mittausten  suunnitteluun  tarkoitettu  komponentti.  Kompo-
nentin avulla voidaan uusien mittausten suunnittelun lisäksi muokata ja poistaa olemas-
sa olevia mittauksia. Luotavaan mittaukseen määritellään mittauksen tyyppi, mittausym-
päristöön liittyvät parametrit, mittauksen vaiheet ja laskentatavat. Mittaus luodaan lue-
tellussa järjestyksessä. Mittauksen tyypin avulla mittauksen suorittaja tulkitsee mitä mit-
talaitteita tarvitsee ohjata. Yksi mittaus koostuu yhdestä tai useammasta mittausvaihees-
ta.  Mittalaitteiden ohjaukseen ja mitattavan asentoon liittyvät parametrit  määritellään 
kunkin mittausvaiheen yhteydessä. Viimeisenä on laskentatavan valintavaihe.
Laskentatapa on toimenpide, jota sovelletaan raakadataan mittauksen jälkeen. Toi-
menpide voi olla esimerkiksi arvon muuttaminen mittayksiköstä toiseen tai uuden arvon 
laskeminen.  Aina ei  tarvitse  valita  laskentatapaa,  mikäli  mittaustulos on sellaisenaan 
käytettävissä, mutta useimmiten näin ei kuitenkaan ole. Laskentatavasta riippuen para-
metrina voi olla joko yksittäinen mittaus tai joukko mittauksia.
2.2.2 Mittauskomponentti
Mittauskomponentti sisältää sekä mittauksen suorittajan että analysoijan. Mittauskom-
ponentti suorittaa mittausprosessin mitattavalle tuotteelle. Mittausprosessi voidaan ku-
vailla tapahtumaketjuna, joka koostuu vaiheista. Jokaisen vaiheen aikana suoritetaan osa 
prosessista. Mittausprosessi alkaa valmisteluvaiheella, jonka jälkeen siirrytään mittaus-
vaiheeseen, analyysivaiheeseen ja lopuksi raportointivaiheeseen.
Valmisteluvaiheessa valmistellaan mittalaitteet, mitattava tuote ja mittausympäristöä 
mittauksen suoritusta varten. Mittauksen suorittaja valitsee mitattavan tuotteen ja suori-
tettavan mittauksen. Jos mittalaitteet tarvitsee kalibroida, se tehdään tämän vaiheen yh-
teydessä.
Mittausvaiheessa tuotteelle  suoritetaan varsinaiset  mittaukset  ja  vaiheen tuloksena 
saadaan mittausdataa tuotteen ominaisuuksista. Mittausvaihe koostuu useista mittausta-
pahtumista. Mittaustapahtumassa tuotteelle suoritetaan yksittäinen mittaus, jonka tulok-
seksi saadaan raakadataa. Tuloksena saatua dataa tallennetaan tietokantaan myöhempää 
