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LENS SPACES, ISOSPECTRAL ON FORMS
BUT NOT ON FUNCTIONS
RUTH GORNET and JEFFREY MCGOWAN
Abstract
We study the p-form spectrum of the Laplace-Beltrami operator
acting on lens spaces as considered by Ikeda [Geometry of mani-
folds (Academic Press, Boston, MA, 1989) 383–417]. Ikeda gave
examples of such spaces that are non-isometric but isospectral for all
p 6 p0. In this paper we exhibit examples of such spaces that are
not isometric, and are isospectral for various, but not for all, values
of p. In particular, examples are given of non-isometric lens spaces
that are isospectral for some values of p but not for the case p = 0.
1. Introduction
The purpose of this paper is to study the p-form spectrum of the Laplacian !p acting on
lens spaces. Examples of non-isometric lens spaces that are isospectral for all p < p0 and
not for p > p0 (up to duality) were given by Ikeda in [16]. Here we consider the opposite
situation: Can there exist non-isometric pairs of lens spaces that are isospectral for some
p0 > 0, and not for any p < p0? We affirmatively answer this question by presenting
examples of such pairs that have been found computationally. We discuss the approach to
these computations, results of the computations and applications to representation theory,
as well as the representation theory underlying the problem.
The Laplace spectrum of a closed Riemannian manifold is the set of eigenvalues of the
Laplace–Beltrami operator !, counted with multiplicity. Two manifolds are isospectral on
functions if they share the same Laplace spectrum. The operator ! may be extended to act
on smooth p-forms by !p = dδ + δd, where δ is the (metric) adjoint of d. Two manifolds
are p-isospectral if they share the same spectrum of !p. Of interest is determining to what
extent the p-spectrum of a manifold determines the geometry of the manifold.
Until the 1990s, almost all examples of isospectral manifolds were also strongly iso-
spectral, that is, isospectral for any natural, elliptic differential operator; see [8]. This
relation between the function and form spectrum on early examples was due to the purely
representation-theoretic nature of early constructions of isospectral manifolds. As such, ex-
amples of manifolds isospectral on functions were also p-isospectral, for p = 1, . . . , dim.
The notable exceptions were examples of Ikeda, who showed that for any p0 > 0 there
exist examples of pairs of lens spaces that are isospectral on p-forms for p = 0, . . . , p0
and not isospectral for (p0 + 1)-forms. A lens space is a manifold of the type Sn/G, where
G is a cyclic subgroup of isometries acting freely on Sn.
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Since the 1990s, there has been a growth of methods for producing isospectral manifolds,
almost all of which involve bundles and submersions of some kind. See for example [7, 8,
9, 10, 13, 14, 15, 17, 22, 23, 24, 25, 26, 27]. These more recent methods of Szabo, Gordon,
and Schueth are for functions only; that is, the methods employed do not extend to the
spectrum on forms. In fact, Schueth [21] shows the non-isometry of some of the examples
by showing that the 1-form heat invariants cannot be equal, that is, by showing that they
are not isospectral on forms. For other examples of manifolds with different p-spectra, see
[6, 9, 10, 11]. In particular, [12] exhibits examples of manifolds of even dimension n that
are isospectral on (n/2)-forms but not on functions.
Most notably, in 2001, R. Miatello and J. P. Rossetti [18] methodically studied the
function andp-form spectrum of compact flat manifolds. They produced beautiful examples
of pairs of compact flat manifolds that are isospectral on forms, not isospectral on functions,
and with different lengths in the length spectrum.
In this paper, we methodically study the function and p-form spectrum of lens spaces in
a way that allows us to study just a single p-spectrum. We produce conditions under which
we may have examples of lens spaces that are isospectral on p0-forms for some p0, and not
p-isospectral for p < p0. We show computationally that such examples exist. (For basics
on the p-form spectrum, see, for example, [4, Appendix] or [19].)
This paper is organized as follows. In Section 2, we give background information for lens
spaces and their generating functions. In Section 3 we present the computational results.
In Section 4, we present applications of the existence of these examples to representation
theory (see Corollary 2), and we present the representation theory behind the construction
of p-isospectral lens spaces. In Appendix A we include the Mathematica code used to
find our examples. Notebooks containing this code are given in Appendix B; PDF files of
the code are in Appendix C, and the original Maple code is in Appendix D.
2. Lens spaces
Ikeda [16] considered lens spaces, defined as follows. Let q be a positive integer, and let
p1, . . . , pλ be integers prime to q. Given
R(θ) =
(
cos 2πθ sin 2πθ
− sin 2πθ cos 2πθ
)
,
define the matrix
g =
⎛⎜⎜⎜⎜⎜⎜⎝
R(p1q ) 0 0 0 0
0 R(p2q ) 0 0 0
0 0
. . . 0 0
0 0 0 R(pλ−1q ) 0
0 0 0 0 R(pλq )
⎞⎟⎟⎟⎟⎟⎟⎠ . (1)
LetG ⊂ O(2λ) be the cyclic group generated by g, and recall thatO(2λ) acts isometrically
on the canonical sphere S2λ−1.. We define a lens space
L = S2λ−1/G.
We generate known non-isometric pairs of lens spaces in a manner similar to Ikeda’s.
Choose k ∈ N, k < φ(q)/2 = q0, and define n = q0 − k. Here φ denotes the Euler
phi-function, so that φ(m) is the number of integers between 1 and m (inclusive) that are
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prime to m, which is always even when m > 2. Consider the set
RP =
{
± i | i ∈ N, i < q2 , (i, q) = 1
}
.
Here N = {1, 2, . . . }. Note that the elements of RP form a representative set for the units
in the ring Zq , so that the order of RP is φ(q) = 2q0 = 2n+ 2k.
For a given q and k, we consider pairs of disjoint subsetsR of order 2n and S of order 2k
of RP , under the condition that: if α ∈ R, then −α ∈ R, and if α ∈ S, then −α ∈ S. Note
that a choice of R determines a choice of S, and vice versa. We refer to the pairs (R, S) for
convenience in what follows; it is enough just to consider the sets R or the sets S.
By viewing elements of RP as equivalence classes of Zq , we define an equivalence
relation on subsets {t1, . . . , th} of RP as follows: for all j ∈ RP ,
{t1, . . . , th} ∼ {± j t1, . . . , ± j th} (mod q), (2)
where the choices of ± are independent; that is, some may be plus and others minus. For a
given q and k, we then define an equivalence relation on the set of all pairs (R, S) by
(R, S) ∼ (R′, S′) if and only if R ∼ R′ and/or S ∼ S′
where R ⊂ RP has order 2n and S ⊂ RP has order 2k.
Let G(q, k) be a set of representative elements of equivalence classes of pairs (R, S),
and denote the order of G(q, k) by |G(q, k)|.
Now define a lens space LR,S using as the pi of matrix (1) above, the elements of R. It
is well known that LR1,S1 and LR2,S2 are isometric if and only if R1 ∼ R2. (See references
in [16].) Thus, distinct elements of G(q, k) produce nonisometric associated lens spaces.
Our goal is to find distinct elements of G(q, k) with associated lens spaces that are
isospectral for isolated values of p.
We continue to follow the approach of Ikeda, who used a generating function in order
to compare the p-form spectrum of pairs of lens spaces constructed as above. The primary
difference between the work here and that of Ikeda is that Ikeda required that q be prime,
which permitted a systematic analysis of the p-isospectrality behavior. We do not require
that q be prime in what follows. The interested reader is encouraged to read Ikeda’s paper,
where the motivation and computation of the generating function are given in detail.
Given a pair (R, S) representative of an equivalence class, the generating function for
the p-form spectrum of the Laplacian on a lens space LR,S is given by
η
p
(R,S)(z) =
2k∑
a=0
p∑
t=0
(−1)t+a
(
za−t − za+t+2
)
C
a,p−t
(R,S) (3)
where
C
α,β
(R,S) = q
∣∣∣∣{(A,B) : A ⊂ R, B ⊂ S, |A| = 2n− β,
|B| = 2k − a, ∑
a∈A
a +∑
b∈B
b= 0 (mod q)
}∣∣∣∣, (4)
where by |A| we mean the cardinality of A, and so on. Note that |A| = 2n − β and
|B| = 2k − α, and that Cα,β(R,S) is just
q ∗ Number of pairs (A,B) with the sum of elements in (A,B) = 0 mod(q),
so computing values for C requires only determining the number of such pairs of subsets
that add correctly.
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Theorem 1 (see [16], Proposition 2.1). The lens spaces L(R1,S1) and L(R2,S2) are p-
isospectral if and only if
η
p
(R1,S1)
(z) = ηp(R2,S2)(z) and η
p−1
(R1,S1)
(z) = ηp−1(R2,S2)(z).
The reason that we need two generating functions has to do with closed and exact forms.
In particular, for lens spaces the p-form spectrum splits as Exact ⊕ Closed, and for full
isospectrality we need both to match. Again, see [16] for more details. Notice that if two
lens spaces are 1-isospectral, they must also be 0-isospectral, that is, isospectral on functions.
We are left with the following problem.
Problem 1. For what values of q and k is it possible to find non-equivalent pairs (R1, S1)
and (R2, S2) in G(q, k) with
(i) ηp(R1,S1)(z) = η
p
(R2,S2)
(z) , η
p−1
(R1,S1)
(z) = ηp−1(R2,S2), for some p > 0 and
(ii) ηm(R1,S1)(z) ̸= ηm(R2,S2)(z), for all m < p?
3. Computational results
Our approach is to check the equivalence of all possible ηp(R,S) for various choices of q
and k.
Checking the equivalence of the ηp(R,S) reduces to checking the coefficients of the powers
of z, which are given by
coefficient of zb= (−1)b
p∑
t=0
(
Cb+t,p−t − Cb−t−2,p−t). (5)
These computations are related to the known problem of subset sums. Specifically, here
we are computing double subset sums (see [2, 3] for information on multiple subset sums),
and we could find no general results in the literature.
Our hope was that relatively low-dimensional examples would be found computationally,
and then verified by hand. The simplest examples are for relatively large values of q, and thus
are computable only using computers. Computations have been done usingMaple,MuPaD
and Mathematica, with both integer and floating-point algorithms (see Appendix A for
code inMathematica, which is most efficient and does not involve the use of floating-point
numbers).
We have run computations for all q 6 100 with k = 2, 3, and for all q 6 50 with
k = 4. What we know from these numerical computations is that there are many examples
of p-isospectral lens spaces that are not isospectral for m < p (see Table 1 for some
examples when k = 2). No examples of spaces which are not isospectral on functions, but
are isospectral for higher-degree forms, have been found when k = 2 or k = 3; however
examples exist when k = 4 (see Table 3).
Also of interest are examples of ‘half-isospectral’ lens spaces; that is, examples where
the lens spaces are isospectral on (say) closed 2-forms and nothing else. We know of no
obvious application for this property, but mention it here for completeness; we discuss
the representation theory behind these ‘half-isospectral’ examples in the next section. (See
Remark 5).
Examples of this sort of behavior seem to exist in essentially any possible combination
(as even a quick check using the Mathematica code in Appendix A will demonstrate). In
Table 2 we show the case with k = 2 and q = 56, where the rows are the equivalence
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classes of lens spaces and the columns are the values of p. The entries in the array track the
ηp equivalence classes for each row, so if two rows have the same entry then the given lens
spaces are isospectral for co-exact forms of that degree. In the example shown, the spaces
represented by rows two and three are isospectral for forms of degree zero, one, and two,
and also eight, nine, and ten, while the spaces for rows six and seven are also isospectral
for forms of degree zero, one, and two, but then only ‘half-isospectral’ for degree six.
Table 1: Isospectralities for k = 2. For larger q, there are multiple isospectral pairs with
varying p values.
q Lens Space Dim Isospectral for p =
43 37 0 – 5, 14
44 15 0 – 1, 6 – 8
47 41 0 – 5, 14
49 37 0 – 2, 13
53 47 0 – 7, 18
56 19 0 – 3, 8 – 10
58 23 0 – 3, 9 – 11
62 25 0 – 5, 10 – 13
64 27 0 – 5, 12 – 14
Table 2: Various isospectralities for q = 56 and k = 2, lens spaces of dimension 21.
Each row represents an equivalence class of lens spaces, and the entries track the matching
generating functions.
p = 0 1 2 3 4 5 6 7 8 9 10
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
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⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
Table 3: Some examples of spaces isospectral for p > 0 but not for p = 0.
k q Isospectral for p = Dimension Defining sets (S)
4 39 2 17 {± 1, ± 2, ± 4, ± 10} {± 1, ± 2, ± 14, ± 17}
4 44 2 15 {± 1, ± 3, ± 7, ± 13} {± 1, ± 3, ± 17, ± 19}
4 49 6,13 37 {± 1, ± 6, ± 8, ± 13} {± 1, ± 6, ± 8, ± 22}
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We note that the first two examples in Table 3 are in some sense the ‘best’ possible, since
it is not possible to have lens spaces isospectral on forms of degree one, and not on functions.
Given the seemingly random behavior of the isospectrality exhibited, an obvious question
that was formulated by Miatello and Rossetti in [17] is whether any possible combination
of isospectrality is possible with the right choice of q and k?
To illustrate the techniques described above, and implemented in the code, we now
present a typical calculation using k = 2, 3 and low values of q. The lens spaces involved
do not yield any of the new examples, but as mentioned earlier, the new examples have such
large values of q, that the computations must be done mechanically.
For q = 28, k = 2 the setRP = {± 1, ± 3, ± 5, ± 9, ± 11, ± 13}. Since k = 2 and q0 = 6,
we have n = 4. We seek a list of inequivalent pairs (R, S) with |R| = 8 and |S| = 4 with
the condition that if α ∈ R then−α ∈ R, and likewise for S. Because the setRP comprises
the units of Zq , using the equivalence relation (2) we may assume that one element of S
is 1. After using (2) again, we see that a complete list of possible S sets is S3 = {± 1, ± 3},
S5 = {± 1, ± 5} and S13 = {± 1, ± 13}, and we compute the corresponding R = RP − S.
Note that because k = 2, the maximum p-value that we consider is p = 3, due to
symmetries in the table of C values. For S3 = {± 1, ± 3}, we carefully compute Cα,β :=
C
α,β
(R,S) for 0 6 α 6 4 and 0 6 β 6 3. We merely state the C-values for the other two
possible S-sets.
First note that if α is odd and β is even, then Cα,β(R,S) = 0, since in this case there is no
way to take (8 − β) odd elements of R and (4 − α) odd elements of S and add them to 0
mod 28: that is, an even number. Now C0,0/q = 1 since there is only one way to take eight
elements ofR3 and four elements of S3, which must add to 0 mod 28. Likewise,C0,2/q = 4
since there are only four ways to take 6 elements of R, and four elements of S3, and still
add to 0 mod q. In particular, A = {± 5, ± 9, ± 11}, {± 5, ± 9, ± 13}, {± 5, ± 11, ± 13} or
{± 9, ± 11, ± 13} and B = S3 when using (4).
The valueC1,1 = 0, as there is no way to add seven elements ofR3 and three elements of
S3 to 0. The valueC1,3/q = 12. We list six (A,B) pairs that satisfy the necessary conditions
for (4). The other six pairs are obtained by negating all elements of A and of B:
A = {5, 9, 11, ± 13} and B = {± 1, 3};
A = {5, ± 9, 11, 13} and B = {−1, ± 3};
A = {5, 9, ± 11, 13} and B = {1, ± 3};
A = {5, 9, ± 11,−13} and B = {−1, ± 3};
A = {5, 9,−11, ± 13} and B = {± 1,−3};
A = {5, ± 9, 11,−13} and B = {± 1,−3}.
The value C2,0 = 2, since there are only two ways to take eight elements of R3, which
must add to 0, and two elements of S3 and still add to 0. In particular, A = R3 and either
B = {± 1} or B = {± 3}. The value C2,2/q = 18. We obtain eight of the (A,B) pairs by
removing an arbitrary element of R3 and its inverse, and an arbitrary element of S3 and its
inverse. We list five of the remaining (A,B) pairs, with the other five obtained by negating
all A and B elements:
A = {± 5,−9, ± 11, 13} and B = {−1,−3};
A = {−5, 9, ± 11, ± 13} and B = {−1,−3};
A = {± 5,−9, 11, ± 13} and B = {1,−3};
A = {± 5, ± 9,−11, 13} and B = {1,−3};
A = {± 5, ± 9, 11, 13} and B = {1, 3}.
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The valueC3,1 = 0, as there is no way to add seven elements ofR3 and one element of S3
to have them add to 0. Using the definition ofC, one easily checks thatC3,3 = C1,3 = 12q.
Likewise, one easily checks that C4,0 = q and C4,2 = C0,2 = 4q.
We thus have the following values of Cα,β for S3 = {± 1, ± 3} with α = 0, . . . , 4 and
β = 0, . . . , 3:
Cα,β =
⎛⎜⎜⎜⎜⎝
q 0 4q 0
0 0 0 12q
2q 0 18q 0
0 0 0 12q
q 0 4q 0
⎞⎟⎟⎟⎟⎠ .
A similar calculation shows that for S5 = {± 1, ± 5}, we have
Cα,β =
⎛⎜⎜⎜⎜⎝
q 0 4q 0
0 0 0 16q
2q 0 16q 0
0 0 0 16q
q 0 4q 0
⎞⎟⎟⎟⎟⎠ ,
and for S13 = {± 1, ± 13},
Cα,β =
⎛⎜⎜⎜⎜⎝
q 0 4q 0
0 0 0 8q
2q 0 20q 0
0 0 0 8q
q 0 4q 0
⎞⎟⎟⎟⎟⎠ .
Applying equation (3) to these C-values, we obtain
η0(R3,S3)(z) = η0(R5,S5)(z) = η0(R13,S13)(z)
and
η1(R3,S3)(z) = η1(R5,S5)(z) = η1(R13,S13)(z),
and hence the resulting three lens spaces are isospectral on functions and on 1-forms.
However, there are no remaining ηp equalities for any pair of lens spaces; that is, no pair
of lens spaces is isospectral (or half-isospectral) on 2-forms or 3-forms.
We now give two particular C-values for the case q = 17, and k = 3. In this case,
the set RP = {± 1, ± 2, ± 3, ± 4, ± 5, ± 6, ± 7, ± 8}. Two inequivalent choices for S are
S = {± 1, ± 2, ± 4} and S′ = {± 1, ± 3, ± 4}.
We compute the following values of Cα,β for S = {± 1, ± 2, ± 4} with α = 0, . . . , 6 and
β = 0, . . . , 5:
Cα,β =
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎝
17 0 85 68 272 170
0 0 340 578 1462 1360
51 136 833 1598 3366 3434
0 102 986 2176 4522 4828
51 136 833 1598 3366 3434
0 0 340 578 1462 1360
17 0 85 68 272 170
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎠
.
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For S′ = {± 1, ± 3, ± 4}, we have
Cα,β =
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎝
17 0 85 102 238 238
0 0 306 646 1292 1462
51 102 799 1700 3230 3706
34 102 1020 2278 4318 4964
51 102 799 1700 3230 3706
0 0 306 646 1292 1462
17 0 85 102 238 238
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎠
.
Using the computer to apply equation (3) to these C-values, we obtain
η1(R,S)(z) = η1(R′,S′)(z),
with no other η-polynomials equal. Hence the resulting lens spaces are isospectral on co-
exact 1-forms (and hence also on exact 2-forms), and are not isospectral on functions. See the
following section for a discussion of the representation theory behind these half-isospectral
examples.
4. Representation theory and the examples
In this section we explain the behavior of the examples in Section 3 in terms of represen-
tation theory; that is, there is a representation-theoretic explanation as to why the examples
in Section 3 behave the way they do. Most of the results below can be found in [20]; we
include a summary and some proofs not found in [20], for expository purposes.
Let G be a unimodular Lie group, and let K be a compact subgroup of G. Recall that
there are two basic procedures in representation theory that relate representations of G to
representations of K .
Definition 1 (Restriction and induction). The restriction of a unitary representation
(ρ, V ) of G to K is is denoted ResGK(ρ). Let (τ,W) be a finite-dimensional unitary repre-
sentation of K on the Hilbert space W with inner product ⟨ , ⟩. Define
Xτ :=
{
f : G→ W : f is measurable ;
∫
K\G
⟨f, f ⟩ dx <∞;
f (kg) = τ (k)f (g) ∀k ∈ K, ∀g ∈ G
}
. (6)
The space Xτ is a Hilbert space. Define an action ρ of G on Xτ by
(ρ(g)f )(x) = f (xg)
for all x, g ∈ G and all f ∈ Xτ . One may check that this is a unitary group representation,
denoted IndGK(τ ); it is called the representation of G induced from the representation τ
of K . See [20] for details.
Definition 2 (Subrepresentation of ρ relative to τ , denoted ρτ ). Let G be a uni-
modular Lie group, and let (ρ, V ) be a unitary representation of G. Let K be a compact
subgroup ofG, and let (τ,W) be an irreducible unitary representation ofK . We define Vτ to
be the smallest closed G-invariant subspace of V that contains all K-invariant subspaces of
(ResGK(ρ), V ) that are isomorphic to τ . That is, if (Res
G
K(ρ), Vˆ ) is a K-invariant subspace
of (ResGK(ρ), V ) and (Res
G
K(ρ), Vˆ ) is unitarily equivalent to τ , then Vˆ ⊂ Vτ , and Vτ is the
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smallest closed G-invariant subspace with this property. If τ is not an irreducible represen-
tation of K , then we let Vτ be the closure of the sum of the Vµ where µ is an irreducible
component of τ . Let ρτ denote the representation (ρ, Vτ ) of G.
Remark 1. Note that if (ResGK(ρ), V ) has no irreducible components that are equivalent
to τ , then Vτ = {0} and ρτ = 0.
Definition 3 (τ -equivalence,K-equivalence). Let ρ and π be unitary representations
ofG, and let τ be a unitary representation ofK . The representationsρ andπ are τ -equivalent
if ρτ and πτ are unitarily equivalent representations of G. The representations ρ and π are
K-equivalent if they are 1K -equivalent. That is, they are τ -equivalent in the special case
where τ = 1K , the trivial representation of K .
Definition 4 (Stabilizer). LetG act on the left on a manifoldX. Let x ∈ X. The stabilizer
of x is defined as
Gx := {g ∈ G : g · x = x}.
If G acts properly and smoothly, then Gx is a compact subgroup of G. Note that G acts
properly if and only if the mapping G×X → X ×X defined by (g, x) /→ (gx, x) for all
g ∈ G and all x ∈ X is a proper map.
The following is a basic property; see [1].
Proposition 1 (Generic stabilizer). Let G act properly and smoothly on the left on the
manifold X. There exists a compact subgroup K of G such that the following properties
hold.
(i) For all x ∈ X, K is conjugate to a subgroup of Gx .
(ii) There exists an open dense subset U ⊂ X such that if x ∈ U , then K and Gx are
conjugate.
Definition 5. Let πG,i denote the induced representation on G arising from the trivial
representation on ,i ; that is, for i = 1, 2,
πG,i := IndG,i (1,i ).
Theorems 2 and 3 are the main theorems of [20].
Theorem 2 (Isospectrality on functions [20]). Let (X,m) be a Riemannian manifold.
Let G be a closed subgroup of isometries of (X,m), and K the generic stabilizer of the
action of G on X. Let ,1 and ,2 be discrete subgroups of G such that ,1\X and ,2\X are
compact manifolds. If πG,1 and πG,1 are K-equivalent, then (,1\X,m1) and (,2\X,m2)
are isospectral on functions.
Remark 2. Pesce proved Theorem 2 using three different methods: one proof uses the
method of transplantation developed by Berard; a second proof uses the Selberg trace
formula; the last proof uses Frobenius reciprocity, which is valid only in the case where X
is compact. Each proof has its advantages; for example, the transplantation proof extends
to orbifolds. See [20] for more details.
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Theorem 3 (Necessity and sufficiency on functions [20]). Let (X,m) be a com-
pact Riemannian manifold, G a group of isometries of (X,m), K the generic stabilizer
of the action of G on X, and ,1 and ,2 discrete subgroups such that (,1\X,m1) and
(,2\X,m2) are compact. If the real eigenspaces of (X,m) are irreducible under the action
of G, then (,1\X,m1) and (,2\X,m2) are isospectral on functions if and only if they are
K-equivalent.
Remark 3. Actually, Pesce proves that Theorem 3 is necessary and sufficient in two addi-
tional cases:
(i) (X,m) is a rank one symmetric space of noncompact type, and
(ii) (X,m) is Euclidean space with the canonical metric.
Theorem 4 (Isospectrality on forms [20]). LetE be a natural fiber bundle over (X,m),
and let D be a natural, self-adjoint, elliptic differential operator on E. Let G be a group
of isometries of (X,m) and K the generic stabilizer of the action of G on X. Let τ be the
representation ofK on the fiberEx over x ∈ X, whereGx , the stabilizer of x, is isomorphic
to K . Let ,1 and ,2 be discrete subgroups of G such that ,1\X and ,2\X are compact
manifolds. If πG,1 and πG,2 are equivalent relative to τ , then D1 and D2 are isospectral.
Definition 6 (Representation τp). We denote by τp the representation of K on the fibre
Ex over x ∈ X where Gx is isomorphic to K for the special case where D is !p and E is
the bundle of differential p-forms over X.
Theorem 5 (Necessity and sufficiency on forms [20]). Let (X,m) be a compact
Riemannian manifold,G a group of isometries of (X,m) and ,1 and ,2 discrete subgroups
such that (,1\X,m1) and (,2\X,m2) are compact. If the real p-eigenspaces of (X,m)
are irreducible under the action of G, then (,1\X,m1) and (,2\X,m2) are isospectral on
p-forms if and only if they are τp-equivalent.
Corollary 1. The examples described in Section 3, Table 3, are τp-equivalent for the
given value of p but not τq -equivalent for q ̸= p.
Proof. The p-form eigenspaces of the canonical sphere are irreducible [16]. Thus, by the
previous theorem, since they are isospectral on p-forms, the bundle of differential p-forms
must be τp-equivalent. Note that τp is equivalent to the natural representation ofK = O(m)
on ∧pCm, where m is the dimension of the lens space.
Remark 4. The proof of sufficiency is given in [20], using transplantation. We include
the proof using Frobenius reciprocity, which was mentioned in [20]. The necessity of the
condition is likewise mentioned in the last remark in [20]; thus the proof given below is due
to Pesce, and we provide more details here for completeness of the literature.
Remark 5. In the case of lens spaces, τp = τpc ⊕ τpe, where τpc is τp restricted to closed
forms, and τpe is τp restricted to exact forms. The examples in Section 3 that are half-p-
isospectral are τpc-equivalent but not τpe-equivalent.
The following is an application of the examples of Section 3 to representation theory.
Corollary 2. There exist (X,m) a compact Riemannian manifold and ,1, ,2 discrete
groups of isometries acting on X that, with definitions as in Theorem 4, are τpc-equivalent
but not τpe-equivalent.
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Proof of Theorems 4 and 5 using Frobenius reciprocity. Assume that (X,m) is a compact
Riemannian manifold, G a group of isometries of (X,m), and K the generic stabilizer of
the action of G on X. Let ,1 and ,2 be discrete subgroups of G such that (,1\X,m1) and
(,2\X,m2) are compact.
Since !p on (X,m) has discrete spectrum, let specp denote the spectrum of !p without
multiplicity. If λ ∈ specp, then let V pλ denote the eigenspace of λ. The multiplicity of the
eigenvalue λ is the dimension of V pλ ; that is, dimC V
p
λ = mult(λ).
Any closed group of isometries H of (X,m) acts on V pλ by
πHλ (h)ω = (h−1)∗ω
for all ω ∈ V pλ and all h ∈ H .
Thep-eigenforms of (,i\X,mi) correspond to eigenforms of (X,m) that are,i-invariant
with the same eigenvalue, i = 1, 2. Thus, (,1\X,m1) and (,2\X,m2) are isospectral on
p-forms if and only if for all λ ∈ specp, we have[
1,1 : π,1λ
]
=
[
1,2 : π,1λ
]
;
that is, an eigenform ω is left ,i-invariant if and only if for all γ ∈ ,i , γ · ω = ω if and
only if spanC{ω} is an invariant subspace of π,iλ , i = 1, 2.
Now [
1,i : π,iλ
]
=
[
1,i : ResG,i (πGλ )
]
=
⎡⎣1,i : ResG,i (∑
ρ∈Gˆ
[
ρ : πGλ
]
ρ
)⎤⎦
= ∑
ρ∈Gˆ
[
ρ : πGλ
] [
1,i : ResG,i (ρ)
]
.
Using Frobenius reciprocity, we have[
1,i : π,iλ
]
= ∑
ρ∈Gˆ
[
ρ : πGλ
] [
IndG,i (1,i ) : ρ
]
= ∑
ρ∈Gˆ
[
ρ : πGλ
] [
πG,i : ρ
]
.
Now, let
Gˆp = {ρ ∈ Gˆ : ρτp ̸= 0}.
By Theorem 6 below, the value
[
ρ : πGλ
] ̸= 0 if and only if ρ ∈ Gˆp. We thus have[
1,i : π,iλ
]
= ∑
ρ∈Gˆp
[
ρ : πGλ
] [
πG,i : ρ
]
.
Now, note that [ρ : πGλ ] is independent of ,i . Clearly, if πG,1 and πG,2 are τp-equivalent,
then (,1\X,m1) and (,2\X,m2) are isospectral on p-forms.
To see the converse using the hypothesis of the theorem, note that ifπ is a real, irreducible
representation of G, then its complexification πC satisfies exactly one of the following
conditions:
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(i) πC is an irreducible complex representation, (π is real type), or
(ii) πC = σ⊕σ ∗, where σ ∗ is the contragredient representation of σ (π is complex type),
or
(iii) πC = σ ⊕ σ (π is quaternionic type).
Assume that the eigenspaces (πGλ , V
p
λ ) are real and irreducible. If π
G
λ is real or quater-
nionic, then πGλ = σ or πGλ = σ ⊕ σ for some σ ∈ Gˆp. Thus[
1,i : π,iλ
]
= ∑
ρ∈Gˆp
[
ρ : πGλ
] [
π,i : ρ
]
=
[
σ : πGλ
] [
π,i : σ
]
.
If (,1\X,m1) and (,2\X,m2) are isospectral on p-forms, then [π,1 : σ ] = [π,2 : σ ]. If
πGλ is complex, then π
G
λ = σ ⊕ σ ∗, so[
1,i : π,iλ
]
= ∑
ρ∈Gˆp
[
ρ : πGλ
] [
π,i : ρ
]
=
[
σ : πGλ
] [
π,i : σ
]+ [σ ∗ : πGλ ] [π,i : σ ∗] .
Now note that a subspaceWλ ⊂ V pλ is equivalent to σ if and only if W¯λ ⊂ V pλ is equivalent
to σ ∗. That is, !ω = λω if and only if !ω¯ = λω¯. We thus have [σ : πGλ ] = [σ ∗ : πGλ ]
and [σ : πG,i ] = [σ ∗ : πG,i ]. Therefore, if (,1\X,m1) and (,2\X,m2) are isospectral on
p-forms, then [π,1 : σ ] = t[π,2 : σ ].
Theorem 6. An irreducible representation ρ of G appears as an eigenspace of !p if and
only if ResGK(ρ) is composed of irreducible representations isomorphic to τp.
Proof. The proposition is proved carefully and completely in the case of functions in [5].
We briefly comment on the extension of this proof to the Laplace operator on differential
forms, and note that the idea extends naturally to any natural fiber bundle, as stated in [20].
With notation as in [5],∑
λ
ηp(λ, ρ)e−tλ = ∑
λ
e−tλ 1
volG
∫
G
χ
p
λ (g)χρ(g) dg
= ∑
λ
1
volG
∫
G
e−tλ trace(gλ)χρ(g) dg.
Here, gλ is the action of g on the Eigenspace of λ; that is,
g · ω = (g−1)∗ω.
Now, by the definition of trace,
trace(gλ) =
mult(λ)∑
i=1
∫
M
(ωi (x), g · (ωi )(x)) dx
where this is a finite sum over a basis of eigenforms of λ.
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Thus ∑
λ
ηp(λ, ρ)e−tλ = 1
volG
∫
G
χρ(g)
∫
M
∑
λ
(ωx, (g · ωλ)x) dx dg
= 1
volG
∫
G
χρ(g)
∫
M
trace(K(t, x, gx) ◦ g) dx dg.
Now we may plug in the asymptotics (see [5]) and obtain as a leading term, just as in [5],
a0 = vol M¯[ρK : τp],
as desired.
The rest of the argument follows from [5] without comment.
Acknowledgement. The authors wish to thank the referee for a very careful reading of the
manuscript.
Appendix A. Mathematica code
Below is the Mathematica code for generating all examples when k = 2. The code is
identical for other values of k, except for the initialization.We note that a simple modification
of this code allows one to print the subsetsR and S that give the generating functions, which
would allow one (if one had the time) to check the calculations by hand.
Links to Mathematica notebooks with code to generate the examples cited above can
be found in Appendix B. For people without Mathematica, PDF files with the code and
computations can be found in Appendix C. Finally, for historical comparison, our original
Maple code can be found in Appendix D.
/* This portion computes the
generating functions */
For[q = 1, q <= 100, q++,
Print["q= ", q];
qlist = Table[i, {i, 1, q - 1}];
q0 = EulerPhi[q]/2; k = 2; n = q0 - k; pmax = n - 1; relprime =
{}; For[i = 2, i <= Floor[q/2], i++,
If[GCD[i, q] == 1, relprime = Append[relprime, i]]
];
schoices = {}; subsetlist = Subsets[relprime, {k - 1}]; For[i = 1,
i <= Length[subsetlist], i++,
schoices = Append[
schoices, Join[subsetlist[[i]], q - subsetlist[[i]], {1}, {q - 1}]]];
valid = Table[i, {i, Length[schoices]}]; numgoodtups =
Length[schoices]; For[sx = 1, sx <= Length[schoices], sx++,
If[MemberQ[valid, sx],
For[mult = 2, mult <= q0, mult++,
tset = Mod[mult*schoices[[sx]], q];
m = 1;
dn = False;
While[dn True && m <= Length[schoices],
If[MemberQ[valid, m],
tset2 = schoices[[m]];
If[Sort[tset2] == Sort[tset],
dn = True;
valid = Complement[valid, {m}];
numgoodtups--;
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]
]
m++;
]
]
]
];
complete = Union[relprime, q - relprime, {1}, {q - 1}];
ReducePower = Function[mono,
Coefficient[mono, x, Exponent[mono, x]]*xˆMod[Exponent[mono, x], q]];
Q = Table[q, {k}]; eta = ZeroMatrix[Length[valid], n + 1]; For[m =
1, m <= Length[valid], m++,
s = schoices[[valid[[m]]]];
r = Complement[complete, s];
sizes = 2*k;
sizer = 2*n;
sumofs = Plus @@ s;
sumofr = Plus @@ r;
S = ZeroMatrix[sizes + 1, q];
R = ZeroMatrix[q, sizer + 1];
Gs = Expand[Product[(1 + xˆs[[i]]*y), {i, sizes}]];
Gr = Expand[Product[(1 + xˆr[[i]]*y), {i, sizer}]];
Gs = Map[ReducePower, Gs];
Gr = Map[ReducePower, Gr];
For[pick = 0, pick <= sizes, pick++,
p = Coefficient[Gs, y, pick];
For[sidx = 1, sidx <= q, sidx++,
S[[pick + 1, sidx]] = Coefficient[p, x, (sidx - 1)];
];
];
For[pick = 0, pick <= sizer, pick++,
p = Coefficient[Gr, y, pick];
For[ridx = 1, ridx <= q, ridx++,
R[[q - Mod[ridx - 2, q], pick + 1]] = Coefficient[p, x, (ridx - 1)];
];
];
Cs = q*(S.R);
For[p = 0, p <= n, p++,
eta[[m, p + 1]] =
Sum[Sum[(-1)ˆ(t + a)*(xˆ(a - t) - xˆ(a + t + 2))*Cs[[a +1, p - t + 1]],
{t, 0, p}], {a, 0, 2*k}];
];
];
/* Now we look for examples by comparing the generating functions */
rows = Dimensions[eta][[1]]; eta = Simplify[eta];
PositionsOfRunsZero[x_List] :=
{First[#], Last[#]} & /@ DeleteCases[Map[Last, Split[Transpose[
{x,Range[Length[x]]}], First[#1] === First[#2] && First[#1] == 0 &], {2}],
\{_}];
matchsets = ZeroMatrix[Length[valid], n + 1]; For[pidx = 1, pidx
<= n + 1, pidx++,
matchpolys = Union[eta[[All, pidx]]]; Print[Length[matchpolys]];
For[rowidx = 1, rowidx <= Length[valid],
rowidx++,matchsets[[rowidx, pidx]] =
Position[matchpolys, eta[[rowidx, pidx]]];
]
];
Print[matchsets // MatrixForm]; For[i = 1, i <= rows, i++,
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For[j = i + 1, j <= rows, j++,
diffs = eta[[i]] - eta[[j]];
zeroruns = PositionsOfRunsZero[diffs];
If[Length[zeroruns] > 1,
If[diffs[[1]] == 0, Print["Match on Functions"]];
Print["i= ", i, "j = ", j, " ", zeroruns];,
If[Length[zeroruns] == 1,
If[zeroruns[[1, 1]] > 1,
If[diffs[[1]] == 0, Print["Match on Functions"]];
Print["i= ", i, "j = ", j, " ", zeroruns]
]
]
]
]
]]
Appendix B. Links to Mathematica notebooks
Links to Mathematica notebooks with code to generate the examples cited above can
be found at:
http://www.lms.ac.uk/jcm/9/lms2006-001/appendix-b.
Appendix C. Links to PDF files of the code
For people without Mathematica, PDF files with the code and computations can be
found at:
http://www.lms.ac.uk/jcm/9/lms2006-001/appendix-c.
Appendix D. Link to the original Maple code
Finally, for historical comparison, our original Maple code can be found at:
http://www.lms.ac.uk/jcm/9/lms2006-001/appendix-d.
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CORRIGENDUM TO “LENS SPACES, ISOSPECTRAL ON FORMS
BUT NOT ON FUNCTIONS”
RUTH GORNET AND JEFFREY MCGOWAN
This paper means to correct an error by the authors for the composite q case in the paper
Lens Spaces, Isospectral on Forms but not on Functions, published in LMS J. Comput.
Math. 9 (2006), 270–286. All calculations and examples presented in [1] for prime q remain
valid, and we include detailed calculations below justifying this. Our original mistake was
to conclude that Formula (3.11) [2, p. 399] remained true for all q when in fact it is only
valid if q is prime. This means formulas (3) and (4) in [1] must be reworked to account for
complications when q is composite.
We provide below the revised formulas for the specific composite cases of q a prime
power and q a product of distinct primes. Analogous formulas for any composite case can
be computed in a similar fashion. The calculations are quite involved and give significant
extensions to what is knows about the spectrum of Lens Spaces. The computations in all
cases reduce to double subset sum problems, which are of independent interest. Quite a
lot is known about subset sums for single sets (a simple search will find hundreds of papers
even in the last year), but very little is known about double subset sums.
The computations have been re-run on computers, and new q prime examples have been
generated that satisfy all the claimed properties from [1]. These are given in detail in
Section 2. The computer code is provided in an appendix. The computer code has been
corrected for the composite q cases listed above, but memory storage limitations have been
reached and no composite q examples of sporadically p-isospectral lens spaces have yet
been generated. The authors are actively working toward generating new examples in the
q composite case.
The calculations done here are follow ups to those in the original paper, and since all
these calculations follow directly from formulas in [2] we will not reference any other papers
which are related. We include all original citations in the bibliography so that there is no
need to find the original paper if you wish to look at related work.
1. Correction and/or Justification of Generating Function Formulas
In this section, we correct and justify in the case of q composite and justify in the case
of q prime formulas (3) and (4) from [1].
Let R2n (n ≥ 2) be 2n-dimensional Euclidean space and let S2n−1 be the unit sphere
centered at the origin. Let g ∈ O (2n) generate a finite, fixed-point free cyclic subgroup G
of O (2n) , which acts on S2n−1.
18
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From Formula (2.13) in [2, p. 394], the generating function for G is given by
F pG (z) = |G|−1
p∑
b=0
(−1)b
(
z−b − zb+2
) q∑
t=1
χp−b
(
gt
)
det (z − gt) + (−1)
p+1 z−p
= |G|−1
p∑
b=0
(−1)b
(
z−b − zb+2
)
F p−b (G : z) + (−1)p+1 z−p,
where χp denotes the character of the natural representation of G on Λp, and
(1.1) F p (G : z) =
q∑
t=1
χp
(
gt
)
det (z − gt) .
As in Ikeda’s paper, we abuse notation slightly by denoting zI2k − gt by z − gt.
Proposition 1. [2, Prop 2.1 (1), p. 391], Two distinct cyclic subgroups G and G′ yield
lens spaces with the same p-form spectrum if and only if
F pG (z) = F
p
G′ (z)
and
F p−1G (z) = F
p−1
G′ (z) .
Let Ψq (z) denote the cyclotomic polynomial of q. So letting η run through all primitive
qth roots of unity except 1, Ψq (z) is defined as
Ψq (z) :=
∏
η
(z − η) .
Let q be a positive integer, q ≥ 3, and denote
RPq =
{
±t | t ∈ N, t < q
2
, (t, q) = 1
}
⊆
(
−q
2
,
q
2
)
,
a complete representative of integers relatively prime to q that is contained in the interval(− q2 , q2) . When we wish the representatives to be non-negative, we denote
RP ′q = {t | t ∈ N, 0 < t < q, (t, q) = 1} ⊆ (0, q) .
We also denote, for real valued v,
Rot (ν) =
(
cos (2piv) sin (2piν)
− sin (2piν) cos (2piν)
)
.
Note that Rot (ν) has eigenvalues exp (±2piiν) , and (Rot (ν))t = Rot (tν) .
Fix a natural number n < q/2 and define k ∈ N by
Φ (q) = 2n+ 2k,
where Φ (q) is the Euler Φ-function of q, also known as the Euler totient function of q.
Euler’s totient function counts the positive integers up to q that are relatively prime to q.
Recall that Φ (q) is even if q ≥ 3.
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We choose R = {r1, r2, . . . , rn} ⊆ RPq such that R ∩ (−R) = ∅ modulo q, that is,
the set R does not contain an element and its additive inverse, modulo q. Here −R =
{−r1,−r2, . . . ,−rn} . The set R determines g ∈ O (2n) by
g =

Rot (r1/q) 0 · · · 0
0 Rot (r2/q) · · · 0
...
...
. . . 0
0 0 · · · Rot (rn/q)
 .
Once R is chosen, we then choose S = {s1, s2, . . . , sk} ⊆ RPq − (±R) such that
S ∩ (−S) = ∅ modulo q. The set S determines g¯ ∈ O (2k)by
g¯ =

Rot (s1/q) 0 · · · 0
0 Rot (s2/q) · · · 0
...
...
. . . 0
0 0 · · · Rot (sk/q)
 .
We denote ±R = {±r1,±r2, . . . ,±rn} , which contains exactly 2n elements modulo q, and
±S = {±s1,±s2, . . . ,±sk} , which contains exactly 2k elements modulo q. With these
assumptions, RPq = ±R ∪ ±S, with ±R and ±S disjoint.
From the relation between determinant and the natural representation of O (2n) on
Λp
(
R2n
)
, it is standard to compute (see [2, (2.16)], with corrected exponent of −1 )
(1.2) det
(
z − gt) = 2n∑
a=0
(−1)a χa (gt) za
and
(1.3) det
(
z − g¯t) = 2k∑
a=0
(−1)a χa (g¯t) za.
Let Ψq (z) denote the cyclotomic polynomial of q. Letting η run through all primitive
qth roots of unity except 1, Ψq (z) is defined as
Ψq (z) :=
∏
η
(z − η) .
Also note that
χp (I2n) =
(
2np
)
.
Proposition 2. With the above notation, we have
det
(
z − gt) det (z − g¯t) = Ψq (z) , if (t, q) = 1
det
(
z − gt) det (z − g¯t) = (Ψqj (z))qi−1 , if q = q1q2, (t, qi) 6= 1, q1 6= q2
det
(
z − gt) det (z − g¯t) = (Ψ
qm−m
′
1
(z)
)qm′1
, if q = qm1 , and 1 6= (t, q1) = qm
′
1 < q
m
1
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Proof. That this is true when (t, q) = 1 follows from the work in Section 3 of Ikeda where
it is proved for q prime. The essential observation is that the set of eiganvalues for g and
g¯ present a complete list of integers prime to q, and taking a power t that is prime to q
preserves this property for gtand g¯t but possibly permutes the integers prime to q between
gtand g¯t.
Let q = q1q2 with q1and q2 prime and unequal. Now assume 1 ≤ t ≤ q−1 and (t, q1) 6= 1,
so t = t′q1 where (t′, q2) = 1 and 1 ≤ t′ ≤ q2 − 1. Then
gt = gt
′q1 =

Rot (t′q1r1/q1q2) 0 · · · 0
0 Rot (t′q1r2/q1q2) · · · 0
...
...
. . . 0
0 0 · · · Rot (t′q1rn/q1q2)

=

Rot (t′r1/q2) 0 · · · 0
0 Rot (t′r2/q2) · · · 0
...
...
. . . 0
0 0 · · · Rot (t′rn/q2)
 .
Likewise
g¯t =

Rot (t′s1/q2) 0 · · · 0
0 Rot (t′s2/q2) · · · 0
...
...
. . . 0
0 0 · · · Rot (t′sk/q2)
 .
Since the rjand sjare relatively prime to q, they are relatively prime to q2. Since ±R∪±S =
RPq is a complete set of integers prime to q and contains only one of each, then with the
above assumptions, {±t′r1, . . . ,±t′rk}∪{±t′s1, . . . ,±t′sn} contains q1−1 disjoint, complete
sets of integers prime to q2,. Indeed, a complete set of integers prime to q = q1q2 can be
written
RP ′q = {1, . . . , q2 − 1, q2 + 1, . . . , 2q2 − 1, . . . , q2 (q1 − 1) + 1. . . . , q1q2 − 1}
−{q1, 2q1, . . . , (q2 − 1) q1} .
Note that for t′′ ∈ N, each subset{(
t′′ − 1) q2 + 1, . . . , t′′q2 − 1}
is a clearly a complete set of integers relatively prime to q2. Also, the set that is subtracted
is a complete set of integers relatively prime to q2. To see this, note that the subtracted
set contains q2− 1 elements. And let hq1 = kq2 + r and h′q1 = k′q2 + r with r, h, h′ strictly
between 0 and q2. Without loss of generality, assume h > h
′. Then hq1 − kq2 = h′q1 + k′q2
and (h− h′) q1 = (k′ − k) q2. Then 0 ≤ h− h′ < q2 and q1 and q2 relatively prime, implies
h−h’ is a multiple of q2. This in turn implies h = h′ and hence k = k′. So that the elements
of the subtracted set are q2 − 1 distinct elements modulo q2, hence represent a complete
set of integers modulo q2, as claimed.
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In conclusion, the set ±R∪±S gives q1−1 copies of a complete set of integers relatively
prime to q2. Since t
′ is relatively prime to q2, {±t′r1, . . . ,±t′rn}∪{±t′s1, . . . ,±t′sk} equals
q1 − 1 disjoint copies of a complete set of integers relatively prime to q2.
The conclusion now follows for the case that q1 and q2 are distinct primes.
We now consider the case q = qm1 , with q1 prime and m a natural number. We assume
1 ≤ t ≤ q − 1 and 1 6= (t, q1) < qm, so t = t′qm′1 where (t′, q1) = 1 and 1 ≤ t′ ≤ q1 − 1. So
gt = gt
′q1 =

Rot
(
t′qm′1 r1/qm1
)
0 · · · 0
0 Rot
(
t′qm′1 r2/qm1
)
· · · 0
...
...
. . . 0
0 0 · · · Rot
(
t′qm′1 rn/qm1
)

=

Rot
(
t′r1/qm−m
′
1
)
0 · · · 0
0 Rot
(
t′r2/qm−m
′
1
)
· · · 0
...
...
. . . 0
0 0 · · · Rot
(
t′rn/qm−m
′
1
)

likewise
g¯t =

Rot
(
t′s1/qm−m
′
1
)
0 · · · 0
0 Rot
(
t′s2/qm−m
′
1
)
· · · 0
...
...
. . . 0
0 0 · · · Rot
(
t′sk/qm−m
′
1
)
 .
Since the rj and sj are relatively prime to q = q
m
1 , and q1 is prime, they are rela-
tively prime to qm−m
′
1 . Since ±R ∪ ±S = RPq and t′ is relatively prime to q, the union
{±t′r1, . . . ,±t′rn} ∪ {±t′s1, . . . ,±t′sk} equals one complete set of integers prime to q but
also equals qm
′
1 disjoint, complete sets of integers prime to q
m−m′
1, . To see this, RP
′
q can be
written
RP ′q = {1, . . . , q1 − 1, q1 + 1, . . . , 2q1 − 1, 2q1 + 1, . . . ,
q1
(
qm−11 − 1
)
+ 1. . . . , q1
(
qm−11 − 1
)
+ q1 − 2, qm − 1
}
,
which can be written as the disjoint union⋃˙qm′−1
t′′=0
(
RP ′
qm−m′′ + t
′′qm−m
′′)
.
So that ±R∪±S equals qm′1 disjoint copies of complete sets of integers relatively prime to
qm−m
′
1 . Since t
′ is relatively prime to q1, {±t′r1, . . . ,±t′rn}∪{±t′s1, . . . ,±t′sk} also equals
qm
′
1 disjoint copies of complete sets of integers relatively prime to q
m−m′
1 .
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We conclude that
det
(
z − gt) det (z − g¯t) = (Ψ
qm−m
′
1
(z)
)qm′1
=
(
Ψq1
(
zq
m−m′−1
1
))qm′1
when q = qm1 , and 1 6= (t, q1) = qm
′
1 < q
m
1 . The conclusion now follows for the case that
q = qm1 . 
The following corollary is immediate.
Corollary 3. With notation as above, for t 6= q
1
det(z−gt) =
det(z−g¯t)
Ψq(z)
, if (t, q) = 1
1
det(z−gt) =
det(z−g¯t)
(Ψqj (z))
qi−1 , if q = q1q2 and (t, qi) = qi, i 6= j, qi 6= qj
1
det(z−gt) =
det(z−g¯t)(
Ψ
qm−m′1
(z)
)qm′1 , if q = qm1 , and 1 6= (t, q1) = qm′1 < qm1
.
We now use this Corollary to restate the various F p (G : z) in a computer friendly form.
1.1. CASE: q = q1q2 with q1, q2 distinct odd primes: From (1.1),
F p (G : z) =
q∑
t=1
χp
(
gt
)
det (z − gt)
=
q−1∑
t=1,(t,q)=1
χp
(
gt
)
det (z − gt) +
q−1∑
t=1,(t,q1)6=1
χp
(
gt
)
det (z − gt) +
q−1∑
t=1,(t,q2)6=1
χp
(
gt
)
det (z − gt) +
χp (gq)
det (z − gq)
=Ψq (z)
−1
q−1∑
t=1,(t,q)=1
χp
(
gt
)
det
(
z − g¯t)+ Ψq2 (z)−(q1−1) q−1∑
t=1,(t,q1) 6=1
χp
(
gt
)
det
(
z − g¯t)
+ Ψq1 (z)
−(q2−1)
q−1∑
t=1,(t,q2) 6=1
χp
(
gt
)
det
(
z − g¯t)+ ( 2n
p
)
1
(z − 1)2n ,
since gq = I2n. Using (1.2) and (1.3) and denoting by ** terms that depend only on
q, q1, q2, n and p,
F p (G : z) = Ψq (z)
−1
q−1∑
t=1,(t,q)=1
χp
(
gt
) 2k∑
a=0
(−1)a χa (g¯t) za
+ Ψq2 (z)
−(q1−1)
q−1∑
t=1,(t,q1)6=1
χp
(
gt
) 2k∑
a=0
(−1)a χa (g¯t) za
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+ Ψq1 (z)
−(q2−1)
q−1∑
t=1,(t,q2) 6=1
χp
(
gt
) 2k∑
a=0
(−1)a χa (g¯t) za + ∗∗
=
2k∑
a=0
(−1)a za
Ψq (z)−1 q−1∑
t=1,(t,q)=1
χp
(
gt
)
χa
(
g¯t
)
+ Ψq2 (z)
−(q1−1)
q−1∑
t=1,(t,q1)6=1
χp
(
gt
)
χa
(
g¯t
)
+Ψq1 (z)
−(q2−1)
q−1∑
t=1,(t,q2) 6=1
χp
(
gt
)
χa
(
g¯t
)+ ∗ ∗ .
Plugging this into the formula for F pG (z) above, and denoting by ∗ terms that depend only
on q, q1, q2, n and p,
F pG (z) =
|G|−1
p∑
b=0
(−1)b
(
z−b − zb+2
)
F p−b (G : z) + (−1)p+1 z−p
= |G|−1
p∑
b=0
(−1)b
(
z−b − zb+2
) 2k∑
a=0
(−1)a za
Ψq (z)−1 q−1∑
t=1,(t,q)=1
χp−b
(
gt
)
χa
(
g¯t
)
+Ψq2 (z)
−(q1−1)
q−1∑
t=1,(t,q1)6=1
χp−b
(
gt
)
χa
(
g¯t
)
+Ψq1 (z)
−(q2−1)
q−1∑
t=1,(t,q2)6=1
χp−b
(
gt
)
χa
(
g¯t
)
+ ∗∗
+ (−1)p+1 z−p
= |G|−1
2k∑
a=0
p∑
b=0
(−1)b+a
(
za−b − za+b+2
)Ψq (z)−1 q−1∑
t=1,(t,q)=1
χp−b
(
gt
)
χa
(
g¯t
)
+Ψq2 (z)
−(q1−1)
q−1∑
t=1,(t,q1)6=1
χp−b
(
gt
)
χa
(
g¯t
)
+Ψq1 (z)
−(q2−1)
q−1∑
t=1,(t,q2) 6=1
χp−b
(
gt
)
χa
(
g¯t
)+ ∗.
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So equality of F pG (z) for two different choices of G (keeping q, n equal) depends only on
equality of the coefficient of each power of z in the Laurent polynomial(s)
Ψq (z)Ψq1 (z)
(q2−1) Ψq2 (z)
(q1−1)KpG (z) ,
where
KpG (z) =
2k∑
a=0
p∑
b=0
(−1)b+a
(
za−b − za+b+2
)Ψq (z)−1 q−1∑
t=1,(t,q)=1
χp−b
(
gt
)
χa
(
g¯t
)
+Ψq2 (z)
−(q1−1)
q−1∑
t=1,(t,q1)6=1
χp−b
(
gt
)
χa
(
g¯t
)
+Ψq1 (z)
−(q2−1)
q−1∑
t=1,(t,q2)6=1
χp−b
(
gt
)
χa
(
g¯t
) .
So that
Ψq (z)Ψq1 (z)
(q2−1) Ψq2 (z)
(q1−1)KpG (z) =
2k∑
a=0
p∑
b=0
(−1)b+a
(
za−b − za+b+2
)
×
×
Ψq1 (z)(q2−1) Ψq2 (z)(q1−1) q−1∑
t=1,(t,q)=1
χp−b
(
gt
)
χa
(
g¯t
)
+
+ Ψq (z)Ψq1 (z)
(q2−1)
q−1∑
t=1,(t,q1)6=1
χp−b
(
gt
)
χa
(
g¯t
)
+ Ψq (z)Ψq2 (z)
(q1−1)
q−1∑
t=1,(t,q2)6=1
χp−b
(
gt
)
χa
(
g¯t
) .
Rewriting to facilitate isolating powers of z, we have
Ψq (z)Ψq1 (z)
(q2−1) Ψq2 (z)
(q1−1)KpG (z) =
=
2k∑
c=−p
(−1)c zc
Ψq1 (z)(q2−1) Ψq2 (z)(q1−1) min(2k,c+p)∑
a=max(0,c)
q−1∑
t=1,(t,q)=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+ Ψq (z)Ψq1 (z)
(q2−1)
min(2k,c+p)∑
a=max(0,c)
q−1∑
t=1,(t,q1)6=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+ Ψq (z)Ψq2 (z)
(q1−1)
min(2k,c+p)∑
a=max(0,c)
q−1∑
t=1,(t,q2)6=1
χp−a+c
(
gt
)
χa
(
g¯t
)
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+
2k+p+2∑
c=2
(−1)c+1 zc
Ψq1 (z)(q2−1) Ψq2 (z)(q1−1) min(2k,c−2)∑
a=max(0,c−2−p)
q−1∑
t=1,(t,q)=1
χp+2+a−c
(
gt
)
χa
(
g¯t
)
+ Ψq (z)Ψq1 (z)
(q2−1)
min(2k,c−2)∑
a=max(0,c−2−p)
q−1∑
t=1,(t,q1)6=1
χp+2+a−c
(
gt
)
χa
(
g¯t
)
+ Ψq (z)Ψq2 (z)
(q1−1)
min(2k,c−2)∑
a=max(0,c−2−p)
q−1∑
t=1,(t,q2)6=1
χp+2+a−c
(
gt
)
χa
(
g¯t
) .
Moreover,
Ψq (z)Ψq1 (z)
(q2−1) Ψq2 (z)
(q1−1)KpG (z) =
Ψq1 (z)
(q2−1) Ψq2 (z)
(q1−1)
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q−1∑
t=1,(t,q)=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q−1∑
t=1,(t,q)=1
χp+2+a−c
(
gt
)
χa
(
g¯t
)
+ Ψq (z)Ψq1 (z)
(q2−1)
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q−1∑
t=1,(t,q1)6=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q−1∑
t=1,(t,q1)6=1
χp+2+a−c
(
gt
)
χa
(
g¯t
)
+ Ψq (z)Ψq2 (z)
(q1−1)
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q−1∑
t=1,(t,q2)6=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q−1∑
t=1,(t,q2)6=1
χp+2+a−c
(
gt
)
χa
(
g¯t
) .
Remark 4. We should note that our computer code compares the terms in square brackets
for each c. It is possible that examples of isospectrality occur that we miss. For example,
we need not check equality for all the square brackets for all values of c. Additionally, we
could expand the cyclotomic polynomials and then compare coefficients of powers of z.
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1.2. CASE: q = qm1 with q1 an odd prime: From (1.1),
F p (G : z) =
q∑
t=1
χp
(
gt
)
det (z − gt) =
q−1∑
t=1
χp
(
gt
)
det (z − gt) +
χp (gq)
det (z − gq)
=
q−1∑
t=1,(t,q)=1
χp
(
gt
)
det (z − gt) +
q−1∑
t=1,(t,q1)6=1
χp
(
gt
)
det (z − gt) +
χp (I2n)
det (z − I2n)
=Ψq (z)
−1
q−1∑
t=1,(t,q)=1
χp
(
gt
)
det
(
z − g¯t)
+
m−1∑
m′=1
Ψ
qm−m
′
1
(z)−q
m′
1
qm−m
′
1∑
t′=1,(t′,q1)=1
χp
(
gt
′qm
′
1
)
det
(
z − g¯t′qm
′
1
)
+
χp (I2n)
det (z − I2n) .
If m = 1; that is, if q = q1 with q1 prime:
F p (G : z) =Ψq (z)
−1
q−1∑
t=1,(t,q)=1
χp
(
gt
)
det
(
z − g¯t)+ χp (I2n)
det (z − I2n)
=Ψq (z)
−1
q∑
t=1
χp
(
gt
)
det
(
z − g¯t)− Ψq (z)−1 χp (gq) det (z − g¯q) + χp (I2n)
det (z − I2n)
=Ψq (z)
−1
q∑
t=1
χp
(
gt
) 2k∑
a=0
(−1)a χa (g¯t) za
− Ψq (z)−1 χp (I2n) det (z − I2k) +
(
2n
p
)
1
(z − 1)2n
=Ψq (z)
−1
q∑
t=1
χp
(
gt
) 2k∑
a=0
(−1)a χa (g¯t) za + ∗ ∗ .
Plugging this into the above
F pG (z) = |G|−1
p∑
b=0
(−1)b
(
z−b − zb+2
)
F p−b (G : z) + (−1)p+1 z−p
= |G|−1
p∑
b=0
(−1)b
(
z−b − zb+2
)[ 2k∑
a=0
(−1)a za
[
Ψq (z)
−1
q∑
t=1
χp−b
(
gt
)
χa
(
g¯t
)
+ ∗ ∗]] + (−1)p+1 z−p
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=Ψq (z)
−1 |G|−1
2k∑
a=0
p∑
b=0
(−1)b+a
(
za−b − za+b+2
)[ q∑
t=1
χp−b
(
gt
)
χa
(
g¯t
)]
+ ∗,
where ** and ∗ depend only on q, n and p.
So equality of F pG (z) for two different choices of G (keeping q, n equal) depends only on
equality of KpG (z) where
KpG (z) =
2k∑
a=0
p∑
b=0
(−1)b+a
(
za−b − za+b+2
)[ q∑
t=1
χp−b
(
gt
)
χa
(
g¯t
)]
.
Rewriting to facilitate isolating powers of z, we have
KpG (z) =
2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q∑
t=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+
2k+p+2∑
c=2
(−1)c+1 zc
 min(2k,c−2)∑
a=max(0,c−2−p)
q∑
t=1
χp+2+a−c
(
gt
)
χa
(
g¯t
) .
If m = 2, that is, q = q21 with q1 prime:
F p (G : z) =Ψq (z)
−1
q−1∑
t=1,(t,q)=1
χp
(
gt
)
det
(
z − g¯t)
+
m−1∑
m′=1
Ψ
qm−m
′
1
(z)−q
m′
1
qm−m
′
1∑
t′=1,(t′,q1)=1
χp
(
gt
′qm
′
1
)
det
(
z − g¯t′qm
′
1
)
+
χp (I2n)
det (z − I2n)
=Ψq21 (z)
−1
q21−1∑
t=1,(t,q1)=1
χp
(
gt
)
det
(
z − g¯t)+ ( 2n
p
)
1
(z − 1)2n
+ Ψq1 (z)
−q1
q1−1∑
t′=1
χp
(
gt
′q1
)
det
(
z − g¯t′q1
)
=Ψq1 (z
q1)−1
q21−1∑
t=1,(t,q1)=1
χp
(
gt
)
det
(
z − g¯t)+ Ψq1 (z)−q1 q1−1∑
t′=1
χp
(
gt
′q1
)
det
(
z − g¯t′q1
)
+ ∗ ∗ .
Plugging this into the above and denoting by ∗ terms that depend only on q, q1, q2, n and
p,
F pG (z) = |G|−1
p∑
b=0
(−1)b
(
z−b − zb+2
)
F p−b (G : z) + (−1)p+1 z−p
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= |G|−1
p∑
b=0
(−1)b
(
z−b − zb+2
)Ψq1 (zq1)−1 q
2
1−1∑
t=1,(t,q1)=1
χp−b
(
gt
)
det
(
z − g¯t)
+Ψq1 (z)
−q1
q1−1∑
t′=1
χp
(
gt
′q1
)
det
(
z − g¯t′q1
)
+ ∗∗
]
+ (−1)p+1 z−p
= |G|−1
p∑
b=0
(−1)b
(
z−b − zb+2
) 2k∑
a=0
(−1)a za
Ψq1 (zq1)−1 q
2
1−1∑
t=1,(t,q)=1
χp−b
(
gt
)
χa
(
g¯t
)
+Ψq2 (z)
−q1
q1−1∑
t′=1
χp−b
(
gt
′q1
)
χa
(
g¯t
′q1
)
+ ∗∗
]]
+ (−1)p+1 z−p
= |G|−1
2k∑
a=0
p∑
b=0
(−1)b+a
(
za−b − za+b+2
)Ψq1 (zq1)−1 q
2
1−1∑
t=1,(t,q)=1
χp−b
(
gt
)
χa
(
g¯t
)
+Ψq1 (z)
−q1
q1−1∑
t′=1
χp−b
(
gt
′q1
)
χa
(
g¯t
′q1
)]
+ ∗.
So equality of F pG (z) for two different choices of G (keeping q, n equal) depends only on
equality of (the coefficient of each power of z in the Laurent polynomial(s))
Ψq1 (z
q1)Ψq1 (z)
q1 KpG (z) ,
where
KpG (z) =
2k∑
a=0
p∑
b=0
(−1)b+a
(
za−b − za+b+2
)Ψq1 (zq1)−1 q
2
1−1∑
t=1,(t,q)=1
χp−b
(
gt
)
χa
(
g¯t
)
+Ψq1 (z)
−q1
q1−1∑
t′=1
χp−b
(
gt
′q1
)
χa
(
g¯t
′q1
)]
.
So that
Ψq1 (z
q1)Ψq1 (z)
q1 KpG =
2k∑
a=0
p∑
b=0
(−1)b+a
(
za−b − za+b+2
)
×
×
Ψq1 (z)q1 q
2
1−1∑
t=1,(t,q)=1
χp−b
(
gt
)
χa
(
g¯t
)
+
+ Ψq1 (z
q1)
q1−1∑
t′=1
χp−b
(
gt
′q1
)
χa
(
g¯t
′q1
)]
.
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Rewriting to facilitate isolating powers of z, we have
Ψq1 (z
q1)Ψq1 (z)
q1 KpG (z) =
2k∑
c=−p
(−1)c zc
Ψq1 (z)q1 min(2k,c+p)∑
a=max(0,c)
q21−1∑
t=1,(t,q)=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+ Ψq1 (z
q1)
min(2k,c+p)∑
a=max(0,c)
q1−1∑
t′=1
χp−a+c
(
gt
′q1
)
χa
(
g¯t
′q1
)
+
2k+p+2∑
c=2
(−1)c+1 zc
Ψq1 (z)q1 min(2k,c−2)∑
a=max(0,c−2−p)
q21−1∑
t=1,(t,q)=1
χp+2+a−c
(
gt
)
χa
(
g¯t
)
+ Ψq1 (z
q1)
min(2k,c−2)∑
a=max(0,c−2−p)
q1−1∑
t′=1
χp+2+a−c
(
gt
′q1
)
χa
(
g¯t
′q1
) .
Moreover,
Ψq1 (z
q1)Ψq1 (z)
q1 KpG (z) =
Ψq1 (z)
q1
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q21−1∑
t=1,(t,q)=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q21−1∑
t=1,(t,q)=1
χp+2+a−c
(
gt
)
χa
(
g¯t
)
+ Ψq1 (z
q1)
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q1−1∑
t′=1
χp−a+c
(
gt
′q1
)
χa
(
g¯t
′q1
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q1−1∑
t′=1
χp+2+a−c
(
gt
′q1
)
χa
(
g¯t
′q1
) .
For m = 3; that is, q = q31 with q1prime:
F p (G : z) =Ψq (z)
−1
q−1∑
t=1,(t,q)=1
χp
(
gt
)
det
(
z − g¯t)
+
m−1∑
m′=1
Ψ
qm−m
′
1
(z)−q
m′
1
qm−m
′
1∑
t′=1,(t′,q1)=1
χp
(
gt
′qm
′
1
)
det
(
z − g¯t′qm
′
1
)
+
χp (I2n)
det (z − I2n)
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=Ψq31 (z)
−1
q31−1∑
t=1,(t,q1)=1
χp
(
gt
)
det
(
z − g¯t)+ ( 2n
p
)
1
(z − 1)2n
+ Ψq21 (z)
−q1
q21−1∑
t′=1,(t′,q1)=1
χp
(
gt
′q1
)
det
(
z − g¯t′q1
)
+ Ψq1 (z)
−q21
q1−1∑
t′=1,(t′,q1)=1
χp
(
gt
′q21
)
det
(
z − g¯t′q21
)
.
Continuing, and denoting by ** terms that depend only on q, q1, q2, n and p,
F p (G : z) =Ψq1
(
zq
2
1
)−1 q31−1∑
t=1,(t,q1)=1
χp
(
gt
)
det
(
z − g¯t)
+ Ψq1 (z
q1)−q1
q21−1∑
t′=1,(t′,q1)=1
χp
(
gt
′q1
)
det
(
z − g¯t′q1
)
+ Ψq1 (z)
−q21
q1−1∑
t′=1
χp
(
gt
′q21
)
det
(
z − g¯t′q21
)
+ ∗ ∗ .
Plugging this into the above where ∗ is terms that depend only on q, q1, q2, n and p,
F pG (z) = |G|−1
p∑
b=0
(−1)b
(
z−b − zb+2
)
F p−b (G : z) + (−1)p+1 z−p
= |G|−1
p∑
b=0
(−1)b
(
z−b − zb+2
)Ψq1 (zq21)−1 q
3
1−1∑
t=1,(t,q1)=1
χp−b
(
gt
)
det
(
z − g¯t)
+Ψq1 (z
q1)−q1
q21−1∑
t′=1,(t′,q1)=1
χp−b
(
gt
′q1
)
det
(
z − g¯t′q1
)
+Ψq1 (z)
−q21
q1−1∑
t′=1
χp−b
(
gt
′q21
)
det
(
z − g¯t′q21
)
+ ∗∗
]
+ (−1)p+1 z−p
= |G|−1
p∑
b=0
(−1)b
(
z−b − zb+2
) 2k∑
a=0
(−1)a za
Ψq1 (zq21)−1 q
3
1−1∑
t=1,(t,q1)=1
χp−b
(
gt
)
χa
(
g¯t
)
+Ψq1 (z
q1)−q1
q21−1∑
t′=1,(t′,q1)=1
χp−b
(
gt
′q1
)
χa
(
g¯t
′q1
)
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+Ψq1 (z)
−q21
q1−1∑
t′=1
χp−b
(
gt
′q21
)
χa
(
g¯t
′q21
)
+ ∗∗
]]
+ (−1)p+1 z−p
= |G|−1
2k∑
a=0
p∑
b=0
(−1)b+a
(
za−b − za+b+2
)Ψq1 (zq21)−1 q
3
1−1∑
t=1,(t,q1)=1
χp−b
(
gt
)
χa
(
g¯t
)
+Ψq1 (z
q1)−q1
q21−1∑
t′=1,(t′,q1)=1
χp−b
(
gt
′q1
)
χa
(
g¯t
′q1
)
+Ψq1 (z)
−q21
q1−1∑
t′=1
χp−b
(
gt
′q21
)
χa
(
g¯t
′q21
)]
+ ∗.
So equality of F pG (z) for two different choices of G (keeping q, n equal) depends only on
equality of (the coefficient of each power of z in the Laurent polynomial(s))
Ψq1
(
zq
2
1
)
Ψq1 (z
q1)q1 Ψq1 (z)
q21 KpG (z)
where
KpG (z) =
2k∑
a=0
p∑
b=0
(−1)b+a
(
za−b − za+b+2
)Ψq1 (zq21)−1 q
3
1−1∑
t=1,(t,q1)=1
χp−b
(
gt
)
χa
(
g¯t
)
+Ψq1 (z
q1)−q1
q21−1∑
t′=1,(t′,q1)=1
χp−b
(
gt
′q1
)
χa
(
g¯t
′q1
)
+Ψq1 (z)
−q21
q1−1∑
t′=1
χp−b
(
gt
′q21
)
χa
(
g¯t
′q21
)]
.
So that
Ψq1
(
zq
2
1
)
Ψq1 (z
q1)q1 Ψq1 (z)
q21 KpG (z) =
2k∑
a=0
p∑
b=0
(−1)b+a
(
za−b − za+b+2
)
×
×
Ψq1 (zq1)q1 Ψq1 (z)q21 q
3
1−1∑
t=1,(t,q1)=1
χp−b
(
gt
)
χa
(
g¯t
)
+
+Ψq1
(
zq
2
1
)
Ψq1 (z)
q21
q21−1∑
t′=1,(t′,q1)=1
χp−b
(
gt
′q1
)
χa
(
g¯t
′q1
)
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+ +Ψq1
(
zq
2
1
)
Ψq1 (z
q1)q1
q1−1∑
t′=1
χp−b
(
gt
′q21
)
χa
(
g¯t
′q21
)]
.
Rewriting to facilitate isolating powers of z, we have
Ψq1
(
zq
2
1
)
Ψq1 (z
q1)q1 Ψq1 (z)
q21 KpG (z) =
2k∑
c=−p
(−1)c zc
Ψq1 (zq1)q1 Ψq1 (z)q21 min(2k,c+p)∑
a=max(0,c)
q31−1∑
t=1,(t,q1)=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+Ψq1
(
zq
2
1
)
Ψq1 (z)
q21
min(2k,c+p)∑
a=max(0,c)
q21−1∑
t′=1,(t′,q1)=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+ Ψq1
(
zq
2
1
)
Ψq1 (z
q1)q1
min(2k,c+p)∑
a=max(0,c)
q1−1∑
t′=1
χp−a+c
(
gt
′q1
)
χa
(
g¯t
′q1
)
+
2k+p+2∑
c=2
(−1)c+1 zc
Ψq1 (zq1)q1 Ψq1 (z)q21 min(2k,c−2)∑
a=max(0,c−2−p)
q31−1∑
t=1,(t,q1)=1
χp+2+a−c
(
gt
)
χa
(
g¯t
)
+Ψq1
(
zq
2
1
)
Ψq1 (z)
q21
min(2k,c−2)∑
a=max(0,c−2−p)
q21−1∑
t′=1,(t′,q1)=1
χp+2+a−c
(
gt
′q1
)
χa
(
g¯t
′q1
)
+ Ψq1
(
zq
2
1
)
Ψq1 (z
q1)q1
min(2k,c−2)∑
a=max(0,c−2−p)
q1−1∑
t′=1
χp+2+a−c
(
gt
′q1
)
χa
(
g¯t
′q1
) .
Moreover,
Ψq1
(
zq
2
1
)
Ψq1 (z
q1)q1 Ψq1 (z)
q21 KpG (z) =
Ψq1 (z
q1)q1 Ψq1 (z)
q21
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q31−1∑
t=1,(t,q1)=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q31−1∑
t=1,(t,q1)=1
χp+2+a−c
(
gt
)
χa
(
g¯t
)
+ Ψq1
(
zq
2
1
)
Ψq1 (z)
q21
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q21−1∑
t′=1,(t′,q1)=1
χp−a+c
(
gt
′q1
)
χa
(
g¯t
′q1
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q21−1∑
t′=1,(t′,q1)=1
χp+2+a−c
(
gt
′q1
)
χa
(
g¯t
′q1
)
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+ Ψq1
(
zq
2
1
)
Ψq1 (z
q1)q1
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q1−1∑
t′=1
χp−a+c
(
gt
′q1
)
χa
(
g¯t
′q1
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q1−1∑
t′=1
χp+2+a−c
(
gt
′q1
)
χa
(
g¯t
′q1
) .
We have shown:
Theorem 5. Equality of closed p-forms for different choices of G, keeping n, p, q constant,
depends (iff) on equality of the polynomial K˜pG (z) , where K˜
p
G (z) is defined as:
• If q = q1q2 with q1, q2 distinct odd primes:
K˜pG (z) =Ψq1 (z)
(q2−1) Ψq2 (z)
(q1−1)
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q−1∑
t=1,(t,q)=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q−1∑
t=1,(t,q)=1
χp+2+a−c
(
gt
)
χa
(
g¯t
)
+ Ψq (z)Ψq1 (z)
(q2−1)
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q−1∑
t=1,(t,q1)6=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q−1∑
t=1,(t,q1) 6=1
χp+2+a−c
(
gt
)
χa
(
g¯t
)
+ Ψq (z)Ψq2 (z)
(q1−1)
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q−1∑
t=1,(t,q2) 6=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q−1∑
t=1,(t,q2) 6=1
χp+2+a−c
(
gt
)
χa
(
g¯t
) .
• If q = q1with q1 prime:
K˜pG (z) =
2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q∑
t=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+
2k+p+2∑
c=2
(−1)c+1 zc
 min(2k,c−2)∑
a=max(0,c−2−p)
q∑
t=1
χp+2+a−c
(
gt
)
χa
(
g¯t
) .
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• If q = q21with q1 prime:
K˜pG (z) =Ψq1 (z)
q1
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q21−1∑
t=1,(t,q)=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q21−1∑
t=1,(t,q)=1
χp+2+a−c
(
gt
)
χa
(
g¯t
)
+ Ψq1 (z
q1)
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q1−1∑
t′=1
χp−a+c
(
gt
′q1
)
χa
(
g¯t
′q1
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q1−1∑
t′=1
χp+2+a−c
(
gt
′q1
)
χa
(
g¯t
′q1
) .
• If q = q31 with q1 prime:
K˜pG (z) =Ψq1 (z
q1)q1 Ψq1 (z)
q21
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q31−1∑
t=1,(t,q1)=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q31−1∑
t=1,(t,q1)=1
χp+2+a−c
(
gt
)
χa
(
g¯t
)
+ Ψq1
(
zq
2
1
)
Ψq1 (z)
q21
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q21−1∑
t′=1,(t′,q1)=1
χp−a+c
(
gt
′q1
)
χa
(
g¯t
′q1
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q21−1∑
t′=1,(t′,q1)=1
χp+2+a−c
(
gt
′q1
)
χa
(
g¯t
′q1
)
+ Ψq1
(
zq
2
1
)
Ψq1 (z
q1)q1
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q1−1∑
t′=1
χp−a+c
(
gt
′q1
)
χa
(
g¯t
′q1
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q1−1∑
t′=1
χp+2+a−c
(
gt
′q1
)
χa
(
g¯t
′q1
) .
We now rewrite the previous Theorem in terms of subset sums.
Remark 6. We denote the various cases as follows.
• CASE q = q1 : We need to evaluate C˜α,βG =
∑q
t=1 χ
β
(
gt
)
χα
(
g¯t
)
.
• CASE q = q1q2 : We need to evaluate C˜α,β,∗G =
∑q−1
t=1,∗ χ
β
(
gt
)
χα
(
g¯t
)
, where by ∗
we mean one of the three conditions. (t, q) = 1, or (t, q1) 6= 1 or (t, q2) 6= 1.
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• CASE q = qm1 ,m > 1: We need to evaluate C˜α,β,∗G =
∑
∗ χ
β
(
gt
)
χα
(
g¯t
)
, where
by ∗ we mean summing t′ from 1 to q = qm′1 − 1 with(t′, q) = 1 and t = t′qm−m
′
1 ,
m′ = 1, . . . ,m
Before proceeding, we review the character of the action of O (2n) on Λp
(
R2n
)
. This
action is defined by
A · (v1 ∧ v2 ∧ · · · ∧ vp) = Av1 ∧Av2 ∧ · · · ∧Avp
for all A in O (2n) and all basis vectors v1 ∧ v2 ∧ · · · ∧ vp in Λp
(
R2n
)
.
Using the fact that the character is just the trace of the action which is just the sum of the
eigenvalues, and knowing the explicit formulation of the eigenvalues of g, a straightforward
calculation1 shows that
χα
(
g¯t
)
=
∑
σ¯
exp
(
2piit
q
∑
σ¯
)
,
where σ¯ runs over the
(
2k
2k − α
)
choices of subsets of order 2k − α of the set
RPSq := RPq − (±S) .
Likewise
χβ
(
gt
)
=
∑
σ
exp
(
2piit
q
∑
σ
)
,
where σ runs over the
(
2n
2n− β
)
choices of subsets of order 2n− β of the set
RPRq := RPq − (±R) .
Note that
C˜α,β,∗G =
∑
∗
χβ
(
gt
)
χα
(
g¯t
)
=
∑
∗
(∑
σ¯
exp
(
2piit
q
∑
σ¯
))(∑
σ
exp
(
2piit
q
∑
σ
))
=
∑
σ,σ¯
∑
∗
exp
(
2piit
q
∑
(σ¯ + σ)
)
,
where ∗ depends on the case in point.
For the case where q = q1, with q1 an odd prime, we have
C˜α,βG =
q∑
t=1
χβ
(
gt
)
χα
(
g¯t
)
=
q∑
t=1
(∑
σ¯
exp
(
2piit
q
∑
σ¯
))(∑
σ
exp
(
2piit
q
∑
σ
))
=
∑
σ,σ¯
q∑
t=1
exp
(
2piit
q
∑
(σ¯ + σ)
)
.
1The argument is fairly straightforward. A simple internet search on “symmetric and exterior power of
representation” yields a nicely presented one.
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For ` ∈ Z, 
∑q
t=1 exp
(
2piit
q `
)
= 0 if (`, q) = 1,∑q
t=1 exp
(
2piit
q `
)
= q if ` ∈ qZ
.
The first line follows from the fact that the sum of all q of the qth roots of unity is 0. The
second line follow from the fact that exp (2piiZ) ≡ 1. We define
Cα,βG =
q∑
t=1
χβ
(
gt
)
χα
(
g¯t
)
= q
(
number of pairs of sets σ, σ¯ such that
∑
σ,σ¯
(σ¯ + σ) ∈ qZ
)
,
and
HpG (z) = K˜
p
G (z) =
2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
q∑
t=1
χp−a+c
(
gt
)
χa
(
g¯t
)
+
2k+p+2∑
c=2
(−1)c+1 zc
 min(2k,c−2)∑
a=max(0,c−2−p)
q∑
t=1
χp+2+a−c
(
gt
)
χa
(
g¯t
)
=
2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
Ca,p−a+cG

+
2k+p+2∑
c=2
(−1)c+1 zc
 min(2k,c−2)∑
a=max(0,c−2−p)
Ca,p+2+a−cG
 ,
where σ¯ runs over the
(
2k
2k − α
)
choices of subsets of order 2k − α of the set
RPSq := RPq − (±S) ,
and σ runs over the
(
2n
2n− β
)
choices of subsets of order 2n− β of the set
RPRq := RPq − (±R) .
Letting q = q1q2, where q1 and q2 are distinct odd primes, we have
C˜α,β,qG =
∑
σ,σ¯
q−1∑
t=1,(t,q)=1∈
exp
(
2piit
q
∑
(σ¯ + σ)
)
=
∑
σ,σ¯
 q∑
t=1
exp
(
2piit
q
∑
(σ¯ + σ)
)
−
q−1∑
t=1,(t,q1)6=1
exp
(
2piit
q
∑
(σ¯ + σ)
)
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−
q−1∑
t=1,(t,q2)6=1
exp
(
2piit
q
∑
(σ¯ + σ)
)
− 1

=
∑
σ,σ¯
[
q∑
t=1
exp
(
2piit
q
∑
(σ¯ + σ)
)]
− C˜α,β,q1G − C˜α,β,q2G −
(
2k
2k − α
)(
2n
2n− β
)
,
C˜α,β,q1G =
∑
σ,σ¯
q−1∑
t=1,(t,q1)6=1,
exp
(
2piit
q
∑
(σ¯ + σ)
)
=
∑
σ,σ¯
[
q2∑
t=1
exp
(
2piitq1
q1q2
∑
(σ¯ + σ)
)
− 1
]
=
∑
σ,σ¯
q2∑
t=1
exp
(
2piit
q2
∑
(σ¯ + σ)
)
−
(
2k
2k − α
)(
2n
2n− β
)
,
C˜α,β,q2G =
∑
σ,σ¯
q−1∑
t=1,(t,q2)6=1
exp
(
2piit
q
∑
(σ¯ + σ)
)
=
∑
σ,σ¯
q1∑
t=1
exp
(
2piit
q1
∑
(σ¯ + σ)
)
−
(
2k
2k − α
)(
2n
2n− β
)
.
Note that the +1 comes from the fact that t=q isn’t included in the first line, but it is
included in all 3 sums in the second line.
For ` ∈ Z, 
∑q
t=1 exp
(
2piit
q `
)
= 0 if (`, q) = 1,∑q
t=1 exp
(
2piit
q `
)
= 0 if (`, q1) 6= 1 and (`, q2) = 1∑q
t=1 exp
(
2piit
q `
)
= 0 if (`, q2) 6= 1 and (`, q1) = 1∑q
t=1 exp
(
2piit
q `
)
= q if ` ∈ q1q2Z
.
The first line follows from the fact that the sum of all q of the qth roots of unity is 0. The
second line follow form the fact that ` = q1`
′ and still (`′, q2) = 1. Now
∑q1q2
t=1 exp
(
2piit
q2
`′
)
=
0 since it is just q1 sums of the q
th
2 roots of unity. The third line is analogous to the second
line. The last line follow from the fact that exp (2piit) = 1 for all integers t. We thus define
Cα,β,qiG =qj
(
number of pairs of sets σ, σ¯ such that
∑
σ,σ¯
(σ¯ + σ) ∈ qjZ
)
, i 6= j,
Cα,β,qG =q
(
number of pairs of sets σ, σ¯ such that
∑
σ,σ¯
(σ¯ + σ) ∈ qZ
)
,
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where σ¯ runs over the
(
2k
2k − α
)
choices of subsets of order 2k − α of the set
RPSq := RPq − (±S) ,
and σ runs over the
(
2n
2n− β
)
choices of subsets of order 2n− β of the set
RPRq := RPq − (±R) .
We have shown that equality of closed p-forms for different choices of G, keeping n, p, q
constant, depends (iff) on equality of the polynomial HpG (z) , where H
p
G (z) is defined as:
HpG (z) =
Ψq1 (z)
(q2−1) Ψq2 (z)
(q1−1)
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
[
Ca,p−a+c,qG − Ca,p−a+c,q1G − Ca,p−a+c,q2G
]
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
[
Ca,p+2+a−c,qG − Ca,p+2+a−c,q1G − Ca,p+2+a−c,q2G
]
+ Ψq (z)Ψq1 (z)
(q2−1)
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
Ca,p−a+c,q1G
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q∑
t=1,(t,q1)6=1
Ca,p+2+a−c,q1G

+ Ψq (z)Ψq2 (z)
(q1−1)
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
Ca,p−a+c,q2G
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
Ca,p+2+a−c,q2G
 ,
which equals
HpG (z) =
Ψq1 (z)
(q2−1) Ψq2 (z)
(q1−1)
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
Ca,p−a+c,qG
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
Ca,p+2+a−c,qG

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+
(
Ψq (z)Ψq1 (z)
(q2−1) − Ψq1 (z)(q2−1) Ψq2 (z)(q1−1)
) 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
Ca,p−a+c,q1G
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
q∑
t=1,(t,q1)6=1
Ca,p+2+a−c,q1G

+
(
Ψq (z)Ψq2 (z)
(q1−1) − Ψq1 (z)(q2−1) Ψq2 (z)(q1−1)
) 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
Ca,p−a+c,q2G
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
Ca,p+2+a−c,q2G
 .
Remark 7. We can ignore the components of the polynomials generated by(
2k
2k − α
)(
2n
2n− β
)
, since these generate polynomials that depend only on n, p, q
and are equal for the pairs of lens spaces being considered.
Letting q = q21, where q1is an odd prime, we have
C˜
α,β,q21
G =
∑
σ,σ¯
q21−1∑
t=1,(t,q)=1
exp
(
2piit
q
∑
(σ¯ + σ)
)
=
∑
σ,σ¯
 q21∑
t=1
exp
(
2piit
q
∑
(σ¯ + σ)
)
−
q1∑
t′=1
exp
(
2piit′q1
q21
∑
(σ¯ + σ)
)
=
∑
σ,σ¯
[
q∑
t=1
exp
(
2piit
q
∑
(σ¯ + σ)
)]
− C˜α,β,q1G , C˜α,β,q1G
=
∑
σ,σ¯
q1−1∑
t′=1,
exp
(
2piit′q1
q21
∑
(σ¯ + σ)
)
=
∑
σ,σ¯
q1∑
t′=1
exp
(
2piit′
q1
∑
(σ¯ + σ)
)
−
(
2k
2k − α
)(
2n
2n− β
)
.
For ` ∈ Z, 
∑q21
t=1 exp
(
2piit
q21
`
)
= 0 if (`, q1) = 1,∑q21
t=1 exp
(
2piit
q21
`
)
= 0 if ` ∈ q1Z and ` /∈ q21Z∑q21
t=1 exp
(
2piit
q21
`
)
= q21 if ` ∈ q21Z
.
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The first line follows from the fact that the sum of all q of the qth roots of unity is 0. The
second line follow form the fact that ` = q1`
′ and still (`′, q1) = 1. Now
∑q21
t=1 exp
(
2piit
q1
`′
)
=
0 since it is just q1 sums of the q
th
1 roots of unity. The last line follow from the fact that
exp (2piit) = 1 for all integers t. We thus define
Cα,β,q1G =q1
(
number of pairs of sets σ, σ¯ such that
∑
σ,σ¯
(σ¯ + σ) ∈ q1Z
)
,
C
α,β,q21
G =q
2
1
(
number of pairs of sets σ, σ¯ such that
∑
σ,σ¯
(σ¯ + σ) ∈ q21Z
)
,
where σ¯ runs over the
(
2k
2k − α
)
choices of subsets of order 2k − α of the set
RPSq := RPq − (±S) ,
and σ runs over the
(
2n
2n− β
)
choices of subsets of order 2n− β of the set
RPRq := RPq − (±R) .
We have shown that equality of closed p-forms for different choices of G, keeping n, p, q
constant, depends (iff) on equality of the polynomial HpG (z) , where H
p
G (z) is defined as:
HpG (z) =Ψq1 (z)
q1
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
[
C
a,p−a+c,q21
G − Ca,p−a+c,q1G
]
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
[
C
a,p+2+a−c,q21
G − Ca,p+2+a−c,q1G
]
+ Ψq1 (z
q1)
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
Ca,p−a+c,q1G
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
Ca,p+2+a−c,q1G
 ,
which equals
HpG (z) =Ψq1 (z)
q1
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
C
a,p−a+c,q21
G
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
C
a,p+2+a−c,q21
G

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+ (Ψq1 (z
q1)− Ψq1 (z)q1)
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
Ca,p−a+c,q1G
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
Ca,p+2+a−c,q1G
 .
Letting q = q31, where q1is an odd prime, we have
C˜
α,β,q31
G =∑
σ,σ¯
q31−1∑
t=1,(t,q1)=1
exp
(
2piit
q
∑
(σ¯ + σ)
)
=
∑
σ,σ¯
 q31∑
t=1
exp
(
2piit
q31
∑
(σ¯ + σ)
)
−
q21−1∑
t′=1,(t′,q1)∈{1,q21}
exp
(
2piit′q1
q31
∑
(σ¯ + σ)
)
−
q1−1∑
t′=1
exp
(
2piit′q21
q31
∑
(σ¯ + σ)
)
− 1
]
=
∑
σ,σ¯
 q31∑
t=1
exp
(
2piit
q31
∑
(σ¯ + σ)
)− C˜α,β,q21G − C˜α,β,q1G − ( 2k2k − α
)(
2n
2n− β
)
,
C˜
α,β,q21
G =∑
σ,σ¯
q21−1∑
t′=1,(t′,q1)∈{1,q21}
exp
(
2piit
q
∑
(σ¯ + σ)
)
=
∑
σ,σ¯
 q21∑
t=1
exp
(
2piitq1
q31
∑
(σ¯ + σ)
)
−
q1−1∑
t′=1
exp
(
2piit′q21
q31
∑
(σ¯ + σ)
)
− 1

=
∑
σ,σ¯
 q21∑
t=1
exp
(
2piit
q21
∑
(σ¯ + σ)
)− C˜α,β,q1G − ( 2k2k − α
)(
2n
2n− β
)
,
C˜α,β,q1G =∑
σ,σ¯
q1−1∑
t′=1,
exp
(
2piit′q21
q31
∑
(σ¯ + σ)
)
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=
∑
σ,σ¯
q1∑
t′=1
exp
(
2piit′
q1
∑
(σ¯ + σ)
)
−
(
2k
2k − α
)(
2n
2n− β
)
.
For ` ∈ Z, 
∑q31
t=1 exp
(
2piit
q31
`
)
= 0 if (`, q1) = 1,∑q31
t=1 exp
(
2piit
q31
`
)
= 0 if ` ∈ q1Z and ` /∈ q21Z∑q31
t=1 exp
(
2piit
q31
`
)
= 0 if ` ∈ q21Z and ` /∈ q31Z∑q31
t=1 exp
(
2piit
q31
`
)
= q31 if ` ∈ q31Z
.
The first line follows from the fact that the sum of all q of the qth roots of unity is 0. The
second line follows from the fact that ` = q1`
′ and still (`′, q1) = 1. Now
∑q31
t=1 exp
(
2piit
q21
`′
)
=
0 since it is just q1 sums of the q
2th
1 roots of unity. The third line follows from the fact that
` = q21`
′ and still (`′, q1) = 1. Now
∑q31
t=1 exp
(
2piit
q1
`′
)
= 0 since it is just q21 sums of the q
th
1
roots of unity. The last line follow from the fact that exp (2piit) = 1 for all integers t. We
thus define
Cα,β,q1G =q1
(
number of pairs of sets σ, σ¯ such that
∑
σ,σ¯
(σ¯ + σ) ∈ q1Z
)
,
C
α,β,q21
G =q
2
1
(
number of pairs of sets σ, σ¯ such that
∑
σ,σ¯
(σ¯ + σ) ∈ q21Z
)
,
C
α,β,q31
G =q
3
1
(
number of pairs of sets σ, σ¯ such that
∑
σ,σ¯
(σ¯ + σ) ∈ q31Z
)
,
where σ¯ runs over the
(
2k2k − α ) choices of subsets of order 2k − α of the set
RPSq := RPq − (±S) ,
and σ runs over the
(
2n2n− β ) choices of subsets of order 2n− β of the set
RPRq := RPq − (±R) .
We have shown that equality of closed p forms for different choices of G, keeping n, p, q
constant, depends (iff) on equality of the polynomial HpG (z) , where H
p
G (z) is defined as:
HpG (z) =Ψq1 (z
q1)q1 Ψq1 (z)
q21
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
(
C
a,p−a+c,q31
G − C
a,p−a+c,q21
G − Ca,p−a+c,q1G
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
(
C
a,p+2+a−c,q31
G − C
a,p+2+a−c,q21
G − Ca,p+2+a−c,q1G
)
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+ Ψq1
(
zq
2
1
)
Ψq1 (z)
q21
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
(
C
a,p−a+c,q21
G − Ca,p−a+c,q1G
)
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
(
C
a,p+2+a−c,q21
G − Ca,p+2+a−c,q1G
)
+ Ψq1
(
zq
2
1
)
Ψq1 (z
q1)q1
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
Ca,p−a+c,q1G
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
Ca,p+2+a−c,q1G
 ,
which equals
HpG (z) =Ψq1 (z
q1)q1 Ψq1 (z)
q21
 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
C
a,p−a+c,q31
G
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
C
a,p+2+a−c,q31
G

+
(
Ψq1
(
zq
2
1
)
Ψq1 (z)
q21 − Ψq1 (zq1)q1 Ψq1 (z)q
2
1
) 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
C
a,p−a+c,q21
G
+
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
C
a,p+2+a−c,q21
G

+
(
Ψq1
(
zq
2
1
)
Ψq1 (z
q1)q1 − Ψq1
(
zq
2
1
)
Ψq1 (z)
q21 − Ψq1 (zq1)q1 Ψq1 (z)q
2
1
)
× 2k∑
c=−p
(−1)c zc
min(2k,c+p)∑
a=max(0,c)
Ca,p−a+c,q1G +
2k+p+2∑
c=2
(−1)c+1 zc
min(2k,c−2)∑
a=max(0,c−2−p)
Ca,p+2+a−c,q1G
 .
2. COMPUTATIONAL RESULTS
The calculations involved in looking for lens spaces with unusual isospectralities become
quite a bit more involved than we previously thought. We modified our original Mathe-
matica code, and were able to carry out for some values of q, but Mathematic is too slow
to allow us to do any real calculations for reasonable values of q. Therefore, we wrote
compilable Swift code and used that to extend the calculations. In the end, we obtained
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examples of everything we (mistakenly) thought we had before, including examples of lens
spaces isospectral on forms but not functions.
The basis of all the calculations is considering the set of numbers relatively prime to q,
and splitting it into two sets, one of size 2k. As k increases, the calculations increase in
difficulty and time quickly - in our original work we only considered k = 2, 3 and q < 100.
Our current work allowed us to increase k to 7 for q < 100, and to do calculations for prime
q with k ≤ 3 up to q = 200. For composite q we are still limited to q < 100.
We list below examples of spaces which are isospectral on forms but not functions,
together with a few examples isospectral for functions and some sporadic degree forms.
We include the defining 2k tuples of numbers relatively prime to q. Note that our most
interesting examples are when q is prime, and hence could have been found with our original
work if our code had been quicker, and computers faster. We also note that no examples of
isospectrality on forms but not functions was found for composite q, but that might simply
be because we could not get to high enough values of q or k. We did find all sorts of weird
isospectrality in the composite case, there are many examples which look like the last line
in the table.
q k isosp for forms of degree first set second set
59 5 2 [16, 25, 4, 9, 60, 57, 36, 52, 45, 1] [19, 22, 25, 55, 39, 60, 6, 36, 1, 42]
61 5 2 [16, 58, 28, 31, 7, 52, 48, 43, 1, 11] [56, 17, 19, 32, 58, 40, 27, 3, 1, 42]
67 3 0, 1, 26 [26, 41, 59, 66, 1, 8] [31, 36, 25, 66, 1, 42
67 5 2 [18, 49, 40, 38, 27, 15, 52, 29, 66, 1] [12, 17, 55, 60, 40, 27, 7, 50, 66, 1]
65 3 0, 1, 12 [31, 34, 64, 9, 1, 56] [36, 41, 29, 24, 64, 1]
Remark 8. We note that this work could be extended for q a product of more than 2 primes in an obvious,
if messy, way. The end result of all these calculations is that equality of the Cα,β from [1] is replaced by
equality of the Kp,q,Kp,q1 and Kp,q2 (see (5)). The subset sum calculations from [1] are modified as follows.
3. Swift Code
We include here swift code for two cases. The first is for prime q. The second is for q which are
the product of two primes. Using the swift package BIGINT allows for computations with unlimited size
integers.
3.1. q prime.
import Cocoa
import Foundation
var schoices: Set<Set<Int>> = [[]]
var schoicesarray: Array<Set<Int>> = [] // So I can find out what k-tuples match
var subsetlist: Array<Array<Int>>
var q: Int = 101
var qq: Int = 101 // for multiplying a Int value
var q0: Int = 50
var k: Int = 5
var n: Int = q0 - k
var relprime: Array<Int>
var i = 2
relprime = []
func max(_ num1: Int,_ num2: Int) -> Int {
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if num1 >= num2 {
return num1
} else {
return num2
}
}
func min(_ num1: Int,_ num2: Int) -> Int {
if num1 <= num2 {
return num1
} else {
return num2
}
}
func GCD(_ first: Int, _ second: Int)->Int {
var f = first
var s = second
while f>0 && s>0 {
if f < s {
s = s-f
} else {
f = f-s
}
}
if f == 0 {
return s
} else {
return f
}
}
struct polynomial {
var coefs: [BigInt] = []
var degree: Int {
get {
return coefs.count - 1
}
}
func multiplypolys(_ poly1: polynomial) -> polynomial {
var newpoly = polynomial()
var degreetracker: Int = 0
for multindex in 0...poly1.degree + self.degree {
newpoly.coefs.append(0)
while degreetracker ¡= multindex && degreetracker ¡= poly1.degree //multiply all possible combinations add to correct
degree
if multindex - degreetracker <= self.degree {
newpoly.coefs[multindex] += (poly1.coefs[degreetracker]*self.coefs[multindex - degreetracker])
}
degreetracker += 1
}
degreetracker = 0
}
return newpoly
}
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func addpolys(_ poly1: polynomial) -> polynomial{
var newpoly = polynomial()
for addindex in 0...max(poly1.degree,self.degree) {
newpoly.coefs.append(0)
if (addindex <= min(poly1.degree,self.degree)) { // if can add both, do it, otherwise pick correct one
newpoly.coefs[addindex] = (poly1.coefs[addindex] + self.coefs[addindex])
} else if addindex <= poly1.degree && addindex > self.degree {
newpoly.coefs[addindex] = poly1.coefs[addindex]
} else if addindex > poly1.degree && addindex <= self.degree {
newpoly.coefs[addindex] = self.coefs[addindex]
}
}
return newpoly
}
}
struct polynomialmodq {
var coefs: [BigInt] = []
var degree: Int {
get {
return coefs.count - 1
}
}
func multiplypolys(_ poly1: polynomialmodq) -> polynomialmodq { // returns the product with powers mod q
var newpoly = polynomialmodq()
var degreetracker: Int = 0
var multiplier: Int = 1 // to get multiples of numbers to combine powers mod q
for multindex in 0...poly1.degree + self.degree {
newpoly.coefs.append(0)
while degreetracker <= multindex && degreetracker <= poly1.degree {
//multiply all possible combinations add to correct degree
if multindex - degreetracker <= self.degree {
newpoly.coefs[multindex] += (poly1.coefs[degreetracker]*self.coefs[multindex - degreetracker])
}
degreetracker += 1
}
degreetracker = 0
}
// knock powers >= q down and add them in
if newpoly.degree >= q {
for powerindex in 0...q - 1 {
while multiplier*q + powerindex <= newpoly.degree {
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newpoly.coefs[powerindex % q] += newpoly.coefs[multiplier*q + powerindex]
multiplier += 1
}
multiplier = 1
}
for powerindex in q...newpoly.degree { // kill everything from x^q on
newpoly.coefs.removeLast()
}
}
return newpoly
}
func addpolys(_ poly1: polynomialmodq) -> polynomialmodq { // returns the sum with powers mod q
var newpoly = polynomialmodq()
var multiplier: Int = 1 // to get multiples of numbers to combine powers mod q
for addindex in 0...max(poly1.degree,self.degree) {
newpoly.coefs.append(0)
if (addindex <= min(poly1.degree,self.degree)) { // if can add both, do it, otherwise pick correct one
newpoly.coefs[addindex] = (poly1.coefs[addindex] + self.coefs[addindex])
} else if addindex <= poly1.degree && addindex > self.degree {
newpoly.coefs[addindex] = poly1.coefs[addindex]
} else if addindex > poly1.degree && addindex <= self.degree {
newpoly.coefs[addindex] = self.coefs[addindex]
}
}
// knock powers >= q down and add them in
if newpoly.degree >= q {
for powerindex in 0...q - 1 {
while multiplier*q + powerindex <= newpoly.degree {
newpoly.coefs[powerindex % q] += newpoly.coefs[multiplier*q + powerindex]
multiplier += 1
}
multiplier = 1
}
for powerindex in q...newpoly.degree { // kill everything from x^q on
newpoly.coefs.removeLast()
}
}
return newpoly
}
}
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var poly1 = polynomialmodq(coefs: [1]) // the poly = 1
var poly0 = polynomialmodq(coefs: [0]) // the poly = 0
struct doublepolynomial { // polynomials with polynomial coefficients, powers mod q
var coefs: [polynomialmodq] = []
var degree: Int {
get {
return coefs.count - 1
}
}
func multiplydoublepolys(_ poly1: doublepolynomial) -> doublepolynomial {
var newpoly = doublepolynomial()
var degreetracker: Int = 0
let zeropoly = polynomialmodq(coefs: [0])
for multindex in 0...poly1.degree + self.degree {
newpoly.coefs.append(zeropoly)
while degreetracker <= multindex && degreetracker <= poly1.degree {
if multindex - degreetracker <= self.degree {
newpoly.coefs[multindex] = newpoly.coefs[multindex].addpolys(poly1.coefs[degreetracker].multiplypolys(self.coefs[multindex
- degreetracker])) // add all possible products for each degree
}
degreetracker += 1
}
degreetracker = 0
}
return newpoly
}
func multiplybybinomial(_ xpower: Int) -> doublepolynomial { // FIX, need to foil for y coefs
// multiply this double by 1+x^n*y, for speed
var arraytopadwith: [BigInt] = [] // for padding front of poly to multiply by x^n
var bufferpoly = polynomialmodq() //for holding a copy of the coef polynomial which can be padded
var newdoublepoly = doublepolynomial()
for powerindex in 1...xpower { // set up array to multiply by x^powerindex
arraytopadwith.append(0)
}
newdoublepoly.coefs.append(self.coefs[0]) //first coef doesn’t change
if self.degree != 0 {for polyindex in 1...self.degree {
bufferpoly = self.coefs[polyindex - 1] //new coef is current one plus x^n times previous one
bufferpoly.coefs.insert(contentsOf: arraytopadwith, at: 0)
newdoublepoly.coefs.append(bufferpoly.addpolys(self.coefs[polyindex]))
}}
// and finally add the last coef
bufferpoly = self.coefs[self.degree]
bufferpoly.coefs.insert(contentsOf: arraytopadwith, at: 0)
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newdoublepoly.coefs.append(bufferpoly.addpolys(poly0)) // knock x powers down mod q
return newdoublepoly
}
}
struct etapart {
var powers: [Int]
var coefs: [BigInt]
func addetaparts(_ toaddto: etapart) -> etapart {
var newetaparts = etapart(powers: [], coefs: [])
var indexofmatching: Int?
for firstpowerindex in 0...self.powers.count - 1 {
newetaparts.powers.append(self.powers[firstpowerindex]) // add first power to powers and first coef to coefs
newetaparts.coefs.append(self.coefs[firstpowerindex])
}
for secondpowerindex in 0...toaddto.powers.count - 1 {
if newetaparts.powers.contains(toaddto.powers[secondpowerindex]) { // if second power already there
indexofmatching = newetaparts.powers.index(of: toaddto.powers[secondpowerindex])
newetaparts.coefs[indexofmatching!] += toaddto.coefs[secondpowerindex] // add coef to existing one
} else {
newetaparts.powers.append(toaddto.powers[secondpowerindex]) // otherwise just append it with coef
newetaparts.coefs.append(toaddto.coefs[secondpowerindex])
}
}
// sort powers and coefs based on powers
let combined = zip(newetaparts.powers, newetaparts.coefs).sorted {$0.0 < $1.0}
newetaparts.powers = combined.map {$0.0}
newetaparts.coefs = combined.map {$0.1}
return newetaparts
}
}
while i <= q/2 {
if GCD(i,q) == 1 {relprime.append(i)}
i += 1
}
func subsets(_ source: [Int], takenBy : Int) -> [[Int]] {
if(source.count == takenBy) {
return [source]
}
if(source.isEmpty) {
return []
}
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if(takenBy == 0) {
return []
}
if(takenBy == 1) {
return source.map { [$0] }
}
var result : [[Int]] = []
let rest = Array(source.suffix(from: 1))
let sub_combos = subsets(rest, takenBy: takenBy - 1)
result += sub_combos.map { [source[0]] + $0 }
result += subsets(rest, takenBy: takenBy)
return result
}
subsetlist = subsets(relprime,takenBy:k-1)
subsetlist.count
var nextschoice: Set<Int> = [1] //next array to add to schoices
var subsetlistindex: Int = 0
var subsetindex: Int = 0
while subsetlistindex < subsetlist.count {
while subsetindex < subsetlist[subsetlistindex].count {
nextschoice.insert(subsetlist[subsetlistindex][subsetindex])
nextschoice.insert(q - subsetlist[subsetlistindex][subsetindex])
subsetindex += 1
}
nextschoice.insert(q - 1)
schoices.insert(nextschoice)
nextschoice = [1]
subsetindex = 0
subsetlistindex += 1
}
print("\(schoices.count)\n")
var mult: Int = 2
var currentschoice: Set<Int>
var currentschoicedup: Set<Int>
var donemultiplying: Bool = false
func multsetby(_ settomult: Set<Int>,multby: Int) -> Set<Int> {
var setelement: Int = 0
var localsettomult: Set<Int> = []
for setelement in settomult {
localsettomult.insert(multby*setelement % q)
}
return localsettomult
}
for currentschoice in schoices {
if schoices.contains(currentschoice) {
while mult < q/2 && !donemultiplying {
currentschoicedup = multsetby(currentschoice, multby: mult)
if schoices.contains(currentschoicedup) {
schoices.remove(currentschoicedup)
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donemultiplying = true
}
mult += 1
}
mult = 2
donemultiplying = false
}
}
print("\(schoices.count)")
var complete: Set<Int> = [1,q-1]
var s: Set<Int>
var r: Set<Int>
var S = Array<Array<BigInt>>()
var R = Array<Array<BigInt>>()
S = Array(repeating: Array(repeating: 0, count: q), count: 2*k + 1)
R = Array(repeating: Array(repeating: 0, count: 2*n + 1), count: q)
var choices: Array<Array<Int>>
var pick:Int
var Gs = doublepolynomial(coefs: [poly1])
var Gr = doublepolynomial(coefs: [poly1])
var p = polynomialmodq() //for picking off the coeffiecient polynomials from Gs and Gr
var sizes: Int = 2*k
var sizer: Int = 2*n
for relprimeint in relprime {
complete.insert(relprimeint)
complete.insert(q-relprimeint)
}
func totalset(_ settoadd: Array<Int>) -> Int {
var total: Int = 0
for number in settoadd {
total += number
}
return total
}
func countoccurrences(_ inarray: [Int],_ whattofind: Int) -> Int {
var currentcount: Int = 0
for idx in inarray {
if idx == whattofind {currentcount += 1}
}
return currentcount
}
func powint(_ base: BigInt,power: Int) -> BigInt {
var answer: BigInt = 1
if power != 0 {
for _ in 1...power {
answer *= base
}
}
return answer
}
func compareetarows(_ etatocheck: Array<Array<etapart>>, row1: Int, row2: Int) -> [Bool] {
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// check two rows of eta for equal values, return true if equal for given p (column)
var part1: etapart
var part2: etapart
var comparelist: [Bool] = []
for pindex in 0...n {
part1 = etatocheck[row1][pindex]
part2 = etatocheck[row2][pindex]
if part1.coefs == part2.coefs && part1.powers == part2.powers {comparelist.append(true)} else {comparelist.append(false)}
}
return comparelist
}
var C = Array<Array<BigInt>>()
C = Array(repeating: Array(repeating: 0, count: sizer + 1), count: sizes + 1)
var rowtimescolumntotal: BigInt = 0
var sindex: Int = 0
var eta = Array(repeating: Array(repeating: etapart(powers: [0], coefs: [0]), count: n + 1), count: schoices.count) //this is
the identity for the etapart add
var newetapart = etapart(powers: [], coefs: [])
for s in schoices { // loop through valid k-tuples
r = complete.subtracting(s)
for sint in s {
Gs = Gs.multiplybybinomial(sint)
}
for rint in r {
Gr = Gr.multiplybybinomial(rint)
}
for pick in 0...sizes {
if Gs.coefs.count > pick {p = Gs.coefs[pick]} else {p = poly0}
for sidx in 1...q {
if p.coefs.count >= sidx {
S[pick][sidx - 1] = p.coefs[sidx - 1]
}
}
}
for pick in 0...sizer {
if Gr.coefs.count > pick {p = Gr.coefs[pick]} else {p = poly0}
R[0][pick] = p.coefs[0] //first R is the coef of x^0
for ridx in 1...(q - 1) { //the rest load backwards
if p.coefs.count > ridx {
R[q - ridx][pick] = p.coefs[ridx % q]
}
}
}
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Gs.coefs = [poly1]
Gr.coefs = [poly1]
for rowinfirst in 0...sizes {
for columninsecond in 0...sizer {
rowtimescolumntotal = 0
for j in 0...q-1 {
rowtimescolumntotal += S[rowinfirst][j] * R[j][columninsecond]
}
C[rowinfirst][columninsecond] = qq * rowtimescolumntotal
}
}
for p in 0...n {
for a in 0...2*k {
for t in 0...p {
newetapart = etapart(powers: [a - t,a + t + 2],
coefs: [powint(-1,power: t+a) * C[a][p - t], -powint(-1,power: t+a) * C[a][p - t]])
eta[sindex][p] = eta[sindex][p].addetaparts(newetapart)
}
}
}
schoicesarray.append(s) // build array with k tuples in same order for later
sindex += 1
print(sindex)
}
var rowcompare: [Bool]
var matchlist: [[Int]] = []
var inequalrun: Bool = false // set to true if I’m in a run of equal etaparts
var howmanyruns: Int = 0
var runs: Array<Int> = []
var runindex: Int = 0
var nonzerocount: Int = 0
for i in 0...schoices.count - 2 {
for j in i + 1...schoices.count - 1 {
rowcompare = compareetarows(eta, row1: i, row2: j)
for kk in 0...rowcompare.count - 1 {
if !inequalrun && rowcompare[kk] {
matchlist.append([kk,0])
howmanyruns += 1
inequalrun = true
} else if inequalrun && !rowcompare[kk] {
matchlist[howmanyruns - 1][1] = kk - 1
inequalrun = false
}
}
while runindex < matchlist.count {
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runs.append(matchlist[runindex][1] - matchlist[runindex][0])
if runs[runindex] > 0 {nonzerocount += 1}
runindex += 1
}
if nonzerocount > 1 || (nonzerocount == 1 && matchlist[0][0] > 0) {print(matchlist, schoicesarray[i],schoicesarray[j])}
howmanyruns = 0
matchlist = []
inequalrun = false
runs = []
runindex = 0
nonzerocount = 0
}
}
3.2. q product of two primes.
//
// main.swift
// lens spaces product two primes
//
// Created by Jeffrey Mcgowan on 10/21/16.
import Cocoa
import Foundation
var schoices: Set<Set<Int>> = [[]]
var schoicesarray: Array<Set<Int>> = [] // So I can find out what k-tuples match
var subsetlist: Array<Array<Int>>
var q: Int = 62
var qq: Int = 62 // for multiplying a Int value
var q1: Int = 2
var q2: Int = 31
var q0: Int = 15
var EulerPhiq = 30
var k: Int = 5
var n: Int = q0 - k
var relprime: Array<Int>
var i = 2
var prime = [29,31,37,41,43,47]
func max(_ num1: Int,_ num2: Int) -> Int {
if num1 >= num2 {
return num1
} else {
return num2
}
}
func min(_ num1: Int,_ num2: Int) -> Int {
if num1 <= num2 {
return num1
} else {
return num2
}
}
func GCD(_ first: Int, _ second: Int)->Int {
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var f = first
var s = second
while f>0 && s>0 {
if f < s {
s = s-f
} else {
f = f-s
}
}
if f == 0 {
return s
} else {
return f
}
}
struct polynomial {
var coefs: [Int] = []
var degree: Int {
get {
return coefs.count - 1
}
}
func multiplypolys(_ poly1: polynomial) -> polynomial {
var newpoly = polynomial()
var degreetracker: Int = 0
for multindex in 0...poly1.degree + self.degree {
newpoly.coefs.append(0)
while degreetracker <= multindex && degreetracker <= poly1.degree {
//multiply all possible combinations add to correct degree
if multindex - degreetracker <= self.degree {
newpoly.coefs[multindex] += (poly1.coefs[degreetracker]*self.coefs[multindex - degreetracker])
}
degreetracker += 1
}
degreetracker = 0
}
return newpoly
}
func addpolys(_ poly1: polynomial) -> polynomial{
var newpoly = polynomial()
for addindex in 0...max(poly1.degree,self.degree) {
newpoly.coefs.append(0)
if (addindex <= min(poly1.degree,self.degree)) { // if can add both, do it, otherwise pick correct one
newpoly.coefs[addindex] = (poly1.coefs[addindex] + self.coefs[addindex])
} else if addindex <= poly1.degree && addindex > self.degree {
newpoly.coefs[addindex] = poly1.coefs[addindex]
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} else if addindex > poly1.degree && addindex <= self.degree {
newpoly.coefs[addindex] = self.coefs[addindex]
}
}
return newpoly
}
}
var Cyclotomicq = polynomial(coefs: [1,-1,1,-1,1,-1,1,-1,1,-1,1,-1,1,-1,1,-1,1,-1,1,-1,1,-1,1,-1,1,-1,1,-1,1,-1,1])
var Cyclotomicq1 = polynomial(coefs: [1,1])
var Cyclotomicq2 = polynomial(coefs: [1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1])
var Cyclotomicq1q2 = (Cyclotomicq1.multiplypolys(Cyclotomicq2))
var Cyclotomicqq2 = (Cyclotomicq.multiplypolys(Cyclotomicq2))
var Cyclotomicq1q = (Cyclotomicq1.multiplypolys(Cyclotomicq))
struct polynomialmodq {
var coefs: [Int] = []
var degree: Int {
get {
return coefs.count - 1
}
}
func multiplypolys(_ poly1: polynomialmodq) -> polynomialmodq { // returns the product with powers mod q
var newpoly = polynomialmodq()
var degreetracker: Int = 0
var multiplier: Int = 1 // to get multiples of numbers to combine powers mod q
for multindex in 0...poly1.degree + self.degree {
newpoly.coefs.append(0)
while degreetracker <= multindex && degreetracker <= poly1.degree {
//multiply all possible combinations add to correct degree
if multindex - degreetracker <= self.degree {
newpoly.coefs[multindex] += (poly1.coefs[degreetracker]*self.coefs[multindex - degreetracker])
}
degreetracker += 1
}
degreetracker = 0
}
// knock powers >= q down and add them in
if newpoly.degree >= q {
for powerindex in 0...q - 1 {
while multiplier*q + powerindex <= newpoly.degree {
newpoly.coefs[powerindex % q] += newpoly.coefs[multiplier*q + powerindex]
multiplier += 1
}
multiplier = 1
}
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for powerindex in q...newpoly.degree { // kill everything from x^q on
newpoly.coefs.removeLast()
}
}
return newpoly
}
func addpolys(_ poly1: polynomialmodq) -> polynomialmodq { // returns the sum with powers mod q
var newpoly = polynomialmodq()
var multiplier: Int = 1 // to get multiples of numbers to combine powers mod q
for addindex in 0...max(poly1.degree,self.degree) {
newpoly.coefs.append(0)
if (addindex <= min(poly1.degree,self.degree)) { // if can add both, do it, otherwise pick correct one
newpoly.coefs[addindex] = (poly1.coefs[addindex] + self.coefs[addindex])
} else if addindex <= poly1.degree && addindex > self.degree {
newpoly.coefs[addindex] = poly1.coefs[addindex]
} else if addindex > poly1.degree && addindex <= self.degree {
newpoly.coefs[addindex] = self.coefs[addindex]
}
}
// knock powers >= q down and add them in
if newpoly.degree >= q {
for powerindex in 0...q - 1 {
while multiplier*q + powerindex <= newpoly.degree {
newpoly.coefs[powerindex % q] += newpoly.coefs[multiplier*q + powerindex]
multiplier += 1
}
multiplier = 1
}
for powerindex in q...newpoly.degree { // kill everything from x^q on
newpoly.coefs.removeLast()
}
}
return newpoly
}
}
struct polynomialmodq1 {
var coefs: [Int] = []
var degree: Int {
get {
return coefs.count - 1
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}
}
func multiplypolys(_ poly1: polynomialmodq1) -> polynomialmodq1 { // returns the product with powers mod q
var newpoly = polynomialmodq1()
var degreetracker: Int = 0
var multiplier: Int = 1 // to get multiples of numbers to combine powers mod q1
for multindex in 0...poly1.degree + self.degree {
newpoly.coefs.append(0)
while degreetracker <= multindex && degreetracker <= poly1.degree {
//multiply all possible combinations add to correct degree
if multindex - degreetracker <= self.degree {
newpoly.coefs[multindex] += (poly1.coefs[degreetracker]*self.coefs[multindex - degreetracker])
}
degreetracker += 1
}
degreetracker = 0
}
// knock powers >= q1 down and add them in
if newpoly.degree >= q1 {
for powerindex in 0...q1 - 1 {
while multiplier*(q1) + powerindex <= newpoly.degree {
newpoly.coefs[powerindex % q1] += newpoly.coefs[multiplier*q1 + powerindex]
multiplier += 1
}
multiplier = 1
}
for powerindex in q1...newpoly.degree { // kill everything from x^q1 on
newpoly.coefs.removeLast()
}
}
return newpoly
}
func addpolys(_ poly1: polynomialmodq1) -> polynomialmodq1 { // returns the sum with powers mod q1
var newpoly = polynomialmodq1()
var multiplier: Int = 1 // to get multiples of numbers to combine powers mod q1
for addindex in 0...max(poly1.degree,self.degree) {
newpoly.coefs.append(0)
if (addindex <= min(poly1.degree,self.degree)) { // if can add both, do it, otherwise pick correct one
newpoly.coefs[addindex] = (poly1.coefs[addindex] + self.coefs[addindex])
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} else if addindex <= poly1.degree && addindex > self.degree {
newpoly.coefs[addindex] = poly1.coefs[addindex]
} else if addindex > poly1.degree && addindex <= self.degree {
newpoly.coefs[addindex] = self.coefs[addindex]
}
}
// knock powers >= q1 down and add them in
if newpoly.degree >= q1 {
for powerindex in 0...q1 - 1{
while multiplier*q1 + powerindex <= newpoly.degree {
newpoly.coefs[powerindex % q1] += newpoly.coefs[multiplier*q1 + powerindex]
multiplier += 1
}
multiplier = 1
}
for powerindex in q1...newpoly.degree { // kill everything from x^q on
newpoly.coefs.removeLast()
}
}
return newpoly
}
}
struct polynomialmodq2 {
var coefs: [Int] = []
var degree: Int {
get {
return coefs.count - 1
}
}
func multiplypolys(_ poly1: polynomialmodq2) -> polynomialmodq2 { // returns the product with powers mod q
var newpoly = polynomialmodq2()
var degreetracker: Int = 0
var multiplier: Int = 1 // to get multiples of numbers to combine powers mod q2
for multindex in 0...poly1.degree + self.degree {
newpoly.coefs.append(0)
while degreetracker <= multindex && degreetracker <= poly1.degree { //multiply all possible combinations add to correct degree
if multindex - degreetracker <= self.degree {
newpoly.coefs[multindex] += (poly1.coefs[degreetracker]*self.coefs[multindex - degreetracker])
}
degreetracker += 1
}
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degreetracker = 0
}
// knock powers >= q2 down and add them in
if newpoly.degree >= q2 {
for powerindex in 0...q2 - 1 {
while multiplier*q2 + powerindex <= newpoly.degree {
newpoly.coefs[powerindex % q2] += newpoly.coefs[multiplier*q2 + powerindex]
multiplier += 1
}
multiplier = 1
}
for powerindex in q2...newpoly.degree { // kill everything from x^q on
newpoly.coefs.removeLast()
}
}
return newpoly
}
func addpolys(_ poly1: polynomialmodq2) -> polynomialmodq2 { // returns the sum with powers mod q2
var newpoly = polynomialmodq2()
var multiplier: Int = 1 // to get multiples of numbers to combine powers mod q2
for addindex in 0...max(poly1.degree,self.degree) {
newpoly.coefs.append(0)
if (addindex <= min(poly1.degree,self.degree)) { // if can add both, do it, otherwise pick correct one
newpoly.coefs[addindex] = (poly1.coefs[addindex] + self.coefs[addindex])
} else if addindex <= poly1.degree && addindex > self.degree {
newpoly.coefs[addindex] = poly1.coefs[addindex]
} else if addindex > poly1.degree && addindex <= self.degree {
newpoly.coefs[addindex] = self.coefs[addindex]
}
}
// knock powers >= q2 down and add them in
if newpoly.degree >= q2 {
for powerindex in 0...q2 - 1 {
while multiplier*q2 + powerindex <= newpoly.degree {
newpoly.coefs[powerindex % q2] += newpoly.coefs[multiplier*q2 + powerindex]
multiplier += 1
}
multiplier = 1
}
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for powerindex in q2...newpoly.degree { // kill everything from x^q on
newpoly.coefs.removeLast()
}
}
return newpoly
}
}
var poly1 = polynomialmodq(coefs: [1]) // the poly = 1
var poly0 = polynomialmodq(coefs: [0]) // the poly = 0
var poly11 = polynomialmodq1(coefs: [1]) // the poly = 1
var poly01 = polynomialmodq1(coefs: [0]) // the poly = 0
var poly12 = polynomialmodq2(coefs: [1]) // the poly = 1
var poly02 = polynomialmodq2(coefs: [0]) // the poly = 0
struct doublepolynomial { // polynomials with polynomial coefficients, powers mod q
var coefs: [polynomialmodq] = []
var degree: Int {
get {
return coefs.count - 1
}
}
func multiplydoublepolys(_ poly: doublepolynomial) -> doublepolynomial {
var newpoly = doublepolynomial()
var degreetracker: Int = 0
let zeropoly = polynomialmodq(coefs: [0])
for multindex in 0...poly.degree + self.degree {
newpoly.coefs.append(zeropoly)
while degreetracker <= multindex && degreetracker <= poly.degree {
if multindex - degreetracker <= self.degree {
newpoly.coefs[multindex] = newpoly.coefs[multindex].addpolys(poly.coefs[degreetracker].multiplypolys(self.coefs[multindex
- degreetracker])) // add all possible products for each degree
}
degreetracker += 1
}
degreetracker = 0
}
return newpoly
}
func multiplybybinomial(_ xpower: Int) -> doublepolynomial { // FIX, need to foil for y coefs
// multiply this double by 1+x^n*y, for speed
var arraytopadwith: [Int] = [] // for padding front of poly to multiply by x^n
var bufferpoly = polynomialmodq() //for holding a copy of the coef polynomial which can be padded
var newdoublepoly = doublepolynomial()
for powerindex in 1...xpower { // set up array to multiply by x^powerindex
arraytopadwith.append(0)
}
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newdoublepoly.coefs.append(self.coefs[0]) //first coef doesn’t change
if self.degree != 0 {for polyindex in 1...self.degree {
bufferpoly = self.coefs[polyindex - 1] //new coef is current one plus x^n times previous one
bufferpoly.coefs.insert(contentsOf: arraytopadwith, at: 0)
newdoublepoly.coefs.append(bufferpoly.addpolys(self.coefs[polyindex]))
}}
// and finally add the last coef
bufferpoly = self.coefs[self.degree]
bufferpoly.coefs.insert(contentsOf: arraytopadwith, at: 0)
newdoublepoly.coefs.append(bufferpoly.addpolys(poly0)) // knock x powers down mod q
return newdoublepoly
}
}
struct doublepolynomialq1 { // polynomials with polynomial coefficients, powers mod q1
var coefs: [polynomialmodq1] = []
var degree: Int {
get {
return coefs.count - 1
}
}
func multiplydoublepolys(_ poly: doublepolynomialq1) -> doublepolynomialq1 {
var newpoly = doublepolynomialq1()
var degreetracker: Int = 0
let zeropoly = polynomialmodq1(coefs: [0])
for multindex in 0...poly.degree + self.degree {
newpoly.coefs.append(zeropoly)
while degreetracker <= multindex && degreetracker <= poly.degree {
if multindex - degreetracker <= self.degree {
newpoly.coefs[multindex] = newpoly.coefs[multindex].addpolys(poly.coefs[degreetracker].multiplypolys(self.coefs[multindex
- degreetracker])) // add all possible products for each degree
}
degreetracker += 1
}
degreetracker = 0
}
return newpoly
}
func multiplybybinomial(_ xpower: Int) -> doublepolynomialq1 { // FIX, need to foil for y coefs
// multiply this double by 1+x^n*y, for speed
var arraytopadwith: [Int] = [] // for padding front of poly to multiply by x^n
var bufferpoly = polynomialmodq1() //for holding a copy of the coef polynomial which can be padded
var newdoublepoly = doublepolynomialq1()
for powerindex in 1...xpower { // set up array to multiply by x^powerindex
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arraytopadwith.append(0)
}
newdoublepoly.coefs.append(self.coefs[0]) //first coef doesn’t change
if self.degree != 0 {for polyindex in 1...self.degree {
bufferpoly = self.coefs[polyindex - 1] //new coef is current one plus x^n times previous one
bufferpoly.coefs.insert(contentsOf: arraytopadwith, at: 0)
newdoublepoly.coefs.append(bufferpoly.addpolys(self.coefs[polyindex]))
}}
// and finally add the last coef
bufferpoly = self.coefs[self.degree]
bufferpoly.coefs.insert(contentsOf: arraytopadwith, at: 0)
newdoublepoly.coefs.append(bufferpoly.addpolys(poly01)) // knock x powers down mod q
return newdoublepoly
}
}
struct doublepolynomialq2 { // polynomials with polynomial coefficients, powers mod q2
var coefs: [polynomialmodq2] = []
var degree: Int {
get {
return coefs.count - 1
}
}
func multiplydoublepolys(_ poly: doublepolynomialq2) -> doublepolynomialq2 {
var newpoly = doublepolynomialq2()
var degreetracker: Int = 0
let zeropoly = polynomialmodq2(coefs: [0])
for multindex in 0...poly.degree + self.degree {
newpoly.coefs.append(zeropoly)
while degreetracker <= multindex && degreetracker <= poly.degree {
if multindex - degreetracker <= self.degree {
newpoly.coefs[multindex] = newpoly.coefs[multindex].addpolys(poly.coefs[degreetracker].multiplypolys(self.coefs[multindex
- degreetracker])) // add all possible products for each degree
}
degreetracker += 1
}
degreetracker = 0
}
return newpoly
}
func multiplybybinomial(_ xpower: Int) -> doublepolynomialq2 { // FIX, need to foil for y coefs
// multiply this double by 1+x^n*y, for speed
var arraytopadwith: [Int] = [] // for padding front of poly to multiply by x^n
var bufferpoly = polynomialmodq2() //for holding a copy of the coef polynomial which can be padded
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var newdoublepoly = doublepolynomialq2()
for powerindex in 1...xpower { // set up array to multiply by x^powerindex
arraytopadwith.append(0)
}
newdoublepoly.coefs.append(self.coefs[0]) //first coef doesn’t change
if self.degree != 0 {for polyindex in 1...self.degree {
bufferpoly = self.coefs[polyindex - 1] //new coef is current one plus x^n times previous one
bufferpoly.coefs.insert(contentsOf: arraytopadwith, at: 0)
newdoublepoly.coefs.append(bufferpoly.addpolys(self.coefs[polyindex]))
}}
// and finally add the last coef
bufferpoly = self.coefs[self.degree]
bufferpoly.coefs.insert(contentsOf: arraytopadwith, at: 0)
newdoublepoly.coefs.append(bufferpoly.addpolys(poly02)) // knock x powers down mod q
return newdoublepoly
}
}
struct etapart {
var powers: [Int]
var coefs: [Int]
func addetaparts(_ toaddto: etapart) -> etapart {
var newetaparts = etapart(powers: [], coefs: [])
var indexofmatching: Int?
for firstpowerindex in 0...self.powers.count - 1 {
newetaparts.powers.append(self.powers[firstpowerindex]) // add first power to powers and first coef to coefs
newetaparts.coefs.append(self.coefs[firstpowerindex])
}
for secondpowerindex in 0...toaddto.powers.count - 1 {
if newetaparts.powers.contains(toaddto.powers[secondpowerindex]) { // if second power already there
indexofmatching = newetaparts.powers.index(of: toaddto.powers[secondpowerindex])
newetaparts.coefs[indexofmatching!] += toaddto.coefs[secondpowerindex] // add coef to existing one
} else {
newetaparts.powers.append(toaddto.powers[secondpowerindex]) // otherwise just append it with coef
newetaparts.coefs.append(toaddto.coefs[secondpowerindex])
}
}
// sort powers and coefs based on powers
let combined = zip(newetaparts.powers, newetaparts.coefs).sorted {$0.0 < $1.0}
66 RUTH GORNET AND JEFFREY MCGOWAN
newetaparts.powers = combined.map {$0.0}
newetaparts.coefs = combined.map {$0.1}
return newetaparts
}
}
var nextschoice: Set<Int> = [1] //next array to add to schoices
var subsetlistindex: Int = 0
var subsetindex: Int = 0
var mult: Int = 2
var currentschoice: Set<Int>
var currentschoicedup: Set<Int>
var donemultiplying: Bool = false
var complete: Set<Int> = [1,q-1]
var s: Set<Int>
var r: Set<Int>
var S = Array<Array<Int>>()
var R = Array<Array<Int>>()
var S1 = Array<Array<Int>>()
var R1 = Array<Array<Int>>()
var S2 = Array<Array<Int>>()
var R2 = Array<Array<Int>>()
S = Array(repeating: Array(repeating: 0, count: q), count: 2*k + 1)
R = Array(repeating: Array(repeating: 0, count: 2*n + 1), count: q)
S1 = Array(repeating: Array(repeating: 0, count: q2), count: 2*k + 1)
R1 = Array(repeating: Array(repeating: 0, count: 2*n + 1), count: q2)
S2 = Array(repeating: Array(repeating: 0, count: q1), count: 2*k + 1)
R2 = Array(repeating: Array(repeating: 0, count: 2*n + 1), count: q1)
var choices: Array<Array<Int>>
var pick:Int
var Gs = doublepolynomial(coefs: [poly1])
var Gr = doublepolynomial(coefs: [poly1])
var Gs1 = doublepolynomialq1(coefs: [poly11])
var Gr1 = doublepolynomialq1(coefs: [poly11])
var Gs2 = doublepolynomialq2(coefs: [poly12])
var Gr2 = doublepolynomialq2(coefs: [poly12])
var p = polynomialmodq() //for picking off the coeffiecient polynomials from Gs and Gr
var p1 = polynomialmodq1() //for picking off the coeffiecient polynomials from Gs and Gr
var p2 = polynomialmodq2() //for picking off the coeffiecient polynomials from Gs and Gr
var sizes: Int = 2*k
var sizer: Int = 2*n
var C = Array<Array<Int>>()
C = Array(repeating: Array(repeating: 0, count: sizer + 1), count: sizes + 1)
var C1 = Array<Array<Int>>()
C1 = Array(repeating: Array(repeating: 0, count: sizer + 1), count: sizes + 1)
var C2 = Array<Array<Int>>()
C2 = Array(repeating: Array(repeating: 0, count: sizer + 1), count: sizes + 1)
var rowtimescolumntotal: Int = 0
var sindex: Int = 0
var newetapart = polynomial(coefs: [])
var rowcompare: [Bool]
var matchlist: [[Int]] = []
var inequalrun: Bool = false // set to true if I’m in a run of equal etaparts
var howmanyruns: Int = 0
func subsets(_ source: [Int], takenBy : Int) -> [[Int]] {
if(source.count == takenBy) {
return [source]
}
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if(source.isEmpty) {
return []
}
if(takenBy == 0) {
return []
}
if(takenBy == 1) {
return source.map { [$0] }
}
var result : [[Int]] = []
let rest = Array(source.suffix(from: 1))
let sub_combos = subsets(rest, takenBy: takenBy - 1)
result += sub_combos.map { [source[0]] + $0 }
result += subsets(rest, takenBy: takenBy)
return result
}
func multsetby(_ settomult: Set<Int>,multby: Int) -> Set<Int> {
var setelement: Int = 0
var localsettomult: Set<Int> = []
for setelement in settomult {
localsettomult.insert(multby*setelement % q)
}
return localsettomult
}
func totalset(_ settoadd: Array<Int>) -> Int {
var total: Int = 0
for number in settoadd {
total += number
}
return total
}
func countoccurrences(_ inarray: [Int],_ whattofind: Int) -> Int {
var currentcount: Int = 0
for idx in inarray {
if idx == whattofind {currentcount += 1}
}
return currentcount
}
func powint(_ base: Int,power: Int) -> Int {
var answer: Int = 1
if power != 0 {
for _ in 1...power {
answer *= base
}
}
return answer
}
func compareetarows(_ etatocheck: Array<Array<polynomial>>, row1: Int, row2: Int) -> [Bool] {
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// check two rows of eta for equal values, return true if equal for given p (column)
var part1: polynomial
var part2: polynomial
var comparelist: [Bool] = []
for pindex in 0...n {
part1 = etatocheck[row1][pindex]
part2 = etatocheck[row2][pindex]
if part1.coefs == part2.coefs {comparelist.append(true)} else {comparelist.append(false)}
}
return comparelist
}
relprime = []
while i <= q/2 {
if GCD(i,q) == 1 {relprime.append(i)}
i += 1
}
subsetlist = subsets(relprime,takenBy:k-1)
subsetlist.count
while subsetlistindex < subsetlist.count {
while subsetindex < subsetlist[subsetlistindex].count {
nextschoice.insert(subsetlist[subsetlistindex][subsetindex])
nextschoice.insert(q - subsetlist[subsetlistindex][subsetindex])
subsetindex += 1
}
nextschoice.insert(q - 1)
schoices.insert(nextschoice)
nextschoice = [1]
subsetindex = 0
subsetlistindex += 1
}
print("\(q) , \(schoices.count)\n")
for currentschoice in schoices {
if schoices.contains(currentschoice) {
while mult < q/2 && !donemultiplying {
currentschoicedup = multsetby(currentschoice, multby: mult)
if schoices.contains(currentschoicedup) {
schoices.remove(currentschoicedup)
donemultiplying = true
}
mult += 1
}
mult = 2
donemultiplying = false
}
}
print("\(schoices.count)")
for relprimeint in relprime {
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complete.insert(relprimeint)
complete.insert(q-relprimeint)
}
var eta = Array(repeating: Array(repeating: polynomial(coefs: [0]), count: n + 1), count: schoices.count)
for s in schoices { // loop through valid k-tuples
r = complete.subtracting(s)
for sint in s {
Gs = Gs.multiplybybinomial(sint)
Gs1 = Gs1.multiplybybinomial(sint)
Gs2 = Gs2.multiplybybinomial(sint)
}
for rint in r {
Gr = Gr.multiplybybinomial(rint)
Gr1 = Gr1.multiplybybinomial(rint)
Gr2 = Gr2.multiplybybinomial(rint)
}
for pick in 0...sizes {
if Gs.coefs.count > pick {p = Gs.coefs[pick]} else {p = poly0}
for sidx in 1...q {
if p.coefs.count >= sidx {
S[pick][sidx - 1] = p.coefs[sidx - 1]
}
}
}
for pick in 0...sizer {
if Gr.coefs.count > pick {p = Gr.coefs[pick]} else {p = poly0}
R[0][pick] = p.coefs[0] //first R is the coef of x^0
for ridx in 1...(q - 1) { //the rest load backwards
if p.coefs.count > ridx {
R[q - ridx][pick] = p.coefs[ridx % q]
}
}
}
for pick in 0...sizes {
if Gs1.coefs.count > pick {p1 = Gs1.coefs[pick]} else {p1 = poly01}
for sidx in 1...q2 {
if p1.coefs.count >= sidx {
S1[pick][sidx - 1] = p1.coefs[sidx - 1]
}
}
}
for pick in 0...sizer {
if Gr1.coefs.count > pick {p1 = Gr1.coefs[pick]} else {p1 = poly01}
R[0][pick] = p1.coefs[0] //first R is the coef of x^0
for ridx in 1...(q2 - 1) { //the rest load backwards
if p1.coefs.count > ridx {
R1[q2 - ridx][pick] = p1.coefs[ridx % q2]
}
}
}
for pick in 0...sizes {
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if Gs2.coefs.count > pick {p2 = Gs2.coefs[pick]} else {p2 = poly02}
for sidx in 1...q1 {
if p2.coefs.count >= sidx {
S2[pick][sidx - 1] = p2.coefs[sidx - 1]
}
}
}
for pick in 0...sizer {
if Gr2.coefs.count > pick {p2 = Gr2.coefs[pick]} else {p2 = poly02}
R[0][pick] = p2.coefs[0] //first R is the coef of x^0
for ridx in 1...(q1 - 1) { //the rest load backwards
if p2.coefs.count > ridx {
R2[q1 - ridx][pick] = p2.coefs[ridx % q1]
}
}
}
Gs.coefs = [poly1]
Gr.coefs = [poly1]
for rowinfirst in 0...sizes {
for columninsecond in 0...sizer {
rowtimescolumntotal = 0
for j in 0...q-1 {
rowtimescolumntotal += S[rowinfirst][j] * R[j][columninsecond]
}
C[rowinfirst][columninsecond] = EulerPhiq * rowtimescolumntotal
}
}
for rowinfirst in 0...sizes {
for columninsecond in 0...sizer {
rowtimescolumntotal = 0
for j in 0...q2-1 {
rowtimescolumntotal += S1[rowinfirst][j] * R1[j][columninsecond]
}
C1[rowinfirst][columninsecond] = q2 * rowtimescolumntotal
}
}
for rowinfirst in 0...sizes {
for columninsecond in 0...sizer {
rowtimescolumntotal = 0
for j in 0...q1-1 {
rowtimescolumntotal += S2[rowinfirst][j] * R2[j][columninsecond]
}
C2[rowinfirst][columninsecond] = q1 * rowtimescolumntotal
}
}
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for p in 0...n {
for a in 0...2*k {
for t in 0...p {
newetapart = polynomial(coefs:Cyclotomicq1q2.coefs.map {$0 * C[a][p-t]})
eta[sindex][p] = eta[sindex][p].addpolys(newetapart)
newetapart = polynomial(coefs:Cyclotomicq1q.coefs.map {$0 * C[a][p-t]})
eta[sindex][p] = eta[sindex][p].addpolys(newetapart)
newetapart = polynomial(coefs:Cyclotomicqq2.coefs.map {$0 * C[a][p-t]})
eta[sindex][p] = eta[sindex][p].addpolys(newetapart)
}
}
}
schoicesarray.append(s) // build array with k tuples in same order for later
sindex += 1
print(sindex)
}
var runs: Array<Int> = []
var runindex: Int = 0
var nonzerocount: Int = 0
for i in 0...schoices.count - 2 {
for j in i + 1...schoices.count - 1 {
rowcompare = compareetarows(eta, row1: i, row2: j)
for kk in 0...rowcompare.count - 1 {
if !inequalrun && rowcompare[kk] {
matchlist.append([kk,0])
howmanyruns += 1
inequalrun = true
} else if inequalrun && !rowcompare[kk] {
matchlist[howmanyruns - 1][1] = kk - 1
inequalrun = false
}
}
while runindex < matchlist.count {
runs.append(matchlist[runindex][1] - matchlist[runindex][0])
if runs[runindex] > 0 {nonzerocount += 1}
runindex += 1
}
if nonzerocount > 1 || (nonzerocount == 1 && matchlist[0][0] > 0) {print(matchlist, schoicesarray[i],schoicesarray[j])}
howmanyruns = 0
matchlist = []
inequalrun = false
runs = []
runindex = 0
nonzerocount = 0
}
}
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