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1. Definició del projecte
En aquest capítol es farà una introducció al perquè de la realització d'aquest projecte, 
definint el punt de partida, les premisses i els objectius a aconseguir.
1.1 Raó i oportunitat
Aquest projecte neix com a una oportunitat de reviure un joc  de tauler clàssic molt 
popular als anys 70 i 80. En aquella època, a on no es disposava de la tecnologia 
actual en termes de videoconsoles o jocs en línia, els jocs de tauler eren una forma 
molt habitual d'entreteniment. Les partides entre amics o en família eren una forma 
més de passar una tarda de diumenge, de vegades gaudint del joc, de vegades creant 
enemics durant unes hores.  L'estratègia, l'atzar i  sobretot  la competitivitat  movien 
passions amb l'únic objectiu de guanyar. 
Broker és el nom del joc objecte d'aquest projecte, amb temàtica d'inversió borsària. 
Aquest  joc  es composava d'un tauler  de cotitzacions,  cartes de variació d'accions, 
cartes d'accions i, finalment, unes regles que el regien.
El  projecte  consisteix  en la  implementació  d'un  joc  inspirat  en el  Broker original, 
dotant-lo  de  noves  característiques  com joc  en  xarxa  o  partides  contra  jugadors 
automàtics d'IA1. Tot això, sense oblidar l'essència del joc original i les bases que feien 
aquest joc apassionant.
1.2 Estat inicial
La base d'aquest projecte és la versió en paper del joc  Broker. Això vol dir, el seu 
tauler, les cartes (de cotització i canvis de cotització), els bitllets, les regles i, sobretot, 
el significat d'aquests elements dins de la mecànica del joc. 
Partim de la idea inicial, però adeqüem tots aquests elements al nous suports digitals. 
Pel camí perfilarem regles de joc, canviarem el tauler i afegirem elements visuals que 
permetin obtenir un joc igual d'entretingut amb un altre forma de jugar. 
A la següent figura observareu una recreació física d'aquest joc. Servirà per comparar 
amb el joc desenvolupat.
1 Intel·ligència Artificial
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1.3 Abast del projecte
Tenint clar el punt de partida, el projecte esdevé una transformació de la idea original,  
per  a  crear  un  programari  que  doni  lloc  a  un  joc  entretingut  i  actualitzat  a  les 
tecnologies actuals. Alternatives de què incloure al producte final n'hi ha moltes, a 
continuació parlem aquí del camí escollit i algunes alternatives considerades. 
Les premisses:
✔ Joc multi-llenguatge
✔ Possibilitat de partides en xarxa
✔ Possibilitat de joc contra jugadors automàtics amb Intel·ligència Artificial (IA a 
partir d'ara)
Els requisits:
✔ Dispositius d'execució:  iPad (amb possibilitat d'altres tauletes amb Android i 
telèfons intel·ligents)
✔ Creació d'un mode de joc en xarxa, amb un servidor de joc a internet que 
gestiona les partides i s'encarrega de la lògica de joc i la comunicació entre 
jugadors.
✔ Creació d'un mode de joc local, amb una implementació de la lògica de joc en 
local, amb la possibilitat de competir amb jugadors automàtics dotats d'IA.
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Il·lustració 1: Recreació del Joc Original
✔ La publicació del joc a la botiga d'aplicacions  AppStore d'Apple, donant una 
visibilitat mundial al producte.
✔ La inclusió d'elements comercials al joc, com publicitat o micro-compres que 
permetin obtenir rendiment econòmic com a qualsevol producte comercial. La 
inclusió  d'aquesta vessant comercial  al  producte fa  que aquest  projecte, en 
principi educatiu, esdevingui una versió de mercat que afronti els problemes 
actuals de fer rendible la creació de programari.
1.4 Adaptació del joc: regles i elements
Com ja hem comentat anteriorment, el joc original té una adaptació en forma de canvi 
de regles i  reformulació  d'elements  visuals,  per  mantenir  la  jugabilitat  en un nou 
entorn com és un dispositiu tàctil amb pantalla de dimensions reduïdes.  S'enumeren a  
continuació els canvis realitzats, sota la premissa de mantenir al màxim el joc original:
• Nombre de cartes per jugador: aquest paràmetre marca la duració del joc ja 
que hi tants torns per jugador com cartes. Per a fer viable una partida en xarxa 
el valor inicial de 10 cartes és excessiu, així que s'ha rebaixat fins 6 (dos de 
cada tipus).
• Nombre d'accions disponibles per companyia: El valor inicial de 260 (marcat pel 
número de cartes físiques d'accions) s'ha rebaixat a 100, forçant als jugadors a 
diversificar davant l'escassetat d'accions en alguns punts.
• Tauler: El tauler original era l'element visual principal, que amb la falta d'espai 
a  la  pantalla  del  dispositiu  canvia a només un llistat  d'accions  amb valors, 
afegint la variació soferta al jugar una carta.
• Elements físics: Altres elements físics, com els diners en forma de bitllets o les 
accions en paper, canvien a apunts sobre una taula global.
1.5 Regles del joc
El  joc  ja  definit  completament  per  al  posterior  desenvolupament  es  mostra  a 
continuació:
Comença la partida
• Al joc s'hi realitzen operacions sobre diverses empreses, fent servir cartes per a 
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realitzar variacions a la cotització i a on els jugadors compren i venen accions a 
partir d'una quantitat inicial en efectiu
• El mercat el formen  4 Empreses,  a on hi  ha disponibles  100 accions per 
empresa.
• Poden competir fins a 6 jugadors.
• A cada jugador se li lliuren inicialment 3000 unitats monetàries.
• A cada jugador se li lliuren 6 cartes triades a l'atzar, 2 de cada tipus.
Les cartes
• Jugar una carta és la manera de moure la cotització de les accions. Es poden 
distingir tres tipus de cartes: 
✔ Tipus 1000: Mou la cotització de dues o més empreses, amunt o avall per 
valor 1000, mentre la resta pugen o baixen per valor 100.
✔ Tipus 2x: Puja la cotització d'una de les empreses al doble del seu valor, 
mentre que la cotització de l'altre empresa baixa a la meitat.
✔ Tipus 600: Mou la cotització d'una de les empreses amunt per valor 600, 
mentre que l'altre empresa baixa per valor 500 o 300 depenent de la carta.
• Si a una carta apareix un punt negre, el jugador haurà d'escollir quina empresa 
variarà la cotització (excloent la que ja estigués afectada)
• Si a una carta apareixen tres punts negres,  la resta d'empreses, traient la ja 
afectada, variarà la seva cotització.
Torn de cada jugador
• Por torns, cada jugador realitza el següents moviments:
1. El jugador pot  comprar o vendre accions, sense més limitació que les 
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accions disponibles i el diner en efectiu que tingui.
2. El jugador utilitza una de les seves cartes, que només es pot fer servir un 
cop.
3. Les empreses varien la seva cotització en funció de la carta jugada. En 
el  cas  de  que  el  nou  valor  no  sigui  múltiple  de  100,  el  nombre  serà 
arrodonit al proper múltiple de 100 (arrodonint a la baixa).
4. El joc reparteix dividends (veure més endavant).
5. El jugador pot comprar o vendre accions de nou, però només d'aquelles 
empreses que no veiessin afectada la seva cotització al jugar la carta.
La cotització puja o baixa depenent de la carta jugada, però existeix un límit 
inferior de 100 i un superior de 2500 per al valor de les accions.
Si una cotització puja per sobre de 2500, el joc entrega en efectiu la 
diferència entre el valor i 2500. Per exemple, si una empresa passa de 
1500 a 3000, 500 unitats monetàries seran pagades a cada tenedor d'accions, 
deixant la cotització al seu límit de 2500. En cas de baixar per sota de 100, 
tots els accionistes  hauran de pagar 200 unitats  monetàries per  cada 
acció que tinguin. Si un jugador no té prou efectiu per a fer front al deute, 
haurà de tornar accions de l'empresa afectada fins a desfer el deute, sense 
l'opció de poder vendre accions d'altres empreses. 
Si un jugador  no pot pagar els seus deutes de cap de les maneres, ser li 
considerarà eliminat del joc.
Final del joc
• El joc s'acaba quan totes les cartes de tots el jugadors no eliminats han sigut 
jugades.
• Després de jugar les darreres cartes, els jugador no poden comprar o vendre 
més accions.
• El jugador que al final de totes les rondes acabi amb més diners, guanya.
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2. Especificació
Aquest capítol conté l'especificació del sistema creat per a aquest projecte, centrant-se  
en alguns elements concrets, com són els casos d'ús més generals, que exemplifiquen 
la resta.
2.1 Introducció
L'especificació d'un projecte es basa en establir de manera formal el comportament i 
funcionalitats  del  sistema.  Portarem  a  terme  l'especificació  de  Broker amb  les 
següents fases:
• Model  de  Casos  d'ús,  que  descriu  la  interacció  entre  el  usuaris  i  el  sistema  per  a 
aconseguir un objectiu. Es composa de:
✔ Diagrama de Casos d'ús
✔ Especificació de Casos d'ús
• Model Conceptual, que representa els conceptes del sistema mitjançant l'ús de classes.
• Model del Comportament, que permet identificar  i  descriure les operacions del  sistema 
obtingudes al model de casos d'ús. Es composa de:
✔ Diagrames de seqüència
✔ Contractes de les operacions del sistema
No es cobrirà exhaustivament tota l'especificació del projecte sinó que s'exemplificarà cada apartat  
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Dibuix 1: Esquema del Model d'Anàlisi (Especificació)
Model 
d'Anàlisi
Model de 
Casos d'ús
Model 
Conceptual
Model del Comportament del 
sistema
amb  tres  casos  que  se  seguiran  al  llarg  de  tota  la  memòria  als  apartats  de  disseny  i  
implementació.
2.2 Model de Casos d'ús
El model de casos d'ús permet definir els requeriments funcionals del sistema i la seva 
interacció amb els usuaris. Tal com s'ha comentat, només s'esposaran alguns casos 
il·lustratius i exemplars, en aquest cas són:
• Creació de Partida (Multi-jugador)
• Compra/Venda d'accions (Multi-jugador, primera ronda)
• Afegir Jugador (Joc Local)
2.2.1 Actors
Els actors que interactuen amb els sistema són els usuaris del joc, que poden ser el 
jugador principal o el jugador/s rival/s.
Els  usuaris  s'especialitzen en Jugadors  o  Jugadors  Rivals  depenent  del  torn  de  la 
partida.
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Il·lustració 1: Jerarquia d'actors
2.2.2 Diagrama de casos d'ús
A continuació es mostra el diagrama de casos d'ús complet per al grup d'operacions 
del joc Multi-jugador.
2.2.3 Especificació dels casos d'ús
Creació de Partida (Mode Multi-jugador)
Cas d'ús: Creació de Partida (Multi-jugador)
Actors: Jugador (Iniciador)
Tipus: Primari
Descripció: Un jugador crea una partida amb configuració específica
Curs típic dels esdeveniments:
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Il·lustració 2: Cas d'ús de Joc Multi-jugador
Acciones dels actors Resposta del Sistema
1
.
El cas d'ús comença quan un jugador 
decideix  crear  una  partida  multi-
jugador.
2. El  sistema  retorna  un  nom  de 
partida escollit a l'atzar. El sistema 
retorna  una  contrasenya  per  ser 
emprar-se  en  cas  d'una  partida 
privada.
3
.
El jugador indica els paràmetres de la 
partida  que  vol  crear:  nom 
(proporcionat  pel  sistema),  nombre 
màxim  de  jugadors,  si  és  pública  i 
una contrasenya (si no és pública).
4. El  sistema  crea  una  instància  de 
Joc
Compra/Venda d'accions (Mode Multi-jugador, primera ronda)
Cas d'ús: Compra/Venda d'accions (Multi-jugador)
Actors: Jugador (Iniciador), Jugadors Rivals
Tipus: Primari
Descripció: Un jugador indica les accions a comprar i vendre
Curs típic dels esdeveniments:
Acciones dels actors Resposta del Sistema
1
.
El cas d'ús comença quan un jugador 
indica les accions a comprar o vendre 
a la primera ronda del seu torn.
2
.
El  jugador  indica,  per  cada 
companyia,  el  moviment  positiu  o 
negatiu sobre les accions. Informa a 
més de la partida a la que està jugant 
i el seu codi d'usuari.
3. El  sistema comprova  que existeix 
una  partida  en  joc  amb  el  codi 
indica.  El  sistema  comprova  que 
existeix  un  jugador  amb  aquest 
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codi.
4. El  sistema  comprova  que  el 
jugador  té  accions  suficients 
d'aquelles  que  vol  vendre.  El 
sistema  comprova  que  el  hi  ha 
accions disponibles d'aquelles que 
vol  comprar  i  el  jugador té  saldo 
suficient.
5. El  sistema  efectua  les 
compres/vendes  i  calcula  el  nou 
saldo.
6. El  sistema  comunica  al  jugador 
que tot ha funcionat correctament.
7. El  sistema  comunica  a  tots  els 
jugadors  de  la  partida  la  nova 
situació  del  jugador  (accions  i 
saldo).
Alternatives
Línia 3: Si no existeix partida o jugador amb els codis indicats, finalitzar l'operació.
Línia 4: Si el jugador no té suficient saldo per comprar les accions o no te les accions que vol  
vendre, finalitzar l'operació.
Afegir Jugador (Partida Local)
Cas d'ús: Afegir Jugador (Partida Local)
Actors: Jugador (Iniciador)
Tipus: Primari
Descripció:
Curs típic dels esdeveniments:
Acciones dels actors Resposta del Sistema
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1
.
El cas d'ús comença quan un jugador 
vol  afegir  un  nou  jugador  a  una 
partida local
2
.
El jugador indica el tipus de rival d'IA 
que vol afegir.
3. El  sistema comprova que no s'ha 
arribat al límit de jugadors.
4. El sistema crea una nova instància 
de  Jugador,  amb  propietats  com 
nom(segons el seu tipus), nivell, i 
paràmetres  inicials  segons 
configuració (saldo  inicial,  accions 
inicials...)
5. El  sistema  comunica  al  jugador 
que tot ha funcionat correctament.
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2.3 Model Conceptual
A continuació es mostra el model conceptual del sistema, representant la relació entre 
classes com Partida, Jugador o Carta.
Restriccions Textuals
R1. Restriccions de classe
Classe Clau
Jugador codi_jugador
Partida codi_partida
Carta id_carta
Acció id_acció
Jugador
Jugador.allInstances -> ForAll (j1, j2 | j1 <> j2 implies j1.codi_jugador <> j2.codi_jugador) 
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Il·lustració 3: Model Conceptual
Partida
Partida.allInstances  -> ForAll (p1,  p2  |  p1  <>  p2  implies p1.codi_partida  <> 
p2.codi_partida) 
Carta
Carta.allInstances -> ForAll (c1, jc2 | c1 <> c2 implies c1.id_carta <> c2.id_carta) 
Acció
Acció.allInstances -> ForAll (a1, a2 | a1 <> a2 implies a1.id_accio <> a2.id_accio) 
R2. Una Partida té com a molt 6 jugadors participant.
p: Partida
self.jugadors -> ForAll (a1| a1.jugador ) -> size <= 6
R3. Un Jugador només pot estar jugant a una Partida
j: Jugador
self.game -> ForAll (a1| a1.partida ) -> size == 1
14
2.4 Diagrames de Seqüència
A continuació es mostren els diagrames de seqüència que s'han proposat per a ser 
analitzats:
Creació de Partida (Mode Multi-jugador)
paràmetres = nom + num_jugadors + publica + contrasenya
Compra/Venda d'accions (Mode Multi-jugador, primera ronda) – Jugar Part 1
paràmetres = {accio1_variació + accio2_variació + accio3_variació + accio4_variació} + 
codi_partida + codi_jugador
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Il·lustració 4: Diagrama de seqüència Creació de Partida
Il·lustració 5: Diagrama de seqüència Compra/Venda (Part 1)
estat = {accio1_variació + accio2_variació + accio3_variació + accio4_variació} + codi_jugador 
+ diners_efectiu
Afegir Jugador (Partida Local)
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Il·lustració 6: Diagrama de seqüència Afegir Jugador
2.5 Contractes de les operacions del sistema
2.5.1 Crear Partida
Nom: crearPartida(paràmetres)
a  on  paràmetres  = nom  +  num_jugadors  +  publica  + 
contrasenya
Responsabilitat Donar d'alta una nova partida
Tipus: Sistema
Cas d'ús: Crear Partida
Excepcions: Si existeix partida amb el mateix nom, retornar error
Precondicions: No existeix partida amb el mateix nom
Postcondicions: Es crea una instància d'objecte  Partida amb les dades inicials 
indicades per paràmetres
Sortida: P
2.5.2 Jugar Part 1
Nom: jugarPart1(paràmetres)
a  on  paràmetres  =  {accio1_variació  +  accio2_variació  + 
accio3_variació  +  accio4_variació}  +  codi_partida  + 
codi_jugador
Responsabilitat Jugar la primera part (compra/venda d'accions) del torn d'un 
jugador
Tipus: Sistema
Cas d'ús: Jugar Part 1
Excepcions: Si el jugador no posseïx accions que vol vendre o no té diners 
suficients per a comprar les que vol adquirir, retornar error.
Retornar error si el jugador està eliminat.
Precondicions: El jugador no està eliminat.
El jugador té suficient efectiu per a comprar les accions que vol 
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adquirir.
El jugador té accions suficients d'aquelles que vol vendre.
Postcondicions: Es  compren  i  vénen  les  accions  indicades  per  paràmetres. 
S'actualitza  l'efectiu  disponible  en  funcion  de  les 
compres/vendes.
Sortida:
2.5.3 Afegir Jugador (Partida Local)
Nom: crearJugador(tipusIA)
Responsabilitat Crear i afegir un jugador a una partida local
Tipus: Sistema
Cas d'ús: CrearJugadorLocal
Excepcions: Si la partida té ja el màxim (6) de jugadors, retornar error.
Precondicions: La partida encara no ha arribat al màxim de jugador.
Postcondicions: S'afegeix un Jugador Automàtic de tipus tipusIA amb els valors 
per defecte (cap acció, 3000 unitats d'efectiu, 6 cartes triades a 
l'atzar).
Sortida:
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3. Disseny
El disseny de tot sistema inclou aquells canvis deguts a l'adequació a les tecnologies 
emprades. Un dels elements que més impacte genera en aquest punt és l'elecció d'un 
SGBD2, però en el cas concret d'aquest projecte la inexistència d'aquest element farà 
que el disseny sigui més reduït i simple.
3.1 Arquitectura del sistema
L'arquitectura més adient per a la construcció de Broker correspon a un disseny en 3 
capes del sistema.
Donades  les  característiques  del  projecte  i  els  seus  requeriments,  s'ha  optat  per 
aquesta solució, ja que la clara divisió que produeix la creació d'un servidor de joc 
permet separar la interfície completament. 
A la següent figura es representa l'arquitectura escollida:
Cada capa es comunica únicament amb la que té immediatament per sobre o per sota.
• La Capa de Presentació (CP) és responsable de rebre els events generats pels 
usuaris i mostrar la informació.
2 Sistema Gestor de Bases de Dades
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Il·lustració 7: Arquitectura en tres capes
• La Capa de Domini (CD) és responsable de satisfer les peticions de la Capa de 
Presentació i retornat els resultats.
• La Capa de Gestió de Dades (CGD) és responsable d'emmagatzemar les dades i 
operar a elles.
En  aquest  projecte,  la  CGD  no  tindrà  molta  rellevància,  ja  que  només 
s'emmagatzemaran dades  accessòries i no es farà una persistència completa de les 
dades de les classes principals.
La CD se situarà en part al dispositiu (per a comprovacions i lògica de la partida local) 
i al servidor de Joc (per a les partides Multi-jugador).
20
3.2 Capa de Presentació
La Capa de Presentació és la part més visible d'aquest projecte de cara l'usuari. La 
percepció de qualitat i eficàcia de tot el sistema depèn en gran part d'aquest element, 
de forma que s'ha de dissenyar tenint en ment criteris com:
✔ Usabilitat
✔ Simplicitat
✔ Disseny atractiu
✔ Eficàcia
✔ Eficiència
✔ Informació clara i simple de missatges a l'usuari
3.2.1 Disseny Intern
Per  al  disseny  intern  s'ha  optat  per  construir  la  CP  seguint  un  patró  molt  estès 
actualment  com  és  el  patró  Model-Vista-Controlador (MVC3).  A  la  figura  següent 
mostre una figura que il·lustra aquest patró:
Aquest patró es basa en la idea de la reutilització de components i la separació de 
3 http://es.wikipedia.org/wiki/Modelo_Vista_Controlador  
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Il·lustració 8: Model-Vista-Controlador
conceptes. Això facilita les tasques de disseny i desenvolupament, a més d'ajudar al 
posterior manteniment.
3.2.2 Disseny Extern
El disseny extern de la CP el composen totes les pantalles i elements visuals que de 
fet són el component “vistes” del disseny intern del patró MVC. En aquest disseny 
extern s'ha tingut molta cura de triar una solució amb les característiques esmentades 
a  la  introducció  (usabilitat,  simplicitat...).  Al  següent  esquema  observem  la 
navegabilitat del sistema:
Aspectes a tenir en compte d'aquest diagrama:
✔ Divisió inicial del flux d'entrada en Joc Local i Joc Multi-jugador
✔ Menú  inicial  amb  accessos  directes  a  Regles,  Configuració  i  Valoració  de 
l'Aplicació.
Tanmateix, la disposició d'elements a cada pantalla genèrica s'ha escollit de forma que 
aquests estiguin clarament visibles i col·locats de forma accessible (com és el cas dels 
botons). Als següent diagrama es mostra un exemple de pantalla (creació de Partida 
Local) i l'anàlisi de disposició d'elements.
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Il·lustració 9: Diagrama de navegació
Aspectes a tenir en compte d'aquest diagrama:
✔ Pantalla de títol indicativa
✔ Botons a la zona accessible del dispositiu 
✔ Botons d'accions positives “avançar” o “comprar”
Un cas especial és la pantalla de joc, a on la disposició d'elements és encara més 
important. Al següent diagrama es descriuen les àrees informatives i d'accions:
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Aspectes a tenir en compte d'aquest diagrama:
✔ El tauler del joc original que marcava el valor de les accions ha desaparegut, 
només s'indica ara el valor, afegint la informació de la darrera variació. S'han 
col·locat els botons de comprar i vendre accions en aquest punt aprofitant la 
columna de cada companyia.
✔ Zona d'informació de tots el jugadors, indicant la quantitat d'accions de cada 
companyia i l'efectiu disponible
✔ Zona de registre a on s'informa de cada moviment fet pels jugadors.
✔ Zona de cartes del jugador, a on es mostren les cartes assignades a l'inici i que 
van desapareixent a mida que es fan servir.
A continuació es mostren totes les pantalles del joc, que,  amb la referència de la 
Il·lustració  9  mostrant  la  navegació,  completa  el  disseny  extern  de  la  Capa  de 
Presentació.
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Dibuix 2: Menú principal Dibuix 3: Configuració
Dibuix 4: Regles del Joc
Dibuix 5: Joc Local (Crear Partida)
Dibuix 7: Joc Local (Partida) Dibuix 6: Joc Multi-jugador (Llistat 
Partides)
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Dibuix 8: Joc Multi-jugador (Crear Partida)
3.3 Capa de Domini
La capa de domini s'encarrega de realitzar les operacions del sistema que rep des de 
la  capa de  presentació,  fent  servir  la  Capa  de  Gestió  de  Dades  si  és  necessari  i 
retornant dades a la Capa de Presentació. 
Per al disseny de la CD s'ha fet ús de diversos patrons de disseny:
✔ Patró iterador
✔ Patró controlador
El patró controlador escollit ha sigut l'anomenat façana-empresa4, que és un element 
que representa tot el domini del problema. Les raons per a escollir aquest tipus de 
controlador davant altres alternatives són la reduïda mida del sistema (nombre de 
classes, funcionalitats i acoblament entre classes).
El resultat d'utilitzar aquest patró és la creació d'una classe que representa a tot el 
domini del l'aplicació i serveix com a punt de d'entrada a tota la Capa de Domini. A 
continuació es mostra el disseny d'aquesta classe:
S'inclou també un exemple de l'ús del patró iterador:
4 [Larman]
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Il·lustració 10: Patró Façana-Empresa
Normalment,  al  disseny  de  la  CD  se  segueix  un  procés  anomenat  procés  de 
normalització, que és conseqüència de la introducció d'un Sistema Gestor de Bases de 
Dades a la Capa de Gestió de Dades, i alguns dels controls que són responsabilitat de 
la CD acaben controlats per la CGD. En aquest projecte no existeix una CGD típica 
amb una implementació en base de dades relacional, així que no aplica tot aquest 
procés.
El disseny de cada de domini és doncs literalment l'obtingut a la fase d'especificació, 
amb el  mateix  model  conceptual,  restriccions de classe,  diagrames de seqüència i 
contractes de les operacions.
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Il·lustració 11: Exemple d'utilització de Patró Iterador
3.4 Capa de Gestió de Dades
Com ja s'ha comentat amb anterioritat, la Capa de Gestió de Dades en aquest projecte 
és merament testimonial i reservada a emmagatzemar part de la configuració que es 
fa servir al servidor de comunicacions. 
Parlem doncs de fitxers de configuració amb estructura simple, trobant un fitxer de 
configuració al Servidor de Joc:
TimeZone = 'Europe/Belgrade'; // Establir zona horaria
address = 127.0.0.1; // Configuració del servidor: adreça
port = 31336; // Configuració del clien: port
A la Cada de Domini del client que implementa el Joc Local existeix un fitxer per a la 
lectura/escriptura de la configuració actual de la xarxa neuronal que utilitza un dels 
jugadors automàtics.
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4. Implementació
Aquest capítol es dedicarà a donar solució tècnica al disseny obtingut del capítol de 
disseny. Es descriuran les tecnologies escollides, descrivint el paper de cada element al 
sistema global.
4.1 Introducció
Aquest projecte, tal i com s'ha definit, consta de dues parts ben diferenciades: Joc 
Local i Joc Multi-jugador. Serà el Joc Multi-jugador aquella part a on més elements 
participen  per  a  crear  una  estructura  que  doni  suport  a  la  comunicació  entre 
dispositius.
Es planteja doncs una arquitectura marcada per la comunicació entre els dispositius i 
el  servidor,  a  on  el  Joc  Local  serà  un  cas  especial  d'interacció  a  dins  del  propi 
dispositiu. Al següent esquema es mostra l'arquitectura general:
A l'hora d'escollir quines tecnologies emprar per a implementar aquesta arquitectura, 
s'han  tingut  en  compte  certs  criteris  com  fiabilitat,  rendiment,  facilitat  de 
desenvolupament i manteniment posterior. Cada element d'aquesta arquitectura té les 
seves característiques i certes tecnologies són més adients que d'altres. 
A continuació es detallen les solucions escollides:
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Il·lustració 12: Arquitectura de Xarxa
• Servidor de Joc
Un detall important del Servidor de Joc és que la comunicació servidor-client 
s'ha establert mitjançant l'ús de sockets. Aquesta decisió ve com a condició de 
les peculiaritats del dispositius que faran de client, a on també intervenen les 
limitacions de llenguatges i tecnologies. Actualment, el desenvolupament sota 
la plataforma d'Apple es limita a un llenguatge natiu Objective-C i tecnologies 
multi-plataforma que s'encarreguen de la traducció, donant com a resultat la 
impossibilitat  d'utilitzar  tecnologies  com  RMI5 o  Corba.  El  programari  del 
dispositiu limita tota la infraestructura a l'ús de la tecnologia de sockets.
Per al Servidor de Joc6 s'ha triat el llenguatge PHP a la seva versió 5.3 i en 
mode CLI7, funcionant sobre un servidor Apache. S'ha descartat tecnologia tan 
actual com WebServices (sobre .NET Framework o Java), ja que la comunicació 
client-servidor és bidireccional. La tecnologia escollida dóna, a més, facilitat de 
desenvolupament i manteniment de PHP.
• Client gràfic (Dispositiu)
El dispositiu s'encarregarà d'implementar completament la Capa de Presentació 
i, al mode de Joc Local, la Capa de Domini (cal recordar que la Capa de Gestió 
de Dades té un ús testimonial enfocat als fitxers de configuració).
El client implementa, a més, un client de sockets per a la comunicació amb el 
servidor.
La  tecnologia  escollida  per  a  aquesta  part  ha  sigut  el  Framework  multi-
plataforma Corona SDK8 amb llenguatge de programació Lua9. Aquesta eina de 
desenvolupament ràpid permet la  generació, amb la  mateixa codificació,  de 
binaris  per  a  dispositius  Apple  i  Android.  Té  suport  per  a  sockets  i  està 
enfocada a la problemàtica del jocs en ambdues plataformes, problemàtica que 
es veuran en detall als següents apartats.
El llenguatge  Lua no té suport natiu per a programació orientada a objectes, 
però, mitjançant una implementació semi-manual de classes, s'ha trobat una 
5 Remote Method Invocation
6 [Sweat]
7 Command Line Interface
8 [CoronaSDK]
9 [Lua]
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bona solució a aquesta situació.
Per  a  finalitzar,  el  programari  desenvolupat  per  al  dispositiu  tindrà  la 
responsabilitat  d'implementar  la  Capa Domini  i  Gestió  de  Dades per  al  Joc 
Local, de forma que, obviant la programació de sockets, el dispositiu haurà de 
contenir la mateixa programació lògica de negoci desenvolupada al servidor. 
Això ens servira a més per a comparar amb la tecnologia emprada al Servidor 
de Joc i veure punts a favor i en contra.
Un cop descrites les part de l'arquitectura, mostrem el mateix esquema amb més 
detall i posicionant cada element al lloc que li pertoca.
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Il·lustració 13: Arquitectura amb tecnologia emprada
4.2 Servidor de Joc
Com s'ha comentat a la introducció, el Servidor de Joc s'encarrega de processar tota la 
lògica del sistema al mode Multi-jugador. Es necessita llavors la implementació de:
✔ Un servidor de sockets que accepti connexions i gestioni la comunicació amb el 
dispositiu
✔ El programari necessari  per a implementar la Capa de Domini  (mode Multi-
jugador)
No es descriuran tots els elements del servidor de joc, però sí els de més rellevància.
Al següent diagrama s'explica en detall el procés de comunicació, començant per una 
crida des d'un dispositiu, fins a arribar la resposta a tots els dispositius participant a la 
partida.
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Il·lustració 14: Diagrama de crides, exemple de jugada part 1
4.2.1 Servidor de sockets
La programació d'aquest tipus de servidors10 és una problemàtica molt coneguda i que 
en part és gestionada per moltes de les plataformes de programació en forma d'API11 
integrada.  En  aquest  cas,  l'ús  de  PHP12 facilita  aquesta  tasca  mitjançant  diverses 
crides bàsiques:
• Creació del socket 
• Acceptació de connexions
• Rebre missatges
• Enviar missatges
• Desconnexió clients
De tota manera, aquestes eines són útils, però manca tota la gestió del cicle de vida 
d'una connexió i la gestió de la casuística d'errors. S'ha implementat per aquest motiu 
una classe que conceptualment representa al servidor (lligat a un port i adreça) que 
gestiona totes les connexions i  envia els missatges a un altra classe que serà qui 
processi  les comandes. Mostrem a continuació un petit  extracte de la programació 
d'aquesta classe:
<?php  
// Classe de gestió multi-client
class SocketServer
{
public $max_clients = 10;
public $clients;
... // ALTRES ATRIBUTS
// Construcció de la classe (apertura del socket)
public function __construct($bind_ip, $port)
{
...
// Crear el socket
$this->master_socket = socket_create(AF_INET, SOCK_STREAM, 0);
...
// Començar a escoltar
$success = socket_bind($this->master_socket,$this->config["ip"],$this->config["port"]);
socket_getsockname($this->master_socket,$bind_ip,$port);
socket_listen($this->master_socket);
}
10 [Sanders]
11 Application Programming Interface
12 [PMWD]
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       // Desconnexió d'un client
public function disconnect($client_index,$message = "")
{
// Delegar a la classe que processa missatges
$this->trigger_hooks("DISCONNECT",$this->clients[$i],$message);
}
// Enviar missatges (diversos clients)
public static function socket_write_smart_array($clients,$string,$crlf = "\n")
{
...
reset($clients);
while (list($key, $val) = each($clients)) {
   $bytes += socket_write($clients[$key]->socket,$string,strlen($string));
}
return $bytes;
}
// Enviar missatge (un client)
public static function socket_write_smart(&$sock,$string,$crlf = "\n")
{
...
return socket_write($sock,$string,strlen($string));
}
// Enviar missatge (tots els clients)
public function socket_broadcast_smart($string,$crlf = "\n")
{
...
for($i = 0; $i < $this->max_clients; $i++) // for each client
{
if(isset($this->clients[$i]))
{
$bytes += socket_write($this->clients[$i]->socket,$string,strlen($string));
}
}
error_reporting(E_ALL);
return $bytes;
}
}
?>
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4.2.2 Gestor de missatges
El  servidor de  sockets13 és  creat  per un altre classe d'objecte que s'encarrega de 
gestionar  els  missatges  entre  el  servidor  de  sockets i  l'objecte  principal  que 
implementa el patró façana-empresa. La responsabilitat dels objectes d'aquesta classe 
és interpretar  els  diferents  comandaments,  processar  els  paràmetres  i  retornar  al 
client o clients els missatges de tornada.
Com que aquest element és el primer punt d'interpretació de dades que procedeixen 
de l'exterior,  s'ha posat molta cura en protegir les crides contra atacs o errors de 
paràmetres. Això ajuda a la implementació de la part client ja que qualsevol error és 
identificat i codificat.
També cal comentar que els missatges que es reben i envien són cadenes de text 
codificats amb l'estàndard obert JSON14. Dins de l'estructura dels missatges es codifica 
a  més  un  identificador  de  transacció  que  garanteix  que  el  client  té  una  forma 
processar comandaments una sola vegada i processar-los en ordre cronològic.
A continuació s'analitza un exemple d'aquests missatges:
{
"t":2, // Identificador
"c":"game.create", // Codi de comandament
"p": { // Paràmetres
"max_players":4, // Màxim num de jugadors
"name":"file", // Nom de la partida
"psw":"3720", // Contrasenya
"creator":23163777, // Codi del jugador creador creador
"public":0 // Partida pública? 1 = Sí / 0 = No
}
}
• t indica l'identificador de transacció.
• c indica el comandament a executar, crear un joc en aquest cas.
• p  indica els paràmetres, que en aquest cas són els necessaris per a crear la 
partida, tal com és el nom o el màxim de jugadors.
A continuació es mostra un extracte de la implementació del gestor de missatges
13 [Stevens]
14 JavaScript Object Notation
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<?php
class Commander
{
  // Codis de resposta principals
private $COMMAND_OK = 0;
private $COMMAND_ERROR = 1;
private $COMMAND_PING = 2;
  // Codis d'error
private $ERROR_UNKNOWN_COMMAND = array("code" => 1, "error" => "Unknown command");
private $ERROR_WRONG_PARAMETERS = array("code" => 2, "error" => "Wrong parameters");
private $ERROR_TERMINAL_NOTFOUND = array("code" => 100, "error" => "Terminal not found or 
inactive");
  // ...
  // Socket server
public $server = null;
  // Configurar servidor
public function configServer() {
// Creació del Servidor de Sockets i configuració dels callbacks
   $this->server = new SocketServer($global->address, $global->port);
$this->server->max_clients = $global->max_connections;
$this->server->hook("INPUT", array($this, "handle_input"));
$this->server->hook("CONNECT", array($this, "handle_connect"));
$this->server->hook("DISCONNECT", array($this, "handle_disconnect"));
$this->server->hook("LOOP", array($this, "handle_loop"));
   }
   
   // Iniciar Servidor
 public function startServer() {
  $this->server->infinite_loop();
 }
  
   // Iniciar Servidor
 public function handle_input($server, $client, $cmd_input) {
// Processar commandament
$input = json_decode($cmd_input);
$c = (isset($input->c)) ? $input->c : "";
$p = (isset($input->p)) ? $input->p : null;
$txId = (isset($input->t)) ? $input->t : null;
// Cas de transacció crear
if($c== "game.create") {
if (isset($p->name) && isset($p->public) && isset($p->psw) && isset($p-
>max_players) && isset($p->creator)) {
Broker::newGame($p->name, $p->public, $p->psw, $p->max_players, $p-
>creator);
$output = $this->setResponse($this->COMMAND_OK, null, $txId);
}
else
$output = $this->setResponse($this->COMMAND_ERROR, $this-
>ERROR_WRONG_PARAMETERS, $txId);
}
// Llistat de partides
elseif($c== "game.list") {
$r = Broker::getList();
$output = $this->setResponse($this->COMMAND_OK, $r, $txId);
}
... // Altres comandaments
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// Comandament no trobat
else {
$output = $this->setResponse($this->COMMAND_ERROR, $this-
>ERROR_UNKNOWN_COMMAND, $txId);
}
// Enviar resposta al socket client
SocketServer::socket_write_smart($client->socket, $output); // Send the Client back the 
String
// Resposta global, si és el cas
if ($broadcast_status) {
$server->socket_broadcast_smart($status); // Send the Client back the String
}
// Resposta en grup, si és el cas
if ($broadcast_array) {
$server->socket_write_smart_array($clients_array, $this-
>encodeResponse($array_output));
}
}
  
// Processar la desconnexió d'un client 
  public function handle_disconnect($server,$client,$input) {
$id_game = Broker::leaveGameByDisconnection($client);
if ($id_game > 0) {
$array_output = Broker::getStatus($id_game);
$clients_array = Broker::getGameClients($id_game);
$server->socket_write_smart_array($clients_array, $this-
>encodeResponse($array_output));
}
}
 
    // Processar la connexió d'un client
 public function handle_connect($server,$client,$input){
SocketServer::socket_write_smart($client->socket, $this->setResponse($this->COMMAND_OK, 
array("message" => "Welcome to Broker"), null));
}
}
?>
Temes a tenir en compte d'aquesta implementació:
• Connexió al Servidor de  Sockets mitjançant la tècnica  callbacks,  que és una 
implementació del Patró Observador:
$this->server->hook("INPUT", array($this, "handle_input"));
$this->server->hook("CONNECT", array($this, "handle_connect"));
$this->server->hook("DISCONNECT", array($this, "handle_disconnect"));
$this->server->hook("LOOP", array($this, "handle_loop"));
Amb  aquest  codi  “lliguem”  un  esdeveniment  amb  un  mètode  de  la  pròpia 
classe.
• Enviament de la resposta a la comanda:
SocketServer::socket_write_smart($client->socket, $output);
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• Enviament de comunicació a diversos clients:
if ($broadcast_array) {
$server->socket_write_smart_array($clients_array, $this-
>encodeResponse($array_output));
}
En aquest cas, el grup de clients és passat com a paràmetre al Servidor de 
Sockets, que els processarà un a un.
• Codificació en JSON de la resposta:
private function setResponse($success, $response, $txId) {
$r = array("s" => $success);
if ($response != null) 
$r = array_merge($r, array("r" => $response));
if ($txId != null)
$r = array_merge($r, array("t" => $txId));
return json_encode($r);
}
Tal  com passa al  rebre  una comanda,  la  resposta  és codificada i  lligada a 
l'identificador de transacció. Això permet al client processar la resposta d'una 
determinada comanda i donar-la per feta.
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4.2.3 Partida
Les  partides  són  implementades  a  mode  de  màquina  d'estats,  de  forma  que  es 
comença amb un estat inicial i s'avança, un per un, per cada jugador per a que faci la 
seva jugada. Qualsevol transició no permesa (jugador provant de jugar quan no és el 
seu torn, per exemple) és descartada.
Si la transició dins de la partida és correcte, un resum global de l'estat de la partida és 
comunicat  al  jugadors involucrats (mitjançant el  seu  socket de client).  Encara que 
d'això s'encarregarà el Servidor de Missatges, calculant l'objecte partida només l'estat 
global.
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Il·lustració 15: Diagrama d'estat de la partida
A continuació es mostra un extracte de la implementació de la classe partida:
<?php
class Game extends Entity
{
// Constants
const CFG_NUM_CARDS_1000 = 2;
const CFG_NUM_CARDS_2x = 2;
const CFG_NUM_CARDS_600 = 2;
// Estats de la partida
const STATE_CREATED = 0;
const STATE_INITIAL = 1;
const STATE_INIT_ROUND = 2;
const STATE_PLAYER_HAND_1 = 3;
const STATE_PLAYER_HAND_2 = 4;
const STATE_PLAYER_HAND_3 = 5;
const STATE_FINISH = 6;
const STATE_DISCONNECTED = 7;
// Altres atributs
private $players = array();
// Accions disponibles (comptar accions dels altres jugadors)
private function availableStocks($id_stock) {
$total = 0;
reset($this->players);
while (list($key, $val) = each($this->players)) {
if (!$this->players[$key]["disconnected"] && 
    !$this->players[$key]["object"]->eliminated) {
$total += $this->players[$key]["object"]->stocks[$id_stock-1];
}
}
return self::MAX_STOCK_NUM - $total;
}
// ... Altres mètodes
Unir-se a una partida és un dels casos d'ús comentats amb anterioritat als capítols 
d'especificació i disseny.
// Unir-se a una partida
public function joinGame($client, $psw = 0, $player_name = "") {
$ret = null;
if (($this->public == 1) || ($this->public == 0 && $this->psw == $psw)) {
if ($this->num_players < $this->max_players) {
// Identificador de jugador
$this->player_id_numerator++;
// Crear instància de classe jugador
$p = New Player();
$p->id_player = $this->player_id_numerator;
$p->name = $player_name;
array_push($this->players, array("id_player" => $this-
>player_id_numerator, "object" => $p, "socket" => $client, "disconnected" => false));
$this->num_players = count($this->players);
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$ret = array("id_player" => $this->player_id_numerator);
}
}
return $ret;
}
El següent mètode permet obtenir el càlcul de l'estat d'un jugador: les serves cartes, 
el seu efectiu. 
// Obtenir estat del jugador (cartes, accions, efectiu, etc)
public function getPlayersState(){
$ret = array();
reset($this->players);
while (list($key, $val) = each($this->players)) {
$id_player = $this->players[$key]["id_player"];
$p = $this->players[$key]["object"];
array_push($ret, array(    "id_player" => $id_player,
   "name" => $p->name,
   "cash" => $p->cash,
   "cards" => $p->getCards(),
   "stocks" => $p->stocks,
   "connected" => !$this->players[$key]
["disconnected"],
   "eliminated" => $this->players[$key]["object"]-
>eliminated)
  );
}
return $ret;
}
// Començar partida
public function startGame() {
$ret = false;
if ($this->state == self::STATE_CREATED) {
$this->cardDraw();
$this->state = self::STATE_INITIAL;
$ret = true;
}
return $ret;
}
El següent mètode és un dels altres casos d'ús estudiats amb anterioritat. Aquí es 
mostra la seva implementació.
// Jugar primera part d'un torn
public function playHand1($id_player, $stocks) {
$ret = null;
if ($p = $this->findPlayer($id_player)) {
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if ($p->current_hand == Player::STATE_HAND_1) {
$total = 0;
for ($i=0; $i<count($stocks); $i++) {
// Comprovacions prèvies
$availableNum = $this->availableStocks($i + 1);
if (($stocks[$i] > 0) && ($availableNum < $stocks[$i]))
$stocks[$i] = $availableNum;
// Actualitzar accions del jugador
$p->stocks[$i] += $stocks[$i];
// ...
}
// Actualitzar efectiu
$p->cash -= $total;
// Valor de retorn per al jugador
$ret = array("stocks" => $p->stocks,
     "cash" => $p->cash);
 
// Actulitzar màquina d'estats
$this->state = self::STATE_PLAYER_HAND_1;
}
}
return $ret;
}
Finalment, el mètode que calcula l'estat global de la partida i que es comunica a tots 
els jugadors involucrat quan es produeix un canvi d'estat (carta jugada, etc.).
// Obtenir estat de la partida (retorna a tots el jugadors de la partida)
public function getStatus() {
$ret = array();
// Cas d'event de desconnexió
if ($this->disconnection) {
// ...
}
else {
$ret = array("state" => $this->state);
// Casuística d'estats
switch ($this->state) {
// Partida creada
case self::STATE_CREATED:
$info = $this->getPlayersState();
$ret = array_merge($ret, array("data" => $info));
break;
// Partida iniciada
case self::STATE_INITIAL:
$info = $this->getPlayersState();
$this->state_next_player = $this->findNextPlayer();
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$ret = array_merge($ret, array("max_stocks" => 
self::MAX_STOCK_NUM,
   "stock_values" => $this->stocks_values,
   "data" => $info,
   "next_player" => $this->state_next_player));
break;
// Primera part del torn
case self::STATE_PLAYER_HAND_1:
$p = $this->findPlayer($this->state_player);
$ret = array_merge($ret, 
array("data" => 
array("id_player" => $this->state_player,
   "name" => $this->getPlayerName($this-
>state_player),
   "stocks" => $p->stocks,
   "stocks_variation" => $p-
>last_movement["hand1"],
   "cash" => $p->cash)))
break;
// Segona part del torn
case self::STATE_PLAYER_HAND_2:
// ...
// Tercera part del torn
case self::STATE_PLAYER_HAND_3:
}
return $ret;
}
}
?>
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4.3 Client de Servidor de Joc i Joc Local
4.3.1 Introducció
El programari codificat i que és executat al dispositiu és, per una banda el client gràfic 
amb crides al Servidor de Joc, i per l'altre, el programari corresponent al Joc Local.
Es descriuran els elements més importants d'aquesta part: 
✔ El client de sockets15
✔ Descripció del Jugadors Automàtics, és a dir, les estratègies que segueixen 
els diferents tipus de jugador.
✔ Comparativa dels Jugadors Automàtics.
Cal recordar que el llenguatge que utilitza la plataforma de desenvolupament Corona 
SDK (la utilitzada al dispositiu) és Lua i de forma que el codi exposat seguirà aquesta 
sintaxi.
4.3.2 Client de sockets
El client de  sockets  és l'altre part de la comunicació bidireccional que s'ha vist en 
detall a la part del Servidor de Joc. El client s'encarrega de processar les comandes 
que emet el client gràfic fins que rep la resposta i també de processar els missatges 
que inicia el servidor. 
Com també s'ha vist a la part del servidor de  sockets,  els missatges són codificats 
amb l'estàndard JSON, incorporant un identificador de transacció per al seguiment de 
totes les peticions.
A continuació s'exposa part del codi que compon el client de sockets:
local vsocket = {}
local vsocket_mt = { __index = vsocket } -- metatable
-- Importació de llibreries (socket i json)
local socket = require ("socket")
local json = require ("json")
-- ...
-- Cua de transaccions
local txQueue = {}
15 [Stevens]
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-- Para el client de sockets, tancant la connexió
function vsocket:stopSocket()
...
end
-- Comprova que la connexió estigui activa
function vsocket:isDisconnected(ip, port)
...
end
-- Encuar una nova commanda
local function queueTx(txId, command, listener) 
...
end
El següent mètode s'executa a cada pintat de pantalla però la crida per a rebre dades 
és bloquejant amb un temps límit.
-- Processador general, s'executa a cada pintat de pantalla
function vsocket:onEnterFrame(ip, port)
-- Rebre missatge (resposta o petició del servidor)
local txt, status, partial = self.stcp:receive("*l")
-- Tractament d'errors i composició parcial dels missatges
-- ...
if txt then
if response.s == nil and self.state == 1 then 
event = { name="vsocketLink", target="status", response=response }
Runtime:dispatchEvent( event )
elseif response.s == 2  then 
if pingTimer then timer.cancel(pingTimer); pingTimer = nil end
else
if self.state == 0 then
if response.s == 0 then
self.state = 1
end
event = { name="vsocketLink", target="connected", response=response }
Runtime:dispatchEvent( event )
elseif self.state == 1 then
if response.t ~= nil then
local txId = tonumber(response.t)
local l, t, c = getTx(txId)
Runtime:addEventListener( "commandRequest" .. txId, l )
event = { name="commandRequest" .. txId, target="command", 
response=response }
Runtime:dispatchEvent( event )
Runtime:removeEventListener( "commandRequest" .. txId, l )
end
end
end
end
end
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Finalment, els mètodes d'enviament i inicialització de la connexió. 
-- Enviar comanda pel socket
function vsocket:socketSend(command)
if self.connected then
self.stcp:send(command)
end
end
-- Iniciar el socket i connectar (amb reintents)
function vsocket:initSocket(ip, port)
self.stcp = socket.tcp()
self.stcp:settimeout(0.3)
local success, message = self.stcp:connect(ip, port)
self.connected = (success == 1)  
if self.connected then
self.stcp:settimeout( 0.01 )
lastAliveTimer = system.getTimer()
cCheckAlive = function() return self:checkAlive(ip, port) end
cOnEnterFrame = function() return self:onEnterFrame(ip, port) end
Runtime:addEventListener( "enterFrame", cOnEnterFrame )
Runtime:addEventListener( "enterFrame", cCheckAlive )
else
self.stcp:close()
local closure = function()
return self:initSocket(ip, port) 
end
timer.performWithDelay(retryTimeout, closure)
end
return self.connected
end
-- Constructora de la classe
function vsocket.new( ip, port ) -- constructor
local newVsocket = {
ip = ip or "127.0.0.1",
port = port or "31336",
listener = nil,
stcp = nil,
connected = false,
state = 0, -- 0 = Init, 1 = Terminal logged in
debug = {
view = nil,
view_background = nil,
view_label = nil,
view_handler_down = nil,
view_handler_up = nil
}
}
return setmetatable( newVsocket, vsocket_mt )
end
-- *** Mètodes públics ***
-- Connectar
function vsocket:connect(listener)
...
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end
-- Enviar comand
function vsocket:sendCommand(listener, command, parameters)
...
end
-- Tancar client
function vsocket:shutdown()
...
end
return vsocket
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4.3.3 Descripció dels Jugadors Automàtics
Aquesta és una de les parts més interessant de tot aquest sistema, ja que, juntament 
amb el joc multi-jugador, el joc local permetrà a l'usuari fer servir el sistema sense 
connexió a internet o sense ningú més amb qui jugar.
Per  a  aquesta  part  es  va  decidir  crear  un  nombre  suficient  de  tipus  de  jugadors 
automàtics amb diferent estratègies de joc. Aquestes estratègies són en la major part 
dels casos models de comportament estàtics, però s'ha enriquit un tipus de jugador 
amb una part d'aprenentatge automàtic.
Val a dir que tots els jugador segueixen una mateixa estructura de decisió:
1. Decidir la millor carta d'entre les disponibles abans de la primer compra/venda
2. Comprar / Vendre accions segons estratègia
3. Jugar la carta decidida
4. Comprar / Vendre accions segons estratègia
Alguns punts comuns a tots el jugadors són els següents:
• La millor carta és seleccionada en tots els casos d'aquesta manera:
“Escollir  la carta que,  en ser jugada, més benefici  aporti  al  jugador,  
invertint un percentatge de la riquesa del jugador, comptant efectiu i  
accions d'altres empreses, fins al límit de les accions disponibles”.
• Els jugadors compren accions de l'acció que puja a la carta escollida. 
• Si la carta escollida fa baixar una acció “a escollir”, tria aquella dels que els 
rivals en tinguin més riquesa (nombre d'accions al preu del moment).
• Els  jugadors  desfan  posicions  d'aquelles  empreses  a  on la  carta  jugada fa 
baixar el preu.
A continuació es descriuen en detall els tipus de jugadors (amb els seus noms) i una 
breu explicació de l'estratègia utilitzada:
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• Jugador Nexus (agressiu, una acció a la vegada)
Aquest jugador es caracteritza per l'agressivitat amb que compra/ven accions. 
L'algorisme que segueix es podria descriure com:
1. Escollir la carta considerant que ven totes les seves accions i utilitza tot 
l'efectiu. És tret diferencial  d'aquest jugador, ja que arrisca totalment per a 
maximitzar guanys.
2. A la primera mà compra el màxim nombre d'accions disponibles segons el 
punt
3. Juga la carta.
4. No compra ni ven accions
• Jugador Ash (conservador, una o més accions)
Aquest  jugador  es  caracteritza  per  mantenir  alhora  accions  de  més  d'una 
companyia. Utilitza un percentatge de risc i uns límits màxims i mínims a l'hora 
de decidir si manté/ven o compra/no compra accions a les parts 1 i 3 de cada 
torn.  Per  a  veure  això  més  clar  exposarem  l'algorisme  general  d'aquest 
jugador:
1. Vendre accions de companyies amb valor > 1500 (límit estàtic)
2.  Escollir  carta  tenint  en  compte  una  inversió  del  70%  de  la  riquesa 
(descomptant d'aquest valor les accions que s'han mantingut al punt 1.
3. Jugar la carta
4.  Si  el  jugador  té  més  de  3000  unitats  d'efectiu,  inverteix  la  resta  en 
companyies amb valor entre 500 i 900.
La idea general  d'aquest jugador és invertir  mantenint un mínim d'efectiu i 
comprar accions a preu assequible, venent quan arriben a un valor mes alt. Els 
valors  límit  que  es  fan  servir  a  la  decisió  de  comprar/no  comprar  i 
vendre/mantenir, són estàtics i escollits en funció de l'experimentació. Veurem 
amb el jugador HAL com aquesta paràmetres poden ser actualitzats.
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• Jugador HAL (conservador, decisions mitjançant xarxa neuronal)
Aquest jugador és una versió del jugador Ash amb una petita però fonamental 
diferència:  les  decisions  de  venda  del  punt  1  i  de  compra  del  punt  4  són 
efectuades en base a aprenentatge automàtic. 
S'ha fet servir una implementació de xarxa neuronal que pren paràmetres de la 
situació  del  joc  i  decideix  si  és  adequada per  a  portar  a  terme una acció 
(compra/no compra, vendre/mantenir).
La xarxa neuronal té les següents característiques:
✔ Variables d'entrada: 
 Acció de compra o venda (0/1)
 Nombre de jugadors
 Nombre de ronda
 Valor de l'acció
✔ 1 sortida: portar a terme l'acció o no (0/1)
✔ 1 capa de neurones oculta
✔ 10 neurones per capa
✔ Rati d'aprenentatge: 50/100
Aquests paràmetres corresponen a una configuració de xarxa neuronal molt 
típica i a on s'ha jugat amb paràmetres importants com les capes ocultes o les 
neurones per capa, fins a arribar a un punt òptim.
Les variables d'entrada, o inputs de la xarxa, són paràmetres que poden ajudar 
a  decidir  si  el  jugador  pot  prendre una  decisió  o  no,  com per  exemple  el 
nombre de  ronda,  a  on el  jugador  pot  ser  més  agressiu  al  principi  i  més 
conservador al final de la partida.
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La correcció de la xarxa neuronal es porta a terme quan el jugador agafa de 
nou  un  torn  i  pot  reflexionar  sobre  si  la  decisió  del  torn  anterior  va  ser 
encertada o no, i actuar sobre la xarxa neuronal en conseqüència.
Cada estat de la xarxa neuronal es guarda al propi dispositiu, de forma que 
aquesta evoluciona segons la seva experiència.
Al  final  de  la  descripció  dels  jugadors  automàtics,  es  durà  a  terme  una 
comparativa entre ells, de forma que és possible apreciar canvis als resultats 
d'aquest jugador degut a l'aprenentatge durant les proves.
• Jugador T-1000 (conservador, múltiples companyies)
Aquest  jugador  es  podria  considerar  el  més  optimitzat  comparat  amb  els 
jugadors  Ash i HAL, ja que actua de forma similar però prova de repartit les 
inversions  en  diverses  companyies  alhora.  Tenint  en  compte  que  és 
conservador  (no  inverteix  tota  la  riquesa  a  cada  torn),  aquesta  estratègia 
global  és  la  considerada  òptima per  a  aquest  joc  segons  l'experiència  dels 
jugadors del joc de tauler original.
L'algorisme d'aquest jugador s'exposa a continuació:
1.  Vendre  el  75% de  les  accions  de  companyies  amb  valor  >  1500 (límit 
estàtic)
2.  Escollir  carta  tenint  en  compte  una  inversió  del  70%  de  la  riquesa 
(descomptant d'aquest valor les accions que s'han mantingut al punt 1.
3. Jugar la carta.
4.  Si  el  jugador  té  més  de  2000  unitats  d'efectiu,  inverteix  la  resta  en 
companyies amb valor entre 500 i 900, repartint equitativament entre totes les 
companyies.
La  idea  d'aquest  jugador  és  implementar  l'estratègia  considerada 
“guanyadora”: ser conservador per a evitar el risc de ser eliminat i diversificar 
les inversions.
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4.3.4 Comparativa dels jugadors automàtics
Arribats a aquest punt, resulta molt interessant saber, des d'un punt de vista general, 
quin dels quatre tipus de jugadors té més èxit. Cal considerar que les cartes repartides  
juguen un paper important: el factor atzar, i que la interacció amb els altres jugadors 
pot fer que una estratègia guanyadora acabi per no ser la vencedora. 
L'estudi s'ha portat a terme fent 689 partides de quatre jugadors (un de cada tipus), 
establint una posició de sortida aleatòriament. Els resultats es mostren a la següents 
gràfics:
• Taula de resultats
A la següent taula es mostren els resultats obtinguts per cada jugador a cada 
posició:
• Jugadors per ordre final
En aquest gràfic per posició es veuen clarament les tendències i resultats de 
cada jugador:
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Posició 1 Posició 2 Posició 3 Posició 4
0
0,05
0,1
0,15
0,2
0,25
0,3
0,35
0,4
0,45
HAL
Nexus
Ash
T-1000
HAL Nexus Ash T-1000
Posició 1 20,75% 42,24% 25,25% 11,76%
Posició 2 30,48% 16,69% 26,42% 26,42%
Posició 3 27,29% 12,48% 24,67% 35,56%
Posició 4 21,48% 28,59% 23,66% 26,27%
• Posicions finals per jugador
També es poden observar els resultats des del punt de vista del jugador:
• Conclusions
✔ El jugador Nexus (de tipus agressiu) és el més partides ha guanyat, amb 
diferència.
✔ El jugador Nexus també ha ocupat més vegades la darrera posició. Això és 
la conseqüència d'arriscar: quedar eliminat.
✔ El jugador Ash (conservador i amb paràmetres fixos) té uns resultats molt 
equilibrats, lleugerament reexit.
✔ El jugador  T-1000 (conservador i multi-acció) té un resultat molt pobre, 
que pot ser degut a una configuració massa conservadora
✔ El  jugador  HAL (conservador amb xarxa neuronal) ha obtingut resultats 
bastant raonables encara que ha vist eclipsats els seus resultats en primera 
posició per la presència del tipus Nexus.
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Tot aquests resultats indiquen que una estratègia massa conservadora no és a 
la llarga tan bona si hi ha un jugador agressiu a la partida. 
Un canvi a futur serà modificar la configuració dels jugadors per a que arrisquin 
més a les seves inversions, vist que ser massa conservador evita el risc de ser 
eliminat, però també l'ambició d'acabar guanyador.
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5. Jocs de prova
5.1 Introducció
Els jocs de prova són una part fonamental de qualsevol procés de desenvolupament de 
programari.  Aquest  procés assegura la  qualitat  del  producte realitzat  i  ofereix una 
garantia de cara a l'usuari que aporta valor.
Aquest valor del que es parla, és bàsic a l'hora de comercialitzar un producte, per això 
el plantejament d'un seriós joc de proves converteix aquesta fase en una inversió que 
tindrà el seu retorn en un millor producte i una millor acollida entre els usuaris.
Els jocs de prova s'han organitzar en els següents blocs:
• Proves unitàries
• Proves de sistema
5.2 Proves unitàries
Les  proves  unitàries  es  basen  en  validacions  d'elements  atòmics,  que  en  el  cas 
d'aquest projecte corresponen a parts com les classes implementades. S'ha escollir un 
reduït grup d'elles, tant a la codificació del Joc Local com a la del Servidor de Joc, 
incloent forçadament els dos elements de comunicacions: client i servidor de sockets.
S'ha  seguit  l'anomenat  patró  d'invariant  de  límits,  que  realitza  comprovacions  de 
valors d'atributs de classe a dins i fóra del seus límits. Les classes provades i els seus 
resultats són:
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Element Resultat
Jugador (Joc Local) Correcte
Carta (Joc Local) Correcte
Correcte
Correcte
Partida (Servidor de Joc) Correcte
Client de sockets
Servidor de sockets
5.3 Proves de sistema
Les  proves  de  sistema  es  subdivideixen  en  proves  funcionals  (efectivitat  del 
programari segons els requeriments) i no funcionals (aspectes generals del sistema 
com rendiment o concurrència).
Per al les proves funcionals se seguirà el conegut patró “Extended Use Case”, ja que 
altres patrons com el “Covered in CRUD” no aplica al ser aquest un projecte no enfocat 
a la persistència d'objectes.
Proves funcionals
Resultat: Totes les proves funcionals van resultar satisfactòries
Proves no funcionals
Configuració  del  sistema: s'ha  configurat  el  sistema  amb  diversos  valors  que 
involucren diferents com son:
1. IP i Port de la connexió al client i servidor de sockets (correcte)
2. Configuració  del  paràmetres  de  partida,  nombre  de  cartes,  valors  inicial 
d'accions (correcte)
3. Configuració de la xarxa neuronal al Joc Local (correcte)
Compatibilitat: l'estudi  de  compatibilitat  d'aquest  sistema s'ha  orientat  a  les  dues 
bandes:
1. Joc Local amb codificació per a sistema operatiu iOS i Android (correcte)
2. Servidor  de  Joc  amb  implantació  a  sistemes  operatius  Mac  OSX  i  Linux 
(correcte)
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Concurrència: aquest punt només aplica al Servidor de Joc però té molta rellevància ja 
que  a  l'entorn  de  producció  final  hi  haurà  una  gran  demanda  de  connexions  i 
concurrència que el programari i el servidor han de suportar.
S'han  fet  proves  arribant  al  límit  de  100  connexions  concurrents  al  servidor  i 
mantingut operacions durant hores sense detectar ralentitzacions o errors (correcte).
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6. Manual d'usuari
A continuació es mostra el manual d'usuari. Tenint en compte que s'ha desenvolupat 
un joc, la major part d'accions són auto-explicatives però es comentaran en detall per 
aclarir qualsevol dubte.
6.1 Menú del joc
El menú del joc és el punt inicial quan s'engega l'aplicació. Es mostra a la Il·lustració 
16 i es poden apreciar els dos botons principals (a la part inferior) per a dividir el flux 
de jugadors capa al Joc Local o el Joc Multi-jugador.Des d'aquí s'accedeixen a la resta 
de pantalles, principalment “Partida Local” i “Multi-jugador”. 
A la part superior dreta es troba el subproducte “Joc Sencer”, de forma que està ben 
visible als jugadors.
A la part superior esquerra es troben els botons de configuració, regles i valoració 
d'aplicació (accedint a AppStore i deixant una valoració de l'aplicació).
Si no existeix connexió amb el servidor central, el botó “Multi-jugador” es mostra en 
tons grisos, per a evidenciar que no està disponible.
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Il·lustració 16: Menú principal
6.2 Configuració
Des del menú principal es pot accedir a la pantalla de configuració (veure Il·lustració 
17). Aquí es pot escollir l'idioma o el nom del jugador (inicial amb el nom del dispositiu  
i un nombre aleatori).
La zona inferior és comú a la resta de pantalles, com el botó de tornar, però hi ha un  
botó  central  “Restablir  compres”  que  permet  desbloquejar  els  subproductes  ja 
comprats. 
Això és útil si es té més d'un dispositiu (iPhone, iPad o iPod) ja que la compra només 
s'ha de fer una vegada o si es compra un nou dispositiu i s'instal·la l'aplicació des de 
zero.
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Il·lustració 17: Pantalla de Configuració
6.3 Joc Local
Des del menú també es pot arribar al menú del Joc Local (veure Il·lustració 18). Per a 
poder jugar s'han de seleccionar els jugadors rivals mitjançant:
✔ Selecció un a un, de manera rotatòria
✔ Selecció Aleatòria, de forma ràpida
També en aquest punt es pot fer la compra d'aquells jugador que estigui bloquejats. 
Un cop feta la compra es podrà fer ús d'aquests jugadors.
Com s'aprecia  la  Il·lustració 18, els jugadors bloquejats  es mostren de forma que 
s'ofereix la compra. Si es compren en aquest punt, el botó corresponent al tipus de 
jugador desapareix i ja pot afegir-se a la partida.
La selecció aleatòria és una forma ràpida de fer que el propi dispositiu escolli  una 
configuració, sense perdre temps en decidir.
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Il·lustració 18: Joc Local
6.4 Llista de Partides
Si s'opta pel boto “Multi-Jugador” al menú principal, s'accedeix al llistat de partides del 
Joc Multi-Jugador. Tant bon punt s'accedeix a aquest apartat es consulten les dades al 
servidor, omplint el llistat.
Des d'aquí es pot:
✔ Seleccionar una partida (de forma que s'habilita el botó Entrar)
✔ Crear una nova partida
✔ Refrescar la llista manualment
Quan s'ha escollit la partida, només s'ha de fer clic al botó “Entrar” per a accedir a la  
pantalla de joc (o pantalla de partida).
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Il·lustració 19: Llistat de partides
6.5 Crear Partida
La creació de partides es du a terme tal com es mostra a la Il·lustració 20. 
Es trien els valors desitjats per a cada paràmetres, encara que alguns no son triats pel 
jugador (com per exemple el nom o la contrasenya). Això protegeix al sistema de la 
creació de noms no acceptables o ofensius.
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Il·lustració 20: Crear Partida
6.6 Partida (Joc Local i Multi-Jugador)
Aquesta pantalla és accessible tant des del menú del Joc Local com des de la llista de 
partides al Joc Multi-jugador. L'esquema d'aquesta pantalla es mostra a la Il·lustració 
21:
Aquesta pantalla es subdivideix en zones:
✔ Zona de tauler, a on es mostren tots el jugadors i les seves dades (accions de 
cada  companyia,  efectiu  i  valor  total.  Els  jugador  que  quedir  eliminats  es 
mostraran en vermell. 
✔ Zona d'accions,  a on es mostren les diferents companyies i  els seus valors 
actuals i la darrera variació. Al torn del jugador, quan pot comprar i vendre 
accions, els botons verd i vermell s'activen si es donen les condicions per a 
comprar o vendre.
66
Il·lustració 21: Partida, visió general
✔ Zona de registre, a on es mostren els canvis efectuats per cada jugador. Es pot 
accedir a l'historial en tot moment fet servir les fletxes esquerra i dreta.
✔ Zona de Cartes, a on es mostren, a cada jugador, les diferents cartes que es 
van sortejar al principi del joc. Tal com es van fent servir les cartes, aquestes 
desapareixen.
Com ja es va comentar a les regles del joc, hi ha tres tipus de cartes, i a les 
opcions a on s'ha d'escollir quina companyia baixa/pujar, es dóna a escollir al 
jugador quina fer servir (traient de la llista la companyia bloquejada).
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Il·lustració 22: Zona d'accions
Il·lustració 23: Zona de Cartes
Un cop escollida la carta i la companyia (si cal) els jugador rivals reben la informació i 
els canvis a les accions, variant d'aquesta manera molts dels valors de la partida: 
efectiu,  totals.  També el  fet  de jugar  una carta  pot  donar  lloc  a l'eliminació  d'un 
jugador.
La partida acaba quan totes les  cartes de tots els  jugadors  han sigut jugades.  El 
jugador amb més riquesa total, guanya.
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Il·lustració 24: Zona de Cartes, seleccionar companyia
7. Estudi econòmic
7.1 Introducció
L'estudi  econòmic  d'aquest  projecte  ha  sigut  una  de  les  part  més  importants  i 
treballades, de forma que ha sigut planejada com a element final d'aquesta memòria 
per a utilitzar moltes de les parts ja comentades durant tot el document.
Des d'el principi del projecte, en el seu estat de definició, es va trobar molt interessant 
fer un exercici de viabilitat comercial d'un producte molt de moda en aquests temps, 
com és el desenvolupament i venda de jocs a botigues d'aplicacions.
Aquest mercat ha evolucionat molt ràpid en un parell d'anys i la forma de fer negoci 
ha canviat dràsticament des de l'inici fins a dia d'avui, a on encara es viuran més 
canvis.  Molts  desenvolupadors independents,  estudis  petits  i  grans,  han  trobat  en 
aquest nou mercat una forma de fer negoci i s'ha de reconèixer que atrau cada vegada 
a més i més professionals. És doncs una sortida professional molt demandada i que un 
estudiant d'enginyeria pot aprofitar per a introduir-se al mercat laboral.
Després  del  comentari  anterior,  qualsevol  professional  fora  d'aquest  àmbit  podria 
veure's atret i temptat a entrar en aquest món a on tothom sembla obtindre beneficis. 
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Dibuix 9: Evolució del nombre d'aplicacions a la botiga App Store
Passa actualment que la  popularitat  i  les  grans xifres de beneficis  que petits  jocs 
obtenen, poden no ser el cas comú de qualsevol projecte.
Aquest projecte esdevé, doncs, un exercici i prova real de creació d'un producte i no 
només  estudiar  la  seva  viabilitat  econòmica,  sinó  posar-la  a  prova  i  obtenir  una 
resposta a si aquest és un mercat de futur o quines son les claus per a tenir èxit.
Com a qualsevol  projecte de creació  d'un producte de programari,  estudiarem els 
costos de les fases desenvolupament mitjançant la planificació final que ens dona el 
volum de treball associant els costos pertinents com llicències. Veurem si la definició 
de producte i la resposta dels usuaris (considerats ja clients) és suficient com per a 
considerar aquest producte rendible.
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7.2 Planificació del projecte
7.2.1 Planificació inicial
La planificació inicial,  tal  com es va estimar a la  primera fase del  projecte,  és  la 
següent:
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7.2.2 Planificació final
La planificació final del projecte es mostra al següent diagrama de Gantt:
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La planificació prevista només s'ha vist afectada per dos canvis:
• Disminució del temps previst per al disseny de la interfície gràfica
• Incorporació  d'una  tasca:  implementació  del  jugador  automàtic  de  Nivell  4 
(HAL)
En total s'ha dut a terme un treball acumulat d'unes 600 hores repartides en prop de 
sis mesos. Per a analitzar el cost real del projecte, pel que fa a mà d'obra, dividirem 
les  tasques  realitzades  per  rols,  de  forma  que  cada  rol  tindrà  un  cost  preu/hora 
diferent associat.
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Tasca Perfil
40 €/h 22,50 h 900,00 €
Analista 30 €/h 9,00 h 270,00 €
Analista 30 €/h 5,00 h 150,00 €
Analista 30 €/h 6,00 h 180,00 €
Analista 30 €/h 19,00 h 570,00 €
Analista 30 €/h 22,00 h 660,00 €
Programador 20 €/h 38,00 h 760,00 €
Programador 20 €/h 72,00 h 1.440,00 €
Programador 20 €/h 28,00 h 560,00 €
Programador 20 €/h 67,50 h 1.350,00 €
Programador 20 €/h 38,00 h 760,00 €
Programador 20 €/h 20,00 h 400,00 €
Programador 20 €/h 16,00 h 320,00 €
Programador 20 €/h 9,00 h 180,00 €
Programador 20 €/h 10,00 h 200,00 €
Programador 20 €/h 46,00 h 920,00 €
Programador 20 €/h 11,00 h 220,00 €
Programador 20 €/h 9,00 h 180,00 €
Programador 20 €/h 7,00 h 140,00 €
Programador 20 €/h 5,00 h 100,00 €
Programador 20 €/h 9,00 h 180,00 €
Programador 20 €/h 22,00 h 440,00 €
Programador 20 €/h 6,00 h 120,00 €
Programador 20 €/h 3,00 h 60,00 €
Analista 30 €/h 95,00 h 2.850,00 €
Total 595,00 h 13.910,00 €
Preu / Hora Hores Preu
Anàlisi inicial Cap de Projecte
Proves
Proves d'infraestructura
Proves i validació servidor
Proves i validació terminal
Especificació
Disseny
Servidor de Joc
Programació Servidor Sockets
Programació Lògica Joc
Terminal de Joc
Client de Sockets
Programació Lògica Client
Joc Local
Programació Joc Local
IA Nivell 1
IA Nivell 2
IA Nivell 3
IA Nivell 4
Interfície Gràfica
Proves i Rendiment
Proves Servidor
Proves Client Xarxa
Proves Client Local
Rendiment del Sistema
Monetització
Integració iAds (Apple)
Compres (In-App Purchases)
Pas a producció
Generació Certificats i Binari
Creació Textos i Publicació AppStore
Documentació
7.2.3 Anàlisi econòmic (despeses)
Es  parteix  del  resultat  de  l'apartat  anterior  que  estableix  la  primera  i  més  gran 
despesa de tot el projecte: la mà d'obra. Enumerem la resta de costos associats en 
diversos escenaris, per a veure la magnitud d'ingressos que haurien de compensar 
tota aquesta inversió:
• Escenari 1: Desenvolupador independent  
Aquest escenari és molt popular a l'actualitat i consisteix normalment en una 
sola  persona  que  aporta  tota  la  força  de  treball  i  fa  front  a  les  despeses 
mínimes. Les possibles vendes per publicitat o ingressos per vendes a la botiga 
AppStore no estan subjectes a impostos d'activitat econòmiques, ja que són 
considerades exportacions d'Estats Units i no activitat als propi estat espanyol. 
Tenim doncs només aquests costos associats:
Que resumidament són: 14.110€ + 330€ / any
• Escenari 2: Petit estudi, un projecte  
Sota aquesta condició es pot englobar tot el conjunt de petites empreses (1 a 5 
treballadors) que ajunten esforços per a crear un producte i obtenir beneficis 
per a pagar salaris.
El tret diferencial amb l'escenari anterior és la constitució i manteniment de 
l'empresa que afegeix molts costos fixes. Per a simplificar, hem considerat que 
el treball es desenvolupa fóra d'un local propi, minimitzant així les despeses.
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Despesa Import
Llicència iOS Apple Developer 80€ / any
Llicència Corona SDK 250€ / any
Servidor de Joc 200,00 €
Desenvolupament 13.910,00 €
Que resumidament són 14.710€ + 3.450€ / any. A aquest import s'haurien 
d'afegir altres costos com l'Impost de la Renda de Persones Físiques (IRPF) 
quan el  salari  és major a un límit mínim, l'Impost d'Activitats Econòmiques 
(IAE), entre d'altres.
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Despesa Import
Alta empresa (Notaria, llibres, ITP) 600,00 €
Cotització autònoms administrador 260€ / mes
Llicència iOS Apple Developer 80€ / any
Llicència Corona SDK 250€ / any
Servidor de Joc 200,00 €
Desenvolupament 13.910,00 €
7.2.4 Anàlisi econòmic (ingressos)
Arribat a aquest punt, s'ha de parlar de tot un seguit d'actuacions planificades des de 
l'inici i portades a terme durant el transcurs el projecte per a convertir aquest joc en 
un producte comercial que pugui obtenir rendiments econòmics.
Hi ha diverses alternatives actuals per a rendibilitzar el desenvolupament d'aplicacions 
com son:
✔ Publicitat  
Aquesta alternativa és una de les més habituals als jocs i permeten tenir un 
petit rendiment econòmic per posar publicitat dins de l'aplicació.
✔ Aplicació amb preu  
Això  suposa  establir  un  preu  mínim  per  descàrrega  de  forma que  tots  els 
usuaris paguen per tenir accés al joc.
✔ Aplicació gratuïta amb compres dins de l'aplicació  
Aquesta  alternativa  és  una  evolució  del  cas  anterior  ja  que  un  joc  gratuït 
permet una major difusió. D'aquesta manera els usuaris tenen oportunitat de 
provar el joc i comprar elements “extra” si ho consideren oportú.
✔ Solució mixta amb finançament o inversió externa  
Aquesta solució és més pròpia de desenvolupaments d'envergadura a on hi ha 
un alt component d'especulació, a on un inversor por finançar a un equip de 
desenvolupadors a canvi d'una part dels rendiments futurs que doni el producte 
en un futur. 
S'acaben  de  veure  algunes  alternatives,  però  cal  abans  comentar  l'acceptació  i 
solucions existents a l'actualitat i com aquestes han anat evolucionant amb el pas de 
temps. Una mica d'història que reflecteix la ràpida evolució d'un mercat.
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Als  inicis  de  les  botigues  d'aplicacions,  la  carència  d'aplicacions  oferia  una  alta 
visibilitat a potencials desenvolupadors degut a la falta de competència. Qualsevol joc 
o aplicació ben dissenyada, a un preu baix podria obtenir milers de descàrregues i 
amb això beneficis.
Com  en  tot  mercat,  aquest  beneficis  van  atreure  més  desenvolupadors  que 
competeixen entre ells per productes cada vegada més similars, fent baixar el preu 
fins el límit de la gratuïtat.
Hi  ha un exemple molt  típic que exemplifica aquest  cas i  és el  de l'aplicació que 
serveix de llanterna al mòbil:
• Fase I. Primera aplicació de llanterna al mòbil. Un producte de pagament, alts 
beneficis per al desenvolupador.
• Fase II.  Desenes d'aplicacions de llanterna.  Productes de pagament, però a 
repartir entre els millors competidors, de forma que genera pocs beneficis.
• Fase III. Milers d'aplicacions de llanterna, la immensa majoria gratuïtes. Ningú 
obté beneficis.
Es pot veure molt clarament que en qüestió d'un parell d'anys un mercat evoluciona 
de manera tal, que ja durant el temps de desenvolupament ha desaparegut el mercat 
al que s'anava a col·locar un producte.
La principal raó d'aquesta evolució és la progressiva massificació que han patit les 
botigues d'aplicacions, arribant fins al límit de veure com no s'obté cap benefici per al 
programari desenvolupat, ja que hi ha milers de competidors que ofereixen el mateix 
producte, de vegades fins i tot millor, i sense cap cost.
Sembla impossible, però aquest projecte tan específic com és la implementació d'un 
joc concret joc de tauler de fa 50 anys té una versió prèvia a l'AppStore. En aquest cas  
trobem una solució del tipus:  aplicació limitada i  gratuïta  + aplicació completa de 
pagament.
Finalment, vistes les alternatives i l'estat actual de les botigues d'aplicacions, a aquest 
projecte s'ha arribat a una combinació de solucions que està molt estès actualment, 
com és:
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✔ Integrar publicitat
✔ Aplicació gratuïta amb pagaments dins de l'aplicació
Les raons per a escollir aquestes alternatives són:
1. El mercat actual ignora aplicacions de pagament que no tinguin darrera una 
forta  inversió  en  desenvolupament  i  comercialització.  Indirectament,  la 
massificació de les botigues ha acostumat als usuaris a que tot sigui gratuït, 
gairebé ningú ja paga per una aplicació i molt menys abans de fer-la servir. 
Descartada la opció de joc de pagament.
2. S'ha integrat publicitat ja que està bastant acceptat pels usuaris de jocs i 
col·locada a la  pantalla  de  partida  (que  es manté activa  la  major  part  del 
temps) permet una alta visualització.
3. S'han integrat compres dins de l'aplicació.  Això comporta treball  afegit 
com és conceptualitzar quins elements de l'aplicació passen a ser de pagament,  
però  permet  als  usuaris  l'opció  de  provar  l'aplicació  de  forma  gratuïta  i 
demostrar  que  el  teu  producte  té  qualitat  com  per  completar-lo  amb  les 
compres oferides.
Les compres escollides han sigut alguns dels elements que fan que l'aplicació 
pugui ser utilitzada però no completa, arribant a aquesta combinació:
✔ Subproducte “Treure publicitat”:  comprant aquest subproducte l'usuari 
no rep més publicitat a dins del joc
✔ Subproducte  “Jugador  Ash”:  comprant  aquest  subproducte  es  pot 
utilitzar aquest jugador per a les Partides Locals.
✔ Subproducte “Jugador T-1000”: similar al punt anterior.
✔ Subproducte “Joc complet”: que integra tots els subproductes anteriors 
a  millor  preu  que  la  suma  per  separat.  Aquest  producte  és  l'objectiu 
principal, ja que de manera indirecta es crea un valor associat a la resta de 
compres que es percep com un descompte o  oportunitat  al  cas del  Joc 
complet.
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En resum, el joc desenvolupat és una aplicació gratuïta que mostra publicitat i permet 
fer ús de tots els apartats de l'aplicació (joc local i multi-jugador) però limita el joc 
local només als dos primer tipus de jugadors. Ara cal veure si aquesta és una solució 
encertada o no, però calia fer una aposta en aquest sentit i només s'ha de comprovar 
el resultat. 
80
Dibuix 11: Compra dels 
jugadors Ash i T-1000
Dibuix 10: 
Compra del Joc 
Complet
Il·lustració 25: “The Broker”, disponible a l'AppStore
7.2.5 Anàlisi de la inversió
Al punt d'anàlisi de despeses s'han vist dos escenaris diferents que poden condicionar 
si  aquest  projecte,  com  a  inversió,  és  rendible  o  no.  S'han  comentat  també  les 
possibilitats d'ingressos que permet la botiga d'aplicacions i les opcions més raonables 
i populars utilitzades actualment. Cal veure ara, quin nivell d'ingressos fan falta per a 
cobrir les despeses i trobar llavors el punt d'equilibri. Tots els ingressos que passin 
aquest llindar seran beneficis, com a qualsevol negoci.
Considerarem per a aquest projecte el més assequible dels escenaris, aquell sense les 
despeses  associades  a  la  constitució  i  manteniment  legal  d'una  empresa.  Això 
coincidirà també amb una situació molt habitual i és el d'un petit estudi ja constituït 
que contempli la possibilitat d'afegir una nova línia de negoci desenvolupant jocs. 
Per a la part d'ingressos, cal esmentar que el producte objecte d'aquest projecte va 
ser afegit a la botiga d'aplicacions AppStore dues setmanes abans de la realització 
d'aquest document. Es compta doncs amb un parell de setmanes de dades pel que fa 
a nombre de descàrregues i ingressos.
S'ha fet ús de productes en línia que analitzen mètriques (descàrregues i vendes) per 
a obtenir dades i gràfiques que es mostren a continuació:
Aquest gràfic mostra com el nombre de descàrregues és bastant alt, arribant fins a un 
pic de 109 descàrregues. 
✔ Total de descàrregues: 1408
Sembla que, donat que 1408 usuaris han baixat el joc, una bona part els hi  hagi 
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Il·lustració 26: Gràfic de descàrregues
agradat i d'aquest uns quants hagin realitzat alguna compra. Es mostra ara el gràfic 
de vendes i ingressos per publicitat:
✔ Total de vendes i publicitat: $13.63
Publicitat: $11.54
Producte “Treure publicitat”: $0,70
Producte “Joc complet”: $1.39
I aquest és el punt a on es pot veure el retorn, en dues setmanes, de la inversió feta 
en equipament, temps de desenvolupament i compra de llicència entre d'altres.
Cal comentar, com s'intueix a l'evolució del nombre de descàrregues, que existeix un 
factor de promoció inicial, per part de la pròpia botiga, per a donar oportunitat a noves 
aplicacions d'agafar visibilitat. Acabat aquest període, és en gran part el nombre de 
descàrregues  el  posicionador  principal  a  la  botiga.  Es  pot  apreciar  la  davallada 
progressiva que no ajudarà gaire mantenir-se visible als usuaris.
Es farà un vot de generositat a l'hora d'estimar ingressos a llarg termini, comptant 
aquestes dues setmanes com a “exemplars” i s'extrapolaran els futurs mesos.
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Il·lustració 27: Gràfic de vendes i ingressos per publicitat
A la taula de dalt s'aprecia de manera més analítica quin tipus de retorn, si n'hi ha, a 
tota aquesta inversió. 
Dels càlculs se'n desprèn que al primer any la inversió obté uns ingressos mínims, i els 
any restants (còpies de l'any 2) no arriben ni a tan sols cobrir les despeses mínimes. 
No cal doncs obtenir cap TIR16 ja que en cap cas s'arribarà a cobrir la despesa inicial si 
no es poden cobrir ni les despeses mínimes operatives.
Pot  provocar  sorpresa  que  un  mercat  tant  estès  i  popular  com son  les  botigues 
d'aplicacions doni un resultat tan pobre a nivell comercial per a un desenvolupament 
seriós i de qualitat.
Les raons que justifiquen aquest  resultat tan pobre es troben a l'apartat  a on es 
comenten les peculiaritats d'aquest  mercat  i  l'evolució  que ha patit  en els  darrers 
anys. Es poden recapitular aquests punt:
✔ Massificació  al  nombre  d'aplicacions:  Les  botigues  d'aplicacions  estan 
literalment  plenes  d'aplicacions  de  tot  tipus  creant  dos  conseqüències 
immediates: competència brutal de preu fins a la gratuïtat, falta de visibilitat 
de bones aplicacions que acaben enfonsades als posicionaments.
✔ Cultura de la gratuïtat: Derivat de l'anterior punt, la gran massa d'usuaris s'han 
acostumat  a  obtenir  productes  de  qualitat  a  baix  o  nul  preu,  descartant 
qualsevol altre aplicació de pagament o ignorant qualsevol opció de pagament. 
Com s'ha vist als gràfics d'ingressos, el 90% s'ha obtingut via publicitat.
✔ Evolució  del  mercat  cap  a  grans  estudis:  aquesta  és  la  conseqüència  més 
directe que pateix qualsevol mercat saturat d'oferta. Els competidors han de 
16 Taxa Interna de Rendibilitat
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Concepte Any 1 Any 2
Despeses 14.440,00 € 330,00 €
Llicència desenvolupador iOS 80,00 € 80,00 €
Llicència Corona SDK 250,00 € 250,00 €
Servidor de Joc 200,00 € 0,00 €
Desenvolupament 13.910,00 € 0,00 €
Ingressos 250,08 € 250,08 €
Vendes integrades 38,40 € 38,40 €
Publicitat 211,68 € 211,68 €
Total -14.189,92 € -79,92 €
ser grans per a guanyar visibilitat i potència econòmica.
A l'actualitat, només les grans empreses amb anys i desenvolupaments a les 
esquenes poden permetre's el luxe d'invertir una quantitat similar a la d'aquest 
projecte.  Aprofitant  economies  d'escala,  fan  servir  les  mateixes  llicències, 
personal  i  servidors  per  un  nombre  gran  d'aplicacions.  Aprofiten  també 
desenvolupaments anteriors i campanyes de publicitat similars.
En conclusió,  el  mercat  tendeix cap a grans estudis  que copen en mercat, 
mitjans estudis que es poden guanyar la vida i petits estudis o desenvolupadors  
aficionats que només poden dependre de la loteria de fer alguna aplicació de 
milions que agradi. 
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8. Conclusió del projecte
En aquest darrer capítol s'exposaran les conclusions extretes de la realització d'aquest 
projecte i les possibles millores o canvis que es podrien implementar.
8.1 Conclusions
He parlat durant tota la realització d'aquest document sobre la doble intenció a l'hora 
d'abordar aquest projecte:
Per una banda, el repte tecnològic de la creació de tot un sistema de joc, inspirat en 
un joc de tauler antic, provant de mantenir la seva jugabilitat i essència. Tot orientat 
cap a dispositius tan actuals com tauletes, incorporant la potència de joc multi-jugador 
mitjançant un servidor central i jugadors automàtics amb IA.
Per l'altre, aprofitant la plataforma que ofereixen les botigues d'aplicacions, convertir 
el sistema desenvolupat en tot un producte comercial i afrontar la realitat, el dia a dia, 
de qualsevol enginyer o petit estudi que vol sortir a aquest mercat que està tant de 
moda i sembla generar beneficis per a tothom.
Bé. Per la banda del projecte tecnològic, puc dir que afrontar un desenvolupament 
tant  llarg  i  en  solitari  m'ha  fet  provar-me  a  mi  mateix  com  a  professional  en 
competències  de  tot  tipus:  cap  de  projecte,  analista,  dissenyador  gràfic  o 
programador. El compromís de col·locar el joc a la botiga d'aplicacions m'ha comportat 
un  nivell  d'exigència  màxim:  vigilant  la  planificació,  treballant  de  forma  polida  i 
organitzada.  Mantenir  a  part  la  pressió  d'exposar  la  meva  feina  de  molt  temps 
l'escrutini d'usuaris de tot el món. Això ha condicionat el desenvolupament, cobrint 
casos que en un treball purament acadèmic no hagués calgut o dedicar molta cura al 
període de proves.
Estic molt satisfet de la feina tècnica i el resultat obtingut, tota una experiència molt 
gratificant i de la que he après molt més del que m'imaginava.
Sobre  l'altre  vessant  del  projecte,  l'enfoc  comercial,  cal  dir  que  tenia  un  interès 
personal en comprovar en primera persona quin resultat econòmic es pot obtenir d'un 
producte  tan  popular  com  és  un  joc.  Després  d'analitzar  les  tendències  i  bones 
pràctiques d'altres jocs populars, he provat d'imitar estratègies i optimitzar el producte  
amb publicitat i compres dins de l'aplicació. 
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Era  en part  un experiment  per  a contrastar  què hi  ha  de real  al  mite  d'obtindre 
beneficis fent una simple aplicació o joc. Ha calgut invertir temps en conceptualitzar i 
desenvolupar tot un seguit d'afegits, com dividir el producte pensant en el joc bàsic i 
el joc complet o reservar espai de pantalla als anuncis publicitaris.
Feta la feina, es pot apreciar a la planificació que no es pas gens fàcil trobar una bona 
solució  que sigui  efectiva,  s'hi  ha  de  dedicar  molt  temps i  estar  obert  a  canvis  i 
rectificacions i més rectificacions. Tampoc és fàcil que el camí escollit agradi a tothom: 
hi  ha detractors  de la publicitat,  hi  ha detractors de veure que el joc està limitat 
encara que sigui de franc. Hi ha qui simplement compara el teu producte amb d'altres 
aparentment gratuïts però amb tot una inversió a darrera que molt difícilment es pot 
igualar.
Durant tot aquest procés he pogut experimentar la sensació d'estar fóra de joc, de no 
poder competir davant la immensa quantitat d'aplicacions al mercat, milers de noves 
cada dia, cada dia més competitives, més innovadores, algunes repetides fins a dir 
prou.
Reflexionant sobre el que he après d'aquest experiment, puc extreure un parell de 
conclusions clares
✔ El mercat està saturat, de forma que fer rendible una aplicació es converteix en 
una qüestió de molta sort o una forta inversió a diferent nivells (econòmica, 
equipament, temps).
✔ Ha existit una autèntica “febre de l'or”, o bombolla, pel que fa a aquest tipus de 
mercat, a on tothom vol entrar per l'aparent benefici que de fet sí s'emporten 
uns pocs afortunats.
Hi  ha casos molt  coneguts com el  popular joc  Angry Birds  amb milions de 
descàrregues i beneficis o la compra d'Instagram per part de Facebook per mil 
milions de dòlars. Això atreu a milers i milers de nous desenvolupadors que 
tard o d'hora han d'afrontar la realitat de quin retorn es pot esperar.
No dic que no s'hagi de provar, que no s'hagi de treballar de valent, però potser 
s'han de conèixer les regles del joc abans de començar a jugar-hi i participar 
quan es veuen les coses clares.
En  general,  puc  dir  també  que  he  tingut  l'oportunitat  de  demostrar  tots  els 
coneixements adquirits durant la carrera, tant en aspectes purament tècnics com a la 
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vessant d'administració i planificació d'un projecte sencer.
Per  a  finalitzar,  vull  dir  que  portar  a  terme  aquest  projecte  ha  sigut  tota  una 
experiència  tècnica,  acadèmica  i  experimental.  Finalitza  així  un  procés  que  vaig 
començar mesos enrere i del estic, sincerament, molt satisfet.
Un joc de tauler de fa 50 anys que s'ha convertit en objecte d'un Projecte de Final de 
Carrera, un projecte i un resultat del que estic orgullós: The Broker17.
17 https://itunes.apple.com/app/id638720340  
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8.2 Millores futures
L'apartat de millores del joc es podrien separar en dos vessants molt clares: aquelles 
relatives  als  aspectes  merament  tècnics  i  aquelles  enfocades  a  la  optimització 
comercial del producte.
Com hem vist a l'apartat d'estudi econòmic, la prioritat és, però, tot allò relacionat 
amb la promoció i optimització del producte, ja que sembla del tot irracional invertir 
encara més temps en només millores tècniques que generen poc retorn.
Decidides les prioritats, s'enumeren els punts per cada una de les parts:
• Apartat comercial  
✔ Promoció  a  xarxes  socials,  com  a  Facebook o  Twitter,  creant  pàgines 
dedicades  a  la  promoció  a  on  els  usuaris  puguin  escriure  comentaris  i 
millorar l'abast i visibilitat cap als amics dels usuaris.
✔ Inclusió de valoració de l'aplicació, que permet millorar el posicionament de 
l'aplicació a la botiga i  ajuda a nous usuari decidir descarregar el joc si 
llegeixen comentaris positius.
✔ Inclusió de Notificacions Locals, que permeten, si es fa subtilment, recordar 
al usuaris que encara tenen instal·lada i que el factor oblit disminueixi en 
part.
✔ Publicitar  del  propi  joc,  mitjançant  les  diverses  plataformes com iAds  o 
AdMob (Google). Això millora el nombre de descàrregues i en principi els 
ingressos per vendes i publicitat, però cal una inversió en contrapartida.
✔ Millora del posicionament a la botiga, mitjançant tècniques com el canvi de 
nom (ja que s'utilitza a l'algorisme de cerca) o traducció a altres idiomes.
• Apartat tècnic  
✔ Donar  suport  tècnic  a  qualsevol  de  les  millores  comercials,  com 
Notificacions Locals o valoració de l'aplicació.
✔ Millora de petits elements gràfics com alineacions de textos.
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✔ Partida Local  amb jugadors en ordre  aleatori,  en comptes  de començar 
sempre el jugador humà.
✔ Partida Multi-Jugador amb jugadors d'IA simulant jugadors en xarxa. Això 
permetrà que més jugadors s'animin a crear i jugar partides Multi-jugador.
✔ Configuració de Partida. Incloure paràmetres tant al Joc Local com al Joc 
Multi-Jugador  per  a  que  l'usuari  trii  la  millor  manera  de  jugar.  Alguns 
paràmetres podrien ser el temps de decisió dels jugadors automàtics o el 
nombre de cartes a jugar a ambdós modalitats.
✔ Inclusió d'una llista de millor resultats per a que els usuaris es comparin i 
tinguin un al·licient de millora i ús de l'aplicació.
✔ Generació del binari per a telèfons i tauletes amb sistema operatiu Android. 
Aquest seria de fet la principal i més assequible millor tècnica que permetria 
afegir un bon nombre d'usuaris al sistema.
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