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V magistrskem delu je predstavljena posodobitev izbrane male hidroelektrarne (MHE) z 
ustrezno opremo za celovit nadzorno-upravljalni sistem. Uvodoma so predstavljeni sistemi 
in podsistemi hidroelektrarne, industrijske komunikacije, senzorske mreže in možni načini 
merjenja nivoja vode. Sledijo podrobnejše predstavitve izbrane MHE, posodobitve 
električne napeljave in izdelave programske opreme za vzpostavitev sistema vodenja na 
zajetju MHE – v tem sklopu je predstavljena tudi implementacija vozlišč senzorske mreže 
za spremljanje vodostajev zajetja na osnovi XBee brezžičnih modulov. 
Nazadnje je predstavljen razvoj celovitega nadzorno-upravljalnega sistema za izbrano 
MHE. Ta je osnovan na spletnih tehnologijah, na programskem ogrodju ASP .NET Core in 
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The master's thesis presents an upgrade of the selected small hydropower plant (SHP) with 
appropriate equipment for a comprehensive supervisory control system. Initially, systems 
and subsystems of hydroelectric power plants, industrial communications, sensor networks 
and possible ways of measuring water levels are presented. Following are more detailed 
presentations of the selected SHP, updates to the electrical installation and software 
development for a control system at the SHP intake structure - this section also introduces 
the implementation of sensor network nodes for monitoring the water levels at the SHP 
intake structure based on XBee radio modules. 
Finally, the development of a comprehensive supervisory control system for the selected 
SHP is presented. It is based on web technologies, the ASP .NET Core framework and the 
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Seznam uporabljenih simbolov 
Oznaka Enota Pomen 
A m2 površina 
C F kapacitivnost 
Ch F kapacitivnost senzorja nivoja s prekritostjo h 
D m premik, pomik 
E Pa modul elastičnosti, Youngov modul 
E0 V/m amplituda električnega polja 
H m dolžina kapacitivnega senzorja nivoja 
Ix  vhodi, spremljani s strani subjekta 
Iy  izhodi, spremljani s strani subjekta 
K Pa modul stisljivosti 
Q m3 s-1 pretok (npr. rečni pretok) 
Qes m
3 s-1 ekološko sprejemljiv rečni pretok 
Qhf m
3 s-1 mejna vrednost za velik pretok 
R  reference 
Rpl J kg
-1 K-1 plinska konstanta 
T K temperatura 
U V napajalna napetost 
UA V napetost podatkovnega vodnika a 
UB V napetost podatkovnega vodnika b 
UDI V diferenčna napetost 
UIH V najmanjša vhodna napetost za logično 1 
Vp  motnje procesa 
Vd  motnje naprave za izvajanje procesa 
Vs  motnje subjekta 
X  vhodi 
Y  izhodi 
a m notranji polmer jedra kapacitivnega senzorja nivoja 
b m zunanji polmer jedra kapacitivnega senzorja nivoja 
c m s-1 hitrost valovanja 
cp J kg
-1 K-1 specifična toplota pri konstantnem tlaku 
cv J kg
-1 K-1 specifična toplota pri konstantnem volumnu 
d m razdalja med senzorjem in oviro, pomik 
dd m debelina dielektrika 
dmax m maksimalna razdalja med senzorjem in oviro 
fmax Hz najvišja frekvenca vzorčenja 
h m višina prekritosti kapacitivnega senzorja nivoja, globina 
n / lomni količnik 
p Pa tlak 
p0 Pa tlak okolice 
t s čas 
v V izhodna napetost 
z m prostorska koordinata 
 F m-1 dielektričnost 
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Oznaka Enota Pomen 
0 F m
-1 dielektričnost praznega prostora (vakuuma) 
w / relativna dielektričnost vode pri danih pogojih 
 Hz frekvenca valovanja 
 V/m harmonična elektromagnetna motnja 
δ rad fazna konstanta 
κ / razmerje specifičnih toplot 
λ m valovna dolžina 
ϱ kg m-3 gostota 
ϕ rad fazni zamik 
Indeksi   
maks  maksimalna vrednost 





Seznam uporabljenih okrajšav 
Okrajšava Pomen 
AC Izmenična napetost oz. tok 
ADC ali A/D Analogno-digitalni pretvornik 
ADS Avtonomni delovni sistem 
API 
Vmesnik za namesnko programiranje (ang. Application Programming 
Interface) 
ASCII 
Ameriški standardni nabor za izmenjavo informacij (ang. American 
standard code for Information Interchange) 
BDP Bruto domači proizvod 
CPS Kibernetsko-fizični sistemi (ang. Cyber Physical System) 
CRUD 
Ustvarjanje, branje, posodabljanje in brisanje (ang. Create, Read, Update 
and Delete) 
CSS Predloge, ki določajo izgled spletnih strani (ang. Cascading Style Sheets) 
DAC ali D/A Digitalno-analogni pretvornik 
DC Enosmerna napetost oz. tok 
DCS Porazdeljeni upravljalni sistemi  (ang. Distributed Control Systems) 
DOM Objektni model dokumenta (ang. Document Object Model) 
EDS Elementarni delovni sistem 
EM Elektromagnetno (npr. elektromagnetno valovanje) 
FBD Funkcijski bloki (ang. Function Block Diagram) 
GUI Grafični uporabniški vmesnik (ang. Graphical User Interface) 
HMI Naprave za prikaz in grafični vmesniki (ang. Human Machine Interfaces) 
HPU hidravlična enota (ang. Hydraulic Power Unit) 
HTML Jezik za označevanje nadbesedila (ang. Hypertext Markup Language) 
HTML5 Peta verzija HTML 
HTTP Protokol za prenos hiperteksta (ang. Hypertext Transfer Protocol) 
HTTPS 
Protokol za varni prenos hiperteksta (ang. Hypertext Transfer Protocol 
Secure) 
ICS Industrijski sistemi vodenja  (ang. Industrial Control Systems) 
IDE Integrirano razvojno okolje (ang. Integrated Development Environment) 
IEC 
Mednarodna komisija za elektrotehniko (ang. International 
Electrotechnical Commission) 
IEEE 
Inštitut inženirjev elektrotehnike in elektronike (ang. Institute of 
Electrical and Electronics Engineers) 
IIoT Industrijski internet stvari (ang. Industrial Internet of things) 
IO ali I/O Vhodno-izhodna naprava 
IoT Internet stvari (ang. Internet of Things) 
IPCC 
Medvladni odbor za podnebne spremembe (ang. Intergovernmental Panel 
on Climate Change) 
JS Javaskript 
JSON Objektna notacija za JavaScript (ang. JSON JavaScript Object Notation) 
LAN ali FAN Lokalno omrežje (ang. Local Area Network in Field Area Networks) 
LD Lestvični diagram (ang. Ladder Diagram) 
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Okrajšava Pomen 
M2M Komunikacijski protokoli "stroj na stroj" (ang. Machine to Machine) 
MAC 
Naslov MAC, naslov nadzora dostopa do medija (ang. Media Access 
Control Address) 
MHE Mala hidroelektrarna 
MVC Model-pogled-krmilnik (ang. Model-View-Controller) 
MVP Model-pogled-presenter (ang. Model-View-Presenter) 
MVVM Model-pogled-pogledmodel (ang. Model-View-Viewmodel) 
NFC Komunikacija kratkega dosega (ang. Near field Comunication) 
O&V ali 
O&M 
Obratovanje in vzdrževanje (ang. Operation and Maintanance) 
OLE Predmetno povezovanje in vdelava (ang. Object Linking and Embedding) 
ORM 
Orodje za preslikavo entitet podatkovne baze v podatkovni model 
aplikacije (ang. Object-Relational Mapper) 
OSI 
Skupina za povezovanje odprtih sistemov, povezani odprti sistemi (ang. 
Open Systems Interconnection) 
PAN Osebno omrežje (ang. Presonal Area Network) 
PDU Podatkovna enota protokola (ang. Protocol Data Unit) 
PLK ali PLC Programabilni logični krmilnik (ang. Programmable Logic Controller) 
RFID Radio-frekvenčna identifikacija (ang. Radio-frequency identification) 
RTU Oddaljen terminal, oddaljeni priključek (ang. Remote Terminal Unit) 
SCADA 
Sistem za nadzor in zajemanje podatkov (ang. Supervisory Control And 
Data Acquisition) 
SMD Površinsko montirani element (ang. Surface Mounted Device) 
SMT Tehnologija površinske montaže (ang. Surface Mounted Technology) 
SQL 
Strukturiran povpraševalni jezik za delo s podatkovnimi bazami (ang. 
Structured Query Language) 
SRAM 
Statični pomnilnik z naključnim dostopom (ang. Static Random Access 
Memory) 
TAP 
Programiranje z asinhronimi opravili (ang. Task-based Asynchronous 
Pattern ) 
TCP Prenosni protokol interneta (ang. Transmission Control Protocol) 
TGP Toplogredni plini 
THT 
Tehnologije montaže elementov tiskanega vezja s skoznjimi luknjami 
(ang. Through Hole Technology) 
TIV ali PCB Tiskano vezje (ang. Printed Circuit Board) 
TTL Tranzistorsko-tranzistorska logika (ang. Transistor–Transistor Logic) 
UART 
Univerzalni asinhroni sprejemnik/oddajnik (ang. Universal 
Asynchronous Receiver/Transmitter) 
UI Uporabniški vmesnik (ang. User Interface) 
UNEP 
Program Združenih narodov za okolje (ang. DescriptionThe United 
Nations Environment Programme) 
URL Končna pot, enolični krajevnik vira (ang. Uniform Resource Locator) 
WLAN Brezžično lokalno omrežje (ang. Wireless Local Area Network) 
WPAN Brezžično osebno omrežje (ang. Wireless Personal Area Network) 




Mednarodna skupnost se vse bolj zaveda, da podnebne spremembe negativno vplivajo na 
naše okolje in življenje ter da se okolje spreminja ravno zaradi človeka. Zato skuša z 
opozarjanjem ljudi ter s sprejemanjem okoljskih zakonov in sporazumov vplivati na 
spremenjeno ravnanje v vseh gospodarskih panogah in pri posameznikih, npr. v porabi 
energije in materialov ipd. Načrtovanje in uveljavljanje takih družbenih in gospodarskih 
sprememb ter sledenje njihovi učinkovitosti pa so mogoči le ob razvijanju in ponujanju 
različnih rešitev, strategij, tehnologij in inštitucij. 
 
O antropogenih vzrokih podnebnih sprememb (tj. o vplivu dejavnosti ljudi na podnebje) ter 
o možnih okoljskih in družbenih posledicah podnebnih sprememb se v širši javnosti govori 
od l. 1950 dalje. Sprva so opozarjali predvsem na onesnaževanje okolja z aerosoli in z 
izpusti žveplovega dioksida; to onesnaževanje se je zaradi strožjih okoljskih standardov in 
novih tehnologij sčasoma precej zmanjšalo. Na začetku 80. let 20. stol. so si bili 
znanstveniki enotni v tem, da človek s svojim ravnanjem močno vpliva na podnebne 
spremembe; posledice njegovega ravnanja so namreč postale vse bolj opazne. Glavni 
»krivec« za podnebne spremembe so postali vse večji izpusti ogljikovega dioksida, 
sčasoma pa tudi drugih plinov, npr. metana, toplogrednih F-plinov 
(florofluoroogljikovodikov), vodne pare in drugih t. i. toplogrednih plinov (TGP). 
 
V okviru OZN je bil l. 1988 ustanovljen Medvladni odbor za podnebne spremembe 
(IPCC), ki naj bi zagotavljal objektivni znanstveni pogled na podnebne spremembe – in to 
tako na njihove povzročitelje kot tudi na njihove posledice. Odbor se ne ukvarja z izvirnim 
znanstvenim raziskovanjem, temveč spremlja aktualno relevantno strokovno literaturo o 
področjih, povezanih s podnebnimi spremembami, in v javno dostopnih poročilih podaja 
oceno stanja in njeno strokovno utemeljitev. Najobsežnejše je poročilo IPCC o oceni stanja 
(ang. IPCC Assessment Report), ki izide na štiri do sedem let. 
IPCC v zadnjem poročilu o oceni stanja (iz l. 2014) [1] navaja, da je svet l. 2010 
proizvedel 49 Gt CO2eq toplogrednih plinov, kar predstavlja 80-odstotni porast emisij v 
primerjavi z l. 1970 (27 Gt CO2eq). Največja rast je bila zabeležena v desetletju 2000–
2010 in je znašala 10 Gt CO2eq. Izpusti izvirajo iz naslednjih gospodarskih panog: iz 
industrije (21 %), iz prometa (14 %), iz gospodinjstev (6,4 %), iz kmetijstva (24 %), iz 
energetike1 (25 %), iz energetike ostalo2 (9,6 %). Emisije iz energetike lahko pripišemo k 
 
1 Vključuje proizvodnjo električne energije in toplote 
Uvod 
2 
vsem gospodarskim panogam, ker je vloga energetike ta, da energijo iz primarnih 
energetskih virov pretvori v sekundarno energijo in jo dostavi uporabnikom v obliki 
končne energije. 
 
Da bi svet do l. 2100 omejil globalno segrevanje pod 2 °C, bi morali do l. 2030 zmanjšati 
letne izpuste TGP na 42 Gt CO2eq, do l. 2050 pa na 25 Gt CO2eq. UNEP ocenjuje, da se 
emisije do l. 2030 lahko najbolj zmanjšajo v energetiki, in sicer za okoli 10 Gt CO2eq [2]. 
To je dosegljivo predvsem s postopnim zmanjševanjem uporabe premoga kot primarnega 
vira energije, z uvajanjem nizkoogljičnih virov energije in z boljšo energetsko 
učinkovitostjo. Zaradi tesne povezanosti podnebnih sprememb in trajnostnega razvoja so 
ukrepi za zmanjšanje posledic podnebnih sprememb eden od stebrov agende OZN za 
trajnostni razvoj do l. 2030; tej je v celoti zavezana EU, torej tudi Slovenija kot njena 
članica. 
 
Slovenija ima zaradi ugodne lege, ki omogoča gospodarno rabo mnogih nizkogoljičnih 
virov energije, in zaradi izkoriščanja jedrske energije dobro izhodišče za znižanje izpustov 
TGP ter za doseganje drugih podnebnih in okoljskih ciljev. L. 2017 je bilo v Sloveniji v 
hidroelektrarnah proizvedenih 27 % (oz. 4048 GWh) vse električne energije; elektrarne na 
fosilna goriva so prispevale okoli 30 %, jedrska elektrarna Krško pa 40 % [3]. 
 
K izkoriščenosti vodnega potenciala prispevajo hidroelektrarne različne moči, tudi male 
hidroelektrarne (MHE), ki jih v Sloveniji obratuje skoraj 500. Skupna inštalirana moč 
slovenskih MHE je l. 2017 znašala 225 MW, njihova skupna proizvedena električna 
energija pa 370 GWh – to je predstavljalo 3,5 % vse proizvedene električne energije iz 
nizkoogljičnih virov (drugi viri so bili: jedrska energija s 57 %, druge HE s 35 %, energija 
sonca z 2,4 %, energija iz biomase z 1,6 % in energija vetra z 0,05 %). 
 
Hidroelektrarne imajo več prednosti: nizke izpuste TGP in drugih škodljivih emisij (v 
celotnem življenjskem ciklu), dolgo obratovalno dobo in nizke obratovalne stroške. Imajo 
pa tudi nekaj pomanjkljivosti, kot so: velik poseg v okolje ob gradnji, visoka investicija, 
spremenljiva proizvodnja, ki je odvisna od letnega časa oz. padavin, in negativni vpliv na 
vzdolžno povezanost vodotokov. 
1.1 Cilji 
Cilj magistrskega dela je posodobitev izbrane MHE z ustrezno opremo za celovit 
nadzorno-upravljalni sistem, predvsem z možnostjo oddaljenega dostopa z raznimi 
mobilnimi platformami. Nameni tega sistema so: boljši vpogled v delovni proces, večja 
izkoriščenost delovnih sredstev in hidroenergetskega potenciala, hitrejša odzivnost na 
izredne dogodke in večja varnost operaterja.  
Posodobitev je večplastna: zajema področje mehatronike s poudarkom na programiranju in 
elektrotehniki; med načrtovanjem posodobitve smo se morali seznaniti z raznimi 
programskimi orodji, z raznimi programskimi jeziki/ogrodji in z raznimi elementi, 
potrebnimi za realizacijo komponent sistema in dokumentacije.  
 
 
2 Poimenovano tudi goriva v industriji. Predstavlja emisije uporabe goriv, ki niso direktno 
povezane s proizvodnjo elektrike ali toplote. 
Uvod 
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V prvem sklopu smo se seznanili s hidroelektrarno nasploh, z njenimi podsistemi na osnovi 
avtonomnega delovnega sistema (ADS) in elementarnega delovnega sistema (EDS), s 
sistemi vodenja in komunikacij ter z njihovo uporabo v industriji, s koncepti interneta 
stvari (IoT), s kibernetsko-fizični sistemi (CPS) in z Industrijo 4.0. V sklopu industrijskih 
komunikacij smo spoznavali OSI model komunikacije in protokole za izdelavo nadzorno-
upravljalnega sistema, ob tem pa tudi osnovne topologije omrežij in protokole brezžičnih 
omrežij, načine merjenja nivoja vode, globine ali razdalje ter izhodišča za postavitev 
senzorske mreže. Nato smo podrobneje spoznavali MHE, ki smo jo izbrali za posodobitev 
nadzorno-upravljalnega sistema, še posebej: zajetje elektrarne, ki v času gradnje še ni bilo 
dokončano, podsisteme in podporne sisteme ter aktuatorje za upravljanje z zajetjem 
(trenutno zajetje omogoča le zelo okrnjeno funkcionalnost, zato ob hudourniških vodah 
prihaja do pogostih izpadov proizvodnje energije; oddaljeno upravljanje trenutno ni 
mogoče). 
 
V drugem sklopu dela je opisana realizacija močnostnega in krmilnega dela električne 
napeljave na zajetju MHE. Za to je bilo treba spoznati program za izdelavo načrtov 
električne napeljave, določiti elemente in izdelati dokumentacijo ter napeljavo tudi 
realizirati. 
Bistveni del tega sklopa je bilo programiranje izbranega sistema vodenja PLK za namene 
upravljanja zajetja, in to v enem od programskih jezikov standarda IEC 61131-3. Sam 
program ni zahteven, ker je zajetje kot sistem dokaj enostaven. Zaradi prostorske umestitve 
elementov PLK bo je bilo treba implementirati tudi eno izmed industrijskih komunikacij. 
Potreben je bil večji poudarek na oddaljenem dostopu in predvsem obvladovanju 
prekinitev oddaljene povezave. 
 
V tretjem sklopu smo implementirali senzorsko mrežo za merjenje nivoja vode na 
nekaterih mestih zajetja MHE, in sicer tako, da smo izbrali in razvili strojno in programsko 
opremo za zanesljivo delovanje senzorske mreže; za to smo morali načrtovati tiskana vezja 
v namenskem programskem okolju in jih realizirati. Pri tem smo upoštevali, da mora biti 
omrežje razširljivo, da mora podpirati povezavo več senzorskih vozlišč (predvsem za 
merjenje nivoja vode) in da mora biti senzorska mreža integrirana s sistemom vodenja. Po 
pričakovanjih je bila implementacija programske opreme in komunikacij zahtevnejši del 
naloge. 
 
V četrtem sklopu smo izdelali nadzorno-upravljalni sistem za celotno MHE, in sicer tako, 
da smo integrirali obstoječi sistem za upravljanje agregata MHE in sistem za upravljanje 
zajetja MHE. Pri izdelavi nadzorno-upravljalnega sistema smo upoštevali naslednje 
pogoje: sistem mora temeljiti na pogosto uporabljeni platformi mini računalnikov, 
omogočati mora vpogled v trenutno stanje MHE in v njeno upravljanje, upravljanje mora 
biti možno tako na lokaciji MHE kot tudi preko oddaljenega dostopa, uporabniški vmesnik 
sistema mora biti interaktiven in nazoren ter podprt na širši paleti prenosnih naprav, sistem 
mora biti zanesljiv in mora omogočati samodejno vzpostavitev ob prekinitvi 
telekomunikacij ali napajanja, stanje programa nadzorno-upravljalnega sistema mora biti 
beleženo in vidno subjektu, sistem mora omogočati tako prikaz obratovalnih parametrov 
kot tudi beleženje oz. arhiviranje njihove vrednosti in tudi prikaz v grafični obliki na 
uporabniškem vmesniku (arhivirane vrednosti namreč omogočajo dodaten vpogled v 
delovanje sistema, odkrivanje napak in njihovih vzrokov), sistem mora obveščati subjekt o 
odstopanjih delovnega sistema od referenčnih oz. limitnih vrednosti in o uspešnosti 





2 Teoretične osnove in pregled literature 
Koncepta avtonomnega delovnega sistema (ADS) in elementarnega delovnega sistema 
(EDS) omogočata sistematičen pogled na poljuben delovni sistem, torej tudi 
hidroelektrarn. Avtonomni delovni sistem je definiran v viru [4] kot sistem z zaokroženimi 
tehnološkimi procesi in funkcijami vodenja operacij. Tehnološki procesi temeljijo na 
osrednjem elementu – elementarnem delovnem procesu. Funkcije vodenja operacij 
operirajo tako znotraj danega ADS kot tudi v koordinaciji z ostalimi ADS. 
 
Slika 2.1: Avtonomni delovni sistem (ADS) [4] 
ADS vsebuje tri krmilne zanke: notranjo, ki obsega monitoring, planiranje in krmiljenje 
operacij v realnem času, zunanjo krmilno oz. performančno krmilno zanko, ki omogoča 
kvalitetno odločanje pri obvladovanju virov (glede na performančne mere), ter 
koordinacijsko krmilno zanko, preko katere poteka krmiljenje ADS na nivoju mreže, kjer 
je le-ta umeščen v tržno okolje [5]. 
Elementarni delovni sistem (EDS) sestavljajo proces (delovni proces), naprava za izvajanje 
procesa in subjekt [6]. Proces in naprava za izvajanje procesa tvorita zaprtozančni sistem, v 
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katerem naprava za izvajanje procesa vzpostavlja povratno zvezo, potrebno za pretvorbo 
vhodov 𝑋 v izhode 𝑌. 
Subjekt (tj. operater naprave) nadzira vhode 𝐼𝑥 in izhode 𝐼𝑦 ter primerja izhode sistema 𝑦𝑖 z 
referenčnimi vhodi 𝑟𝑖. Ob nesprejemljivih odstopanjih mora generirati kontrolni signal 𝑈 
na ustrezni element naprave za izvajanje procesa. 
 
Slika 2.2 Elementarni delovni sistem [6] 
Opisana koncepta omogočata predstavitev delovnih sistemov na način, ki nam omogoča 
načrtovanje sistema za spremljanje stanja, za diagnostiko in za upravljanje. 
2.1 Hidroelektrarne 
Hidroelektrarne so delovni sistemi, ki pretvarjajo hidravlično energijo (tj. potencialno 
energijo vode) v električno energijo; to delajo po načelu zakona o ohranitvi energije. Torej 
proizvajajo električno energijo – ob tem pa se njihovi delovni snovi (vodi) ne spremenijo 
fizikalne lastnosti.  
Hidroelektrarne so pretočne, zajezne (akumulacijske) ali črpalno-zajezne. V njih so 
uporabljene razne izvedbe turbin; najpogostejše so Peltonova, Francisova ali Kaplanova. 
Glede na nazivno moč so hidroelektrarne velike (nekaj 100 MW), srednje (nekaj 10 MW) 
ali male (manj kot 10 MW) – te se delijo na mikro (manj kot 100 kW), mini  
(100 kW–1 MW) in male (1MW–10 MW), nekateri avtorji navajajo tudi pikoelektrarne 
(manj kot 5 kW). V našem magistrskem delu so kot MHE pojmovane HE z močjo manj 
kot 10 MW, podrobneje pa bo obravnavana MHE z instalirano močjo 670 kW. 
 
Struktura hidroelektrarne, predstavljena na osnovi EDS, je ponazorjena na sliki 2.3; z 
izrazom agregat je poimenovan sestav turbine in generatorja; če ima hidroelektrarna več 
agregatov, vsak agregat predstavlja svoj EDS. 
 
Jez, cevovod, turbina, generator in stikališče so naprave za izvajanje procesa v HE, torej 
tudi v MHE. Nadzoruje jih subjekt oz. operater HE; med obratovanjem HE so njegove 
ključne zadolžitve zagon in zaustavitev elektrarne, nastavitev moči obratovanja in 
spremljanje obratovalnih parametrov (ob tem mora opravljati tudi manjša vzdrževalna dela 
in osnovno diagnostiko stanja ter sprožati vzdrževalna naročila) [5]. Za implementacijo 
ADS je treba zagotoviti tak informacijski sistem, ki omogoča zajem, obdelavo in 
shranjevanje podatkov ter dostop do njih, tako da se subjekt lahko odzove z ustreznim 
kontrolnim signalom, poslanim na napravo za izvajanje procesa. Po navadi zajemamo 
podatke v realnem času iz sistemov vodenja – to so predvsem sistemi senzorjev in 
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programabilnih krmilnikov (PLK), ki upravljajo aktuatorje delovnih sistemov. Vir 
podatkov predstavlja tudi operater, ki z vnosom podatkov v sistem (npr. z vnosom 
sistemskih dogodkov) dopolni celovito sliko o procesu in delovni napravi. Z 
implementacijo dodanih storitev, kot je npr. obveščanje o posebnih dogodkih preko SMS, 




Slika 2.3: Procesi in sistemi hidroelektrarne (povzeto po [5]) 
V svetu in tudi v Sloveniji obstajajo razni načini upravljanja oz. razne stopnje 
avtomatizacije HE; poznane so tudi njihove prednosti in slabosti. Tako v viru [7] avtorji 
poročajo o svoji primerjavi treh načinov dostopa na MHE oz. treh stopenj avtomatizacije 
MHE. Za to primerjavo so izdelali model in simulacijo na osnovi definiranih pravil, ki 
obenem vrednotijo čas obratovanja in vzdrževanja (O&V) MHE. Podatke so pridobili (s 
pripravljenim obrazcem) od operaterjev 85 MHE po Sloveniji, nato pa so jih skupaj s 
pogoji obratovanja z definicijo raznih preslikav preslikali v dogodke, npr. velik pretok reke 
HE (𝐻𝐹 → 𝑄(𝑡) > 𝑄ℎ𝑓). Tako so definirali 8 dogodkov, in sicer: velik in majhen pretok 
(HF, LF), spreminjajoči se pretok (CF), vklop/start in izklop/stop MHE (ST), 
nepričakovani izklop/stop (SS), kratko vzdrževalno delo (MM), vzdrževanje jezu (DM) in 
vzdrževanje turbine (TM). S temi dogodki so izdelali model obratovanja. 
Nato so izdelali še model vzdrževanja; pri tem so si pomagali z dodatno preslikavo, in sicer 
tako, da so k dani kombinaciji dogodkov pripisali časovno ovrednotena pravila, ki 
predstavljajo poseg na MHE (operativni ali vzdrževalni - O&V). 
Avtorji so oba modela povezali in izdelali naslednje načine dostopa na MHE oz. stopnje 
avtomatizacije:  
- ročno upravljanje (manual operation) 
- operater je prisoten na lokaciji MHE 
- vse O&V dejavnosti potekajo na lokaciji MHE 
- osnovna avtomatizacija (basic automation) 
- operaterju je omogočen oddaljen dostop in pregled parametrov delovanja 
- parametri so zajeti s primernimi senzorji, dostop poteka preko modema in 
PLK 
- popolna avtomatizacija (full automation) 
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- osnovna avtomatizacija je nadgrajena z možnostjo oddaljenega upravljanja 
aktuatorjev MHE 
- MHE ima tudi regulacijo turbine (gonilnik/vodilnik) glede na pretok reke 
 
Ugotovili so, da ima osnovna avtomatizacija prednosti pri odročnih MHE in povsod tam, 
kjer operater trenutno porabi veliko časa za dnevne preglede, popolna avtomatizacija pa 
ima največ prednosti tam, kjer je pretok reke bolj spremenljiv. Ocenjujejo tudi, da se O&V 
čas z osnovno avtomatizacijo prepolovi, s popolno avtomatizacijo pa se zmanjša na tretjino 
trenutne vrednosti. 
Avtorji omenjenega dela poročajo tudi o svoji študiji primera na MHE Volaka ter dodajajo 
smernice za operaterje MHE, za proizvajalce in vzdrževalce opreme za MHE in za 
zakonodajalce. 
2.2 Sistemi vodenja in industrijske komunikacije 
Pojem industrijski sistemi vodenja (ang. Industrial Control Systems - ICS) zajema bogato 
paleto naprav, pripadajoče programske opreme in tudi subjektov. Ti sistemi omogočajo 
varno in zanesljivo spremembo delovnih procesov. Tradicionalni ICS so bili zaprti sistemi, 
sčasoma pa so jih v želji po učinkovitejšem spremljanju stanja in nadzora delovnih 
procesov nadgradili z raznimi komunikacijskimi protokoli na različnih ravneh. Zdaj ločimo 
več elementov tega industrijskega omrežja [8], in sicer so to: 
- programabilni logični krmilniki (PLK) – to so specializirane naprave za upravljanje 
delovnih procesov, ki preko digitalnih in analognih vhodnih/izhodnih modulov 
omogočajo izvajanje krmilnih algoritmov v realnem času in so nepogrešljivi del 
naprave za izvajanje delovnega procesa; 
- SCADA – to je nadzorno-upravljalni sistem (ang. supervisory control and data 
acquisition), programska oprema za upravljanje prostorsko razpršenih delovnih 
sistemov. 
- DCS – to so porazdeljeni upravljalni sistemi (ang. distributed control systems), 
primerni za delovne sisteme z več regulacijskimi zankami; sestojijo iz več 
avtonomnih krmilnikov s skupnim nadzornim sistemom; 
- HMI (ang. human machine interfaces) – to so naprave za prikaz in grafični 
vmesniki, ki omogočajo interakcijo subjekta z delovnim procesom. 
 
Omrežja, ki podpirajo komunikacijo med danimi elementi omrežja, uvrščamo v lokalni 
omrežji LAN ali FAN (ang. Field Area Networks). Obe omrežji sta v tradicionalnih ICS 
igrali pomembno vlogo na raznih ravneh komunikacije in zanje so bili razviti mnogi 
komunikacijski protokoli. Omrežja FAN so vzporedno komunikacijo s senzorji, aktuatorji 
in krmilniki nadomestila s serijsko komunikacijo, ki je lažje obvladljiva. 
V sodobnem času je vse več komunikacij osnovanih na Ethernet ali celo na brezžičnih 
tehnologijah. K tej spremembi sta veliko pripomogli vsesplošna raba raznih prenosnih 
naprav in širša uporaba prenosnih tehnologij, ki lahko predstavljajo točke dostopa do 
informacij o delovnem procesu [9]. Zaradi širše rabe (tako v industriji kot v tudi drugod) so 
se stroški vpeljave komunikacij na osnovi Ethernet tehnologije precej znižali, pojavili pa 
so se tudi novi, prilagodljivejši protokoli, ki uporabljajo isto fizično omrežje (Ethernet); 
vse to prispeva k boljši povezljivosti raznih sistemov. 
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S pojavom sistemov IoT (internet stvari, ang. Internet of Things) in CPS (kibernetsko-
fizični sistemi, ang. Cyber physical system) ter z njuno rabo v industriji se je razvil pojem 
Industrija 4.0 (ang. Industry 4.0). 
 
Izraz IoT (internet stvari) je bil prvič uporabljen na prelomu tisočletja [10] in je sprva 
poimenoval infrastrukturo, ki podpira povezavo raznih naprav in omogoča njihovo 
digitalno reprezentacijo v kibernetskem prostoru. Prva taka omrežja so bila osnovana na 
predmetih, opremljenih s RFID čipih za identifikacijo. Z razvojem so se kasneje pojavile 
nove tehnologije, kot so QR kode in NFC. 
IoT danes predstavlja koncept globalne omrežne infrastrukture, ki temelji na skupnih, 
skladnih in prilagodljivih komunikacijskih protokolih. To so predvsem omrežja iz Ethernet 
in TCP/IP sklada protokolov, preko katerih so naprave povezane na internet. Do leta 2020 
se pričakuje, da bo na internetu povezanih preko 50 milijard naprav. IoT omrežja in 
naprave, prilagojena za potrebe industrije, so označena kot IIoT (ang. Industrial Internet of 
Things). 
 
CPS (kibernetsko-fizični sistemi) so sistemi, katerih dejavnosti se spremljajo, nadzirajo in 
usklajujejo preko komunikacijskega in informacijskega sistema. Izraz CPS se je prvič 
pojavil l. 2006 [11]. Fizične komponente sistema so tesno prepletene in odvisne od 
kibernetskega prostora; taki sistemi so že realnost, npr. pametne zgradbe, pametno 
električno omrežje, pametni implantati, robotizirane operacije, avtonomna vozila itd. [12]. 
 
V zadnjem času zaznavamo konvergenco več sfer kibernetskega in fizičnega sveta, kot so 
npr. IoT, CPS, Big Data, porazdeljeni sistemi, računalništvo v oblaku, senzorske mreže, 
umetna inteligenca itd. Po l. 2010 je upad deleža industrije v BDP sprožil vse večje 
zanimanje industrije za uporabo teh konceptov in sistemov, da bi izboljšali izdelke in 
delovne procese. 
 
Pri povezovanju in integraciji sistemov ima osrednjo vlogo široka paleta omrežij in 
protokolov komunikacij. 
2.2.1 OSI model komunikacije 
OSI (ang. open systems interconnection) model je eden od širše uporabljenih 
konceptualnih modelov, ki predstavljajo ravni ali plasti strukture komunikacijskih 
protokolov oz. njihovih skladov. Model določa sedem plasti, zato ga imenujemo tudi 
sedemplastni model; te plasti so: aplikacijska, predstavitvena, sejna, transportna, mrežna, 
povezovalna in fizična. Prve tri plasti so implementirane v programski opremi (kodiranje 
znakov, enkripcija, aplikacije ipd.), zadnje štiri pa so vezane na strojno opremo (fizična 
povezava, topologija omrežja ipd.) [13]. Prikazane so na sliki 2.4. 
 
Aplikacijska plast je najbliže končnemu uporabniku – je neke vrste vmesnik za razne 
aplikacije oz. programe (primeri takih programov so spletni brskalniki, odjemalci e-pošte, 
pisarniški paketi). 
Predstavitvena plast omogoča interakcijo raznih aplikacij (aplikacijskih plasti) s podatki 
komunikacije (kljub različni sintaksi in semantiki podatkov in aplikacij). Na tej plasti se 
predstavitev podatkov uskladi z aplikacijsko plastjo. Primer takega usklajevanja je 
komuniciranje med napravami z različnim kodiranjem znakov, npr. ASCII in Unicode. 
Teoretične osnove in pregled literature 
10 
Sejna plast upravlja povezavo – jo začne, ohranja in prekinja. Skrbi za zanesljivo, varno in 
učinkovito pošiljanje in sprejemanje podatkov. Njena implementacija je odvisna od vrste 
komunikacije – ta je enosmerna (simplex), izmenična dvosmerna (half duplex) ali hkratna 
dvosmerna (full duplex). 
Transportna plast omogoča pravilen in zanesljiv prenos podatkov. Ob pošiljanju razstavi 
dolgo podatkovno sporočilo na krajše pakete (fragmentacija), ob sprejemanju pa krajše 
pakete sestavi v daljše podatkovno sporočilo (defragmentacija). Skrbi tudi za pravilen 
vrstni red sprejetih paketov, ker ti lahko prispejo k prejemniku v drugačnem vrstnem redu, 
kot so bili poslani. 
Mrežna plast skrbi za pravilno pošiljanje/prejemanje paketov po raznih poteh omrežja. Z 
usklajevanjem dolžin paketov z zasedenostjo poti omrežja skrbi, da omrežje ne postane 
prenasičeno.  
Povezovalna plast upravlja fizično naslavljanje naprav omrežja, omogoča zanesljivo 
povezavo, ureja dovoljenja za dostop do podatkov, omogoča sinhronizacijo in podatkovno 
kontrolo.  
Fizična plast je najnižja plast komunikacijskih modelov. Predstavlja dejansko fizično 
povezavo med napravami. Definira specifikacije fizične povezave, tj. električne in 
mehanske lastnosti medija povezave (npr. žično, brezžično, optična vlakna) in 
povezovalnih elementov (npr. RJ45), napetostne nivoje, prenosne frekvence, formate itd. 
 
OSI model je sicer splošno sprejet, vendar v dejanskih protokolih oz. omrežnih napravah 
pogosto ni implementiran v celoti (tj. 7-plastno); zaradi ekonomskih razlogov in zaradi 
poenostavitve omrežnih naprav (ki lahko opravljajo funkcije več plasti) se pogosto 
uporabljajo 6-, 5- ali celo 4-plastni modeli – primer 4-plastnega modela protokolnih 
skladov je prikazan na sliki 2.4 s TCP/IP modelom. 
 
Slika 2.4: Primerjava modelov OSI in TCP/IP (povzeto po [13]) 
Iz slike je razvidno, da so pri TCP/IP modelu, ki je s prodorom Ethernet tehnologij postal 
eden od pogosteje implementiranih modelov v omrežnih napravah, določene plasti OSI 
modela združene v eno plast. Kljub temu TCP/IP model ni dovolj splošen za opis drugih 
vrst komunikacije. Za lažje razumevanje mrežnih modelov se zato še vedno uporablja 
abstraktnejši model, tj. OSI model [13]. 
2.2.2 Industrijske komunikacije 
Prve oblike industrijske komunikacije so bile vzpostavljene zato, da bi zamenjale obsežne 
vzporedne (paralelne) povezave. Te prvotne komunikacijske protokole (kot so PROFIBUS, 
INTERBUS, Modbus) imenujemo s skupnim izrazom fieldbus. Zaradi specifičnih zahtev 
komunikacij, ki se ločijo od aplikacije do aplikacije, in tržne usmerjenosti raznih 
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proizvajalcev opreme so bili razviti še drugi protokoli, npr. CANbus oz. CANOpen 
(podjetje Bosch,) ADS (Beckoff), DeviceNet (Rockwell) in Profinet (Siemens) [8].  
Protokolom komunikacije za povezovanje naprav pravimo danes tudi M2M (ang. Machine 
to Machine) protokoli, torej protokoli »stroj na stroj«. 
 
Kljub sočasnemu razvoju Etherent TCP/IP sklada protokolov pa ti niso prodrli v 
industrijsko sfero, in to predvsem zaradi zahtev po komunikaciji v dejanskem času (ang. 
real-time comunication). Vendar se tudi to področje močno razvija, tako da danes poznamo 
protokole, kot so PROFINET IRT, PROFINET Real Time, EtherCAT, RTE (real-time 
Ethernet), Ethernet Powerlink … [9]. 
 
Za podporo nadzornikovega/subjektovega nadzora delovnih procesov so sčasoma 
implementirali tudi komunikacijo med nadzornimi sistemi (npr. SCADA, HMI) in sistemi, 
ki upravljajo naprave med delovnim procesom. Tako so npr. nastali protokoli na osnovi 
OPC (ang. Object Linking and Embedding for process control) standardov in specifikacij. 
OPC je sprva omogočal povezavo raznih sistemov vodenja s prikazovalniki HMI na osnovi 
Microsoftovih platform (Windows Embedded in drugih Microsoftovih vgradnih rešitev), 
danes pa poznamo OPC (l. 2011 se je preimenoval v Open Platform Communications) in 
OPC UA (ang. OPC Unified Architecture), ki podpira razno paleto HMI platform (tudi s 
sistemi Linux in Android), vključno z mnogimi nadzornimi sistemi.  
Preglednica 2.1: Industrijski M2M protokoli in njihova uporaba (po [8]) 
Protokol M2M Privatna omrežja IIOT aplikacije 
ADS DA NE 
CANOpen DA NE 
DeviceNet DA NE 
Profinet DA NE 
OPC DA NE 
Modbus DA NE 
OPC UA DA DA 
MTConnect DA DA 
MTT DA DA 
CoAP DA DA 
LWM2M DA DA 
WebThings DA DA 
 
Preglednica 2.1 ponuja primerjavo raznih M2M protokolov, in sicer glede na njihovo 
podporo klasičnim oz. zasebnim industrijskim omrežjem in IIoT aplikacijam. Kot vidimo, 
protokoli OPC UA, MQTT, CoAP, LWM2M in WebThings podpirajo tudi IIoT aplikacije. 
M2M protokoli omogočajo interoperabilnost med komponentami industrijskih omrežij in 
drugimi sistemi na ravni podjetja. Kot taki igrajo pomembno vlogo pri zaporedni 
integraciji elementarnih delovnih sistemov. 
 
Ker smo za doseganje ciljev magistrskega dela morali uporabiti in implementirati kar nekaj 
protokolov industrijskih komunikacij (npr. CANbus, Modbus, OPC), navajamo tu nekaj 
osnovnih podatkov in zanimivosti o njih. 
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CANbus 
CANbus (ang. Controller Area Network bus) je široko uporabljeno serijsko vodilo, ki 
podpira razne CAN protokole. Sprva naj bi zagotovil zanesljivo in hitro komunikacijo med 
mikrokrmilniki prevoznih sredstev (osebnih avtomobilov, plovil, vesoljske tehnike ipd.), 
zdaj pa je nameščen tako v industriji kot tudi v gospodinjskih aparatih. 
To je sistem za pošiljanje kratkih sporočil med vozlišči omrežja – vozlišča imajo vlogo 
gospodarja (ang. master) ali sužnja (ang. slave); v omrežju je lahko istočasno samo en 
gospodar (ta pošilja sporočila), vsa druga vozlišča pa imajo vlogo sužnja (ta sprejema 
sporočila). CAN omrežje podpira razpršeno oddajanje (ang. broadcast) kratkih sporočil 
med vsemi vozlišči, s tem se doseže tudi integriteta podatkov vozlišč omrežja. Hitrost 
prenosa podatkov je največ do 1 Mbit/s. 
CAN omrežje je določeno v standardu ISO 11898. Ta opisuje način posredovanja 
informacij med napravami omrežja (vozlišči) in je skladen z modelom OSI. Omrežje CAN 
je definirano le na zadnjih dveh plasteh modela OSI, tj. na fizični in povezovalni. 
Implementacija aplikacijske plasti je v domeni mikrokrmilnika, medtem ko druge plasti 
niso implementirane. 
 
Slika 2.5: CANbus, umeščen glede na OSI model, in prikaz topologije (po viru [14]) 
Aplikacijska plast predstavlja višjenivojske protokole, kot je CANopen, ter tudi vse druge, 
velikokrat specifične za danega proizvajalca naprav omrežja (npr. UniCAN, DeviceNet). 
Na sliki 2.5 so razvidne plasti CAN komunikacije in pripadajoče naprave. Fizična plast je 
na nivoju CAN sprejemnika in oddajnika (ang. transceiver), ki je fizično povezan na 
vodilo. Na tem nivoju so galvanska izolacija, uskladitev napetostnih nivojev, primerni 
vmesniki za dani medij prenosa itd. Sprejemnik/oddajnik komunicira s CAN krmilnikom, 
ki je lahko samostojna enota ali pa je že vgrajen v glavni mikrokrmilnik. Komunikacija v 
splošnem poteka v enem od protokolov za asinhrone/sinhrone komunikacije med elementi 
tiskanih vezij, npr. UART, I2C, SPI.  
CAN krmilnik predstavlja vmesnik za aplikacijo mikrokrmilnika in omogoča dostop do 
podatkov, zanesljivo povezavo, upravlja s podatkovnimi okvirji ipd. Kot tak opravlja vlogo 
povezovalne plasti in delno tudi fizične plasti. 
 
Vse naprave oz. vozlišča so povezane na skupno CAN vodilo. Komunikacija poteka po 
uravnoteženi diferenčni povezavi (ang. balanced differential signaling) preko sukanega 
vodnika (ang. twisted pair). Vodilo mora biti na vsakem koncu zaključeno z uporom RL – 
za preprečevanje odbojev signala. Vodilo sestoji iz dveh signalnih vodnikov, označenih s 
CANH in CANL. V stanju mirovanja imata vodnika napetost 2,5 V, kar predstavlja 
Teoretične osnove in pregled literature 
13 
recesivno (ang. recessive) stanje in pri CAN pomeni logično 1. Logično vrednost 0 
predstavlja napetostna razlika 2 V med vodnikoma, kjer CANH doseže vrednost 3,5 V in 
CANL vrednost 1,5 V. To stanje je poimenovano tudi dominantno (ang. dominant). 
Podatke preko vodila pošiljamo s pulznim vlakom visokih in nizkih stanj vodnikov CANH 
in CANL. 
Pulzni vlak popisuje definirano obliko podatkovnega okvirja. Poznamo standardni CAN in 
razširjeni (ang. extended) CAN. Podatkovni okvir standardnega CAN ima določena 
območja, ki se raztezajo nekaj bitov. Okvir se prične z dominantnim bitom SOF (ang. start 
of frame), ki označuje pričetek prenosa podatkov. Nato sledi 11-bitni identifikator 
prioritete sporočila (toliko nižja, kot je binarna vrednost, je višja prioriteta), ta okvir služi 
tudi za arbitražo komunikacije med vozlišči – vozlišče, ki pošilja okvir z najvišjo 
prioriteto, nadaljuje pisanje v CAN, vsa druga vozlišča pa podatke le sprejemajo. Da je 
arbitraža enoznačno določena, so prioritete sporočil pripisane posameznim vozliščem; tako 
se izognemo istočasnemu pošiljanju sporočil iste prioritete. 
Sledijo še polja RTR, IDE, r0, DLC (določa število bitov v Data), Data (dejanski podatki 
dolžine 0 – 8 bajtov), CRC (kontrolna vsota), ACK, EOF (ang. end of frame) in IFS. 
Razširjen CAN podatkovni okvir ima dodatno polje z 18-bitnim identifikatorjem ter bitna 
polja SRS in r1. Okvir prav tako podpira pošiljanje podatkov dolžine 0–8 bajtov [14]. 
V nalogi smo se soočili s postavitvijo CAN omrežja med napravami nadzornega sistema, 
da bi subjektu omogočili upravljanje delovnega procesa. 
 
Modbus 
Modbus protokol so pri podjetju Modicon določili za komunikacijo med PLK-ji. Je eden 
od prvih fieldbusov. Specifikacijo za protokol Modbus danes vzdržuje organizacija 
Modbus Organization, ki predstavlja tudi združenje neodvisnih uporabnikov in 
dobaviteljev, ki podpirajo adaptacijo protokola Modbus na raznih področjih. 
Modbus standard določa, da je Modbus na aplikacijskem sloju OSI modela implementiran 
v obliki odjemalec/strežnik. Implementiran je lahko na Ethernet povezavi (Modbus TCP/IP 
oz. UDP/IP), do katere dostopamo preko vrat (ang. port) 502, ali pa je implementiran na 
osnovi asinhronih serijskih povezav (RS-232/442/448) preko raznih medijev (brezžične, 
optične… povezave) [15]. Te razne implementacije določajo preostale sloje OSI modela. 
 
Prva implementacija Modbusa je bila na osnovi asinhronih serijskih povezav v 
konfiguraciji gospodar-suženj, poimenovana tudi Modbus RTU ali ASCII. Ta zavzema le 
spodnji plasti OSI modela, prikazano na sliki 2.6. 
 
Slika 2.6: Modbus RTU/ASCII in Modbus TCP, umeščena glede na OSI model (prirejeno po [15] 
in [16])  
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Modbus RTU/ASCII opisujeta protokol na osnovi serijske komunikacije med dvema 
napravama oz. vozliščema v dveh oblikah: RTU (ang. Remote Terminal Unit) in ASCII. 
Omrežje lahko sestavlja več vozlišč, če izbrana implementacija fizične plasti to dopušča 
(npr. RS232 ali RS485). Vozlišča so povezana na skupno vodilo in tam samo eno lahko 
zavzame vlogo gospodarja. Komunikacijo vedno začne gospodar z zahtevkom, 
naslovljenim na določenega sužnja. Ta se odzove gospodarju. Vozlišča v vlogi sužnja 
nikoli ne komunicirajo med seboj. 
 
Zahtevek oz. poizvedba gospodarja je predstavljena v obliki podatkovnega okvirja s 
poljem za naslov sužnja (dolžine 2 bajta), s poljem PDU (ang. Protocol Data Unit), ki 
zavzema tako kodo Modbus funkcije (ang. Function Code) in pripadajoče podatke, ter 
nazadnje še s poljem CRC (kontrolno vsoto). Modbus funkcije so določene v definiciji 
protokola v viru [15] in jih na tem mestu zaradi obsežnosti ne bomo predstavljali, 
omenimo le, da funkcije določajo neko določeno akcijo na strani sužnja (npr. posredovanje 
vrednosti spominskih mest). Vsaka funkcija določa obliko podatkovnega okvirja, in to tako 
poizvedbe kot tudi odgovora. Interpretacija funkcij mora biti implementirana skladno z 
definicijo protokola na vseh napravah/vozliščih omrežja. 
 
S prodorom Ethernet tehnologij se je prilagodil tudi protokol Modbus, zato danes omogoča 
komunikacijo preko TCP/IP in Ethernet fizične plasti. Pri Modbus TCP je oblika 
podatkovnega okvirja podobna kot Modbus RTU/ASCII – ohranja obliko polja PDU, 
predenj pa dodaja polje »MBAP Header«, ki vsebuje transakcijski in protokolni 
identifikator ter dolžino okvirja in ID sužnja [17]. 
V nalogi smo komunikacijo Modbus TCP uporabili za prenos podatkov med enoto PLK in 
nadzorno-upravljalnim sistemom. Implementacija je opisana v prilogi C.2. 
 
OPC 
L. 1996 je več vodilnih proizvajalcev industrijske opreme ustvarilo konzorcij, ki je določil 
standard za nadzor procesov. Tako so nastali SCADA in podobni sistemi, ki združujejo 
sisteme vodenja in upravljanja raznih proizvajalcev pod enim nadzorno-upravljalnim 
sistemom. Konzorcij je definiral prvi osnutek standarda, ki je temeljil na Microsoftovi 
tehnologiji OLE (ang. Object Linking and Embedding) in so ga poimenovali OPC (ang. 
OLE for process control). Standard in tehnologijo OPC danes vzdržuje OPC Fundation, v 
kateri je več kot 450 industrijskih partnerjev (Microsoft, GE, Siemens, Rockwell, ABB 
itd.) [18]. 
Osnovna funkcija OPC je poenostavitev povezovanja industrijskih naprav, ki 
implementirajo razne komunikacijske protokole. OPC temelji na strukturi odjemalec-
strežnik (ang. client-server). Odjemalci so aplikacije, ki dostopajo do podatkov strežnika, 
ta pa komunicira z napravami. 
Na sliki 2.7 so prikazane povezave v dveh konfiguracijah. Na levi strani je konfiguracija 
brez OPC strežnika; v njej morajo imeti vse višjenivojske aplikacije implementirano 
podporo protokolom komunikacij za vse povezane naprave (npr. Profibus, Modbus, 
CANbus). Taki sistemi so dražji, zahtevnejši za obvladovanje ter okrnijo interoperabilnost 
aplikacij. 
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Slika 2.7: Povezave naprav v dveh konfiguracijah – leva stran prikazuje konfiguracijo brez OPC, 
desna pa poenostavitev povezav z vpeljavo OPC 
Na desni strani slike je prikazana topologija z isto funkcionalnostjo, le da OPC strežniki 
predstavljajo vmesnik med aplikacijo, ki predstavlja odjemalca OPC, in drugimi 
napravami. Take aplikacije so v splošnem veliko bolj interoperabilne, sistem pa lahko 
kasneje enostavneje nadgrajujemo z dodatnimi napravami ali z menjavo naprav. S 
strežnikom največkrat komuniciramo preko Ethernet povezave.  
Ponudniki OPC tehnologije na strani OPC strežnika implementirajo razne industrijske 
komunikacijske protokole in s tem omogočijo povezljivost z industrijskimi napravami. 
Nabor podprtih protokolov se razlikuje med ponudniki OPC. 
 
Sprva je bil v sklopu OPC podprt le dostop do trenutnih vrednosti spremenljivk procesa, 
znan kot vmesnik OPC Data Access Server (OPC DA Server interface). Do strežnika je 
bilo možno dostopati preko OPC DA Client. OPC DA je bil namenjen predvsem zajemanju 
vrednosti spremenljivk v realnem (dejanskem) času iz raznih PLK, DCS in drugih naprav 
ter posredovanju teh vrednosti na HMI naprave in podobne odjemalce za namene prikaza 
vrednosti. 
 
Kasneje je fundacija dodala še specifikacije oz. vmesnike OPC Alarm&Events (OPC 
A&E), OPC Historical Data Access (OPC HDA) in OPC Security. Strežniki OPC preko 
omenjenih vmesnikov izpostavijo pripadajoče podatke na standardiziran način [19]. 
Uspešna adaptacija OPC DA v tisočerih napravah ter pojavi vse več platform in naprav so 
zahtevali tudi evolucijo OPC standarda. OPC Fundation je leta 2008 izdala novo OPC 
specifikacijo – OPC Unified Architecture (OPC UA). Namen OPC UA je predvsem 
neodvisnost od COM (ang. component object model) in DCOM (ang. distributed COM), ki 
sta komponenti Microsoft OLE tehnologije. S tem je OPC UA podprt na raznih 
operacijskih sistemih in mnogih vrstah strojne opreme. Čeprav je bil standard definiran 
pred nekaj leti, njegova implementacija v industrijskem okolju še nima velikih razsežnosti 
in zelo počasi izpodriva klasični OPC. 
Pri naši aplikaciji se bomo srečali s klasičnim OPC DA (Data Access), ki je že 
vzpostavljen na MHE. 
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2.3 Senzorske mreže 
Senzorske mreže so skupine medsebojno povezanih komponent (vozlišč – ang. node) s 
povezavami (ang. link), ki se uporabljajo za spremljanje obratovalnih parametrov naprav, 
parametrov stanja in drugih fizikalnih veličin. Vozlišča imajo lahko razne naloge npr. 
merjenje veličin, posredovanje podatkov, upravljanje z omrežjem itd. 
Senzorske mreže so lahko implementirane na raznih vrstah povezav (brezžične, žične, 
optične itd.) in na raznih komunikacijskih protokolih. Vozlišča povezujemo v fizične in 
logične topologije. V nadaljevanju bo predstavljenih nekaj topologij omrežij. 
2.3.1 Topologije omrežij 
Omrežje lahko opredelimo glede na to, kako so povezave med vozlišči urejene fizično (tj. 
fizična topologija) ali logično, torej v katerem funkcijskem/hierarhičnem razmerju so 
vozlišča med seboj in kako se podatki prenašajo po omrežju (tj. logična topologija). 
Po fizični ureditvi povezav ločimo naslednje vrste omrežij [13]: 
- vodila (ang. buses) – vozlišča so povezana na skupno vodilo; 
- zvezde (ang. stars) – vozlišča so med seboj povezana le preko osrednjega vozlišča, 
imenovanega zvezdišče; 
- obroči (ang. rings) – vozlišča so povezana na vodilo v obliki obroča; 
- mreže (ang. meshes) – vsako vozlišče je povezano s preostalimi vozlišči; 
- drevesa (ang. trees) – ta topologija sestoji iz več nivojev, na vsakem nivoju so vozlišča, 
ki so z zgornjim nivojem povezana le z eno povezavo, na naslednjem nivoju 
(podnivoju) pa je eno ali več vozlišč. Za drevesno topologijo morajo obstajati najmanj 
trije nivoji, ker je topologija z dvema nivojema zvezdna; 
- hibridna – ta topologija sestoji iz drugih osnovnih topologij. 
 
Slika 2.8: Topologija drevesa [13] 
Logična topologija določa, kako se podatki širijo ali kako potujejo po omrežju. Za to, da je 
logična povezava med vozlišči mogoča, morajo biti izpolnjeni naslednji pogoji: med 
vozlišči mora obstajati fizična povezava, vozlišča morajo biti dosegljiva, morajo podpirati 
uporabljen protokol komunikacije in morajo imeti dodeljene unikatne identifikacijske 
številke (npr. naslovi MAC). Logične vrste omrežij se lahko med komunikacijo dinamično 
spreminjajo; to je odvisno od implementacije protokola posameznega omrežja. V splošnem 
poznamo naslednje logične vrste omrežij [13]: marjetično (tudi marjetično verigo, ang. 
daisy chain), zvezdno (ang. star) in mrežno (ang. mesh). 
 
Marjetična topologija je lahko implementirana kot serijsko povezana vozlišča; vozlišča 
(razen prvega in zadnjega) so povezana s prejšnjim in naslednjim vozliščem. Vozlišča 
morajo imeti za vsako povezavo en sprejemnik in en oddajnik. Če med seboj povežemo še 
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skrajni vozlišči, dobimo marjetično topologijo s fizično topologijo obroča. Podatki v taki 
topologiji obroča potujejo po celotnem obroču le v eni smeri; vozlišča imajo zato lahko le 
en sprejemnik in oddajnik – to pa povečuje zakasnitev prenosa podatkov. 
 
Slika 2.9: Marjetična topologija (a) in marjetična topologija v obliki obroča (b) [13] 
Topologija zvezde obstaja tako logična kot fizična. V logični implementaciji centralno 
vozlišče (zvezdišče) posreduje podatke med vozlišči; vsa komunikacija poteka preko 
zvezdišča – to pa lahko v določenih primerih predstavlja veliko ranljivost omrežja. Primer 
takega omrežja je lokalno Ethernet omrežje, v katerem so osebni računalniki (vozlišča) 
povezani preko usmernika (zvezdišča). Pri velikem številu vozlišč lahko pride ob enostavni 
implementaciji in ob prezasedenosti omrežja do izgube podatkov, časovne zakasnitve, 
prekinitve povezave itd. V izogib temu imajo zvezdišča vpogledno (ang. lookup) tabelo, v 
kateri so zapisani naslovi vozlišč. Tabela se ustvari ob vzpostavitvi omrežja in omogoča 
učinkovitejše delovanje – ob vsakem prenosu podatkov zvezdišču ni treba pridobiti 
podatkov o preostalih vozliščih.  
Zvezdne topologije so uporabljene zelo pogosto. Velikokrat se omrežja na osnovi zvezdnih 
topologij povezujejo med seboj in tako ustvarijo hierarhično, drevesno topologijo. Primer 
takega omrežja so lokalna omrežja (LAN), katerih usmerniki so med seboj povezani preko 
usmernika na najvišjem nivoju (npr. usmernika z modemom). 
Poleg zvezdne topologije obstajajo tudi hibridne zvezdne topologije, npr. zvezdna obročna 
topologija in zvezdna topologija z vodilom. 
 
Slika 2.10: Topologija zvezde (a) in polna mrežna topologija (b) [13] 
Mrežna topologija je vsaka topologija, v kateri obstajajo dodatne povezave med vozlišči 
omrežja. Mrežni topologiji, v kateri so vsa vozlišča povezana med seboj, pravimo polna 
mrežna topologija. Mrežne topologije uporabljamo, kadar potrebujemo redundantne 
povezave med vozlišči, ker se s tem zagotovi večja zanesljivost omrežja – ob okvari enega 
ali več vozlišč namreč lahko podatki potujejo po alternativnih poteh. 
Vozlišča v takem omrežju lahko prevzamejo le vlogo posrednika podatkov med 
preostalimi vozlišči in tako povečajo doseg celotnega omrežja. To pa pomeni, da morajo 
vozlišča imeti implementirano programsko opremo za upravljanje prejetih podatkov (npr. 
za vlogo usmernika). Z vse večjo zmogljivostjo in učinkovitostjo mikrokrmilnikov in 
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mikroprocesorjev postajajo take mreže vse pogostejše – uporabljene so v IoT, v industrija 
4.0 in v drugih aplikacijah. 
2.3.2 Brezžični protokoli 
Z vse večjo uporabo novih tehnologij v industriji se odpirajo nove možnosti 
implementacije nadzora, krmiljenja, regulacije in avtomatizacije delovnih sistemov. S 
konceptoma IoT (ali IIoT) in industrija 4.0 se veča tudi raba brezžične tehnologije, in to 
tako v industriji, gospodinjstvih in tudi drugi potrošniški elektroniki. V naši nalogi smo se 
odločili, da implementiramo brezžično omrežje za spremljanje vodostajev zajetja. Z 
vpeljavo omrežja omogočimo tudi lažjo integracijo morebitnih dodatnih naprav ali 
senzorjev v obstoječi sistem vodenja. 
V praksi so poleg omrežij na osnovi standarda IEEE 802.11.1 (ang. wireless local area 
network, WLAN, Wi-Fi) najpogosteje implementirana še brezžična omrežja na osnovi 
standarda IEEE 802.15.4 (ang. low-rate wireless personal area network, LR-WPAN); v 
potrošniški elektroniki je pogosto implementirano tudi omrežje Bluetooth, ki je definirano 
s IEEE 802.15.1 standardom. 
Omrežja, osnovana na IEEE 802.15.4, so ZigBee, Z-Wave, XBee, 6LowPan, Thread ipd. 
Standard IEEE 802.15.4 definira prvi plasti OSI modela komunikacije, tj. fizično in 
povezovalno, medtem ko je implementacija višjih plasti komunikacije v domeni 
proizvajalcev mrežnih naprav. Za doseganje kompatibilnosti naprav raznih proizvajalcev 
pa morajo biti te plasti komunikacije kompatibilne. Zato se proizvajalci povezujejo v 
združenja in tam definirajo še preostale plasti komunikacije (tak združenja so npr. ZigBee 
Alliance, Thread Group, RIOT, Contiki, TinyOS). 
S pospešenim razvojem raznih protokolov so se nekateri proizvajalci oddaljili od osnove 
implementacije IEEE 802.15.4, zato danes večina proizvajalcev ponuja izdelke, ki s 
spremembo strojno-programske opreme (ang. firmware) omogočajo tako osnovni IEEE 
802.15.4 kot tudi ostale, razširjene protokole – ti pa so omejeni znotraj izdelkov istega 
proizvajalca ali njihovih združenj. Preglednica 2.2 prikazuje nekaj izbranih brezžičnih 
protokolov. 
Izbira protokola za doseganje našega cilja bo predstavljena v naslednjih poglavjih. 
Preglednica 2.2: Izbrani brezžični protokoli, osnovani na IEEE standardih (po [20], [21], [22]) 
 ZigBee XBee Z-Wave Bluetooth Wi-Fi 
Standard IEEE 802.15.4 IEEE 802.15.1 IEEE 802.11 
Frekvenca 
delovanja 





250 kb/s (2.4 GHz), 40 kb/s (915 MHz) 
20 kb/s (868 MHz) 
1 Mb/s 
2 Mb/s (v5.0) 
11-1000 
Mb/s 
Doseg omrežja [m] 10 – 300 
60 – 1600 tudi do 
3200 
30 10 150 
Topologija omrežja Zvezda, mreža, drevo Zvezda, mreža Zvezda Zvezda 
Maksimalno število 
naprav3 
>1000 >1000 230 2 ~100 
 
3 Maksimalno število naprav je odvisno od izbrane topologije omrežja, formata 
izmenjave podatkov, frekvence izmenjave podatkov in preostalih parametrov omrežja, ki 
jih je treba določiti in s katerimi se določi tudi zmogljivost omrežja. 
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2.4 Merjenje nivoja vode 
Za vzpostavitev učinkovite senzorske mreže za merjenje nivoja vode (vodostaja) v 
različnih predelih zajetja MHE smo pregledali nekaj načinov merjenja nivoja, globine ali 
razdalje.  
Senzorji oz. zaznavala delujejo po različnih fizikalnih principih in se med seboj ločijo po 
statičnih, dinamičnih in energetskih karakteristikah. V nadaljevanju bodo opisani izbrani 
senzorji za zvezno/analogno merjenje omenjenih veličin. 
 
Uporovni senzorji 
Sprememba merjene veličine povzroči spremembo upornosti tipala in ta se kaže v 
spremenjeni izhodni napetosti. Izvedba takega tipala je prikazana na sliki 2.11 (a). Tu 
plovec preko vzvoda vpliva na pozicijo drsnika potenciometra. Sprememba izhodne 
napetosti je podana z linearno zvezo: 




Kjer je 𝑈 napajalna napetost, 𝑣 izhodna napetost, 𝑑 dani premik [mm] in 𝐷 merilno 
območje [mm].  
 
Slika 2.11: Izvedba uporovnega senzorja s plovcem za merjenje nivoja in delilnik napetosti (a) ter 
izvedba senzorja iz dveh membran (b) [23] 
Za merjenje nivoa vode je primerna tudi izvedba, predstavljena na sliki 2.11 (b). Sestoji iz 
dveh membran (lahko tudi vodnikov), ena je prevodna in fleksibilna, druga pa je toga in 
prevlečena z uporovnim materialom. Ko se membrani skleneta zaradi delovanja zunanjih 
sil na ohišje senzorja, tvorita električno povezavo z nižjo upornostjo. 
 
Kapacitivni senzorji 
Elementi kapacitivnega senzorja v osnovi tvorijo kondenzator, katerega kapacitivnost se 
spremeni ob spremembi merjenje veličine. Iz osnovne enačbe za kapacitivnost: 




izhaja, da spremembo kapacitivnost lahko povzročijo sprememba dielektričnosti (𝜀), 
debeline dielektrika (𝑑𝑑) ali njegove površine (𝐴). 
Primer izvedbe kapacitivnega senzorja nivoja vode je prikazan na sliki 2.12. 
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Slika 2.12: Izvedba kapacitivnega senzorja in pripadajoča karakteristika, kapacitivnost v odvisnosti 
od prekritosti senzorja oz. nivoja vode [23] 
Pri tej izvedbi se pri višanju gladine spremeni kapacitivnost senzorja zaradi drugačne 
kapacitivnosti vode od zraka, saj ta napolni vedno več prostora med elektrodama. 
Kapacitivnost senzorja z dolžino 𝐻, notranjim premerom jedra 2𝑎, zunanjim premerom 






(𝐻 + ℎ(𝜀𝑤 − 1)) (2.3) 
kjer je 𝜀𝑤 dielektrična konstanta vode pri dani temperaturi vode. 
 
Tlačni senzorji 
Večino teh senzorjev sestavljata deformabilni element (primarni senzor) ter element, ki 
zaznava deformacije primarnega senzorja in generira električni signal – temu elementu 
pravimo tudi sekundarni senzor (slika 2.13). 
 
Slika 2.13: Primer pretvorbe sile v napetostni signal – primarni in sekundarni senzor [24] 
Primarni senzorji pogosto nastopajo v obliki ročic/nosilcev, membran in mehov. 
Sekundarni senzorji za zaznavanje statičnih sprememb geometrije primarnih senzorjev 
delujejo na naslednjih principih: piezouporovni (sprememba električne upornosti elementa 
zaradi deformacije), sprememba kapacitivnosti ali induktivnosti (zaradi spremenjene 
geometrije) in optični (npr. na osnovi Fabry–Pérot interferometra) [23]; njihovo namensko 
vezje sekundarnega senzorja pa generira ustrezen električni signal. 
Tlak na globini ℎ, kapljevine gostote 𝜚 in pri gravitacijskem pospešku 𝑔 določimo kot: 
 𝑝 = 𝜚𝑔ℎ + 𝑝0 (2.4) 
V izrazu prištejemo še tlak okolice nad gladino kapljevine 𝑝0. Tlak preko delovanja na 
površino deformira primarni senzor. 
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Senzorji na principu elektromagnetnega sevanja 
Elektromagnetno (EM) sevanje oz. valovanje je sinhrono nihanje električnega in 
magnetnega polja. EM valovanje se v vakumu širi s svetlobno hitrostjo in ga popišemo še s 
frekvenco in valovno dolžino. Zveza med temi tremi veličinami je podana z enačbo: 
 𝑐 = 𝜆 𝜈 (2.5) 
Kjer so 𝑐 svetlobna hitrost (hitrost širjenja valovanja), 𝜆 valovna dolžina in 𝜈 frekvenca. 
Hitrost svetlobe v vakumu znaša 299792458 𝑚/𝑠. V drugih medijih se hitrost valovanja 
zmanjša za faktor 𝑛, imenovan lomni količnik. Frekvenca valovanja na poti skozi razne 
medije ostaja konstanta, torej se spremenita valovna dolžina in hitrost. Harmonično 
elektromagnetno motnjo, ki se širi v z-smeri, popišemo z enačbo (2.6) [25]. 
 𝜓(𝑧, 𝑡) = 𝐸0 cos (2𝜋
𝑧
𝜆
− 2𝜋 𝜈 𝑡 + 𝛿) (2.6) 
Razpon frekvenc/valovnih dolžin EM sevanja predstavimo na spektru EM sevanja. Ta sega 
vse od radijskih valov (valovne dolžine daljše od 1 km) in do gama žarkov (valovne 
dolžine krajše od 0,01 nm). 
 
Slika 2.14: Delitev elektromagnetnega spektra glede na valovno dolžino 
Slika 2.14 prikazuje delitev spektra EM valovanja. Definirana področja so: gama sevanje, 
rentgenski žarki, ultravijolično sevanje, vidna svetloba, infrardeče sevanje, mikrovalovi in 
radijski valovi. 
Senzorji, ki izkoriščajo lastnosti EM valovanja za določanje razdalje med objekti, obstajajo 
v različnih izvedbah. Načeloma so to nedotične metode merjenja razdalj, obstajajo pa tudi 
dotične (pri teh je primarni senzor v stiku z merjencem). Pri obeh vrstah metod projiciramo 
na objekt signal (npr. lasersko svetlobo, radijske valove) in analiziramo odboj.  
 
Osnovne metode merjenja razdalje so: triangulacija, določanje časa preleta (bliskovna 
metoda, modulacija moči žarka) in interferometrija (npr. Fabry–Pérot, PMF modal [26]). 
Za merjenje večje razdalje do površine raznih trdnih snovi, neprosojnih granulatov in 
kapljevin (npr. suspenzij in koloidov) se uporabljajo metode z določanjem časa preleta. Pri 
bliskovni metodi (tudi pulz-eho metoda) oddajnik odda EM valovanje (v obliki pulza), in 
ko ta naleti na oviro (površino merjenca), se delno ali popolnoma odbije proti sprejemniku, 
ta pa pretvori prejeto EM valovanje v električni signal. Z meritvijo časa od oddaje pulza 
EM valovanja do sprejema odboja lahko po spodnji enačbi določimo razdaljo med 
senzorjem in oviro: 
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Kjer sta 𝑐 hitrost valovanja v danem mediju, 𝑡 pa čas od oddaje pulza do sprejema. Ker v 
času 𝑡, torej dokler sprejemnik ne zazna odboja valovanja, ne moremo opraviti novih 






Pri metodi z modulacijo moči kontinuirano projiciramo EM valovanje, katerega moč 
moduliramo s frekvenco 𝑓𝑚𝑜𝑑 (frekvenca modulacije), na površino objekta; tam nato pride 
do odboja, tega pa s sprejemnikom zaznamo in nato analiziramo. Zaradi oddaljenost 𝑑 
objekta od senzorja pride pri sprejetem signalu do faznega zamika 𝜙 napram projiciranem 
signalu. Enačba (2.9) podaja relacijo med izmerjenim faznim zamikom in oddaljenostjo 
objekta. 
 𝜙 =
4𝜋 𝑓𝑚𝑜𝑑  𝑑 
𝑐
 (2.9) 








Merilno območje lahko povečamo z uporabo dveh frekvenc modulacije – z nižjo frekvenco 
za grobo določitev razdalje, z višjo frekvenco pa za fino določitev razdalje. 
Poleg opisanih metod za določanje razdalje sta v splošni rabi še dve: metoda frekvenčne 
modulacije (ang. frequency modulation method) in korelacijska metoda (ang. correlation 
method) [27]. 
 
Pogosti viri EM valovanja za določanje razdalje so laserji, diode in antene. Za merjenje 
nivoja vode so na trgu razširjeni radarski senzorji. Z uporabo mikrovalovov (frekvence EM 
valovanja 2–120 GHz, po navadi v območju 10 GHz) lahko zanesljivo merimo razdaljo do 
vodne gladine: antena senzorja generira radijske valove, ti pa se na vodni gladini odbijejo 
zaradi višje dielektričnosti vode od zraka (na meji zrak-voda pride do spremembe 
dielektrične konstante). Način je primeren za medije, ki imajo visoko dielektrično 
konstanto oz. pri katerih pride do večje spremembe dielektričnosti na prehodu iz enega 
medija v drugega (npr. na gladini zrak-voda). 
 
Ultrazvočni senzorji 
Podobno kot pri že opisanih senzorjih na principu EM valovanja tudi z ultrazvočnimi 
senzorji izkoriščamo lastnosti valovanja, in sicer zvočnega valovanja. Ultrazvočni senzorji 
omogočajo brezkontaktno merjenje razdalje. Zvočno valovanje nastane pri mehanskem 
nihanju delcev nekega medija, ki ima maso (oz. vztrajnost) in elastičnost. To valovanje se 
lahko širi po tekočinah in togih telesih. Ločimo več vrst zvočnega valovanja oz. več vrst 
zvokov: aerodinamični zvok (valovanje v plinih), hidrodinamični zvok (valovanje v 
kapljevinah) in strukturalni zvok (valovanje v togih telesih) – zadnjega poimenujemo tudi 
tresljaji ali vibracije. 
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Valovanje lahko opredelimo po smeri nihanja snovnih delcev glede na smer širjenja 
valovanja, in sicer kot: 
- transverzalno (prečno) valovanje – delci nihajo prečno na smer širjenja valovanja, 
- longitudinalno (vzdolžno) valovanje – delci nihajo v smeri širjenja valovanja (slika 
2.15). 
 
Slika 2.15: Longitudinalno in transverzalno valovanje 
Kapljevine in toga telesa lahko prenašajo valovanje, ki je kompleksnejše in je sestavljeno 
iz naštetih vrst valovanja (npr. površinsko oz. Rayleighovo, ploščasto oz. Lombovo 
valovanje). Mehansko transverzalno/prečno valovanje se lahko širi le v kapljevinah in 
togih telesih, ker ti težijo k prvotni obliki. V plinih pa se širi le mehansko 
longitudinalno/vzdolžno valovanje. 
 
Zvočno valovanje lahko tako kot EM valovanje popišemo s frekvenco valovanja, valovno 
dolžino in hitrostjo valovanja oz. hitrostjo zvoka v nekem mediju. Zvezo med temi tremi 
veličinami popišemo z že navedeno enačbo (2.5) in ta velja tako za EM kot tudi zvočno 
valovanje.  
 
Hitrost zvoka v nekem mediju je odvisna od njegovih lastnosti. Hitrost zvoka v togem 
telesu je odvisna od modula elastičnosti 𝐸 in gostote medija 𝜚: 
 𝑐 = √𝐸 𝜚−1  (2.11) 
Hitrost zvoka je v kapljevini odvisna od modula stisljivosti in gostote: 
 𝑐 = √𝐾 𝜚−1 (2.12) 
Hitrost zvoka v plinih pa se izračuna z enačbo: 
 𝑐 = √𝜅 𝑝 𝜚−1 = √𝜅 𝑅𝑝𝑙   𝑇  ;   𝜅 = √𝑐𝑝 𝑐𝑣−1 (2.13) 
V tem delu nas zanima predvsem merjenje razdalje med ultrazvočnim senzorjem in 
nivojem vode – pri tem se ultrazvočno valovanje širi po zraku. 
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Ultrazvok je zvočno valovanje s frekvenco, višjo od 20 kHz, in je pomemben za mnoge 
fizikalne, kemijske in biološke raziskave. Človeško uho zazna le frekvence v območju  
20 Hz – 20 kHz; ta razpon imenujemo tudi slišno območje (območje pod 20 Hz pa je 
infrazvok). 
Ultrazvočni senzor sestoji iz oddajnika oz. generatorja ultrazvoka, sprejemnika in 
elektronskega vezja za upravljanje enote, obdelavo signala in komunikacijo. Najpogostejši 
tipi generatorjev ultrazvoka so [27]: 
- mehanski, npr. piščalke, sirene (ultrazvok frekvence do 50 kHz); 
- elektromagnetni, npr. zvočniki, mikrofoni; 
- piezoelektrični – ti izkoriščajo piezoelektrični efekt nekaterih materialov, najpogosteje 
je uporabljen kremen. Če na tak kristal vplivamo s izmenično napetostjo, se ta razteza 
in krči s frekvenco napetosti. Materiali izkazujejo tudi obratni efekt, torej generirajo 
izmenično napetost oz. naboj ob deformaciji; 
- elektrostatični – ti izkoriščajo silo, ki se pojavi med električnimi naboji. V osnovi je 
konstrukcija podobna kondenzatorju, le da se ena prevodna plošča lahko prosto giblje v 
eni smeri, kot membrana. Ob apliciranju izmenične napetosti na plošči se plošči 
odbijeta ali privlačita (odvisno od njune polaritete); 
- magnetostrikcijski – ti izkoriščajo pojav magnetostrikcije, pri kateri feromagnetni 
material med magnetizacijo spreminja obliko in lahko generira ultrazvok. 
Prednost piezoelektričnih, elektrostatičnih in magnetostrikcijskih generatorjev ultrazvoka 
je, da jih lahko uporabimo tudi kot sprejemnike ultrazvoka – zato obstajajo ultrazvočni 
senzorji, v katerih sta oddajnik in sprejemnik ločena elementa ali pa sta združena v enega. 
 
Metode določanja razdalje po času preleta so podobne kot pri senzorjih, ki uporabljajo EM 
valovanje. Najpogostejša metoda je metoda z določanjem časa preleta po načinu pulz-eho 
(pulzno-odmevna). Razdaljo lahko izračunamo po enačbi (2.7), ki velja tudi za mehansko 
valovanje. 
V njej predstavljajo: 𝑑 razdaljo do merjene površine, 𝑣 hitrost zvoka v danem mediju pri 
danih pogojih in 𝑡 čas od oddaje pulza do sprejema. Po enačbi (2.13) vidimo, da je hitrost 
širjenja valovanja (zvoka) v plinih odvisna od mnogih faktorjev in je meritev treba dodatno 
popravljati – zato ima mnogo ultrazvočnih senzorjev že vgrajen temperaturni senzor, drugi 
pa omogočajo priključitev temperaturnega senzorja. 
 
Slika 2.16 prikazuje merjenje razdalje po metodi časa preleta; prikazana sta oddajnik in 
sprejemnik. S slike je razvidno, da signal prepotuje dvojno razdaljo. 
 
Slika 2.16: Prikaz oddajnika in sprejemnika ter pripadajočih signalov po metodi časa preleta [27] 
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3 Mala hidroelektrarna Zarakovec 
Na Tolminskem, v vasi Koritnica od l. 2013 obratuje MHE Zarakovec. Stoji je na desnem 
bregu reke Bače in izkorišča njen energetski potencial. Je pretočna hidroelektrarna s 
Kaplanovo turbino. Inštalirana moč znaša 670 kW. MHE letno v povprečju proizvede 2000 
MWh električne energije.  
MHE obsega več gradbenih objektov: jez, vtok z usedalniki, cevovod, strojnico in iztok iz 
strojnice. Jez in usedalniki (t. i. zajetje) so podrobneje predstavljeni v poglavju 3.1. 
Vkopani cevovod premera 1,2 m in dolžine 820 m poteka od vtoka na zajetju MHE do 
strojnice. Zajetje in cevovod sta hidromehanski napravi za pretvarjanje potencialne 
energije v tlačno. Procesi in sistemi HE so bili predstavljeni v poglavju 2.1 na sliki 2.3. 
 
Strojnica je tisti del MHE, v katerem so nameščeni bistveni delovni sistemi in njihovi 
podporni sistemi za pretvarjanje energije – turbina in sinhroni generator; sklop turbine in 
generatorja imenujemo tudi agregat. 
Strojnica MHE Zarakovec ima dve etaži. V spodnji etaži se nahajajo agregat (tj. turbina in 
generator) in pripadajoči podporni sistemi. Zgornja etaža pa je namenjena predvsem 
stikališču (v njem so stikala, odklopniki omrežja, glavni transformator in odvzem 
električne energije za lastno rabo); z elektroopremo podsistema »stikališče« (transformator, 
stikalna oprema) pretvorimo generatorsko napetost na napetost omrežja. Objekt je 
priključen na 20 kV daljnovod v njegovi neposredni bližini.  
Strojnica je z zajetjem povezana z vkopanim cevovodom in z 24-žilnim optičnim kablom – 
ta povezava je namenjena telekomunikacijam na območju MHE in vzpostavitvi sistema 
vodenja. 
 
Turbina je tipa Kaplan z nastavljivimi vodilnimi in gonilnimi lopaticami. Spiralno ohišje 
turbine vodi tok vode skozi lopatice vodilnika na lopatice gonilnika. Vodilne lopatice so 
povezane v vodilni obroč izven pretočnega trakta; to omogoča hkratno premikanje vseh 
lopatic za namen regulacije moči MHE. Pogonska gred povezuje gonilnik (gonilne 
lopatice) in generator. Voda odda v gonilniku turbine delo in to se v sinhronem generatorju 
pretvori v električno delo; voda ima na izstopu iz gonilnika samo kinetično energijo – to 
potrebuje, da odteče po iztoku iz strojnice nazaj v rečno strugo. Pozicijo (oz. kot) lopatic 
vodilnika in gonilnika spremljamo z magnetostrikcijskima absolutnima dajalnikoma 
pomika (Balluff BTL032E), spreminjamo pa jo s hidravličnimi aktuatorji. Hidravlična 
enota strojnice HPU (ang. hydraulic power unit) podpira regulacijo pozicije vodilnika in 
gonilnika ter tako vpliva na izhodno moč MHE. Algoritem regulacije MHE je realiziran na 
PLK, ki je del električne napeljave MHE. 
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Električna napeljava strojnice MHE je razdeljena v pet sklopov oz. pet električnih omaric: 
nizkonapetostna omarica (BAC), srednjenapetostna omarica (BAA), omarica lastne rabe 
(BLB), upravljalna omarica (CBA) (prikazana v prilogi na sliki A.3) in baterijska omarica 
(CXA). Osrednji del upravljalnega sistema je PLK, ki omogoča naslednje funkcije: zagon 
in ustavitev, ročno upravljanje, regulacijo po moči ali po nivoju, meritve obratovalnih 
parametrov in signalizacijo alarmov. Električna omarica CBA služi za upravljanje MHE; 
elektrarno lahko upravljamo ročno ali avtomatsko. Upravljanje MHE poteka preko stikal in 
tipk na vratih električne omarice in HMI enote z zaslonom na dotik. Izredni dogodki in 
alarmi so prikazani preko indikatorjev in na HMI enoti. V prilogi A se nahajajo slike 
nekaterih sistemov strojnice. 
 
Regulacija MHE poteka na dva načina: po moči ali po nivoju. Zaradi spremenljivega 
pretoka reke MHE Zarakovec večino časa deluje po nivoju. Nivo vode se meri na zajetju, 
in sicer za rešetko čistilne naprave pred vstopom vode v cevovod; meritve opravljamo s 
tlačnim senzorjem Endress+Hauser FMX167, ki ima tokovni analogni izhod. Analogni 
signal senzorja se na zajetju digitalizira z namembnimi elementi in se pošlje po optični 
povezavi do sprejemnika v strojnici. D/A-pretvornik pretvori sprejeti optični digitalni 
signal v analognega in tega posreduje na vhode PLK (prikazano na sliki 3.1). Tako je 
vzpostavljena zanka regulacije moči po nivoju vode pred vstopom v cevovod. 
 
Slika 3.1: Pogled zajetja in agregata MHE s shematsko predstavitvijo vzpostavljenih povezav 
Sistem vodenja MHE je realiziran v obliki PLK (Siemens S-300) in pripadajoče enote HMI 
(Siemens Simatic HMI TP170A). Med enotama je vzpostavljena serijska povezava 
Profibus. Poleg omenjenih enot sta v Profibus omrežje povezana še enota Woodward 
MFR13 (generatorska zaščita) in osebni računalnik (PC) s konfiguriranim strežnikom OPC 
DA. Preko vmesnika strežnika OPC DA lahko dostopamo do obratovalnih parametrov – te 
lahko beremo ali konfiguriramo preko HMI enote ali raznih odjemalcev OPC DA (npr. 
uporabniškega vmesnika). 
 
Na območju MHE je vzpostavljeno lokalno omrežje (Ethernet LAN) z internetnim 
dostopom. Na zajetju so nameščeni priključek DSL (hitrosti 20/1 Mbit/s), modem, 
usmerjevalnik in brezžična dostopna točka. V lokalno omrežje je preko optičnih 
pretvornikov in optičnega kabla vključena tudi strojnica – z brezžično dostopno točko in 
osebnim računalnikom (s konfiguriranim strežnikom OPC DA). 
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Medtem ko je bila strojnica v celoti dokončana že v fazi izgradnje MHE in kot taka 
obratuje že nekaj let, pa zajetje in nadzorni sistem še nista dokončno urejena. Zato smo se 
odločili, da z našim magistrskim delom dokončno uredimo zajetje in implementiramo 
enotni nadzorni sistem, ki bi omogočal tudi oddaljeno upravljanje zajetja in strojnice. 
Izhodišče za spremljanje delovnega procesa in upravljanje strojnice MHE, torej predvsem 
agregata, je že vzpostavljen sistem vodenja (PLK in HMI) in pripadajoči strežnik OPC 
DA, ki omogoča branje in zapisovanje vrednosti (a le določenih) obratovalnih parametrov. 
3.1 Zajetje MHE 
Zajetje je locirano v bližini zaselka Zarakovec. Deli zajetja so: jez, bazena usedalnika 
grobe in fine frakcije, cevovod, ribja steza in strojnica na zajetju (objekt za upravljanje 
zajetja). Tloris zajetja je prikazan na sliki 3.2. 
Jez oz. pregrada zajezi vodo in s tem povzroča dvig gladine do takega nivoja, da se voda 
lahko pretaka v bazen usedalnika, ta pa jo vodi naprej do cevovoda. Jez je delno betonski, 
delno kamnit. Na njegovi desni strani je vtočna zapornica, v njem so tri zapornice (ena 
izpustna in dve servisni), na njegovi kroni pa je zapornica/loputa na ribji stezi (tudi 
pregradna zapornica). 
Vtočna zapornica je na desni strani jezu in omogoča dotok vode v bazen usedalnika grobe 
frakcije. 
 
Slika 3.2: Tloris zajetja MHE z označenimi lokacijami in zapornicami 
Zapornica v jezu (tudi izpustna zapornica), je locirana na desni strani jezu in omogoča 
izpust vode v kanal, ki ima premer dva metra in je speljan pod pregrado. Zapornica je v 
drsni izvedbi, postavljena je poševno na omenjeni kanal, njeno gibanje omogoča 
hidravlični cilinder; namenjena je za čiščenje struge v jezu, kadar se v njej nabere veliko 
proda. Čiščenje struge je možno le ob visokem vodostaju, da se ne bi voda onesnažila z 
muljem.  
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Servisni zapornici sta dve – obe sta v jezu, in sicer je ena skrajno levo, druga pa proti 
sredini. Odpreti in zapreti ju je mogoče samo z gradbeno mehanizacijo, in to le med 
servisiranjem MHE (ne pa tudi med njenim obratovanjem).  
Loputa za ribjo stezo je na kroni jezu in uravnava pretok vode po ribji stezi (ribjemu 
prehodu), ki omogoča dol- ali gorvodno migracijo vodnim organizmom in tako izboljšuje 
vzdolžno povezanost vodotokov. Z zapiranjem in odpiranjem pregradne zapornice se 
uravnava višina preliva vode in tako se vpliva na pretok, ki mora biti najmanj enak 
ekološko sprejemljivemu pretoku (𝑄𝑒𝑠) – ta ima v raznih obdobjih leta predpisano različno 
vrednost (predpisana je v vodnem dovoljenju oz. koncesijski pogodbi); za MHE Zarakovec 
so definirana tri časovna obdobja, torej trije ekološko sprejemljivi pretoki. Pregradno 
zapornico se odpira in zapira s hidravličnima cilindroma, na zapornici pa so nameščene 
oznake, ki ponazarjajo njeno trenutno višino; operater mora zapornico v vsakem časovnem 
obdobju postaviti v položaj, ki zagotavlja ustrezen ekološki pretok. 
 
Kot je že bilo rečeno, je na desni strani jezu vtočna zapornica, ki pripira vtočno režo in 
omogoča dotok vode v bazen usedalnika grobe frakcije. Vtočna zapornica ločuje glavni 
vodotok reke od usedalnika grobe frakcije in je locirana na začetku bazena. Dolga je 6 m in 
široka 0,8 m, na obeh koncih je uležajena na betonska rebra pregradne stene. Odpira se s 
hidravličnima cilindroma. 
 
Bazena obeh usedalnikov sta med seboj ločena z grobo rešetko, ki zadržuje večje predmete 
(naplavine, kamenje ipd.). V obeh bazenih se zaradi manjše hitrosti vode poseda material. 
V zgornjem robu bazena usedalnika grobe frakcije je izrez, ki ob visoki vodi (ali ob 
zamašeni grobi rešetki) omogoča dodatni preliv, da ne bi voda poplavila strojnice na 
zajetju; voda se iz bazena preliva v ribjo stezo. Kota preliva je višja od kote krone jezu. 
Ob visoki vodi lahko na preliv vplivamo tudi s spreminjanjem položaja vtočne ali 
zapornice v jezu. Ob idealnem obratovanju MHE preliva vode iz bazena ni; če pa je dotok 
vode večji od odvzema hidroelektrarne, se bazen usedalnika po nepotrebnem polni z 
usedlinami iz rečne struge. 
Voda priteče iz bazena usedalnika grobe frakcije skozi grobo rešetko v bazen usedalnika 
fine frakcije – v njem se njen tok umiri, posedejo se manjši delci. Zaradi posedanja delcev 
se debeli obloga bazena usedalnika, debelejša obloga zmanjša presek bazena in tako poviša 
hitrost toka vode, zaradi večje hitrosti se posede vse manj delcev, zato nečistoče oz. 
abrazivni sedimenti poškodujejo gonilnik MHE in drugih pretočnih elementov. V izogib 
večji eroziji elementov zaradi abrazivih delcev je treba sedimente odstranjevati iz bazenov 
obeh usedalnikov. Za ta namen sta iz obeh usedalnikov v strugo reke speljani cevi 
DN1000, pretok skozi obe cevi pa omogočata pripadajoči zapornici – zapornica v bazenu 
usedalnika grobe frakcije je nameščena pred grobo rešetko ter služi za čiščenje posedenega 
grobega materiala in nanesenih sedimentov iz rečne struge in grobe rešetke, zapornica v 
bazenu usedalnika fine frakcije pa je locirana ob čistilni napravi ter omogoča čiščenje 
bazena in predela pred čistilno napravo; obe zapornici premikata hidravlična cilindra. 
Velika količina sedimentov pred čistilno napravo bi onemogočila delovanje čistilne 
naprave, to pa bi lahko povzročilo nenadno zaustavitev MHE.  
 
V bazenu usedalnika fine frakcije je pred vstopom vode v cevovod nameščena čistilna 
naprava za odstranjevanje listja iz bazena. Sestavljena je iz para verig, na katerih je 
nameščen čistilni jarem, ki se premika po rešetki čistilne naprave navzgor in odnaša 
nagrabljeno listje preko korita za listje za pregrado usedalnika (slika A.6, stran 114). 
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Za čistilno napravo sta zapornici z vodilnim okvirjem – ena je pred cevjo delujoče MHE 
Zarakovec, druga pa je pred cevjo stare nedelujoče MHE. Zapornici sta med obratovanjem 
MHE Zarakovec odprti; zapreti se ju sme le, če v cevovodu ni pretoka vode. Obe zapornici 
se premikata s hidravličnimi cilindri. Za čistilno napravo je že prej omenjeni tlačni senzor 
nivoja vode za regulacijo MHE. 
 
Objekt za upravljanje zajetja, imenovan tudi strojnica na zajetju, stoji na levi strani čistilne 
naprave (slika A.6, stran 114). Napaja ga nizkonapetostni trifazni električni priključek, 
preko katerega se napajajo vsi porabniki v območju zajetja – v objektu so to: glavna 
električna omarica, omarica, namenjena upravljanju aktuatorjev zajetja, električna omarica 
za razsvetljavo na zajetju, električna omarica za telekomunikacijske elemente (modem, 
mrežni usmernik, razdelilec optičnih vlaken itd.) in hidravlični agregat. 
3.2 Trenutno stanje zajetja 
Zajetje je kljub nekajletnemu obratovanju MHE ostalo nedokončano. Trenutno stanje 
zajetja omogoča lokalno upravljanje zapornic zajetja, torej hidravličnih cilindrov. Ker 
fiksna hidravlična napeljava ni bila realizirana, je bila začasno urejena hidravlična 
napeljava z gibljivimi cevmi; ta omogoča upravljanje le posamezne zapornice, in sicer 
tako, da se hidravlični agregat na lokaciji priklopi preko gibljivih cevi na ustrezen cilinder 
zapornice s hitrimi spojkami. 
Elektroinštalacija glavne električne omarice omogoča le osnovno delovanje aktuatorjev 
zajetja, torej lokalni vklop hidravličnega agregata (preko tipk), lokalno upravljanje le ene 
od zapornic (tudi preko tipk), delovanje čistilne naprave po prednastavljenih časovnikih 
(čas delovanja/mirovanja) in ročno upravljanje čistilne naprave (s tipkami na zunanjem 
panelu). Krmilje je realizirano z relejsko tehniko in kot tako ne omogoča oddaljenega 
dostopa in oddaljenega upravljanja zajetja.  
 
Zaradi hudourniške narave reke Bače, relativne odročnosti MHE, tj. 1,5 ure dolge vožnje iz 
Ljubljane po izpostavljeni in ob izrednih vremenskih razmerah pogosto neprevozni cesti, 
ter zaradi življenjskega sloga lastnika MHE se je pojavila želja po dokončni ureditvi 
zajetja, torej po avtomatizaciji in oddaljenem upravljanju tako MHE kot tudi njenega 
zajetja. 
S takim celostnim sistemom bi dosegli višjo razpoložljivost in izkoriščenost MHE, z 
boljšim vpogledom v delovanje MHE bi skrajšali čas kurativnih in tudi preventivnih 
posegov vzdrževanja ter povečali varnost operaterja (npr. z zmanjšanjem števila potovanj 
na odročno lokacijo in osebnih intervencij, ki so pogosto ravno v neugodnih vremenskih 
razmerah in v nočnem času). 
3.2.1 Aktuatorji zajetja 
Iz opisa zajetja v poglavju 3.1, lahko določimo vrsto in število aktuatorjev zajetja. Gibanje 
zapornic na zajetju in korita za listje se upravlja s hidravličnimi cilindri, navedenimi v 
preglednici 3.1. 
Hidravlični krogotok sestavljajo črpalka, ventili, cevna napeljava, aktuatorji in rezervoar. Z 
izrazom hidravlični agregat poimenujemo sestav elementov, ki pretvarjajo mehansko 
energijo v hidravlično ter zagotavljajo potrebno količino, tlak, čistočo in temperaturo 
delovnega medija. 
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Preglednica 3.1: Hidravlični in električni aktuatorji zajetja 
Naziv Oznaka cilindra Število 
Zapornica v jezu MD18-MA-125/70x2400 + MS 60U 1 
Vtočna zapornica MD18-MA-124/70x800 + MS 60U 2 
Zapornica oz. loputa na ribji stezi MD18-ME-64/36x400 + MS30U 2 
Zapornica grobe frakcije MD18-MA-100/63x1100 + MS 50U 1 
Zapornica fine frakcije MD18-MA-100/63x1100 + MS 50U 1 
Zapornica pred cevovodom delujoče MHE Zarakovec MD18-MA-125/70x1700 + MS 60U 1 
Zapornica pred cevovodom stare MHE MD18-MA-125/70x1700 + MS 60U 1 
Korito za listje MD18-MA-40/22x300 + MS 20U 1 
   
Naziv Moč 
Pogon glavnega hidravličnega agregata 7,5 kW 
Pogon pomožnega hidravličnega agregata 2,2 kW 
Pogon čistilne naprave 1,1 kW 
 
Hidravlični agregat je nameščen v strojnici na zajetju. Je modularne izvedbe, prilagojen 
dani aplikaciji in sestoji iz standardnih elementov. Ima dve krilni hidravlični črpalki, ki sta 
gnani z indukcijskima elektromotorjema. Agregat ima redundantno hidravlično črpalko, ki 
obratuje le, če zajetje ni napajano iz omrežja, temveč iz električnega agregata manjše moči. 
Zato ločimo glavni hidravlični agregat in pomožni hidravlični agregat. 
Črpalka glavnega hidravličnega agregata je gnana s trifaznim elektromotorjem in omogoča 
pretok 32 l/min. Črpalka pomožnega hidravličnega agregata pa ima pretok 8,5 l/min. 
Izhodni tlak glavnega in pomožnega hidravličnega agregata je omejen s tlačnim reducirnim 
ventilom na 140 bar. 
Agregat ima še grelec hidravličnega olja (moči 1450 W, napajan z enofazno izmenično 
napetostjo 230 V), nivojsko stikalo (s hermetičnim kontaktnikom, ang. reed swtich) s 
plovcem in tlačno stikalo na filtru (25 µm) povratnega voda za zaznavanje onesnaženosti 
filtra. Opremljen je tudi s klasičnim kazalnikom nivoja vode. 
Krmiljenje cilindrov je realizirano s 4/3 potnimi ventili, z elektromagnetno aktivacijo 
(krmilna napetost je 24 VDC). Ventili so združeni v dva bloka ventilov. 
Zaradi dane prostorske umestitve zapornic na zajetju lahko zapornice razdelimo na tiste, ki 
so bližje strojnici (poimenovanje »Zapornice 1«; to so: zapornica za cevovod MHE in za 
staro MHE ter zapornica fine frakcije), in na tiste, ki so bližje jezu zajetja (poimenovane 
»Zapornice 2«), te so: zapornica v jezu, zapornica na ribji stezi, vtočna zapornica in 
zapornica za fine frakcije. Čeprav korito za listje ni zapornica, smo ga vseeno umestili v 
skupno »Zapornice 1«. 
Oba bloka hidravličnih ventilov imata poleg potnih ventilov še nastavljive dušilne ventile, 
dvojne krmiljene protipovratne ventile in pri nekaterih cilindrih (oz. zapornicah) še 
nastavljiv tlačnoreducirni ventil. 
Pogon čistilne naprave je realiziran z indukcijskim trifaznim elektromotorjem, katerega 
moč se prenaša preko reduktorja in gredi na pogonski zobniški par ter preko verige na 
jarem čistilne naprave. Jarem čistilne naprave se giblje po rešetki čistilne naprave s 
hitrostjo 6 m/min in je predviden za prenašanje obremenitev okoli 5000 N. 
Električni aktuatorji na zajetju so predstavljeni v preglednici 3.1. Poleg že naštetih 
elementov je na zajetju treba upravljati še signalno luč oz. semafor in akustični javljalnik, 
ki opozarjata navzoče na nevarnosti pri manipulaciji aktuatorjev in se nahajata na zunanji 
strani stene strojnice na zajetju. Električni aktuatorji so vsi v bližini stojnice na zajetju. 
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4 Metodologija raziskave 
Magistrsko delo je bilo razvojno naravnano – to pomeni, da je potekalo v treh korakih, 
potrebnih za sintezo celotnega sistema. Ti koraki so: prenova električne napeljave zajetja 
MHE (izvedena v programskem paketu SolidWorks), vzpostavitev senzorske mreže za 
merjenje nivoja vode in izdelava nadzorno-upravljalnega sistema celotne MHE na izbrani 
platformi.  
4.1 Prenova električne napeljave zajetja MHE 
Kot je že bilo omenjeno, električna napeljava zajetja, zlasti krmilni del, ob izgradnji MHE 
ni bila dokončana. Nedokončana je ostala tudi vsa leta obratovanja MHE. Zdaj je bilo treba 
obstoječo napravo zaradi želja in zahtev lastnika in operaterja nekoliko spremeniti, 
predvsem pa dodati nekaj ključnih elementov, ki bi omogočili avtomatizacijo in oddaljen 
dostop do sistema. 
 
Električno napeljavo smo načrtovali v programskem paketu SolidWorks, in sicer s 
programom SolidWorks Electrical. Zanj smo se odločili zato, ker ponuja nekaj obstoječih 
alternativ za izdelavo dokumentacije ter omogoča preprosto integracijo 3D-modelov 
elementov in njihov simbolni prikaz na električni shemi. 
SolidWorks Electrical je program za izdelavo električnih shem (enopolne in klasične), 
načrtov ožičenja in pripadajočih tabel povezav. Ponuja tudi veliko simbolov električnih 
elementov, nekaj definiranih električnih elementov raznih proizvajalcev in predloge za 
izdelavo privzetih preglednic in načrtov. Poleg tega lahko po potrebi sami definiramo 
električne elemente in jih dodamo v knjižnico programa. Vsak električni element 
definiramo tako, da mu pripišemo tip, oznako in ime proizvajalca, zunanje dimenzije, 
pripadajoče simbole za enopolne in klasične sheme, njegovo 2D- ali 3D- predstavitev ter 
število in tipe električnih priključkov. Če v knjižnici programa za kateri električni element 
ni simbola, ga moramo narisati sami (z orodji za izdelavo simbolov, ki so del programa), 
ob tem pa mu tudi določiti lastnosti (npr. število in tip električnih priključkov) in ga dodati 
v knjižnico za simbole. Vsak uporabljen element električne napeljave je tako predstavljen 
na več načinov, odvisno od konteksta oz. tipa dokumentacije. Elementu moramo pripisati 
tudi dejansko lokacijo, torej kje se fizično nahaja, in funkcijo, ki jo opravlja. Pripisane 
lokacije in funkcije so navedene v preglednici 4.1.  
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Preglednica 4.1: Pripisane lokacije elementov in funkcij v Solidworks Electrical 
Ime lokacije Solidworks Electrical oznaka 
Strojnica zajetje +L1 
Glavna omarica +L1+L1 
Hidravlični agregat +L1+L2 
Omarica optika/telekomunikacije +L1+L3 
Zajetje +L2 
Električna omarica +L2+L1 
Hidravlična omarica +L2+L2 
Čistilna naprava +L2+L3 
Čistilna naprava Opozorila +L2+L4 
Nosilec 1 – Vtočna zapornica +L2+L5 
Nosilec 2 – Grobe frakcije +L2+L6 
Nosilec 3 – Fine frakcije +L2+L7 
  
Ime funkcije F1 
Main function F1 
Hidravlični agregat F2 
Nujni stop F3 
Komunikacija F4 
Zapornice F5 
Čistilna naprava F6 
Ultrazvočni senzorji F7 
 
Osrčje programa SolidWorks Electrical je SQL podatkovna baza, ki hrani vse ustvarjene 
projekte, definirane atribute elementov in vzpostavljene povezave med elementi električnih 
shem. Z dodatkom SolidWorks Electrical 3D lahko podatke v tej podatkovni bazi 
uporabimo za izdelavo 3D-modelov oz. sestavov v programu SolidWorks. Takšna 
integracija električnih shem in 3D-modelov pripomore tako pri načrtovanju električne 
napeljave kot tudi pri njeni montaži in vzdrževanju. 
 
Program SolidWorks tvori iz definiranih lokacij 3D-sestav oz. model za dano lokacijo; v 
njem so združeni 3D-modeli električnih elementov, ki so pripisani tej lokaciji. Program 
ohrani hierarhijo definiranih lokacij - tako dobimo ugnezdene 3D-sestave. Zaželeno je, da 
električnim elementom pripišemo tudi pripadajočo funkcijo. Vsak električni element, ki ga 
uporabimo v shemi programa SolidWorks Electrical, ima privzeto funkcijo F1 (»Main 
function«). Ko število električnih elementov narašča, jih je smiselno razvrstiti po njihovih 
funkcijah ali po pripadajočem podsklopu sistema; tako so npr. kontaktorji za upravljanje 
smeri vrtenja čistilne naprave in elektromotor čistilne naprave navedeni pod isto funkcijo 
(F6 Čistilna naprava), čeprav so na različnih lokacijah (+L1+L1 in +L2+L3).  
 
V opisu dejanskega stanja MHE Zarakovec (poglavje 3.2) so navedeni električni porabniki 
na zajetju – ti so: elektromotorji hidravličnega agregata, grelec hidravličnega olja, ventilni 
bloki, signalne luči in akustični javljalnik ter elektromotor pogona čistilne naprave. 
Električno napeljavo na zajetju MHE lahko razdelimo na močnostni in krmilni del. V 
močnostni del spadajo tako porabniki oz. aktuatorji večjih moči, katerih delovanje 
upravljamo preko krmilnih elementov (tj. s kontaktorji in releji), kot tudi tokovne in 
napetostne zaščite, močnostne sponke, frekvenčni pretvorniki ipd. Krmilni del pa 
predstavljajo upravljalne tipke, signalne luči, električno krmiljeni hidravlični ventili, 
sistemi vodenja, kontaktorji, releji, končna stikala, senzorji, povezave komunikacije ipd. 
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4.1.1 Močnostni del 
Slika 4.1 prikazuje del enopolne električne sheme za napajanje glavne električne omarice. 
Ta se lahko napaja preko CEE vtičnice (oznaka E1) ali iz električnega omrežja preko 
močnostnih sponk z oznako XL1; vir napajanja izberemo s stikalom S2. Iz stikala sledimo 
povezavi na tokovno zaščito 1Q1 (zaščita za glavni hidravlični agregat – M1), 1Q2 (zaščita 
za pomožni hidravlični agregat – M2), 21Q1 (zaščita za elektromotor čistilne naprave – 
21M2) in 1Q3 (zaščita za napajalnik krmilne napetosti moči 150 W). Tokovnima 
zaščitama 1Q1 in 1Q2, sledita krmiljena kontaktorja 1K1 in 1K2, nato pa vrstne sponke 
XL2, na katere so priključeni kabli, ki vodijo do elektromotorjev (slika 4.2). 
 
Slika 4.1: Slika prikazuje enopolno električno shemo vezave tokovnih zaščit in krmilnih elementov 
močnostnega dela napeljave 
Smer vrtenja elektromotorja čistilne naprave upravljamo z dvema kontaktorjema (21K1 in 
21K2), ki nikoli ne smeta biti aktivirana istočasno. 
Poleg opisanih povezav so na sliki 4.1 prikazane še povezave, ki so vezane pred stikalom 
S2 – to sta tokovni zaščiti Q3 (za servisno vtičnico) in Q4 (ta ščiti grelec hidravličnega olja 
(oznaka 2E3), ki ga ročno vklapljamo preko stikala 0S2 in je povezan z napajalnim kablom 
na sponke XL2). 
 
Slika 4.2: Enopolna električna shema vezave elektro aktuatorjev zajetja 
Metodologija raziskave 
34 
Elementi, predstavljeni v zgornjem opisu in slikah, so bili del že obstoječe električne 
napeljave, katere krmilje je temeljilo na relejski tehniki. V sklopu dela smo preverili 
ustreznost teh elementov, in to tudi zato, da bi presodili, ali bi jih lahko uporabili v 
načrtovani prenovljeni električni napeljavi. Ugotovili smo, da so bremena tako uporovna 
(grelec) kot indukcijska (elektromotorji), in to smo morali upoštevati pri izbiri krmilnih in 
zaščitnih elementov. Prav tako se pri zagonu elektromotorjev pojavi zagonski tok, ki je 
višji kot tisti, med normalnim obratovanjem, kar lahko ob nepravilni izbiri tokovne zaščite 
povzroči nepravilno delovanje. Ugotovljeno je bilo tudi, da so obstoječi preseki vodnikov 
in obstoječe komponente električne napeljave ustrezne. 
4.1.2 Krmilni del 
Krmilni del električne napeljave na zajetju MHE sestavljajo upravljalne tipke, signalne 
luči, električno krmiljeni hidravlični ventili, sistem vodenja, kontaktorji, releji, končna 
stikala, senzorji, povezave komunikacije ipd. Trenutno stanje omogoča vklop in izklop 
glavnega hidravličnega agregata z releji v samodržni vezavi s tipkami, ki se nahajajo na 
vratih glavne električne omarice. Ob vklopu agregata lahko z dvema tipkama upravljamo 
le en ventil ventilnega bloka oz. hidravličnih aktuatorjev – ena tipka aktivira premik v eno 
smer, druga tipka pa premik v nasprotno smer. Podobno je bilo mogoče upravljati čistilno 
napravo: le preko tipk na lokaciji ali s prednastavljenimi časovniki. 
 
Na krmilnem delu električne napeljave so bile potrebne večje spremembe. Najprej smo s 
celotno fiksno hidravlično napeljavo postavili osnovo za upravljanje vseh hidravličnih 
aktuatorjev. Večje spremembe smo uvedli na krmilnem delu električne napeljave. Cilj 
naloge je, da se omogoči upravljanje aktuatorjev preko tipk na zajetju MHE (lokalno 
upravljanje) in preko daljinskega dostopa, z možnostjo avtomatizacije določenih delovnih 
procesov. Za ta namen smo morali izbrati ustrezni sistem vodenja; za dano aplikacijo je 
najustreznejši sistem, ki temelji na programabilnem logičnem krmilniku (PLK). 
Na trgu je veliko različic PLK; med seboj se ločijo po zmogljivosti, spominskem prostoru, 
vhodno-izhodnih in drugih funkcijskih enotah, HMI modulih, možnostih komunikacije, 
podprtih protokolih, podprtih programskih jezikih ipd. Pri odločanju smo upoštevali 
naslednje zahteve:  
- lokalno in daljinsko upravljanje,  
- lokalno upravljanje preko tipk na panelu, za vsako tipko indikator stanja, 
- daljinsko upravljanje določenih aktuatorjev, 
- povezava senzorjev in stikal hidravličnega agregata, 
- upravljanje čistilne naprave (s časovniki ali po nivoju), 
- povezava na senzorsko mrežo, 
- osnovni prikaz stanja sistema na panelu (HMI), 
- vsaj en prost analogni vhod, resolucija vsaj 10 bit, tokovni ali napetostni vhod, 
- krmilna napetost 24 VDC (enosmerna), 
- poenostavitev krmiljenja drugega ventilnega bloka, za skupino zapornic »Zapornice 2«. 
 
Iz zahtev in poznanih aktuatorjev na zajetju smo določili število potrebnih vhodov in 
izhodov PLK, prikazano v preglednici 4.2. 
 
Določili smo, da mora imeti sistem vodenja najmanj 35 digitalnih vhodov in 32 digitalnih 
izhodov. Poleg tega je obstajala še zahteva po enem analognem vhodu in po tem, da bi se 
krmiljenje ventilov drugega ventilnega bloka izpeljalo s čim manj povezavami, ker je 
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ventilni blok precej oddaljen od strojnice oz. od glavne električne omarice (lokacija, 
označena z +L2+L2, slika 4.3). 
Preglednica 4.2: Namembnost in lokacije vhodov in izhodov PLK 






Stikalo izbira Lokalno/Daljinsko upravljanje 2 0 L1+L1 
Tipki Start/Stop glavni agregat 2 1 L1+L1 
Tipki Start/Stop pomožni agregat 2 1 L1+L1 
Tipki Korito za listje 2 2 L1+L1 
Tipki Zapornica fine frakcije 2 2 L1+L1 
Tipki Zapornica cevovod MHE 2 2 L1+L1 
Tipki Zapornica cevovod stara MHE 2 2 L1+L1 
Tipki + Indikator Zapornica grobe frakcije 2 2 + 2 L1+L1 in L2+L1 
Tipki + Indikator Vtočna zapornica 2 2 + 2 L1+L1 in L2+L1 
Tipki + Indikator Zapornica v jezu 2 2 + 2 L1+L1 in L2+L1 
Tipki + Indikator Zapornica na ribji stezi 2 2 + 2 L1+L1 in L2+L1 
Tokovna zaščita 1Q1 OK 1 0 L1+L1 
Tokovna zaščita 1Q2 OK 1 0 L1+L1 
Tokovna zaščita 1F# OK 1 0 L1+L1 
Tokovna zaščita 2F2 OK 1 0 L1+L1 
Nivo olja nizek 6B2 1 0 L1+L1 
Nujni stop OK 1 0 L1+L1 
Nujni stop OK 2 1 0 L2+L1 
Glavno stikalo S2 – Napajanje iz mreže 1 0 L1+L1 
Hidravlični filter OK 1 0 L1+L1 
Čistilna naprava On/Off auto 1 1 L1+L1 
Čistilna naprava gor 1 1 L1+L1 
Čistilna naprava dol 1 1 L1+L1 
Čistilna naprava stop 1 0 L1+L1 
Čistilna naprava opozorilo 0 1 L1+L1 
Vklop krmilja, 9K1 in 9K2  0 1 L1+L1 
Vklop elektromagnetnega sedežnega potnega ventila Y1 0 1 L1+L1 
 
 
Pred načrtovanjem prenove krmilnega dela električne napeljave na zajetju je potreben 
pregled prostorske umestitve elementov električne napeljave. Na sliki 4.3 so lokacije 
zaznamovane z oznakami, ki so definirane v projektu SolidWorks Electrical. Glavna 
električna omarica (+L1+L1) je v strojnici (+L1), tam sta tudi hidravlični agregat 
(+L1+L2) in omarica za telekomunikacije (+L1+L3). Levo ob strojnici je čistilna naprava, 
nad vhodom v strojnico pa sta javljalnik in semafor. V smeri jezu (na sliki desno zgoraj) 
sta električna omarica (+L2+L1) in hidravlična omarica (+L2+L2); v hidravlični omarici je 
drugi ventilni blok, električna omarica pa je namenjena za krmiljenje ventilnega bloka in 
za vezavo razsvetljave zajetja. 
 
Iz prostorske ureditve na slika 4.3 je razvidno, da mora biti sistem vodenja modularen, ker 
je razdeljen med dve lokaciji – med glavno električno omarico v strojnici (+L1+L1) in 




Slika 4.3: Pogled na zajetje. Označene so lokacije zajetja, ki so določene v SolidWorks Electrical 
Upoštevajoč vse zahteve in prostorsko ureditev smo izbrali PLK V130-J-R34 proizvajalca 
Unitronics. PLK razreda V130 namreč omogočajo cenovno ugodno upravljanje sistema 
vodenja – imajo vgrajen črno-beli modul za prikaz stanja (HMI) in podpirajo široko paleto 
dodatnih modulov. Enota V130-J-R34 ima vgrajenih 20 digitalnih vhodov, 2 10-bitna 
analogna vhoda in 12 relejskih izhodov, deluje pri napetosti 24 VDC; k enoti sta priložena 
kabel za programiranje enote in programska oprema. Ker ta enota nima dovolj vhodov in 
izhodov za naše potrebe, smo jih morali dodati z razširitvenimi moduli – te smo med seboj 
povezali preko razširitvenega adapterja EX-A2X (ki omogoča povezavo do 8 dodatnih 
modulov), adapter pa smo preko kabla EXL-CAB povezali na enoto V130 (upoštevajoč 
omejitev, da kabel oz. povezava ne sme biti daljši od 5 m).  
Enoto V130 in razširitveni adapter EX-A2X smo namestili v glavno električno omarico 
(+L1+L1). Ker je na tej lokaciji potrebnih 34 vhodov in 24 izhodov, smo morali dodati še 
14 digitalnih vhodov in 12 relejskih izhodov. Te vhode in izhode smo zagotovili z dvema 
razširitvenima moduloma IO-DI8-RO8 – oba imata po 8 digitalnih vhodov in 8 relejskih 
izhodov. Modula smo povezali z adapterjem EX-A2X (prikazano na sliki 4.4), ki je 
povezan z enoto V130. 
 
Podjetje Unitronics ponuja tudi rešitve za sisteme vodenja s prostorsko oddaljenimi 
elementi. PLK razreda V130 podpirajo omrežja na osnovi vodila CANbus in podpirajo več 
protokolov, npr. CANopen, CAN Layer 2, CANbus ISC, CAN_L2 EX Only, UniCAN in 
njihovo kombinacije (npr. CANopen + UniCAN). Proizvajalec navaja, da vodilo CANbus 
omogoča komunikacijo z napravami, oddaljenimi do 500 metrov, s primernimi ukrepi pa 
lahko omrežje podaljšamo do 1000 metrov [28]; končna dolžina vodila CANbus vpliva na 
pretočnost komunikacije. 
Mi smo komunikacijo preko vodila CANbus vzpostavili tako, da smo v enoto V130 
vgradili razširitveno kartico V100-17-CAN – z njo smo enoto V130 tudi galvansko ločili 
od vodila CANbus. Z vodilom CANbus smo povezali enoto V130 (na lokaciji +L1+L1) in 
električno omarico (+L2+L1). Na tej oddaljeni lokaciji smo potrebovali 1 digitalni vhod in 
8 relejskih izhodov. Za izpolnitev teh zahtev je zadoščal le en I/O (vhodno-izhodni) modul 
IO-DI8-RO8. Ker pa moduli IO-DI8-RO8 ne omogočajo neposredne povezave na vodilo 
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CANbus, smo dodali še razširitveni adapter EX-RC1, ki služi kot vmesnik med vodilom 
CANbus in drugimi I/O moduli. 
Povezave so prikazane na sliki 4.4. V predstavljeni enopolni shemi v programu 
SolidWorks Electrical lahko opazimo, da so elementi sistema vodenja znotraj očrtanega 
pravokotnika, ki predstavlja neko lokacijo (npr. +L1+L1). Med lokacijami potekajo kabli, 
v našem primeru kabel Ethernet CAT5 in WCAN0, ki je kabel za CANbus. Dodatne I/O 
enote so med seboj povezane serijsko, in sicer z 10-žilnimi ploščatim kablom. 
 
Slika 4.4: Enopolna shema povezav PLK in dodatnih modulov 
Enoto V130 odlikuje široka paleta podprtih tipov komunikacij – poleg že navedenih ima še 
vgrajeni modul za serijsko RS232 ali RS485 komunikacijo, preko katere privzeto poteka 
programiranje enote. 
Za doseganje našega cilja je pomembna tudi komunikacija preko spleta in s predvideno 
senzorsko mrežo. Zato smo se odločili za povezavo enote V130 z lokalnim omrežjem 
LAN. Ker pa enota V130 nima vgrajene Ethernet mrežne kartice, smo le-to morali dokupiti 
in vgraditi v enoto – vgrajena mrežna kartica ima oznako V100-17-ET2 [29]. S povezavo 
Ethernet nam je omogočeno oddaljeno programiranje enot in spremljanje parametrov 
sistema preko lokalne mreže. 
Seznam vseh enot oz. modulov, potrebnih za izvedbo danega sistema vodenja, je prikazan 
v preglednici 4.3. 
Preglednica 4.3: Enote/moduli potrebni za izvedbo sistema vodenja 
Oznaka naprave Opis Količina Lokacija 
V130-J-R34 Glavna enota PLK 1 +L1+L1 
V100-17-ET2 Ethernet modul glavne enote 1 +L1+L1 
V100-17-CAN CANbus modul glavne enote 1 +L1+L1 
EX-A2X Razširitveni adapter 1 +L1+L1 
EXL-CAB Kabel 3 m 1 +L1+L1 
IO-DI8-RO8 I/O modul 2 +L1+L1 
EX-RC1 Razširitveni adapter za CANbus 1 +L2+L1 




Po določitvi vhodov in izhodov sistema smo lahko nadaljevali izdelavo projekta za 
električno napeljavo v programu SolidWorks Electrical. Kot je bilo že omejeno, nam 
programski paket z dodanim SolidWorks Electrical 3D omogoča prikaz uporabljenih 
elementov v 3D-prostoru programa SolidWorks. Zato smo v 3D-prostoru ustrezno umestili 
elemente, s tem pa tudi skrajšali čas za montažo oz. za dejansko namestitev napeljave, pri 
obsežnejših projektih pa tudi čas za vzdrževanje. V nadaljevanju bo predstavljenih nekaj 
izbranih lokacij in odsekov krmilnega dela električne sheme. 
 
Slika 4.5: Lokacija +L1+L1 (glavna električna omarica) – sprednja stran vrat omarice in njena 
notranjost 
Komponente na lokaciji +L1+L1 (glavna električna omarica – slika 4.5) so umeščene v 
električni omarici dimenzij 1000 x 800 x 260. Krmilni del napajamo z napajalnikom moči 
150 W in napetosti 24 VDC. Zaradi lažjega obvladovanja električne napeljave izhod 
napajalnika razdelimo na več vzporednih električnih tokokrogov; osnovna razdelitev je: 
- napajanje nujnega stopa – tokokrog je zaščiten s tokovno zaščito 3F1 (2 A), 
- napajanje znotraj glavne električne omarice (tj. napajanje nujnega stopa, vklopa 
krmilja, PLK in pogojev) – tokokrog je zaščiten s tokovno zaščito 4F2 (2 A);  
- napajanje krmiljenih elementov (npr. kontaktorjev, elektromagnetnih ventilov) – 
tokokrogi so zaščiteni s tokovno zaščito 4F4 (6 A). 
Razdelitev tokokrogov je prikazana na sliki 4.6. 
 




Nujni stop je realiziran z namenskim varnostnim relejem proizvajalca Schneider XPS-AC 
24V. Varnostni rele ob vklopu nujnega stopa izklopi napajanje aktuatorjev in njihovih 
krmilnih elementov ter tako zavaruje ljudi in strojno opremo na zajetju. Signalu 
varnostnega releja služi tudi en vhod na PLK – ta vhod je eden od naslednjih sedmih 
pogojev zajetja: 
- nujni stop, 
- napaka tokovne zaščite 4F2, 4F4 in 21Q1, 
- napaka tokovne zaščite 1Q1 (za motor glavnega hidravličnega agregata), 
- napaka tokovne zaščite 1Q2 (za motor pomožnega hidravličnega agregata), 
- napaka tokovne zaščite Q4 (za grelec hidravličnega olja), 
- napaka hidravličnega filtra 6B1, 
- nizek nivo olja 6B2 
Vsi našteti pogoji imajo tudi pripadajoče indikatorje, tj. rdeče signalne luči, ki opozorijo 
operaterja na napako. 
 
Na zunanji strani enokrilnih vrat glavne električne omarice (prikazane na sliki 4.5) so 
nameščeni tipke, indikatorji, stikala, gumb za nujni stop in ekran (HMI) enote V130. 
 
Slika 4.7 prikazuje del električne sheme, in sicer štiri relejske izhode glavne enote V130 (ta 
ima oznako PLC1.00). Relejski izhodi krmilijo vklop glavnega in pomožnega 
hidravličnega agregata, vklop krmilja z 9K2 in aktivacijo elektromagnetnega sedežnega 
potnega ventila Y1 (ta omogoča kroženje hidravličnega olja). Elektromotorje hidravličnih 
agregatov aktiviramo preko kontaktorjev 1K1 in 1K2, ki sta krmiljena z izhodoma Q0 in 
Q1. Na ta izhoda sta vezana tudi dva indikatorja (zeleni signalni luči), njuni oznaki sta 
1S1.0 in 1S2.0.  
 
Slika 4.7: Del električne napeljave za upravljanje hidravličnih agregatov (1K1 in 1K2), krmilja 
9K2 in hidravličnega ventila Y1. 
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Vklop napajanja krmilja preostalih krmilnih elementov je izveden z izhodom Q2 in s 
kontaktorjem 9K2. Elektromagnetni sedežni potni ventil Y1 je vezan na izhod Q3 preko 
sponk XL5 in 3-žilnega kabla, ki vodi na lokacijo +L1+L2. 
 
Slika 4.9 (a) prikazuje povezave treh tipk (za upravljanje hidravličnih aktuatorjev) na PLK; 
tipke sklenejo tokokrog z oznako 9L24.2. Ko vhod zazna prisotno napetost, zavzame stanje 
1, torej je signal prisoten. Simbol tipke je tipka z delovnim kontaktom oz. tipka z 
vgrajenim indikatorjem (signalno lučko). Predstavljene tipke imajo oznako 11S1.0, 11S1.1 
in 11S2.0. Slika 4.8 (a) prikazuje omenjene tipke s kontakti in vgrajenim indikatorjem. 
 
Slika 4.8: HMI enota V130 in tipke z indikatorjem (a) ter ventilni blok hidravlične napeljave (b) 
Indikator je vezan na priključke X1 in X2, na njem je poleg simbolov tudi oznaka 
(referenca) strani, na kateri je narisana shema dejanske vezave indikatorja. Tako referenco 
na drugo stran dokumentacije imajo vse komponente, katerih shematska predstavitev se 
razteza čez več strani dokumentacije. 
  
(a) (b) 
Slika 4.9: Tipke 11S1.0, 11S1.1 in 11S2.0 za upravljanje korita za listje in zapornice za fino 
frakcijo (a) ter pripadajoči izhodi PLK (b) 
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Slika 4.9 (b) prikazuje izhodni modul PLK, tipa IO-DI8-RO8. Na shemi vidimo, da je vseh 
8 relejskih izhodov napajanih preko skupnega priključka (Napajanje Q0-Q7). Prikazana 
izhoda upravljata ventil hidravličnega aktuatorja. Povezava poteka preko vrstičnih sponk z 
vgrajenimi cevnimi varovalkami – te imajo nazivni tok 2A, spadajo v razred srednje 
hitrosti M in imajo skupno oznako XL2F.0. Z varovalkami ščitimo kontakte relejev I/O 
enote; njihov maksimalni tok ne sme presegati 3 A [30]. Na vrstične sponke sta vzporedno 
vezana indikator in električni priključek za elektromagnetni ventil, torej tuljava 
elektromagnetnega ventila. Indikator ima enako oznako kot tipka na sliki 4.9 (a) (11S1.0 in 
11S1.1), ker gre za isto komponento. Tuljavi Y2.24.1 in Y3.24.1 elektromagnetnega 
ventila 24.1 sta nameščeni na hidravličnem agregatu (oznaka lokacije +L1+L2) in sta na 
vrstično sponko s skupno oznako XL5 povezani preko 3-žilnega kabla (preseki 1,5 mm2), 
ki vodi od glavne električne omarice (+L1+L1) do hidravličnega agregata; taka je tudi 
vezava za druge ventile.  
Ker tuljava elektromagnetnega ventila predstavlja induktivno breme, se ob izklopu lahko 
inducira visoka napetost na krmilnih kontaktih (torej na relejskem izhodu) in jih sčasoma 
lahko tudi uniči. To preprečimo z vzporedno vezavo diode s tuljavo (pri izmenični krmilni 
napetosti vlogo diode opravi varistor) – katodo diode se veže na pozitivni terminal, anodo 
pa na negativni oz. nevtralni terminal. V našem projektu smo izbrali ustrezne priključke 
(DIN EN 175301-803, tip A z LED indikatorjem), ki so namenjeni za induktivna bremena 
ter imajo vgrajene zaporne diode (ang. flyback) in LED indikatorje za prikaz delovanja 
signala. 
 
Prikažemo lahko še vezavo tipk za upravljanje čistilne naprave. Te tipke so nameščene ob 
čistilni napravi in omogočajo ročno upravljanje med vzdrževanjem čistilne naprave. Na 
sliki 4.10 je prikazano, da je tipka za izbiro avtomatskega delovanja (21S0) nameščena na 
lokaciji glavne električne omarice +L1+L1, vse druge tipke pa na lokaciji +L2+L3. 
 
Slika 4.10: Električna shema tipk in indikatorjev za upravljanje čistilne naprave na lokaciji +L2+L3 
Druga pomembnejša lokacija iz vidika krmilnega dela električne napeljave je električna 
omarica na zajetju (tj. lokacija +L2+L1); ob njej moramo omeniti še omarico za ventilni 




Slika 4.11: Lokacija +L2+L1 (Elektro omarica) in +L2+L2 (hidravlična omarica) 
Tako kot krmilje pri glavni električni omarici je tudi krmilje pri električni omarici na 
zajetju napajano z napajalnikom MeanWell NDR-240-24 (z močjo 240 W in z izhodno 
napetostjo 24 VDC). Električna omarica na zajetju se napaja preko 5-žilnega kabla (presek 
4mm2), ki vodi trifazno napetost iz glavne električne omarice (+L1+L1). Poleg tega 
napajalnega kabla povezuje omarici tudi vodilo CANbus, ki omogoča vzpostavitev 
omrežja med dvema enotama sistema vodenja, tj. med enotama V130 in EX-RC1. 
Krmilje pri električni omarici na zajetju razdelimo na več vzporednih tokokrogov – 
osnovna sta dva, in sicer: tokokrog za napajanje elementov sistema vodenja in indikatorjev 
ter tokokrog za napajanje kontaktorjev in elektromagnetnih ventilov. Oba tokokroga imata 
tokovno zaščito, prvi 2 A, drugi 6 A. V električni omarici na zajetju (slika 4.11 levo) so 
enote PLK, tj. CANbus razširitveni adapter EX-RC1 in I/O enote IO-DI8-RO8. Vezava I/O 
enote in elektromagnetnih ventilov je taka kot že predstavljena na sliki 4.9 (b). 
 
Načrtovanju električne napeljave v programu SolidWorks Electrical in njenemu 3D-
modeliranju je sledila izdelava dokumentacije za dejansko izvedbo napeljave na objektu. 
Predvidevali smo, da nam bo pri izdelavi končne dokumentacije precej pomagala 
umestitev elementov električne napeljave v 2D- in 3D-prostor, še zlasti pri določanju 
dolžine kablov oz. vodnikov in drugih veznih elementov napeljave (uvodnic, vodilnih 
kanalov, cevi). SolidWorks vtičnika SolidWorks Electrical 3D in SolidWorks Routing naj 
bi namreč avtomatsko določila dolžino kablov in vodnikov med priključki elementov 
električne napeljave po vnaprej določeni trasi. Žal pa smo ugotovili, da imata vtičnika 
vgrajeno napako, zato ne delujeta pravilno (v uporabljeni različici programa nista 
generirala napeljave tako, kot je bilo pričakovano). Napaka proizvajalca je dokumentirana 
in je bila prijavljena pri proizvajalcu programske opreme pod številko SPR 1047540. 
 
Potem ko je bila dokumentacija izdelana, smo skupaj z lastnikom MHE prenovili 





4.1.3 PLK program 
Za izgradnjo delujočega delovnega sistema ne zadošča le, da naprave za izvajanje 
delovnega procesa fizično povežemo s sistemom vodenja. Pomembna je tudi izdelava 
programov, torej implementacija algoritmov, ki upoštevajoč dane vhode in pogoje 
generirajo ustrezne izhode oz. krmilne signale sistema vodenja. 
 
Izbrani sitem vodenja PLK Unitronics V130-J-R34, ki omogoča programiranje v 
programskih jezikih, definiranih v standardu IEC 61131-3, kot so: lestvični diagram (ang. 
ladder diagram LD), funkcijski bloki (ang. Function block diagram FBD), strukturni tekst 
(ang. Structured text ST ali STL). 
 
Za programiranje enote V130 smo uporabili priloženo razvojno okolje (IDE) Unitronics 
VISION OPLC IDE VisiLogic verzija 9.8.65. Program VisiLogic podpira programiranje 
Unitronics PLK v jezikih LD in ST, poleg programiranja pa omogoča še pregled in 
spreminjanje registrov (pomnilniških mest) PLK v realnem času ter posodabljanje 
operacijskega sistema PLK. Vse te operacije lahko izvajamo preko lokalne Ethernet mreže 
ali preko serijske povezave. 
 
Čeprav PLK podpirajo programe, pisane v programskih jezikih, definiranih z IEC 61131-3, 
lahko proizvajalci razširijo te osnovne definicije programskih jezikov z dodatnimi 
funkcijami. Tako so pri Unitronicsu v lestvični diagram dodali elemente za komunikacijo 
preko CANbus, Ethernet TCP/IP, svoje PID bloke itd. Zato ni nujno, da bo vsak program, 
temelječ na IEC 61131-3, deloval na PLK drugih proizvajalcev; nekateri programi so 
omejeni celo znotraj posamezne družine PLK istega proizvajalca. 
 
Izvajanje programa temelji na cikličnem zaporednem izvajanju naslednjih operacij [31]: 
branje vhodov, izvajanje programa za določitev izhodov, pisanje izhodov, izvajanje 
programa za grafični prikaz (HMI program) in procesiranje komunikacije. Če celoten cikel 
traja več kot 1500 milisekund (velja za izbrani PLK), se PLK samodejno ustavi in javi 
napako. V izogib temu naloženi program ne sme vsebovati dolgih zank ali dolgih 
prekinitev, lahko sestoji iz več modulov, ti pa iz več podrutin (ang. subroutine). 
 
V razvojnem okolju VisiLogic je projekt razdeljen na lestvični diagram (»Ladder«) in na 
uporabniški vmesnik (»HMI«). Program, izdelan z lestvičnim diagramom, sestoji iz nekaj 
osnovnih elementov; ti omogočajo Boolovo logiko, kot so »virtualni« kontakti (delovni, 
mirovni), tuljave (invertirane, neinvertirane), relacijske/primerjalne operacije (večje, 
manjše, enake) matematične operacije, manipulacije večbitnih števil in znakovnih nizov 
itd. Privzeta vstopna točka za izvajanja programa je modul z imenom »! Main Module« in 
njegova glavna podrutina »! Main Routine«; vsako naslednjo podrutino želenega modula 
vedno kličemo iz glavne podrutine. Privzeta vstopna točka za izvajanje programa za 
grafični prikaz pa je modul »! Start-Up Module« in njegov prikazovalnik »! Start-Up 
Display«. 
 
Program PLK, ki smo ga izdelali za potrebe sistema vodenja zajetja MHE, je moral 
izpolnjevati naslednje zahteve: 
- varno zaustavitev sistema ob izrednih dogodkih, 
- daljinsko in lokalno upravljanje aktuatorjev, 
- avtomatsko delovanje čistilne naprave, 
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- zaščita določenih manipulacij aktuatorjev z geslom, 
- vzpostavitev komunikacije CANbus, MODBUS, RS232, 
- prikaz stanja sistema preko LCD-prikazovalnika (HMI), 
- samodejna postavitev aktuatorjev v stanje mirovanja ob prekinitvi povezave 
daljinskega upravljanja. 
 
Za izdelavo programa v razvojnem okolju VisiLogic smo najprej ustvarili nov projekt in v 
programskem okolju definirali izbrano strojno opremo (določeno v prejšnjem poglavju). 
Projekt smo poimenovali »PLC_Program_Zajetje_V130.vlp«, celoten program pa smo 
razdelili na 4 module in pripadajoče podrutine, in sicer: 
 
- ! Main Module 



















o _Display Start 
o _Reset HMI Temp Vars 
o _ScreenSaver 
o Subroutine _HMI COM TX RX 
o Subroutine 
_SistemUpravljanjeStanje 
o Subroutine Display0 - Subroutine 
Display5 
 
4.1.3.1 Izvajanje programa 
Na začetku cikla izvajanja programa je operacija branja vhodov sistema/PLK. Tej operaciji 
sledi določanje izhodov – izvajanje podrutin programa za odločanje izhodov sistema, 
začenši s podrutino »! Main Routine«. Ob prvem vklopu PLK se vedno izvede podrutina 
»00_Setup_PowerUp« (slika 4.12); z njo se vzpostavijo konfigurirane komunikacije 
MODBUS TCP (preko Ethernet), RS232 preko vgrajenega porta na enoti V130 in 
CANbus. 
 
Slika 4.12: Klicane podrutine izvajanja programa PLK 
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01_Stanje_Sistema. V tej podrutini se določa stanja sistema. Ker je program oz. sistem 
relativno preprost, nima veliko stanj. S stikalom (0S1), prikazanim na sliki 4.8 (stran 40), 
izbiramo način upravljanja sistema – »Lokalno upravljanje«, »Daljinsko upravljanje« ali 
»Mirovanje«. Prehodi med načini upravljanja povzročijo varno zaustavitev vseh 
aktuatorjev. V stanju daljinskega upravljanja program preslika stanje spominskih lokacij, 
ki so določene preko oddaljenega dostopa (spletnega vmesnika ali HMI), v pomnilniške 
lokacije (ang. memory bit), ki so uporabljene v algoritmih krmiljenja. 
V stanju lokalnega upravljanja pa se preslika stanje dejanskih vhodov PLK oz. I/O 
modulov v te iste pomnilniške lokacije. Tako določimo vire signalov za upravljanje 
sistema. (Dejanska preslikava se na podlagi izbranega stanja izvede v podrutini 
»02_Lokalno_Daljinsko_Preslikava«.) 
 
V podrutini 01_Stanje_Sistema se določi tudi želeni režim delovanja čistilne naprave. 
Čistilna naprava ima naslednje vrste stanja: »Stanje OFF«, »Stanje AUTO Timer«, »Stanje 
AUTO Nivo« in »Stanje ROCNO«. Vsako stanje ima pripadajočo rutino programa. Stanje 
določamo preko uporabniškega vmesnika (lokalnega in oddaljenega). 
 
02_Lokalno_Daljinsko_Preslikava. Ta podrutina sledi podrutini 01_Stanje_Sistema. 
Predstavljena je na sliki  4.13 kot poenostavljena preslikava raznih ukazov/signalov, ki so 
proženi daljinsko ali lokalno. Ti se zapisujejo v namenska pomnilniška mesta; glede na 
izbrani način upravljanja se ta mesta preslikajo še v pomnilniške naslove in nanje se 
sklicujemo iz algoritmov programa. 
 
Slika 4.13: Preslikava pomnilniških mest daljinskega upravljanja (odebeljena povezava), določena 
s pogoji na vhodih I4 in I5 (I4.!I5) 
03_Pogoji. Ta podrutina sledi podrutini 02_Lokalno_Daljinsko_Preslikava. V njej se 
preverjajo opredeljeni pogoji sistema; rezultati se vpišejo v pomnilniške lokacije, ki so 
definirane za ta namen. Pogoji sistema so: nizek nivo olja, napaka hidravličnega filtra, 
nujni stop in napake v komunikaciji CANbus. Primer pogoja za hidravlični filter in 





Slika 4.14: Izsek ladder programske kode pogoja za hidravlični filter in pogojev zapornic 
Pogoj, ki ponazarja napako hidravličnega filtra, se aktivira, če je vhod I39, torej senzor 
6B2, aktiven več kot 2 minuti. Tako se izognemo nepričakovanim izklopom aktuatorjev ob 
zelo kratkih spremembah stanja vhoda. Rezultat se zapiše na pomnilniško mesto MB11 
(Pogoj Hidravlični filter). Na desni strani slike so prikazani pogoji za upravljanje 
aktuatorjev zapornic, in to tistih z oznako »Zapornice 1« in tistih z oznako »Zapornice 2«. 
Iz slike je razvidno, da je druga skupina zapornic odvisna tako od stanja nujnega stopa 
(I37) kot tudi od stanja komunikacije CANbus z enoto z identifikacijsko številko 2 (EX-
RC1). Pogoja obeh skupin zapornic sta združena v en pogoj na pomnilniškem mesu MB15. 
 
10_Cistilna. Pogojem sledi podrutina za upravljanje čistilne naprave »10_Cistilna«. V njej 
se kličejo podrutine, v katerih so implementirani algoritmi delovanja čistilne naprave za 
vsako od že definiranih stanj čistilne naprave; te podrutine so: 
»11_Cistilna_AUTO_Timer«, »12_Cisitlna_AUTO_Nivo_Vode«, »13_Cistilna_ROCNO« 
in »19_Cistilna_OFF«. 
Čistilna naprava je lahko izklopljena, lahko jo upravljamo ročno preko lokalnih tipk, lahko 
deluje po nastavljenih časovnikih ali pa glede na razliko v nivoju vode pred rešetko in za 
njo. 
 
20_Agregati. To je podrutina za upravljanje hidravličnega agregata. V njej se na podlagi 
pogojev in stanja pomnilniških mest, ki so rezervirana za upravljanje agregata, določi 
stanje izhodov za upravljanje agregata. Signal za start/stop agregata je lahko sprožen 
lokalno ali daljinsko (določimo v podrutini 02_Lokalno_Daljinsko_Preslikava). Slika 4.15 
prikazuje del podrutine za zagon glavnega hidravličnega agregata. Zagon pomožnega 
agregata je izveden podobno. 
 
Slika 4.15: Izsek ladder programske kode za zagon glavnega hidravličnega agregata 
Za zagon glavnega hidravličnega agregata morajo biti izpolnjeni nekateri pogoji – te 
predstavlja pomnilniško mesto MB12. V danem času je lahko prižgan le en agregat (ko je 
vklopljen glavni, pomožni ne sme delovati) – to predstavlja mirovni kontakt vhoda O1 (P 
Agregat ON). Sledi še mirovni kontakt pomnilniškega mesta MB102, ki predstavlja ukaz 
za zagon pomožnega agregata – če je ukaz za zagon pomožnega agregata aktiven, se glavni 
Metodologija raziskave 
47 
agregat ne more zagnati. Nato sledi dejanski signal za zagon glavnega agregata 
(pomnilniško mesto MB100). Dani element lestvičnega diagrama za MB100 predstavlja 
pozitivno spremembo stanja; to pomeni, da ima ta element izhodno vrednost 1 le ob 
spremembi vrednosti dotičnih spominskih mest z 0 na 1. Izhodna vrednost (1) elementa se 
ohrani le za en cikel programa. Ob navedeni spremembi stanja MB100 se aktivira izhod 
O0 (Agregat ON). 
Zadnji element na sliki predstavlja tuljavo časovnika TE15 s tipom izhoda »podaljšani 
pulz« (ang. extended pulse). Izhod tega elementa se bo aktiviral takoj, a le za definirani 
čas, v tem primeru 30 minut. Negirani izhod časovnika avtomatsko izklopi vključeni 
agregat; to je prikazano na sliki 4.16. Uporaba časovnika TE15 omogoča, da se hidravlični 
agregat po določenem času avtomatsko izklopi – to funkcijo potrebujemo zlasti ob 
prekinitvi spletne povezave med daljinskim upravljanjem zajetja. 
 
Slika 4.16: Izsek ladder programske kode za izklop hidravličnega agregata 
Na sliki  4.16 vidimo del iste rutine le, da prikazuje izklop glavnega agregata. Agregat se 
izklopi v primeru ukaza za izklop preko MB101, neizpolnjenega pogoja za delovanje 
agregata MB12, poteklem časovniku TE15 in, če je sistem v stanju mirovanja (to stanje 
predstavlja pomnilniško mesto MB 2000). 
 
Sledi rutina za upravljanje zapornic in korita za listje – rutina »30_ZaporniceKorito«. 
Opravilo te rutina je upravljanje premikov hidravličnih aktuatorjev. Primer algoritma je 
prikazan na sliki  4.17. 
 
Slika 4.17: Diagram stanj in prehodov med stanji za upravljanje zapornice/korita za listje 
Slika prikazuje dve podrutini za upravljanje aktuatorjev – 30_ZaporniceKorito in 
50_Komunikacija. Na levi strani je prvi del podrutine 30_ZaporniceKorito; v njem so 
prikazani prehodi med stanji neke zapornice (oz. korita). Med stanji prehajamo s 
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spremembo vrednosti nekaterih pomnilniških mest, npr. MB106. Vsako stanje aktuatorja je 
določeno z neko kombinacijo stanj pomnilniških mest (npr. MB2, MB961). 
 
Slika 4.18: Izsek ladder programske kode za upravljanje aktuatorjev zapornice za fino frakcijo 
Dejansko izvedbo algoritma v lestvičnem diagramu prikazuje slika 4.18. Prikazan je del 
podrutine za zapiranje (MB986 Z-Fine Zap. Output) in odpiranje (MB987 Z Fine Odp. 
Output). Zapornica se istočasno lahko giblje le v eni smeri in še to le pod pogojem, da 
časovnik TD16 še ni aktiviran. Smer gibanja se določi z vrednostjo pomnilniških naslovov 
MB106 (M Z. Fine Zap.) in MB107 (M Z Fine Odp.). Časovnik TD16 omogoča 
samodejno zaustavitev gibanja zapornice po preteklem času (tj. po 1 minuti). Tip 
časovnika je »zakasnjeni vklop« (ang. on delay); časovnik se aktivira ob vsakem novem 
premiku aktuatorja. Ta algoritem velja za vse zapornice na zajetju MHE. 
  
(a) (b) 
Slika 4.19: Preverjanje premikov zapornic in zapis rezultata v MB 50 (a) in v MB 2 (b) 
Na sliki  4.19 (a) preverjamo, ali je katero pomnilniško mesto med MB104 in MB113 ter 
med MB116 in MB121 enako 1; če je, rezultat napišemo na mesto MB50 (Marker 
zapornice). Enako preverjamo na delu programske kode, prikazanem na sliki  4.19 (b), le 
da gre za mesta med MB984 in MB999; rezultat napišemo v MB2 (Premik zapornice) in 
MB51 (Aktiviraj zapornice). 
Pozitivna sprememba na MB50 resetira stanje MB51, kot prikazuje predzadnja veja 
programa na sliki  4.19. Tako povzročimo, da se T16 resetira ob naslednjem ciklu 
programa; to prikazuje zadnja veja programa – stanje MB51 se zapiše v stanje TD16 
(izhod časovnika se nato aktivira po preteklem definiranem času). 
 
Na desnem delu slike 4.17 (stran 47) je prikazan del podrutine, v kateri zapisujemo 
določena stanja (od MB984 do MB991) v izhode in v komunikacijo (od MB992 do 
MB999). Aktuatorje na drugem delu zajetja upravljamo preko CANbus povezave in 
Unitronics EX-RC1 enote – ta zapiše sprejeta stanja v dejanske izhode I/O modulov. 
 
Na koncu te podrutine je še en pomemben del programa: določanje stanja zapornice. Ker 
zapornice/korito nimajo končnih stikal oz. elementov za ugotavljanje dejanskega stanja, 
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smo to izvedli programsko. Zapornice/korito imajo lahko le dve stanji: odprto ali zaprto. 
Ob vsakem premiku zapornice/korita se prejšnje znano stanje resetira. Če zapornica ni 
zaprta, je odprta – vendar njene točne pozicije oz. stopnje odprtosti ne poznamo. Sistem 
operaterja le opozori, da stanje zapornice ni potrjeno; operater določi stanje zapornice in to 
potrdi lokalno preko HMI ali daljinsko preko oddaljenega dostopa/vmesnika. S tem želimo 
usmeriti pozornost operaterja na stanje zajetja (tj. na nivo vode v bazenih usedalnikov, na 
zadnje premike aktuatorjev, na tlak, videonadzor) – na podlagi teh opažanj namreč lahko 
oceni stanje zapornice/korita. Trenutno ne načrtujemo postavitve senzorjev za zaznavanje 
pozicije zapornic/korita. 
 
40_Periferija. V tej podrutini se nahajajo elementi programa, ki so skupni več podrutinam, 
npr. izhod za elektromagnetni sedežni potni ventil z oznako Y1, ki se mora aktivirati ob 
zagonu hidravličnega agregata in deaktivirati ob gibanju katere od zapornic/korita (slika  
4.20 (a) ), in kontaktor za vklop napajanja krmilja 9K2 (slika  4.20 (b) ), ki se mora 
aktivirati vedno ob delovanju čistilne naprave, ob ročnem upravljanju čistilne naprave in 




Slika 4.20: Izsek kode za aktiviranje hidravličnega ventila Y1 (a) in krmilja s kontaktorjem 9K2 (b) 
50_Komunikacija. V tej podrutini pošiljamo in sprejemamo podatke preko inicializiranih 
komunikacij MODBUS in CANbus ter nenehno preverjamo stanje komunikacije CANbus 
med enotama V130 in EX-RC1, preko katere upravljamo aktuatorje 2, tj. zapornice iz 
skupine »Zapornice 2« (prim. slika 4.17 na strani 47). Bitna pomnilniška mesta (MB), ki 
nosijo želena izhodna stanja za upravljanje teh zapornic, združimo v eno 16-bitno število 
(MI10), katerega vrednost pošljemo preko CANbus. Potek pošiljanja je prikazan na sliki 
4.21. 
 
Slika 4.21: Koda pošiljanja podatkov preko komunikacije CANbus med enotama sistema vodenja 
Del programa, ki je prikazan na sliki 4.21, predstavlja združitev bitnih stanj v 16-bitno 
število – funkcija »STRUCT (collect)«. Spodnja veja predstavlja pogoje za pošiljanje tega 
števila: prosta povezava, spremenjene vrednosti, pretečen čas osveževanja, določen z 
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časovnikom TD191. 16-bitno število pošljemo preko vodila CANbus s funkcijo UniCAN 
Send. 
 
60_Senzorji_Nivojev. To je zadnja podrutina prvega modula. PLK v njej pridobiva 
podatek o razdalji med izbranim senzorjem in nivojem vode (v enoti milimeter) in jo 
pretvarja (glede na referenčno ravnino). Ta podrutina v našem programu še ni bila 
izvedena. 
 
Po tej podrutini je izvajanje programa za določitev izhodov sistema zaključeno in program 
nadaljuje s pisanjem izhodov. Temu sledi izvajanje programa za grafični prikaz stanja na 
vgrajenem prikazovalniku glavne enote V130, nato pa procesiranje vzpostavljene 
komunikacije. 
4.1.3.2 Grafični prikaz HMI 
Pri prenavljanju električne napeljave na zajetju MHE in sistema njenega vodenja smo se 
določili tudi za grafični prikaz stanja sistema, in sicer zato, da bi operater imel podrobnejši 
in strukturirani vpogled v trenutno stanje sistema. Za ta namen smo uporabili vgrajeno 
prikazovalno napravo HMI enote PLK; namestili smo jo na vrata glavne električne omarice 
ter izdelali ustrezen program. 
Programska operacija, ki omogoča grafični prikaz na danem PLK, sestoji iz petih korakov; 
ti so: nalaganje elementov prikaza (besedila, grafičnih primitivov ipd.), posodabljanje 
spremenljivk, izvedba prehoda na izbrani grafični prikaz, izvedba rutine danega prikaza in 
procesiranje vhodnih signalov tipk na zaslonu naprave HMI.  
Prikazovalna naprava HMI enote PLK lahko prikazuje več programsko definiranih 
zaslonov, imenovanih »display«. Programsko smo definirali šest zaslonov, ki prikazujejo 
stanje različnih enot sistema. Glavni zaslon je prikazan na sliki 4.22 (a). Kot vidimo, enota 
V130 omogoča le črno-beli prikaz. 
 
 
Slika 4.22: Prikaz glavnega zaslona HMI enote V130 in zaledni del kode zaslona 
Glavni zaslon prikazuje razne enote sistema in je izhodišče za dostop do drugih zaslonov. 
Na vrhu glavnega zaslona je prikazan izbrani način upravljanja zajetja MHE (tj. lokalno, 
daljinsko, mirovanje). Sledita dva stolpca s šestimi enotami sistema, za katere so izdelani 
grafični vmesniki; te enote so: Pogoji, Com. (komunikacija), Agregati, Zapornice, Grablje 
in Senz. nivo (senzorji nivoja vode). Do teh enot oz. do njihovih grafičnih vmesnikov 
dostopamo iz danega vmesnika s pritiskom na ustrezno tipko na prikazovalniku HMI. Na 
sredini je ob vsaki enoti sistema narisan krog, ob njem pa je prostor za klicaj – krogi 
prikazujejo trenutno stanje enote (deluje/ne deluje), klicaji pa se pojavijo le tedaj, ko ni 
izpolnjen kateri od pogojev dane enote. V spodnji vrsti je prikazano trenutno stanje čistilne 




Zasloni za posamezne enote sistema sestojijo iz grafičnih elementov, ki jih upravljajo 
rutine iz ozadja zaslona. Za vsak zaslon so določene tri rutine, in sicer: »On Load«, »While 
Displaying« in »On Unload«. Kot nakazujejo imena, se prva rutina zažene samo ob 
nalaganju zaslona, druga se izvaja med prikazovanjem zaslona, tretja pa se izvede ob 
izhodu z zaslona.  
 
Ob teh že določenih rutinah lahko določimo še prehode med zasloni (ang. jump 
conditions); ti so prikazani na sliki 4.22 (b). Za zaslon, prikazanim na sliki 4.22 (a) so 
določeni pogoji za skok na določene zaslone ob pritisku na izbrano tipko na prikazovalniku 
HMI. 
 
Na sliki 4.23 je prikazanih še nekaj izbranih zaslonov prikazovalnika HMI – pregled 
pogojev za obratovanje zajetja (a), upravljanje hidravličnih agregatov (b) in zapornic (d) 
ter nastavitev delovanja čistilne naprave (grablje) po režimu AUTO Timer (c). 
 
 
Slika 4.23: Nekaj izbranih zaslonov prikazovalnika HMI: prikaz pogojev za delovanje sistema (a), 






4.2 Senzorska mreža za merjenje nivoja vode 
Drugi korak prenove zajetja MHE Zarakovec predstavlja vzpostavitev senzorske mreže za 
merjenje nivoja vode. Ta korak je bil precej zahteven in je potekal v več (pod)korakih: iz 
dokumentacije MHE smo se seznanili z obstoječim načinom merjenja nivoja vode; 
načrtovali smo postavitev senzorjev in senzorske mreže; izbrali smo senzorje in 
programsko opremo; izdelali smo tiskana vezja in programe za zanesljivo delovanje 
senzorske mreže ter jih tudi uporabili; namestili/vzpostavili smo senzorsko mrežo in jo tudi 
preizkusili. 
Regulacija MHE Zarakovec (zaradi spremenljivega pretoka reke Bače) večino časa deluje 
po nivoju vode. Nivo vode se meri s tlačnim senzorjem Endress+Hauser FMX167, ki je 
nameščen na zajetju, in sicer za rešetko čistilne naprave pred vstopom vode v cevovod. 
Senzor ima tokovni analogni izhod (4 – 20 mA). Analogni signal senzorja se na zajetju 
digitalizira z namembnimi elementi in se pošlje po optični povezavi do sprejemnika v 
strojnici MHE. D/A-pretvornik pretvori sprejeti optični digitalni signal v analognega in 
tega posreduje na vhode PLK. Tako je vzpostavljena zanka regulacije moči po nivoju vode 
pred vstopom v cevovod. 
Zaradi lastnikove zahteve po učinkovitejši regulaciji MHE in njeni avtomatizaciji smo se 
odločili za merjenje nivoja vode oz. za namestitev senzorjev na štirih lokacijah na zajetju 
MHE in za vzpostavitev senzorske mreže.  
Na zajetju MHE smo določili naslednje štiri lokacije za merjenje nivoja vode: prva je v 
strugi reke, torej na jezu; druga je v bazenu usedalnika grobe frakcije, in sicer za pregradno 
steno vtočne zapornice; tretja je v bazenu usedalnika fine frakcije, in sicer pred rešetko 
čistilne naprave; četrta je za rešetko čistilne naprave pred vstopom v cevovod.  
Na navedenih štirih lokacijah za merjenje nivoja vode pridobimo naslednje podatke: 
- vodostaj na jezu – ta določa preliv vode v ribjo stezo. Če vodostaj na jezu primerjamo 
z vodostajem bazena usedalnika grobe frakcije, lahko ugotovimo, ali je vtočna odprtina 
odprta ali ne (vtočna rešetka se namreč ob večjih nanosih usedlin pogosto zamaši);  
- vodostaj bazena usedalnika grobe frakcije – ta določa preliv vode čez pregrado 
bazena v ribjo stezo in tako preprečuje poplavo strojnice zajetja; preliv lahko 
uravnavamo s pozicijo vtočne zapornice. Če vodostaj bazena usedalnika grobe frakcije 
primerjamo z vodostajem bazena usedalnika fine frakcije, lahko ugotovimo, ali je 
groba rešetka zamašena ali ne (groba rešetka se ob večjih nalivih, zlasti v jesenskem 
času, pogosto zamaši z naplavinami); 
- vodostaj bazena usedalnika fine frakcije – ta je pomemben za upravljanje čistilne 
naprave. Če je razlika med njim in vodostajem za rešetko čistilne naprave velika, lahko 
sklepamo, da se je zamašila rešetka čistilne naprave, in to zaradi velike količine 
naplavin ali zaradi okvare čistilne naprave; 
- vodostaj za rešetko čistilne naprave – ta je pomemben za regulacijo agregata MHE v 
načinu obratovanja »po nivoju«.  
Na omenjene štiri lokacije smo namestili senzorje za merjenje nivoja vode, nato smo jih 
povezali v mrežo, ki temelji na brezžičnem omrežju, v katerem vozlišča tvorijo neko 
fizično in logično topologijo ter predstavljajo vstopne točke za podatke o vodostaju. 




4.2.1 Izbira senzorjev 
Nivo vode lahko merimo na več načinov oz. z raznimi senzorji; nekaj principov merjenja 
je bilo predstavljenih v poglavju 2.4. Na izbiro senzorjev vpliva več dejavnikov, npr. 
merilne lastnosti, način napajanja, lastnosti in tipi izhodov, vpliv okolice na senzor, vrsta 
aplikacije ipd. 
Mi smo se odločili za brezdotično (brezkontaktno) metodo merjenja nivoja vode, tj. za 
merjenje razdalje med senzorjem in gladino. Na to izbiro je vplivalo več dejavnikov, 
predvsem spremenljive in zahtevne razmere v strugi hudourniške reke Bače. Globina reke 
namreč na mestih merjenja precej niha – ob normalnih pogojih znaša od 2 m (v bazenih 
usedalnikov) do 3 m (na jezu), ob sezonskih hudourniških poplavah (ang. flash floods) pa 
se na jezu lahko dvigne tudi preko 2 m (glede na referenčno gladino). Poplave so na tem 
območju pogostejše v času meteorološke jeseni [32]; tedaj prihaja tudi do večjega 
zasipavanja s prodom, drugim materialom in raznimi predmeti.  
Brezdotične senzorje smo namesto dotičnih senzorjev izbrali tudi zato, ker na dotičnih 
senzorjih nastajajo obloge iz raznih materialov in tako degradirajo izmerjene 
karakteristike, ker bi morali za dotične senzorje urediti primerno merilno mesto in ker 
morajo biti vozlišča brezžičnega omrežja nad vodno gladino. 
 
Za spremljanje hudourniških voda (pa tudi za spremljanje meteorne in odpadne vode) so se 
uveljavili predvsem ultrazvočni in radarski senzorji. V nižjih cenovnih brezžičnih 
senzorskih mrežah, v katerih je pomembna tudi nizka poraba električne energije senzorja, 
se uporabljajo ultrazvočni senzorji – ti imajo tako prednosti, kot tudi določene slabosti. 
 
Prednosti ultrazvočnih senzorjev so: 
- zaznavanje večine materialov in površin (kovinskih, nekovinskih, prozornih 
materialov, kapljevin, granulatov, hrapavih, gladkih površin ipd.), 
- neinvazivno oz. brezdotično merjenje, 
- delovanje v temnem in svetlem okolju (svetlost okolice ne vpliva na meritev), 
- delovanje tudi v prašnih in zmerno vlažnih pogojih. 
 
Slabosti ultrazvočnih senzorjev pa so: 
- občutljivost na temperaturo in na tlak medija širjenja ultrazvoka, 
- frekvenca vzorčenja je odvisna od razdalje, 
- umazanija in kondenzat na senzorju lahko vplivata na meritev, 
- občutljivost na okoliške zvoke, 
- težje oz. nenatančno zaznavanje predmetov z večjo absorpcijo mehanskega valovanja 
oz. zvoka (npr. iz pene, tkanine). 
 
Presodili smo, da so za merjenje nivoja vode na izbranih lokacijah zajetja najustreznejši 
ultrazvočni senzorji. Pred postavitvijo senzorjev in izvajanjem meritev smo določili še 
okoliške vplive na merilni sistem – ti so: temperaturne spremembe zraka, dež oz. meteorna 
voda, škropljenje vode ob visoki vodi, izpostavljenost sončnim žarkom, veter oz. sunki 
vetra in okoliški šum. Nivo vode bomo sicer merili celo leto, vendar pa je temperatura 
zraka zaradi ugodne geografske lege objekta redko pod ničlo; ugodne temperaturne 
razmere, večji bazeni usedalnikov in pretok vode skozi bazene preprečujejo tvorbo ledu na 





Po pregledu ponudbe (ultrazvočnih) senzorjev smo se odločili za ultrazvočne senzorje 
podjetja MaxBotix, in to zato, ker ima osebje laboratorija LAKOS dobre izkušnje z izdelki 
tega podjetja. Podjetje ponuja razne izvedbe ultrazvočnih senzorjev, primerne za vrsto 
aplikacij (npr. za merjenje nivoja tekočin v rezervoarjih, za merjenje višine snežne odeje, 
za zaznavanje ljudi in vozil). Izbrali smo senzor iz družine HRXL-MaxSonar-WR series, ki 
je namenjena za aplikacije na prostem; senzorji imajo zaščito IP67. Glavne razlike med 
senzorji te družine so pri sledečih lastnostih [33]: 
- Napajalna napetost (od 2,7 V do 5 V)  
- Maksimalna zaznavna razdalja (5 m ali 10 m) 
- Najmanjša zaznavna razdalja (30 cm ali 50 cm) 
- Vrste serijskih izhodov senzorja (RS232 ali UART, v dokumentaciji imenovan TTL) 
- Optimizacija za merjenje višine snežne odeje 
- Optimizacija za merjenje mehkih ali majhnih predmetov 
- Dodatna zaščita za kemikalije 
 
Slika 4.24: Družina senzorjev MaxBotix HRXL-MaxSonar-WR 
Izbrani senzor je MB7386 z merilnim razponom od 50 cm do 10 m in s serijskim izhodom 
tipa TTL. Nekaj njegovih lastnosti je navedenih v preglednici 4.4. 
Preglednica 4.4: Lastnosti ultrazvočnega senzorja MB7386 [33] 
Lastnost Vrednost 
Napetost napajanja 3,3 V ali 5 V 
Operacijski tok 2,3 mA @ 3,3 V ali 3,1 mA @ 5 V 
Frekvenca ultrazvoka 42 kHz 
Princip delovanja Pulzeho oz. pulznoodmeven 
Izvedba Zaprti tip, oddajnik in sprejemnik sta združena v enem elementu 
Največja razdalja 10 m 
Najmanjša razdalja 50 cm 
Natančnost 1 % (relativna) 
Resolucija 1 mm (serijska komunikacija in širina pulza) ali 10 mm (analogni izhod) 
Frekvenca vzorčenja 6 Hz ali 1,2 Hz pri načinu »Free Run Filter« 
Tipi izhodov Serijska komunikacija (UART oz. TTL), širina pulza, analogni izhod 
 
Vgradnjo senzorja omogoča zunanji cevni navoj dimenzije 3/4'' (19 mm) na ohišju 
senzorja. Pri uporabi več senzorjev, postavljenih drug ob drugem, lahko pride do motenj 
oz. do prekrivanja njihovega signala. Do motenj signala lahko pride tudi pri vgradnji 
senzorja blizu stene, vzdolž valovanja (odboji signala). V izogib tem motnjam je treba 
poznati zaznavni kot senzorja in njegovo merilno območje. V dokumentaciji senzorjev so 
pogosto prikazane oblike merilnega območja v odvisnosti od izbranih parametrov (slika 




Slika 4.25: Oblike merilnih območij senzorja MB7386 v odvisnosti od velikosti tarče (A-D) in 
napajalne napetosti [33] 
Merilno območje je prikazano na mreži s korakom 30 cm – to je odvisno od velikosti tarče 
in od napajalne napetosti. Za našo aplikacijo je ustrezen profil D, tj. za največjo tarčo 
(premera 280 mm). Merilno območje je enako pri napajalni napetosti 5 V ali 3,3 V. Senzor 
ima vgrajeno filtriranje okoliškega zvoka in tudi odbitih signalov senzorjev v bližini pa 
tudi tipalo temperature in samodejno korigira meritve razdalje. 
 
Med normalnim obratovanjem MHE nas zanimajo spremembe vodostaja za pribl. 5 
centimetrov, in to na razdalji dveh metrov. (Referenčna gladina vode je tista, ki omogoča 
zadosten ekološki pretok 𝑄𝑒𝑠 in obratovanje MHE.) 
4.2.2 Izbira modulov in protokola senzorske mreže 
V poglavju 2.3.2 smo predstavili nekaj pogosto uporabljenih protokolov brezžičnih 
omrežij. V našem projektu smo se odločili, da bomo vzpostavili senzorsko mrežo za 
merjenje nivoja vode na navedenih štirih lokacijah na zajetju MHE. Odločili smo se za 
brezžično omrežje na osnovi modulov XBee podjetja Digi International. Ti moduli so 
namenjeni predvsem industrijskim okoljem – najdemo jih v transportu, farmaciji, 
energetiki, kmetijstvo ipd.  
 
Slika 4.26: Modul XBee XB24CZ7SIT-004 
Izbrali smo modul XBee XB24CZ7SIT-004 (prikazan na sliki 4.26). Odlikujeta ga nizka 
poraba energije in velik doseg. Podpira protokole IEEE 802.15.4, ZigBee in implementira 
protokol API proizvajalca Digi International, ki je implementiran na sedmi plasti OSI 
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modela. Modul podpira mrežno, drevesno in zvezdno topologijo. Nekaj lastnosti modula je 
prikazanih v preglednici 4.5. 
Preglednica 4.5: Lastnosti modula XBee XB24CZ7SIT-004 
Lastnost Vrednost 
Modul XBee XB24CZ7SIT-004 
Frekvenca delovanja omrežja 2,4 Ghz 
Hitrost prenosa podatkov Brezžično 250 Kb/s, serijski priključki do 1 Mb/s 
Doseg omrežja 
Znotraj: 60 m 
Na prostem: 1200 m 
Serijska komunikacija UART, SPI 
Vmesnik podnožja  THT 
Digitalni vhodi/izhodi 15 
Analogni vhodi 4 (10-bitni) 
Priklop antene RPSMA priključek 
Protokol IEEE 802.15.4, ZigBee, omogoča tudi API in AT ukaze 
Šifriranje (ang. encryption) 128-bitni AES 
Število kanalov 16 
Napajalna napetost [V] 2,1 do 3,6 
Tok porabe 
33 mA (oddajanje) 
28 mA (sprejemanje) 
<1 µA (spanje, mirovanje) 
Sprejemljiva temperatura okolice [°C] -40 do 80 
Dimenzije [mm] 24,4 x 27,6 
 
Po izbiri modula smo določili tako topologijo omrežja, ki bo primerna za našo aplikacijo. 
Odločili smo se za drevesno topologijo z enim nivojem; to imenujemo tudi zvezdna. 
Drevesno topologijo v omrežju ZigBee z moduli XBee v splošnem sestavljajo naslednje 
vrste vozlišč: koordinator (ang. coordinator), usmernik (ang. router) in končna točka (ang. 
end point). Omrežje mora imeti le enega kordinatorja (lahko se imenuje tudi gospodar oz. 
»master«), števili usmernikov in končnih točk pa sta omejeni z zmogljivostjo omrežja. 
Koordinator in usmerniki morajo biti vedno dosegljivi (tj. brez ciklov spanja), končne 
točke pa imajo lahko cikle spanja, zato vedno znova vzpostavljajo in prekinjajo povezavo z 
omrežjem. Primer omrežja je prikazan na sliki 4.27. 
 
Slika 4.27: Primer drevesne topologije ZigBee omrežja in tipi vozlišč [34] 
Na sliki 4.27 so prikazane vse tri vrste vozlišč omrežja v drevesni topologiji – en 
koordinator ter več usmernikov in končnih točk. Usmerniki se lahko povezujejo med seboj, 
s koordinatorjem in s končnimi točkami. Končne točke pa se lahko povezujejo s 
koordinatorjem in usmerniki, med seboj pa se ne morejo – med seboj lahko komunicirajo 




Za realizacijo zgoraj opisanega omrežja, temelječega na izbranih modulih XBee, smo 
morali izdelati tiskana vezja za koordinatorja in za končne točke ter sestaviti algoritme za 
upravljanje vozlišč. Tiskano vezje oz. enoto z XBee modulom v načinu koordinator 
omrežja imenujemo glavno vozlišče ali glavna točka; vsa druga vozlišča, torej končne 
točke (ki služijo za zaznavanje fizikalnih veličin), pa imenujemo senzorska vozlišča. 
4.2.3 Načrtovanje tiskanega vezja glavnega vozlišča 
Tiskano vezje (TIV) glavnega vozlišča podpira operacije koordinatorja omrežja in 
omogoča komunikacijo vseh drugih enot sistema vodenja s koordinatorjem omrežja. Mi 
smo določili, da mora TIV podpirati naslednje zahteve za delovanje glavnega vozlišča: 
- napajanje med 12 VDC in 36 VDC, 
- dimenzije TIV največ 10 x 10 cm, 
- komunikacija s končnimi točkami ZigBee omrežja (protokol XBee API), 
- možnost sprejemanja meritev do največ 15 senzorjev v mreži, 
- interval meritev od 6 sekund do 600 sekund, 
- komunikacija preko RS232 in RS485, 
- komunikacija s PLK Unitronics V130 preko RS232 (protokol PCOM), 
- podprta galvansko ločena komunikacija RS485, 
- diagnosticiranje aplikacije preko serijske povezave (UART) in prikaz stanja z LED-
indikatorji. 
 
Slika 4.28 prikazuje shemo senzorskega omrežja z bistvenimi elementi TIV vezij vozlišč. 
 
Slika 4.28: Shema strukture senzorskega omrežja vključno z bistvenimi elementi TIV glavnega 
vozlišča in senzorskih vozlišč 
Krmilnik glavne točke omogoča realizacijo želenih algoritmov za upravljanje z omrežjem 
preko XBee koordinatorja omrežja. Izbirali smo med nekaj pogosto uporabljenimi 
programljivim mikrokrmilniki – ti so: Microchip ATmega328, ATSAM3X8E in 
ATmega2560. Navedeni mikrokrmilniki so široko uporabljeni na prototipnih/razvojnih 
ploščah Arduino, tj. na odprtokodnem okolju, ki obsega programski in strojni del.  
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Okolje Arduino nam ponuja raznovrstno paleto razvojnih plošč z raznimi mikrokrimilniki. 
Vse te razvojne plošče (oz. mikrokrmilniki) imajo prednaloženi »bootloader«, ki omogoča 
programiranje mikrokrmilnika preko serijske povezave, zato ne potrebujemo 
kompatibilnega programatorja. 
Programiranje v okolju Arduino poteka v jeziku C/C++. Z uporabo knjižnic Arduino (in 
knjižnic širše skupnosti Arduino) ter programskega okolja Arduino (IDE, ang. Integrated 
Development Environment) je programiranje mikrokrmilnikov še bolj poenostavljeno. 
Kodo, zapisano v okolju Arduino, lahko poganja kateri koli podprti mikrokrmilnik. To 
omogoča uporabo iste kode na raznih razvojnih ploščah Arduino, poleg tega pa tudi 
uporabo metod oz. funkcij (ali ukazov), ki so značilne samo za dani izbrani mikrokrmilnik. 
S tem lahko optimiziramo določene operacije na izbranem mikrokrmilniku, hkrati pa tudi 
omejimo možnost uporabe iste kode na preostalih mikrokrmilnikih. 
Izbirali smo med razvojnimi ploščami: Arduino Due, Arduino Nano, Arduino Mega 2560 
in RobotDyn Mega 2560 PRO. Vse plošče so pod okriljem okolja Arduino. Imajo zunanjo 
mero do največ 10,2 cm in vgrajen regulator napetosti, omogočajo napajanje 5 V in 3,3 V 
ter imajo več kot 15 vhodnih/izhodnih pinov. 
Ker naša aplikacija zahteva več serijskih (UART) komunikacijskih povezav (dve RS232 in 
eno RS485), smo se odločili za razvojno ploščo RobotDyn Mega 2560 PRO, ki ima od 
zgoraj naštetih razvojnih plošč najmanjše gabarite, zadostno procesorsko moč, dovolj 
pomnilniškega prostora SRAM in štiri UART sprejemnike/oddajnike (ang. universal 
asynchronous receiver-transmitter). Izbrana razvojna plošča je prikazana na končanem 
vezju na sliki 4.36 (stran 66). 
 
Namen izdelave tiskanega vezja je vzpostavitev stalnih in zanesljivih povezav med 
komponentami TIV. Za izpolnitev želenih zahtev smo morali izbrati nekaj dodatnih 
komponent TIV in z njimi smo razširili funkcionalnost izbrane razvojne plošče. 
 
Izdelava tiskanega vezja je potekala v programskih okoljih Altium Designer in 
SolidWorks. Programski okolji sta povezani preko vtičnika SOLIDWORKS PCB, ki 
omogoča dodatno manipuliranje 3D-modela TIV znotraj 3D-sestavov programa 
SolidWorks in shematsko predstavitev vezja v programu SolidWorks Electrical. 
V splošnem smo načrtovanje TIV izvedli v naslednjih korakih: 
- načrtovanje električne sheme TIV: 
- določitev potrebnih električnih komponent TIV in njihovih karakteristik, 
- uporaba obstoječih simbolov elementov električne sheme ali izdelava novih, 
- izdelava virtualnih predstavitev komponent TIV (simbolov, podnožja, 3D- 
modela ipd.) 
- vzpostavitev ustreznih vrst električnih povezav med simboli komponent TIV, 
- ureditev končne oblike električne sheme, ki služi kot dokumentacija za 
kasnejšo izdelavo in vzdrževanje TIV; 
- modeliranje TIV v virtualnem okolju in vzpostavitev električnih povezav: 
- definiranje karakteristik slojev TIV in oblike TIV, 
- določanje karakteristik električnih povezav,  
- izdelava 3D-modelov komponent, 
- postavitev komponent TIV in vzpostavitev električnih povezav med 
komponentami, upoštevajoč njihovo namembnost , smernice proizvajalcev 
komponent in primere dobre prakse; 
- izdelava končne dokumentacije in datotek za izdelavo TIV; 




Naštete korake načrtovanja TIV smo večinoma izvedli v programu Altium Designer, ki je 
namenjen prav načrtovanju TIV – izdelavi električne sheme, modeliranju in kreiranju 
dokumentacije. 
Osrednji funkcionalni del glavnega vozlišča je izbrani mikrokrmilnik. Dodatni sklopi so še: 
napajanje vozlišča, modul XBee, komunikacijske komponente, indikatorji prikaza stanja in 
fizični priključki za integracijo v obstoječe okolje. 
4.2.3.1 Napajanje glavnega vozlišča 
Po zahtevah okolja, v katerem bo uporabljena glavna točka, je napajalna napetost med 12 
in 36 VDC, preko terminala, označenega z J1 (na shemi prikazani na sliki 4.29). Izbrani 
mikrokrmilnik ima vgrajen regulator napetosti, ki omogoča napajanje mikrokrmilnika z 
napetostjo od 6 do 18 VDC. Zato smo na vezje morali dodati konverter DC/DC [35] 
(naziv: Non Isolated DC/DC Converter) z maksimalno vhodno napetostjo 36 VDC in z 
izhodno napetostjo 12 VDC. Regulator ima moč 12 W, torej izhodni tok do 1 A. 
Regulator je pred vplivi (motnjami) električnega omrežja zaščiten z varovalko (F1), s 
kondenzatorji (C1, C2) in z dušilko (L1). LED-indikator (D2) sveti, če je izhodna napetost 
regulatorja prisotna (upor R2 omejuje električni tok). 
 
Slika 4.29: Električna shema regulatorja napetosti 
Izhodno napetost DC/DC konverterja označimo z oznakama VCC in GND; nanju se lahko 
sklicujemo v preostali električni shemi, saj predstavljata isti vir energije oz. isto električno 
povezavo. 
4.2.3.2 Mikrokrmilnik in indikatorji stanja glavnega vozlišča 
Shematski prikaz razvojne plošče in električnih povezav je podan na sliki 4.30. 
Mikrokrmilnik oz. razvojna plošča se napaja preko povezave, označene s VCC (12 VDC) 
in GND. Za poenostavitev celotnega TIV uporabljamo obstoječa regulatorja napetosti, ki 
se nahajata na izbrani razvoji plošči. Ta regulatorja sta: regulator (enosmerne) napetosti na 
5 V in regulator (enosmerne) napetosti na 3,3 V. Regulatorja sta dovolj zmogljiva za 




Slika 4.30: Električna shema s simbolom dela razvojne plošče in njenimi električnimi povezavami 
Z dela električne sheme na sliki 4.30 vidimo, da je razvojna plošča napajana preko VCC 
(priključka z oznako 1 in 2) in GND (priključka z oznako 3 in 4). Izhodi zgoraj omenjenih 
regulatorjev sta priključka 5 in 6 (za 5 V) in priključka 7 in 8 (za 3,3 V). Izhodi so 
povezani na oznaki 5 V in 3,3 V, ki služita kot referenci oz. kot sklica na pripadajočo 
električno povezavo kjer koli na električni shemi. 
Preostali priključki so povezani na komunikacijske čipe in indikatorje (LED-diode) stanja. 
Priključki komunikacij so navedeni v preglednici 4.6. 
Preglednica 4.6: Implementirane komunikacije in pripadajoči priključki povezav 
Opis komunikacije Vrsta Priključek sprejemnika (Rx) Priključek oddajnika (Tx) 
Monitor, diagnostika UART 11 (RXD0) 12 (TXD0) 
XBee, API protokol UART 28 (RXD2) 27 (TXD2) 
Unitronics PLK, PCOM 
protokol 
RS232 26 (RXD3) 25 (TXD3) 
UART preko RS485 RS485 30 (RXD1) 29 (TXD0) 
 
Na električni shemi opazimo tudi uporabo simbola za tip povezave »harness«, ki je 
konstrukt programa Altium Designer, ki z združevanjem več posameznih povezav 
omogoča izdelavo preglednejših električnih shem. S »harness« so povezani LED- 
indikatorji in RS485; pripadajoče harness povezave se zato imenujejo »LEDs« in 
»RS485«.  
Za izpolnjevanje zahteve po povezljivosti mikrokrmilnika smo morali dodati komponente, 
ki pretvorijo signal UART (na nivoju mikrokrmilnika) v ustrezen signal (npr. RS232 ali 
RS485), ki je kompatibilen s preostalimi napravami. 
Aplikacija ima šest indikatorjev, ki prikazujejo različna stanja, napake ipd. in so 
predstavljeni v preglednici 4.7. 
Preglednica 4.7: Implementirani LED-indikatorji in pripadajoči digitalni izhodni priključki 
Naziv Opis Priključki 
LED_PLC_Response Prejetje novega znaka s PLK 37 (D26) 
LED_PLC_PCOM_Err Napaka ob prejemanju znakov s PLK 38 (D27) 
LED_SensorMgr_Error Napaka ob upravljanju s senzorji 39 (D28) 
LED_XBeeAPI_Recieved Prejetje API okvirja z XBee 40 (D29) 
LED_LoopBlinking Utripa ob vsakem novem ciklu programa 41 (D30) 




Električna shema povezav LED-indikatorjev (D6-D11) je prikazana na sliki B.4 (str. 119) 
v prilogi. Indikatorji so napajani preko digitalnih izhodov mikrokrmilnika. Izbrali smo 
SMD LED indikator Lumex SML-LX1206 raznih barv. Tok skozi indikator je omejen z 
upori (R6-R11). Tok digitalnega izhoda mikrokrmilnika ne sme presegati 20 mA. 
4.2.3.3 XBee modul 
Omrežje Zigbee bo vzpostavljeno z moduli XBee, predstavljenimi v poglavju 4.2.2. Za 
delovanje modula in omrežja je treba urediti napajanje modula in komunikacije med 
modulom in mikrokrmilnikom. 
XBee moduli podpirajo dva tipa komunikacije: UART in SPI. Odločili smo se za 
komunikacijo tipa UART. Tako lahko s krmilnikom preko koordinatorja omrežja 
upravljamo preostala vozlišča omrežja. 
V osnovni konfiguraciji izbrani moduli XBee preko omrežja ZigBee le posredujejo 
podatke, ki jih sprejmejo po vzpostavljenih povezavah z mikrokrmilnikom. Primer take 
komunikacije je prikazan na sliki 4.31. 
 
Slika 4.31: Primer komunikacije med dvema mikrokrmilnikoma preko modulov XBee [34] 
Slika prikazuje dva mikrokrmilnika, ki sta med seboj povezana preko brezžičnega omrežja 
XBee modulov. Vsak mikrokrmilnik je s pripadajočim modulom XBee fizično povezan na 
priključke DIN, CTS, DOUT in RTS. Eden od modulov XBee je koordinator, drugi pa je 
usmernik ali končna točka. 
Za dvosmerno komunikacijo sta pomembna priključka DIN in DOU (CTS in RTS pa 
opcijska). Ko mikrokrmilnik pošlje podatke v zahtevanem formatu na priključek DIN 
modula XBee, se ti prenesejo preko omrežja ZigBee do sprejemnega modula XBee. Ta 
pošlje sprejete podatke preko priključka DOUT na pripadajoči mikrokrmilnik in ta jih 
interpretira. Komunikacija na enak način deluje tudi v nasprotni smeri. Tak preprost način 
komunikacije ima nekaj pomanjkljivosti; te bodo predstavljene v poglavju 4.2.7. 
Modul je napajan preko regulatorja 3,3 V (lociranega na razvojni plošči). Povezave za 
komunikacijske signale so vzpostavljene med UART sprejemniki/oddajniki 
mikrokrmilnika in modula XBee. 
Simbol električne sheme, ki predstavlja modul XBee, smo morali izdelati naknadno, ker ni 
naveden v osnovni knjižnici komponent. Izdelani simbol in preostale komponente 




Slika 4.32: Električna shema povezav modula XBee 
Iz pripadajoče dokumentacije [34] lahko razberemo, da je za optimalno delovanje modula 
XBee treba na napajalne priključke (Vcc in GND) dodati obvodne (ang. bypass) 
kondenzatorje. 
Na modul XBee smo priključili še stikali (S1 in S2) za ponastavitev (»reset«) modula in za 
možnost ponovne ročne povezave (»commissioning button - CB«) modula z omrežjem. 
Stanje vzpostavljanja povezave prikazuje pripadajoči LED-indikator (D1). 
Ker modul XBee deluje na napetosti 3,3 V, krmilnik pa na 5 V, smo morali prilagoditi 
napetostni nivo (ang. level shifting), da ne bi prišlo do uničenja vhodov XBee (ti namreč 
ne sprejemajo napetosti, višje od 3,4 V). To smo naredili z enosmernim pretvornikom 
napetosti (ang. unidirectional voltage translation), označenim z oznako U3. Pretvorili smo 
le napetostni nivo v smeri od mikrokrmilnika (napetostni nivo 5 V, digitalni izhod 25 
mikrokrmilnika) proti XBee (3,3 V, digitalni vhod 2 oz. DIN). 
V smeri od XBee proti mikrokrmilniku pa smo morali preveriti, ali je napetost 3,3 V 
dovolj visoka, da jo vhod mikrokrmilnika še interpretira kot logično 1 – ali je torej višja od 
𝑈𝐼𝐻 (tj. najmanjša vhodna napetost, ki jo vhod še interpretira kot logično 1). 
Komunikacijski povezavi sta na električni shemi označeni z »RX_Xbee« in »TX_Xbee«. 
4.2.3.4 Komunikacija s PLK preko RS232 
Glavna zahteva za dano tiskano vezje je, da vzpostavi povezavo mikrokrmilnika glavnega 
vozlišča senzorske mreže s sistemom vodenja, implementiranega s PLK V130. Preko te 
povezave posredujemo meritve senzorjev iz senzorske mreže sistemu vodenja v nadaljnjo 
obdelavo. 
Izbrani Unitronicsov PLK V130 omogoča več načinov komunikacije. Za našo aplikacijo 
ponuja komunikacija na osnovi RS232 dovolj funkcij za vzpostavitev zanesljive povezave. 
PLK V130 namreč že ima tovarniško vgrajeno vezje za povezavo RS232; glavnemu 
vozlišču pa moramo to vezje še dodati. 
Mikrokrmilnik podpira komunikacijo UART, ki predstavlja strojno podporo 
mikrokrmilnika za asinhronsko serijsko komunikacijo. Standard RS232 prav tako definira 
serijsko asinhrono komunikacijo in predpisuje (poleg razporeda priključkov, konektorjev, 
imen signalov itd.) tudi napetostne nivoje od +3 V do + 15 V za logično vrednost 0 in od -
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3 V do -15 V za logično vrednost 1; komunikacija je lahko enosmerna ali dvosmerna (ang. 
half/full duplex), razdalje so v praksi lahko do 2 m. 
Če naprava podpira komunikacijo RS232, v splošnem velja, da so podprti vsi napetostni 
nivoji komunikacije po standardu RS232. Nekatere naprave pa imajo eksplicitno navedene 
tudi podprte napetostne nivoje, – ti so lahko ±5, ±10 in ±12 VDC. Iz dokumentacije za 
Unitronicsov PLK V130 [36] je razvidno, da je maksimalna napetost povezave RS232 ±20 
VDC. Podatek za minimalno napetost ni naveden; s testiranjem smo ugotovili, da 
komunikacija deluje tudi pri ±10 VDC. 
Ker sta UART in RS232 asinhroni serijski komunikaciji, sta pretvorba fizičnih signalov in 
implementacija višjih slojev OSI modela komunikacije nekoliko preprostejša. UART 
deluje pri napetostnih nivojih od 0 V do napajalne napetosti naprave (VCC – 5 V). V 
osnovi napetost signala, ki je enaka VCC, pomeni logično 1; napetost 0 V pa pomeni 
logično 0 – in lahko poteka tudi na invertiranih napetostnih nivojih. Vsi drugi parametri 
komunikacije – najpomembnejša sta prenosni format (npr. 8N1 – 1 start bit, 1 stop bit, 8 
podatkovnih bitov in 0 paritetnih bitov) in hitrost prenosa (9600 bps, 19200 bps itd.) – pa 
lahko ostanejo nespremenjeni. 
Ker so podprti isti prenosni formati in iste hitrosti prenosa, moramo uskladiti le polariteto 
signalov in njihov napetostni nivo. Napetostni nivo komunikacije je treba prilagoditi tako, 
da ustreza standardu RS232 in uporabljenim napravam, ker se lahko zgodi, da imata dve 
napravi RS232 podprti različne napetostne nivoje. Če komunikacija zahteva dodatne 
priključke s standardom RS232 (npr. DTR, DSR, RTS), je le-te treba dodatno 
implementirati na mikrokrmilniku. 
 
Slika 4.33: Električna shema priključitve namenskega vezja MAX232 
Uporabljeni čip MAX232 (Dual EIA-232 Drivers/Receivers [37]) omogoča uskladitev 
napetostnih nivojev med napravami UART in RS232 (signale tudi negira). Sicer ima dva 
pretvornika, toda v naši aplikaciji potrebujemo le enega. Na shemi (slika xxx) so prikazane 
povezave med mikrokrmilnikom (RX_PLC – RXD3, TX_PLC - TXD3) in priključkom za 
priklop PLK, oznaka J2, tip RJ-11, povezavi PLC_RS232_Out in PLC_RS232_In, preko 
namenskega vezja U1. Namensko vezje U1 je napajano z napetostjo 5 V. Za pravilno 
delovanje potrebuje štiri kondenzatorje (C3, C4, C8 in C9), povezane tako, kot je 
prikazano na shemi na sliki 4.33. 
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Programska implementacija komunikacije s PLK, torej s protokolom PCOM, bo 
predstavljena v nadaljevanju (gl. poglavje 4.2.7.3). 
4.2.3.5 Komunikacija UART preko RS485 
Povezljivost glavnega vozlišča smo razširili še z implementacijo komunikacije po 
standardu RS485. RS485 je asinhrona serijska diferenčna povezava preko sukanega 
vodnika (ang. twisted pair). Sukani vodnik zmanjšuje šum v komunikaciji – pri daljših 
razdaljah je to zaželeno, pri krajših pa njegova uporaba ni nujna oz. ne vpliva na kakovost 
povezave. Razdalje so do 1000 m. 
Komunikacija je le izmenično enosmerna (ang. half duplex) in omogoča povezavo več 
naprav (do 32) v konfiguraciji koordinator/gospodar (ang. master) in sužnji (ang. slaves). 
Koordinator naslavlja želene naprave; te sprejemajo ukaze in pošiljajo podatke. Istočasno 
lahko pošilja podatke (ukaze, meritve itd.) le ena naprava. Vloga koordinatorja se lahko 
menja, odvisno od implementacije v danem omrežju. Podatkovna vodnika (A in B) morata 
biti pri začetni in končni napravi povezana z uporom 120 Ω za preprečevanje nezaželenih 
odbojev signala. 
Standard RS485 ne določa višjih slojev OSI modela, zato je treba ob strojni in programski 
implementaciji preveriti podatkovne liste vseh naprav v omrežju. Koordinator mora v 
ustreznem formatu naslavljati sužnje, sprejemati odgovore in upravljati z omrežjem. 
Komunikacija uporablja 3 vodnike – enega nevtralnega in dva podatkovna. Logične 
vrednosti pridobimo s primerjanjem napetosti podatkovnih vodnikov, tj. t. i. diferenčna 
napetost. Diferenčna napetost je definirana kot 𝑈𝐷𝐼 = 𝑈𝐴 − 𝑈𝐵. V splošnem velja, da 
𝑈𝐷𝐼 < −200 𝑚𝑉 predstavlja izhodno logično vrednost 1, 𝑈𝐷𝐼 > 200 𝑚𝑉 pa 0. Zato je 
komunikacija odpornejša pred zunanjimi vplivi in dosega daljše razdalje. Slabost pa je, da 
komunikacija ne more potekati v obeh smereh istočasno, ker sta oba vodnika zasedena. 
Napetostni nivoji 𝑈𝐴 oz. 𝑈𝐵 so od −7 do +12 𝑉. Kot pri RS232 je tudi tu treba preveriti 
napetostne nivoje posameznih naprav in jih uskladiti. 
 
Slika 4.34: Električna shema priključitve ISO1176T 
Za pretvorbo komunikacije UART v RS485 smo morali vezju dodati sprejemnik/oddajnik 
RS485. Ker gre za industrijsko aplikacijo, v kateri so napetostni nivoji raznih lokacij in 
raznih naprav lahko precej različni, smo vpeljali galvansko ločeno komunikacijo RS485. 
Tako smo se izognili neželenim zančnim tokovom med ozemljitvami oz. po nevtralnih 
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vodnikih. Izbrali smo sprejemnik/oddajnik RS485 ISO1176T [38] (Isolated Profibus RS-
485 Transceiver with Integrated Transformer Driver) podjetja Texas Instruments, ki 
omogoča galvansko ločitev komunikacije, ob tem pa ima tudi vgrajeno krmilje za napajalni 
transformator, ki omogoča preprostejšo galvansko ločitev napajanja. 
Kot vidimo iz električne sheme na sliki 4.34, so za komunikacijo potrebni trije signali, in 
sicer: RS485_RX (sprejemna linija), RS485_TX (oddajna linija) in RS485_En (ta omogoči 
sprejemanje/oddajanje). Ti signali se nato pretvorijo v signala A in B, ki sta vodena do 
priključka J3, tipa RJ-45. Kot pri RS232 je tudi tu potrebno uskladiti prenosni format in 
hitrost prenosa. 
Zaradi galvanske ločitve komunikacije je treba galvansko ločiti tudi napajanje – to storimo 
z ločitvenim transformatorjem T1, ki ima centralni priključek na obeh straneh (»central 
tap«, CT). V tem primeru je transformator v razmerju 1CT : 1,5CT in ima moč 1 W. Z 
diodo D3 in z regulatorjem napetosti G2 ter s pripadajočimi kondenzatorji (C14, C10, C11) 
pretvorimo napetost sekundarja v 5 VDC. 
4.2.3.6 Diagnostika preko komunikacije UART 
Del vezja za komunikacijo v diagnostične namene preko UART je predstavljen v prilogi 
B.1. 
4.2.4 Izdelava tiskanega vezja glavnega vozlišča 
Po dokončani električni shemi lahko nadaljujemo modeliranje TIV v virtualnem okolju 
programa Altium Designer. Program omogoča enostavno izdelavo načrta za izdelavo 
tiskanega vezja iz električne sheme ter 2D- in 3D-modelov komponent vezja. V programu 
pozicioniramo in povežemo komponente TIV. Program nam olajša delo s prikazovanjem 
povezav in z uveljavljanjem pravil, določenih z električno shemo in nastavitvami 
virtualnega okolja. 
 
Slika 4.35: (a) 2D-prikaz tiskanega vezja (zgornja stran) in (b) 3D-prikaz tiskanega vezja (zgornja 
stran) 
Na sliki 4.35 sta prikazana zgornja stran (a) in 3D model TIV (b) v virtualnem okolju 
Altium Designer. Ko zaključimo načrtovanje vezja, moramo načrt izvoziti v formatu, 
primernem za izdelavo vezja. V našem primeru smo načrte vezja izvozili v datoteko 




Slika 4.36: Zgornja stran končanega tiskanega vezja z zaznamovanimi deli vezja 
Električne elemente tiskanega vezja smo spajkali s spajkalno pasto v mali pečici pri 
temperaturi 180 °C; večina elementov je bila primernih za spajkanje s tehnologijo SMT. 
Ker pa nimamo naprav za dvostransko spajkanje, smo nekaj elementov spajkali v 
tehnologiji THT; tako smo spajkali napajalne elemente, terminale za priključitev razvojne 
plošče, priključke za XBee in priključke komunikacije RS232 (RJ-11) in RS485 (RJ-45). 
 
Slika 4.37: Spodnja stran končanega tiskanega vezja 
Tiskano vezje smo preizkusili tudi v laboratoriju; rezultati so bili ustrezni.  
4.2.5 Izdelava električne sheme senzorskega vozlišča 
K načrtovanju TIV senzorskega vozlišča senzorske mreže smo pristopili na podoben način 
kot pri izdelavi TIV glavnega vozlišča.  
TIV senzorskega vozlišča podpira operacije končne točke ali usmernika brezžičnega 
omrežja ZigBee, omogoča povezavo senzorja in pošiljanje meritev po omrežju. Osnovna 
struktura TIV senzorskega vozlišča je prikazana že v poglavju 4.2.3 na sliki 4.28. 
Zahteve za TIV senzorskega vozlišča so naslednje: 
- omogoča napajanje s sončnimi celicami in z akumulatorjem, 
- omogoča polnjenje akumulatorja, 
- njegove dimenzije so največ 10 x 10 cm, 
- podpira delovanje modula XBee, 
- omogoča komunikacijo s izbranimi ultrazvočnimi senzorji preko RS232 ali UART. 
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V sklopu našega projekta smo morali preučiti potrebne elemente za napajanje vezja s 
sončnimi celicami in z akumulatorjem. Zaradi vse nižjih in padajočih cen ter široke 
uporabnosti se sončne celice pogosto uporabljajo tudi v senzorskih mrežah. 
Izbrani ultrazvočni senzorji imajo tri vrste izhodov; le dve imata resolucijo 1 mm – to sta 
serijska povezava (UART) in izhod s širino pulza. V našem projektu smo uporabili serijsko 
povezavo; brezžično senzorsko mrežo je smiselno uporabiti tudi pri večjih razdaljah med 
sistemom vodenja in lokacijo merjenja nivoja vode. Ker sta serijska povezava in signal s 
širino pulza signala, ki vsebujeta višje frekvence, pride v vodniku med prenosom signala 
do večjih izgub in do motenj signala. Za vzpostavitev žične povezavo bi tako bilo potrebno 
uporabiti analogni izhod (z večjo resolucijo) in v PLK dodati analogne vhode z dodanim 
vhodnim modulom, ob tem pa tudi prilagoditi napetostne nivoje signalov. Alternativa je 
tudi izdelava pretvornikov UART komunikacije v tak tip komunikacije, ki je namenjen 
daljšim razdaljam (npr. RS485, RS422 ipd.). 
Senzor lahko deluje na dva načina: prosto (ang. free run) ali posamično (ang. independent 
sensor operation) [33]. Izbrali smo delovanje v prostem načinu; to pomeni, da začne senzor 
meriti nivo vode (oz. razdaljo) takoj ob vklopu, torej ob prisotni napetosti napajanja. 
Vzorčenje poteka pri 6 Hz – nova meritev je na voljo vsakih 166 ms. Proizvajalec senzorja 
priporoča zavrnitev prvih štiri meritev, ker še niso filtrirane z vgrajenim filtrom, ki 
omogoča boljšo natančnost, zmanjšanje šuma in stabilnost vzorčenja [33]. Elektronika, 
vgrajena na senzorju, pošilja meritve preko UART. Oblika podatkovnega okvirja 
komunikacije bo podrobneje predstavljena v nadaljevanju (poglavje 4.2.7.2). 
TIV senzorskega vozlišča ne potrebuje krmilnika, ker lahko z uporabo funkcij, ki jih 
omogočata XBee modul in namensko vezje senzorja, izpolnimo vse zahteve vozlišča. 
4.2.5.1 Napajanje senzorskega vozlišča 
Napajanje senzorskega vozlišča poteka preko sončnega panela in litijpolimernega 
akumulatorja (LiPo). Napajalni del mora omogočiti tudi polnjenje akumulatorja in 
prilagajanje napetostnih nivojev. 
Sončni panel sestoji iz več sončnih celic, povezanih vzporedno in/ali zaporedno, v 
konfiguraciji, ki zagotavlja neko izhodno napetost in izhodni tok, ki določata moč 
sončnega panela. Izbrali smo sončne panele, ki jih je osebje laboratorija uporabilo že pri 
drugih projektih. Paneli so velikosti 285 x 185 x 18 mm in maksimalne moči 5 W, izhodna 
napetost je 6 V, napetost odprtih sponk pa 7,2 V in predstavlja najvišjo možno vhodno 
napetost. Modela panela in baterije sta prikazana na sliki 4.41 (b) 3D sestava (stran 70). 
Litijpolimerni akumulator spada v tisto skupno akumulatorjev na osnovi litija, pri katerih 
je elektrolit iz trdnega polimernega materiala. Energija je shranjena v obliki 
elektrokemične energije in se sprošča preko kemičnih reakcij. Nazivna napetost ene celice 
LiPo akumulatorja znaša 3,7 V.  
Iz opisov sončnega panela in LiPo akumulatorja je razvidno, da je napetost sončnega 
panela višja od napetosti akumulatorja. Ta ugotovitev in dejstvo, da LiPo (v splošnem vsi 
Li-ion) akumulatorji zahtevajo poseben režim polnjenja, sta izhodišče za našo določitev 
komponent napajanja TIV. Električna shema vezja za napajanje je prikazana na sliki 4.38. 
Namensko vezje MAX1555 predstavlja komponento za polnjenje enoceličnega 
akumulatorja po predpisanem režimu. Napajanje in vhod predstavljata priključek DC ali 
USB. Priključek z oznako USB služi napajanju iz USB povezave; pri njej je napetost okoli 
5 V. Ker je napetost v našem primeru lahko višja, smo izbrali priključek DC, ki podpira 
vhodno napetost v območju od 3,7 V do 7 V (z absolutnim maksimumom 8 V) [39]. 
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Sončni panel je povezan preko priključka »SolarPanelConn« in povezave z oznako 
»SolarPanel«. 
Izhodni priključek vezja MAX1555 ima oznako BAT. Nanj sta povezana akumulator 
(preko povezave z oznako »BatteryLiPoly«) in namensko vezje MAX1818. Izhodna 
napetost in tok na priključku BAT sta regulirana glede na režim polnjenja. Izbrani 
akumulator ima eno celico, njena kapaciteta je 5000 mAh. Maksimalni tok polnjenja čipa 
MAX1555 je 340 mA; to pri izbranem akumulatorju ne predstavlja tveganja za 
pregrevanje. Baterija je priključena na priključek z oznako »BatteryConn«. 
 
Slika 4.38: Električna shema napajanja senzorskega vozlišča 
Nato sledi namensko vezje z oznako MAX1818 – to je linearni regulator (ang. Low-
Dropout Linear Regulator) s fiksnim napetostnim izhodom. Vhodna napetost je lahko med 
2,5 in 5,5 V [40]. Služi prilagoditvi vhodne napetosti na priključku IN. Izhodna napetost na 
priključku OUT je regulirana na napetostni nivo 3,3 V in napaja ostale komponente vezja 
preko napetostnega potenciala z oznako Vcc33. Maksimalni električni tok, ki ga vezje 
lahko zagotovi, je 500 mA. Na električni shemi opazimo tudi gladilne kondenzatorje (C1-
C4), katerih vrednosti so določene na podlagi podatkovnih listov namenskih vezij. 
4.2.5.2 Modul XBee in ultrazvočni senzor 
Modul XBee in ultrazvočni senzor sta lahko napajana s napetostjo 3,3 V. Območje 
napetosti za napajanje modula XBee je lahko med 2,1 in 3,6 V, za napajanje ultrazvočnega 
senzorja pa med 3,3 in 5 V. Modul XBee se napaja preko napetostnega potenciala z oznako 
Vcc33; z njim je povezan na priključku VCC. 
Uporabili smo tudi vhod CB (omogoča ročno vzpostavitev povezave, ang. commissioning 
button), invertirani vhod RESET in digitalni izhod ASSOCIATE, namenjen LED- 
indikatorju za prikaz stanja povezave. Vhoda in izhod so povezani preko mostičkov (ang. 
jumper) na nevtralni potencial (GND). LED-indikatorju pripada še upor R1, ki omeji 




Slika 4.39: Električna shema povezav modula XBee in priključka UZ senzorja 
Napajanje ultrazvočnega senzorja poteka preko invertiranega izhoda modula XBee z 
oznako ON_SLEEP. Izhod zavzame visoko stanje ob delovanju modula XBee in nizko ob 
mirovanju (»spanju«) modula. Tak način napajanja senzorja nam omogoča upravljanje 
delovanja senzorja preko API ukazov, ki jih pošiljamo z mikrokrmilnika glavnega vozlišča 
preko brezžične povezave na sprejemni modul XBee senzorskega vozlišča – ta interpretira 
API ukaze in izvede ustrezne operacije. V danem primeru bomo z glavnim vozliščem 
upravljali dolžino in periodo mirovanja modula XBee, posledično pa tudi ultrazvočnega 
senzorja. Implementacija upravljanja modula XBee preko API ukazov bo predstavljena v 
nadaljevanju (gl. poglavje 4.2.7.2). 
Ultrazvočni senzor deluje v prostem načinu delovanja (ang. free run) ob delovanju modula 
XBee ter se izklopi ob prehodu modula XBee v stanje mirovanja. Med delovanjem senzor 
pošilja vrednosti meritev v obliki znakovnega niza, v prenosnemu formatu 8N1 in pri 
hitrosti prenosa 9600 bitov/s, na komunikacijske priključke modula XBee. Znakovni niz se 
prične z ASCII znakom, tj. z veliko črko R, in temu sledijo štirje ASCII znaki za števke 
(0–9). Niz se zaključi z ASCII znakom, predstavljenim s številom 0A, torej z znakom za 
prehod v novo vrstico (ang. linefeed ali LF) [33]. 
Ker poteka med senzorjem in modulom XBee enosmerna komunikacija, je dovolj, da 
vzpostavimo le povezavo med komunikacijskim izhodom senzorja in vhodom modula 
XBee, označenim z DIN. Povezava je na shemi na sliki 4.39 (str. 69) označena z 
»UZSenzor_UART«. 
 
Slika 4.40: Električna shema povezave senzorja [33] 
Senzor na TIV priključimo na priključek, ki ima na električni shemi oznako 
»UZSenzorConn«. Napajalna priključka senzorja imata oznako V+ (priključek 6) oz. GND 
(priključek 7), priključek oddajnika UART pa ima oznako 5. 
Na shemi TIV opazimo še namensko vezje z oznako 1C1, ki omogoča priklop ultrazvočnih 
senzorjev s komunikacijo UART ali RS232. V laboratoriju uporabljamo senzorje s 
komunikacijo UART in tudi s komunikacijo RS232, oboje istega proizvajalca (MaxBotix). 
Zato smo se odločili, da omogočimo tudi priklop senzorjev, ki podpirajo le komunikacijo 
RS232. Čeprav proizvajalec v podatkovnih listih senzorjev navaja komunikacijo RS232, 
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smo ugotovili, da ta ni povsem skladna s splošnim standardom RS232 – predstavlja namreč 
le invertirani signal komunikacije glede na signal UART, medtem ko napetostni nivoji 
ostajajo enaki (med VCC in 0 V oz. GND). 
Invertiranje signala z namenskim vezjem SN74LVC1G98 je opisana v prilogi B.1.1. 
 
Potem ko smo izbrali in povezali vse komponente TIV, smo ocenili tudi porabo električne 
energije vezja. Proizvajalec ultrazvočnega senzorja navaja povprečno porabo 2,3 mA; to je 
tudi pod dovoljeno največjo vrednostjo izhodnega toka priključka ON_SLEEP modula 
XBee (ta znaša 4 mA). V podatkovnem listu modula XBee je navedena poraba 33 mA med 
oddajanjem signala, 28 mA med sprejemanjem signala in manj kot 1 µA med spanjem. 
Modul bo v našem primeru večino časa oddajal signal; upoštevajoč slabši izkoristek 
linearnega regulatorja (80 %) lahko konzervativno ocenimo tokovno porabo vezja (ob 
delovanju) na 50 mA. Ocenjujemo, da bo perioda mirovanja vezja najmanj 2 sekundi in da 
bo med delovanjem vzorčenih in poslanih 10 meritev senzorja – to nam določa čas 
delovanja, ki znaša 2 sekundi. Povprečna poraba celotnega tiskanega vezja je ocenjena na 
25 mA. Akumulator kapacitete 5000 mAh bi tako zagotavljal 200 ur delovanja. 
Upoštevajoč polnjenje akumulatorja s sončnimi celicami v zimskem času, ko je 
izkoriščenost sončnih celic približno 5- do 10-odstnotna, ocenjujemo, da bo pozimi 
povprečno generiranje električnega toka uporabljenih sončnih celic med 45 mA in 90 mA; 
tolikšen električni tok pa zadošča za celoletno delovanje vezja senzorskega vozlišča.  
4.2.6 Izdelava tiskanega vezja senzorskega vozlišča 
Model tiskanine smo prav tako izdelali v virtualnem prostoru programu Altium. Pri tem 
smo uporabili enake nastavitve in enaka pravila programskega okolja kot pri izdelavi TIV 
glavnega vozlišča. Podnožja komponent oz. 3D-modele komponent smo umestili na 
tiskano vezje in med njimi vzpostavili povezave, ki smo jih pred tem določili z električno 
shemo. Na sliki 4.41 sta 3D-prikaz spodnje strani TIV (a) in celoten 3D-sestav elementov 
senzorskega vozlišča (b) v programu SolidWorks (povezave med elementi so določene v 
SolidWorks Electrical). 
 
Slika 4.41: Spodnja stran TIV senzorskega vozlišča (a) in 3D-sestav vseh elementov senzorskega 
vozlišča (b) 
Vezja senzorskih vozlišč so bila izdelana po enakem postopku kot vezje glavnega vozlišča. 
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4.2.7 Programiranje glavnega vozlišča 
Izbrani mikrokrmilnik oz. izbrana razvojna plošča glavnega vozlišča je podprt z okoljem 
Arduino, ki omogoča uporabo obstoječih programskih knjižnic in preprostejše 
programiranje. Programski jezik je C/C++11 (verzija 2011). 
Za izpolnjevanje vseh zahtev glavnega vozlišča je bilo treba programsko implementirati  
- XBee API protokol, 
- obdelavo meritev, sprejetih s senzorskih točk, 
- upravljanje senzorskih vozlišč (tj. nastavljanje intervala spanja, dolžine spanja), 
- Unitronics PCOM protokol, 
- posredovanje meritev senzorjev in ostalih podatkov na PLK, 
- prikaz stanja glavnega vozlišča, 
- diagnostiko programa preko serijske povezave. 
 
Program ob vklopu glavnega vozlišča oz. razvojne plošče vezja postavi začetne vrednosti, 
nato nadaljuje v glavno zanko programa »loop()«. V njej se ponavljajo klici metod za 
komunikacijo – in to tako za sprejemanje znakov kot tudi za pošiljanje ukazov. Te metode 
programa vedno vračajo mikrokrmilnik v »stanje mirovanja«. Osnovna zanka deluje, 
dokler je ne zaustavimo z izklopom razvojne plošče oz. vezja glavnega vozlišča. Slika 4.42 
prikazuje nekoliko poenostavljen diagram poteka programa. 
 
Slika 4.42: Poenostavljen diagram poteka glavnega programa 
Potek izvajanja programske kode za prejemanje in pošiljanje ukazov ter njena struktura, sta 
podrobneje opisana v poglavjih B.1, B.3 in B.4. 
4.2.7.1 XBee API protokol 
Komunikacija mikrokrmilnika z moduli XBee lahko poteka na dva načina [41]: 
- AT - Transparent Operations, 
- API - Application Programming Interface Operations. 
 
V načinu AT se modul XBee obnaša kot nadomestilo za žično povezavo komunikacije. To 
pomeni, da se vsi komunikacijski podatki, sprejeti preko UART ali SPI priključkov 
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modula, prenesejo po brezžični povezavi (kot je to prikazano na sliki 4.31 v poglavju 
4.2.3.3). V tem načinu ne moremo določiti izvora sprejetih podatkov brez dodatne 
implementacije identifikacije.  
Pri načinu API so komunikacijski podatki posredovani znotraj okvirja API, ki ima točno 
določeno obliko. API omogoča naslavljanje in upravljanje posameznega modula XBee ter 
vsebuje informacije o pošiljatelju. Možni sta tudi pošiljanje podatkov kot pri načinu AT in 
pošiljanje ukazov za upravljanje s posameznimi moduli (tj. branje vhodov, nastavitev 
izhodov, nastavitve stanja spanja itd.). 
Ker je naša aplikacija namenjena za sprejemanje meritev s senzorskih vozlišč, je podatek o 
izvoru podatka/meritve nujen – to pa privzeto omogoča le način API. V našem primeru 
bodo v omrežju le koordinator omrežja in končne točke; usmerjevalniki zaradi krajših 
razdalj niso potrebni. 
 
Konfiguriranje modulov XBee 
Moduli XBee imajo prednaloženo strojno-programsko opremo (ang. firmware) za način 
komunikacije AT. Ker smo se odločili za način API, smo morali na modul naložiti 
programsko opremo za ta način – upoštevajoč dejstvo, da je programska oprema za 
koordinatorja omrežja in za končno točko v načinu API drugačna kot pri načinu AT. 
Programsko opremo smo naložili s programom DIGI XCTU in s programatorjem (ki je 
priložen) preko USB-povezave. Program XTCU (grafični vmesnik je prikazan na sliki 
4.43) je namenjen tudi za konfiguriranje modulov. 
 
Slika 4.43: Grafični vmesnik programske opreme DIGI XCTU za konfiguriranje modulov XBee 
Na modulu, ki smo ga določili za koordinatorja, smo določili parametre omrežja. Osnovna 
parametra za vzpostavitev omrežja sta »PAN ID« (vnesena vrednost A, v šestnajstiškem 
sistemu) in »Coordinator Enable«, za lažje ločevanje pa še opis »Node Identifier« (v našem 
primeru kar »Coordinator«). Da smo omogočili API, smo parameter »API Enable« 
postavili v stanje »API enabled [1]«. 
Konfiguracijo koordinatorja XBee je tako zaključena. Podobno smo konfigurirali tudi 
končne točke: pri njih smo morali parameter »PAN ID« uskladiti s koordinatorjem in 
nastaviti parametre za njihovo mirovanje oz. spanje – ti parametri so: »Cyclic Sleep 
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Period«, »Sleep mode« in »Time before Sleep«. S prvim parametrom smo določili dolžino 
mirovanja (spanja) končne točke, z drugim način spanja in s tretjim časovno obdobje, v 
katerem končna točka preide v mirovanje/spanje. Ob tem je treba omeniti, da končna točka 
ne gre samodejno v spanje med sprejemanjem podatkov preko komunikacije UART, 
temveč šele po zadnjem sprejetem znaku preko komunikacije UART in po preteku časa, 
določenega s parametrom »Time before Sleep«. Končna točka lahko preide v mirovanje ali 
s samodejno postavitvijo ali z ukazom API »Remote Command Request« s parametrom SI 
(»Sleep Immediately«). Preko API lahko na daljavo nastavljamo tudi dolžino mirovanja. 
4.2.7.2 Upravljanje z vozlišči in prejemanje meritev 
Poslani okvirji API končne točke, torej senzorskega vozlišča, imajo osnovno obliko okvirja 
API, ki je prikazana na sliki B.7 v prilogi B.3. V polju »podatki okvirja« (ang. frame data) 
so navedene meritve senzorja vozlišča. Izbrani senzor (MaxBotix MB7386) pošilja meritve 
na UART sprejemnik, torej na serijski vhod UART modula XBee. XBee posreduje podatke 
po omrežju ZigBee do koordinatorja oz. glavnega vozlišča. 
Za ponazoritev si oglejmo sprejeti niz znakov (na strani koordinatorja), ki predstavlja API 
okvir in vsebuje meritev senzorja: 
7E 00 12 90 00 13 A2 00 40 F7 4F 4A D3 99 01 52 32 31 35 37 0A 4F 
Sprejeti podatki so prikazani v šestnajstiškem številskem sistemu. Okvir API se prične z 
znakom 7E; sledita števili 00 in 12 (dva bajta), ki predstavljata dolžino polja »podatki 
okvirja« (ang. frame data). Ko to 16-bitno število, predstavljeno z 00 in 12 (pri čemer je 
prvi bajt najbolj utežen – MSB), pretvorimo v desetiški sistem, dobimo število 18. To 
pomeni, da znaša dolžina okvirja 22 bajtov – k številu 18 moramo namreč prišteti še tri 
prve bajte in zadnjega (za kontrolno vsoto). 
Sledijo bajti, ki predstavljajo vrsto okvirja API (vrednosti ukazov so navedene v [34]), v 
tem primeru je to število 90 – »ZigBeeReceivePacket«. Ta vrsta okvirja API prikazuje, da 
sprejeti okvir API vsebuje podatke, sprejete na vhodu UART modula XBee (pošiljatelja). 
Pri tej vrsti okvirja API bajti od 5 do vključno 14 predstavljajo 64- in 16-bitni identifikator 
pošiljatelja (modula XBee) sprejetega okvirja. Torej lahko razberemo, da je 64-bitni (8 
bajtov) ID pošiljatelja enak 00 13 A2 00 40 F7 4F 4A, 16-bitni pa D3 99. S pomočjo ID 
lahko dobimo informacijo o lokaciji ultrazvočnega senzorja. Sledi bajt z vrednostjo 01, ki 
v dani aplikaciji ni pomemben. 
Preostane nam zadnjih sedem bajtov – 6 bajtov nosi zapis meritve ASCII. Te vrednosti so 
52 32 31 35 37 0A. Ko jih pretvorimo v znake ASCII, dobimo zapis R2157LF. Znak R 
zaznamuje začetek meritve (tako je določeno v podatkovnem listu senzorja [33]), število 
2157 zaznamuje meritev ultrazvočnega senzorja, podano v milimetrih, končni ASCII znak 
LF pa prehod v novo vrstico. 
Zadnji bajt nosi vrednost kontrolne vsote 4F (oz. 79 v desetiškem številčnem sistemu). S 
kontrolno vsoto lahko preverimo, ali je pri komunikaciji prišlo do napake. To izračunamo z 
razliko med številom FF in vsoto vseh drugih bajtov po tretjem bajtu, izvzemši zadnjega. 
Ko program shrani sprejeto meritev senzorja (oz. jo posreduje na PLK), nadaljuje kreiranje 
okvirja API z ukazom za mirovanje. Ta ukaz nato pošlje na tisto končno točko, katere 
meritev je bila sprejeta nazadnje. Po sprejetju tega ukaza modul XBee končne točke preide 
v stanje mirovanja za določen čas. 
Oglejmo si še primer okvirja API za pošiljanje ukaza mirovanja: 
7E 00 0F 17 01 00 13 A2 00 40 F7 4F 4A D3 99 02 53 49 C7 
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Okvir se ponovno prične z vrednostjo 7E; naslednja bajta zaznamujeta dolžino polja 
»podatki okvirja« (ang. frame data). Sledi vrednost 17, ki predstavlja vrsto okvirja API – ta 
je »RemoteATCommandRequest«. To vrsto okvirja API uporabimo, kadar želimo poslati 
ukaz AT na neko točko v omrežju Zigbee (ukazi AT so navedeni v [34]). 
Z naslednjo vrednostjo (01) določimo, da želimo odgovor, ali je bil ukaz (določen v 
okvirju API) izveden. Največ mest v okvirju obsegajo vrednosti, ki predstavljajo 64- in 16-
bitni ID modula XBee, za katerega je ta okvir API namenjen. Kot vidimo, je ID tak kot v 
primeru interpretacije sprejetega okvirja API. Če spremenimo 16-bitni ID na vrednost FF 
FE, bo sporočilo poslano vsem končnim točkam v omrežju. Nato sledi vrednost za dodatne 
možnosti ukaza (02) in 16-bitna vrednost (53 49), ki določa ukaz AT. Števili predstavljata 
znake ASCII za »SI«, ki pomeni ukaz »Sleep Immediately«. Zadnja vrednost (C7) pa 
predstavlja kontrolno vsoto. Ko je zgornji okvir API ustvarjen, zapišemo njegove vrednosti 
v podatkovni tok koordinatorja omrežja; ta interpretira vrsto okvirja API in ga v skladu s 
parametri pošlje na želeno lokacijo (ali vsem sprejemnikom). 
 
Za izpolnjevanje zahtev aplikacije (pri komunikaciji z omrežjem ZigBee) sta ključni dve 
dejanji, in sicer: sprejemanje meritev in postavitev končne točke v stanje mirovanja. Naš 
izdelani program ponuja tudi druge možnosti, npr. nastavitev dolžine mirovanja in 
ustvarjanje katerega koli okvirja API. 
4.2.7.3 Komunikacija glavnega vozlišča s PLK 
Komunikacija med mikrokrmilnikom glavnega vozlišča in izbranim Unitronicsovim PLK 
V130 poteka preko RS232 in PCOM protokola. Ker PCOM protokol ni implementiran za 
dani mikrokrmilnik, smo ga morali implementirati sami. Komunikacija je v konfiguraciji 
gospodar-suženj (ang. master-slave); PLK v njej nastopa kot suženj. Podrobnosti PCOM 
protokola so opisane v dokumentu [42], njegova implementacija in potek komunikacije pa 
v prilogi B.4. 
 
Glavno vozlišče pošilja sprejete meritve senzorskih vozlišč preko PCOM protokola na 
določena pomnilniška mesta PLK. PLK lahko uporabi te sprejete meritve pri izvajanju 
programa oz. delovnega procesa. 
Primer podatkovnega niza oz. ukaza, poslanega preko komunikacije RS232 in PCOM 
protokola v formatu ASCII, je prikazan v spodaj 
Na podlagi najvišje in najnižje možne sprejete vrednosti, ki sta 0 mm in 9999 mm, 
določimo vrsto pomnilniških mest (na PLK), torej registra, v katerega bomo vpisovali 
vrednosti. Zadoščali bodo 16- bitni registri (nepredznačeno celo število). Vsak senzor mora 
imeti rezerviran svoj register. 
Primer ukaza PCOM v formatu ASCII – zgornja vrstica prikazuje vrednosti v 
šestnajstiškem številčnem sistemu, spodnja pa te iste vrednosti z znaki ASCII: 
2F 30 30 53 57 30 30 30 41 30 31 30 38 36 46 32 30 D 
/ 00 SW 000A 01 086F 20  
Prvi znak (z vrednostjo 2F oz. znak ASCII »/«) zaznamuje pričetek ukaza. Sledi ID tistega 
PLK, ki mu je ta ukaz namenjen. Za PLK, povezan preko serijske povezave RS232, 
uporabimo vrednosti »00«. Nato sledi opredelitev ukaza – z vrednostjo »SW« opredelimo 
operacijo pisanja v 16-bitni register za nepredznačena cela števila (vsi možni ukazi so 
navedeni v dokumentu [42]). Z vrednostjo 000A podamo številko (prvega) registra, v 
katerega bomo vpisovali vrednosti – številka registra je v tem primeru 10. Nato določimo 
dolžino 16-bitnih vrednosti v ukazu – v tem primeru pošiljamo le eno, zato je število »01«. 
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Sledita dva bajta, ki nosita vrednost ukaza 086F – to v desetiškem številčnem sistemu 
predstavlja vrednost 2159. Na koncu sta še kontrolna vsota (vrednost 20) in znak, s katerim 
opredelimo konec ukaza: »D« (ni posebnega znaka ASCII za vrednost D). 
 
Z zgornjim primerom ukaza smo zapisali število 2159 v deseti 16-bitni register 
nepredznačenih števil (MI10). To lahko potrdimo še s programom za programiranje 
Unitronics PLK Unitronics VisiLogic, rezultat je prikazan na sliki 4.44. 
 
 
Slika 4.44: Potrditev uspešno izvedenega ukaza PCOM v formatu ASCII v VisiLogic 
4.2.7.4 Diagnostika stanja glavnega vozlišča in komunikacija RS485 
V sklopu izdelave programa glavnega vozlišča smo izdelali tudi rutino programa, ki glede 
na vnesene parametre izpiše podatke, ki opisujejo stanje programa. Poleg tega smo 
implementirali tudi del programa za prikaz trenutnega stanja glavnega vozlišča preko 
LED-indikatorjev, opisanih v preglednici 4.7 (stran 60). Podrobnejši opis delovanja 
omenjenih delov programa je predstavljen v prilogi B.1. 
Ker smo vezju glavnega vozlišča dodali tudi možnost komunikacije preko protokolnega 
sklada RS485, smo v sklopu te naloge preverili tudi ustreznost delovanja tega dela 
tiskanega vezja – to je predstavljeno v prilogi B.5. 
4.2.8 Vzpostavitev senzorske mreže 
Potem ko smo izdelali vozlišča in pripravili programsko opremo, smo vzpostavili omrežje 
na samem objektu.  
Glavno vozlišče naše senzorske mreže komunicira s PLK na zajetju MHE preko RS232 in 
PCOM protokola. Nahaja se v glavni električni omarici (lokacija +L1+L1). Struktura 
omrežja je predstavljena v poglavju 4.2.3 na sliki 4.28. 
Senzorska vozlišča, torej ultrazvočne senzorje, pripadajoča tiskana vezja in napajalne 
elemente, smo namestili na izbrane lokacije na zajetju; lokacije so predstavljene na 
fotografijah in v besedilu v prilogi B.6. 
 
S tem zaključujemo predstavitev naših aktivnosti pri vzpostavljanju senzorske mreže za 
merjenje nivoja vode na štirih lokacijah zajetja MHE Zarakovec – tj. načrtovanja 
postavitve senzorjev in senzorske mreže, izbire senzorjev in programske opreme, izdelave 
tiskanih vezij in programov za zanesljivo delovanje senzorske mreže, vzpostavitve 





4.3 Vzpostavitev nadzorno-upravljalnega sistema MHE 
Zarakovec 
Po vpeljavi sistema vodenja in postavitvijo senzorske mreže na zajetju MHE smo 
nadaljevali z vzpostavitvijo enotnega nadzorno-upravljalnega sistema, s katerim lahko tudi 
z oddaljenega medija spremljamo in upravljamo 
- že prej vzpostavljeni sistem za upravljanje strojnice/agregata MHE (PLK in HMI) s 
pripadajočim strežnikom OPC DA, ki omogoča branje in zapisovanje vrednosti (le 
določenih) obratovalnih parametrov, in  
- tisti sistem za upravljanje zajetja, vzpostavljenega v sklopu tega dela (poglavje 4.1). 
Za uspešno udejanjenje tega cilja smo morali izpolniti nekaj pogojev – mdr. smo morali:  
- izbrati ustrezno strojno opremo nadzorno-upravljalnega sistema, 
- vzpostaviti povezavo z obstoječim sistemom vodenja agregata MHE (ta je nameščen v 
strojnici MHE), 
- vzpostaviti povezavo s sistemom vodenja in upravljanja zajetja MHE (ta je nameščen 
na zajetju MHE),  
- omogočiti pridobivanje podatkov trenutnega stanja celotne MHE, 
- omogočiti beleženje in arhiviranje izbranih obratovalnih parametrov MHE, 
- omogočiti prikaz trenutnega stanja MHE na raznih platformah in napravah, 
- omogočiti upravljanje MHE preko lokalno in oddaljeno povezanih naprav, 
- omogočiti poročanje o alarmnih vrednosti parametrov in o izrednih dogodkih, 
- omogočiti pregled časovnega poteka parametrov stanja MHE. 
 
Temeljni pogoj pa je bil, da mora nadzorno-upravljalni sistem omogočiti spremljanje stanja 
celotne MHE (torej strojnice MHE in zajetja), upravljanje stanja in aktuatorjev MHE ter 
shranjevanje in obdelavo raznih signalov oz. vrednosti obratovalnih parametrov. 
Nadzorno-upravljani sistem smo v obstoječi sistem integrirali z uporabo odprtokodnih 
rešitev in odprtih standardov za upravljanje, izmenjavo podatkov in integracijo raznih 
aplikacij. Na najvišjem nivoju smo zgradili uporabniški vmesnik, ki prikazuje trenutno 
stanje celotne MHE in o njem obvešča upravljalca/subjekt ter omogoča beleženje in 
arhiviranje vrednosti izmerjenih fizikalnih veličin oz. obratovalnih parametrov MHE pa 
tudi njihovo prikazovanje v tabelarični in grafični obliki. 
Upravljalec/subjekt lahko dostopa do podatkov preko stacionarnega računalnika ali 
prenosne naprave. Zaradi odročne lokacije MHE, na kateri prihaja občasno do motenj ali 
izpadov internetnega omrežja, smo upoštevali tudi količino pretočenih podatkov, saj se v 
teh izrednih dogodkih pretočnost povezave zmanjša ali pa se vzpostavi preko mobilnega 
omrežja (npr. 3G/4G). 
Z vse zmogljivejšimi mini ali malimi računalniki in z vse širše podprtimi programskimi 
platformami oz. okolji se odpirajo tudi nove možnosti za vzpostavitev sistemov vodenja in 
nazorno-upravljalnih sistemov. Ena od širše uporabljenih platform je Raspberry Pi; ob njej 
so na trgu še platforme Beagle Bone, ODROID, PINE 64 itd. Raspberry Pi Fundation 
izdeluje mini računalnike na osnovi ARM; med njimi sta najbolj znana Raspberry Pi 2 in 
Raspberry Pi 3. Čeprav se nekatere druge platforme bolj specializirajo za zahtevnejše 
aplikacije oz. imajo nekoliko zmogljivejšo strojno opremo, smo zaradi širše skupnosti in 
tudi širše podpore večjih proizvajalcev programske opreme izbrali zadnjo različico mini 
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računalnika platforme Raspberry Pi, tj. Raspberry Pi 3 Model B+. Gre za tretjo generacijo 
mini računalnikov omenjene platforme.  
Izbrani računalnik je osnovan okoli procesorske enote Broadcom BCM2837B0- 64-bitni 
Cortex-A53 ARMv8 štirijedrni procesor, ki deluje pri taktu 1,4 Ghz. Ima 1 GB pomnilnika 
(RAM). Podpira vmesnike, kot so HDMI, ima štiri USB 2.0, 40 digitalnih/analognih 
priključkov (GPIO, ang. general-purpose input/output), ki sočasno omogočajo tudi I2C, 
SPI in UART komunikacijo. Računalnik omogoča tudi Bluetooth povezavo (verzija 4.2, 
vključno z BLE - ang. Bluetooth Low Energy) ter Wi-Fi in Ethernet priključek, ki 
omogoča tudi napajanje (PoE, ang. Power over Ethernet). Računalnik omogoča še 
programiranje v raznih programskih jezikih, npr. v C/C++, Python, C#, Javascript, Ruby in 
Erlang. Procesorska enota računalnika se uporablja na mnogih področjih, npr. pri 
krmiljenju in avtomatizaciji v industriji, pri avtomatizaciji pametnih hiš, v komunikacijskih 
modulih, v medicinski opremi ipd. V literaturi zasledimo mnoge primere rabe tega 
računalnika v učnem procesu [43] ter pri izdelavi prototipov in končnih izdelkov na 
številnih področjih. 
  
Slika 4.45: Raspberry Pi 3 Model B+ 
Ker želimo omogočiti upravljanje sistema z raznimi platformami, smo se odločili, da bosta 
prikaz stanja in upravljanje sistema omogočena preko spletnega grafičnega vmesnika. Z 
izdelavo odzivnega spletnega vmesnika (ang. responsive web design) pa smo omogočili 
dobro uporabniško izkušnjo. Vmesnik smo izdelali z visokonivojskimi programskimi jeziki 
HTML5 (ang. hypertext markup language), CSS (ang. cascading style sheets) in 
JavaScript.  
Implementacijo komunikacije (s sistemi vodenja in s podatkovno bazo) in diagnostike ter 
alarmiranje, generiranje spletnih strani in izdelavo vmesnikov uporabniškega programa 
(API, ang. Application Programming Interface) smo izdelali v programskem jeziku C# 
(verzija 7.3) na platformi oz. v ogrodju ASP.NET Core. 
ASP.NET Core je odprtokodna platforma oz. programsko ogrodje za izdelavo spletnih in 
oblačnih aplikacij, ki so kompatibilne z operacijskimi sistemi Windows, Linux in MacOS. 
Je modularno zgrajena na osnovi knjižnic .NET Standard Library in .NET Core. Za 
izdelavo aplikacije smo izbrali verzijo 2.2. Platforma se aktivno razvija – nova verzija 3.0 
bo izšla konec l. 2019 in bo omogočala tudi neposredno naslavljanje vhodno-izhodnih enot 
mini računalnika Raspberry Pi. Projekt ASP.NET Core se nahaja na spletnem 
gostiteljskem servisu GitHub, na povezavi https://github.com/aspnet. Za izdelavo 
aplikacije smo uporabili programsko okolje Visual Studio 2017 in spletni strežnik IIS (ang. 
Internet Information Services) podjetja Microsoft. Pri izdelavi aplikacije smo si pomagali s 
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predstavljenimi koncepti in priporočili v knjigi »Pro ASP.NET Core MVC 2« avtorja 
Adama Freemana [44]. Naš nadzorno-upravljalni sistem je postavljen v obliki spletne 
aplikacije. 
4.3.1 Spletna aplikacija in arhitektura MVC 
Spletna aplikacija v osnovi sestoji iz dveh programskih delov: iz zalednega (ang. back-
end/server side) in čelnega (ang. front-end/client side). Zaledni del poganja spletni strežnik 
(ang. server) v domeni neke strojne opreme (v našem primeru Raspberry Pi) in 
operacijskega sistema. Čelni del je na strani odjemalca (ang. client) in se izvaja v spletnem 
brskalniku odjemalca v domeni strojne opreme in operacijskega sistema odjemalca. 
Komunikacija odjemalca s strežnikom poteka preko protokola HTTP (ta je realiziran na 
sedmi, tj. aplikacijski plasti OSI modela), tj. HTTP poizvedb (zahtev in odgovorov). 
Odjemalec oz. spletni brskalnik pošlje HTTP zahtevo na neko končno pot (ang. route) 
spletnega strežnika. Strežnik generira zahtevku ustrezen HTTP odgovor; brskalnik ga 
interpretira in ga v ustrezni obliki prikaže uporabniku. 
Ker se področje spletnih tehnologij zelo hitro razvija, obstajajo mnoge arhitekture, 
knjižnice, vtičniki, paradigme in predloge, ki podpirajo ali opisujejo podatkovni tok na 
strani strežnika in na strani odjemalca. Ena od pogosteje uporabljenih arhitektur, ki 
opisujejo podatkovni tok predvsem na strani spletnega strežnika, je arhitektura MVC – 
model-pogled-krmilnik (ang. model-view-controller); poleg nje obstajajo še druge, npr. 
Smart UI (ang. smart user interface), model-pogled (ang. Model-view), tristopenjska 
arhitektura (ang. three-tier architecture), in nekaj izpeljank MVC – npr. MVVM (ang. 
model-view-viewmodel), MVP (ang. model-view-presenter). Vsem tem arhitekturam je 
skupno to, da spletni brskalnik služi le za prikazovanje sprejetega HTTP odgovora in za 
odzive na interakcijo uporabnika (predvsem na dogodke, kot je klik miške na novo spletno 
povezavo, tj. na končno pot). S takšno arhitekturo lahko poenostavimo izdelavo spletne 
strani, ker ni potrebe po zahtevnem programiranju čelnega dela spletne aplikacije. 
Nasprotje so t. i. SPA (ang. single-page application) – njihov spletni brskalnik je namreč 
bolj integriran v upravljanje podatkovnega toka. Tu program čelnega dela, ki ga poganja 
sam brskalnik, interpretira ukaze uporabnika oz. vhodne podatke, generira primerne HTTP 
poizvedbe, interpretira HTTP odgovore in prikaže sprejete podatke s spreminjanjem 
prikazanega HTML dokumenta. V arhitekturi SPA se naloge modela-pogleda-krmilnika 
delijo med zalednim in čelnim programskim delom [44].  
V praksi se meje med arhitekturami lahko nekoliko zabrišejo, saj imata MVC in SPA svoje 
prednosti in slabosti. Mi smo za osnovno arhitekturo izbrali arhitekturo MVC, kljub temu 
pa smo pri realizaciji celotne aplikacije uporabili tudi nekaj konceptov arhitekture SPA. 
Znana programska ogrodja za izdelavo aplikacij v arhitekturi SPA so Angular, React.js, 
React.js&Redux in Blazor. 
Arhitektura MVC je prikazana (z oranžno barvo) na sliki 4.46. Loči podatkovno logiko 
(model), vizualno predstavitev (pogled) in aplikacijsko logiko (krmilnik). S tem 
poenostavimo razvoj aplikacije, saj posamezne komponente niso neposredno odvisne od 
drugih; taka ohlapna povezanost komponent nam omogoča tudi lažje testiranje in 
vzdrževanje posameznih sklopov ter nadgrajevanje – z majhnimi spremembami ne 
moremo resno ogroziti delovanja celotnega sistema. 
Model določa objekte oz. programske entitete, ki opisujejo določeno domeno. Modeli 
vsebujejo vse potrebne podatke, s katerimi razpolaga spletna aplikacija. 
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Modele delimo v domenske modele in modele pogleda. Domenski modeli vsebujejo vse 
podatke določene podatkovne domene aplikacije, vključno z možnimi transformacijami, 
operacijami in pravili za ustvarjanje, razvrščanje in manipuliranje podatkov modela. 
Modeli pogleda pa predstavljajo le modele, ki jih krmilnik posreduje pogledu, in načeloma 
vsebujejo nek določen obseg podatkov domenskih modelov. 
V našem primeru bodo modeli predvsem obratovalni parametri sistema, vzorčene vrednosti 
določenih parametrov sistema, alarmi sistema itd. Vsaka omenjena entiteta je določena tudi 
s t. i. lastnostmi – vsak parameter MHE je določen z lastnostmi/atributi, kot so npr. 
ParameterID, DeviceParameterTAG, Opis, Naprava itd. Podatki, predstavljeni z modeli, so 
shranjeni v podatkovnih bazah ali v kateri drugi obliki na izbranem pomnilniškem mediju. 
 
Slika 4.46: Osnovna struktura spletne aplikacije z arhitekturo MVC (gradniki MVC so označeni z 
oranžno bravo) 
MVC krmilnik predstavlja posrednika med pogledom in modelom aplikacije – skrbi za 
logiko v aplikaciji. Krmilniki sprejemajo ukaze preko poizvedb HTTP, jih interpretirajo, 
izvedejo določene akcije ali metode (najpogosteje poizvedbo po podatkovni bazi) in s 
pomočjo modelov aplikacije generirajo ustrezen pogled oz. ustrezne podatke posredujejo 
pogledu. Poizvedbe oz. ukazi protokola HTTP so npr. GET, POST in DELETE. V 
programskem ogrodju ASP.NET Core so krmilniki razredi, ki imajo implementirane 
metode (akcije). Splošno pravilo poimenovanja teh razredov je, da se na konec dodeljenega 
imena doda besedo Controller. HTTP poizvedba določa, katera metoda nekega krmilnika 
se mora izvesti. Poizvedbe lahko nosijo tudi vrednosti vhodnih parametrov metode. Na tak 
način lahko tudi spreminjamo vrednosti modelov aplikacije. 
Pogled omogoča predstavitev podatkov, ki jih metode krmilnika pridobijo oz. s katerimi 
upravljajo; to pomeni, da nam omogoča karseda preprosto in nazorno predstavitev vsebine 
spletne strani. Podajanje modelov (podatkov) s krmilnikom lahko v ogrodju ASP.NET 
Core izpeljemo na več načinov. Dobra praksa je, da ima vsak pogled model svojega 
razreda (ang. class), t. i. model pogleda (ang. ViewModel). V tem primeru krmilnik pridobi 
želene podatke poizvedbe iz podatkovne baze (ali iz drugih virov), ustvari model pogleda 
danega razreda in ga posreduje pogonu za izdelavo pogleda (ang. view engine). V ogrodju 
ASP.NET Core se uporablja pogon Razor; pogledi Razor so HTML predloge, ki vsebujejo 
algoritme, pisane v programskem jeziku C# v sintaksi Razor , in služijo za generiranje 
HTML dokumenta iz podanih podatkov oz. modelov [44]. Za zagotavljanje konsistentnega 
izgleda spletnega grafičnega vmesnika si vsi pogledi delijo enako predlogo spletne strani, 
ki jo ustvarimo le enkrat in s tem ne ponavljamo programske kode. Ta predloga se v 
izbranem ogrodju imenuje Layout in se nahaja v datoteki _Layout.cshtml. Da kode 
pogledov ne ponavljamo, lahko uporabimo tudi razrede ViewComponent in PartialView. 
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Ko je pogled ustvarjen, tj. ko je HTML dokument generiran, se ga v obliki odgovora pošlje 
odjemalcu, čigar spletni brskalnik prikaže prejeti HTML dokument in izvede priloženo 
programsko kodo čelnega dela. 
4.3.2 Izdelava spletne aplikacije – zaledni del 
Predstavljena arhitektura MVC zaradi večje kompleksnosti sama ne zadošča za 
vzpostavitev želenega nadzorno-upravljalnega sistema. Za izpolnjevanje zahtev sistema 
moramo dodati ali programsko implementirati nekaj dodatnih modulov oz. knjižnic 
aplikacije; te komponente so npr. beležnik/zapisovalnik podatkov (ang. logger), SignalR, 
EntitiyFrameworkCore, implementacija komunikacije s PLK itd. Moduli bodo opisani v 
nadaljevanju.  
Zaledni del je pisan v ogrodju ASP.NET Core in v programskem jeziku C#. Hrbtenica 
ASP.NET Core aplikacije je statični razred WebHost, ki nudi metode za stvaritev 
primerkov, ki implementirajo vmesnike (ang. interface) IWebHost ali IWebHostBuilder. 
Vstopna točka aplikacije je statična metoda Main, ki se nahaja v razredu Program, katerega 
programska koda je pisana v datoteki Program.cs. Metoda Main kliče metode za postavitev 
in konfiguracijo spletnega strežnika (ang. web host). 
Konfiguracija primerka z implementacijo IWebHost poteka v metodi 
CreateWebHostBuilder; znotraj nje ustvarimo razred Startup (v datoteki Startup.cs), ki ima 
implementirane tri metode: Startup (konstruktor), ConfigureServices in Configure. Zadnji 
dve metodi sta namenjeni konfiguraciji spletnega strežnika pred zagonom. V tem delu 
programa se konfigurirajo želene oz. podprte storitve strežnika. Potek je prikazan na sliki 
4.47. Storitve predstavljajo dodatne funkcionalnosti aplikacije (npr. beležnik, dostop do 
podatkovne baze). 
 
Slika 4.47: Potek postavite spletnega strežnika, zagona aplikacije (povzeto po [44]) 
V osnovi spletni strežnik sprejema zahtevke HTTP in jih s sistemom za usmerjanje virov 
usmerja na ustrezne komponente oz. storitve. Vse dodatne storitve moramo registrirati pri 
sistemu za vstavljanje odvisnosti (ang. dependency injection), ki je del ASP.NET Core 
ogrodja; ta sistem lahko nadomestimo s podobnimi sistemi, t. i. Inversion of Control 
container (obrnjena odvisnost). Sistem za vstavljanje odvisnosti nam omogoča 
programiranje in uporabo ohlapno povezanih komponent; te lahko kličemo kjer koli v 
aplikaciji, ne da bi jih morali eksplicitno inicializirati ali da bi morali skrbeti za njihovo 
uničenje. Sistem za vstavljanje odvisnosti nam omogoča tudi lažjo menjavo komponent, če 
implementirajo isti vmesnik oz. so izpeljani razredi istega osnovnega razreda. Sistem za 
vstavljanje odvisnosti omogoča tudi registriranje konkretnih razredov (ne le vmesnikov ali 
izpeljanih razredov).  
Pomemben del sistema za vstavljanje odvisnosti je tudi upravljanje z življenjskim ciklom 
(ang. service life cycle) oz. z življenjsko dobo registriranih komponent/storitev. Storitve so 
manifestirane kot primerki/objekti nekih razredov, katerih funkcionalnost lahko uporabimo 
v aplikaciji. Storitve imajo v ogrodju ASP.NET Core lahko prehodno življenjsko dobo 
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(ang. transient life cycle), življenjsko dobo z omejenim obsegom (ang. scoped life cycle) 
ali singleton (obstaja le en primerek nekega razreda storitve v celotnem življenjskem ciklu 
aplikacije). Življenjski cikel storitev določimo ob registraciji storitve. Sistem za vstavljanje 
odvisnosti bo ob vsakem zahtevku za funkcionalnost storitve ustvaril ali podal že 
ustvarjeni primerek razreda storitve, odvisno od določenega življenjskega cikla. Tako so 
primerki transient (prehodne) storitve ustvarjeni ob vsakem zahtevku, primerki singleton 
storitve le ob prvem zahtevku, primerki scoped storitve (z omejenim obsegom) pa so 
omejeni na zahtevke le znotraj istega zahtevka HTTP (scoped storitve se namreč načeloma 
uporabljajo le v pri obravnavi HTTP zahtevkov, npr. v krmilnikih MVC arhitekture) [44]. 
Po metodi ConfigureServices se kliče metoda Configure.V tej metodi nastavimo parametre 
sistema za usmerjanje virov in HTTP poizvedb. 
ASP.NET Core aplikacije so izdelane modularno, zato moramo dodati funkcionalnosti z 
izdelavo in registriranjem storitev. 
Pri ustvarjanju projekta za izdelavo spletne aplikacije v programskem okolju Visual Studio 
smo izbrali arhitekturo MVC (v ogrodju ASP.NET Core). Programsko okolje nam nato 
generira projekt in nekaj osnovnih oz. privzetih datotek, med njimi tudi omenjeni 
Program.cs in Startup.cs. Okolje tudi konfigurira spletni strežnik za delovanje v arhitekturi 
MVC s privzetimi nastavitvami. 
V nadaljevanju bodo opisane dodane storitve, torej registrirane pri sistemu za vstavljanje 
odvisnosti, in izdelane storitve za aplikacijo nadzorno-upravljalnega sistema. V aplikaciji 
uporabljamo beležnik Serilog – sporočila beležimo v podatkovno bazo SignalR in v okno 
za razhroščevanje aplikacije. Serilog moramo registrirati pri sistemu za vstavljanje 
odvisnosti kot singleton. 
4.3.2.1 Storitev za upravljanje in shranjevanje stanja MHE 
Storitev je implementirana v obliki razreda MHE Zarakovec; primerek tega se ustvari ob 
zagonu aplikacije (ustvari ga sistem za vstavljanje odvisnosti) in ima singleton življenjski 
cikel. Parametra konstruktorja razreda sta (storitvi) podatkovna baza in beležnik. Beležnik 
uporabljamo za beleženje napak, alarmov in drugih dogodkov. Storitev beležnika omogoča 
shranjevanje podatkov v podatkovno bazo in v druge zbirke podatkov. V konstruktorju 
razreda MHE Zarakovec želimo beležiti stanje poteka operacij (ki se izvedejo) predvsem v 
podatkovno bazo za namen prikazovanja poteka na spletnem vmesniku. 
Konstruktor razreda vzpostavi povezave z napravami za upravljanje delovnega procesa, 
torej z obema PLK. Napravi sta v aplikaciji abstraktno predstavljeni z izdelanima 
razredoma StrojnicaPLC in ZajetjePLC. Oba razreda sta izdelana po isti predlogi in 
omogočata dostop do parametrov procesa, tako branje kot pisanje vrednosti. Razreda 
vsebujeta metode za vzpostavitev povezave, mehanizem za sporočanje sprememb stanja 
povezave preko rokovalnika dogodkov (ang. event hanlder) ter metode za pisanje in branje 
vrednosti parametrov. Primerka teh razredov morata ob prekinitvi povezave na določeno 
napravo avtomatsko poskušati ponovno vzpostaviti povezavo; po nekaj neuspelih poskusih 
pa preko rokovalnika dogodkov sporočita stanje na višji nivo, torej v primerek razreda 
MHE Zarakovec. Nadzorni sistem ima z obema PLK vzpostavljeno povezavo preko 
Ethernet povezave, z vsako napravo posebej pa še preko višjenivojskega komunikacijskega 
protokola – s PLK Strojnice MHE preko OPC, s PLK zajetja MHE pa preko Modbus TCP. 
Metode upravljanja stanja povezav ali upravljanja podatkovnih tokov (branje/zapisovanje 
parametrov procesa, branje/zapisovanje v podatkovno bazo itd.) so izdelane po principu 
asinhronosti. Asinhronost metod je pomembna iz vidika upravljanja sistemskih sredstev 
naprave, ki poganja aplikacijo. 
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Asinhronost omogoča izvajanje drugih segmentov programske kode (npr. nove HTTP 
zahtevke), medtem ko program čaka na odgovor podatkovne baze ali PLK. V takih 
primerih so hitrost povezave do PLK, procesiranje podatkovne baze in naslednji prenos 
ozko grlo izvajanja programa, ker čakanje na naslovnikov odgovor ne zahteva procesorske 
moči. Princip asinhronosti se je v preteklosti v ogrodju .NET implementiral na več načinov 
– zdaj na proporčnega, ki temelji na razredih Task, tj. Task-based Asynchronous Pattern 
(TAP) [45] [46]. Po vzorcu TAP imajo vse asinhrone metode na koncu imena dodano 
besedo »Async«. Implementacija OPC DA in Modbus TCP komunikacije v razredih 
StrojnicaPLC in ZajetjePLC je opisana v prilogi C. Primerki omenjenih razredov in 
vzpostavljene povezave so predstavljene na sliki 4.48. 
 
Slika 4.48: Shema povezav in gradnikov nadzorno-upravljalnega sistema MHE Zarakovec 
(gradniki so npr. MVC, razredi, podatkovna baza, PLK, komunikacije, senzorska mreža…) 
Po vzpostavitvi povezav z napravami nadzornega sistema konstruktor nadaljuje z branjem 
podatkovnih baz. Najprej pridobi vse definirane parametre sistema; ti se nahajajo v tabeli 
podatkovne baze, imenovane ParametriMHE. Parametri so v aplikaciji predstavljeni s 
primerki razreda ParameterMHE. Ta razred predstavlja tudi enega od domenskih modelov 
aplikacije. Konstruktor nato preveri ustreznost definicij parametrov (primerkov), torej ali 
so nazivi pomnilniških mest definirani pravilno, tj. v obliki, ki jo lahko interpretira 
pripadajoča naprava oz. modul za komunikacijo s pripadajočo napravo. V beležnik zapiše 
rezultat preverjanja vsakega parametra (primerka razreda ParameterMHE); to nam 
omogoča vpogled v izvajanje programa in v zaznavanje napak. 
Primerek razreda MHEZarakovec je namenjen tudi prikazovanju stanja MHE. Stanje MHE 
je v razredu MHEZarakovec predstavljeno s podatkovnim slovarjem 
(ConcurrentDictionary), katerega unikatni ključi so primerki razreda ParameterMHE, 
pripadajoče vrednosti slovarja pa so predstavljene s primerki razreda ParameterMHEState, 
ki vsebuje vrednosti zadnjega in predzadnjega branja/vzorčenja parametrov (ti so 
predstavljeni s primerki razreda ParameterMHEValue). Konstruktor postavi vrednosti 
parametrov v privzeto vrednost – ta je za vse parametre »prazna« (null), ker na tej točki 
programa še nismo pridobili dejanskih vrednosti iz naprav.  
Metodologija raziskave 
83 
Nazadnje konstruktor preveri še definicije alarmov sistema – te pridobi iz podatkovne 
baze, tj. tabele, imenovane AlarmConditions. Ti primerki nosijo vse potrebne informacije 
za definicijo alarmov – te se nanašajo na vrednosti parametrov sistema. Podrobnejši opis je 
predstavljen v prilogi D.1.1. 
S tem je tudi zaključena inicializacija primerka MHEZarakovec. Preko metod primerka 
dostopamo do funkcionalnosti razreda. Glavne metode so: 
- metoda za branje vrednosti vseh parametrov sistema (ReadAllParametersAsync),  
- metode za branje vrednosti podanih parametrov sistema (ReadParameterAsync),  
- metode za pisanje vrednosti parametra oz. parametrov (WriteParameterAsync), 
- metoda za posodabljanje vrednosti slovarja stanja MHE (PosodobiVrednosti). 
4.3.2.2 Storitev za vzorčenje vrednosti obratovalnih parametrov MHE in 
posodabljanje stanja 
Ker želimo na spletnem uporabniškem vmesniku prikazati trenutno stanje MHE in tudi 
arhivirati določene vrednosti parametrov, moramo sproti brati/vzorčiti vrednosti 
parametrov MHE. Dostop do naprav MHE je mogoč preko primerka razreda 
MHEZarakovec (opisanega zgoraj); ta primerek avtomatsko ne vzorči vrednosti in ne 
posodablja internega stanja. Vzorčenje vrednosti parametrov je implementirano v dodatni 
storitvi, imenovani SamplingLoopService. Ta je prikazana tudi na sliki 4.48 (stran 82). 
Storitev SamplingLoopService je razred, izpeljan iz razreda BackgroundService, ki 
implementira vmesnik IHostedService. Ti razredi so namenjeni objektom oz. storitvam, ki 
jih upravlja sam gostitelj (ang. host). Pomembno je implementirati dve asinhroni metodi: 
ExecuteAsync in StopAsync ter konstruktor razreda storitve. Gostitelj ob zagonu aplikacije 
ustvari primerek storitve in kliče metodo ExecuteAsync, ob ustavitvi pa StopAsync. 
Storitev SamplingLoppService spada pod t. i. BackgroundService, ker med delovanjem 
aplikacije stalno deluje v ozadju. Ta storitev lahko preko sistema za vstavljanje odvisnosti 
koristi vse druge storitve aplikacije (to bo opisano v nadaljevanju). 
Storitev SamplingLoppServiceje v osnovi sestavljena iz zanke while, ker želimo intervalno 
vzorčiti vrednosti parametrov iz naprav sistema za celoten čas delovanja aplikacije. 
Storitev pridobi pred vstopom v zanko delegate metod za branje vrednosti vseh parametrov 
sistema storitve razreda MHEZarakovec. Napredovanje programa se ves čas beleži z 
beležnikom. Nato sledi vstop v zanko za vzorčenje vrednosti parametrov. Zanka se izvaja 
do preklica s strani gostitelja. Preklic izvajanja se signalizira preko primerka razreda 
prekinitvenega žetona (CancellationToken). V zanki asinhrono kličemo delegate metod za 
pridobitev vrednosti vseh parametrov sistema. Interval vzorčenja je trenutno določen s 
konstantnim parametrom in se ga pri tej implementaciji ne da spreminjati med delovanjem 
aplikacije. 
S testiranji komunikacije med napravami smo določili, da lahko vzorčenje poteka v 
intervalih nad 500 ms; menimo pa, da za dani delovni sistem zadošča interval 2000 ms (0,5 
Hz). Ob neuspelem vzorčenju vrednosti parametrov sistema se za njihovo vrednost uporabi 
vrednost »prazno« (null, torej »brez vrednosti«). Če je vrednost parametra »prazno«, mora 
uporabniški vmesnik nadzornega sistema subjektu jasno sporočiti, vrednosti katerih 
parametrov so bile neuspešno vzorčene – informacija o prekinitvi povezave se zapiše tudi 
v podatkovno bazo alarmov sistema preko beležnika. 
Vzorčene vrednosti parametrov (vključno z vrednostjo null, torej neuspešno vzorčeno 
vrednost) se začasno shranijo v podatkovni niz primerkov razreda ParameterMHEValue. 
Temu sledi posodobitev stanja MHE, torej posodobitev podatkovnega slovarja singleton 
primerka MHEZarakovec. To storimo preko metode »PosodobiVrednosti«. V tej metodi se 
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nove vzorčene vrednosti parametrov shranijo v slovar pod ustreznim ključem, ki 
predstavlja nek definiran parameter (primerek razreda ParameterMHE). 
Ko je novo stanje MHE (določeno z novimi vrednostmi parametrov) zabeleženo v 
podatkovni slovar, sledi zapis/arhiviranje vrednosti izbranih parametrov v podatkovno 
bazo. V tem delu bomo to operacijo imenovali arhiviranje vrednosti. Za razliko od branja 
trenutnih vrednosti parametrov sistema smo se pri arhiviranju za daljše časovno obdobje 
omejili le na shranjevanje vrednosti določenih parametrov. Katere vrednosti se arhivirajo, 
določimo v domenskem modelu, tj. v primerkih razreda ParameterMHE. Opis podatkovne 
baze in tabel za arhiviranje vrednosti je podrobneje predstavljen v poglavju 4.3.2.3. Nove 
vrednosti arhiviramo v podatkovni bazi z uporabo asinhrone metode 
DodajNoveVzorceAsync storitve podatkovne baze. 
Arhiviranju novih vrednosti sledi generiranje alarmov sistema – njihove definicije so 
shranjene v podatkovni bazi. Storitev pridobi definicije alarmov in primerja alarmne 
vrednosti parametrov s trenutnimi. Če so pogoji za alarme izpolnjeni, storitev generira 
alarme v obliki primerkov razreda Alarm in jih shrani/arhivira v podatkovni bazi Alarms. 
Razreda Alarm in AlarmCondition sta domenska modela aplikacije. 
Zadnje opravilo pred novim ciklom while zanke te storitve je pošiljanje sprememb sistema 
na spletni uporabniški vmesnik preko storitve SignalR. Ta storitev je opisana v poglavju 
4.3.2.4, tu le na kratko naštejmo, da zavzema: pošiljanje spremenjenih vrednosti 
parametrov delovnega sistema, pošiljanje novih alarmov in posodabljanje aktivnih 
alarmov. 
Spremembe (napake, čas izvajanja) v izvajanju cikla while zanke se beležijo v beležnik. 
Pri testiranju aplikacije smo ugotovili, da je čas trajanja opisanih operacij od pridobitve 
novih vrednosti do pošiljanja podatkov preko SignalR med 50 in 200 ms. Ta čas bistveno 
ne vpliva na želeni interval vzorčenja (2000 ms). 
4.3.2.3 Podatkovna baza in storitev za dostop entitet podatkovne baze 
Pomemben del arhitekture MVC (in tudi drugih arhitektur) je model. Ta je načeloma 
podprt s podatkovno bazo, v kateri so shranjene dejanske vrednosti domenskih modelov. 
Nekaj ustvarjenih modelov aplikacije smo omenili že v prejšnjih poglavjih. Ti so v 
aplikaciji predstavljeni z razredi, npr. ParameterMHE, AlarmCondition in Alarm. 
Podrobnejši opisi modelov oz. entitet so v prilogi D.1, ki tudi dopolnjuje to poglavje. 
Podatkovne baze so organizirane zbirke entitet oz. podatkov. Za določitev podatkovne 
baze in za njeno integracijo v aplikacijo moramo določiti vrsto podatkovne baze, sistem 
upravljanja podatkovne baze, knjižnico oz. modul za interakcijo s podatkovno bazo in 
strukturo podatkovne baze (shemo, tabele, podatkovne tipe itd.). Določitev podatkovne 
baze je lažja, če poznamo zahtevane podatkovne tipe in model, torej če poznamo okvirno 
strukturo baze. Iz zahtev aplikacije smo lahko razbrali, katere modele bomo potrebovali za 
realizacijo. 
Eden od potrebnih modelov je tisti model, ki predstavlja nek obratovalni parameter 
delovnega sistema – to so lahko izmerjena fizikalna veličina procesa (npr. hitrost, tlak), 
številčne spremenljivke (npr. referenca moči, spodnja meja tlaka) ali digitalno stanje 
vhodov in izhodov sistema vodenja (npr. zaprto/odprto, tlak prenizek). 
Model obratovalnega parametra (v kontekstu podatkovne baze tudi entiteta parametra) 
mora vsebovati podatke o parametru, ki ga opisuje (npr. spominska lokacija na napravi, 
fizična lokacija meritve, opis, fizikalna enota…). V kontekstu podatkovnih baz so ti 
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podatki atributi entitete ali le atributi. To entiteto smo poimenovali ParameterMHE 
(atributi entitete so predstavljeni v prilogi D.1.1). 
Poleg entitete parametra potrebujemo entiteto, s katero definiramo alarmne vrednosti 
obratovalnih parametrov. Zaželeno je tudi, da lahko definicije alarmov spreminjamo, 
dodajamo ali brišemo. Entiteta, ki definira alarme, se imenuje AlarmDefinition. Poleg 
definicije alarma potrebujemo tudi entiteto, ki nosi podatke o samem alarmu; to entiteto 
generiramo na podlagi definicije alarma in vrednosti pripadajočega parametra med samim 
izvajanjem programa (gl. poglavje 4.3.2.2) in jo shranimo v podatkovno bazo. Atributi 
entitete so podrobneje predstavljeni v prilogi D.1.1. 
Za namene arhiviranja vzorčenih vrednosti parametrov so ustvarjene tri različne entitete. 
Takšen pristop smo izbrali, ker se izbrani parametri arhivirajo ob raznih dogodkih in ker so 
različni tudi njihovi podatkovni tipi. Ločimo naslednje entitete: 
- SampleAnalogChangeMHE – to je entiteta arhiviranih vrednosti parametrov zveznih 
fizikalnih veličin ali številčnih konstant; arhiviramo jih le ob spremembah vrednosti 
(npr. sprememba referenčne vrednosti moči MHE s 300 kW na 400 kW); 
- SampleDigitalChangeMHE – to so arhivirane vrednosti parametrov, ki predstavljajo 
digitalne signale; arhiviramo jih le ob spremembah vrednosti (npr. sprememba 
vrednosti signala tlačnega stikala); 
- SampleVitalMHE – to so arhivirane vrednosti parametrov, ki jih arhiviramo vsak cikel 
vzorčenja; to so parametri, ki so pomembni iz vidika diagnostike in upravljanja 
delovnega procesa (npr. delovna moč, nivoji vode, temperatura agregata itd.); 
 
Naštete entitete so v aplikaciji predstavljeni kot modeli s pripadajočimi razredi, ki vsi 
implementirajo vmesnik ISampleMHE; to omogoča enako obravnavo teh entitet na nivoju 
aplikacije. Z ločitvijo arhiviranih vrednosti parametrov v več entitet želimo zmanjšati 
prostorske zahteve podatkovne baze in čas poizvedb na podatkovno bazo (predvsem branje 
oz. pridobivanje entitet). 
Zadnja potrebna entiteta podatkovne baze je entiteta, ki vsebuje zapise beležnika (entiteta 
Log). S temi entitetami beležnik zapisuje sporočila, ki jih generiramo med izvajanjem 
aplikacije. Shranjena sporočila bomo prikazali na spletnem vmesniku. 
 
Iz opisanih karakteristik entitet/modelov podatkovne baze sledi, da bo številčnost 
posameznih entitet različna. Število entitet ParameterMHE in AlarmCondition se med 
delovanjem aplikacije ne bo bistveno spremenilo – parametrov in alarmih pogojev po 
vzpostavitvi sistema pač ne bomo več spreminjali (dodajali, odstranjevali). Nasprotno pa 
se število entitet SampleAnalogChangeMHE, SampleDigitalChangeMHE in 
SampleVitalMHE spreminja, in sicer veča – najhitreje narašča število entitet 
SampleVitalMHE, in to zato, ker te vrednosti parametrov vzorčimo in shranjujemo v 
znanih intervalih – takim podatkom pravimo tudi zaporedni podatki oz. časovna vrsta (ang. 
time-series data). 
Izbira ustreznega sistema za upravljanje podatkovne baze temelji na vrsti vsebovanih 
podatkov in na vrsti pričakovanih operacij. V splošnem se za modele spletnih aplikacij 
uporabljajo relacijske podatkovne baze, ki so namenjene opisu kompleksnejših razmerij 
med raznimi entitetami podatkovne baze. Relacijske podatkovne baze so prilagojene in 
optimizirane za poizvedbe, ki zavzamejo več atributov raznih entitet. Uporabniki teh 
podatkovnih baz pridobljene entitete predvsem posodabljajo (ukaz UPDATE) in ne 
zapisujejo novih v velikem številu. Relacijskim podatkovnim bazam pravimo tudi SQL 
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podatkovne baze. Nekateri znani sistemi za upravljanje SQL podatkovnih baz so: MySQL, 
PostgreSQL, MongoDB in SQLite. 
Ker je zajemanje in shranjevanje/arhiviranje raznih podatkov v zadnjem času zaradi naprav 
interneta stvari (IoT) zelo narastlo in so se pričele kazati nekatere pomanjkljivosti SQL 
podatkovnih baz pri podatkih v obliki časovnih vrst, je nastala potreba po drugačnih 
podatkovnih bazah – NoSQL [47] [48]. 
NoSQL (ang. not only SQL, lahko pomeni tudi »non SQL«) podatkovne baze so bolj 
prilagojene modelu, ki zahteva obravnavo podatkov časovne vrste. Za podatke časovnih 
vrst je značilno veliko več poizvedb z ukazom za vstavljanje (ukaz INSERT) novih entitet; 
posodabljanja starih entitet praktično ni. Primeri podatkov v časovni vrsti so vrednosti 
finančnih inštrumentov, okoljski parametri (temperatura, tlak), parametri delovnih 
procesov itd. Entitete časovne vrste imajo načeloma manj atributov, predvsem časovno 
oznako (ang. timestamp), vrednost in nek primarni ključ za identifikacijo meritve (ID 
naprave/lokacije/vozila ipd.). Znani sistemi upravljanja NoSQL podatkovnih baz so: 
Google BigTable, MongoDB (WiredTiger) in InfluxDB. 
Iz našega modela lahko razberemo, da so entitete ParameterMHE, AlarmCondition, Alarm, 
Log primerne za SQL podatkovno bazo, entitete arhiviranja vrednosti obratovalnih 
parametrov pa za NoSQL. Entitete SampleVitalMHE predstavljajo časovno vrsto in 
zahtevajo največ vnosov v bazo pa tudi največ pomnilniškega prostora medija shrambe.  
Za upravljanje s podatkovno bazo dane aplikacije smo izbrali odprtokodni sistem 
PostgreSQL, ker ta z nanovo razvitim vtičnikom Timescale razširja osnovno SQL 
podatkovno bazo s prilagoditvijo časovnim vrstam podatkov. Z uporabo SQL baze imamo 
na voljo tudi nekoliko več dokumentacije in podpore s strani knjižnic in modulov .NET 
ogrodja. Naloge sistema za upravljanje s podatkovno bazo (npr. PostgreSQL) so npr. 
definiranje sheme podatkovne baze, shranjevanje podatkov v podatkovno bazo, priklic 
podatkov iz podatkovne baze, spreminjanje podatkov v podatkovni bazi itd.  
Relacijsko podatkovno bazo lahko predstavimo kot množico tabel. Tabela je sestavljena iz 
čelne vrstice in iz podatkovnih vrstic. Podatkovna vrstica predstavlja podatke ene entitete, 
stolpci tabele pa predstavljajo atribute entitete – imena atributov so določena z imeni 
stolpcev v čelni vrstici. Vrednost v stolpcih (torej vrednosti atributov) lahko zavzamejo le 
tiste entitete, ki so določene z nastavitvami stolpca – te določajo podatkovni tip (celo 
število, decimalno število, datum …) in dodatne omejitve (npr. da je podatek enkraten, da 
ne sme presegati določene velikosti …). 
Bistvo relacijskih podatkovnih baz so razmerja med tabelami. Osnova za povezovanje 
tabel so t. i. ključi – ti so primarni ali tuji. Primarni ključ (ang. primary key) je vrednost v 
stolpcu (ali kombinacija vrednosti stolpcev), ki enolično določa podatkovno vrstico. 
Število tabel določa število definiranih entitet/modelov aplikacije; v našem primeru smo 
morali s sistemom za upravljanje podatkovne baze ustvariti naslednje tabele za entitete: 
- ParameterMHE – tabela ParametersMHE (unikatni ključ je ID parametra), 
- AlarmCondition – tabela AlarmConditions (unikatni ključ je ID definicije alarma), 
- Alarm– tabela Alarms (primarni ključ je ID alarma, tuja ključa sta ID pripadajočega 
parametra in ID definicije alarma), 
- Log– tabela logs (brez primarnega ključa), 
- SampleAnalogChangeMHE – tabela SamplesAnalogChangeMHE (primarni ključ je 
časovna oznaka, tuji ključ je ID parametra) 
- SampleDigitalChangeMHE – tabela SamplesDigitalChangeMHE (primarni ključ je 
časovna oznaka, tuji ključ je ID parametra) in 
- SampleVitalMHE – tabela SamplesVitalMHE (primarni ključ je časovna oznaka) 
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Tabele za arhiviranje smo z vtičnikom Timescale nadgradili v t. i. hipertabele (ang. 
hypertable). Te tabele dodatno upravlja tudi omenjeni vtičnik, in sicer jih optimizira za 
delo s časovnimi vrstami. Tako postanejo operacije branja in pisanja podatkov v tabelo (ob 
velikem številu podatkov) hitrejše. Poleg tega omogoča tudi nekaj dodatnih funkcij, ki jih 
lahko kličemo nad podatki časovnih vrst.  
Mehanizmi in delovanje vtičnika Timescale v tem delu ne bodo predstavljeni, ker bi to 
presegalo obseg našega dela. SQL ukaz za nadgradnjo v hipertabelo pa je poleg vseh 
atributov entitet predstavljen v prilogi D.1.2. 
Za delo s SQL podatkovnimi bazami se uporablja jezik SQL (strukturirani povpraševalni 
jezik za delo s podatkovnimi bazami). Ta je med vsemi tovrstnimi jeziki tudi najbolj 
razširjen. Čeprav obstaja definiran standard SQL (trenutno SQL:2011), nekateri ponudniki 
sistemov upravljanja različno implementirajo določene dele. Za naše potrebe zadošča 
sistem PostgreSQL. Ukazi/stavki jezika SQL za upravljanje s podatki tabel so npr. 
INSERT (vstavi novo vrstico/entiteto), SELECT (vrni vrstico/entiteto), UPDATE 
(posodobi vrstico z novimi podatki) in DELETE (briši vrstico). 
Manipuliranje podatkov podatkovne baze izvajamo s SQL poizvedbami, poslanimi na 
sistem za upravljanje baze. Ker je pisanje SQL poizvedb lahko zahtevno, zamudno in 
izpostavljeno napakam, se uporabljajo knjižnice/moduli oz. orodja za preslikavo entitet 
podatkovne baze v podatkovni/domenski model aplikacije. Takšna orodja se imenujejo 
ORM (ang. object-relational mapper). ORM omogoča preslikavo posameznih tabel in 
entitet podatkovne baze v primerke primernih razredov aplikacije. Modul v ozadju generira 
in pošilja ustrezne poizvedbe v programskem jeziku SQL. Tabele so v aplikaciji 
predstavljene s podatkovnimi nizi ali s sorodnimi razredi. 
 
Slika 4.49: Del aplikacije za upravljanje podatkovne baze 
Mi smo uporabili odprtokodni modul ORM podjetja Microsoft, imenovan Entity 
Framework Core, in to zato, ker se enostavno integrira v ogrodje .NET Core. Za 
dostopanje do sistema za upravljanje podatkovne baze PostgreSQL pa smo uporabili 
ustreznega ponudnika storitev izbranega ORM (Entity Framework Core), tj. Npgsql, ki 
skrbi za ustrezno preslikavo entitet baze, ki jo upravlja PostgreSQL, v primerke razredov 
modelov aplikacije z Entity Framework Core. Del aplikacije za upravljanje podatkovne 
baze je prikazan na sliki 4.49. 
Podatkovna baza je v aplikaciji predstavljena z razredom 
PodatkovnaBazaAplikacijeContext, ki deduje razred DbContext, imenskega prostora 
EntityFrameworkCore. Razred PodatkovnaBazaAplikacijeContext predstavlja strukturo 
dejanske podatkovne baze v sami aplikaciji. Kot tako mora vsebovati razredne lastnosti 
(ang. class properties), ki ustrezajo entitetam podatkovne baze. Imena lastnosti so enaka 
imenom tabel podatkovne baze, razred lastnosti je DbSet (podatkovni niz), ki nosi 
primerke pripadajočih razredov entitet tabele. S tem se vsakršna sprememba na omenjenem 
podatkovnem nizu v aplikaciji odraža tudi v podatkovni bazi. 
Dobra praksa je, da se popis strukture podatkovne baze loči od objekta, s katerim 
dostopamo do nje in upravljamo s podatki. Temu pravimo tudi vzorec repozitorja (ang. the 
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repository design pattern); z njim dosežemo večjo uporabnost kode za dostop do 
podatkovne baze. Tipičen repozitorij vsebuje CRUD operacije, to so operacije Ustvari, 
Beri, Posodobi in Izbriši (ang. Create Read Update Delete). V ta namen je bil v naši 
aplikaciji ustvarjen razred MHERepository, ki deduje prej omenjeni razred 
PodatkovnaBazaAplikacijeContext za namene dostopa do podatkov. Razred 
MHERepository vsebuje implementacijo metod za manipuliranje podatkov; te metode so: 
- DodajNoveVzorceAsync – ta doda podane vrednosti parametrov v pripadajoče tabele 
podatkovne baze,  
- PridobiZadnjeVrednostiParametrov – ta pridobi arhivirane zadnje vrednosti 
parametrov, 
- PridobiVrednostiParametrov – ta pridobi arhivirane vrednosti parametrov glede na 
podane omejitve, 
- PridobiVrednostiParametrov_TimeScale_TimeBucket – ta pridobi arhivirane vrednosti 
parametrov s specifično operacijo/funkcijo (TimeBucket) vtičnika Timescale. 
 
Ustvarili smo še razred MHEAlarmRepository, ki prav tako deduje razred 
PodatkovnaBazaAplikacijeContext. S tem ustvarjenim razredom dostopamo do definicij 
alarmov in do samih alarmov sistema. Metode tega razreda so: DodajAlarme, 
UpdateAliDodajAlarme, NepotrjeniAlarmi in PotrdiAlarme. 
Storitve dostopa do podatkovne baze moramo registrirati pri sistemu za vstavljanje 
odvisnosti – registriramo t. i. kontekst podatkovne baze, ki je predstavljen z razredom 
PodatkovnaBazaAplikacijeContext, in oba razreda za dostop do podatkov, tj. 
MHERepository in MHEAlarmRepository. To storimo v že prej opisani metodi 
ConfigureServices. Oba razreda imata prehodno (transient) življenjsko dobo. Pri 
registraciji storitve moramo podati ponudnika ORM, končno pot (URL) do sistema za 
upravljanje podatkovne baze, ime podatkovne baze, uporabniško ime in geslo za dostop. 
Primer uporabe obeh razredov je v glavni zanki vzorčenja; tam uporabimo primerke 
storitev za dostop do podatkovne baze: s klicem metode DodajNoveVzorceAsync 
arhiviramo nove vzorčene vrednosti parametrov, s klicem metode UpdateAliDodajAlarme 
pa posodobimo nepotrjene alarme ali dodamo nove alarme sistema. 
Storitev dostopa do podatkovne baze se aktivno uporablja v krmilnikih MVC arhitekture za 
izdelavo pogledov, torej uporabniškega vmesnika. 
Potrebne kapacitete pomnilniškega medija podatkovne baze ocenimo s prostorskimi 
zahtevami posameznih tabel. Iz opisa modela je razvidno, da sta tabeli, ki vsebujeta 
definicije obratovalnih parametrov MHE in alarmov, dokaj statični – med delovanjem 
aplikacije ne pričakujemo velikih sprememb velikosti teh tabel, torej sprememb števila 
entitet oz. vrstic tabel. Nasprotno je pri tabelah za arhiviranje vrednosti parametrov: te 
tabele bodo med delovanjem aplikacije le pridobivale število entitet/vrstic. Zato smo se 
odločili, da bomo pri oceni velikosti podatkovne baze upoštevali le slednje tabele; njihov 
doprinos k velikosti baze bo namreč veliko večji. 
Ocenjujemo, da so velikosti posameznih vrstic (entitet) tabel SampleVitalMHE, 
SampleAnalogChangeMHE in SampleDigitalChangeMHE naslednje (enak vrstni red 
tabel): 538, 2340 in 784 bitov. Velikost je odvisna od števila in podatkovnega tipa 
atributov. Pri tem smo upoštevali še presežek bitov, ki jih potrebuje podatkovna baza, v 
velikosti 96 bitov na vrstico. Pri oceni upoštevamo, da se v tabele na uro zapiše naslednje 
število vrstic: 3600, 34 in 344 vrstic/uro. Pri teh predpostavkah raste zasedenost prostora 




4.3.2.4 Storitev SignalR in podporni razredi 
Pomembna funkcija nadzorno-upravljalnega sistema je tudi prikazovanje trenutnega stanja 
delovnega sistema in dogodkov v realnem času. Ker naš sistem temelji na spletni 
platformi, je potrebna stalna sinhronizacija stanja med zalednim delom oz. delovnim 
procesom in čelnim delom, torej uporabniškim vmesnikom. 
Za posodabljanje podatkov na čelnem delu se lahko uporablja več načinov, npr. preko 
WebSocket, SSE (ang. server-sent event), Forever-frame in Ajax izpraševanja (ang. Ajax 
long-polling). Tako se izognemo stalnemu osveževanju uporabniškega vmesnika (spletne 
strani), ki je zamudno in zahtevnejše glede uporabe sistemskih sredstev. Dandanes je 
priporočen pristop z uporabo WebSocket protokola, ki omogoča popolno dvosmerno 
komunikacijo med strežnikom (gostiteljem) in odjemalcem (uporabniškim vmesnikom). 
Preprostejše je posodabljanje z izpraševanjem preko HTTP poizvedb Ajax (asinhroni 
JavaScript in XML) – gre za enosmerno komunikacijo, pri kateri odjemalec pošlje podatke 
v obliki HTTP poizvedbe na strežnik, ta tvori ustrezen odgovor in njegova vsebina se 
prikaže na grafičnem vmesniku. Posledica tega načina je lahko večja poraba sistemskih 
sredstev, ker ta način zahteva stalno poizvedovanje odjemalca po stanju gostitelja (v našem 
primeru lahko tudi po stanju delovnega sistema), čeprav se njegovo stanje med dvema 
zaporednima poizvedbama sploh ni spremenilo. V našem primeru je posodabljanje 
uporabniškega vmesnika zaželeno le ob spremembah na strani delovnega sistema (npr. ob 
spremenjeni vrednosti nekega parametra sistema), ker smo nekoliko omejeni s sistemskimi 
sredstvi in z zmogljivostjo internetne povezave. 
Podjetje Microsoft se je na vse večje število aplikacij, ki zahtevajo neprekinjeno 
komunikacijo med strežnikom in odjemalcem ali komunikacijo v realnem času, odzvalo 
tako, da je ponudilo odprtokodno knjižnico SignalR. Knjižnica je namenjena aplikacijam, 
ki zahtevajo obojestransko komuniciranje z nizkim časom zakasnitve in z visoko frekvenco 
posodabljanja; take aplikacije so npr. spletne klepetalnice, družbena omrežja, računalniške 
igre, aplikacije za dražbe, navigacijske aplikacije, nadzorne plošče ipd. [49].  
 
Knjižnica SignalR je bila sprva podprta le v ogrodju .NET, l. 2017 pa so jo avtorji 
prilagodili za ogrodje ASP.NET Core in zdaj je podprta tudi v verziji 2.2. SignalR združuje 
zgoraj naštete načine pridobivanja podatkov za lažjo in preglednejšo uporabo v aplikaciji. 
Knjižnica SignalR (v ogrodju ASP.NET Core) in knjižnica SignalR kot del čelnega dela 
aplikacije (pisana v programskem jeziku JavaScript) samodejno, v ozadju upravljata 
povezavo med strežnikom in odjemalcem. Poleg pošiljanja podatkov med strežnikom in 
odjemalcem omogočata tudi pošiljanje podatkov med odjemalci (preko strežnika). 
Knjižnica SignalR pri vzpostavljanju povezave določi protokol: če odjemalec (npr. spletni 
brskalnik) podpira HTML5 standard, je za komunikacijo uporabljen WebSocket ali SSE, v 
nasprotnem primeru pa se uporabijo starejše tehnologije, kot sta Forever Frame ali Ajax 
izpraševanje. Potek izbire protokola je opisan v dokumentaciji v viru [50]. Priporoča se, da 
pretočni podatki ne presegajo velikosti nekaj KB. 
Uporaba knjižnice v ogrodju ASP.NET Core temelji na t. i. razredih Hub (zvezdišče), ki 
služijo za posredovanje podatkov med strežnikom in odjemalcem. Na strani odjemalca se 
nahaja namestnik zvezdišča (ang. hub proxy). Ob zagonu spletne aplikacije je treba 
registrirati storitev SignalR in vse izdelane razrede, ki dedujejo razred Hub. V naši 
aplikaciji so to naslednji razredi in njihove metode:  
- RealTimeDataHub – pošiljanje novih vrednosti parametrov delovnega sistema, 
- ObvestilaHub – pošiljanje raznih obvestil aplikacije,  




Za uspešno vzpostavitev povezave odjemalca je treba določiti tudi končne poti teh 
razredov. To storimo v metodi Configure razreda Startup. Določene končne poti so: 
/realtimeDataHub, /obvestilaHub, /alarmHub. Preko teh poti odjemalec vzpostavi 
povezavo z izbranim Hub. 
 
Slika 4.50: Uporaba SignalR vozlišč in namestnikov vozlišč (prirejeno po viru [50]) 
Poleg omenjenih Hub razredov smo ustvarili še razred HubsBroadcaster, ki omogoča 
komuniciranje preko zgoraj naštetih razredov. Tudi tega je potrebno registrirati pri sistemu 
za vstavljanje odvisnosti, in to kot transient objekt. HubsBroadcaster vsebuje naslednje 
metode, ki implementirajo navedene funkcije: 
- SendNewData – pošlje spremenjene vrednosti parametrov delovnega sistema preko 
RealTimeDataHub, 
- VzpostavljenaNovaPovezava_Na_RealTimeHub – obvesti že povezane odjemalce o novi 
vzpostavljeni povezavi na RealTimeDataHub, 
- SendObvestilo – pošlje podana obvestila preko ObvestilaHub, 
- ObvestiStanje_Alarmi – pošlje podatke o stanju alarmov (npr. število nepotrjenih alarmov, 
nove alarme, posodobljene alarme itd.) preko AlarmiHub in ObvestilaHub. 
 
Naštete metode se kličejo v zanki vzorčenja (gl. poglavje 4.3.2.2); v njej tudi vzorčimo 
nove vrednosti parametrov in zaznavamo spremembe stanja. Primer uporabe primerkov 
razredov Hub in HubsBroadcaster je prikazan na sliki 4.50. 
Podatke ob prejetju na strani čelnega dela ta obdela in prikaže.  
4.3.2.5 Krmilniki arhitekture MVC 
Naša aplikacija temelji na storitvi MVC, ki omogoča implementacijo arhitekture MVC, 
opisane v poglavju 4.3.1. Krmilnik MVC sprejme spletni zahtevek in ustvari ustrezni 
odgovor. Načeloma so ti odgovori pogledi, torej v obliki HTML (ang. hypertext markup 
language), ki so ustvarjeni s podatki modelov aplikacije in s pogonom za izdelavo pogleda. 
Poleg pogledov lahko vračajo tudi podatke v raznih oblikah, največkrat v obliki XML 
(ang. Extensible Markup Language) in JSON (ang. JavaScript Object Notation). Takim 
krmilnikom pravimo API krmilniki (ang. application programming interface controller). Za 
našo aplikacijo smo implementirali obe vrsti krmilnikov. 
 
V projektu aplikacije programskega okolja Visual Studio spletne aplikacije z arhitekturo 
MVC se nahaja podmapa Controllers. V tej se morajo, ob privzetih nastavitvah projekta, 
nahajati datoteke krmilnikov aplikacije. Mapa Controllers vsebuje še mapo ApiControllers, 
ki vsebuje datoteke implementacije API krmilnikov. 
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V splošnem naj bi vsak krmilnik (razen API krmilniki) imel vsaj en pogled. Kateri 
krmilnik se odzove na HTTP poizvedbo, se določi s končno potjo. Oblika končne poti se 
lahko določi v metodi Configure ob konfiguriranju gostitelja. V naši aplikaciji smo 
uporabili privzeto predlogo končne poti, ki je oblike 
{controller=Home}/{action=Index}/{id?}. Če končna pot ne določa krmilnika in 
metode/akcije, se kličeta krmilnik z imenom Home in pripadajoča metoda z imenom Index. 
S krmilniki torej določamo vse mogoče poglede aplikacije oz. spletne strani; to pomeni, da 
tudi krmilniki določajo strukturo uporabniškega vmesnika oz. spletne strani. Za našo 
aplikacijo je zadostovala implementacija šestih krmilnikov in enega API krmilnika; ti 
krmilniki in implementirane akcije so: 
- HomeController (osnovni pregled celotnega sistema – pregledna plošča) 
o Index() GET, vračanje pogleda Views/Home/Index.cshtml 
- AgregatController (spletna stran za pregled in upravljanje z agregatom MHE) 
o Index() GET, vračanje pogleda Views/Agregat/Index.cshtml) 
- ZajetjeController (spletna stran za pregled in upravljanje sistemov zajetja MHE) 
o Index() GET, vračanje pogleda Views/Zajetje/Index.cshtml) 
- AlarmiController (pregled alarmov sistema) 
o Index() GET, vračanje pogleda Views/Alarmi/Index.cshtml) 
o PotrdiAlarme() POST, izvede potrditev alarmov 
- DiagramiController (pregled časovnega poteka vrednost parametrov MHE) 
o Index() GET, vračanje pogleda Views/Diagrami/Index.cshtml) 
o PridobiVrednosti() POST, vrne arhivirane vrednosti zahtevanih parametrov v 
določenem časovnem obdobju 
- PregledParametriController (pregled vseh spremljanih parametrov MHE) 
o Index() GET, vračanje pogleda Views/PregledParametri/Index.cshtml) 
 
API krmilnik se imenuje MheUkaziController in je namenjen sprejemanju ukazov za 
upravljanje z MHE; ima implementirane naslednje akcije: 
- AgregatStart (zažene agregat MHE)  
- AgregatStop (ustavi agregat MHE) 
- AgregatUrgentniStop (urgentni stop agregata MHE) 
- AgregatRezimPoMoci (nastavitev režima delovanja »po moči«) 
- AgregatRezimPoNivoju (nastavitev režima delovanja »po nivoju«) 
- AgregatResetBLB (resetira pogoje omarice BLB) 
- AgregatResetCBA (resetira pogoje omarice CBA) 
- UstaviZapornico (ustavi podano zapornico) 
- PotrdiStanjeZapornice (potrdi stanje podane zapornice) 
- ZapisiParameterVrednost_0_1 (zapis binarne vrednosti določenega parametra sistema) 
- ZapisiParameterVrednost (zapis podane vrednosti določenega parametra sistema) 
4.3.3 Izdelava spletne aplikacije – čelni del 
V tem poglavju bomo predstavili uporabljene tehnologije in potek dela za izdelavo čelnega 
dela (ang. front-end) aplikacije. Čeprav pri manj kompleksnih oz. manjših aplikacijah 
razvoj zalednega in čelnega dela potekata vzporedno, torej se ob vsaki implementaciji 
novega MVC krmilnika izdela tudi pripadajoči del spletne strani oz. pogleda, smo se 
odločili, da čelni del predstavimo ločeno. 
Razvoj čelnega dela v splošnem vključuje troje, in sicer: izdelavo ustreznih predlog 
pogledov za pogon za izdelavo pogleda (v ogrodju ASP.NET Core je to pogon Razor), ki 
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izdela poglede v obliki HTML kode, in izdelavo predlog, ki določajo izgled spletnih strani 
oz. pogledov (CSS, ang. cascading style sheets), ter implementacijo logike pogledov, ki 
omogočajo interakcijo subjekta z vsebino pogleda (programski jezik JavaScript). 
 
Po prejetju HTTP poizvedbe sistem za usmerjanje virov kliče primeren krmilnik in z 
modeli aplikacije generira odgovor, npr. pogled. Odjemalec sprejme poglede v obliki 
HTML in vse dodatne pripadajoče datoteke (npr. JavaScript knjižnice in CSS predloge), s 
katerimi spletni brskalnik ustvari končno obliko spletne strani. Spletni brskalnik 
interpretira sprejeto HTML kodo in ustvari HTML DOM (ang. HTML document object 
model) drevesno strukturo – ta vsebuje vse potrebne HTML elemente (body, paragraph, 
image, table …) za korektno predstavitev vsebine. Brskalnik nadaljuje z interpretiranjem 
sprejetih CSS datotek in oblikuje objektni model HTML dokumenta. Nazadnje zažene še 
programsko kodo implementirane logike spletne strani. Poleg CSS predlog (končnica .css) 
in JavaScrip datotek (končnica .js) so sprejeta sredstva lahko tudi slike, JSON, xml in 
ostalo. 
Zaradi nenehnega razvoja spletnih tehnologij so spletne tehnologije redko celostno podprte 
v raznih spletnih brskalnikih. Seveda pa posodabljanje spletnih brskalnikov po navadi 
omogoči uporabo novejših spletnih tehnologij. Mi smo se odločili, da bomo naše poglede 
aplikacije izdelali v spletnih tehnologijah, ki jih podpirata spletni brskalnik Google 
Chrome (verzija 74+) in njegova mobilna različica. 
Tudi čelni del aplikacije smo (tako kot zalednega) izdelali v programskem okolju Visual 
Studio. Ta nam omogoča pregledno programiranje zalednega in čelnega dela; njuno 
programiranje je potekalo vzporedno. Ob ustvaritvi projekta nam je programsko okolje 
izdelalo privzeto prvo stran aplikacije – to smo prilagodili našim željam; nato smo projektu 
sami dodali naslednje strani oz. poglede. 
Za izdelavo prilagodljive oz. odzivne spletne strani (ang. responsive web design), katere 
vsebino lahko prikazujemo na prikazovalnikih različne velikosti (npr. na zaslonih osebnih 
računalnikov, prenosnih telefonov ali tablic), smo uporabili ogrodje in knjižnico 
komponent Bootstrap. Ta zavzema tako HTML, kot tudi CSS in JavaScript 
komponente/knjižnice. Ogrodje temelji na prednastavljenih slogih in implementirani 
funkcionalnosti, ki jih preko atributa razred (ang. class) povežemo s HTML elementi in jim 
lahko spreminjamo videz pa tudi dodamo ali spremenimo interaktivno delovanje (npr. 
dodamo akcije na dogodke, kot je klik elementa). Ogrodje Bootstrap uporablja knjižnico 
jQuery in to smo pri pisanju programske kode JavaScript uporabili tudi mi. jQuery namreč 
omogoča, da kompleksnejšo JavaScript kodo pišemo na preglednejši in enostavnejši način 
– poenostavi programsko kodo za operacije, ki se jih pri upravljanju spletnih strani pogosto 
uporablja. Poleg Bootrap in jQuery smo uporabili še druge knjižnice, ki so navedene v 
prilogi D.2. 
V nadaljevanju bomo predstavili ustvarjene poglede nadzorno-upravljalnega sistema za 
MHE. V splošnem smo za vsak pogled določili obseg informacij, ki jih bo predstavljal, 
primerno obliko predstavitve in model pogleda, ki ga ustvari krmilnik MVC arhitekture; 
izdelali smo predlogo pogleda v programskem jeziku C# in v sintaksi pogona za izdelavo 
pogledov Razor, implementirali smo programsko kodo na strani odjemalca ter testirali 
pravilnost delovanja. Zaradi obsežnosti celotne aplikacije bomo predstavili posamezne 




4.3.3.1 Pogled Home 
Pogled Home je osnovi pregled aplikacije. Vezan je na krmilnik HomeController; njegova 
Razor predloga se nahaja v datoteki Home/Index.cshtml. Do pogleda dostopamo preko 
končne poti »/Home«. Pogled ima enak izgled in enako osnovno obliko kot drugi pogledi; 
predloge za določanje izgleda strani (CSS) so namreč enake za vse poglede. Poleg tega vse 
strani vsebujejo navigacijsko vrstico za navigiranje med pogledi in so prilagojene za 
različno velike ekrane, predvsem za ekrane osebnih računalnikov in pametnih telefonov. 
Ko gostitelj sprejme HTTP zahtevek po nekem pogledu, sistem za usmerjanje virov 
aktivira ustrezni krmilnik – v primeru končne poti »/Home« je to HomeController. 
Krmilnik pridobi potrebne podatke, požene pogon za izdelavo pogleda in vrne rezultat. 
Pogled Home predstavlja informacije posameznih sklopov delovnega sistema v obliki 
nadzorne plošče in kartic ogrodja Boostrap. Del pogleda predstavlja slika 4.51. 
 
Slika 4.51: Izgled pogleda Home (Glavna slika) na zaslonu osebnih računalnikov 
Naslov pogleda je Glavna slika. Levi del pogleda predstavlja navigacijsko vrstico, desni pa 
nadzorno ploščo. Stanje posameznih sklopov je prikazano v obliki kartic. Vsaka kartica 
ima naslov (glavo), vsebino in nogo (ang. footer). Trenutno so izdelane kartice z 
naslednjimi naslovi: Agregat, Čistilna naprava, Zajetje, Nivoji, Hidravlični agregati in 
Hidravlični aktuatorji. 
Odločili smo se, da ta pogled ne bo omogočal upravljanja sistema, temveč bo namenjen le 
pregledu trenutnega stanja. S tem smo se izognili neželenim ukazom ob pregledovanju 
stanja sistema iz prenosnih naprav z zasloni na dotik.  
V prilogi (gl. stran 145) na sliki E.1 (a) je prikazan pogled Glavna slika na prenosnem 
telefonu (ekran velikosti 411 x 823 točk), desno pa je prikazan pogled Agregat. Do 
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podrobnejših pogledov nekega dela sistema dostopamo preko povezave »Več« v nogi 
kartice. 
Pogledi prikazujejo trenutne vrednosti parametrov MHE; te se preko povezave SignalR v 
realnem času tudi posodabljajo. Določene parametre, predvsem tiste z binarnimi 
vrednostmi, prikazujemo z zelenimi, sivimi ali rdečimi indikatorji ali s pripisom opisnih 
oznak njihove vrednosti – prim. indikatorja v glavi kartic »Agregat« in »Čistilna naprava«, 
ki se glede na trenutno stanje obarvata zeleno ali sivo, in opisno oznako za parameter 
stanja agregata, ki je na sliki opisan z oznako »OBRATOVANJE«, lahko pa zavzame tudi 
vrednost »MIROVANJE«. Na 4.51 (kartica »Nivoji«) so prikazani vsi štirje izmerjeni 
nivoji vode, katerih vrednosti so pridobljene s realizirano senzorsko mrežo. Nivoji so 
predstavljeni z navpičnimi kazalniki poteka (ang. progress bar), ki so prilagojeni za 
prikazovanje nivojev. 
Na sliki  4.52 je prikazan izsek kode predloge za izdelavo pogleda, ki generira del kartice z 
naslovom »Agregat«. Opazimo drevesno HTML strukturo in programske stavke, napisane 
v programskem jeziku C#, ki se vedno pričnejo z znakom »@«. Te stavke izvede pogon 
Razor; ta nato za vsak stavek napiše njegov rezultat na mesto stavka v končnem HTML 
dokumentu. V prikazanem primeru vidimo, da Razor generira vrednosti atributov, 
pravzaprav podatkovnih atributov (ti imajo značilno obliko: data-…) span HTML 
elementov. Podatke pridobi iz objekta ViewBag.mheState (ta predstavlja model pogleda), 
ki nosi definicije parametrov in pripadajoče trenutne vrednosti, pridobljene v storitvi za 
vzorčenje vrednosti. ID nekega parametra (določenega v metodi ParameterID, npr. 
PROIZ_ENERGIJA) se zapiše v atribut data-parameter_id, enota parametra se zapiše v 
atribut data-parameter_enota in trenutna vrednost v data-trenutna_vrednost. Opazimo tudi 
atribut z imenom »razred« (ang. class) elementov »span«; ta služi za apliciranje raznih 
slogov izgleda (CSS) in tudi za naslavljanje elementov istega razreda z JavaScript oz. 
jQuery metodami/funkcijami čelnega dela. V odseku HTML, prikazanem na sliki 4.52, je 
nekaj razredov določenih v ogrodju Bootstrap, vse druge pa smo definirali mi. Primeri 
razredov ogrodja Boostrap so: card-text, d-flex, ml-auto, mt-2; elemente s temi razredi 
upravlja ogrodje Boostrap. Razrede mhe_prikaz, mhe_prikaz_opis, mhe_prikazi_izbrano, 
mhe_enota in kiloWh_v_megaWh pa smo definirali mi. 
 
Slika 4.52: Del Razor kode za pogled Home 
     <div class="card-text"> 
                            <div class="d-flex"> 
                                Proizvedena energija: 
                                <span class="ml-auto mhe_prikaz mhe_prikazi_opis kiloWh_v_megaWh" 
                                      data-parameter_id="@ViewBag.mheState.ParameterID("PROIZ_ENERGIJA")" 
                                      data-parameter_enota="@ViewBag.mheState.Parameter("PROIZ_ENERGIJA")?.Enota" 
                                      data-trenutna_vrednost="@ViewBag.mheState.CurrentVal("PROIZ_ENERGIJA")" 
                                      data-tekst_opis="####"> 
                                </span> 
                            </div> 
                            <div class="d-flex"> 
                                Delovne ure: 
                                <span class="ml-auto mhe_prikaz mhe_prikazi_vrednost mhe_enota" 
                                      data-parameter_id="@ViewBag.mheState.ParameterID("DELOVNE_URE")" 
                                      data-parameter_enota="@ViewBag.mheState.Parameter("DELOVNE_URE")?.Enota" 
                                      data-trenutna_vrednost="@ViewBag.mheState.CurrentVal("DELOVNE_URE")"> 
                                </span> 
                            </div> 
                            <div class="d-flex mt-2"> 
                                Stanje agregata: 
                                <span class="ml-auto mhe_prikaz mhe_prikazi_izbrano " 
                                      data-parameter_id="@ViewBag.mheState.ParameterID("AGR_OBRATUJE")" 
                                      data-trenutna_vrednost="@ViewBag.mheState.CurrentVal("AGR_OBRATUJE", 0)" 
                                      data-stanje_vrednosti="[0,1]" 
                                      data-stanje_izbira='["MIROVANJE", "OBRATOVANJE"]' 
                                      data-stanje_izbrano="####"> 
                                </span> 
                            </div> 
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Z označevanjem HTML elementov z omenjenim razredi lažje upravljamo podatkovni tok v 
čelnem delu aplikacije. Tem elementom pripadajo slogi CSS, ki jih definiramo v ločenih 
datotekah in se aplicirajo na pripadajoče razrede. 
Vsi HTML elementi razreda mhe_prikaz morajo imeti atributa data-parameter_id in data-
parameter_ternutna_vrendost. Atribut data-trenutna_vrednost teh elementov v ozadju 
posodobimo vsakokrat, ko sprejmemo nove podatke po komunikaciji SignalR; to storimo 
preko metode, pisane v JavaScript, ki prebere HTML DOM pogleda, vrne vse elemente z 
razredom mhe_prikaz, najde elemente, katerih vrednost atributa data-parameter_id ustreza 
ID prejete vrednosti, in posodobt atribut data-trenutna_vrednost. S slogi CSS, ki pripadajo 
razredu mhe_prikazi_vrednost, pa prikažemo vrednost atributa data-trenutna_vrednost 
preko psevdo-elementa before – to CSS kodo prikazuje slika 4.53. 
 
Slika 4.53: CSS koda psevdoelementa before razreda mhe_prikazi_vrednost 
Vsebina psevdoelementa before (razreda mhe_prikazi_vrednost) je vezana na atribut data-
trenutna_vrednost, debelina pisave pa na vrednost, definirano v CSS spremenljivki –
fontweight_mhe_prikazi_after_before. 
Z razredom mhe_prikazi_izbrano omogočimo prikaz vsebine atributa data-stanje_izbrano; 
ta se določa preko atributov data-stanje_vrednosti in data-stanje_izbira. Program v ozadju 
primerja trenutno vrednost z določenimi vrednostmi ter vpiše pripadajočo vrednost iz 
nabora data-stanje_izbira v data-stanje_izbrano. Tak primer je prikazovanje stanja 
agregata, katerega vrednost lahko zavzame le 1 ali 0 – 1 pomeni obratovanje, 0 pa 
mirovanje. 
HTML elementi prikazovanja stanja so locirani v elementu »div« z razredom Boostrap 
ogrodja »card«, ki predstavlja kartico. Vsebina spletne strani se nahaja v glavnem 
vsebovalniku (ang. container) Boostrap razredov »d-flex flex-row flex-wrap justify-
content-around noselect«. Glavni vsebovalnik omogoča avtomatsko razvrščanje vsebine 
glede na velikost prikazovalnika pogleda. Glavnemu vsebovalniku sledi vsebovalnik, ki 
omogoča postavitev navigacijskega menija glede na vsebino in je postavljen v HTML 
element »body«, ki predstavlja enega od dveh glavnih segmentov »html« elementa HTML 
dokumenta. Drugi glavni segment je »head«, ki nosi meta podatke pogleda oz. strani in 
povezave do predlog CSS za določanje izgleda pogleda. 
Ko odjemalec prejme generirani HTML dokument, spletni brskalnik interpretira meta 
podatke elementa »head« in pridobi potrebne datoteke. Nato nadaljuje z generiranjem 
HTML DOM in nazadnje požene JavaScript programsko kodo. 
Pri pogledu Home sta tako kot pri drugih pogledih pomembna vzpostavitev SignalR 
povezave in upravljanje dogodkov, kot so spremembe atributov data-parameter_vrednost 
elementov HTML. Del programske kode za vzpostavitev in ohranjanje povezave SignalR 
je prikazan na sliki 4.54 in se nahaja v datoteki »hubRealTime.js«. Tu z metodami 
knjižnice SignalR (pisana v JavaScript) vzpostavimo povezavo s Hub (gl. poglavje 4.3.2.4) 
na končni poti »/realTimeDataHub«. Ob prekinitvi povezave se povezava vsakih deset 
sekund skuša ponovno vzpostaviti. Ko čelni del sprejme podatke, se podatki posredujejo v 
metodo »zapisiPrejetePodatke« in tam se atributi elementov HTML DOM posodobijo. 
Sprejeti podatki so v obliki slovarja s ključi, ki predstavljajo ID parametrov sistema; 
vsakemu ključu pripada vrednost parametra. Pošiljamo oz. sprejemamo le spremenjene 
vrednosti – na ta način zmanjšamo število pretočnih podatkov. 
.mhe_prikazi_vrednost::before { 
    content: attr(data-trenutna_vrednost) ""; 





Slika 4.54: JavaScript koda čelnega dela namestnika vozlišča za vzpostavitev povezave z 
vozliščem na končni poti /realtimeDataHub 
Poleg zgoraj opisane povezave SignalR pa je vsem pogledom skupna tudi povezava na 
Hub s končno potjo »/obvestilaHub«, ki služi za prejemanje razih obvestil zalednega dela. 
Implementacija se nahaja v datoteki »hubObvestila.js« Vzpostavitev povezave je podobna, 
kot je prikazano na sliki 4.54, le z drugačno končno potjo in s klicem metode 
»prikaziObvestilo«. Metoda interpretira sprejeto obvestilo in ga prikaže nad vso vsebino 
pogleda, v splošnem v spodnjem desnem kotu. Sprejeta obvestila prikazujemo s t. i. 
»growl-like« obvestili, ki se prikažejo za določen čas in nato samodejno izginejo. 
Uporabljena knjižnica (bootstrap4-notify) uporablja že definirane sloge ogrodja Bootstrap 
in jih nadgradi z dodatno funkcionalnostjo. Koda metode je prikazana na sliki 4.55. 
Zaledni del pošlje vsebino in tip obvestila; če tip obvestila ni definiran, zavzame privzeto 
vrednost »info«. Boostrap ogrodje definira več tipov obvestil, npr. opozorilo (ang. 
warning), nevarnost (ang. danger) in informacija (ang. info). 
Sistem obvestil uporabljamo za obveščanje o novih povezavah subjektov na gostitelja (ob 
novi povezavi se o njej obvesti vse že povezane subjekte), o številu aktivnih alarmov in o 
novih alarmih (s kratkim opisom). 
Obvestilo o novi vzpostavljeni povezavi je prikazano na sliki 4.56 (stran 97) pogleda 
Agregat v spodnjem desnem kotu. 
 
Slika 4.55: JavaScript koda čelnega dela za prikaz obvestil 
4.3.3.2 Pogled Agregat 
Pogled Agregat predstavlja delovni sistem agregat, ki se nahaja v strojnici MHE. Vezan je 
na krmilnik AgregatController s končno potjo »/Agregat« in predloga pogleda, ki se nahaja 
v datoteki Agregat/Index.cshtml. Del pogleda na zaslonu osebnih računalnikov je prikazan 
    function prikaziObvestilo(obvestilo) { 
 
        var sporocilo = _.get(obvestilo, "obvestilo"); 
        var tipObvestila = _.get(obvestilo, "type"); 
        if (isNull_Undefined_NaN_Empty(tipObvestila)) 
            tipObvestila = "info"; 
 
        $.notify({ 
            // options 
            message: sporocilo 
        }, 
            { 
                // settings 
                type: tipObvestila, 
                placement: { from: "bottom" }, 
                mouse_over: "pause", 
                onShow: function () { 
                    this.css({ 'width': 'auto', 'height': 'auto' }); 
                }, 
            } 
        ); 
    } 
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na sliki 4.56, na zaslonu prenosnih naprav pa je prikazan v prilogi na sliki E.1 na strani 
145. 
Pogled Agregat predstavlja sklop agregata MHE in omogoča njegovo upravljanje. Agregat 
je predstavljen z vektorsko grafiko, ki prikazuje sliko agregata. Vektorska slika je bila 
izdelana po dokumentaciji MHE v namenskem programu za grafično oblikovanje in je 
predstavljena v datoteki s končnico ».svg«. 
 
Slika 4.56: Pogled Agregat 
Na pogledu Agregat so predstavljeni določeni parametri, in sicer: napetost, tok, tlak in 
temperatura posameznih sklopov agregata. Desno zgoraj je krmilna plošča, ki prikazuje 
stanje načina upravljanja agregata in omogoča nastavitev referenčnih vrednosti za moč in 
za nivo vode. Na krmilni plošči desno spodaj so elementi grafičnega vmesnika za 
upravljanje agregata – tj. start, stop, urgentni stop in reset BLB ali CBA napak. 
Pod sliko se nahaja grafični prikaz vrednosti izbranih parametrov z vodoravnimi kazalniki 
poteka; na njih so z navpičnicami prikazane določene meje parametrov (in sicer: 
minimalna vrednost, spodnja meja, zgornja meja, maksimalna vrednost). Tak prikaz 
omogoča upravljalcu sistema/subjektu boljši vpogled v stanje sistema. 
Ta pogled (tako kot vsi drugi) vzpostavi povezave SignalR za pridobivanje ažurnih 
vrednosti parametrov in za sprejemanje obvestil zalednega dela.  
Eno od zahtevnejših opravil je izdelava animacije grafičnega prikaza agregata. Z animacijo 
želimo slikovno ponazoriti delovanje sistema v realnem času. Na zgornjem prikazu 
pogleda Agregat lahko animiramo pozicijo uteži glavne lopute cevovoda (obarvana 
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oranžno), stanje obvodnega ventila4 (obarvan rdeče) in pozicijo lopat gonilnika. Animacijo 
nam omogočajo dokumenti HTML5, ki podpirajo elemente »svg«, ti pa omogočajo 
predstavitev vektorske slike. Vektorska slika je predstavljena s SVG elementi, ki jih lahko 
vstavimo v sam HTML5 element »svg« ter jih naslavljamo in upravljamo na enak način 
kot vse druge HTML elemente – tj. v osnovi jim pripišemo identifikatorje in razrede. 
Identifikatorje in razrede uporabljamo za naslavljanje elementov iz programske kode 
JavaScript in slogi CSS, s katerimi spreminjamo grafični prikaz elementa in njegove 
vsebine (rotacije, translacije, barve itd.) 
Utež glavne lopute cevovoda je lahko v zgornji poziciji ali v spodnji; če točne pozicije ne 
poznamo, se mora utež na grafiki gibati. To premikanje dosežemo z animacijo rotacije 
SVG elementa okoli nekega izhodišča: utež je predstavljena z identifikatorjem »Utez«, 
element je predstavljen v HTML kodi na sliki 4.57. 
 
Slika 4.57: SVG element uteži glavne lopute, prikazan v HTML5 
Podatke o stanju uteži pridobimo po povezavi SignalR. Ta SVG element ima določene 
naslednje razrede: »mhe_prikaz_multiple mhe_svg_agregat svg_utez_loputa_bypass 
svg_agregat_utez«; s prvim so zaznamovani vsi SVG ali HTML elementi, katerih stanje je 
odvisno od več parametrov MHE (v tem primeru sta to parametra, ki nosita informacijo, ali 
je utež v zgornji ali v spodnji poziciji), z drugim elementi, ki pripadajo grafiki agregata, s 
tretjim elementi uteži in odvodnega ventila, z zadnjim pa element, ki predstavlja utež 
lopute cevovoda. Vsi elementi z razredom »mhe_prikaz_multiple« morajo imeti atribute 
»data-parameter_id_multiple« in »data-trenutna_vrednost_multiple«; v prvem so definirani 
pripadajoči obratovalni parametri za določitev stanja, v drugem pa vrednosti teh 
parametrov. Program čelnega dela ob vsaki posodobitvi vrednosti določi stanje 
pripadajočega elementa; stanje uteži je zaprto, odprto ali potrjeno. Vrednosti napišemo v 
atribute elementa »data-loputa_bypass_zaprto«, »data-loputa_bypass_odprto« in »data-
loputa_bypass_potrjeno«. Animacijo stanja uteži smo določili v slogovnih predlogah CSS; 
CSS koda sloga uteži je prikazana na sliki 4.58. 
 
Slika 4.58: CSS izsek kode za utež glavne lopute 
 
4 Obvodni ventil ali ventil obtočnega voda 
.mhe_svg_agregat { 
    transition: transform 2s linear, fill 2s linear 
} 
    .mhe_svg_agregat path { 
        transition: fill 2s linear 
    } 
    .mhe_svg_agregat.svg_agregat_utez { 
        transform-origin: var(--svg_agregat_utez_transform_origin_rotate); 
    } 
        .mhe_svg_agregat.svg_agregat_utez[data-loputa_bypass_zaprto='1'] { 
            transform: rotate(-145deg); 
        } 
        .mhe_svg_agregat.svg_agregat_utez[data-loputa_bypass_odprto='1'] { 
            transform: rotate(0deg); 
        } 
        .mhe_svg_agregat.svg_agregat_utez[data-loputa_bypass_potrjeno='0'] { 
            animation: kf_agregat_utez_gibanje_potrjeno_0 3s ease-in-out -1s infinite alternate; 
        } 
            .mhe_svg_agregat.svg_agregat_utez[data-loputa_bypass_potrjeno='0'] path { 
                animation: kf_agregat_utez_menjava_barv_potrjeno_0 1s linear 0s infinite alternate; 
            } 
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V CSS slogu določimo izhodišče rotacije in razne transformacije elementa, naslovljenega s 
pripadajočimi razredi in vrednostmi atributov. Element se ob izpolnjenem pogoju zavrti za 
-145° iz trenutne lege. Če kateri pogoj ni izpolnjen, se slog elementa povrne na privzeti 
slog. 
Na podoben način so ustvarjeni slogi za vse druge elemente grafike, le da za odvodni ventil 
spremenimo barvo elementa, ki prikazuje ventil, za lopate gonilnika pa spremenimo kot 
njihovega nagiba. 
Pogled prikazuje tudi razne vrste stanja pogojev sistema – razdelili smo jih v naslednje 
sklope oz. podpoglavja: Štartni pogoji, Rapidni stopi in Urgentni stopi. Štartni pogoji so 
pogoji, potrebni za zagon agregata; Rapidni stopi so pogoji, ki prekinejo delovanje 
agregata; del pogojev, ki prekinejo delovanje agregata, so tudi Urgentni stopi, a so zaradi 
številčnosti uvrščeni v poseben sklop/podpoglavje. Vsi ti pogoji so opisani v dokumentaciji 
sistema, na pogledu pa so predstavljeni z opisom in indikatorjem, ki se glede na stanje 
obarva rdeče, zeleno ali sivo. Na sliki 4.59 je prikazanih nekaj pogojev sistema. Indikatorji 
pogojev se ob izgubi povezave SignalR ali ob neuspelem vzorčenju vrednosti obarvajo v 
svetlo rdečo barvo (prikazano v desnem stolpcu Urgentnih stopov). Tako dobi 
upravljalec/subjekt informacijo, da dejanskih vrednosti parametrov ne poznamo. 
  
 
Slika 4.59: Pogled Agregat – pogoji agregata 
Agregat upravljamo preko gumbov oz. tipk ob sliki sistema. Gumbom/tipkam so v kodi 
čelnega dela pripisane akcije. Akcije pripišemo vsem gumbom/tipkam danega razreda; to 
je ponazorjeno na sliki 4.60. Slika prikazuje akcije, ki se izvršijo ob kliku na gumbe/tipke 
start, stop in urgentni stop; takoj se izvrši HTTP poizvedba tipa POST, ki vsebuje podane 
argumente (v tem primeru »true«). 
 
Slika 4.60: Koda čelnega dela za izvajanje raznih akcij uporabniškega vmesnika 
            $(".btn_mhe_start").click((eD) => { 
                posljiUkaz("@Url.Action("AgregatStart", "MheUkazi")", [true], "Agregat Start"); 
            }); 
 
            $(".btn_mhe_stop").click((eD) => { 
                posljiUkaz("@Url.Action("AgregatStop", "MheUkazi")", [true], "Agregat Stop"); 
            }); 
 
            $(".btn_mhe_urgentni_stop").click((eD) => { 
                posljiUkaz("@Url.Action("AgregatUrgentniStop", "MheUkazi")", [true], "Agregat Urgentni Stop"); 
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Poizvedbo interpretira API krmilnik zaledja (MheUkaziController) in izvrši pripadajočo 
metodo (npr. AgregatStart, AgregatStop). Krmilnik preko storitve za obvestila ves čas 
obvešča čelni del o uspešnosti izvajanja programa. 
Na podoben način je izpeljano tudi nastavljanje referenčnih vrednostih obratovanja 
agregata MHE Zarakovec. 
4.3.3.3 Pogled Zajetje 
Pogled Zajetje predstavlja zajetje MHE in zajema hidravlične agregate, zapornice, 
senzorsko mrežo in PLK. Vezan je na krmilnik ZajetjeController s končno potjo »/Zajetje« 
in predloga pogleda, ki se nahaja v datoteki Zajetje/Index.cshtml. Del pogleda Zajetje je 
prikazan na sliki 4.61; tako kot drugi pogledi je tudi ta prilagojen za ekrane malih 
prenosnih naprav. 
Pogled Zajetje je razdeljen na več delov. Prvi prikazuje stanje zapornic in nivo vode v obeh 
bazenih usedalnikov; omogoča pa upravljanje štirih zapornic in dveh hidravličnih 
agregatov – vsi ti so iz vidika upravljanja sistema najpomembnejši. 
 
 
Slika 4.61: Pogled Zajetje – upravljanje štirih zapornic 
Slika predstavlja presek zajetja. Na levi strani so prikazani del zajetja v strugi, zapornica v 
jezu in zapornica (oz. loputa) na ribji stezi. Voda vstopa preko vtočne zapornice v bazen 
usedalnika grobe frakcije in nato preko grobe rešetke (obarvana rumeno) v bazen 
usedalnika fine frakcije; oba bazena imata zapornici za čiščenje. Voda vstopa v cevovod 
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MHE preko rešetke čistilne naprave (obarvana oranžno). Vrednosti nivojev vode so 
pridobljene iz PLK na zajetju, ki je povezan s koordinatorjem senzorske mreže. Nivo vode 
v trenutno prikazan z odstotki; 100 % predstavlja nivo preliva bazena usedalnika grobe 
frakcije. Sprememba 1 % odraža spremembo nivoja za okoli 20 mm. 
Z animacijo grafičnega prikaza pogleda Zajetje smo želeli izboljšati uporabniško izkušnjo. 
Na grafičnem prikazu zajetja smo animirali prikaz nivoja vode ter gibanje in stanje 
zapornic. Animacija tega grafičnega prikaza je bila izvršena na podoben način kot 
animacije grafičnega prikaza agregata, torej z razredom »mhe_prikaz_multiple«, s 
pripadajočimi atributi SVG elementov in CSS slogi za vsako definirano stanje elementa. 
Z gumbi/tipkami, ki so nameščeni na krmilni plošči pod sliko zajetja in so navpično 
razvrščeni v skupine, lahko upravljamo prikazane zapornice. Vsaka zapornica ima tri 
gumbe/tipke: odpiranje, stop in zapiranje. Pod gumbi/tipkami za upravljanje gibanja 
zapornic so še gumbi/tipke, s katerimi upravljalec določi stanje zapornice. 
S klikom na gumb se izvede koda čelnega dela in generira HTTP POST poizvedbo na API 
krmilnik, ta pa izvrši potrebno metodo (npr. zapri/ustavi zapornico). Informacija o 
uspešnosti izvedbe ukaza se preko sistema za obvestila vedno sporoči na uporabniški 
vmesnik. 
Pod krmilno ploščo so v obliki okroglih indikatorjev prikazani še nekateri drugi osnovni 
pogoji za upravljanje zajetja. 
Drugi del pogleda Zajetje sta vektorska grafika in kontrolna plošča čistilne naprave (slika 
4.62). Grafika prikazuje položaj in gibanje korita za listje – tega upravljamo preko 
gumbov/tipk na krmilni plošči zavihka »Korito«. Čistilna naprava ima dva avtomatska 
režima delovanja: po času ali po nivoju, tj. glede na razliko v nivoju vode pred rešetko in 
za njo. Oba nivoja vode sta tudi grafično prikazana in animirana. Režim delovanja čistilne 
naprave izberemo z gumbom/tipko »Aktiviraj stanje« na želenem zavihku krmilne plošče; 
aktivirano stanje je prikazano z okroglim zelenim indikatorjem v naslovih zavihkov. Stanje 
mirovanja izberemo s klikom na gumb »Mirovanje«. Pod zavihki krmilne plošče 
nastavljamo parametre delovanja (npr. čas pavze, čas delovanja). Možen je tudi takojšnji 
ročni zagon ali ročna zaustavitev čistilne naprave z gumboma (zgoraj desno) na grafičnem 
prikazu – obarvana sta modro oz. rdeče. 
 
Slika 4.62: Pogled Zajetje – upravljanje čistilne naprave 
Tretji in četrti del pogleda Zajetje sta krmilna plošča za upravljanje preostalih zapornic ter 
grafični prikaz vseh pogojev in nekaj izbranih parametrov na zajetju (slika 4.63). Pogoji so 




Slika 4.63: Pogled Zajetje – upravljanje ostalih zapornic in pogoji na zajetju 
Krmilno ploščo za upravljanje zapornic aktiviramo s preklopnim stikalom. Upravljanje 
zapornic tudi poteka preko pripadajočih gumbov/tipk. 
Indikatorji pogojev in stanja omogočajo upravljalcu, da hitro zazna odstopanje sistema od 
želenega stanja. 
4.3.3.4 Pogleda Alarmi in Pregled parametrov 
Pogleda sta opisana v prilogi E, v poglavjih E.2 Pogled Alarmi in E.3 Pogled Pregled 
parametrov. 
4.3.3.5 Pogled Diagrami 
Diagrami omogočajo grafični prikaz časovnega poteka arhiviranih vrednosti parametrov. 
Izrisujemo jih z JavaScript knjižnico plotly.js. Ta sočasno omogoča tudi preprosto 
prikazovanje podatkovnih oz. časovnih nizov, podpira pa tudi manipulacije diagrama z 
operacijami približaj (ang. zoom), premakni (ang. pan), sprememba obsega (ang. scale) 
ipd.  
Diagrami so odzivni (ang. responsive) in se prilagajajo spremembam velikosti pogleda; 
lahko jih opremimo z večjim številom nizov in navpičnih osi, z legendo, z nazivi osi, z 
raznimi barvami oz. tipi linij in še z veliko drugimi grafičnimi elementi (vse možne 
nastavitve so navedene v dokumentaciji knjižnic plotly.js [51]). 
Pogled Diagrami je vezan na krmilnik DiagramiController, ki ima implementirane metode 
za vračanje podatkov oz. arhiviranih vrednosti parametrov iz podatkovne baze. Pogled je 
prikazan na sliki 4.64. 
Pogled Diagrami trenutno ponuja le eno površino risanja diagramov. To površino preko 
knjižnice plotly.js upravljamo v kodi čelnega dela aplikacije za prikazovanje časovnih 
nizov vrednosti parametrov, ki so arhivirani v podatkovni bazi. 
Pogled privzeto prikazuje vrednosti parametra moči MHE in nivoja vode za rešetko čistilne 
naprave. Privzeti časovni razpon je zadnjih 7 dni. Diagram lahko upravljamo preko 
računalniške miške ali ekrana na dotik – tako lahko spreminjamo časovne razpone in 
razpone vrednosti danega parametra ali se premikamo levo-desno in gor-dol. Časovni 
razpon lahko določimo tudi z vnosnimi polji nad diagramom, in sicer tako, da izberemo 
začetni datum (»Start Date«) in končni datum (»End Date«) ter potrdimo izbiro. 
Premikanje levo-desno je implementirano tudi preko klikov na gumbe pod legendo 






Slika 4.64: Pogled Diagrami z izbranimi nizi podatkov 
Vrstica s temno obarvanimi gumbi predstavlja preddefinirane sete nizov, ki jih lahko 
prikažemo na diagramu. S klikom na gumb »P,Q,CosFi« prikažemo moč, jalovo moč in 
vrednost faznega zamika (CosFi) na istem diagramu, s klikom na gumb »Napetosti« pa vse 
napetosti generatorja ipd. Poleg prikaza preddefiniranih setov nizov na diagramu smo 
omogočili tudi dodajanje nizov po želji – to izvršimo s klikom na potrditvena polja (ang. 
checkbox) pod diagramom. Arhivirane vrednosti parametrov so (zaradi njihovih 
značilnosti – gl. poglavje 4.3.2.3) razvrščene med tremi podatkovnimi bazami, in sicer: 
SamplesVitalMHE, SamplesAnalogChangeMHE in SamplesDigitalChangeMHE. 
Parametri posameznih tabel so prikazani v skrčenih karticah (ang. collapse card) in 
vsebujejo prej navedena potrditvena polja. 
Zaradi potencialno velikega števila podatkov oz. arhiviranih vrednosti smo se morali pri 
Pogledu Diagrami nekoliko bolj posvetiti optimizaciji podatkovnega toka med zalednim in 
čelnim delom. Pri tem smo morali upoštevati tudi stanje (npr. pretočnost, odzivnost) 
internetne povezave pri gostitelju (strežnik) in pri upravljalcu MHE (odjemalca). Želeli 
smo čim bolj zmanjšati število pretočenih podatkov, in to brez vpliva na uporabniško 
izkušnjo. 
Odločili smo se, da določimo 10 časovnih resolucij prikaza nizov v danem časovnem 
razponu in da zmanjšamo število pretočnih podatkov (arhiviranih vrednosti vzorčenja) 
tako, da pretočne podatke povprečimo na strani podatkovne baze. Uporabljeni sistem 
upravljanja podatkovnih baz PostgreSQL z nadgradnjo Timescale omogoča učinkovito 
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apliciranje SQL funkcije povprečenja (»avg()«) nad rezultati funkcije »time_bucket«, 
vtičnika Timescale. Funkcija omogoča segmentiranje časovne vrste vrednosti v časovne 
intervale, podane kot argument funkcije. Nad temi segmenti časovne vrste izvedemo 
funkcijo povprečenja, ki vrne povprečne vrednosti posameznih segmentov. Intervale 
določimo s argumenti funkcije »time_bucket« [52], ki je v obliki številk ali opisnega 
znakovnega niza (npr. »5 minutes«, »12 hours«). 
Prikazane vrednosti parametrov so (glede na časovni razpon diagrama) navedene v 
preglednici 4.8: 
Preglednica 4.8: Določeni časovni razponi in pripadajoči parametri funkcije time_bucket 
Podani časovni razpon Pridobljena vrednost time_bucket parameter 
Več kot tri leta Dnevno povprečje »24 hours« 
Več kot leto dni Dvanajsturno povprečje »12 hours« 
Več kot mesec dni Šesturno povprečje  »6 hours« 
Več kot sedem dni Tridesetminutno povprečje »30 minutes« 
Več kot en dan Desetminutno povprečje »10 minutes« 
Več kot dvanajst ur Petminutno povprečje »5 minutes« 
Več kot šest ur  Tridesetsekundno povprečje »30 seconds« 
Več kot uro Petnajstsekundno povprečje »15 seconds« 
Več kot trideset minut Petsekundno povprečje »5 seconds« 
Pod trideset minut Brez povprečenja / 
 
Z vsako interakcijo uporabnika z diagramom, s katero spremeni prikazani časovni razpon 
(premik levo/desno ali približevanje/oddaljevanje), se izvede HTTP POST poizvedba za 
pridobitev manjkajočih podatkov na danem razponu. Poizvedba nosi informacije o 
parametrih (identifikator), katerih vrednosti zahtevamo, in zahtevani časovni razpon. Na 
podlagi časovnega razpona izvrši koda krmilnika DagramiController (namensko 
implementirana metoda »PridobiVrednosti«) poizvedbo na podatkovno bazo in na čelni del 
aplikacije vrne podatke v obliki časovnega niza. Koda čelnega dela vstavi sprejete podatke 
v že obstoječe podatke diagrama in posodobi diagram. 
 
Odgovore zalednega dela smo dodatno zmanjšali z uporabo storitve za kompresijo oz. 
stiskanje podatkov ogrodja ASP.NET Core; za kompresijo smo uporabili gzip. S tem smo 
dosegli velikost odgovorov v območju 1–3 KB na prikazani parameter. To pomeni, da bo 
na diagramu, ki prikazuje vrednosti treh parametrov, velikost vsakega odgovora na 
poizvedbo (za celoten prikazani časovni razpon) okoli 10 KB; to je za našo aplikacijo 
sprejemljivo. 
 





V sklopu magistrskega dela smo dosegli svoj cilj, tj. izdelali smo nadzorno-upravljalni 
sistem na osnovi spletnih tehnologij; pri tem smo med drugim tudi nadgradili in razširili 
svoje znanje in veščine s širšega področja mehatronike. Uresničevanje zastavljenega cilja 
je potekalo po naslednjih korakih, ki so kronološko predstavljeni tudi v magistrskem delu: 
 
1) Pregledali smo literaturo s področja sistemov vodenja in industrijskih komunikacij. 
2) Pregledali smo senzorske mreže, brezžične tehnologije za vzpostavitev senzorskih 
mrež ter metode merjenja vodostajev, globine in razdalje. 
3) Predstavljena je pilotna MHE in njeni delovni sistemi s poudarkom na sklopih, ki jih 
je bilo treba nadgraditi ali integrirati. 
4) Vzpostavili smo električno napeljavo na zajetju MHE, in to tako močnostni kot 
krmilni del. 
5) Krmilni del električne napeljave smo vzpostavili z izbranim sistemom vodenja (na 
programabilnem logičnem krmilniku – PLK Unitronics V130) ter s pripadajočimi I/O 
enotami in krmilnimi elementi. 
6) Algoritme upravljanja in komunikacije sistema vodenja zajetja MHE smo 
implementirali v grafičnem programskem jeziku LD (lestvični diagrami); v njem smo 
implementirali tudi algoritme upravljanja zajetja preko vgrajene HMI enote, ki 
prikazuje tudi trenutno stanje zajetja. 
7) Določili smo lokacije za merjenje vodostajev na zajetju in izbrali take senzorje, ki jih 
lahko enostavno integriramo v senzorsko mrežo – to so ultrazvočni senzorji MaxBotix 
HRXL-MaxSonar-WR z merilnim območjem 10 m in s serijskim izhodom tipa UART. 
8) Hkrati s senzorji senzorske mreže smo izbrali tudi brezžične module, tipologije in 
protokol omrežja, ker morajo biti za uspešno sintezo omrežja vse komponente 
senzorskih vozlišč kompatibilne. Omrežje smo vzpostavili z moduli XBee v drevesni 
topologiji. 
9) Tiskana vezja senzorskih vozlišč smo načrtovali s programom Altium Designer in jih 
tudi izdelali tako, da izpolnjujejo zastavljene zahteve. 
10) V programskem jeziku C/C++ smo implementirali programsko opremo 
mikrokrmilnika ATmega2560 glavnega vozlišča senzorske mreže. Obsežnejši deli 
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programa so: implementacija komunikacije preko UART s PLK preko PCOM 
protokola in komunikacija ter upravljanje z vozlišči omrežja preko XBee API 
protokola. Dodali smo možnost diagnostike stanja glavnega vozlišča preko UART. 
11) Pregledali smo razna odprtokodna programska okolja/ogrodja in platforme mini 
računalnikov, ki so široko uporabljeni in podpirajo spletne aplikacije. Za našo 
aplikacijo nadzorno-upravljalnega sistema smo izbrali mini računalnik Raspberry Pi 3 
Model B+ in programsko ogrodje ASP .NET Core 2.2. 
12) Skozi arhitekturo MVC smo izdelali spletno aplikacijo nadzorno-upravljalnega 
sistema. Razvili smo zaledni in čelni del spletne aplikacije nadzorno-upravljalnega 
sistema; pri tem smo uporabili novejše tehnologije, paradigme in vzorce 
programiranja. Ustvarili smo domenske modele in modele pogledov aplikacije. 
Aplikacijo smo izdelali modularno po vzorcu obstoječih storitev ogrodja ASP .NET 
Core, zato omogoča enostavno nadgradnjo z dodatno funkcionalnostjo. 
13) Nadzorno-upravljalni sistem smo uspešno integrirali v obstoječo infrastrukturo, torej 
smo vzpostavili komunikacijo med aplikacijo in obema sistemoma vodenja MHE – s 
PLK na zajetju preko Modbus TCP, s PLK v strojnici pa preko strežnika OPC. 
14) Izdelali smo storitve za vzorčenje vrednosti obratovalnih parametrov in za njihovo 
arhiviranje v relacijski podatkovni bazi PostgreSQL. To smo z vtičnikom Timescale 
nadgradili za učinkovitejšo obdelavo podatkov v obliki časovnih vrst. 
15) Čelni del oz. uporabniški vmesnik nadzorno-upravljalnega sistema smo ustvarili s 
programskimi jeziki HTML, CSS in JavaScript. Tako smo omogočili interakcijo 
subjekta z delovnim procesom, omogočili smo mu ogled stanja, pošiljanje ukazov 
sistemom vodenja, pregled arhiviranih vrednosti obratovalnih parametrov in 
obveščenost v realnem času. 
Nadzorno-upravljalni sistem smo vpeljali na pilotni hidroelektrarni MHE Zarakovec ter z 
njim omogočili oddaljen nadzor delovnih procesov MHE in boljši vpogled v delovanje 
MHE preko mobilnih naprav, s tem pa posledično boljšo izkoriščenost delovnih sredstev in 




Predlogi za nadaljnje delo 
 
Izdelano spletno aplikacijo je mogoče nadgraditi z dodatno funkcionalnostjo. Nujen bi bil 
predvsem večji poudarek na kibernetski varnosti – to bi bilo mogoče doseči z 
implementacijo storitev za preverjanje pristnosti uporabnika in za dodelovanje dovoljenj za 
dostop. Smiseln bi bil prehod na novo različico ogrodja ASP .NET Core (tj. 3.0), ki prinaša 
kar nekaj izboljšav storitev aplikacije, npr. izboljšavo integritete povezave (SignalR) med 
zalednim in čelnim delom z uvedbo ogrodja Blazor, izboljšavo funkcionalnosti čelnega 
dela (preglednejši diagrami, diagrami v realnem času, beleženje sprejetih obvestil sistema, 
prikaz posnetkov kamer sistema – uvedba pretočnih storitev) ipd. 
Trenutna arhitektura zalednega dela aplikacije na osnovi storitev omogoča nadgradnjo v 
obliki implementacij novih storitev, nadgrajevanje pa bi lahko poenostavili z uvedbo 
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Priloga A  
A.1 Strojnica in zajetje MHE 
 




Slika A.2: Pogled na električne omarice električne napeljave strojnice MHE 
 
 




Slika A.4: Agregat MHE 
 
 
Slika A.5: Pogled v smeri jezu zajetja MHE - vidni so: bazen za fine frakcije, groba rešetka, bazen 





Slika A.6: Strojnica zajetja MHE (lokacija +L1) in korito za listje pri čistilni napravi (+L2+L3) 
A.2 Električna napeljava zajetja 
 





Slika A.8: Notranjost glavne električne omarice (+L1+L1) – viden je sistem vodenja PLK V130, 
pripadajoče I/O enote in krmilni elementi, ter glavno vozlišče senzorske mreže 
 
 








Priloga B  
B.1 Diagnostika programa glavnega vozlišča 
Za diagnosticiranje aplikacije preko serijske komunikacije smo uporabili serijsko 
komunikacijo UART na priključkih TXD0 in RXD0 razvojne plošče (slika B.1). Tu nismo 
uporabili pretvornika, ker je sprejemnikov tega signala lahko več vrst. Zato smo pretvorbo 
signala UART (napetostni nivo 3,3 V) v ustrezni signal za sprejemnik prepustili sprejemni 
napravi; sprejemna naprava (osebni računalnik, pametni telefon ipd.) mora implementirati 
pretvorbo napetostnih nivojev. 
 
Slika B.1: Del električne sheme priključkov UART (TXD0 in RXD0) razvojne plošče 
Prednost razvojne plošče RobotDyn Mega 2560 PRO je, da ponuja že vgrajeni pretvornik, 
in sicer ravno iz priključkov TXD0 in RXD0, torej UART, na USB. To pomeni, da lahko 
podatkovni tok zajemamo (in pišemo) na priključkih UART tudi preko vgrajene USB-
komunikacije na razvojni plošči. Te povezave lahko vidimo v uradni dokumentaciji 




Slika B.2: Povezava UART TXD0 (D1) in RXD0 (D0) na pretvornik za USB-komunikacijo, preko 
uporov R2 in R4 (vzeto iz uradne dokumentacije [53]) 
Za izpise preko serijske povezave moramo vzpostaviti povezavo UART tudi z napravo, ki 
omogoča branje in pisanje podatkovnega toka. To je lahko osebni računalnik, pametni 
telefon ipd. Potrebno je le zagotoviti pretvorbo signala UART v signal, ki ga podpira druga 
naprava (gre za ujemanje napetostnih nivojev, prenosnih formatov, hitrosti prenosa ipd.). 
Naprava mora vsebovati programsko opremo za komunikacijo preko serijske povezave, 
torej za pošiljanje znakov in za izpis znakov, sprejetih preko serijske povezave. 
 
 
Slika B.3: Diagram poteka sprejemanja znakov za diagnosticiranje programa 
Iz glavne zanke programa mikrokrmilnika kličemo metodo »readWriteSerial« (prikazano 
na sliki B.3). Ta bere sprejete znake iz podatkovnega toka komunikacije UART. 
Opredeljeni so le odgovori na sprejete znake ASCII. Če je za prejeti znak opredeljen 
odgovor, ga program izpiše v podatkovni tok, nato pa se vrne v stanje mirovanja. Če za 
sprejeti znak odgovor ni določen, program zbriše podatkovni tok in se povrne v stanje 
mirovanja 






A 0x41 Izpiše identifikatorje napak, ki so se pojavile pri upravljanju s podatki, sprejetimi 
s končnih točk oz. senzorjev. 
Identifikatorji so definirani v naštevnem tipu »SensorManagerErrorsEnum«. 
B 0x42 Izpiše identifikatorje napak, ki so se pojavile pri protokolu PCOM. 
Identifikatorji so definirani v naštevnem tipu »UniPCOMErrorsEnum«. 








serijske komunikacije s PLK. 
Identifikatorji so definirani v naštevnem tipu »PumpErrorEnum«. 
D 0x44 Izpiše identifikatorje napak, ki so se pojavile pri zapisovanju v podatkovni tok 
serijske komunikacije XBee. 
Identifikatorji so definirani v naštevnem tipu »PumpErrorEnum«. 
B.1.1 Prikaz stanja glavnega vozlišča 
Program omogoča obveščanje o stanju glavnega vozlišča v obliki LED-indikatorjev in 
izpis parametrov stanja preko serijske povezave UART oz. USB. (Za opis LED-
indikatorjev gl. preglednico 4.7 na strani 60.) 
LED-indikatorje upravlja primerek razreda »LEDindicator«, ki nosi potrebne parametre za 
upravljanje z določenim indikatorjem. Ti parametri so: 
- izhod mikrokrmilnika, na katerega je povezan indikator, 
- vrsta indikatorja, definirana v programu na podlagi naštevnega tipa 
»LEDmodeEnum«,  
- drugi parametri, ki so odvisni od izbrane vrste indikatorja (npr. zakasnitve, število 
utripov ipd.) 
Znotraj glavne zanke mikrokrmilnika uporabimo primerek razreda »LEDindicator«, ta pa 
nato po podanih parametrih in stanju programa glavnega vozlišča postavlja LED-
indikatorje v ustrezno stanje. 
Primer klicanja metode javljanja napake je prikazan na diagramih B.9 in B.11, kjer se pri 
API oz. PCOM komunikaciji, ob napačni kontrolni vsoti, kliče metoda za javljanje napake. 
Ta obenem tudi postavi ustrezen indikator v stanje, določeno s primerkom razreda 
»LEDindicator«. 
 
Električna shema povezav LED indikatorjev in pripadajočih uporov je prikazana na sliki 
B.4. Povezave z mikrokrmilnikom so predstavljene s »harness« simbolom z oznako 
»LEDs«. Druga stran povezav je vidna na sliki 4.30 (str. 60). 
 





B.2 Invertiranje signala z namenskim vezjem 
SN74LVC1G98 
Signal smo invertirali z namenskim vezjem s t. i. nastavljivimi multifunkcijskim logičnimi 
vrati (ang. configurable multiple-function gate) z oznako SN74LVC1G98. Vezje omogoča 
implementacijo raznih logičnih vrat; implementiramo jih s povezavo priključkov vezja. 
Namensko vezje ima 6 priključkov – dva sta za napajanje (VCC in GND), trije 
predstavljajo vhode (In0-In2), eden pa izhod (Y). Funkcijska tabela in logični diagram 
namenskega vezja, povzeta po podatkovnem listu [54], sta predstavljena na sliki B.5. 
 
 
Slika B.5: Funkcijska tabela in logični diagram namenskega vezja SN74LVC1G98 
Za potrebe vezja smo implementirali funkcijo inverterja in sledilnika napetosti. Iz 
funkcijske tabele lahko razberemo, da smo za implementacijo inverterja povezali 
priključek In0 in In2 na potencial GND (torej 0 V); priključek In1 služi kot vhodni 
priključek in priključek Y kot izhod vezja. 
Za implementacijo sledilnika napetosti smo povezali priključek In0 na GND in priključek 
In1 na VCC. Priključek In2 služi kot vhod, Y pa ostaja izhod vezja. 
Konfiguracijo smo izbrali glede na uporabljeni senzor. Izbrali smo konfiguracijo z 
dvorednim mostičkom, z njim smo povezali ustrezne priključke dvoredne letvice s šestimi 
priključki (letvica ima na električni shemi na sliki B.6 oznako P1). 
 
Slika B.6: Električna shema dela povezav namenskega vezja SN74LVC1G98 
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B.3 API komunikacija 
Program mikrokrmilnika mora omogočiti generiranje, branje/interpretacijo okvirja API in 
posredovanje podatkov iz okvirja. Oblika okvirja API je določena v podatkovnem listu za 
module XBee [34].Okvir API (slika B.7) je sestavljen: 
- iz začetnega bajta (0 x 7E), 
- dveh bajtov, ki predstavljata pričakovano število (ang. length) bajtov v polju 
«podatki okvirja« (ang. frame data) in 
- drugih bajtov v polju »podatki okvirja« ter 
- iz zadnjega bajta s kontrolno vsoto (ang. checksum). 
 
 
Slika B.7: Splošna oblika okvirja API 
Začetni bajt je vedno iste vrednosti; po njej začne naprava (modul XBee, mikrokrmilnik) 
beležiti vse naslednje sprejete bajte, do zadnjega. Najvišje število podatkov okvirja API je 
256 bajtov – od teh so štirje rezervirani, in sicer: eden za začetni bajt, dva za število bajtov 
v okvirju »podatki okvirja« in eden za zadnji bajt. Tako ostane 252 bajtov za podatke 
okvirja (ang. frame data). 
 
Celotna programska koda za komuniciranje preko omrežja Zigbee se nahaja v imenskem 
prostoru »xBeeComunication«. Sestava tega imenskega prostora je prikazana na sliki B.8. 
 
Slika B.8: Sestava imenskega prostora »xBeeComunication« 
Razreda (ang. class), ki se nahajata v tem imenskem prostoru, sta »xBeeAPIcomunication« 
in »xBeeAPIframe«. Prvi razred je namenjen za komunikacijo preko serijske komunikacije 
(UART), torej za branje in pisanje v podatkovni tok, za interpretacijo sprejetih podatkov in 
za posredovanje le-teh naprej v program: Drugi razred pa predstavlja abstraktni model 




Slika B.9: Diagram poteka sprejemanja API okvirja 
Iz glavne zanke programa mikrokrmilnika kličemo metodo »Scan_Stream« (slika B.9); ta 
prebere prejete znake (bajte) iz medpomnilnika komunikacije (podatkovnega toka) UART. 
Če je sprejeti znak enak znaku, ki predstavlja začetek okvirja API, metoda zavrže prejšnji 
niz sprejetih znakov in prične beležiti vse nadaljnje sprejete znake kot novi notranji niz 
znakov. Če pa sprejeti znak ne predstavlja začetnega znaka, se znak le zabeleži v že 
obstoječi podatkovni niz. 
Iz drugega in tretjega znaka okvirja API določimo pričakovano dolžino celotnega okvirja 
in jo primerjamo s trenutno dolžino niza sprejetih znakov. Ko je dolžina niza enaka dolžini 
okvirja API, preverimo, ali sprejeta kontrolna vsota ustreza zadnjemu znaku, tj. izračunani 
kontrolni vsoti. Če kontrolna vsota ustreza, pomeni, da smo sprejeli prave znake okvirja 
API, in nato metoda »Scan_Stream« ustvari primerek razreda »xBeeAPIframe«, ki 
predstavlja prejeti okvir API, ter ga posreduje v program s povratno metodo 
»Invoke_ReceivedAPIframeCallback«. Če kontrolna vsota ni ustrezna, metoda javi napako 
in postavi program v »stanje mirovanja« oz. v glavno zanko programa. 
B.4 PCOM komunikacija 
PCOM protokol ima lahko dva formata, in sicer [42]: 
- ASCII ali 




Glavna razlika med formatoma je ta, da binarni format podpira pisanje in branje raznih vrst 
števil (npr. 16- in 32-bitna cela števila, števila s plavajočo vejico, datum/čas itd.) iz 
pomnilnika na PLK v enem pozivu oz. zahtevku. Mi smo izbrali samo format ASCII, in to 
zato, ker je dovolj funkcionalen za našo aplikacijo in ga je lažje implementirati. 
Format ASCII ima dve obliki – ena je za pošiljanje ukazov, druga pa za sprejemanje 
odgovorov. 
 
Oblika ukazov (preglednica B.2) se vedno prične s STX, ki je znak ASCII 47 – »/«. Sledi 
ID enote UnitID, ki določa enoto, kateri je namenjen ukaz; v serijski povezavi RS232 je ta 
vedno 00, ker je mikrokrmilnik neposredno povezan na to enoto. Nato sledi koda ukaza 
(CC) – ta je lahko iz dveh ali treh znakov; vse kode ukazov so navedene v [42]. Poleg kode 
ukaza moramo podati še parametre ukaza (vrednost, pomnilniki, naslov). Na koncu sta še 
kontrolna vsota CRC in končni znak ETX, ki je v ASCII vedno 13 (CR ang. carriage 
return). Maksimalna dolžina ukaza ali odgovora je lahko 260 bajtov (260 znakov ASCII). 
Preglednica B.2: Splošna oblika ukaza PCOM ASCII [42] 
 
Oblika odgovorov je sestavljena podobno (preglednica B.3) – z začetnima znakoma ASCII 
47 in 65 - »/A« (kot STX1). Sledi koda ukaza (ki je sprožil ta odgovor) in vrednosti. Na 
koncu sta kontrolna vsota in zaključni znak ETX (znak ASCII 13). 
Preglednica B.3: Splošna oblika odgovora PCOM ASCII [42] 
 
Celotna programska koda protokola PCOM se nahaja v imenskem prostoru 
»UnitronicsPCOMserial«, ki vsebuje razrede »UnitronicsPCOM«, »PLCresponseASCII« 
in »PLCresponseBINARY«. Prvi razred služi za komunikacijo preko UART, torej piše in 
bere podatkovni tok komunikacije. Drugi razred predstavlja odgovor PLK v formatu 
ASCII. Tretji razred ni implementiran v celoti, ker binarni format ni bil uporabljen 
 
 
Slika B.10: Struktura imenskega prostora »UnitronicsPCOMserial« 
Tako kot pri komunikaciji z modulom XBee smo tudi tu iz glavne zanke programa 
mikrokrmilnika uporabili metodo »Scan_Stream« (slika B.11). Ta bere sprejete znake iz 
podatkovnega toka komunikacije UART. Če sta zadnja sprejeta znaka taka kot začetna, ki 
predstavljata pričetek odgovora PLK (STX1 – »/A«), začne metoda vse naslednje sprejete 
znake znova beležiti v novi notranji niz znakov. 
STX UnitID CommandCode CommandParameters CheckSum ETX





Slika B.11: Diagram poteka sprejemanja ASCII odgovora 
Ko metoda sprejme znak ETX (znak ASCII 13), ki predstavlja konec odgovora, preveri 
kontrolno vsoto. Če ima kontrolna vsota ustrezno vrednost, metoda ustvari primerek 
razreda »PLCresponseASCII« in ga posreduje v program s povratno metodo 
»Invoke_ReceivedPLCresponseASCII«. Če kontrolna vsota ne ustreza, metoda javi napako 
in postavi program v »stanje mirovanja« oz. v glavno zanko programa. 
V programu glavne točke je treba ustvariti relacijsko tabelo, ki povezuje identifikator (ID) 
modula XBee oz. končne točke s pripadajočim registrom na PLK. Te relacije so opisane v 
strukturi tipa »SensorMappingUnitronicsMemory«. Za pridobitev predhodno določenega 
naslova registra za nek senzor kličemo metodo »GetSensorUniAddress«, za parameter pa 
podamo 64-bitni ID XBee. 
Za ustvarjanje ukaza PCOM uporabimo metodo »setAddressASCII« (gre za metodo 
razreda »UnitronicsPCOM«). Parametri, ki jih je treba podati, so: koda ukaza, ID PLK, 
naslov registra (operanda) in vrednost. Metoda generira podatkovni niz oz. ukaz v obliki, 
ki je predstavljena s preglednico B.2. 
B.5 RS485 komunikacija 
Na vezju smo implementirali tudi RS485 komunikacijo za komuniciranje z dodatnimi 
napravami. Ker še ni povsem znano, s katerimi napravami bo treba vzpostaviti 
komunikacijo RS485, nismo mogli izdelati komunikacijskega protokola. Pač pa smo lahko 
le testirali, ali del vezja za to vrsto komunikacije deluje pravilno (gl. poglavje 4.2.3.5). 
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Spodnji sliki (B.12 in B.13) prikazujeta pravilno delovanje komunikacije RS485. Ob tem 
je bila uspešno izvedena galvanska ločitev komunikacije RS485 od preostalega vezja. 
 
Slika B.12: Meritev kanalov A in B komunikacije RS485. Časovna baza (en razdelek) je 1 ms 
 
Slika B.13: Meritev kanalov A in B komunikacije RS485. Časovna baza (en razdelek) je 50 ms 
B.6 Namestitev vozlišč senzorske mreže 
Za vzpostavitev senzorske mreže smo povezali izdelane komponente in jih umestili na 
objekt (zajetje MHE).  
Glavno vozlišče senzorske mreže smo namestili poleg PLK enote V130 v električni 
omarici zajetja (lokacija +L1+L1). Napaja se iz napajalnika 24 VDC za napajanje krmilja 
zajetja. Povezava RS232 s PCOM protokolom je s PLK vzpostavljena preko namenskega 
kabla. 
Modul XBee glavnega vozlišča je konfiguriran kot koordinator omrežja z ustrezno 
nastavljenimi parametri. 
 
Kot je bilo omenjeno že v poglavju 4.2, smo senzorsko mrežo vzpostavili za spremljanje 
naslednjih nivojev vode: 
- vodostaj na jezu, 
- vodostaj bazena usedalnika za grobo frakcijo, 
- vodostaj bazena usedalnika za fino frakcijo, 




Shematski prikaz lokacij na izdelani grafiki je prikazan na sliki B.14. Za vse senzorje smo 
izbrali ustrezno lokacijo ter jih povezali v senzorsko mrežo. 
 
 
Slika B.14: Shema povezav senzorske mreže in slika lokacij senzorjev za merjenje nivoja vode 
Lokacije, definirane v programu SolidWorks Electrical ter modelirnem prostoru 
SolidWorks, so (gl. preglednico 4.1 na strani 32): 
- +L2+L5: Nosilec 1 – Vtočna zapornica (vodostaj na jezu) 
- +L2+L56: Nosilec 2 – Grobe Frakcije 
- +L2+L57: Nosilec 3 – Fine Frakcije 
- Četrti senzor (tlačni) se nahaja za rešetko čistilne naprave (+L2+L3) 
Povezave vezja senzorskega vozlišča teh lokacij so predstavljene v enopolni električni 
shemi v programu Solidworks Electrical na sliki B.15. Slika prikazuje povezave sončnega 
panela, baterije in senzorja. 
 




Vezje in baterijo vozlišč smo zaščitili z ohišjem. Vsa napeljava vozlišča se nahaja na 
pripadajočem nosilcu. Senzorji so na nosilec pritrjeni z cevnim navojem ohišja senzorja. 
Omenjene lokacije in senzorji so prikazani na slikah B.17 in B.16. 
 




Slika B.17: Lokacije UZ senzorjev na zajetju MHE 1 
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Do sedaj smo predstavili le postavitev senzorskih vozlišč za merjenje nivoja vode na jezu 
in v bazenih usedalnikov za grobo in fino frakcijo. Pri implementaciji senzorskega vozlišča 
za merjenje nivoja vode pred vstopom v cevovod, torej za rešetko čistilne naprave, smo 
pristopili nekoliko drugače. Izkazalo se je namreč, da je smotrna uporaba že obstoječega 
tlačnega senzorja (Endress+Hauser FMX167), ki je namenjen za regulacijo agregata MHE. 
Senzor ima tokovni analogni izhod v razponu 4 – 20 mA; ta signal se v A/D pretvorniku 
pretvori v digitalnega in je z zajetja po optični povezavi poslan v strojnico MHE. To je 
prikazano na sliki B.14 (stran 126). 
 
Odločili smo se, da tudi ta senzor integriramo v vzpostavljeno senzorsko mrežo na zajetju 
MHE z brezžičnim modulom XBee. S tem PLK na zajetju pridobi neodvisno meritev 
nivoja vode za rešetko brez dodatnega senzorja in brez implementacije povezave s PLK-
jem v strojnici. 
Vrednost toka analognega izhoda se na uporu (merilni upor) A/D pretvornika pretvori v 
napetost. Upor ima vrednost 250 , torej se v danem razponu izhodnega toka pojavi 
napetost med 1 V in 5 V. Torej lahko v tem primeru vzorčimo vrednosti nivoja vode tako, 
da vežemo elemente za vzorčenje (dodatni pretvornik) zaporedno ali vzporedno z 
obstoječim pretvornikom 
 
Pri zaporedni vezavi moramo tok ponovno pretvoriti v napetost preko upora in vrednost 
vzorčiti ter poslati preko senzorskega omrežja. Pri tem je potrebno paziti na izbiro 
elementov vezja za vzorčenje, saj bosta v tem primeru obstoječi A/D pretvornik in novo 
vezje vezana zaporedno pri čemer se bo pojavila neka »skupna napetost« (ang. common 
mode voltage), različna od GND (0 V). Ta napetost bo prisotna pri vseh dodatnih 
zaporedno vezanih pretvornikih, izjema je le zadnji pretvornik, kjer je skupna napetost 
enaka potencialu GND, torej 0V. Skupna upornost zaporedno vezanih merilnih uporov ne 
sme presegati največjo dovoljeno vrednost upornosti bremena, ki je podana v 
dokumentaciji uporabljenega tlačnega senzorja. Ker ne poznamo elementov TIV 
obstoječega A/D pretvornika bi moral biti le-ta zaporedno vezan kot zadnji. To pomeni, da 
bi novo vezje moralo biti načrtovano upoštevajoč vplive skupne napetosti. 
 
Izkaže se, da je vzorčenje vrednost enostavnejše z vzporedno vezanim dodatnim 
pretvornikom, kjer uporabimo obstoječi merilni upor in skupni GND priključek – s tem se 
izognemo pojavu skupne napetosti (ang. common mode voltage). Da ne pride do 
obremenitvenega efekta obstoječe merilne zanke smo se odločili, da novo vezje 
integriramo s sledilnikom napetosti. Napetost merilnega upora vzorčimo z 10-bitnim A/D 
pretvornikom, vgrajenim na XBee modulu. Potrebna je tudi uskladitev napetostnih nivojev, 
saj je max. napetost preko merilnega upora 5 V, analognega vhoda XBee pa le 1,2 V. 
 
Izdelali smo prototipno vezje s sledečimi komponentami: aktivni nizkofrekvenčni filter 
prvega reda (realiziran z operacijskim ojačevalnikom), delilnik napetosti za uskladitev 
napetostnih nivojev, XBee modul za vzorčenje vrednosti in integracijo v senzorsko mrežo, 
ter komponente za napajanje celotnega vezja (6 V za operacijski ojačevalnik in 3,3 V za 





Slika B.18: Električna shema TIV senzorskega vozlišča 4 (S. V. 4) 
XBee modul konfiguriramo, tako, da vzorči priključek AD3 (17) po pred nastavljenem 
intervalu in vrednost posreduje koordinatorju oz. glavnemu vozlišču omrežja. Prejeto 
vrednost mikrokrmilnik vozlišča obdela ter jo posreduje oz. zapiše v registre sistema 
vodenja. 
 
Izdelano prototipno vezje senzorskega vozlišča je predstavljeno na sliki B.19 in na 
električni shemi na sliki B.18. Vozlišče smo uspešno integrirali v senzorsko mrežo – na 
sliki B.14 (stran 126) ima to vozlišče oznako S.V. 4. 
 






Priloga C  
C.1 Implementacija OPC DA storitve 
OPC strežnik, nameščen na osebnem računalniku, smo preko lokalne Ethernet povezave 
povezali z OPC DA odjemalcem OpenOPC. Strežnik se nahaja v strojnici MHE in 
predstavlja vstopno točko v sistem upravljanja strojnice MHE (predvsem agregata).  
OpenOPC je komplet programskih orodij (ang. toolkit) za delo z vmesnikom OPC DA 
strežnika OPC. Implementiran je na podlagi specifikacij OPC Fundation. Ponuja funkcije 
oz. metode za vzpostavitev povezave s strežnikom, za branje in zapisovanje vrednosti OPC 
elementov (ang. OPC items), za pridobivanje opisnih atributov OPC elementov in za 
sporočanje napak povezave. Programska orodja so pisana v programskem jeziku python, ki 
ga lahko preprosto integriramo v našo ASP .NET Core aplikacijo nadzorno-upravljalnega 
sistema preko knjižnice IronPython. 
 
Vzpostavljeni strežnik OPC DA na osebnem računalniku omogoča branje in zapisovanje 
obratovalnih parametrov sistema. Iste parametre lahko spremljamo oz. spreminjamo tudi 
preko lokalne HMI enote. V preglednici C.1 so našteti nekateri obratovalni parametri do 
katerih lahko dostopamo preko OPC DA, vseh skupaj je 200). Vsak obratovalni parameter 
je v aplikaciji predstavljen s pripadajočim domenskim modelom, ki je manifestiran kot 
primerek razreda ParameterMHE. 
 
Za vzpostavitev komunikacije med aplikacijo in strežnikom OPC smo izdelali namembni 
razred – poimenovali smo ga StrojnicaPLC. Vsebuje vse potrebne metode za vzpostavitev 
in upravljanje povezave ter za branje/pisanje elementov OPC. Razred predstavlja tudi 
preslikave domenskega modela obratovalnih parametrov v elemente OPC DA vmesnika. 
 
Komunikacija poteka preko prehodniške (ang. gateway) storitve OpenOPC Gateway 
Service, ki smo jo namestili na osebni računalnik s strežnikom OPC DA. Ta upravlja z 
vsemi Win32 COM/DCOM poizvedbami odjemalca OpenOPC. Tako smo poenostavili 
povezovanje OPC strežnika in OPC odjemalcev, ki se izvajajo na raznih vozliščih Ethernet 
omrežja – torej tam, kjer strežnik in odjemalec nista nameščena na isti napravi (strojni 
domeni in operacijskem sistemu). Posledično se OPC odjemalci lahko izvajajo v domeni 
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neWindowsovih platform (Linux, Unix, MacOS) – tako je tudi v naši aplikaciji nadzorno- 
upravljalnega sistema. 
 
Primerku razreda StrojnicaPLC smo dodali IP naslov in vrata strežnika ter vrsto oz. 
ponudnika strežnika (v našem primeru je to Intellution.OPCiFIX) – ta ob inicializaciji 
samodejno vzpostavi povezavo in jo tudi vzdržuje, ob prekinitvah pa skuša samodejno 
vzpostaviti povezavo. Sicer pa omogoča branje in pisanje vrednosti obratovalnih 







Za vzorčenje vrednosti v storitvi vzorčenja (gl. poglavje 4.3.2.2) smo uporabili metodo 
ReadAllParametersAsync, ki vrne vse trenutne vrednosti parametrov, torej vrednosti OPC 
elementov OPC DA strežnika. Za zapisovanje novih vrednosti pa smo uporabili metodi 
WriteParameterAsync in WriteParametersAsync. Prvi podamo primerek domenskega 
modela parametra z novo vrednostjo, drugi pa podamo podatkovni niz parametrov z novo 
vrednostjo. 
Preglednica C.1: Izbrani obratovalni parametri, dostopni preko OPC DA 
Tag Opis Tag Opis 
COSFI Faktor moci NAP_L3_BLB Fazna napetost L3 (BLB) 
COSFI_BLB CosFi (BLB) NAP_L12 Generatorska napetost L1-L2 
[V] 
DC_NAP DC napetost [V] NAP_L12_BLB Medfazna napetost L12 
(BLB) 
DELOVNE_URE Delovne ure [h] NAP_L23 Generatorska napetost L2-L3 
[V] 
FREKVENCA Frekvenca NAP_L23_BLB Medfazna napetost L23 
(BLB) 
FREKVENCA_BLB Frekvenca (BLB) NAP_L31 Generatorska napetost L3-L1 
[V] 




Startna pozicija gonilnika NIVO_PROCEN
T 
Nivo vode [%] 





Hitrost v procentih nazivne 
hitrosti 
NIVO_VODE Nivo vode [%] 




Jalova moc generatorja 
(BLB) 
P2 P. za nizek tlak v cevovodu 
L1 P. nivoja vode za start 
agregata 
P3 P. za prenizek tlak v spirali 
L2 P. za nizek nivo vode P4 P. za previsok tlak reg. olja 
L3 P. za prenizek nivo vode P5 P. za prenizek tlak v 
cevovodu 
MAX_MOC Maksimalna moc PROIZ_ENERGI Proizvedena energija [kWh] 
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Tag Opis Tag Opis 
obratovanja JA 
MIN_MOC Minimalna moc obratovanja REG_CRP_T_IZ
K 
Tlak za izklop oljetlacne 
naprave 
MOC Delovna moc [kW] REG_CRP_T_V
KL 
Tlak za vklop oljetlacne 
naprave 
MOC_ Moc generatorja T1 P. za visoko temp. U navitja 
MOC_BLB Moc generatorja (BLB) T2 P. za visoko temp. V navitja 
MOC_REFERENCA Referenca moci T3 P. za visoko temp. W navitja 
N1 Parameter za elektricni 
pobeg 
T4 P. za visoko temp. rad. DE 
lezaja 
NAP_22V Minimalna napetost za trip 1 T5 P. za visoko temp. aks. DE 
lezaja 
NAP_L1 Fazna napetost L1 T6 P. za visoko temp. rad. NDE 
lezaja 
NAP_L1_BLB Fazna napetost L1 (BLB) T7 P. za previsoko temp. U 
navitja 
NAP_L2 Fazna napetost L2 T8 P. za previsoko temp. V 
navitja 
NAP_L2_BLB Fazna napetost L2 (BLB) T9 P. za previsoko temp. W 
navitja 
NAP_L3 Fazna napetost L3 T10 P. za previsoko temp. rad. DE 
lezaja 
 
C.2 Implementacija Modbus TCP storitve 
Vzpostavitev povezave s sistemom vodenja zajetja MHE (PLK Unitronics V130) poteka 
preko protokola Modbus TCP/IP in lokalnega Ethernet omrežja, na katerega je povezan 
tudi PLK. PLK predstavlja Modbus sužnja, aplikacija pa vlogo gospodarja/odjemalca. 
Program PLK smo konfigurirali tako, da obravnava Modbus zahtevke preko Ethernet 
povezave na privzetih vratih 502. 
 
Protokol Modbus TCP je opisan v dokumentih [15] in [17], ki jih vzdržuje Modbus 
Organization. S pomočjo teh dokumentov smo implementirali programsko kodo za 
komunikacijo aplikacije/gospodarja s sužnjem. 
Podatkovni model Modbus vsebuje štiri različne podatkovne tipe; ti so: diskretni vhodi 
(ang. discrete input), tuljave (ang. coils), vhodni registri (ang. input registers) in spominski 
registri (ang. holding registers). Vhodi in tuljave predstavljajo enobitne podatkovne enote; 
vhode lahko le beremo, tuljave pa lahko beremo in pišemo. Registri predstavljajo 
šestnajstbitne podatkovne enote – vhodne registre lahko le beremo (to so npr. analogni 
vhodi), v spominske registre pa lahko tudi pišemo. Če uporabimo večbitne podatkovne tipe 
(32, 64 bit), se ti raztezajo preko več nižjebitnih podatkovnih enot. 
 
Modbus poizvedbe predstavljajo t. i. Modbus funkcije. Ko suženj sprejme zahtevek za 
izvedbo neke funkcije, generira odgovor z rezultatom v določeni obliki. V osnovi 
specifikacija Modbus definira funkcije za dostop do podatkov (ang. data access), 
diagnostiko in ostalo [15]. Vsega skupaj je 21 funkcij in vsaka ima svojo identifikacijsko 
številko oz. funkcijsko kodo (ang. function code). Za našo aplikacijo smo potrebovali 




Po testiranju nekaj že uveljavljenih knjižnic .NET ogrodja smo se odločili, da bomo 
uporabili okrnjeno knjižnico AMWD.Modbus.Tcp, ki je implementirana v .NET Standard 
2.0 in podprta tudi v ASP .NET Core 2.2. Implementirane ima naslednje Modbus funkcije: 
- Read Coils (beri tuljave – funkcijska koda 01), 
- Read Discrete Inputs (beri disketne/digitalne vhode – 02), 
- Read Holding Registers (beri spominske registre – 03), 
- Read Input Register (beri vhodne registre – 04), 
- Write Single Coil (zapiši v tuljavo – 05), 
- Write Single Register (zapiši v register – 06), 
- Write Multiple Coils (zapiši v več tuljav – 15) in 
- Write Multiple Registers (zapiši v več registrov – 16). 
 
Te funkcije zadoščajo za implementacijo komunikacije med našo aplikacijo in PLK. Ker je 
Modbus protokol primeren za raznovrstne naprave, smo v podatkovnih listih naše naprave 
preverili njeno kompatibilnost z Modbus funkcijami in morebitna odstopanja v 
implementacije le-te. 
Pri PLK Unitronics V130 je spominski prostor porazdeljen med več podatkovnih tipov; pri 
Unitronicsu jih imenujejo operandi (ang. operands). V osnovi so razdeljeni med tuljave 
(coils) in registre (16- in 32-bitne). Tuljave se delijo še na 
- MB (ang. memory bit), 
- XB (ang. X bit operand), 
- O (ang. outputs), 
- SB (ang. system bits), 
- I (ang. inputs), 
- T (ang. timer coils), 
- C (ang. counter coils). 
 
Registri pa se delijo na  
- MI (ang. memory integer), 
- XI (ang. X integer), 
- SI (ang. system intege), 
- XL (ang. X long), 
- XDW (ang. X double wor), 
- ML (ang. memory long), 
- SL (ang. system long), 
- MDW (ang. memory double word), 
- SDW (ang. system double word), 
- Timer preset, 
- Timer current, 
- MF (ang. memory float), 
- Cunter preset, 
- Counter current. 
 
V naslednji preglednici so našteti operandi PLK Unitronics V130, ob vsakem pa so 
pripisani: podatkovni kazalec začetnega pomnilniškega mesta, velikost pomnilnika in 
pripadajoči Modbus funkciji (po viru [55]). 
Preglednica C.2: Operandi PLK Unitronics V130 
Tuljave/Registri Modbus funkcija 
Začetni podatkovni 
kazalec (HEX) 




0000h MB 1 01 15 
3000h XB 1 01 15 
4000h O 1 01 15 
5000h SB 1 01 / 
6000h I 1 01 15 
7000h T 1 01 / 
8000h C 1 01 / 




0000h MI 16 03 16 
3000h XI 16 03 16 
9000h SI 16 03 16 
5000h XL 32 03 16 
6000h XDW 32 03 16 
7000h ML 32 03 16 
A000h SL 32 03 16 
8000h MDW 32 03 16 
B000h SDW 32 03 16 
C000h Timer preset 32 03 16 
D000h Timer current 32 03 16 
4000h MF 32 03 16 
E000h Counter preset 16 03 16 
F000h Counter current 16 03 16 
 
Kot vidimo, za komunikacijo preko Modbus zadostujejo funkcije 01 (ang. Read Coils), 03 
(ang. Read Holding Registers), 15 (ang. Write Multiple Coils) in 16 (ang. Write Multiple 
Registers). Pri Unitronicsu imenujejo nekaj funkcij nekoliko drugače, vendar imajo 
ustrezno kodo modbus funkcije – to sta funkciji s kodo 15 (Write Multiple Coils, 
poimenovana tudi Force Coils) in s kodo 16 (Write Multiple Registers, poimenovana tudi 
Preset Holding Registers). 
Funkcije izbrane .NET knjižnice zadoščajo za branje pomnilniških mest oz. operandov 
PLK V130, ki predstavljajo obratovalne parametre zajetja MHE. 
 
Domenski model obratovalnih parametrov (razred ParameterMHE) smo za uporabo v naši 
aplikaciji povezali z operandi PLK. To smo naredili z razredom ZajetjePLC, ki je 
namenjen vzpostavljanju in upravljanju povezave s PLK, poleg tega pa tudi izpostavlja 







Naštete asinhrone metode samodejno, a upoštevajoč podani obratovalni parameter 
(primerek razreda ParameterMHE), generirajo primerne Modbus TCP zahtevke s 
pripadajočimi kodami Modbus funkcij (01, 03, 15 in 16) in vrnejo dobljeni rezultat. 
Pri testiranju smo ugotovili, da ima uporabljena knjižnica napačno implementirano 
Modbus funkcijo 16 in omogoča le zapisovanje enega 16-bitnega operanda naenkrat. Zato 
ni bilo mogoče zapisati 32-bitnih števil, ki zahtevajo hkratna zahtevka za zapis 16-bitnih 
števil. Napaka je bila s pomočjo Modbus specifikacije identificirana in popravljena v 
izvirni kodi. Napako in rešitev smo javili tudi avtorju knjižnice. 





Preglednica C.3: Izbrani obratovalni parametri, dostopni preko Modbus TCP 
Tag Opis 
STIKALO_DALJINSKO_ZAJETJE_INPUT Stikalo Daljinsko uporavljanje Zajetja 
STIKALO_LOKALNO_ZAJETJE_INPUT Stikalo Lokalno upravljanje Zajetja 
H_AGREGAT_ON_OUTPUT Hidravlični agregat ON 
PH_AGREGAT_ON_OUTPUT Pomožni Hidravlični agregat ON 
KONTAKTOR_KRMILJE_ON_OUTPUT Kontaktor za krmilje ON 9K2 
POTNI_V_Y1_ON_OUTPUT Potni ventil Y1 ON 
ZAJETJE_P_NIVO_OLJE_NIZEK Pogoj 6B2 Nivo olja nizek (programski pogoj) 
ZAJETJE_P_H_FILTTER_NAPAKA Pogoj Hidravlicni filter napaka (programski pogoj) 
ZAJETJE_P_H_AGREGAT Pogoj Agregat (programski pogoj) 
ZAJETJE_P_POMOZNI_H_AGREGAT Pogoj Pomozni Agregat (programski pogoj) 
ZAJETJE_P_CISTILNA Pogoj Grablje (programski pogoj) 
ZAJETJE_P_ZAPORNICE Pogoj Zapornice (programski pogoj) 
ZAJETJE_P_ZAPORNICE_1 Pogoj Zapornice #1 (Zapornice pri agregatu) 
ZAJETJE_P_ZAPORNICE_2 Pogoj Zapornice #2 (Zapornice pri jezu) 
GRABLJE_AUTO_EN_CIKEL_START Grablje En Cikel Start 
GRABLJE_AUTO_EN_CIKEL_STOP Grablje En Cikel Stop 
START_HIDR_AGREGAT Remote Marker Vklop Hidravličnega agregata 
STOP_HIDR_AGREGAT Remote Marker Izklop Hidravličnega agregata 
START_P_HIDR_AGREGAT Remote Marker Vklop Pomožnega Hidravličnega 
agregata 
STOP_P_HIDR_AGREGAT Remote Marker Izklop Pomožnega Hidravličnega 
agregata 
KORITO_LISTJE_OSN Remote Marker Korito za listje v Osnovni položaj 
KORITO_LISTJE_PREKUC Remote Marker Korito za listje Prekuc 
Z_FINE_FRAKCIJE_ZAPIRANJE Remote Marker Zapornica Fine Frakcije Zapiranje 
Z_FINE_FRAKCIJE_ODPIRANJE Remote Marker Zapornica Fine Frakcije Odpiranje 
NIVO0_CISTILNA Nivo za rešetko čistilne naprave 
NIVO1_FINE_FRAKCIJE Nivo usedalnik Fine frakcije 
NIVO2_GROBE_FRAKCIJE Nivo usedalnik Grobe frakcije 
NIVO3_NA_JEZU Nivo na jezu 
KORITO_STANJE_POTRJENO Korito Stanje Potrjeno 
Z_FINE_FRAKCIJE_STANJE_POTRJENO Z.Fine Stanje Potrjeno 






Priloga D  
D.1 Entitete podatkovne baze 
To poglavje dopolnjuje poglavje 4.3.2.3. Pomembni del naše aplikacije je t. i. domenski 
model. Ta je tesno povezan z uporabljenim sistemom shranjevanja podatkov ter z njihovo 
predstavitvijo v sami aplikaciji in v sistemu shranjevanja podatkov. 
Podatki ASP .NET Core aplikacije so v urejeni obliki predstavljeni z razredi oz. s primerki 
le-teh v obliki njihovih lastnosti oz. polij (ang. class properties/fields). Te v naši aplikaciji 
upravljamo, njihove spremembe pa preko izbranega ponudnika ORM (ang. object-
relational mapping) zrcalimo v domeno entitet hrambe podatkov. 
 
Odločili smo se, da je za upravljanje našega modela aplikacije primerna uporaba relacijske 
podatkovne baze – v njej so podatki predstavljeni s tabelami in z njihovimi relacijami. 
Vsaka vrstica tabele predstavlja entiteto, stolpec pa njene pripadajoče podatke oz. atribute. 
Za upravljanje SQL podatkovne baze smo izbrali sistem PostgreSQL. Tega smo dopolnili, 
in sicer smo določene tabele podatkovne baze, ki predstavljajo časovno vrsto, nadgradili z 
vtičnikom Timescale v t. i. hipertabele (ang. hypertable). Za ORM smo izbrali Entity 
Framework Core ponudnika Npgsql; njihova funkcionalnost je zavzeta z vzorcem 
repozitorija (ang. the repository design pattern) v primerkih razredov 
PodatkovnaBazaAplikacijeContext, MHERepository in MHEAlarmRepository, ki imajo 
implementirane metode za upravljanje toka podatkov. 
 
Slika D.1: Prikaz strukture domenskega modela, podatkovne baze (tabel) in vmesnikov aplikacije 
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Domenski model naše aplikacije je predstavljen z več entitetami, ki pripadajo svoji tabeli 
podatkovne baze. Entitete so navedene v spodnji preglednici. 
Preglednica D.1: Entitete domenskega modela 
Entiteta Tabela Opis 
ParamterMHE ParametersMHE Definicije obratovalnih 
paramterov 
AlarmCondition AlarmConditions Definicije alarmih vrednosti 
Alarm Alarms Alarmi sistema 
Log Logs Zapisi beležnika aplikacije 
SampleAnalogChangeMHE SamplesAnalogChangeMHE Arhivirani vzorci sprememb 
zveznih obratovalnih 
parametrov 
SampleDigitalChangeMHE SamplseDigitalChangeMHE Arhivirani vzorci sprememb 
digitalnih obratovalnih 
parametrov 
SampleVitalMHE SamplesVitalMHE Arhivirani vzorci vrednosti 
vitalnih/pomembnih 
obratovalnih parametrov 
D.1.1 Entitete parametrov, alarmov in sporočil 
ParamterMHE 
V entitetah ParameterMHE in enako imenovanih razredih naše aplikacije so potrebni 
podatki o obratovalnih parametrih sistema. Trenutno je določenih 300 obratovalnih 
parametrov – 200 PLK strojnice in 100 PLK zajetja. Parametri so določeni z naslednjimi 
atributi (stolpci tabele) oz. lastnostmi: 





ParameterID Unikatni identifikator obratovalnega parametra integer 
DeviceParameterTAG Unikatna oznaka parametra na napravi (PLK) text 
AliasTAG Alias parametra, namenjen poenostavljeni uporabi v aplikaciji text 
Opis Besedni opis parametra text 
Lokacija Lokacija parametra text 
Naprava Pripadajoča naprava text 
PodSklop Podsklop (npr. električna omarica) text 
MaxVrednost Maksimalna vrednost obratovalnega parametra double 
Scale Skalarni faktor pretvorbe za namene arhiviranja double 
Enota Fizikalna enota text 
ScaleRaw Skalarni faktor pretvorbe iz vzorčene vrednosti v fizikalno 
veličino 
double 
TabelaArhiviranja Pripadajoča tabela arhiviranja integer 
IntervalArhiviranja Interval arhiviranja v sekundah integer  
IsReadonly Parameter lahko le beremo boolean 
IsAutoreset Parameter se po spremembi samodejno postavi na privzeto 
vrednost 
boolean 
DefaultAutoresetDelay Privzeta zakasnitev ob postavitvi v privzeto vrednost, v 
milisekundah 
double 
DefaultResetValue Privzeta vrednost double 
OpisPodatkovniTip Besedni opis podatkovnega tipa na pripadajoči napravi text 





Entitete AlarmCondition tabele AlarmConditions definirajo alarme sistema glede na 
podane atribute. Sistem ima definiranih 232 alarmov, ti so določeni naslednjimi atributi: 





AlarmConditionID Unikatni identifikator definicije alarma integer 
ParameterID Identifikator pripadajočega obratovalnega parametra integer 
AlarmPriority Prioriteta alarma integer 
AlarmnaVrednost Alarmna vrednost double 
AlarmTrigger Pogoj za alarm integer 
OcenaVrednosti Besedni opis vrednosti text 
Ignore Ali se alarm ignorira boolean 
Hide Ali se alarm skrije boolean 




Vsi sproženi/generirani alarmi sistema se nahajajo v tabeli Alarms. Alarme generiramo v 
programu na podlagi definicij, predstavljenih z AlarmCondition. Alarme preko 
uporabniškega vmesnika potrdimo z zapisom »true« v atribut AlarmPotrjen. Ostali atributi 
alarma so navedeni v preglednici D.4. 





AlarmID Unikatni identifikator alarma integer 
ParameterID Identifikator pripadajočega obratovalnega parametra integer 
OpisParametra Opis obratovalnega parametra text 
AlarmConditionID Unikatni identifikator definicije alarma integer 
Opis Opis alarma text 
Vrednost Vrednost pripadajočega obratovalnega parametra ob alarmu duble 
AlarmnaVrednost Alarmna vrednost pripadajočega obratovalnega parametra double 
Hide Ali skrijemo alarm boolean 
AlarmPotrjen Ali je alarm potrjen boolean 
DatumPrvi Časovna oznaka prvega alarma timestamp 




Entitete log so sporočila, ki jih zapisujemo preko beležnika aplikacije. Te nosijo razne 
informacije različnih prioritet. Preko beležnika subjetku sporočamo predvsem podatke o 




Preglednica D.5: Atributi entitete log 
Ime atributa/stolpca tabele Opis Podatkovni 
tip 
Message Sporočilo Text 
message_template Predloga sporočila Text 
level Prioriteta integer  
timestamp Časovna oznaka Timestamp 
exception Sporočilo izjeme Text 
 
D.1.2 Entitete arhiviranja vrednosti 
Modele oz. entitete arhiviranih podatkov (vrednosti obratovalnih parametrov) smo razdelili 
med tri ločene entitete. Tako smo zaradi različnih značilnosti arhiviranja in lastnosti entitet 
predvsem zmanjšali potrebno velikost pomnilniškega medija in hitrost branja iz 
podatkovne baze. To, kateri obratovalni parametri se arhivirajo in v katero tabelo 
podatkovne baze se arhivirajo, smo določili z atributoma TabelaArhiviranja in po potrebi 
tudi IntervalArhiviranja (privzeta nastavitev je arhiviranje ob spremembi vrednosti). 
Entitete arhiviranih podatkov se nahajajo v tabelah, ki so pretvorjene v hipertabele vtičnika 
Timescale. Spodaj so opisane uporabljene entitete in njihovi atributi. Vse entitete imajo 
enako imenovani razred v aplikaciji ASP .NET Core in ti implementirajo vmesnik 




Entitete predstavljajo arhivirane vrednosti določenih obratovalnih parametrov. Te 
vzorčimo na določen interval (ki je veliko večji od intervala vzorčenja vzorčne zanke) ali 
ob spremembi vrednosti parametrov. Primeri takih parametrov so delovne ure (arhiviranje 
na 30 minut), proizvedena energija (arhiviranje na 30 minut), meja za nizki nivo vode 
(arhiviranje ob spremembi), referenca nivoja/moči ipd. 
Preglednica D.6: Atributi entitete SampleAnalogChangeMHE 
Ime atributa/stolpca 
tabele 
Opis Podatkovni tip 
Time Časovna oznaka timestamp 
ParameterID Identifikator obratovalnega parametra integer 
Vrednost Vrednost obratovalnega parametra bigint, null (8 bajtov + 
1 bit) 
 
Entiteta je določena s časovno oznako in identifikatorjem pripadajočega obratovalnega 
parametra. Zadnji atribut nosi zabeleženo vrednost, predstavljeno s podatkovnim tipom 
bigint, v katerega lahko zapišemo tudi nično vrednost (null). Tak podatkovni tip zasede 65 
bitov. 
Vsaka vrstica tabele predstavlja vrednost nekega parametra ob določenem času. Kot 
vidimo, je pri taki obliki tabele možno, da bo več entitet (vrstic) z istim atributom Time, a 
za različne parametre. Temu pravimo tudi ozka tabela (ang. narrow-table ali tudi le narrow 
data). 
Tabela je pretvorjena v hipertabelo particijami po atributih ParameterID in po Time (v tem 
vrstnem redu). SQL ukaz za pretvorbo tabele je: 
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SELECT create_hypertable('"SamplesAnalogChangeMHE"', 'Time') 
CREATE INDEX ON "SamplesAnalogChangeMHE" ("ParameterID", "Time" DESC); 
 





Entitete predstavljajo spremembe digitalnih obratovalnih parametrov, katerih vrednosti so 
predstavljene s podatkovnim tipom boolean (z možnostjo null), ki zavzame 2 bita. Primeri 
takih obratovalnih parametrov so: agregat obratuje, razni digitalni vhodi I/O modulov PLK 
itd. Atributi parametrov so podobni kot pri SampleAnalogChangeMHE, le z drugimi 
podatkovnimi tipi. 
Preglednica D.7: Atributi entitete SampleDigitalChangeMHE 
Ime atributa/stolpca 
tabele 
Opis Podatkovni tip 
Time Časovna oznaka Timestamp 
ParameterID Identifikator obratovalnega parametra Integer 
Vrednost Vrednost obratovalnega parametra boolean, null (2 bita) 
 
Tabela ima prav tako obliko ozke tabele (ang. narrow-table) in je pretvorjena v hipertabelo 
s particijami po ParameterID in časovni oznaki (Time). SQL ukaz za pretvorbo je: 
SELECT create_hypertable('"SamplesDigitalChangeMHE"', 'Time') 




Aplicirali smo nekoliko drugačen pristop k arhiviranju vrednosti, pomembnih iz vidika 
kontinuiranega spremljanja stanja MHE. V tej fazi smo definirali 27 obratovalnih 
parametrov, katerih vrednosti arhiviramo v znanem intervalu v glavni zanki vzorčenja 
(predstavljena v poglavju 4.3.2.2 Storitev za vzorčenje vrednosti obratovalnih parametrov 
MHE in posodabljanje stanja). 
Za tabelo teh entitet je bolj primerna t. i. široka tabela (ang. wide -table oz. wide data) [56], 
ker imajo vse entitete (vzorci) isto časovno oznako in enak interval vzorčenja. Tu stolpci 
predstavljajo posamezne parametre, vrstica pa njihovo vrednost v nekem času. Taka oblika 
nam omogoča tudi izbiro optimalnega podatkovnega tipa za dani parameter 
(atribut/stolpec). V spodnji preglednici so opisani atributi entitete. 
Preglednica D.8: Atributi entitete SampleVitalMHE 
Ime atributa/stolpca 
tabele 
Opis Ime atributa/stolpca 
tabele 
Opis 
Time Časovna oznaka TEMP_GN_W T. gen. navitja W 
COSFI Fazni premik TEMP_GRL_DE T. ležaja DE 
DC_NAP Enosmerna napetost TEMP_GRL_NDE T. ležaja NDE 
GONILNIK_POS Pozicija gonilnika TOK_L1 Generatorski tok L1 
HITROST_PROCENT Vrtilna hitrost TOK_L2 Gen. tok L2 
JALOVA_MOC Jalova moč TOK_L3 Gen. tok L3 





Opis Ime atributa/stolpca 
tabele 
Opis 
NAP_L12 Napetost L12 T_REG_OLJA Tlak  
NAP_L23 Napetost L21 T_SPIRALA Tlak spirale turbine 
NAP_L31 Napetost L31 VODILNIK_POS Pozicija vodilnika 
NIVO_VODE Nivo vode za regulacijo 
MHE 
NIVO0_CISTILNA Nivo vode za čistilno 
TEMP_GAL_NDE Temperatura ležaja NDE NIVO1_FINE 
_FRAKCIJE 
Nivo vode bazen fine 
frakcije 




Nivo vode bazen grobe 
frakcije 
TEMP_GN_V T. gen. navitja V NIVO3_NA_JEZU Nivo vode na jezu 
 
Vsi podatkovni tipi (z izjemo Time – tipa timestamp) so tipa smallint z možnostjo zapisa 
nične (null) vrednosti, torej je skupna velikost 17 bitov (2 bajta + 1 bit). V splošnem 
osnovne implementacije SQL podatkovne baze (tudi PostgreSQL) ne podpirajo 
nepredznačenih števil. Za naše potrebe se je podatkovni tip smallint izkazal kot optimalen.  
Vzorčene vrednosti so v osnovi predstavljene v podatkovnem tipu double (8 bajtov), nato 
se preko atributa ScaleRaw entitete ParameterMHE pretvorijo v pravo vrednost 
obratovalnega parametra z določeno fizikalno enoto. Pri arhiviranju se te prave vrednosti 
pretvorijo s faktorjem v atributu Scale – tako prilagodimo vrednost podatkovnemu tipu 
tabele podatkovne baze in ohranimo dovolj pomembnih številk.. 
Ta tabela je prav tako pretvorjena v hipertabelo z ukazom: 
SELECT create_hypertable('"SamplesVitalMHE"', 'Time'); 
 
Particije so ustvarjene le glede na stolpec »Time« s privzetimi nastavitvami, torej s 




D.2 Uporabljene knjižnice čelnega dela aplikacije 
Preglednica D.9: Uporabljene knjižnice čelnega dela aplikacije 
Naziv Verzija Opis 
Boostrap 4.3.1 Ogrodje za izdelavo odzivnih/prilagodljivih spletnih strani 
jQuery 3.3.1 JavaScript knjižnica, ki poenostavi pisanje programske kode čelnega 
dela (manipuliranje HTML DOM, upravljanje krmilnikov dogodkov 
itd.). 
signalr 1.1.0 JavaScript knjižnica storitve SignalR, ki je na strani odjemalca. 
Omogoča komunikacijo preko Signal R. 
tempusdominus-
bootstrap-4 
5.1.2 Knjižnica za grafični element, ki predstavlja izbirnik datumov in časa 
(ang. datetime picker). 
bootstrap4-toggle 3.1.0 Knjižnica za grafični element naprave z dvema stabilnima stanjema 
(npr. preklopno stikalo). 
bootstrap4-notify 4.0.3 Knjižnica, ki omogoča spremembo navadnih Boostrap alarmov v 
»Grow-like« pojavnih oken za obveščanje subjekta. 
animate.css 3.7.0 CSS in JavaScript knjižnica za enostavno animiranje HTML 
elementov 
moment.js 2.24.0 JavaScript knjižnica za upravljanje s podatkovnimi tipi, ki 
predstavljajo čas oz. datume. 
moment-duration-
format 
2.2.2 Knjižnica za slogovno oblikovanje podatkovnih tipov, ki predstavljajo 
nek časovni interval (ang. duration). Dopolnjuje knjižnico moment.js. 
suncalc 1.8.0 JavaScript knjižnica za izračun časov zahoda/vzhoda nebesnih teles ob 
različnih letnih časih in na raznih geografskih točkah Zemlje. 
lodash.js 4.17.11 Knjižnica dodatnih metod (implementiranih v JavaScript) za 
upravljanje s podatki – nizi podatkov, slovarji, objekti itd. 













Priloga E  
E.1 Pogleda Home in Agregat na zaslonu prenosnih 
naprav 
 





E.2 Pogled Alarmi 
Pogled Alarmi prikazuje vse nepotrjene alarme sistema. Pogled vrača MVC krmilnik 
AlarmiController, na končni poti »/Alarmi« s predlogo pogleda Alarmi/Index.cshtml. 
Alarmi se generirajo glede na njihove definicije, podane ob vzorčenju vrednosti 
parametrov sistema. Te shranimo v podatkovno bazo, poleg tega jih pošljemo še preko 
povezave SignalR na čelni del aplikacije. Za to, da omogočimo posredovanje alarmov v 
realnem času, moramo vzpostaviti povezavo SignalR med čelnim in zalednim delom 
aplikacije preko Hub na končni povezavi »/alarmiHub«. 
 
Pogled Alarmi vsebuje dve tabeli – zgornjo za alarme strojnice MHE in spodnjo za alarme 
zajetja MHE. Ob naslovu obeh tabel je v rdečem okvirju navedeno število aktivnih 
alarmov. Pogled Alarmi je prikazan na sliki E.2. 
 
 
Slika E.2: Pogled Alarmi 
Alarmi se obarvajo glede na njihovo prioriteto – uporabili smo barve sporočil Boostrap 
ogrodja: rdeča barva pomeni najvišjo vrednost prioritete, svetlo modra najnižjo, med njima 
sta svetlo rdeča in svetlo rumena barva. Vrstice tabel so razreda »mhe_alarm« in se 
obarvajo glede na vrednost prioritete, ki jo nosi atribut »data-alarm_prioriteta«. 
Pod vsako tabelo je gumb, s katerim potrdimo prikazane alarme; akcija gumba v ozadju 
generira HTTP POST poizvedbo na MVC krmilnik pogleda (AlarmiController), ki vsebuje 
ID alarmov, katerih potrditev smo zahtevali. Metoda za potrditev alarmov (na strani 
krmilnika) pridobi alarme iz podatkovne baze, nato pri alarmih s sprejetim ID zapiše 




E.3 Pogled Pregled parametrov 
Pogled za pregled parametrov nam v tabeli izpiše vse parametre in njihove atribute, ki smo 
jih definirali v tabeli podatkovne baze ParametriMHE. K pogledu spada MVC krmilnik 
»PregledParametriController«. Do pogleda dostopamo preko končne poti 
»/PregledParametri«. 
 
Slika E.3 prikazuje del pogleda Pregled parametrov, in sicer prvih šest definiranih 
parametrov z atributi in trenutno vrednostjo. Trenutne vrednosti se ves čas osvežujejo 
preko povezave SignalR. 
 
Slika E.3: Pogled Pregled parametrov 
 
 
Ta pogled je zadnji pogled grafičnega vmesnika nadzorno-upravljalnega sistema MHE 
Zarakovec. 
 
 
 
 
  
  
  
 
 
