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Geliştirilen Programın Mantığı 
1- Program, komut isteminden girilen parametreleri okur.  
2- Program, çizgeyi içeren dosyayı okur.   
3- Kullanılan Floyd-Warshall [5] All Pairs Shortest Path(APSP) al-
goritması sayesinde her iki köşe arasındaki en kısa yol bulunur, 
böylece bulunan yolun daha kısa olması sağlanır ama bazı  no-
delardan birkaç kere geçilmesi gerekilebilir. 
4- Kullanıcı tarafından seçilen Genetik Algoritma, Simulated An-
nealing veya Branch and Bound ile bir çözüm bulunur.  
5- Bulunan en iyi çözümün uzunluğu ve geçtiği köşelerin sırası 
komut istemine bastırılır.  
6- (Tercihen) Çizge ve bulunan çözüm yolu, GraphViz programıy-
la resim formatına dönüştürülür. Bu resimde kırmızı oklar bulu-
nan çözüm yolunu, noktalı kırmızılar da normalde olmayan fakat 
APSP tarafından bulunan yolları ifade etmektedir.  
Örneğin, yandaki çizgede 7 numaralı köşeden 8 numaralı köşeye 
olan, noktalı kırmızı çizgilerle gösterilmiş geçiş aslında 7 -> 10 -> 8 
şeklindedir. Çizilen yol uzunluğu olan 24 de dolayısıyla 7 numaralı 
köşeden 10 numaralı köşeye olan yol uzunuluğu 15 ile 10 numaralı 
köşeden 8 numaralı köşeye olan yol uzunluğu 9’un toplanmasıdır.  
Programın Kullanımı 
Programlar “.exe” halinde çalıştırılabilir. Aldıkları değerleri içe-
ren girdi “graph.txt” adında bir çizgedir. Programın normal ola-
rak çalışması için sadece “.exe” dosyalarına çift tıklanması ye-
terlidir. Eğer ki kullanıcının özellikle kullanmak istediği bir para-
metre var ise, bunu programa rahatlıkla ekleyebilir. Kullanıcı ta-
rafından eklenmek istenen parametrelerin dışarıdan alınması 
için, “.exe” dosyalarının bulunduğu klasör içine açılan bir komut istemi penceresi yardımıyla istenilen pa-
rametrelerin çalıştırılma kodları programa Parametre İşlevi 
-f Girdi dosyasının adıdır. “.txt” formatında olması gerekmez.  
Varsayılan değeri “Graph.txt”dir. 
-m Mutasyon olasılığıdır. 0 ile 1 arasında olmalıdır. 0 olursa hiç 
mutasyon olmaz; 1 olursa hep mutasyon olur. 
Varsayılan değeri 0.075’tir. 
-p Popülasyon sayısıdır. 
Varsayılan değeri 200’dür. 
-i İterasyon(tekrarlama) sayısıdır. Ne kadar yüksekse o kadar 
iyi sonuç bulur fakat çalışma süresi uzar. 
Varsayılan değeri 10000’dir. 
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Amaç 
 Bu test programı, rastgele üretilen çizgeler üzerindeki tüm noktalardan geçen ve rastgele seçilen iki nokta arasındaki en kı-
sa yolu bulan çözüm yöntemlerinin birbirleriyle karşılaştırılması için geliştirilmiştir. Karşılaştırma sonucunda, en verimli çözüm 
Giriş 
Çizge kuramı, matematikçi ve fizikçi Leonhard Euler tarafından temeli 1736'da atılan bir kavramdır. [1] Çizge (çizit) kura-
mı, "uçlar" ve uçları bağlayan "kenar"ları inceler. Kuram, matematikle ilgili gibi görünse de, günümüz bilişim teknolojileri 
alanında çok önemli bir yere sahiptir.  
Bu çalışmamız bir çizge üzerinde seçilen iki köşe arasındaki en kısa Hamilton Yolu’nu hesaplama problemi üzerine kuru-
ludur. Problem, NP-hard düzeyindedir. Bu problemin çözümü üzerinden birkaç algoritmayı ve o algoritmaların parametre-
lerini karşılaştırmaktadır. Bu algoritmalar iki ayrı metaheuristik yöntem “Genetik Algoritma”, “Simulated Annealing
(Benzetilmiş Tavlama)” ve “Branch and Bound”(Dallanma ve  
Sınırlandırma[2] )”dur.   
Çözmeye çalıştığımız sorunun temelini oluşturan Hamilton Yolu NP-Complete bir problemdir. Fakat sorunun geri kalanı 
en kısa Hamilton yolu bulmak üzerinedir. Bu nedenle verilen sonucun doğru yani en kısa yol olup olmadığı polinomsal za-
manda anlaşılamaz. Bu yüzden projemizde üzerine çalıştığımız problem NP-harddır.[3]    
Genetik algoritma, doğadaki evrimsel süreci temsil edecek şekilde en iyinin hayatta kalması prensibine göre çalışır. 
Problem kümesi içindeki her elemanın çözüm için uygun olup olmadığı, fitness(uygunluk) fonksiyonuna göre belirlenir. Fit-
ness değeri yüksek olan elemanlar (ebeveynler), iki adet çocuk oluşturur. Bu iki çocuk da ebeveynlerinin özelliklerinin çap-
razlanmış hallerini taşıdığından dolayı daha uygun çözüm sunma ihtimalleri yükselir. Bu çaprazlamalar sonucu fitness de-
ğeri yüksek olan çocuklar ebeveyn olurken, düşük olanlar çözüm dışı bırakılırlar. [4]  
Simulated annealing(Benzetilmiş Tavlama)de ise, problem kümesinin elemanlarından birisi rastgele olarak seçilir. Daha 
sonra o elemanın komşularından birisi yine rastgele olarak seçilir. Aralarındaki yol uzunluğu hesaplanır. Seçilen bir diğer 
üçüncü eleman ikinci elemandan daha iyiyse otomatik olarak ona gidilir; eğer daha kötüyse de sıcaklıkla ters orantılı olarak 
ona geçilme olasılığı vardır. Fakat bir yerden sonra kötü sonuç seçme ihtimali azalmakta ve daha iyi sonuçlara yönelme art-
maktadır. Buna rağmen kötü sonuçları da seçmesi, daha genele de fazla bakmasını sağlamaktadır. Böylece küme çapında 
daha genel bir çözüm elde edilir.  
  
Branch and Bound (Dallanma ve Sınırlandırma), ise optimal çözümü bulmak için olabilecek tüm çözümleri dener ve böy-
lece en iyiyi bulmayı garantiler. Brute Force algoritmalardan asıl farkı ise Bound(Sınırlandırma) kısmıdır. Bu kısım o ana ka-
dar oluşturulan en iyi koşullarda alabileceği değeri hesaplar. Bu değer sayesinde hesaplanması gereken bir çok permütas-
yon denenmeden elenebilir. Bu da programın çalışma hızını çok büyük oranda artırır.  
Bu proje ile hem günlük kullanıcın hayatını kolaylaştırabilecek rahatlıklar sağlayan günlük bir program; hem de NP-hard 
düzeyindeki problemlerin çözümünde kullanılması gereken algoritmalar ve parametrelerin karşılaştırıldığı akademik bir 
program oluşturmayı amaçladık. Oluşturulan bu programın birçok kullanım alanı vardır. İnternet üzerinde veri paketlerinin 
yönlendirilmesi ve aktarılmasından; turistik amaçlı bir gezide kullanılabilecek en kısa ama en kapsamlı yolu bulmaya kadar 
Yöntem 
Şekil 1 -  Örnek Çizge 
Şekil 2 - Çözülmüş yol  
Kullanılan Programlama Dili ve Ek Programlar 
Bu programda, C++ programlama dili kullanılmıştır. Bu dilin kullanılmasının sebebi, hızlı ve kararlı olmasıdır. Ayrıca STL kütüp-
hanesinin C++’ta bulunması ve bu dili kullanma tecrübemizin, diğer dillerden fazla olmasıdır. Program, kullanımı ve arayüzü 
kolay olan Notepad++, Visual Studio 2010 ve MinGW derleyicilerinde yazılmıştır. Ek program olarak; problem çizgelerini ve 
bunların çözülmüş hallerini görselleştirebileceğimiz AT&T Labs Research tarafından geliştirilen GraphViz yazılımını kullandık.  
Parametre İşlevi 
-f Girdi dosyasının adıdır. “.txt” formatında olması ge-
rekmez.  Varsayılan değeri “Graph.txt”dir. 
-c Soğuma oranıdır. Sıcaklığın düşüşünü üstel olarak et-
kiler yani artışındaki ufak bir miktar bile programın 
çalışma süresini büyük oranda değiştirebilir. Ne ka-
dar az ise program o kadar iyi sonuç bulur ancak ça-
lışma süresi uzar. 
Varsayılan değeri 0.0003’tür. 
-T Sıcaklıktır. Ne kadar yüksekse ilk başta rastgele çö-
züm seçebilme olasılığı o kadar yüksektir. 
Genetik  
Algoritma 
 İle Çözüm  
Bulan  
Programın  
Ekran Görüntü-
sü (GA.exe) 
Parametre İşlevi 
-f Girdi dosyasının adıdır. “.txt” formatında olması gerek-
mez.  Varsayılan değeri “Graph.txt”dir. 
Simulated 
Annealing 
 İle Çözüm Bulan  
Programın  
Ekran Görüntüsü 
(SA.exe) 
Branch And 
Bound 
 İle Çözüm Bulan  
Programın  
Ekran Görüntüsü 
(BB.exe) 
Verilerin Toplanması  
Verilerin toplanması için test programı kullanılmıştır. Bu program önce rastgele bağlı bir çizge yaratmaktadır. Sonra, Genetik 
Algoritma, Simulated Annealing ve Branch and Bound programlarını çağırır. Bu programlar, verileri, kendileri dosyaya kaydet-
mektedirler. Süreler chrono kütüphanesi kullanılarak bulunmuştur. Grafikler Microsoft Office Excel programı kullanılarak çizil-
Sonuç 
Yandaki grafikte Branch and Bound yöntemi optimal çözümle-
ri gösterir. Simulated Annealing’in bulduğu sonuçlar genelde 
Genetik Algoritma’dan daha kötüdür. Ayrıca, hatanın köşe sa-
yısıyla doğru orantılı olarak arttığı görülebilir. Branch and Bo-
und optimal çözümü bulmasına rağmen çok uzun süre aldığı 
için çok köşe sayılarında onun yerine Genetik Algoritma ya da 
Simulated Annealing kullanılabilir. 
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Yandaki grafikte görüldüğü üzere 100000 iterasyonda Genetik 
Algoritma, Simulated Annealing’den daha iyi sonuçlar vermiş-
tir. 10000 iterasyonda daha geride kalmasının sebebi, daha az 
yol denemesidir.  Bir sonraki sayfada ise bu çözümler için kul-
lanılan sürelerin grafikleri yer almaktadır. Genetik algoritma 
için mutasyon oranı, 0.075’tir.  
TED Ankara Koleji Vakfı Özel Lisesi 
Yandaki grafikte genetik algoritma 100000 iterasyonun diğer-
lerine göre daha uzun sürdüğü görülmektedir, maksimum 10 
saniye sürmüş olmasına rağmen burada önemli olan verimli-
liktir ve Grafik-2'de de görüldüğü üzere Simulated Annealing 
çok daha kısa sürede benzer değerleri bulmuştur. Çok daha iyi 
bir sonuç bulmak üzere programların dakikalarca hatta saat-
lerce çalıştırılabileceği göz önüne alınırsa Simulated Annealing 
bu tarz durumlar için daha uygundur. Grafik 4'te ise Genetik 
