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El objetivo principal de  las comunicaciones es el  intercambio de  información, pero si algo ha 
cambiado en los últimos años es el tipo de información que solicitan los usuarios de internet. 
Desde la puesta en marcha de la plataforma conocida como Web 2.0, cuya propuesta es dar un 
protagonismo  a  los  usuarios  que  antes  no  tenían  convirtiéndolos  en  generadores  de 
contenidos y dándoles  la completa  libertad de poder elegir  la  información que quieren ver, y 
gracias a los cada vez más grandes anchos de banda de que se disponen, se han popularizado 
en Internet multitud de servicios que antes se consideraban inconcebibles. Hace poco más de 
10 años que se puso en marcha  la  internet  tal como  la conocemos hoy en día, pero ha sido 
cosa de estos últimos años en que ha habido una explosión de servicios,  llevando  internet a 
algo más  que  un  conjunto  de  páginas  web,  correos  electrónicos,  servidores  de  noticias  y 











mantenimiento  por  alojar  y  difundir  los  videos  o  los  que  hacen  esto  a  cambio  de  incluir 
publicidad  de  una  forma  más  o  menos  encubierta.    Y  al  final  de  tantas  opciones,  el 


















Dado  el  cada  vez  mayor  número  de  posibilidades  de  elección  donde  albergar  contenido 




proyectos  anteriores  esto  ya  se  ha  hecho  aunque  de  una  forma  más  rudimentaria  y  en 
lenguaje Java. En este proyecto se propone  llevar estos proyectos un paso más allá y además 
portarlos a C#. Para conseguir esto, este proyecto se va a centrar más en  los medios con  los 






• Proporcionar  una  implementación  del  patrón  Objeto  Activo  en  el  lenguaje  C#  y 
documentarla de forma que sirva a los objetivos docentes del área. 




















Capítulo  3:  Patrón  objeto  activo,  explicación  detallada  de  la  estructura  básica  del  patrón 
objeto activo. 





• Estructura:  Consta  de  varios  apartados,  cada  uno  dedicado  a  un  componente  del 
patrón. Detalla la estructura de cada uno. 
• Dinámica: Explica las fases en que se divide el patrón según lo que esté haciendo.  
• Implementación: Al  igual que  la estructura, dedica un apartado a  la  implementación 
de cada componente del patrón en el caso concreto del gateway. 
 
Capítulo 4: Paquetes y  librerías, este capítulo va destinado a  identificar  los paquetes usados 
en el proyecto ajenos a los de .NET y a los paquetes en que se va a organizar el código. 




Capítulo  5:  Implementación  del  patrón,  se  divide  en  cuatro  apartados  y  detalla  todos  los 
aspectos de la aplicación construida. 
 
• Problemas  encontrados:  Resumen  de  los  problemas  encontrados  antes,  durante  y 
































como  son  la  administración de  código  o  la programación para  Internet.  Para  aprovechar  al 
máximo las características de .NET es necesario entender la arquitectura básica en la que esta 
implementada esta  tecnología y así beneficiarse de  todas  las  características que ofrece esta 
nueva plataforma.  
El  Framework  de  .NET  es  una  infraestructura  sobre  la  que  se  reúne  todo  un  conjunto  de 






Actualmente, el Framework de  .NET es una plataforma no  incluida en  los diferentes sistemas 
operativos  distribuidos  por  Microsoft,  por  lo  que  es  necesaria  su  instalación  previa  a  la 
ejecución  de  programas  creados  mediante  .NET.  El  Framework  se  puede  descargar 
gratuitamente  desde  la  web  oficial  de  Microsoft  (ver  link  de  descarga  en  el  capítulo  de 
bibliografía [1]).  











intermedio  conocido  como  Common  Intermediate  Language  (CIL)  o  Microsoft 
Intermediate Language (MSIL). Sin embargo, este código no es interpretado durante la 
ejecución, sino que se recompila durante la fase de ejecución mediante compiladores 








los  operadores  y  cómo  actúan  unos  sobre  otros  en  caso  de  ser  posible  esta 
interacción. Por esta razón, .NET soporta desarrollos en varios lenguajes. 
• Librería de clases básicas. Esta librería de clases forma parte de la plataforma y ofrece 
todas  sus  funciones  a  todos  los  lenguajes  que  la  usan.  Proporciona  clases  que 
encapsulan funciones de uso común, como lectura y escritura de ficheros, tratamiento 
de imágenes, comunicación con bases de datos y manipulación de documentos XML. 
• Instalación  simple de  los programas  creados desde  la plataforma.  La  instalación de 
cualquier  software  debe  realizarse  cuidadosamente  para  que  asegurar  que  no 
interfiere  con  software  instalado  previamente  y  que  cumple  los  requisitos  de 






• Portabilidad. Una de  las metas de  la plataforma es permanecer  independiente de  la 
plataforma desde  la que se ejecuta. Esto significa que una aplicación escrita en  .NET 
debería  poder  ejecutarse  en  cualquier  máquina  donde  esté  implementada  la 
plataforma.  En  el  momento  de  escribir  este  documento,  solamente  los  sistemas 
operativos Windows y Windows CE soportan plenamente todas las funciones de .NET. 
Microsoft  también  ha  liberado  implementaciones  que  funcionen  sobre  algunos 
sistemas basados en Unix como FreeBSD y Mac OSX bajo  licencias que sólo permiten 
su  uso  para  propósitos  educativos  únicamente.  Además  Microsoft  envió  la 
especificación  del  CLI,  el  lenguaje  C#  y  el  conversor  C++/CLI    para  convertirlos  en 




En este apartado  se  van a detallar  los  componentes más  importantes de  la arquitectura de 








independiente del  lenguaje de programación para el desarrollo  y ejecución de  aplicaciones, 
incluyendo funciones para el tratamiento de excepciones, recolección de basura, seguridad e 






















Para  gestionar  el  uso  que  hacen  la  aplicaciones  de  los  ensamblados  .NET  utiliza  la  llamada 







que  se  está  llamando  al  método  correcto.  Normalmente  estos  metadatos  los  genera  el 














• Code Access Security  (CAS). Se basa en cierta  información, evidence, asodicada a un 
ensamblado  específico.  Esta  información  determinará  la  fuente  desde  la  que  se 
ejecuta el ensamblado, si está  instalado en  la propia máquina o si se ha descargado 
desde una  intranet o desde  internet. A partir de esta  información, CAS determina  los 







• Validación  y  verificación.  Cuando  se  carga  un  ensamblado,  el  CLR  realiza  varias 




es  muy  restrictiva  y  puede  dar  lugar  a  que  código  seguro  sea  catalogado  como 
inseguro.  El  código marcado  como  inseguro  sólo  se  ejecuta  si  se  otorga  permiso  al 
ensamblado para que  se  salte  la  fase de  verificación.  El  código que  se  instala  en  la 
máquina  desde  la  que  se  ejecuta  normalmente  permite  la  ejecución  de  código 
inseguro. 
Como punto final, otra característica que incorpora .NET es la posibilidad de otorgar permisos 
según por dominios. Así, no toda  la aplicación tiene  los mismos permisos en todas  las partes. 
Estos  dominios  se  conocen  como  appdomains.  Esto  mejora  la  tolerancia  a  fallos  de  la 




En  el  apartado de manejo de  la memoria,  .NET  funciona de una  forma  similar de  JAVA.  Se 
libera al programador de las tareas de manejo de la memoria, automatizando los procesos de 




espacio  reservado  por  el  CLR,  se  considera  que  el  objeto  está  en  uso  por  él.  Cuando  se 
eliminan  todas  las  referencias a un objeto y no es posible usarlo ni acceder a él de ninguna 
manera,  se  vuelve basura.  Sin  embargo,  sigue ocupando  el  espacio de memoria que  le  fue 
asignado. Para liberar la memoria utilizada por datos basura se utiliza el recolector de basura.  







CPU.  Cuando  el  recolector  entra  en  funcionamiento,  pausa  la  aplicación  y  por  cada  objeto 
referenciado por un puntero,  recorre  todos  los objetos que  se pueden  llegar a  través de él. 
También  es  capaz  de  recorrer  objetos  encapsulados  dentro  de  otros  objetos  gracias  a  los 
metadatos y recorrer los que están relacionados con ellos. Mientras recorre todos los objetos 







de memoria  libres.  Pero  como  a  los  nuevos  objetos  se  les  asigna memoria  al  lado  de  los 
últimos  que  se  crearon,  estos  espacios  de memoria  libre  no  son  aprovechables  tal  cual.  Es 
necesario un proceso de compactación de la memoria para que todos los objetos estén juntos 
de nuevo. 
Para mejorar  la eficiencia, el recolector de basura es generacional. A todos  los objetos se  les 
asigna una generación  y en  función de ésta,  son  recolectados más o menos a menudo.  Los 
objetos  nuevos  tienen  generación  0.  Los  que  sobreviven  a  un  recolector  de  basura,  se  les 












los  tipos  de  datos  que  deben  soportan  todos  los  lenguajes  .NET.  Su  función  es 
establecer una  integración multilenguaje segura y de alto  rendimiento, proporcionar 
un modelo  orientado  a  objetos  y  definir  reglas  para  la  interacción  entre  distintos 
lenguajes de programación. 





La  herramienta  de  desarrollo  compila  el  código  fuente  de  cualquiera  de  los  lenguajes 
soportados por  .NET  en un mismo  código, denominado  código  intermedio  (MSIL, Microsoft 
Intermediate  Language).  Para  generar  dicho  código  el  compilador  se  basa  en  el  Common 





De  esta  forma,  indistintamente  de  la  herramienta  de  desarrollo  utilizada  y  del  lenguaje 
elegido,  el  código  generado  es  siempre  el mismo,  ya  que  el MSIL  es  el  único  lenguaje  que 
entiende directamente el CLR. Este código es transparente al desarrollo de la aplicación ya que 
lo genera automáticamente el compilador.  
Sin  embargo,  el  código  generado  en  MSIL  no  es  código  máquina  y  por  tanto  no  puede 
ejecutarse directamente. Se necesita un segundo paso en el que una herramienta denominada 
compilador  JIT  (Just‐In‐Time) genera el código máquina  real que se ejecuta en  la plataforma 
que tenga la computadora.  
Así    se  consigue  con  .NET  cierta  independencia  de  la  plataforma,  ya  que  cada  plataforma 
puede tener su compilador JIT y crear su propio código máquina a partir del código MSIL.  
La compilación JIT la realiza el CLR a medida que se invocan los métodos en el programa y, el 





manipulación  de  archivos,  acceso  a  datos,  conocer  el  estado  del  sistema,  implementar 
seguridad,  etc.  El  Framework  organiza  toda  la  funcionalidad  del  sistema  operativo  en  un 
espacio de nombres jerárquico de forma que a la hora de programar resulta bastante sencillo 
encontrar lo que se necesita.  
Para  ello,  el  Framework  posee  un  sistema  de  tipos  universal,  denominado  Common  Type 
System  (CTS).  Este  sistema permite que  el programador pueda  interactuar  los  tipos que  se 
incluyen en el propio Framework  (biblioteca de clases de  .Net) con  los creados por él mismo 






















bliblioteca  de  clases  de  .NET  centralizada  bajo  el  mismo  espacio  de  nombres  (System). 










• Proporcionan  grandes  librerías  de  clases  con  todas  las  necesidades  habituales  ya 
cubiertas, incluida la seguridad. 















Procesos  como  la  recolección  de  basura  de  .NET  o  la  administración  de  código  introducen 
factores de sobrecarga que repercuten en la demanda de más requisitos del sistema.  
El código administrado proporciona una mayor velocidad de desarrollo y mayor seguridad de 
que  el  código  sea bueno.  En  contrapartida  el  consumo de  recursos durante  la  ejecución  es 
mucho mayor, aunque con los procesadores actuales esto cada vez es menos inconveniente.  
El nivel de administración del código dependerá en gran medida del  lenguaje que utilicemos 
para  programar.  Por  ejemplo,  mientras  que  Visual  Basic  .Net  es  un  lenguaje  totalmente 

































Se  va  a  suponer  que  todas  las  partes  se  comunican  entre  sí  mediante  el  protocolo  TCP 







saturan  consumidores  lentos  o  congestionan  redes  incapaces  de  almacenar  y  procesar  los 
paquetes. Por ello, para mejorar la calidad de servicio para todos los componentes, el gateway 
















Muchas  aplicaciones  intentan  dar mejor  calidad  de  servicio  permitiendo  que  se  conecten 
varios  clientes  simultáneamente.  En  vez  de  usar  un  único  objeto  pasivo  que  ejecuta  sus 
métodos  en  el  hilo  de  ejecución  del  cliente  que  lo  invocó,  un  objeto  concurrente  tiene  su 





al  servidor  de  ningún modo  para  no  degradar  la  calidad  de  servicio  de  todos  los 
participantes. 
• Simplificar el acceso a  los objetos  compartidos, de  forma que  toda  la  sincronización 
necesaria sea totalmente transparente para el cliente. 












estarán  en hilos de  control diferentes para que  la  invocación  y  la  ejecución puedan ocurrir 
concurrentemente. Concretamente, el proxy correrá en el hilo del cliente y el servant  lo hará 
en otro distinto. 
El proxy  se  encargará de  transformar  la  invocación del  cliente  en una petición de métodos 
(method  request),  que  será  almacenada  en  una  lista  de  activación  (activation  list)  por  un 
organizador  (scheduler).  El  scheduler  tendrá  un  hilo  propio  encargado  de  desencolar 
peticiones y de provocar su ejecución, por  lo que el servant correrá en el hilo del scheduler. 






Un proxy proporciona  la  interfaz que permite a  los clientes  invocar  los métodos públicos del 




método  y  devolver  el  resultado  al  cliente.  El  method  request  define  un  interfaz  para  la 
ejecución de  los métodos de un objeto activo. También contiene  la sincronización  requerida 



































a  la  información  que  contiene  para  su  ejecución.  El  scheduler  usa  la  activation  list  para 



















































  El  scheduler  añade  los 
method  requests  a 



















Un  servant  define  el  comportamiento  y  el  estado  que  se modela  como  objeto  activo.  Los 
métodos que  el  servant  implementa  se  corresponden  con  aquellos  a  los que da  interfaz  el 
proxy  y  los method  request  que  el  proxy  crea.  También  puede  contener mecanismos  que 

































una  petición  al  objeto 
activo. 











que  lo  encole  en  la  activation  list.  Si  la  petición  espera  un  resultado,  el  proxy  le 
devuelve al  cliente un  future donde podrá encontrarlo  cuando esté disponible. Si el 
método no devuelve ningún resultado, no se le devuelve al cliente ningún future. 
2. Ejecución  del  Method  Request.  El  scheduler  monitoriza  su  activation  list  y 





3. Finalización.  En  esta  fase  se  almacena  el  resultado,  si  lo  hay,  en  el  future  y  el 
scheduler  vuelve  a  monitorizar  la  activation  list  buscando  method  requests  que 
puedan  ser  ejecutados.  Si  se  esperaba un  resultado,  el  cliente  puede  encontrarlo  a 
través del future. Normalmente cualquier cliente que pueda encontrarse con el future 





















cola mensajes modelada  como un objeto activo e  implementado  con un MQ_Servant. Cada 
handler almacena mensajes procedentes de los proveedores al gateway mientras esperan ser 










Los métodos  put()  y  get()  implementan  la  inserción  y  la  extracción  de mensajes  de  la  cola 




implementada  dentro  del  servant.  Éste  sólo  debe  proveer  de  los medios  necesarios  para 




public MQ_Servant (int mq_size); 
//Métodos para encolar y desencolar mensajes. 
void put_i (string msg); 
string get_i (); 
//Métodos en los que los method request basarán los métodos de guarda 
bool empty_i (); 










del  servant.  Por  cada  invocación  del  cliente,  el  proxy  crea  un method  request  con  toda  la 
información necesaria para  su ejecución, que  suele componerse  con varios parámetros, una 























 private int MAX_SIZE = 100; //Número máximo de mensajes en cola 
 private MQ_Servant servant; 
 private MQ_Scheduler scheduler; 
 //Constructor. 
public MQ_Proxy (int size){ 
 servant = new MQ_Servant(size); 
 scheduler = new MQ_Scheduler(size); 
} 
//Métodos para encolar y desencolar mensajes. 
void put (string msg){ 
 Method_Request mr = new Put(sevant, msg); 
scheduler.enqueue(mr); 
} 
future get (){ 
 future resultado; 
 Method_Request mr = new Get(servant, resultado); 
 scheduler.enqueue(mr); 






































abstract class Method_Request{ 
public bool can_run(); 
public void run(); 
} 
class Put : Method_Request{ 
 private MQ_Servant servant; 
 private string mensaje; 
  
 //Constructor 
 public Put(MQ_Servant servant, string mensaje){ 
  this.servant = servant; 
  this.mensaje = mensaje; 
 } 
 //Método de guarda 
bool can_run(){ 
 return !servant.full(); 
} 



















Lo  único  que  cambia  con  respecto  a  la  petición  Put  es  que  se  devuelve  un  resultado  y  se 




Cada method  request  se encola en  la  activation  list. Esta  lista  se puede  implementar  como 
convenga, siendo  lo más típico hacerlo como una  lista enlazada y que proporcione  iteradores 
con  los  que  el  scheduler  puede  extraer  e  introducir  elementos.  Se  suele  diseñar  usando 
patrones  de  control  de  la  concurrencia,  como  el  del  objeto  Monitor.  Si  se  combina  con 









class Get : Method_Request{ 
 private MQ_Servant servant; 
 private future resultado; 
  
 //Constructor 
 public Get(MQ_Servant servant, future resultado){ 
  this.servant = servant; 
  this.resultado = resultado; 
 } 
 //Método de guarda 
bool can_run(){ 
 return !servant.full(); 
} 
//Método con el código para la ejecución 
void run(){ 
 resultado = servant.Get(); 
} 
} 
class ActivationList{  
 //Constructor 
 public ActivationList(); 
 
 //Método para añadir method requests 
 public void enqueue(Method_Request CMR);  
 
//Método para extraer method requests 



































class MQ_Scheduler{  
 private ActivationList actList; 
 
 //Constructor 
 public MQ_Scheduler(int size); 
 
 //Método para añadir method requests 
 public void enqueue(Method_Request CMR){ 
  actList.enqueue(CMR); 
 } 
 





























En  el  gateway,  la  implementación  del método Dispatch  ejecuta  continuamente  los method 





class MQ_Scheduler{  
 private ActivationList actList; 
 
 //Constructor 
 public MQ_Scheduler(int size){ 
  actList = new ActivationList(size); 
  Thread bucle = new Thread(new ThreadStart(Dispatch)); 





  if(!actList.numpet = 0){ 
   IEnumerator enume = actList.tope.GetEnumerator(); 
   Method_Request peticion; 
 
   for(enume.Reset(); enume.MoveNext();){ 
   peticion = ((ActivationList.Peticion)enume.Current).metodo;  
   if(peticion.can_run()){ 
    actList.dequeue(peticion); 
    peticion.run(); 
   } 








Es  necesario  establecer  un  procedimiento  porque  el  servant,  el  encargado  de  realizar  la 
petición, se ejecuta en un hilo distinto al del cliente y por  lo  tanto se  tendrán que poner en 
contacto de alguna manera.  
Hay multitud de opciones para  realizar  este  intercambio de  información, pero  existen unas 
pocas políticas que son las usadas más habitualmente: 
• Synchronous waiting (parada síncrona). El cliente se bloquea en el proxy hasta que el 
scheduler manda ejecutar el method  request y el  resultado  se ha almacenado en el 
future. Esto significa que el cliente no podrá hacer nada hasta que tenga el resultado 
de su petición. 
• Synchronous  timed wait  (parada  síncrona  limitada).  El  cliente  se  bloquea  un  cierto 
tiempo mientras su petición se realiza. Si vence el temporizador, el cliente retoma el 










































Class Future{  
 //Parámetros 
 private bool listo; 
 private string mensaje; 
 
 public Future (){ 
  listo = false; 
 } 
 
 public Future(string mensaje){ 
  this.mensaje = mensaje; 
  listo = true; 
 } 
 
 public setResultado(string mensaje){ 
  this.mensaje = mensaje; 
  listo = true; 
 } 
  
 public bool listo(){ 
  return listo; 
 } 
 
 public string getResultado(){ 







La motivación de este  capítulo es  la presentación de  las diferentes  librerías y paquetes que 




Se ha utilizado el paquete DirectShowLib[6] en  la versión  liberada en abril de 2006 para  las 
labores multimedia.  Es  un  paquete  de  libre  distribución  que  trata  de  portar  la  biblioteca 
DirectShow  que  existe  en  C++  al  lenguaje  C#.  Está  siendo  desarrollado  por  un  grupo  de 
voluntarios  que  decidieron  tomar  la  iniciativa  cuando  Microsoft  anunció  su  intención  de 
abandonar las librerías DirectShow para centrarse en el proyecto Windows Media.  
Por  el  hecho  de  estar  siendo  desarrollado  por  programadores  independientes  y  de  forma 
voluntaria,  no  está  terminado  y  algunas  funciones  que  podrían  ser  interesantes  para  este 
proyecto  han  tenido  que  ser  sustituidas  por  otras  menos  eficientes.  Concretamente  la 
posibilidad de enviar  ficheros multimedia y manipularlos al vuelo como  lo que son, es decir, 
tener  flujos de datos  identificados  como multimedia y  sobre  los que  se puede actuar  como 
tales. Esto que se puede hacer en Java, en C# no está soportado nativamente y son necesarias 
librerías externas. En caso de tener este soporte nativo para flujos de datos multimedia, sería 
posible  unificar  la  descarga  y  el  visionado  de  imagen  y  video  en  directo.  En  el  capítulo  de 
implementación de la aplicación se detallará en qué afecta esto. 
Concretamente en el servidor se ha utlizado el componente DxPlay de  la  librería Capture del 
paquete  DirectShowLib.  Permite  reproducir  video  y  hacer  capturas  del  mismo.  Con  la 







El  paquete  cliente  es  el más  simple  de  los  dos,  pues  sólo  contiene  la  interfaz  gráfica  del 
usuario. Esta interfaz contiene un componente del espacio de nombres del servidor, el proxy, 









que  aunque  se  separen  las  funciones  relacionadas  con  el  cliente  y  las  relacionadas  con  el 
servidor  en dos partes,  estas dos partes  sigan  siendo parte del  servidor.  El  cliente  también 
utiliza la clase future del servidor para poder acceder al resultado de su petición. 
























sistemas Windows. Además Microsoft es  su gran  valedor,  se podría decir que es  suyo,  y  se 
demuestra  en  que  son  los  encargados  de  escribir  las  librerías  que  utiliza.  Esto,  que  puede 





Windows Media  Player  y  vio  que  la  forma más  fácil  para  tratar  audio  y  video  con  C#  es 
simplemente incrustar su reproductor allá donde sea necesario. 
El problema de esto es que oficialmente  la única manera de ver,  transmitir o  tratar video o 
audio requiere un sistema Windows y utilizar programas de Microsoft. Esto puede no ser del 














El  impacto  de  este  problema  sobre  la  aplicación  es  tener  que  elegir  entre  ver  el  video  o 










Lo que  se ha optado es  la  solución más utilizada, y es utilizar objetos a  través de  los cuales 
poder adecuar el contexto del hilo que va a funcionar. Esto significa que un objeto contiene, 
además del método que se lanzará, los campos necesarios para poder adecuar el proceso a la 











el cliente  tendría que acceder a este proxy como  si del método del  servidor  se  tratase para 




El  documento  original  que  describía  el  patrón  objeto  activo  utilizaba  el  lenguaje  C++  como 








estará  el  servidor  y  por  otro  el  cliente,  y  las  funciones  del  patrón  estarán  repartidas  entre 
ambos. 
El  componente  más  afectado  por  la  estructura  cliente/servidor  es  el  proxy.  La  solución 
escogida ha sido partir el proxy en dos partes. La parte que estará en el programa del cliente 
hará de  interfaz para que éste pueda  realizar peticiones al  servidor y  se encargará de hacer 
llegar el resultado de  la petición al cliente. La otra parte estará en el programa del servidor y 
será el encargado de  crear  los method  requests  y pedirle al  scheduler que  los encole en  la 
activation list.  
Al partir el proxy en dos partes, surge la necesidad de un medio de comunicación entre ellas. 












































Además  cuenta  con  el método Dispatch que  correrá  en un hilo  independiente.  Este hilo  se 





este  fin:  IEnumerable  y  IEnumerator.  De  esta  forma  se  consigue  compatibilidad  con  la 
instrucción foreach() de C#.  

















Para  realizar esta  transmisión de  video en directo, el  servant necesita  reproducir el  video  y 















opciones,  pero  todavía  no  se  escucha  ninguna  petición  de  los  clientes.  Para  comenzar  a 
escuchar  las peticiones de  los clientes, hay que pulsar sobre   el botón  Iniciar. Esto dispara  la 
































































El  cliente  realiza  la petición  como  si de un método normal del proxy  se  tratara. Desconoce 
completamente  que  esa  llamada  a  un método  del  proxy  supone  conectar  con  un  servidor 
externo. Obviamente el usuario sí sabe  lo que esa petición conlleva, pero desde el punto de 
vista del programa cliente, esto es totalmente transparente. 
Una vez el proxy  recibe  la petición del cliente, construye un vector  tipo string de dos o  tres 
posiciones  según  el  tipo  de  petición.  En  este  vector  incluye  la  información  debidamente 
formateada que necesita el skeleton para saber  la petición que  realizó el cliente y  los datos 
necesarios de los archivos que haya implicados en esta petición. Una vez estos datos han sido 



































El método    Dispatch  tiene  un  hilo  propio  donde  se  ejecuta  continuamente.  Este método 
recorre la lista de peticiones pendientes de ejecución mediante un iterador. Comprueba con el 







va  a  realizar, por  lo que  se  van  a detallar  a  continuación  los  tres  casos  implementados.  En 




















































































































































































































En este  capítulo  se  va a entrar en detalle en el  código de  los dos programas desarrollados, 
cliente y servidor. Puesto que ya ha quedado claro en capítulos anteriores qué componentes 


















































Proxy (listaArchivos ListBox) Es el constructor de la clase. La lista que se le pasa como 
argumento es  la  lista de  archivos de  la máquina  cliente 
disponibles en ese momento. Durante la construcción, se 
descarga la lista de archivos del servidor. 
solicitarVideo ( int índice ) Método que  invoca el  cliente para  solicitar el  visionado 
de  un  video.  El  proxy  se  encarga  aquí  de  encaminar  la 
petición al skeleton. El argumento es el índice del archivo 
en la lista de archivos del servidor. 
transferirArchivo (int índice ) Método que invoca el cliente para solicitar la descarga de 
un  video.  El  proxy  se  encarga  aquí  de  encaminar  la 
petición al skeleton. El argumento es el índice del archivo 
en la lista de archivos del servidor. 
subirVideo ( int índice ) Método que  invoca el cliente para  solicitar  la  subida de 
un  video.  El  proxy  se  encarga  aquí  de  encaminar  la 
petición al skeleton. El argumento es el índice del archivo 
en la lista de archivos del cliente. 
esperarMensaje ( ) Con este método se realiza una espera si el servidor debe 
avisar cuándo se debe actualizar el future. 






recibirImagen ( ) Mediante este método el proxy recoge  las  imágenes del 
servidor y se las hace llegar al cliente. 
descargarArchivo ( ) Con este método el proxy  realiza  la descarga el archivo. 
Al  finalizar actualiza el  future para que el  cliente pueda 
encontrar el resultado de su petición. 
subirArchivo ( ) Con este método el proxy realiza  la subida el archivo. Al 
finalizar actualiza el  future para que el cliente  sepa que 
ya se ha subido. 




















Skeleton(Panel panel, ListoBox lEventos ) Constructor  de  la  clase.  Sobre  el  panel  se 
reproducirá  el  video  del  que  se  tomarán 
capturas  y  lEventos  es  una  lista  que  se 
actualizará con los eventos que ocurran. 
Iniciar ( ) Inicia el objeto activo. 
actualizarLista ( ) Actualiza la lista de archivos del servidor. 
esperarClientes ( ) Método de espera de conexión de clientes. 
recibirVideo ( Socket client, string fichero, 




verVideo ( Socket client, string fichero ) Método que avisa al scheduler de que debe 
introducir una petición de tipo verVideo en 
la activation list. 
transferirArchivo ( Socket client, string 
fichero, long size ) 
Método que avisa al scheduler de que debe 







































cada  tipo.  El método  ejecutar()  resulta  obvio  que  cada  petición  necesitará  uno  propio  que 
lance una  llamada diferente al servant, pero se podría pensar que el método can_run() sí es 
común a todos. Este planteamiento es incorrecto por varias razones. Por un lado los distintos 











booleano:  true  si  es posible  la  ejecución  y 
false si no es así. 
ejecutar() Cuando sea posible  la ejecución, se  llamará 












































En  los  tres  casos    realizan  una  implementación  de  los métodos  abstractos.  El método  de 
guarda es el mismo en la aplicación, aunque no tendría por qué serlo como ya se ha explicado. 
 
















































se ha  completado  la  transferencia. En  caso de  ver el  video en directo, no  se necesitaría de 





Future(nombre : string) Primer  constructor.  Sólo  requiere  del 
nombre del fichero de video. 
Future( nombre : string, size : long) Este  es  el  segundo  constructor.  Requiere 
además del nombre del  fichero, el  tamaño 
de éste. 
setListo() Cuando  el  resultado  de  la  petición  esté 
disponible, con este método se actualiza el 
estado. 
estaListo() : bool Con este método el  cliente puede  sondear 





























decidir  qué MethodRequest  se  extraerá  a  continuación.  Esto  queda  para  futuras  versiones, 
pero bastaría con modificar el método Dispatch() para que, además de comprobar los métodos 
de guarda, tuviera lógica adicional que tuviera en cuenta información sobre las peticiones. Por 
ejemplo,  sería posible establecer prioridades entre  tipos de peticiones  y dentro del  tipo de 
peticiones, prioridades por tamaños de archivos o duración de los videos. 
 








enqueue(CMR : MethodRequest Así  se  encolan  peticiones  en  la  activation 
list. 
Dispatch() Este método  se  ejecuta  continuamente  en 
un  hilo  independiente.  Se  encarga  de 
extraer Method Request de la activation list 



































enqueue( CMR : MethodRequest )  Añade peticiones a la lista. 








































PetEnum( pet : Peticion) Constructor. El argumento es el objeto que 
se tomará como el primero de la lista. 
getCurrent( ) : object  Devuelve  una  referencia  del  objeto  de  la 
lista por el que va la iteración. 



























Servant ( Panel : panel ) Constructor. El argumento es el panel sobre 
el  que  se  reproduce  el  video  para  la 
petición de visionado. 
getEstado () : bool Indica si el servant está ocupado realizando 
una  petición.  Devuelve  True  cuando  está 
ocupado, y False cuando está libre. 
setEstado ( estado : bool ) Actualiza el estado del servant al valor que 
se le pasa por argumento. 
recibirVideo ( cliente : Socket, fichero : 
string, size : long ) 
Método  que  ejecuta  una  petición  de 
recepción de video. Con  los argumentos es 
capaz de conectar al cliente. 
transferirArchivo ( cliente : Socket, 
fichero : string, size : long ) 
Método  que  ejecuta  una  petición  de 
transferencia de video.  







tanto de  la  tecnología  .NET como del patrón objeto activo. Tras el  trabajo  realizado, parece 
una buena idea aprovechar la evolución que tuvo la aplicación para crear un plan de prácticas 
que sirva para el fin de proporcionas ejemplos de uso. Por ello, se ha resumido y adaptado el 
desarrollo  de  la  aplicación  para  que  se  pueda  realizar  en  unos  pocos  pasos  que  vayan 
incrementando gradualmente la dificultad.  
El objetivo  será un plan de prácticas para  la docencia  tanto de  la  tecnología  .NET  como del 
patrón objeto  activo. Por esta  razón  se presuponen  aprendidos  conceptos básicos  tanto de 
programación orientada a objetos como un conocimiento básico del  lenguaje C#. Aun así, se 









hacer  una  separación  del  proxy  en  funciones  relacionadas  con  los  clientes  y  funciones 
relacionadas con el servidor. Además, las comunicaciones entre clientes y servidor se harán a 
partir de este momento mediante el protocolo de transporte TCP.  
Una  vez  se  han  separado  los  programas  cliente  y  servidor  con  éxito,  se  supone  que  ya  se 
conoce y comprende la estructura del patrón en su totalidad. A partir de este momento el plan 
de prácticas se centra más en ampliar los conocimientos de .NET y C#. Se sustituirá el sistema 
de  paso  de mensajes  por  uno  de  paso  de  ficheros,  con  esto  se  consigue  un  conocimiento 



















dirigidos o  si  los ha extraído  la persona  correcta. Funcionaría de  forma  similar a un  servicio 
técnico,  los clientes van dejando  incidencias y  los  técnicos  las van  resolviendo por orden de 
llegada, una cada vez.  
La  aplicación,  en  definitiva,  es muy  sencilla.  Todo  lo  que  se  pide  es  que  sea  posible  dejar 
mensajes  en  el  objeto  activo  y  se  puedan  extraer  posteriormente.  Pero  el  objetivo  es  un 










Además  del  apartado  de  objetivo  y  éste  de  contenidos,  este  guión  de  la  primera  práctica 
contiene los siguientes apartados: 










En  esta  primera  práctica  se  trata  de  construir  una  aplicación  que  sea  capaz  de  almacenar 
mensajes y enviarlos a quien los solicite con las siguientes características: 
• Se almacenarán y enviarán en el orden cronológico en que llegaron. 


















El  interfaz gráfico que  se usará es el mostrado en  la  figura XX. Sólo  son dos necesarios dos 

















métodos  relaciones  con  las  peticiones leerMensaje()  y dejarMensaje(string 
mensaje).  
En el  servant  son cinco  los métodos que hay que  completar: el  constructor Servant(int 
size), los métodos de guarda puedoDejarMensaje() y puedoLeerMensaje() y los 
dos métodos que ejecutan  las peticiones de  los clientes LDejarMensaje(string msg) 
y leerMensaje(). 
Por último, los method requests relacionados con ambas peticiones deberán ser completados 



















Además  del  apartado  de  objetivo  y  éste  de  contenidos,  este  guión  de  la  segunda  práctica 
contiene los siguientes apartados: 



















anterior  el  proxy  hacía  de  intermediario  entre  el  cliente  y  el  objeto  activo,  al  separar  el 
servidor del cliente, esta labor no se puede realizar directamente.  
El  proxy  se  encuentra  en  la máquina  cliente  y  por  tanto  no  tiene  acceso  directo  al  objeto 
activo,  que  se  encuentra  en  una máquina  diferente.  Por  ello,  hay  dos  consecuencias:  las 
funciones  para  encolar  peticiones  ya  no  son  necesarias  y  necesita  poder  acceder  al  objeto 
activo  de  alguna manera.  Para  esto  se  crea  una  nueva  clase,  que  correrá  en  el  lado  del 

















































relaciones con las peticiones leerMensaje() y dejarMensaje(string mensaje).  
El  skeleton  ahora  contendrá  toda  la  funcionalidad  del  proxy  de  la  práctica  1  en  lo  que  al 
servidor  se  refiere. Por  tanto, hay que completar el constructor Skeleton(int size)  , 
leerMensaje(Socket client)  y dejarMensaje(string mensaje)  . Además 
habrá que añadir  cualquier método o  clase necesaria para el  tratamiento de  los  sockets de 
forma que se puedan conectar varios clientes concurrentemente. 
En el servant son cinco  los métodos que hay que completar,  los mismos que en  la práctica 1, 
que  debido  al  cambio  de  contexto,  hay  que  volverlos  a  implementar:  el  constructor 
Servant(int size),  los  métodos  de  guarda  puedoDejarMensaje() y 
puedoLeerMensaje()  y  los  dos  métodos  que  ejecutan  las  peticiones  de  los  clientes 
LDejarMensaje(string msg) y leerMensaje(). 
Por último, los method requests relacionados con ambas peticiones deberán ser completados 



















Además  del  apartado  de  objetivo  y  éste  de  contenidos,  este  guión  de  la  tercera  práctica 
contiene los siguientes apartados: 








































También  se  han  cambiado  los  botones,  actualizándolos  para  que  se  correspondan  con  las 
peticiones que se pueden realizar ahora. El botón Actualizar es completamente nuevo y es el 
encargado de actualizar la lista de videos locales. 

















Por  otro  lado,  habrá  que  añadir  el menú  principal  y  las  ventanas  de  configuración  donde 
corresponda.  Estableciendo  los  correspondientes  eventos  para  que  se  actualicen  los 
parámetros de conexión. 
Los  métodos  del  proxy  que  han  cambiado  se  proporcionan  vacíos  y  será  necesario 
completarlos  para  que  permitan  la  transferencia  de  archivos  en  ambos  sentidos  de  la 
comunicación. 
















Además  del  apartado  de  objetivo  y  éste  de  contenidos,  este  guión  de  la  primera  práctica 
contiene los siguientes apartados: 



































Lo  último  que  queda  por  implementar  desde  cero  es  el  Method  Request 
correspondiente a la nueva petición. 
El servant, skeleton y proxy requieren también de modificaciones, como en ocasiones 











A  lo  largo  de  este manual  se  va  a  instruir  al  lector  para  que  pueda  utilizar  la  aplicación 





Como  su  nombre  indica,  el  programa  servidor  recibirá  las  peticiones  de  los  clientes  y  las 









La  ventana  se divide  en dos  zonas:  la que  contiene  los botones  Iniciar  y Opciones  y  la que 
contiene  la ventana de registro de eventos. En este registro de eventos se  irá  informando de 
conexiones que se produzcan y en versiones posteriores se podrá añadir información adicional 









































Esta  es  la  ventana  principal  del  programa  cliente.  En  ella  se  puede  distinguir  tres  zonas 
claramente, además de un menú principal. 





2.‐  Peticiones  disponibles.  A  la  izquierda  tenemos  los  tres  botones  con  los  que  es  posible 





3.‐  Listas de videos  remotos y  locales. Se muestran  todos  los videos disponibles  tanto en  la 
propia máquina, videos  locales, como en  la máquina del servidor, videos remotos. La  lista de 
videos remotos se actualiza una vez se realice  la conexión con el servidor. En caso de añadir 

























El  proyecto  está  relacionado  con  uno  de  los  servicios  de más  proyección  actualmente  en 
internet,  la transmisión y  la reproducción de contenido multimedia por  la red. Aunque el eje 
central del proyecto giraba alrededor del patrón de diseño objeto activo, se ha intentado crear 



















Aunque  acabada,  la  aplicación  está  lejos  de  estar  completa  o  ser  perfecta.  Se  le  pueden 
realizar numerosas modificaciones para mejorarla. 
Una de  ellas  consistiría  en  eliminar  los  cuellos de botella de  los que  adolece  y  ralentiza  su 
funcionamiento.  En  principio  existen  dos  claramente  identificados:  Visionado  en  directo  y 
servant.  
El primero de ellos se encuentra en las peticiones de visionado en directo de video. El sistema 
actual  supone mantener  al  servidor  ocupado  el  tiempo  que  dura  el  video.  Lo  ideal  sería 
implementar  este  servicio  de  forma  que  se  integrase  con  el  de  descarga.  Así, mientras  se 
estuviera descargando el video, sería posible su visualizado simultáneamente.  
El  segundo  cuello de botella viene provocado por  la estructura propia del patrón. Un único 




peticiones. Mejorar  este  punto  supondría  dejar  de  usar  el  patrón  objeto  activo  y  otro más 
complejo, el patrón aceptor‐conector. Este patrón  tiene muchos puntos en común con el de 





hora  de  elegir  qué  petición  se  ejecutará  en  siguiente  lugar. Añadiendo más  variables  a  los 
























.NET: Tecnología de Microsoft que busca dar mayor  facilidad  y  recursos  al programador de 
aplicaciones. 
















CLI: Arquitectura  software  que  se  basa  en  la  compilación  de  los  programas  en  un  lenguaje 
intermedio  para  dotar  de  interoperabilidad  entre  distintos  lenguajes  además  de  otras 
características. 
CLR: Common Language Runtime. Es el nombre de  la  implementación de  la arquitectura CLI 
que ha realizado Microsoft en .NET.  
CLS: Common Language Specification. Es la especificación donde se recogen todos los tipos de 






































JIT:  Just‐In‐Time  compiler.  Compilador  en  tiempo  real,  se  encarga  de  convertir  el  código 
intermedio en código nativo de la máquina durante la ejecución. 
Librería: Conjunto de funciones y clases que ofrecen una funcionalidad. 














Proxy:  Componente  del  patrón  objeto  activo  encargado  de  ofrecer  la  funcionalidad  del 
servidor a los clientes enmascarando la implementación de éste. 









VES:  Virtual  System  Execution.  Entorno  de  ejecución  que  permite  la  ejecución  de  código 
intermedio. 
Visual Studio: Entorno de trabajo de Microsoft para la plataforma .NET. 
Web2.0:  Concepto  de  la  nueva  generación  de  servicios  ofrecidos  por  internet  en  el  que  el 
usuario toma el control de los contenidos. 
