In this paper, we introduce a hierarchical indexing for adjacency queries specially for applying subdivision schemes on some simple spherical and toroidal polyhedrons as the base model for the content creation process. The indexing method is created from integer coordinates of regular 2D domains (connectivity maps) resulting from unfolding polyhedrons. All connectivities are found using algebraic relationships of the connectivity map's indices; therefore, no additional data structure is required and operations are extremely fast and efficient. Although connectivity relationships of the polyhedrons are as simple as the first resolution, the models created by our proposed method is not restricted to the subdivided polyhedrons. Using our connectivity based method, complex objects can be created by adding sharp features and holes and applying deformation and remeshing techniques. We demonstrate capacities and the efficiency of the method with several example results and compare its speed with that of the half-edge data structure.
INTRODUCTION
To generate a complex graphical shape, it is common to start with a simple shape and progressively make it more complex using basic geometric operations. Most graphical software packages (e.g. Maya (Maya, 2011) ) provide spheres, cubes, cylinders or toroidal polyhedrons as primitive objects. Basic operations for creating complex objects include repositioning their vertices, adding more vertices through subdivision and adding features (e.g. holes). In particular, using surface subdivision schemes not only provides more vertices for manipulating the shape but also creates a very useful hierarchy resulting from different levels of subdivision.
To support such a hierarchy and efficient operations (such as neighborhood-finding), a well-designed data structure is required. A common data structure for graphical objects is the half-edge data structure (Weiler, 1985; Kettner, 1998) . However, the half-edge data structure is not naturally able to support subdivision hierarchies. Moreover, half-edge data structure is very slow at high levels of subdivision due to the extensive amount of connectivity information that the half-edge needs to store (see Section 9).
A frequently used alternative is quadtree representation (Samet, 2005) . Quadtrees are able to support the hierarchy but are inefficient for neighborhood finding. Moreover, a quadtree needs to store connectivity between nodes in consecutive resolutions making it inefficient in terms of space. To avoid this problem, there are some proposed indexing methods trying to assign an index to each vertex and remove the tree structure. Existing indexing methods for quadtrees are typically targeted at supporting hierarchies between parent and children nodes but they are unable to quickly find a specific node's neighbors. It is also possible to use patch-based methods for subdivision schemes (Bunnell, 2005; Shiue et al., 2005; Peters, 2000) . However, using such methods connectivity of vertices specially for extra-ordinary and boundary vertices is not well defined. As a result, they need to maintain the connectivity using additional structures such as half-edge data structures.
Previously proposed data structures typically try to maintain the arbitrary connectivity using complicated pointer-based data structures. However, we establish our work based on simple polyhedrons with straightforward connectivities to ease the connectivity inquiries. To assign geometry on polyhedron's vertices, we use an indexing method as a data structure to support operations such as neighborhood finding, hierarchical traversal, and subdivision. To obtain this data structure, we first unfold a simple polyhedron, such as a cube, tetrahedron, octahedron, or toroidal polyhedron (see Section 3) as the shapes forming the base topology. The resulting 2D domain (connectivity map) is then used for assigning integer indices to every vertex of the polyhedron based on its Cartesian coordinates. These integer indices refer to entries of a 2D array storing vertices' 3D positions. Using such connectivity maps, simple operations in 2D are defined to find the neighbors of a face or vertex. Indeed, simplicity of the proposed connectivity maps result simple operations for connectivity inquiries. Using such connectivity maps, all the vertices, edges and face's connectivities can be found using algebraic relationships. In summary, our approach is devoted to defining the connectivity and the topology of geometric models as a primary goal while the geometry and its modifications (including subdivision schemes) are added as a secondary goal.
Although we use simple polyhedrons, complex objects can be created using this data structure. For creating complex shapes, the initial simple polyhedron can be subdivided using various subdivision schemes such as linear, Catmull-Clark or Loop subdivision. The location of subdivided vertices can then be modified (manually or automatically) using deformation techniques or remeshing methods to create the desired shapes and holes and sharp features can also be added. Note that in this representation, it is only necessary to store vertex positions since the connectivity of edges and faces is implicit ( See Fig 1) .
Our main contribution is to introduce connectivity maps for polyhedrons. The coordinates of the connectivity maps' vertices are considered as indices that can address adjacency queries and provide 3D locations. Initial connectivity maps are provided and complicated pre-processing steps are not required. After establishing the initial connectivity maps, subsequent resolutions are formed based on the initial connectivity maps. Using the proposed connectivity maps and the indexing method, adjacency and hierarchical queries are addressed using fast and straightforward algebraic relationships.
The rest of the paper is organized as follows: Related work is discussed in Section 2. We discuss the indexing scheme in Section 3. Hierarchical traversal and neighborhood vectors are discussed in Section 4. We clarify how to apply Loop and Catmull-Clark subdivision using our method in Section 5. Hierarchical mesh editing is discussed in Section 6. We describe some possible methods to generate complex objects with simple connectivities in Section 7. Extracting connectivity information of geometry images is described in Section 8 and finally we compare the speed of the proposed indexing with that of the half-edge in Section 9.
RELATED WORK
Generating an object using subdivision schemes such as Loop and Catmull-Clark is a standard method for geometric modeling (Loop, 1987; Catmull and Clark, 1998) . The half-edge and quadtree are two commonly used data structures to support subdivision schemes (Weiler, 1985; Kettner, 1998; Samet, 2005; Zorin et al., 1997) . However, when the information stored by a data structure becomes very large, it is inefficient to use pointer based data structures for storing connectivity information (Samet, 1990; Samet, 1985) . In order to avoid pointers, some indexing methods have been proposed to index mesh vertices and faces.
Proposed indexing methods for quadtrees (Samet, 1985; Gargantini, 1982) can be used for representing meshes. However, as a very important inquiry for mesh processing, neighborhood finding is not efficient enough for interactive applications. In our work, we derive some simple algebraic operations for finding neighbors of a given face or vertex. The benefit of algebraic operations is not only that neighbors of a face or vertex can be found in constant time, but further faces or vertices such as neighbors of neighbors (more than 1-ring neighborhood) are also accessible in constant time.
Patch-based methods generally divide the mesh into collection of separated faces and consider arrays for each single patch (Bunnell, 2005; Shiue et al., 2005; Peters, 2000) . These methods are specifically designed for handling subdivision schemes specially Catmull-Clark subdivision. Using the method presented by (Bunnell, 2005) , the surface can be divided into some patches connected by an edge based data structure such as the half-edge and fine resolution vertices are stored in separate 2D arrays. This method is designed for general quad meshes resulting from Catmull-Clark subdivision but it cannot support triangular meshes and Loop subdivision. In comparison with (Bunnell, 2005) , we propose an indexing for important simple shapes. We can support Loop and Catmull-Clark subdivision schemes and we establish algebraic relationships for neighbors of boundary vertices that enable us to avoid half-edge data structure at the first resolution. Although we use simple polyhedrons for establishing connectivities, our method is not restricted to simple objects. Using remeshing and sketch-based deformation techniques and supporting sharp features and holes, we can create complex objects that benefit from polyhedron's simplicity. Shiue et al. use an alternative way to apply subdivision methods (Shiue et al., 2005) . They initially subdivide the mesh using an edge based data structure in a pre-processing step. They then divide the mesh into some patches with repetitive boundary vertices. Each patch's vertices is indexed using a spiral indexing and located in a 1D array. Using a spiral indexing methods, close vertices may get unrelated indices. Therefore, this method does not establish a straightforward relationship for neighborhood finding and access to neighbors of a vertex needs to traverse the spiral. Consequently, previous patch based refinement methods are specifically designed to support subdivision methods and they do not consider the shape's connectivity relationship which is an important aspect of the geometric modeling.
Since our method uses a flattened regular shape for meshes, it is also somehow related to the parametrization problem (Hormann et al., 2007) . Parameterization is used for different applications such as texture mapping, mesh editing and Geometry Images. For creating Geometry Images, Gu et al. (Gu et al., 2002) uses cuts in order to flatten a general topology object. They then resample the flattened object to create a regular surface called a "geometry image". They generate an image to store the vertex locations of objects in such a way that red, green and blue components of an image represent x,y and z locations of a vertex respectively. Boundary extension rules are not straightforward in this method; therefore, connectivity relationships are hard to find for boundaries.
Praun and Hoppe (Praun and Hoppe, 2003) propose a spherical parameterization to generate regular meshes of genus 0 objects using the octahedron, cube or tetrahedron. They parameterize an object to a sphere then use one of the mentioned polyhedra for resampling and create a regular mesh. Meshes obtained from (Praun and Hoppe, 2003) are dependent on the geometry of initial shapes that have to be remeshed. Therefore, small changes in geometry images need modification of the initial shape, requiring an expensive reparameterization of the entire mesh. However, our method begins with a 2D regular domain (connectivity map) for an efficient access to the connectivity information, and also maintains this regularity during geometry changes (editing, deformation, and subdivision operations). Additionally, changing the mesh at any resolution can be propagated to further resolutions without using expensive operations. Because of this, our method can be a good complementary work for Geometry Images. In summary, to have a comparable title with (Gu et al., 2002) , our work can be conceptually considered as Connectivity Images.
THE INDEXING SCHEME
Since the indexing method works based on 2D vectors of Cartesian coordinates, the initial polyhedron must be flattened. There are many ways to unfold these initial objects but we use the one in which connectivity maps have easier boundary rules (see Figures 1 and  2 ). We then locate every vertex of the polyhedron on integer Cartesian coordinates. These integer coordinates are used as the vertices' index. Working with this simple shape is not enough for many applications and it only creates a base topology of shapes, therefore it is necessary to support subdivision. To keep track of the levels of subdivision, we also use an extra index, the subscript index, as the resolution or level of subdivision. Therefore, a vertex with index (a, b) r is a and b steps far from the origin in X and Y directions at resolution r. We use the resulting 2D integer coordinates as indices to a 2D array containing the locations of vertices. We also use the same index for addressing faces. The index of the left-bottom vertex of a face is considered as its index. Therefore, based on a face's index, indices of its vertices are computable and vice versa. Indeed, if the left bottom vertex of a face is (a, b) r , vertices making this face have indices (a, b) r , (a + 1, b) r , (a + 1, b + 1) r and (a, b + 1) r . This relationship is valid for quadrilateral faces. Because of the regularity of triangular faces in our initial polyhedron, it is possible to assign faces' indices to quads formed by triangles. There are two possible triangular faces for each quad (see Fig 3) . All triangular faces of a tetrahedron has the form of 
HIERARCHICAL TRAVERSAL AND NEIGHBORHOOD VECTORS
Hierarchical traversal. In our method, when a face is subdivided using linear, Catmull-Clark or Loop subdivision methods, it is split into four faces after each level. Fine faces generated by splitting a coarse face are called children and the coarse face is called parent. One of the important hierarchical operations is to find indices of all the children of a given face [a, b] r (we use [a, b] r for faces' indices to distinguish them from vertices' indices represented by (a, b) r ) at resolution r + k 1 or finding the index of its parent at resolution r − k 2 (k 1 , k 2 > 0). To maintain efficient hierarchical operations and regularity, after each level of subdivision, we use the same 2D coordinates for the vertices from previous levels. Since every face is split into four faces, the length of unit vectors is divided by two. Therefore, unit vectors (0, 1) r and (1, 0) r are equal to 2 × (0, 1) r+1 and 2 × (1, 0) r+1 respectively. Resulting from these relationships, we can derive the hierarchical relationship of a vertex at different resolutions. Equations 1 and 2 imply correspondent indices of vertex (a, b) r at resolutions r + k and r − k respectively. Note Equation 2 must only applied to vertex-vertices.
Similarly, a face with index [a, b] r has children with indices [2a, 2b] (Fig 5) . In general after n (n > 0) levels of subdivision, a face with index (1,1) r 
(1,1) r to determine neighbors of boundary vertices, their copies must also be found (Fig 2) .
To recognize if A = (a, b) r is a boundary vertex, we check whether it falls along one of the boundary edges of the initial connectivity map. Consider boundary edge e connecting two first resolution vertices P = (x p , y p ) 0 and Q = (x q , y q ) 0 . A is located on boundary edge e if its index (a, b) r is in between of the indices of P and Q at resolution r. Using Equation 1, P and Q respectively have indices (2 r x p , 2 r y p ) r and (2 r x q , 2 r y q ) r at resolution r. Therefore, A = (a, b) r is located on e if min 2 r x p , 2 r x q ≤ a ≤ max 2 r x p , 2 r x q and min 2 r y p , 2 r y q ≤ b ≤ max 2 r y p , 2 r y q . This relationship is general for all boundary edges. However, boundary edges of the proposed polyhedrons typically have simpler conditions. For instance, the toroidal polyhedron has four boundary edges and A = (a, b) r is located along one of the boundary edges when a = 0, b = 0, a = 3 × 2 r or b = 4 × 2 r (Fig 2) .
After recognizing that a vertex is located on the connectivity map's boundary, its neighbors have to be determined. As we discussed earlier, to find neighbors of a boundary vertex, its copies are required. Copies of vertices at the initial resolution are known based on the connectivity map. To determine copies of a boundary vertex at resolution r, we propose a general method that can be applied to all the proposed polyhedrons. This general method's basic idea is to first find edge e on which boundary vertex A is located (Fig 6) . Afterwards, having the e's copy which is obtainable from the connectivity map, the index of A's copy is determined. We describe the mathematical representation of this issue in the following.
Let A = (a, b) r be a boundary vertex whose copy, C = (c, d) r , is required (see Fig 6) . A is located on a first resolution edge e connecting P = (x p , y p ) 0 and Q = (x q , y q ) 0 . P and Q respectively have copies Z = (x z , y z ) 0 and W = (x w , y w ) 0 at the first resolution. A can be written as a linear combination of P and Q. A = (1 − α)P + αQ. Using copies of P and Q, the copy of A can be determined as C = (1 − α)Z + αW . , is found using the described general method. e and its copies are respectively highlighted by green and orange vectors. Right: An example of the general method to find the copy of (0, 21) 3 .
(a, b) r = (0, 21) 3 on the cube's 2D domain (Fig 6) . Since a = 0, this vertex is located on the edge connecting vertices with indices P = (0, 2) 0 = (0, 16) 3 and Q = (0, 3) 0 = (0, 24) 3 . Therefore, (0, 21) 3 = (1 − α)(0, 16) 3 + α(0, 24) 3 ⇒ α = After finding copies of a boundary vertex (A), neighborhood vectors are applied on A and its copies. Resulting neighbor vertices are stored in set N. Afterwards, Repetitive Vertices of N and those vertices that fall out of the 2D domain are excluded. To discard repetitive vertices, we keep neighbors that are directly obtained by applying neighborhood vectors on A and then eliminate their copies. It is not necessary to do the same process for every single resolution. It is enough to find neighbors of boundary edges at one resolution and then extend it to next resolutions using Equation 1.
SUBDIVISION METHODS
To generate complex objects, it is possible to subdivide the initial object, manipulate resulting vertices in a small number of iterations until the desired object is formed. After an application of linear, Loop or Catmull-Clark subdivision, each face is split into four faces, and some new vertices are generated. To support the possibility of creating more advanced shapes and also to demonstrate the usefulness of the indexing method proposed for the connectivity maps, in this section, we describe how to perform smooth subdivision schemes using the indexing method.
Catmull-Clark subdivision
Each iteration of Catmull-Clark subdivision requires a face split operation and also a relocation of resulting vertices through subdivision masks. We have already described hierarchical relationships resulting from the face split in Section 4. Here we discuss how to apply subdivision masks on the quad faces of the cube and toroidal polyhedron. Masks of Catmull-Clark subdivision are as follows (Halstead et al., 1993) :
In the neighborhood of vertex v i , f 
where P (0,0) , P (1,0) , P (1,1) , and P (0,1) respectively have indices (a, b) r , (a + 1, b) r , (a + 1, b + 1) r , and (a, b + 1) r . After finding face vertices, edge-vertices (2a + 1, 2b) r+1 , (2a + 2, 2b + 1) r+1 , (2a + 1, 2b + 2) r+1 and (2a, 2b + 1) r+1 are computed using (4). For example, as demonstrated in Fig 7 (d) , the edge-vertex Q (1,2) = (2a + 1, 2b + 2) r+1 is determined by:
where Q (1,1) , Q (1,3) , P (0,1) , and P (1,1) respectively have indices (2a + 1, 2b + 1) r+1 , (2a + 1, 2b + 3) r+1 , (a, b + 1) r , and (a + 1, b + 1) r . After finding all edge-vertices, it is possible to compute the vertex-vertices. Vertex-vertices are in fact existing vertices at the coarser resolution translated to new positions. When (a, b) r is a regular vertex, the involving neighboring vertices in the vertexvertex mask can be easily found. As demonstrated in Fig 7 (e) , we need face vertices with indices (2a + 1, 2b + 1) r+1 , (2a − 1, 2b + 1) r+1 , (2a − 1, 2b − 1) r+1 and (2a + 1, 2b − 1) r+1 , and edge vertices with indices (a − 1, b) r , (a + 1, b) r , (a, b + 1) r and (a, b − 1) r . Using these indices and Equation 5 the position of (2a, 2b) r+1 can be computed. It is also necessary to handle extraordinary vertices (n = 4). Since each step of Catmull-Clark subdivision does not introduce any new extraordinary vertex the set of extraordinary vertices resulting from this subdivision correspond to the extraordinary vertices of the initial connectivity map. Therefore, the index of this kind of vertices is predictable during subdivision. In fact, using Equation 1, given the index of the extraordinary vertices at the first resolution, the index of extraordinary vertices at any resolution r can be found. For example, extraordinary vertices of the cube are: (2 r , 0) r , (2 r+1 , 0) r , (2 r+1 , 2 r+1 ) r , (2 r+1 , 2 r ) r , (0, 2 r+1 ) r , (2 r , 2 r+1 ) r , (3 × 2 r , 2 r+1 ) r , (0, 3 × 2 r ) r , (2 r , 3 × 2 r ) r , (2 r+1 , 3 × 2 r ) r , (3 × 2 r , 3 × 2 r ) r , (2 r , 2 r+2 ) r and (2 r+1 , 2 r+2 ) r . So by keeping track of extraordinary vertices and applying appropriate masks to them, we can subdivide the initial polyhedra. We applied Catmull-Clark subdivision to the cube and toroidal polyhedron. Figure 8 shows a toroidal polyhedron at three different resolutions. 
Loop subdivision
Another common subdivision method is Loop's scheme (Loop, 1987) .
In this triangular-based scheme, each triangular face is split to four triangles. There are two types of masks for Loop subdivision: edge-vertex and vertex-vertex masks. Using the notation demonstrated in Fig. 9 , these masks are defined:
We discuss the case of neighborhood vectors for a tetrahedron. The octahedron case is similar (note that it is also possible to apply Loop subdivision on the toroidal polyhedron and cube by splitting every quad to two triangles). To apply the mask of edge-vertices presented in Equation 8, vectors (1, 0) r , (1, 1) r and (0, −1) r are needed. For vertex-vertices however, all the neighborhood vectors presented in Section 4 (also Fig 4) for the tetrahedron are required to find necessary neighbors. Extraordinary vertices are handled similar to Catmull-Clark. Figure 10 illustrates the result of Loop subdivision on the initial tetrahedron. 
Holes and sharp features
There are many objects that have sharp features and holes. A data structure should be able to support these features to make realistic and useful objects. In this section, we describe how to handle holes and sharp features.
Holes
To support objects with holes, individual faces at any arbitrary resolution are tagged as empty. As discussed in Section 4, it is possible to find all the faces in the resolution r + k that are children of a face at the resolution r. Using this property, all children of an empty face and its related vertices are marked as empty in further resolutions. Once we render the mesh, empty faces and their vertices (except the vertices of the boundary) are ignored. A cubic B-spline subdivision mask can be applied to the edges (vertices of the boundary) of these holes. Figure 11 shows a cube with three holes at three successive levels of subdivision.
Sharp features
To support sharp features, we use the method described in (DeRose et al., 1998) and (Hoppe et al., 1994) for Catmull-Clark and Loop schemes respectively. In general, for objects that have sharp features, there are three kinds of vertices. Normal vertices, vertices with no sharp edges; creases, vertices with two sharp edges that a cubic B-Spline mask should be applied to them; and corners, vertices with more than two sharp edges whose positions are changed. Consider a sharp edge between (a, b) r and (a + 1, b) r , after k levels of subdivision all the edges between a pair of vertices in the range (2 k a, 2 k b) r+k and (2 k a + 2 k , 2 k b) r+k are sharp. Therefore, vertices of these edges are known during resolutions and a sharp or corner mask is applied to them. Figure 10 shows a cube with sharp edges along the bottom over three successive levels of subdivision.
It is not necessary to tag all the sharp edges at further resolutions. To apply different masks to sharp features, we keep an array including all sharp features at the coarsest resolution ((a, b) r ). We first subdivide the mesh without considering sharp tags and then find all the sharp edges' vertices at current resolution (from (2 k a, 2 k b) r+k to (2 k a + 2 k , 2 k b) r+k ) and modify their positions by the appropriate mask.
HIERARCHICAL MESH EDITING
To generate a mesh, one can modify an initial polyhedron, subdivide and modify, and add features to it until the desired shape is achieved (Fig 12 and 13) . During this process, one may want to go back to coarser resolutions and makes some modifications. To modify the model at a coarser resolution, we can use the connectivity map of the coarse resolution, modify some vertices and propagate the modification to the current resolution using some local subdivision Figure 13 : The evolution of a fish from a subdivided cube using sketches.
masks. Consider vertex v is modified by vector ∆v. ∆v has local contributions at subsequent resolutions. Instead of subdividing the entire mesh, we can determine the contributions and modify affected vertices. Since there are extra-ordinary vertices in the proposed polyhedrons, there are three types of local masks based on the location of the modified vertex. These three cases are: 1. a regular vertex without any direct connection to an extraordinary vertex; 2. a regular vertex adjacent to an extra-ordinary vertex; 3. an extra-ordinary vertex. Figure 14 illustrates these possible cases for the toroidal polyhedron. In Figure 14 , the extra-ordinary vertex has valence 3 and its subdivided vertex is highlighted by a red vertex when it is located in a regular vertex's neighborhood. Therefore, setting n to 6 and 3 in Equation 10 respectively results α 1 and α 2 shown in Figure 14 . These possible cases can also be determined using a similar method for other proposed polyhedrons and Catmull-Clark subdivision.
Note for case 2, the extra-ordinary vertex may be located at a different edge as shown in Fig 14. In this situation, the local mask is rotated in such a way that extra-ordinary vertex of the mask is matched with the extra-ordinary vertex of the regular vertex's neighborhood.
We do not consider the case of two extra-ordinary vertices in one neighborhood which occurs only at the first resolution. For low resolution objects, it is efficient to globally subdivide the 2D domain considering ∆v for the modified vertex and 0 for other vertices. However, vertex modifications at high resolutions using global subdivision need huge amount of calculations therefore it is more efficient to apply the local subdivision for the modification and recursively propagate it to subsequent resolutions.
OTHER GEOMETRIC MANIPULATIONS
So far, we have shown that our method can efficiently support subdivision schemes. In general, any solitary geometric operation on the initial connectivity map is very simple and efficient. However, any major geometric change may require a new distribution of vertices in a multi scale manner. To show that the proposed method can be employed in various scenarios, we use sketch-based deformation and remeshing techniques to generate more complex objects.
Sketch-based deformation
To deform a model, the positions of vertices are somehow modified. Such modifications can be done simply using direct manipulation of vertices at any resolution (see Fig 1 and 12) or using some deformation methods. To show the capacities of our method, we have employed the deformation technique proposed in (Pusch and Samavati, 2010 ) in a sketch-based modeling interface to deform an initial shape to make more complex shapes as the one demonstrated in Fig  13. Another benefit of our method for the sketchbased modeling is to provide a very regular meshing of closed, sketched curves. There are several applications in the sketch-based modeling in which a user draws a closed curve and a 3D mesh is obtained from the curve (Olsen et al., 2009; Nealen et al., 2007) . It is appropriate that the resulting mesh of these applications becomes regular with very low number of extraordinary vertices (Nealen et al., 2009; Nasri et al., 2009) . To achieve this goal, we start with an octahedron and fit its base to the sketched curve by snapping vertices of the octahedron's base to the sketched curve (Olsen et al., 2009) . The base of an octahedron is a square at the first resolution. After each level of subdivision, the base of the octahedron becomes smoother and can approximate the curve in a better way. By repeating the subdividing and fitting process, we can increase the accuracy of the stroke's approximation as demonstrated in Fig 15. For inflation, we can use methods described in (Olsen et al., 2009; Igarashi et al., 2007) . The resulting mesh is very regular and only has six extraordinary vertices. 
Remeshing techniques
Remeshing methods typically try to approximate a target mesh using a simple base mesh such as a subdivided polyhedron. One possible way to approximate a general mesh is to use a method similar to (Sharf et al., 2006) . In (Sharf et al., 2006) , the target mesh (Sharf et al., 2006) at two successive levels of approximation.
is approximated using a simple base mesh (sphere). The base mesh's vertices are moved in the direction of their normals (evolving process) until the distance between the vertices of the base mesh and the target mesh is less than a threshold. After the evolving process, the base mesh is locally subdivided to have a better approximation of the target. The base mesh again evolves and this process continues until the deformable model is close enough to the target mesh. We use a similar approach but we subdivide the whole base mesh to approximate the target mesh. Figure 16 illustrates this approach to approximate the Venus.
GEOMETRY IMAGES
Our connectivity map can also be used as a complementary tool for deforming, modifying and subdividing meshes resulting from geometry images (Losasso et al., 2003; Praun and Hoppe, 2003) . To apply our proposed method on a geometry image resulting from the spherical parameterization method, we must first synchronize the resolutions. This means that number of vertices in the geometry image and the number of vertices of the connectivity map must be equal. Therefore, we subdivide the initial polyhedron (consistent with one that is used by the spherical parameterization) until we get the same resolution. Then we use the geometry image's data to set the vertex positions of our indices. We now are able to edit, modify and subdivide the mesh. Figure 17 illustrates an object obtained by geometry image's approach before and after applying Loop subdivision. 
SPEED EFFICIENCY
One of the most common data structures for meshes is the half-edge (Weiler, 1985; Kettner, 1998) . This data structure needs to save edges, pairs of edges, vertices (their location and their connection to half-edges) and faces. In our method, the only information that must be stored is the location of vertices and the initial connectivity map's indices. Connectivity information is efficiently extracted from these indices. Our proposed method is not only efficient in terms of space, but it is also very fast in comparison with the half-edge. To quantify the speed benefit, we compare the run times needed by the half-edge and the indexing in 10 different levels of a Loop subdivision on a tetrahedron. The results of other polyhedrons and Catmull-Clark subdivision are fairly similar. Table 1 shows the run-time (CPU) of the connectivity map and the half-edge data structure. Note the time at step i indicates the required time to achieve resolution i from the initial tetrahedron. It is readily apparent that after few levels of subdivision, our method is significantly faster than the half-edge.
Although for low resolution objects, the half-edge may be efficient enough, there are many applications that need very large surfaces. Medical visualization (Taubin, 1995) (see Fig 18) , Digital Earth representation (Goodchild, 2006; GeoWeb, 2011) and geometry images (Gu et al., 2002) are examples of such applications. Using our connectivity based method, we can significantly speed up the process of these applications. Figure 18 : A vertebra created using the proposed deformation method in (Pusch and Samavati, 2010) and the toroidal polyhedron as the base mesh.
Conclusion
Using connectivity maps of the proposed polyhedrons, we define an indexing method for quadrilateral and regular triangular meshes. This method is very useful for applications that need operations such as neighborhood finding or access to hierarchical structures resulted from subdivision schemes. The connectivity information of the proposed polyhedron is implicit in their connectivity maps and no extra information is required. In comparison with other common data structures such as the half-edge, our connectivity based method provides more straightforward operations for neighborhood finding and is extremely faster for applications that need neighborhood finding operations such as subdivision schemes. Our proposed method is not restricted to simple objects and it can be used for remeshing general meshes, sketch-based modeling, and editing or subdividing geometry images.
