Current sensing feedback for humanoid stability by DeCapua, Matthew
Rochester Institute of Technology
RIT Scholar Works
Theses Thesis/Dissertation Collections
7-1-2013
Current sensing feedback for humanoid stability
Matthew DeCapua
Follow this and additional works at: http://scholarworks.rit.edu/theses
This Thesis is brought to you for free and open access by the Thesis/Dissertation Collections at RIT Scholar Works. It has been accepted for inclusion
in Theses by an authorized administrator of RIT Scholar Works. For more information, please contact ritscholarworks@rit.edu.
Recommended Citation
DeCapua, Matthew, "Current sensing feedback for humanoid stability" (2013). Thesis. Rochester Institute of Technology. Accessed
from
 
Current Sensing Feedback for Humanoid Stability 
 
 
By 
 
Matthew DeCapua 
 
 
 
A Thesis Submitted 
 
in 
 
Partial Fulfillment 
 
of the 
 
Requirements for the Degree of 
 
MASTER OF SCIENCE 
 
in 
 
Electrical Engineering 
 
 
Approved by: 
 
 PROF__________________________________________________________ 
(Dr. Ferat Sahin, Thesis Advisor) 
 
 PROF__________________________________________________________ 
 (Dr. Amuso, Thesis Committee Member) 
 
  PROF__________________________________________________________ 
 (Dr. Phillips, Thesis Committee Member) 
 
 PROF__________________________________________________________ 
  (Dr. Sohail A. Dianat, Department Head) 
 
 
DEPARTMENT OF ELECTRICAL AND MICROELECTRONIC ENGINEERING 
 
KATE GLEASON COLLEGE OF ENGINEERING 
 
ROCHESTER INSTITUTE OF TECHNOLOGY 
 
ROCHESTER, NEW YORK 
 
July 2013 
  DeCapua 
 
 
 
Abstract 
 For humanoid robots to function in changing environments, they must be able to maintain 
balance similar to human beings.  At present, humanoids recover from pushes by the use of 
either the ankles or hips and a rigid body.  This method has been proven to work, but causes 
excessive strain on the joints of the robot and does not maximize on the capabilities of a 
humanlike body.  The focus of this paper is to enable advanced dynamic balancing through 
torque classification and balance improving positional changes.   
 For the robot to be able to balance dynamically, external torques must be determined 
accurately.  The proposed method of this paper uses current sensing feedback at the humanoids 
power source to classify external torques.  Through understanding the current draw of each joint, 
an external torque can be modeled.  After being modeled, the external torque can be nullified 
with balancing techniques.  Current sensing has the advantage that it adds detailed feedback 
while requiring small adjustments to the robot.  Also, current sensing minimizes additional 
sensors, cost, and weight to the robot.  Current sensing technology lies between the power supply 
and drive motors, thus can be implement without altering the robot. 
 After an external torque has been modeled, the robot will undertake balancing positions 
to reduce the instability.  The specialized positions increase the robot’s balance while reducing 
the workload of each joint.  The balancing positions incorporate the humanlike body of the robot 
and torque from each of the leg servos.  The best balancing positions were generated with a 
genetic algorithm and simulated in Webots.  The simulation environment provided an accurate 
physical model and physics engine.  The genetic algorithm reduced the workload of searching 
the workspace of a robot with ten degrees of freedom below the waist. 
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 The current sensing theory was experimentally tested on the TigerBot, a humanoid 
produced by the Rochester Institute of Technology (RIT).  The TigerBot has twenty three 
degrees of freedom that fully simulate human motion.  The robot stands at thirty-one inches tall 
and weighs close to nine pounds.  The legs of the robot have six degrees of freedom per leg, 
which fully mimics the human leg.  The robot was awarded first place in the 2012 IEEE design 
competition for innovation in New York.   
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III. Introduction 
Humanoid robots have become a large area of focus in the field of robotics.  A robot is 
classified as a humanoid when it mimics the appearance and locomotion of a human being.  
These kinds of robots are important for research into human motion and have the potential of 
being used for dangerous or mundane jobs.  Private companies and research facilities have begun 
developing humanoids that range from a few inches tall to human height.  A humanoid robot 
uses bipedal motion for movement, thus it is subjected to large instabilities and complex 
movements.  The main focus of humanoid research has been implementing stability in balancing, 
push recovery, and walking.   
Present day research has produced several theoretical models for generating a stable 
humanoid robot.  The main theories used for humanoid balancing included zero moment point, 
control of the robot’s center of gravity, an inverted pendulum model, and advanced inverse 
kinematics.  These methods have been explained in detail in the literature review.   
The proposed theory presented in this paper utilizes a combination of sensor feedback to 
enable stable balancing and push recovery.  The main focus of the paper is implementing current 
sensing as a feedback for producing balance control.  The feedback from the current sensors is 
combined with balancing positions generated by a genetic algorithm to facilitate push recovery.   
This paper presents several sections that portray an in-depth analysis of current sensing, 
balancing positions, humanoids, and push recovery.  Section 1 presents a literature review of 
humanoid research.  The literature review discusses zero moment point theory, the linear inverse 
pendulum model, balancing a humanoid robot, push recovery strategies, and walking research.  
Section 2 shows an in-depth derivation of current sensing as it is applicable to humanoid 
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balancing.  Current sensing was derived for each of the leg servos and relates to the 
destabilization of the robot.  Section 3 discusses how current sensing can be used for determining 
the position of an applied external torque.  Positional estimation is necessary for determining 
how a robot should balance given a random push.  Section 4 describes the hardware 
implementation of the proposed current sensing theory. 
Section 5 derives the forward kinematics of a humanoid robot.  Forward kinematics are 
important for the control of a robot and for determining the effect of each joint on the position 
and orientation of its foot.  Section 6 presents an in-depth derivation of the inverse kinematics of 
a humanoid.  Inverse kinematics are important for determining the effect of the foot’s position 
and orientation on the joints of the robot.  Inverse kinematics are also important for generating 
balancing positions for the robot.  Section 7 depicts the experimental robot used for testing the 
current theory.  The TigerBot’s design and specification are discussed in great depth.  Section 8 
discusses other available research humanoids as a benchmark for the TigerBot.  This section 
ensures that the TigerBot is a viable research platform as compared to other research models.  
Section 9 presents the simulation program Webots.  This simulation program was used to 
generate the balancing positions in place of iterative experimental testing.  Section 10 presents 
the genetic algorithm used to generate the balancing positions.  Section 11 shows the balancing 
positions generated by the genetic algorithm.  Section 12 discusses the experimental 
implementation of the current sensing hardware on the TigerBot and the problems that occurred.  
Section 13 discusses the experimental results of the current sensing based balancing and 
positional estimation.  Section 14 presents a few advantages of current sensing over other 
methods for balancing.  Section 15 concludes the project and presents possible future work. 
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1. Literature Review 
Humanoid research reveals a variety of methods to implement balancing, push recovery, 
and stable walking.  The published works presented Zero Moment Point (ZMP) as the most 
commonly used guideline for ensuring stable motion.  ZMP ensures stability by keeping the 
moment of the robot’s forces within the geometry of the feet.  The Linear Inverse Pendulum 
Model (LIPM) was shown to being the most commonly used modeling system for a humanoid 
robot.  A LIPM simplifies the dynamics of a humanoid and leads to stable locomotion by 
maintaining control over the robots center of gravity (COG).  LIPM and ZMP tend to be 
combined when generating control laws for motion.  The presented sections for the literature 
review are as follows: a discussion of ZMP and LIPM, a review of other published balancing 
techniques, a summary of push recovery strategies, and a report of a variety of methods for stable 
walking. 
1.1. Zero Moment Point Theory 
Zero Moment Point theory has been the primary method for ensuring stability in a 
humanoid for almost two decades [23].  The theory of ZMP was first proposed by Vukobratovic 
[24] in his paper written in 1990.  Over the past twenty years, his novel theory has been 
implemented in most humanoid research projects [5] [7] [8] [13-17] [18] [20] [21] [23-27].   
ZMP focuses on implementing dynamic balancing by ensuring that the moment of the forces of 
the robot remains within the robot’s foot [25].  Thus, the contact forces from the robot are 
canceled by the ground’s reaction force.  The theory of ZMP is well described in a reference 
focused on demonstrating humanoid motion [18]. 
  DeCapua 
 
2 
 
For a robot to remain stable, its ZMP must remain within the geometry of its foot.  Figure 
1.1 demonstrates a proposed trajectory for a robot’s foot while walking.  Walking was chosen for 
demonstration purposes because it shows an extreme case of instability.  The red line in Figure 
1.1 shows how the ZMP must remain within the sole of the robot throughout the entire motion.  
The trajectory of the robot must also focus on keeping the center of gravity of the robot between 
the two feet, which is shown with the green line.   
 
Figure 1.1. Proposed Trajectory of Humanoid’s ZMP  
Humanoid stability is also complicated by the single and double support phases.  
Throughout the motion of the robot, it can have either of its feet on the ground or both.  Thus, the 
ZMP criteria must be applicable in both cases.  The dark grey region of Figure 1.1 demonstrates 
the safe region of the foot for the single support phase of the walking algorithm.  The light grey 
region shows the safe region for the double support phase of the humanoid motion [18].  The 
ZMP of a robot can be difficult to maintain and changes throughout any motion, thus additional 
controllers are required for implementation.  
The position of the ZMP for a robot can be calculated with the use of the equations [18] 
below. 
     
∑   (   
    )   
 
    ∑      
     
 
   
∑            
 
   
       (1.1) 
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The above equations demonstrate how the location of the ZMP is dependent on the 
position of the robot.  The ZMP calculations take into account the effect of each link of the robot, 
starting from the first to the    .  The mass of the robot and its links are accounted for with the 
   term.  The position of the center of mass (COM) of each link are represented with the 
variables        , and    .  The resulting values for the      and      must remain within the 
positions show in Figure 1.1 for the robot to remain stable.  If the position of the ZMP moves 
outside of the foot’s geometry, then advanced control systems are required to return it to the 
proper position.  This method for determining the robot’s present ZMP can be very 
computationally heavy.  Research shows that controllers focused only on controlling a robot’s 
ZMP can produce results that increase stability.  ZMP theory is the same for balancing and push 
recovery. 
1.2.     Linear Inverse Pendulum Model 
ZMP has been presented as the main method for ensuring stability in humanoid robots.  
However, this criterion does not assist with modeling the robot or implementing dynamic 
motion.  A humanoid has numerous degrees of freedom which makes modeling very 
complicated.  Thus, most research uses the simplified model of a Linear Inverse Pendulum for a 
humanoid [1-4] [8] [10] [15] [20] [21].  The body of the humanoid is abstracted into a single 
mass point as a model of its COM [3].  In the following derivations, center of mass and center of 
gravity are used interchangeably due to a humanoid’s limited height.   Due to the cyclical nature 
of a robot’s motion, a pendulum model can be used for accurate representation.  However, the 
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pivot of the pendulum occurs at the feet, thus the modeling is considered an inverse pendulum.  
Figure 1.2 demonstrates an abstraction of a humanoid robot with the use of a LIPM.   
 
Figure 1.2. Linear Inverse Pendulum Model 
This extreme simplification removes the complexities of numerous degrees of freedom 
and obscure body geometry.  Some research investigates adding additional aspects of humanoids 
to the model to create better accuracy but more difficult modeling.  The LIPM model can be 
improved by accounting for joint friction, unknown reaction forces, body complexities, and 
offsets associated with a miscalculated COM position. 
The above figure can be used to derive control for a humanoid.  To ensure that the robot 
is stable while moving, the motion of the center of gravity is controlled.  The motion of the 
center of gravity of the robot is affected by gravity and the contractility of the robot.  This fact 
enables for the derivation of the robot’s kinematic equations [3].  By analyzing the free-body 
diagram of the robot’s COG, the following equation can be derived. 
                         (1.3) 
The contractility of the robot during motion can be modeled with the following equation. 
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           (1.4) 
Thus, 
    
         
        
          
   
    
        (1.5) 
Where x is the horizontal position of the center of gravity and      is the height of the 
robot’s center of gravity.  Through solving the above differential equation, a kinematic equation 
of the center of gravity of the robot can be derived. 
            (
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)         (1.6) 
      
    
 
   (
 
 
)           
 
 
         (1.7) 
where    √
    
 
 
The above equation expresses the trajectory of a humanoid’s center of gravity that has 
been modeled based on a Linear Inverse Pendulum.  Equation 1.6 models the position of the 
center of gravity as it moves over time.  Equation 1.7 demonstrates how the velocity of the center 
of gravity changes over time.  The equations are dependent on the initial horizontal position and 
initial velocity.  If the center of gravity remains within the above constrictions, then the robot can 
move with stability.  The presented method assumes that the center of gravity remains within the 
same vertical position.  More advanced LIP models account for the change in the vertical 
position.  As can be seen, the LIP model simplifies the calculation process significantly.  
However, these simplifications can be difficult to apply to an experimental robot and do not 
perfectly model the robot’s motion. 
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1.3 Proposed Balancing Techniques 
Humanoids have the potential of being a large influence in society.  The robots are 
designed to mimic humans so as to be easier for society to accept and able to operate in a human 
based environment.  However, the natural figure of a humanoid robot is extremely unstable.  For 
the robot to function in society, it must be able to balance itself similar to humans.  There has 
been a lot of research conducted over the past decade in new ways to implement advanced 
methods for balancing.  
S. Lim et al. [5] presented a control algorithm for balancing humanoids that utilizes a 
Zero Moment Point position feedback.  The method requires fast determination of the robot’s 
ZMP and uses that as a feedback control.  The ZMP is extrapolated to a compensation angle that 
can be added to the control of the robot to increase stability while not disturbing motion.  The 
angle was derived from applying Newton’s laws to the model of the robot.  The MHR-1 
humanoid was used for experimental testing.  The results demonstrated a decrease in recovery 
time when an instability disturbance was applied to the robot.  The presented method shows that 
monitoring the ZMP position can be used for balancing.  
Seung-Joon Yi et al. [4] generated an active stabilization algorithm for a humanoid robot 
undergoing impact motions with unknown reaction forces.  The algorithm utilized dynamic 
motion for balancing rather than static solutions.  Thus, rotational motion at the joints was used 
to counter act the unknown reaction forces.  Their research focused on enabling humanoids to 
generate larger torques for lifting heavy objects while maintaining balance.  The larger balancing 
torques was generated by using impaction verses quasi-static motions.  The DARwIn-OP 
humanoid was used for testing in both simulation and hardware.  The implementation of testing 
the stabilization algorithm was done by having the robot punch objects of varying weights.  This 
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caused for instability from the punch’s reaction force.  However, the testing did not thoroughly 
investigate all possible instabilities.  The balance recovery algorithm maintained the robots 
stability for each of the varying weights in both hardware and simulation.  The results 
demonstrate the advantages of dynamic balancing over static. 
Wei Xu et al. [28] implemented torque based compliance control for a humanoid robot to 
compensate for impact forces of a landing foot.  The control method was designed to absorb the 
impact forces generated between the robot’s contacting foot and the ground.  Reducing the large 
impact force of stepping can be used to help keep the robot stable.  A gait designed based on the 
parameters of a LIPM was used to test the control algorithm.  The employed controller modifies 
the predetermined walking algorithm to absorb the impact force of the foot.  The KONG-I 
humanoid was used for experimental trials.  The robot has force sensing circuitry on each foot to 
determine the impact forces.  The experimental results demonstrated a reduction in the impact 
force.  These results enable for additional stability to be present in the robot’s motion. 
Kenji Kaneko et al. [29] discussed a method for estimating external forces acting on 
humanoid robots.  They argue that external force detection is a necessity for humanoids to 
function in society.  The method proposed coupled force sensors on each foot with an IMU 
inside the robot’s cavity.  The applied forces were estimated by comparing the reaction forces of 
each foot with the ground.  The reaction forces coupled with the IMU output determined the 
position of the applied force.  The HRP-2 humanoid was used for experimental testing.  The 
experimental test focused only on determining the applied forces.  Additional control over the 
robot was not implemented.  Forces were applied to the robot’s wrist.  The force detectors on the 
wrist were compared with the output of the proposed method.  Their method demonstrated force 
detection, however error was evident. 
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Guocai Liu et al. [6] introduced a method for controlling a humanoid with dynamic 
balancing.  The dynamic balancing was implemented by controlling the robot’s stance leg length 
and selecting suitable swing directions.  A finite-state machine control system executed specified 
actions in different stages of the walking motion to improve stability.  While ensuring these 
stages were met, their control algorithm maintained the body’s attitude, forward speed, and 
swing leg angle.  Their method was tested in MATLAB under several conditions of humanoid 
motion.  The humanoid model used for testing did not accurately represent a human body or 
human motion.  The feet were modeled with linear actuators rather than rotational joints.  The 
results demonstrated that the dynamic balance improved stability with the additional 
disturbances of uneven ground, velocity changes, and walking on a ramp.  
Joohyung Kim et al. [7] discussed controlling the balance of a biped robot through a 
combination of gravity compensation, virtual gravity control, and damping control.  The method 
focused on using torque control to implement balance stability.  The algorithm added a virtual 
gravity control to compensate for the unknown balance disturbances.  The virtual gravity control 
was added to the ZMP model so it functioned within the boundaries of the ZMP theory.  The 
proposed model also accounted for the joint friction to further its accuracy.  The Roboray 
humanoid was used for experimental testing.  The results demonstrated the robot balancing on 
one and two legs.  The experimental testing was conducted with small external forces.   The 
results showed that torque control can be used for advanced balancing and that increased model 
accuracy provides better stability.  
Benjamin J. Stephens et al. [1] presented an approach to balancing that utilizes the use of 
force control.  His method aimed at improving common balancing techniques by generating a 
stable trajectory for the robot’s COM.  The control of the robot’s COM was implemented by 
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determining the necessary joint torques that will increase its stability.  The torque control also 
enabled for the contact forces of the robot to be improved.  The Sarcos Primus humanoid was 
used for experimental testing.  The experimental testing was conducted through lifting a heavy 
bucket that would vary in weight.  This process simulated balance changes but did not 
thoroughly address all possible instabilities.  The experimental results demonstrated that the 
robot maintained its balance when the additional controller was actively running.  Thus, 
monitoring torques was shown as a viable method for improving stability in a robot. 
Benjamin J. Stephens [10] discussed a method using state estimation for force-controlled 
humanoid balance using simple models in the presence of modeling error.  The Linear Inverted 
Pendulum model was used for generating the balancing dynamics.  The method presented 
focused on exploring the effects of unknown errors on balancing.  The unknown center of mass 
offset and external forces were focused on.  These unknowns were added to the balance model as 
variables.  The balancing model was used to estimate the state of the robot and enable stability 
improving control.  The Sarcos Primus humanoid was used for experimental testing.  The results 
demonstrated that it is possible to determine the COM offset and external forces, which enabled 
for better balance algorithms.  However, it was difficult to estimate the external disturbances 
while maintaining the proper states.  The presented method showed force controlled balancing 
can improved upon with accounting for more unknowns.   
1.4 Push Recovery Strategies  
For humanoids to become part of society, their balancing must be able to account for 
unknown disturbances.  Whether it is from human contact or contact with a stationary object, 
human beings commonly must balance when experiencing a push.  Thus, present day research 
places a large focus on push recovery algorithms for humanoids.  The three main approaches to 
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balance recovery after experiencing a push are the ankle strategy, hip strategy, and stepping 
strategy [8]. 
1.4.1 Ankle Strategy 
The ankle strategy implements push recovery by increasing the torque of the ankle joint 
to counteract the forces due to a push [8].  This method is limited by the torque of the ankle, thus 
is used for small applied torques. 
Akash et al. [3] discussed a technique for implementing humanoid push recovery by 
using theory derived from an advanced inverse pendulum model.  The inverse pendulum model 
used a three mass system to better model the motion of the robot.  The equations of motion 
derived from the pendulum model were used to design the ankle push recovery protocol.  The 
recovery method was designed for the geometric constraints of the Hoap-2 humanoid.  The push 
recovery model was tested in simulation through the use of Webots and varying push forces.  
The results demonstrated control over the robot’s COM for forces that were under 12N.  
However, the control algorithm was limited by larger forces, thus demonstrating the restrictions 
of the method and ankle recovery.  The results do demonstrate that the ankle strategy can 
function properly for small forces and that additional controllers can be used to improve its 
recovery ability. 
1.4.2 Hip Strategy 
The hip strategy implements push recovery by increasing the torque of the hip joint to 
counteract forces due to a push.  The torque of the hip is exerted closer to the COM of the robot, 
thus generates a larger reaction force [8].  The hip strategy can produce larger counter forces so it 
is used for recovering from larger pushes compared to the ankle strategy. 
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Dragomir Nenchev et al. [31] presented results for experimentally testing the validity of 
the hip and ankle recovery strategies.  The paper demonstrated derived theory for implementing 
both of the recovery strategies.  The theory was derived from the kinematics modeled with a 
Linear Inverse Pendulum combined with a damping spring factor.  The Hoap-2 was used to 
experimentally test both recovery methods.  The two methods were chosen from the impact data 
collected by the acceleration sensor embedded in the chest of the robot.  The results show the 
constraints of both recovery strategies.  The ankle recovery was viable for small forces but failed 
after a certain threshold.  The hip recovery was viable for larger forces than the ankle recovery 
and had a fast recovery time.  The experimental results show the strength and weaknesses of both 
methods. 
1.4.3 Foot Placement and Stepping Strategy 
The stepping strategy implements push recovery by increasing the kinetic energy of the 
robot to counteract the forces of a push.  The robot steps towards the push so the applied force is 
absorbed by the impact of the swinging leg [8].  This method enables for recovery from larger 
pushes than the hip strategy, however it changes the motion of the robot. 
Awais Yasin et al. [8] discussed implementing push recovery through foot placement.  
The method implements balance recovery by using a step that can change in both direction and 
step size.  The specialized step size can increase the base of support for the robot undertaking a 
variety of forces.  The method was designed for use when applied forces were too large for use 
of the hip or ankle recovery strategy.  The characteristics of the step were estimated through an 
inverse pendulum model coupled with the change in energy due to an external push.  An Attitude 
and Heading Reference System was attached to the humanoid for experimental testing.  The 
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results demonstrated an increased ability to recover from large disturbances by using specialized 
steps. 
Wentao Mao et al. [11] presented a method for push recovery by using continuous steps.  
The paper discussed the robot taking several continuous steps to balance from large disturbances.  
The step size and number of steps was determined by the size of the exerted force.  The motion 
of the continuous steps was modeled with the use of a Linear Inverse Pendulum model.  The 
algorithm was designed for implementation on a robot with legs, a torso, but no arms.  The 
algorithm was tested in a simulator programmed by MFC of Visual Studio in conjunction with 
the ODE physics engine.  The results demonstrated that taking several continuous steps enabled 
the robot to balance after enduring large external forces.  The results also demonstrated that 
increasing the step count enabled increased stability for larger forces. 
Van Huan Dau et al. [15] implemented a method for humanoid push recovery while 
maintaining the same walking scheme.  The method enabled push recovery by modifying the 
phase of the walking algorithm.  Webots was used for testing in simulation with a human sized 
robot.  The use of the push recovery method was determined by detecting the change in orbital 
energy at the robot’s center of mass.  The recovery method was designed around two stages of 
walking, which were called the acceleration and deceleration phases.  The acceleration phase 
occurred when the robot first stepped.  The deceleration phase occurred when the robot was 
landing at the end of stepping.  The push recovery method was based on changing the phase of 
the walking scheme during the deceleration phase.  The robot continuously changed its phase 
until balance was restored.  The simulation results demonstrated successful balance recovery.  
The method was not tested experimentally. 
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Shahram Jafari et al. [2] discussed implementing push recovery by using the knee joint.  
The proposed method was implemented to demonstrate how the knee joint should also be 
considered in push recovery.  The three common methods of push recovery treat the knee as 
stationary and do not account for its ability to assist.  The knee strategy proposed was derived 
from motion modeled with a linear inverse pendulum.  The proposed method used additional 
mathematical methods to create a more accurate balance stabilization technique.  The results 
demonstrated some improvement in the capabilities of the robot to recover its balance. However, 
the results did not show significant improvement and were not tested experimentally.  Also, the 
simulation model was only six inches tall and does not pertain to most present day humanoid 
robots.  
Jiuguang Wang [9] discussed a method for humanoid push recovery by using robust 
convex synthesis.  A technique called sum-of-squares optimization automatically searched for 
Lyapuov functions to improve the stability of nonlinear dynamic systems.  This method enabled 
them to simultaneously search for a balance controller and the domain in which the robot can 
remain stable.  They used their robust convex optimization to design a nonlinear feedback 
control law to enable push recovery.  The controller derived by their convex optimization was 
tested through simulation with the LMI design toolbox YALMIP.  The results collected through 
simulation demonstrated that the model was able to balance while operating within possible 
torques.  The results were not tested experimentally but performed well in simulation. 
1.5 Proposed Walking Techniques 
Research into humanoid robotics focuses largely on generating stable walking 
algorithms.  A stationary robot with no lower extremities has been developed and implemented 
in automation but has much less complexity than a humanoid.  When a bipedal robot is required 
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to move, the motion dynamics become extremely complex and require very intricate control 
systems.  The main focus in research has been generating versatile and stable walking algorithms 
that will enable humanoids to function in society.  
Hsin-Yu Liu et al. [18] presented a course in simulation and demonstration of humanoid 
motion for present day robots.  The paper discussed how to control the stability of a robot 
through the use of feedback and ZMP theory.  The discussion of ZMP demonstrated the basic 
equations that enable humanoid stability.  The ZMP equations take a summation of the mass of 
each limb and determine the position required for stability.  Also, the paper demonstrated that the 
ZMP of the robot must start at the foot and remain there when stationary.  As the robot steps, the 
ZMP must be in between the initial step and final step.  Thus, the COM of the body must remain 
between the two feet until the robot reaches placement of the second foot.  The position of the 
foot must be changed if the ZMP leaves the accepted region of stabilization.  The paper proposed 
that the foot position should be changed by the ankle to return the ZMP’s position to the stable 
region.  The paper also discussed that the knee and hip angle should remain the same to ensure 
that the body is perpendicular to gravity at all times.  These listed restrictions simplify balancing 
but reduce the possible operation of a humanoid.  
Ting Wang et al. [27] discussed an advance method for implementing stable gait in 
humanoids.  The method used a new control law by regulating the zero moment point and joint 
path of the robot.  Two positions of the robot’s ZMP are monitored throughout the motion.  Also, 
any unexpected rotations in the ankle were removed by the control system.  The design is novel 
in that it tracks the motion of the joints in the joint space rather than in a general reference path 
as a function of time.  The method was tested in simulation with a stability study.  The results 
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demonstrated that the control law added stability throughout the walking process.  The method 
was not tested experimentally. 
Fei Wang et al. [20] implemented gait planning based on the linear inverted pendulum 
model for the Nao humanoid.  The design of the step size and period were based on the structure 
of the Nao robot.  The method demonstrates an in-depth analysis of implementing humanoid 
walking with ZMP theory and a LIPM.  The results were tested in simulation and demonstrated 
that these design methods produce stable walking.  
Jun Morimoto et al. [12] proposed a biologically inspired biped locomotion strategy.  The 
kinematic dynamics of the robot were derived from the inverted pendulum model.  The method 
used the center of pressure of the robot to detect the phase of the inverted pendulum dynamics of 
the humanoid motion.  Force sensors on the feet of the robot were used to determine the robot’s 
center of pressure and its velocity.    The simplified gait trajectories were based on basic 
sinusoidal functions.  A coupled phase oscillator was used to synchronize the sinusoidal 
functions with the phase detection.  The frequency of the controller was proposed to be the 
natural frequency of a linear pendulum to provide the best results.  The horizontal motion of the 
robot was controlled by sinusoidal motion at the hip and ankle.  The vertical motion of the robot 
was controlled by a sinusoidal motion at the hip, knee, and ankle.  The results showed a basic 
biped figure generating a stepping motion in simulation.  Their method demonstrated successful 
experimental trials for robots of several sizes.  The experimental trials showed that biologically 
inspired sinusoidal motion can be utilized to generate a stable walking algorithm. 
Przemyslaw Kryczka et al. [13] discussed a method for humanoid walking through using 
a stretched knee and custom inverse kinematics.  The method used a specialized inverse 
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kinematics methodology to enable more human like gait through stretched knees.  The algorithm 
had been simplified to remove redundant calculations and improve computational difficulties.  
Webots was used for simulation trials before experimental testing.  The WABIAN-2R humanoid 
was used for experimental trials.  The robot has been designed with thirty-seven degrees of 
freedom (DOF) and has a specialized foot to simulate human motion.  The experimental results 
demonstrated that a gait based on a stretched knee and heel-contact to toe-off phases can be 
stable.  
Changjiu Zhou et al. [14] presented a method that generated dynamically stable gait 
planning for a humanoid climbing a sloped surface.  The method focused on implementing 
trajectories based on the zero moment point of the robot.  The constraints implemented on the 
algorithm were based on the stabilization criteria proposed by ZMP theory.  To ensure smooth 
transition for the stepping motion, the motion of the robot’s center of mass was controlled.  The 
method was designed around the motion constraints limited by the geometry of each limb.  The 
design process also focused on ensuring that the foot cleared the ground at all points of motion to 
ensure that accidental contact did not interfere.  The design process was broken up into single 
foot and double foot stages.  Also, the gait was designed to have the same initial and final 
velocities and positions.  The RoboErectus was used for experimental testing.  The results 
showed successful experimental trials and simulations for a robot walking on an inclined surface.  
Daniel Lee et al. [16] discussed a practical method for bipedal walking on uneven terrain 
by using surface learning and push recovery.  The method used onboard sensors to determine the 
inclination of the terrain and an online learning algorithm to learn the layout.  The perturbations 
caused by the uneven surface were corrected for with common push recovery methods.  Webots 
was used for simulations with the DARwIn-OP model.  The experimental testing was conducted 
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on the commercially available DARwIn-OP.  The results demonstrated the method functioning 
properly for the small inclinations that were tested.  
Darwin Caldwell [21] proposed generating walking trajectory for humanoids modeled 
with compliant joints.  Compliant joints could improve walking by removing the negative effects 
caused by having stiff legs.  The walking algorithm focused on the center of mass of the robot 
remaining in a stable location.  The method was tested under the conditions of constant gait 
frequency, modified gait frequency, and a load disturbance.  The COMAN humanoid was used 
for experimental testing. The results demonstrated that the robot was able to walk under the test 
conditions.  However, the walking algorithm showed deterioration in joint tracking precision and 
ZMP tracking throughout the process.  
Bokman Lim et al. [22] discussed implementing optimal gait primitives for dynamic 
bipedal locomotion.  The locomotion was implemented by using parametric gait primitives, 
utilizing state-dependent torque control, and numerical optimization that accounted for non-
constant forces.  The gait dynamically changed by parsing together primitive motions after 
interpreting the best way to avoid instabilities effecting the robot.  The dynamic gait enabled for 
power efficiency to be increased by not requiring stiff legs.  The Roboray humanoid was used for 
experimental testing.  The results demonstrate stable walking with the ability to walk straight or 
on a curve.   
Xiaojun Zhao et al. [17] presented a method for generating humanoid kinematics by 
linking similarities based on human motion capture.  The paper focused on developing a method 
for more human like motion by mimicking captured human motion.  The captured motion was 
linked to the joint parameters of the robot.  The BHR-01 humanoid was used for experimental 
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testing.  The human motion was collected through a high frame rate camera and several markers 
on a test subject.  The stability criterion of ZMP theory was used in conduction with the collected 
images.  The experimental results demonstrated that the robot was able to follow the human’s 
motion, but did not implement stable walking. 
The next section presents an in-depth derivation of current sensing as it pertains to 
balancing a humanoid robot.  The theory presented is used as the core driving point of the 
balancing feedback experimentally implemented. 
2. Theory of Current Sensing 
The main focus of this paper is to implement advanced balance for humanoids.  Research 
has shown that controlling the stability of the center of mass of the robot is necessary for 
maintaining balance.  The proposed method controls the center of mass of the robot through 
current sensing.  The current of a servo motor can be correlated to its output torque, which can be 
related to stability.  Thus, the theory of how each servo’s current pertains to the torques applied 
to the servo is required.  A robot will always be under the effect of gravity, thus an in-depth 
derivation of the effect of gravity is required for the control feedback.  There are three body 
planes for the human body: sagittal, coronal, and transverse.  A sagittal torque is applied to the 
front or back of a robot.  A coronal torque is applied to the sides.  The two transverse plane 
servos in the hip are assumed to be fixed because they do not affect the robot’s stability, rather 
its ability to turn.  The presented sections are as follows: derivation of sagittal torque due to 
gravity, derivation of coronal torque for gravity, and current relating to stability. 
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2.1. Sagittal Torque Derivation due to Gravity 
The derivation of the destabilizing torque due to gravity at each sagittal servo is required.  
The torques for the ankle, knee, and hip servo are derived below.  The torque analysis requires 
the weight and angle of the components involved.  The weight of a humanoid is constant and the 
angles can be calculated from inverse kinematics.  Figure 2.1 shows the labeling of the robot’s 
components that are important for sagittal torque.  The robot is squatting because the position 
best demonstrates the torques applied to each servo.   
 
Figure 2.1. Sagittal Plane of Humanoid 
 First, the torque of the ankle is derived.  Torque analysis accounts for the weight of each 
component of the robot.  The    terms account for the link length of the legs.  The    terms 
account for the weight of a servo.   The weight of the center of mass of the robot is assumed to 
be split between the two legs for simplification. 
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The weight and link length of the robot remain constant throughout operation.  Thus, the 
torque can be considered a constant multiplied by the angle of the joint. 
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      (2.2) 
The torque of the knee joint has a similar derivation as the ankle, however only the 
weight above the knee needs to be accounted for. 
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As can be seen in Equation 2.3, the angle of the knee is the only variable in the torque 
analysis. Thus, the knee torque can be considered a constant multiplied by the angle of the joint. 
                              
   
 
    
      
 
        (2.4) 
The torque of the hip can be derived similar to the ankle and knee, but with only 
accounting for the weight above the hip. 
   
      
 
                    (2.5) 
Similar to the other torques, the hip torque can be considered a constant multiplied by the 
angle of the joint. 
                      (2.6) 
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The above derivation shows how each servo’s torque due to gravity relates to the robot’s 
geometry.  The torque equations are the same for the left and right side because of the symmetry 
of a humanoid.  
2.2. Coronal Torque Derivation due to Gravity 
The derivation of the applied torque due to gravity at each coronal servo is required.  The 
torques for the rotation servos at the ankle and hip are derived.  The torque analysis requires the 
weight, link length, and angle of each component involved.  Figure 2.2 shows the labeling of the 
coronal perspective of the robot.  The figure shows the robot standing on both legs while leaning 
to one side to better demonstrate the effect of gravity. 
 
Figure 2.2. Coronal Plane of Humanoid 
The torque for the right ankle was derived first.  The weight of the COM of the robot is 
split between the two legs for simplification. 
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The rotational torque at the ankle can be simplified to constant geometric values 
multiplied by the angle of rotation. 
                               
  
 
           (   
  
 
)  (   
    
 
 
 )                       (2.8) 
The torque for the right hip was derived next.  The torque at the hip also splits the COM 
between the two legs for simplification.   
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The rotational torque at the hip can be simplified to constant geometric values multiplied 
by the angle of rotation. 
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The torque for the left ankle was derived next.  The left ankle has similar results as the 
right ankle because the components of the humanoid are matched. 
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The rotational torque at the ankle can be simplified to constant geometric values 
multiplied by the angle of rotation. 
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The torque for the left hip was derived next.  The torque at the hip also splits the COM 
between the two legs for simplification.  
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 )               (2.13) 
The rotational torque at the hip can be simplified to constant geometric values multiplied 
by the angle of rotation. 
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These derived values demonstrate the effect gravity has on the torques of the coronal 
plane servo motors. 
2.3. Current Sensing for Stability 
With the effect of the robot’s body derived, current sensing can be used to counteract 
destabilizing torques.  This section relates current to torque and how it can be used to stabilize a 
robot.  The derivations shown also cover the axis of disturbance and how the current draw can be 
used to classify the applied torque.  The sections presented are current’s relation to torque, 
magnitude estimation for destabilizing torques in the sagittal plane, and magnitude estimation for 
destabilizing torques in the sagittal plane. 
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2.3.1. Current’s Relation to Torque 
A servo motor is comprised of a permanent DC magnet being controlled by a feedback 
circuit.  Thus, the output torque of a servo motor can be correlated to the current draw.  The 
current draw of a servo is related to the outputted force by the following equation [32]. 
    ∫               (2.15) 
Assuming a constant magnetic field and length of coil in the DC magnet, Equation 2.15 
can be rewritten. 
                   (2.16)  
Torque equals the cross product of the applied force and lever-arm distance, as shown in 
Equation 2.17. 
                           (2.17) 
Thus, the torque of a servo can be directly related to the current draw by substituting 
Equation 2.16 into Equation 2.17. 
                          (2.18) 
If each of the servos throughout the robot are the same make and model, then the 
magnetic field, length of coil, and radial distance are the same.  Thus, those components of the 
servo can be considered a constant.  The torque of a servo can be modeled as being directly 
proportional to the current draw, where   represents the device characteristics. 
                (2.19) 
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Because torque is directly related to current draw, the current of a robot can be used to 
determine the torque outputs of the servos. 
2.3.2. Magnitude Estimation of Destabilizing Torque, Sagittal Plane 
The current draw of the sagittal servo motors can be used to estimate the magnitude of a 
destabilizing torque applied to the robot.  Figure 2.3 demonstrates the legs of the robot having an 
external torque applied. 
 
Figure 2.3. External Torques Applied to Robot 
For a robot to remain stable, the sum of the applied torques throughout the body must be 
equal to zero. 
∑              (2.20) 
The torques acting on a joint can be derived on a joint by joint basis.  First, the left 
ankle’s torque was derived.  The torque of the servo counter acts the torques of the external 
disturbance and gravity.  The subscripts for the joint torques differentiate the joint and the side of 
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the robot.  For example,     represents the torque of the left knee.  The subscripts for the 
destabilizing torques differentiate the destabilization, joint, and side.  For example,      
represents the destabilizing torque due to gravity at the left ankle.  Also,      represents the 
destabilizing torque due to an applied torque in the x-plane direction at the left knee. 
                       (2.21) 
Where     represents the torque applied by the left ankle servo,      represents the torque 
resulting from the effect of gravity, and      represents the portion of the applied disturbance that 
affects the left ankle.  A similar derivation can be conducted for each joint.  For the robot to be 
stable, Equation 2.20 must be fulfilled.  Thus, the torques at each joint were summed. 
                                                           
                                 (2.22) 
The summation of the external torques at each joint equals the total applied torque. 
                                      (2.23) 
Thus, Equation 2.22 can be rewritten in the form of Equation 2.24. 
                                                         (2.24)  
Due to a humanoid being symmetrical about the y-axis and each joint having the same 
servo, Equation 2.24 can be further simplified.  The torques at each joint can be related to their 
current draw by Equation 2.19.  The torques resulting from gravity can be rewritten using 
Equations 2.2, 2.4, and 2.6. 
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                                (2.25) 
Equation 2.25 demonstrates how the current of each sagittal servo is directly related to 
the torque of gravity and the external disturbance.  With the use of inverse kinematics, the effect 
of gravity can be accurately estimated and thus the draw current can be used to determine the 
applied torque.  Equation 2.25 can be rewritten to demonstrate how current draw can be used as a 
balancing feedback. 
                              [                               
  ]             (2.26) 
 Equation 2.26 was derived from the criteria set by Equation 2.20.  When the net torque 
about the robot is equal to zero, the current draw of the servos is equal to the destabilization of 
the robot.  When the currents are minimized and constant, then the effect of gravity has been 
minimized and the destabilizing torque removed.  When the currents increase, then a 
destabilizing torque has been applied and gravity’s effect is increasing.  When the currents 
decrease, then the destabilizing torque has been accounted for and the effect of gravity is 
decreasing.  Thus, Equation 2.26 can be used to balance a humanoid.  
2.3.3. Magnitude Estimation of Destabilizing Torque, Coronal Plane 
The current draw of the sagittal servo motors can be used to estimate the magnitude of a 
destabilizing torque applied to the robot.  A similar process to the sagittal servo motors will be 
used for the coronal derivation.  Figure 2.3 demonstrates an external torque applied to the Y-axis.  
For a robot to remain stable in the coronal plane, the sum of the torques must be equal to zero.  
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To derive the sum of torques, the torques on a joint by joint basis must be derived.  The torque 
for the left ankle is shown below.  The torque of the servo counter acts the torques of the external 
disturbance and gravity. 
                       (2.27) 
Where     represents the torque applied by the servo,      represents the torque resulting 
from the effect of gravity, and      represents the portion of the applied disturbance that affects 
the left ankle.  A similar derivation can be conducted for each other joint.  For the robot to 
remain stable, Equation 2.20 must be fulfilled.  Thus, the torques at each joint were summed. 
                                                         (2.28) 
The summation of the external torques at each joint equals the total applied torque. 
                              (2.29) 
Thus, Equation 2.28 can be rewritten in the form of Equation 2.30. 
                                           (2.30) 
Due to a humanoid being symmetrical about the y-axis and each joint being the same 
servo, Equation 2.30 can be further simplified.  The torques at each joint can be related to their 
current draw by Equation 2.19.  The torques resulting from gravity can be rewritten using 
Equation 2.8, Equation 2.10 and a symmetry assumption. 
                                                (2.31) 
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Equation 2.31 demonstrates how the current of each coronal servo is directly related to 
the torque of gravity and the external disturbance.  With the use of inverse kinematics, the effect 
of gravity can be accurately estimated and thus the draw current can be used to determine the 
applied torque.  The effect of gravity and an external torque will cause for the current draw of the 
robot to increase.  If the robot is stable, the current draw will remain constant.  Thus, the current 
can be used to directly classify the stability of the robot. 
The next section derives a relationship between current sensing and the position of the 
destabilizing torque.  The position of the applied torque can be important for choosing the best 
balancing position to use. 
3. Positional Estimation 
The two equations derived for sagittal and coronal stability in a humanoid robot can also 
be used for classifying the location of an external torque.  By comparing the current draw at each 
servo, the location of the applied torque can be estimated and the correct balancing motion can 
be used.  To begin the analysis, Equations 2.25 and 2.31 have been repeated.   
                                                               
                                               
Equation 2.25 will be used for sagittal derivations and Equation 2.31 will be used for 
coronal.  The positional estimations are conducted after the robot has been destabilized.  The 
trends shown may not be accurate while stationary because the position may require certain 
servos to automatically draw more current.  The knee servos tend to draw more current than the 
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others when standing because they sustain the weight of the robot.  Thus, the trends are 
calculated with the reference being the currents associated with standing. 
The positions are broken up into regions for simplicity.  The simplification can be 
justified because torques are being used as the feedback method.  A torque is created by a force 
applied at a specific radial distance.  Thus, forces and radial distance can be different but have 
the same applied torque.  An accurate magnitude and location of a torque is equivalent to the 
variety of forces and distances that could form the torque.  The presented sections cover 
estimation of sagittal external torques, coronal external torques, and external torques in both 
directions. 
3.1      Estimation of Sagittal External Torques 
The derivation for the location of sagittal external torques is demonstrated below.  The 
sagittal torques include positions from each area of the humanoid.  The most common places to 
be pushed are above the waist, but the other positions can be used for more detailed control.  
Figure 3.1 shows a variety of locations in which a sagittal torque could be applied. 
 
Figure 3.1. Sagittal Applied Torques on the Robot  
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The current equations derived demonstrate that the draw current will increase due to an 
increase in gravitational torque or an external torque.  The external torque will increase the 
current draw as a whole; however the effect on each joint can be used for location classification.  
First, Torque 1 on Figure 3.1 will be classified.  As can be seen in the figure, Torque 1 is being 
applied at the center of the robot above the waist.  Thus, the torque will be distributed equally 
between the two legs.  
                               (3.1) 
Due to the ankle being furthest from the application of Torque 1, the ankle will have the 
largest required torque.  The knee is further away than the hip, thus it will have the second 
largest required torque.  The current draws will follow the trend shown in Equation 3.2 for 
Torque 1. 
                                  (3.2) 
Torques 2 and 3 demonstrate a similar height for application, but each is focused on a 
specific side.  Thus, the difference between current draws of each joint will follow the same 
trend as Torque 1.  However, the left and right side currents will be different because one side 
has a larger applied torque.  For Torque 3, the right side has the larger applied torque, thus the 
current draws will follow as shown below.  
                                    (3.3) 
For Torque 2, the left side has the larger applied torque, thus the current draws will 
follow as shown below.  
                                    (3.4) 
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The three equations above show how the currents will act when an applied torque is 
above the waist.  When the applied torque is directed below the waist, the destabilized leg is 
affected the most.  Torque 4 shows an applied torque below the waist but above the knee for the 
left leg.  In this case, the hip servo does not counter act the applied torque.  Thus, only the knee 
and ankle servos will increase in current draw.  The other servos may increase due to 
counteracting a gravitational torque, but the ankle and knee will show a larger increase. 
        [               ]           (3.5) 
When the applied torque is directed below the knee, only that leg’s ankle servo is used 
for counter balancing.  Thus, the ankle current will increase while the others remain relatively 
constant except for any increases in gravitational torque. 
    [                   ]            (3.6) 
Torques 5 and 7 follow the same principles as the left side, the equations are shown 
respectively. 
        [               ]           (3.7) 
    [                   ]            (3.8) 
The use of these current trends can be used to enable the correct positional balancing to 
be instigated. 
3.2 Estimation of Coronal External Torques 
The sagittal and coronal torques are treated independent of each other for position 
estimation.  An applied torque in one direction can cause for a small increase in current draw for 
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the other direction.  The applied torque would shift the center of gravity of the robot thus 
changing the assumption that it is equally distributed between the legs.  However, the small 
overlap is minimal compared to the applied torque and thus is ignored.  The positional 
classifications for the coronal external torques are shown in Figure 3.2. 
 
Figure 3.2. Coronal Applied Torques on the Robot 
The classification of Torque 1 in Figure 3.2 was first derived.  As can be seen in the 
figure, Torque 1 is being applied at the center of the robot above the waist.  Thus, the torque will 
be distributed equally between the two legs.  
                         (3.9) 
Due to the ankle being furthest from the application of Torque 1, the ankle will have the 
largest required torque.  The hip will have the least required torque, thus it will be smaller than 
the ankle.  The current draws will follow the trend shown in Equation 3.10 for localizing Torque 
1. 
                         (3.10) 
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Torque 2 demonstrates a coronal applied torque that is focused on one side of the robot.  
That side of the robot will be closer to the disturbance, thus will output larger torques.  In the 
case of Torque 2, the left side will have higher current draws than the right side. 
                            (3.11) 
Torque 3 demonstrates a coronal applied torque that is located below the waist of the 
robot.  Thus, only the affected leg’s ankle servo will be used for counter balancing.  The other 
servo’s current draw may be influenced by slight increases due to gravity. 
    [             ]         (3.12) 
Due the symmetrical nature of a humanoid robot, the right side will follow the same 
current draw trends as the left side under similar torque disturbances. 
                            (3.13) 
    [             ]         (3.14) 
3.3        Sagittal and Coronal Directional Disturbances 
An external torque can be applied in both the sagittal and coronal directions with a push 
at an angle.  Current sensing can be used for classifying an angular push by analyzing both 
directions separately.   
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Figure 3.3 demonstrates an angular torque and its components that were applied to the 
chest. 
 
Figure 3.3. Angular Disturbance 
The angular torque can be modeled with Equation 3.15, which breaks up the torque into 
its components. 
                              (3.15) 
Thus, an angular torque can be considered the summation of a sagittal and coronal torque.  
The current draws will follow the trends presented for sagittal and coronal, but will occur at the 
same time.  A control algorithm can classify an angular disturbance by comparing the sagittal 
and coronal torques.  
The next section presents the hardware implementation of current sensing.  The hardware 
implementation is important for application and experimental trials.  The range of the current 
sensing operation needs to accurately encompass the requirements of the robot. 
4. Current Sensing Implementation 
The earlier section derives how current can be used for destabilization detection and 
classification.  The novelty of this method also comes with the implementation.  Current sensing 
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implementation can be completely independent of the humanoid.  The sensing technology runs 
between the power distribution and the servo.  This enables for no changes to the robot to be 
made while adding very little weight.  Also, the feedback associated with the current sensing can 
be processed separate of the main processor.  Thus, the feedback does not reduce processing time 
or functionality of the robot while enabling advanced balancing.  The current sensing 
implementation is presented as follows: current sensing integrated circuit, current sensing circuit, 
and current sensing processor. 
4.1. Current Sensing Integrated Circuit 
The current sensing was implemented with a current sensing integrated circuit (IC).  The 
IC detects the differential voltage across a shunt resistor and amplifies it.  The amplified signal 
directly correlates to the current through the resistor by Ohm’s Law. 
The INA196 IC produced by Texas Instruments was used for implementation.  The 
INA196 is a surface mount IC, so it will consume a minimal amount of board space.  The supply 
voltage of the IC can range between -16V to +80V, so it can handle any dips in voltage due to 
operation.  The IC has a small draw current for minimal power consumption.  The pin-out of the 
INA196 is demonstrated in Figure 4.1. 
 
Figure 4.1. INA196 Pin-out [19] 
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 The INA196 functions by gaining the differential voltage across the      and      inputs.  
There are three different gains available with the IC.  A gain of 20V/V was used for this 
application so that a larger differential voltage range could be used.  Figure 4.2 demonstrates the 
three possible linear gains of the IC.  As can be seen, the gain of 20V/V senses over the largest 
differential range, 20mV to 900mV. 
 
Figure 4.2. Gain Plot of INA196 [19] 
The INA196 uses an advanced differential amplifier to generate a gained output.  The 
system uses operational amplifiers to gain each input.  The high input resistance restricts the 
current draw and power consumption of the IC.  Also, the use of BJTs ensures that the gained 
voltages can supply enough current to reach the maximum voltages.  The value of the IC’s gain 
is controlled by the load resistor.   
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Figure 4.3 demonstrates a schematic of the IC.  
 
Figure 4.3. INA196 Current Sensing Shunt [19] 
As can be seen in Figure 4.3, a shunt resistor is used to generate the current being 
measured.  Thus, the shunt resistor’s value is very important for the IC to sense a proper range of 
currents. 
The following derivation demonstrates the necessary resistance for the shunt resistor to 
be applicable to the possible current draws.  The derivation is for the servo motors used in the 
experimental humanoid.  However, the resistance can be derived for any motor.  Each 
experimental servo motor draws a stall current of five amps.  However, a constant stall would 
cause for the motors to burn, thus a lower current can be design for.  A maximum current draw 
of three amps was chosen for this design process.  Three amps were chosen because the high 
current means the robot is greatly unbalanced and requires stabilization.  The maximum gained 
voltage that can be read is important for the design process.  The experimental processor can 
only input an analog voltage of 5V. Ohms Law combined with Figure 4.2 can be used to 
determine the necessary resistance: 
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                   (4.1) 
            
A voltage of 300mV was chosen so the output voltage would be close to 5V. 
  
   
 
               (4.2) 
Another design concern is the maximum power the resistor can handle.  The derivation 
for the power of the resistor is shown below. 
                (4.3) 
                       (4.4) 
As can be seen above, the required resistance for this application is 0.1  with a power 
rating of 1.6W.   
4.2. Current Sensing Circuit 
To accurately model the torque of the legs, a current sensing circuit with eleven inputs is 
required.  This circuit enables sensing for both ankles, knees, hips, and the waist.  The schematic 
shows the connectors for the servos, power printed circuit board (PCB), and Arduino.  The 
schematic shown in Figure 4.4 is for current sensing a single servo. 
 
Figure 4.4. Schematic for Current Sensing 
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The connector from the power board is connected to the positive input of the IC.  The 
connector from the servo is connected to the negative input of the IC.  This enables for the 
current sensing IC to be in series with the power board and servo and the voltage differential to 
always be positive.  The gained output was then sent to the current sensing processor.  The 
implementation of the current sensing board is demonstrated in Figure 4.5.  The figure below 
shows how the current sensing board connects between the power board and servo connectors.  
 
Figure 4.5. Implementation of Current Sensing PCB 
The figure also lists the additional parts required for current sensing.  The list of 
additional parts is small and relatively inexpensive for implementing a new control method.  As 
can be seen in the figure, the current sensing is applied in series between the servo and PCB.  
Thus, no changes to the robot have to be made.  
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Figure 4.6 shows the current sense PCB.  The PCB shows the layout of the schematic 
shown in Figure 4.5 for eleven servos.  
 
Figure 4.6a. Top Layer of Current Sense PCB 
 
Figure 4.6b. Bottom Layer of Current Sense PCB 
Figure 4.6a shows the implementation of the INA196 surface mount current sense IC.  
Each servo connection shows two connectors attached to a similar resistor.  The current sense IC 
attaches to both nodes to determine the differential voltage.  Figure 4.6a shows all of the ICs 
having a common power source and ground to ensure consistent results.  Figure 4.6b 
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demonstrates all of the servos and power PCB’s grounds being shorted together.  Also, Figure 
4.6b shows the wiring of the analog outputs.  The two connectors at the bottom right are used to 
power the IC and the Arduino to ensure common power and ground.  Figure 4.6 demonstrates 
that current sensing requires a small amount of space on a PCB.  Thus, current sensing could be 
added to a robot’s power board with minimal effect on size consumption.  The current sense 
PCB’s size could be further minimized by using surface mount resistors and smaller connectors. 
4.3. Current Sense Processing 
The current sensing hardware generates an analog output linearly proportional to the 
current draw of each servo.  These analog outputs are collected and fed to the experimental robot 
with an Arduino Mega.  Figure 4.7 shows a picture of the Arduino Mega. 
 
Figure 4.7. Arduino Mega 2560 
 The Mega has sixteen analog inputs and several communication protocols.  Specifically 
the Arduino Mega has the ability to communicate with the Roboard through USB.  The Arduino 
increases the analog inputs of the Roboard while freeing the processor from continuous polling.  
The Arduino could also be used for processing the currents to completely remove the overhead 
of the current sensing feedback.  
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4.4. Proof of Concept 
Before investing in fabrication of the current sense PCB, an experimental proof of 
concept was conducted.  The circuitry required for implementation was tested on a PCB 
fabricated by hand.  The PCB was fabricated through a homemade process.  The PCB was etched 
with etching solution from a copper sheet.  The outcome of this process is demonstrated in 
Figure 4.8.  The IC was then tested with a DC power supply. 
 
Figure 4.8. Experimental PCB 
Unfortunately, the level of precision required for the resistor was not available for the 
testing phase, thus a resistance of 2.6Ω was used. 
4.4.1 DC Source Testing 
The experimental board was tested using a DC source.  A constant voltage was applied 
across the shunt resistor to create a known current through the use of Ohm’s Law.  The constant 
voltage was increased until the functionality of the IC stopped.  The voltage was ranged from 
0.6V to 1.2V at an increment of 0.01V.  The results are demonstrated below.   
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Figure 4.9 demonstrates the outputted voltage of the IC as compared to the voltage across 
the resistor.   
 
Figure 4.9. Linear Output Range of Current Sense IC 
Figure 4.9 demonstrates that the current shunt IC produces a linear output as compared to 
the sensed current.  The results show accuracy in measuring the large test currents.  The proof of 
concept does show that the IC and shunt resistor can be used for current sensing.  However, the 
proof of concept was unable to be tested with servo motors.  
The next section presents the forward kinematics of a humanoid robot.  Forward 
kinematics relate the angular positions of the robot’s joints to the placement and orientation of 
the feet.  This knowledge can be useful for balancing a humanoid robot. 
5. Forward Kinematics 
To be able to dictate the motion of a humanoid, accurate control of the legs is required.  
However, determining the effect of joint parameters on the motion of the leg would be time 
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consuming if trial and error was employed.  Thus, forward kinematics is applied to the robot to 
easily determine how the joint parameters effect the foot’s location.  Forward kinematics for a 
humanoid robot can be difficult to determine, thus Denavit-Hartenberg Tables were used.  Figure 
5.1 demonstrates the joint parameters and their coordinate systems relating to the humanoid. 
 
Figure 5.1. Joint Parameter of Humanoid Leg 
To ease the presentation of the derivation, short hand was employed.  The first few 
equations demonstrate what the short hand equates to. 
                    (5.1) 
                    (5.2) 
                                    (5.3) 
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        (     )                      (5.4) 
The forward kinematics of a robot can be derived by use of frame transformations from 
the hip to foot.  Equation 5.5 demonstrates the formula for a robot’s frame transformation.  The P 
vector represents the position of the robot’s foot. 
    ∏   
 
    [
        
        
        
    
]        (5.5) 
Equation 5.5 can be combined with a DH table to generate the forward kinematics of the 
robot.  Table 5.1 shows the DH-Table for the leg shown in Figure 5.1.   
Table 5.2. DH-Table for Figure 9 
               
1    0 0 90 
2    0 0 -90 
3    0    0 
4    0    0 
5    0 0 90 
6    0    0 
 
The values in the DH Table were derived from the principles dictated in DH-Table theory 
combined with the frames shown in Figure 5.1.  The values of the DH-Table can be extrapolated 
to generating forward kinematics by using the base DH matrix shown in Equation 5.6. 
[
                                                
                                              
               
    
]    (5.6) 
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With the use of Equation 5.6, the frame transformations associated with each joint 
parameter can be derived from the DH Table.  The following equations demonstrate the frame 
transformations associated with each joint. 
   [
        
         
    
    
]         (5.7) 
   [
         
        
     
    
]         (5.8) 
   [
             
            
    
    
]        (5.9) 
   [
             
            
    
    
]        (5.10) 
   [
        
         
    
    
]         (5.11) 
   [
             
            
    
    
]        (5.12) 
To help facilitate clearness in presentation, the multiplied matrices will be presented in 
the form shown in Equation 5.13. 
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         (5.13) 
To generate the total frame transformation of the robot, Equations 5.7-5.12 need to be 
multiplied through the use of matrix multiplication.   
     [
        
         
    
    
]  [
         
        
     
    
]  
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        (5.15) 
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With the use of Equations 5.3 and 5.4, the above equation can be reduced. 
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   (5.16) 
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   (5.17)  
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            (5.18) 
Equation 5.18 shows the precise mathematic model of a humanoid’s forward kinematics.  
The last three terms of Equation 5.18 demonstrate how each joint effects the position of the foot.  
These terms are demonstrated below. 
                                                                  
                               (5.19)  
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                                (5.20) 
                                                  (5.21) 
Equations 5.19-21 can be used to accurately model the location of a humanoid’s foot for 
balancing.  The forward kinematics can also be used to determine the effect of the changes 
dictated by the current sensing control feedback. 
The next section presents a derivation of the inverse kinematics of a humanoid robot.  
Inverse kinematics relates the position and orientation of the robot’s feet to the angular position 
of the robot’s joints.  This knowledge is important for positioning the robot and overall control of 
the robot’s motion. 
6. Inverse Kinematics 
To be able to control the position of a humanoid’s extremities, inverse kinematics must 
be employed.  Given the desired position and orientation of the end-effector of a limb, inverse 
kinematics finds a closed form joint solution for this desired position [30].  The inverse 
kinematics problem becomes more difficult as more degrees of freedom are added to a robot.  A 
humanoid has very difficult inverse kinematics because each limb has at least six degrees of 
freedom.  Also, the layout of a humanoid limb causes for no joints to intersect at a given point, 
thus causing it to be difficult to create a closed form joint solution.  However, Muhammad Ali et 
al. [30] proposed a novel method for determining the inverse kinematics by viewing the problem 
differently.  The proposed method starts at the feet and determines the inverse kinematics 
backwards.  The main points of the derivation shown in this section were taken from the paper 
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presented by Muhammad Ali et al. [30].  The frame transformation for a humanoid begins from 
the first coordinate frame to the last. 
    ∏   
 
                       [
        
        
        
    
]     (6.1) 
However, the proposed method works from the foot to the hip, thus from the sixth frame 
transformation to the zero. 
   ∏   
 
                       [
        
        
        
    
]
 
     (6.2) 
To ease the presentation of the derivation, short hand has been used.  The first few 
equations demonstrate what the short hand equates to. 
                    (6.3) 
                    (6.4) 
                                    (6.5) 
        (     )                      (6.6) 
The solution of the last three joints can be determined by equating them to the inverse of 
the desired position [30]. 
                     
           (6.7) 
                    
          (6.8) 
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          (6.9) 
To derive the inverse kinematics for a robot, an inverse tangent must be applied to each 
joint.  Thus, the sine and cosine of each joint must be separately determined.  To do this for the 
fourth joint, both sides of Equations 6.7-9 must be squared. 
                    
     
     
   
           
      
                       
     
     
      (6.10) 
                    
    
    
           
      
                       
    
       (6.11) 
              
    
    
        
                      
    
         (6.12) 
Adding Equations 6.10-12 together will isolate the fourth joint. 
           
      
                        
             
      
             
          
          
                      
     
     
    
     
       (6.13) 
Using Equation 6.14, Equation 6.13 can be greatly reduced by finding common terms. 
                        (6.14) 
  
    
                            
     
    
     
      (6.15) 
Equation 6.15 can be transformed to isolate the joint parameters by relocating the non-
joint parameters to the right side of the equation.  
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(  
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       (6.16) 
The left side of Equation 6.16 can be changed to single trigonometry terms through the 
use of Equations 6.5 and 6.6. 
                                                             
    
(  
    )
 
   
     
     
    
 
     
         (6.17) 
Equation 6.17 demonstrates how the joint parameter can be solved with only the position 
of the robot’s foot and the robot’s geometry.  To determine the angle, the inverse tangent must be 
used. 
      
  ( √
     
 
   
)         (6.18) 
The fifth joint parameter can be solved for by adding Equations 6.10 and 6.11 together. 
           
      
                       
             
      
             
          
     
     
    
          (6.19) 
Equation 6.19 can be reduced by applying Equation 6.14. 
    
   
            
       
   
     
     
    
       (6.20) 
Applying Equations 6.5 and 6.6 to the left side of Equation 6.20, the equation changes 
form to what is shown below. 
    
   
            
       
   
    
                
                  
           
   
            (6.21) 
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Expanding Equation 6.21 yields the equation below. 
   
    
   
                 
          
         
                        
   
  
   
     
    
             (6.22) 
Equation 6.22 can be rewritten to being in the form shown in Equation 6.23. 
[                      ]
     
     
    
        (6.23) 
By using Equation 6.5, Equation 6.23 can be written to the form shown in Equation 6.24. 
                            
   
                           
         (6.24) 
Equations 6.25 and 6.26 show the assigning of new variables. 
                       (6.25) 
                     (6.26) 
Substituting Equations 6.25 and 6.26 into Equations 6.23 and 6.24 generates Equations 
6.27 and 6.28. 
[   (    )           ]  √   
         
        (6.27) 
   (    )               
         (6.28) 
Using Equations 6.3 and 6.4, Equations 6.27 and 6.28 can be rewritten. 
      √   
         
           (6.29)  
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            (6.30) 
Dividing Equation 6.30 by Equation 6.29, Equation 6.31 is created. 
       
   
 
 √(  
     )
 
   
  
         (6.31) 
The closed form solution for the fifth joint parameter can be solved by taking the inverse 
tangent of Equation 6.31. 
      
     
 
 √(  
    )
 
   
  
      
     
        
       (6.32) 
The closed form solution for the sixth joint parameter can be solved by dividing Equation 
6.8 by Equation 6.7.   
      
  ( 
  
 
  
    
)          (6.33) 
However, if                then        .  To determine the remaining three 
joint parameters, the frame transformation equation of the robot needs to be transformed.  The 
frame transformation of the end effector needs to be moved to the side of the inverse of the 
desired foot position. 
                           [
  
   
   
   
 
  
   
   
   
 
  
   
   
   
 
    
]      (6.34) 
The right side of Equation 6.34 can be written as Equation 6.35. 
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   (6.35) 
The left side of Equation 6.34 can be quickly solved for by using matrix properties and 
derivations from the Forward Kinematics section.  By using matrix properties, the left side of 
Equation 6.34 can be transformed into Equation 6.36. 
                            
    
                  
    
    
    
    
         (6.36) 
The frame transformations for    through    are all revolute.  A principle of a revolute 
frame transformation is that the inverse of the frame is equal to the transpose of the frame [35]. 
                  
   
   
   
   
   
                            
         (6.37) 
Equation 6.37 can be quickly derived by taking the transpose of Equation 5.17. 
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       (6.38) 
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As can be seen in Equation 6.38 the eighth term, which equates to index (3, 2), is only 
dependent upon the second joint parameter.  Thus, the (3, 2) index term of Equations 6.35 and 
6.38 can be equated to generate a closed form solution of the second joint parameter. 
         
       
   
      
  
 √  (     
       
 )
 
     
       
          (6.39) 
The first joint parameter can be solved for by equating the indexes (2,1) and (2,2) of 
Equations 6.35 and 6.38. 
             
       
          (6.40) 
             
       
          (6.41) 
By dividing Equations 6.40 and 6.41, the closed form solution for the first joint parameter 
can be determined. 
      
       
       
 
     
       
           (6.42) 
If the sine of the second joint parameter is negative then        .  The third joint 
parameter can be solved for by comparing the (1,3) and (3,3) indexes of Equations 6.38 and 6.35. 
           
           (6.43) 
              
       
          (6.44) 
By dividing Equations 6.43 and 6.44, the third joint parameter can be isolated. 
        
    
 
     
       
          (6.45) 
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If the sine of the second joint parameter is negative then            . 
               
      
    
 
     
       
               (6.46) 
The above derivation gives a closed form solution for each joint in the robot’s leg.  The 
closed form solutions depend only on the geometry of the robot and the position and orientation 
of the foot.  The validity of the inverse kinematics equations was tested with the forward 
kinematics equations.  The testing was conducted in MATLAB and the results demonstrated the 
inverse kinematics working very accurately.  The inverse kinematics are necessary for generating 
accurate control over the robot.  The inverse kinematics enables desired foot placement to be 
calculated with a closed form solution.  Additional control over the desired foot placement of the 
robot allows for better control over balancing the robot. 
The next section presents the experimental humanoid used for implementation of the 
current sensing theory.  The TigerBot was created at the Rochester Institute of Technology and 
its specifications are presented below. 
7. TigerBot 
Current sensing for stability was experimentally tested on TigerBot.  TigerBot is a 
humanoid that was developed at the Rochester Institute of Technology.  The robot won an IEEE 
design contest in 2012.  The robot has been built with twenty-three degrees of freedom.   
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A picture of TigerBot is shown below.   
 
Figure 7.1. TigerBot 
The TigerBot stands at thirty-one inches tall, thus making it a competitive height 
compared to other commercially available robots.  The design of the robot is presented in great 
depth.  The sections follow as mechanical design, power distribution, embedded control, and 
overall specifications. 
7.1 Mechanical Design 
TigerBot was designed with mechanical specifications to ensure that the robot mimicked 
a human’s appearance.  The robot has six degrees of freedom in each leg, four in each arm, one 
at the hip, and two in the neck.  The large number of degrees of freedom for the robot enables for 
precise movement control.  The robot has control of the ankles both vertically and horizontally, 
which enables for additional balancing.  The knee and hip both have vertical movement, thus 
allowing the robot to lift its leg in the same range a human is able to.  The robot is able to turn 
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while walking by twisting each of the legs.  The waist also has horizontal movement so that the 
robot can look both left and right.  Each arm of the robot has full human motion up to the wrist 
by having an elbow and simulated ball joint.  The neck has both horizontal and vertical 
movement thus enabling pan and tilt control of the head.  The sections follow as proportionate 
layout, torque calculations, stress analysis, and servo motor. 
7.1.1 Proportionate Layout 
The TigerBot was designed to be completely proportionate to a human being.  This 
enables for the motion of the robot to be as similar to human motion as possible.  The entire 
design of the robot was focused around ensuring a proportionate layout.  The width of the legs 
was designed around the width of the servos.  The height of the robot was designed to be 
proportionate with the width of the legs. Figure 7.2 demonstrates the body design of the TigerBot 
in SolidWorks.  The mechanical design was placed in front of a human to demonstrate that the 
design is proportionate to the human body.   
 
Figure 7.2. TigerBot Body Design 
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 TigerBot was designed with completely revolute joints because the human body does not 
use linear actuators for movement.  The shoulder and hip joints were custom designed to 
simulate a ball joint with the use of three servo motors.  Figure 7.3 shows an image of how the 
servos were connected to form a ball joint at the hip. 
 
Figure 7.3. Custom Designed Hip Joint 
The axis of rotation for the three servos can be combined to being at the bottom of the 
servos.  This allows for the forward and inverse kinematic equations to be applicable to the 
robot.  The length from the waist to the hip joint would include the top two servos, since their 
motion is created at the bottom servo.  The alignment of the servos also allows for their horns to 
not be weight bearing, thus more robust.  
The ankle of the robot was designed similar to the hip with the exclusion of side to side 
motion.  The side to side motion for the leg was simplified to be controlled at the hip.  
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 Figure 7.4 shows the full assembly of TigerBot’s leg. 
 
Figure 7.4. TigerBot Leg Assembly 
The leg assembly of the robot shows six degrees of freedom and a proportionate design.  
The horns of the servo motors have also been aligned to ensure that the mechanic limits of the 
robot are within human limits.  The four beam design of the legs provides low weight and high 
strength against bending.  The batteries of the robot are located within the feet to lower the 
robot’s center of gravity to help improve balancing capabilities. 
7.1.2 Torque Calculations 
TigerBot was designed to be able to hold its own weight.  Thus, the torque requirements 
for each joint were necessary.  The robot was simplified for the design process and a safe factor 
was instigated to account for simplifications.  The height design of the robot required high torque 
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servos so that its functionality would not be limited.  Figure 7.5 shows a simplification of the 
robot used for estimating the required torques. 
 
Figure 7.5. Mechanical Torque for Varied Positions 
 The torque requirements for a variety of positions the TigerBot may enter were 
calculated.  The robot was designed to be able to move in positions such as a leg lift, a squat, and 
a push up.  The leg lift and squat were required for the robot to walk and balance.  The push up 
was required for the robot to lift itself from a fall.  For full functionality of the robot, the servos 
need to be able to supply the torques calculated.  The maximum torques for the leg lift and squat 
per joint are shown in Table 7.1. 
Table 7.1. Torque Calculations 
 Leg Lift (1 Leg) Squat (2 Legs) 
 Torque at the Hip Torque at the Ankle Torque at the Knee 
Max (lb.-in.) 14.444 18.749 18.735 
(oz.-in.) 231.104 299.986 299.767 
Safety Factor 2.077 1.600 1.601 
 
 The robot needs to successfully supply enough torque for it to maintain its own body 
weight.  As can be seen in Table 7.1, the maximum required torque for functionality is 299.98 
oz.-in.  To achieve such high torques, the Roboard RS-1270 servo motors were chosen.  The 
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factor of safety demonstrated in Table 7.1 relates to the difference between the specified torque 
of the RS-1270 and the required torque of the robot.  
7.1.3  Stress Analysis 
A variety of brackets were used throughout the robot to link together the different parts.  
Several of these brackets were custom designed to implement the ball joints.  Due to the high 
torque output of the RS-1270 and the required torques demonstrated in Table 7.1, stress analysis 
was a necessary design step.  The stress analysis was conducted in SolidWorks and ensured that 
the parts would not break from maximum stresses.  Figure 7.6 demonstrates the high stress 
locations of the brackets and where deformation may occur.   
 
Figure 7.6. Stress Analysis of Custom Bracket 
 The total deformation shown in Figure 7.6 is small compared to the bend rating of the 
material.  Thus, the custom brackets were theoretically proven to withstand deformation in 
application. 
7.1.4 Servo Motor 
TigerBot was designed with servo motors that provided enough torque for the necessary 
motions to be humanlike.  However, the selection of possible servo motors was constrained by 
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the high required torque and limited budget.  The Roboard RS-1270 was selected because of its 
torque and low cost.  Figure 7.7 demonstrates an image of the Roboard RS-1270. 
 
Figure 7.7. Roboard RS-1270 
The RS-1270 has a torque of 486oz.-in. at the operating voltage of 7.4V.  The servo 
motor can rotate at a speed of 60 degrees per 0.11 seconds and has a weight of 70 grams.  The 
high torque is above the required values shown in Table 8.1; while the angular speed of the 
servos is fast enough to enable walking.  Also, the RS-1270 was designed to interface with the 
embedded processor used in the robot.  The specifications of the RS-1270 are shown in Table 
7.2. 
Table 7.2. Catalog Data for RS-1270 [33] 
Operating Voltage 6V - 7.4V 
Static Torque 486 oz.-in 
Rotational Speed 60 degrees per 0.11 seconds  
Weight 70 grams 
Dimensions  40.4mm x 20.1mm x 40.3mm 
Operating Current 150mA 
Stall Current 5A 
Idle Current 5mA 
Cost $73.60 
  
All of the information demonstrated in Table 7.2 was extremely important to the design 
of TigerBot.  The operating voltage, stall current, and operating current were important for 
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battery design and power distribution.  The servo motor was required to have a small weight and 
high torque output so that twenty three of them could support the robots functionality.  The 
dimensions of the servos were used in designing the proportionate layout and custom brackets. 
7.2 Power Distribution 
Due to the size of TigerBot, the power supply required its own power distribution board.  
The RS-1270 require large current draw to supply the necessary torques.  TigerBot utilizes 
twenty one RS-1270 servos to implement its large degrees of freedom.  Thus, the combined 
current draw of the servos will cause for high current requirements.  The embedded computer 
used for the TigerBot was specified to output one amp of current, thus it could not be used to 
distribute power.  Figure 7.8 demonstrates the printed circuit board that was designed and 
fabricated for the power distribution of the TigerBot.   
 
Figure 7.8. Power Distribution Board  
 The PCB has two sources of input power: wall power and battery power.  The battery 
power comes from the two batteries in the feet of the robot, and their attachment can be seen in 
the top left hand corner of the PCB.  The batteries were chosen to produce one hour of operation 
time and be able to output the necessary instantaneous currents.  LiPo batteries with a life time of 
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5000mAh and 7.4V were chosen.  These batteries produced the necessary operating voltage for 
the RS-1270 and were within calculation requirements for lifetime.  The wall power comes from 
a generator and attaches to the PCB in the top right hand corner.   
The PCB has been designed to enable isolation between the different power consuming 
components.  A forty amp fuse isolates the input power from the robot so that high current spikes 
do not damage the components.  The main power of the robot has a three prong switch that 
enables for power control.  After the main power switch, two additional switches were used to 
control power to the servos and embedded computer.  These switches were used so that the 
computer could run without having the servos powered.  Thus, the robot can be programed for 
longer periods of time without harming the servos or draining the battery. 
Also, several capacitors were added to the PCB to help with sustaining voltage.  The 
large current draw of turning on the servos caused for the computer to temporarily lose power 
and turn off.  The capacitors helped fix that problem while sustaining the voltage for the servos. 
The connectors for the twenty one servos can be seen on the outside of the PCB.  The 
connectors used for the servos were designed for high current operation.  The PCB could be 
redesigned to include current sensing for the leg servos with the extra unused space.  In the 
experimental application, the current sensing was applied with as little change to the robot as 
possible.  The connectors for the leg servos travel through the current sense PCB to the power 
PCB.  This shows that the current sensing PCB can be added to the power PCB easily as long as 
the proper connectors are chosen. 
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7.3 System Architecture 
The TigerBot required a powerful system architecture to implement the computationally 
intensive control over twenty three degrees of freedom.  The main processor of TigerBot is the 
Roboard 110.  The Roboard 110 communicates with the SSC32 servo controller via serial 
communication.  The SSC32 controls the twenty three servos with pulse width modulation.  The 
servos are powered by either the power PCB or the current sense PCB, depending on the 
extremity.  The current sense PCB outputs to the Arduino Mega which communicates back to the 
Roboard 110 via serial communication.  The gyroscope also communicates with the Roboard 
110 via I2C communication.  Figure 7.9 demonstrates a graphical representation of the system 
configuration.   
 
Figure 7.9. System Configuration 
 The embedded computer was used to control the servos and to input the sensor data.  
However, the Roboard 110 does not have enough PWM ports for the twenty three servos, so an 
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additional servo controller was added.  The SSC32 was used to expand the PWM capabilities of 
the robot while reducing the workload of the Roboard.  The sections follow as Roboard 110, 
SSC32, gyroscope, and graphical user interface. 
7.3.1 Roboard 
The Roboard 110 uses the DMP Vortex86DX as its CPU which runs at 1000MHz.  The 
processing power of the Roboard 110 was large enough to ensure that the functionality of the 
robot would not be limited by the processor.  Also, a 16GB SD card was added to the Roboard to 
increase the memory size enough for a large selection of programs.  Figure 7.10 shows a picture 
of the Roboard 110. 
 
Figure 7.10. Roboard 110 [34] 
 The embedded computer has sixteen PWM channels, I2C, A/D, high speed serial, USB, 
and TTL serial.  The large selection of I/O was important for interfacing with the large selection 
of sensors on the TigerBot.  However, the sixteen PWM channels was too limited, thus the 
SSC32 was required.  The embedded computer is communicated to remotely with Ethernet, thus 
all programs are run onboard. 
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7.3.2 Servo Controller SSC32 
The SSC32 was required for the system architecture because of the large number of 
servos required for a humanoid.  The SSC32 was chosen to expand the PWM ports for the 
robot’s design and any additional attachments.  The extra PWM ports provide the possibility of 
expansion for future designs.  A picture of the SSC32 is shown in Figure 7.11. 
 
Figure 7.11. SSC32 Servo Controller [33] 
 The controller outputs thirty two PWM signals and uses serial communication.  The 
SSC32 has its own microprocessor, the Atmel ATMEGA168-20PU, thus reducing the processing 
load on the Roboard 110.  The Roboard sends positions to the SSC32, which does the PWM 
processing onboard.   
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7.3.3 Gyroscope 
The TigerBot has several sensors outfitted for environmental interaction.  The robot 
includes a gyroscope, accelerometer, camera, infrared sensors, and sonar sensors.  However, only 
the gyroscope is used for the application of balancing.  Figure 7.12 shows a picture of the 
gyroscope used in the TigerBot. 
 
Figure 7.12. Gyroscope and Accelerometer 
 An ADXL3445 accelerometer and ITG-3200 gyroscope are both packaged in this small 
device.  The device was attached at the neck of TigerBot to ensure the most accurate readings.  
The device runs at 3.3V and has an I2C interface. 
7.3.4 Graphical User Interface (GUI) 
For simple use and ease in presentation, a graphical user interface was created.  The 
graphical user interface enabled ease in accessing different functions of the robot.  The GUI had 
a voice control button that enabled the robots Easy Voice Recognition module.  Also, the GUI 
had buttons to control set motions of the robot such as waving and standing. 
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Figure 7.13 shows the graphical user interface for the TigerBot. 
 
Figure 7.13. Graphical User Interface 
 The graphical user interface provided easy control over the TigerBot.  By pressing one of 
the buttons, the functionality of the robot would be enabled.  The voice control button turned on 
the voice control of the robot.  The robot could be controlled by saying the trigger word and then 
a command.  Also, the pose buttons caused for the robot to move into a specific pose.  By 
pressing the pose button a second time, all of the servos would be turned off to help save battery 
life.  The check connection button tested if the TigerBot was on the network. 
 
 
  DeCapua 
 
75 
 
7.4 Overall Specifications 
The overall specifications of the TigerBot are tabulated in Table 7.3. 
Table 7.3. TigerBot Specifications 
Attribute Specification 
Height 31” 
Weight 9.5 lbs. 
DOF 23 
Cost $2,300 
Torque / Servo 486 oz./in 
Operating Voltage  7.4V 
Battery  LiPo 
Battery Life 10000 mA hrs. 
  
As can be seen in Table 7.3, TigerBot has several design advantages.  The robot is one of 
the tallest humanoids available for it’s extremely low cost.   Also, the robot has a large advantage 
in that it is very light for its height.  The low weight of the robot enables for the servos to supply 
the necessary torque to ensure functionality.  The robot has a large number of degrees of freedom 
and a very low cost for a humanoid. 
 The next section compares the TigerBot to other available research platforms.  This 
section demonstrates if the TigerBot is a viable research model. 
8. Comparison of Research Humanoids 
Humanoids have become a large point of interest in recent robotics research.  Thus, 
several research and commercially focused robots have been produced.  To ensure that the 
TigerBot is a research platform that functions equivalently to other models, several robots will be 
presented.  The height, torque, cost, and functionality of each robot will be examined.  
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Robonova, DARwIn-OP, and Nao will be presented as they are common commercial research 
humanoids. 
8.1 Robonova 
One of the most basic and inexpensive humanoids available commercially is Robonova.  
This model was designed for basic research and humanoid enthusiasts.  Robonova comes with 
the least sensor attachments and has the least number of degrees of freedom.  Also Robonova is 
limited in height, thus the robot has small link lengths.  Figure 8.1 shows a picture of the 
assembled robot. 
 
Figure 8.1. Robonova [39] 
 Robonova is comprised sixteen HSR-8498HB servos that provide sixteen degrees of 
freedom.  The robot does not come with additional environmental sensors.  However, it uses a 
MR-3024 micro controller that provides servo control and can be used to add additional sensors 
by the owner.   
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The specifications of Robonova are shown in Table 8.1. 
Table 8.1. Robonova Specifications [39],[40] 
Attribute Specification 
Height 12” 
Weight 2.94 lbs. 
DOF 16 
Cost $1000 
Torque / Servo 103 oz./in 
Operating Voltage 7.4 
Battery NiMH 
Battery Life Not Listed 
  
Robonova is a very basic model humanoid.  The robot is an inexpensive research model 
that is also popular amongst commercial use.  The design of the robot encompasses low output 
torque and extremely small link lengths.  The low height and low weight result in small applied 
torques on the robot.  TigerBot is almost three times the height and weight, thus it undergoes 
significantly higher torques.  TigerBot’s height allows for it to be tested under more 
circumstances than Robonova.  Also, TigerBot has more degrees of freedom and larger torque 
per servo. 
8.2 DARwIn-OP 
One of the most common research humanoids is the DARwIn-OP.  This robot was 
designed for research and has multiple capabilities.  The robot comes equipped with a camera, 
speaker, gyroscope, accelerometer, and optional foot sensors on the feet.  The foot sensors are 
commonly used for implementing ZMP theory for walking.  The robot has been part of published 
research studies for humanoid control [4] [16].  The robot was designed to be capable of walking 
due to its smaller height and weight.   
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Figure 8.2 demonstrates a picture of the robot fully assembled. 
 
Figure 8.2. DARwIn-OP 
 The robot’s design specifications are shown in Table 8.2. 
Table 8.2. DARwIn-OP Specifications [41] 
Attribute Specification 
Height 17.89” 
Weight 6.4 lbs. 
DOF 20 
Cost $12,000 
Torque / Servo 354 oz. in 
Operating Voltage  12V 
Battery  LiPo 
Battery Life 1000mAh 
  
The DARwIn-OP is a common research humanoid because of its large number of DOF 
and functional design.  The DARwIn-OP is shorter and has less degrees of freedom than the 
TigerBot.  Also, the robot has less torque per servo and is significantly more expensive.  The 
comparison of the two robots shows that TigerBot can provide an equivalent, if not better, 
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research model than the DARwIn-OP.  The TigerBot shows better specifications in height, DOF, 
cost, torque per servo, and battery life. 
8.3 Nao 
 Another commonly used research humanoid is the Nao.  The Nao is a more sophisticated 
robot in its design and functionality than the DARwIn-OP.  The robot comes equipped with 
cameras, a microphone, speakers, infrared sensors, sonar sensors, a gyroscope, an accelerometer, 
and force sensing resistors in each foot [42].  The robot commonly competes in RoboCup 
competitions and has been used for other research projects [20].  An image of the robot is shown 
in Figure 8.3.  
 
Figure 8.3. Nao [43] 
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The design specifications of the robot are shown in Table 8.3. 
Table 8.3. Nao Specifications [42] 
Attribute Specification 
Height 22.5” 
Weight 11.4 lb. 
DOF 24 
Cost $16,000 
Torque / Servo ~455.8 oz. in 
Operating Voltage  21.6V 
Battery  Li-Ion 
Battery Life 2150mAh 
 
As can be seen in Table 8.3, the Nao shows several strong specifications.  The robot has 
the tallest height of the three commercially available humanoids presented.  Also, the robot has 
the largest number of DOF due to it having a gripping function in the hands.  However, the robot 
also has the highest weight causing for it to require larger torque per servo.  The torque provided 
by the Nao demonstrates very similar values to the TigerBot.  However, the TigerBot is taller, 
lighter, and less expensive. 
8.4 Conclusion 
 As can be seen by the three robots presented above, TigerBot has been designed to be 
comparable to other commercially available robots.  TigerBot shows the highest height and a 
reasonable weight for that height.  Also, TigerBot has the largest torque per servo of the three 
robots and the lowest cost.  The TigerBot has a similar number of DOF and battery 
implementation.  Thus, the TigerBot has the full capabilities of any of the other robots while 
towering over them in height.  The extra height of the TigerBot also means that balancing the 
robot will be more difficult due to the larger applied torques.  Thus, research conducted on the 
TigerBot can be applied to any of the other research models. 
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 The next section presents the simulation program used for producing balancing positions.  
Webots was used to model the TigerBot and run the genetic algorithm.  The balancing positions 
generated by Webots were applied to the robot to facilitate advanced balancing. 
9. Webots 
Due to the high complexity of humanoid motion, a simulation program was used for 
generating balancing positions.  Webots was selected because it offered a large range of 
functionality.  Webots has also been used by several other publications [3] [13] [15] [16] [36-
38].  The Webot’s environment allows for complex robot designs that accurately model their real 
life counterparts.  Also, it has its own physics simulator that produces accurate simulations to 
real life environments.  The simulation model, programming, and application are presented in 
this section. 
9.1 Simulation Model   
TigerBot was modeled in Webots for accurate simulations before experimental trials.  
Figure 9.1 demonstrates the simulation model of TigerBot. 
 
Figure 9.1. TigerBot Model in Webots 
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The simulation model for TigerBot was created to best mimic the real-life model.  Each 
component is the same size and dimensions as the real model.  The program also allows for the 
mass of the components to be specified to best mimic the robot.  The orange boxes in the figure 
represent each of the Roboard RS-1270 servo motors.  The torque and motion of these servos can 
be specified in the program.  The waist servo was removed from the simulation to reduce 
unnecessary complications.  The black box in the chest was modeled to represent the weight of 
the circuitry that’s resides in the chest.  The TigerBot model also has a gyroscope attached at the 
neck, similar to TigerBot. 
9.2 Simulation Programming 
 Webots has the capability of being programmed in C, C++, Python, or MATLAB.  For 
this application, MATLAB and C were used as the main programming languages.  MATLAB 
was used to control the motion of the robot and interface with the sensors and servos.  C was 
used to apply external forces and reset the position of the robot. 
 The MATLAB program implemented a genetic algorithm that searched the workspace of 
the robot to generate balancing positions.  MATLAB was chosen because it is a simple 
programming language and the matrix mathematics were an advantage for the genetic algorithm.  
Webots used MATLAB through an external controller that enabled the two programs to 
communicate. 
 The C program was used to implement the external forces applied to the robot.  An 
external force from any of the three axes could be applied.  The magnitude of each force could 
be varied between simulations.  This enabled for a large range of applied forces to be tested for 
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in simulation.  The C program was also used to reset the position of the robot after each fitness 
evaluation of the genetic algorithm. 
 The main reason why Webots was chosen for the simulation program was because it uses 
an accurate physics engine.  The physics engine simulates gravity and frictional forces that 
influence the robot’s motion.  The addition of an external force engine enabled for a quick and 
accurate simulation.  The physics engine could also be used to limit the torque of each servo to 
being real life values.  
9.3 Simulation Application 
 Webots was used for generating positional changes to balance from external forces.  The 
position changes were generated through the use of a genetic algorithm.  The genetic algorithm 
searched the workspace of the humanoid to produce positions that balanced.  Webots was able to 
quickly simulate each position while applying gravity and external forces.  Thus, the simulation 
program was able to quickly generate positions for the applied force. 
 The next section presents the genetic algorithm used in Webots.  The section shows an in-
depth analysis of the custom genetic algorithm used.  The analysis shows how the genetic 
algorithm was made to comply with MATLAB and to remove computationally expensive 
processes. 
10. Genetic Algorithm (GA) 
Due to the large number of degrees of freedom in a humanoid robot, a vast range of 
positions are possible.  Thus, a trial and error method can be extremely time consuming for 
generating positions that will result in a humanoid balancing.  The use of a simulation program 
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combined with artificial intelligence greatly improved the processing time and outcome.  The 
artificial intelligence program can search the robot’s workspace for a solution given the 
parameters of imbalance.  A genetic algorithm was chosen as the method for artificial 
intelligence.  A genetic algorithm produces results through the evolution of several generations 
of children.  The sections presented are a genetic algorithm overview, published work for GA 
and humanoids, proposed GA, MATLAB implementation, and GA implementation. 
10.1 Genetic Algorithm Overview   
Genetic Algorithms are optimization techniques that were derived from Darwinian 
survival of the fittest principles [45].   The algorithm functions through quickly simulating the 
evolution of a species and its adaption’s through several generations [44].  Genetic Algorithms 
were proposed by John Holland and presented in his book [44].  His proposed method 
demonstrated a population-based algorithm with crossover and child mutation.  These techniques 
simulate the laws of natural selection and how individuals better adjust to environments [44].                        
  Genetic algorithms have been a large focus in artificial intelligence studies in recent 
decades.  Several forms of genetic algorithms have been created to improve certain functionality.  
A Canonical GA represents parameters in binary and performs cross over on a bit scale [50].  A 
CGA was used in this paper due to its simplicity and ability to generate accurate results.  Real 
coded GA represents parameters in their number base and does similar processes as the CGA 
[50].  Non-revisiting GA is similar to a real coded GA with the exception that it limits the 
number of times a certain gene can be reused [50].  Other methods of artificial intelligence 
include particle swarm optimization, Bayesian networks, neural networks, and artificial immune 
systems. 
A genetic algorithm has many advantages over other optimization techniques. 
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 A GA does not have many mathematical requirements for the optimization problem.  Due 
to the evolutionary nature, a GA searches for solutions without regard to detailed 
specifics [46]. 
 The evolution operators make GA effective at performing global search [46]. 
 GA work with a coding of the parameters, not the parameters themselves. [45] 
 GA use probabilistic, not deterministic, transition rules to alter the initial population 
through subsequent generations, which add facility to the search process [45]. 
 Genetic Algorithms have a high implicit parallelism, thus making them numerically very 
efficient [45]. 
A genetic algorithm requires a population for its iterative search.  The population is 
created by the grouping of chromosomes [49].  A chromosome is comprised of the grouping of 
each parameter.  A binary coded GA was used in this paper and is formed by the binary 
representation of each parameter.  Figure 10.1 demonstrates the representation of a chromosome. 
Param 1 Param 2 …. Param N 
Figure 10.1. Chromosome 
 Figure 10.1 demonstrates that a chromosome can hold information about any number of 
parameters or in this case servo motors.  A genetic algorithm is not limited to a certain parameter 
count, thus chromosomes can be any length [49].  A population is comprised by a specified 
number of chromosomes.  The size of the population controls how many possible solutions can 
be stored and the convergence speed of the GA.   
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Figure 10.2 demonstrates the representation of a population. 
Chromosome 1 
Chromosome 2 
…. 
Chromosome  N 
Figure 10.2. Population 
Figure 10.2 demonstrates how a population is a large selection of chromosomes.  With 
each chromosome being a possible solution, a population represents a large array of results.  A 
genetic algorithm is able to accurately search a solution space without large bias because of its 
built in randomness [50].  The initial chromosomes are generated through randomly assigning 
binary values.  The continuous fitness checks and chromosome cross over cause the random 
chromosomes to converge to solutions.  Genetic algorithms also cause random mutations in the 
population.  This ensures a large search of the solution space and reduces potential pure 
breeding. 
A genetic algorithm is applicable to humanoid balancing because it can be used instead of 
an iterative process.  With the proper fitness model for modeling humanoid balancing, a genetic 
algorithm quickly converges to a possible solution.  Thus, a time consuming iterative process can 
be greatly reduced by simulation with a genetic algorithm.  The fitness function can be easily 
changed to generate better solutions.  Thus, genetic algorithms can be used to intelligently and 
quickly generate solutions to the difficult problem of humanoid balancing. 
10.2 Published Work for GA and Humanoids 
A literature review was conducted for humanoid projects that used a genetic algorithm.  
The implementation of humanoid walking and a genetic algorithm was researched.  Humanoid 
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walking was chosen because it is unstable and genetic algorithms are commonly used in its 
implementation. 
Jung-Shik Kong et al. [47] presented a method for implementing genetic algorithms in 
humanoid gait planning.  Their method was developed in 2004 and focuses on the velocity and 
acceleration of the robot.  They argue that focusing on a leg’s velocity and acceleration would 
produce smooth walking and save on battery power.  They tested their GA in simulation and 
investigated COG and ZMP walking methods.  Their results demonstrated that genetic 
algorithms could be implemented in simulation for gait improvement but are not solely used for 
its generation.  They featured another paper [53] in 2006 that further discussed their method with 
the addition of fuzzy logic.  This paper further supports their results and demonstrates how fuzzy 
logic can be combined with GA to produce desired results. 
Fuminori Yamasakitt et al. [52] discussed producing a velocity and acceleration based 
GA on a different robot.  Their method discussed implementing a distance function and an 
energy consumption function.  Thus, they produce a GA that iteratively improves the distance 
walked and decreased the energy consumption.  Their results used a very simplified version of a 
humanoid robot for simulation.  However, the GA produced results that were applicable to the 
experimental robot and functioned well in test trials.  Thus, they demonstrate that simplified 
robotic parameters can still lead to proper results. 
Bi Sheng et al. [48] presented how to use genetic algorithms to implement humanoid stair 
climbing.  The results demonstrated in simulation that their methodology was possible.  They 
produced results demonstrating that they could control the speed in which the robot climbed the 
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stairs while maintaining stability.  Their results demonstrate that a complex humanoid function is 
possible to achieve with genetic algorithms. 
10.3 Proposed GA 
A humanoid robot requires extremely complex control due to its several degrees of 
freedom.  To help reduce the intense numerical payload for the simulator and GA iterations, a 
few simplifications were made. 
 Each side of the humanoid will be considered symmetric.  Thus, the algorithm can be run 
for half as many joints and simulated will all of the joints. 
 The environment will be modeled to be flat and without obstacles as to ensure a valid 
base line. 
 A predesigned robot will be used for simulation to ensure an accurate physics model. 
The above assumptions will be made initially to reduce as much of the complexity as 
possible.  The presented sections are GA parameters, fitness function, selection criteria, and 
cross over. 
10.3.1 Genetic Algorithm Parameters 
The major design characteristics of a genetic algorithm are its parameters.  The 
population size of GA determines how many chromosomes are tested per iteration.  A larger 
population size creates more possible solutions, but requires more processing before parent 
selection.  The mutation rate of a GA is used to add more randomness to the process and create 
random change.  The mutation rate of a GA tends to be low, however the GA used in this paper 
has a high mutation rate.  The high mutation rate was used because limitations with Webots.  The 
parent selection did not show enough randomness to converge quickly, thus a high mutation rate 
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was used to jump the results out of a local minimum.  The type of cross over is useful for 
creating children from parent chromosomes.  Two point cross over was used because it creates a 
good mixing of two parents while not having large computational requirements.  The number of 
parameters for the GA represents each leg in a humanoid.  The genetic algorithm will be 
modeled with the parameters shown in Table 10.1. 
Table 10.1. GA Parameters 
Population Size 50 
Mutation 15% 
Cross Over 2 Point 
Parameters 10 
 
The above parameters will be used to generate the most accurate results while ensuring a 
convergence.  
10.3.2 Fitness Function 
  A GA can be used for any application without requiring change.  The fitness function of 
the GA changes between applications.  The fitness function for this paper was based on the 
robot’s gyroscope after being pushed and entering a balanced position.  If the robot continued to 
fall after balancing, then the gyroscope would continue to increase creating a high fitness output.  
If the robot remained stable, then the fitness function would return a zero.  The fitness function 
was based on the following equation: 
  √      (  )
 
             (10.1) 
where    and    are the outputs of the robot’s gyroscope.  Equation 10.1 ensures that the 
direction of the fall does not produce incorrect data and that both fall directions are accounted 
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for.  The restriction on the magnitude of the gyroscope helps remove convergence on local 
minimums.  The fitness values were calculated by the following equation: 
    
 
       
          (10.2) 
The above fitness equation normalizes the gyroscope output so that the values are all on 
the same scale.  By subtracting the gyroscope output from one, the best distances have the 
highest fitness values.  The best solution for this fitness function occurs when the fitness equals 
zero. 
10.3.3 Selection Criteria 
The algorithm uses a greedy selection method for the best fitness values to ensure rapid 
convergence.  The top twenty-five percent and bottom one percent of the populations were 
preserved per iteration.  The remaining population was randomly selected from the children and 
parents.  These selection criteria will ensure the best and worst results are persevered and that the 
algorithm does not constantly converge on a local maximum.   
10.3.4 Cross Over 
Two point crossover per parameter was implemented in the following way. 
   [                       ]  
   [                       ]     
   [                       ]  
   [                       ]        (10.3) 
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 Equation 10.3 demonstrates how two parents from the population are combined into 
forming two children.  The two point cross over ensures enough data change while maintaining 
the functionality of the parent.  The crossover for the children was done on a per parameter basis.  
Thus, each chromosome was introduced to a distinct cross over per parameter. 
10.4 MATLAB Implementation 
The GA was written in MATLAB because the language provides a large function pool 
and is based on matrix mathematics.  Also, MATLAB was one of the primary languages that 
Webots could be programmed in.  A population in a GA is fundamentally a large matrix.  Thus, 
the matrix approach of MATLAB can improve processing speed and replace unnecessary 
programming complexity.  The matrix approach of MATLAB is very slow for loops and 
comparison functions, thus they were removed from being used.  The main requirements of loops 
and comparison functions for genetic algorithms come with parent selection and child creation.   
Parent selection is conducted by evaluating the fitness of the population and selecting 
based on a cumulative probability.  The chromosomes with the best fitness results have the 
highest probabilities and thus the best chances of being selected.  The comparisons required with 
this selection method were removed by using basic matrix methods.  The random numbers used 
for selection were generated in a matrix with the size of the population.   
                                     (10.4) 
The matrix was then expanded to being the population size for both dimensions by 
multiplying the random generation by a matrix of ones.   
                                   (10.5) 
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By multiplying the random numbers by the multiplier, each random value becomes a row 
of repeated values.  An example matrix is shown in Figure 10.3. 
0.81 0.81 0.81 0.81 
0.25 0.25 0.25 0.25 
0.59 0.59 0.59 0.59 
0.02 0.02 0.02 0.02 
Figure 10.3. Matrix of Random Numbers for Parent Selection 
 The fitness functions were expanded from a single array to a large matrix with a similar 
multiplier approach.  An example matrix is shown in Figure 10.4. 
0.39 0.47 0.79 1 
0.39 0.47 0.79 1 
0.39 0.47 0.79 1 
0.39 0.47 0.79 1 
Figure 10.4. Matrix of Fitness Values 
Each column of the fitness matrix represents the cumulative fitness value of the 
population.  If a chromosome has a higher fitness, then it holds a large value range in the 
normalized fitness function.  By subtracting the random numbers matrix from the fitness value 
matrix, the two matrices can be quickly compared.  The result of the subtraction of the examples 
above is shown in Figure 10.5. 
-.42 -.34 -.02 .19 
.14 .22 .54 .75 
-.2 -.12 .2 .41 
.37 .45 .77 .98 
Figure 10.5. Generated Mask 
The resulting matrix can be used to determine which parent the random number matrix 
chose.  When the generated mask becomes positive, that is the location of the chromosome 
chosen for the parent.  By conducting a ceiling command, all the negative values become zero 
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and positive values become one.  An example of the generated mask after performing a ceiling 
operation on the matrix is shown in Figure 10.6. 
0 0 0 1 
1 1 1 1 
0 0 1 1 
1 1 1 1 
Figure 10.6. Transformed Mask 
 By removing the ones created after the location has been determined in each row, a 
parent mask can be created.  An example of a parent mask is shown in Figure 10.7. 
0 0 0 1 
1 0 0 0 
0 0 1 0 
1 0 0 0 
Figure 10.7. Parent Selection Mask 
 The parent can now be created by pre-multiplying the population by the parent selection 
matrix.  This will place all of the chromosomes selected by the randomly generated numbers into 
the proper location.  This method only requires matrix multiplication, subtraction and an 
optimized MATLAB function.  Thus, the matrix approach of MATLAB is able to highly 
optimize the parent selection processing time. 
 The child selection can also be optimized to not require loops or comparison by the use of 
matrix multiplication.  A mask matrix for two point crossover can be generated by creating an 
array with ones in the middle and zeros on the edges.  The beginning and end of the ones in the 
array can be randomly selected.  An example of a randomly generated array for two point 
crossover with a parameter length of ten bits is shown in Figure 10.8. 
0 0 1 1 1 1 0 0 0 0 
Figure 10.8. Two Point Crossover Mask 
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By using the repeat matrix and diagonal functions in MATLAB, a two point cross over 
matrix can be made.  When post multiplied with one of the parent matrices, only the columns 
with the ones remain.  Then, the inverse of the two point crossover matrix can be multiplied by 
the other parent.  By adding the two resulting matrices, the child will be created without using 
loops or comparisons.  These two methods detailed above enable MATLAB to be a viable 
program for using genetic algorithms.  The implementation greatly reduces processing time and 
required computations. 
10.5 Genetic Algorithm Implementation 
To ensure that the GA was viable, it was tested against a variety of standard functions 
used in artificial intelligence.  The GA was tested with the Sphere function, two Schwefel 
problems, the generalized Rosenbrock function, Quaric function, and generalized Rastrigin 
function [51].  The equations for these functions are presented in the appendix section.  The GA 
presented in this paper was compared with other AI techniques presented in the paper [50].  The 
resulting fitness functions for the custom GA were averaged over a few trials and compared to 
the presented results.  The tables below demonstrate the averaged fitness values of each 
algorithm after one hundred iterations. 
Table 10.2. Average Fitness of Function 1 
D 10 20 30 
Custom GA 0 0 0 
NrGA 0 0 0 
RC-GA 0 0 0 
CMA-ES 0 0 0 
CGA 0 0 0 
Div-GA 0 0 0 
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Table 10.3. Average Fitness of Function 2 
D 10 20 30 
Custom GA 0 0 0 
NrGA 0 0 0 
RC-GA 2.204 8.593 17.052 
CMA-ES 0 0 0 
CGA 0.024 0.049 0.073 
Div-GA 0.024 0.049 0.073 
 
Table 10.4. Average Fitness of Function 3 
D 10 20 30 
Custom GA 0 0 0 
NrGA 4.375 20.35 33.525 
RC-GA 5.085 11.535 17.519 
CMA-ES 98.701 100 100 
CGA 0.052 1.363 12.064 
Div-GA 0.05 1.817 11.506 
 
Table 10.5. Average Fitness of Function 4 
D 10 20 30 
Custom GA 1 1 1 
NrGA 83.4 225.3 490.4 
RC-GA 1401.1 37711.4 194518.3 
CMA-ES 3291.9 41791.8 10117.1 
CGA 34.9 200.7 314.1 
Div-GA 73.7 426.8 994.3 
 
Table 10.6. Average Fitness of Function 5 
D 10 20 30 
Custom GA 5.34 10.23 17.41 
NrGA 1.411 4.736 8.614 
RC-GA 1.556 5.293 9.707 
CMA-ES 0.141 0.181 0.2 
CGA 1.479 4.826 8.966 
Div-GA 1.485 4.804 8.803 
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Table 10.7. Average Fitness of Function 6 
D 10 20 30 
Custom GA 0 0 0 
NrGA 0.244 4.52 12.538 
RC-GA 26.499 101.299 190.625 
CMA-ES 13.581 32.485 51.091 
CGA 4.154 18.845 37.096 
Div-GA 4.469 18.128 36.696 
  
As can be seen in the above tables, the GA used in this paper performed comparably to 
the other methods presented.  A binary GA may be slightly biased towards finding minimums at 
the origin due to its implementation.  However, the accuracy of the results and convergence 
times for the binary GA presented was competitive for all types of function solutions.  Also, the 
results of comparing the presented GA with other implemented algorithms demonstrate that 
MATLAB is viable programming language for artificial intelligence.  
 The next section presents the balancing positions produced by the genetic algorithm.  The 
GA was implemented in Webots to produce the positions used by the robot. 
11. GA Produced Balancing Positions 
The genetic algorithm was implemented in Webots to produce balancing positions.  The 
robot was tested with forces of different magnitudes and points of application.  The sections for 
GA produced balancing positions are sagittal positions, coronal positions, combined positions, 
and problems with Webots. 
11.1 Sagittal Positions 
 The GA was used to find balancing positions for sagittal applied torques.  The robot had 
applied torques ranging from 418.1 oz.-in. to 585.4 oz.-in.  The torques were applied in front of 
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the robot and behind.  Due to the nature of a biped robot, the sagittal plane has more servos that 
can be used for balancing.  The positions generated by the GA incorporated the hips, knees, and 
ankles to provide the best possible balancing.  Also, a humanoid is more likely to experience a 
destabilizing torque in the sagittal plane, thus the positions generated are very important for 
application.  Pictures of the generated balancing positions for a torque that pushes the robot 
backwards are shown in Figure 11.1. 
                         
   Figure 11.1. Torque Applied in Front 
 Figure 11.1a-c show positions generated by the GA to balance against applied torques 
that would cause the robot to fall backwards.  As can be seen in the figure, all three leg joints are 
used to balance against the applied torques.  The GA produced a squat position to counter act the 
torques.  The robot squatted and leaned forward more as the torque was increased.  This trend 
can be extrapolated into dynamic balancing.  As the torques increase, the robot squats more to 
counter act the destabilization.  Thus, the robot should squat more as its currents are increased to 
a) 418.1 oz.-in. b) 501.7 oz.-in. c) 585.4 oz.-in. 
a)  
  DeCapua 
 
98 
 
counter balance the destabilization.  The positions shown in Figure 11.1 were applied to the 
TigerBot for experiment testing.  Pictures of the balancing positions for a torque that pushes the 
robot forward are shown in Figure 11.2. 
                   
Figure 11.2. Torque Applied in Front 
Figure 11.2a-c show positions generated by the GA to balance against applied torques 
that would cause the robot to fall forwards.  The positions generated used all three joints for 
balancing.  However, the hip and ankle servo showed that they had the most affect in producing 
a balanced position.  The GA produced a lean backwards position to counter act the torques.  The 
robot bent its knees and leaned back more as the torque increased.  This trend can be 
extrapolated into dynamic balancing.  As the torques increase, the robot leanings back and bends 
its knees more to counter act the destabilization.  Thus, the robot should lean back more as its 
currents are increased to counter balance the destabilization. 
a) 418.1 oz.-in. b) 501.7 oz.-in. c) 585.4 oz.-in. 
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11.2 Coronal Positions 
The GA was used to find balancing positions for coronal applied torques.  The robot had 
torques 836.2 oz.-in. to 1087.2 oz.-in. applied.  The coronal positions required a larger torque to 
destabilize because a bipedal has better stability against sideways pushes.  Also, the rigidness of 
the simulation model did not cause the robot to fall without lifting its legs.  Thus, the coronal 
balancing positions generated by the GA are restricted to the situations when a foot leaves the 
ground.  Pictures of the balancing position for a coronal torque are shown in Figure 11.3. 
                         
Figure 11.3. Torque Applied in Coronal Direction 
Figure 11.3a-b show positions generated by the GA to balance against applied coronal 
torques that would cause the robot to fall sideways.  The positions generated used both ankle and 
hip joints for balancing.  The GA produced a position of lifting a leg against the applied torque 
and leaning against the lifted leg.  As the torque increased, the lifted leg was shown to increase in 
height.  This trend can be extrapolated into dynamic balancing.  Thus, the robot should lift its leg 
a) 836.2 oz.-in. b)    1087.2 oz.-in. 
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more as its currents are increased to counter balance the destabilization.  Due to the symmetry of 
a humanoid, the same coronal balancing positions can be mirrored for a torque applied from the 
other side.  The leg lift balancing is required for very large destabilizing torques.  The robot does 
not need to lift its leg for small torques. 
11.3 Combined Positions 
 The robot was also simulated for balancing against torques in both the sagittal and 
coronal directions.  The robot was pushed from the side and front.  Figure 11.4 shows the 
resulting balancing positions.  
                       
Figure 11.4. Torque Applied in Both Directions 
Figure 11.4a-c show balancing positions for torques applied in both directions.  The 
positions generated for sagittal and coronal were combined to balance against a torque in both 
directions.  The results showed that both balancing positions could be combined to form a stable 
position.  These results show that balancing against sagittal and coronal disturbances can be 
conducted separately or combined for similar results.  Figure 11.4c demonstrates a GA produced 
a) Sagittal: 418.1 oz.-in.  
Coronal: 836.2 oz.-in. 
 
b) Sagittal: 585.4 oz.-in.  
Coronal: 836.2 oz.-in. 
 
c) Sagittal: 418.1 oz.-in.  
Coronal: 836.2 oz.-in. 
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position that uses the foot of the robot to balance against both directions.  When a torque from 
more than one direction occurs, a lot more balancing positions can be used. 
11.4 Problems with Webots 
A few problems with Webots were evident during simulation.  First, the fitness function 
for balancing was hard to create for the GA.  An accurate fitness function helps the GA converge 
faster.  But, it was difficult to create a fitness function that showed a large difference between 
good positions and bad for the early trials.  The majority of early trials were very unstable, thus 
convergence took longer than anticipated.  Also, Webots did not demonstrate the randomness 
that would make the GA converge faster.  The results showed that randomness would occur 
between fitness evaluations and iterations.  However, two similar trials would produce the same 
results for each iteration.  Without the proper randomness, the GA could not function quickly 
and required longer periods of time to converge.  Also, when the robot lost its footing, it was 
almost impossible to get it to balance.  Thus, the weight of the feet was increased to help the 
robot keep its footing better. 
The next section presents the experimental implementation of the current sensing 
circuitry on the TigerBot.  The experimental implementation discusses problems that occurred 
and how the current sensing relates to the Roboard. 
12. Experimental Implementation 
The current sensing was experimentally implemented using the circuitry presented in 
Section 4.  However, two major problems presented and caused alteration to the implementation.  
The first problem presented was from the current sensing IC.  The second problem presented was 
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from the current sensing resistor.  The sections presented are the current sensing IC problem, the 
current sensing resistor problem, and implementation. 
12.1 Current Sensing IC Problem 
The current sensing IC caused a problem when being experimentally implemented by 
producing a non-DC signal.  The current sense PCB and IC were designed with the idea that a 
DC output voltage would occur so that it could communicate with the Arduino Mega.  However, 
a PWM signal was seen at the output of the current sense IC.  The duty cycle and voltage of the 
signal were directly correlated to the current sensed by the IC.  The largest duty cycle and 
smallest voltage represented the maximum current that could be sensed with the IC’s gain.  This 
presented a problem because the Arduino used for measuring the analog voltage does not input 
eleven varying duty cycle PWM signals.  This problem was corrected by adding a first order low 
pass filter between the current sense output and the Arduino.  The first order low pass filter 
averaged the PWM to create a DC signal that correlated to the magnitude of draw current.  The 
low pass filter is shown below in Figure 12.1. 
 
Figure 12.1. Low Pass Filter 
    represents the voltage seen at the current sense PCB and     represents the voltage 
seen at the Arduino.  A resistance of 1kΩ and capacitance of 47µF were chosen for the low pass 
filter.  The experimental results for the low pass filter are shown in Figures 12.2-12.4.  The DC 
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voltage shown above the AC signal represents the voltage seen at the Arduino.  The AC signal 
represents the voltage produced by the current sense PCB.  Figure 12.2 demonstrates the results 
of a small current draw from a servo motor. 
 
Figure 12.2. Small Current Draw 
 Figure 12.3 demonstrates the results of a medium current draw from a servo motor. 
 
Figure 12.3. Medium Current Draw 
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Figure 12.4 demonstrates the results of a large current draw from a servo motor. 
 
Figure 12.4. Large Current Draw 
 As can be seen by comparing the three figures, the increased current draw resulted in 
larger average voltages.  The experimental results show how the increased current draw resulted 
in smaller voltages and wider AC signals.  The voltages produced by the low pass filter were 
very close to the average voltage of the AC signal.  The low pass filter did introduce small error 
that was considered negligible due to its small effect.  The low pass filter produced voltages that 
could be accurately read by the Arduino. 
12.2 Current Sensing Resistor Problem 
The current sensing shunt resistor produced a problem for data collection.  The designed 
resistance of the shunt resistor was too high.  The high resistance resulted in the gain of the 
current sensing IC to reach a max voltage before the maximum current.  Thus, the readings 
plateaued at high current draws leaving ambiguity in the data collection.  The initial shunt 
resistor of 0.1Ω was replaced with a 0.08Ω resistor.  The results demonstrated a better range of 
measured current draw.   
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12.3 Implementation 
After the two problems seen during implementation were fixed, the current sense PCB 
was able to interface with the Arduino.  The analog voltage read by the Arduino ranged from 0V 
to 5V.  The maximum voltage read by the Arduino can be changed from 5V by inputting a 
different reference voltage.  However, the LiPo batteries used to power the TigerBot drop in 
voltage as the current drops.  Thus, the 5V created by the Arduino’s regulator was chosen as an 
accurate reference. 
The Arduino reads the 0-5V analog voltage and maps it to ten bits of resolution.  Thus, 
the digital output ranges from 0-1023 with each increment representing 4.88mV of resolution.  
This small resolution was accurate enough for the current sensing implementation.  The range of 
0-1023 was used by the Roboard for easier data processing. 
The Arduino interfaces with the Roboard through serial communication via the USB port 
of the Roboard.  The Roboard writes to the Arduino asking for the current values.  The Arduino 
writes back each of the 0-1023 ranges with an extra 1000 added to each.  The extra 1000 ensures 
that the numbers are always the same size and no errors occur during the communication 
process.   
The next section presents the experimental results for current sensing theory.  The 
experimental results describe the experimental model used for balancing the robot.  Also, the 
section covers the experimental functionality of position estimation and balancing. 
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13. Experimental Results 
The current sensing theory and balancing positions were combined and experimentally 
tested on the TigerBot.  After the problems presented during implementation were fixed, the 
TigerBot was altered to include current sensing.  The closed loop feedback of the current sensing 
was tested for positional estimation and balancing.  The sections for the experimental results are 
the experimental model, experimental sagittal magnitude, experimental coronal magnitude, 
positional estimation, and balancing. 
13.1 Experimental Model 
The experimental application of current sensing for balancing follows the model shown 
in Figure 13.1.  The model uses the derived current theory combined with the dynamic balancing 
positions generated by the genetic algorithm.  Current sensing was used to locate the position and 
magnitude of the destabilizing torque.  The gyroscope was only used to determine the direction 
that the robot was falling.  Those three values were fed into a look-up table to determine the 
proper balancing position to enter.  This closed loop control feedback continuously updated as 
the robot experienced external torques.  The torque magnitude theory is taken from Section 3.  
The positional estimation theory is taken from Section 4.   
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Figure 13.1a demonstrates the experimental model used to implement current sense 
feedback.  The positions estimated in the model are presented in Figure 13.1b.   
 
Figure 13.1a. Experimental Model 
 
Figure 13.1b. Torque Positions 
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Table 13.1 shows the shorthand used throughout the experimental trials for each joint. 
Table 13.1. Shorthand used for Experimental Results 
Joint Shorthand Axis of Rotation 
LLR Left Leg Roll Coronal 
RLR Right Leg Roll Coronal 
LAR Left Ankle Roll Coronal 
RAR Right Ankle Roll Coronal 
LH Left Hip Sagittal 
RH Right Hip Sagittal 
LK Left Knee Sagittal 
RK Right Knee Sagittal 
LAL Left Ankle Lift Sagittal 
RAL Right Ankle Lift Sagittal 
13.2 Experimental Sagittal Magnitude  
 The magnitude of the destabilizing torque theory was experimentally tested through 
simplified applied torques.  The equation derived for the magnitude of the sagittal destabilizing 
torques is shown below. 
                        
             
 
       (13.1) 
This equation demonstrates that the sums of the servo’s currents are directly 
proportionate to the destabilizing torque of gravity and the applied torque.  If the currents are 
progressively increasing, then the robot is falling and has not stabilized.  The experimental 
implementation was limited by the current sense resistor.  The currents read from the IC could 
reach a plateau from the IC maxing out, thus causing the sum of currents to deceivingly stabilize.  
The current draw will stabilize if the robot has balanced or the current sense IC has reached its 
maximum.  The current sensing theory was shown to be functioning by differentiating the 
magnitude of a soft and medium impulse. 
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13.2.1 Soft Sagittal Destabilizing Torque 
 A small sagittal impulse was applied to the robot to test the magnitude equation.  To best 
demonstrate the change in draw current, the previous current value was compared to the present.  
The three values used for comparison were the previous reading, current reading, and the 
difference between the previous and current.  Collected data is presented below for discussion of 
experimental trends.  The current sense for each sagittal joint is shown first.  The summed 
currents for the joints shown are presented afterwards.  Figure 13.2 demonstrates the draw 
current readings for each of the joints. 
 
Figure 13.2. Soft Chest Hit Joint Currents 
 The currents for each of the leg joints were used to create Figure 13.3.  The LK and RK 
joints were ignored because they were already drawing a lot of current due to sustaining the 
robot’s weight while standing.  The LK and RK would not contribute enough current change to 
be vital for analysis.  The joint trends can be seen to show that the robot was hit at the center of 
the chest.  
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Figure 13.3 demonstrates the summed currents used for magnitude determination. 
 
Figure 13.3. Soft Chest Hit Current Draw 
 As can be seen in Figure 13.3, the soft chest torque resulted in destabilization of the robot 
and caused its currents to increase.  The differences between the present and previous current 
readings are demonstrated by Current_dif.  As can be seen, the small push resulted in a spike in 
Current_dif.  The draw current continues to increase because as the robot falls, gravity increases 
in influencing the destabilization.  The Current_dif decreases in magnitude after the applied 
torque has been removed.  
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13.2.2 Medium Sagittal Destabilizing Torque 
 To show that the equation can be used to model different torques, a medium impulse was 
applied to compare with the soft push.  The position of the medium push was the same as the 
small push.  The current draws resulting from the push are shown in Figure 13.4. 
 
Figure 13.4. Medium Chest Hit Joint Currents 
Figure 13.4 demonstrates the currents for each of the joints that were used to create 
Figure 13.5.  The LK and RK joints were ignored because they were already drawing a lot of 
current due to sustaining the robot’s weight while standing.  Also, the joint trends can be seen to 
show that the robot was hit in the center of the chest.  The 1023 current sense values demonstrate 
the maximum current that can be read by the current sense IC.  These values show how the 
current sense IC can peak before the servo’s current peaks.  When the maximum values are 
reached, the robot is extremely destabilized.  Thus, the additional current values would be 
redundant because the robot needs to be balanced either way. 
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Figure 13.5 demonstrates the summed currents for each joint that are used to determine 
the magnitude of the applied torque. 
 
Figure 13.5. Medium Chest Hit Current Draw 
 The medium chest hit resulted in a much larger current draw than the soft hit, as can be 
seen by comparing Figures 13.3 and 13.5.  The medium chest hit reached the peak current 
measurements for each of the joints.  The maximum reading that can be read by summing the 
four joints is 4092.  Also, the medium torque resulted in a faster rate of change for the draw 
currents.  The maximum rate of change for the medium torque was two hundred units greater 
than the soft.  This example demonstrates how medium torques and small torques can be 
distinguished with current sensing.  Thus, current sensing can be used for stabilizing against a 
variety of torques. 
13.3 Experimental Coronal Magnitude  
 The magnitude of the destabilizing torque theory was tested through simplified applied 
torques.  The equation derived for the magnitude of the coronal destabilizing torques is shown 
below. 
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                                                (13.2) 
 The equation shows that the sum of the coronal servo’s currents is directly proportional to 
the robot’s destabilizing torques.  If the currents increase then the applied torque and effect of 
gravity are also increasing.  A stable current sum means that the robot has either lost its footing 
or is not falling.  When the currents decrease, the robot is moving back to a standing position, 
thus eliminating the effect of gravity.  Two cases of applied torques are demonstrated below to 
show the current sensing working experimentally.  First, a soft coronal torque was applied at the 
shoulders.  Next, a medium coronal torque was applied at the shoulders.   
13.3.1 Soft Coronal Destabilizing Torque 
The change in current draw was recorded through the present current draw of the robot 
and the previous.  Also, the difference between the present and previous was calculated to 
demonstrate the rate of change of current draw.  Figure 13.6 demonstrates the current for each of 
the servos that are used to create the comparison sum. 
 
Figure 13.6. Servo Currents for Soft Torque 
 As can be seen in Figure 13.6, the majority of the force is applied on the left ankle.  Both 
of the hips are close to the point of application, thus they have a small applied torque.  The right 
ankle begins to lift due to the applied torque, thus it also has a small applied torque.   
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Figure 13.7 demonstrates the summed current for the applied torque. 
 
Figure 13.7.  Summed Coronal Currents 
 As can be seen in Figure 13.7, the summed coronal currents increased as a soft 
destabilizing torque was applied in the coronal direction.  The figure shows that the current 
different increases largely when the applied torque occurs. The torque continues to increase at a 
slower rate as the applied torque decreases and gravity takes effect.  This experimental result 
supports the theoretical model. 
13.3.2 Medium Coronal Destabilizing Torque 
 A medium destabilizing torque was applied in the coronal direction.  The results for the 
joint currents are shown in Figure 13.8. 
 
Figure 13.8. Joint Currents 
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 The trends for current draw of each servo are similar between the soft and medium 
torque.  This shows that the torque was applied in the same location but at different magnitudes.  
The summed current created by Figure 13.8 is shown in Figure 13.9. 
 
Figure 13.9. Summed Currents 
 Figure 13.9 shows that a coronal destabilizing torque causes for an increase in the 
summed currents.  Also, the summed currents of a medium push increased at a faster rate and 
reached a maximum before the summed currents of a soft torque.  This shows that the summed 
currents can be experimentally used to demonstrate instability in the robot.  Also, the comparison 
of the previous and present current can be used to determine the magnitude of the torque.  The 
experimental results demonstrate that the theoretical model can be used for balancing a 
humanoid robot. 
13.4 Experimental Implementation of Position Estimation 
The position estimation that was presented in Section 3 was tested experimentally on the 
TigerBot.  The robot was pushed in each of the positions shown in Figure 13.10.  Each of the 
positions were applied an external impulse that resulted in destabilizing motion.  The presented 
values had the initial current values removed so only the increase in current is shown.  The 
testing was conducted with the robot in an initial standing position.  The standing position has 
been designed to distribute the robot’s weight equally between the legs.  However, due to the 
uncontrollable leeway in the servos, the weight was best equalized but not perfect.  The standing 
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position of the robot distributed the ankle and hip servos with equal forces.  The knee servos 
were bent to help facilitate better balancing counter torque.  However, the bent knees caused for 
the servos to start at larger current values.  Thus, the knees peaked at maximum current readings 
quickly and demonstrate smaller plateaus because the initial readings were removed. 
 
Figure 13.10. Positional Estimation 
 The positional estimation that was tested covered a full range of the humanoid’s body.  
Due to the in-depth feedback of current sensing, each of the servos could be used for better 
position estimation.  Other methods of feedback do not provide nearly enough data to classify 
positions as well as current feedback.  The applied torques below the legs of the robot do not 
tend to result in destabilizing but a different distribution of weight.  These positions are not as 
important for balancing as above the waist is.  However, these positions can affect the robot’s 
motion and standing position, thus should be classified. 
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13.4.1 Push at the R1 Position 
The first position that was tested was pushing the center of the chest at R1.  The chest 
was pushed with a torque that resulted in destabilization.  The resulting current values are 
demonstrated in Figure 13.11. 
 
Figure 13.11. R1 Current Values 
 As can be seen in Figure 13.11, the coronal servos of the legs were not greatly influenced 
by the sagittal motion.  The ankle lift servos for both legs increased at a similar rate.  The LAL 
reached its maximum current quicker than the RAL, thus why it peaks at 777.  Also, the LH and 
RH servos both increase at similar rates that are less than the ankle servos.  The LK and RK 
increase in current but reach maximum values very quickly because they were already under 
large force due to standing.  The increased current draws follow the trend derived in Section 3.  
The equation used for determining R1 position is shown below. 
                                     (13.3) 
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The above equation was experimentally demonstrated in Figure 13.11, thus showing that 
the experimental results follow the theoretical trends. 
13.4.2 Push at the R2 and R3 Positions 
The next positions tested were R2 and R3.  An external torque was applied to the left 
shoulder and right shoulder of TigerBot, respectively.  The results of the current sensing are 
shown in Figures 13.12 and 13.13. 
 
Figure 13.12. R2 Current Values
 
Figure 13.13. R3 Current Values 
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 The results for R2 and R3 were expected to see increased current draw per the side of the 
applied torque.  However, the results demonstrate similar current draws.  This problem is due to 
a design flaw of the TigerBot.  The robot was designed to have a rotatable waist so as to allow 
for better chest turning.  However, the waist joint does not provide resistance to the applied 
torques.  The shoulders move freely and the remaining torque becomes distributed without bias 
between the two legs.  The waist joint was designed in a manner that would cause fixing it to be 
detrimental to the robot.  Thus, the positional estimation between R2 and R3 is limited by the 
rigidness of the robot’s chest and waist. 
13.4.3 Push at the R4 and R6 Positions 
 The next positions tested were R4 and R6.  An external torque was applied to each of the 
robot’s legs above the knee.  The results for R4 are shown in Figure 13.14. 
 
Figure 13.14. R4 Current Values 
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 The results for R6 are shown in Figure 13.15. 
 
Figure 13.15. R6 Current Values 
 Figure 13.15 demonstrates a torque applied to the right thigh of the TigerBot.  The figure 
shows that the right ankle lift increases in torque while the left ankle remains constant.  
However, the experimental results show that the hips increase in current draw while the knees 
remain constant.  This trend is different from the one stated in the theory section. 
        [               ]           (13.4) 
Instead, the experimental data follows the trend shown below. 
        [               ]           (13.5) 
This change in trend is associated with the difference between the theoretical mounting of 
the servo and the experimental.  The theoretical model was derived with a servo motor mounted 
on the knee and moving the hip.  The TigerBot has the servo motor mounted on the hip attaching 
to the knee.  This causes the hip to increase in current while the knee remains constant.  A 
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similar trend can be seen in Figure 13.16, but instead for the left leg.  Thus, the experimental data 
follows the trend shown below. 
        [               ]           (13.6) 
13.4.4 Push at the R5 and R7 Positions 
 Positional estimation for an applied torque below the knee was conducted for both legs.  
Figures 13.16 and 13.17 demonstrate the collected current draws for the applied torques. 
 
Figure 13.16. R5 Current Values 
 
Figure 13.17. R7 Current Values 
 R5 represents an applied torque on the right leg of the robot below the knee.  R7 
represents an applied torque on the left leg of the robot below the knee.  Figure 13.16 shows that 
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the right ankle increased in current due to the applied torque on the right leg.  Thus, the trend 
demonstrated in the current sensing theory section was support experimentally.  The other 
currents remained relatively constant.  The destabilizing torque did not cause for the robot to fall, 
thus gravity had small effect. 
        [                   ]           (13.7) 
Figure 13.17 shows that the left ankle increased in current due to the applied torque on 
the left leg.  Thus, the trend demonstrated in the current sensing theory section was support 
experimentally.  The other currents remained relatively constant.  The destabilizing torque did 
not cause for the robot to fall, thus gravity had small effect. 
        [                   ]            (13.8) 
13.4.5 Push at the R9 and R10 Positions 
 The last positions tested were R9 and R10.  The currents for a shoulder coronal applied 
torque are shown in Figure 13.18.  The values reported have the standing currents removed to 
better show the coronal trends. 
 
Figure 13.18. Coronal Shoulder Torque 
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The currents for a coronal applied torque at the knee are shown in Figure 13.19. 
 
Figure 13.19. Coronal Knee Torque 
Figure 13.18 and Figure 13.19 show the difference between a coronal and shoulder 
position.  An applied torque at the shoulder caused for larger current draw in the ankle because 
of the large distance between the two.  An applied torque at the knee caused for a similar draw 
between the ankle and hip.  An applied torque at the knee is closed to equal distance between the 
two servos, thus they have similar current draws. 
 
Figure 13.20. Coronal Shoulder Torque, Opposite Direction 
 Figure 13.20 demonstrates how the side of the applied torque can be demonstrated.  The 
figure shows the right side of the robot resulting in large current draws due to a push on that side. 
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13.4.6 Sagittal vs. Coronal 
 As can be seen by comparing the sagittal and coronal applied torques in the experimental 
positional estimation, the two directions can be distinguished as independent.  The sagittal 
torques demonstrated little effect on the coronal servos.  The same trend occurred for coronal 
torques on sagittal servos.  Thus, the experimental results supported the theoretical assumption 
that the two directions can be treated independent for the control algorithm.   
13.4.7 Weight Distribution Problems for Positional Estimation 
 The experimental positional estimation did present some problems with weight 
distribution.  One limitation of the positional estimation was that the robot has to be in a well-
balanced standing position.  If the robot was situated so that the majority of the weight was on 
one leg, that leg would dominate the current increases.  This problem would also limit the 
functionality of the robot and be hazardous to the robot’s motors.  Also, it was seen that proper 
footing of the robot was required so as to ensure equal balance between the legs.  If the weight of 
the robot is placed when the legs are not properly situated then the weight will not be equally 
distributed.  If one leg or servo holds the majority of the robot’s weight, then the other leg’s 
current draw will not be accurate. 
13.4.8 Slipping Problems for Coronal Balancing 
The experimental testing for coronal balancing demonstrated a problem associated with 
the slippage of the foot.  A large destabilizing coronal torque can cause for the weight of the 
robot to pivot on one foot.  This can cause the other foot to lift off the ground and not return to 
its original position for standing.  If the foot becomes stuck in an improper position, the leg will 
be stuck trying to push its foot sideways.  This will cause a large current spike that is not 
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associated with an external destabilizing torque.   Thus, the robot will be forced to lift its foot 
and place it in the proper location if this situation occurs. 
13.5 Experimental Balancing 
 The current sensing feedback was experimentally implemented to improve stability for 
the robot.  The model shown in Section 13.1 was implemented on the robot.  Figure 13.21 shows 
a static picture of the experimental robot standing. 
 
Figure 13.21. TigerBot Standing 
 The experimental balancing tests were conducted on the robot standing.  The torques 
were applied so that the robot would become destabilized.  Impulses were applied as torques to 
test the robot recovering from a non-continuous push.  The standing position was chosen because 
it enabled the least bias towards one specific direction for balancing.  Also, a humanoid would 
commonly be standing when required to balance against an impulse. 
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 Figure 13.22 demonstrates a static picture of the squat position the robot used to balance 
against sagittal torques applied in front. 
 
Figure 13.22. TigerBot Squatting 
 The TigerBot squatting position was generated from the GA in Webots.  The simulated 
positions are shown in Section 11.2.  The squat position was used for dynamic balancing.  The 
robot moved deeper and quicker into the squatting position for larger applied torques.  Figure 
13.23 demonstrates a static picture of the lean backwards position the robot used to balance 
against sagittal torques applied in the back. 
 
Figure 13.22. TigerBot Squatting 
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The TigerBot leaning back position was generated from the GA in Webots.  The 
simulated positions are shown in Section 11.2.  The leaning back position was used for dynamic 
balancing.  The robot moved further back and quicker for larger applied torques.   
13.5.1 Balancing Implementation 
 The current sensing was implemented for balancing similar to the theory derivation.  The 
experimental model presented earlier in the section was coded on the TigerBot.  The balancing 
positions shown in Figures 13.19-13.22 were programmed to counter destabilizing torques.  The 
current sensing was implemented by analyzing the change of currents for each joint.  If the 
currents for the legs increased, then the robot continued to balance further into each position.  
The gyroscope was used to determine which direction the robot was falling.  If the currents 
decreased, then the robot returned to standing after having counter balanced the destabilizing 
torque.  The magnitude of the torque was used to determine how quickly the robot entered the 
balancing position. 
      
√           
 
 
       
   
         (13.9) 
 The above equation demonstrates how the magnitude related to the rate of balancing.  
Mult represents the amount the robot increased for each position.  This equation was used to 
experimentally generate proportionate responses.  If the robot increased its current quickly, then 
the square root term showed large increases.  Also, if the robot was experiencing large present 
current draws, then the linear term increased quickly.  Both terms were divided down to be 
reasonable values relating to the control of the robot. 
 Due to the design of the TigerBot, the robot would be considered falling forwards or 
backwards at different current values.  The robot required larger current draw for it to be 
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considered falling backwards.  A threshold of 1000 summed currents was used as the cut off for 
falling backwards.  A threshold of 350 summed currents was used as the cut off for falling 
forwards.  The threshold difference occurred because of the robot’s feet.  When the robot falls 
backwards it is lifting its heavy feet against the fall.  However when the robot falls forwards, its 
feet are not being lifted and thus requires less current.  Due to the threshold difference, falling 
forward required balancing sooner than falling backwards. 
 Also, the rate of change of the summed currents was taken into account for balancing.  If 
the rate of change was increasing, then the robot would balance quicker and harder.  The 
increased rate of change phase balanced against gravity and the applied torque.  As the rate of 
change decreased, the robot had balanced against the applied torque and was only balancing 
against gravity.  The decreased rate of change phase related to the robot returning to standing, 
thus a slower movement was required.  This point in the application had the most problems.  It 
was difficult to have the robot return to the same position each time due to the leeway in the 
servos. 
13.5.2 Balancing Results 
The results for current sensing feedback worked successfully for implementing 
balancing.  The experimental trials demonstrated the control feedback was able to detect a fall 
and be used to instigate a balancing position.  The current sensing was also used for 
differentiating the magnitudes of the applied torques so that larger balances could be used.  The 
current sensing was successful in determining when the robot was regaining balance and 
returning to a standing position. 
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The results demonstrated the limitations of the current sensing feedback.  The results 
showed success in balancing against a large range of applied impulses.  However, larger torques 
made it more difficult for the robot to return to standing.  The results also showed the limitations 
in magnitude that the robot could balance against.  If the applied torque caused for the robot to 
completely lose its footing, then the positional changes could not be used for balancing.  The 
experimental balancing problems section covers the reasons for the limitations in more detail. 
13.5.3 Experimental Balancing Problems 
 Current sensing was very successful at determining a fall and could be used as a feedback 
for choosing the balance positions to counter with.  However, the experimental trials did 
demonstrate some implementation problems.  The balancing positions worked for regaining 
stability but had some problems.  The simulation model and experimental model were not ideally 
the same mass distribution.  Thus, the positions required some experimental changes to make 
them more applicable to the TigerBot.  Also, the feet of the experimental robot were not heavy 
enough to enable large scale balancing.  The positional response used the feet to counter balance 
with.  However, they would lift off the ground when balancing and reduce their effect.  Also, 
when the balancing was successful the feet returned to the ground causing for a significant 
increase in forward momentum.  The maximum torques that the robot could balance against was 
determined by the weight of the feet.  Once the robot completely lost its footing, it could not 
balance at all via counter balancing.  Thus, the weight of the feet was shown to be extremely 
important for implementation and a limitation factor. 
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Also, the robot had difficulty returning to a standing position.  The current sensing 
worked great for determining a fall and determining when the robot was returning to standing.  
However, the robot would gain momentum when it was countering the destabilizing torques.  
When the destabilizing torques were eliminated, the momentum still remained and would 
become a new destabilizing torque in the opposite direction.  The torque of the servos was not 
strong enough to hold against this momentum and the robot would blow past the standing 
position.  Additional control methods were instigated to help counter this affect, however it still 
presented a problem. 
The next section discusses a few advantages of using current based feedback for 
balancing a humanoid robot. 
14. Current Sensing Advantages as a Feedback Control 
Humanoids have experienced a lot of research for push recovery and balancing.  There 
have been several presented methods for implementing push recovery.  Current sensing has a 
large advantage over the other methods.  A few advantages are shown in power conservation, 
feedback per servo, and small and simple application. 
14.1 Power Conservation 
One of the major advantages of current sensing for balance control is battery life.  
Current sensing returns power consumption that no other control method can provide.  The 
current feedback can be used to minimize power consumption in common positions, which will 
save battery life and reduce stress on the servo motors.  For example, a humanoid robot can 
remain standing in different positions.  However, the each of the different positions results in a 
different total current draw.  The common balancing methods of force sensing resistors in the 
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feet or gyroscope feedback can only show the weight or motion of the robot.  These methods are 
unable to give a joint by joint feedback into the amount of power consumption.  Thus, the 
standing robot could have its weight on one hip and the other knee instead of distributed amongst 
the leg servos.  The use of current feedback enables for power consumption to be monitored and 
optimized.  Figures 14.1 and 14.2 demonstrate this point with experimental current feedback 
from the TigerBot. 
 
Figure 14.1. Standing High Power Consumption 
 
Figure 14.2. Standing Low Power Consumption 
Both of the above figures demonstrate TigerBot standing stabilized.  However, Figure 
14.1 demonstrates a significantly higher current draw in all of the legs due to the robot’s 
orientation.  Figure 14.2 demonstrates the robot still standing but with its orientation better 
maximized.  As can be seen, each of the servos has a significant current draw decreased in 
Figure 14.2.  The standing position used to generate Figure 14.2 will enable much longer battery 
life and servo lifespan. 
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14.2 Feedback per Servo 
 A major advantage of using current sensing as the feedback control is feedback on a per 
servo basis.  Most humanoid control methods account for body parts as a whole instead of 
singular joints.  The use of gyroscope balancing assumes the entire robot to be a singular entity 
and focuses on moving the gyroscope back into its original position.  The use of force sensing 
resistors in the feet assumes the robot into a left side and right side.  The common methods for 
feedback do not allow for feedback control for every servo.  Current sensing can tell the load of 
the servos for each servo. 
 For example, the knee and hip are commonly used to support the weight of the robot.  
Either of the two servos can be in several different positions that result in stability.  However, it 
is a common problem that the knee servo undergoes the majority of the robots weight.  One 
problem that presented on the TigerBot was that the majority of the robot’s weight was on a 
single servo.  That servo burnt out and was replaced.  Once current sensing was implemented, 
the weight distribution was reevaluated so that more servos were not destroyed.  The control of 
each servo enables for a more robust control system and better understanding of the forces of the 
robot. 
 A possible other method for knowledge of each servo would be adding encoders to each 
joint.  This would generate very accurate positioning of the servos which could be combined 
with inverse kinematics for better control.  However, this plausible method does not compete 
with current sensing because of its expense and weight addition.  The additional weight of an 
encoder per joint would be detrimental to the robot’s possible functionality.  Also, the cost an 
encoder greatly outweighs the cost of an IC for current sensing. 
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14.3 Small and Simple Application 
 An advantage of current sensing is that it is extremely small and very simple to 
implement.  The current sensing can easily be placed on the power distribution board of the robot 
to minimize additional weight and space costs.  The current sensing can also be applied in series 
with the power board and servo motors.  Thus, the two methods for application make it very easy 
to add to a robot that already has been built or is being designed.  The application does not 
require the complexity of using force sensing resistors in the feet. 
 The next section concludes the paper and presents possible future work. 
15. Conclusion and Future Work 
The experimental trials for this control method demonstrated success for implementing a 
control feedback for balancing a humanoid robot.  The simulation model produced several 
balancing positions with the use of a GA.  The balancing positions incorporated the hip, knee, 
and ankle so that the robot could achieve maximum push recovery.  The balancing positions 
resulted in dynamic balancing that allowed the robot to undergo less harmful stresses.  The 
experimental results demonstrated that current sensing theory could be used in application.  The 
positional estimation showed results that functioned experimentally but with different proposed 
trends.  The balancing results showed that current sensing could be used to detect a destabilizing 
torque and that balancing positions could be used to regain stability.  Overall, the results showed 
that current sensing is a possible feedback for balancing a humanoid robot against a push. 
Current sensing feedback has the potential for future work.  The implementation of the 
current sensing circuitry was only a proof of concept prototype.   
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 The current sensing circuitry could be significantly improved by adding it to the robot’s 
power board instead of being a standalone entity.   
 The current sense IC could be changed to a Hall Effect IC so as to remove the in-series 
shunt resistor.   
 The balancing implementation could be expanded to include all of the positions from 
positional estimation.   
 The current sensing application could be used in walking or other movements.   
 The current sensing could also be used on the arms for movements above the waist. 
 A genetic algorithm could be implemented with the current sensing to better match 
destabilizing torques with balancing positions.  
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Appendix 
The appendix section shows the bench mark functions used for the GA. 
Bench Mark Functions 
 The bench mark functions that were used to test the GA are demonstrated below. 
Sphere Function [51] 
       ∑   
         [        ]             
             [       ]     
Schwefel’s Problem 2.22 [51] 
      ∑ |  |
 
    ∏ |  |
 
            [      ]
       
             [       ]     
Schwefel’s Problem 2.21 [51] 
         |  |          [        ]
        [   ]     
             [       ]     
Generalized Rosenbrock Function [51] 
      ∑ [            
          
 ]         
        [      ]                [       ]     
Quaric Function [51] 
      ∑   
        [   ]        [          ]          
             [       ]     
Generalized Rastrigin Function [51] 
      ∑ [  
                   ]
 
           
        [          ]                 [       ]     
