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Résumé
Le test fontionnel basé sur une spéiation for-
melle onsiste à dériver des as de test à partir d'un
modèle formel pour déteter des fautes dans une implé-
mentation. Dans nos travaux, nous étudions l'utilisation
des Constraint Handling Rules (CHRs) pour automati-
ser la génération de as de test fontionnel basée sur un
modèle formel. Notre étude de as est un modèle de la
Mahine Virtuelle Java Card (JCVM) érit dans un sous
ensemble du langage Coq. Dans et artile, nous dé-
nissons une tradution automatique de e modèle sous
forme de règles CHR dans le but de générer des as de
test pour la JCVM. Le point lé de notre approhe réside
dans l'utilisation des deep guards pour modéliser dèle-
ment la sémantique de notre modèle formel. Ensuite,
nous proposons une approhe globale pour la génération
de as de test fontionnel basée sur les CHRs qui peut
être appliquée à d'autres modèles formels.
1 Introdution
Le test fontionnel onsiste à 1) séletionner des
données de test à partir d'un modèle (formel), 2) exé-
uter une implémentation en utilisant et ensemble de
tests, puis 3) vérier les résultats à l'aide d'un orale.
En test fontionnel, un orale est une proédure a-
pable dans ertaines situations de prédire les résultats
attendus d'un programme. Les modèles formels lassi-
quement utilisés en test fontionnel sont les spéia-
tions algébriques [7℄, les mahines B [6℄ ou enore les
mahines à états nis. De telles spéiations formelles
sont exploitées par les outils de preuve ou par les vé-
riateurs de modèles pour prouver la orretion de
l'implémentation mais quelquefois, il est souhaitable
de les utiliser pour générer des ensembles de tests.
Dans nos travaux, nous nous intéressons au test
fontionnel basé sur des spéiations JSL (Jakarta
Speiation Language). JSL [8℄ est un langage formel
issu d'un sous-ensemble du langage Coq et qui est basé
sur des règles de réériture onditionnelles. Coq est un
assistant de preuves destiné à l'origine à prouver des
théorèmes d'ordre supérieur [1℄. Le langage JSL a été
déni an d'obtenir un langage de spéiation faile à
lire et indépendant de tout outil. Dans le adre du pro-
jet RNTL CASTLES [20℄ dont l'objetif est de dénir
un environnement pour automatiser la ertiation de
la plate-forme Java Card [21℄, JSL a été hoisi omme
base ommune. Une spéiation JSL de la Mahine
Virtuelle Java Card a été dénie [3, 4℄ dans le but
de vérier des propriétés de séurité de la plate-forme
Java Card.
La Mahine Virtuelle Java Card (JCVM) exéute
toutes les instrutions (ou les byteodes) suppor-
tées par Java Card (new, push, pop, invokestati,
invokevirtual, et.). Notre objetif onsiste à géné-
rer des ensembles de tests à partir des spéiations
JSL de haque instrution, à traduire es tests abs-
traits en tests exéutables, à les exéuter sur l'implé-
mentation puis à vérier les résultats par rapport aux
spéiations. Dans et artile, nous nous intéressons
à la première et à la dernière tâhes qui sont des pro-
blèmes diiles en test de logiiel. La onrétisation
et l'exéution des tests ne sont pas disutées ii.
Dans nos travaux, nous avons étudié l'utilisation des
Constraint Handling Rules (CHRs) pour générer des
as de test et des orales à partir de la spéiation
JSL de la JCVM. Nous dénissons des objetifs de
test basés sur la ouverture de règles de réériture et
la détetion de non-onformité, et nous fournissons des
tehniques pour générer des as de test qui répondent
à es objetifs. Notre idée est de bénéier de la haute
délarativité des CHRs pour exprimer dans un même
adre à la fois les objetifs de test et les règles de la
spéiation JSL. Puis, en utilisant la propagation tra-
ditionnelle des CHRs et l'énumération, nous générons
des tests et des orales omme solutions du système
de ontraintes.
Cet artile est organisé de la façon suivante : la se-
tion 2 introduit la syntaxe de JSL et son modèle d'exé-
ution ; la setion 3 est onsarée à la syntaxe et aux
sémantiques des CHRs ; la setion 4 introduit les règles
de tradution qui permettent de passer des règles JSL
à des règles CHR ; dans la setion 5 nous présentons
deux tehniques pour générer des as de test fontion-
nel selon des objetifs de test et nous disutons des
appliations au test de la JCVM ; les travaux onnexes
sont présentés en setion 6, puis la setion 7 termine
l'artile par nos perspetives de reherhe.
2 Le Langage de Spéiation Jakarta
Le Langage de Spéiation Jakarta (JSL) [8℄ est
un petit langage qui permet de dérire la mahine vir-
tuelle dans un style mathématique neutre. C'est un
langage de premier ordre ave un système de type poly-
morphique où les fontions sont dérites par des règles
de réériture onditionnelles.
2.1 La syntaxe
Les expressions du langage JSL sont des termes du
premier ordre ave égalité (==) onstruits à partir de
variables et de symboles de onstante. Un symbole de
onstante est soit un symbole de onstruteur intro-
duit par les dénitions de type soit un symbole de
fontion introduit par les dénitions de fontion.
Soient C un ensemble de symboles de onstruteur,
F un ensemble de symboles de fontion et V un en-
semble de variables. L'ensemble des expressions JSL
est l'ensemble E de termes déni par E ::= V|E ==
E|CE∗|FE∗. Soit var une fontion dénie sur E → V∗
qui retourne l'ensemble des variables d'une expression
JSL.
Chaque symbole de fontion est déni par un en-
semble de règles de réériture onditionnelles. Ce for-
malisme peu ommun en réériture est en fait prohe
des langages fontionnels ave ltrage et des assistants
de preuves. Ces règles de réériture onditionnelles
sont orientées et de la forme suivante :
l1 → r1, . . . , ln → rn ⇒ g → d
où :
 g = fv1 . . . vm ave ∀i, vi ∈ V et ∀i, j, vi 6= vj
 li est soit une fontion qui n'introduit pas de nou-
velles variables soit une variable telle que 1 ≤ i ≤
n, var(li) ⊆ var(g) ∪ var(r1) ∪ . . . ∪ var(ri−1)
 ri est une valeur appelée motif (pattern) et
onstruite à partir de variables et de onstru-
teurs. Un motif ne ontient que des nouvelles va-
riables, doit être linéaire
1
et tel que 1 ≤ i, j ≤ n et
i 6= j, var(ri)∩var(g) = ∅ et var(ri)∩var(rj ) = ∅
1
Toutes les variables doivent être diérentes : le terme C v v
où v ∈ V et C ∈ C n'est pas autorisé.
 d est une expression telle que var(d) ⊆ var(g) ∪
var(r1) . . . ∪ var(rn)
Sémantiquement, une règle signie que si pour tout
i, le terme li peut être réérit en le motif ri, alors
l'expression g se réérit en l'expression d. Par la suite,
es règles seront appelées des règles JSL.
L'exemple 1 donne une dénition JSL de la fontion
plus extraite de la spéiation de la JCVM.
Exemple 1 (Les règles JSL pour dénir plus)
data nat = 0 | S nat.
function plus :=
〈 plus_r1〉 n → 0
⇒ (plus n m) → m;
〈 plus_r2〉 n → (S p)
⇒ (plus n m) → (S (plus p m)).
Où n, m et p sont des variables, 0 et S sont des
symboles de onstruteur et plus est un symbole de
fontion. La onstrution 〈. . .〉 permet de donner un
nom à une règle : la première règle de plus est ainsi
nommée 〈plus_r1〉 et la seonde 〈plus_r2〉.
Des fontions partielles et des fontions indétermi-
nistes peuvent aussi être dénies en JSL.
2.2 Le modèle d'exéution
Étant donné un terme e, nous rappelons que haque
sous-terme de e peut être identié par une position p :
le terme e|p est le sous-terme de e qui se trouve à la
position p. L'expression e[p ← d] signie que dans le
terme e, le sous-terme situé à la position p est remplaé
par le terme d. Une substitution θ peut être vue omme
un renommage de variables.
Soit R un ensemble de règles JSL. Une expression
e est réérite en une expression e′ s'il existe une règle
l1 → r1, . . . , ln → rn ⇒ g → d dans R, une position p
dans e et une substitution θ telles que :
 e|p = θg et e
′ = e[p← θd]
 pour 1 ≤ i ≤ n, θli →∗ θri où→∗ est la fermeture
réexive et transitive de →
Exemple 2
Étant donné la dénition JSL de plus, le terme
(plus 0 (plus (S 0) 0)) peut se réérire en le motif (S 0)
en trois dérivations diérentes (ii, onuentes) :
(plus 0 (plus (S 0) 0)) →r1 (plus (S 0) 0)
→r2 (S (plus 0 0)) →r1 (S 0)
(plus 0 (plus (S 0) 0)) →r2 (plus 0 (S (plus 0 0)))
→r1 (S (plus 0 0)) →r1 (S 0)
(plus 0 (plus (S 0) 0)) →r2 (plus 0 (S (plus 0 0)))
→r1 (plus 0 (S 0)) →r1 (S 0)
3 Les Constraint Handling Rules
Cette setion est inspirée de l'artile [12℄ de Thom
Frühwirth, du livre [13℄ et du site Web dédié aux CHRs
[22℄. Le langage Constraint Handling Rules (CHR) est
un langage à hoix dénitifs (ommitted-hoie) qui
se ompose de règles gardées dont les multi-têtes se
réérivent en des ontraintes plus simples jusqu'à e
qu'elles soient résolues. Ce langage étend toujours un
langage hte qui possède des apaités de résolution de
ontraintes. Des implémentations de CHRs sont dispo-
nibles en Elipse Prolog, Sistus Prolog, HAL, et.
Les CHRs sont basées sur deux prinipes : la Sim-
pliation qui onsiste à remplaer des ontraintes
par de nouvelles ontraintes logiquement équivalentes
mais plus simples et la Propagation qui onsiste à
rajouter de nouvelles ontraintes logiquement redon-
dantes mais qui pourraient apporter de nouvelles sim-
pliations.
Dans e langage, une ontrainte est un prédiat
du premier ordre partiulier. Ce prédiat est soit une
ontrainte prédénie (built-in) qui existe déjà dans le
langage hte soit une ontrainte CHR (user-dened)
qui est dénie par l'utilisateur par un programme CHR
(ensemble ni de règles CHR).
3.1 La syntaxe
Il existe trois sortes de règles CHR :
 Les règles de simpliation qui sont de la forme
H <=> G | B
 Les règles de propagation qui sont de la forme
H ==> G | B
 Les règles de simpagation qui sont de la forme
H\H′ <=> G | B
Plus préisément, les multi-têtes H et H ′ sont des
onjontions non-vides de ontraintes CHR, la garde
G est une onjontion de ontraintes prédénies et le
orps B est une onjontion non-vide de ontraintes
prédénies et de ontraintes CHR.
Dans ette setion, nous nous onentrons sur les
règles de simpliation et de propagation qui or-
respondent expliitement aux deux prinipes sur les-
quelles reposent les CHRs.
Exemple 3 (Les règles CHR pour dénir plus)
R1 plus(A,B,R) <=> A=0 | R=B.
R2 plus(A,B,R) <=> A=s(C)
| plus(C,B,D), R=s(D).
C plus(A,B,R) ==> plus(B,A,R).
La onstrution . . . permet de donner un nom à une
règle CHR : la première règle de simpliation de
plus est ainsi nommée R1, la seonde R2 et la règle
de propagation est nommée C.
3.2 Les sémantiques
Étant donné une théorie sur les ontraintes notée
CT (ave true, false et une ontrainte d'égalité =) qui
détermine le sens des ontraintes prédénies, l'inter-
prétation délarative d'un programme CHR est don-
née par une onjontion de formules logiques univer-
sellement quantiées. Il y a une formule par règle.
Si x¯ dénote les variables apparaissant dans la tête H
et y¯ (resp. z¯) les variables apparaissant dans la garde
(resp. orps) de la règle, alors :
 Si la garde est satisfaite, une règle CHR de sim-
pliation est une équivalene logique :
∀x¯(∃y¯G→ (H ↔ ∃z¯B))
 Si la garde est satisfaite, une règle CHR de pro-
pagation est une impliation :
∀x¯(∃y¯G→ (H → ∃z¯B))
La sémantique opérationnelle des programmes CHR
est donnée par un système de transitions où haque
état est une onjontion de ontraintes. L'état initial
est le but à résoudre. Un état nal est soit une onjon-
tion onsistante et dans e as 'est un suès, soit une
onjontion inonsistante et dans e as 'est un éhe.
Il y a quatre transitions diérentes : une transition
pour résoudre les ontraintes prédénies (Résoudre) et
trois transitions pour appliquer haque type de CHR
(Simplier, Propager et Simpagation).
Résoudre
Si C est une ontrainte prédénie
Et CT |= (C ∧D) ↔ D′
Alors C,D 7→ D′
Simplier
Si H <=> G | B
Et CT |= D → ∃x¯(H = H ′ ∧G)
Alors H
′
,D 7→ D,H=H′,B
Propager
Si H ==> G | B
Et CT |= D → ∃x¯(H = H ′ ∧G)
Alors H
′
,D 7→ H′,D,H=H′,B
Les règles sont appliquées de manière équitable
'est-à-dire que toute règle qui est appliable à une
hane d'être appliquée. De plus, la règle de propa-
gation est appliquée au plus une fois sur une même
ontrainte an d'éviter une non-terminaison triviale.
Les programmes CHR peuvent être non-onuents. De
plus, si les gardes des règles pour un même prédiat
ne sont pas mutuellement exlusives, ils peuvent être
indéterministes.
Exemple 4 (Utilisation simple des CHRs)
Ces deux exemples montrent omment les CHRs fon-
tionnent.
plus(s(0),s(0),R)
7→R2 plus(0,s(0),R1), R=s(R1)
7→R1 R1=s(0), R=s(R1)
7→Re´soudre R=s(s(0))
Ce seond exemple exploite la règle de propagation :
sans ette règle, la ontrainte plus(M,s(0),s(s(0)))
serait suspendue.
plus(M,s(0),s(s(0)))
7→C plus(M,s(0),s(s(0))),
plus(s(0),M,s(s(0)))
7→R2 plus(M,s(0),s(s(0))),
plus(0,M,s(0))
7→R1 plus(M,s(0),s(s(0))), M=s(0)
7→Re´soudre plus(s(0),s(0),s(s(0))), M=s(0)
7→R2 plus(0,s(0),s(0)), M=s(0)
7→R1 s(0)=s(0), M=s(0)
7→Re´soudre M=s(0)
Le langage CHR a été onçu pour érire des solveurs
de ontraintes eaes et génériques [12℄. L'exemple
suivant montre un des prinipaux intérêts des CHRs :
Exemple 5
plus(M,0,N)
7→C plus(M,0,N), plus(0,M,N)
7→R1 plus(M,0,N), M=N
7→Re´soudre plus(M,0,M), M=N
Ii, la relation M = N est déduite alors que e ne
serait pas le as ave un solveur traditionnel sur les
termes de Herbrand.
4 De JSL à CHR
La première étape de notre approhe onsiste à tra-
duire automatiquement les spéiations JSL en CHR.
Les règles de tradution sont données sous forme de
jugements.
4.1 Les règles de tradution
Il y a trois sortes de règles de tradution : une règle
pour les expressions, une pour les règles de réériture
dont le symbole est → et une pour les règles JSL dont
le symbole est ⇒. Dans les jugements suivants, la va-
riable r représentera toujours une nouvelle variable.
Le jugement e  t ⊳ {C} signie que l'expression
JSL e se traduit en un terme t sous les ontraintes C.
Le terme t peut être une variable Prolog, un atome ou
une ontrainte CHR.
v  v ⊳ {true} c c ⊳ {true}
e1  t1 ⊳ {c1} . . . en  tn ⊳ {cn}
c e1 . . . en  c(t1, . . . , tn) ⊳ {c1, . . . , cn}
e1  t1 ⊳ {c1} . . . en  tn ⊳ {cn}
f e1 . . . en  r ⊳ {c1, . . . , cn, f(t1, . . . , tn, r)}
Le jugement e → p  C signie que la règle qui
permet de réérire une expression JSL e en un motif
p se traduit en un ensemble de ontraintes C. Si l'ex-
pression e est une variable, l'ensemble de ontraintes C
est réduit à une ontrainte d'égalité entre deux termes
e=p. Si l'expression e est un appel de fontion, l'en-
semble de ontraintes C ontient alors les ontraintes
qui portent sur les arguments de la fontion auxquelles
s'ajoute la ontrainte CHR dénissant la fontion.
v → p v = p
e1  t1 ⊳ {c1} . . . en  tn ⊳ {cn} p p ⊳ {true}
f e1 . . . en → p c1, . . . , cn, f(t1, . . . , tn, p)
Le jugement l1 → r1, . . . , ln → rn ⇒ g → d
 g′ ⇔ guards|body signie que la règle JSL l1 →
r1, . . . , ln → rn ⇒ g → d se traduit par une règle CHR
g′ ⇔ guards|body où g′ est la ontrainte CHR assoiée
à l'expression g, guards est l'ensemble de ontraintes
orrespondant à la tradution des règles de la forme
li → ri et body est l'ensemble de ontraintes qui or-
respondent à la tradution de l'expression d.
l1 → r1  g1 . . . ln → rn  gn e t ⊳ {B}
l1 → r1, . . . , ln → rn ⇒ f v1 . . . vk → e
 f(v1, . . . , vk, r) ⇔ g1, . . . , gn|B, r = t.
Notons que l'indéterminisme, la onuene et la ré-
ursivité sont préservés par la tradution.
4.2 Les Deep Gua rds
Dans notre tradution, nous onsidérons que les
gardes des CHRs peuvent ontenir à la fois des
ontraintes Prolog et des ontraintes CHR. Cette ap-
prohe, désignée sous le terme de deep guards, a beau-
oup été étudiée par le passé. Par exemple, Smolka
rappelle dans son artile [17℄ que "les deep guards
onstitue le méanisme entral pour ombiner les pro-
essus et la reherhe (enapsulée) pour les problèmes
de résolution". Les deep guards sont également utili-
sés dans plusieurs systèmes omme AKL, Oz [19℄ ou
enore HAL [10℄. Les deep guards sont basées sur la
manière dont l'impliation des gardes est testée quand
elles sont omposées non seulement de prédiats pré-
dénis mais aussi d'appels de ontraintes. Tehnique-
ment, le test d'impliation d'une ontrainte est ap-
pelé ask onstraint alors que l'ajout d'une ontrainte
au magasin de ontraintes est appelé tell onstraint.
Ces deux opérations sont lairement diérentes. Par
exemple, si le magasin de ontraintes ontient Z =
f(X,Y ), Y = a alors un tell onstraint X = Y où
= dénote l'uniation de Prolog donnera un magasin
de ontraintes ontenant Z = f(a, a) tandis que le ask
onstraint orrespondant suspendra juste la ontrainte
jusqu'à e qu'elle ou sa négation soit impliquée par le
magasin de ontraintes. Notons que haque fois qu'une
lause CHR est réveillée, l'impliation de ses gardes est
testée. Pour une règle CHR donnée, si l'impliation de
sa garde est démontrée alors son orps est ajouté au
magasin de ontraintes.
L'approhe atuelle
2
lorsque sont manipulées des
deep guards ontenant des buts Prolog (mais pas d'ap-
pels aux CHRs) onsiste à onsidérer les gardes omme
des tell onstraints et à vérier à l'exéution qu'au-
une variable ontenue dans les gardes n'est modiée.
Cette approhe est basée sur le fait que le seul moyen
de ontraindre les termes dans l'univers de Herbrand
est l'uniation. Notons que le ask onstraint qui or-
respond à l'uniation dans l'univers de Herbrand est
bien onnu : 'est le test d'égalité de termes. Par
exemple, siX = Y est un tell onstraint alorsX == Y
orrespond à son ask onstraint. Notons que ette ap-
prohe n'est plus eae lorsque de longs aluls sont
onsidérés ar les gardes sont testées à haque fois
qu'une lause CHR est réveillée. Une approhe pour
e problème onsiste à pré-aluler la garde en exéu-
tant une seule fois le but Prolog puis à tester l'impli-
ation sur les arguments de la lause. Quand des buts
Prolog sont impliqués dans les gardes, le test d'impli-
ation de la garde n'est plus déidable ar des aluls
non-terminant peuvent arriver. Cependant, dans notre
as, ela n'est pas possible ar les gardes des CHRs
sont obtenues par une tradution automatique de la
spéiation JSL de la JCVM [8℄ qui n'est omposée
que de règles terminantes.
Quand des appels aux CHRs sont présents dans les
gardes, le problème est plus diile ar les gardes elles-
mêmes peuvent rajouter des ontraintes. Dans e as,
onsidérer les gardes omme des tell onstraints n'est
plus orret ar des dédutions erronées peuvent être
obtenues. Pour e problème, notre approhe onsiste
à suspendre le test d'impliation de la garde jusqu'à
e qu'il devienne déidable. Plus préisément, le test
d'impliation de la garde est suspendu jusqu'à e que
toutes les variables de la gardes soient instaniées
3
.
Au pire, ette instaniation arrive durant le proessus
d'énumération. Naturellement, ette approhe amène
peu de dédutions dans le proessus de propagation,
mais nous pensons qu'elle reste aeptable pour la ma-
nipulation des deep guards qui ontiennent des CHRs.
4.3 L'implémentation
Nous avons implémenté toutes les règles de tradu-
tion dans la librairie JSL2CHR.pl. Étant donné un
2
Cette approhe est suivie dans beauoup d'implémentations
des CHRs omme dans Sistus Prolog, Elipse Prolog ou HAL
[10℄.
3
Naturellement ette solution est à rapproher des tehniques
lassiques de oroutinage en Prolog telles qu'implémentées par
freeze ou delay.
hier ontenant des dénitions JSL, ette librairie
onstruit un arbre de syntaxe abstraite en utilisant
les DCG (Denite Clause Grammar) pour haque dé-
nition JSL, puis produit automatiquement les règles
CHR orrespondantes.
Cette librairie a été utilisée pour traduire la spé-
iation JSL de la JCVM qui est omposée de 310
fontions. 1537 règles CHR ont ainsi été automatique-
ment générées.
5 Génération de tests pour la JCVM
Dans le adre du projet RNTL CASTLES, notre
travail onsiste à dénir des tehniques pour générer
des as de test fontionnel pour une implémentation
de la JCVM. Basée sur la tradution préservant la sé-
mantique dérite en setion 4, notre point de départ
est un ensemble de règles CHR qui peuvent être onsi-
dérées omme une spéiation formelle. Cette setion
est onsarée à la manière dont nous générons les don-
nées de test et les orales pour tester une implémen-
tation de la JCVM par rapport à son modèle formel.
Le test fontionnel néessitant des objetifs de test,
nous en proposons deux qui sont à l'origine de deux
tehniques diérentes.
Après avoir présentée brièvement la JCVM an de
pouvoir illustrer notre approhe diretement sur les
règles qui nous intéressent, nous présentons les ap-
prohes que nous proposons : la première est basée
sur une ouverture struturelle des règles JSL/CHR
tandis que la seonde est basée sur des propriétés de
séurités que doit satisfaire la JCVM.
5.1 La JCVM
La spéiation de la JCVM sur laquelle nous nous
appuyons est automatiquement dérivée d'une formali-
sation en Coq préédemment réalisée dans un ontexte
de ertiation [5℄. Dans ette formalisation, la JCVM
fontionne omme une mahine à états ave une sé-
mantique à petits pas : haque instrution agit omme
un transformateur d'état. Les entrées de la mahine
virtuelle sont un état initial et un programme. La sor-
tie est un nouvel état issu de l'exéution du ode asso-
ié au programme. Chaque état ontient l'ensemble des
éléments manipulés par un programme pendant son
exéution : une pile pour la manipulation des valeurs,
un tas pour le stokage des objets et un ontexte d'exé-
ution par méthode appelée. Les états sont formalisés
par un enregistrement omposé de trois hamps : un
tas (he) qui ontient les objets réés pendant l'exé-
ution, un tas statique (sh) qui ontient les hamps
statiques des lasses et une pile de ontexte (co) qui
ontient les environnements pour exéuter les mé-
thodes. Les états sont étiquetés par Normal si l'exé-
ution s'est bien passée et par Anormal si une exep-
tion (ou une erreur) est apparue. L'instrution push et
la fontion stack_f de l'exemple 6 sont diretement
extraites de la spéiation JSL de la JCVM.
Exemple 6 (Spéiation JSL de push)
Étant donné un état st de la JCVM, la fontion
stack_f renvoie la pile de ontexte co de et état.
function stack_f :=
〈stack_f_r1〉 st→ (Build_jcvm_state sh he co)
⇒ (stack_f st) → co.
Étant donné un type primaire t, une valeur x et un
état st de la JCVM, si la pile de ontexte de l'état st
est vide alors la fontion push termine sur une erreur
sinon la pile de ontexte de l'état st est mis à jour à
l'aide de la fontion update_frame : en partiulier,
la valeur x de type t est rajoutée à la pile d'opérandes
du premier ontexte h à l'aide de la fontion res.
function push :=
〈push_r1〉 (stack_f st) → Nil
⇒ (push t x st) → (abortCode State_error st);
〈push_r2〉 (stack_f st) → (Cons h lf)
⇒ (push t x st) → (update_frame(res t x h) st).
L'exemple 7 donne les règles CHR produites auto-
matiquement par notre librairie à partir des spéia-
tions JSL données dans l'exemple 6.
Exemple 7 (Règles CHR pour push)
stak_f_r1  stak_f(St,R) ⇔
St=build_jvm_state(Sh,He,Co)
| R=Co.
push_r1  push(T,X,St,R) ⇔
stak_f(St,nil)
| abortCode(state_error(St),Ra), R=Ra.
push_r2  push(T,X,St,R) ⇔
stak_f(St,ons(H,Lf))
| res(T,X,H,Res), update_frame(Res,St,Ru),
R=Ru.
5.2 Une règle, un test
Notre première approhe s'inspire des tehniques
lassiques de test fontionnel qui onsistent à géné-
rer des as de test dans le but de tester haque règle
de la spéiation. Ces tehniques reposent sur deux
hypothèses : la orretion de la spéiation et l'hypo-
thèse d'uniformité [7℄. Classiquement, la spéiation
est onsidérée omme une référene et est don suppo-
sée orrete. L'hypothèse d'uniformité exprime le fait
que si une règle a un omportement orret pour un
as de test alors e omportement reste orret pour
tous les as de tests qui vont ativer ette règle. Natu-
rellement, ette hypothèse est très forte et rien ne peut
empêher qu'elle soit violée mais 'est une hypothèse
généralement faite dans le domaine du test fontionnel.
Rappelons que le test reherhe des erreurs dans l'im-
plémentation mais n'essaie pas de prouver l'absene
d'erreurs.
5.2.1 Aperçu de l'approhe
Pour haque spéiation JSL dénissant une fon-
tion, notre objetif est de trouver un as de test
('est-à-dire une substitution des variables d'entrée)
qui permette d'ativer haque règle de ette spéia-
tion. Pour ela, un proessus de reherhe sur tous les
termes possibles doit être eetué. Considérons, par
exemple, le problème de ouvrir toutes les règles JSL
qui dénissent l'instrution push. Pour ativer la pre-
mière règle push_r1, la pile de ontexte de l'état st
doit pouvoir se réérire en Nil (i.e. être vide) alors
que pour ativer la seonde règle push_r2, la pile
de ontexte de l'état st doit pouvoir se réérire en
Cons h lt (i.e. ontenir au moins un ontexte). Notons
qu'auune ontrainte n'est donnée sur les entrées t et
x et dans e as, un proessus de génération aléatoire
est utilisé pour instanier es variables. Pour assurer
une ouverture omplète de l'instrution push, nous
devons générer des triplets (t, x, st) tels que :
 st permette la réériture suivante
stack_f st → Nil
 st permette la réériture suivante
stack_f st → Cons h lt
Notre proessus de génération doit pouvoir générer,
par exemple, les triplets solutions suivants
4
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(Boolean, POS(XI(XO(XH))),
Build_jcvm_state(Nil,Nil,Nil))
et
(Byte,NEG(XH), Build_jcvm_state(Nil,Nil,
Cons(Build_frame(Nil,Nil, S(S(0)),
Build_Package(0, S(0), Nil), T rue, S(0)), Nil)))
Pour générer automatiquement es entrées, nous uti-
lisons les règles CHR orrespondantes aux règles JSL
et les tehniques de résolution de ontraintes (énu-
mération et retour-arrière) an d'unier les variables
d'entrées aux termes adéquats. Couvrir une règle JSL
onsiste alors à trouver des entrées qui satisfont la
garde de la règle CHR assoiée.
Comme ela se fait habituellement en programma-
tion par ontraintes, les ontraintes jouent ii un rle
atif puisque les relations sont exploitées avant la
phase d'énumération (approhe tester puis générer).
4Build_jcvm_state, Build_frame, Build_Package, XI,
X0, XH, POS, Byte, NEG, Boolean et True sont des
onstruteurs dénis dans la spéiation JSL de la JCVM.
L=nil,
A=0
fail
A=s(C),
L=ons(C,nil),
A=0
A=0 fail
foo3(L),
A=0
foo2(A,L,R2),A=0
L=nil,
A=s(C)
A=s(D),
L=ons(C,nil),
A=s(C)
A=s(C) fail
foo3(L),
A=s(C)
foo2(A,L,R2), A=s(C)
Garde à satisfaire : foo2(A,L,R2),foo1(A,B,R1)
Fig. 1  Arbre de reherhe pour ouvrir foo2(A,L,R2),foo1(A,B,R1)
Notons que ette solution dière des tehniques las-
siques de test fontionnel qui ommenent par instan-
ier les variables puis vérient que les gardes sont sa-
tisfaites (approhe générer puis tester).
5.2.2 Exploitation des ontraintes
Cependant, exploiter les ontraintes avant de laner
le proessus d'énumération est plus omplexe qu'il n'y
paraît ar dans notre as, les deep guards sont aep-
tées. Quand une règle dont le garde ontient à la fois
des ontraintes Prolog et des ontraintes CHR est sé-
letionnée, la satisfation des gardes sous-jaentes (i.e.
les gardes des règles dénissant les ontraintes CHR
présentes dans la garde) doit également être onsidé-
rée. En eet, si l'on onsidère la règle CHR H ⇔ G |
B où G est de la forme p1, . . . , pn, satisfaire la garde G
onsiste à satisfaire haque ontrainte CHR pi 'est-
à-dire à trouver une instaniation des variables telle
que la ontrainte se simplie soit en true soit en une
onjontion d'égalités ohérentes. L'appel au proessus
de simpliation néessite qu'au moins une des gardes
des règles CHR dénissant la ontrainte pi soit satis-
faite. Nous formulons l'objetif de test pour haque
règle CHR par la formule suivante :
∧
i

∨
j
garde(pi, j)


où pi est une ontrainte CHR apparaissant dans G et
garde(pi, j) est la garde de la jième règle dénissant
la ontrainte CHR pi. Toute solution de ette formule
est une donnée de test possible qui permet d'ativer la
règle CHR onsidérée.
Pour trouver une solution à ette onjontion de
ontraintes, nous onsidérons l'arbre de reherhe sui-
vant :
 haque noeud est un état où la reherhe de so-
lution peut arriver : 'est une onjontion de
ontraintes Prolog et de ontraintes CHR ;
 haque feuille est une onjontion de ontraintes
sans auune ontrainte CHR.
Étant donné un noeud de et arbre et une ontrainte
CHR apparaissant dans e noeud, haque branhe-
ment orrespond au remplaement de ette ontrainte
par la garde d'une des règles CHR qui la dénit.
Notons que et arbre peut avoir des branhes in-
nies, mais omme nous ne reherhons qu'une seule
solution et non toutes les solutions (exhaustivité), er-
taines branhes peuvent être oupées. De plus, il y a
autant d'arbres de reherhe que d'ordonnanement
des ontraintes à examiner et des règles qui les dé-
nissent. Dans notre as, omme nous reherhons une
seule solution, l'eaité de la reherhe peut être
améliorée en utilisant des heuristiques qui permettent
de guider le hoix des branhes à explorer dans l'arbre
de reherhe. Comme première heuristique, nous avons
hoisi de traiter les ontraintes CHR d'un noeud de
l'arbre de reherhe dans l'ordre suivant :
1. Choisir la ontrainte CHR dénie par le moins de
règles CHR ;
2. Si deux ontraintes ont le même nombre de règles,
utiliser l'ordre lexiographique.
Ave ette heuristique, nous hoisirons, par exemple,
d'abord de remplaer stak_f, puis plus, puis push.
Si < est le symbole assoié à et ordre, nous avons
alors stak_f<plus<push.
Dans l'arbre de reherhe, si pi < pj alors pi ne doit
pas apparaître dans un sous-arbre dont la raine est
une onjontion ontenant la ontrainte pj mais pas
pi
5
. Si un noeud est une onjontion sans solution
ou ontenant une ontrainte CHR qui ne peut pas
être réduite, alors e noeud est une feuille étiquetée
fail. Une solution est une feuille qui n'est pas étique-
tée fail.
5
Cei an d'éviter les branhes innies issues des dénitions
réursives ou mutuellement réursives
Exemple 8 Considérons les règles CHR suivantes :
foo(A,B,L,R) <=> foo2(A,L,R2),foo1(A,B,R1)|. . .
foo1(A,B,R)<=> A=0 | ...
foo1(A,B,R)<=> A=s(C) | ...
foo2(A,L,R)<=> L=nil | ...
foo2(A,L,R)<=> A=s(B),L=ons(B,nil) | ...
foo2(A,L,R)<=> foo3(L,R1) | ...
foo3(L,R)<=> L=nil | ...
foo3(L,R)<=> L=ons(A,L2), foo1(A,A,R) | ...
Les feuilles valides de l'arbre de la gure 1 orres-
pondent aux diérents as de test qui permettent de
ouvrir la règle dénissant foo.
5.2.3 Le proessus d'énumération
Le proessus d'énumération onsiste à essayer d'ins-
tanier haque variable libre d'un terme. Ce proessus
est basé sur des heuristiques déterministes ou rando-
misées [15℄. Dans les méthodes de test de logiiel, la sé-
letion randomisée est souvent utilisée ar elle permet
d'améliorer le pouvoir de détetion des erreurs. Les
heuristiques randomisées reposent sur des hoix aléa-
toires basés sur une distribution probabiliste. L'ap-
prohe la plus simple onsiste à générer aléatoirement
et uniformément des termes. De nombreux travaux
ont été menés sur la génération uniforme de termes et
sont liés à la génération aléatoire de strutures om-
binatoires [11℄. Dans nos travaux préédents [9℄, nous
avons déni des tehniques et utilisé un outil pour gé-
nérer aléatoirement des strutures ombinatoires dans
le ontexte du test statistique. Nous pensons baser le
proessus d'énumération sur es travaux.
Dans ette première approhe, nous avons montré
omment utiliser les CHRs et les tehniques de réso-
lution de ontraintes pour obtenir des as de tests qui
permettent de ouvrir haque règle d'une dénition
JSL d'une instrution de la JCVM. La règle à tester
et l'objetif de test sont modélisés par des ontraintes.
5.3 Test de onformité
Notre deuxième approhe repose sur la notion de
test de onformité qui onsiste à tester si une implé-
mentation satisfait une propriété de séurité donnée.
Les as de test sont dénis à partir d'un objetif de test
qui est la propriété elle-même et doivent permettre de
rejeter toute implémentation ne satisfaisant pas la pro-
priété. Dans e type d'approhes, la spéiation et la
propriété sont supposées orretes. Dans la suite, nous
supposons que la propriété est dénie par des règles
JSL.
L'idée est de générer des as de test qui permettent
de ouvrir les règles JSL de la propriété en exploi-
tant les spéiations JSL des fontions/instrutions
sur lesquelles porte la propriété. Nous avons basé notre
tehnique sur un proédé de projetion qui permet de
roiser la propriété ave les spéiations qu'elle vise.
Le proédé de projetion onsiste à remplaer les règles
CHR dénissant la propriété prop par des règles aug-
mentées jusqu'à obtenir une déomposition de l'obje-
tif de test initial en plusieurs objetifs de test plus
préis.
L'opérateur prinipal du proédé de projetion est
une fontion proj qui étant donné deux règles CHR r1
et r2, et une ontrainte CHR p dénie par la règle r2,
augmente la règle r1 en rajoutant la garde de r2 à la
garde de r1 et en remplaçant la ontrainte p dans le
orps de r1 par le orps de r2 :
Si r1 est de la forme H <=> G
′
| p,B
′
Et r2 est de la forme q <=> G|B
Et ∃θ telle que θq = p
Alors proj(r1, r2, p) est H <=> G
′
,θG| θB,B′
Étant donné une propriété prop, soient F(prop)
l'ensemble de ontraintes CHR visées par la pro-
priété prop, P(r, prop) ⊆ F(prop) l'ensemble de
ontraintes CHR apparaissant dans le orps de r et
R(p) l'ensemble des règles CHR dénissant p. Le pro-
édé de projetion est dénie par l'algorithme suivant :
Étant donné une règle r dénissant la propriété prop
E = {r}.
Pour tout p dans P(r, prop)
NewE = ∅
Pour tout re dans E
Pour tout rp dans R(p)
NewE = NewE ∪ {proj(re, rp, p)}
E = NewE
Notons que toutes les règles dont les gardes sont (tri-
vialement) insatisables sont retirées. Les gardes de
toutes les règles apparaissant dans E orrespondent
aux as de test permettant d'ativer la règle r. Ce
proédé est appliqué à haque règle dénissant la pro-
priété prop.
Prenons par exemple, le as de la propriété d'asso-
iativité de la fontion plus.
asso_r1  asso(A,B,C,R) <=>
plus(B,C,R1), plus(A,R1,R2),
plus(A,B,R3), plus(R3,C,R4),
eq(R2,R4,R).
plus_r1  plus(A,B,R) <=> A=0 | R=B.
plus_r2  plus(A,B,R) <=> A=s(C)
| plus(C,B,R1), R=R1(C).
eq_r1  eq(N,M,R) <=> N=0,M=0 | R=true.
eq_r2  eq(N,M,R) <=> N=0,M=s(P) | R=false.
eq_r3  eq(N,M,R) <=> N=s(P),M=0 | R=false.
eq_r4  eq(N,M,R) <=> N=s(P),M=s(Q)
| eq(P,Q,R).
La séletion des as de test à partir de la pro-
priété d'assoiativité de la fontion plus onsiste à
instanier le triplet (A, B, C). Après l'appliation de
l'algorithme, la règle initiale asso_r1 est projetée en
quatre nouvelles règles :
asso(A,B,C,R) <=> B=0,A=0
| R1=C,R1=R2,R3=B,plus(R3,C,R4),eq(R2,R4,R).
asso(A,B,C,R) <=> B=0,A=s(D)
| R1=C,R2=s(R5),R3=s(R6),plus(D,R1,R5),
plus(D,B,R6),plus(R3,C,R4), eq(R2,R4,R).
asso(A,B,C,R) <=> B=s(D),A=0
| R1=s(R5),R1=R2,B=R3,
plus(D,C,R5),plus(R3,C,R4),eq(R2,R4,R).
asso(A,B,C,R) <=> B=s(D),A=s(E)
| R1=s(R5),R2=s(R6),R3=s(R7),
plus(D,C,R5),plus(E,R1,R6),plus(E,B,R7),
plus(R3,C,R4),eq(R2,R4,R).
La ontrainte plus(R3,C,R4)∈ P(asso_r1, asso) n'a
pas été exploitée as auune nouvelle ontrainte sur
A, B ou C ne pouvait être ajoutée même de manière
indirete.
Une fois l'objetif de test initial déoupé en plusieurs
objetifs de test plus préis, il ne reste plus qu'à gé-
nérer une donnée de test pour haune des nouvelles
règles en utilisant par exemple, l'approhe présentée
dans la setion 5.2.
Bien que, nous n'ayons pas enore appliqué ette
approhe à la spéiation JSL de la JCVM, nous
présentons ii le type de propriétés de séurité auquel
nous allons devoir nous attaquer. La propriété sui-
vante nommée FDP_RIP.1 est extraite du doument
de Sun [2℄ qui dénit les exigenes de séurité pour la
plate-forme Java Card.
Propriété : Protetion des informations résiduelles
La plate-forme doit s'assurer que toute information
ontenue préédemment dans une ressoure-mémoire
est rendue indisponible lors de l'alloation de la
ressoure-mémoire aux objets suivants : instanes de
lasse et tableaux. Lors de la réation, les hamps des
objets et les éléments de tableaux sont initialisés ave
des valeurs par défaut.
Généralement, les propriétés sont données en langue
naturelle, et la première étape non-triviale onsiste à
traduire es propriétés dans un langage formel.
6 Travaux onnexes
Bernot et al.[7℄ sont les pionniers dans l'utilisation
de la programmation logique pour onstruire des en-
sembles de test à partir de spéiations formelles.
Partant d'une spéiation algébrique, les ensembles
de test sont séletionnés en utilisant la programmation
logique équationnelle (lauses de Horn). Plus tard, la
programmation logique par ontraintes a été exploitée
par Gotlieb et al.[14℄ pour générer des ensembles de
test pour le test struturel de programmes C. Étant
donné le ode d'un programme C, un programme lo-
gique ave ontraintes sémantiquement équivalent est
onstruit puis utilisé pour trouver des données de test
qui ouvrent un ritère de test donné. Legeard et al.[6℄
ont proposé une méthode pour le test fontionnel aux
limites à partir de spéiations formelles dérites en
B et en Z. Cette approhe est basée sur des tehniques
de résolution de ontraintes ensemblistes (CLP(S)) et
a été appliquée au test du méanisme de transation
de Java Card.
Cependant, auun de es travaux n'a exploité les
CHRs pour la génération des as de test, à l'exep-
tion de Lötzbeyer et Pretshner [16, 18℄. Dans leurs
travaux, ils proposent une tehnique de test qui utilise
un solveur CHR. Les modèles sont des automates à
états nis qui dérivent le omportement du système
sous test et les as de tests sont des séquenes d'en-
trées/sorties. Les CHRs sont utilisées pour dénir de
nouveaux solveurs de ontraintes permettant la géné-
ration de données de type omplexe.
Notre approhe se distingue par la tradution sys-
tématique de la spéiation formelle en CHR en uti-
lisant les deep guards. De plus, elle n'impose auune
restrition sur la forme des gardes et semble être plus
délarative dans la génération des as de test.
7 Conlusion
Dans et artile, nous avons proposé des tehniques
qui utilisent les CHRs pour générer des as de test
fontionnel pour une implémentation de la JCVM. La
spéiation JSL de la JCVM est utilisé omme mo-
dèle formel et la génération de tests est orientée an de
satisfaire deux objetifs de test : la ouverture stru-
turelle de haque règle JSL et la détetion de la non-
onformité par rapport à une propriété de séurité.
Ce travail nous paraît prometteur : la tradution
d'une spéiation JSL en des ontraintes CHR équi-
valentes est possible et permet une génération automa-
tique des as de tests. Il reste ependant à érire une
preuve formelle de la orretion de la tradution et à
générer un ensemble de tests omplet pour la JCVM.
Au niveau du test, nous avons besoin de formali-
ser le proessus de projetion an de dérire un nou-
veau ritère de test basé sur des modèles formels. Nous
avons également besoin d'étudier omment améliorer
l'implémentation des deep guards.
À plus long terme, nous pensons pouvoir étendre
failement ette approhe à d'autres modèles formels.
Les CHRs apparaissent don omme étant un outil
eae pour générer des as de test.
8 Remeriements
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