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RESUMEN 
 
A medida que los avances tecnológicos en el área de la tecnología de la 
información y comunicaciones van creciendo, han ido impactando en los últimos 
años la mayoría de los sectores económicos en la mayoría de los países. En los 
últimos años los desarrollos tecnológicos en hardware y software han facilitado 
la creación de dispositivos y de procesos industriales y comerciales para 
aumentar la eficiencia y rentabilidad. La investigación y desarrollo en este 
sector, sigue en constantes creaciones y mejoras de tecnologías que dan origen 
a nuevos mercados. 
 
Una de las tecnologías de mayor crecimiento en este sector es el llamado 
Internet de las cosas. Esta tecnología ha impactado muchos de sectores 
económicos y sociales, tales como educación, salud, industria, entre otros, pero 
también cambiara la manera en que actualmente se hacen las cosas. A través 
del Internet de las Cosas podemos recabar datos e información para hacer 
análisis, visualización, almacenamiento, entre otras aplicaciones, y así poder 
crear comunicación máquina-persona o máquina-máquina para generar 
conocimiento y acciones sobre el ambiente. 
 
Uno de los elementos principales para la creación de sistemas conectados son 
los Gateways IoT, que nos permiten conectar nuestro dispositivo a internet, así 
como también periféricos que se puedan conectar al él. Gracias a las diferentes 
placas de desarrollo de hardware, es posible crear sistemas complejos gracias 
a la capacidad de instalar sistemas operativos como Linux, que sumados a su 
conectividad e interacción con el entorno a través de entradas y salidas físicas 
nos permiten dotarlos de capacidades de análisis y automatización de procesos 
de hardware y software. 
 
Una de las áreas que puede beneficiarse mucho con el Internet de las cosas es 
la agricultura, específicamente la agricultura de precisión que consiste en el uso 
 VI 
 
de sistemas de información basado en diversas tecnologías aplicadas al ámbito 
de la agricultura, ya permite a través de la conexión, interconectar distintos 
procesos de la planta, y crear zonas de cultivo más eficiente. La búsqueda de 
modelos de cultivos, tanto de interior como invernaderos o de exterior, ha sido 
desde siempre un reto en la recolección de diversas variables involucradas en 
el proceso de decisiones de un comportamiento óptimo para el cultivo de las 
plantas, y la forma de manejar la creciente disponibilidad de datos e 
información.  
 
Para esto se propone una solución de software que hará usos de un entorno de 
programación multiplataforma así como una herramienta de desarrollo abierto 
que nos permita una eficiencia en el desarrollo y que permita crear flujos de 
programación de uso general o enfocado a la interconexión de dispositivos, que 
permita solucionar distintos retos del internet de las cosas, en áreas que 
requieren sistemas eficientes y que son tan importantes como la agricultura.   
 
Conceptos Clave: 
Internet de las Cosas, Raspberry Pi, Linux, Node.js, Node-Red, MQTT, 
Machine-to-Machine, Robot Móvil. 
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ABSTRACT 
 
As technological advances in the area of information technology and 
communications are growing, they have been impacting in most of the economic 
sectors in most of countries. In recent years, technological developments in 
hardware and software have facilitated the creation of devices and industrial and 
commercial processes to increase efficiency and profitability. The research and 
development in this sector, continues in constant creations and better 
technologies that give rise to new markets. 
 
One of the fastest growing technologies in this sector is called Internet of 
Things. This technology has impacted many economic and social sectors, such 
as education, health, industry, among others, but it will also change the way 
things are currently done. Through the Internet of Things we can collect data 
and information to do analysis, visualization, storage, among other applications, 
and to be able to create communication machine-to-person or machine-to-
machine to generate knowledge and actions on the environment. 
 
One of the main elements for the creation of connected systems are IoT 
Gateways, which allow us to connect our device to the internet, as well as 
peripherals that can be connected to it. Thanks to the different hardware 
development boards, it is possible to create complex systems thanks to the 
ability to install operating systems such as Linux, which added to its connectivity 
and interaction with the environment through physical inputs and outputs allow 
us to provide them with analytical capabilities and automation of hardware and 
software processes. 
 
One of the areas that can greatly benefit from the Internet of things is 
agriculture, specifically precision farming which consists of the use of 
information systems based on various technologies applied to the field of 
agriculture, already allows through the connection capabilities, interconnect 
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different processes of the plant, and create more efficient growing areas. The 
search for crop models, both indoor and greenhouse or outdoor, has always 
been a challenge in the collection of various variables involved in the decision 
process of optimal behavior for plant cultivation, and how to handle The 
increasing availability of data and information. 
 
To this end, we propose a software solution that will make use of a multiplatform 
programming environment as well as an open development tool that allows us to 
efficiently develop and allow the creation of general or focused programming 
flows to the interconnection of devices, To solve different internet challenges of 
things, in areas that require efficient systems and are as important as 
agriculture. 
 
Keywords:  
Internet of Things, Raspberry Pi, Linux, Node.js, Node-Red, MQTT, Machine-to-
Machine, Mobile Robot. 
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1 ANTECEDENTES GENERALES 
 
1.1 INTRODUCCIÓN 
 
La creación de hardware y lenguajes abiertos ha generado un sistema de 
conocimiento compartido, en el cual se hace necesario analizar, estudiar y tratar 
de mejorar los sistemas para hacerlos más eficientes. 
 
Debido a los grandes avances en la capacidad de procesamiento de los 
sistemas computarizados, microcontroladores y microprocesadores, los 
sistemas han comenzado a tener un nivel de inteligencia mayor, por lo mismo, 
existen grandes esfuerzos para adaptar las nuevas tecnologías a procesos 
productivos, para sacar el máximo provecho de los recursos, tiempo y 
diferentes factores. Para esto es necesaria la implementación de variados 
sensores y sistemas de control y monitoreo, y métodos eficientes para la 
comunicación de estos. 
 
La agricultura y la seguridad alimentaria, es una de las áreas más importantes 
en todos los países, y actualmente enfrenta distintos retos por cambios 
climáticos, falta de espacios cultivables, mayor migración de personas a las 
ciudades, optimización de recursos como el agua, entre otros. 
 
Actualmente existen dos tipos de cultivo que pueden beneficiarse con nuevas 
tecnologías e interconexión de datos y sensores. Por una parte tenemos el 
cultivo de exterior, el cual corresponde a territorios extensos de cultivo, y gran 
parte de este corresponde a monocultivo. Otro tipo de cultivo bastante 
estudiado últimamente son los sistemas de cultivo en interior, estos nos 
permiten optimizar los espacios, y al crear espacio controlador de cultivo, es 
posible generar las opciones que más se acerquen a las condiciones ideales de 
la planta. Estos sistemas nos permiten acercar el cultivo y el estudio de datos 
agrícolas a las personas y cada vez más a las ciudades. 
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Las nuevas placas de desarrollo y sistemas embebidos, como Raspberry Pi, 
nos proveen grandes capacidades y sistemas eficientes para la comunicación 
de hardware ya sea local o remoto, gracias a los distintos métodos de 
comunicación y capacidad de montar servidores o clientes de peso liviano. 
Estos antecedentes, nos obligan a diseñar distintos sistemas de control y 
programas, que puedan darnos el control eficiente y el aprovechamiento de los 
recursos de hardware de estas placas de desarrollo, así como de sus modos de 
comunicación. 
 
Cada vez, la cantidad de datos producidos son en mayor cantidad y desde más 
fuentes por lo que se requiere almacenamiento y análisis de datos en tiempo 
real, interfaces más realistas y la seguridad al momento de integrar variadas 
tecnologías. Esto considerando nuevas tecnologías como análisis del Big Data, 
procesamiento en la nube, y lo que se conoce actualmente como el Internet de 
las Cosas. 
 
El Internet de las cosas o IOT por sus siglas en inglés de Internet Of Things, es 
un concepto que ha ganado mucha popularidad en el último tiempo. Este 
concepto intenta representar de forma literal el título de su nombre, cosas 
cotidianas conectadas al internet, pero en realidad se trata de mucho más que 
eso. 
 
El internet de las cosas se trata de una red que interconecta objetos físicos 
valiéndose del internet y otros protocolos principalmente inalámbricos. Estos  
objetos poseen sistemas embebidos o hardware especializado, que le permite 
no solo la conexión a internet, sino todo el poder de los microcontroladores y 
microprocesadores, en los cuales pueden ocurrir procesos complejos, análisis 
de datos, almacenamiento etc. 
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A través del Internet de las Cosas es posible impactar en grandes áreas 
productivas en el futuro, como el caso de la agricultura, por lo que es necesario 
crear sistemas eficientes, estables, escalables y de bajo consumo, ya que 
gracias a la comunicación entre maquinas, sistemas y personas, es posible 
convertir distintos objetos y sistemas en inteligentes desde sensores, robots, 
casas hasta industrias o ciudades inteligentes.  
 
1.2 OBJETIVOS 
 
1.2.1 OBJETIVO GENERAL 
 
Desarrollar un sistema de control e interfaz gráfica para el control de 
microclimas o invernaderos inteligentes, con la capacidad de medir sensores de 
para variables física, y poder realizar el control para condiciones óptimas para 
diferentes tipos de planta. Este sistema de control debe poseer la capacidad de 
comunicación local o remota con un gateway IoT, para lograr la comunicación 
con el usuario de la aplicación, a través de interfaces multiplataforma y la 
comunicación Machine to Machine a través de protocolos de aplicación HTTP y 
MQTT. 
 
1.2.2 OBJETIVOS ESPECÍFICOS 
 
-Implementar un prototipo de invernadero con control de microclima, a través de 
un microcontrolador, el cual posea medición de sensores de temperatura, 
humedad relativa, humedad de suelo y luz, con el propósito de controlar las 
variables dentro del microclima, y monitoreo. Este posee comunicación con un 
Gateway IoT. 
 
-Implementar un servidor Gateway IoT, a través de un microprocesador, el cual 
corresponde a la Raspberry Pi 3, en el cual se implementaran funciones para 
comunicación mediante HTTP, Sockets, MQTT, que nos permiten la 
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comunicación con dispositivos localmente o a través de internet, para 
permitirnos la comunicación con servicios en la nube y la interacción mediante 
interfaces de usuario. 
 
-Creación de interfaz de usuario multiplataforma que permita el monitoreo de 
datos en tiempo real, y el control manual de los actuadores ya sea localmente 
como remotamente. 
 
-Analizar las ventajas de Node.js y Node-Red para la creación de servidores 
escalables, utilizadas para control de sistemas de software, creación de 
aplicaciones, interfaces de usuario en tiempo real. 
 
-Realizar un FODA y Canvas, para realizar un pequeño análisis de la cabida del 
proyecto en el mercado. 
 
1.3 ORGANIZACIÓN Y PRESENTACIÓN DEL TRABAJO 
 
El proyecto se encuentra organizado de la siguiente manera: 
 
En el Capítulo I plantea un pequeño estado del arte acerca del uso de nuevos 
tipos de hardware embebidos, y sus capacidad de computo, comunicación y 
autonomía y la ayuda que esto contribuye creación de sistemas inteligentes e 
interconectados, así como también la definición de protocolos que se ocuparan 
en el desarrollo de nuestros servidores, para la  integración de los datos y 
comunicación, que nos permiten el control de nuestro microclima conectado. 
Luego, en el Capítulo II se verán los detalles técnicos, así como los materiales y 
herramientas que serán utilizados para implementar el prototipo de microclima y 
el gateway, los cuales poseen microcontroladores, microprocesadores, 
sensores, actuadores, así como piezas de software para el manejo de datos, y 
comunicación local o remota. También se verá en este capítulo las ventajas y 
desventajas de las distintas herramientas. 
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En el Capítulo III, se procederá a realizar las primeras implementaciones y 
configuración de herramientas y elementos necesarios en la implementación de 
proyecto. Para esto se realizaran todas las acciones y configuraciones de 
nuestro hardware. Para luego dar paso al Capítulo IV, en el cual se lleva a cabo 
la implementación de los sistemas y creación de software tanto para el 
microclima como de los servidores, de la manera más óptima posible. 
 
En el capítulo V se mostraran resultados de la implementación e integración de 
todo el sistema, llevando a cabo pruebas del software para nuestro microclima y 
Gateway IoT, analizando pruebas reales, de funcionamiento, comparaciones y 
validación de las ventajas respecto a otras tecnologías.  
 
Finalmente, en el Capítulo VI, se encuentran las conclusiones, comparaciones y 
resultados finales. Esto analizando capítulo a capítulo, y haciendo uso de los 
resultados concretos obtenidos en el capítulo V. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 13 
 
2 MARCO TEÓRICO 
 
2.1 ESTADO DEL ARTE 
 
A lo largo del tiempo, el incremento en el desarrollo de placas electrónicas más 
pequeñas y potentes, así como también dispositivos móviles, ha motivado a las 
empresas o investigaciones a extender las capacidades en cuanto a memoria, 
poder computacional y capacidad del almacenamiento. Por otra parte, la 
revolución en las comunicaciones inalámbricas ha logrado grandes desarrollos 
en aumentar la tasa de transmisión de datos y asegurando la eficiencia 
espectral (Deng, Huang, & Wu, 2016). Este aumento en el desarrollo en 
dispositivos móviles y el desarrollo en el área de las comunicaciones, cloud 
computing y sistemas embebidos, ha hecho al Internet de las Cosas un 
concepto muy relevante. En este contexto, el IOT es una tecnología 
convergente para crear un entorno inteligente y ecosistemas integrados (Shete, 
& Agrawal, 2016). 
 
El internet de las cosas es uno de los grandes impactos que habrá en un futuro, 
e impactar diferentes áreas productivas en los diferentes lugares del mundo, en 
el caso de Chile, las áreas donde generara mayor impacto son las áreas de 
Minería y agricultura.  
 
La placa de desarrollo Raspberry Pi posee un diseño embebido,  de modo que 
podemos tener un completo sistema operativo basado en Linux, en una placa 
muy reducida, la cual posee todas las funcionalidades que una computadora 
normal puede realizar, pero su alimentación de 5 Voltios, y su bajo consumo 
respecto a otras, como por ejemplo los laptops, lo hacen una placa de tamaño 
reducido (Bekaroo, & Santokhee, 2016), poco consumo y gran poder de 
cómputo y modularidad para desarrollar integraciones, por lo que la hace una 
herramienta esencial para crear sistemas conectados al Internet de las Cosas.  
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Lo cual permite la adaptación de sistemas creados a medida, personalizados, y 
con posibilidades de hacerlo escalable. 
 
2.1.1 INTERNET DE LAS COSAS 
 
El Internet de las cosas se considera como una infraestructura de red global 
que une objetos físicos y virtuales a través de la explotación de la captura de 
datos y capacidades de comunicación. Esta infraestructura incluye la evolución 
de internet y de otras redes existentes implicadas. Se ofrece como objeto 
especifico de identificación el sensor, y la capacidad de conexión como base 
para el desarrollo de servicio y aplicaciones de cooperación independientes. 
Estos se caracterizan por un alto grado de captura autónoma de datos, 
transferencia de datos y eventos, conectividad de red e interoperabilidad 
(Tejero, 2014). 
 
En el año 2020, el número de objetos conectados a Internet será de más de 
26.000 millones, esto sin incluir PCs, tablets o Smartphone (Gartner, 2013). 
 
 
Figura 1 Comparativa dispositivos conectados 2009-2020 
en miles de millones. Recuperado de Gartner, 2013. 
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La creación de dispositivos conectados, gateways y sensores han aumentado 
considerablemente en los últimos años. Esto gracias a las nuevas herramientas 
de desarrollo de hardware y software. En la siguiente figura se observa el 
número de patentes relacionadas con IoT encontradas mediante Google Patent 
Search entre el año 2009 y 2013, el cual demuestra tener un crecimiento 
exponencial. 
 
 
Figura 2 Crecimiento de número de patentes IoT (2009-2013). 
Según Google Patent Search. Recuperado de (Tejero, 2014). 
 
Las características deseables para el internet de las cosas son:  
 
 una estructura flexible, donde la conexión y desconexión de nodos se 
pueda realizar fácilmente. 
  Que sea capaz de responder al contexto de forma natural y autónoma.  
 Que sea dirigida por eventos. 
 Semántica y estándares compartidos entre distintos nodos. 
 Acceso a otras tecnologías complejas y métodos de comunicación. 
 
Para servir los datos localmente o remotamente, con el fin de generar la 
comunicación entre el cliente y el servidor, es necesario el desarrollo de 
software para poder monitorear, almacenarlos en base de datos o comunicarlos 
a algún hardware remoto. El sistema de cliente/servidor nos permite enviar y 
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recibir información y comandos, con lo que podemos programar la interacción 
entre la maquina o servidor y el usuario. Para esto es útil crear infraestructuras 
programadas para el procesamiento de eventos, que open en ciclo cerrado, 
reaccionando a eventos del ambiente, reconocer el estado del sistema y poder 
actuar en el ambiente (Roffia, Morandi, Kiljander,  & D’Elia, 2016).  
 
 
Figura 3 Arquitectura internet de las cosas. 
Recuperado de Intel.com. 
 
En el internet de las cosas existen 3 tipos de dispositivos o etapas. Los 
dispositivos y sensores finales. Los dispositivos Gateway, los cuales a la vez de 
generar la comunicación con internet, nos permite darle analítica y capacidad 
de procesamiento como manejo de eventos y sistemas de software a medida. 
La tercera parte es la conexión a la nube, la cual puede ser local o remota, en la 
cual pueden agregarse funciones de analítica, almacenamiento, cloud 
computing entre otros. 
 
La adaptación del internet de las cosas desde el punto de vista industrial debe 
basarse en los siguientes principios básicos de diseño (Hermann, 2015): 
 
-Interoperabilidad: La capacidad de interconexión de todos sus elementos 
materiales y humanos, mediante el uso de IoT y sus servicios. 
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Virtualización: Los dispositivos deben tener copias virtuales de sus datos 
pudiendo mostrar toda la información de sensores y sistemas, además de 
modelos de simulación. 
-Descentralización: Los objetos conectados en entornos inteligentes deberán 
tener capacidad de decisión autónoma. 
 
-Capacidad de tiempo real: Esto mediante captura de datos, análisis y toma de 
decisiones en tiempo real. 
 
-Orientación al servicio: pudiendo ofrecer catálogos de servicios que permitan 
interacción y creación de nuevas aplicación a medida que el usuario o proceso 
final requiera. 
 
Modularidad: Con flexibilidad para añadir, sustraer o sustituir elementos 
conectados. 
 
Es posible gracias a herramientas de software y hardware abiertos la creación 
de sensores o dispositivos, y la creación de Gateways inteligentes, estos con 
capacidad de conectarse entre ellos para generar conexión, automatización de 
datos, y la capacidad de reaccionar a diferentes eventos internos como del 
ambiente. Las plataformas de hardware embebidas pueden ser programadas en 
casi todos los lenguajes de programación, cada una con diferentes 
potencialidades y herramientas de software y frameworks de desarrollo. 
 
Hoy en día hay billones de objetos generando datos, grandes entidades y 
empresas dedicadas a las comunicaciones, se estima que hacia el año 2020 
habrán aproximadamente 50 billones de dispositivos conectados (Evans, 2011), 
estos dispositivos pueden ser sensores, robots, automóviles, o sensores y 
teléfonos móviles, y gracias al hardware cada vez más potente, el aumento de 
las comunicaciones inalámbricas y el acceso a internet, es posible crear 
interacción, conexión e integrar todos estos dispositivos al Internet de las 
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Cosas. Esto requiere una solución para cada vez de manera más inteligente 
poder filtrar, procesar y administrar los datos, o crear las conexiones que 
provean los datos de manera remota (“Developing Solutions for the Internet of 
Things”, Intel Corporation, 2014), así como también implementar sistemas de 
seguridad para poder proteger los datos y los procesos a controlar. 
 
2.1.2 HARDWARE Y SOFTWARE 
 
Existen muchos lenguajes de programación y tipos de ellos, como los 
orientados a objetos o los orientados a eventos. Javascript es un lenguaje de 
programación interpretado el cual se define como orientado a objetos, basado 
en prototipos, imperativo y dinámico. Se utiliza por lo general del lado del 
cliente, permitiendo mejoras en la interfaz de usuario y páginas web dinámicas. 
Hace algunos es usado en la creación de múltiples plataformas, en la creación 
de aplicación lo que dio lugar a un entorno de programación llamado Node.js, el 
cual ha dado lugar a poderosas herramientas y librerías (Dhaniwala, & Jaimini, 
2016). Node.js es un entorno de programación en la capa del servidor (pero no 
limitándose a ello) basado en el lenguaje de programación ECMAScript (Ecma 
International, 2016). Node.js es una plataforma de programación asíncrona y 
distribuida, construida sobre el motor V8 de JavaScript, el mismo ejecutado en 
el navegador Chrome (Dahl, 2009). 
 
Node.js nos permite realizar la conexión de manera muy particular. En lugar de 
generar un nuevo hilo de OS para cada conexión (y de asignarle la memoria 
acompañante), cada conexión dispara una ejecución de evento dentro del 
proceso del motor de Node (Feng Gu, Yang, Wu, 2013). Node.js nos afirma que 
nunca quedara en un punto muerto, porque no se permiten bloqueos y porque 
no se bloquea directamente para llamados de entrada y salida. Node afirma que 
un servidor que lo ejecute puede soportar decenas de miles de conexiones 
concurrentes (IBM, 2011). Es por esto que Node.js es un entorno de 
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programación optimizado para la creación de servidores, aplicaciones en tiempo 
real, y aplicación de redes y comunicaciones. 
 
Estos elementos de software corriendo en plataformas de hardware embebido, 
nos permiten crear tecnologías más potentes y modulares, incluso nos permite 
darle autonomía e inteligencia, gracias a su bajo consumo y su poder de 
procesamiento. Por lo que a la vez podemos darle movilidad a sistemas móviles 
o robots, los cuales nos permiten, gracias a sus motores, o  mover nuestros 
sistemas por áreas difíciles de acceder o pequeñas, programar recorridos, o 
controlarlos de manera local y remota. El control de sistemas de software para 
robots es una tarea que requiere de mucho trabajo, ya que consiste en una 
variedad de hardware y software, los cuales deben trabajar en conjunto, para 
realizar tareas de distinto tipo (Sauer, Hausten, Hofstedt, 2016), y de todo tipo 
de acciones, como adquisición de datos, procesamiento de datos, manejo de 
motores, comunicación,  haciendo uso del IoT,  etc. 
 
2.1.3 AGRICULTURA INTELIGENTE 
 
2.1.3.1 LA PLANTA 
 
2.1.3.1.1 SEMILLA 
 
Todo el proceso de una planta comienza una semilla, esta corresponde a una 
planta completa en letargo, el cual es alimento almacenado en forma de tejido, 
envuelto en una cubierta permeable cuya vida está suspendida por falta de 
agua y oxígeno, así que al momento de comenzar a absorber agua o humedad, 
sumado a las condiciones de temperatura adecuada, se reactiva su 
metabolismo y comienza su etapa de crecimiento. 
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Para poder germinar, la semilla necesita diferentes condiciones dependiendo 
del tipo de cultivo deseado, sin embargo, en muchas plantas las condiciones 
pueden ser bastante similares en esta etapa. 
 
Condiciones para germinación de semillas 
 
Temperatura: La temperatura al igual que el tiempo de germinación son cosas 
que estan bastante relacionadas, la mayoría de las plantas pueden germinar a 
temperaturas desde 18° a  30° C, temperaturas a la cual la germinación es un 
tanto lenta, por lo que la temperatura optima es por lo general 25° C. 
 
Humedad: Se necesita mucha humedad para la etapa de germinación de la 
semilla, por lo que es conveniente un riego continuo y una ventilación correcta 
para asegurar una buena cantidad de oxígeno. 
 
Trasplante: Cuando las semillas germinan y comienzan a crecer las plántulas, 
es necesario colocarlas en un sitio especial que sea idóneo para su crecimiento. 
Es necesario conocer las características de la planta a cultivar para saber 
cuándo es necesario el trasplante. 
 
Fertilizante: Es necesario alimentar las plántulas con soluciones nutritivas para 
potenciar su crecimiento. 
 
Cantidad de luz: Es necesario una fuente de luz óptima una vez que las 
plántulas asoman, ya que estas buscan luz.  
 
Oxigenación: Debe haber circulación de aire para que haya una correcta 
oxigenación. 
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2.1.3.1.2 LA PLANTA 
 
Una planta está compuesta de cinco partes básicas y fundamentales: 
 
Raíz: es el órgano vegetal generalmente subterráneo carente de hojas que 
crece en dirección inversa al tallo, y cuyas únicas funciones principales son la 
fijación de la planta al suelo y la absorción de agua y sales minerales. 
 
Tallo: Corresponde al eje de la planta que sostiene las hojas, flores y frutos. Sus 
funciones principales es la de constituir la vía de circulación de agua y 
nutrientes entre las raíces y las hojas de la planta. 
 
Hojas: Son estructuras laminares o aciculares que contienen sobre todo tejido 
foto-sintetizador, situado siempre al alcance de la luz. En las hojas es donde se 
produce la mayor parte de la transpiración, lo que provoca así la aspiración que 
arrastra el agua y nutrientes inorgánicos desde las raíces. En algunas plantas 
las hojas pueden modificarse con el fin de almacenar agua para otros 
propósitos. 
 
Flor: Compone la estructura reproductiva característica de las plantas llamada 
fanerógama, en la cual la función principal corresponde a producir semillas a 
través de la reproducción sexual. En las plantas, las semillas corresponden a la 
próxima generación, y sirve como medio principal para la conservación y 
propagación de la especie. 
 
Fruto: Es el órgano procedente de la flor, o se ciertas partes de ella, que 
contiene a las semillas hasta su maduración y luego proceder a su 
diseminación. Desde el punto de vista ontogenético, el fruto es el ovario 
desarrollado y maduro de las plantas con flor. La pared del ovario se engrosa al 
transformase en la pared del fruto y se denomina pericarpio, cuya función es 
proteger las semillas. 
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2.1.3.2 FUNCIONES DE LAS PLANTAS 
 
Se describirán algunas de las funciones principales que realizan las plantas 
durante su desarrollo. 
 
2.1.3.2.1 LA RESPIRACIÓN 
 
La respiración es el movimiento controlado de los componentes orgánicos y su 
oxidación, liberando así la energía que servirá posteriormente para el desarrollo 
de la planta. Los tejidos más nuevos respiran más que los viejos y cuando estos 
efectúan acciones metabólicas, como la absorción de nutrientes, las disminuyen 
o detienen, las plantas respiran menos, y el proceso respiratorio cambia el 
desarrollo de la planta. 
 
La temperatura también afecta directamente al proceso de respiración y a otros 
procesos metabólicos. Por ejemplo a más de 35°C puede disminuir la 
respiración en la mayoría de las plantas y la producción de enzimas, la cual 
inhabilita la mecanización de la respiración. 
 
El oxígeno es el elemento fundamental en la respiración, ya que es vital para el 
metabolismo oxidativo. El dióxido de carbono ayuda a la respiración de la 
planta, debido que afecta directamente a las estomas, pero a la vez, una alta 
concentración de dióxido de carbono hace que las estomas se cierren y 
dificulten la respiración. 
 
2.1.3.2.2 LA FOTOSÍNTESIS 
 
La fotosíntesis es un proceso de conversión de energía luminosa en energía 
química estable. Cuando un rayo de luz incide sobre la planta, este es 
absorbido por las moléculas de clorofila, presente principalmente en las hojas 
de la planta. La clorofila absorbe la energía de la luz y la transforma en 
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potencial químico, con el fin de que la planta la aproveche en su proceso de 
respiración. 
 
El pigmento verde característico de las plantas está compuesto principalmente 
de clorofila, la cual absorbe solo la luz roja y azul, pero no la verde. La clorofila 
está presente en todas las plantas que realizan fotosíntesis y tiene gran 
capacidad para la absorción lumínica. 
 
2.1.3.2.3 LA FLORACIÓN 
 
La floración corresponde al momentos en que la planta comienza a producir 
flores, etapa que produce cambios totales en las características de desarrollo 
de la planta. Los factores que gatillan la floración depende de varios factores 
como la edad, desarrollo, periodo de luz, temperatura, etc. 
 
2.1.3.2.4 MOVIMIENTO DE NUTRIENTES 
 
Los minerales absorbidos por la planta se mueven hacia sitios de demanda o 
hacia donde existe carencia de metabolitos. Por ejemplo al cortar las raíces 
disminuye el transporte hacia las raíces produciendo carencias de nitrógeno, 
que regula el crecimiento, principalmente de las hojas y frutos. 
 
En el caso de las plantas, cuando su entorno es demasiado frio, las partes 
aéreas o superiores mueren, y si las plantas sobreviven a los periodos de frio o 
sequía en letargo subterráneo, cuando las condiciones son propicias, pueden 
reanudar su crecimiento. En el caso de los árboles, en caso de frio extremo, se 
deshojan y se liberan del peligro de la desecación. Esto quiere decir que las 
plantas al sufrir situaciones que puedan afectar la movilidad de los nutrientes, 
quedan expuestas a periodos cambiantes o de ajuste, durante los cuales 
también pueden dañarse o morir. 
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2.1.3.3 REQUERIMIENTOS PARA EL DESARROLLO DE PLANTA 
 
2.1.3.3.1 AGUA 
 
El agua es el elemento que transporta los otros elementos nutrientes, que no es 
posible aportarlos en su estado natural, sino disueltos. 
 
La calidad del agua es un factor importante, debido a que las aguas duras 
tienen un gran contenido de sales, sodio, magnesio, calcio, entre otras. Si 
exceden de las partes por millón requeridas por la planta dificulta la absorción 
por parte de las raíces. Para el problema de la dureza del agua es posible usar 
resina catiónica, que realiza un intercambio iónico y suaviza el agua. 
 
2.1.3.3.2 LUZ 
 
La luz corresponde a un factor indispensable para el crecimiento de las plantas, 
pues es la energía fundamental para lograr la fotosíntesis, por medio de la cual 
logra llevar a cabo las diferentes etapas desde el crecimiento hasta la 
reproducción. 
 
Se ha comprobado que la luz es necesaria para el proceso por el cual las 
plantas toman nutrientes desde el aire, o sea para que sus partes verdes 
puedan absorber CO2 de la atmosfera. Pero a través de los años se ha sabido 
que además de producir oxígeno, cuando se les ilumina, también absorben 
agua y ayuda a la trasformación de elementos inorgánicos en elementos 
orgánicos. 
 
Acerca de los espectros luminosos, se ha comprobado que el uso de la luz azul 
aumenta la producción de proteínas y que el uso de la luz roja estimula los 
carbohidratos. 
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El sol es la fuente principal de luz en los cultivos, sin embargo, nuevos tipos de 
iluminación nos permiten en el cultivo en sitios donde no es posible acceder a la 
luz del sol, o es posible realizar cultivo de interior en lugares donde el sol es 
demasiado fuerte y puede generar mucha temperatura. 
 
Los factores que dependen de la luz son dos principalmente: 
 
-Intensidad luminosa: Este factor se define como la potencia sobre unidad de 
área. 
 
-Fotoperiodo: La mayoría de las plantas crecen óptimamente cuando son 
expuestas entre 16 y 18 horas de luz por día, por lo que agregar más horas no 
incrementa su crecimiento. Las plantas que presentan fotoperiodismo se les 
puede estimular la floración si son expuestas a 12 horas de luz y 12 horas de 
oscuridad total, también se puede usar este ciclo para el periodo de desarrollo 
del fruto. 
 
2.1.3.3.3 TEMPERATURA 
 
La temperatura y crecimiento son cosas que estan bastante relacionadas, la 
mayoría de las plantas pueden crecer a temperaturas e 18° a 30° C, pero es la 
mayoría el crecimiento es óptimo aproximadamente a los 25° C. Cuando no se 
está desarrollando la fotosíntesis, por ejemplo en fotoperiodos de oscuridad 
total, la planta puede someterse a temperaturas más bajas sin afectar su 
desarrollo. 
 
2.1.3.3.4 NUTRIENTES 
 
Los nutrientes que la planta necesita son sales minerales, que pueden 
encontrarse en el sustrato disponible, como en el agua, la presencia de estos 
minerales influye directamente en el desarrollo de la planta. En el caso de la 
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hidroponía, los minerales son disueltos en agua para suministrarlos en forma de 
solución nutritiva. 
 
2.1.3.4 INVERNADEROS O MICROCLIMAS DE CULTIVO 
 
Los invernaderos son estructuras que nos ayudan a intensificar la producción 
agrícola, al establecer las condiciones apropiadas para acelerar el desarrollo de 
los cultivos y permitir mayor cantidad de planta por unidad de superficie que la 
que es posible lograr en el campo abierto. Es por eso que también es llamada 
como agricultura intensiva, por la optimización de espacio. Sobre todo cuando 
estas poseen un sistema de control de microclima; como temperatura, humedad 
e iluminación, para el óptimo desarrollo de los cultivos. 
 
Nos permiten el cultivo en todas las etapas del año, a través del diseño, 
construcción y equipamiento considerando las condiciones ambientales del 
lugar donde se ubican, de acuerdo a las necesidades de los cultivos. Esto para 
hacer frente a las diversas condiciones climáticas del exterior como pueden ser 
altas o bajas temperatura, sequias y otros fenómenos atmosféricos. Esto 
permite la obtención de productos fuera de temporada. 
 
El ambiente controlado dentro de un invernadero proporciona las condiciones 
apropiadas para un rápido crecimiento, acelerando el desarrollo de los cultivos. 
Dependiendo del diseño de estos sistemas es posible controlar la densidad de 
población, la cantidad, el tamaño y la calidad del producto. Es posible controlar 
tantos factores de la planta como se desee, como condiciones ambientales, 
manejo de nutrientes en el agua, disponibilidad de humedad y control de 
patógenos. 
 
 
 
 27 
 
2.1.3.4.1 VENTAJAS  
 
Las ventajas principales que presenta el crecimiento de plantas cultivadas en 
invernaderos o microclimas, respecto al cultivo de las mismas a campo abierto 
son: 
 
-Intensificación de la producción. 
-Posibilidad de cultivar todo el año. 
-Obtención de productos fuera de temporada. 
-Obtención de productos en regiones con condiciones restrictivas. 
-Aumento de los rendimientos por unidad de superficie. 
-Obtención de productos de alta calidad. 
-Menor riesgo en la producción. 
-Uso más eficiente del agua e insumos. 
-Mayor control de plagas, malezas y enfermedades. 
-Mayor comodidad y seguridad para realizar el trabajo. 
-Condiciones idóneas para la experimentación e investigación. 
 
2.1.3.4.2 DESVENTAJAS 
 
La construcción y manejo de invernaderos presenta algunos inconvenientes o 
desventajas que se deben tener en cuenta antes de construir o comprar un 
microclima de cultivo y así estar preparado para minimizar impactos negativos. 
Entre los principales estan: 
 
-Inversión inicial alta. 
-Desconocimientos de las estructuras. 
-Alto nivel de especialización y capacitación. 
-Altos costos de producción. 
-Condiciones óptimas para ataque de patógenos. 
-Dependencia del mercado. 
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2.1.4 CONTRIBUCIÓN DEL TRABAJO 
 
Los sistemas de control para procesos, como el caso de invernaderos 
inteligentes, aun presentan hardware y software muchas de las veces cerrados, 
por lo cual no es posible realizar nuevas integraciones, o escalar el sistema 
para aumentar las funcionalidades o comunicación con más nodos. A través de 
software abierto, como Node.js y Node-Red, es posible la creación de 
programas, servidores y medios de comunicación con sistemas locales y 
remotos, con los cuales podemos crear aplicaciones para sistemas inteligentes, 
como lo es el caso de microclimas o invernaderos inteligentes. Una de las 
grandes ventajas es que gracias a herramientas que Node.js nos provee, así 
como herramientas desarrolladas por terceros, existen formas de poder 
programar nuestro hardware en tiempo real, y pudiendo aplicar las 
modificaciones sin necesidad de tener que reiniciar o desconectar nuestros 
sistemas, como lo es el caso de los microcontroladores.  
 
Los servidores creados en nuestros sistemas, pueden servir interfaces  las 
cuales poseen funciones para la visualización de datos, comunicación en 
tiempo real, análisis compartido entre el cliente y el servidor. A la vez nos facilita 
el uso a los usuarios, y nos permite abrir la interfaz en distintas plataformas, ya 
sea móvil o de escritorio. Esta también puede ser complementada con distintos 
sensores que pueden agregarse a la interfaz web, para facilitar el manejo y 
hacerla más intuitiva.  
 
La contribución principal radica en la implementación de un conjunto de 
programas o flujos de programa que sirvan de sistema de control, los cuales 
son capaces de realizar el control del sistema, de sus funciones generales y 
sensores, a la vez de servir datos y recibir, para el control y el manejo de 
hardware, esto estableciendo una comunicación en tiempo real, asíncrona y 
bidireccional, lo cual posibilita la integración de varios flujos de datos, y la 
capacidad de comunicación con distintos periféricos a través de protocolos para 
 29 
 
el Internet de las Cosas. También hacerlo escalable, esto a través del uso del 
entorno de programación elegido, para tener la posibilidad de añadir más 
nodos, y así dar paso a la creación de tecnologías más modulares, escalables y 
facilitando la implementación. 
 
2.1.5 IMPORTANCIA DE DESARROLLAR EL PROYECTO 
 
Gracias a iniciativas como las de Open Hardware y Open Software se han 
comenzado a crear y mejorar tecnologías de control y de comunicaciones muy 
modulares. Hoy en día existe un gran desarrollo de minicomputadoras, y 
plataformas de desarrollo para el control de hardware, estas cada vez más 
pequeñas, de bajo consumo, con sistemas operativos como Linux integrado, y 
que gracias a distintos módulos de conexión como Ethernet, WIFI, GSM, etc., 
cada día más integrados en las mismas placas, es posible montar servidores 
para permitir el acceso remoto, permitir el control de parámetros de software o 
controlar el hardware existente, ya sea relés, motores, lectura de sensores, etc.  
 
Gracias a las distintas fuentes de conexión a internet, el protocolo TCP/IP es 
uno de los protocolos más usados, y lo será cada vez más, gracias al desarrollo 
de distintas potencialidades en los lenguajes de programación, el desarrollo de 
websockets, la creación de sistemas de seguridad informática, estos factores 
permiten asegurar la confianza al momento de transmitir e interactuar con los 
dispositivos. 
 
Es por todo lo anterior, la necesidad de crear sistemas conectados al internet 
para aprovechar todas sus potencialidades y la interacción en tiempo real, ya 
sea para controlar, adquirir o entregar información de distintas fuentes 
disponibles y optimizar procesos en diversas áreas productivas. Es necesario 
buscar lenguajes y entornos de programación que vayan adaptándose a la 
modularidad de la tecnología y puedan facilitar la conexión de distintos 
dispositivos, creación de servidores y sus sistemas de control. En este contexto, 
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se buscaran las herramientas y lenguajes más eficientes para optimizar el 
desarrollo de una interface y comunicación óptimas. 
 
Los países estan invirtiendo cada vez más en la integración de nuevas 
tecnologías, con el fin de buscar nuevos usos en la implementación de sistemas 
de producción más eficientes, que ayuden a mantener la buena calidad del 
medio ambiente, la optimización de recursos, entre otras actividades. Por esto, 
es bueno implementar nuevos modelos de negocios que permitan integrar 
nuevas tecnologías, a la vez de ayudar e investigar la factibilidad para 
desarrollos a corto, mediano y largo plazo. 
 
2.2 HERRAMIENTAS DEL PROYECTO  
  
2.2.1 HARDWARE 
 
2.2.1.1 RASPBERRY PI 3 MODEL B 
 
2.2.1.1.1 CARACTERÍSTICAS DEL SOFTWARE  
 
Raspbian es un sistema operativo libre y gratuito basado en Debian y 
optimizado para el hardware Raspberry pi. Esta distribución de GNU/Linux, es 
un conjunto de programas básicos y utilitarios (programas de soporte), que 
permiten que el hardware haga algo útil. Raspbian es un poco más que un 
sistema operativo, pues viene con unos 35000 paquetes, precompilados, de 
forma que sea fácil instalar el SO que necesitemos. 
 
La imagen del sistema operativo Raspbian se puede descargar directamente de 
la página oficial de Raspberry en la sección de descargas. 
 
Para poder acceder a la interfaz gráfica de Raspbian podemos hacerlo con 
HDMI, o de manera remota a través de VNC. 
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Figura 4 Interfaz gráfica de Raspbian. 
 
2.2.1.1.2 CARACTERÍSTICAS DEL HARDWARE  
 
La Raspberry Pi  3 es la tercera generación de la placa Raspberry. Es un 
ordenador de placa reducida o placa única de bajo coste desarrollado en Reino 
Unido por la Fundación Raspberry Pi. Esta placa muchas entradas y salidas en 
su hardware, como puertos USB, conector Ethernet, conexión WiFi, etc. 
 
 A continuación se listaran los elementos principales del hardware de las 
Raspberry. 
 
-Chipset Broadcom BCM2837 a 1,2 GHz 
-ARM Cortex-A53 de 64 bits y cuatro núcleos 
-LAN inalámbrica 802.11 b/g/n 
-Bluetooth 4.1 (Classic y Low Energy) 
-Coprocesador multimedia de doble núcleo Videocore IV® 
-Memoria LPDDR2 de 1 GB 
-Compatible con todas las últimas distribuciones de ARM GNU/Linux y Windows 
10 IoT 
-Conector micro USB  
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-Fuente de alimentación requerida de 2,5 A 
-1 puerto Ethernet 10/100 
-1 conector de vídeo/audio HDMI 
-1 conector de vídeo/audio RCA 
-1 conector de cámara CSI 
-4 x puertos USB 2.0 
-40 pines GPIO 
-Antena de chip 
-Conector de pantalla DSI 
-Ranura de tarjeta microSD 
-Dimensiones: 85 x 56 x 17 mm 
 
Los puertos de esta placa tiene una limitación de corriente, por tanto si 
queremos conectar discos duros, módem u otros periféricos que consuma 
cantidades más elevadas de corriente, tendremos que hacerlo a través de un 
hub USB con alimentación externa. 
 
Raspberry cuenta con un lector de tarjetas SD, micro SD en modelos más 
recientes, lo que abarata mucho su costo y nos da la posibilidad de instalar un 
sistema operativo en una tarjeta de 4 GB o más (clase 4 o clase 10). 
 
Existen características que le dan potencia y funcionalidades a la Raspberry Pi, 
las cuales también se comparten con diferentes placas de desarrollo, como por 
ejemplo Intel Edison o Beaglebone, o microcontroladores como Arduino. Estas 
funciones son las entradas y salidas digitales, y diferentes protocolos de 
comunicación. Algunas de las más usadas son: 
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2.2.1.1.3 GPIO  
 
El GPIO (General Purpose Input/Output) es una de las utilidades más llamativas 
en las nuevas placas de desarrollo. El bus de expansión GPIO posee 26 pines 
para los modelos A y B de Raspberry PI,  y 40 pines en los modelos más 
nuevos como el modelo 2 y 3. 
 
El puerto GPIO permite a las Raspberry comunicarse con el exterior del 
procesador, tanto para activar o energizar elementos, como para hacer 
mediciones de los mismos. La tensión de trabajo presente en cada pin es de 
3.3V para un uno y 0V para un 0. La corriente máxima administrada es de 
16mA. 
 
Es preciso tener bastante cuidado en el manejo del GPIO debido a que 
sobrecargas del voltaje pueden quemar nuestra placa 
Se pueden configurar interfaces complejas de Input/Output y se pueden crear 
funciones o usar protocolos complejos a través de ellos: 
 
 
Figura 5 GPIO Raspberry Pi 3. 
Recuperado de www.element14.com 
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2.2.1.1.4 TARJETA SD  
 
Para comenzar con Raspberry es necesario una tarjeta SD, esto para 
almacenamiento y a la vez para almacenar el sistema operativo, en este caso 
Raspbian, que es una distribución del sistema operativo GNU/Linux y se 
almacena directamente en la tarjeta SD. En la tarjeta ira grabada la imagen, que 
es un conjunto que consiste en el sistema operativo y aplicaciones ya 
instaladas, esto para que la Raspberry arranque cuando la encendemos y 
cargue los programas necesarios desde la tarjeta SD.  
 
La tarjeta que utilizara el sistema, será un tarjeta SD de 16 GB, lo cual da a 
Raspberry Pi un espacio para el sistema suficiente espacio para el sistema 
operativo, y  buen espacio de almacenamiento para uso general, esto a través 
de distintas particiones. 
 
2.2.1.2 ARDUINO NANO 
 
2.2.1.2.1 CARACTERÍSTICAS DEL HARDWARE 
 
El Arduino Nano corresponde a una herramienta de desarrollo de software, 
basada en el microcontrolador Atmega328. Tiene las mismas capacidades que 
que el Arduino más común de todos, el UNO, pero en un placa más compacta y 
con un lector analógico más. Esta placa es fácil de comunicar gracias a un chip 
FTDI, que nos permite la comunicación con este a través de cable Mini-B USB. 
 
 
Figura 6 Arduino Nano Version 3. 
Extraído de Arduino.cc. 
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Especificaciones técnicas: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
2.2.1.2.1.1 PODER 
 
El arduino nano puede ser alimentado a través del conector Mini-B USB, 
alimentación de 6-20V a través del pin30 que posee regulador de voltaje, o 
fuente regulada de 5V en el pin 27. 
 
 
 
 
Microcontroller Atmega328 
Architecture AVR 
Operating Voltage 5V 
Flash Memory 32 KB of which 2 KB 
used by bootloader 
SRAM 2KB 
Clock Speed 16 MHz 
Analog I/O Pins 8 
EEPROM 1 KB 
DC Current per I/O Pins 40 mA (I/O Pins) 
Input Voltage 7-12 V 
Digital I/O Pins 22 
PWM Output 6 
Power Consumption 19 Ma 
PCB Size 18 x 45 mm 
Weight 7 g 
Tabla 1 Especificaciones técnicas Arduino Nano. 
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2.2.1.2.1.2 INPUT AND OUTPUT 
 
Cada uno de los 14 pines del el Nano puede ser usado como entrada o como 
salida, usando las funciones pinMode(), digitalWrite(), y digitalRead(). Estos 
operan con 5 V. Cada pin puede recibir o dar 40 mA y poseen un resistor pull-
up, desconectado por default, de 20-50 kOhms. En adición a esto tenemos 
funciones especializadas: 
 
-Serial: 0 (RX) y 1 (TX). Usado para recibir (RX) y transmitir (TX) datos seriales 
TTL. Estos pines son conectados a los pines correspondientes del chip serial 
FTDI USB-to-TTL. 
-Interrupciones externas: 2 y 3. Estos pines pueden ser configurados para 
gatillar una interrupción en un valor bajo, un rising o falling edge, o un cambio 
en un valor. 
-PWM: 3, 5, 6, 9, 10, y 11. Proveen salida PWM 8-bit con la función 
analogWrite(). 
-SPI: 10 (SS), 11 (MOSI), 12 (MISO), 13 (SCK). Estos pines proveen soporte 
para comunicación SPI. 
-LED: 13. Nano trae una luz LED conectada al pin digital 13. Cuando el pin está 
en HIGH, el LED esta encendido, cuando el pin está en LOW, está apagado. 
-I2C: 4 (SDA) y 5 (SCL). Soporte I2C (TWI) comunicación usando la librería 
Wire. 
 
El Arduino Nano tiene 8 entradas análogas, cada entrada provee 10 bits de 
resolución (1024 valores diferentes). Estas entradas también pueden funcionar 
como pin digital, a excepción de los pines 6 y 7 analógicos, en la placa Nano. 
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2.2.1.2.1.3 COMUNICACIÓN 
 
El Arduino Nano tiene un número de facilidades para la comunicación con otros 
computadores u otros microcontroladores. El Atmega328 provee comunicación 
serial UART TTL de 5V el cual está disponible en los pines 0 y 1. Un chip 
FT232RL en la placa nos permite usar el arduino como un puerto de 
comunicación virtual o COM.  
 
2.2.1.2.2 CARACTERÍSTICAS DEL SOFTWARE 
 
Arduino opera con un lenguaje de programación llamado Wiring (Kushner, 
2011), el cual está basado en la plataforma Processing - C/C++. El entorno de 
compilación que utiliza Arduino es el Ambiente de Desarrollo Integrado (en 
inglés: IDE, Integrated Development Environment) homónimo, Arduino IDE 
(Mancha García, 2015). En este entorno de programación se escribe el 
programa que se desea ejecutar en la tarjeta, de modo que es posible utilizar 
distintas funciones disponibles en una barra de herramientas detallada en la 
siguiente figura: 
 
‘  
Figura 7 Ventana principal del Arduino IDE. 
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2.2.1.3 SENSOR DHT11  
 
El sensor DHT11 nos permite medir la temperatura y la humedad relativa del 
ambiente, el cual cuenta con una compleja calibración para su salida de señal 
digital. Este sensor usa una técnica exclusiva de adquisición de señal digital y 
sensado de temperatura y humedad, el cual nos asegura una alta confiabilidad 
y excelente estabilidad a largo plazo. El DHT11 posee un componente  de 
medición de humedad tipo resistivo y un componente de medición de 
temperatura NTC, los cuales se conectan a un microcontrolador de 8-bit de alta 
performance, ofreciendo excelente calidad, respuesta rápida, anti-interferencia 
a un costo bajo. 
 
 
Figura 8 Sensor DHT11. 
 
Entre las desventajas es que el DHT11 solo lee valores enteros, no podemos 
leer las temperaturas con decimales, por lo que es bueno analizar la precisión 
que necesitamos. En el caso de áreas como la agricultura en el cual los rangos 
de optimización son un par de grados, no es elemental la medición de valores 
con decimales.  
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2.2.1.3.1 DESCRIPCION DE PINES 
 
1 – VDD Power supply 3.5 – 5.5V DC 
2 – DATA Serial data, a single bus 
3 – NC Empty pin 
4 – GND Ground, the negative power 
Tabla 2 Pines del sensor DHT11. 
 
2.2.1.3.2 PARAMETROS DEL SENSOR  
 
-Humedad Relativa: 
Resolution: 16-bit 
Repeatability: ±1% RH 
Accuracy: At 25°C ±5% RH 
Interchangeability: fully interchangeable 
Response time: 1 / e (63%) of 25°C 6s 
1m / s air 6s 
Hysteresis: < ± 0.3% RH 
Long-term stability: < ± 0.5% RH / yr in 
 
-Temperatura: 
Temperature Resolution: 16Bit  
Repeatability: ±0.2℃  
Range: At 25℃ ±2℃  
Response time: 1 / e (63%) 10S 
Electrical Characteristics  
Power supply: DC 3.5～5.5V  
Supply Current: measurement 0.3mA standby 60μ A  
Sampling period: more than 2 seconds 
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2.2.1.4 SENSOR DE AGUA/LLUVIA 
 
Las pruebas en este prototipo se realizaron usando sensores simples, en este 
caso un sensor resistivo para la luminosidad, y otro sensor resistivo para la 
detección de agua/lluvia. Estos dos sensores funcionan de la misma manera, 
los dos corresponden a resistencias variables, que devuelven valores que 
fluctúan entre 0-5V dependiendo la incidencia del elemento a medir. Estos 
sensores irán a los pines analógicos A0 y A1 del Arduino Nano. 
 
 
Figura 9 Sensores analógicos del proyecto. 
 
2.2.1.5 ACTUADORES 
 
Para realizar la ventilacion del microclima y la renovacion del aire y CO2, se 
usaran dos ventiladores de 12V, en el cual uno sera usado como ventilador y 
otro como extractor, estos ventiladores seran controlados mediante un rele, esto 
para evitar mezclar la logica con la potencia. 
 
 
 
             
 
 
 
Figura 10 Actuadores para ventilación del proyecto. 
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Para el Sistema de iluminacion es necesario alguna Fuente de luz artificial, para 
el caso de las plantas es recommendable la utilizacion de frecuencias de onda 
correspondientes a los colores rojos y azules, que son los optimos para las 
distintas etapas de desarrollo de la planta. Es posible usar sistemas 
especializados disponibles en el Mercado, o sistemas creados especialmente 
para nuestra sistema, en este caso se utilizo una solucion personalizada, 
utilizando tres calugas LED de color rojo y una de color azul, dando un 75% de 
luz roja y 25% de luz azul. 
 
 
Figura 11 Luz artificial comercial para cultivo. 
 
2.2.1.6 POWER BANKS 
 
Para la alimentación se hará uso de baterías portátiles, las cuales poseen gran 
cantidad de energía disponible dependiendo su modelo, todo esto sumado a su 
portabilidad y facilidad de carga, incluso ya existen disponibles con capacidad 
de carga solar, lo que beneficia mucho a la autonomía de un sistema. Estos 
Power Banks nos permiten tener salidas de amperaje variable, en este caso las 
salidas serán de 1A y 2A, lo cual nos permite regular en caso de tener cargas 
menores. Para la alimentación de las luces y el sistema de ventilación, se hará 
uso de una batería de 12V, debido al bajo consumo de amperaje. 
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Figura 12 Powerbank 5V. 
 
2.2.2 SOFTWARE 
 
2.2.2.1 TCP/IP  
 
2.2.2.1.1 CONCEPTO  
 
Hoy en día TCP/IP corresponde al protocolo más usado en internet 
actualmente. Este acrónimo se utiliza comúnmente para el conjunto de los 
protocolos de red que componen en su conjunto, el protocolo de Internet. Su 
nombre proviene de la fusión de 2 protocolos, TCP o Protocolo de Control de 
Transmisión (Transmission Control Protocol), e IP o Protocolo de Internet 
(Internet Protocol). Este protocolo nos permite establecer conexiones e 
intercambiar datos entre dos o más equipos, mientras estos posean con una 
Tarjeta de Red, ya sea cableada o inalámbrica. 
 
2.2.2.1.2  PROTOCOLO TCP  
 
TCP (Transmission Control Protocol), Trabaja en la capa de transporte y se 
encarga de asegurar que los datos sean recibidos de la misma forma en la cual 
fueron enviados a su destino. Al ser un protocolo que está orientado a la 
conexión, nos permite establecer una comunicación entre dos máquinas, siendo 
capaz de asignar la calidad de cliente o servidores a las distintas maquinas 
dependiendo su funcionalidad o configuración. 
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El protocolo TCP permite formar segmentos de distintos tamaños para ser 
enviados,  los cuales serán traspasados al protocolo IP para su 
direccionamiento.  
 
 
Figura 13 Trama TCP. 
 
-Puerto de origen (16 bits): Puerto relacionado con la aplicación en curso de la 
maquina origen. 
-Puerto de destino (16 bits): Puerto relacionado con la aplicación en curso en la 
maquina destino. 
-Número de secuencia (32 bits): Cuando el indicador SYN está fijado en 0, el 
número de secuencia es el de la primera palabra del segmento actual.  
Cuando SYN está fijado en 1, el número de secuencia es igual al número de 
secuencia inicial utilizado para sincronizar los números de secuencia (ISN). 
-Número de acuse de recibo (32 bits): El número de acuse de recibo, también 
llamado número de descargo se relaciona con el número (secuencia) del último 
segmento esperado y no el número del último segmento recibido. 
-Margen de datos (4 bits): Esto permite ubicar el inicio de los datos en el 
paquete. Aquí, el margen es fundamental porque el campo opción es de tamaño 
variable. 
-Reservado (6 bits): Un campo que actualmente no está en uso pero se 
proporciona para el uso futuro. 
-Indicadores (6x1 bit): Los indicadores representan información adicional: 
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URG: Si este indicador está fijado en 1, el paquete se debe procesar en forma 
urgente. 
ACK: Si este indicador está fijado en 1, el paquete es un acuse de recibo. 
PSH (PUSH): Si este indicador está fijado en 1, el paquete opera de acuerdo 
con el método PUSH. 
RST: Si este indicador está fijado en 1, se restablece la conexión. 
SYN: El indicador SYN de TCP indica un pedido para establecer una conexión. 
FIN: Si este indicador está fijado en 1, se interrumpe la conexión. 
-Ventana (16 bits): Campo que permite saber la cantidad de bytes que el 
receptor desea recibir sin acuse de recibo. 
-Suma de control (CRC): La suma de control se realiza tomando la suma del 
campo de datos del encabezado para poder verificar la integridad del 
encabezado. 
-Puntero urgente (16 bits): Indica el número de secuencia después del cual la 
información se torna urgente. 
-Opciones (tamaño variable): Diversas opciones 
-Relleno: Espacio restante después de que las opciones se rellenan con ceros 
para tener una longitud que sea múltiplo de 32 bits 
 
2.2.2.1.3 PROTOCOLO IP  
 
El protocolo IP es parte de la capa de Internet del conjunto TCP/IP. Este nos 
permite el desarrollo y transporte de los datagramas de IP (paquetes de datos) 
a la fuente de destino. El nivel de transporte parte el flujo de datos en 
datagramas, los cuales se montan de nuevo en el lugar de destino. Sus 
características principales son: 
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 Protocolo orientado a la no conexión. 
 Fragmenta paquetes si es necesarios 
 Direccionamiento mediante direcciones lógicas IP de 32 bits. 
 Si un paquete no es recibido, este permanecerá en la red durante un 
tiempo finito. 
 Tamaño máximo del paquete de 65635 bytes. 
 Solo realiza la verificación por suma al encabezado del paquete, no a los 
datos que este contiene. 
 
Los datos que circulan a través de internet lo hacen en forma de datagramas, 
también conocidos como paquetes. Los datagramas corresponden a datos 
encapsulados, a los cuales se les agrega un encabezado que contiene 
información sobre su transporte, como la dirección IP de destino. 
 
Figura 14 Trama IP. 
 
-Versión (4 bits): es la versión del protocolo IP que se está utilizando 
(actualmente se utiliza la versión 4 IPv4) para verificar la validez del datagrama. 
Está codificado en 4 bits. 
-Longitud del encabezado o IHL por Internet Header Length (Longitud del 
encabezado de Internet)(4 bits): es la cantidad de palabras de 32 bits que 
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componen el encabezado (Importante: el valor mínimo es 5). Este campo está 
codificado en 4 bits. 
-Tipo de servicio (8 bits): indica la forma en la que se debe procesar el 
datagrama. 
-Longitud total (16 bits): indica el tamaño total del datagrama en bytes. El 
tamaño de este campo es de 2 bytes, por lo tanto el tamaño total del datagrama 
no puede exceder los 65536 bytes. Si se lo utiliza junto con el tamaño del 
encabezado, este campo permite determinar dónde se encuentran los datos. 
-Identificación, indicadores y margen del fragmento son campos que permiten la 
fragmentación de datagramas. Esto se explica a continuación. 
-TTL o Tiempo de vida (8 bits): este campo especifica el número máximo de 
routers por los que puede pasar un datagrama. Por lo tanto, este campo 
disminuye con cada paso por un router y cuando alcanza el valor crítico de 0, el 
router destruye el datagrama. Esto evita que la red se sobrecargue de 
datagramas perdidos. 
-Protocolo (8 bits): este campo, en notación decimal, permite saber de qué 
protocolo proviene el datagrama. 
 
-ICMP 1 
-IGMP: 2 
-TCP: 6 
-UDP: 17 
 
-Suma de comprobación del encabezado (16 bits): este campo contiene un 
valor codificado en 16 bits que permite controlar la integridad del encabezado 
para establecer si se ha modificado durante la transmisión. La suma de 
comprobación es la suma de todas las palabras de 16 bits del encabezado (se 
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excluye el campo suma de comprobación). Esto se realiza de tal modo que 
cuando se suman los campos de encabezado (suma de comprobación 
inclusive), se obtenga un número con todos los bits en 1. 
-Dirección IP de origen (32 bits): este campo representa la dirección IP del 
equipo remitente y permite que el destinatario responda. 
-Dirección IP de destino (32 bits): dirección IP del destinatario del mensaje. 
 
 
La dirección IP tiene como función identificar a un equipo en una red, pero esta 
puede ser de carácter local (LAN) o pública (WAN). Estas pueden ser de 
diferentes tipos dependiendo del entorno en el cual nos encontremos, estas 
conservan su formato, pero prestan servicios distintos: 
 
-IP Local: Este tipo de dirección IP permite al equipo o dispositivo identificarse 
dentro de una red privada o de área local (LAN). 
 
-IP Pública: Este tipo de dirección IP permite identificar al dispositivo en la red 
global de Internet. Estas pueden ser de dos tipos a su vez dependiendo su 
comportamiento, dinámicas o estáticas. 
 
-IP Pública Dinámica: Este tipo de IP es dado directamente del proveedor de 
servicios de internet (ISP), esto sucede cada vez que el dispositivo se conecte a 
internet. 
 
-IP Pública Estática: Este tipo de IP se refiere a una dirección fija que es 
asignada al equipo, por lo que al conectarse nuevamente a la red la dirección 
seguirá siendo la misma. 
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2.2.2.2 MODELO OSI  
 
Las redes actuales se encuentran mayoritariamente regidas por el modelo de 
interconexión de sistemas abiertos OSI (por sus siglas en ingles de Open 
System Interconnection), el cual es una abstracción propuesta por la ISO 
(Organización Internacional para la Estandarización) para poder conseguir 
normalizar de forma global a los protocolos que operaban las redes entre 
equipos.  
 
La mayoría de los conjuntos de protocolos de red se estructuran en capas. Este 
modelo consta de 7 capas, en las cuales se van incorporando protocolos de 
comunicación que van desde la parte física, orientado al hardware, hasta los 
niveles absolutamente lógicos, llegando al nivel de usuario. A continuación se 
definirá brevemente cada capa, comenzando por la capa más baja en la 
jerarquía (la física) y siguiendo hacia la más alta (la aplicación). Las capas se 
apilan de esta forma. 
 
 
Figura 15 Modelo OSI vs TCP/IP. 
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2.2.2.2.1 CAPA FÍSICA  
 
Esta capa corresponde a la más baja del modelo OSI, se encarga de transmitir 
y recibir una secuencia no estructurada de bits sin procesar a través de un 
medio físico. Describe las interfaces eléctrica/óptica, mecánica y funcional al 
medio físico, y lleva las señales hacia el resto de capas superiores. 
 
2.2.2.2.2 CAPA DE VINCULO DE DATOS  
 
Esta capa nos ofrece una transferencia sin errores de tramas de datos desde un 
nodo a otro por medio de la capa física, esto permite a las demás capas asumir 
virtualmente la transmisión sin errores a través del vínculo. 
 
 
2.2.2.2.3 CAPA DE RED  
 
Esta capa controla el funcionamiento de la subred, por lo tanto puede decidir 
que ruta de acceso deberán tomar los datos en función de las condiciones que 
nos proporciona la red, la prioridad de servicio y otros factores presentes en las 
capas anteriores. 
 
2.2.2.2.4 CAPA DE TRANSPORTE  
 
La capa de transporte nos garantiza que los mensajes se entregan sin errores, 
en la secuencia correcta y sin pérdidas o duplicaciones posibles. Esto nos 
permite liberar a los protocolos de capas superiores de cualquier asunto 
relacionado con la transferencia de datos entre ellos. 
 
El tamaño y la complejidad de un protocolo de transporte dependen del tipo de 
servicio que pueda obtener de la capa de transporte.  
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2.2.2.2.5 CAPA DE SESIÓN  
 
Nos permite el establecimiento de sesiones entre procesos que se ejecutan en 
diferentes estaciones. 
 
2.2.2.2.6 CAPA DE PRESENTACIÓN  
 
Da formato a los datos que deben presentarse posteriormente en la capa de 
aplicación. Se puede decir que es el traductor de toda la red. Esta capa es 
capaz de traducir todos los datos de un formato utilizado por la capa de 
aplicación a un formato común, independiente el medio de transmisión. 
 
 
2.2.2.2.7 CAPA DE APLICACIÓN  
 
Este nivel de aplicación actúa como una ventana para los usuarios y los 
procesos de aplicaciones para tener acceso a servicios de la red. 
 
2.2.2.3 WEBSOCKETS  
 
Este mecanismo se inventó a principios de los 80 con el sistema Unix, es un 
método para la comunicación entre un programa del cliente y un programa del 
servidor en una red, se define en consecuencia, como el punto final en una 
conexión. 
 
2.2.2.3.1 FUNCIONAMIENTO  
 
Un socket queda definido por un par de direcciones IP local y remota, un 
protocolo de transporte y un par de números de puerto local y remoto. Para que 
dos programas o maquinas se comuniquen entre si debe ocurrir lo siguiente: 
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 Que un programa sea capaz de localizar a otro. 
 Que los dos programas sean capaz de intercambiar cualquier secuencia 
de octetos o datos relevantes según su uso. 
 
Para ello son necesarios 3 recursos que originan el concepto de socket: 
 
1. Un protocolo de comunicación, que permite el intercambio de octetos, en 
nuestro caso TCP/IP. 
2. Un par de direcciones del protocolo de red, dirección IP. 
3. Un par de números de puerto. 
 
Un socket corresponde a un proceso o hilo existente en la maquina cliente y en 
la maquina servidora, que sirve en palabras simples para que el programa 
servidor y el cliente envíen y reciban información, esta es transmitida por las 
diferentes capas de red. 
 
2.2.2.3.2 TIPOS DE SOCKETS  
 
Las propiedades de los sockets dependen de las características del protocolo 
en que se implementan. Los dos más utilizados son TCP Y UDP. 
 
El protocolo TCP, brinda seguridad en la transmisión de datos, seguridad en la 
recepción, integridad y en secuencia, entre otros. 
 
El protocolo UDP es un protocolo no orientado a la conexión, solo garantiza que 
el mensaje llegue bien. No se garantiza que llegue o que lleguen todos los 
mensajes en el mismo orden que se mandaron.    
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2.2.2.4 DIRECCIONAMIENTO EN INTERNET 
 
Para acceder a determinados recursos a través de internet utilizamos una 
dirección, que nos permite identificar los distintos tipos de servicios y peticiones 
dentro de la red global. Esta dirección es la URL (por sus siglas en inglés 
Uniform Resource Locator) y presenta cuatro campos dentro de ella que 
alcanzar el destino y a la vez hacer la peticion. 
 
1) Protocolos: Define el protocolo por el cual nos queremos conectar a un 
servidor específico, el cual va implícito en la URL, como el caso de HTTP 
que hace referencias a páginas web. 
 
2) Nombre del servidor: En este segmento se escribe la dirección IP o DNS       
           asociada al servidor que se desea acceder. 
 
3) Puerto: Especifica el número de puerto o socket TCP/IP mediante el cual 
se hace el acceso al servidor. Normalmente algunos protocolos ocupan 
ciertos puertos por defecto, como HTTP que utiliza el 80, pero también 
se pueden fijar dependiendo el tipo de aplicación o servicio. 
 
4) Ruta: Indica una ubicación especifica dentro del servidor, ya sea a un 
documento, archivo, API’s, entre otros servicios. 
 
2.2.2.5 PROTOCOLO MQTT  
 
MQTT o Message Queue Telemetry Transport, es un protocolo client-server con 
el esquema publish/subscribe, y fue diseñado para su fácil implementación. 
Este protocolo  nos permite enviar datos de telemetría como mensajes, a través 
de redes de alta latencia o con restricciones. Este protocolo de comunicación 
está pensado principalmente para redes inalámbricas y con bajo ancho de 
banda, lo cual nos permite la comunicación Machine to Machine e Internet de 
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las Cosas (OASIS Standard, 2015), donde se require optimización de los datos 
de conexión y ancho de banda. Estas características lo hacen ideal para la 
conexión entre sensores, microcontroladores, dispositivos móviles a través de 
medios como WiFi, conexiones GPRS, ZigBee, Satelital, entre otros. 
 
MQTT ofrece un protocolo de comunicación basada en el patrón  
publish/subscribe, que es un alternativa al modelo cliente-servidor. En este 
modelo el  patrón pub/sub desacopla al cliente que está publicando datos, de 
los clientes que lo reciben, por lo que el publisher y el subscriber no saben de la 
existencia del otro. Es sumamente ligero y altamente escalable, el cual asegura 
la entrega de datos cuando sea requerido. Los clientes actúan enviando y 
recibiendo mensajes con otras aplicaciones a través del Servidor MQTT o 
Broker. Este tercer componente, es conocido por los publishers y los 
subscribers, y su función es la de filtrar los mensajes entrantes y 
distribuyéndolos apropiadamente (Mijovic, Shehu, & Buratti, 2016). 
Determinados datos recopilados por el bróker se enviaran a determinados 
subcribers dependiendo al tópico que estén subscritos. 
 
El principio con el cual se produce el intercambio de datos es  Los publishers 
envían los mensajes o datos a un canal llamado topic. Los subscribers pueden 
leer estos mensajes y datos. Los tópicos pueden estar distribuidos 
jerárquicamente, para poder seleccionar exactamente los datos que 
necesitamos y solicitamos. 
 
Los clientes establecen una conexión TCP con el bróker. Los clientes B y C se 
suscriben al tópico temperatura como se muestra en la figura. 
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Figura 16 Clientes B y C suscribiéndose a A. 
 
El cliente A publica en el tópico temperatura un valor de 22,5°. El bróker entrega 
el mensaje a todos los clientes que previamente se hayan suscrito al tópico 
temperatura. 
 
 
Figura 17 Publicación a un tópico actualiza los datos de los clientes suscriptores. 
 
Este protocolo corresponde a la capas 5, 6 y 7 las cuales corresponden a 
aplicación, y puede funcionar sobre TCP/IP. Por lo tanto MQTT es responsable 
de establecer el enlace de comunicación o sesión entre la computadora emisora 
y receptora. También la capa de presentación provee el paso de la información 
de las capas adyacentes  y permite la comunicación entre las aplicaciones en 
distintos sistemas informáticos, intentando de esta manera que resulte 
transparente para las aplicaciones. Finalmente, la capa de aplicación contiene 
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toda la lógica necesaria para ejecutar las aplicaciones finales y de usuario, esta 
capa soporta el componente de comunicación de una aplicación, sincronizando 
aplicaciones, controlando integridad de los datos, identificando los componentes 
o usuarios de la comunicación deseada, entre otras acciones. 
 
 
Figura 18 MQTT TCP/IP Stack. 
Recuperado de http://www.hivemq.com/mqtt-essentials/ 
 
El formato del header del mensaje MQTT se muestra a continuación:  
 
 
Figura 19 MQTT Formato de mensaje. 
 
-DUP: Duplicate Delivery, esto se utiliza para reenviar el mensaje en caso de no 
recibir un acknowledge. Esto es relevante para niveles de QoS mayores a 0. 
 
-QoS Level: Nos permite definir la seguridad con que los datos son recibidos, 
mientras mayor el nivel, mayor es la comprobación de entrega de los mensajes. 
Sus niveles son 0, 1 y 2. 
 
-Retain: Esto nos permite definir si el mensaje será retenido en un tópico 
específico. Los nuevos clientes que se suscriben al tópico recibirán el mensaje 
retenido después de suscribirse. 
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2.2.2.5.1 PUBLISH  
 
Después de que un cliente se conecta a un broker, este puede publicar 
mensajes. Cada mensaje debe contener un tópico, el cual será usado por el 
broker para enviar los mensajes a los clientes suscritos. Cada mensaje deberá 
contener también un payload, el cual contendrá los datos en formatos de bytes. 
El contenido del payload puede venir en distintos formatos, incluso en formatos 
como XML o JSON.  
 
Un ejemplo de paquete publish será mostrado a continuación: 
 
 
Figura 20 Ejemplo de publish MQTT. 
Recuperado de http://www.hivemq.com. 
 
2.2.2.5.2 SUBSCRIBE  
 
Un cliente necesita suscribirse a un tópico del broker, el cual entregara los 
datos a estos, dependiendo los tópicos suscritos. Un mensaje subscribe es 
bastante simple, solo contiene un identificador y una lista de suscripciones con 
sus respectivos QoS. En caso de no especificar el QoS, por defecto será 0. 
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Figura 21 Ejemplo de subscribe MQTT. 
Recuperado de http://www.hivemq.com. 
 
2.2.2.5.3 SEGURIDAD  
 
Los datos que se intercambian a través de este protocolo pueden ser críticos 
dependiendo la aplicación o entorno, por lo que es posible garantizar la 
seguridad de los intercambios e varios niveles: 
 
 Transporte en SSL/TLS 
 Autenticación mediante certificados SSL/TTS 
 Autenticación mediante usuario y contraseña 
 
2.2.2.5.4 QOS  
 
QoS por sus siglas en ingles de Quality of services, es un servicio que MQTT 
integra, para poder elegir la calidad de entrega de los datos, o calidad de 
servicio. El Publisher es el que tiene la posibilidad de definir la calidad de su 
mensaje. 
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Los tres niveles posibles son: 
 
-QoS 0 o At most once (fire and forget): Los mensajes pueden entregarse en 
base a los mejores esfuerzos de la red de Protocolo Internet subyacente, pero 
se pueden producir pérdidas de mensajes.   
 
-QoS 1 o At least once: se asegura que los mensajes llegan, pero se pueden 
producir duplicados. 
 
-QoS 2 o Exactly once: asegura que los mensajes llegan exactamente una sola 
vez. Es útil en el caso que datos duplicados o perdidos puedan provocar un 
problema o generar cargos incorrectos.  
 
2.2.2.6 MESSAGE BROKER MQTT  
 
Para crear las comunicaciones es necesario un Broker, el cual será el software 
central que permitirá las comunicaciones entre los clientes. Dependiendo del 
tipo de implementación, un broker puede manejar hasta miles de conexiones 
concurrentes de clientes MQTT. 
 
El broker es el responsable de recibir los mensajes, filtrarlos, definir quiénes son 
los clientes suscritos a esos mensajes y enviar los mensajes a estos clientes 
suscritos. También puede mantener la sesión de todos los clientes persistentes, 
incluyendo suscripciones y mensajes perdidos. Otra responsabilidad que el 
broker puede tener es la autentificación y autorización de clientes. 
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Figura 22 Funcionamiento básico del Broker. 
Recuperado de https://www.ibm.com/developerworks/cloud/ 
 
Existen distintos tipos de brokers, algunos que podemos instalar en nuestros 
dispositivos, pero también hay brokers en línea o en la nube. Si queremos 
instalar nuestro propio broker, existe una version open source llamada 
Mosquitto, la cual tiene soporte para todos los sistemas operativos más usados.    
 
2.2.2.6.1 ECLIPSE MOSQUITTO  
 
La fundación Eclipse está dedicada a la creación de soluciones abiertas de 
software mediante el mantenimiento de sus entornos de programación, donde 
una de sus plataformas es Eclipse, usada por desarrolladores hace muchos 
años (Fundacion EOI, 2015). Dentro de las actividades de la fundación Eclipse 
existe un proyecto dedicado al IoT el cual está encargado del mantenimiento de 
soluciones de código abierto en multitud de plataformas de varios protocolos 
claves en el desarrollo de este sector, como MQTT, LWM2M, ETSI M2M y 
CoAP.  
 
Uno de los proyectos más enfocados al desarrollo del IoT es Mosquitto, un 
broker de mensajes open source, que implementa el protocolo MQTT version 
3.1 y el 3.1.1, el cual provee un método liviano para transmitir mensajes usando 
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el modelo publish/subscribe. Este Broker es posible instalarlo en cualquier 
sistema operativo, y nos permite crear un broker para uso local o remoto. 
 
2.2.2.6.2 BROKER EN LA NUBE  
 
Algunos de los brokers que podemos utilizar en la nube son Cloud MQTT, 
Eclipse IOT, Test Mosquitto, Adafruit.IO entre otras. Para hacer uso de estos 
brokers solo debemos ingresar su dirección IP o DNS y el número de puerto, 
que por lo general es 1883, también es posible hacer uso de otros puertos que 
poseen cifrado o que son MQTT sobre websockets. El broker que se ocupara 
en este proyecto corresponde a la Cloud MQTT, a través de la siguiente 
dirección. 
 
mqtt://m12.cloudmqtt.org:18860 
 
 
2.2.2.7 DNS  
 
El DNS o por sus siglas en inglés Domain Name Service es un sistema de 
nombres que nos permite traducir desde un nombre de dominio a una dirección 
IP, y vice-versa. Debido a que Internet solo funciona en base a direcciones IP, 
el DNS permite que los humanos usemos nombres de dominio que nos 
permitan recordar de manera más simple la dirección asignada a nuestros 
dispositivos. 
 
El DNS en Internet es un sistema distribuido, jerárquico, replicado y tolerante a 
fallas. Su punto central se basa en un árbol que define la jerarquía entre los 
dominios y los subdominios. En un nombre de dominio la jerarquía se lee de 
derecha a izquierda. Por ejemplo nodebotred.serveuser.com, el dominio más 
alto corresponde a .com.  
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Cada componente de un dominio posee un servidor primario y varios servidores 
secundarios. Estos servidores tienen la misma autoridad para responder a ese 
dominio, pero solo el primario tiene derecho a hacer modificaciones en el. Por lo 
mismo el servidor primario tiene la copia maestra y los secundarios copian 
información desde el. 
 
2.2.2.8 ECMASCRIPT  
 
JavaScript es un lenguaje de scripting multiplataforma y orientado a objetos. Es 
un lenguaje de programación pequeño y liviano. Dentro del ambiente o 
funcionamiento en un host, JavaScript puede conectarse a distintos objetos del 
ambiente, o del dispositivo y proporcionar control programático sobre ellos. 
 
JavaScript nos provee un numero de librerías entandar de objetos, como 
módulos math, Date para fechas, manejo de arrays y un conjunto central de 
elementos del lenguaje, como operadores, estructuras de control, y sentencias. 
El núcleo de este lenguaje puede extenderse para muchos propósitos y 
funcionalidades, complementándolo con objetos adicionales y una creciente 
cantidad de librerías tanto para el front-end como para el back-end. 
 
JavaScript ha sido desde hace años usado en los navegadores, en el lado del 
cliente o front-end, orientado a manejar los eventos que ocurren en el 
navegador y la interacción del usuario con la interfaz, pero hace algunos años 
ha sido implementado JavaScript en el lado del servidor, gracias a un intérprete 
que permite tener todo el poder de este lenguaje en el servidor o back-end.  
 
Client-Side JavaScript: Extiende el núcleo del lenguaje, dándonos objetos 
capaces de controlar un navegador y su modelo de objetos o DOM (por sus 
siglas en inglés Document Object Model). La librería del lado del cliente nos 
permite que una aplicación agregue elementos HTML y sea capaz de responder 
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a los eventos del usuario, como el click o posición del mouse, periféricos USB, o 
llenar datos en un formulario y navegación de páginas. 
 
Server-Side JavaScript: Extiende el núcleo del lenguaje, proporcionando objetos 
relevantes y útiles para la ejecución de JavaScript en un servidor. Las 
extensiones y funciones del lado del servidor nos permiten que una aplicación 
sea capaz de comunicarse con base de datos, manipulación de archivos,  
comunicación en tiempo real a través de sockets, etc. 
 
2.2.2.9 NODE.JS  
 
Las primeras versiones del lenguaje JavaScript solo servían en los browsers, o 
sea del lado del cliente. Este era capaz de darle dinamismo a páginas web y 
automatizar peticiones o comunicaciones con el servidor. JavaScript es un 
lenguaje el cual ha ido madurando, la creación de nuevos módulos y funciones 
han expandido las potencialidades de este lenguaje llevándolo a distintos 
contextos. 
 
Node.js es un entorno de ejecución y librería, que permite correr JavaScript en 
el lado del servidor o backend, para esto el código necesita ser interpretado y 
ejecutado, para lo cual hace uso de la máquina virtual V8 de Google, el mismo 
entorno de ejecución que ocupa el navegador Google Chrome (Dahl, 2009). 
Node.js es cada vez más usado para la creación de aplicación en tiempo real, 
como aplicaciones de chat, entornos colaborativos y tiempo real, servidores de 
videojuegos, servidores de streaming entre otras, debido a la rapidez que ha 
demostrado frente a otros lenguajes de servidores (Nkenyereye, Jang, 2016). 
Esto debido a su funcionamiento usando non-blocking I/O  y eventos 
asíncronos. 
 
Este entorno y lenguaje nos permite realizar programación basada en eventos, 
en la cual el flujo de un programa es determinado por eventos como las 
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acciones del usuario como click de mouse, teclas, sensores o mensajes desde 
otros programas. 
 
Node.js es cada vez más usado para la creación de aplicación en tiempo real, 
como aplicaciones de chat, entornos colaborativos y tiempo real, servidores de 
videojuegos, servidores de streaming entre otras y aplicaciones que se ejecuten 
a través de dispositivos distribuidos. Esto debido a su funcionamiento, el cual 
usa non-blocking I/O  y eventos asíncronos. 
 
2.2.2.9.1 CARACTERÍSTICAS DEL LENGUAJE DE PROGRAMACIÓN 
 
Debido a que Node.js es un entorno de programación, posee todas las 
características que poseen otros lenguajes de programación de alto nivel. 
 
-Una gramática que define su sintaxis. 
-Un compilador que lo interpreta y ejecuta. 
-Mecanismos para interactuar con el exterior. 
-Librería estándar (consola, ficheros, red, etc.). 
-Utilidades (intérprete, depurador, paquetes, etc.). 
 
La máquina virtual V8, es la encargada de definir la gramática de su sintaxis, y 
a la vez es un compilador que lo interpreta y lo ejecuta, sin la necesidad de un 
intérprete. Por su parte el núcleo o Core de Node.js  es la encargada de 
interactuar con el exterior o con distintos procesos, gracias a librerías o clases 
para distintos usos dentro de un sistema operativo, y diferentes utilidades que 
extienden el poder de este entorno de programación. 
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Tabla 3 Características de lenguajes de programación de back-end. 
 
2.2.2.9.2 MODELO ASÍNCRONO Y NO BLOQUEANTE  
 
Tradicionalmente, el modelo de ejecución que utilizan la mayoría de los 
lenguajes y paradigmas de programación corresponde con un tratamiento 
secuencial del cuerpo del programa. Los programas son entendidos como 
secuencias de instrucciones, las cuales son ejecutadas ordenadamente y la 
ejecución de cada operación no da comienzo hasta que no termina la anterior. 
En este modelo las operaciones son bloqueantes ya que interrumpen el flujo de 
ejecución del programa, impidiendo que la siguiente instrucción comience hasta 
que lo anterior haya terminado.   
 
La programación asíncrona nos da la posibilidad de hacer que algunas 
operaciones devuelvan el flujo de control al programa, antes de que hayan 
terminado. Esto nos permite agilizar el proceso de ejecución y por lo general 
permite aumentar la escalabilidad, pero complica un poco el razonamiento 
sobre el programa en ciertos puntos. 
 
2.2.2.9.3 CARACTERÍSTICAS PRINCIPALES ASINCRONÍA  
 
-Operaciones no bloqueantes: Ahora algunas operaciones son no bloqueantes 
ya que pueden devolver el control al programa antes de finalizar su tarea, 
mientras se siguen ejecutando en segundo plano. 
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-Ejecución no secuencial: No se mantiene el orden secuencial puesto que la 
ejecución de la instrucción que sigue a una operación no bloqueante, se 
adelanta antes que dicha no bloqueante haya terminado. 
 
-Imposible razonar estado: La falta de secuencialidad estricta en la ejecución 
del programa hace difícil determinar el estado al comienzo de cada operación. 
 
-Aumento de la escalabilidad: La asincronia nos permite que los siguientes 
procesos en espera adelante su ejecución, aumentando la velocidad y la 
ejecución de más funciones. 
 
 
Figura 23 Ejecución de programa no secuencial. 
 
2.2.2.9.4 CALLBACKS  
 
El modelo nativo que usa Node.js en sus APIs para dar soporte a la 
programación asíncrona es el de paso a través de continuadores. Cada 
operación no bloqueante recibe una función como último parámetro, el cual 
incluye la lógica de continuación que se debe invocar, al terminar de ejecutarse 
la función, esta función puede ser tanto para procesar los resultados en caso de 
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terminar con éxito la función, o manejar errores. Estas funciones son llamadas 
Callback. 
 
 
Figura 24 Flujo de programa a través de callbacks. 
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2.2.2.9.5 VENTAJAS Y DESVENTAJAS DE NODE.JS 
 
La siguiente tabla muestra ventajas e inconvenientes de usar Node.js como 
entorno de programación: 
 
VENTAJAS DESVENTAJAS 
-Sencillo para esquemas 
solicitud/respuesta 
-Complejidad en la definición de una 
lógica 
 de control de flujo elaborada 
-Alineado con los esquemas de 
programación 
funcional 
 
-Difícil establecer mecanismos de 
coordinación 
-Fácil de entender como mecanismo 
conceptual 
-Difícil establecer mecanismos de 
sincronización 
-Esquemas de comunicación 1:N o N:M 
-La lógica de secuanciamiento queda 
diluida en los manejadores 
-Fácil extensibilidad del sistema reactivo, 
por 
medio de la adición de nuevos 
manejadores. 
  
-Arquitectura Unificada (Javascript Full 
Stack). 
 
-Código reutilizable. 
 
-Excelente rendimiento y escalabilidad. 
  
Tabla 4 ventajas y desventajas de Node.js. 
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2.2.2.10 NODE-RED  
 
Node-red es una herramienta poderosa para la construcción de aplicaciones del 
Internet de las Cosas, con foco en simplificar la integración de código y 
funciones, a través de bloques para realizar las tareas. Usa un enfoque de 
programación visual que permite a los desarrolladores conectar los bloques de 
código predefinidos, conocidos como nodos, para realizar tareas simples o 
compuestas. Los nodos conectados, corresponden por lo general a nodos de 
entrada, nodos de procesamiento y nodos de salida, los cuales crean el flujo. 
Podemos acceder a este entorno de programación a través de navegadores 
web, ya que es servido a través de HTTP. 
 
 
Figura 25 Funcionamiento interfaz Node-Red 
Recuperado de noderedguide.com 
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Originalmente fue desarrollado como un proyecto de código abierto por el grupo 
de Tecnologías Emergentes de IBM a finales del 2013, para satisfacer su 
necesidad de conectar rápidamente el hardware y los dispositivos a los 
servicios web,  y otras aplicaciones de software, algo así como una especie de 
adhesivo para el I/O.  
 
Una versión inicial de Node-Red fue lanzado como un proyecto de código 
abierto a finales de 2013, lo cual genero un activo grupo de usuarios y 
desarrolladores durante el año 2014. Este ha evolucionado para ser una 
herramienta de propósito general para el desarrollo y la programación de 
aplicaciones. A pesar de hacer sido originalmente diseñado para trabajar con el 
Internet de las Cosas, se ha vuelto útil para una gran variedad de aplicaciones e 
integraciones y ya se ha visto adopción significativa por los fabricantes, los 
experimentadores y una serie de grandes y pequeñas empresas la usan para 
sus necesidades. 
 
 
Figura 26 Interfaz de programación en navegador web Node-Red. 
 
Node-Red combina dos factores que lo hacen poderoso, por una parte un 
ejemplo de modelo de programación basado en flujo, donde los mensajes 
representan el flujo entre los nodos, gatillando procesamientos que resultan en 
una salida. El modelo de programación basada en flujos se acomoda muy bien 
a las aplicaciones para el Internet de las Cosas, debido a la caracterización de 
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eventos de la vida real, que gatillan procesamiento y eventos de acción en la 
vida real, para lo cual los paquetes de Node-Red proveen de un modelo simple 
y uniforme para los eventos. 
 
El segundo factor que da poder a Node-Red son los bloques de construcción 
que nos provee. Estos bloques son poderosos nodos de entrada y salida, los 
cuales esconden gran parte de su complejidad de funcionamiento, esto significa 
para los desarrolladores centrarse en los flujos e integración de hardware y 
funciones, sin tener que centrarse tanto en detalles de programación. Estos dos 
factores hacen a Node-Red una herramienta poderosa para el desarrollo de 
aplicaciones IoT.  
 
Los nodos que el sistema posee, se ven como simples iconos, los cuales 
pueden ser arrastrados directamente al canvas de trabajo y unirlos a través de 
conectores para crear los flujos de datos. 
 
En Node-Red, todos los flujos se basan en una lógica básica, que consiste en 
una entrada, un procesamiento y una salida. Lo que entra en los flujos es 
siempre un objeto msg con la información que contenga, este msg se va 
transformando conforme se realiza el procesamiento en el flujo. Por ello se 
debe tener cuidado de la manipulación del msg dentro de los flujos. 
 
Las propiedades más utilizadas del objeto msg son los siguientes. 
 
msg.payload: contiene el cuerpo del mensaje, por ejemplo el valor de un 
sensor, un contenido de una página, de un archivo, etc. 
 
msg.location: es un objeto que contiene a su vez propiedades de información de 
localización. Entre ellas msg.location.lat, msg.location.lon, msg.location.name, 
etc. 
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msg.time: el tiempo puede ser desde un objeto Date de Javascript, o un número 
de milisegundos o periodos de tiempo. 
 
msg.description: una pequeña explicación de lo que contiene el mensaje, esta 
propiedad es opcional. 
 
2.2.2.10.1 NODOS  
 
Cada nodo ofrece diferente funcionalidad, el cual puede ir de un simple nodo de 
debug para monitorear lo que sucede en el flujo, hasta flujos de control de 
hardware para hardware embebido. 
 
Existen tres tipos principales de nodos: 
 
-Input Nodes o nodo de entrada: nos permiten ingresar datos dentro de nuestra 
aplicación Node-RED o flujo. Se pueden usar inputs de entrada para conectar 
datos de otros servicios, como Twitter, Google, serial, Websocket o nodos TCP, 
o añadir datos manualmente a través del nodo inject. 
 
 
Figura 27 Nodos de entrada. 
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-Output Nodes o nodo de salida: estos nodos nos permiten enviar datos fuera 
del flujo. Podemos usar estos nodos para enviar datos a servicios externos, a 
través de TCP, serial, mail, Twitter u otras conexiones a través de la red. 
 
 
 
 
 -Processing Nodes o nodo de procesamiento: Estos nodos nos permiten 
procesar los datos provenientes de otros nodos. Poseen puntos de entrada y de 
salida. Nos permiten transformar el tipo de datos (json, csv, XML) de los nodos, 
también usar los datos para activar otras funciones o acciones, o crear bloques 
de códigos personalizados haciendo uso de los datos recibidos, como lo hace el 
nodo function. 
 
Figura 28 Nodos de salida 
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Figura 29 Funciones de procesamiento y conversión. 
 
 
2.2.2.10.2 VENTAJAS  
 
Gracias al entorno de programación Node.js y la herramienta Node-Red, es 
posible hacer un control de los flujos de programa, para acciones como el 
sistema de control de software, sistema de comunicaciones, logrando así una 
ágil comunicación entre sistemas, y permitiéndonos crear flujos de programa 
que sean capaces de automatizar acciones y manejo de datos proveniente de la 
interacción con el medio, con el usuario o con la nube. 
 
Una de las características principales de Node-Red, es que nos permite a 
través de una interfaz web, programar nuestro sistema en tiempo real, pudiendo 
realizar los cambios a todo el programa, o solo a los flujos que fueron 
modificados. Esta característica es bastante útil ya que si queremos expandir 
las funcionalidades no es necesario la detención, ni cableado para reprogramar 
el sistema, sino que solo se añaden los flujos que necesitan agregarse. 
 
Gracias a sus diferentes espacios de trabajo para crear flujos, podemos crear 
manejadores de eventos, para la fácil comunicación con el Broker y por lo 
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mismo, con los distintos periféricos. Estos manejadores de eventos nos 
permiten tener un buen gestionador de acciones para el análisis de los datos 
entrantes y de acciones que ocurran en el sistema o sean previamente 
programadas. 
 
2.2.2.11 NPM  
  
Administrador oficial de paquetes para Node, este se instala automáticamente 
cuando instalamos Node, pero también es instalable vía línea de comandos, 
para poder especificar versión o actualización. El formato de instalación de 
paquetes es a través de línea de comandos. Por ejemplo el siguiente comando. 
 
$npm install some-package --save 
 
Este instalaría la librería con nombre some-package, si es que esta existiera, 
dentro de una librería llamada node_modules, dentro de nuestras carpeta en la 
raíz del proyecto. El comando --save, guarda el nombre de la librería en un 
archivo de configuración de proyecto en Node, llamado package.json, con el fin 
de documentar y poder instalar librerías fácilmente. 
 
2.2.2.12 JSON  
 
JSON por sus siglas de JavaScript Object Notation, no corresponde a un 
software, sino a un formato ligero para el intercambio de datos, es un 
subconjunto de la notación de objetos del lenguaje de programación JavaScript, 
del Standard ECMA-262 (json.org). Es un formato de texto que es 
completamente independiente del lenguaje JavaScript, pero que utiliza 
convenciones que son ampliamente conocidas por los programadores de 
lenguajes como C, C++, C#, Java, Perl, Python y muchos otros (json.org). Esto 
lo hace un formato ideal para el intercambio de datos. 
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JSON está formado por dos estructuras: 
 
 Una colección de pares de nombre/valor. En otros lenguajes, esto es 
conocido como un objeto, registro, estructura, diccionario, tabla hash, 
lista de claves o un arreglo asociativo. 
 Una lista ordenada de valores. En la mayor parte de los lenguajes esto 
se implementa como arreglos, vectores, listas o secuencias. 
 
Un objeto es un conjunto de pares nombre/valor, no necesariamente ordenado. 
Un objeto comienza con una llave “{” y termina con una llave de cierre “}”. Cada 
nombre es seguido por un dos puntos “:” y los pares nombre valor estan 
separados por una coma “,”. 
 
 
Figura 30 Estructura de un objeto en JSON. 
Recuperado  de www.json.org. 
 
La simplicidad de este formato ha dado lugar a la generalización de su uso, 
especialmente como alternativa a XML en AJAX, pero también es posible verlos 
juntos si existen fuentes de datos de distintas fuentes. 
 
 
 
 
2.2.2.13 MYSQL  
 
MYSQL consiste en un sistema de gestión de bases de datos relacionales de 
código abierto multiplataforma basado en un lenguaje de consultas estructurado 
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SQL, que albergan la información en tablas separadas que se enlazan a través 
de relaciones, permitiendo combinar los datos almacenados al momento en que 
el usuario realiza una petición de información. 
 
Sus principales ventajas son su bajo consumo de memoria física para poder ser 
ejecutado en máquinas con bajo rendimiento, su facilidad de configuración e 
instalación y su velocidad al realizar las operaciones necesarias (Cambra, 
2008). 
 
MYSQL puede ser operado vía web por phpMyAdmin, herramienta de software 
escrita en lenguaje PHP que integra una interfaz gráfica de usuario para el fácil 
manejo de la base de datos, como también a través de línea de comandos vía 
SSH y diferentes clientes como el de JavaScript o Node.js.  
 
2.2.2.14 INTERFAZ DE USUARIO  
 
Llamamos interfaz de usuario UI por el inglés User Interface, o GUI del inglés 
Graphical User Interface, a todo el conjunto de componentes que posibilitan la 
interacción entre un usuario y la aplicación o proceso. Esto se refiere a los 
botones, ventanas, cajas de diálogos, campos de texto, gráficos e imágenes, 
datos de la aplicación, etc. 
 
Para crear una interfaz de usuario es necesario diseñar la aplicación, 
programarla y por ultimo programar los eventos que se generan a medida que 
el usuario interactúa con la interfaz gráfica. 
 
2.2.2.14.1 APLICACIONES NATIVAS  
 
Es la que se desarrolla de forma específica para un determinado sistema 
operativo o sistema. Cada una de las plataformas tiene un sistema diferente, 
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por ejemplo en Android, IOS, Windows Phone, tendríamos que hacer diferentes 
apps con el lenguaje del SO seleccionado. 
 
La ventaja principal con respecto a los otros dos tipos de aplicaciones, es la 
posibilidad de acceder a todas las características del hardware móvil. Esto hace 
que la experiencia de usuario o UX sea mucho más positiva que con otras apps. 
 
Las aplicaciones nativas no necesitan necesariamente de conexión a internet 
para que funcionen, por lo que sería bueno en el caso de manejar hardware 
localmente. 
 
                  Ventajas         Inconvenientes 
-Acceso completo a hardware del 
dispositivo. 
-Mejor experiencia para el usuario. 
-Visibilidad en las app sores. 
-Envió de notificaciones o aviso al 
usuario. 
-La actualización es constante. 
-Diferentes habilidades o 
herramientas para cada plataforma o 
destino. 
-Tienden a ser un poco más costosas 
de desarrollar. 
-El código del cliente no es reutilizable 
entre las diferentes plataformas. 
Tabla 5 Ventajas y desventajas de las aplicaciones nativas. 
 
2.2.2.14.2 APLICACIONES WEB  
 
Una aplicación web o web-app es la aplicación desarrollada con lenguajes muy 
conocidos entre los programadores, como lo son el HTML, JavaScript y CSS. 
La ventaja principal con respecto a la nativa es la posibilidad de programar 
independiente del SO en el que se ejecutara la aplicación. Por lo tanto podemos 
ejecutar en diferentes dispositivos sin tener que crear varias aplicaciones. 
 
La gran diferencia con una aplicación nativa, es que no necesita instalación por 
lo que no pueden estar visibles en un tienda de apps, por lo que su proporción y 
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comercialización deben realizarse de forma independiente. De todas formas es 
posible crear accesos directos  que serían el homologo a instalar una aplicación 
en el dispositivo. 
 
Ventajas Inconvenientes 
-Es posible la instalación nativa pero 
construida en JavaScript, HTML y 
CSS. 
-El mismo código base para las 
diferentes plataformas 
-acceso a parte del hardware 
-experiencia del usuario más propia 
de la aplicación web que la aplicación 
nativa. 
-diseño visual no siempre relacionado 
con el SO en el que se ejecute.  
Tabla 6 Ventajas y desventajas de una web-app. 
 
2.2.2.14.3 APLICACIONES HÍBRIDAS 
 
La aplicación híbrida corresponde a la combinación de las 2 anteriores, se 
puede decir que utiliza lo mejor de cada una de ellas. Las aplicaciones híbridas 
se desarrollan con los lenguajes propios de las web-apps, es decir HTML, 
JavaScript y CSS, por lo que permite el uso de estas en diferentes plataformas, 
pero también nos dan la posibilidad de acceder a las diferentes características 
de hardware del dispositivo. La principal ventaja es que a pesar de estar 
desarrollada con lenguajes web, es posible agrupar los códigos y distribuirla en 
las distintas tiendas de aplicaciones. 
 
 
2.2.2.15 HTML5 Y JAVASCRIPT 
 
HTML5 no corresponde a una nueva versión del antiguo lenguaje de etiquetas, 
sino a un nuevo concepto para la construcción de sitios web y aplicaciones en 
una nueva era donde se combinan los dispositivos móviles, computación en la 
nube y trabajos en red. 
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El lenguaje y la web misma nacieron principalmente con la intención de 
comunicar información por medio de texto. El limitado objetivo de HTML motivó 
a muchas compañías a desarrollar nuevos lenguajes y programas para agregar 
características a la web nunca antes implementadas. Estos desarrollos iniciales 
han crecido hasta llegar convertirse en populares y poderosas herramientas. 
 
De las opciones propuestas, Java y Flash fueron de las más exitosas al 
momento de darle interacción a la web, ambas fueron masivamente adoptadas 
y ampliamente consideradas como el futuro de internet. El mayor inconveniente 
de Java y Flash puede relacionarse a la falta de integración. Ambos fueron 
concebidos como plugins, algo que es parte de la estructura pero que lo único 
que comparte con la aplicación es espacio dentro de la pantalla. No existe 
comunicación o integración con la aplicación donde se ejecuta. 
 
JavaScript, un lenguaje interpretado incluido en navegadores, era la manera 
más clara de mejorar la experiencia de usuario, y proveer funcionalidad a la 
web. A lo largo de los años este software para acceder a la web fue 
evolucionando, y los navegadores comenzaron a mejorar sus intérpretes 
JavaScript. 
 
Impulsados por las mejoras otorgadas por los navegadores, desarrolladores de 
todas partes del mundo comenzaron a aplicar JavaScript en sus aplicaciones de 
un modo nunca antes visto. La innovación más los increíbles resultados 
obtenidos comenzaron a llamar la atención de los programadores. Pronto nació 
lo que sería llamado la Web 2.0 (Gauchat, 2012) y la percepción de JavaScript 
cambió radicalmente. 
 
En los últimos años programadores y diseñadores web a lo largo de todo el 
mundo han surgido con trucos increíbles para superar limitaciones de esta 
tecnología. Gracias a esto JavaScript, junto con HTML5 y CCS (lenguaje de 
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estilos), se convirtieron en la más perfecta combinación para la necesaria 
evolución de la web. 
 
La aplicación web es almacenada en un servidor, ya sea local o remoto, con el 
cual una vez abierta la aplicación puede interactuar con diferentes 
funcionalidades programadas en el servidor, como acceso a la base de datos o 
interacción con el hardware host, como se muestra en la figura. 
 
 
Figura 31 Funcionamiento de petición al servidor de una aplicación web. 
Recuperado de www.adobe.com. 
 
Debido a que Node.js nos permite la implementación de servidores, con los 
cuales podemos servir archivos estáticos, la combinación de HTML5 y 
JavaScript es ideal para crear interacción e interfaces que puedan comunicarse 
con nuestro servidor del robot. 
2.2.3 ESTÁNDARES ASOCIADOS AL PROYECTO 
 
ISO/IEC 16262 - ECMAScript Language Specification. 
 
El European Computer Manufacturers Association o ECMA es una organización 
internacional basada en membresías de estándares para la comunicación y la 
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información. En el año 1997 se crea una comisión en la ECMA, para 
estandarizar el lenguaje JavaScript, lo cual fue propuesto por Netscape 
Communications Corporation. A partir de ese entonces, los estándares de 
JavaScript se rigen como ECMAScript. 
 
No solo JavaScript se basa en el lenguaje ECMAScript, existen otro como 
JScript, ActionScript, TypeScript que también lo hacen. Debido a que JavaScript 
es derivado de ECMAScript, la version de JavaScript depende de la version de 
su lenguaje raíz, por lo que en este momento el lenguaje corresponde a su 
version de ECMAScript 6, la que respecto a su anterior version, trae cambios en 
la sintaxis de su lenguaje. 
 
 
 
 
 
 
 
 
 
 
 
 
3 DESARROLLO DE COMPONENTES 
 
3.1 MODELAMIENTO DE LA SOLUCIÓN 
 
Desarrollar sistema de control de software y hardware para el control microclima 
de cultivo, con interfaces de usuario para el monitoreo u control local o remoto, 
este sistema será comunicado o corresponderá a un Gateway IoT. Esto a través 
del hardware Raspberry Pi 3 Version B, que nos permitirá el control del sistema, 
 82 
 
acceso a datos de sensores de temperatura, humedad relativa, luz y 
agua/lluvia, almacenamiento de datos localmente o en la nube, la capacidad de 
interactuar remotamente entre un usuario a través de interfaces multiplataforma 
y la comunicación Machine to Machine a través de protocolos de aplicación 
Websockets y MQTT. Este sistema de microclima puede ser monitoreado a 
través de una interfaz de usuario en tiempo real y multiplataforma. Este sistema 
será creado gracias a Node.js, un lenguaje de programación asíncrono y 
orientado a eventos y Node-Red, para la creación de flujos de programa 
basados en eventos y comunicación. Todo para adaptar las nuevas tecnologías 
del Internet de las Cosas, y así dotar a nuestros sistemas de distintas funciones 
y capacidades más avanzadas en cuanto a comunicación e inteligencia. 
 
 Para la realización de la solución, realizaremos un prototipo funcional, el cual 
estará basado en el hardware Raspberry Pi 3.  
 
 
Figura 32 Componentes y conexiones. 
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El consumo de nuestro prototipo será de 5V para la lógica y sensores, y 12V 
para los actuadores. 
 
3.2 DISEÑO DEL SISTEMA 
 
Por temas estructurales y también para la facilidad de uso, el sistema será 
modular, donde una de sus piezas será el  Gateway IoT, el nodo de sensores y 
actuadores, y las instancias en la nube. Esto corresponde a los elementos 
principales de la arquitectura del internet de las cosas, los cuales serán 
conectados a través de protocolos de comunicación que nos permiten enviar 
datos a través de internet, estos protocolos corresponden a HTTP para el envío 
de contenido estático e interfaces, y MQTT y Sockets para él envió de datos. 
 
 
Figura 33 Elementos principales de la solución. 
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3.3 DIAGRAMA DE ELEMENTOS 
 
 
Figura 34 Elementos de la arquitectura del sistema. 
 
Para realizar la comunicación en red local usaremos conexión WiFi, integrada 
en la Raspberry Pi 3. Para la conexión con la nube y la conexión remota o fuera 
del área local, usaremos un túnel DDNS llamado NGROK, lo cual nos permite 
una fácil configuracion, apertura de servicios y puertos deseados, y nos permite 
implementar seguridad en la conexión.  
 
3.4 ELEMENTOS PRINCIPALES Y FUNCIONES 
 
Nuestro elemento principal será el gateway IoT, el cual permite manejar a 
través de su software, distintos procesos, análisis y comunicación con distintos 
dispositivos periféricos, en este caso un sensor de nodos y sensores, pero 
pueden agregarse más.  
 
El nodo de sensores y actuadores, que en este caso corresponde a medición de 
sensores del microclima, y actuadores a través de transistores y relés, para el 
encendido de actuadores de ventilación, luz y riego. 
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El usuario en este sistema será una persona la cual solicita la interfaz o página, 
en la cual se despliegan datos del microclima, esto con el fin de comprobar 
estado óptimo del microclima, poder controlar manualmente, y acceder a sus 
datos de sensores, funciones y servicios. 
 
La interfaz, corresponderá a una página web HTML5, la cual será servida 
directamente desde el servidor Node-Red que se encuentra funcionando 
gateway. Esta interfaz es interactiva y puede mostrar datos o mostrar funciones 
disponibles para realizar, así como solicitar o enviar datos. 
 
El control y canales de comunicación corresponden a los distintos nodos, o 
paso de los datos por distintas herramientas que se encargan de la 
comunicación asíncrona, del control del sistema y de diferentes procesos que 
pueden ocurrir del lado del cliente como del servidor. 
 
Los sensores que poseerá el prototipo corresponden a sensor de temperatura. 
Humedad relativa, nivel de luz y presencia de agua lluvia. 
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Funciones nodo de Gateway IoT 
 
Funciones nodo de sensores 
actuadores 
-Servidor HTTP. 
-Comunicación MQTT. 
-Base de datos. 
-Comunicación con microclima, local 
a través de USB, o a través de 
Broker en LAN o WAN. 
-Conexión con servicios en la nube 
como análisis, almacenamiento o 
APIs. 
 
-Medir temperatura y humedad 
relativa. 
-Medir nivel de luz y presencia de 
agua/lluvia. 
-Controlar encendido y apagado de 
leds, humidificador, bomba de agua, 
ventilador, extractor. 
-Pantalla para ver información en el 
lugar. 
-Comunicación con gateway IoT  a 
través de Sockets y MQTT. 
-Sistema de alarmas en caso de 
variables críticas. 
 
Tabla 7 funcionalidades del sistema, del gateway y del nodo sensor. 
 
3.5 APLICACIÓN ESPECÍFICA 
 
El prototipo de invernadero inteligente puede funcionar con un par de sensores 
y actuadores, pero es fácilmente de escalar y agregar más hardware. Es posible 
la adquisición de datos, almacenamiento y herramientas de comunicación para  
observar y controlar procesos tanto localmente como al otro lado del mundo.  
 
Este prototipo comenzara con un sistema para germinar semillas en un 
principio, en el cual se realizaran funciones de hacer mediciones de 
temperatura y humedad relativa, también medir el nivel de luz dentro de nuestro 
entorno, y medición de agua incidente en un sensor de lluvia con el fin de lograr 
determinar si está lloviendo en el lugar. También se tendrán actuadores para 
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proveer ventilación, renovación del aire, luz artificial para fotoperiodo, y riego 
automático. Esto nos permitirá proveer a la planta de condiciones lo más cerca 
de las ideales, lo cual nos permita optimizar el desarrollo de las plantas que se 
desee cultivar. A través de todos estos datos es posible realizar análisis del 
comportamiento de la planta, automatizar procesos necesarios en planta como 
son los ciclos, históricos de datos, monitoreo y control a través de interfaces 
multiplataforma. 
 
Para hacer uso de nuestros datos se guardaran datos localmente en archivos 
de texto y bases de datos locales, con el fin de servir datos y realizar análisis de 
estos. También tendremos conexión con la nube y servicios APIs en internet 
para así aumentar el potencial y acceder a información útil para nuestro entorno 
o microclima. 
 
APLICACIÓNES GENERALES 
 
El desarrollo de este prototipo será con aplicaciones en el área de la agricultura 
de precisión, y gracias a su modularidad, bajo consumo y autonomía de ciertos 
dispositivos embebidos es posible la utilización en cultivos de exterior tanto 
como interior. Para hacer cultivo de interior es posible incluir o integrar los 
sensores directamente en el gateway o a través de distintos dispositivos 
comunicados con este. En el caso de exterior es posible dotar a los nodos de 
sensores de comunicación inalámbrica para comunicación con el Gateway, con 
el fin de abarcar grandes áreas de cultivo. 
 
Los microclimas de cultivos son útiles para cultivar en lugares donde existen 
falta de espacios cultivables, o existen condiciones climáticas no óptimas. Los 
sistemas de cultivo inteligente, pueden ser fácilmente adaptado en interiores, 
por lo que lo hace útil para gente que no posea espacio cultivable, o gente que 
viva en ciudades, sería una buena alternativa hacer uso de azoteas e interiores, 
para el cultivo de plantas dentro de las ciudades. 
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3.6 CONFIGURACIONES RASPBERRY PI 
 
3.6.1 INSTALACIÓN DE NODE.JS 
 
Para instalar Node.js en la Raspberry Pi, es recomendable actualizar nuestro 
sistema operativo, en nuestro caso ejecutamos lo siguiente: 
 
$sudo apt-get update 
$sudo apt-get upgrade 
 
Para descargar Node.js hacemos la peticion al archivo, luego descomprimimos 
e instalamos. 
 
$wget http://node.js.org/dist/v0.10.2/node-v0.10.2-linux-arm-pi.tar.gz 
 
$tar –xvzf node-v0.10.2-linux-arm-pi.tar.gz 
$node-v0.10.2-linux-arm-pi/bin/node –version 
 
Luego de instalado añadimos al PATH, las rutas de Node en un fichero. 
 
$export NODE_JS_HOME=/home/pi/node-v0.1.10.2-linux-arm-pi 
$export PATH=$PATH:$NODE_JS_HOME/bin 
 
Cabe destacar que existen diferentes maneras de descargar Node.js, ya sea 
por su código fuente, desde repositorios, por el sistema de versiones GIT, entre 
otras alternativas. 
 
3.6.2 INSTALACIÓN DE NODE RED 
 
Para instalar este entorno de programación haremos uso de GIT, mencionado 
anteriormente, que es un sistema de almacenamiento y control de versiones de 
proyectos de código abierto y también privado, este nos facilita la descarga de 
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código a través de peticiones simples, así como también la subida de archivos. 
Primero lo instalaremos. 
 
$sudo apt-get install git-core 
 
Para instalar Node-Red utilizamos el comando clonar repositorio. 
 
$git clone https://github.com/node-red/node-red.git 
 
Luego accedemos a la carpeta recién descargada, llamada node-red y a través 
de NPM instalaremos Node-Red y sus dependencias. 
 
$cd node-red 
$sudo npm install 
 
Una vez instalado, podemos ejecutar una serie de comandos para administrar 
Node-Red, dos de los principales y más útiles es iniciar y detener aplicación o 
servidor. 
 
$sudo node-red-start 
$sudo node-red-stop 
 
3.6.3 IP ESTÁTICA 
 
Para acceder a nuestra Raspberry Pi desde otro equipo necesitamos conocer 
su dirección IP, pero si tenemos una IP dinámica esta puede cambiar cada vez 
que se reinicia el equipo, asignar una IP estática es muy fácil. Primero vamos a 
ver las conexiones que tenemos activas: 
 
$cat /etc/network 
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El resultado se deberá modificar de acuerdo a nuestros requerimientos, pero 
primero necesitamos alguna información de la actual conexión y router, 
ejecutando el comando: 
 
$ifconfig 
 
La información necesaria es inet addr (IP actual), Bcast (Broadcast) y Mask 
(Mascara de red).  
 
Necesitamos algo más de información del comando: 
 
$netstat –nr 
 
Necesitamos la IP de Gateway y Destination. 
 
Editando la configuración de red: 
 
$sudo nano /etc/network/interfaces 
 
Tenemos que cambiar la línea “iface eth0 inet dhcp” por “iface 
eth0 inet static”. Luego introducimos la siguiente información cambiando 
las IPs por las obtenidas en los pasos anteriores, que dando algo como esto: 
 
auto lo 
iface lo inet loopback 
auto eth0 
allow-hotplug eth0 
iface eth0 inet static 
address 192.168.0.13  
netmask 255.255.255.0 
network 192.168.0.0 
broadcast 192.168.0.255 
gateway 192.168.0.1 
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Guardamos los cambios y ejecutamos el comando siguiente para cargar la 
configuración nueva: 
 
$sudo /etc/init.d/networking reload 
 
3.6.4 IP ESTÁTICA WIFI 
 
Si queremos conectarnos mediante Wi-Fi tenemos que añadir la siguiente 
información a lo anterior: 
 
wpa-conf /etc/wpa_supplicant/wpa_supplicant.conf 
wireless-power off 
 
Después de la última línea del bloque “auto wlan0”. “Wireless-power 
off” es para no desconectar el adaptador Wi-Fi cuando este un tiempo sin 
actividad, ya que si se desconecta solo no podemos volver a conectar a las 
Raspberry pi. 
 
Ahora solo falta editar el fichero de nombre wpa_supplicant: 
 
$sudo nano /etc/wpa_supplicant/wpa_supplicant.conf 
 
Añadimos lo siguiente bajo la línea “update_config=1”: 
 
network = { ssid=”SSID”, psk = “contraseña” } 
 
Ingresando en SSID y contraseña, los datos de nuestro router Wi-Fi. 
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3.6.5 ACCESO SSH 
 
SSH (Secure Shell) es un protocolo de comunicación que permite conectarse 
remotamente con servidores o diferentes máquinas que lo soportan, este 
programa permite hacer conexiones seguras de forma remota a nuestra 
Raspberry Pi. 
 
Para realizar la activación del servicio SSH en Raspberry Pi es necesario 
ejecutar los siguientes comandos. 
 
$sudo apt-get install ssh 
 
Luego iniciar servidor con el siguiente comando: 
 
$sudo /etc/init.d/ssh start 
 
Para que se inicie automáticamente al iniciar Raspberry Pi, ingresar el siguiente 
código: 
 
$sudo update-rc.d ssh defaults 
 
Acceso a Raspberry en Windows 
 
Es necesario ingresar a través de un cliente SSH en Windows, para esto es 
recomendable instalar el programa Putty, es recomendable usar la versión 
installer, ya que este contiene todos los programas necesarios para poder hacer 
una conexión remota con la Raspberry Pi y otros programas para poder 
incrementar el nivel de seguridad. Al abrir Putty nos desplegara la ventana de 
configuración (figura) donde ingresaremos los parámetros para poder conectar. 
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Figura 35 Ventana configuracion de Putty. 
 
Parametros 
Servidor 192.168.0.15 
Protocolo SSH 
Puerto 22 
Tabla 8 Parametros para comunicación SSH. 
 
Ingresaremos los datos con los datos mostrados en la tabla, los cuales 
corresponden a los datos de la Raspberry Pi, y apretamos abrir. Nos mostrara 
un terminal de comando con el cual podemos actuar directamente sobre la 
Raspberry, dándose como iniciada la sesión. 
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Figura 36 Ventana de línea de comandos Putty. 
 
3.6.6 PORT FORWARD 
 
Si queremos acceder a la Raspberry desde fuera de nuestra red local del lugar 
donde está conectada la Raspberry, necesitamos abrir un puerto en el router, 
para luego redireccionarlo a un puerto especifico de las Raspberry Pi. Esto lo 
podemos realizar entrando a la página servida por el router para su 
configuración, a la cual podemos acceder mediante el navegador con la 
dirección 192.168.0.1 e ingresando usuario y contraseña requeridos. 
 
 
Figura 37 Login para acceder al router. 
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Para poder realizar la apertura de puertos debemos ir a las configuración de 
firewall, en la pestaña con el nombre virtual server/ port forward, en la cual 
deberemos ingresar el puerto que queremos redirigir, al puerto especificado de 
la Raspberry Pi.  
 
 
Figura 38 Port-Forward hacia puertos de Raspberry Pi. 
 
En la siguiente tabla se detallan el servicio para el cual se definió y abrió cada 
puerto en nuestro router. 
 
Puerto Función 
1880 Servidor para Node-Red 
1883 Broker Mosquitto 
Tabla 9 Definición de servicios en cada puerto de Raspberry. 
 
3.6.7 DNS DINÁMICA 
 
Una DNS dinámica corresponde a un nombre de dominio estático, el cual está 
asignado a una dirección IP pública dinámica, lo que quiere decir que se va 
modificando cada cierto periodo de tiempo. Este servicio corresponde a una 
herramienta fundamental al momento de acceder a nuestra Raspberry Pi fuera 
de la red de área local. 
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Para obtener a este servicio, ingresaremos a una de las DNS dinámicas más 
utilizadas, No-IP. Para esto debemos ingresar http://www.noip.com para poder 
crear una cuenta. Luego de esto debemos instalar el paquete No-IP para la 
Raspberry Pi, a través de los siguientes comandos. 
 
mkdir no-ip 
cd no-ip 
wget http://www.no-ip.com/client/linux/noip-duc-linux.tar.gz 
tar -zxvf noip-duc-linux.tar.gz 
cd noip-2.1.9-1/ 
make 
sudo make install 
 
Se crear un archivo que nos permitirá el arranque automático de No-IP, al 
momento de encender la Raspberry. 
 
sudo nano /etc/init.d/noip2 
#! /bin/bash 
### BEGIN INIT INFO 
# Provides: Servicio No-IP 
# Required-Start: $syslog 
# Required-Stop: $syslog 
# Default-Start: 2 3 4 5 
# Default-Stop: 0 1 6 
# Short-Description: arranque automatico para no-ip 
# Description: 
# 
### END INIT INFO 
sudo /usr/local/bin/noip2 
 
Luego de esto es necesario agregarlo a la cola de arranque de las Raspberry. 
 
sudo chmod +x /etc/init.d/noip2 
sudo update-rc.d noip2 defaults 
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Para terminar la configuración, es necesario configurar nuestra DDNS, en el 
router, ingresando los datos de nuestra cuenta No-IP y el nombre de nuestro 
dominio seleccionado. 
 
 
Figura 39 Configuración de DDNS en router. 
 
3.6.8 BASE DE DATOS MYSQL 
 
Es un sistema de gestión de bases de datos relacional, fue desarrollado bajo 
licencia dual GPL/Licencia Comercial por Oracle Corporation, es de las más 
populares y open source. 
 
Para instalar MYSQL en la Raspberry debemos realizar lo siguiente, ingresar el 
comando de instalación, el cual instalara también phpmyadmin, que es una 
herramienta para facilitar la creación de bases de datos. 
 
$sudo apt-get install mysql-server mysql-client phpmyadmin 
 
Al instalarse aparecerá una pantalla de configuración donde tendremos que 
ingresar una clave para MYSQL. 
 
Para interactuar con nuestra base de datos, se usara la función que MySQL 
trae para la consola, desde la que podremos hacer todas las funciones 
disponibles, directamente con comandos. 
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3.7 FODA 
 
3.7.1 FORTALEZAS 
 
Las fortalezas que tiene nuestro proyecto es la gran portabilidad de nuestro 
sistema, principalmente en sistemas embebidos con Linux, los cuales además 
de Raspberry nos da una gran variedad de hardware que podemos ocupar, ya 
sea hardware abierto como Raspberry Pi, Intel Edison, Beaglebone, como 
también hardware industrial con sistemas Linux. Esto nos características al 
sistema de portabilidad, bajo tamaño, bajo consumo con una alta capacidad de 
análisis, memoria y a través del hardware, una alta escalabilidad. 
 
Otra fortaleza es la amplia comunidad que se desarrolla detrás del hardware y 
software libre, lo que genera un gran conocimiento y creación de nuevos 
software o librerías para distintos lenguajes de programación. También los 
mantenedores del software proveen unas continuas actualizaciones y mejoras, 
dándonos a la vez la capacidad de agregar nuestro software y hardware 
dependiendo los requerimientos que se necesite implementar. 
 
3.7.2 OPORTUNIDADES 
 
La inversión en Investigación y Desarrollo en el país, y a nivel mundial ha 
crecido cada vez más, potenciando en gran parte al desarrollo de nuevos 
modelos de mercado y nuevas tecnologías. El desarrollo de hardware y 
software son modelos de mercados potenciales en países como este. 
 
La gran cantidad de información y la facilidad de conectar los dispositivos a 
internet, ha generado que el Internet de las Cosas pase a ser una de las 
tecnologías con mayor potencial de crecimiento, debido a su impacto en casi 
todos los aspectos de la vida cotidiana, lo cual dará paso a distintos protocolos, 
plataformas de desarrollo, y nuevas herramientas para la interconexión de 
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distintos dispositivos, y así lograr eficiencia en manejos a control a distancia, 
control, monitoreo de variables, cloud computing, control distribuido, etc. 
 
Las grandes comunidades detrás del software libre y hardware libre, permite la 
colaboración y la creación de nuevas herramientas, a la vez de mejorar y 
aportar a generar actualizaciones de distintas herramientas útiles, lenguajes o 
frameworks. 
 
3.7.3 DEBILIDADES 
 
Raspberry es ideal para la creación de objetos inteligentes y conectados, pero a 
nivel industrial no existe una gran confianza en el harware libre y poco utilizado 
en ese entorno, por lo que es necesario la adaptación del hardware y estudios 
mecánicos para temas de diseño y resistencia.  
 
Las continuas mejoras a las plataformas ya sea de programación como el 
entorno de programación, y hardware pueden ser de gran utilidad para poder 
escalar nuestros sistemas, pero a la vez es necesaria una continua revisión y 
actualización para la implementación de las posibles mejoras si es necesario.  
 
3.7.4 AMENAZAS 
 
Debido al creciente interés en el Internet de las Cosas, y los nuevos modelos de 
mercado, existe una gran competencia de parte de grandes de empresas por 
proveer servicios para el manejo e integración de dispositivos y sistemas, así 
como servidores, almacenamiento en la nube, bases de datos especializadas, y 
una fácil integración e interface con los datos y gateways IoT.  Ejemplos de esto 
son las plataformas es la plataforma IBM Watson IoT, M2X de AT&T, o 
frameworks como IoT Eclipse Kura entre otras, que se presentan como 
plataformas de almacenamiento de datos altamente segura y escalables para 
los dispositivos conectados al Internet de las Cosas, los cuales a la vez ofrecen 
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grandes herramientas de comunicación y análisis de datos, y respaldo de 
empresas de prestigio en servicios de software. 
 
3.8  CANVAS 
 
3.8.1 PROPUESTA DE VALOR 
 
 IoT Gateway para la creación de sistemas inteligentes y conexión de 
dispositivos para control, visualización de estado a través de interfaces y 
capacidad de conectarse a servicios en internet así como a otros objetos 
conectados local o remotamente. 
 Aplicación de control de microclima a través de un IoT Gateway para la 
interconexión con hardware periférico como sensores, actuadores o 
comunicaciones locales o remotas. Posibilidad de funciones enfocadas a 
invernaderos inteligentes, sensores distribuidos, conexión con otros 
dispositivos. 
 Comunicación WiFi y Ethernet lo cual lo cual nos permite una fácil 
interconexión. Posee fácil 4 USB y Bluetooth, y distintos protocolos de 
comunicación. 
 
3.8.2 SEGMENTO DE CLIENTES 
 
 Personas normales que requieran de un sistema inteligente de cultivo 
que sea fácil de escalar, para aumentar su tamaño como para adicionar 
nuevos elementos o dispositivos a la red. A la vez de ser capaz de 
conectar objetos cotidianos a otros servicios propios, localmente o 
remotamente, así como acceder a información que permita optimizar las 
condiciones de cultivo en entornos agrícolas cerrados como invernaderos 
o interiores de casas. 
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3.8.3 CANALES DE DISTRIBUCIÓN 
 
 Este sistema podrá ser vendido a través de casas comerciales de 
electrónica,  una vez normalizado el sistema, o a través de tienda propia 
y redes sociales. En fase de prototipo puede crearse servicios 
personalizados a través de página o redes sociales. 
 
3.8.4 RELACIÓN CON LOS CLIENTES 
 
 La comunicación con los clientes se hará a través de página web propia 
y redes sociales. 
 Asistencia telefónica y web de 8:00am  a 20:00pm para atender 
consultas y ayudas técnicas. 
 
3.8.5 INGRESOS 
 
 Venta de Gateway IoT para servicios personalizados. 
 Venta de Gateway IoT y venta de sensores, actuadores y módulos o 
shield para ir añadiendo funcionalidades al microclima. 
 Asistencia técnica. 
 Futuras mejoras y actualizaciones. 
 Escalabilidad de hardware periférico. 
 
3.8.6 RECURSOS CLAVES 
 
 Dinero para fase inicial de prototipo. 
 Costos desarrollo de hardware. 
 Costos desarrollo de software. 
 Actualización de software. 
 Contacto con los clientes. 
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3.8.7 ACTIVIDADES CLAVE 
 
 Formalización de empresa Fotones S.A. 
 Asociaciones  con importadoras de Hardware. 
 Equipo de trabajo y programación. 
 Herramientas de prototipo como impresoras 3D o CNC. 
 Contratación de programadores del sistema. 
 
3.8.8 COLABORADORES 
 
 Tiendas de venta Raspberry Pi y sensores. 
 Tienda de electrónica. 
 ThingSpeak IoT, version paga y gratuita. 
 Node-Red Plata0forma de desarrollo libre basada en Node.js 
 Node.js Plataforma de programación abierta en constante desarrollo, 
evolución, revisión y creación de librerías. 
 
3.8.9 COSTOS 
 
 Hardware y plataformas de desarrollo con sistemas embebido Linux. 
 Hardware periférico, como sensores, actuadores, fuente de poder o 
herramientas de medición como tester, perilleros entre otras. 
 Creación de software y creación de módulos y actualizaciones. 
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3.9 CARTA GANTT 
 
La carta Gantt de actividades realizadas durante el año del proyecto y 
desarrollo del prototipo se muestra a continuación. 
 
 
Tabla 10 Carta Gantt. 
 
3.10 COSTOS  
 
3.10.1 COSTOS DEL HARDWARE 
 
Los valores mostrados en la siguiente tabla corresponden al valor del prototipo 
de microclima o invernadero inteligente y gateway IoT que se crearan para este 
proyecto. Los valores pueden variar dependiendo lo que se necesite, como 
sensores adicionales o elementos de mayor potencia en los actuadores, 
software entre otros. 
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Tabla 11 Costos de Hardware. 
 
3.10.2  COSTOS DEL SOFTWARE 
 
Elemento Horas Hombre 
Desarrollo Servidor 50 
Desarrollo Interfaz 50 
Funciones del sistema 25 
Horas totales 75 
Tabla 12 Costos de Software, medidos en Horas/Hombre. 
 
Esto corresponde a un estimado del tiempo que podría llevar a cabo la 
realización y adaptación de los diversos sistemas a digitalizar, y la creación de 
plataforma personalizada a un posible cliente. 
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4 DESARROLLO Y FLUJOS DE PROGRAMA 
 
4.1 SERVIDOR NODE-RED 
 
4.1.1 DEFINICIÓN 
 
Node-Red nos permite crear un servidor, el cual nos provee una interfaz basada 
en la web para su programación e interfaces para la visualización o la 
interacción con el servidor. Node-Red está escrita en Node.js, por lo que 
podremos crear códigos para la interconexión de diferentes tipos de hardware y 
APIs o servicios online, dentro y fuera de nuestro sistema. 
 
Este entorno, sumado con el hardware nos permitirá conectar sensores, 
actuadores, y distintos servicio para el manejo autónomo e inteligente de los 
datos o información adquirida.  
 
Para fijar la ejecución de Node-Red al encender nuestra Raspberry, 
simplemente haremos uso de un comando. 
 
$sudo systemctl enable nodered.service 
 
Este comando inicia Node-Red, esto en el puerto 8000, la consola nos muestra 
información y un log para eventos que se produzcan dentro del entorno. 
Cuando es configurado al inicio, esta consola es ejecutada en segundo plano.  
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Figura 40 Consola de Node-Red. 
 
Si queremos desactivar esto en algún momento ejecutamos el comando, pero 
con el parámetro disable. 
 
$sudo systemctl disable nodered.service 
 
Luego de iniciado Node-Red podemos acceder a entorno visual, a través del 
navegador web, ingresando la IP y el puerto 1880. 
 
El servidor Node-Red, nos permitirá manejar el flujo del software completo, en 
el cual podemos acceder a los distintos dispositivos localmente o remotamente, 
a través de este podemos acceder al valor de los sensores, control de salidas y 
funciones y flujos de programa. A través de este servidor Node-Red podemos 
generar la interacción con el usuario a través de la interfaz de usuario servida 
mediante HTTP. Para ejecutar el código JavaScript del servidor, es necesario 
que este sea interpretado y ejecutado. Para esto es necesario el entorno de 
Node.js. 
 
Se hará uso de diferentes módulos o librerías, dependiendo de las necesidades 
que nuestra aplicación posea, desde ejecutar comandos simples como por 
ejemplo imprimir datos en la consola, hasta módulos que nos permiten el 
manejo en los distintos protocolos de comunicación y creación de servidores. 
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Para crear nuestro servidor en necesario tener en consideración los siguientes 
puntos: 
 
-El Usuario debe ser capaz de acceder a nuestra aplicación a través de un 
navegador web. 
 
-El Usuario debe poder ver los datos del microclima en tiempo real, pudiendo 
visualizar gráficos de los datos, información y podrá interactuar con el entorno 
pudiendo activar manualmente elementos del microclima como luces, 
ventilación, bomba de riego. 
 
-La aplicación debe poder realizar un control de la variable de temperatura, 
pudiendo automatizar el encendido y apagado del sistema de ventilación y 
circulación de aire dentro del entorno, a la vez de mostrar alarmas y 
notificaciones a nuestros dispositivos móviles, a través de mail y redes sociales, 
en caso de situaciones críticas de temperatura. 
 
4.1.2 FUNCIONES DE GATEWAY IOT 
 
Las funciones necesarias para el manejo de diferentes funcionalidades que el 
servidor o Gateway IoT debe tener son las siguientes. 
 
-Se requiere servidor para páginas web y datos, por lo que se necesita un 
Servidor HTTP. 
 
-El servidor deberá ser capaz de responder peticiones, dependiendo los 
diferentes requerimientos que sean solicitados en la URL, para esto es 
necesario un enrutador o router, para mapear las peticiones y enviarlas a los 
manejadores o handlers. 
 
 108 
 
-Debe poder comunicarse a través del Broker instalado en el sistema, a través 
del protocolo MQTT. 
 
-Debe tener una base de datos disponible para poder guardar los datos e 
información localmente, así como disponer de bases de datos en la nube para 
seguridad de los datos o backup.  
 
-Es necesario monitorear el estado de los sensores del microclima cada cierto 
tiempo y enviar los datos a bases de datos o a la nube, debe a la vez analizar 
los datos, y realizar el control de la variable de temperatura. 
 
4.1.3 LIBRERIAS 
 
Node-Red nos permite la instalación de una gran cantidad de librerías o Nodos, 
los cuales tienen diferentes funciones, desde el control del flujo de la aplicación, 
conexiones, protocolos, manejo de hardware, etc. La instalación de Nodos se 
puede hacer a través de NPM o de un gestor de nodos que viene en la interfaz. 
 
Para hacer la instalación de estos nodos debemos ingresar a la carpeta raíz de 
Node-Red la cual se encuentra en la siguiente ruta home/pi/.node-red. Luego 
instalamos  los módulos a través de NPM. Por ejemplo para instalar una librería 
para interfaz de usuario se utiliza lo siguiente. 
 
$sudo npm install node-red-contrib-ui 
 
Al completar la instalación debemos reiniciar Node-Red, con los comandos 
node-red-stop y node-red-start. 
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4.2 VARIABLES GLOBALES 
 
Para crear el software en Node-Red es necesario analizar las condiciones 
óptimas que necesita nuestra planta a cultivar, para lo cual es necesario 
establecer las variables globales, que representan las variables de nuestra 
planta y software. Para esto debemos agregarlas al contexto global del 
programa, el cual se accede a través de context.global. 
 
 
Figura 41 Flujo variables globales. 
 
context.global.nombre = "pimiento"; 
context.global.congelacion = 0; 
context.global.cerovbajo= 10; 
context.global.cerovsobre = 35; 
context.global.crecimiento.dia.min= 20; 
context.global.crecimiento.dia.max= 25; 
context.global.crecimiento.noche.min= 16; 
context.global.crecimiento.noche.max= 18; 
context.global.cuajado.min = 18; 
context.global.cuajado.optima = 25; 
context.global.cuajado.max = 35; 
context.global.hrmin = 60; 
context.global.hrmax = 80; 
context.global.luz = "poco exigente en fotoperiodo, intensidad alta"; 
context.global.fotoperiodo = "días de 12 horas"; 
context.global.horasdia = 12; 
context.global.horasnoche = 12; 
 
Estas variables se utilizan para definir las condicionales, de los requerimientos 
de la planta en diferentes etapas del desarrollo. Las variables de los sensores 
se declaran dentro de sus propios flujos. 
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4.3 COMUNICACIÓN MQTT 
 
Para poder acceder a los datos del broker MQTT, los clientes deben 
subscribirse a los diferentes tópicos que necesite conocer o especificar una ruta 
específica, por ejemplo si queremos conocer la temperatura del sensor del 
sistema debemos subscribirnos al siguiente tópico. 
 
inverno/temperatura  
 
Estos datos pueden ser accedidos desde cualquier cliente en la red local, ya 
sea por otros dispositivos o la Interfaz de usuario creada para este fin. Si 
existen datos publicados en plataformas en la nube es posible acceder a estos 
datos simplemente ingresando la dirección del broker, el puerto y usuario y 
contraseña en caso de ser necesario o si así fue configurado. 
 
4.4 DESARROLLO DE CÓDIGO 
 
La carpeta donde se almacenara nuestra aplicación estará en la carpeta 
llamada Inverno, en la siguiente dirección del sistema operativo Linux. 
 
/home/pi/Inverno 
 
Y en la carpeta .node-red en la cual se almacenara el código y los módulos 
necesarios para ejecutar Node-Red. 
 
Podemos acceder a esta carpeta a través de SSH o VNC, con el fin de ver o 
modificar los archivos, y también traspasar archivos a través de algún cliente 
FTP. 
 
La configuración del proyecto quedara guardada en un archivo llamado 
package.json, en el cual podremos especificar algunas características del 
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programa,  o definir las librerías a utilizar en este, con el fin de facilitar su 
instalación a través de NPM. 
 
{ 
    “name”: “Inverno”, 
    “version”: 1.5.3”, 
    “main”: “sensor.js”, 
    “author”: “Eduardo Tobar Jaque”, 
    “keywords”: [ 
         “Inverno”, 
         “mqtt”, 
         “iot”, 
         “node.js”, 
         “node-red” 
     ], 
    “dependencies”: { 
 “mqtt”: “^2.0.1”, 
      “node-dht-sensor”: “0.0.28”, 
      “socket.io”: “^1.1.0”       
    } 
} 
 
Podemos ejecutar el siguiente comando en la línea de comandos, estando en la 
raíz de la aplicación, esto para instalar las dependencias especificadas en el 
archivo dependencies, del archivo package.json. 
 
$npm install 
 
Al ejecutar el siguiente comando automáticamente se instalan las librerías o 
módulos especificados, pudiendo especificar la versión de estas, si en el 
número de version agregamos un “*” o “latest”, NPM instalara las últimas 
versiones de el modulo. 
 
Node-Red nos provee un servidor HTTP, el cual está basado en el framework 
Express de Node.js, este servidor nos permite acceder al entorno de desarrollo, 
así como también las interfaces de usuario creados en Node-Red. 
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El servidor Node-Red nos permite acceder a través de cualquier navegador web 
y a través de cualquier sistema operativo con navegador. Podemos acceder a 
nuestra instancia en Node-Red a través del puerto 1880. 
 
4.4.1 CLIENTE NODE.JS MQTT LECTURA DHT11 
 
Para la lectura de temperatura y humedad a través del sensor DHT11, se 
utilizara un pequeño script en Node.js, que funcionara como cliente MQTT, el 
cual enviara los datos a través del Broker, al momento de recibir la petición a 
través de un comando MQTT. 
 
var mqtt = require('mqtt'); 
var sensor = require('node-dht-sensor'); 
var client = mqtt.connect('http://127.0.0.1:1883'); 
client.on('connect', function(){ 
    client.subscribe('comandos'); 
}); 
 
Al conectarnos al broker debemos especificar los tópicos a los cuales queremos 
subscribirnos, en este caso es el tópico comandos. Al llegar un mensaje se 
ejecuta un evento de mensaje entrante, estos eventos son definidos por 
condicionales, en el cual se analiza el contenido del valor del tópico entrante, 
que en el caso de ser comandos, ejecuta la función de lectura de datos y 
posterior envio como tópicos al broker MQTT. 
 
client.on('message', function(topic, message){ 
    top = topic.toString(); 
    mes = message.toString(); 
    if (top == 'comandos'){ 
        sensor.read(11, 4, function(err, temperature, humidity){ 
            if(!err){ 
                temp = temperature.toString(); 
                hum = humidity.toString(); 
 
                client.publish('inverno/temperature', temp); 
                client.publish('inverno/humidity', hum); 
            } 
        }); 
    } 
}); 
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4.4.1.1 LIBRERIAS NODE.JS 
 
-Express: Corresponde a una infraestructura de aplicación web Node.js, mínima 
y súper flexible, que nos proporciona un conjunto de características especiales 
para el desarrollo de aplicación web y móviles. Posee una gran cantidad de 
métodos de programa útiles para HTTP y middleware a nuestra disposición. 
 
-Socket.IO: Es un librería API Websocket, la que nos permite una comunicación 
bidireccional entre cliente y servidor sobre un único socket TCP. Esta librería es 
necesaria para montar un servidor de Websockets en nuestro script, que se 
comunicara con el cliente o usuario. 
 
MQTT.js: Librería cliente para el protocolo MQTT, escrito en JavaScript, está 
disponible tanto para Node.js, como para el navegador. Al instalarlo en nuestro 
sistema globalmente, nos brinda un comando para la consola con la cual 
podemos interactuar con Mosquitto, mqtt sub y mqtt pub. 
 
$mqtt sub –t ‘topico’ –h ‘direccionbroker’ -v 
$mqtt pub –t ‘topico’ –h ‘direccionbroker’ –m ‘mensajeaenviar’ 
 
-Node-dht-Sensor: Este módulo nos permite la comunicación one-wire con los 
sensores DHT,  esto para la adquisición de temperatura y humedad relativa, 
este módulo depende de la librería BCM2835, esta librería permite el acceso a 
los periféricos de del microprocesador ARM, que debe ser instalado en el 
sistema para el correcto funcionamiento. Esta librería funciona con los sensores 
DHT11 y DHT22. 
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4.4.2 CLIENTE PYTHON MQTT SENSORES Y ACTUADORES 
 
Para la lectura de sensores y control de salidas digitales y analógicas, se 
implementó un script en el lenguaje Python, con una librería que nos permite 
controlar el Arduino directamente desde este lenguaje, para lo cual el Arduino 
quedara en modo esclavo a través del programa Standard Firmata. El lenguaje 
Python es seleccionado por su simplicidad, buen manejo del uso de timers y 
muchas librerías útiles, entre ellas el cliente MQTT Paho, que nos permitirá la 
conexión con nuestro control principal a través de este protocolo. Estas librerías 
son importadas al principio de nuestro programa. 
 
import paho.mqtt.client as mqtt 
from pyfirmata import Arduino, util 
from time import sleep 
 
Declaramos las variables para asignarles el número de pin que ocuparan del 
Arduino. En las siguientes líneas del programa, se verá la configuracion de las 
entradas analógicas. 
 
led = 2 
ventilador = 3 
calefactor = 7 
bomba = 9 
 
it = util.Iterator(board) 
it.start() 
board.analog[0].enable_reporting() 
board.analog[1].enable_reporting() 
 
 Realizamos funciones para poder realizar el encendido y apagado de nuestros 
actuadores. Se mostrara las funciones del encendido y apagado del sistema de 
ventilación. Esto quiere decir el ventilador y el extractor para realizar el 
circulamiento de aire dentro del microclima.  
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Esta función nos muestra la creación de la función para ir hacia adelante, el 
resto de funciones se programa con los datos registrados en la tabla de pines 
descrita anteriormente. 
 
Para realizar la conexión con nuestro programa principal y nuestra interfaz de 
usuario, es necesario realizar una conexión MQTT al Broker Mosquitto. 
 
client = mqtt.Client() 
client.connect(“127.0.0.1”, 1883, 60) 
client.loop forever() 
 
La función on_message se ejecuta al recibir un mensaje al cliente MQTT, en la 
cual se realizan condicionales para analizar el contenido del mensaje. En el 
caso de ser el tópico luzllu/leer, quiere decir que debe realizarse la lectura de 
los sensores análogos de luz y lluvia y enviarlos por medio de un publish MQTT. 
 
def on_message(client, userdata, msg): 
    if str(msg.payload == “luzllu/leer”): 
        sensarLluviaLuz() 
 
def sensarLluviaLuz(): 
    client.publish(“inverno/luz”, board.analog[0].read()) 
    client.publish(“inverno/lluvia”, board.analog[1].read()) 
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4.5 FLUJOS  
 
Para crear las distintas funciones que componen el software del microclima y su 
entorno inteligente y conectado, es necesario generar flujos de programa, para 
los distintos tipos de acciones dentro de este. El entorno de Node-Red, y 
gracias a Node.js, nos permite tener una gran cantidad de procesos corriendo 
en el mismo programa, y no bloqueando el funcionamiento de las otras 
funciones, esto gracias a las funciones asíncronas y el buen manejo de los 
eventos y errores. 
 
4.5.1 ADQUISICIÓN DE DATOS DE SENSORES 
 
Los primeros flujos que debemos crear son aquellos que nos permiten hacer la 
peticion de los datos de los sensores de nuestro microclima, esto es realizado 
con un comando MQTT, que será enviado cuando se solicite, de esta manera 
podemos acceder a los datos de nuestros clientes Node.js y Python, así como 
también de otros dispositivos local o remotamente como se verá más adelante.  
 
Para realizar la peticion de datos se crear un flujo que corresponde a nodo 
inject, que nos permite fijar intervalos definidos, luego activa el nodo que realiza 
la peticion MQTT. El tiempo de lectura de sensores se hace a través de peticion 
para permitirnos la capacidad de modificar en cualquier momento el tiempo de 
muestreo sin tener que intervenir el flujo de programa de los sensores y así 
evitar errores 
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Figura 42 intervalos de adquisición de datos y simulación de temperatura. 
 
Para este prototipo haremos lectura de los sensores cada 15 segundos, debido 
a que los rangos de temperatura ideales para cada periodo y otros parámetros 
corresponde a un rango de 3 a 5 grados entre mínimo y máximo, y las 
variaciones sueles ocurrir de manera lenta. 
 
4.5.2 TEMPERATURA 
 
El flujo con las distintas funciones relacionadas con la temperatura, se harán a 
través de un par de nodos, que se desencadenan con la llegada del dato de 
temperatura adquirido por el nodo de sensores de el microclima, a través del 
broker MQTT. Los distintos nodos utilizados y sus funciones de describirán con 
sus respectivas funciones. 
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Figura 43 Flujo de funciones de temperatura. 
 
El flujo para la creación de funciones relacionadas con la temperatura, posee 
una gran variedad de nodos que nos permiten ver la simplicidad de la 
programación de nodos de distinta funcionalidad. 
 
4.5.2.1 COMUNICACIÓN MQTT 
 
El nodo de salida de MQTT, nos permite configurar el broker que se utiliza para 
la comunicación de los datos, en este caso el broker Mosquitto instalado de 
manera local. En este nodo podemos definir también el tópico, el QoS y el flag 
retain. En este caso el mensaje el nodo es utilizado en el flujo del muestreo de 
datos, este se envía con el fin de pedir datos en intervalos definidos. 
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Figura 44 Configuración nodo MQTT Out. 
 
El nodo de entrada MQTT se utiliza para la adquisición del dato de temperatura, 
desde el tópico en el broker local, una vez que ha sido publicado, en este nodo 
solo es necesario definir el tópico y el QoS. 
 
 
 
Figura 45 Configuración nodo MQTT In. 
 
Cuando el dato de temperatura llega a través del nodo MQTT In, se transforma 
en una variable del contexto global, esto se realiza mediante el nodo función. 
 
Context.global.temperatura = msg.payload; 
Return msg; 
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4.5.2.2 CONDICIONALES TEMPERATURA 
 
A través del nodo switch podemos realizar automatización a través de 
condicionales, esto nos permite el control simple de ciertas funciones. Es 
posible también realizar un control básico de temperatura, esto considerando 
los valores adquiridos de temperatura y comparando con los niveles óptimos 
que necesita la planta para su desarrollo, los cuales son definidos automática o 
manualmente, los datos de máximos y mínimos óptimos dependerán del estado 
de desarrollo que se encuentre la planta, pero el diagrama de bloques 
corresponde al mismo para los tres estados. 
 
 
Figura 46 Diagramas de bloque de control simple de temperatura. 
 
El nodo Switch permite diversas salidas dependiendo las condicionales que se 
cumplan, es posible activar una opción que permite salir a la primera 
coincidencia, o leer todas las condicionales por si más se cumplen. Cabe 
destacar que también es posible la automatización de procesos a través de 
nodos de programación Function. Para configurar las variables óptimas del 
pimiento se configura el nodo switch con las variables globales establecidas. 
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Figura 47 Configuración de condicionales en nodo Switch. 
 
4.5.2.3 GRAFICOS Y GAUGES 
 
A través de la librería UI, es posible crear gráficos a través de los datos 
adquiridos, o de datos guardados para su posterior visualización, en los nodos 
de UI podemos definir el lugar y pestaña en que se encontraran estos 
elementos, los datos entrantes, y el caso del grafico es necesario definir el 
rango de tiempo que se visualizara. Para la visualización de los datos de todos 
los sensores se usara el Nodo Chart UI y el nodo Gauge UI, que es un tipo de 
marcador analógico. 
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Figura 48 Configuracion nodo Chart y Gauge. 
 
4.5.2.4 INTERRUPTOR UI 
 
Los botones switch en Node-Red, corresponden a un nodo que nos permite 
enviar un mensaje dependiendo el estado de este, en este caso se usara como 
switch para controlar el encendido y apagado del sistema de ventilación, esto a 
través de un comando MQTT al nodo de sensores y actuadores. 
 
 
 
Figura 49 Nodo configuración Switch UI. 
 
Acá es posible ver que el  nodo Topic está sin utilizar, esto debido a que se 
especifica en el nodo MQTT directamente. 
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4.5.2.5 BROKER MQTT EN LA NUBE 
 
Para comunicar los datos a través de la Internet y servicios en la nube, es 
necesario la configuracion de un broker funcionando en la nube de manera 
remota, esto nos permite comunicar dispositivos, haciendo transparente las 
diferentes dificultades del direccionamiento IP. 
 
 
Figura 50 Configuración de Broker en la nube. 
 
Para configurar el broker, es necesario tener la dirección, el puerto, un tiempo 
de reactivación para mantener activa la conexión con el broker, y podemos 
configurar los datos de seguridad, para asegurarnos de controlar quien accede 
a los datos. 
 
4.5.2.6 NOTIFICACIONES POR MAIL 
 
Una herramienta bastante útil que provee Node-Red preinstalada es la 
capacidad de enviar mails con el protocolo SMTP. Para esto debemos ingresar 
un email valido, para lo que se ingresó un mail de uso personal, un servidor 
SMTP, en este caso viene por defecto el de Gmail en el puerto 465, desde el 
cual se enviara el dato o frase generada, al mail especificado en el Receptor. 
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Figura 51 Envío de mail a través de SMTP. 
 
4.5.3 HUMEDAD 
 
El flujo con las funciones relacionadas con la humedad relativa del microclima, 
se harán a través de un par de nodos, los cuales se encuentran en distintas 
instancias, esto con el fin de realizar computación distribuida en la nube, o 
también conocida como Cloud computing, esto ayuda a alivianar la carga de 
procesamiento del software.  El nodo principal se desencadena con la llegada 
del dato de humedad adquirido por el nodo de sensores, a través del broker 
MQTT. Los distintos nodos utilizados y sus funciones de describirán con sus 
respectivas funciones. 
 
 
Figura 52 Flujo local de humedad. 
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Al llegar el dato de humedad a través del broker, es enviado directamente al 
broker en la nube, donde podrá ser accedido por la instancia FRED. En la cual 
es posible hacer el posterior análisis. 
 
4.5.3.1 ENVÍO A INSTANCIA FRED 
 
El flujo programado en FRED es activado una vez que llega el dato de humedad 
a través del broker en la nube. En la instancia de FRED también tendremos 
instalada las funciones de interfaz de usuario, las cuales nos permiten 
renderizar una aplicación HTML a través de HTTP, la cual sea multiplataforma, 
pero en este caso almacenado en la nube, con acceso a través de credenciales.  
 
 
Figura 53 Funciones de humedad en la nube. 
 
En la nube podremos realizar funciones de análisis, en este caso se hará un 
análisis simple a través de condicionales, que nos permiten saber si las 
condiciones de humedad en el microclima son óptimas, normales o bajas, este 
dato será de vuelta en forma de String al microclima, el cual lo enviara a la UI o 
desplegara alarmas.  
 
4.5.4 NIVEL DE LUZ  
 
El flujo de luz se activa con la llegada del dato de luz proveniente del broker. 
También tenemos un switch para permitirnos la activación o desactivación 
manual de la luz artificial del microclima.  
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Figura 54 Flujo de funciones de luz. 
 
En este flujo se implementó una función de escalamiento llamada Range, para 
lograr escalar el nivel de voltaje de la lectura análoga del sensor, el cual es 
medido de 0 a 1, por lo que transformaremos su valor de 0 a 100 o porcentaje 
de iluminación.  
 
 
 
Figura 55 Función range para transformar a porcentaje. 
 
Este dato es visualizado en la UI, y permite crear mensajes en pantalla para 
saber el estado de la luz en todo momento, con lo cual es posible alertar de 
posibles fallas. O útil en el caso de cultivo en exterior.  
 
A través de la función switch podemos definir el rango de cuál es el valor de 
iluminación para el cual la luz se encuentra encendida o apagada. En este caso 
definiremos como valor un 30% de iluminación, ya que con pruebas reales 
apagada arroja un dato de 15 y prendida de 68 aprox. 
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Figura 56 Diagrama de bloques condicionales de luz. 
 
Con estos datos es posible generar datos en la interfaz de usuario, o generar 
alarmas en caso de haber inconsistencia de funcionamiento del panel led 
 
4.5.5 PRESENCIA DE AGUA/LLUVIA 
 
El flujo de agua/lluvia se activa con la llegada del dato del sensor de agua, 
proveniente a través del broker. Este dato se escala a porcentaje a través de 
una función simple Node.js, es mostrado en la UI y se realiza un condicional 
simple similar al de luz, el cual nos permite saber cuándo existe agua incidiendo 
sobre el sensor lo que nos da a conocer la presencia de agua al estar en el 
interior del microclima, o presencia de lluvia en el caso de un sensor de exterior.  
 
 
Figura 57 Flujo de funciones de agua/lluvia. 
 
El dato de lluvia, es bastante útil para posibles decisiones de riego del cultivo, 
así como también es útil para notificar al usuario de presencia de lluvias en 
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distintos lugares, que también se pueden acceder a través de suscripciones, en 
el caso de haber distintos sensores geolocalizados y comunicados a través de 
MQTT. Esto es posible notificarlo al usuario a través de diferentes métodos 
como la interfaz de usuario o servicios en Internet.  
 
4.5.5.1 NOTIFICACIONES EN TWITTER 
 
Unos tipos de herramienta bastante útil que provee Node-Red, es la conexión a 
diferentes APIs disponibles en la web, como es el caso de las redes sociales, 
debido a que cada vez más liberan herramientas gratuitas para desarrolladores, 
y su fácil integración a través de estas APIs y respectivas credenciales. 
 
 
 
Figura 58 Nodo Twitter. 
 
Para publicar datos a través de Twitter es necesario ingresar una cuenta valida 
de usuario de esta red social, en este caso se usó mi cuenta personal, esto 
publicara los datos y mensajes generados al perfil del usuario dado, y permitirá 
subscribirnos a tópicos de Twitter y recibimiento automático de datos.  
 
4.5.6 TIMERS 
 
La planta del pimiento necesita un ciclo bien definido de luz y oscuridad, lo que 
se conoce como el fotoperiodo. Al proveer a la planta de luz artificial es 
necesario activar la luz solo cuando la planta lo necesite, y en las longitudes de 
onda correcta, principalmente rojo y azul. El fotoperiodo cambia dependiendo la 
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etapa de desarrollo, siendo 16d/8n horas en germinación y crecimiento, y  
12d/12n horas para inducir la etapa de floración.  
 
Figura 59 Flujo de timers en instancia FRED. 
 
Estos timers si implementaron en la instancia FRED en la nube, los cuales se 
comunican con el microclima a través de MQTT, esto se realizó con el fin de 
alivianar el procesamiento del gateway local, y aprovechar las instancias en la 
nube para realizar cloud computing. Los timers se accionan dinámicamente 
dependiendo de la etapa de desarrollo seleccionada para la planta.  
 
 
Figura 60 Configuracion nodo Big Timer. 
 
En la configuracion del nodo Big Timer, se puede apreciar la gran cantidad de 
parámetros que podemos definir en esta función. Debemos ingresar las horas 
de activación y desactivación del nodo a través de rangos, la latitud y longitud 
para mostrar la hora correcta, el tópico donde se publicara el resultado del 
timer, y los distintos payloads dependiendo el estado del timer. 
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4.5.7 ARCHIVOS EN MEMORIA 
 
El core de Node-Red nos provee una herramienta que nos permite guardar 
archivos de cualquier tipo, solo debemos especificar el nombre del archivo. 
Existen distintas opciones, como añadir datos al final del archivo, o sobrescribir 
el archivo. Para esto, se creara un String con el formato CSV que será escrito 
con intervalos de tiempo definido. 
 
 
Figura 61 Flujo para guardar datos en archivos csv. 
 
En este flujo vemos un nodos inject, el cual está fijado en intervalos de 1 
minuto, los cuales mandaran el timestamp, el cual será transformado a fecha y 
hora a través del nodo date formatter, luego tenemos la función crear objeto 
data, la cual creara el objeto con el formato correcto a ser guardado en el 
archivo con extension CSV. 
 
 
Figura 62 Nodo function para crear formato csv. 
 
El contenido de nuestra cadena CSV con los valores de las variables a utilizar, 
contiene el tiempo como timestamp, y las variables globales de temperatura, 
humedad relativa, luz y lluvia. 
 
Realizamos la configuración del nodo File, donde podemos especificar la ruta 
donde queremos crear el archivo así como otros parámetros de configuración, 
es posible crear archivos .txt, .csv, .json entre otros. 
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Figura 63 Configuración nodo File. 
 
La ruta del archivo será dentro de nuestra carpeta raíz del proyecto. La acción 
append to file nos permite añadir datos al final del archivo, donde cada objeto 
será guardado en una línea distinta. Por ultimo marcaremos la opción de crear 
archivo si este no existe. 
 
4.5.8 DATOS EN MYSQL 
 
Para hacer uso de funciones de bases de datos MySQL, es necesario instalar la 
librería que nos provee los nodos necesarios. 
 
$sudo npm install node-red-node-mysql 
 
Para realizar el guardado de datos en nuestra base de datos podemos hacerlo 
mediante intervalos de tiempo, esto a través de un nodo inject, que nos 
proveerá el timestamp, así como también de un botón en nuestra interfaz de 
usuario. 
 
 
Figura 64 Flujo para guardado de datos en MySQL. 
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El comando MySQL es creado en el nodo función, donde se define un 
parámetro topic del msg, con el contenido del comando, dando como datos las 
variables globales a guardar, el contenido de la función es el siguiente. 
 
msg.topic = "INSERT INTO sensores (fechayhora, temperatura, humedad, 
luz, lluvia) VALUES (" + msg.payload + "," + context.global.temperatura 
+ "," + context.global.humedadr + "," + context.global.luz + "," + 
context.global.lluvia + ")"; 
return msg; 
 
La creación de la tabla en nuestra base de datos es creada mediante línea de 
comandos, donde se especifican los parámetros de nuestros datos. Podemos 
ver la descripción de nuestra tabla a través del comando describe sensores, 
donde sensores es el nombre de la tabla para las pruebas de este prototipo. 
 
 
Figura 65 Descripción de la tabla sensores, en base de datos MySQL. 
 
4.5.9 DATOS EN LA NUBE 
 
Existen diferentes alternativas para manejar datos en la nube, como brokers, o 
bases de datos en tiempo real. Como es el caso de ThingSpeak e IBM Watson 
IOT, la cual nos permite enviar datos los cuales serán modificados en los 
servicios que estén suscritos a él en tiempo real, esto debido a que ocupa el 
protocolo MQTT. La plataforma Bluemix de IBM, nos permite tener distintos 
servicios como bases de datos en tiempo real, analítica de datos y diferentes 
servicios con los agregarle valor adicional los datos de nuestros dispositivos. 
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Para esto haremos uso del mismo flujo que usamos para guardar datos en 
nuestro sistema, así que cada cierto intervalo de tiempo definido, 
actualizaremos los datos en nuestra IBM Cloud y de ThingSpeak. 
 
 
Figura 66 Flujo para guardado de datos en IBM Watson IoT y ThingSpeak. 
 
 
Watson IOT nos provee una herramienta para graficar los datos entrantes, pero 
en este caso solo graficara el primer dato del objeto JSON, que en este caso 
fue la temperatura, ya que es un dato más cambiante en el tiempo, para así 
comprobar el funcionamiento del gráfico. Todos los datos enviados a esta 
plataforma estarán disponibles en tiempo real para cualquier aplicación o 
servicio que posea un cliente Watson IOT, como podrían ser otras instancias o 
maquinas creadas con el mismo sistema. El objeto JSON con las variables se 
configura de la siguiente manera, en esta cadena podemos agregar cuantas 
variables queramos. 
 
msg.payload = { 
    temp : context.global.temperatura 
} 
return msg; 
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Figura 67 Nodo conexión a Watson IoT. 
 
Se realiza la configuracion del nodo de conexión al servicio Watson, en el cual 
se configura en modo conectar como dispositivo, se asigna el ID de conexión, 
basado en eventos y a través de formato JSON para enviar el msg.payload. 
 
Otro servicio que nos permite realizar traspaso de datos, análisis en la nube, y 
visualización de datos es ThingSpeak, una herramienta creada por Mathworks, 
los responsables del software Matlab. Este plataforma en la nube nos permite 
comunicar nuestros dispositivos a través de internet sin necesidad de resolver 
DNS, solo a través un sistema publish/subscribe a través de MQTT. 
 
 
Figura 68 Configuración canal ThingSpeak. 
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Esta plataforma nos permite enviar y leer un dato cada quince segundos en la 
version gratuita, y una vez en las versiones pagas. Esta plataforma nos permite 
guardar datos para visualización y análisis, y es posible programar funciones en 
Matlab para personalizar los análisis de datos. 
 
En Node-Red es posible descargar una librería para el envío de datos a la 
plataforma ThingSpeak, para esto debemos ingresar nuestra credencial de 
escritura o lectura según sea el caso, la cual se ingresa junto con el Field o 
campo que se desea sobrescribir con el dato entrante. 
 
 
 
 
Figura 69 Envío de datos a ThingSpeak. 
 
El nodo ThingSpeak enviara a la plataforma los datos entrantes, al nodo, con la 
propiedad msg.payload. En este caso solo se envía un dato a uno de los 
campos, pero cabe destacar que se pueden enviar tramas a través de formato 
JSON. 
 
También es posible darle otras herramientas abiertas, basadas en APIs de 
aplicaciones comúnmente utilizadas ya sea por personas o empresas, en este 
caso veremos el uso de Dropbox, para poder guardas los archivos en los cuales 
guardaremos nuestros datos. Gracias a estas herramientas, podemos 
automatizar el almacenamiento de datos ya sea para el análisis, o el acceso a 
distintas personas o distintos procesos que posean la capacidad de acceder a 
estos. 
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En este flujo se puede ver él envió de comandos para las distintas opciones, de 
guardado, en el cual podemos activar flujos de escritura de datos por intervalos, 
o simplemente apretando un botón en la interfaz, para acceder a los datos en 
algún lugar en específico. Al enviar el comando guardar en Dropbox, 
guardaremos el archivos con los datos adquiridos desde la escritura de 
archivos, o archivos creados con los datos de la base de datos. 
 
 
Figura 70 Guardar archivo en Dropbox. 
 
Para acceder a una API, es necesario ingresar claves de seguridad, por lo que 
debemos ingresar al portal de Developer de Dropbox para solicitar el uso del 
API. Luego de obtener los datos ingresamos nuestras contraseñas. 
 
 
Figura 71 Claves de seguridad API Dropbox. 
 
4.5.10 INSTANCIA IBM BLUEMIX 
 
Podemos obtener una instancia de Node-Red en la nube, a través de un 
servicio para el internet de las cosas conocido como PAAS o Platform As a 
Service, lo cual nos provee un servidor, con máquinas virtuales, entornos de 
desarrollo, servicios en la nube entre otros, uno de estos servicios corresponde 
a una instancia Node-Red. 
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Figura 72 Flujos en instancia Node-Red Bluemix. 
 
IBM Bluemix posee muchos nodos de desarrollo, entre ellos posee nodos para 
la creación de aplicaciones con su computadora Watson, la cual es una 
computadora con mucha potencia, que nos permite enviar información y nos 
devuelve Informacion ya procesada de manera muy eficiente, y con 
capacidades muy grandes de análisis en poco tiempo. En este caso se usara 
Bluemix principalmente para hacer uso de Almacenamiento de datos en la 
nube, esto a través de un servicio llama Cloudant, una base de datos en la 
nube, no relacional y basada en ficheros, que nos permite almacenar datos 
puros o en archivos de texto como por ejemplo en formato JSON. 
 
4.5.11 MEDICIONES DATOS CIUDAD 
 
Para complementar los datos adquiridos por los sensores del microclima, es 
posible acceder a través de APIs, a las variables del tiempo de la ciudad, esto 
con el fin de prever acciones, contrapolar los datos para la realización de 
análisis en tiempo real, o información al usuario. 
 
Para adquirir la temperatura de la ciudad lo haremos a través de servicios 
meteorológicos, en nuestro caso haremos un peticion a la API de 
OpenWeatherMap. 
 
 138 
 
 
Figura 73 Flujo adquisición de datos de Santiago, a través de OpenWeatherMap. 
 
En este flujo configuramos el acceso a temperatura y humedad relativa de la 
Ciudad de Santiago. Esto se realiza cada 30 segundos, ya que es un dato solo 
para información y no es una variable que podamos controlar. Para acceder a 
esta información es necesario ingresar a la página de Openweathermap, y 
solicitar las API Keys de esta aplicación. Esta información será posible verla en 
gráficos en nuestra interfaz de usuario, así como también guardarla localmente 
o en la nube. 
 
4.5.12 TEMPERATURA DE HARDWARE 
 
También podemos realizar todas acciones para medir la temperatura de la CPU 
de nuestra Raspberry Pi, para tener datos de mantención y posibles alertas de 
funcionamiento si es necesario. 
 
 
Figura 74 Acceso temperatura del sistema. 
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Este flujo nos permite obtener los datos de nuestro sistema cada 10 segundos, 
lo cual envía al Broker la temperatura, donde puede almacenarse y mostrarse 
en las UI. 
 
4.5.13 SERVIDOR DE INTERFACES 
 
Para poder servir archivos estáticos, Node-Red provee un bloque URL, para 
manejar las rutas de nuestra aplicación web. Para esto podemos configurar de 
manera simple las peticiones, y agregar nuestro código HTML Y JavaScript en 
funciones templates, para después servirlos al cliente. 
 
 
Figura 75 Manejador de peticiones HTTP para servir interfaces. 
 
Para hacer peticion se puede hacer a través de links dentro de nuestra 
aplicación o simplemente, ingresando la ruta URL, en este caso en fase de 
desarrollo será nuestra IP y puerto, y a través de slash podemos definir la ruta a 
la que necesitamos acceder.  
 
 
Figura 76 Petición interfaz de mando. 
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4.5.14 ANÁLISIS DE CONEXIÓN Y MANEJO DE ERRORES 
 
Es necesario crear una utilidad de software para comprobar la conexión, tanto 
con el usuario, como el acceso al WiFi al cual estemos conectados, debido a 
que en caso de perder la conexión es necesario notificar. 
 
Para esto se creó un flujo, en el cual haremos un escaneo de las redes WiFi 
cada dos segundos, aquí tendremos que configurar el nombre de red al cual 
estamos conectados, para así poder saber cuándo existe desconexión. 
 
 
Figura 77 Escaneo WiFi. 
 
Este flujo nos permite hacer el escaneo cada dos segundos, en este flujo 
hacemos uso de la función switch, que nos permite realizar condicionales, y 
tener distintas salidas dependiendo su valor.  
 
 
Figura 78 Configuración función switch para comprobar conexión WiFi. 
 
En este caso podemos ver una sola salida, ya que comprueba un ‘distinto a’, 
que nos permite comprobar el nombre de nuestra red.  
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Otros nodos útiles es la captura de posibles errores provenientes de todos los 
nodos, los cuales podemos visualizar o corregir, en este caso solo se mostrara 
en consola debido a nula existencia de errores durante la ejecución. 
 
 
Figura 79 Nodo Catch para captura de errores de ejecución. 
 
5 RESULTADOS 
 
5.1 ALCANCES Y LIMITACIONES 
 
Para la fase de prototipo de este proyecto existen limitaciones que están 
directamente relacionadas con el funcionamiento de los sensores, en el caso 
del sensor de temperatura y humedad, los datos no estan calibrados en su 
totalidad. Debido a la poca fidelidad en el caso de estos datos específicos, no 
se realizó un análisis profundo de los datos de los sensores, sino más bien su 
interconexión, generación, almacenamiento, procesamiento y comunicación de 
los datos de estos. 
 
Otro aspecto a considerar, es que el nodo de sensores se conectó directamente 
a través de USB al gateway IoT, lo cual en el caso de existir muchos nodos es 
necesario alguna comunicación que permita varias concurrentes, como 
comunicación inalámbrica. 
 
Otra limitación está relacionada con la creación del software, se crearon los 
sistemas de control de software, pero no el sistema de control automático de 
variables. Solo se realizó una muestra de control simple a través de 
condicionales en el caso de la temperatura. 
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Este proyecto se realizó solo en su etapa de prototipo en la parte física, por lo 
que con objeto practico, se utilizaron batería para su funcionamiento, 5V para la 
lógica y los sensores, y 12V para los actuadores, no se aplicó el sistema de 
bomba de riego por necesitar 220V. El software es netamente funcional y 
fácilmente de instalar en cualquier dispositivo Linux con Node.js instalado. 
 
5.2 PRUEBAS DE FUNCIONAMIENTO 
 
5.2.1 ALIMENTACIÓN 
 
La alimentación de la Raspberry Pi 3 debe realizarse con un voltaje de 5V CC. 
La corriente de alimentación debe ser mayor o igual a 2A, esto puede depender 
de la cantidad de procesos o periféricos conectados a la Raspberry. 
 
Para el sistema de Iluminación artificial se utilizó Leds de color rojo y azul, los 
cuales se alimentan con 12V. Para controlar este consumo de voltaje de parte 
de los actuadores se utilizaran transistores y relés. Para realizar la medición del 
consumo de nuestro sistema se hizo la medición de la ventilación y la luz 
artificial, con el circuito que se muestra a continuación, donde se hará uso de un 
amperímetro para medir el consumo en amperes.  
 
 
Figura 80 Circuito para medir el amperaje de la iluminación y ventilación. 
 
I 
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Podemos utilizar nuestro sistema de microclima de manera autónoma en 
términos de consumo eléctrico, debido a que los sistemas y actuadores solo 
consumen 5V y 12V, por lo que se implementó un powerbank de 5V y 2A, y una 
batería de 12V de 7AH. Para el modo autonomo es necesario un sistema de 
riego manual, debido a que un sistema de riego utiliza una bomba de 220V, la 
cual no se implementó en este prototipo por temas de movilidad. El resultado 
del consumo de la ventilación y luz artificial es el siguiente. 
 
 
Figura 81 Resultado de medición de amperaje. 
 
El resultado de medición de amperaje arroja 0.4 Amperes, por lo cual la 
autonomía de la batería de 12V Y 7Ah, genera un autonomía de muchas horas. 
 
5.2.2 SELECCIÓN DE CICLO 
 
5.2.2.1 INTERFAZ DE USUARIO 
 
Los resultados de la generación de interfaz de usuario para la selección de 
ciclo, resulta en una página aplicación HTML servida a través de HTTP. Esto 
nos permite tener aplicaciones, las cuales fueron probadas en las distintas 
plataformas, como Android, IOS, y Web browser tanto en Windows como en 
MAC. 
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Para la elección del estado de desarrollo que queremos forzar en la planta, 
tenemos botones simples con los cuales setearemos las variables necesarias 
para las distintas etapas de la planta del pimiento en este caso.  
 
 
Figura 82 Elección de etapa de la planta del pimiento. 
 
Dependiendo la etapa elegida se setean en el contexto global los 
requerimientos de la planta, a la vez de mostrar información en pantalla acerca 
de la planta y su etapa de desarrollo. 
 
5.2.3 PRUEBAS ADQUISICIÓN Y ANALISIS DE DATOS 
 
5.2.3.1 TEMPERATURA 
 
Los flujos de funciones de la temperatura en el microclima, crean gráficos en la 
interfaz de usuario, que nos permiten analizar el comportamiento de las 
variables físicas del entorno, es posible establecer el tiempo de datos histórico 
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que se muestra en el gráfico, el cual puede ir desde segundos a semanas o 
meses.  
 
Figura 83 Resultados flujos de temperatura. 
 
Para comprobar el resultado de la automatización de actuadores para generar 
un control simple de temperatura, es necesario simular datos críticos de 
temperatura, debido a que en condiciones normales no es muy común que el 
microclima alcance el cero vegetativo o temperaturas críticas que detienen el 
desarrollo de la planta. En este caso se muestra la simulación de temperatura 
crítica alta. Al ser la temperatura más alta de lo que la planta necesita, se activa 
el sistema de ventilación automáticamente, a la vez de informar vía mail al 
usuario de alertas en el microclima. 
 
 
Figura 84 Alarma de temperatura critica vía correo electrónico. 
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5.2.3.2 HUMEDAD RELATIVA 
 
Los flujos para funciones de humedad relativa crean gráficos en la UI, a la vez 
de mostrar el estado en que se encuentra la humedad, respecto a las 
condiciones óptimas del desarrollo de la planta. 
 
 
Figura 85 Resultados flujos de humedad. 
 
La etiqueta de texto en rojo, nos permite observar que la humedad es más baja 
que la óptima, la cual debería ser entre 50 y 70%. El resultado de la palabra 
bajo, permite comprobar el resultado del análisis realizado en la nube por la 
instancia FRED. 
 
5.2.3.3 NIVEL DE LUZ 
 
Los flujos de luz, nos permiten visualizar los niveles de luz en porcentaje de 
iluminación, esto nos permite información del estado de la luz artificial. Es 
posible encender la luz manualmente, lo cual no es tan aconsejable debido a 
que las plantas tienen ciclos bastante exigentes en ciertas etapas del desarrollo, 
por lo que accidentalmente podrían adelantarse ciertos ciclos. 
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Figura 86 Resultados flujos de nivel de luz. 
 
5.2.3.4 NIVEL DE AGUA/LLUVIA 
 
El flujo de detección de agua/lluvia nos proporciona datos del porcentaje de 
agua incidente en el lugar. En este caso se hizo una prueba simple, la cual fue, 
agregar una simple gota de agua para medir el dato de activación de las 
informaciones y alarmas. 
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Figura 87 Resultados detección agua/lluvia. 
 
Este dato nos permite la medición en tiempo real de la incidencia de lluvia en 
sectores monitoreados. A través de esto es posible la creación de mallas de 
sensores posicionados estratégicamente para la medición de condiciones de 
lluvia en tiempo real, lo cual lo hace útil en la decisión de riegos sobre campos 
de cultivo, acumulación de agua, condiciones climáticas entre otros. 
 
La función de lluvia en tiempo real es bastante útil tanto para el microclima 
como para usuarios o personas. Por lo que se implementó un nodo de Twitter, 
el cual a través de su API, puede enviar un Twitter a la cuenta que se 
especifique. En este caso se informara el comienzo de lluvia en determinados 
sectores. 
 
 
Figura 88 Publicación automática en Twitter. 
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5.2.3.5 DATOS CIUDAD 
 
Para desplegar los datos de la ciudad se creara una pestaña llamada Ciudad, 
donde se podrán ver gráficos de los datos de temperatura y humedad, y los 
datos de la posición del sol. 
 
 
Figura 89 Datos de ciudad en UI. 
 
 
5.2.4 PRUEBAS DE ALMACENAMIENTO LOCAL 
 
5.2.4.1 ALMACENAMIENTO LOCAL 
 
El resultado del almacenamiento de datos en archivos de texto, en este caso un 
archivo csv con un formato definido para guardar los datos provenientes de los 
sensores del microclima, esto podemos hacerlo a través del siguiente comando. 
 
$sudo cat inverno.csv 
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Figura 90 Resultado archivo csv. 
 
Aquí podemos ver las últimas columnas registradas en el archivo de texto 
plano. Podemos ver los campos correspondientes al timestamp, temperatura, 
humedad, nivel de luz, y porcentaje de incidencia de agua. 
 
5.2.4.2 ALMACENAMIENTO EN MYSQL 
 
Para comprobar el funcionamiento de la base de datos podemos hacerlo a 
través de la interfaz de comandos de MySQL a través de los siguientes 
comandos 
 
>use inverno; 
>select * from sensores; 
 
 
Figura 91 Resultado de datos MySQL. 
 
A través del comando para seleccionar toda la tabla sensores, se despliegan los 
datos guardados durante aproximadamente una semana. Se obtuvo un 
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pequeño error de sintaxis que dificulto el guardado del dato de ID y el 
timestamp, a pesar de esto, no se descartaron los datos, debido a la gran 
cantidad de estos, y su utilidad en distintos tipos de análisis. 
 
5.2.5 PRUEBAS DE SERVICIOS EN LA NUBE 
 
5.2.5.1 THINGSPEAK 
 
 
Figura 92 Visualización de Thingspeak, App móvil. 
 
El dato visible en la gráfica son los datos de temperatura del microclima en 
tiempo real, a través de ThingSpeak es posible realizar análisis a través de 
scripts MATLAB, con esto, el grafico nos muestra un historial en este caso de 
menos de una hora, pero este puede almacenar históricos un día completo. 
Gracias a estos scripts podemos hacer análisis, en este caso solo de máximos 
y mínimos, pero podrían ser utilizados en estadísticas y análisis generales de 
datos o estudios más avanzados de los datos.  
 
5.2.5.2 IBM WATSON IOT CLOUDANT 
 
A través de IBM Bluemix, podemos acceder a distintos servicios en la nube, 
entre ellos inteligencia artificial, traducciones, análisis de datos, 
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almacenamiento en la nube entre muchos más, para el sistema de microclima 
se ha creado una base de datos no relacional, en la nube, con el fin de tener 
siempre los datos disponibles y usables por cualquier aplicación que se 
desarrolle con la API Cloudant. 
 
 
Figura 93 Tablas de datos en Cloudant. 
 
Esta base de datos nos permite obtener información de la cantidad de registros 
que tenemos en cada fichero, así como también saber su pero en MB, lo cual 
es bastante útil para la optimización del muestreo de datos y eficiencia de 
espacio. 
 
Al acceder a los datos a través de una peticion, en este caso de un nodo 
Cloudant del pack de nodos de IBM Bluemix, este devuelve matrices con 
objetos, los cuales son fáciles de indexar y utilizar sus contenidos. 
 
Figura 94 Resultados de almacenamiento en Cloudant. 
 
5.2.5.3 DROPBOX 
 
El resultado del almacenamiento y la subida de archivos en la nube, permitió 
subir el archivo de datos en CSV  a la plataforma Dropbox. En el cual podemos 
disponer de todo el espacio de esta nube para almacenar archivos con datos. Al 
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re subir el archivo se sobrescribe el contenido. Actualizando los datos y la 
Informacion del archivo. 
 
 
 
Figura 95 Resultado almacenamiento API Dropbox. 
 
Es posible ver y editar el archivo en el editor de Dropbox, la cual se puede 
acceder a través de cualquier navegador web. 
 
 
Figura 96 Visualización de csv en la nube. 
 
5.2.3.9 ANÁLISIS DE RENDIMIENTO 
 
Se midió durante el proceso, el rendimiento de la CPU de la Raspberry PI, el 
cual tenía corriendo la aplicación Node-Red, el Broker Mosquitto, y los clientes 
MQTT Python y Node.js encargados de los sensores. El sistema creado con 
Node-Red funciona en segundo plano, y a pesar de la gran cantidad de nodos y 
flujos de programación, el uso de la CPU varía desde un 2% a un máximo de 
5%, esto gracias a las características asíncronas y no bloqueante del lenguaje 
Node.js. El cual no necesita generar nuevos threads para generar nuevos 
procesos, sino que optimiza los datos y la gestión de los eventos. 
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Figura 97 Uso máximo CPU Node-Red. 
 
5.2.3.10 DIFERENCIAS ENTRE MQTT Y HTTP 
 
Luego de realizar comunicaciones a través de servidores HTTP, y servidores 
MQTT, nos podemos dar cuenta de grandes diferencias entre estos protocolos 
y sus orientaciones, las cuales serán analizadas a continuación. 
 
Diseño: HTTP está centrado en documentos mientras que MQTT es centrado 
en datos. MQTT transmite datos como un array de bytes, y en comparación de 
HTTP, es un protocolo de peso ligero que usa poco ancho de banda. 
 
Mensajes: MQTT es un sistema simple de mensajes basado en 
publish/subscribe, lo cual permite la independencia de los clientes existentes, e 
incluso pueden no saber de la existencia de estos, manteniendo a la vez 
comunicación bidireccional. Por otro lado HTTP sigue la filosofía 
request/response, donde el cliente necesita saber la dirección exacta del 
dispositivo o contenido al cual se conecta. 
 
Complejidad: MQTT es un protocolo más orientado al desarrollador, el cual está 
compuesto de menos métodos (Subscribe, Publish, Connect, Disconnect, 
Unssubscribe), que lo hace más fácil que HTTP el cual usa distintos métodos 
(POST, PUT, GET, UPDATE, etc), y muchos códigos de retorno.  
 
Tamaño de mensajes: Los dispositivos con limitados recursos en redes de baja 
anda ancha pueden hacer uso de MQTT, el cual posee un header de 2 bytes de 
tamaño, y el contenido del mensaje en formato binario. HTTP es orientado a 
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texto lo cual consume una gran cantidad de banda ancha, y una gran cantidad 
de batería en sistemas autónomos. 
 
Calidad de servicio: MQTT soporta 3 niveles de calidad de servicio o QoS en el 
protocolo de publicación de mensajes, el cual permite a los desarrolladores no 
tener que escribir tanto código adicional para asegurar la entrega de datos. 
HTTP no posee la capacidad de elegir calidad de servicio. 
 
Distribución de los datos: HTTP es comunicación punto a punto, mientras que 
MQTT fue construido como mecanismo de distribución, soportando modelos de 
distribución uno a uno, uno a muchos, y uno a cero. 
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6 CONCLUSIONES 
 
Las diferentes plataformas de desarrollo y hardware embebido disponibles en el 
mercado, sumado a herramientas de programación como el lenguaje o entornos 
de programación, y la capacidad de conectar estos dispositivos localmente o 
remotamente, nos da conocer el potencial de crear maquinas más inteligentes y 
eficientes, con costos mucho menores que las actuales del mercado de 
desarrollo de hardware. Esto nos permite la capacidad de crear programas que 
generen el control, y también la automatización de procesos y de manejo de 
datos, de manera más personalizada al tipo de proceso que se quiere crear. 
 
A través de las distintas herramientas de comunicación, y la capacidad de 
conexión de las placas de desarrollo, así como su autonomía y bajo consumo, 
nos permiten conectarnos tanto localmente a dispositivos, como remotamente 
con nubes virtuales o servicios de información como APIs o servidores 
dedicados al Internet de las Cosas. Estas conexiones nos permiten usar datos 
externos para complementar nuestros servicios y sistemas, para hacer uso de 
tecnologías como el cloud computing, así aumentar las capacidades y utilidades 
de estos sistemas y crear sistemas distribuidos. 
 
Node-Red basado en Node.js nos permite la implementación de sistemas 
complejos con un ahorro en el tiempo de desarrollo de software, gracias a su 
programación de flujos de bloques de programación, su programación basada 
en eventos, y su abstracción de la programación de mayor nivel de dificultad, y 
nos permite la importación de nodos creados para distintas funciones 
especiales de distintos servicios, nos permite manejar de manera óptima los 
eventos provenientes del sistema general, así como también de la interacción 
con el usuario, y la creación de nodos personalizados. Acá todo se simplifica y 
se maneja de manera más modular y fácil de configurar, visualmente más 
estético, y nos permite la creación de nuestros propios nodos y flujos, y la 
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capacidad de integrarla con cualquier código creado. A través de Node-Red se 
logra optimizar el uso de hardware y el uso de datos para la comunicación. 
 
Una de las principales características que Node-Red provee, es la capacidad de 
reprogramar o agregar nodos y flujos a nuestro programa del sistema, esto 
programando a través de una interfaz web, en tiempo real, y permitiéndonos 
que al modificar los datos no se va interrumpir ni detener el flujo de programa, lo 
que es una gran ventaja frente a otros sistema que requieren de programación 
por cable, como en el caso de los microcontroladores. Esto sumado al manejo 
de eventos para las comunicaciones MQTT y HTTP para el controlador de la 
comunicación y las interfaces de usuario, que nos permiten un control 
automatizado de programa y de datos. 
 
Debido al pequeño tamaño del microprocesador Raspberry Pi, así como 
también su bajo consumo eléctrico, se hizo posible la creación de un sistema 
modular, el cual nos permite hacer funcionar el servidor independiente del 
sistema de los motores, por lo que es posible sacarla de la base para integrarla 
en otros sistemas y reprogramarla, o hacer uso de otros sistemas móviles, por 
ejemplo hacer uso de este en un automóvil, o en el área de la agricultura en 
exteriores, como en tractores. Esto es bastante útil ya que al momento de 
realizar labores en la tierra podemos tener sistemas realizando mediciones en 
tiempo real, o montarlo en distintos tipos de sistema. 
 
Gracias a los servidores montados es posible crear servidores de interfaces, las 
cuales puede ser de una infinidad de tipos y funcionalidades distintas. 
Experimentalmente las interfaces no poseen todas sus funcionalidades, pero 
gracias a la gran escalabilidad, la reprogramación o la implementación de 
nuevos flujos de programa se podrán ir añadiendo distintas interfaces más 
elaboradas para el control, monitoreo y uso de datos, así como también el 
análisis de estos en el área del back-end. 
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Los resultados específicos del proyecto es un gateway IoT, con la capacidad de 
controlar el software para un microclima de cultivo automatizado, este sistema 
esta creado a partir de hardware y software abierto, con los cuales se creó un 
sistema de control de software que nos permita crear las condiciones de cultivo 
óptima para la planta que se desee cultivar, esto ingresando los parámetros 
óptimos de cada planta. Este software nos permite la comunicación entre 
distintos dispositivos locales y en la nube, de manera fluida a través de 
protocolos y funciones de control, que permiten dotar a los sistemas modernos 
de decisiones inteligentes, funciones de conexión a distintos servicios en 
internet y la creación de sistemas distribuidos y eficientes. 
 
En un futuro se realizaran nuevas actualizaciones, aprovechando la 
modularidad del sistema y su gran escalabilidad y manejo de gran cantidad de 
eventos, que nos permiten interactuar con sistemas locales y remotos para 
crear sistemas e incluso entornos inteligentes, y así lograr eficiencia y sacar 
provecho a las nuevas tecnologías. 
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GLOSARIO 
 
API: Application Programming Interface 
UX: User Experience 
TCP: Transmission Control Protocol 
IP: Internet Protocol 
SO: Sistema operativo 
HTML: Hyper Text Markup Language 
LAN: Local Area Network 
WAN: Wide Area Network 
NPM: Node Package Manager 
HTTP: HyperText Transfer Protocol 
MQTT: Message Queue Telemetry Transport 
FTP File Transfer Protocol 
VNC Virtual Network Computer 
SSH Secure Shell 
NPM Node Package Manager 
JSON Javascript Object Notation 
IOT Internet Of Things 
GPS Global Positioning System 
GSM Global Syste for Mobile communications 
WIFI Wireless Fidelity 
GPRS General Packet Radio Service 
3G Tercera Generacion 
HDMI High Definition Multimedia Interface 
USB Universal Serial Bus 
SD Secure Digital 
GPIO General Purpose Input Output 
NMEA National Marine Electronics Association  
RMC Recommended minimum data  
DGPS Differential GPS 
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FTP File transfer Protocol 
PC Personal Computer 
OSI Opeen System Interconnection 
URL Uniform Resource Locator 
DNS Domain Name System 
XML Extensible Markup Language 
SSL Secure Sockets Layer 
TLS Transport Layer Security 
COAP Constrined Application Protocol 
HTML Hypertext Markup Language 
CSV Comma Separated Values 
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ANEXOS 
 
FOTOGRAFIAS DEL PROYECTO 
 
 
Figura A Prototipo Microclima inteligente de cultivo. 
 
 
Figura B Planta en crecimiento, interior del microclima. 
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Figura C en navegador web PC. 
 
 
Figura D Aplicación en teléfono Android. 
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Figura E Notificación alarmas y datos en la nube. 
 
CÓDIGOS  
 
CÓDIGO SERVIDOR 
 
Estructura básica de servidor basado en el framework web de Node.js Express. 
El resto del código es generado a través de los nodos y flujos del programa 
creado con Node-Red. El código y las configuraciones se realizan dentro del 
propio nodo por lo que no es posible escribirlo en esta área. Se dio un detalle 
del contenido de los nodos en el capítulo número 4. 
 
var express = require('express'); 
var http = require('http'); 
var path = require('path'); 
var app = express(); 
 
//fijar al puerto 
app.set('port', process.env.PORT || 3000); 
 
//servir archivos estaticos 
app.use(express.static(path.join(__dirname, '/static'))); 
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//crear servidor 
var http = http.createServer(app).listen(app.get('port'), function(){ 
 
  console.log('Express server listening on port ' + app.get('port')); 
 
}); 
 
var io = require('socket.io')(http);  
 
//escuchar sockets 
 
io.sockets.on('connection', function(socket) { 
  
    console.log("Nueva conexion: " + fecha);      
    socket.on('move', function(direction) { 
    }); 
   
    socket.on('stop', function(dir){ 
    }); 
 
    socket.on('disconnect', function(){ 
        console.log("Usuario desconectado"); 
    });              
}); 
 
CODIGO CLIENTE 
 
El código en HTML está escrito dentro de los nodos de UI, y en los templates 
HTML podemos escribir código directamente. Esto renderiza la aplicación sin 
necesidad de programar directamente un solo documento de HTML. A través 
del servidor HTTP también servimos páginas con las cuales podemos servir 
interfaces HTML más elaboradas. 
 
 
 167 
 
NODE.JS DHT11 
 
var mqtt = require('mqtt'); 
var sensor = require('node-dht-sensor'); 
var client = mqtt.connect('http://127.0.0.1:1883'); 
 
client.on('connect', function(){ 
    client.subscribe('comandos'); 
    console.log('conectado a mosquitto'); 
}); 
 
client.on('message', function(topic, message){ 
    top = topic.toString(); 
    mes = message.toString(); 
    if (top == 'comandos'){ 
        sensor.read(11, 4, function(err, temperature, humidity){ 
            if(!err){ 
                temp = temperature.toString(); 
                hum = humidity.toString(); 
                client.publish('inverno/temperature', temp); 
                client.publish('inverno/humidity', hum); 
            } 
        }); 
    } 
}); 
 
PYTHON SENSORES ANALOGOS Y SALIDAS DIGITALES ARDUINO 
 
import paho.mqtt.client as mqtt 
from pyfirmata import Arduino, util 
from time import sleep 
 
#declaracion de variables 
 
board = Arduino('/dev/ttyUSB0') 
 
led = 2 
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ventilador = 3 
calefactor = 7 
bomba = 9 
 
it = util.Iterator(board) 
it.start() 
 
board.analog[0].enable_reporting() 
board.analog[1].enable_reporting() 
 
def prenderLed(): 
    board.digital[led].write(1) 
 
def apagarLed(): 
    board.digital[led].write(0) 
 
def actRiego(): 
    board.digital[bomba].write(1) 
 
def desRiego(): 
    board.digital[bomba].write(0) 
 
def venOn(): 
    board.digital[ventilador].write(1) 
 
 
def venOff(): 
    board.digital[ventilador].write(0) 
 
def exOn(): 
    board.digital[extractor].write(1) 
 
def exOff(): 
    board.digital[extractor].write(0) 
 
def calOn(): 
    board.digital[calefactor].write(1) 
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def calOff(): 
    board.digital[calefactor].write(0) 
 
def sensarLluviaLuz(): 
    client.publish("inverno/luz", board.analog[0].read()) 
    client.publish("inverno/lluvia", board.analog[1].read()) 
 
def on_connect(client, userdata, rc): 
    print("Conectado con resultado " + str(rc)) 
    client.subscribe("temp/estado") 
    client.subscribe("luzllu/leer") 
    client.subscribe("comandos/luz") 
    client.subscribe("comandos/ventilador") 
 
def on_message(client, userdata, msg): 
    print (msg.topic + " - " + str(msg.payload)) 
 
    if msg.topic == "luzllu/leer": 
        sensarLluviaLuz() 
 
    if msg.topic == "comandos/luz": 
        if (msg.payload == "true"): 
            print "prender led activado" 
            prenderLed() 
        else: 
            print "apagar" 
            apagarLed() 
    if msg.topic == "comandos/ventilador": 
        if (msg.payload == "true"): 
            print "prender ventilador" 
            venOn() 
        else: 
            venOff() 
 
    if msg.topic == "temp/estado": 
        if str(msg.payload) == "optima": 
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            print("Temperatura en estado optimo") 
            venOff() 
 
        if str(msg.payload) == "sobretemp": 
            print("Hay un exceso en el nivel de temperatura") 
            venOn() 
 
        if str(msg.payload) == "bajotemp": 
            print("La temperatura es mas bajo del nivel normal") 
            calOn() 
 
#def on_publish(mosq, obj, mid): 
#    print("mid: " + str(mid)) 
 
client = mqtt.Client() 
 
client.on_connect = on_connect 
client.on_message = on_message 
#client.on_publish = on_publish 
 
client.connect("localhost", 1883, 60) 
 
client.loop_forever() 
 
