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Abstract- Aspect-Oriented Programming (AOP) focuses on precise constructs for modularization of the crosscutting
concerns of a program. Crosscutting concerns can be defined as the functionalities that navigate the principal decomposition
of software and therefore cannot be assigned to a single modular unit. Aspect mining attempts to find and isolate crosscutting
concerns dwelling in legacy systems which in turn help in the adoption of an aspect-oriented design. Functionalities
originally scattered across different modules and tangled with each other can be factored out into a distinct, separate unit,
called an aspect. Identifying and refactoring the existing system into AOP considerably ease the debugging, testing and
maintenance of the large legacy system. The goal of this paper is to find the aspects at the design level using aspect mining
techniques for already existing non-aspect applications. The main advantage of this approach is that without understanding
the underlying code, we can separate the crosscutting concerns at the architectural level. The novelty in our approach is that
we are finding the aspects of an existing system at the architectural level using UML Communication Diagram. Also, the
number of nodes in Control Flow Graph (CFG) drawn from the existing Communication diagram is reduced after finding the
aspects resulting in the new reduced CFG.
Keywords- Concerns, Scattered, Tangled, Object,Fan in.

I.

occurrence of cross-cutting concerns, regular
concerns become challenging to understand as well,
since they get tangled with the crosscutting ones.

INTRODUCTION

Aspect-oriented programming (AOP) is a recent programming paradigm that targets crosscutting
concerns: characteristics of a software application
that are tough to segregate, and whose
implementation is stretched across several modules
[1]. This notion was first introduced by Kiczales et al.
[2]. Different examples of aspects comprise user
interface, logging, security, data storage, threading,
exception handling [3] etc. The important objective of
AOP is to facilitate dealing with crosscutting
concerns of a software application as independently
as possible. Due to inherent complexity of software, it
is ineffective for dealing with many concerns which
have a crosscutting impact on the components of the
system [4]. As a new opportunity to reduce
complexity, AOP offers a paradigm for modularizing
such crosscutting concerns [5]. The weaving method
of AOP automatically combines primary concerns
and crosscutting concerns into an executable intact.
Aspect mining aims to identify the aspect
opportunities in existing and non aspect-oriented
system [6]. Different authors have presented various
automated code mining techniques, normally referred
to as aspect mining techniques, which are capable to
discover crosscutting concerns in the source code [7].
The purpose of these techniques is to present an
outline of the source code entities that participate in a
particular crosscutting concern. A significant
difficulty with such crosscutting concerns is that they
influence the understandability of the software
application, and therefore reduce its evolvability and
maintainability. To begin with, crosscutting concerns
are complex to understand, because their
implementation can be spread over different
packages, classes and methods. Next, in the

In this paper, we have focused on two issues while
providing support for modeling crosscutting
concerns. The first step is to identify the several
concerns that cut across different modules and then
understand where and how these concerns cut across.
Lack of this information, makes it very hard to
represent and explain simultaneously on the subject
of the crosscutting structure and the behavior in the
system. Secondly, we provide a way to differentiate
crosscutting from non crosscutting concerns and
encapsulate the former into aspects.We have used a
communication diagram to demonstrate our approach.
A communication diagram is comprised of objects
and their associations that demonstrates the
communication between the objects [8]. The
advantage of using communication diagram is that it
mainly focuses on the objects and its interaction and
not on the sequencing of the messages. The messages
are sequenced by use of numbering techniques and
not on the basis of the timeline as it is in sequence
diagram. For this purpose, we have considered the
communication diagram of UML 2.0 for the
IssueBook usecase of Library Management System
(LMS). In the first step, we generate the Control Flow
Graph from the Communication Diagram. Next, we
used program slicing technique to identify the
messages with similar functionality by analyzing the
dependency in the execution trace and objects
involved in the communication of the messages.
Then, we have merged similar functions into one
node in the CFG. Hence, the new representation
obtained is smaller than the original one. To maintain
the information about the merged nodes we have
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stored it in a table at the time of merging. We named
the new representation as Concern Graph for
Communication Diagram (CGCoD). In the next step,
we have used Fan in analysis to compute the concerns
in the existing system. It is done by calculating the
Fan in metric [9], [10] of each node in the control
flow graph obtained from

computed either in the forward direction or in the
backward direction of the slicing criterion. A program
slice that is obtained by the static analysis of the
program is known as static slicing. A static slice
contains all components of a program that may affect
the variable specified in the slicing criterion and does
not depend upon any specific input to the program.
But, by analyzing the runtime information of an input
to the program, we can obtain a much smaller slice in
comparison to the slice obtained by static analysis.
The slice thus obtained is known as dynamic slicing
and is valid for a single input to the program. The
slicing criterion to compute the dynamic slice of a
program is given as hs; v; Ii, where s is the statement
number, v is the variable at s and I is the input given
to the program. Program slicing can thus be applied
in a number of fields such as program debugging,
testing, program comprehension, maintenance, etc.
As the object-oriented software has increased in size
and complexity, high level architectural designs have
become very useful in comprehending large systems.

Fig. 1. Communication diagram for IssueBook scenario of
LMS

In this regard, Unified Modeling Language (UML) is
most widely used to construct the architectural
models of large and complex software. It has a wide
range of options to model the various aspects of a
system. A system can be easily comprehended if the
interactions among its objects (behavioral aspect) can
be under- stood properly. Therefore, communication
diagrams are useful to handle, analyze and
comprehend these interactions among the objects.
Many researchers have applied program slicing
techniques on UML diagrams [11], [12] for
understanding, testing, reengineering and reuse of
large software architectures. Our slicing algorithm
traverses the edges of the proposed inter- mediate
graph to identify and separate the messages into their
equivalence classes.
Aspect-oriented Programming (AOP): AspectOriented Programming provides specific language
mechanisms to explicitly capture the crosscutting
structure. To better support the expression of
crosscutting design decision, AOP uses a component
language to describe the basic functionality of the
system and an aspect language to describe the
different crosscutting properties [13]. The
components and the aspects are then combined into a
system using an aspect weaver. The aspect weaver
makes it possible for an advice to be activated at an
appropriate join point during run time. Thus a source
code is modified by inserting aspect specific
statement at join point.
Aspects: An aspect is an ordinary feature that’s
usually scattered across methods, classes, object
hierarchies, or even whole object models. An aspect
is a crosscut- ting type, defined by aspect
declarations. Aspects may have methods and fields
just like any other class. They may also contain
pointcut, advice, and introduction (inter-type)
declarations.

the communication diagram in previous step. Once
the concerns are identified, we check the crosscutting
property of the concerns in order to define it as an
aspect. Thus, we have successfully separated the
crosscutting concerns from the architectural model at
a higher level of abstraction. The rest of the paper is
organized as follows: Section 2 gives a brief
overview of the basic concepts used in our technique.
Section 3 gives the detail steps to generate the
concern graph CGCoD from the Communication
Diagram. Section 4 describes the proposed algorithm
and the working of the algorithm with an example of
IssueBook usecase in Library Management System.
In this section, we also compute the aspects
considering the crosscutting features of the concerns.
In Section 5, we compare our work with other
existing and related works. Section 6 concludes the
paper and specifies some work to be carried out in
future.
II. BASIC CONCEPTS
In this section, we explain some basic definitions,
notations and terminologies associated with the
working of our proposed approach.
Program Slicing: The idea of program slicing is
based on the principle of obtaining an executable
subset of the program under consideration with
respect to the slicing criterion. A slicing criterion is
given as hs; vi, where s is the statement number and v
is the variable that is either defined or used at s. Thus,
the slice of the program with respect to hs; vi consists
of all those statements that either gets affected by the
value of variable v at s or affect the value of v. On the
basis of direction of influence, slicing can be
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Aspect mining: Aspect mining is an approaching
area of research, where we need to find the
crosscutting concerns from the legacy system. To find
we can use various aspect mining techniques like Fan
in analysis, identifier analysis and dynamic analysis.
This leads to more modularized software products
and ease the work of maintenance of already existing
non-aspect legacy systems.
Fan in analysis: Fan in analysis is intended to
identify crosscutting concerns whose implementation
is scattered over various elements, and composed of
method invocations. Fan in of a message m (represented as a node) is defined as the number ofdistinct
message bodies that can invoke m. Due to
polymorphism, one method call can affect the fan in
of several other methods. Our proposed technique
intends at identifying such messages by calculating
the Fan in metric for each message using the Concern
Graph for Communication Diagram (CGCoD). It
depends on the inspection stating scattered,
crosscutting functionality that most influences the
modularity. It is likely to produce high Fan in values
for key messages employing this functionality.

Fig. 2. Control Flow Graph for Figure 1.

Fig. 3. CGCoD for the Communication Diagram in Figure 1.

III. INTERMEDIATE REPRESENTATION
In this section, we describe our Concern Graph for
Communication Diagram (CGCoD) representation of
the UML Communication Diagram. CGCoD
represents the reduced graph that is obtained from the
Control Flow Graph (CFG) after finding the concerns.
The first step is to draw the communication diagram
for the given problem scenario. There are different
tools available for drawing the communication
diagram like Rational Rose, Magic Draw, AgroUML
[16], Rational Software Architecture etc. We have
used MagicDraw [17] to draw the communication
diagram needed for our paper. Next step is to
generate the Control Flow Graph from the
Communication diagram. For this purpose, we have
considered each message passing between the objects
as one node. Then the dependencies among the nodes
are found and are represented as edges. In order to
find the concerns, we have stored the execution trace
and separated the functions having similar
functionality. The messages having similar
functionality are then combined to form one node in
the CGCoD. For maintaining the information about
the nodes that are merged in the previous step, we
have used TABLE I to store the information.
A. An Example of CGCoD To explain the
construction of CGCoD, we have considered the
IssueBook() scenario of Library Management System
(LMS) system. In the first step, we find the objects
concerned with the scenario and the communication
among them. We have used MagicDraw tool to draw
the communication diagram as shown in Figure 1.
Using the communication diagram, we have drawn
the CFG as shown in Figure 2. All the messages are
represented by a node. The node number is equal to
the label of the messages in the communication
diagram. The edges of the graph represent the
dependency among the nodes. Once the CFG is
constructed, the dynamic slicing algorithm is used to
isolate the similar functions. The dynamic slicing is
based on the criteria that the message passed from
one object to the other have same name and perform
similar functions in the given problem scenario. The
algorithm initially does the parsing and then by using
token analysis finds the message with the same name.
The node numbers corresponding to the message with
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the same name are grouped together into equivalence
classes to form a single node in CGCoD.
Simultaneously, a table is constructed at the run time
to store the original node number, message name and
modified node number as shown in TABLE I. From
TABLE I, by using the new node number an
intermediate representation is generated. This
representation is named as CGCoD. In CGCoD, the
new node numbers represent the nodes and the edges
are drawn based on the dependency among the
messages communicated among the various objects
concerned in the given problem scenario. The
advantage of CGCoD over CFG is that the number of
nodes in CGCoD is less than CFG. As a result, the
space required to store the CGCoD decreases. The
CGCoD for the above problem scenario is shown in
Figure 3.
IV. ASPECT MINING PROCEDURE FOR
COMMUNICATION DIAGRAM
This section details the procedure to find the aspects
from non aspect-oriented systems at the architectural
level. This is achieved by a three step process:
CGCoD Construction, Identification of Concerns and
Finding Aspects. In the first step, we draw the
communication diagram for a given scenario by
identifying the objects and communication messages
involved between them. We then derive the control
flow graph by considering each of the messages as a
node and the dependency among them as edges. We
derive the CGCoD by applying dynamic program
slicing technique. In the second step, we analyze the
CGCoD to find the various concerns that are present
in the given scenario. Here, we have used the Fan in
analysis on the intermediate representation to identify
the concerns. In the third step, we classified those
concerns that can be designed as aspects. To find that
whether a concern is an aspect or not we have
analyzed the scattered and tangled property of each
concern identified in the previous stage. Here, we
draw a Concern Scattering Graph (CSG) to check the
crosscutting features of the identified concerns. In the
CSG, concerns form the top layer of nodes and
objects form the bottom layer of nodes. An edge exist
from a node in upper layer to the nodes in lower layer
only if the concern is realized by the objects in the
graph. This graph is then used in phase 3 of our
proposed algorithm. Our algorithm named Node
marking Aspect Mining for Communication Diagram
(NMAMCoD), identifies the scattering and tangling
property among the various concerns in the scenario.
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Hence, we can say that the concern check crosscuts
concern return. Therefore, check is a crosscutting
concern and a probable candidate to be extracted as
an aspect. Similarly, the result obtained for other two
concerns reveal that return and displayerror are also
identified as Aspects.
V. IMPLEMENTATION AND RESULTS
In this section, we briefly enlighten the
implementation of our algorithm. The motivation for
our implementation is to validate the correctness and
the preciseness of our algorithms. We have tested our
algorithm on different communication diagram given
as input. We have coded our algorithm in Java. First,
we are generating the Control Flow Graph (CFG) of
the communication diagram as shown in Figure 2.
From CFG, we are generating the Concern Graph for
Communication Diagram (CCGoD) as shown in
Figure 3. We are accumulating the whole information
about the CGCoD in a file. While storing the different
information

about the CGCoD, we store the data in a structured
data type. Some snapshots of implementation are
shown below. Figure 5 shows the Fan in value
calculated for each node in the graph of Figure 3. In
Figure 6, we show the calculated Threshold Fan in
value of all the nodes. The identified concerns that are
possible candidates to be separated as aspects are
shown in Figure 7. Finally, the aspects that have been
mined from the UML communication diagram are
shown in Table II.
VI. COMPARISON WITH RELATED WORKS
To the best of our knowledge, no work has been done
on aspect mining from UML diagrams. In the absence
of

any directly related work, we compare our work with
the work based on aspect mining from source code.
Tonella et al. [18] investigated interfaces those are
likely to be crosscutting each other. This was done by
string matching for interface name, call relationships
between the methods of the classes that implemented
the corresponding interface. But, we have used Fan-in
analysis to find the crosscutting concerns shown by
the UML communication diagram for the given
problem scenario. Shepherd et al. [19] proposed
aspect mining in Java source code by using clone
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detection based technique on the Program
Dependence Graph and comparing each statements
abstract syntax tree representation. The tool is
automated but list of the aspects mined are not
reported in the paper. We have implemented our
algorithm to find the aspects at the design level by
using the UML 2.0 communication diagram. Tourwe
et al. [20] proposed an aspect mining technique based
on concept analysis. Some other approaches used
clone detection technique to identify the crosscutting
behavior in the source code of non-aspect oriented
programs. But in our work, we have used the
communication diagram which led to identification of
aspects at design stage much earlier to coding. Ophir
[21] used control-based comparison to find the initial
re-factoring candidates. It then finds similar data
dependencies in sub-graph representing the code
clones. It also used clone detection technique to
identify the aspects from code. Again, our approach
finds the aspect from the communication diagram.
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Aspect mining is being usually done at the code level.
In our approach, we have found the aspects at the
design level which helps in better understanding of
the crosscutting concerns. It also help programmers to
easily
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the
existing
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applications.We have taken UML 2.0 communication
diagram to compute the slices. We have first
developed the Control Flow Graph (CFG) from the
communication diagram. From CFG, we have
developed a Concern Graph for Communication
Diagram (CGCoD) as an intermediate representation.
Then, we have developed an algorithm to identify the
aspects from the communication diagram by using
the Fan in metric. Also, we have generated Concern
Scattering Graph (CSG) to find the scattered and
tangled concerns. Finally, we have found the aspects
that are crosscutting in the given problem. In future,
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