






















































































































































































































































































































































































































































































































































































































































　　　 　　　　　　　 　　　　　　　　　　　　　　　　　　　　　　　 　　　　　　 　　　　　　　　　　　　　　　 　　the　server　should　im－
mediately　execute　the　accept　statement　of　the　request・once　an　acceptable　request　is　found・
This・choice　will　maximize　proccssor　utilization・On　the　other　hand，　if　SIGN」N　is　mQre
（39）
　　　　　　　　　　　　　　　　　　　　　　　　　明治大学理工学部研究報告　No．6（1992）
important，　the　server　should　acccpt　as　many　SIGN＿IN，s　as　possible　before　acccpting　a　uscr
requcst．　Thc　priority　problem　corresponds　to　the　lattcr　choice　where　a　low－priority　entry
should　not　be　accepted　as　long　as　thcre　is　a　pending　requcst　to　cntrics　of　higher　priority．
The　third　and　intcrmediatc　choice　would　be　to　cnclose　both　alternatives　in　a　sclect　state－
ment，　and　let　the　runtime　routine　select　one　of　thcm．
　　　The　use　of　thc　task　NOTIFIER　in　SE　is　a　solution　by　this　intermediate　strategy．　It
givcs　the　ser▽er　enough　timc　to　accept　all　suspcnded　calls　to　SIGN＿IN．　But，　once　a　signal
from　NOTIFIER　is　received，　thc　scrvcr　does　not　acccpt　further　ncwly　arrived　calls　to
SIGN－IN．　It　avoids　the　usc　of　attribute　COUNT　and　some　subtle　race　conditions．
　　　If　this　scheme　is　not　desirable，　we　must　cmploy　another　one．　If　a　call　to　SIGN＿IN
should　be　taken　into　account　as　long　as　possiblc，　wc　must　try　to　accept　as　many　calls　to
SIGNJN　as　possible　before　accepting　a　user　requcst．　The　while　statement　in　Fig．6is
changed　as　follows．
　　　　　　　　　whilc　NO＿ACCEPTABLE＿CALLS　or　SIGN＿IN’COUNT＞Oloop
　　　The　task　NOTIFIER　may　be　omitted　in　this　case．　In（3）Burns　employcd　the　select
statcment　including　both　SIGN－IN　and　an　original　entry，　and　used　attribute　COUNT　to
give　priority　to　SIGN」N．
5．　Concluding　remarks
　　　　Our　transformations　indicate　which　parallel　languagc　facilities　are　essential　and　which
are　not．　By　apPlying　one　of　the　transformations　an　Ada　task（with　certain　rcstrictions）
is　converted　to　an　equivalent　onc　with　a　single　entry．　But，　to　do　so，　we　need　to　newly
introduce　many　small　tasks．
　　　As　the　programming　style　f（）r　parallel　programs，　our　techniques　indicate　the　fbllowing：
By　using　mor『number　of　small　tasks　we　can　dispense　with　various　control　facilities。　This
is　not　the　usual　programmlng　style　for　Ada，　but　we　think　that　this　is　one　way　of　achiev－
ing　clearncs’s　of　parallel　programs．
　　　Parallel　programming　facilities　of　Ada　are　supposcd　to　be　of　higher－level　and　be　easy
to　use・　HoWever，　thcy　oftcn　do　not　suit　fbr　the　nced　of　users，　especially　in且ner　grain　of
control，　such　as　scheduling　of　service’s．　Especially，　fairness　and　priority　in　select　state－
ments　cannot　bc　rcalizcd　in　a　simple　manner；wc　are　fbrced　to　throw　away　complex
facilitics　and　to　implcment　them　using　morc　primitive　constructs．　This　paper　suggests
useful　techniqucs　in　attempting　such“implementations．”
　　　Our　first　transfbrmation　changcs　cvery　Ada　task　to　an　equivalent　one　with　a　single
select　statement・The　resulted　task　should　be　compared　with　an　object　in　objcct－oriented
programming・In（16’objects　are　compared　with　packages　in　Ada，　but　from　the　viewpoint
of　message　passing　it　scems　more　appropriate　to　compare　objects　with　Ada　tasks．　An
object　can　be　regarded　as　a　task　Iepeating　the　exccution　of　a　sclcct　statement．　Program
transf（）rmations　for　objects　arc　treated　ing17・｝。
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