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Resumen 
 
 
Existe una tecnología de identificación de productos, llamada RFID, con 
mayores prestaciones que la tecnología basada en el uso de código de 
barras. A fecha de hoy, la tecnología RFID está madura y disponible para su 
comercialización y uso generalizado. 
 
El trabajo contiene el diseño, funcionamiento y validación de dos aplicaciones 
de sensado.  
 
• La primera de ellas, MicazLog, se caracteriza por ser una aplicación que 
emula un sistema RFID activo. Dicha aplicación es una prueba de 
concepto que demuestra la viabilidad de interrogar a un mote MICAz 
adherido a un producto, y que este, además de identificarse, sea capaz de 
proporcionar información adicional acerca del mismo. MicazLog 
implementa las funciones de medición y almacenado offline de parámetros 
como temperatura, luz y aceleración en la EPROM de la plataforma 
hardware MICAz. Finalmente, la aplicación proporciona funciones para el 
posterior volcado, análisis e interpretación de las mediciones registradas 
por los motes MICAz. 
 
• La segunda de ellas, MicazView, es una aplicación complementaria de la 
primera. MicazView ejecuta órdenes programadas de medición y envío de 
muestras para su procesado y visualización, todo ello, en tiempo real.  
 
Finalmente, se ha realizado una prueba piloto implicando en ella las dos 
aplicaciones que ha permitido validar el correcto funcionamiento y eficiencia 
de ambas. De las pruebas ejecutadas se han obtenido resultados muy 
próximos a las expectativas previstas destacando la fiabilidad y eficiencia.    
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Overview 
 
 
There is a product identification technology, known as RFID, with a greater 
yield than barcode-based technology. As of today, RFID technology is mature 
and available for its commercialization and widespread use.  
 
This work deals with the design, implementation and validation of two sensing 
applications. 
 
• The first application, known as Micazlog, is characterized by its ability to 
emulate an active RFID system. This application is a proof of concept that 
demonstrates the viability of interrogating a product-attached MICAz mote 
and the latter’s ability to provide additional product information in addition to 
mere identification. MicazLog implements offline measuring and storing 
functions for parameters such as temperature, light and acceleration on the 
MICAz hardware platform EPROM. Finally, the application provides 
functions for the subsequent downloading, analysis and interpretation of the 
measurements registered by MICAz motes.  
 
• The second application, known as MicazView, complements the first one. 
MicazView executes programmed orders for measuring and sending of 
samples for their real-time processing and visualization.  
 
Finally, test experiments carried out with the two applications have validated 
the correct functioning and efficiency of both. Results are very close to our 
expectations, reliability and efficiency being among the features to be 
emphasized. 
 
 
 
  
 
 
 
 
 
 
 
 
 
 
Sólo para quienes dudan de las potencialidades de RFID: 
 
• 1876, Western Union: “El teléfono tiene tantas limitaciones que no puede 
ser considerado un medio de comunicación con futuro. La propuesta no 
aporta valor” 
• 1943, IBM: “Creo que existe en el mundo mercado potencial de no más 
de cinco ordenadores” 
• 1968, Business Week: “La industria del automóvil japonesa no tiene 
ninguna posibilidad de entrar a competir en el mercado americano” 
• 1977, Digital: “No hay ninguna razón para que alguien quiera tener un 
ordenador en su casa” 
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INTRODUCCIÓN 
 
Motivación 
 
El interés personal por desarrollar en este trabajo aplicaciones basadas en la 
tecnología RFID tienen causa en la conciencia de ser testigo: 
 
• Del avance imparable de las múltiples revoluciones que se están 
produciendo y desarrollando en el campo de las nuevas tecnologías de 
identificación y seguimiento de productos. 
 
• Y, sobretodo, de las oportunidades que la tecnología RFID ofrece al 
ingeniero técnico de telecomunicaciones para diseñar herramientas y 
sistemas que reducen drásticamente los costes y el tiempo necesario para 
recoger, almacenar, procesar, transmitir y analizar de forma automatizada la 
información de sensado facilitada por redes sensoras. 
 
Objetivos 
 
El principal objetivo de este trabajo es el desarrollo de dos aplicaciones 
versátiles con distinta relación temporal entre la medición y la recepción, en un 
ordenador central, de las muestras sensadas. 
 
El primer programa, MicazLog, debe emular un sistema RFID activo. Para ello, 
los motes MICAz efectuarán mediciones que se guardarán en la memoria flash 
de los mismos. Posteriormente la información podrá ser volcada a un PC para 
visualizar y analizar las mediciones. 
 
La segunda aplicación desarrollada, MicazView, tiene que complementar el 
anterior programa realizando mediciones y transmitiéndolas, vía radio, a un PC 
central. La aplicación para el ordenador recibirá y gestionará las muestras 
recibidas en tiempo real. 
 
También se pretende validar el funcionamiento de las aplicaciones diseñadas, y 
presentar los resultados obtenidos de las simulaciones ejecutadas para la 
validación del sistema. 
 
Estructura 
 
El trabajo está estructurado en seis capítulos: El capítulo inicial pretende 
introducir al lector en los fundamentos de la tecnología RFID, así como su 
historia, funcionamiento y aplicaciones. El segundo capítulo define el entorno 
de desarrollo que se ha utilizado para implementar las dos aplicaciones, y el 
tercero se centrará en explicar el funcionamiento de las mismas. En el cuarto 
apartado podemos ver las pruebas y resultados que validan los programas 
desarrollados. El último capítulo contiene las conclusiones principales del 
trabajo, así como también el subapartado de líneas futuras. Finalmente, se 
detallan las implicaciones medioambientales del Trabajo Final de Carrera.  
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CAPÍTULO 1. TECNOLOGÍA RFID 
 
En este primer capítulo describiremos los aspectos más importantes de esta 
incipiente tecnología, así como su historia, funcionamiento y aplicaciones más 
destacables. 
1.1. Definición 
 
RFID, que responde a las siglas de Radio Frequency IDentification, en español 
Identificación por radiofrecuencia, es un método de almacenamiento y 
recuperación de datos remoto que usa etiquetas RFID (RFID tag en inglés). 
Dicha etiqueta o tag puede ser adherido a una mercancía, producto, animal o 
persona. Las etiquetas RFID incorporan antenas para permitir recibir y 
responder a peticiones por radiofrecuencia desde un emisor-receptor RFID. 
 
Fig. 1.1 Etiqueta RFID utilizada por la cadena de 
grandes superficies Wal-Mart  
  
 
 
La tecnología RFID ha comenzado a desplazar el código de barras que 
aparece en las etiquetas que van pegadas a los productos de cualquier 
supermercado. En la actualidad la cadena de distribución Wal-Mart, la mayor 
del mundo, ya ha instalado esta tecnología en gran parte de sus 
establecimientos (figura 1.1). El RFID les permitirá rastrear cualquier producto 
sin necesidad de movilizar a ningún empleado, hacer inventarios en tiempo 
récord, entre otras aplicaciones versátiles. 
 
1.2. Historia 
 
La historia de RFID se remonta a la II Guerra Mundial, donde dicha tecnología 
fue concebida en Gran Bretaña (véase [17]) para identificar de manera efectiva 
a sus aviones cuando estos eran detectados por sus sistemas de radar. Con 
esta tecnología se redujo significativamente la probabilidad de confundirlos con 
la flota aérea enemiga. 
 
Después de muchos años de investigación, RFID ya es una tecnología madura 
y lista para comercializarse a gran escala. La miniaturización y automatización 
de los procesos de fabricación de la tecnología RFID se han traducido en una 
reducción en los costos de las etiquetas y han logrado que la tecnología esté 
prácticamente al alcance de cualquier organización. Esto también hace posible 
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que se puedan utilizar las etiquetas RFID en un sinnúmero de productos, desde 
grandes contenedores de barcos hasta simples documentos. 
 
1.2.1. El código de barras, antecesor de la tecnología RFID 
 
El código de barras es la tecnología más conocida y extendida para la 
identificación de productos. Dicho código es la representación de una 
determinada información mediante un conjunto de líneas paralelas verticales de 
diferente grosor y espaciado. La correspondencia o mapeo entre los mensajes 
que representan y el código de barras se denomina simbología. Las 
simbologías pueden ser clasificadas en dos grupos, atendiendo a dos criterios 
diferentes: 
• Continuo frente a discreto: Los caracteres en las simbologías continuas, 
comienzan con un espacio y el siguiente comienza con una barra, o 
viceversa. Los caracteres en las simbologías discretas comienzan y 
terminan con barras; el espacio entre caracteres es ignorado, y a veces no 
es lo suficientemente ancho para parecerse al final del código.  
• Bidimensional frente a multidimensional: Las barras en las simbologías 
bidimensionales son anchas o estrechas; la anchura de las mismas no 
importa, y pueden variar de un carácter al siguiente. Las barras en las 
simbologías multidimensionales son múltiplos de una anchura llamada X; 
generalmente, se emplean barras con anchura X, 2X, 3X, y 4X.  
El código de barras más utilizado en los comercios a nivel mundial es el 
EAN13, adoptado por más de 100 países y cerca de un millón de empresas en 
el 2003. El EAN13 está constituido por 13 dígitos y con una estructura dividida 
en cuatro partes: 
• Los primeros dígitos del código de barras EAN, al contrario de la creencia 
más generalizada, no identifican el país de origen del producto. Sino que, 
identifican la Organización Nacional en la cual se ha adscrito una empresa 
al sistema EAN. Por ejemplo, en España se encarga de ello Aecoc y su 
código es el 84.  
• Código de empresa. Es un número compuesto por entre 5 y 8 dígitos, que 
identifican al propietario de la marca.  
• Código de producto, identificado por 12 dígitos.  
• Digito de control de errores: Para comprobar el dígito de control (por 
ejemplo, por el ordenador y el escáner de código de barras), se suman los 
dígitos de las posiciones impares, se multiplica por 3, se le suman los 
dígitos de las posiciones pares y a este resultado se le resta el siguiente 
múltiplo de 10. El resultado final ha de coincidir con el dígito de control.  
Los códigos de barras, que se usan actualmente, llevan más de 35 años en 
funcionamiento, pero el estado actual de la tecnología pone al descubierto las 
limitaciones inherentes a ella. Siendo las más destacables: 
 
a) Reducida capacidad de almacenamiento de información. 
b) Necesidad de personal encargado de escanear dichos códigos. 
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c) Fragilidad. Los códigos de barras son susceptibles a deterioros, dando 
como consecuencia lecturas erróneas. 
 
Por estas razones la tecnología RFID se impondrá, a ciencia cierta, en el 
mercado en un plazo no superior a diez años dadas las carencias expuestas; y 
por la superioridad tecnológica frente al código de barras, que básicamente, se 
concreta en: 
 
a) Gran capacidad de almacenamiento. 
b) No requiere operarios; sistema automatizado. 
c) No necesita campo visual directo entre la etiqueta RFID y el lector. Incluso 
pueden ser leídas, en algunos casos, a través de materiales. Por ejemplo, 
se pueden leer etiquetas dentro de cajas de cartón e inclusive traspasando 
paredes de construcción. 
d) Las etiquetas RFID son más robustas al estar protegidas plásticamente, y, 
en algunos casos, protegidas con nylon resistente a cualquier tipo de 
erosión. 
 
En resumen, la tecnología RFID es más poderosa y versátil que el código de 
barras. A fecha de hoy sólo tiene en su contra un coste económico superior, 
pero que se encuentra en un continuo descenso. 
 
1.3. Dispositivos 
 
La tecnología RFID tiene dos elementos básicos: etiquetas y lectores RFID. 
Las etiquetas RFID son de tres tipos: activas, semipasivas (o semiactivas) o 
pasivas. 
 
1.3.1. Lector RFID 
 
El lector de RFID es un dispositivo que emite señales de radio a una frecuencia 
predeterminada, con el fin de interrogar etiquetas RFID y obtener respuesta. 
 
Los lectores RFID pueden variar en tamaño, funcionalidad y costo, este último 
fluctuando desde unos cuantos cientos de euros a miles de euros, dependiendo 
de su nivel de complejidad y sofisticación. El nivel de complejidad y 
sofisticación viene dado por el volumen de etiquetas que pueden gestionar y 
controlar. 
 
1.3.2. Tipos de etiquetas RFID: pasivas, semiactivas o activas 
 
Las etiquetas RFID pasivas no tienen fuente de alimentación propia. La 
mínima corriente eléctrica inducida en la antena por la señal de escaneo de 
radiofrecuencia proporciona suficiente energía al circuito integrado CMOS1 de 
                                            
1 CMOS (en inglés Complementary Metal Oxide Semiconductor, MOS Complementario) es una 
tecnología utilizada para crear compuertas lógicas. Consiste básicamente en dos transistores, uno PFET 
y otro NFET. De esta configuración resulta el nombre. 
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la etiqueta para poder transmitir una respuesta. Debido a las preocupaciones 
por la energía y el coste, la respuesta de una etiqueta pasiva RFID es 
necesariamente breve, normalmente apenas un número de identificación. La 
carencia de una fuente de alimentación propia hace que el dispositivo pueda 
ser bastante pequeño. 
Las etiquetas pasivas tienen distancias de lectura que varían entre 10 
milímetros y 6 metros aproximadamente, dependiendo del tamaño de la antena 
de la etiqueta y de la potencia y frecuencia en la que opera el lector.  
 
A data de 2005, el dispositivo disponible de este tipo, más pequeño, disponible 
comercialmente mide 0’4×0’4 mm, y es más fino que una hoja de papel. 
 
Las etiquetas RFID semipasivas (o semiactivas) son muy similares a las 
pasivas, salvo que incorporan además una pequeña batería. Esta batería 
permite al circuito integrado de la etiqueta estar constantemente alimentado.  
Además, elimina la necesidad de diseñar una antena para recoger potencia de 
una señal entrante.  
 
Estas etiquetas, comparadas con las pasivas, son más potentes y responden 
con más celeridad en un radio de lectura superior. 
 
Por último, encontramos las etiquetas RFID activas que deben tener una 
fuente de energía, y pueden tener rangos mayores y memorias más grandes 
que las etiquetas pasivas, tales como la capacidad de poder almacenar 
información adicional enviada por el transmisor-receptor.  
 
Actualmente, las etiquetas activas más pequeñas tienen un tamaño 
aproximado de una moneda. Muchas etiquetas activas tienen rangos prácticos 
de diez metros, y una duración de batería de hasta varios años. 
 
Como las etiquetas pasivas son más baratas de fabricar y no necesitan batería, 
la gran mayoría de las etiquetas RFID existentes son de este tipo. Hoy en día, 
las etiquetas tienen un precio que se sitúa en 0’30€ para la compra de grandes 
pedidos. Pero se espera que el etiquetado RFID universal de productos será 
comercialmente viable con volúmenes de fabricación entorno a las 10.000 
millones de unidades al año, rebajando el coste de producción, y con ello 
situando el coste de la etiqueta en menos de 0’05€ según la estimación de los 
fabricantes. No obstante, la demanda actual de chips de circuitos integrados 
con RFID aun está cerca de soportar ese coste. Para los analistas de Gartner 
and Forrester Research el precio de menos de 0’10€ sólo se pude lograr en 
unos seis u ocho años. Ello limita los planes a corto plazo para la 
ecumenización de las etiquetas RFID. Otros analistas creen que esos precios 
sólo serán alcanzables dentro de 10 ó 15 años. 
 
Las ventajas significativas, en cuanto al coste, que ofrecen las etiquetas 
pasivas se contrapone a los mejores resultados que obtienen las etiquetas 
activas en medios difíciles, como son lugares húmedos, o cerca de materiales 
metálicos. Este supuesto se contempla en este trabajo. 
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Además de esta clasificación, existe otra basada según la radiofrecuencia 
utilizada por las etiquetas RFID. En la actualidad, hay cuatro clases distintas de 
etiquetas en uso. La taxonomía según su radiofrecuencia es la siguiente: 
  
• Etiquetas de frecuencia baja, entre 125 y 134’2 kilohercios. 
• Etiquetas de alta frecuencia a13’56 megahercios. 
• Etiquetas UHF o frecuencia ultraelevada de 868 a 956 megahercios. Las 
etiquetas UHF no pueden ser utilizadas de forma global porque no existen 
regulaciones globales para su uso. 
• Etiquetas de microondas a 2’45 gigahercios.  
 
 
1.4. Regulación y estandarización 
 
No hay ninguna corporación pública global que gobierne las frecuencias 
usadas para RFID. En principio, cada país puede fijar sus propias reglas. Las 
principales corporaciones que gobiernan la asignación de las frecuencias para 
RFID son: 
 
• EE.UU.: FCC (Federal Communications Commission)  
• Canadá: DOC (Departamento de la Comunicación)  
• Europa: ERO, CEPT, ETSI y administraciones nacionales. Obsérvese que 
las administraciones nacionales tienen que ratificar el uso de una frecuencia 
específica antes de que pueda ser utilizada en ese país.  
• Japón: MPHPT (Ministry of Public Management, Home Affairs, Post and 
Telecommunication)  
• China: Ministerio de la Industria de Información  
• Australia: Autoridad Australiana de la Comunicación (Australian 
Communication Authority)  
• Nueva Zelanda: Ministerio de desarrollo económico de Nueva Zelanda (New 
Zealand Ministry of Economic Development  
 
Las etiquetas RFID de baja frecuencia (LF: 125 - 134 kHz y 140 - 148’5 kHz) y 
de alta frecuencia (HF: 13.56 MHz) se pueden utilizar de forma global sin 
necesidad de licencia.  
 
La frecuencia ultraelevada (UHF: 868 - 928 MHz) no puede ser utilizada de 
forma global, ya que no hay un único estándar global. En Norteamérica, la 
frecuencia ultraelevada se puede utilizar sin licencia para frecuencias entre 908 
y 928 MHz, pero hay restricciones referente a la energía de transmisión. En 
Europa, la frecuencia ultraelevada está bajo consideración para frecuencias 
entre 865’6 y 867’6 MHz. Su uso es sin licencia sólo para el rango de 869’40 y 
869’65 MHz, pero también tiene restricciones en la potencia de transmisión. El 
estándar UHF norteamericano (908-928 MHz) no es aceptado en Francia ya 
que interfiere con sus bandas militares.  
 
En China y Japón no hay regulación para el uso de la frecuencia ultraelevada. 
Cada aplicación de frecuencia ultraelevada en estos países necesita de una 
licencia, que debe ser solicitada a las autoridades locales, y puede ser 
revocada. En Australia y Nueva Zelanda, el rango es de 918 a 926 MHz para 
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uso sin licencia, pero, como en los demás países, hay restricciones en la 
energía de transmisión. 
 
 
1.5. Aplicaciones 
 
1.5.1. Aplicación actual 
 
Las etiquetas RFID de baja frecuencia se utilizan para aplicaciones, como por 
ejemplo, identificación de animales, seguimiento de barricas de cerveza, o 
como llave de automóviles con sistema antirrobo. En ocasiones se insertan en 
pequeños chips en mascotas, para que puedan ser devueltas a su dueño en 
caso de pérdida. En los Estados Unidos se utilizan dos frecuencias para RFID 
de 125 kHz (el estándar original) y 134’5 kHz (el estándar internacional). Las 
etiquetas RFID de alta frecuencia se utilizan en bibliotecas, control de acceso 
en edificios, y seguimiento de libros, de pallets, de equipaje en aerolíneas y de 
artículos de ropa entre otros.  
 
Las etiquetas RFID de microondas se utilizan como llave inteligente con 
funciones antirrobo, apertura e ignición en vehículos de gama alta. Por ejemplo, 
el modelo Prius de 2004 de Toyota está disponible con una llave inteligente 
como accesorio opcional, así como en algunos modelos de Lexus. Esta llave 
inteligente emplea un circuito RFID activo que permite que el automóvil 
reconozca la presencia de la llave a un metro del coche. Y, en consecuencia, el 
conductor puede abrir las puertas y arrancar sin necesidad de sacar la llave del 
bolsillo, ni introducirla en la ranura de desbloqueo y puesta en marcha. 
 
 
Fig. 1.2 Una etiqueta RFID empleada para la 
recaudación en un peaje electrónico 
 
Las aplicaciones RFID actuales también se extienden al uso de gestión de 
pagos en autopistas. Un ejemplo lo encontramos en la autopista FasTrack en 
California. Dotada de un sistema I-Pass de Illinois y la Philippines South Luzon 
Expressway E-Pass que utilizan etiquetas RFID (figura 1.2) que son leídas 
mientras los vehículos pasan, y del proceso de la información obtenida se 
establece el cobro bancario digital del peaje. El sistema ayuda a disminuir el 
tráfico causado por las cabinas de peaje. 
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Otra aplicación la encontramos en los sensores sísmicos que se sirven de la 
tecnología RFID para ser leídos con más facilidad, y simplificando la 
recolección de enormes volúmenes de datos remotos. Lo cual hace innecesario 
el desplazamiento y presencia de personal para la obtención de los datos 
registrados por el sensor sísmico. 
  
La gama de usos se extiende incluso a la fabricación de neumáticos. Esta 
experiencia la está llevando a la práctica la empresa Michelín desde, el ya 
lejano, enero de 2003. La finalidad que se propone es facilitar la gestión de 
stock y la alimentación de las cadenas de producción de las cadenas de 
coches, así como el posterior control de los neumáticos en las grandes flotas 
de vehículos. 
  
La basta extensión de usos que ofrece RFID se amplía constantemente, y esta 
presente en las tarjetas de dinero electrónico, como la tarjeta Octopus de 
Hong-Kong, en tarjetas de pago de transportes públicos de los Países Bajos, 
así como, el control de presos que lleva a cabo el departamento de 
rehabilitación y corrección para internos de Ohio que aprobó un contrato de 
415.000 dólares para ensayar la tecnología de seguimiento con Alanco 
Technologies. Los internos tienen unos transmisores del tamaño de un reloj de 
muñeca que pueden detectar si los presos han estado intentando quitárselas y 
enviar una alarma a los ordenadores de la prisión. Este proyecto no es el 
primero que trabaja en el desarrollo de chips de seguimiento en prisiones 
estadounidenses. Instalaciones carcelarias en Michigan, California e Illinois 
emplean ya esta tecnología. 
 
1.5.2. Implantes humanos 
 
Los chips RFID se están utilizando y se está contemplando su uso también 
para los seres humanos. Applied Digital Solutions propone su chip "unique 
under-the-skin format" (formato bajo-la-piel único) como solución a la 
usurpación de la identidad, al acceso seguro a un edificio, al acceso a un 
ordenador, al almacenamiento de expedientes médicos, a iniciativas de anti-
secuestro y a una variedad de aplicaciones. Combinado con los sensores para 
supervisar diversas funciones del cuerpo, el dispositivo Digital Angel podría 
proporcionar supervisión de los pacientes.  
 
El Baja Beach Club en Barcelona utiliza un Verichip implantable para identificar 
a sus clientes VIP, que lo utilizan para pagar las bebidas y para acceder a la 
discoteca (véase [16]).  
 
El departamento de policía de Ciudad de México ha implantado el Verichip a 
unos 170 de sus oficiales de policía, para permitir el acceso a las bases de 
datos de la policía y para poder seguirlos en caso de ser secuestrados. 
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1.5.3. Aplicaciones potenciales 
 
Las etiquetas RFID, tal y como ya hemos comentado, se ven como una 
alternativa que reemplazará a los códigos de barras UPC (Universal Product 
Code) o EAN, puesto que tienen un número de ventajas importantes sobre la 
tecnología de código de barras. Quizás no logren sustituir en su totalidad a los 
códigos de barras, debido en parte a su coste relativamente más alto. Para 
algunos artículos, de un coste más bajo, la capacidad de cada etiqueta de ser 
única se puede considerar exagerado, aunque, hay que considerar que ello 
tendría ventajas, tales como una mayor facilidad para llevar a cabo inventarios. 
 
También hay que reconocer que el almacenamiento de los datos asociados al 
seguimiento de las mercancías a nivel de artículo ocuparía muchos terabytes. 
Por lo tanto es mucho más fácil que las mercancías sean seguidas a nivel de 
pallet, usando etiquetas RFID, en vez de un etiquetado individual. 
 
Los códigos RFID son tan largos que cada etiqueta RFID puede tener un 
código único, mientras que los códigos UPC actuales se limitan a un solo 
código para todos los casos de un producto particular. La unicidad de las 
etiquetas RFID significa que un producto puede ser seguido individualmente 
mientras se mueve de en sitio a otro, terminando finalmente en manos del 
consumidor. Esto puede ayudar a las compañías a combatir el hurto y otras 
formas de pérdida del producto. También se ha propuesto utilizar RFID para 
comprobación de almacén desde el punto de venta, y sustituir así al encargado 
de la caja por un sistema automático que no necesite ninguna captación de 
códigos de barras. Sin embargo no es probable que esto sea posible sin una 
reducción significativa en el coste de las etiquetas actuales. 
 
1.5.3.1. Identificación de pacientes 
 
En julio de 2004, la Food and Drug Administration (Administración de Comida y 
Medicamentos) hizo pública la decisión de comenzar un proceso de estudio 
que determinará si los hospitales pueden utilizar sistemas RFID para identificar 
a pacientes y/o para permitir el acceso por parte del personal relevante del 
hospital a los expedientes médicos. El uso de RFID para prevenir mezclas 
entre esperma y óvulos en las clínicas de fecundación in vitro también está 
siendo considerado.  
 
Además, la FDA aprobó recientemente los primeros chips RFID de EE.UU. que 
se pueden implantar en seres humanos. Los chips RFID de 134,2kHz, de 
VeriChip Corp., una subsidiaria de Applied Digital Solutions Inc., pueden 
incorporar información médica personal y podrían salvar vidas y limitar lesiones 
causadas por errores en tratamientos médicos, según la compañía. La 
aprobación por parte de la FDA fue divulgada durante una conferencia 
telefónica con los inversionistas. También se ha propuesto su aplicación en el 
hogar, para permitir, por ejemplo, que un frigorífico pueda conocer las fechas 
de caducidad de los alimentos que contiene, pero ha habido pocos avances 
más allá de simples prototipos. 
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1.5.3.2. Tráfico y posicionamiento 
 
Otra aplicación propuesta es el uso de RFID para señales de tráfico inteligentes 
en la carretera (Road Beacon System o RBS). Se basa en el uso de 
transpondedores RFID enterrados bajo el pavimento (radiobalizas) que son 
leídos por una unidad que lleva el vehículo (OBU, de onboard unit) que filtra las 
diversas señales de tráfico y las traduce a mensajes de voz o da una 
proyección virtual usando un HUD (Heads-Up Display). Su principal ventaja 
comparada con los sistemas basados en satélite es que las radiobalizas no 
necesitan de mapeado digital ya que proporcionan el símbolo de la señal de 
tráfico y la información de su posición por sí mismas. Las radiobalizas RFID 
también son útiles para complementar sistemas de posicionamiento de satélite 
en lugares como los túneles o interiores, o en el guiado de personas ciegas. 
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CAPÍTULO 2. ENTORNO DE DESARROLLO 
 
Este capítulo detalla el entorno de desarrollo que se utiliza para la confección 
de este Trabajo Final de Carrera, consistente en la programación de las dos 
aplicaciones de sensado. En especial se detalla la plataforma MICAz de XBow, 
ideal para desarrollar aplicaciones de sensado y la que más se adapta i/o 
parece al sistema RFID.  
 
2.1. MOTE - KIT2400 
 
Los sensores utilizados en el proyecto, así como las placas programadoras y 
sensoras, vienen en un kit, el MOTE-KIT2400 (véase [1]). Los dispositivos de 
este kit se denominan Motes MICAz y son fabricados por la casa CrossBow 
 
(véase [2]).  
 
l MOTE-KIT2400 (figura 2.1) contiene todos los componentes necesarios para 
• Ocho motes MICAz MPR2400CA. 
placa programadora vía Ethernet, 
• tro, fotocélula, 
acelerómetro, sensor magnét
• Tres placas sensoras del tipo M célula, 
micrófono y zumbador. 
•  instalación de 
 
Ent l tramos la 
mon
sensoras para vehículos de motor, en el campo de la agricultura entre otras 
uchas. 
Fig. 2.1 Imagen del MOTE - KIT2400, fabricado por CrossBow. 
 
 
E
implementar una red sensora inalámbrica. El detalle del contenido del kit de 
CrossBow es: 
 
• Dos placas programadoras: una 
denominada MIB600, y otra vía puerto serie, la MIB510. 
Cuatro placas sensoras MTS310CA con termóme
ico, micrófono y zumbador. 
TS300CA con termómetro, foto
• Una placa sensora MDA300CA con higrómetro y termómetro. 
Software necesario para el desarrollo de aplicaciones e
sistema operativo TinyOS. 
re as aplicaciones que se pueden desarrollar con este kit encon
itorización y seguridad de edificios residenciales e industriales,  redes 
m
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2.1.1. Mote MICAz, MPR2400CA 
 
Los motes MPR2400CA (véase [18]) son sistemas inalámbricos para el 
desarrollo de aplicaciones de medición, control de acceso y demás 
plicaciones de redes sensoras inalámbricas. En definitiva, es una plataforma 
arrollo de todo tipo de aplicaciones para 
gía mesh o multisalto. 
mostrar como se puede 
onitorizar parámetros y almacenar toda la información en tiempo real. 
 
 
 
Cada Mote MICAz incorpora un microprocesador ATMEL Mega128L de 7 MHz 
(figura 2.2). Dicho procesador incorpora una EPROM2 de 128 kbytes de 
espacio para los programas y otra EPROM de 4 kbytes para datos. El 
rocesador está 3  memoria flash 
xterna de 512  
a
especialmente diseñada para el des
redes sensoras empotradas. 
 
Los motes MICAz ofrecen una tasa de transferencia de datos vía radio, gracias 
a la interfaz 802.15.4 (ZigBee), de hasta 250 kbps, y comunicaciones 
inalámbricas con otros motes. También soportan funciones de enrutamiento 
como si de un router se tratara, ofreciendo la posibilidad de crear redes con 
topología estrella o con topolo
 
Se han utilizado estos motes como plataforma para desarrollar las dos 
aplicaciones de medición. Una de ellas se servirá de la plataforma MICAz para 
implementar un sistema RFID que proporcione información adicional acerca de 
un producto. La otra aplicación también utilizará el MOTE-KIT2400, sin basarse 
en los fundamentos de un sistema RFID, para 
m
 
p  conectado a través del puerto UART  2 a una
kbytes de capacidad. Dicha memoria está al servicio de lase
                                            
2  EPROM son las siglas de Erasable Programmable Read-Only Memory (ROM borrable programable), es 
un tipo de chip de memoria ROM inventado por el ingeniero Dov Frohman que retiene los datos cuando la 
fuente de energía se apaga. En otras palabras, es no volátil. 
3 UART son las siglas de Universal Asynchronous Receiver-Transmitter (en español, "Transmisor-
Receptor Asíncrono Universal"). Se trata de un circuito integrado que utilizan ciertos sistemas digitales 
 ser procesados por la CPU. 
Fig. 2.2 Diagrama de bloques de un mote MPR2400CA  
basados en microprocesador, para convertir los datos en paralelo, que manda la CPU, en serie, con el fin 
de comunicarse con otro sistema externo. También realiza el proceso contrario, esto es, convierte los 
datos serie, recibidos de un sistema externo, en paralelo para
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aplicaciones que requieran guardar datos, como es el caso de una de las dos 
aplicaciones desarrolladas en este trabajo. Mediante el Bus SPI4 el procesador 
se conecta con el chip CC2420, encargado de completar las cabeceras del 
paquete que se enviará vía radio. La interfaz radio ZigBee utiliza la banda de 
frecuencias compatible globalmente ISM5 a 2’4385 GHz. 
 
Además del procesador, cada MICAz incorpora una interfaz de usuario formada 
or tres diodos LEDs de colores rojo, verde y amarillo. También posee un 
siones 
uperiores. Los programas para este SO específico para dispositivos sensores 
El mo  dimensiones de  58x32x7 milímetros y pesa 58 
gramos excluyendo las baterías. La ba otes se compone de dos 
standby) es menor a 15 µA. Las dimensiones del mote son considerables, pero 
s
p
conector de expansión de 51 pins para periféricos. Entre los periféricos 
compatibles encontramos las placas sensoras MTS y MDA, las placas 
programadoras MIB510 y MIB600 y otros dispositivos de entrada/salida. 
 
En los ocho motes se ejecuta el sistema operativo TinyOS 1.1.7 y ver
s
deben de estar programados en lenguaje de programación nesC, una versión 
reducida de C. Lenguaje desarrollado específicamente para dispositivos 
empotrados (Network Embedded System C) que está basado en tareas y 
orientado a eventos. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 2.3 Mote MICAz, MPR2400CA: 
1. Antena para comunicación radio, ZigBee (802.15.4) 
s como las placas MTS 
2. Microprocesador ATMEL Mega128L 
3. Conector de expansión de 51 pin macho, para periférico
4. Tres LEDs: rojo, verde y amarillo 
5. Interruptor ON/OFF 
 
te MICAz tiene unas
tería de los m
pilas AA, concediendo un voltaje de 3 Voltios. El consumo de corriente del 
MPR2400CA en modo activo es de 8 mA, y en modo hibernación (modo 
existen los motes similares, lo  MICA2Dot, que tienen un tamaño no superior al 
de una moneda de dos euros.  
                                            
4  El bus SPI es un bus diseñado para que sobre éste se coloque un dispositivo maestro y un dispositivo 
esclavo para una comunicación punto a punto. 
5  ISM (Industrial Scientific and Medical) son bandas reservadas internacionalmente para uso no comercial 
de Radio Frecuencia electromagnética en areas industrial, científica y médica. 
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2.1.2. Programador MIB510 
 
La placa programadora MIB510 (véase [19]) utiliza el puerto serie como vía de 
comunicación con los motes. La placa nos permite cargar código en los motes 
y hace la función de puerta de enlace entre los motes y el PC, gracias a la 
ás adelante detallaremos su función exacta. 
 
 
sta estación  inalámbricos MICAz tiene una interfaz 
R2400CA y un 
C. Las espe rto serie, muestran 
na velocidad udios6 para las comunicaciones con 
s motes y el PC, y una velocidad de programación de 115’2 kbaudios. 
 
 
                                           
aplicación TOSBase de la que m
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
E  base para los sensores
RS-232 serie que permite hacer de puent
P
e entre los motes MP
esta interfaz, a través del puecificaciones de 
u
lo
 de transferencia de 57’6 kba
  
 
 
 
 
 
 
 
 
 
Fig. 2.4 Placa programadora MIB510: 
1. Interfaz puerto serie, conexión a PC 
2. Interfaz Mote JTAG 
3. Interfaz MICA2Dot 
4. Interfaz MICAz y MICA2 
5. Interfaz ISPJTAG 
6. Interruptor ON/OFF para deshabilitar puerto serie 
7. 
Fig. 2.5 MIB510 con un mote MICAz acoplado 
Botón Reset 
8. Entrada alimentación 5 Voltios
6 El baudio es la unidad informática que se utiliza para cuantificar el número de cambios de estado, o 
eventos de señalización, que se producen cada segundo durante la transferencia de datos. 
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El programador incorpora dos LED’s: uno verde para indicar que esta 
onectado a la corriente eléctrica y uno rojo para indicar que se está en 
roceso de instalación de código en el mote acoplado a la placa. También 
corpora un interruptor para deshabilitar la transmisión serie con los motes, y 
n botón para resetear la placa programadora y el mote acoplado. 
.1.3. Programador MIB600 
 MIB600 (véase 
0]). Realiza las mismas funciones que la placa programadora MIB510 pero a 
o D para ver su configuración). 
 
Incorpora, como la MIB510, el interruptor para deshabilitar el puerto de 
comunicación, en n botón reset, 
dos LEDs que c el programador serie y el 
conector de 51 p
 milímetros puede medir 
mperatura y nivel luminoso. Está dotada de un zumbador (Sirius PS14T40A) 
WM-62A). El zumbador es capaz de producir 
n detallamos los demás sensores que componen 
 placa MTS serie 300. 
longitud de onda de 690 nanómetros. La resistencia típica, expuesta a la luz, 
Fig. 2.6 Placa programadora MIB600: 
1. Interfaz puerto Ethernet 
2. Interruptor ON/OFF para deshabilitar puerto Ethernet 
3. Botón reset 
4. Entrada fuente de alimentación de 5V 
c
p
in
u
 
La placa se alimenta de 5 Voltios  y unos 50mA de corriente. El mote acoplado 
no necesita alimentación ya que se lo cede la misma MIB510.  
 
2
 
El MOTE-KIT2400 también incluye otra placa programadora, la
[2
través del puerto Ethernet (véase anex
 e te caso el puerto Ethernet. También tiene us
pum len las mismas funciones que 
in para acoplar los motes MICAz. 
 
2.1.4. Sensor MTS300CA 
 
Esta placa sensora de dimensiones 56x11x31
te
y de un micrófono (Panasonic 
tonos de 4 kHz. A continuació
la
 
El sensor de luz es una simple fotocélula CdSe (Cadmio-Selenio) del fabricante 
Clairex modelo CL9P4L. La máxima sensibilidad de la fotocélula es una 
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alcanza un  valor de 2 kΩ, y, en condiciones de oscuridad, la resistencia típica, 
es de 520 kΩ. 
 
El datasheet de las placas MTS (véase [5]) no especifica la salida de la 
fotocélula, por lo tanto al no poder extraer los valores de intensidad luminosa 
en candelas7 de la salida del sensor hemos establecido tres intervalos de 
intensidad para las dos aplicaciones de medición: Dark, Light y Flash 
(explicado en el tercer capítulo). 
 
 
 
El termómetro d l 0CA es el Panasonic ERT-
J1VR103J. El va  someter a unas 
operaciones matem elsius: 
 
1/T(K) = a + b × ln(R
thr
) + c × [ln(R
thr
)]
3                           (2.1) 
thr 
a = 0.00130705  
b = 0.000214381  
.000000093  
                                           
e a placa sensora MTS30
lor de salida del termómetro se ha de
áticas para obtener su valor en grados C
                            
Donde, 
 
R = R1·(ADC_FS - ADC) / ADC  
c = 0
 
Fig. 2.7 Placa sensora MTS300CA: 
1. Zumbador de tonos de 4 kHz, Sirius PS14T40A 
2. Micrófono Panasonic WM-62A 
3. Fotocélula, Sensor Lumínico Clairex CL9P4L 
4. Termómetro Panasonic ERT-J1VR103J 
5. Conector hembra,51 PIN, para mote MICAz  
6. Detector de tonos 
7 La candela es la unidad básica del SI de intensidad luminosa en una dirección dada, de una fuente que 
emite una radiación monocromática de frecuencia 540 x 1012 hercios y de la cual la intensidad radiada en 
esa dirección es (1/683) vatios por estereorradián. 
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R1 = 10 kΩ  
alida dado por el termómetro  
 
Apl ión obtenemos la temperatura en grados Kelvin8. Por lo 
tanto tenemos que restar el cero absoluto de -273’15 K y obtendremos el valor 
de la temperatura en grados Celsius. 
 
Ca endrá un valor de corrección 
ara el calibrado los termómetros, ya que es inevitable la existencia de errores 
o, aceleración y campo magnético. También 
ene un zumbador y micrófono idénticos al anterior modelo de placa, al igual 
que la fotocélula y el termómetro. 
sta placa a diferencia de la placa MTS300CA incorpora un acelerómetro de 
á preciso aplicar un factor de conversión. La 
ADC_FS = 1023  
ADC = Valor de s
icando esta operac
da una de las tres placas sensoras MTS300CA t
p
inherentes a la medición. Este parámetro de corrección también se aplicará en 
las placas sensoras MTS310CA. Este calibrado se ha llevado a cabo con un 
termómetro casero de mercurio. 
 
2.1.5. Sensor MTS310CA 
 
Esta placa sensora tiene las mismas dimensiones que la MTS300CA y puede 
medir temperatura, nivel lumínic
ti
 
E
bajo coste modelo ADXL202JE (véase [3] para especificaciones). Dicho 
acelerómetro puede medir un rango de ±2g, en cada uno de los dos ejes9. La 
unidad de salida que nos da el sensor se expresa en mV/g, por lo tanto para 
obtener la aceleración en m/s2 ser
ensibilidad de la salida está reflejada en la siguiente tabla: s
 
Tabla 2.1 Sensibilidad acelerómetro ADXL202JE  
 
Parámetro Condiciones Mínima Típica Máxima Unidad 
Sensibilidad X,Y V = 3V 140 167 195 mV/g 
Sensibilidad X,Y V = 5V 265 312 375 mV/g 
 
La sensibilidad nteriormente, 
orresponde a una alimentación de tres voltios (fila sombreada de la tabla 2.1). 
Y debido a la impos cer rad s etr  
310C  fijado d sensib  al n ípico d a 
                                           
 de los motes, tal y como hemos indicado a
c
ibilidad de ha  un calib o de lo aceleróm os de las
cuatro placas MTS A se ha icha ilidad ivel t e salid
(167 mV/g).  
 
La conversión del valor de salida del acelerómetro a m/s2 se calculará con una 
simple multiplicación: 
 
 
8 El kelvin es la unidad de temperatura creada por Lord Kelvin sobre la base de la escala Celsius, 
estableciendo el punto cero en el cero absoluto (-273,15 °C) y conservando la misma dimensión para los 
grados. 
9 g = 9’81 m/s2
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2167 smV
 
 
__2___ mennAceleraciósmVenroAcelerómet =×             (2.2) 
na vez aplicada la fórmula en los dos valores de aceleración de cada muestra 
(eje XY), se procederá al cálculo del módulo de la aceleración. 
 
81'9 m
Salida
U
 
  
Por último, esta  para mediciones de 
intensidad del c well HMC1002 (véase 
[6]), dando como salida el campo magnético en dos ejes. En las aplicaciones 
se usará este s es decir, el valor del 
campo magnéti rá si hay o no influencia 
magnético.  
A 
-ND del 
Fig. 2.8 Placa sensora MTS310CA: 
1. Zumbador de tonos de 4 kHz, Sirius PS14T40A 
2. Micrófono Panasonic WM-62A 
3. Fotocélula, Sensor Lumínico Clairex CL9P4L 
4. Termómetro Panasonic ERT-J1VR103J 
5. Conector hembra,51 PIN, para mote MICAz  
6. Detector de tonos 
7. 02, 2 Axis Sensor magnético Honeywell HMC10
8. Acelerómetro Analog ADXL202JE, 2 Axis 
s placas incorporan un sensor magnético
ampo magnético. El sensor es el Honey
ensor para detectar o no campo magnético, 
co va ser intrascendente, solo importa
de un campo 
 
En el manual MTS-MDA destaca que este sensor, extremadamente sensible, 
es propenso a saturarse cuando el campo magnético es muy intenso. 
 
2.1.6. Sensor MDA300C
 
 El MOTE-KIT2400 incluye una placa MDA300CA (figura 2.9), capaz de 
hacer mediciones de humedad con el sensor HumiRel HM1500
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fabricante DigiKey (véase [7]), y también incorpora un sensor de temperatura, 
l mismo modelo que las placas MTS. e
 
2.2. TinyOS 
 
2.2.1. Introducción 
l sistema operativo TinyOS es de libre distribución y está especialmente 
diseñado para dispositivos sensores. Es un SO basado en componentes, 
entos, todo ello, utilizando poca memoria. 
 para ahorrar 
ara entender TinyOS, debemos de tener presentes tres clases de abstracción 
esenciales para su posterior programación: 
 Los comandos son las llamadas hacia abajo. Al llamar a un comando, éste, 
una llamada hacia arriba. Un 
componente de bajo nivel avisa a uno de alto nivel de que ha sucedido algo. 
Fig. 2.9 Vista superior de una placa sensora MDA300CA 
 
E
tareas y orientado a ev
 
Las tareas se guardan en una cola para ser ejecutadas, aunque estas pueden 
ser interrumpidas por la llegada de un evento. Es decir, los eventos tienen 
prioridad por encima de las tareas (véase figura 2.10). Si el dispositivo no tiene 
reas a realizar ni eventos que atender entrará en modo standbyta
energía. 
 
2.2.2. Funcionamiento 
 
P
 
•
dentro de su componente, llama a otros componentes de capas inferiores. 
• Los eventos son el efecto inverso, 
Si sucede un evento, éste tiene mayor prioridad que cualquier tarea y 
pasaría a ejecutarse. En caso de haber una interrupción dentro de una 
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interrupción lo más probable es que no sea ejecutada esta última hasta que 
acabe la anterior, siendo esto algo crítico. 
Las tareas son porciones de código que se ejecutan de forma asíncrona 
siempre y cuando la CPU no tenga que ejecutar ningún evento. Estas se 
ejecutan por orden de llamada (FIFO) y tal y como antes hemos comentado  
en caso de que la cola este vacía el proc
• 
esador entrará en standby hasta 
 
que  un nuevo evento haga despertar el sistema. 
 
 
Cuando programamos y compilamos una aplicación,  esta va siempre unida de 
forma implícita al sistema operativo, por 
(previamente preca  separada, sino el 
onjunto que es subido al sistema empotrado cada vez que necesitamos 
esC es un lenguaje de programación que se utiliza para crear aplicaciones 
es con el sistema operativo TinyOS. Por tanto, 
racterísticas necesarias para poder realizar 
plicaciones de una forma más cómoda para el programador.  
 programar los 
iferentes componentes de los sensores de forma genérica. 
para formar un ejecutable. Los componentes pueden proporcionar o utilizar 
Fig. 2.10 Esquema del funcionamiento de TinyOS 
lo tanto no existe el sistema operativo 
rgado) y el  programa compilado de forma
c
actualizar el programa. A pesar de esto su tamaño en bytes sigue siendo 
minúsculo. 
 
Para programar con TinyOS utilizamos una extensión del lenguaje C llamada 
nesC, la cual nos permite el uso de interfaces que van conectadas a 
componentes.  
 
2.3. Introducción a nesC 
 
N
que serán ejecutadas en sensor
dicho lenguaje, proporciona ca
a
 
La característica principal de este lenguaje de programación es que combina 
las ventajas de una programación basada en objetos (POO) y de una 
programación basada en eventos (POE). La POO permite
d
   
En nesC cada aplicación está construida a base de componentes enlazados 
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interfaces de otros componentes. La forma de acceder al uso en otro contexto 
de estos componentes es mediante estas interfaces que son bidireccionales, es 
tos y mediante comandos. Con estas interfaces podemos 
cion”, “miaplicacionM.nc” sería el módulo y 
iaplicacion.nc” seria el fichero configuración. 
ez que se lleve a cabo dicho 
vento. 
aje de programación utilizado para el desarrollo del las dos 
plicaciones para el ordenador se ha escogido C#. Dicho lenguaje ofrece 
ad en áfico de las dos aplicaciones, además de 
u nico para resolver los problemas derivados de la 
rogramación. A continuación definimos sus características, ventajas 
eló que estaba desarrollando un nuevo lenguaje de 
rogramación, haciendo referencia a un lenguaje que entonces llamaban 
n junio de 2000, Microsoft liberó la especificación de un nuevo lenguaje 
rs Hejlsberg (creador de Turbo 
ascal y arquitecto de Delphi), Scott Wiltamuth y Peter Golde. Entonces lo 
decir, mediante even
acceder a la funcionalidad de los componentes.  
 
Físicamente, un programa en nesC está formado por dos ficheros: un fichero 
de configuración e implementación y otro llamado fichero módulo. Pueden ser 
más de dos si incluimos librerías .h. El fichero módulo contiene el código en sí 
del componente mediante interfaces.  
 
Por otra parte, el fichero de configuración nos permite enlazar los componentes 
que vamos a utilizar en el archivo módulo, este enlace se denomina wiring. 
Este fichero es crucial porque si no está bien configurado, la aplicación no nos 
compilará correctamente. 
 
Los módulos y las configuraciones utilizan la misma extensión nc, la diferencia 
entre ambos está en la sintaxis que utilizan. Es por ello que siguen un código 
de letras para diferenciar unos de otros. Por ejemplo, cuando trabajamos con 
un programa “miaplica
“m
 
 Para concluir, destacar que el código de la aplicación no se ejecutará en 
modo secuencial, ya que atiende a una programación basada en eventos. Esto 
conlleva que se programan las acciones que se desea realizar cuando se 
produzca un evento, que se ejecutará cada v
e
 
2.4. Introducción a C# 
 
El lengu
a
facilid  la creación del entorno gr
tener n excelente soporte téc
p
principales y su historia. 
 
2.4.1. Historia 
 
Microsoft, en 1998, desv
p
COOL y se consideraba muy similar a Java.  
 
E
llamado C#. A esto le siguió rápidamente la primera versión de prueba del 
entorno de desarrollo estándar (SDK) .Net, que incluía un compilador de C#. El 
nuevo lenguaje estaba diseñado por Ande
P
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describieron como "...simple, moderno, orientado a objetos, de tipado seguro y 
con una fuerte herencia de C/C++".  
 
2.4.2. Programación basada en componentes 
 
En los últimos 10 años se han asentado diferentes técnicas de programación 
omo son la orientación a objetos, la programación basada en interfaces o los 
iempre 
cas de programación del 
omento. Como resultado, los programadores tienden a depender de código 
y 
anejar distintas versiones en un extenso periodo de tiempo). Esto no significa 
ropiedades, métodos y eventos. C# tiene 
ecanismos para permitir, al mismo tiempo, un orientación a componentes y a 
rollo de software basado en componentes, es 
n lenguaje completamente orientado a objetos que implementa casi todo los 
ógicamente, en un lenguaje OO, C# implementa conceptos como herencia, 
trucciones nuevas, como 
s delegados, que son parecidos a los punteros a funciones de C++, o los 
primitivos y todo el 
sto. Dando lugar un mejor rendimiento en los tipos primitivos, pero con una 
separación, a veces molesta, entre tipos primitivos y tipos definidos por el 
c
componentes (nesC). A pesar de esto, los lenguajes de programación s
han ido un paso por detrás de las mejores prácti
m
específico, usar convenciones, o simplemente a no usar las nuevas técnicas.  
 
Aunque Java está un paso adelante de C++ al proporcionar soporte a nivel de 
lenguaje para interfaces y paquetes (entre otras cosas), le sigue faltando 
soporte para construir y mantener a lo largo del tiempo sistemas basados en 
componentes (en los que uno necesita desarrollar, desplegar, interconectar 
m
que la comunidad Java no haya construido tales sistemas, simplemente que las 
necesidades derivadas de la implementación de tales sistemas se han 
conseguido a través de convenciones de notación y código propio, no a través 
de una característica del lenguaje.  
 
Por otra parte, el lenguaje C# se ha construido suponiendo que los sistemas de 
software modernos se construyen usando componentes. Por lo tanto, C# 
proporciona soporte a nivel de lenguaje para los constructores básicos de los 
componentes, como pueden ser p
m
la vez dar un gran rendimiento.  
 
2.4.3. Orientación a objetos, OO 
 
C# además de soportar el desar
u
conceptos y abstracciones presentes en C++ y Java. 
  
L
encapsulación, polimorfismo y programación basada en interfaces. También 
soporta las construcciones típicas de C++ y Java, como clases, estructuras, 
interfaces y enumeraciones, así como algunas cons
lo
atributos, lo cual permite añadir metainformación al código.  
 
C# consigue aunar orientación a objetos y rendimiento. Esta aproximación tiene 
la ventaja de una completa orientación a objetos, pero tiene la desventaja de 
ser muy ineficiente. Razón por la cual, para mejorar el rendimiento, otros 
lenguajes, como Java, separan el sistema de tipos; en tipos 
re
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usuario. En C# se han aunado ambas aproximaciones presentando lo que se 
llama un sistema unificado de tipos, en el que todos los tipos, incluso los 
primitivos, derivan de un tipo objeto común, a la vez que permite el uso de 
optimizaciones para tipos primitivos.  
2.4.4. Estandarización 
  
Además de los méritos técnicos, uno de las razones del éxito de C# y la 
plataforma .NET ha sido por el proceso de estandarización que Microsoft ha 
seguido. Microsoft, en lugar de reservarse todos los derechos sobre el lenguaje 
ificaciones del lenguaje y de la 
o posteriormente revisadas y ratificadas por la 
uropea de Fabricantes de Computadoras (ECMA). Esta 
y la plataforma, ha publicado las espec
plataforma, que han sid
Asociación E
especificación, que se puede descargar libremente (véase [13]), permite la 
implementación del lenguaje C# y de la plataforma .NET por terceros, incluso 
en entornos distintos de Windows.  
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CAPÍTULO 3. APLICACIONES DE MEDICIÓN 
 
3.1. Introducción 
 
En este tercer capítulo del trabajo vamos a profundizar en el código y 
funcionalidades de las dos aplicaciones desarrolladas. Para ello describimos y 
analizamos los programas con el objetivo de registrar y mostrar la trazabilidad 
de valores como temperatura, nivel luminoso, campo magnético o aceleración 
de cualquier tipo de objetos en dos situaciones temporales distintas: 
 
• Offline: emulación de un sistema RFID activo, donde se interroga al mote 
MICAz para que nos responda con su identificación y los parámetros 
sensados a los cuales ha sido expuesto, como por ejemplo, la temperatura, 
nivel de luz y aceleración. 
• Tiempo real: hay conectividad, vía radio (ZigBee), entre los dispositivos 
MICAz y ordenador. Los motes MICAz informan periódicamente de los 
parámetros sensados en tiempo real. 
 
Las aplicaciones desarrolladas son útiles para el control logístico de cualquier 
tipo de mercancía, inclusive de seres vivos. Permiten tener registrado un 
historial de las mediciones realizadas en un periodo de tiempo conocido, y 
comprobar que no se han sobrepasado límites de seguridad para la integridad 
del producto de que se trate. 
 
Fig. 3.1 Sistema general del montaje de las dos aplicaciones: MIB510 + Mote y 
dos motes sensores 
 
Estas aplicaciones se han desarrollado de forma dual: cada una de las dos 
aplicaciones consta de un código específico para los motes MICAz, 
programado en lenguaje nesC, y otro código para el PC, que conforma la 
interfaz gráfica y de centralización de datos de dichas aplicaciones. Este último 
programa ha sido desarrollado con el lenguaje C# de Microsoft, y nos permitirá 
controlar, gestionar y configurar los motes MICAz. 
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Así pues, por un lado tenemos la aplicación llamada MicazLog que almacena 
las mediciones realizadas en la EPROM del mote cada cierto intervalo de 
tiempo. En esta aplicación, mientras se efectúa las mediciones, no hay 
visibilidad entre los motes MICAz y el PC central. El volcado de información se 
lleva a cabo una vez finalizado el sensado (figura 3.2), por consiguiente, 
decimos que es un programa offline. La placa programadora actúa como un 
lector RFID y el mote sensor como una etiqueta RFID activa, emulando un 
sistema RFID, ya que hay un intercambio de peticiones y respuestas vía 
radiofrecuencia. 
 
 
Fig. 3.2 Esquema temporal de la aplicación MicazLog 
 
Por otro lado, encontramos el programa MicazView, aplicación que realiza las 
mediciones en tiempo real (figura 3.3), funcionando los motes de forma 
autónoma sin capacidad de responder peticiones radiofrecuencia. Es decir, los 
motes MicazView, cada intervalo de tiempo configurable, envían vía radio las 
mediciones realizadas en tiempo real, y el PC se encarga de procesarlas. Este 
sistema exige necesariamente tener el ordenador en el campo de cobertura de 
Fig. 3.3 Esquema temporal de la aplicación MicazView 
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los motes para poder recibir los mensajes enviados. Cabe destacar, que 
experimentalmente, el radio de cobertura de los motes es considerable ya que 
se han realizado pruebas con una distancia, entre motes y ordenador, de más 
de tres pisos de altura. ZigBee, 802.15.4, tiene una cobertura máxima de unos 
cien metros, dependiendo de la potencia de transmisión. 
 
A continuación pasamos a describir las funcionalidades de las dos aplicaciones 
desarrolladas de forma dual; primero explicando el programa en nesC para los 
motes MICAz y, finalmente, comentando las características de los programas 
de gestión de datos e interfaz gráfica del PC central en C#.  
 
3.2. Esquema general 
 
Las dos aplicaciones tienen un esquema idéntico (ver figura 3.4). En un 
extremo están los motes, y en el otro se encuentra el PC con la interfaz gráfica. 
En el centro, encontramos la placa programadora con un mote acoplado en la 
ranura de 51 pin que actúa de puente entre motes y PC. Dicho mote está 
cargado con el código TOSBase que se encargará de la función de puenteo. 
 
El código TOSBase realiza la función de recibir todos lo paquetes vía radio y 
remitirlos a través del puerto serie RS232 o Ethernet, según la placa utilizada, y 
viceversa. Este programa viene en el CD-ROM de aplicaciones facilitado en el 
MOTE-KIT2400 de CrossBow, y también está incluido en el propio directorio de 
TinyOS. 
 
El ordenador, además de la interfaz gráfica, ejecuta un programa escrito en 
java, denominado SerialForwarder, del fabricante CrossBow, imprescindible 
para tener comunicación con los motes.  
 
Las dos aplicaciones gráficas desarrolladas establecen un socket TCP con 
SerialForwarder, el cual remite, por dicho socket, todos los paquetes recibidos 
del programador MIB510 o MIB600. También envía hacia la placa 
programadora los mensajes enviados desde el nivel de aplicación hacia los 
motes sensores. Una vez ejecutado SerialForwarder escucha peticiones de 
conexión de clientes TCP a través del puerto 9001 por defecto de la MIB510, y 
el puerto 10002 por defecto de la placa MIB600.  
 
A través de la programación de las aplicaciones hemos utilizado 
preferentemente la placa programadora MIB510 por su facilidad de uso, ya que 
la MIB600 requiere configuración previa. Además, la MIB600, al mes del 
comienzo del trabajo de investigación comenzó a fallar, y al poco tiempo, dejó 
de funcionar correctamente. 
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Fig. 3.4 Esquema general para las aplicaciones de medición 
 
3.2.1. SerialForwarder 
 
El programa SerialForwarder (véase [4]), como ya hemos puesto de manifiesto, 
tiene la funcionalidad de leer paquetes del puerto serie del ordenador, en el 
caso de utilizar la MIB510, o del puerto Ethernet, utilizando la MIB600, y 
replicarlos hacia el puerto servidor de las conexiones TCP. SerialForwarder no 
muestra los datos de los paquetes, pero tiene contadores de paquetes escritos 
y leídos, así como de clientes conectados. 
 
Una vez ejecutado, SerialForwarder escucha peticiones de conexiones de 
clientes TCP en el puerto 9001 o 10002.  
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Fig. 3.5 Pantalla de la aplicación SerialForwarder después de ejecutar el serial.bat. 
Podemos apreciar el puerto por defecto de la MIB510 para las múltiples conexiones de 
clientes TCP, el puerto 9001. Y en el campo “Mote Communications” observamos la línea 
“serial@COM4:57600” que nos indica que utilizamos el puerto serie COM4 y la velocidad 
de transferencia de datos es de 57600 kbps, velocidad adecuada para los mote MICAz. 
Más abajo vemos el botón “Stop/Start Server” para arrancar o parar el servidor, los 
contadores de paquetes escritos y leídos y el contador de clientes conectados al 
SerialForwarder 
 
Tanto la aplicación MicazLog como MicazView ejecutan automáticamente 
SerialForwarder. Esta ejecución automática se lleva a cabo gracias a un 
archivo serial.bat10, que se inicia desde la aplicación en C#. El archivo 
serial.bat lleva los parámetros necesarios para la configuración del programa 
SerialForwarder: 
 
• El puerto 9001, por defecto de la placa MIB510 
• Placa programadora utilizada: serial (para indicar la MIB510) o network 
(para seleccionar la MIB600) 
• El puerto serie utilizado COMx, por ejemplo COM1 
• Tasa de transferencia de los motes MICAz, 57’6 kbaudios. 
 
3.3. MicazLog, emulación de un Sistema RFID 
 
La aplicación MicazLog hace funciones de medición de temperatura, nivel 
lumínico y aceleración. Estos parámetros serán almacenados en la EPROM del 
mote MICAz.  
 
                                            
10 Línea escrita en archivo serial.bat para la ejecución del programa SerialForwarder ya configurado para 
los motes MICAz y la placa MIB510: “C:\Surge-View\serialforwarder -comm serial@COM4:57600” 
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Los motes MicazLog esperan recibir la petición radio para comenzar las 
mediciones. Y una vez acabada la medición, la aplicación del PC podrá volcar 
los datos registrados en la EPROM del mote. 
 
3.3.1. Aplicación mote MICAz 
  
Se han programado dos programas en nesC, muy similares, para los motes 
MICAz ya que existen dos tipos de placas sensoras, la MTS300CA y la 
MTS310CA. Un código esta especialmente desarrollado para las placas 
sensoras MTS310CA ya que permite guardar en la EPROM mediciones de 
temperatura, nivel lumínico y aceleración. El otro código programado, que 
guarda muchas similitudes con el código anterior, está pensado para las placas 
sensoras MTS300CA que solo pueden hacer mediciones de temperatura y 
nivel lumínico, ya que carecen de acelerómetro. Este último programa en nesC, 
lógicamente, es compatible con las placas MTS310CA. 
 
Las dos aplicaciones, por lo tanto, solo difieren en el tipo de mediciones que 
son capaces de realizar debido a las diferencias físicas explicadas en el 
capítulo dos apartado primero sobre las placas sensoras del MOTE-KIT2400. 
Los demás aspectos son idénticos, y ambos poseen la función Start_Sensing: 
 
Sensing.start(int muestras, int intervalo_ms) 
 
Esta función permite configurar, vía radio, el período de tiempo en que se 
llevará a cabo la medición del mote en cuestión. El mensaje que se envía es 
broadcast, por lo tanto, cualquier mote que reciba el mensaje comenzará la 
medición de las n muestras en un intervalo t en milisegundos.  
 
Posteriormente a la recepción del mensaje broadcast, el mote MICAz ejecutará 
el timer repetitivo a un intervalo ya definido por la petición radio: 
 
Timer.start(TIMER_REPEAT, interval_ms); 
 
Cuando el número de muestras requeridas sean tomadas y guardadas en la 
EPROM del mote se procederá a parar el anterior timer: 
 
Timer.stop(); 
 
Cada una de las muestra tomadas tiene una resolución de dos bytes. En el 
caso de la utilización de placas MTS300CA, en cada intervalo de tiempo se 
registran cuatro bytes de información: dos bytes de temperatura y otros dos de 
la muestra de nivel luminoso. Por otro lado, con la placa sensora MTS310CA, 
el volumen de datos registrado en cada intervalo de tiempo asciende a ocho 
bytes: cuatro bytes de temperatura y nivel luminoso y otros cuatro 
correspondientes a la muestra de aceleración. Recordemos que las muestras 
de aceleración se hacen en los dos ejes XY, por lo tanto se recogen dos bytes 
de información de aceleración en cada uno de los dos ejes. 
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La memoria flash EPROM, de 512 kbytes de capacidad, que los motes tienen 
integrada tiene que ser leída y escrita necesariamente en bloques de dieciséis 
bytes, donde cada bloque se denomina línea.  
 
En lógica consecuencia, se establece la necesidad de escribir y leer en bloques 
de dieciséis bytes. Así, con el programa diseñado para la placa sensora 
MTS300CA, cada cuatro intervalos, se procederá a la escritura de memoria de 
las ocho muestras medidas: cuatro muestras de temperatura y cuatro muestras 
de nivel luminoso, que suman los dieciséis bytes de a bloque. Con el otro 
programa para la MTS310CA, cada dos intervalos de tiempo se accederá a la 
EPROM para proceder a su escritura.  
 
Esta memoria es imprescindible para aplicaciones de colección de muestras 
sensoras, como MicazLog, y también para realizar funciones de depuración 
(debug) de las mismas aplicaciones, por lo tanto no tendremos disponible toda 
la capacidad de la EPROM para guardar mediciones.  
 
El número máximo de muestras, en el caso de la aplicación para la 
MTS300CA, será de 120000 muestras de cuatro bytes (temperatura y nivel 
luminoso), cuyo valor suma 480 kbytes, dejando libres 32 kbytes para usos de 
depuración propios del mote. En cambio, para la aplicación diseñada para la 
placa sensora MTS310CA, el número máximo de muestras podrá ser de 
60.000 ítems de 8 bytes (temperatura, nivel luminoso y aceleración XY). En 
este caso también se dejarían libres 32 kbytes. 
 
3.3.2. Aplicación PC 
 
La aplicación MicazLog, para el ordenador, es una interfaz gráfica y la 
encargada de procesar la información volcada por los motes. También permite 
gestionar y controlar los motes MICAz cargados con el código nesC adecuado 
para cada placa sensora MTS. Dicho programa, una vez arrancado, ejecuta 
automáticamente el imprescindible SerialForwarder para crear la conexión TCP 
y poder escribir y leer paquetes, cosa que simplifica el uso de la aplicación. 
 
El programa gestiona la función Start_sensing, escrita en java, que permite 
escribir en el socket la orden del comienzo de medición, enviando el número de 
muestras a medir y el tiempo entre mediciones. SerialForwarder recibe la orden 
por el socket TCP, creado al iniciar la interfaz C#, y la remitirá a la MIB510. A 
su vez, la placa programadora con el mote cargado con TOSBase enviará la 
petición broadcast vía radio. Esta clase de java necesita de dos argumentos 
para ser ejecutada: el tiempo entre muestras en milisegundos y el número total 
de muestras a medir. 
 
Por otro lado, la aplicación del PC también permitirá la lectura de la memoria 
EPROM de cualquier mote MICAz. Esta funcionalidad la adquiere de la función 
Read_Log, que también es una clase de java. Esta clase de java requiere un 
argumento, el identificador de mote, por lo tanto la petición de lectura de 
memoria no será broadcast. La función de lectura requiere el identificador de 
nodo como único argumento. 
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Al ejecutar esta clase, se envía un mensaje radio a un mote en concreto (no 
broadcast) ordenando que efectúe el envío de una línea (dieciséis bytes) de su 
memoria EPROM. El mote MICAz realiza el envío de la línea de información a 
través de un paquete broadcast. Dicho esto, podemos calcular el número 
máximo de paquetes que podemos descargar de nuestros motes, ya que 
tenemos la capacidad máxima de la EPROM y la información recibida por cada 
paquete, 
 
paquetes
bytes
paquetebytes 000.30
16
1000.480 =×                         (3.1) 
 
Se necesitarían 30.000 paquetes para descargar todos los datos de mediciones 
de la memoria flash de un mote MICAz. 
 
Por cada petición de lectura ejecutada, el puntero volátil de memoria se mueve 
una línea, decimos volátil porque el puntero de posición de memoria sólo se 
mantiene si el mote está alimentado, en posición ON. Recordemos que la 
memoria EPROM no es volátil, pero el puntero de posición de memoria si. Por 
consiguiente, si se apaga el mote el cursor vuelve a su posición inicial. 
 
Los campos de datos difieren según que código se ha utilizado. Si se escoge 
hacer únicamente mediciones de temperatura y nivel de luz encontramos 
cuatro muestras de temperatura intercaladas con cuatro muestras de nivel 
luminoso. En cambio, si hemos utilizado el código para medir la aceleración 
con las placas sensoras MTS310CA, los campos de dos bytes son dos de 
temperatura, dos de nivel luminoso y cuatro de aceleración (dos por cada eje 
XY). En todo caso la longitud del campo de datos es de 16 bytes, 
correspondiente a una línea. 
 
El formato del paquete que recibimos a nivel de aplicación, con la línea de 
mediciones de 16 bytes, después de ejecutar la función Read_Log, como 
anteriormente hemos indicado, dependerá del  código que estemos ejecutando. 
 
 
Fig. 3.6 Formato del paquete recibido a nivel de aplicación al ejecutar la función de lectura 
 
El formato del paquete (figura 3.6) tiene una cabecera genérica de 6 bytes. En 
ella encontramos los campos: 
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• Dirección Destino: campo de 2 bytes donde se encuentra la dirección 
broadcast en decimal 255 255 (todos los bits a 1). 
• Campo Tipo: con valor fijo a 0.  
• Campo grupo TOS: es el identificador de grupo, dicho identificador permite, 
si queremos, el filtrado de paquetes de un determinado grupo en la 
aplicación TOSBase.  
• Identificador de nodo: campo de un byte. Es un campo importante, ya que 
lleva el identificador del mote que manda el paquete. De esta manera la 
aplicación del ordenador consigue descartar los paquetes de los demás 
motes que puedan estar transmitiendo y, por lo tanto, interfiriendo en la 
descarga de datos.  
• Identificador de paquete: con los ocho bits siempre a 0. 
 
Una vez recibidos y guardados en un vector todos los paquetes, la aplicación 
MicazLog, procesa la información. Este proceso se encarga de convertir todos 
los datos a unidades del Sistema Internacional, SI. Esta acción implica utilizar 
la fórmula del apartado 2.1.4 para extraer en grados la temperatura, convertir la 
salida del sensor de luz a los tres niveles predefinidos, Dark, Light y Flash. Y, 
además, en el caso de usar una placa MTS310CA, se procederá a la 
conversión de la salida del acelerómetro en mV a m/s2. Este cambio de 
unidades se llevará a cabo con una simple multiplicación por la sensibilidad 
típica del acelerómetro, tal y como se describe en el apartado 2.1.5. 
 
En el procedimiento del volcado de datos descrito, podemos discernir entre dos 
tiempos: 
 
• Tiempo de descarga: es el tiempo requerido para el volcado íntegro de 
todos los datos de la EPROM del mote MICAz. En este tiempo se 
contempla el tiempo necesitado para ejecutar la clase de java Read_Log  y 
los diferentes tiempos de envío de los paquetes de petición y respuesta. 
• Tiempo de proceso: tiempo necesitado para el cálculo de las mediciones 
en unidades del SI. 
 
Todos los datos de mediciones descargados de los motes MICAz se muestran 
por pantalla en un textBox11, y se guardan en un archivo de texto para su 
posterior análisis y estudio. 
 
¿Cómo consigue MicazLog, programado en C#, ejecutar las dos funciones, 
Start_Sensing y Read_Log, escritas en java? MicazLog configura dos archivos 
.bat, uno para cada función, que serán ejecutados para arrancar por línea de 
comandos de MS-DOS las dos clases de java. 
 
El nombre del archivo para arrancar la función Start_Sensing es el Start.bat y 
albergará  genéricamente la siguiente secuencia:  
 
java net.tinyos.tools.BcastInject start_sensing num_muestras intervalo_ms 
  
                                            
11 En C#, textBox representa un control de cuadro de texto de Windows. 
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En cambio, el archivo que arranca la función Read_Log es el read.bat, y 
contiene la siguiente línea genérica: 
 
java net.tinyos.tools.BcastInject read_log Node_ID 
 
Cabe destacar que estos dos archivos, y el archivo serial.bat para arrancar 
SerialForwarder, son ejecutados de manera oculta, es decir, nunca veremos la 
ventana de la consola MS-DOS. De esta manera, la aplicación MicazLog es 
más limpia y vistosa. 
 
MicazLog, aparte de las dos funciones principales ya descritas, aporta la 
posibilidad de hacer gráficas (véase figura 3.8) a partir de los archivos de texto 
que contienen los datos de las mediciones. También calcula y muestra datos 
estadísticos de las mediciones: 
 
• Calcula la temperatura media e informa de la máxima y mínima 
• Calcula la aceleración media e informa de la aceleración máxima 
• Muestra porcentajes de los niveles lumínicos: Dark, Light y Flash 
• Informa del número de muestras representadas en la gráfica 
• Calcula el tiempo de muestreo según el intervalo entre mediciones 
 
A continuación veremos las capturas de las dos ventanas que forman la 
aplicación MicazLog para el PC. La captura de la pantalla principal y de la 
ventana de gráficas y estadísticas.  
 
La interfaz gráfica del programa MicazLog, como podemos ver en la figura 3.7, 
es muy sencilla e intuitiva. Está dividida en tres partes: 
 
• En la parte izquierda de la ventana vemos los diferentes elementos que nos 
permiten gestionar la función Read_Log. 
• En la parte central de la ventana está la fecha y hora, el botón que abre el 
formulario para las gráficas, el botón de la consola TinyOS llamada Cygwin 
y un botón reset, para restablecer la conexión con el SerialForwarder en 
caso de fallo en la conexión.  
• En la parte derecha de la captura se ubican los botones y barras necesarios 
para ejecutar y configurar la función Start_Sensing. 
 
En la zona Read_Log, en la parte superior de la figura 3.5, vemos dos 
listBoxs12 en los cuales seleccionaremos el Node_ID del mote que queremos 
leer su EPROM y la placa sensora que hemos utilizado para las mediciones. 
Recordemos que es necesario saber que placa sensora se ha utilizado ya que 
cada una tiene un valor de calibre diferente. Más abajo encontramos dos 
casillas para elegir la forma de lectura de los datos, es decir, si queremos leer 
temperatura y nivel luminoso (ºC + Light) o, por el contrario, queremos leer 
temperatura, nivel luminoso y aceleración (ºC + Light + m/s2). Debajo de las 
casillas se encuentra un textBox que irá mostrando los datos procesados en 
tiempo real.  
 
                                            
12 En C Sharp, la clase listBox representa un control de cuadro de lista de Windows. 
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Además de mostrar las mediciones, el textBox informa al usuario del número 
de muestras leídas, paquetes recibidos y el tiempo total de descarga y proceso 
de los datos. Más abajo se sitúa la barra de progreso para mostrar el estado de 
los cálculos necesarios para convertir las muestras a unidades del SI. 
 
Por último, localizamos un recuadro donde se describe el funcionamiento de la 
función de lectura y el botón Read_Log que ejecuta la clase de java 
correspondiente mediante el archivo read.bat. 
 
 
Fig. 3.7 Pantalla de la ventana principal del programa MicazLog 
 
En la parte central de la ventana, localizamos el botón Cygwin para el acceso 
directo a la consola de TinyOS. Esta consola nos permite explorar el directorio 
del TinyOS, ejecutar otras clases de java, introducir manualmente la línea de 
ejecución de las dos funciones principales (Start_Sensing y Read_Log) o 
incluso instalar código a los motes MICAz. 
 
En la zona Start_Sensing encontramos dos casillas que determinarán el tipo de 
datos que vamos a recoger del mote. Este dato es importante ya que va a 
condicionar el número máximo de muestras que podrá almacenar la EPROM 
del mote. Seguidamente, más abajo, visionamos un scrollBar13 que nos permite 
seleccionar el número de muestras que queremos registrar y, más abajo, 
apreciamos el scrollBar para seleccionar el tiempo entre muestras en 
milisegundos, pudiendo seleccionar valores entre 0’5 a 10 segundos. 
 
                                            
13 En C#, scrollBar implementa la funcionalidad básica de un control de barra de desplazamiento. 
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Finalmente, se nos muestra la duración total de la medición: el número total de 
muestras por el intervalo seleccionado. Seguido del recuadro informativo de la 
función Start_Sensing y el botón que ejecuta el archivo start.bat. 
 
 
Fig. 3.8 Pantalla del formulario de gráficos de la aplicación MicazLog: 
1. Nombre del archivo de texto representado 
2. Leyenda gráfico 
3. Línea de temperatura, en color rojo 
4. Línea azul que corresponde a la aceleración 
5. Temperatura máxima, línea dorada 
6. Temperatura media, línea azul cielo 
7. Temperatura mínima, línea marrón 
8. Muestras del nivel luminoso: Dark (negro), Light (rojo), Flash (amarillo) 
9. TextBox donde se muestran los resultados y datos estadísticos 
10. ScrollBar donde se configura el intervalo entre muestras 
3.3.3. Usos potenciales 
 
MicazLog es una aplicación idónea para tener el registro de mediciones 
durante el transporte o manipulación de cualquier objeto, ya sea este, inerte o 
vivo, así como, mercancías que necesiten unos parámetros específicos de 
seguridad para su conservación o integridad.  
 
Empresas de logística y transporte se beneficiarían de las ventajas que aporta 
el registro de mediciones ambientales en las mercancías transportadas, para 
así dar más garantías a sus clientes. Ejemplos de estas mercancías son los 
alimentos frescos que son más susceptibles a estropearse con temperaturas 
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elevadas o movimientos bruscos. O bien, otros productos frágiles como el 
cristal, reacio a aceleraciones elevadas y para el mantenimiento y transporte de 
obras de arte o seres vivos. 
3.4. MicazView, mediciones en tiempo real 
 
MicazView es una aplicación de medición en tiempo real. En este caso, los 
motes MICAz actúan autómatamente una vez encendidos con el código nesC. 
Después de inicializar los componentes de la placa sensora,  periódicamente 
realiza mediciones a un intervalo ya preconfigurado. Estas mediciones son 
enviadas vía radio y la placa programadora más el mote cargado con la 
aplicación TOSBase recoge los datos y los pasa al SerialForwarder. Este, a su 
vez, remite los paquetes con las mediciones hacia la aplicación MicazView del 
PC a través del socket TCP. Así, el programa gestiona esas mediciones, y 
ofrece al usuario numerosas funcionalidades. 
 
La aplicación en cuestión depende del radio de cobertura de transmisión de los 
mismos motes, ya que estos no guardan información en su EPROM. Recoge y 
muestra las mediciones en tiempo real. Además de mostrar la información por 
pantalla, crea un archivo de texto para cada mote guardando todas las 
mediciones recibidas. 
 
El hecho que los motes no atiendan ni respondan peticiones radiofrecuencia 
comporta que no podamos decir que MicazView sea una aplicación RFID, 
como lo es MicazLog. No obstante, dicha aplicación complementa a su 
hermano MicazLog ya que permite la visualización de las mediciones en tiempo 
real. Por lo tanto, MicazView puede evitar situaciones de riesgo para las 
mercancías o animales controlados por los motes ya que permite reacciones 
inmediatas. 
 
3.4.1. Aplicación mote MICAz 
 
La aplicación MicazView de los motes define un tiempo fijo entre mediciones en 
milisegundos: este valor ha de ser configurado antes de la instalación del 
código en el mote MICAz, y no se puede cambiar a no ser que se vuelva a 
instalar en el mote con otra frecuencia de medición. 
 
En esta aplicación, a diferencia de la anterior, sí se detecta el campo magnético 
con las placas MTS310CA ya que, MicazLog, debe escribir la EPROM en 
bloques de ocho muestras, por lo tanto, se desperdiciaría capacidad de 
almacenamiento. En cambio, no hace uso de la de memoria flash de 512 
kbytes. Los motes recogen todas las mediciones posibles que la placa que 
portan les permite,  y las envía vía radio. Los paquetes enviados son broadcast. 
 
El número de mediciones realizadas dependerá de la placa sensora utilizada. 
El paquete siempre tendrá la misma estructura, y en el caso de utilizar las 
placas MTS300CA los campos de aceleración y campo magnético estarán 
vacíos. El formato de la cabecera del paquete a nivel de aplicación enviado es 
el siguiente: 
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Fig. 3.9 Formato de la cabecera del paquete a nivel de aplicación enviado por el MICAz 
 
Como podemos ver los paquetes tienen una cabecera de 9 bytes: 
 
• Dirección Destino: contiene la dirección del destinatario, que como ya 
hemos comentado, es una dirección broadcast (255 255). 
• Tipo: destinado a identificar el tipo de mensaje, siempre tiene cero por 
valor. 
• Grupo TOS: define el grupo TOSBase, por si se quiere filtrar los paquetes 
según grupo. Por defecto este campo adquiere el valor de 129.  
• Longitud: Indica la longitud del paquete. Su valor es de 29 bytes. 
• ID Sensor: este campo determina que placa se está utilizando con el mote 
en cuestión. Si adquiere el valor 132 determina que utiliza la  placa 
MTS310CA. En cambio, si el valor del campo es 133 especifica que se esta 
utilizando una placa MTS300CA. 
• ID Paquete: este campo muestra el identificador de paquete. Puede tener 
cualquier valor, por defecto en la aplicación MicazView tiene un valor de 0. 
Pero se puede implementar código para que este campo informe del 
número de secuencia para la detección de datagramas perdidos. En nuestra 
aplicación este caso no es crítico, por lo tanto no se implementa. 
• ID Nodo: el identificador de nodo es el número que identifica el Mote MICAz 
más el número de placa que lleva. Normalmente se le da el valor que indica 
su pegatina, los valores van de 0 a 7, más el número del cartel de la placa 
sensora, los valores van de 1 a 7. Por ejemplo, si se utiliza el nodo 3 (Surge 
3) con la placa número 5, el campo ID Nodo tendría el valor 35. 
• RSVD: este campo, es el utilizado por la aplicación del PC para detectar el 
número de placa sensora utilizada para las mediciones. Los valores que 
puede adquirir dicho campo, como ya hemos mencionado, van del 1 al 7. 
 
A la cabecera le sigue el campo datos, a nivel de aplicación, de 16 bytes, que 
se subdivide en las diferentes mediciones realizadas por el mote MICAz: 
 
 
Fig. 3.10 Formato del campo datos del paquete a nivel de aplicación enviado por el MICAz 
 
• Voltaje Count: es la primera medición del campo datos, correspondiente al 
voltaje de referencia del Mote MICAz. Este valor nos permitirá saber el 
voltaje de la batería y, por lo tanto, estimar el nivel de la misma. El voltaje 
de la batería lo calcularemos con la siguiente fórmula (ver [12] página 22): 
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CountADC
FSADCVrefBateríaVoltaje
_
__ ×=                              (3.2) 
 
Donde, 
 
ADC_FS = 1024  
V
ref 
= 1’223 Voltios (Voltaje externo de referencia) 
ADC_Count = Valor medido por el mote  
 
Después de aplicar la fórmula 3.2 obtenemos el voltaje de la batería, y como 
sabemos que el MPR2400CA funciona con un voltaje comprendido entre 2’7 y 
3’3 voltios (véase [18]) podremos obtener el nivel de la batera. 
 
• Temperatura: este campo de dos bytes contiene el valor de la medición de 
temperatura. Se extraerá y procesará para obtener su valor en grados 
Celsius.  
• Intensidad luminosa: valor de dos bytes captado por la fotocélula.  
• Mic: el campo Mic recoge el nivel acústico registrado por el micrófono de los 
sensores MTS, este dato no se utiliza ni se procesa, pero se mantiene para 
futuras actualizaciones o aplicaciones.  
• Aceleración en XY. 
• Campo magnético en XY. 
 
3.4.2. Aplicación PC 
 
La aplicación MicazView para el ordenador será la encargada de gestionar y 
procesar toda la información sensada y enviada por los motes MICAz. También 
ofrece funcionalidades tales como un registro de las mediciones y un control de 
los parámetros medidos, todo esto en tiempo real.  Además, como en la 
aplicación MicazLog, permite al usuario la posibilidad de confeccionar gráficas 
y calcular estadísticas a partir de las mediciones recibidas de forma 
individualizada para cada mote. Estas herramientas y funciones proporcionan 
al usuario facilidad en el análisis e interpretación de las mediciones de los 
sensores MICAz. 
 
Entre las funciones de procesado que lleva a cabo la aplicación destacaremos 
las operaciones para convertir a grados Celsius la temperatura, la intensidad de 
luz a Dark, Light o Flash, y, en caso de recibir aceleración e intensidad del 
campo magnético, realizar también las operaciones oportunas para convertir 
los valores recibidos a m/s2 y detección o no de campo magnético. Además de 
la conversión a unidades del SI de las mediciones, realiza el cálculo de nivel de 
batería de los motes descrito en el apartado anterior. Estas operaciones le 
permiten obtener todos los parámetros sensados listos para mostrar en la 
pantalla principal.  
 
MicazView crea automáticamente un archivo de texto para cada mote MICAz, 
guardando en él todas las mediciones que recibe de este. Este archivo de texto 
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será el utilizado para la realización de las gráficas y el cálculo de las 
estadísticas. Las gráficas y estadísticas serán las mismas que MicazLog 
realiza, pero con la única diferencia que MicazView incorpora la detección o no 
del campo magnético. 
 
Las diferentes ventanas (llamadas formularios en lenguaje de programación 
C#) que conforman la aplicación MicazView para PC son: 
 
• Formulario principal: es la ventana, como su nombre indica, principal de la 
interfaz gráfica. En ella se encuentran los botones de acceso a los demás 
formularios, la lista de los motes y sus mediciones en tiempo real. 
• Formularios control: existen dos formularios control, uno para los motes 
MICAz que portan placas MTS300CA y otro para los motes que porten 
placas MTS310CA. Este formulario, como explicaremos más 
detalladamente, realiza funciones de control de las mediciones recibidas. 
• Formularios log: también hay dos formularios log, uno para cada tipo de 
placa sensora, como en el formulario anterior. 
• Formularios graphics: serán las ventanas que mostrarán al usuario las 
gráficas y estadísticas a partir de los archivos de texto que contienen las 
mediciones de cada mote. 
 
El formulario principal (figura 3.11) de MicazView pretende ser sencillo y de 
fácil manejo. Está dividido en dos partes, diferenciando entre placas sensoras, 
MTS300CA ó MTS310CA. Esta separación se llevará a cabo según el campo 
de la cabecera ID_Sensor, como ya hemos indicado en el apartado anterior. 
 
En la parte izquierda superior del formulario, encontramos la imagen de una 
placa MTS300CA para indicar que se trata de la zona del formulario donde se 
va a gestionar la información de las placas serie 300. Justo debajo de dicha 
imagen se haya la lista de todos los motes MICAz que tengan acoplado una 
placa sensora MTS300CA. 
 
MicazView elimina de la lista anterior aquellos motes que permanezcan 
inactivos (sin mandar paquetes) durante más de 50 segundos gracias a la 
función Keep_Alive. Transcurrido este período de tiempo de inactividad de un 
mote se procede a la actualización de la lista14. En caso de que dicho mote 
vuelva a enviar información de sensado se actualizará otra vez la lista, y 
seguirá guardando los datos en el mismo fichero de texto del mote. La función 
Keep_Alive se implementa necesariamente ya que sino la aplicación mostraría 
motes inactivos e innecesarios para las funcionalidades de la aplicación. 
 
En la parte central del flanco izquierdo encontramos tres botones: 
 
• Control es el acceso directo al formulario control para el mote seleccionado 
en la lista superior.  
• Log abrirá el formulario de registro de mediciones del MICAz seleccionado 
de la lista.  
                                            
14 El archivo de texto con las mediciones anteriores del mote en cuestión no se eliminará. 
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• Graphics nos permite abrir la ventana de gráficas y estadísticas formadas a 
partir de las mediciones guardadas en los diferentes archivos de texto. 
Previamente a la apertura de este formulario tendremos que seleccionar el 
archivo de texto el cual queremos mostrar gráfica y estadísticamente. 
 
 
 
Fig. 3.11 Formulario principal de la aplicación MicazView para el PC 
 
Debajo de los botones encontramos un recuadro blanco donde se nos muestra 
la información recibida por el mote MICAz seleccionado en la lista superior: 
 
• Identificador Nodo: información recibida dentro del campo ID_Nodo de la 
cabecera. 
• Identificador placa sensora: identificación recibida en el campo RSDV de 
la cabecera, valores posibles de 1 a 7. 
• Tiempo de recepción: tiempo de recepción del último paquete del nodo 
seleccionado en la lista superior. Téngase en cuenta que el mote no envía 
la marca temporal, de este menester se encarga la aplicación MicazView 
del PC. 
• Parámetros: se muestran los últimos valores recibidos y procesados de 
temperatura (en grados Celsius) e intensidad de luz (Dark,Light o Flash). 
 
El recuadro con los parámetros del mote seleccionado se actualizará cada 800 
milisegundos gracias a un timer configurado a ese intervalo de refresco. 
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Finalmente, debajo del recuadro de información se sitúa la barra de progreso 
(progressBar15 en C#) que nos informa del nivel de batería de los motes. 
MicazView recibe del mote un voltaje denominado V Count, al cual somete a 
una simple operación donde se obtiene el voltaje de la batería del MICAz 
seleccionado (ver fórmula 3.2). Es una valiosa información para conocer la 
autonomía restante del sensor. 
 
En la parte central de la pantalla, como separador de las dos partes del 
formulario, encontramos la hora, la fecha y el botón reset, cuya función es 
resetear el socket TCP establecido con la aplicación SerialForwarder, en caso 
de un error de conexión. 
 
El flanco derecho del formulario principal está destinado a la gestión de los 
motes que porten una placa de la serie 310 y mantiene la misma estructura que 
su placa hermana MTS300CA; por eso no procederemos a su descripción. Sólo 
destacar que, como única diferencia, en la lista de parámetros se mostrará la 
aceleración y detección o no de campo magnético. 
 
A continuación explicaremos detalladamente los otros dos formularios a los que 
podemos acceder mediante los botones Log y Control. El botón Graphics nos 
abre el mismo formulario de gráficas y estadísticas que la aplicación MicazLog, 
por lo tanto, omitiremos analizar. 
 
 
 
Fig. 3.12 Formulario Log para los motes MICAz que porten placas MTS310CA 
 
El formulario de registro, llamado log, muestra cronológicamente la lista de 
todas las mediciones registradas por un mote en concreto. El formulario 
muestra todas las mediciones posibles de cada placa MTS: 
 
                                            
15 En C#, la clase progressBar representa el control de barra de progreso de Windows. 
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• MTS310CA: el registro de mediciones muestra (ver figura 3.12) la fecha y 
hora del instante de recepción del paquete, temperatura, intensidad 
luminosa, aceleración y si hay o no campo magnético.  
• MTS300CA: la información mostrada por este formulario es la misma que la 
anterior, exceptuando las mediciones de aceleración y detección de campo 
magnético que esta placa no puede realizar. 
 
 
 
Fig. 3.13 Formulario Control para los motes MICAz que porten placas MTS310CA 
 
El formulario de la figura 3.13 nos permite controlar las mediciones de los 
sensores. Podemos establecer unos límites de seguridad y en caso de 
sobrepasarse dichos límites nos avisa visualmente. Los parámetros a controlar 
son: 
 
• Temperatura: el formulario Control facilita dos barras para determinar la 
temperatura mínima y máxima permitida en las mediciones. 
• Detección Luminosa: tres casillas nos permiten seleccionar el nivel de luz 
que queremos detectar. 
• Campo Magnético: una casilla para determinar si queremos que nos avise 
de la detección de campo magnético. 
• Aceleración: al igual que la temperatura, las mediciones de aceleración se 
controlaran a partir de dos barras que fijarán los valores mínimos y máximos 
permitidos. 
 
La aceleración y campo magnético sólo pueden ser controlados por los 
formularios de las placas MTS310CA. 
 
En el formulario también se localiza una lista donde se detallan todas las 
mediciones recibidas del mote controlado. En caso de sobrepasarse los límites 
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establecidos la aplicación resalta la letra en color rojo, como se puede apreciar 
en la figura 3.13. 
 
3.4.3. Usos potenciales 
 
En esencia, los usos potenciales de MicazView son los mismos que la 
aplicación anterior MicazLog, donde el factor tiempo real sea más crítico. 
Estaríamos hablando, por ejemplo, de mercancías peligrosas y volátiles 
susceptibles de explotar por altas temperaturas o muy valiosas, como obras de 
arte. 
 
Otra aplicación sería el estudio estadístico de mediciones medioambientales de 
una determinada zona geográfica. Por ejemplo en zonas sísmicas, ya que los 
acelerómetros, que incorporan las MTS310CA, pueden ser configurados para 
detectar mínimas vibraciones sísmicas. O simplemente, para estudiar un ciclo 
de temperaturas registrado en un lugar, local o instalación determinada. 
 
Su uso también podría ser útil en procesos industriales o de simple 
almacenamiento, ya que dichos motes realizan funciones de monitorización en 
tiempo real de parámetros útiles, como podría ser la temperatura, para detectar 
anomalías en una cadena de producción o en un proceso industrial que 
requiera una temperatura específica. Piénsese, por ejemplo, en las grandes 
bodegas vinícolas o de productos lácticos, así como granjas ganaderas o 
criaderos en piscifactorías. 
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CAPÍTULO 4. PRUEBAS Y RESULTADOS 
 
Este capítulo pretende validar las dos aplicaciones desarrolladas, así como 
explicar detalladamente las pruebas realizadas para comprobar su correcto 
funcionamiento. 
 
Para llevar a cabo las pruebas de las dos aplicaciones se ha utilizado un 
ordenador portátil Toshiba modelo Satellite M40-285 con las siguientes 
características técnicas: 
• Tecnología Móvil Intel Centrino con procesador Intel Pentium M 750, con 
una velocidad de reloj de 1’86 GHz 
• Sistema Operativo: Microsoft Windows XP Home Edition 
• Memoria RAM DDR2 de 1024 MB (512+512) 
• Disco Duro formateado de 100 GB 
 
EL ordenador portátil al carecer de puerto serie, se ha utilizado un adaptador 
de puerto USB 2.0 a RS-232 de la casa Outex. Dicho adaptador soporta una 
tasa de transferencia máxima de 1Mbps y es soportado por los Sistemas 
Operativos de Windows 98/2000/XP y Mac OS. 
 
4.1. MicazLog 
 
4.1.1. Introducción 
 
La aplicación MicazLog ha sido sometida a pruebas para la medida del tiempo 
de descarga de datos de los motes, y a su posterior tiempo de procesado. 
Finalmente se ha procedido a las pruebas de validación del programa. 
 
El tiempo de descarga y proceso depende de la información almacenada en la 
EPROM del mote. Como ya hemos indicado, el mote MICAz puede guardar 
480 Kbytes como máximo de información, es decir, unos 30000 paquetes. Las 
pruebas realizadas han llegado a un tercio de la capacidad máxima de 
almacenamiento. 
 
Las pruebas de volcado de información de los motes MICAz se han hecho 
diferenciando dos fases: 
 
a) Descarga: esta primera fase que lleva a cabo MicazLog consiste en 
descargar toda la información del mote especificado y guardarla en un array 
(arrayList16). En esta fase simplemente se guardan los valores sin 
procesarlos. 
b) Proceso: una vez finalizada la fase de descarga la aplicación recorre todas 
las posiciones del array y procesa los datos. 
                                            
16 En lenguaje de programación C#, la clase arrayList implementa la interfaz de una matriz cuyo tamaño 
varia dinámicamente según se requiera.  
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Para cada fase se han hecho cinco pruebas para once valores de paquete, de 
los 10 paquetes hasta los 10240 paquetes (ver anexo B). 
4.1.2. Tiempo de descarga 
 
El tiempo de descarga comprende los siguientes tiempos para cada paquete 
descargado: 
 
• Tiempo necesario para ejecutar el archivo read.bat que arranca la clase de 
java Read_Log 
• Tiempo de transmisión de la petición y ACK vía radio 
• Tiempo de transmisión de la respuesta por parte del mote con la línea de 
información de la EPROM 
• Tiempo requerido para guardar el paquete en el array  
 
La gráfica 4.1 nos muestra el tiempo de descarga de información de los motes 
en función del número de paquetes: 
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Fig. 4.1 Gráfica del tiempo de descarga en función del número de paquetes 
La gráfica resultante de las pruebas de descarga de datos de los motes sigue 
una recta, la cual denota una relación completamente lineal entre el tiempo de 
descarga y el número de paquetes. 
 
Esta relación lineal permite obtener el tiempo requerido para recibir un paquete 
de media, este valor es de 0’216 segundos. Por consiguiente, si queremos 
hacer un volcado total de la EPROM (30000 paquetes) tendremos que invertir 
unos 108 minutos (1 hora y 48 minutos): 
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T Máximo de Descarga = 30000 paq · 0’216 s / paq = 6480 seg = 108 min     (4.1) 
 
El tiempo de transmisión radio de la petición, ACK y respuesta la calculamos  
teóricamente según se expresa en la figura 4.4, y con ello también obtenemos 
el tiempo restante necesario para ejecutar la clase java y almacenar el paquete 
en el array: 
 
Tiempo Descarga 1 paquete = T Radio + T Ejecución                          (4.2) 
 
El tiempo radio total se compone del envío de la petición, el ACK de la petición 
y la respuesta del mote. En la figura 4.2 salen detallados todos los tiempos 
requeridos para la recepción de un paquete de datos de la EPROM de un mote 
MICAz. 
 
  
Fig. 4.2 Esquema del tiempo de descarga de un paquete entre la MIB510 y el mote MICAz 
 
A continuación describimos al detalle de cada tiempo que conforma la 
transmisión radio. Sus valores, o en su defecto, como calcularlo: 
 
• Tiempo de backoff: la capa de enlace ZigBee (IEE 802.15.4) establece 
como acceso al medio compartido el protocolo CSMA-CA17. Este protocolo, 
                                            
17 Carrier Sense Multiple Access With Collission Avoidance (CSMA-CA) es un protocolo de acceso al 
medio utilizado para evitar colisiones entre los paquetes de datos, comúnmente en redes inalámbricas, ya 
que estas no cuenta con un modo práctico para transmitir y recibir simultáneamente.  
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antes de cada transmisión de un paquete, introduce un tiempo aleatorio de 
backoff para evitar colisiones. El tiempo de backoff es una variable aleatoria 
uniforme: 
 
Tiempo de backoff = v.a. uniforme [0’32, 5’12] ms              (4.3) 
 
Para el cálculo del tiempo radio escogeremos el valor medio, por 
consiguiente, cogeremos el valor de 2’4 milisegundos. 
 
• Tiempo SPI: es el tiempo que emplea el microprocesador ATMEL para 
pasar la información por el bus SPI (ver figura 2.2) hacia el chip radio 
CC2420. Chip encargado de introducir algunos campos de cabecera y 
adaptar el paquete para la transmisión radio: 
 
Tiempo SPI = (2’17 µs / byte) · L Trama                                  (4.4) 
 
Donde, 
 
L Trama = Longitud de trama en bytes (incluye cabeceras) 
 
La longitud de trama de la petición, a nivel de aplicación, es de 20 bytes (6 
cabecera + 14 datos) y de la respuesta es de 22 bytes (6 de la cabecera y 
16 bytes de información correspondiente a una línea de la EPROM). Como 
esta trama se encapsula en capas inferiores, sumaremos los 6 bytes de la 
capa de enlace ZigBee y 10 de la subcapa MAC (ver anexo E). 
 
T SPI1 = 2’17 µs / byte · (20+6+10) bytes = 0’07812 ms 
T SPI2 = 2’17 µs / byte · (22+6+10) bytes = 0’08246 ms 
 
• Tiempo Set Tx: tiempo fijo requerido por el chip CC2420 para configurar la 
transmisión radio.  
 
Tiempo Set Tx = 0’192 ms                                               (4.5) 
 
• Tiempo de transmisión: tiempo necesario para la transmisión del paquete, 
incluyendo cabeceras. 
 
T TX = (L Datos + L Cabecera) / Vel Canal Radio                                (4.6) 
 
Donde, 
 
L Datos = Número de bytes de los datos. La petición tiene 20 bytes de datos y 
la respuesta 22 bytes. 
L Cabecera = Bytes de cabecera introducidos por capas inferiores, 16 bytes. 
Vel Canal Radio = Tasa de transferencia del canal radio, 250 Kbps 
 
T TX1 = (36 bytes·8 bit/byte) / 250 kbps = 1’152 ms 
T TX2 = (38 bytes·8 bit/byte) / 250 kbps = 1’216 ms 
 
• Tiempo ACK: tiempo de transmisión del reconocimiento de la petición. 
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TACK = LACK / VelCanal Radio = (17 bytes·8 bit/byte) / 250 kbps = 0’544 ms (4.7) 
 
Donde, 
 
L ACK = Longitud de la trama ACK, de 17 bytes (6 cabecera y 11  datos) 
 
• El tiempo de propagación es despreciable. 
 
Una vez obtenidos todos los valores, el tiempo radio total correspondiente a la 
descarga de un paquete de la EPROM es de 8’25658 ms (ecuación 4.8). 
 
T Radio 1 paquete = 2·T Backoff + T SPI1 + 2·T Set Tx + T TX1 + T ACK + T SPI2 + T TX2  (4.8) 
 
Por lo tanto, aplicando la fórmula 4.9 obtenemos el tiempo de ejecución: 
 
T Ejecución = Tiempo Descarga 1 paquete - T Radio = 216 - 8’25658 = 207’74342 ms (4.9) 
 
Estos 203 milisegundos aproximadamente son los que la aplicación MicazLog 
emplea para ejecutar la función Java de lectura Read_Log y guardar el paquete 
recibido en el array. 
 
4.1.3. Tiempo de proceso 
 
El tiempo de proceso (figura 4.3) comprende desde que se descarga el último 
paquete de la EPROM hasta que se procesa el último paquete del array. Este 
proceso convierte las mediciones a unidades del SI; muestra los valores por 
pantalla y los guarda en un archivo de texto. 
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Fig. 4.3 Esquema del tiempo de proceso del PC 
Pruebas y resultados   49 
El tiempo de proceso no es lineal, cuantos más paquetes se procesen el tiempo 
crece exponencialmente. 
 
El tiempo de proceso es considerable para un volumen de paquetes grande, 
llegando a tardar tres horas aproximadamente para procesar 10240 paquetes 
(un tercio de la capacidad total de la memoria EPROM del mote). 
 
Aunque los tiempos no satisfacen una fase de proceso rápida, para volúmenes 
de paquetes grandes, cabe destacar que en versiones anteriores de MicazLog 
estos tiempos se duplicaban. A fin de mejorar este tiempo se han hecho 
numerosas modificaciones de código. 
 
4.1.4. Validación 
 
La validación de la aplicación MicazLog se ha llevado a cabo con multitud de 
pruebas para verificar su correcta medición y funcionamiento. 
 
Una de estas pruebas consistió en dejar el mote MICAz Surge 3, con la placa 
sensora MTS300CA número 6, en la barandilla de un balcón con orientación 
oeste en la ciudad de Barcelona.  
 
Al sensor en cuestión se le envió una petición el día 15 de diciembre de 2005 a 
las 21 horas 50 minutos para recoger 10240 mediciones de temperatura y nivel 
luminoso, a un intervalo de seis segundos por muestra. Por lo tanto, el tiempo 
de sensado fue de 17 horas y cuatro minutos, finalizando a las 14 horas 54 
minutos del día siguiente, 16 de diciembre.  
 
 
Fig. 4.4 Captura de la prueba gráfica de validación de MicazLog 
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Una vez finalizada la medición, se procedió al volcado y análisis gráfico  de las 
muestras (figura 4.4). Ello fue posible, gracias a la herramienta de MicazLog 
que nos permite hacer gráficas y estadísticas de las mediciones. 
 
Como se observa en la gráfica hay condiciones de oscuridad (Dark) en las diez 
primeras horas; alcanzándose temperaturas mínimas de dos grados Celsius.  
 
Después de este período de oscuridad, los rayos de luz del Sol hacen aparición 
en el balcón de orientación oeste y durante pocos minutos se mantiene un nivel 
lumínico de Light. Posteriormente el Sol incide directamente sobre la fotocélula 
provocando valores de luz Flash hasta la finalización de la medición. 
 
Con la llegada de los rayos de luz las temperaturas que registra son más 
elevadas, llegando a un valor máximo de 31 ºC (recordemos que el Sol incide 
directamente sobre la placa sensora). La temperatura media calculada por la 
aplicación es de 7 ºC.  
 
En definitiva, los valores registrados por la aplicación MicazLog se 
corresponden con los valores estimados, lógicos y fehacientes para esa noche 
y para esa época del año. 
 
4.2. MicazView 
4.2.1. Introducción 
 
Para esta aplicación sólo se han realizado pruebas de validación que permitan 
asegurar una medición fidedigna y un funcionamiento correcto. Las pruebas 
realizadas han sido más expeditivas, ya que MicazView, por su capacidad de 
realizar mediciones en tiempo real, permite un mejor el calibrado de los 
sensores de temperatura y luz.  
 
Los motes MICAz con la aplicación MicazView se han sometido a caídas libres, 
debidamente protegidos, desde alturas cercanas a los tres pisos para registrar 
mediciones de aceleración. También han sido introducidos en un congelador 
para comprobar buenas mediciones en condiciones bajo cero. 
 
4.2.2. Validación 
 
La prueba que mostramos como validación (figura 4.5) de la aplicación 
MicazView se compone de 945 muestras tomadas a intervalos de un segundo. 
Por lo tanto, la duración total de la medición es de 945 segundos, es decir, una 
duración total de 15 minutos y 45 segundos. 
 
En esta prueba se utilizó el mote MICAz Surge 4 con la placa sensora 
MTS310CA número 1. Dicho mote fue introducido inicialmente en el 
congelador, protegido herméticamente con una bolsa de plástico, para que las 
primeras mediciones registradas fueran valores de temperatura bajo cero, tal y 
como se puede apreciar en la siguiente figura. 
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Fig. 4.5 Captura de la prueba gráfica de validación de MicazView 
 
La figura anterior esta dividida en seis etapas claramente diferenciadas por el 
comportamiento de la temperatura: 
 
• Tramo 1: el mote MICAz se extrae del congelador a una temperatura de -17 
ºC y va adquiriendo la temperatura ambiente. El mote también capta el 
movimiento derivado de la manipulación del mismo. 
• Tramo 2: en este tramo el sensor esta en la salida del ventilador del 
ordenador portátil, hecho que provoca que la temperatura alcance los 28 ºC 
con relativa facilidad. 
• Tramo 3: el mote es colocado debajo de una bombilla de 60 W encendida, 
el nivel de luz pasa de Light a Flash y la temperatura se incrementa 
rápidamente hasta los 62 ºC. 
• Tramo 4: con un cubito de hielo se enfría el sensor de temperatura del 
mote, provocando que adquiera la temperatura ambiente con mayor 
rapidez. El nivel de luz vuelve a Light, ya que se aparta el MICAz de la 
bombilla candente. En este tramo, también se detecta campo magnético 
(trazos de color verde) durante unos segundos derivados de la proximidad 
de un pequeño imán. 
• Tramo 5: el sensor se vuelve a colocar cerca del aire caliente que emana 
del ventilador del ordenador portátil. 
• Tramo 6: la bombilla vuelve a incidir directamente en la placa sensora, 
volviendo a incrementar la temperatura rápidamente.     
 
Los valores mostrados por la aplicación MicazView son consecuentes con las 
condiciones que se realizan las mediciones. 
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CAPÍTULO 5. CONCLUSIONES Y LÍNEAS FUTURAS 
 
5.1. Conclusiones  
 
Las conclusiones finales que podemos extraer del trabajo realizado son: 
 
• RFID es una tecnología madura y fiable susceptible de múltiples 
aplicaciones que actualmente presenta una clara tendencia a suplantar el 
código de barras.  
 
• La aplicación MicazLog aprovecha las ventajas ofrecidas por la incipiente 
tecnología RFID convirtiéndose en una herramienta útil para el registro de la 
trazabilidad de cualquier tipo de objeto. 
 
• MicazLog es una herramienta idónea y con multitud de usos para el control 
de la logística de cualquier empresa u organización; inclusive para el 
registro estadístico de mediciones ambientales de alguna zona geográfica 
concreta, por ejemplo, para elaborar un historial de valores de temperatura 
registrados en una región específica. 
 
• La aplicación desarrollada MicazView explota y aporta el factor tiempo real 
en las mediciones: característica esencial para aplicaciones que necesiten 
un registro y control de las mediciones sensadas en tiempo real.  
 
• La red sensora MicazView realiza y envía mediciones vía radio 
constantemente a una frecuencia preconfigurada. Esto permite la gestión y 
procesado de la información en tiempo real. Por el contrario, obliga a tener 
un ordenador dentro del radio de cobertura de los motes MICAz para recibir 
las mediciones. 
 
• MicazView es una aplicación eficaz para el sensado de parámetros de 
temperatura, luz, aceleración y campo magnético en tiempo real. Un 
programa con usos tan dispares como el control logístico de mercancías, 
control de procesos industriales, monitorización de las mediciones en 
edificios, empresas o en cualquier instalación, etc. 
 
Las conclusiones más específicas, pero igual de relevantes son: 
 
• La EPROM de los motes MICAz, según el tutorial, sólo puede ser leída y 
escrita en bloques de dieciséis bytes, lo cual limita las expectativas de 
agilizar el tiempo de descarga en la aplicación MicazLog. No obstante, los 
tiempos de descarga registrados en las pruebas son satisfactorios. 
 
• El tiempo de proceso registrado en las pruebas de la aplicación MicazLog, 
no tiene un comportamiento lineal. Este tiempo, con un gran número de 
paquetes a procesar se incrementa exponencialmente. Todo indica que la 
ralentización de la CPU es la responsable, seguramente, a causa de una 
Conclusiones y líneas futuras   53 
mala gestión y liberación de recursos. Sin embargo, los resultados 
obtenidos, sin ser estrictos, se pueden valorar como aceptables. 
 
• La interfaz gráfica MicazLog aprovecha al máximo las clases de java, 
facilitadas para la plataforma MICAz, incluidas en el sistema operativo 
TinyOS. Evita que el usuario tenga que introducir los diferentes comandos 
en la consola de TinyOS, Cygwin, para ejecutar las peticiones de sensado y 
lectura de las mediciones de temperatura, luz y aceleración. 
 
• Las pruebas de validación realizadas, de las aplicaciones MicazLog y 
MicazView, constatan la viabilidad y el correcto funcionamiento de las 
mismas. 
 
5.2. Líneas futuras 
 
La optimización del tiempo de proceso de la aplicación MicazLog sería el 
primer paso a realizar. Los tiempos obtenidos son aceptables, pero la 
ralentización de la CPU indica que no se liberan los recursos debidamente. Por 
consiguiente, se tendría que buscar una solución alternativa a fin de obtener 
mejores tiempos de proceso para volúmenes elevados de paquetes 
descargados de los motes MICAz. 
 
En segundo lugar, se podrían forzar las pruebas de validación para comprobar 
la precisión de las mediciones y hacer un análisis más exhaustivo de las 
mismas. También se debería realizar el correspondiente calibrado de los 
acelerómetros incorporados en las cuatro placas MTS310CA, cosa que 
permitiría la deducción de velocidades. 
 
5.3. Reflexión final 
 
“Algunos miran las cosas como son,  
y se preguntan por qué. 
 
Yo prefiero mirar las cosas 
como podrían ser, 
y preguntarme por qué no…” 
 
George Bernard Shaw (1856-1950), escritor de origen irlandés 
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IMPLICACIONES MEDIOAMBIENTALES 
 
El trabajo desarrollado no presenta impacto medioambiental alguno, sin ser 
pretenciosos, es totalmente inocuo ya que las aplicaciones creadas no generan 
residuo alguno. Se podría decir que es un trabajo limpio y respetuoso con el 
medioambiente. 
 
No obstante los sensores con los que trabajan las aplicaciones consumen 
baterías eléctricas, pilas del tipo AA. Y si no son depositadas en el contenedor 
correspondiente para su reciclado o correcto almacenamiento pueden causar 
estragos en los ecosistemas donde se depositen. Incluso pueden llegar a 
afectar a los seres humanos. 
 
Por el contrario, cabe destacar que ZigBee, IEEE 802.15.4, está diseñado para 
maximizar el tiempo de vida de las baterías. 
 
¿Cómo contaminan las pilas? 
 
Las pilas ofrecen una fuente de energía cómoda y portátil que forma parte 
integral de numerosos productos electrónicos modernos. No obstante, tan solo 
son capaces de almacenar una pequeña parte de la energía que se emplea en 
su fabricación. Suponen una carga para el medio ambiente tanto en su 
fabricación como en su eliminación. Algunos de los componentes de las pilas, 
como el cadmio, mercurio o zinc, pueden ser gravemente perjudiciales para el 
medio ambiente si no reciben el tratamiento adecuado. 
 
Los fabricantes de pilas han conseguido reducir notablemente los componentes 
peligrosos como el mercurio. Además, han comenzado a desarrollar 
tecnologías para recuperar los componentes de las pilas cuando éstas se 
agotan, pero hasta la fecha, existen muy pocos proyectos de reciclado real de 
pilas. Muchos proyectos denominados de reciclaje de pilas son en realidad de 
recogida de pilas a fin de almacenarlas, posiblemente con intención de 
exportarlas o enviarlas a vertederos. La recogida de pilas, cuando no existe un 
programa de tratamiento o procedimiento de eliminación seguro puede ser un 
acto irresponsable, ya que la concentración de una gran cantidad de pilas 
supone un mayor potencial de contaminación que el que presentan esas 
mismas pilas dispersas en el conjunto de los residuos. 
 
Es evidente que su potencial contaminante está en función del método de 
eliminación empleado. Si los residuos se procesan para transformarlos en 
compost será importante separar las pilas, sino el compost se vería 
contaminado. Lo mismo sucede cuando los residuos se incineran. En este caso 
también deben separarse o el proceso de depuración de emisiones será más 
costoso. En cambio, la mayor parte de los residuos del mundo se depositan en 
vertederos, siendo este el mejor destino para las pilas hasta su traslado a 
instalaciones adecuadas para su procesamiento. Cabe destacar que los 
vertederos tienen que estar bien acondicionados para evitar filtraciones que 
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afecten, por ejemplo, a los acuíferos, cuya contaminación de producirse sería 
irreversible en miles de años. 
 
Los metales pesados de las pilas llegan a los alimentos, y a nuestros 
organismos, por medio de la contaminación del agua y del aire. Los metales 
pesados se incorporan a la cadena alimentaria al ser absorbidos por plantas o 
peces; luego serán ingeridos por otros organismos, para llegar, finalmente, al 
ser humano. Dichos metales no se pueden eliminar de los tejidos, 
acumulándose mediante sucesivas absorciones en los organismos de los 
consumidores superiores de la cadena alimentaria. A este proceso se le 
conoce con el nombre de bioacumulación. 
 
El plomo contenido en las pilas puede llegar a producir enfermedades como el 
saturnismo que tiene unos primeros síntomas de fatiga, dolor de cabeza, 
dolores musculares y de las articulaciones, dolor de estómago, falta de apetito, 
estreñimiento, piel pálida. En un estado crítico de la enfermedad origina 
calambres abdominales, náuseas, vómito y aumento de la tensión arterial. 
 
El mercurio es el más contaminante de los metales pesados empleado en pilas. 
Es el compuesto más nocivo, por ingestión o inhalación. La intoxicación 
produce al principio síntomas de fatiga, pérdida de apetito, dolores 
gastrointestinales, adelgazamiento. Y más tarde provoca pérdida de memoria, 
insomnio, depresión, desórdenes mentales graves, coma y, finalmente, la 
muerte. 
 
El cadmio, empleado en pilas, procesos de estabilización de plásticos y de 
galvanización de metales, se acumula en los riñones ocasionando lesiones en 
ese órgano, al tiempo que eleva la tensión arterial, aumenta el riesgo de infarto 
de miocardio y produce arterioesclerosis. 
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ANEXO A. TINYOS 
 
1. Instalación TinyOs para Windows 
 
Requisitos para la instalación: 
 
• El CD-ROM de CrossBow que contiene las herramientas de soporte de 
TinyOS 
• Ordenador con SO Microsoft Windows (XP, 2000, NT), con 1 GB de 
espacio libre en la unidad de disco de destino de la instalación 
• Tener los programas: WinZip, Adobe Acrobat y Programmers Notepad 
(disponible gratuitamente en http://www.pnotepad.org/) 
 
La instalación de TinyOS para Windows es sencilla. En primer lugar tenemos 
que instalar el archivo ejecutable tinyos-1.1.0-1is.exe, el cual nos instalará la 
plataforma básica de desarrollo Cygwin, las librerías nesC de TinyOS y el 
compilador nesC.  
 
El entorno de instalación de este ejecutable es muy intuitivo, guiado en todos 
sus pasos. Este archivo lo podemos encontrar en: 
 
• El CD de CrossBow, dentro de la carpeta TinyOS Install. 
• En el servidor de descargas de la plataforma Windows de 
www.tinyos.net que se encuentra en la siguiente página de internet 
http://www.tinyos.net/dist-1.1.0/tinyos/windows/  
 
Después de la instalación de la plataforma TinyOS, la consola Cygwin y 
compilador de nesC, concentrados en el archivo tinyos-1.1.0-1is.exe, 
procederemos a la instalación del paquete rpm que nos actualizará a la última 
versión del compilador nesC. El nombre del paquete es el nesc-1.1.2a-
1.cygwin.i386.rpm  y lo podemos encontrar en el mismo servidor de descargas 
anterior (http://www.tinyos.net/dist-1.1.0/tinyos/windows/). 
 
La instalación de este paquete se tiene que efectuar desde la consola Cygwin, 
dentro del directorio donde se encuentre el paquete rpm. La secuencia a 
escribir es la siguiente: 
 
rpm  -- force --ignoreos -Uvh nesc-1.1.2a-1.cygwin.i386.rpm 
 
Finalmente instalaremos la actualización de TinyOS que deseemos, como 
requisito necesita tener instalado el anterior paquete. A enero de 2006 la 
actualización más reciente es la 1.1.15 de diciembre de 2005, y para 
descargarla sólo tenemos que ir al servidor de descargas de Windows ya 
indicado por duplicado anteriormente. El link a presionar es el tinyos-
1.1.15Dec2005cvs-1.cygwin.noarch.rpm. 
 
60                                                            Aplicaciones de sensado: emulación de RFID activo y medición en tiempo real 
La instalación de este segundo paquete rpm se instalará de semejante forma al 
anterior paquete: 
 
rpm  -- force --ignoreos -Uvh tinyos-1.1.15Dec2005cvs-1.cygwin.noarch.rpm 
 
La aplicación MicazView para los motes MICAz sólo es compatible con las 
versiones de TinyOS: 
 
• tinyos-1.1.7July2004cvs-2.cygwin.noarch.rpm   
• tinyos-1.1.10Jan2005cvs-1.cygwin.noarch.rpm   
 
La carpeta xbow del CD de CrossBow dentro de la carpeta TinyOS Updates la 
copiaremos en la carpeta de nuestro disco C:\tinyos\cygwin\opt\tinyos-
1.x\contrib. De esta forma podremos comenzar a trabajar desde el directorio 
C:\tinyos\cygwin\opt\tinyos-1.x\apps que hemos copiado, programando 
nuestras aplicaciones en nesC. 
 
Con el comando rpm –qa en la consola Cygwin podemos comprobar la 
correcta instalación de TinyOS y los paquetes de actualización. 
 
 
Fig. 1.1 Ejemplo del comando de comprobación “rpm -qa”. En el 
apreciamos los tres paquetes instalados: 
 
1. tinyos-1.1.0-1is.exe 
2. nesc-1.1.2a-1.cygwin.i386.rpm 
3. tinyos-1.1.15Dec2005cvs-1.cygwin.noarch.rpm 
2. Directorio TinyOS 
 
Para trabajar con el directorio de TinyOS utilizaremos la consola Cygwin que 
con los comandos de linux  nos permite explorar el directorio. 
 
El directorio de carpetas de TinyOS está compuesto de numerosas carpetas y 
archivos. Este apartado pretende mostrar el contenido de las carpetas más 
importantes de TinyOS y su estructura. 
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Fig. 2.1 Estructura principal desde la raíz del directorio de TinyOS 
 
 
 
 
 
Fig. 2.2 Estructura y contenido del directorio tinyos-1.x 
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Fig. 2.3 Estructura y contenido del directorio tos dentro de la carpeta tinyos-1.x 
 
3. Compilación de aplicaciones en TinyOS 
 
Las nuevas versiones de TinyOS soportan las plataformas hardware de los 
motes MICAz, MICA2 y MICA2DOT. La sintaxis que se utiliza en la consola 
Cygwin para compilar las aplicaciones es la siguiente: 
 
make <plataforma> install <programador>,<puerto> 
ó 
make <plataforma> reinstall <programador>,<puerto> 
 
La diferencia entre install o reinstall está detalla más abajo. 
 
• Install.<n>: Compila la aplicación para la plataforma seleccionada, puede 
configurar el Identificador de nodo (<n>) del mote y lo programa. 
 
• Reinstall.<n>: Puede también configurar el Identificador de nodo y instala el 
programa precompilado, no recompila. Esta opción es sustancialmente más 
rápida. 
 
El nombre usado por <plataforma> se encuentra en la tabla 3.1. 
 
  Tabla 3.1 Lista de las plataformas hardware soportadas (<plataforma>) 
 
Procesador / Plataforma Radio <plataforma> usada 
MICAZ (MPR2400 series) micaz 
MICA (MPR3x0 series) mica 
MICA2 (MPR4x0 series) mica2 
MICA2DOT (MPR5x0 series) mica2dot 
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Esta sintaxis genérica se acompañará de los argumentos inherentes a la placa 
programadora que se use. Las placas compatibles son las siguientes: 
 
• La placa programadora puerto paralelo MIB500 
• La placa programadora puerto serie MIB510CA 
• La placa programadora puerto USB MIB520CA 
• La placa programadora Ethernet MIB600CA 
 
La tabla 3.2 nos muestra el nombre usado para cada tipo de placa. 
 
Tabla 3.2 Lista de placas programadoras (<programador>) 
 
Placa MIB <programador> usado 
MIB600 eprb 
MIB510 mib510 
MIB520 mib520 
MIB500 Por defecto, no necesario información adicional 
 
 
En esta sección sólo se explicará la sintaxis de compilación de aplicaciones 
para las placas programadoras incluidas en el MOTE-KIT2400 de CrossBow: 
 
3.1. Placa programadora puerto serie MIB510CA 
 
Si utilizamos esta placa programadora tenemos que añadir la siguiente línea de 
comando: 
 
mib510,com<x> 
 
Donde <x> es el número del puerto serie conectado a la MIB510. Antes de 
ejecutar dicho comando cerciorase que vuestro sistema tiene habilitado el 
puerto. 
 
Ejemplo: 
 
Este ejemplo sirve para programar un mote MICAz desde una MIB510 
conectada al puerto serie COM1 del PC. 
 
make micaz install mib510,com1 
 
3.2. Placa programadora Ethernet MIB600CA 
 
En cambio, si se utiliza la placa programadora MIB600CA, es necesario 
asignarle una dirección IP. Cada dispositivo conectado tiene que tener una 
dirección IP única. Esta dirección es usada como referencia específica de la 
64                                                            Aplicaciones de sensado: emulación de RFID activo y medición en tiempo real 
unidad. Cada conexión TCP y cada datagrama UDP es definido por una 
dirección IP y un número de puerto. 
 
1. Instalar el programa de Lantronix (DeviceInstaller36.zip) de la capeta 
Miscellaneous del CD-ROM facilitado con el kit. Este programa también 
puede ser descargado desde la página http://www.lantronix.com/  
2. Conectar la MIB600CA a la red con un cable Ethernet RJ-45 y conectarla a 
la corriente usando el transformador facilitado en el kit. 
3. Clic en el botón inicio de la barra de tareas y seleccionar Inicio > Programas 
> Lantronix > Device Installer. Device Installer nos muestra una ventana. 
4. Clic en el botón buscar (en inglés search) para ver la lista de dispositivos 
encontrados con la correspondiente dirección IP. 
5. Mirar y encontrar la dirección física (MAC) de nuestra MIB600CA (p.e. 00-
20-4A-63-47-31), una vez localizada la seleccionamos. Clic en Assign IP 
(Asignación IP) y seguimos las instrucciones. Asignamos una dirección IP 
dentro del rango de nuestra tarjeta de red. 
6. Una vez asignada la dirección IP de la MIB600CA, el comando que tenemos 
que escribir en la consola Cygwin para programar el mote es: 
 
make <platform> install eprb,<Dirección_IP> 
 
Ejemplo: 
 
Este ejemplo sirve para programar un mote MICAz desde una MIB560 con una 
dirección IP 192.168.100.123. 
 
make micaz install eprb, 192.168.100.123 
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ANEXO B. TIEMPOS DE DESCARGA Y PROCESO 
 
En este anexo facilitamos todos los valores obtenidos de las pruebas de 
descarga y proceso mostrados gráficamente en el capítulo 4 del presente 
trabajo. 
 
1. Tiempo de descarga 
 
Tabla y gráfica 1.1 Valores registrados de las pruebas de tiempo de descarga. 
 
# Pqts Tiempo1 Tiempo2 Tiempo3 Tiempo4 Tiempo5 T Medio T/Pqt 
10 2’36 2’33 2’42 2’23 2’25 2,318 0,2318 
20 4’32 4’29 4’29 4’44 4’32 4,332 0,2166 
40 8’56 8’69 8’53 8’51 8’70 8,598 0,21495 
80 17’20 18’35 16’89 17’11 16’87 17,284 0,21605 
160 35’31 33,72 34,05 34,67 33,81 34,312 0,21445 
320 67’74 68,7 67,63 67,52 67,09 67,736 0,211675 
640 136’89 135,46 138,75 135,75 136,17 136,604 0,21344375 
1280 270’45 270,98 271,04 270,13 269,05 270,33 0,211195313 
2560 556’82 548,41 549,12 552,5 548,45 551,06 0,215257813 
5120 1070’14 1100,07 1191,89 1122,56 1096,29 1116,19 0,218005859 
10240 2279’37 2254,98 2237,45 2198,56 2230,31 2240,134 0,218763086 
 
# Pqts = Número de paquetes descargados 
Tiempox = Tiempo registrado en la prueba x 
T Medio = Media de los cinco tiempos registrados 
T/Paqt = Tiempo de descarga medio registrado por un paquete 
 
2,318 4,332 8,598 17,284 34,312 67,736
136,604
270,33
551,06
2240,134
1116,19
0
500
1000
1500
2000
2500
10 20 40 80 160 320 640 1280 2560 5120 10240
Número Paquetes
Tiempo de descarga (s)
 
El tiempo de descarga medio por un paquete es de 0,216562802 segundos. 
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2. Tiempo de proceso 
 
Tabla y gráfica 1.2 Valores registrados de las pruebas de tiempo de proceso. 
 
# Pqts Tiempo1 Tiempo2 Tiempo3 Tiempo4 Tiempo5 T Medio T/Pqt 
10 0,2 0,18 0,18 0,18 0,17 0,182 0,0182 
20 0,31 0,31 0,31 0,32 0,32 0,314 0,0157 
40 0,49 0,49 0,53 0,53 0,52 0,512 0,0128 
80 1,31 1,4 1,3 1,18 1,27 1,292 0,01615 
160 3,99 4,16 3,83 3,85 4,06 3,978 0,0248625 
320 14,34 14,48 14,18 13,93 14,31 14,248 0,044525 
640 56,27 56,16 56,71 56,09 56,21 56,288 0,08795 
1280 221,15 220,45 221,31 220,97 221,67 221,11 0,172742188 
2560 867,47 862,16 863,78 862,34 862,56 863,662 0,337367969 
5120 3427,51 3480,89 3501,34 3457,45 3460,02 3465,442 0,676844141 
10240 10838,74 10786,21 10965,39 10651,78 10793,12 10807,04 1,055375781 
 
# Pqts = Número de paquetes procesados 
Tiempox = Tiempo registrado en la prueba x 
T Medio = Media de los cinco tiempos registrados 
T/Paqt = Tiempo de proceso medio registrado por un paquete 
 
0,182 0,314 0,512 1,292 3,978 14,248
10807,048
3465,442
863,662
221,1156,288
0
2000
4000
6000
8000
10000
12000
10 20 40 80 160 320 640 1280 2560 5120 10240
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Tiempo de proceso (s)
 
 
 
El tiempo de proceso no tiene un comportamiento lineal. Para un volumen 
grande de paquetes a procesar el tiempo se dispara. La causa más plausible 
es la ralentización de la CPU a causa de una mala liberación de recursos.  
 
Después de numerosas modificaciones en el código para agilizar el tiempo de 
proceso, se ha decidido optar por estos tiempos ya que eran los mejores de 
todas las modificaciones probadas. 
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ANEXO C. MANUAL DE SERIALFORWARDER 
 
SerialForwarder es un programa escrito en Java, y es usado para leer los 
paquetes de datos del puerto serie del PC y reenviarlos sobre la conexión del 
puerto servidor, cosa que permite que otros programas se puedan comunicar 
con la red de sensores. Actúa como una puerta de acceso (gateway). 
SerialForwarder no muestra los datos de los paquetes, pero tiene contadores 
de paquetes leídos y escritos en la conexión TCP. 
 
Una vez ejecutado, SerialForwarder escucha conexiones de clientes en un 
puerto TCP determinado: por defecto el puerto 9001 para la placa 
programadora MIB510CA y el puerto 10002 para la placa MIB600CA. Y remite 
hacia los clientes todos los mensajes TinyOS del puerto serie o el puerto 
Ethernet, y viceversa. 
 
Se puede ejecutar SerialForwarder de dos maneras: 
 
3. Ejecutando SerialForwarder.exe ubicado en el directorio de Windows 
C:\Program Files\Surge-View 
 
Para la placa MIB510/MIB520 el puerto servidor debe de ser el 9001 (por 
defecto). 
 
Clicamos en el botón Stop Server (entonces se convierte en Start Server). 
Seguidamente editamos el recuadro de Mote Communications de la siguiente 
manera: 
 
serial@COM<#>:<plataforma> 
 
Donde, 
 
<#> = 1, 2, 3, 4, etc. es el puerto serie COM1, COM2, COM3, COM4, etc. Del 
PC que está conectado a la placa programadora  
 
<plataforma> = Es la tasa en baudios de la plataforma utilizada 
 
O, en caso de utilizar la placa MIB600 editaremos de la siguiente manera el 
campo Mote Communications: 
 
network@<Dirección_IP_MIB600>:10002 
 
Donde, 
 
<Dirección_IP_MIB600> = Es la dirección IP de la placa MIB600 
 
Finalmente, hacer clic en el botón Start Server (se convierte a Stop Server) 
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Fig. C.1 (Izquierda) La aplicación Java SerialForwarder al ejecutarse. (Derecha) Cuando 
clicamos en Start Server ya configurados el puerto serie, la tasa de transferencia y el puerto 
servidor. La última línea (la tercera) debe de contener la palabra “resynchronizing” 
 
4. Con la consola de comandos MS-DOS 
 
Primero debemos de ejecutar la consola de comandos de Windows clicando en 
el botón Inicio de la barra de tareas: Inicio > Programas > Accesorios > 
Símbolo de Sistema 
 
Después nos situamos en el directorio C:\Program Files\Surge-View usando la 
siguiente sentencia: 
 
cd ..\..\ Program Files\Surge-View 
 
Por último, iniciamos SerialForwarder con la información –comm port: 
 
SerialForwarder –comm serial@COM<#>:<plataforma> 
 
Donde, 
 
<#> = 1, 2, 3, 4, etc. es el puerto serie COM1, COM2, COM3, COM4, etc. Del 
PC que está conectado a la placa programadora  
 
<plataforma> = Es la tasa en baudios de la plataforma utilizada 
 
O, en caso de utilizar la placa MIB600 editaremos de la siguiente manera el 
campo Mote Communications: 
 
SerialForwarder –comm network@<Dirección_IP_MIB600>:10002 
 
Donde, 
 
<Dirección_IP_MIB600> = Es la dirección IP de la placa MIB600 
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ANEXO D. CONFIGURACIÓN MIB600CA 
 
En esta sección del anexo del trabajo se pretende mostrar los diferentes pasos 
que se deben de seguir para configurar correctamente la placa programadora 
MIB600CA. 
 
En primer lugar procederemos a la instalación del programa creado por 
LanTronix, DeviceInstaller 3.6, que se encuentra en el directorio Miscellaneous 
del CD-ROM subministrado en el MOTE-KIT2400. O bien descargado de la 
página http://www.lantronix.com/
 
Después de la instalación ejecutamos el programa DeviceInstaller 3.6 y 
presionamos el botón de búsqueda (search). El programa detectará nuestra 
MIB600CA y procederemos a la asignación de una dirección IP (botón Assign 
IP) tal y como muestra la siguiente captura: 
 
 
 
 
Fig. D.1 Captura donde se muestra la ventana de asignación de la dirección IP de la placa 
programadora MIB600 
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Después de la asignación de la dirección IP configuraremos la placa 
programadora para su correcto funcionamiento con la plataforma MICAz. Para 
ello nos dirigimos al menú Options dentro del botón Device: 
 
 
Fig. D.1 Captura donde se muestra la ventana de asignación de la dirección IP de la placa 
programadora MIB600 
 
En el menú que se nos aparece, entramos en el submenú de los puertos 
llamado Ports: 
 
 
 
Fig. D.2 Captura de pantalla que muestra el menú Ports de la ventana Device Properties 
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Finalmente, procedemos a configurarlos de la siguiente manera: 
 
 
Fig. D.2 Captura de la ventana Port Properties, en la pestaña Advanced 
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ANEXO E. ZIGBEE, IEEE 802.15.4 
 
1. Definición 
 
ZigBee es una tecnología inalámbrica de corto alcance y bajo consumo; con 
velocidades comprendidas entre 20 kB/s y 250 kB/s y rangos de 10 m a 100 m. 
ZigBee puede funcionar en las bandas de 2,4 GHz, 868 MHz y 915 MHz, 
aunque la mayoría de fabricantes optarán por la primera ya que puede ser 
usada en todo el mundo, mientras que las dos últimas sólo se pueden usar en 
Europa y EEUU, respectivamente.  
 
Una red ZigBee puede estar formada por 65.000 nodos, agrupados en 
subredes de hasta 255 nodos, los cuales tienen la mayor parte del tiempo el 
transceiver ZigBee dormido con objeto de reducir el consumo al mínimo. El 
objetivo es que un sensor equipado con tecnología ZigBee pueda ser 
alimentado con dos pilas AA durante al menos 6 meses y hasta 2 años, aunque 
en la práctica se ha verificado que se podrán conseguir más de 5 años de 
duración de batería en aplicaciones de domótica y seguridad. 
 
2. Alianza ZigBee 
 
La alianza ZigBee (www.zigbee.org) es una asociación de empresas, que 
trabajan conjuntamente, para habilitar la aparición de productos de 
monitorización y control inalámbricos, de muy bajo coste y consumo, que 
puedan conectarse en red, basados en un estándar abierto y global, para lo 
cual se siguen una serie de acciones tales como: 
 
• Definir las capas de software de red, seguridad y aplicación. 
• Proporcionar especificaciones de pruebas de conformidad e 
interoperabilidad. 
• Promocionar la marca Zigbee y darla a conocer en el mercado. 
• Gestionar la evolución de la tecnología. 
 
3. Tipos de trama 
 
ZigBee (IEEE 802.15.4) define cuatro tipos de trama: 
 
1. Trama de beacon: estas tramas son importantes para mantener todos 
los dispositivos y los nodos sincronizados, sin tener que gastar una gran 
cantidad de batería estando todo el tiempo encendidos. 
2. Trama de datos: trama contiene la carga de datos de capas superiores 
3. Trama de reconocimientos (ACKs): esta trama sirve para confirmar que 
el paquete se ha recibido sin errores 
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4. Trama de comandos MAC: se utiliza para el control remoto y la 
configuración de dispositivos/nodos. Una red centralizada utiliza este 
tipo de paquetes para configurar la red a distancia. 
 
La trama que se utiliza para el cálculo del tiempo radio es la trama de datos 
(payload frame). Esta trama únicamente contiene la información indicada de las 
capas superiores. 
 
3.1. Trama de datos 
 
El formato de la trama de datos del estándar IEEE 802.15.4 es el que muestra 
la figura E.1. 
         
 
Fig. E.1 Formato de la trama de datos de ZigBee 
 
La trama de datos está formada por los siguientes campos: 
 
• Secuencia de preámbulo (Preamble Sequence): secuencia de cuatro 
octetos que contiene una serie de unos y ceros que sirven para sincronizar 
la transmisión. 
 
• Delimitador de trama (Start of Frame Delimiter): otra secuencia de unos y 
ceros que permiten determinar el inicio de la trama. 
 
• Tamaño de la trama (Frame Length): campo de la trama que contiene la 
extensión del campo MPDU. 
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ANEXO F. CÓDIGO DE MICAZLOG 
 
1. Código nesC para motes MICAz 
 
La aplicación MicazLog en nesC para los motes MICAz tiene dos versiones 
muy parecidas, una para cada tipo de placa sensora: MTS300CA o 
MTS310CA. El código del archivo de configuración es el mismo, pero en el 
archivo del módulo el código en rojo pertenece al programa para las placas 
serie 310, el código en azul pertenece a la versión para las placas serie 300 y 
el código en color negro es común para las dos versiones. 
 
1.1. Archivo configuración 
 
configuration SenseLightToLog  
{  
 provides interface Sensing; 
} 
implementation  
{ 
 
 components Main, SenseLightToLogM, SimpleCmd, LedsC; 
 components GenericComm as Comm, TimerC, Logger, PhotoTemp,Accel; 
 
 Main.StdControl->SenseLightToLogM; 
 
 SenseLightToLogM.Leds -> LedsC; 
 SenseLightToLogM.Timer -> TimerC.Timer[unique("Timer")]; 
 SenseLightToLogM.LoggerWrite -> Logger.LoggerWrite; 
 
 SenseLightToLogM.PhotoControl-> Comm; 
 SenseLightToLogM.PhotoControl-> Logger; 
 
 SenseLightToLogM.AccelControl->Accel; 
 SenseLightToLogM.AccelX -> Accel.AccelX; 
 SenseLightToLogM.AccelY -> Accel.AccelY; 
 
 SenseLightToLogM.TempControl -> PhotoTemp.TempStdControl; 
 SenseLightToLogM.PhotoControl -> PhotoTemp.PhotoStdControl; 
 SenseLightToLogM.Temperature -> PhotoTemp.ExternalTempADC; 
 SenseLightToLogM.Light -> PhotoTemp.ExternalPhotoADC; 
 
 Sensing = SenseLightToLogM.Sensing; 
} 
1.2. Archivo módulo 
 
includes sensorboard; 
module SenseLightToLogM  
{ 
 provides interface StdControl; 
 provides interface Sensing; 
 uses  
 { 
  
  interface StdControl as PhotoControl; 
  interface ADC as Light; 
  interface StdControl as TempControl; 
  interface ADC as Temperature; 
  interface StdControl as AccelControl; 
  interface ADC as AccelX; 
  interface ADC as AccelY; 
  interface Leds; 
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  interface Timer as Timer; 
  interface LoggerWrite; 
  interface ProcessCmd as CmdExecute; 
 } 
} 
implementation 
{ 
 enum  
 { 
  maxdata = 8  // Circular buffer size 
 }; 
 char head;              // index to the head of the circular buffer 
 uint8_t currentBuffer;  // current index to the circular double buffer 
 int data[maxdata*2];    // circular double buffer 
 int *bufferPtr[2];      // two pointers to the double buffer 
 short nsamples;         // number of samples 
 /*Initialize the application.*/ 
 command result_t StdControl.init()  
 { 
  atomic  
  { 
   head = 0; 
   currentBuffer = 0; 
        bufferPtr[0] = &(data[0]); 
        bufferPtr[1] = &(data[8]); 
      } 
  call TempControl.init(); 
     call PhotoControl.init(); 
  call AccelControl.init(); 
  call Leds.init(); 
  return SUCCESS; 
 } 
 /*Start the application.*/ 
 command result_t StdControl.start()  
 { 
  //call TempControl.Start(); 
  call PhotoControl.start(); 
  call AccelControl.start(); 
 
  return SUCCESS; 
 } 
 /* Stop the application.*/ 
 command result_t StdControl.stop()  
 { 
      call TempControl.stop(); 
      call PhotoControl.stop(); 
  call AccelControl.stop(); 
 
  return SUCCESS; 
 }  
 /* This command belongs to the <code>Sensing</code> interface.*/ 
 command result_t Sensing.start(int samples, int interval_ms)  
 { 
      nsamples = samples; 
      call Timer.start(TIMER_REPEAT, interval_ms); 
      return SUCCESS;  
 } 
 /* Event handler to the <code>Timer.fired</code> event.*/ 
 event result_t Timer.fired()  
 { 
  nsamples--; 
      if (nsamples== 0) // Stop the timer 
  { 
         call Timer.stop(); 
         signal Sensing.done(); 
      } 
      call Leds.redToggle(); 
      call Temperature.getData(); 
      return SUCCESS; 
 } 
 /* Default event handler to the <code>Sensing.done</code> event.*/ 
 default event result_t Sensing.done()   
 { 
      return SUCCESS; 
 } 
 task void writeTask()  
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 { 
      char* ptr; 
      atomic  
  { 
   ptr = (char*)bufferPtr[currentBuffer]; 
        currentBuffer ^= 0x01; 
      } 
      call LoggerWrite.append(ptr); 
   } 
 async event result_t Temperature.dataReady(uint16_t this_data)  
 { 
  atomic  
  { 
   int p = head; 
   bufferPtr[currentBuffer][p] = this_data; 
   head = (p+1); 
       } 
       call TempControl.stop();   
       call PhotoControl.start();  
        call Light.getData();  
 
        return SUCCESS; 
   } 
 async event result_t Light.dataReady(uint16_t this_data)  
 { 
  atomic  
  { 
   int p = head; 
   bufferPtr[currentBuffer][p] = this_data; 
         head = (p+1); 
         if (head == 0)  
   { 
    post writeTask(); 
         } 
 
       } 
  call AccelX.getData(); 
     return SUCCESS; 
 } 
 async event result_t AccelX.dataReady(uint16_t this_data)  
 { 
  atomic  
  { 
   int p = head; 
   bufferPtr[currentBuffer][p] = this_data; 
         head = (p+1); 
  } 
  call AccelY.getData();    
     return SUCCESS; 
 } 
 async event result_t AccelY.dataReady(uint16_t this_data)  
 { 
  atomic  
  { 
   int p = head; 
   bufferPtr[currentBuffer][p] = this_data; 
         head = (p+1); 
   if (head == maxdata) head = 0; 
         if (head == 0)  
   { 
    post writeTask(); 
         } 
  } 
     return SUCCESS; 
 } 
 event result_t LoggerWrite.writeDone( result_t status ) { 
      //if (status) call Leds.yellowOn(); 
      return SUCCESS; 
   } 
 event result_t CmdExecute.done(TOS_MsgPtr pmsg, result_t status )  
 { 
      return SUCCESS; 
 }  
} 
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2. Código C# para aplicación PC 
 
Este subapartado muestra el código de C# referente a la aplicación MicazLog 
para el PC. Está estructurado en los diferentes formularios que conforman el 
programa. 
 
2.1. Formulario principal 
 
using System; 
using System.Drawing; 
using System.Collections; 
using System.ComponentModel; 
using System.Windows.Forms; 
using System.Data; 
using System.Threading; 
using System.Net; 
using System.Net.Sockets; 
using System.IO; 
using System.Text; 
using System.Runtime.Serialization; 
using System.Runtime.Serialization.Formatters.Binary; 
using System.Diagnostics; 
using System.Drawing.Drawing2D; 
using MicazLogLibrary; 
 
namespace MicazLog 
{ 
 public class Principal : System.Windows.Forms.Form 
 { 
  Thread t; 
  int interval=500; 
  int num_sample=8; 
  int SensorID=0; 
  int SensorBoardID=0; 
  int Read_Type=1; 
  string text=null; 
  int contador; 
  ArrayList todo = new ArrayList(); 
  Process[] myProcesses;      
  Socket C; 
  static IPAddress local = Dns.Resolve(Dns.GetHostName()).AddressList[0]; 
  static byte[] buffer = new byte[29]; 
  IPEndPoint localEndPoint = new IPEndPoint(local, 9001); 
  static byte[] init = new byte[2]; 
  private System.Windows.Forms.TextBox textBox1; 
  private System.Timers.Timer timer1; 
  private System.Windows.Forms.Label label2; 
  private System.Windows.Forms.Label label4; 
  private System.Windows.Forms.TrackBar trackBar1; 
  private System.Windows.Forms.Label label6; 
  private System.Windows.Forms.Label label7; 
  private System.Windows.Forms.Label label8; 
  private System.Windows.Forms.Label label9; 
  private System.Windows.Forms.Button button4; 
  private System.Windows.Forms.Label label5; 
  private System.Windows.Forms.Label label10; 
  private System.Windows.Forms.MainMenu mainMenu1; 
  private System.Windows.Forms.MenuItem menuItem1; 
  private System.Windows.Forms.MenuItem menuItem2; 
  private System.Windows.Forms.MenuItem menuItem3; 
  private System.Windows.Forms.MenuItem menuItem4; 
  private System.Windows.Forms.Label label11; 
  private System.Windows.Forms.TrackBar trackBar2; 
  private System.Windows.Forms.Label label13; 
  private System.Windows.Forms.Label label14; 
  private System.Windows.Forms.Label label15; 
  private System.Windows.Forms.Label label16; 
  private System.Windows.Forms.Label label17; 
  private System.Windows.Forms.Label label12; 
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  private System.Windows.Forms.Label label1; 
  private System.Windows.Forms.Label label18; 
  private System.Windows.Forms.Button button1; 
  private System.Windows.Forms.Button button3; 
  private System.Windows.Forms.Label label19; 
  private System.Windows.Forms.Label label3; 
  private System.Windows.Forms.Label label20; 
  private System.Windows.Forms.Timer timer2; 
  private System.Windows.Forms.ListBox listBox1; 
  private System.Windows.Forms.Button button2; 
  private System.Windows.Forms.ToolTip toolTip1; 
  private System.Windows.Forms.PictureBox pictureBox1; 
  private System.Windows.Forms.Label label22; 
  private System.Windows.Forms.Button button7; 
  private System.Windows.Forms.ListBox listBox2; 
  private System.Windows.Forms.Label label23; 
  private System.Windows.Forms.RadioButton radioButton1; 
  private System.Windows.Forms.RadioButton radioButton2; 
  private System.Windows.Forms.Panel panel1; 
  private System.Windows.Forms.Panel panel2; 
  private System.Windows.Forms.RadioButton radioButton3; 
  private System.Windows.Forms.RadioButton radioButton4; 
  private System.Windows.Forms.Label label24; 
  private System.Windows.Forms.ProgressBar progressBar1; 
  private System.Windows.Forms.Label label25; 
  private System.Windows.Forms.Label label26; 
  private System.Windows.Forms.Label label27; 
  private System.ComponentModel.IContainer components; 
  public Principal() 
  { 
   InitializeComponent(); 
  } 
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if (components != null)  
    { 
     components.Dispose(); 
    } 
   } 
   base.Dispose( disposing ); 
  } 
  #region Código generado por el Diseñador de Windows Forms 
  private void InitializeComponent() 
  { 
   this.components = new System.ComponentModel.Container(); 
   System.Resources.ResourceManager resources = new 
System.Resources.ResourceManager(typeof(Principal)); 
   this.textBox1 = new System.Windows.Forms.TextBox(); 
   this.timer1 = new System.Timers.Timer(); 
   this.label2 = new System.Windows.Forms.Label(); 
   this.label4 = new System.Windows.Forms.Label(); 
   this.trackBar1 = new System.Windows.Forms.TrackBar(); 
   this.label6 = new System.Windows.Forms.Label(); 
   this.label7 = new System.Windows.Forms.Label(); 
   this.label8 = new System.Windows.Forms.Label(); 
   this.label9 = new System.Windows.Forms.Label(); 
   this.button4 = new System.Windows.Forms.Button(); 
   this.label5 = new System.Windows.Forms.Label(); 
   this.label10 = new System.Windows.Forms.Label(); 
   this.mainMenu1 = new System.Windows.Forms.MainMenu(); 
   this.menuItem1 = new System.Windows.Forms.MenuItem(); 
   this.menuItem2 = new System.Windows.Forms.MenuItem(); 
   this.menuItem3 = new System.Windows.Forms.MenuItem(); 
   this.menuItem4 = new System.Windows.Forms.MenuItem(); 
   this.label11 = new System.Windows.Forms.Label(); 
   this.trackBar2 = new System.Windows.Forms.TrackBar(); 
   this.label13 = new System.Windows.Forms.Label(); 
   this.label14 = new System.Windows.Forms.Label(); 
   this.label15 = new System.Windows.Forms.Label(); 
   this.label16 = new System.Windows.Forms.Label(); 
   this.label17 = new System.Windows.Forms.Label(); 
   this.label12 = new System.Windows.Forms.Label(); 
   this.label1 = new System.Windows.Forms.Label(); 
   this.label18 = new System.Windows.Forms.Label(); 
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   this.button1 = new System.Windows.Forms.Button(); 
   this.button3 = new System.Windows.Forms.Button(); 
   this.label19 = new System.Windows.Forms.Label(); 
   this.label3 = new System.Windows.Forms.Label(); 
   this.label20 = new System.Windows.Forms.Label(); 
   this.timer2 = new System.Windows.Forms.Timer(this.components); 
   this.listBox1 = new System.Windows.Forms.ListBox(); 
   this.button2 = new System.Windows.Forms.Button(); 
   this.toolTip1 = new System.Windows.Forms.ToolTip(this.components); 
   this.pictureBox1 = new System.Windows.Forms.PictureBox(); 
   this.label22 = new System.Windows.Forms.Label(); 
   this.button7 = new System.Windows.Forms.Button(); 
   this.listBox2 = new System.Windows.Forms.ListBox(); 
   this.label23 = new System.Windows.Forms.Label(); 
   this.radioButton1 = new System.Windows.Forms.RadioButton(); 
   this.radioButton2 = new System.Windows.Forms.RadioButton(); 
   this.panel1 = new System.Windows.Forms.Panel(); 
   this.panel2 = new System.Windows.Forms.Panel(); 
   this.radioButton3 = new System.Windows.Forms.RadioButton(); 
   this.radioButton4 = new System.Windows.Forms.RadioButton(); 
   this.label24 = new System.Windows.Forms.Label(); 
   this.progressBar1 = new System.Windows.Forms.ProgressBar(); 
   this.label25 = new System.Windows.Forms.Label(); 
   this.label26 = new System.Windows.Forms.Label(); 
   this.label27 = new System.Windows.Forms.Label(); 
   ((System.ComponentModel.ISupportInitialize)(this.timer1)).BeginInit(); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar1)).BeginInit(); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar2)).BeginInit(); 
   this.panel1.SuspendLayout(); 
   this.panel2.SuspendLayout(); 
   this.SuspendLayout(); 
   // textBox1 
   this.textBox1.Font = new System.Drawing.Font("Tahoma", 8.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.textBox1.Location = new System.Drawing.Point(16, 304); 
   this.textBox1.Multiline = true; 
   this.textBox1.Name = "textBox1"; 
   this.textBox1.ReadOnly = true; 
   this.textBox1.ScrollBars = System.Windows.Forms.ScrollBars.Both; 
   this.textBox1.Size = new System.Drawing.Size(376, 136); 
   this.textBox1.TabIndex = 12; 
   this.textBox1.Text = ""; 
   this.textBox1.TextAlign = System.Windows.Forms.HorizontalAlignment.Center; 
   // timer1 
   this.timer1.Enabled = true; 
   this.timer1.Interval = 3000; 
   this.timer1.SynchronizingObject = this; 
   this.timer1.Elapsed += new System.Timers.ElapsedEventHandler(this.timer1_Elapsed); 
   // label2 
   this.label2.BackColor = System.Drawing.Color.Transparent; 
   this.label2.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.label2.Font = new System.Drawing.Font("Tahoma", 21.75F, 
System.Drawing.FontStyle.Italic, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label2.ForeColor = System.Drawing.Color.Yellow; 
   this.label2.Location = new System.Drawing.Point(720, 16); 
   this.label2.Name = "label2"; 
   this.label2.Size = new System.Drawing.Size(224, 40); 
   this.label2.TabIndex = 7; 
   this.label2.Text = "Start Sensing"; 
   // label4 
   this.label4.BackColor = System.Drawing.Color.Transparent; 
   this.label4.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label4.ForeColor = System.Drawing.Color.FromArgb(((System.Byte)(255)), 
((System.Byte)(128)), ((System.Byte)(0))); 
   this.label4.Location = new System.Drawing.Point(648, 176); 
   this.label4.Name = "label4"; 
   this.label4.Size = new System.Drawing.Size(232, 24); 
   this.label4.TabIndex = 9; 
   this.label4.Text = "Select Number of Samples:"; 
   // trackBar1 
   this.trackBar1.BackColor = System.Drawing.Color.White; 
   this.trackBar1.Cursor = System.Windows.Forms.Cursors.Arrow; 
   this.trackBar1.LargeChange = 10; 
   this.trackBar1.Location = new System.Drawing.Point(648, 376); 
   this.trackBar1.Maximum = 100; 
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   this.trackBar1.Minimum = 5; 
   this.trackBar1.Name = "trackBar1"; 
   this.trackBar1.Size = new System.Drawing.Size(352, 42); 
   this.trackBar1.SmallChange = 10; 
   this.trackBar1.TabIndex = 1; 
   this.trackBar1.TickFrequency = 5; 
   this.trackBar1.TickStyle = System.Windows.Forms.TickStyle.TopLeft; 
   this.trackBar1.Value = 5; 
   this.trackBar1.Scroll += new System.EventHandler(this.trackBar1_Scroll); 
   // label6 
   this.label6.BackColor = System.Drawing.Color.Transparent; 
   this.label6.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label6.ForeColor = System.Drawing.Color.FromArgb(((System.Byte)(255)), 
((System.Byte)(128)), ((System.Byte)(0))); 
   this.label6.Location = new System.Drawing.Point(784, 304); 
   this.label6.Name = "label6"; 
   this.label6.Size = new System.Drawing.Size(216, 24); 
   this.label6.TabIndex = 12; 
   // label7 
   this.label7.BackColor = System.Drawing.Color.Transparent; 
   this.label7.Font = new System.Drawing.Font("Tahoma", 8.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label7.ForeColor = System.Drawing.Color.White; 
   this.label7.Location = new System.Drawing.Point(968, 360); 
   this.label7.Name = "label7"; 
   this.label7.Size = new System.Drawing.Size(64, 16); 
   this.label7.TabIndex = 13; 
   this.label7.Text = "10000 ms"; 
   // label8 
   this.label8.BackColor = System.Drawing.Color.Transparent; 
   this.label8.Font = new System.Drawing.Font("Tahoma", 8.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label8.ForeColor = System.Drawing.Color.White; 
   this.label8.Location = new System.Drawing.Point(648, 360); 
   this.label8.Name = "label8"; 
   this.label8.Size = new System.Drawing.Size(64, 16); 
   this.label8.TabIndex = 14; 
   this.label8.Text = "500 ms"; 
   // label9 
   this.label9.BackColor = System.Drawing.Color.Transparent; 
   this.label9.Font = new System.Drawing.Font("Tahoma", 8.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label9.ForeColor = System.Drawing.Color.White; 
   this.label9.Location = new System.Drawing.Point(800, 360); 
   this.label9.Name = "label9"; 
   this.label9.Size = new System.Drawing.Size(56, 16); 
   this.label9.TabIndex = 15; 
   this.label9.Text = "5000 ms"; 
   // button4 
   this.button4.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button4.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button4.ForeColor = System.Drawing.Color.White; 
   this.button4.Image = ((System.Drawing.Image)(resources.GetObject("button4.Image"))); 
   this.button4.Location = new System.Drawing.Point(728, 656); 
   this.button4.Name = "button4"; 
   this.button4.Size = new System.Drawing.Size(176, 40); 
   this.button4.TabIndex = 16; 
   this.button4.Text = "Start Sensing"; 
   this.button4.Click += new System.EventHandler(this.button4_Click); 
   // label5 
   this.label5.BackColor = System.Drawing.Color.Transparent; 
   this.label5.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label5.ForeColor = System.Drawing.Color.FromArgb(((System.Byte)(255)), 
((System.Byte)(128)), ((System.Byte)(0))); 
   this.label5.Location = new System.Drawing.Point(648, 304); 
   this.label5.Name = "label5"; 
   this.label5.Size = new System.Drawing.Size(136, 24); 
   this.label5.TabIndex = 10; 
   this.label5.Text = "Select Interval:"; 
   // label10 
   this.label10.BackColor = System.Drawing.Color.Transparent; 
   this.label10.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
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   this.label10.ForeColor = System.Drawing.Color.White; 
   this.label10.Location = new System.Drawing.Point(648, 328); 
   this.label10.Name = "label10"; 
   this.label10.Size = new System.Drawing.Size(224, 16); 
   this.label10.TabIndex = 17; 
   this.label10.Text = "Milliseconds between samples"; 
   // mainMenu1 
   this.mainMenu1.MenuItems.AddRange(new System.Windows.Forms.MenuItem[] { 
            
           this.menuItem1, 
            
           this.menuItem3}); 
   // menuItem1 
   this.menuItem1.Index = 0; 
   this.menuItem1.MenuItems.AddRange(new System.Windows.Forms.MenuItem[] { 
            
           this.menuItem2}); 
   this.menuItem1.Text = "File"; 
   // menuItem2 
   this.menuItem2.Index = 0; 
   this.menuItem2.Shortcut = System.Windows.Forms.Shortcut.CtrlQ; 
   this.menuItem2.Text = "Exit                    "; 
   this.menuItem2.Click += new System.EventHandler(this.menuItem2_Click); 
   // menuItem3 
   this.menuItem3.Index = 1; 
   this.menuItem3.MenuItems.AddRange(new System.Windows.Forms.MenuItem[] { 
            
           this.menuItem4}); 
   this.menuItem3.Text = "Help"; 
   // menuItem4 
   this.menuItem4.Index = 0; 
   this.menuItem4.Shortcut = System.Windows.Forms.Shortcut.F1; 
   this.menuItem4.Text = "About MicazLog...                    "; 
   this.menuItem4.Click += new System.EventHandler(this.menuItem4_Click); 
   // label11 
   this.label11.BackColor = System.Drawing.Color.Transparent; 
   this.label11.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label11.ForeColor = System.Drawing.Color.Red; 
   this.label11.Location = new System.Drawing.Point(648, 448); 
   this.label11.Name = "label11"; 
   this.label11.Size = new System.Drawing.Size(160, 24); 
   this.label11.TabIndex = 18; 
   this.label11.Text = "Duration Sensing:"; 
   // trackBar2 
   this.trackBar2.BackColor = System.Drawing.Color.White; 
   this.trackBar2.Cursor = System.Windows.Forms.Cursors.Arrow; 
   this.trackBar2.LargeChange = 500; 
   this.trackBar2.Location = new System.Drawing.Point(648, 232); 
   this.trackBar2.Maximum = 120000; 
   this.trackBar2.Minimum = 8; 
   this.trackBar2.Name = "trackBar2"; 
   this.trackBar2.Size = new System.Drawing.Size(352, 42); 
   this.trackBar2.SmallChange = 100; 
   this.trackBar2.TabIndex = 20; 
   this.trackBar2.TickFrequency = 5000; 
   this.trackBar2.TickStyle = System.Windows.Forms.TickStyle.TopLeft; 
   this.trackBar2.Value = 8; 
   this.trackBar2.Scroll += new System.EventHandler(this.trackBar2_Scroll); 
   // label13 
   this.label13.BackColor = System.Drawing.Color.Transparent; 
   this.label13.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label13.ForeColor = System.Drawing.Color.FromArgb(((System.Byte)(255)), 
((System.Byte)(128)), ((System.Byte)(0))); 
   this.label13.Location = new System.Drawing.Point(880, 176); 
   this.label13.Name = "label13"; 
   this.label13.Size = new System.Drawing.Size(144, 24); 
   this.label13.TabIndex = 21; 
   // label14 
   this.label14.BackColor = System.Drawing.Color.Transparent; 
   this.label14.Font = new System.Drawing.Font("Tahoma", 8.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label14.ForeColor = System.Drawing.Color.White; 
   this.label14.Location = new System.Drawing.Point(944, 216); 
   this.label14.Name = "label14"; 
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   this.label14.Size = new System.Drawing.Size(88, 16); 
   this.label14.TabIndex = 22; 
   this.label14.Text = "120000 Samples"; 
   // label15 
   this.label15.BackColor = System.Drawing.Color.Transparent; 
   this.label15.Font = new System.Drawing.Font("Tahoma", 8.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label15.ForeColor = System.Drawing.Color.White; 
   this.label15.Location = new System.Drawing.Point(640, 216); 
   this.label15.Name = "label15"; 
   this.label15.Size = new System.Drawing.Size(80, 16); 
   this.label15.TabIndex = 23; 
   this.label15.Text = "0 Samples"; 
   // label16 
   this.label16.BackColor = System.Drawing.Color.Transparent; 
   this.label16.Font = new System.Drawing.Font("Tahoma", 8.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label16.ForeColor = System.Drawing.Color.White; 
   this.label16.Location = new System.Drawing.Point(800, 216); 
   this.label16.Name = "label16"; 
   this.label16.Size = new System.Drawing.Size(80, 16); 
   this.label16.TabIndex = 24; 
   this.label16.Text = "30000 Samples"; 
   // label17 
   this.label17.BackColor = System.Drawing.Color.Transparent; 
   this.label17.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label17.ForeColor = System.Drawing.Color.Red; 
   this.label17.Location = new System.Drawing.Point(808, 448); 
   this.label17.Name = "label17"; 
   this.label17.Size = new System.Drawing.Size(192, 24); 
   this.label17.TabIndex = 25; 
   // label12 
   this.label12.BackColor = System.Drawing.Color.Transparent; 
   this.label12.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.label12.Font = new System.Drawing.Font("Tahoma", 21.75F, 
System.Drawing.FontStyle.Italic, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label12.ForeColor = System.Drawing.Color.Yellow; 
   this.label12.Location = new System.Drawing.Point(128, 16); 
   this.label12.Name = "label12"; 
   this.label12.Size = new System.Drawing.Size(224, 40); 
   this.label12.TabIndex = 26; 
   this.label12.Text = "Read Log"; 
   // label1 
   this.label1.BackColor = System.Drawing.Color.FromArgb(((System.Byte)(255)), 
((System.Byte)(255)), ((System.Byte)(192))); 
   this.label1.BorderStyle = System.Windows.Forms.BorderStyle.Fixed3D; 
   this.label1.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label1.Location = new System.Drawing.Point(632, 504); 
   this.label1.Name = "label1"; 
   this.label1.Size = new System.Drawing.Size(368, 136); 
   this.label1.TabIndex = 27; 
   this.label1.TextAlign = System.Drawing.ContentAlignment.MiddleCenter; 
   // label18 
   this.label18.BackColor = System.Drawing.Color.FromArgb(((System.Byte)(255)), 
((System.Byte)(255)), ((System.Byte)(192))); 
   this.label18.BorderStyle = System.Windows.Forms.BorderStyle.Fixed3D; 
   this.label18.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label18.Location = new System.Drawing.Point(16, 504); 
   this.label18.Name = "label18"; 
   this.label18.Size = new System.Drawing.Size(376, 136); 
   this.label18.TabIndex = 28; 
   this.label18.TextAlign = System.Drawing.ContentAlignment.MiddleCenter; 
   // button1 
   this.button1.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button1.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button1.ForeColor = System.Drawing.Color.White; 
   this.button1.Image = ((System.Drawing.Image)(resources.GetObject("button1.Image"))); 
   this.button1.Location = new System.Drawing.Point(112, 656); 
   this.button1.Name = "button1"; 
   this.button1.Size = new System.Drawing.Size(176, 40); 
   this.button1.TabIndex = 29; 
   this.button1.Text = "Read Log"; 
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   this.button1.Click += new System.EventHandler(this.button1_Click); 
   // button3 
   this.button3.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button3.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button3.ForeColor = System.Drawing.Color.White; 
   this.button3.Image = ((System.Drawing.Image)(resources.GetObject("button3.Image"))); 
   this.button3.Location = new System.Drawing.Point(432, 432); 
   this.button3.Name = "button3"; 
   this.button3.Size = new System.Drawing.Size(168, 40); 
   this.button3.TabIndex = 30; 
   this.button3.Text = "Cygwin"; 
   this.button3.Click += new System.EventHandler(this.button3_Click_1); 
   // label19 
   this.label19.BackColor = System.Drawing.Color.Transparent; 
   this.label19.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label19.ForeColor = System.Drawing.Color.FromArgb(((System.Byte)(255)), 
((System.Byte)(128)), ((System.Byte)(0))); 
   this.label19.Location = new System.Drawing.Point(72, 64); 
   this.label19.Name = "label19"; 
   this.label19.Size = new System.Drawing.Size(88, 24); 
   this.label19.TabIndex = 0; 
   this.label19.Text = "Sensor ID"; 
   // label3 
   this.label3.BackColor = System.Drawing.Color.White; 
   this.label3.BorderStyle = System.Windows.Forms.BorderStyle.Fixed3D; 
   this.label3.Font = new System.Drawing.Font("Tahoma", 11F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label3.ForeColor = System.Drawing.Color.Blue; 
   this.label3.Location = new System.Drawing.Point(408, 296); 
   this.label3.Name = "label3"; 
   this.label3.Size = new System.Drawing.Size(208, 24); 
   this.label3.TabIndex = 41; 
   this.label3.Text = "Date And Time"; 
   this.label3.TextAlign = System.Drawing.ContentAlignment.MiddleCenter; 
   // label20 
   this.label20.BackColor = System.Drawing.Color.FromArgb(((System.Byte)(224)), 
((System.Byte)(224)), ((System.Byte)(224))); 
   this.label20.BorderStyle = System.Windows.Forms.BorderStyle.Fixed3D; 
   this.label20.Font = new System.Drawing.Font("Microsoft Sans Serif", 11F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label20.ForeColor = System.Drawing.Color.Blue; 
   this.label20.Location = new System.Drawing.Point(408, 320); 
   this.label20.Name = "label20"; 
   this.label20.Size = new System.Drawing.Size(208, 32); 
   this.label20.TabIndex = 40; 
   this.label20.TextAlign = System.Drawing.ContentAlignment.MiddleCenter; 
   // timer2 
   this.timer2.Interval = 900; 
   this.timer2.Tick += new System.EventHandler(this.timer2_Tick); 
   // listBox1 
   this.listBox1.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.listBox1.ItemHeight = 16; 
   this.listBox1.Items.AddRange(new object[] { 
            
    "   Surge_0", 
            
    "   Surge_1", 
            
    "   Surge_2", 
            
    "   Surge_3", 
            
    "   Surge_4", 
            
    "   Surge_5", 
            
    "   Surge_6", 
            
    "   Surge_7"}); 
   this.listBox1.Location = new System.Drawing.Point(80, 96); 
   this.listBox1.Name = "listBox1"; 
   this.listBox1.Size = new System.Drawing.Size(80, 132); 
   this.listBox1.TabIndex = 42; 
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   // button2 
   this.button2.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button2.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button2.ForeColor = System.Drawing.Color.White; 
   this.button2.Image = ((System.Drawing.Image)(resources.GetObject("button2.Image"))); 
   this.button2.Location = new System.Drawing.Point(432, 376); 
   this.button2.Name = "button2"; 
   this.button2.Size = new System.Drawing.Size(168, 40); 
   this.button2.TabIndex = 44; 
   this.button2.Text = "Graphics"; 
   this.button2.Click += new System.EventHandler(this.button2_Click); 
   // pictureBox1 
   this.pictureBox1.BackColor = System.Drawing.Color.Transparent; 
   this.pictureBox1.Location = new System.Drawing.Point(416, 88); 
   this.pictureBox1.Name = "pictureBox1"; 
   this.pictureBox1.Size = new System.Drawing.Size(192, 184); 
   this.pictureBox1.TabIndex = 45; 
   this.pictureBox1.TabStop = false; 
   // label22 
   this.label22.BackColor = System.Drawing.Color.Blue; 
   this.label22.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label22.ForeColor = System.Drawing.Color.White; 
   this.label22.Location = new System.Drawing.Point(1016, 696); 
   this.label22.Name = "label22"; 
   this.label22.Size = new System.Drawing.Size(16, 16); 
   this.label22.TabIndex = 46; 
   this.label22.Text = "®"; 
   this.label22.Click += new System.EventHandler(this.label22_Click); 
   // button7 
   this.button7.BackColor = System.Drawing.Color.Transparent; 
   this.button7.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button7.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.button7.Font = new System.Drawing.Font("Microsoft Sans Serif", 9F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button7.ForeColor = System.Drawing.Color.White; 
   this.button7.Image = ((System.Drawing.Image)(resources.GetObject("button7.Image"))); 
   this.button7.Location = new System.Drawing.Point(472, 496); 
   this.button7.Name = "button7"; 
   this.button7.Size = new System.Drawing.Size(72, 24); 
   this.button7.TabIndex = 47; 
   this.button7.Text = "RESET"; 
   this.button7.Click += new System.EventHandler(this.button7_Click); 
   // listBox2 
   this.listBox2.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.listBox2.ItemHeight = 16; 
   this.listBox2.Items.AddRange(new object[] { 
            
    "   MTS310_1", 
            
    "   MTS310_2", 
            
    "   MTS310_3", 
            
    "   MTS310_4", 
            
    "   MTS300_5", 
            
    "   MTS300_6", 
            
    "   MTS300_7"}); 
   this.listBox2.Location = new System.Drawing.Point(240, 96); 
   this.listBox2.Name = "listBox2"; 
   this.listBox2.Size = new System.Drawing.Size(96, 116); 
   this.listBox2.TabIndex = 48; 
   this.listBox2.SelectedIndexChanged += new 
System.EventHandler(this.listBox2_SelectedIndexChanged); 
   // label23 
   this.label23.BackColor = System.Drawing.Color.Transparent; 
   this.label23.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label23.ForeColor = System.Drawing.Color.FromArgb(((System.Byte)(255)), 
((System.Byte)(128)), ((System.Byte)(0))); 
   this.label23.Location = new System.Drawing.Point(224, 64); 
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   this.label23.Name = "label23"; 
   this.label23.Size = new System.Drawing.Size(128, 24); 
   this.label23.TabIndex = 49; 
   this.label23.Text = "SensorBoard ID"; 
   // radioButton1 
   this.radioButton1.BackColor = System.Drawing.Color.Transparent; 
   this.radioButton1.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.radioButton1.ForeColor = System.Drawing.Color.White; 
   this.radioButton1.Location = new System.Drawing.Point(8, 8); 
   this.radioButton1.Name = "radioButton1"; 
   this.radioButton1.Size = new System.Drawing.Size(112, 24); 
   this.radioButton1.TabIndex = 52; 
   this.radioButton1.Text = "ºC + Light"; 
   this.radioButton1.CheckedChanged += new 
System.EventHandler(this.radioButton1_CheckedChanged); 
   // radioButton2 
   this.radioButton2.BackColor = System.Drawing.Color.Transparent; 
   this.radioButton2.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.radioButton2.ForeColor = System.Drawing.Color.White; 
   this.radioButton2.Location = new System.Drawing.Point(144, 8); 
   this.radioButton2.Name = "radioButton2"; 
   this.radioButton2.Size = new System.Drawing.Size(168, 24); 
   this.radioButton2.TabIndex = 53; 
   this.radioButton2.Text = "ºC + Light + m/s2"; 
   this.radioButton2.CheckedChanged += new 
System.EventHandler(this.radioButton2_CheckedChanged); 
   // panel1 
   this.panel1.BackColor = System.Drawing.Color.Transparent; 
   this.panel1.Controls.Add(this.radioButton1); 
   this.panel1.Controls.Add(this.radioButton2); 
   this.panel1.Location = new System.Drawing.Point(48, 232); 
   this.panel1.Name = "panel1"; 
   this.panel1.Size = new System.Drawing.Size(328, 40); 
   this.panel1.TabIndex = 56; 
   // panel2 
   this.panel2.BackColor = System.Drawing.Color.Transparent; 
   this.panel2.Controls.Add(this.radioButton3); 
   this.panel2.Controls.Add(this.radioButton4); 
   this.panel2.Location = new System.Drawing.Point(648, 112); 
   this.panel2.Name = "panel2"; 
   this.panel2.Size = new System.Drawing.Size(328, 40); 
   this.panel2.TabIndex = 57; 
   // radioButton3 
   this.radioButton3.BackColor = System.Drawing.Color.Transparent; 
   this.radioButton3.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.radioButton3.ForeColor = System.Drawing.Color.White; 
   this.radioButton3.Location = new System.Drawing.Point(8, 8); 
   this.radioButton3.Name = "radioButton3"; 
   this.radioButton3.Size = new System.Drawing.Size(112, 24); 
   this.radioButton3.TabIndex = 52; 
   this.radioButton3.Text = "ºC + Light"; 
   this.radioButton3.CheckedChanged += new 
System.EventHandler(this.radioButton3_CheckedChanged); 
   // radioButton4 
   this.radioButton4.BackColor = System.Drawing.Color.Transparent; 
   this.radioButton4.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.radioButton4.ForeColor = System.Drawing.Color.White; 
   this.radioButton4.Location = new System.Drawing.Point(144, 8); 
   this.radioButton4.Name = "radioButton4"; 
   this.radioButton4.Size = new System.Drawing.Size(168, 24); 
   this.radioButton4.TabIndex = 53; 
   this.radioButton4.Text = "ºC + Light + m/s2"; 
   this.radioButton4.CheckedChanged += new 
System.EventHandler(this.radioButton4_CheckedChanged); 
   // label24 
   this.label24.BackColor = System.Drawing.Color.Transparent; 
   this.label24.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label24.ForeColor = System.Drawing.Color.FromArgb(((System.Byte)(255)), 
((System.Byte)(128)), ((System.Byte)(0))); 
   this.label24.Location = new System.Drawing.Point(648, 80); 
   this.label24.Name = "label24"; 
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   this.label24.Size = new System.Drawing.Size(232, 24); 
   this.label24.TabIndex = 58; 
   this.label24.Text = "Select Sensing Type:"; 
   // progressBar1 
   this.progressBar1.Location = new System.Drawing.Point(120, 456); 
   this.progressBar1.Name = "progressBar1"; 
   this.progressBar1.Size = new System.Drawing.Size(202, 32); 
   this.progressBar1.TabIndex = 59; 
   // label25 
   this.label25.BackColor = System.Drawing.Color.Transparent; 
   this.label25.Font = new System.Drawing.Font("Tahoma", 9F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label25.ForeColor = System.Drawing.Color.White; 
   this.label25.Location = new System.Drawing.Point(16, 464); 
   this.label25.Name = "label25"; 
   this.label25.Size = new System.Drawing.Size(96, 16); 
   this.label25.TabIndex = 60; 
   this.label25.Text = "Process Status"; 
   // label26 
   this.label26.BackColor = System.Drawing.Color.Transparent; 
   this.label26.Font = new System.Drawing.Font("Tahoma", 9F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label26.ForeColor = System.Drawing.Color.White; 
   this.label26.Location = new System.Drawing.Point(328, 464); 
   this.label26.Name = "label26"; 
   this.label26.Size = new System.Drawing.Size(64, 16); 
   this.label26.TabIndex = 61; 
   // label27 
   this.label27.BackColor = System.Drawing.Color.Transparent; 
   this.label27.Font = new System.Drawing.Font("Tahoma", 9F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label27.ForeColor = System.Drawing.Color.White; 
   this.label27.Location = new System.Drawing.Point(112, 282); 
   this.label27.Name = "label27"; 
   this.label27.Size = new System.Drawing.Size(184, 16); 
   this.label27.TabIndex = 62; 
   this.label27.TextAlign = System.Drawing.ContentAlignment.MiddleCenter; 
   // Principal 
   this.AutoScaleBaseSize = new System.Drawing.Size(5, 13); 
   this.BackgroundImage = 
((System.Drawing.Image)(resources.GetObject("$this.BackgroundImage"))); 
   this.ClientSize = new System.Drawing.Size(1032, 713); 
   this.Controls.Add(this.label27); 
   this.Controls.Add(this.label26); 
   this.Controls.Add(this.label25); 
   this.Controls.Add(this.progressBar1); 
   this.Controls.Add(this.label24); 
   this.Controls.Add(this.panel1); 
   this.Controls.Add(this.label23); 
   this.Controls.Add(this.listBox2); 
   this.Controls.Add(this.button7); 
   this.Controls.Add(this.label22); 
   this.Controls.Add(this.pictureBox1); 
   this.Controls.Add(this.button2); 
   this.Controls.Add(this.listBox1); 
   this.Controls.Add(this.label3); 
   this.Controls.Add(this.label20); 
   this.Controls.Add(this.label19); 
   this.Controls.Add(this.button3); 
   this.Controls.Add(this.button1); 
   this.Controls.Add(this.label18); 
   this.Controls.Add(this.label1); 
   this.Controls.Add(this.label12); 
   this.Controls.Add(this.label17); 
   this.Controls.Add(this.label16); 
   this.Controls.Add(this.label15); 
   this.Controls.Add(this.label14); 
   this.Controls.Add(this.label13); 
   this.Controls.Add(this.trackBar2); 
   this.Controls.Add(this.label11); 
   this.Controls.Add(this.label10); 
   this.Controls.Add(this.button4); 
   this.Controls.Add(this.label9); 
   this.Controls.Add(this.label8); 
   this.Controls.Add(this.label7); 
   this.Controls.Add(this.label6); 
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   this.Controls.Add(this.trackBar1); 
   this.Controls.Add(this.label5); 
   this.Controls.Add(this.label4); 
   this.Controls.Add(this.label2); 
   this.Controls.Add(this.textBox1); 
   this.Controls.Add(this.panel2); 
   this.Font = new System.Drawing.Font("Microsoft Sans Serif", 8.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.Icon = ((System.Drawing.Icon)(resources.GetObject("$this.Icon"))); 
   this.MaximizeBox = false; 
   this.Menu = this.mainMenu1; 
   this.Name = "Principal"; 
   this.StartPosition = System.Windows.Forms.FormStartPosition.CenterScreen; 
   this.Text = "MicazLog v1.1"; 
   this.Load += new System.EventHandler(this.Principal_Load); 
   ((System.ComponentModel.ISupportInitialize)(this.timer1)).EndInit(); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar1)).EndInit(); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar2)).EndInit(); 
   this.panel1.ResumeLayout(false); 
   this.panel2.ResumeLayout(false); 
   this.ResumeLayout(false); 
 
  } 
  #endregion 
  [STAThread] 
  static void Main()  
  { 
   Application.Run(new Principal()); 
  } 
  private void Principal_Load(object sender, System.EventArgs e) 
  { 
   this.Closing+=new CancelEventHandler(this.exit_button); 
    
   ProcessStartInfo serialforwarder = new ProcessStartInfo("serial.bat"); 
   serialforwarder.WindowStyle = ProcessWindowStyle.Hidden; 
             
   try 
   { 
    Process.Start(serialforwarder); 
   } 
   catch{} 
    
   timer1.Start(); 
   timer2.Start(); 
 
   label13.Text="8 Samples"; 
   label6.Text=interval+" milliseconds"; 
   hora(2); 
 
   label26.Text="0 %"; 
 
   label1.Text="Start Sensing Information:\r\nThis function invokes the 'Sensing Interface' to 
collect a specified number of samples at a specified sampling rate, and to store these samples in mote's EEPROM. You 
should see the mote's red LED blink while samples are being taken. The Mica mote has an on-board, 512 kbyte flash 
EEPROM."; 
   label18.Text="Read Log Information:\r\nThis command will retrieve a line of data from the 
EEPROM and broadcast it in a radio packet. The green LED will toggle for each command received.Remember that the 
EEPROM data is persistent across power-cycles, but the current read pointer is kept in volatile memory! "; 
 
   toolTip1.SetToolTip(button1,"java net.tinyos.tools.BcastInject read_log <mote_adrress>"); 
   toolTip1.SetToolTip(button4,"java net.tinyos.tools.BcastInject start_sensing 
<num_samples> <interval>"); 
   toolTip1.SetToolTip(button3,"Show Cygwin Shell"); 
   toolTip1.SetToolTip(button2,"Show Graphics"); 
   toolTip1.SetToolTip(pictureBox1,"Copyright 2005"); 
 
   radioButton1.Checked=true; 
   radioButton3.Checked=true; 
  } 
  private void exit_button(object sender, CancelEventArgs e) 
  { 
   exit(); 
  } 
  //Start Program, open socket 
  private void timer1_Elapsed(object sender, System.Timers.ElapsedEventArgs e) 
  { 
88                                                            Aplicaciones de sensado: emulación de RFID activo y medición en tiempo real 
   myProcesses = Process.GetProcessesByName("SerialForwarder"); 
   timer1.Stop();  
   C = new Socket(AddressFamily.InterNetwork, SocketType.Stream, ProtocolType.Tcp); 
   try 
   { 
    C.Connect(localEndPoint); 
    C.Receive(init); 
    C.Send(init); 
   } 
   catch 
   { 
    MessageBox.Show("Connection Failed","MicazLog 
v1.1",MessageBoxButtons.OK, MessageBoxIcon.Error);  
   } 
  } 
  public class paquete 
  { 
   public double valor1; 
   public double valor2; 
   public double valor3; 
   public double valor4; 
   public double valor5; 
   public double valor6; 
   public double valor7; 
   public double valor8; 
  } 
  //Read Log Function  
  public void read_log() 
  { 
   process(); 
   todo.Clear(); 
   label26.Text="0 %"; 
    
   textBox1.Clear(); 
   progressBar1.Value=0; 
   ProcessStartInfo read = new ProcessStartInfo("read.bat"); 
   read.WindowStyle = ProcessWindowStyle.Hidden; 
 
   int num_paquetes=0; 
   DateTime start,end; 
   TimeSpan duration; 
   bool seguir=true,firstime=true; 
 
   byte[] buf=new byte[29]; 
 
   start = DateTime.Now; 
   Process.Start(read); 
    
   while (seguir)      
   { 
    try 
    { 
     C.Receive(buffer); 
    } 
    catch{} 
 
    if((buffer[0]==255)&&(buffer[1]==255)&&(buffer[5]==SensorID))  
    { 
     if(firstime) 
      textBox1.Text="Please Wait: Reading 
SurgeID_"+SensorID+"..."+textBox1.Text; 
     firstime=false; 
 
     if 
((buffer[7]!=255)&&(buffer[8]!=255)&&(buffer[9]!=255)&&(buffer[10]!=255)) 
     { 
      paquete actual=new paquete(); 
 
      num_paquetes++;   
      label27.Text=num_paquetes+" Received packets"; 
      actual.valor1=System.BitConverter.ToInt16(buffer,7); 
      actual.valor2=System.BitConverter.ToInt16(buffer,9); 
      actual.valor3=System.BitConverter.ToInt16(buffer,11); 
      actual.valor4=System.BitConverter.ToInt16(buffer,13); 
      actual.valor5=System.BitConverter.ToInt16(buffer,15); 
      actual.valor6=System.BitConverter.ToInt16(buffer,17); 
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      actual.valor7=System.BitConverter.ToInt16(buffer,19); 
      actual.valor8=System.BitConverter.ToInt16(buffer,21); 
 
      todo.Add(actual); 
     } 
     Process.Start(read); 
 
    
 if((buffer[7]==255)&&(buffer[8]==255)&&(buffer[9]==255)&&(buffer[10]==255)) 
     { 
      end = DateTime.Now; 
      duration = end.Subtract(start); 
      textBox1.Text="Finished Read: Sensor_ID: "+SensorID+", 
SensorBoard_ID: "+SensorBoardID+"\r\nDownload Paquets: "+num_paquetes+" - Download Time:  
"+duration+"\r\n"+textBox1.Text; 
      seguir=false; 
     }  
    } 
   } 
   process(); 
    
  } 
  public void process() 
  { 
    
   progressBar1.Maximum=todo.Count; 
   progressBar1.Minimum=0; 
   progressBar1.Value=0; 
   label27.Text=null; 
 
   DateTime start,end; 
   TimeSpan duration; 
 
   int cont=0,num_pa=0,status=0; 
    
   start = DateTime.Now; 
    
   num_pa=0; 
 
   foreach(paquete p in todo) 
   {   
    FileStream Fichero = new FileStream ("SurgeID_"+SensorID+"-
MTS300_"+SensorBoardID+"_Log.txt", FileMode.Append,FileAccess.Write,FileShare.Read ); 
    StreamWriter F = new StreamWriter(Fichero); 
    MTS dis = new MTS(); 
 
    switch(Read_Type) 
    { 
     case 1: 
     { 
      temperatura t = new temperatura(); 
      luz l = new luz(); 
 
      dis.temp1=t.convert_temp(p.valor1,SensorBoardID); 
      dis.sluz1=l.convert_light(p.valor2); 
      dis.temp2=t.convert_temp(p.valor3,SensorBoardID); 
      dis.sluz2=l.convert_light(p.valor4); 
      dis.temp3=t.convert_temp(p.valor5,SensorBoardID); 
      dis.sluz3=l.convert_light(p.valor6); 
      dis.temp4=t.convert_temp(p.valor7,SensorBoardID); 
      dis.sluz4=l.convert_light(p.valor8); 
 
      num_pa++; 
      cont=cont+4; 
 
      textBox1.Text=(cont-3)+":   "+dis.temp1+" ºC\t  
"+dis.sluz1+"\r\n"+textBox1.Text; 
      textBox1.Text=(cont-2)+":   "+dis.temp2+" ºC\t  
"+dis.sluz2+"\r\n"+textBox1.Text; 
      textBox1.Text=(cont-1)+":   "+dis.temp3+" ºC\t  
"+dis.sluz3+"\r\n"+textBox1.Text; 
      textBox1.Text=cont+":   "+dis.temp4+" ºC\t  
"+dis.sluz4+"\r\n"+textBox1.Text; 
      F.WriteLine(dis.temp1+"*"+dis.sluz1+"*"); 
      F.WriteLine(dis.temp2+"*"+dis.sluz2+"*"); 
      F.WriteLine(dis.temp3+"*"+dis.sluz3+"*"); 
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      F.WriteLine(dis.temp4+"*"+dis.sluz4+"*"); 
         
      F.Flush(); 
      F.Close(); 
 
      status=(num_pa*100)/todo.Count; 
      label26.Text=status+" %"; 
       
      progressBar1.Value=num_pa; 
     } 
      break; 
     case 2: 
     { 
      temperatura t = new temperatura(); 
      luz l = new luz(); 
      aceleration a = new aceleration(); 
 
      dis.temp1=t.convert_temp(p.valor1,SensorBoardID); 
      dis.sluz1=l.convert_light(p.valor2); 
      dis.A1=a.acel(p.valor3,p.valor4,SensorBoardID); 
       
      dis.temp2=t.convert_temp(p.valor5,SensorBoardID); 
      dis.sluz2=l.convert_light(p.valor6); 
      dis.A2=a.acel(p.valor7,p.valor8,SensorBoardID); 
                         
      num_pa++; 
      cont=cont+2; 
 
      textBox1.Text=(cont-1)+":   "+dis.temp1+" ºC\t"+dis.sluz1+" 
\t"+dis.A1+" m/s2\r\n"+textBox1.Text; 
      textBox1.Text=cont+":   "+dis.temp2+" ºC\t"+dis.sluz2+" 
\t"+dis.A2+" m/s2\r\n"+textBox1.Text; 
      F.WriteLine(dis.temp1+"*"+dis.sluz1+"*"+dis.A1+"**"); 
      F.WriteLine(dis.temp2+"*"+dis.sluz2+"*"+dis.A2+"**"); 
      F.Flush(); 
      F.Close(); 
 
      status=(num_pa*100)/todo.Count; 
 
      label26.Text=status+" %"; 
      progressBar1.Value=num_pa; 
     } 
      break; 
    } 
   } 
   end = DateTime.Now; 
   duration = end.Subtract(start); 
   textBox1.Text="Finished Process: "+cont+" Read Samples\r\n Mote MICAz: Sensor_ID: 
"+SensorID+", SensorBoard_ID: "+SensorBoardID+"\r\nProcess Paquets: "+todo.Count+" - Process Time:  
"+duration+"\r\n"+textBox1.Text; 
  } 
  //Interval (ms between samples) TrackBar 
  private void trackBar1_Scroll(object sender, System.EventArgs e) 
  {    
   hora(1); 
  } 
  //Num Samples TrackBar 
  private void trackBar2_Scroll(object sender, System.EventArgs e) 
  {  
   hora(2); 
  } 
  public void hora(int option) 
  { 
   int aux; 
   DateTime d=new DateTime(); 
   double aux1;  
    
   switch(option) 
   { 
    case 1: 
    { 
     interval=trackBar1.Value*100; 
     label6.Text=interval+" milliseconds"; 
    } 
     break; 
    case 2: 
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    { 
     aux=trackBar2.Value/8; 
     num_sample=aux*8; 
     label13.Text=num_sample+" samples"; 
     label6.Text=interval+" milliseconds"; 
    } 
     break; 
   } 
   aux1=interval*num_sample; 
 
   d=d.AddMilliseconds(aux1); 
    
   if((d.Day-1)>0) 
    label17.Text=d.Day-1+" Day, "+d.Hour+" h "+d.Minute+"´ "+d.Second+"´´"; 
   else 
    label17.Text=d.Hour+" h "+d.Minute+"´ "+d.Second+"´´"; 
  } 
  //Start Sensing Button 
  private void button4_Click(object sender, System.EventArgs e) 
  { 
   FileStream Fichero = new FileStream ("start.bat", 
FileMode.Create,FileAccess.Write,FileShare.Read ); 
   StreamWriter F = new StreamWriter(Fichero); 
   F.WriteLine("java net.tinyos.tools.BcastInject start_sensing "+num_sample+" "+interval); 
   F.Flush(); 
   F.Close(); 
   ProcessStartInfo start_sensing = new ProcessStartInfo("start.bat"); 
   start_sensing.WindowStyle = ProcessWindowStyle.Hidden; 
      Process.Start(start_sensing); 
  } 
  //Exit Button 
  private void menuItem2_Click(object sender, System.EventArgs e) 
  { 
   exit(); 
  } 
  public void exit() 
  { 
   try{C.Close();} 
   catch{} 
   try{t.Abort();} 
   catch{} 
   try 
   { 
    foreach(Process myProcess in myProcesses) 
    { 
     myProcess.CloseMainWindow(); 
     myProcess.Close(); 
    } 
   } 
   catch{} 
   Application.Exit(); 
  } 
  //About MicazLog Button 
  private void menuItem4_Click(object sender, System.EventArgs e) 
  { 
   About_MicazLog p = new About_MicazLog(); 
   p.Show(); 
  } 
  //Read Log Button 
  private void button1_Click(object sender, System.EventArgs e) 
  { 
   try 
   { 
    t.Abort(); 
   } 
   catch{} 
   if((listBox1.SelectedItem != null)&&(listBox2.SelectedItem != null)) 
   { 
    switch(listBox1.SelectedItem.ToString()) 
    { 
     case "   Surge_0": SensorID=0; 
      break; 
     case "   Surge_1": SensorID=1; 
      break; 
     case "   Surge_2": SensorID=2; 
      break; 
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     case "   Surge_3": SensorID=3; 
      break; 
     case "   Surge_4": SensorID=4; 
      break; 
     case "   Surge_5": SensorID=5; 
      break; 
     case "   Surge_6": SensorID=6; 
      break; 
     case "   Surge_7": SensorID=7; 
      break; 
    } 
    switch(listBox2.SelectedItem.ToString()) 
    { 
     case "   MTS310_1": SensorBoardID=1; 
      break; 
     case "   MTS310_2": SensorBoardID=2; 
      break; 
     case "   MTS310_3": SensorBoardID=3; 
      break; 
     case "   MTS310_4": SensorBoardID=4; 
      break; 
     case "   MTS300_5": SensorBoardID=5; 
      break; 
     case "   MTS300_6": SensorBoardID=6; 
      break; 
     case "   MTS300_7": SensorBoardID=7; 
      break; 
    } 
 
    FileStream Fichero = new FileStream ("read.bat", 
FileMode.Create,FileAccess.Write,FileShare.Read ); 
    StreamWriter F = new StreamWriter(Fichero); 
    F.WriteLine("java net.tinyos.tools.BcastInject read_log "+SensorID); 
    F.Flush(); 
    F.Close(); 
 
    t = new Thread(new ThreadStart(read_log)); 
    t.Start();        
   } 
   else 
   { 
    if((listBox1.SelectedItem == null)&&(listBox2.SelectedItem == null)) 
     MessageBox.Show("You must select a Sensor ID & a SensorBoard 
ID","MicazLog v1.1",MessageBoxButtons.OK, MessageBoxIcon.Error);     
    if((listBox1.SelectedItem == null)&&(listBox2.SelectedItem != null)) 
     MessageBox.Show("You must select a Sensor ID","MicazLog 
v1.1",MessageBoxButtons.OK, MessageBoxIcon.Error); 
    if((listBox1.SelectedItem != null)&&(listBox2.SelectedItem == null)) 
     MessageBox.Show("You must select a SensorBoard ID","MicazLog 
v1.1",MessageBoxButtons.OK, MessageBoxIcon.Error);     
   } 
  } 
  //Cygwin Button 
  private void button3_Click_1(object sender, System.EventArgs e) 
  { 
   System.Diagnostics.Process.Start("Cygwin"); 
  } 
  //Show Date and Time 
  private void timer2_Tick(object sender, System.EventArgs e) 
  { 
   label20.Text = DateTime.Now.ToString(); 
  } 
  //About_MicazLog button 
  private void label22_Click(object sender, System.EventArgs e) 
  { 
   About_MicazLog p = new About_MicazLog(); 
   p.Show();   
  } 
  //Reset button 
  private void button7_Click(object sender, System.EventArgs e) 
  { 
   try {C.Close();} 
   catch{} 
   C = new Socket(AddressFamily.InterNetwork, SocketType.Stream, ProtocolType.Tcp); 
   try 
   { 
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    C.Connect(localEndPoint); 
    C.Receive(init); 
    C.Send(init); 
   } 
   catch 
   { 
    MessageBox.Show("Connection Failed","MicazLog 
v1.1",MessageBoxButtons.OK, MessageBoxIcon.Error);  
   } 
  } 
  private void button2_Click(object sender, System.EventArgs e) 
  { 
   select_file();   
  } 
  public void select_file() 
  { 
   OpenFileDialog openFileDialog1=new OpenFileDialog(); 
   openFileDialog1.Filter = "txt files (*.txt)|*.txt|All files (*.*)|*.*" ; 
   openFileDialog1.FilterIndex = 1 ; 
   openFileDialog1.RestoreDirectory = true ; 
   if(openFileDialog1.ShowDialog() == DialogResult.OK) 
   { 
    text=openFileDialog1.FileName; 
    if(text.EndsWith(".txt")) 
    { 
     cuenta(text); 
  
     Graphic p = new Graphic(); 
     p.recibe_dato(text,contador); 
     p.Show();       
    
      
    } 
    else 
     MessageBox.Show("File Not Loaded"); 
   } 
  } 
  //Función para leer ficheros y anotar su extensión en la variable global "contador" 
  public void cuenta(string text) 
  { 
   string line; 
   try 
   { 
    FileStream Fichero = new FileStream (text, 
FileMode.Open,FileAccess.Read,FileShare.Read ); 
    StreamReader F = new StreamReader(Fichero); 
    for(contador=0;(line = F.ReadLine()) != null;contador++){} 
    F.Close(); 
   } 
   catch{} 
  } 
 
  private void radioButton1_CheckedChanged(object sender, System.EventArgs e) 
  { 
   Read_Type=1; 
   radioButton1.ForeColor=Color.Red; 
   radioButton2.ForeColor=Color.White;    
  } 
 
  private void radioButton2_CheckedChanged(object sender, System.EventArgs e) 
  { 
   Read_Type=2; 
   radioButton2.ForeColor=Color.Red; 
   radioButton1.ForeColor=Color.White; 
   if((listBox2.SelectedItem=="   MTS300_5")||(listBox2.SelectedItem=="   
MTS300_6")||(listBox2.SelectedItem=="   MTS300_7")) 
    radioButton1.Checked=true; 
  } 
 
  private void radioButton3_CheckedChanged(object sender, System.EventArgs e) 
  { 
   radioButton3.ForeColor=Color.Red; 
   radioButton4.ForeColor=Color.White; 
   trackBar2.Maximum=120000; 
   label15.Text="0 Samples"; 
   label16.Text="60000 Samples"; 
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   label14.Text="120000 Samples"; 
   hora(2); 
  } 
 
  private void radioButton4_CheckedChanged(object sender, System.EventArgs e) 
  { 
   radioButton4.ForeColor=Color.Red; 
   radioButton3.ForeColor=Color.White; 
   trackBar2.Maximum=60000; 
   label15.Text="0 Samples"; 
   label16.Text="30000 Samples"; 
   label14.Text="60000 Samples"; 
   hora(2); 
  } 
 
  private void listBox2_SelectedIndexChanged(object sender, System.EventArgs e) 
  { 
   if((listBox2.SelectedItem=="   MTS300_5")||(listBox2.SelectedItem=="   
MTS300_6")||(listBox2.SelectedItem=="   MTS300_7")) 
   { 
    radioButton2.Enabled=false; 
    radioButton1.Checked=true; 
   } 
   else 
    radioButton2.Enabled=true; 
  } 
 } 
} 
2.2. Formulario Graphics 
 
using System; 
using System.Drawing; 
using System.Drawing.Design; 
using System.Drawing.Drawing2D; 
using System.Drawing.Imaging; 
using System.Drawing.Printing; 
using System.Drawing.Text; 
using System.Collections; 
using System.ComponentModel; 
using System.Windows.Forms; 
using System.Data; 
using System.Threading; 
using System.Net; 
using System.Net.Sockets; 
using System.IO; 
using System.Text; 
using System.Runtime.Serialization; 
using System.Runtime.Serialization.Formatters.Binary; 
namespace MicazLog 
{ 
 public class Graphic: System.Windows.Forms.Form 
 { 
  string text=null; 
  int contador; 
 
  private System.Windows.Forms.TrackBar trackBar1; 
  private System.Windows.Forms.Label label9; 
  private System.Windows.Forms.Label label2; 
  private System.Windows.Forms.Label label1; 
  private System.Windows.Forms.TextBox textBox1; 
  private System.ComponentModel.Container components = null; 
 
  public Graphic() 
  { 
   InitializeComponent(); 
  } 
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if(components != null) 
    { 
     components.Dispose(); 
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    } 
   } 
   base.Dispose( disposing ); 
  } 
 
  #region Código generado por el Diseñador de Windows Forms 
  private void InitializeComponent() 
  { 
   System.Resources.ResourceManager resources = new 
System.Resources.ResourceManager(typeof(Graphic)); 
   this.trackBar1 = new System.Windows.Forms.TrackBar(); 
   this.label9 = new System.Windows.Forms.Label(); 
   this.label2 = new System.Windows.Forms.Label(); 
   this.label1 = new System.Windows.Forms.Label(); 
   this.textBox1 = new System.Windows.Forms.TextBox(); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar1)).BeginInit(); 
   this.SuspendLayout(); 
   // trackBar1 
   this.trackBar1.Location = new System.Drawing.Point(840, 680); 
   this.trackBar1.Minimum = 1; 
   this.trackBar1.Name = "trackBar1"; 
   this.trackBar1.TabIndex = 0; 
   this.trackBar1.Value = 1; 
   this.trackBar1.Scroll += new System.EventHandler(this.trackBar1_Scroll); 
   // label9 
   this.label9.BackColor = System.Drawing.Color.Transparent; 
   this.label9.Font = new System.Drawing.Font("Tahoma", 9F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label9.ForeColor = System.Drawing.Color.Blue; 
   this.label9.Location = new System.Drawing.Point(944, 680); 
   this.label9.Name = "label9"; 
   this.label9.Size = new System.Drawing.Size(80, 32); 
   this.label9.TabIndex = 45; 
   // label2 
   this.label2.Font = new System.Drawing.Font("Tahoma", 9F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label2.ForeColor = System.Drawing.Color.Black; 
   this.label2.Location = new System.Drawing.Point(840, 656); 
   this.label2.Name = "label2"; 
   this.label2.Size = new System.Drawing.Size(160, 24); 
   this.label2.TabIndex = 54; 
   this.label2.Text = "Sample Rate:"; 
   // label1 
   this.label1.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label1.ForeColor = System.Drawing.Color.Black; 
   this.label1.Location = new System.Drawing.Point(192, 648); 
   this.label1.Name = "label1"; 
   this.label1.Size = new System.Drawing.Size(304, 24); 
   this.label1.TabIndex = 53; 
   // textBox1 
   this.textBox1.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.textBox1.Location = new System.Drawing.Point(192, 672); 
   this.textBox1.Multiline = true; 
   this.textBox1.Name = "textBox1"; 
   this.textBox1.ReadOnly = true; 
   this.textBox1.ScrollBars = System.Windows.Forms.ScrollBars.Vertical; 
   this.textBox1.Size = new System.Drawing.Size(520, 56); 
   this.textBox1.TabIndex = 52; 
   this.textBox1.Text = ""; 
   // Graphic 
   this.AutoScaleBaseSize = new System.Drawing.Size(5, 13); 
   this.BackColor = System.Drawing.Color.White; 
   this.ClientSize = new System.Drawing.Size(1032, 733); 
   this.Controls.Add(this.label2); 
   this.Controls.Add(this.label1); 
   this.Controls.Add(this.textBox1); 
   this.Controls.Add(this.label9); 
   this.Controls.Add(this.trackBar1); 
   this.Icon = ((System.Drawing.Icon)(resources.GetObject("$this.Icon"))); 
   this.MaximizeBox = false; 
   this.Name = "Graphic"; 
   this.StartPosition = System.Windows.Forms.FormStartPosition.CenterScreen; 
   this.Text = "MTS300 Graphics"; 
   this.Load += new System.EventHandler(this.Graphic_Load); 
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   ((System.ComponentModel.ISupportInitialize)(this.trackBar1)).EndInit(); 
   this.ResumeLayout(false); 
 
  } 
  #endregion 
   
  public void recibe_dato(string archivo, int cuenta) 
  { 
   text=archivo; 
   contador=cuenta; 
  } 
  private PictureBox pictureBox1 = new PictureBox(); 
 
  private void Graphic_Load(object sender, System.EventArgs e) 
  { 
   label9.Text="1 s/sample"; 
   pictureBox1.Dock = DockStyle.Fill; 
   try 
   { 
    pictureBox1.BackgroundImage=System.Drawing.Bitmap.FromFile("Base de 
datos\\tablagraf1.bmp",true); 
   } 
   catch{} 
   pictureBox1.Paint += new 
System.Windows.Forms.PaintEventHandler(this.pictureBox1_Paint); 
   this.Controls.Add(pictureBox1); 
  } 
  public void pictureBox1_Paint(object sender, System.Windows.Forms.PaintEventArgs e) 
  { 
   try 
   { 
    //Construcción del "camino" temperatura/aceleracion 
    GraphicsPath temperatura = new GraphicsPath(); 
    GraphicsPath aceleracion = new GraphicsPath(); 
    GraphicsPath titulo = new GraphicsPath(); 
    //Patrón de rayado de línea 
    float[] dashValues = {5, 2}; 
    string aux,line,temp,photo,accel,mag; 
    string hora1=null,hora2=null; 
    bool inicio=true; 
    int ini,t,paso,a; 
    int time1,time2,time3,time4;; 
    int position1,position2,position3,position4; 
                //temperatura 
    int x=0,y=0; 
    int z=0,i=0; 
    float h; 
    //Aceleracion 
    int b=0,c=0; 
    int d=0,f=0; 
     aux=text; 
    //Variables Resultados 
    int tempmedia=0,tempmax=0,tempmin=0,contemp=0; 
    int acmax=0; 
    float acmedia=0; 
    float contdark=0,contflash=0,contlight=0; 
    float contd=0,contf=0,contl=0; 
    float contmagsi=0,contmagno=0; 
    float contmags=0,contmagn=0; 
    //Lectura Fichero 
    FileStream Fichero = new FileStream (text, 
FileMode.Open,FileAccess.Read,FileShare.Read ); 
    StreamReader F = new StreamReader(Fichero); 
    i=aux.LastIndexOf('\u005C'); 
    aux=aux.Remove(0,i+1); 
    Pen blackPen=new Pen(Color.Gray,1); 
    blackPen.DashPattern = dashValues; 
    Pen blackPen1=new Pen(Color.Black,1); 
    //Trazado para temperatura 
    Pen redPen1=new Pen(Color.Red,2); 
    Pen redPen2=new Pen(Color.Red,1); 
    Pen tmedia=new Pen(Color.CadetBlue,1); 
    Pen tmax=new Pen(Color.Gold,1); 
    Pen tmin=new Pen(Color.Chocolate,1); 
    Pen tmedia1=new Pen(Color.CadetBlue,2); 
    Pen tmax1=new Pen(Color.Gold,2); 
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    Pen tmin1=new Pen(Color.Chocolate,2); 
    //Trazado accel 
    Pen bluePen1=new Pen(Color.Blue,2); 
    Pen bluePen2=new Pen(Color.Blue,1); 
    //Trazado para nivel lumínico 
    Pen flash=new Pen(Color.Yellow,20); 
    Pen light=new Pen(Color.OrangeRed,20); 
    Pen dark=new Pen(Color.Black,20); 
    //Trazado para la detección magnética 
    Pen magno=new Pen(Color.Gray,20); 
    Pen magsi=new Pen(Color.GreenYellow,20); 
    //Trazado para leyenda 
    Pen flash1=new Pen(Color.Yellow,8); 
    Pen light1=new Pen(Color.OrangeRed,8); 
    Pen dark1=new Pen(Color.Black,8); 
    Pen magno1=new Pen(Color.Gray,8); 
    Pen magsi1=new Pen(Color.GreenYellow,8); 
    Pen tit =new Pen(Color.Blue,1); 
    paso=1; 
    Graphics g= e.Graphics; 
    g.SmoothingMode = SmoothingMode.AntiAlias;//Alisador 
    g.SmoothingMode = SmoothingMode.HighQuality; 
    
    //Título Gráfico 
    FontFamily myFontFamily = new FontFamily("Times New Roman"); 
    StringFormat myStringFormat = new StringFormat(); 
    PointF myPointF = new PointF(80, 15); 
    titulo.AddString("Loaded File: "+aux, myFontFamily, 2, 20, myPointF, 
myStringFormat); 
    
    g.DrawPath(tit,titulo); 
       
    //Graphic legend 
    g.DrawString("FLASH\r\nLIGHT\r\nDARK",new Font("Arial",8), 
System.Drawing.Brushes.Black, new Point(745,2)); 
    g.DrawString("Temperature\r\nAverage Temperature\r\nMaximum 
Temperature\r\nMinimum Temperature",new Font("Arial",8), System.Drawing.Brushes.Black, new Point(845,2)); 
    g.DrawString("Acceleration\r\n\r\n",new Font("Arial",8), 
System.Drawing.Brushes.Black, new Point(595,2)); 
    g.DrawLine(redPen1, 800,8,840,8); 
    g.DrawLine(tmedia1,800,20,840,20); 
    g.DrawLine(tmax1,800,32,840,32); 
    g.DrawLine(tmin1,800,44,840,44); 
    g.DrawLine(flash1,700,8,740,8); 
    g.DrawLine(light1,700,20,740,20); 
    g.DrawLine(dark1,700,32,740,32); 
    g.DrawLine(bluePen1,550,8,590,8); 
    //g.DrawLine(magsi1,550,20,590,20); 
    //g.DrawLine(magno1,550,32,590,32); 
    h=(Single)995/contador; 
    g.TranslateTransform(9.0F,1.0F); 
    g.ScaleTransform(h,1.0F); 
 
    while(((line = F.ReadLine()) != null)&&(contemp<contador)) 
    { 
     try 
     { 
      ini=line.IndexOf('\u002C');//, 
      if(ini!=-1) 
      { 
       temp=line.Remove(ini,line.Length-ini); 
       t=Convert.ToInt16(temp); 
      } 
      else 
      { 
       ini=line.IndexOf('\u002A');//* 
       temp=line.Remove(ini,line.Length-ini); 
       t=Convert.ToInt16(temp); 
      } 
      //String PHOTO 
      ini=line.IndexOf('\u002A');//* 
      photo=line.Remove(0,ini+1); 
      ini=photo.IndexOf('\u002A');//* 
      photo=photo.Remove(ini,photo.Length-ini); 
 
      try 
98                                                            Aplicaciones de sensado: emulación de RFID activo y medición en tiempo real 
      { 
       //String Acceleration 
       ini=line.IndexOf('\u002A');//* 
       accel=line.Remove(0,ini+1); 
       ini=accel.IndexOf('\u002A');//* 
       accel=accel.Remove(0,ini+1); 
       ini=accel.IndexOf('\u002C');//, 
       if(ini!=-1) 
       { 
        accel=accel.Remove(ini,accel.Length-
ini); 
        a=Convert.ToInt16(accel); 
       } 
       else 
       { 
        ini=accel.IndexOf('\u002A');//* 
        accel=accel.Remove(ini,accel.Length-
ini); 
        a=Convert.ToInt16(accel); 
       } 
       f=convertdata(a,3); 
       if(inicio) 
       { 
        acmax=a; 
        c=f; 
       } 
       else 
       { 
        if(a>acmax) 
         acmax=a; 
       } 
       acmedia=a+acmedia; 
       aceleracion.AddLine(b,c,d,f); 
      } 
      catch{} 
 
      //String Mag detect 
      ini=line.LastIndexOf('\u002A');//* 
      mag=line.Remove(ini,line.Length-ini); 
      ini=mag.LastIndexOf('\u002A');//* 
      mag=mag.Remove(0,ini+1); 
 
      //String HORA 
      ini=line.LastIndexOf('\u002A');//* 
      if(inicio) 
       hora1=line.Remove(0,ini+1); 
      else 
       hora2=line.Remove(0,ini+1); 
      
      //Dibujar estados de iluminación 
      switch(photo) 
      { 
       case "LIGHT": 
       { 
        g.DrawLine(light,z,612,z+paso,612); 
        contlight++; 
       } 
        break; 
       case "FLASH": 
       { 
        g.DrawLine(flash,z,612,z+paso,612); 
        contflash++; 
       } 
        break; 
       case "DARK": 
       { 
        g.DrawLine(dark,z,612,z+paso,612); 
        contdark++; 
       } 
        break; 
      } 
      //Dibujar mag detect 
      switch(mag) 
      { 
       case "NO": 
       { 
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        g.DrawLine(magno,z,634,z+paso,634); 
        contmagno++; 
       } 
        break; 
       case "YES": 
       { 
        g.DrawLine(magsi,z,634,z+paso,634); 
        contmagsi++; 
       } 
        break; 
      } 
       
      i=convertdata(t,1); 
       
      tempmedia=i+tempmedia; 
      if(inicio) 
      { 
       tempmax=i; 
       tempmin=i; 
      } 
      else 
      { 
       if(i>tempmin) 
        tempmin=i; 
       if(i<tempmax) 
        tempmax=i; 
      } 
 
      if(inicio) 
       y=i; 
        
      temperatura.AddLine(x,y,z,i); 
 
      x=z;y=i; 
      b=d;c=f; 
      z=z+paso; 
      d=d+paso; 
      inicio=false; 
      contemp++; 
       
      if(contador<120) 
       g.DrawLine(blackPen, x,480,x,y); 
      else 
       g.DrawLine(blackPen, x,479,x,481); 
     } 
     catch{} 
    } 
    tempmedia=tempmedia/contemp; 
    acmedia=acmedia/contemp; 
    contd=(contdark/contemp)*100; 
    contl=(contlight/contemp)*100; 
    contf=(contflash/contemp)*100; 
 
    contmags=(contmagsi/contemp)*100; 
    contmagn=(contmagno/contemp)*100; 
 
    g.DrawLine(tmedia, 0,tempmedia,contador,tempmedia); 
    g.DrawLine(tmax, 0,tempmax,contador,tempmax); 
    g.DrawLine(tmin, 0,tempmin,contador,tempmin); 
 
    //Dibujar velores Temperatura 
    g.DrawPath(redPen2,temperatura); 
    g.DrawPath(bluePen2,aceleracion); 
 
    //Results 
    tempmedia=convertdata(tempmedia,2); 
    tempmax=convertdata(tempmax,2); 
    tempmin=convertdata(tempmin,2); 
 
    g.ResetTransform(); 
     
    label1.Text="RESULTS AND STATISTICS:"; 
    textBox1.Text=/*"File: "+aux+"\r\nFirst Time: "+hora1+" - Final Time: 
"+hora2+"\r\n"+*/"Read Samples: "+contador+"\r\nShown Samples: "+contemp+"\r\nLEVEL LIGHT 
PERCENTAGES:\r\nFLASH Percentage: "+contf+" % ("+contflash+" Samples)\r\nLIGHT Percentage: "+contl+" % 
("+contlight+" Samples)\r\nDARK Percentage: "+contd+" % ("+contdark+" Samples)"+ 
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     "\r\nTEMPERATURE STATISTICS:\r\nAverage Temperature: 
"+tempmedia+" ºC\r\nMaximum Temperature: "+tempmax+" ºC\r\nMinimum Temperature: "+tempmin+" ºC" 
     /*+"\r\nMAGNETISM PERCENTAGES:\r\nMAG DETECT: 
"+contmags+" % ("+contmagsi+" Samples)\r\nNO MAG DETECT: "+contmagn+" % ("+contmagno+" Samples)"*/ 
     +"\r\nACELERATION STATISTICS:\r\nMaximum Aceleration: 
"+acmax+" m/s2\r\nAverage Aceleration: "+acmedia+" m/s2"; 
     
    position4=1004; 
    position1=position4/4; 
    position2=position4/2; 
    position3=position1*3; 
    g.DrawLine(blackPen1, position1,478,position1,482); 
    g.DrawLine(blackPen1, position2,478,position2,482); 
    g.DrawLine(blackPen1, position3,478,position3,482); 
    g.DrawLine(blackPen1, position4,478,position4,482); 
 
    if(contemp<2000) 
    { 
     time4=contemp*trackBar1.Value; 
     time1=time4/4; 
     time2=time4/2; 
     time3=(time4*3)/4; 
     g.DrawString(time4+" s",new Font("Arial",7), 
System.Drawing.Brushes.Black, new Point(position4-10,485)); 
     g.DrawString(time3+" s",new Font("Arial",7), 
System.Drawing.Brushes.Black, new Point(position3-10,485)); 
     g.DrawString(time2+" s",new Font("Arial",7), 
System.Drawing.Brushes.Black, new Point(position2-10,485)); 
     g.DrawString(time1+" s",new Font("Arial",7), 
System.Drawing.Brushes.Black, new Point(position1-10,485)); 
    } 
    else 
    { 
     time4=(contemp*trackBar1.Value)/60; 
     time1=time4/4; 
     time2=time4/2; 
     time3=(time4*3)/4; 
     g.DrawString(time4+" m",new Font("Arial",7), 
System.Drawing.Brushes.Black, new Point(position4-10,485)); 
     g.DrawString(time3+" m",new Font("Arial",7), 
System.Drawing.Brushes.Black, new Point(position3-10,485)); 
     g.DrawString(time2+" m",new Font("Arial",7), 
System.Drawing.Brushes.Black, new Point(position2-10,485)); 
     g.DrawString(time1+" m",new Font("Arial",7), 
System.Drawing.Brushes.Black, new Point(position1-10,485)); 
    } 
    
    g.DrawString("t",new Font("Arial",11), System.Drawing.Brushes.Black, new 
Point(1015,460)); 
     
    F.Close(); 
   } 
   catch{} 
  } 
  //Escalado medidas 
  public int convertdata(int a,int option) 
  { 
   int offset=20; 
   int x,valor; 
   switch(option) 
   { 
    case 1: 
    { 
     x=a+offset; 
     valor=x*6; 
     valor=600-valor; 
     return valor; 
    } 
    case 2: 
    { 
     a=600-a; 
     valor=a/6; 
     valor=valor-20; 
     return valor; 
    } 
    case 3: 
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    { 
     x=a; 
     valor=x*12; 
     valor=480-valor; 
     return valor;      
    } 
   } 
   return 0; 
  } 
  private void trackBar1_Scroll(object sender, System.EventArgs e) 
  { 
   label9.Text=""+trackBar1.Value+" s/sample"; 
   pictureBox1.Refresh(); 
  } 
 } 
} 
2.3. MicazLogLibrary, librería de clases 
 
using System; 
 
namespace MicazLogLibrary 
{ 
 public class parametros_temp 
 { 
  public double a=0.00130705; 
  public double b=0.000214381; 
  public double c=0.000000093; 
  public double Rth; 
  public double R1=10000; 
  public double aux; 
  public double ADC_FS=1023; 
 
  public double calibre1=276.8476; 
  public double calibre2=278.447733; 
  public double calibre3=276.96926; 
  public double calibre4=278.116947; 
  public double calibre5=275.4989; 
  public double calibre6=275.90684; 
  public double calibre7=276.3154436; 
 } 
 public class sensibility_ac 
 { 
  public float sensibility1=(Single)167; 
  public float sensibility2=(Single)167; 
  public float sensibility3=(Single)167; 
  public float sensibility4=(Single)167; 
  public float g=(Single)9.81; 
 } 
 public class temperatura 
 { 
  public double convert_temp(double I,int SensorBoardID) 
  { 
   parametros_temp t=new parametros_temp(); 
   switch(SensorBoardID) 
   { 
    case 1:  
    { 
     t.Rth=t.R1*(t.ADC_FS-I)/I; 
     t.aux=Math.Log(t.Rth); 
     I=t.a+t.b*t.aux+t.c*(Math.Pow(t.aux,3)); 
     I=1/I; 
     I=I-t.calibre1;//Kelvin to Celsius 
     return I; 
    } 
    case 2: 
    { 
     t.Rth=t.R1*(t.ADC_FS-I)/I; 
     t.aux=Math.Log(t.Rth); 
     I=t.a+t.b*t.aux+t.c*(Math.Pow(t.aux,3)); 
     I=1/I; 
     I=I-t.calibre2;//Kelvin to Celsius 
     return I; 
    } 
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    case 3: 
    { 
     t.Rth=t.R1*(t.ADC_FS-I)/I; 
     t.aux=Math.Log(t.Rth); 
     I=t.a+t.b*t.aux+t.c*(Math.Pow(t.aux,3)); 
     I=1/I; 
     I=I-t.calibre3;//Kelvin to Celsius 
     return I; 
    } 
    case 4: 
    { 
     t.Rth=t.R1*(t.ADC_FS-I)/I; 
     t.aux=Math.Log(t.Rth); 
     I=t.a+t.b*t.aux+t.c*(Math.Pow(t.aux,3)); 
     I=1/I; 
     I=I-t.calibre4;//Kelvin to Celsius 
     return I; 
    } 
    case 5: 
    { 
     t.Rth=t.R1*(t.ADC_FS-I)/I; 
     t.aux=Math.Log(t.Rth); 
     I=t.a+t.b*t.aux+t.c*(Math.Pow(t.aux,3)); 
     I=1/I; 
     I=I-t.calibre5;//Kelvin to Celsius 
     return I;    
    } 
    case 6: 
    { 
     t.Rth=t.R1*(t.ADC_FS-I)/I; 
     t.aux=Math.Log(t.Rth); 
     I=t.a+t.b*t.aux+t.c*(Math.Pow(t.aux,3)); 
     I=1/I; 
     I=I-t.calibre6;//Kelvin to Celsius 
     return I;                         
    } 
    case 7: 
    { 
     t.Rth=t.R1*(t.ADC_FS-I)/I; 
     t.aux=Math.Log(t.Rth); 
     I=t.a+t.b*t.aux+t.c*(Math.Pow(t.aux,3)); 
     I=1/I; 
     I=I-t.calibre7;//Kelvin to Celsius 
     return I; 
    } 
   } 
   return I; 
  } 
 } 
 public class aceleration 
 { 
  double A; 
  sensibility_ac s = new sensibility_ac(); 
 
  public double acel(double N,double O,int SensorBoardID) 
  { 
   switch(SensorBoardID) 
   { 
    case 1: 
    { 
     //Acceleration 510-505      
     if(N<500) 
      N=1000-N; 
     N=N-500; 
     if(O<500) 
      O=1000-O; 
 
     O=O-500; 
     A=acel_module(N,O,s.sensibility1,s.g); 
     return A; 
    } 
    case 2: 
    { 
     //Acceleration  516-461     
     if(N<510) 
      N=1010-N; 
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     N=N-510; 
     if(O<455) 
      O=916-O; 
     O=O-455; 
     A=acel_module(N,O,s.sensibility2,s.g); 
     return A; 
    } 
    case 3: 
    { 
     //Acceleration  496 - 477     
     if(N<490) 
      N=980-N; 
     N=N-490; 
     if(O<470) 
      O=940-O; 
     O=O-470; 
     A=acel_module(N,O,s.sensibility3,s.g); 
     return A; 
    } 
    case 4: 
    { 
     //Acceleration  477 - 489      
     if(N<470) 
      N=940-N; 
     N=N-470; 
     if(O<480) 
      O=960-O; 
     O=O-480; 
     A=acel_module(N,O,s.sensibility4,s.g); 
     return A; 
    } 
   } 
   return A; 
  } 
  public double acel_module(double x,double y, float sensibility,float g) 
  { 
   double aux; 
 
   x=x/(sensibility/g); 
   y=y/(sensibility/g); 
   aux = Math.Sqrt(Math.Pow(x,2.0) + Math.Pow(y,2.0)); 
   if(aux<1) 
    aux=0; 
   return aux; 
  } 
 } 
 public class luz 
 { 
  public string convert_light(double K) 
  { 
   if(K<980) 
   { 
    if(K<650) 
     return "DARK"; 
    else 
     return "LIGHT"; 
   } 
   else 
    return "FLASH"; 
  } 
 } 
 public class MTS 
 { 
  public double temp1,temp2,temp3,temp4; 
  public double luz1,luz2,luz3,luz4; 
  public double A1,A2; 
  public string sluz1,sluz2,sluz3,sluz4; 
  public string mag; 
 } 
} 
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ANEXO G. CÓDIGO DE MICAZVIEW 
 
1. Código nesC para motes MICAz 
 
El código en nesC de la aplicación MicazView venía en la carpeta xbow.zip 
dentro del directorio apps del CD-ROM del MOTE-KIT2400, el nombre de la 
aplicación original es XSensorMTS300. Se ha aprovechado el código para 
crear la aplcación MicazView. 
 
2.1. Archivo de configuración  
 
includes sensorboardApp; 
configuration TestSensor  
{  
 // this module does not provide any interface 
} 
implementation 
{ 
  components Main, TestSensorM, LedsC,RadioCRCPacket as Comm, 
              FramerM, UART, TimerC, Voltage, MicC, PhotoTemp, Accel, Mag, Sounder; 
 
   Main.StdControl -> TestSensorM; 
 Main.StdControl -> TimerC; 
 
   TestSensorM.UARTControl -> FramerM; 
   TestSensorM.UARTSend -> FramerM; 
   TestSensorM.UARTReceive -> FramerM; 
 
   FramerM.ByteControl -> UART; 
   FramerM.ByteComm -> UART; 
 
   TestSensorM.RadioControl -> Comm; 
   TestSensorM.RadioSend -> Comm; 
   TestSensorM.RadioReceive -> Comm; 
 
  // Wiring for Battery Ref 
   TestSensorM.BattControl -> Voltage;   
   TestSensorM.ADCBATT -> Voltage;   
   
   TestSensorM.TempControl -> PhotoTemp.TempStdControl; 
   TestSensorM.PhotoControl -> PhotoTemp.PhotoStdControl; 
  TestSensorM.Temperature -> PhotoTemp.ExternalTempADC; 
  TestSensorM.Light -> PhotoTemp.ExternalPhotoADC; 
 
   TestSensorM.Sounder -> Sounder; 
    
   TestSensorM.MicControl -> MicC; 
   TestSensorM.Mic -> MicC; 
   TestSensorM.MicADC ->MicC; 
   
   TestSensorM.AccelControl->Accel; 
   TestSensorM.AccelX -> Accel.AccelX; 
   TestSensorM.AccelY -> Accel.AccelY; 
 
   TestSensorM.MagControl-> Mag; 
   TestSensorM.MagX -> Mag.MagX; 
   TestSensorM.MagY -> Mag.MagY; 
   
   TestSensorM.Leds -> LedsC; 
   TestSensorM.Timer -> TimerC.Timer[unique("Timer")]; 
} 
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2.2. Archivo módulo 
 
includes sensorboard; 
module TestSensorM  
{ 
 provides  
 { 
  interface StdControl; 
     } 
     uses  
 { 
 //UART communication 
  interface StdControl as UARTControl; 
  interface BareSendMsg as UARTSend; 
  interface ReceiveMsg as UARTReceive; 
 //RF communication 
  interface StdControl as RadioControl; 
  interface BareSendMsg as RadioSend; 
  interface ReceiveMsg as RadioReceive; 
 // Battery     
  interface ADC as ADCBATT; 
  interface StdControl as BattControl; 
 //Temp 
  interface StdControl as TempControl; 
  interface ADC as Temperature; 
 //Light 
  interface StdControl as PhotoControl; 
  interface ADC as Light; 
 // Mic 
  interface StdControl as MicControl; 
  interface Mic; 
  interface ADC as MicADC; 
 // Sounder 
  interface StdControl as Sounder; 
 // Accel    
  interface StdControl as AccelControl; 
  interface ADC as AccelX; 
  interface ADC as AccelY; 
 // Mag 
  interface StdControl as MagControl; 
  interface ADC as MagX; 
  interface ADC as MagY; 
   
  interface Timer; 
  interface Leds; 
 } 
} 
implementation  
{     
 enum { START, BUSY, SOUND_DONE}; 
     
     enum { SENSOR_ID = 0, PACKET_ID, NODE_ID=2, RSVD,  
    VREF=4, THERM =6, PHOTO = 8, MIC = 10,  
    ACCEL_X=12, ACCEL_Y=14, MAG_X=16, MAG_Y=18 }; 
     
 #define MSG_LEN  29  
     
     TOS_Msg msg_buf_uart, msg_buf_radio; 
     TOS_MsgPtr msg_uart,msg_radio; 
     
     char main_state; 
     bool sound_state, sending_packet; 
     
 /***** Task to xmit radio message****/ 
     task void send_radio_msg() 
 { 
  msg_radio->data[SENSOR_ID] = SENSOR_BOARD_ID; 
  msg_radio->data[PACKET_ID] = 1;     
  msg_radio->data[NODE_ID] = TOS_LOCAL_ADDRESS; 
  msg_radio->data[RSVD] = 0; 
  msg_radio->addr = TOS_BCAST_ADDR; 
  msg_radio->type = 0; 
  msg_radio->length = MSG_LEN; 
  msg_radio->group = TOS_AM_GROUP; 
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  call RadioSend.send(msg_radio); 
  return; 
     } 
 /****** Task to uart as message*****/ 
 task void send_uart_msg() 
 { 
  uint8_t i; 
 
  if (sending_packet) return; 
  atomic sending_packet = TRUE; 
 
  call Leds.yellowOn(); 
  
  msg_uart->data[SENSOR_ID] = SENSOR_BOARD_ID; 
  msg_uart->data[PACKET_ID] = 1;  
  msg_uart->data[NODE_ID] = TOS_LOCAL_ADDRESS; 
  msg_uart->data[RSVD] = 0; 
  msg_uart->addr = TOS_UART_ADDR; 
  msg_uart->type = 0; 
  msg_uart->length = MSG_LEN; 
  msg_uart->group = TOS_AM_GROUP;   
  for (i = 0; i <= MSG_LEN-1; i++)  
   msg_radio->data[i] = msg_uart->data[i]; 
 
  call UARTSend.send(msg_uart); 
  return; 
     } 
 /** * Initialize the component. ***/ 
   command result_t StdControl.init()  
 { 
       
        atomic  
  { 
     msg_uart = &msg_buf_uart; 
     msg_radio = &msg_buf_radio; 
        } 
  call BattControl.init();     
  call Leds.init(); 
        call UARTControl.init(); 
        call RadioControl.init(); 
        call TempControl.init(); 
        call MicControl.init(); 
        call Mic.gainAdjust(64);  // Set the gain of the microphone.  
 
  #if FEATURE_SOUNDER 
       call Sounder.init(); 
  #endif 
        atomic  
  { 
     main_state = START; 
       sound_state = TRUE; 
     sending_packet = FALSE; 
        } 
        #ifdef MTS310 
        call AccelControl.init(); 
        call MagControl.init(); 
  #endif 
       
       return SUCCESS; 
        } 
  /*** * Start the component. Start the clock.******/ 
   command result_t StdControl.start() 
   { 
        call Leds.redOn(); 
    //call TempControl.start();  
  //call BattControl.start();  
  #ifdef MTS310 
        call AccelControl.start(); 
        call MagControl.start(); 
  #endif 
        call UARTControl.start(); 
        call RadioControl.start(); 
        call Timer.start(TIMER_REPEAT, 1000); 
        call Leds.greenOn(); 
  return SUCCESS;  
   } 
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 /*** * Stop the component.******/ 
   command result_t StdControl.stop()  
 { 
        call BattControl.stop();  
        call TempControl.stop();   
        call PhotoControl.stop();  
  #ifdef MTS310 
        call AccelControl.stop(); 
        call MagControl.stop(); 
  #endif  
        call UARTControl.stop(); 
        call RadioControl.stop(); 
        return SUCCESS;     
   } 
 /***** Measure Temp, Light, Mic, toggle sounder  ******/ 
   event result_t Timer.fired()  
 { 
       char l_state; 
         call Leds.redToggle(); 
       
        atomic l_state = main_state; 
       
        if (sending_packet)  
     return SUCCESS;                //don't overrun buffers 
 
        l_state = START; 
 
        switch (l_state)  
  { 
     case SOUND_DONE: 
         atomic main_state = START; 
 
     case START: 
         atomic main_state = BUSY; 
         call BattControl.start();  
         call ADCBATT.getData();     //get sensor data; 
         break; 
 
     case BUSY: 
     default: 
         break; 
        }  
        return SUCCESS; 
   } 
 /**** Battery Ref ADC data ready  * Issue a command to sample the Temperature ADC data. *****/ 
   async event result_t ADCBATT.dataReady(uint16_t data)  
 { 
        msg_uart-> data[VREF] = data & 0x00ff;      //voltage reference data 
        msg_uart-> data[VREF+1] = data >> 8; 
        call BattControl.stop();  
        call Temperature.getData();  
         
        return SUCCESS; 
   } 
 /****** Temperature ADC data ready * Issue a command to sample the Photocell ADC data. ********/  
   async event result_t Temperature.dataReady(uint16_t data)  
 { 
         msg_uart->data[THERM] = data & 0xff; 
         msg_uart->data[THERM+1] = data >> 8; 
 
         call TempControl.stop();   
         call PhotoControl.start();  
         call Light.getData();  
 
         return SUCCESS; 
   } 
 /*** * Photocell ADC data ready  * Issue a command to sample the MicroPhone ADC data. *****/  
   async event result_t Light.dataReady(uint16_t data)   
 { 
         msg_uart->data[PHOTO] = data & 0xff; 
         msg_uart->data[PHOTO+1] = data >> 8; 
                call PhotoControl.stop();  
         call TempControl.start();  
         call MicADC.getData();  
         return SUCCESS; 
   } 
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 /**** * MicroPhone ADC data ready *******/    
  async event result_t MicADC.dataReady(uint16_t data)  
 { 
        msg_uart->data[MIC] = data & 0xff; 
        msg_uart->data[MIC+1] = data >> 8; 
       
  #ifdef MTS310 
        call AccelX.getData(); 
  #else       
        // This is the final sensor reading for the MTS300... 
        if (!sending_packet) 
     post send_uart_msg(); 
        #if FEATURE_SOUNDER 
        if (sound_state) call Sounder.start(); 
        else call Sounder.stop(); 
        atomic  
  { 
     sound_state = SOUND_STATE_CHANGE; 
     atomic main_state = SOUND_DONE; 
        } 
  #endif 
  #endif 
        return SUCCESS; 
   }  
   /****** *  ADC data ready  *  Issue a command to sample the accelerometer's Y axis. ******/ 
   async event result_t AccelX.dataReady(uint16_t data)  
 { 
        msg_uart->data[ACCEL_X]   = data & 0x00ff; 
        msg_uart->data[ACCEL_X+1] = data >> 8; 
        call AccelY.getData();    
        return SUCCESS; 
   } 
 
 /**  ADC data ready *  Issue a command to sample the magnetometer's X axis. (Magnetometer A pin) **/ 
   async event result_t AccelY.dataReady(uint16_t data)  
 { 
        msg_uart->data[ACCEL_Y]   = data & 0x00ff; 
        msg_uart->data[ACCEL_Y+1] = data >> 8; 
        call MagX.getData(); 
        return SUCCESS; 
   } 
  /** * ADC data ready * Issue a command to sample the magnetometer's Y axis. * (Magnetometer B pin) */ 
   async event result_t MagX.dataReady(uint16_t data) 
 { 
        msg_uart->data[MAG_X]   = data & 0x00ff; 
        msg_uart->data[MAG_X+1] = data >> 8; 
        call  MagY.getData(); //get data for MagnetometerB 
        return SUCCESS;   
   } 
  /**  * ADC data ready  * Issue a task to send uart packet.  */ 
   async event result_t MagY.dataReady(uint16_t data) 
 { 
      msg_uart->data[MAG_Y]   = data & 0x00ff; 
  msg_uart->data[MAG_Y+1] = data >> 8; 
  
  if (!sending_packet) 
   post send_uart_msg(); 
  
  #if FEATURE_SOUNDER 
      if (sound_state) call Sounder.start(); 
      else call Sounder.stop(); 
      atomic  
  { 
      sound_state = SOUND_STATE_CHANGE; 
      atomic main_state = SOUND_DONE; 
      } 
  #endif 
      return SUCCESS;   
   } 
 /**** * Uart msg xmitted.  * Xmit same msg over radio*****/ 
   event result_t UARTSend.sendDone(TOS_MsgPtr msg, result_t success)  
 { 
        atomic msg_uart = msg; 
        post send_radio_msg(); 
        return SUCCESS; 
   } 
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 /******* * Radio msg xmitted. *****/ 
   event result_t RadioSend.sendDone(TOS_MsgPtr msg, result_t success)  
 { 
        atomic  
  { 
     msg_radio = msg; 
     main_state = START; 
     sending_packet = FALSE; 
        } 
        call Leds.yellowOff(); 
       
       return SUCCESS; 
   } 
 /*** * Uart msg rcvd.  * This app doesn't respond to any incoming uart msg * Just return****/ 
   event TOS_MsgPtr UARTReceive.receive(TOS_MsgPtr data)  
 { 
        return data; 
   } 
 /*** * Radio msg rcvd.  * This app doesn't respond to any incoming radio msg * Just return*****/ 
   event TOS_MsgPtr RadioReceive.receive(TOS_MsgPtr data)  
 { 
        return data; 
   } 
} 
2. Código C# para aplicación PC 
 
Este subapartado muestra el código de C# referente a la aplicación MicazView 
para el PC. Está estructurado en los diferentes formularios que conforman el 
programa, exceptuando el formulario Graphics ya que es idéntico al mostrado 
en el anexo anterior. 
 
2.1. Formulario principal 
 
using System; 
using System.Drawing; 
using System.Collections; 
using System.ComponentModel; 
using System.Windows.Forms; 
using System.Data; 
using System.Threading; 
using System.Net; 
using System.Net.Sockets; 
using System.IO; 
using System.Text; 
using System.Runtime.Serialization; 
using System.Runtime.Serialization.Formatters.Binary; 
using System.Diagnostics; 
using System.Drawing.Drawing2D; 
using MicazViewLibrary; 
 
namespace MicazView 
{ 
 public class Principal : System.Windows.Forms.Form 
 { 
  int N,O; 
  Thread t;  
  Process[] myProcesses; 
      
  Socket C; 
  static IPAddress local = Dns.Resolve(Dns.GetHostName()).AddressList[0]; 
  static byte[] buffer = new byte[29]; 
  IPEndPoint localEndPoint = new IPEndPoint(local, 9001); 
  static byte[] init = new byte[2]; 
 
  string text=null; 
  int contador; 
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  public ArrayList Todo300 = new ArrayList(); 
  public ArrayList Todo310 = new ArrayList(); 
  private System.Windows.Forms.Button button2; 
  private System.Windows.Forms.Label label2; 
  private System.Windows.Forms.Label label3; 
  private System.Timers.Timer timer1; 
  private System.Windows.Forms.ListBox MTS300; 
  private System.Windows.Forms.ListBox MTS310; 
  private System.Windows.Forms.Button button5; 
  private System.Windows.Forms.ListBox CarMTS300; 
  private System.Windows.Forms.ListBox CarMTS310; 
  private System.Windows.Forms.Button button1; 
  private System.Windows.Forms.Button button3; 
  private System.Timers.Timer timer2; 
  private System.Windows.Forms.MainMenu mainMenu1; 
  private System.Windows.Forms.MenuItem menuItem1; 
  private System.Windows.Forms.MenuItem menuItem2; 
  private System.Windows.Forms.MenuItem menuItem3; 
  private System.Windows.Forms.PictureBox pictureBox1; 
  private System.Windows.Forms.PictureBox pictureBox2; 
  private System.Windows.Forms.MenuItem menuItem4; 
  private System.Windows.Forms.Label label5; 
  private System.Windows.Forms.Label label6; 
  private System.Windows.Forms.Label label7; 
  private System.Windows.Forms.Label label1; 
  private System.Windows.Forms.Label label4; 
  private System.Windows.Forms.ToolTip toolTip1; 
  private System.Windows.Forms.Label label8; 
  private System.Windows.Forms.Timer timer3; 
  private System.Windows.Forms.Button button4; 
  private System.Windows.Forms.Button button6; 
  private System.Windows.Forms.Button button7; 
  private System.Windows.Forms.ProgressBar progressBar1; 
  private System.Windows.Forms.ProgressBar progressBar2; 
  private System.Windows.Forms.Label label9; 
  private System.Windows.Forms.Label label10; 
  private System.Windows.Forms.Label label11; 
  private System.Windows.Forms.Label label12; 
  private System.ComponentModel.IContainer components; 
  public Principal() 
  { 
   InitializeComponent(); 
  } 
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if (components != null)  
    { 
     components.Dispose(); 
    } 
   } 
   base.Dispose( disposing ); 
  } 
  #region Código generado por el Diseñador de Windows Forms 
  private void InitializeComponent() 
  { 
   this.components = new System.ComponentModel.Container(); 
   System.Resources.ResourceManager resources = new 
System.Resources.ResourceManager(typeof(Principal)); 
   this.button2 = new System.Windows.Forms.Button(); 
   this.label2 = new System.Windows.Forms.Label(); 
   this.label3 = new System.Windows.Forms.Label(); 
   this.timer1 = new System.Timers.Timer(); 
   this.MTS300 = new System.Windows.Forms.ListBox(); 
   this.MTS310 = new System.Windows.Forms.ListBox(); 
   this.button5 = new System.Windows.Forms.Button(); 
   this.CarMTS300 = new System.Windows.Forms.ListBox(); 
   this.CarMTS310 = new System.Windows.Forms.ListBox(); 
   this.button1 = new System.Windows.Forms.Button(); 
   this.button3 = new System.Windows.Forms.Button(); 
   this.timer2 = new System.Timers.Timer(); 
   this.mainMenu1 = new System.Windows.Forms.MainMenu(); 
   this.menuItem1 = new System.Windows.Forms.MenuItem(); 
   this.menuItem2 = new System.Windows.Forms.MenuItem(); 
   this.menuItem4 = new System.Windows.Forms.MenuItem(); 
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   this.menuItem3 = new System.Windows.Forms.MenuItem(); 
   this.pictureBox1 = new System.Windows.Forms.PictureBox(); 
   this.pictureBox2 = new System.Windows.Forms.PictureBox(); 
   this.label5 = new System.Windows.Forms.Label(); 
   this.label6 = new System.Windows.Forms.Label(); 
   this.label7 = new System.Windows.Forms.Label(); 
   this.label1 = new System.Windows.Forms.Label(); 
   this.label4 = new System.Windows.Forms.Label(); 
   this.toolTip1 = new System.Windows.Forms.ToolTip(this.components); 
   this.label8 = new System.Windows.Forms.Label(); 
   this.timer3 = new System.Windows.Forms.Timer(this.components); 
   this.button4 = new System.Windows.Forms.Button(); 
   this.button6 = new System.Windows.Forms.Button(); 
   this.button7 = new System.Windows.Forms.Button(); 
   this.progressBar1 = new System.Windows.Forms.ProgressBar(); 
   this.progressBar2 = new System.Windows.Forms.ProgressBar(); 
   this.label9 = new System.Windows.Forms.Label(); 
   this.label10 = new System.Windows.Forms.Label(); 
   this.label11 = new System.Windows.Forms.Label(); 
   this.label12 = new System.Windows.Forms.Label(); 
   ((System.ComponentModel.ISupportInitialize)(this.timer1)).BeginInit(); 
   ((System.ComponentModel.ISupportInitialize)(this.timer2)).BeginInit(); 
   this.SuspendLayout(); 
   // button2 
   this.button2.BackColor = System.Drawing.Color.Transparent; 
   this.button2.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button2.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.button2.Font = new System.Drawing.Font("Microsoft Sans Serif", 11F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button2.ForeColor = System.Drawing.Color.White; 
   this.button2.Image = ((System.Drawing.Image)(resources.GetObject("button2.Image"))); 
   this.button2.Location = new System.Drawing.Point(240, 360); 
   this.button2.Name = "button2"; 
   this.button2.Size = new System.Drawing.Size(136, 40); 
   this.button2.TabIndex = 3; 
   this.button2.Text = "Log "; 
   this.button2.Click += new System.EventHandler(this.button2_Click); 
   // label2 
   this.label2.BackColor = System.Drawing.Color.Blue; 
   this.label2.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label2.ForeColor = System.Drawing.Color.White; 
   this.label2.Location = new System.Drawing.Point(1016, 696); 
   this.label2.Name = "label2"; 
   this.label2.Size = new System.Drawing.Size(16, 16); 
   this.label2.TabIndex = 5; 
   this.label2.Text = "®"; 
   this.label2.Click += new System.EventHandler(this.label2_Click); 
   // label3 
   this.label3.BackColor = System.Drawing.Color.FromArgb(((System.Byte)(224)), 
((System.Byte)(224)), ((System.Byte)(224))); 
   this.label3.BorderStyle = System.Windows.Forms.BorderStyle.Fixed3D; 
   this.label3.Font = new System.Drawing.Font("Microsoft Sans Serif", 11F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label3.ForeColor = System.Drawing.Color.Blue; 
   this.label3.Location = new System.Drawing.Point(408, 400); 
   this.label3.Name = "label3"; 
   this.label3.Size = new System.Drawing.Size(208, 32); 
   this.label3.TabIndex = 7; 
   this.label3.TextAlign = System.Drawing.ContentAlignment.MiddleCenter; 
   // timer1 
   this.timer1.Enabled = true; 
   this.timer1.Interval = 1000; 
   this.timer1.SynchronizingObject = this; 
   this.timer1.Elapsed += new System.Timers.ElapsedEventHandler(this.timer1_Elapsed); 
   // MTS300 
   this.MTS300.BackColor = System.Drawing.Color.White; 
   this.MTS300.BorderStyle = System.Windows.Forms.BorderStyle.None; 
   this.MTS300.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.MTS300.ForeColor = System.Drawing.Color.Red; 
   this.MTS300.ItemHeight = 19; 
   this.MTS300.Location = new System.Drawing.Point(120, 232); 
   this.MTS300.Name = "MTS300"; 
   this.MTS300.Size = new System.Drawing.Size(240, 114); 
   this.MTS300.TabIndex = 18; 
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   // MTS310 
   this.MTS310.BackColor = System.Drawing.Color.White; 
   this.MTS310.BorderStyle = System.Windows.Forms.BorderStyle.None; 
   this.MTS310.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.MTS310.ForeColor = System.Drawing.Color.Red; 
   this.MTS310.ItemHeight = 19; 
   this.MTS310.Location = new System.Drawing.Point(664, 232); 
   this.MTS310.Name = "MTS310"; 
   this.MTS310.Size = new System.Drawing.Size(240, 114); 
   this.MTS310.TabIndex = 26; 
   // button5 
   this.button5.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button5.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.button5.Font = new System.Drawing.Font("Microsoft Sans Serif", 11F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button5.ForeColor = System.Drawing.Color.White; 
   this.button5.Image = ((System.Drawing.Image)(resources.GetObject("button5.Image"))); 
   this.button5.Location = new System.Drawing.Point(784, 360); 
   this.button5.Name = "button5"; 
   this.button5.Size = new System.Drawing.Size(136, 40); 
   this.button5.TabIndex = 31; 
   this.button5.Text = "Log "; 
   this.button5.Click += new System.EventHandler(this.button5_Click); 
   // CarMTS300 
   this.CarMTS300.BackColor = System.Drawing.Color.White; 
   this.CarMTS300.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.CarMTS300.ForeColor = System.Drawing.Color.Black; 
   this.CarMTS300.ItemHeight = 18; 
   this.CarMTS300.Location = new System.Drawing.Point(96, 488); 
   this.CarMTS300.Name = "CarMTS300"; 
   this.CarMTS300.Size = new System.Drawing.Size(288, 148); 
   this.CarMTS300.TabIndex = 32; 
   // CarMTS310 
   this.CarMTS310.BackColor = System.Drawing.Color.White; 
   this.CarMTS310.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.CarMTS310.ForeColor = System.Drawing.Color.Black; 
   this.CarMTS310.ItemHeight = 18; 
   this.CarMTS310.Location = new System.Drawing.Point(632, 488); 
   this.CarMTS310.Name = "CarMTS310"; 
   this.CarMTS310.Size = new System.Drawing.Size(288, 148); 
   this.CarMTS310.TabIndex = 33; 
   // button1 
   this.button1.BackColor = System.Drawing.Color.Transparent; 
   this.button1.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button1.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.button1.Font = new System.Drawing.Font("Microsoft Sans Serif", 11F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button1.ForeColor = System.Drawing.Color.White; 
   this.button1.Image = ((System.Drawing.Image)(resources.GetObject("button1.Image"))); 
   this.button1.Location = new System.Drawing.Point(96, 360); 
   this.button1.Name = "button1"; 
   this.button1.Size = new System.Drawing.Size(136, 40); 
   this.button1.TabIndex = 2; 
   this.button1.Text = "Control "; 
   this.button1.Click += new System.EventHandler(this.button1_Click); 
   // button3 
   this.button3.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button3.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.button3.Font = new System.Drawing.Font("Microsoft Sans Serif", 11F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button3.ForeColor = System.Drawing.Color.White; 
   this.button3.Image = ((System.Drawing.Image)(resources.GetObject("button3.Image"))); 
   this.button3.Location = new System.Drawing.Point(640, 360); 
   this.button3.Name = "button3"; 
   this.button3.Size = new System.Drawing.Size(136, 40); 
   this.button3.TabIndex = 30; 
   this.button3.Text = "Control "; 
   this.button3.Click += new System.EventHandler(this.button3_Click); 
   // timer2 
   this.timer2.Enabled = true; 
   this.timer2.Interval = 2500; 
   this.timer2.SynchronizingObject = this; 
   this.timer2.Elapsed += new System.Timers.ElapsedEventHandler(this.timer2_Elapsed); 
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   // mainMenu1 
   this.mainMenu1.MenuItems.AddRange(new System.Windows.Forms.MenuItem[] { 
            
           this.menuItem1, 
            
           this.menuItem4}); 
   // menuItem1 
   this.menuItem1.Index = 0; 
   this.menuItem1.MenuItems.AddRange(new System.Windows.Forms.MenuItem[] { 
            
           this.menuItem2}); 
   this.menuItem1.Text = "File"; 
   // menuItem2 
   this.menuItem2.Index = 0; 
   this.menuItem2.Shortcut = System.Windows.Forms.Shortcut.CtrlQ; 
   this.menuItem2.Text = "Exit                   "; 
   this.menuItem2.Click += new System.EventHandler(this.menuItem2_Click); 
   // menuItem4 
   this.menuItem4.Index = 1; 
   this.menuItem4.MenuItems.AddRange(new System.Windows.Forms.MenuItem[] { 
            
           this.menuItem3}); 
   this.menuItem4.Text = "Help"; 
   // menuItem3 
   this.menuItem3.Index = 0; 
   this.menuItem3.Shortcut = System.Windows.Forms.Shortcut.F1; 
   this.menuItem3.Text = "About MicazView...          "; 
   this.menuItem3.Click += new System.EventHandler(this.menuItem3_Click); 
   // pictureBox1 
   this.pictureBox1.BackgroundImage = 
((System.Drawing.Image)(resources.GetObject("pictureBox1.BackgroundImage"))); 
   this.pictureBox1.Location = new System.Drawing.Point(120, 64); 
   this.pictureBox1.Name = "pictureBox1"; 
   this.pictureBox1.Size = new System.Drawing.Size(240, 168); 
   this.pictureBox1.TabIndex = 34; 
   this.pictureBox1.TabStop = false; 
   // pictureBox2 
   this.pictureBox2.BackColor = System.Drawing.Color.Transparent; 
   this.pictureBox2.BackgroundImage = 
((System.Drawing.Image)(resources.GetObject("pictureBox2.BackgroundImage"))); 
   this.pictureBox2.Location = new System.Drawing.Point(664, 64); 
   this.pictureBox2.Name = "pictureBox2"; 
   this.pictureBox2.Size = new System.Drawing.Size(240, 168); 
   this.pictureBox2.TabIndex = 35; 
   this.pictureBox2.TabStop = false; 
   // label5 
   this.label5.BackColor = System.Drawing.Color.Transparent; 
   this.label5.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label5.ForeColor = System.Drawing.Color.White; 
   this.label5.Location = new System.Drawing.Point(96, 464); 
   this.label5.Name = "label5"; 
   this.label5.Size = new System.Drawing.Size(288, 24); 
   this.label5.TabIndex = 37; 
   this.label5.Text = "Properties MTS300"; 
   this.label5.TextAlign = System.Drawing.ContentAlignment.MiddleCenter; 
   // label6 
   this.label6.BackColor = System.Drawing.Color.Transparent; 
   this.label6.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label6.ForeColor = System.Drawing.Color.White; 
   this.label6.Location = new System.Drawing.Point(632, 464); 
   this.label6.Name = "label6"; 
   this.label6.Size = new System.Drawing.Size(288, 24); 
   this.label6.TabIndex = 38; 
   this.label6.Text = "Properties MTS310"; 
   this.label6.TextAlign = System.Drawing.ContentAlignment.MiddleCenter; 
   // label7 
   this.label7.BackColor = System.Drawing.Color.White; 
   this.label7.BorderStyle = System.Windows.Forms.BorderStyle.Fixed3D; 
   this.label7.Font = new System.Drawing.Font("Tahoma", 11F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label7.ForeColor = System.Drawing.Color.Blue; 
   this.label7.Location = new System.Drawing.Point(408, 376); 
   this.label7.Name = "label7"; 
   this.label7.Size = new System.Drawing.Size(208, 24); 
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   this.label7.TabIndex = 39; 
   this.label7.Text = "Date And Time"; 
   this.label7.TextAlign = System.Drawing.ContentAlignment.MiddleCenter; 
   // label1 
   this.label1.BackColor = System.Drawing.Color.Transparent; 
   this.label1.Font = new System.Drawing.Font("Tahoma", 14.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label1.ForeColor = System.Drawing.Color.White; 
   this.label1.Location = new System.Drawing.Point(664, 40); 
   this.label1.Name = "label1"; 
   this.label1.Size = new System.Drawing.Size(240, 24); 
   this.label1.TabIndex = 36; 
   this.label1.Text = "SensorBoard MTS310"; 
   this.label1.TextAlign = System.Drawing.ContentAlignment.MiddleCenter; 
   // label4 
   this.label4.BackColor = System.Drawing.Color.Transparent; 
   this.label4.Font = new System.Drawing.Font("Tahoma", 14.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label4.ForeColor = System.Drawing.Color.White; 
   this.label4.Location = new System.Drawing.Point(120, 40); 
   this.label4.Name = "label4"; 
   this.label4.Size = new System.Drawing.Size(240, 24); 
   this.label4.TabIndex = 27; 
   this.label4.Text = "SensorBoard MTS300"; 
   this.label4.TextAlign = System.Drawing.ContentAlignment.MiddleCenter; 
   // toolTip1 
   this.toolTip1.AutomaticDelay = 800; 
   this.toolTip1.ShowAlways = true; 
   // label8 
   this.label8.BackColor = System.Drawing.Color.Transparent; 
   this.label8.Location = new System.Drawing.Point(424, 88); 
   this.label8.Name = "label8"; 
   this.label8.Size = new System.Drawing.Size(176, 184); 
   this.label8.TabIndex = 40; 
   // timer3 
   this.timer3.Interval = 900; 
   this.timer3.Tick += new System.EventHandler(this.timer3_Tick); 
   // button4 
   this.button4.BackColor = System.Drawing.Color.Transparent; 
   this.button4.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button4.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.button4.Font = new System.Drawing.Font("Microsoft Sans Serif", 11F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button4.ForeColor = System.Drawing.Color.White; 
   this.button4.Image = ((System.Drawing.Image)(resources.GetObject("button4.Image"))); 
   this.button4.Location = new System.Drawing.Point(152, 408); 
   this.button4.Name = "button4"; 
   this.button4.Size = new System.Drawing.Size(168, 40); 
   this.button4.TabIndex = 41; 
   this.button4.Text = "Graphics"; 
   this.button4.Click += new System.EventHandler(this.button4_Click); 
   // button6 
   this.button6.BackColor = System.Drawing.Color.Transparent; 
   this.button6.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button6.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.button6.Font = new System.Drawing.Font("Microsoft Sans Serif", 11F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button6.ForeColor = System.Drawing.Color.White; 
   this.button6.Image = ((System.Drawing.Image)(resources.GetObject("button6.Image"))); 
   this.button6.Location = new System.Drawing.Point(696, 408); 
   this.button6.Name = "button6"; 
   this.button6.Size = new System.Drawing.Size(168, 40); 
   this.button6.TabIndex = 42; 
   this.button6.Text = "Graphics"; 
   this.button6.Click += new System.EventHandler(this.button6_Click); 
   // button7 
   this.button7.BackColor = System.Drawing.Color.Transparent; 
   this.button7.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button7.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.button7.Font = new System.Drawing.Font("Microsoft Sans Serif", 9F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button7.ForeColor = System.Drawing.Color.White; 
   this.button7.Image = ((System.Drawing.Image)(resources.GetObject("button7.Image"))); 
   this.button7.Location = new System.Drawing.Point(472, 488); 
   this.button7.Name = "button7"; 
   this.button7.Size = new System.Drawing.Size(72, 24); 
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   this.button7.TabIndex = 43; 
   this.button7.Text = "RESET"; 
   this.button7.Click += new System.EventHandler(this.button7_Click); 
   // progressBar1 
   this.progressBar1.Anchor = 
((System.Windows.Forms.AnchorStyles)((((System.Windows.Forms.AnchorStyles.Top | 
System.Windows.Forms.AnchorStyles.Bottom)  
    | System.Windows.Forms.AnchorStyles.Left)  
    | System.Windows.Forms.AnchorStyles.Right))); 
   this.progressBar1.Location = new System.Drawing.Point(136, 664); 
   this.progressBar1.Name = "progressBar1"; 
   this.progressBar1.Size = new System.Drawing.Size(202, 32); 
   this.progressBar1.Step = 1; 
   this.progressBar1.TabIndex = 44; 
   // progressBar2 
   this.progressBar2.Location = new System.Drawing.Point(675, 664); 
   this.progressBar2.Name = "progressBar2"; 
   this.progressBar2.Size = new System.Drawing.Size(202, 32); 
   this.progressBar2.Step = 1; 
   this.progressBar2.TabIndex = 45; 
   // label9 
   this.label9.BackColor = System.Drawing.Color.Transparent; 
   this.label9.Font = new System.Drawing.Font("Tahoma", 9F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label9.ForeColor = System.Drawing.Color.White; 
   this.label9.Location = new System.Drawing.Point(200, 644); 
   this.label9.Name = "label9"; 
   this.label9.Size = new System.Drawing.Size(72, 16); 
   this.label9.TabIndex = 46; 
   this.label9.Text = "Batery Level"; 
   // label10 
   this.label10.BackColor = System.Drawing.Color.Transparent; 
   this.label10.Font = new System.Drawing.Font("Tahoma", 9F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label10.ForeColor = System.Drawing.Color.White; 
   this.label10.Location = new System.Drawing.Point(736, 644); 
   this.label10.Name = "label10"; 
   this.label10.Size = new System.Drawing.Size(72, 16); 
   this.label10.TabIndex = 47; 
   this.label10.Text = "Batery Level"; 
   // label11 
   this.label11.BackColor = System.Drawing.Color.Transparent; 
   this.label11.Font = new System.Drawing.Font("Tahoma", 9F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label11.ForeColor = System.Drawing.Color.White; 
   this.label11.Location = new System.Drawing.Point(340, 670); 
   this.label11.Name = "label11"; 
   this.label11.Size = new System.Drawing.Size(70, 19); 
   this.label11.TabIndex = 48; 
   // label12 
   this.label12.BackColor = System.Drawing.Color.Transparent; 
   this.label12.Font = new System.Drawing.Font("Tahoma", 9F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label12.ForeColor = System.Drawing.Color.White; 
   this.label12.Location = new System.Drawing.Point(880, 670); 
   this.label12.Name = "label12"; 
   this.label12.Size = new System.Drawing.Size(70, 19); 
   this.label12.TabIndex = 49; 
   // Principal 
   this.AutoScaleBaseSize = new System.Drawing.Size(5, 13); 
   this.BackgroundImage = 
((System.Drawing.Image)(resources.GetObject("$this.BackgroundImage"))); 
   this.ClientSize = new System.Drawing.Size(1032, 713); 
   this.Controls.Add(this.label12); 
   this.Controls.Add(this.label11); 
   this.Controls.Add(this.label10); 
   this.Controls.Add(this.label9); 
   this.Controls.Add(this.progressBar2); 
   this.Controls.Add(this.progressBar1); 
   this.Controls.Add(this.button7); 
   this.Controls.Add(this.button6); 
   this.Controls.Add(this.button4); 
   this.Controls.Add(this.label8); 
   this.Controls.Add(this.label7); 
   this.Controls.Add(this.label6); 
   this.Controls.Add(this.label5); 
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   this.Controls.Add(this.label1); 
   this.Controls.Add(this.pictureBox2); 
   this.Controls.Add(this.pictureBox1); 
   this.Controls.Add(this.CarMTS310); 
   this.Controls.Add(this.CarMTS300); 
   this.Controls.Add(this.button5); 
   this.Controls.Add(this.button3); 
   this.Controls.Add(this.label4); 
   this.Controls.Add(this.MTS310); 
   this.Controls.Add(this.MTS300); 
   this.Controls.Add(this.label3); 
   this.Controls.Add(this.label2); 
   this.Controls.Add(this.button2); 
   this.Controls.Add(this.button1); 
   this.Font = new System.Drawing.Font("Microsoft Sans Serif", 8F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.Icon = ((System.Drawing.Icon)(resources.GetObject("$this.Icon"))); 
   this.MaximizeBox = false; 
   this.Menu = this.mainMenu1; 
   this.Name = "Principal"; 
   this.StartPosition = System.Windows.Forms.FormStartPosition.CenterScreen; 
   this.Text = "MicazView v.1.1"; 
   this.Load += new System.EventHandler(this.Principal_Load); 
   ((System.ComponentModel.ISupportInitialize)(this.timer1)).EndInit(); 
   ((System.ComponentModel.ISupportInitialize)(this.timer2)).EndInit(); 
   this.ResumeLayout(false); 
 
  } 
  #endregion 
  [STAThread] 
  static void Main()  
  {    
   Application.Run(new Principal()); 
  } 
  //Botones para mostrar: About MicazView v1.1 
  private void label2_Click(object sender, System.EventArgs e) 
  { 
   About_MicazView p = new About_MicazView(); 
   p.Show(); 
  } 
  private void menuItem3_Click(object sender, System.EventArgs e) 
  { 
   About_MicazView p = new About_MicazView(); 
   p.Show();   
  } 
  private void Principal_Load(object sender, System.EventArgs e) 
  { 
   label11.Text="0 %"; 
   label12.Text="0 %"; 
   ProcessStartInfo serialforwarder = new ProcessStartInfo("serial.bat"); 
   serialforwarder.WindowStyle = ProcessWindowStyle.Hidden; 
  
   this.Closing+=new CancelEventHandler(this.exit_button); 
 
   this.FormBorderStyle = FormBorderStyle.FixedSingle; 
 
   try 
   { 
    Process.Start(serialforwarder); 
   } 
   catch{} 
    
   toolTip1.SetToolTip(this.button1,"Show MTS300 Remote Control"); 
   toolTip1.SetToolTip(this.button2,"Show MTS300 Log"); 
 
   toolTip1.SetToolTip(this.button3,"Show MTS300 Remote Control"); 
   toolTip1.SetToolTip(this.button5,"Show MTS300 Log"); 
 
   toolTip1.SetToolTip(this.label8,"Copyright 2005"); 
 
   toolTip1.SetToolTip(this.button4,"Load MTS300 Graphics"); 
   toolTip1.SetToolTip(this.button6,"Load MTS310 Graphics"); 
 
   timer2.Start();   
  } 
  private void exit_button(object sender, CancelEventArgs e) 
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  { 
   if((exit())==1) 
    e.Cancel=true; 
  } 
  //Salta el timer2 y carga el programa, una vez arrancado el SerialForwarder 
  private void timer2_Elapsed(object sender, System.Timers.ElapsedEventArgs e) 
  {   
   timer1.Start(); 
   timer3.Start(); 
   t = new Thread(new ThreadStart(captura)); 
   t.Start();  
   try 
   { 
    myProcesses = Process.GetProcessesByName("SerialForwarder"); 
   } 
   catch{} 
   timer2.Stop(); 
  } 
  //Botón del Menu: Cerrar Aplicación 
  private void menuItem2_Click(object sender, System.EventArgs e) 
  { 
   exit(); 
  } 
  public int exit() 
  { 
   if(MessageBox.Show("Do you really want to close MicazView?", "MicazView 
v1.1",MessageBoxButtons.YesNo,MessageBoxIcon.Question)== DialogResult.Yes) 
   { 
    try{C.Close();} 
    catch{} 
    try{t.Abort();} 
    catch{} 
    try 
    { 
     foreach(Process myProcess in myProcesses) 
     { 
      myProcess.CloseMainWindow(); 
      myProcess.Close(); 
     } 
    } 
    catch{} 
    Application.Exit(); 
    return 0; 
   } 
   else 
    return 1; 
  } 
  //Función para leer ficheros y anotar su extensión en la variable global "contador" 
  public void cuenta(string text) 
  { 
   string line; 
   try 
   { 
    FileStream Fichero = new FileStream (text, 
FileMode.Open,FileAccess.Read,FileShare.Read ); 
    StreamReader F = new StreamReader(Fichero); 
    for(contador=0;(line = F.ReadLine()) != null;contador++){} 
    F.Close(); 
   } 
   catch{} 
  } 
  //Función para abrir OpenFileDialog y abrir el form de graphics300/310 
  public void select_file(int form) 
  { 
   OpenFileDialog openFileDialog1=new OpenFileDialog(); 
   openFileDialog1.Filter = "txt files (*.txt)|*.txt|All files (*.*)|*.*" ; 
   openFileDialog1.FilterIndex = 1 ; 
   openFileDialog1.RestoreDirectory = true ; 
   try 
   { 
    if(openFileDialog1.ShowDialog() == DialogResult.OK) 
    { 
     text=openFileDialog1.FileName; 
     if(text.EndsWith(".txt")) 
     { 
      cuenta(text); 
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      switch(form) 
      { 
       case 1: 
       { 
        Graphic300 p = new Graphic300(); 
        p.recibe_dato(text,contador); 
        p.Show();    
       
       }break; 
       case 2: 
       { 
        Graphic310 p = new Graphic310(); 
        p.recibe_dato(text,contador); 
        p.Show();  
       }break; 
      } 
     } 
     else 
      MessageBox.Show("File Not Loaded"); 
    } 
   } 
   catch{} 
  } 
  //Botón Graphics 310 
  private void button6_Click(object sender, System.EventArgs e) 
  {    
   select_file(2);       
  } 
  //Botón Graphics 300 
  private void button4_Click(object sender, System.EventArgs e) 
  { 
   select_file(1);   
  } 
  //Botón Control MTS300 
  private void button1_Click(object sender, System.EventArgs e) 
  { 
   string nombre; 
   if(MTS300.SelectedItem != null) 
   { 
    nombre=MTS300.SelectedItem.ToString(); 
    Control300 p = new Control300(); 
    p.recibe_dato(nombre); 
    p.Show(); 
   } 
   else 
    MessageBox.Show("You must select a MTS300 Sensor","MicazView 
v1.1",MessageBoxButtons.OK, MessageBoxIcon.Error);  
  } 
  //Botón Control MTS310 
  private void button3_Click(object sender, System.EventArgs e) 
  { 
   string nombre; 
   if(MTS310.SelectedItem != null) 
   { 
    nombre=MTS310.SelectedItem.ToString(); 
    Control310 p = new Control310(); 
    p.recibe_dato(nombre); 
    p.Show();   
   } 
   else 
    MessageBox.Show("You must select a MTS310 Sensor","MicazView 
v1.1",MessageBoxButtons.OK, MessageBoxIcon.Error);     
  }   
  //Botón Log MTS300 
  private void button2_Click(object sender, System.EventArgs e) 
  { 
   string nombre; 
   if(MTS300.SelectedItem != null) 
   { 
    nombre=MTS300.SelectedItem.ToString(); 
    Log300 p = new Log300(); 
    p.recibe_dato(nombre); 
    p.Show();   
   } 
   else 
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    MessageBox.Show("You must select a MTS300 Sensor","MicazView 
v1.1",MessageBoxButtons.OK, MessageBoxIcon.Error);  
    
  } 
  //Botón Log MTS310 
  private void button5_Click(object sender, System.EventArgs e) 
  { 
   string nombre; 
   if(MTS310.SelectedItem != null) 
   { 
    nombre=MTS310.SelectedItem.ToString(); 
    Log310 p = new Log310(); 
    p.recibe_dato(nombre); 
    p.Show();   
   } 
   else 
    MessageBox.Show("You must select a MTS310 Sensor","MicazView 
v1.1",MessageBoxButtons.OK, MessageBoxIcon.Error);    
  } 
  //Función timer1: cada segundo comprueba arraylist de placas sensoras 
  private void timer1_Elapsed(object sender, System.Timers.ElapsedEventArgs e) 
  { 
   label3.Text = DateTime.Now.ToString(); 
   int z = 0; 
   try 
   { 
    z = keep_alive1(); 
    if(z != 50) 
    { 
     Todo300.RemoveAt(z); 
     CarMTS300.Items.Clear(); 
     progressBar1.Value=0; 
     label11.Text=" 0 %"; 
     label5.Text="Properties MTS300"; 
     mostrar_dispositivos300(); 
    } 
    z = keep_alive2(); 
    if(z != 50) 
    { 
     Todo310.RemoveAt(z); 
     CarMTS310.Items.Clear(); 
     progressBar2.Value=0; 
     label12.Text=" 0 %"; 
     label6.Text="Properties MTS310"; 
     mostrar_dispositivos310(); 
    } 
   } 
   catch 
   {} 
  } 
  //Controla Sensores MTS300: Si se sobrepasa inactividad durante 50 segundos se elimina sensor 
del textBox 
  public int keep_alive1() 
  { 
   int i=0; 
   foreach(dispMTS300 m in Todo300) 
   { 
    int p = (DateTime.Now.Second - m.hora.Second) ; 
 
    if( (p==50)||(p==-10) ) 
    { 
     return i; 
    } 
    i++; 
   } 
   return 50; 
  } 
  //Controla Sensores MTS310: Si se sobrepasa inactividad durante 50 segundos se elimina sensor 
del textBox 
  public int keep_alive2() 
  { 
   int i=0; 
   foreach(dispMTS310 m in Todo310) 
   { 
    int p = (DateTime.Now.Second - m.hora.Second) ; 
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    if( (p==50) || (p==-10) ) 
    { 
     return i; 
    } 
    i++; 
   } 
   return 50; 
  } 
  //Thread de escucha, abre Socket 
  public void captura() 
  { 
    
   C = new Socket(AddressFamily.InterNetwork, SocketType.Stream, ProtocolType.Tcp); 
   try 
   { 
    C.Connect(localEndPoint); 
    C.Receive(init); 
    C.Send(init); 
 
    while (true)    
    {  
     C.Receive(buffer); 
      
     if(buffer[0]==255) 
     { 
      Analisis_paquete(buffer); 
      //N=System.BitConverter.ToInt16(buffer,17);//ACCELX 
      //O=System.BitConverter.ToInt16(buffer,19);//ACCELY 
     } 
    } 
   } 
   catch 
   { 
    //MessageBox.Show("Connection Failed","MicazView 
v1.1",MessageBoxButtons.OK, MessageBoxIcon.Error); 
   } 
  } 
  //Analizar paquetes, diferenciando tipo de placa sensora 
  public void Analisis_paquete(byte[] buf) 
  { 
   switch(buffer[5]) 
   { 
    case 132: 
    { 
     dispMTS310 disp1 =new dispMTS310(); 
     disp1.paquete(buf,disp1); 
     comprobacion_dispMTS310(disp1); 
    } 
     break; 
    case 133: 
    { 
     dispMTS300 disp2 =new dispMTS300();   
   
     disp2.paquete(buf,disp2); 
     comprobacion_dispMTS300(disp2); 
    } 
     break; 
   } 
  }   
  //Comprobacion paquete .Inserción en un fichero MTS300 
  public int comprobacion_dispMTS300(dispMTS300 n300) 
  { 
   FileStream Fichero = new FileStream ("MTS300_NODE_ID_"+n300.NODE_ID+".txt", 
FileMode.Append,FileAccess.Write,FileShare.Read ); 
   StreamWriter F = new StreamWriter(Fichero); 
 
   int i=0; 
   foreach(dispMTS300 p in Todo300) 
   { 
    if(n300.NODE_ID.Equals(p.NODE_ID)) 
    { 
     F.WriteLine(n300.THERM+"*"+n300.PHOTO+"*"+n300.hora); 
     F.Flush(); 
     F.Close(); 
 
     actualizar_dispositivoMTS300(n300,i); 
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     return 0; 
    } 
    i++; 
   } 
   F.WriteLine(n300.THERM+"*"+n300.PHOTO+"*"+n300.hora); 
   F.NewLine.ToLower(); 
   F.Flush(); 
   F.Close(); 
 
   Todo300.Add(n300); 
   mostrar_dispositivos300(); 
   return 1; 
  } 
  //Comprobacion paquete .Inserción en un fichero MTS310 
  public int comprobacion_dispMTS310(dispMTS310 n310) 
  { 
   FileStream Fichero = new FileStream ("MTS310_NODE_ID_"+n310.NODE_ID+".txt", 
FileMode.Append,FileAccess.Write,FileShare.Read ); 
   StreamWriter F = new StreamWriter(Fichero); 
 
   int i=0; 
   foreach(dispMTS310 p in Todo310) 
   { 
    if(n310.NODE_ID.Equals(p.NODE_ID)) 
    { 
    
 F.WriteLine(n310.THERM+"*"+n310.PHOTO+"*"+n310.ACCEL+"*"+n310.MAG+"*"+n310.hora); 
     F.Flush(); 
     F.Close(); 
 
     actualizar_dispositivoMTS310(n310,i); 
     return 0; 
    } 
    i++; 
   } 
  
 F.WriteLine(n310.THERM+"*"+n310.PHOTO+"*"+n310.ACCEL+"*"+n310.MAG+"*"+n310.hora); 
   F.NewLine.ToLower(); 
   F.Flush(); 
   F.Close(); 
 
   Todo310.Add(n310); 
   mostrar_dispositivos310(); 
   return 1; 
  } 
  //Refrescar informacion dispositivo MTS300 
  public void actualizar_dispositivoMTS300(dispMTS300 n1,int i1) 
  { 
   Todo300.RemoveAt(i1); 
   Todo300.Add(n1); 
  } 
  //Refrescar informacion dispositivo MTS310 
  public void actualizar_dispositivoMTS310(dispMTS310 n2,int i2) 
  { 
   Todo310.RemoveAt(i2); 
   Todo310.Add(n2); 
  } 
  //Funcion Muestra Sensores 310 
  public void mostrar_dispositivos310() 
  { 
   MTS310.Items.Clear(); 
   CarMTS310.Items.Clear(); 
 
   foreach(dispMTS310 pi in Todo310) 
    MTS310.Items.Add("MTS310_NODE_ID_"+pi.NODE_ID); 
  } 
  //Funcion Muestra Sensores 300 
  public void mostrar_dispositivos300() 
  { 
   MTS300.Items.Clear(); 
   CarMTS300.Items.Clear(); 
 
   foreach(dispMTS300 pi in Todo300) 
    MTS300.Items.Add("MTS300_NODE_ID_"+pi.NODE_ID); 
  } 
  //Funcion muestra info sensor 310 
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  public void show_infoMTS310(dispMTS310 disp) 
  { 
   label6.Text="Properties_NODE_ID_" + disp.NODE_ID; 
   CarMTS310.Items.Clear(); 
   CarMTS310.Items.Add("Node_ID: " + disp.NODE_ID); 
   CarMTS310.Items.Add("SensorBoard_ID: " + disp.RSVD); 
   CarMTS310.Items.Add("RcvdTime: " + disp.hora); 
   CarMTS310.Items.Add("PARAMETERS"); 
    
   CarMTS310.Items.Add("Thermistor: " + disp.THERM+" ºC"); 
   CarMTS310.Items.Add("Light Detect: " + disp.PHOTO); 
    
   CarMTS310.Items.Add("Acceleration: " + disp.ACCEL+" m/s2"); 
   //CarMTS310.Items.Add("Acceleration: " + N+" m/s2"+O+"  m/s2"); 
    
   CarMTS310.Items.Add("Mag Detect: " + disp.MAG); 
  } 
  //Funcion muestra info sensor 300 
  public void show_infoMTS300(dispMTS300 disp) 
  { 
   label5.Text="Properties NODE_ID_" + disp.NODE_ID; 
   CarMTS300.Items.Clear(); 
   CarMTS300.Items.Add("Node_ID: " + disp.NODE_ID); 
   CarMTS300.Items.Add("SensorBoard_ID: " + disp.RSVD); 
   CarMTS300.Items.Add("Recived Time: " + disp.hora); 
   CarMTS300.Items.Add("PARAMETERS"); 
   CarMTS300.Items.Add("Thermistor: " + disp.THERM+" ºC"); 
   CarMTS300.Items.Add("Light Detect: " + disp.PHOTO); 
  } 
  public class batery_values 
  { 
   public double max = 2.91; 
   public double min = 1.85; 
  } 
 
  public void show_batery310(dispMTS310 p) 
  { 
   batery_values values = new batery_values(); 
   double aux,diference; 
   int percent; 
 
   diference = values.max-values.min; 
 
   aux = p.voltage - values.min; 
   aux = (aux/diference)*100; 
 
   try 
   { 
    percent = Convert.ToInt16(aux); 
     
    if(percent>100) 
    percent=100; 
 
    if(percent<0) 
     percent=0; 
     
    progressBar2.Value=percent; 
 
    label12.Text=percent+" %"; 
   } 
   catch{} 
  } 
  public void show_batery300(dispMTS300 p) 
  { 
   batery_values values = new batery_values(); 
   double aux,diference; 
   int percent; 
    
   diference = values.max-values.min; 
 
   aux = p.voltage - values.min; 
   aux = (aux/diference)*100; 
    
   try 
   { 
    percent = Convert.ToInt16(aux); 
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    if(percent>100) 
     percent=100; 
 
    if(percent<0) 
     percent=0; 
 
    progressBar1.Value=percent; 
 
    label11.Text=percent+" %"; 
   } 
   catch{} 
  } 
   
  //Actualiza parámetros de los sensores seleccionados 
  private void timer3_Tick(object sender, System.EventArgs e) 
  { 
   try 
   { 
    foreach(dispMTS310 p1 in Todo310) 
    { 
     if(MTS310.Text.Equals("MTS310_NODE_ID_"+p1.NODE_ID)) 
     { 
      show_infoMTS310(p1); 
      show_batery310(p1); 
     } 
    } 
   } 
   catch{} 
   try 
   { 
    foreach(dispMTS300 p2 in Todo300) 
    { 
     if(MTS300.Text.Equals("MTS300_NODE_ID_"+p2.NODE_ID)) 
     { 
      show_infoMTS300(p2);  
      show_batery300(p2); 
     } 
    } 
   } 
   catch{} 
  } 
  //Reset Button 
  private void button7_Click(object sender, System.EventArgs e) 
  { 
   try {C.Close();} 
   catch{} 
   try {t.Abort();} 
   catch{} 
   try 
   { 
    t = new Thread(new ThreadStart(captura)); 
    t.Start(); 
   }   
   catch{} 
  }        
   
 } 
} 
 
2.2. Formulario Log300  
 
using System; 
using System.Drawing; 
using System.Collections; 
using System.ComponentModel; 
using System.Windows.Forms; 
using System.Data; 
using System.Threading; 
using System.Net; 
using System.Net.Sockets; 
using System.IO; 
using System.Text; 
124                                                            Aplicaciones de sensado: emulación de RFID activo y medición en tiempo real 
using System.Runtime.Serialization; 
using System.Runtime.Serialization.Formatters.Binary; 
using MicazViewLibrary; 
namespace MicazView 
{ 
 public class Log300 : System.Windows.Forms.Form 
 { 
  Thread t; 
  Socket C; 
  string NOM; 
 
  static IPAddress local = Dns.Resolve(Dns.GetHostName()).AddressList[0]; 
  static byte[] buffer = new byte[29]; 
  IPEndPoint localEndPoint = new IPEndPoint(local, 9001); 
  static byte[] init = new byte[2]; 
 
  private System.Windows.Forms.Label label1; 
  private System.Windows.Forms.Button button1; 
  private System.Windows.Forms.TextBox textBox1; 
  private System.ComponentModel.Container components = null; 
 
  public Log300() 
  { 
   InitializeComponent(); 
  } 
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if(components != null) 
    { 
     components.Dispose(); 
    } 
   } 
   base.Dispose( disposing ); 
  } 
 
  #region Código generado por el Diseñador de Windows Forms 
  private void InitializeComponent() 
  { 
   System.Resources.ResourceManager resources = new 
System.Resources.ResourceManager(typeof(Log300)); 
   this.label1 = new System.Windows.Forms.Label(); 
   this.button1 = new System.Windows.Forms.Button(); 
   this.textBox1 = new System.Windows.Forms.TextBox(); 
   this.SuspendLayout(); 
   // label1 
   this.label1.BackColor = System.Drawing.Color.Transparent; 
   this.label1.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label1.ForeColor = System.Drawing.Color.White; 
   this.label1.Location = new System.Drawing.Point(24, 16); 
   this.label1.Name = "label1"; 
   this.label1.Size = new System.Drawing.Size(504, 32); 
   this.label1.TabIndex = 2; 
   this.label1.TextAlign = System.Drawing.ContentAlignment.MiddleLeft; 
   // button1 
   this.button1.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button1.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.button1.Font = new System.Drawing.Font("Microsoft Sans Serif", 11F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button1.ForeColor = System.Drawing.Color.White; 
   this.button1.Image = ((System.Drawing.Image)(resources.GetObject("button1.Image"))); 
   this.button1.Location = new System.Drawing.Point(256, 432); 
   this.button1.Name = "button1"; 
   this.button1.Size = new System.Drawing.Size(136, 32); 
   this.button1.TabIndex = 3; 
   this.button1.Text = "Exit"; 
   this.button1.Click += new System.EventHandler(this.button1_Click); 
   // textBox1 
   this.textBox1.Cursor = System.Windows.Forms.Cursors.Default; 
   this.textBox1.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.textBox1.Location = new System.Drawing.Point(24, 54); 
   this.textBox1.Multiline = true; 
   this.textBox1.Name = "textBox1"; 
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   this.textBox1.ScrollBars = System.Windows.Forms.ScrollBars.Vertical; 
   this.textBox1.Size = new System.Drawing.Size(592, 368); 
   this.textBox1.TabIndex = 5; 
   this.textBox1.Text = ""; 
   // Log300 
   this.AutoScaleBaseSize = new System.Drawing.Size(7, 17); 
   this.BackgroundImage = 
((System.Drawing.Image)(resources.GetObject("$this.BackgroundImage"))); 
   this.ClientSize = new System.Drawing.Size(632, 477); 
   this.Controls.Add(this.textBox1); 
   this.Controls.Add(this.button1); 
   this.Controls.Add(this.label1); 
   this.Font = new System.Drawing.Font("Microsoft Sans Serif", 11F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.Icon = ((System.Drawing.Icon)(resources.GetObject("$this.Icon"))); 
   this.MaximizeBox = false; 
   this.Name = "Log300"; 
   this.StartPosition = System.Windows.Forms.FormStartPosition.CenterScreen; 
   this.Load += new System.EventHandler(this.Log300_Load); 
   this.ResumeLayout(false); 
 
  } 
  #endregion 
  private void Log300_Load(object sender, System.EventArgs e) 
  { 
   this.Closing+=new CancelEventHandler(this.exit_button); 
   t = new Thread(new ThreadStart(log)); 
   t.Start(); 
  } 
  private void exit_button(object sender, CancelEventArgs e) 
  { 
   exit(); 
  } 
  public void recibe_dato(string nombre) 
  { 
   NOM=nombre; 
  } 
  public void log() 
  { 
   Log300.ActiveForm.Text="SensorBoard "+NOM+" Log"; 
   C = new Socket(AddressFamily.InterNetwork, SocketType.Stream, ProtocolType.Tcp); 
   try 
   { 
    C.Connect(localEndPoint); 
    C.Receive(init); 
    C.Send(init);         
    while (true)      
    {  
     C.Receive(buffer); 
      
     if(buffer[0]==255) 
     { 
      muestra_datos(buffer); 
     } 
    } 
   } 
   catch 
   { 
    //MessageBox.Show("Connection Failed","MicazView 
v1.1",MessageBoxButtons.OK, MessageBoxIcon.Error);  
   } 
 
  } 
  public void muestra_datos(byte[] buf) 
  { 
   string n="MTS300_NODE_ID_"+buf[7]; 
 
   if(n.Equals(NOM)) 
   { 
    dispMTS300 disp2 =new dispMTS300();  
    disp2.paquete(buf,disp2); 
    label1.Text="Sensor MTS300_NODE_ID_"+disp2.NODE_ID+" Historial:"; 
    textBox1.Text=disp2.hora+"\tThermistor: "+disp2.THERM+" ºC \tPhoto Detect: 
"+disp2.PHOTO+"\r\n"+textBox1.Text; 
   } 
  } 
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  private void button1_Click(object sender, System.EventArgs e) 
  { 
   exit();  
  } 
  public void exit() 
  { 
   try{C.Close();} 
   catch{} 
   try{t.Abort();} 
   catch{} 
   try 
   { 
    Log300.ActiveForm.Hide();  
   } 
   catch{} 
  } 
 } 
} 
2.3. Formulario Log310  
 
using System; 
using System.Drawing; 
using System.Collections; 
using System.ComponentModel; 
using System.Windows.Forms; 
using System.Data; 
using System.Threading; 
using System.Net; 
using System.Net.Sockets; 
using System.IO; 
using System.Text; 
using System.Runtime.Serialization; 
using System.Runtime.Serialization.Formatters.Binary; 
using MicazViewLibrary; 
 
namespace MicazView 
{ 
 public class Log310 : System.Windows.Forms.Form 
 { 
  Thread t; 
  Socket C; 
  string NOM; 
 
  static IPAddress local = Dns.Resolve(Dns.GetHostName()).AddressList[0]; 
  static byte[] buffer = new byte[29]; 
  IPEndPoint localEndPoint = new IPEndPoint(local, 9001); 
  static byte[] init = new byte[2]; 
 
  private System.Windows.Forms.Label label1; 
  private System.Windows.Forms.Button button1; 
  private System.Windows.Forms.TextBox textBox1; 
  private System.ComponentModel.Container components = null; 
 
  public Log310() 
  { 
   InitializeComponent(); 
  } 
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if(components != null) 
    { 
     components.Dispose(); 
    } 
   } 
   base.Dispose( disposing ); 
  } 
 
  #region Código generado por el Diseñador de Windows Forms 
  private void InitializeComponent() 
  { 
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   System.Resources.ResourceManager resources = new 
System.Resources.ResourceManager(typeof(Log310)); 
   this.label1 = new System.Windows.Forms.Label(); 
   this.button1 = new System.Windows.Forms.Button(); 
   this.textBox1 = new System.Windows.Forms.TextBox(); 
   this.SuspendLayout(); 
   // label1 
   this.label1.BackColor = System.Drawing.Color.Transparent; 
   this.label1.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label1.ForeColor = System.Drawing.Color.White; 
   this.label1.Location = new System.Drawing.Point(16, 8); 
   this.label1.Name = "label1"; 
   this.label1.Size = new System.Drawing.Size(888, 32); 
   this.label1.TabIndex = 2; 
   this.label1.TextAlign = System.Drawing.ContentAlignment.MiddleLeft; 
   // button1 
   this.button1.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button1.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.button1.Font = new System.Drawing.Font("Microsoft Sans Serif", 11F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button1.ForeColor = System.Drawing.Color.White; 
   this.button1.Image = ((System.Drawing.Image)(resources.GetObject("button1.Image"))); 
   this.button1.Location = new System.Drawing.Point(392, 432); 
   this.button1.Name = "button1"; 
   this.button1.Size = new System.Drawing.Size(136, 32); 
   this.button1.TabIndex = 3; 
   this.button1.Text = "Exit"; 
   this.button1.Click += new System.EventHandler(this.button1_Click); 
   // textBox1 
   this.textBox1.Cursor = System.Windows.Forms.Cursors.Default; 
   this.textBox1.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.textBox1.Location = new System.Drawing.Point(16, 48); 
   this.textBox1.Multiline = true; 
   this.textBox1.Name = "textBox1"; 
   this.textBox1.ScrollBars = System.Windows.Forms.ScrollBars.Vertical; 
   this.textBox1.Size = new System.Drawing.Size(936, 368); 
   this.textBox1.TabIndex = 4; 
   this.textBox1.Text = ""; 
   // Log310 
   this.AutoScaleBaseSize = new System.Drawing.Size(7, 17); 
   this.BackgroundImage = 
((System.Drawing.Image)(resources.GetObject("$this.BackgroundImage"))); 
   this.ClientSize = new System.Drawing.Size(968, 477); 
   this.Controls.Add(this.textBox1); 
   this.Controls.Add(this.button1); 
   this.Controls.Add(this.label1); 
   this.Font = new System.Drawing.Font("Microsoft Sans Serif", 11F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.Icon = ((System.Drawing.Icon)(resources.GetObject("$this.Icon"))); 
   this.MaximizeBox = false; 
   this.Name = "Log310"; 
   this.StartPosition = System.Windows.Forms.FormStartPosition.CenterScreen; 
   this.Load += new System.EventHandler(this.Log310_Load); 
   this.ResumeLayout(false); 
 
  } 
  #endregion 
 
  private void Log310_Load(object sender, System.EventArgs e) 
  { 
   this.Closing+=new CancelEventHandler(this.exit_button); 
   t = new Thread(new ThreadStart(log)); 
   t.Start(); 
  } 
  private void exit_button(object sender, CancelEventArgs e) 
  { 
   exit(); 
  } 
  public void recibe_dato(string nombre) 
  { 
   NOM=nombre; 
  } 
  public void log() 
  { 
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   Log310.ActiveForm.Text="SensorBoard "+NOM+" Log"; 
   C = new Socket(AddressFamily.InterNetwork, SocketType.Stream, ProtocolType.Tcp); 
   try 
   { 
 
    C.Connect(localEndPoint); 
    C.Receive(init); 
    C.Send(init); 
                   
    while (true)      
    {  
     C.Receive(buffer); 
      
     if(buffer[0]==255) 
     { 
      muestra_datos(buffer); 
     } 
    } 
   } 
   catch 
   { 
    //MessageBox.Show("Connection Failed","MicazView 
v1.1",MessageBoxButtons.OK, MessageBoxIcon.Error);  
   } 
 
  } 
  public void muestra_datos(byte[] buf) 
  { 
   string n="MTS310_NODE_ID_"+buf[7]; 
 
   if(n.Equals(NOM)) 
   { 
    dispMTS310 disp1 =new dispMTS310(); 
     
    disp1.paquete(buf,disp1); 
    label1.Text="Sensor MTS300_NODE_ID_"+disp1.NODE_ID+" Historial:"; 
    textBox1.Text=disp1.hora+"\tThermistor: "+disp1.THERM+" ºC\tPhoto Detect: 
"+disp1.PHOTO+"\tAcceleration: "+disp1.ACCEL+" m/s2 g\tMag Detect: "+disp1.MAG+"\r\n"+textBox1.Text; 
   } 
  } 
  private void button1_Click(object sender, System.EventArgs e) 
  { 
   exit();  
  } 
  public void exit() 
  { 
   try {t.Abort();} 
   catch{} 
   try{C.Close();} 
   catch{} 
   try 
   { 
    Log310.ActiveForm.Hide(); 
   } 
   catch{} 
  } 
 } 
} 
2.4. Formulario Control300  
 
using System; 
using System.Drawing; 
using System.Collections; 
using System.ComponentModel; 
using System.Windows.Forms; 
using System.Data; 
using System.Threading; 
using System.Net; 
using System.Net.Sockets; 
using System.IO; 
using System.Text; 
using System.Runtime.Serialization; 
using System.Runtime.Serialization.Formatters.Binary; 
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using System.Diagnostics; 
using System.Drawing.Drawing2D; 
using MicazViewLibrary; 
 
namespace MicazView 
{ 
 public class Control300 : System.Windows.Forms.Form 
 { 
  Thread t;  
  Socket C; 
  static IPAddress local = Dns.Resolve(Dns.GetHostName()).AddressList[0]; 
  static byte[] buffer = new byte[29]; 
 
  string NOM; 
  bool correcto=false; 
 
  Limits300 limit = new Limits300(); 
 
  IPEndPoint localEndPoint = new IPEndPoint(local, 9001); 
  static byte[] init = new byte[2]; 
 
  private System.Windows.Forms.Label label1; 
  private System.Windows.Forms.Label label2; 
  private System.Windows.Forms.Button button1; 
  private System.Windows.Forms.Button button2; 
  private System.Windows.Forms.CheckBox checkBox3; 
  private System.Windows.Forms.Label label12; 
  private System.Windows.Forms.TextBox textBox11; 
  private System.Windows.Forms.Label label3; 
  private System.Windows.Forms.CheckBox checkBox4; 
  private System.Windows.Forms.Label label7; 
  private System.Windows.Forms.CheckBox checkBox5; 
  private System.Windows.Forms.Label label8; 
  private System.Windows.Forms.TrackBar trackBar1; 
  private System.Windows.Forms.Label label9; 
  private System.Windows.Forms.TrackBar trackBar2; 
  private System.Windows.Forms.Label label10; 
  private System.Windows.Forms.Button button3; 
  private System.Windows.Forms.Label label4; 
  private System.Windows.Forms.Label label5; 
  private System.Windows.Forms.Label label6; 
  private System.ComponentModel.Container components = null; 
  public Control300() 
  { 
   InitializeComponent(); 
  } 
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if(components != null) 
    { 
     components.Dispose(); 
    } 
   } 
   base.Dispose( disposing ); 
  } 
  #region Código generado por el Diseñador de Windows Forms 
  private void InitializeComponent() 
  { 
   System.Resources.ResourceManager resources = new 
System.Resources.ResourceManager(typeof(Control300)); 
   this.label1 = new System.Windows.Forms.Label(); 
   this.label2 = new System.Windows.Forms.Label(); 
   this.button1 = new System.Windows.Forms.Button(); 
   this.button2 = new System.Windows.Forms.Button(); 
   this.checkBox3 = new System.Windows.Forms.CheckBox(); 
   this.label12 = new System.Windows.Forms.Label(); 
   this.textBox11 = new System.Windows.Forms.TextBox(); 
   this.label3 = new System.Windows.Forms.Label(); 
   this.checkBox4 = new System.Windows.Forms.CheckBox(); 
   this.label7 = new System.Windows.Forms.Label(); 
   this.checkBox5 = new System.Windows.Forms.CheckBox(); 
   this.label8 = new System.Windows.Forms.Label(); 
   this.trackBar1 = new System.Windows.Forms.TrackBar(); 
   this.label9 = new System.Windows.Forms.Label(); 
130                                                            Aplicaciones de sensado: emulación de RFID activo y medición en tiempo real 
   this.trackBar2 = new System.Windows.Forms.TrackBar(); 
   this.label10 = new System.Windows.Forms.Label(); 
   this.button3 = new System.Windows.Forms.Button(); 
   this.label4 = new System.Windows.Forms.Label(); 
   this.label5 = new System.Windows.Forms.Label(); 
   this.label6 = new System.Windows.Forms.Label(); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar1)).BeginInit(); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar2)).BeginInit(); 
   this.SuspendLayout(); 
   // label1 
   this.label1.BackColor = System.Drawing.Color.Transparent; 
   this.label1.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label1.ForeColor = System.Drawing.Color.White; 
   this.label1.Location = new System.Drawing.Point(64, 80); 
   this.label1.Name = "label1"; 
   this.label1.Size = new System.Drawing.Size(112, 24); 
   this.label1.TabIndex = 0; 
   this.label1.Text = "Thermistor"; 
   // label2 
   this.label2.BackColor = System.Drawing.Color.Transparent; 
   this.label2.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label2.ForeColor = System.Drawing.Color.White; 
   this.label2.Location = new System.Drawing.Point(104, 136); 
   this.label2.Name = "label2"; 
   this.label2.Size = new System.Drawing.Size(128, 24); 
   this.label2.TabIndex = 1; 
   this.label2.Text = "Light Detect"; 
   // button1 
   this.button1.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button1.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.button1.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button1.ForeColor = System.Drawing.Color.White; 
   this.button1.Image = ((System.Drawing.Image)(resources.GetObject("button1.Image"))); 
   this.button1.Location = new System.Drawing.Point(200, 176); 
   this.button1.Name = "button1"; 
   this.button1.Size = new System.Drawing.Size(152, 40); 
   this.button1.TabIndex = 5; 
   this.button1.Text = "Start"; 
   this.button1.Click += new System.EventHandler(this.button1_Click); 
   // button2 
   this.button2.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button2.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.button2.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button2.ForeColor = System.Drawing.Color.White; 
   this.button2.Image = ((System.Drawing.Image)(resources.GetObject("button2.Image"))); 
   this.button2.Location = new System.Drawing.Point(296, 520); 
   this.button2.Name = "button2"; 
   this.button2.Size = new System.Drawing.Size(152, 40); 
   this.button2.TabIndex = 6; 
   this.button2.Text = "Exit"; 
   this.button2.Click += new System.EventHandler(this.button2_Click); 
   // checkBox3 
   this.checkBox3.BackColor = System.Drawing.Color.Transparent; 
   this.checkBox3.Location = new System.Drawing.Point(232, 136); 
   this.checkBox3.Name = "checkBox3"; 
   this.checkBox3.Size = new System.Drawing.Size(16, 24); 
   this.checkBox3.TabIndex = 19; 
   this.checkBox3.Text = "checkBox3"; 
   this.checkBox3.CheckedChanged += new 
System.EventHandler(this.checkBox3_CheckedChanged); 
   // label12 
   this.label12.BackColor = System.Drawing.Color.Transparent; 
   this.label12.Font = new System.Drawing.Font("Tahoma", 15F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label12.ForeColor = System.Drawing.Color.White; 
   this.label12.Location = new System.Drawing.Point(120, 8); 
   this.label12.Name = "label12"; 
   this.label12.Size = new System.Drawing.Size(464, 24); 
   this.label12.TabIndex = 33; 
   this.label12.TextAlign = System.Drawing.ContentAlignment.MiddleCenter; 
   // textBox11 
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   this.textBox11.Font = new System.Drawing.Font("Tahoma", 9F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.textBox11.Location = new System.Drawing.Point(48, 232); 
   this.textBox11.Multiline = true; 
   this.textBox11.Name = "textBox11"; 
   this.textBox11.ScrollBars = System.Windows.Forms.ScrollBars.Vertical; 
   this.textBox11.Size = new System.Drawing.Size(648, 272); 
   this.textBox11.TabIndex = 34; 
   this.textBox11.Text = ""; 
   // label3 
   this.label3.BackColor = System.Drawing.Color.Transparent; 
   this.label3.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label3.ForeColor = System.Drawing.Color.White; 
   this.label3.Location = new System.Drawing.Point(256, 136); 
   this.label3.Name = "label3"; 
   this.label3.Size = new System.Drawing.Size(64, 24); 
   this.label3.TabIndex = 36; 
   this.label3.Text = "FLASH"; 
   // checkBox4 
   this.checkBox4.BackColor = System.Drawing.Color.Transparent; 
   this.checkBox4.Location = new System.Drawing.Point(344, 136); 
   this.checkBox4.Name = "checkBox4"; 
   this.checkBox4.Size = new System.Drawing.Size(16, 24); 
   this.checkBox4.TabIndex = 37; 
   this.checkBox4.Text = "checkBox4"; 
   this.checkBox4.CheckedChanged += new 
System.EventHandler(this.checkBox4_CheckedChanged); 
   // label7 
   this.label7.BackColor = System.Drawing.Color.Transparent; 
   this.label7.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label7.ForeColor = System.Drawing.Color.White; 
   this.label7.Location = new System.Drawing.Point(368, 136); 
   this.label7.Name = "label7"; 
   this.label7.Size = new System.Drawing.Size(64, 24); 
   this.label7.TabIndex = 38; 
   this.label7.Text = "LIGHT"; 
   // checkBox5 
   this.checkBox5.BackColor = System.Drawing.Color.Transparent; 
   this.checkBox5.Location = new System.Drawing.Point(456, 136); 
   this.checkBox5.Name = "checkBox5"; 
   this.checkBox5.Size = new System.Drawing.Size(16, 24); 
   this.checkBox5.TabIndex = 39; 
   this.checkBox5.Text = "checkBox5"; 
   this.checkBox5.CheckedChanged += new 
System.EventHandler(this.checkBox5_CheckedChanged); 
   // label8 
   this.label8.BackColor = System.Drawing.Color.Transparent; 
   this.label8.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label8.ForeColor = System.Drawing.Color.White; 
   this.label8.Location = new System.Drawing.Point(480, 136); 
   this.label8.Name = "label8"; 
   this.label8.Size = new System.Drawing.Size(64, 24); 
   this.label8.TabIndex = 40; 
   this.label8.Text = "DARK"; 
   // trackBar1 
   this.trackBar1.BackColor = System.Drawing.Color.White; 
   this.trackBar1.Location = new System.Drawing.Point(176, 56); 
   this.trackBar1.Maximum = 70; 
   this.trackBar1.Minimum = -20; 
   this.trackBar1.Name = "trackBar1"; 
   this.trackBar1.Size = new System.Drawing.Size(408, 42); 
   this.trackBar1.TabIndex = 43; 
   this.trackBar1.Value = 70; 
   this.trackBar1.Scroll += new System.EventHandler(this.trackBar1_Scroll); 
   // label9 
   this.label9.BackColor = System.Drawing.Color.Transparent; 
   this.label9.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label9.ForeColor = System.Drawing.Color.White; 
   this.label9.Location = new System.Drawing.Point(592, 56); 
   this.label9.Name = "label9"; 
   this.label9.Size = new System.Drawing.Size(56, 24); 
   this.label9.TabIndex = 44; 
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   // trackBar2 
   this.trackBar2.BackColor = System.Drawing.Color.White; 
   this.trackBar2.Location = new System.Drawing.Point(176, 80); 
   this.trackBar2.Maximum = 70; 
   this.trackBar2.Minimum = -20; 
   this.trackBar2.Name = "trackBar2"; 
   this.trackBar2.Size = new System.Drawing.Size(408, 42); 
   this.trackBar2.TabIndex = 45; 
   this.trackBar2.Value = -20; 
   this.trackBar2.Scroll += new System.EventHandler(this.trackBar2_Scroll); 
   // label10 
   this.label10.BackColor = System.Drawing.Color.Transparent; 
   this.label10.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label10.ForeColor = System.Drawing.Color.White; 
   this.label10.Location = new System.Drawing.Point(592, 88); 
   this.label10.Name = "label10"; 
   this.label10.Size = new System.Drawing.Size(56, 24); 
   this.label10.TabIndex = 46; 
   // button3 
   this.button3.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button3.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.button3.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button3.ForeColor = System.Drawing.Color.White; 
   this.button3.Image = ((System.Drawing.Image)(resources.GetObject("button3.Image"))); 
   this.button3.Location = new System.Drawing.Point(392, 176); 
   this.button3.Name = "button3"; 
   this.button3.Size = new System.Drawing.Size(152, 40); 
   this.button3.TabIndex = 51; 
   this.button3.Text = "Stop"; 
   this.button3.Click += new System.EventHandler(this.button3_Click); 
   // label4 
   this.label4.BackColor = System.Drawing.Color.Transparent; 
   this.label4.Font = new System.Drawing.Font("Tahoma", 8.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label4.ForeColor = System.Drawing.Color.White; 
   this.label4.Location = new System.Drawing.Point(176, 40); 
   this.label4.Name = "label4"; 
   this.label4.Size = new System.Drawing.Size(40, 16); 
   this.label4.TabIndex = 52; 
   this.label4.Text = "-20 ºC"; 
   // label5 
   this.label5.BackColor = System.Drawing.Color.Transparent; 
   this.label5.Font = new System.Drawing.Font("Tahoma", 8.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label5.ForeColor = System.Drawing.Color.White; 
   this.label5.Location = new System.Drawing.Point(264, 40); 
   this.label5.Name = "label5"; 
   this.label5.Size = new System.Drawing.Size(40, 16); 
   this.label5.TabIndex = 53; 
   this.label5.Text = "0 ºC"; 
   // label6 
   this.label6.BackColor = System.Drawing.Color.Transparent; 
   this.label6.Font = new System.Drawing.Font("Tahoma", 8.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label6.ForeColor = System.Drawing.Color.White; 
   this.label6.Location = new System.Drawing.Point(560, 40); 
   this.label6.Name = "label6"; 
   this.label6.Size = new System.Drawing.Size(40, 16); 
   this.label6.TabIndex = 54; 
   this.label6.Text = "70 ºC"; 
   // Control300 
   this.AutoScaleBaseSize = new System.Drawing.Size(5, 13); 
   this.BackgroundImage = 
((System.Drawing.Image)(resources.GetObject("$this.BackgroundImage"))); 
   this.ClientSize = new System.Drawing.Size(744, 581); 
   this.Controls.Add(this.label6); 
   this.Controls.Add(this.label5); 
   this.Controls.Add(this.label4); 
   this.Controls.Add(this.button3); 
   this.Controls.Add(this.label10); 
   this.Controls.Add(this.trackBar2); 
   this.Controls.Add(this.label9); 
   this.Controls.Add(this.trackBar1); 
   this.Controls.Add(this.label8); 
Código de MicazView   133 
   this.Controls.Add(this.checkBox5); 
   this.Controls.Add(this.label7); 
   this.Controls.Add(this.checkBox4); 
   this.Controls.Add(this.label3); 
   this.Controls.Add(this.textBox11); 
   this.Controls.Add(this.label12); 
   this.Controls.Add(this.checkBox3); 
   this.Controls.Add(this.button2); 
   this.Controls.Add(this.button1); 
   this.Controls.Add(this.label2); 
   this.Controls.Add(this.label1); 
   this.Icon = ((System.Drawing.Icon)(resources.GetObject("$this.Icon"))); 
   this.MaximizeBox = false; 
   this.Name = "Control300"; 
   this.StartPosition = System.Windows.Forms.FormStartPosition.CenterScreen; 
   this.Text = "SensorBoard MTS300"; 
   this.Load += new System.EventHandler(this.Control300_Load); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar1)).EndInit(); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar2)).EndInit(); 
   this.ResumeLayout(false); 
 
  } 
  #endregion 
 
  private void button2_Click(object sender, System.EventArgs e) 
  { 
   exit(); 
  } 
  public void exit() 
  { 
   try{C.Close();}  
   catch{} 
   try{t.Abort();}  
   catch{}  
   try 
   { 
    Control300.ActiveForm.Hide(); 
   } 
   catch{} 
  } 
  private void Control300_Load(object sender, System.EventArgs e) 
  { 
   this.Closing+=new CancelEventHandler(this.exit_button); 
   label9.Text=""+trackBar1.Value+" ºC"; 
   label10.Text=""+trackBar2.Value+" ºC"; 
  } 
  private void exit_button(object sender, CancelEventArgs e) 
  { 
   exit(); 
  } 
  public void recibe_dato(string nombre) 
  { 
   NOM=nombre; 
   label12.Text=NOM+" Control"; 
  } 
 
  private void button1_Click(object sender, System.EventArgs e) 
  { 
   t = new Thread(new ThreadStart(captura)); 
   t.Start(); 
   button1.Enabled=false; 
   checkBox3.Enabled=false; 
   checkBox4.Enabled=false; 
   checkBox5.Enabled=false; 
   trackBar1.Enabled=false; 
   trackBar2.Enabled=false; 
  } 
  private void button3_Click(object sender, System.EventArgs e) 
  { 
   try {t.Abort();} 
   catch{} 
   try{C.Close();} 
   catch{} 
   button1.Enabled=true; 
   checkBox3.Enabled=true; 
   checkBox4.Enabled=true; 
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   checkBox5.Enabled=true; 
   trackBar1.Enabled=true; 
   trackBar2.Enabled=true; 
   limit.thermdown=0; 
   limit.therup=0; 
   limit.Flash=false; 
   limit.Light=false; 
   limit.Dark=false; 
  } 
  public void captura() 
  { 
   Control300.ActiveForm.Text="SensorBoard "+NOM+" Control"; 
   takedata(); 
   correcto=true; 
   C = new Socket(AddressFamily.InterNetwork, SocketType.Stream, ProtocolType.Tcp); 
   try 
   { 
    C.Connect(localEndPoint); 
    C.Receive(init); 
    C.Send(init); 
     
    while (correcto)      
    {  
     C.Receive(buffer); 
     if(buffer[0]==255) 
     { 
      controldata(buffer); 
     } 
    } 
   } 
   catch 
   { 
    //MessageBox.Show("Connection Failed","MicazView 
v1.1",MessageBoxButtons.OK, MessageBoxIcon.Error);  
   } 
  } 
  public void controldata(byte[] buf) 
  {   
   string n="MTS300_NODE_ID_"+buf[7]; 
    
   if(n.Equals(NOM)) 
   { 
     
    dispMTS300 disp2 =new dispMTS300(); 
    disp2.paquete(buf,disp2); 
    verification(disp2);     
   } 
  } 
  public void verification(dispMTS300 dis) 
  { 
   int error=0; 
   if(limit.Light) 
   { 
    if(dis.PHOTO.Equals("LIGHT")) 
     error=1; 
   } 
   if(limit.Dark) 
   { 
    if(dis.PHOTO.Equals("DARK")) 
     error=1; 
   } 
   if(limit.Flash) 
   { 
    if(dis.PHOTO.Equals("FLASH")) 
     error=1; 
   } 
   if(dis.THERM<limit.thermdown) 
    error=1; 
   if(dis.THERM>limit.therup) 
    error=1; 
 
   switch(error) 
   { 
    case 0: 
    { 
     textBox11.ForeColor=System.Drawing.Color.Black; 
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     textBox11.Text="CORRECT "+dis.hora+"\tThermistor: 
"+dis.THERM+" ºC\tPhoto Detect: "+dis.PHOTO+"\r\n"+textBox11.Text; 
    } 
     break; 
    case 1: 
    { 
     textBox11.ForeColor=System.Drawing.Color.Red; 
     textBox11.Text= "WARNING "+dis.hora+"\tThermistor: 
"+dis.THERM+" ºC\tPhoto Detect: "+dis.PHOTO+"\r\n"+textBox11.Text; 
    } 
     break; 
   } 
  } 
  public void takedata() 
  { 
   limit.thermdown=trackBar2.Value; 
   limit.therup=trackBar1.Value; 
 
   if(checkBox3.Checked) 
    limit.Flash=true; 
   if(checkBox4.Checked) 
    limit.Light=true; 
   if(checkBox5.Checked) 
    limit.Dark=true; 
  } 
  private void trackBar1_Scroll(object sender, System.EventArgs e) 
  { 
   int x; 
   x=trackBar1.Value.CompareTo(trackBar2.Value); 
   if((x==-1)||(x==0)) 
    trackBar1.Value=trackBar2.Value+1; 
    
   label9.Text=""+trackBar1.Value+" ºC"; 
  } 
  private void trackBar2_Scroll(object sender, System.EventArgs e) 
  { 
   int x; 
   x=trackBar2.Value.CompareTo(trackBar1.Value); 
   if((x==1)||(x==0)) 
    trackBar2.Value=trackBar1.Value-1; 
    
   label10.Text=""+trackBar2.Value+" ºC"; 
  }   
  private void checkBox3_CheckedChanged(object sender, System.EventArgs e) 
  { 
   if((checkBox4.Checked)&&(checkBox5.Checked)) 
    checkBox3.Checked=false; 
  } 
  private void checkBox4_CheckedChanged(object sender, System.EventArgs e) 
  { 
   if((checkBox3.Checked)&&(checkBox5.Checked)) 
    checkBox4.Checked=false; 
   
  } 
  private void checkBox5_CheckedChanged(object sender, System.EventArgs e) 
  { 
   if((checkBox4.Checked)&&(checkBox3.Checked)) 
    checkBox5.Checked=false; 
  } 
 } 
} 
2.5. Formulario Control310  
 
using System; 
using System.Drawing; 
using System.Collections; 
using System.ComponentModel; 
using System.Windows.Forms; 
using System.Data; 
using System.Threading; 
using System.Net; 
using System.Net.Sockets; 
using System.IO; 
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using System.Text; 
using System.Runtime.Serialization; 
using System.Runtime.Serialization.Formatters.Binary; 
using System.Diagnostics; 
using System.Drawing.Drawing2D; 
using MicazViewLibrary; 
 
namespace MicazView 
{ 
 public class Control310 : System.Windows.Forms.Form 
 { 
  Thread t;  
  Socket C; 
  static IPAddress local = Dns.Resolve(Dns.GetHostName()).AddressList[0]; 
  static byte[] buffer = new byte[29]; 
 
  string NOM; 
  bool correcto=false; 
 
  Limits310 limit = new Limits310(); 
 
  IPEndPoint localEndPoint = new IPEndPoint(local, 9001); 
  static byte[] init = new byte[2]; 
 
  private System.Windows.Forms.Label label1; 
  private System.Windows.Forms.Label label2; 
  private System.Windows.Forms.Label label4; 
  private System.Windows.Forms.Label label5; 
  private System.Windows.Forms.Button button1; 
  private System.Windows.Forms.Button button2; 
  private System.Windows.Forms.CheckBox checkBox3; 
  private System.Windows.Forms.CheckBox checkBox7; 
  private System.Windows.Forms.Label label12; 
  private System.Windows.Forms.TextBox textBox11; 
  private System.Windows.Forms.Label label3; 
  private System.Windows.Forms.CheckBox checkBox4; 
  private System.Windows.Forms.Label label7; 
  private System.Windows.Forms.CheckBox checkBox5; 
  private System.Windows.Forms.Label label8; 
  private System.Windows.Forms.TrackBar trackBar1; 
  private System.Windows.Forms.Label label9; 
  private System.Windows.Forms.TrackBar trackBar2; 
  private System.Windows.Forms.Label label10; 
  private System.Windows.Forms.TrackBar trackBar3; 
  private System.Windows.Forms.TrackBar trackBar4; 
  private System.Windows.Forms.Label label11; 
  private System.Windows.Forms.Label label13; 
  private System.Windows.Forms.Button button3; 
  private System.Windows.Forms.Label label6; 
  private System.Windows.Forms.Label label14; 
  private System.Windows.Forms.Label label15; 
  private System.Windows.Forms.Label label16; 
  private System.Windows.Forms.Label label18; 
  private System.ComponentModel.Container components = null; 
  public Control310() 
  { 
   InitializeComponent(); 
  } 
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if(components != null) 
    { 
     components.Dispose(); 
    } 
   } 
   base.Dispose( disposing ); 
  } 
 
  #region Código generado por el Diseñador de Windows Forms 
  private void InitializeComponent() 
  { 
   System.Resources.ResourceManager resources = new 
System.Resources.ResourceManager(typeof(Control310)); 
   this.label1 = new System.Windows.Forms.Label(); 
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   this.label2 = new System.Windows.Forms.Label(); 
   this.label4 = new System.Windows.Forms.Label(); 
   this.label5 = new System.Windows.Forms.Label(); 
   this.button1 = new System.Windows.Forms.Button(); 
   this.button2 = new System.Windows.Forms.Button(); 
   this.checkBox3 = new System.Windows.Forms.CheckBox(); 
   this.checkBox7 = new System.Windows.Forms.CheckBox(); 
   this.label12 = new System.Windows.Forms.Label(); 
   this.textBox11 = new System.Windows.Forms.TextBox(); 
   this.label3 = new System.Windows.Forms.Label(); 
   this.checkBox4 = new System.Windows.Forms.CheckBox(); 
   this.label7 = new System.Windows.Forms.Label(); 
   this.checkBox5 = new System.Windows.Forms.CheckBox(); 
   this.label8 = new System.Windows.Forms.Label(); 
   this.trackBar1 = new System.Windows.Forms.TrackBar(); 
   this.label9 = new System.Windows.Forms.Label(); 
   this.trackBar2 = new System.Windows.Forms.TrackBar(); 
   this.label10 = new System.Windows.Forms.Label(); 
   this.trackBar3 = new System.Windows.Forms.TrackBar(); 
   this.trackBar4 = new System.Windows.Forms.TrackBar(); 
   this.label11 = new System.Windows.Forms.Label(); 
   this.label13 = new System.Windows.Forms.Label(); 
   this.button3 = new System.Windows.Forms.Button(); 
   this.label6 = new System.Windows.Forms.Label(); 
   this.label14 = new System.Windows.Forms.Label(); 
   this.label15 = new System.Windows.Forms.Label(); 
   this.label16 = new System.Windows.Forms.Label(); 
   this.label18 = new System.Windows.Forms.Label(); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar1)).BeginInit(); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar2)).BeginInit(); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar3)).BeginInit(); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar4)).BeginInit(); 
   this.SuspendLayout(); 
   // label1 
   this.label1.BackColor = System.Drawing.Color.Transparent; 
   this.label1.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label1.ForeColor = System.Drawing.Color.White; 
   this.label1.Location = new System.Drawing.Point(224, 80); 
   this.label1.Name = "label1"; 
   this.label1.Size = new System.Drawing.Size(112, 24); 
   this.label1.TabIndex = 0; 
   this.label1.Text = "Thermistor"; 
   // label2 
   this.label2.BackColor = System.Drawing.Color.Transparent; 
   this.label2.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label2.ForeColor = System.Drawing.Color.White; 
   this.label2.Location = new System.Drawing.Point(264, 136); 
   this.label2.Name = "label2"; 
   this.label2.Size = new System.Drawing.Size(128, 24); 
   this.label2.TabIndex = 1; 
   this.label2.Text = "Light Detect"; 
   // label4 
   this.label4.BackColor = System.Drawing.Color.Transparent; 
   this.label4.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label4.ForeColor = System.Drawing.Color.White; 
   this.label4.Location = new System.Drawing.Point(424, 176); 
   this.label4.Name = "label4"; 
   this.label4.Size = new System.Drawing.Size(112, 24); 
   this.label4.TabIndex = 3; 
   this.label4.Text = "Mag Detect"; 
   // label5 
   this.label5.BackColor = System.Drawing.Color.Transparent; 
   this.label5.Font = new System.Drawing.Font("Tahoma", 12F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label5.ForeColor = System.Drawing.Color.White; 
   this.label5.Location = new System.Drawing.Point(192, 240); 
   this.label5.Name = "label5"; 
   this.label5.Size = new System.Drawing.Size(128, 24); 
   this.label5.TabIndex = 4; 
   this.label5.Text = "Accelerometer"; 
   // button1 
   this.button1.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button1.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
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   this.button1.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button1.ForeColor = System.Drawing.Color.White; 
   this.button1.Image = ((System.Drawing.Image)(resources.GetObject("button1.Image"))); 
   this.button1.Location = new System.Drawing.Point(360, 304); 
   this.button1.Name = "button1"; 
   this.button1.Size = new System.Drawing.Size(152, 40); 
   this.button1.TabIndex = 5; 
   this.button1.Text = "Start"; 
   this.button1.Click += new System.EventHandler(this.button1_Click); 
   // button2 
   this.button2.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button2.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.button2.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button2.ForeColor = System.Drawing.Color.White; 
   this.button2.Image = ((System.Drawing.Image)(resources.GetObject("button2.Image"))); 
   this.button2.Location = new System.Drawing.Point(456, 568); 
   this.button2.Name = "button2"; 
   this.button2.Size = new System.Drawing.Size(152, 40); 
   this.button2.TabIndex = 6; 
   this.button2.Text = "Exit"; 
   this.button2.Click += new System.EventHandler(this.button2_Click); 
   // checkBox3 
   this.checkBox3.BackColor = System.Drawing.Color.Transparent; 
   this.checkBox3.Location = new System.Drawing.Point(392, 136); 
   this.checkBox3.Name = "checkBox3"; 
   this.checkBox3.Size = new System.Drawing.Size(16, 24); 
   this.checkBox3.TabIndex = 19; 
   this.checkBox3.Text = "checkBox3"; 
   this.checkBox3.CheckedChanged += new 
System.EventHandler(this.checkBox3_CheckedChanged); 
   // checkBox7 
   this.checkBox7.BackColor = System.Drawing.Color.Transparent; 
   this.checkBox7.Location = new System.Drawing.Point(544, 176); 
   this.checkBox7.Name = "checkBox7"; 
   this.checkBox7.Size = new System.Drawing.Size(16, 24); 
   this.checkBox7.TabIndex = 23; 
   this.checkBox7.Text = "checkBox7"; 
   // label12 
   this.label12.BackColor = System.Drawing.Color.Transparent; 
   this.label12.Font = new System.Drawing.Font("Tahoma", 15F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label12.ForeColor = System.Drawing.Color.White; 
   this.label12.Location = new System.Drawing.Point(280, 8); 
   this.label12.Name = "label12"; 
   this.label12.Size = new System.Drawing.Size(464, 24); 
   this.label12.TabIndex = 33; 
   this.label12.TextAlign = System.Drawing.ContentAlignment.MiddleCenter; 
   // textBox11 
   this.textBox11.Font = new System.Drawing.Font("Tahoma", 9F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.textBox11.Location = new System.Drawing.Point(16, 360); 
   this.textBox11.Multiline = true; 
   this.textBox11.Name = "textBox11"; 
   this.textBox11.ScrollBars = System.Windows.Forms.ScrollBars.Vertical; 
   this.textBox11.Size = new System.Drawing.Size(1024, 200); 
   this.textBox11.TabIndex = 34; 
   this.textBox11.Text = ""; 
   // label3 
   this.label3.BackColor = System.Drawing.Color.Transparent; 
   this.label3.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label3.ForeColor = System.Drawing.Color.White; 
   this.label3.Location = new System.Drawing.Point(416, 136); 
   this.label3.Name = "label3"; 
   this.label3.Size = new System.Drawing.Size(64, 24); 
   this.label3.TabIndex = 36; 
   this.label3.Text = "FLASH"; 
   // checkBox4 
   this.checkBox4.BackColor = System.Drawing.Color.Transparent; 
   this.checkBox4.Location = new System.Drawing.Point(504, 136); 
   this.checkBox4.Name = "checkBox4"; 
   this.checkBox4.Size = new System.Drawing.Size(16, 24); 
   this.checkBox4.TabIndex = 37; 
   this.checkBox4.Text = "checkBox4"; 
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   this.checkBox4.CheckedChanged += new 
System.EventHandler(this.checkBox4_CheckedChanged); 
   // label7 
   this.label7.BackColor = System.Drawing.Color.Transparent; 
   this.label7.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label7.ForeColor = System.Drawing.Color.White; 
   this.label7.Location = new System.Drawing.Point(528, 136); 
   this.label7.Name = "label7"; 
   this.label7.Size = new System.Drawing.Size(64, 24); 
   this.label7.TabIndex = 38; 
   this.label7.Text = "LIGHT"; 
   // checkBox5 
   this.checkBox5.BackColor = System.Drawing.Color.Transparent; 
   this.checkBox5.Location = new System.Drawing.Point(616, 136); 
   this.checkBox5.Name = "checkBox5"; 
   this.checkBox5.Size = new System.Drawing.Size(16, 24); 
   this.checkBox5.TabIndex = 39; 
   this.checkBox5.Text = "checkBox5"; 
   this.checkBox5.CheckedChanged += new 
System.EventHandler(this.checkBox5_CheckedChanged); 
   // label8 
   this.label8.BackColor = System.Drawing.Color.Transparent; 
   this.label8.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label8.ForeColor = System.Drawing.Color.White; 
   this.label8.Location = new System.Drawing.Point(640, 136); 
   this.label8.Name = "label8"; 
   this.label8.Size = new System.Drawing.Size(64, 24); 
   this.label8.TabIndex = 40; 
   this.label8.Text = "DARK"; 
   // trackBar1 
   this.trackBar1.BackColor = System.Drawing.Color.White; 
   this.trackBar1.Location = new System.Drawing.Point(336, 56); 
   this.trackBar1.Maximum = 70; 
   this.trackBar1.Minimum = -20; 
   this.trackBar1.Name = "trackBar1"; 
   this.trackBar1.Size = new System.Drawing.Size(408, 42); 
   this.trackBar1.TabIndex = 43; 
   this.trackBar1.Value = 70; 
   this.trackBar1.Scroll += new System.EventHandler(this.trackBar1_Scroll); 
   // label9 
   this.label9.BackColor = System.Drawing.Color.Transparent; 
   this.label9.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label9.ForeColor = System.Drawing.Color.White; 
   this.label9.Location = new System.Drawing.Point(752, 56); 
   this.label9.Name = "label9"; 
   this.label9.Size = new System.Drawing.Size(56, 24); 
   this.label9.TabIndex = 44; 
   // trackBar2 
   this.trackBar2.BackColor = System.Drawing.Color.White; 
   this.trackBar2.Location = new System.Drawing.Point(336, 80); 
   this.trackBar2.Maximum = 70; 
   this.trackBar2.Minimum = -20; 
   this.trackBar2.Name = "trackBar2"; 
   this.trackBar2.Size = new System.Drawing.Size(408, 42); 
   this.trackBar2.TabIndex = 45; 
   this.trackBar2.Value = -20; 
   this.trackBar2.Scroll += new System.EventHandler(this.trackBar2_Scroll); 
   // label10 
   this.label10.BackColor = System.Drawing.Color.Transparent; 
   this.label10.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label10.ForeColor = System.Drawing.Color.White; 
   this.label10.Location = new System.Drawing.Point(752, 88); 
   this.label10.Name = "label10"; 
   this.label10.Size = new System.Drawing.Size(56, 24); 
   this.label10.TabIndex = 46; 
   // trackBar3 
   this.trackBar3.BackColor = System.Drawing.Color.White; 
   this.trackBar3.Location = new System.Drawing.Point(336, 216); 
   this.trackBar3.Maximum = 27; 
   this.trackBar3.Name = "trackBar3"; 
   this.trackBar3.Size = new System.Drawing.Size(408, 42); 
   this.trackBar3.TabIndex = 47; 
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   this.trackBar3.Value = 27; 
   this.trackBar3.Scroll += new System.EventHandler(this.trackBar3_Scroll_1); 
   // trackBar4 
   this.trackBar4.BackColor = System.Drawing.Color.White; 
   this.trackBar4.Location = new System.Drawing.Point(336, 240); 
   this.trackBar4.Maximum = 27; 
   this.trackBar4.Name = "trackBar4"; 
   this.trackBar4.Size = new System.Drawing.Size(408, 42); 
   this.trackBar4.TabIndex = 48; 
   this.trackBar4.Scroll += new System.EventHandler(this.trackBar4_Scroll_1); 
   // label11 
   this.label11.BackColor = System.Drawing.Color.Transparent; 
   this.label11.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label11.ForeColor = System.Drawing.Color.White; 
   this.label11.Location = new System.Drawing.Point(752, 216); 
   this.label11.Name = "label11"; 
   this.label11.Size = new System.Drawing.Size(56, 24); 
   this.label11.TabIndex = 49; 
   // label13 
   this.label13.BackColor = System.Drawing.Color.Transparent; 
   this.label13.Font = new System.Drawing.Font("Tahoma", 9.75F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label13.ForeColor = System.Drawing.Color.White; 
   this.label13.Location = new System.Drawing.Point(752, 248); 
   this.label13.Name = "label13"; 
   this.label13.Size = new System.Drawing.Size(64, 24); 
   this.label13.TabIndex = 50; 
   // button3 
   this.button3.Cursor = System.Windows.Forms.Cursors.Hand; 
   this.button3.FlatStyle = System.Windows.Forms.FlatStyle.Flat; 
   this.button3.Font = new System.Drawing.Font("Tahoma", 11.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.button3.ForeColor = System.Drawing.Color.White; 
   this.button3.Image = ((System.Drawing.Image)(resources.GetObject("button3.Image"))); 
   this.button3.Location = new System.Drawing.Point(552, 304); 
   this.button3.Name = "button3"; 
   this.button3.Size = new System.Drawing.Size(152, 40); 
   this.button3.TabIndex = 51; 
   this.button3.Text = "Stop"; 
   this.button3.Click += new System.EventHandler(this.button3_Click); 
   // label6 
   this.label6.BackColor = System.Drawing.Color.Transparent; 
   this.label6.Font = new System.Drawing.Font("Tahoma", 8.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label6.ForeColor = System.Drawing.Color.White; 
   this.label6.Location = new System.Drawing.Point(720, 40); 
   this.label6.Name = "label6"; 
   this.label6.Size = new System.Drawing.Size(40, 16); 
   this.label6.TabIndex = 57; 
   this.label6.Text = "70 ºC"; 
   // label14 
   this.label14.BackColor = System.Drawing.Color.Transparent; 
   this.label14.Font = new System.Drawing.Font("Tahoma", 8.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label14.ForeColor = System.Drawing.Color.White; 
   this.label14.Location = new System.Drawing.Point(424, 40); 
   this.label14.Name = "label14"; 
   this.label14.Size = new System.Drawing.Size(40, 16); 
   this.label14.TabIndex = 56; 
   this.label14.Text = "0 ºC"; 
   // label15 
   this.label15.BackColor = System.Drawing.Color.Transparent; 
   this.label15.Font = new System.Drawing.Font("Tahoma", 8.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label15.ForeColor = System.Drawing.Color.White; 
   this.label15.Location = new System.Drawing.Point(336, 40); 
   this.label15.Name = "label15"; 
   this.label15.Size = new System.Drawing.Size(40, 16); 
   this.label15.TabIndex = 55; 
   this.label15.Text = "-20 ºC"; 
   // label16 
   this.label16.BackColor = System.Drawing.Color.Transparent; 
   this.label16.Font = new System.Drawing.Font("Tahoma", 8.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label16.ForeColor = System.Drawing.Color.White; 
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   this.label16.Location = new System.Drawing.Point(712, 200); 
   this.label16.Name = "label16"; 
   this.label16.Size = new System.Drawing.Size(48, 16); 
   this.label16.TabIndex = 60; 
   this.label16.Text = "27 m/s2"; 
   // label18 
   this.label18.BackColor = System.Drawing.Color.Transparent; 
   this.label18.Font = new System.Drawing.Font("Tahoma", 8.25F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label18.ForeColor = System.Drawing.Color.White; 
   this.label18.Location = new System.Drawing.Point(336, 200); 
   this.label18.Name = "label18"; 
   this.label18.Size = new System.Drawing.Size(40, 16); 
   this.label18.TabIndex = 58; 
   this.label18.Text = "0 m/s2"; 
   // Control310 
   this.AutoScaleBaseSize = new System.Drawing.Size(5, 13); 
   this.BackgroundImage = 
((System.Drawing.Image)(resources.GetObject("$this.BackgroundImage"))); 
   this.ClientSize = new System.Drawing.Size(1064, 621); 
   this.Controls.Add(this.label16); 
   this.Controls.Add(this.label18); 
   this.Controls.Add(this.label6); 
   this.Controls.Add(this.label14); 
   this.Controls.Add(this.label15); 
   this.Controls.Add(this.button3); 
   this.Controls.Add(this.label13); 
   this.Controls.Add(this.label11); 
   this.Controls.Add(this.trackBar4); 
   this.Controls.Add(this.trackBar3); 
   this.Controls.Add(this.label10); 
   this.Controls.Add(this.trackBar2); 
   this.Controls.Add(this.label9); 
   this.Controls.Add(this.trackBar1); 
   this.Controls.Add(this.label8); 
   this.Controls.Add(this.checkBox5); 
   this.Controls.Add(this.label7); 
   this.Controls.Add(this.checkBox4); 
   this.Controls.Add(this.label3); 
   this.Controls.Add(this.textBox11); 
   this.Controls.Add(this.label12); 
   this.Controls.Add(this.checkBox7); 
   this.Controls.Add(this.checkBox3); 
   this.Controls.Add(this.button2); 
   this.Controls.Add(this.button1); 
   this.Controls.Add(this.label5); 
   this.Controls.Add(this.label4); 
   this.Controls.Add(this.label2); 
   this.Controls.Add(this.label1); 
   this.Icon = ((System.Drawing.Icon)(resources.GetObject("$this.Icon"))); 
   this.MaximizeBox = false; 
   this.Name = "Control310"; 
   this.StartPosition = System.Windows.Forms.FormStartPosition.CenterScreen; 
   this.Text = "SensorBoard MTS310"; 
   this.Load += new System.EventHandler(this.Control310_Load); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar1)).EndInit(); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar2)).EndInit(); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar3)).EndInit(); 
   ((System.ComponentModel.ISupportInitialize)(this.trackBar4)).EndInit(); 
   this.ResumeLayout(false); 
 
  } 
  #endregion 
 
  private void button2_Click(object sender, System.EventArgs e) 
  { 
   exit(); 
  } 
  public void exit() 
  { 
   try{C.Close();}  
   catch{} 
   try{t.Abort();}  
   catch{} 
   try 
   { 
142                                                            Aplicaciones de sensado: emulación de RFID activo y medición en tiempo real 
    Control310.ActiveForm.Hide(); 
   } 
   catch{} 
  } 
  private void Control310_Load(object sender, System.EventArgs e) 
  { 
   this.Closing+=new CancelEventHandler(this.exit_button); 
   label9.Text=""+trackBar1.Value+" ºC"; 
   label10.Text=""+trackBar2.Value+" ºC"; 
   label11.Text=""+trackBar3.Value+" m/s2"; 
   label13.Text=""+trackBar4.Value+" m/s2"; 
  } 
  private void exit_button(object sender, CancelEventArgs e) 
  { 
   exit(); 
  } 
  public void recibe_dato(string nombre) 
  { 
   NOM=nombre; 
   label12.Text=NOM+" Control"; 
  } 
 
  private void button1_Click(object sender, System.EventArgs e) 
  { 
   t = new Thread(new ThreadStart(captura)); 
   t.Start(); 
   button1.Enabled=false; 
   checkBox3.Enabled=false; 
   checkBox4.Enabled=false; 
   checkBox5.Enabled=false; 
   checkBox7.Enabled=false; 
   trackBar1.Enabled=false; 
   trackBar2.Enabled=false; 
   trackBar3.Enabled=false; 
   trackBar4.Enabled=false; 
  } 
  private void button3_Click(object sender, System.EventArgs e) 
  { 
   try{t.Abort();} 
   catch{} 
   try{C.Close();} 
   catch{} 
   button1.Enabled=true; 
   checkBox3.Enabled=true; 
   checkBox4.Enabled=true; 
   checkBox5.Enabled=true; 
   checkBox7.Enabled=true; 
   trackBar1.Enabled=true; 
   trackBar2.Enabled=true; 
   trackBar3.Enabled=true; 
   trackBar4.Enabled=true; 
   limit.thermdown=0; 
   limit.therup=70; 
   limit.Flash=false; 
   limit.Light=false; 
   limit.Dark=false; 
   limit.Mag=false; 
   limit.accup=27; 
   limit.accdown=0; 
  } 
  public void captura() 
  { 
   Control310.ActiveForm.Text="SensorBoard "+NOM+" Control"; 
   takedata(); 
   correcto=true; 
   C = new Socket(AddressFamily.InterNetwork, SocketType.Stream, ProtocolType.Tcp); 
   try 
   { 
    C.Connect(localEndPoint); 
    C.Receive(init); 
    C.Send(init); 
     
    while (correcto)      
    {  
     C.Receive(buffer); 
     if(buffer[0]==255) 
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     { 
      controldata(buffer); 
     } 
    } 
   } 
   catch 
   { 
    //MessageBox.Show("Connection Failed","MicazView 
v1.1",MessageBoxButtons.OK, MessageBoxIcon.Error);  
   } 
  } 
  public void controldata(byte[] buf) 
  { 
   string n="MTS310_NODE_ID_"+buf[7]; 
    
   if(n.Equals(NOM)) 
   { 
    dispMTS310 disp1 =new dispMTS310(); 
    disp1.paquete(buf,disp1); 
    verification(disp1); 
   } 
  } 
  public void verification(dispMTS310 dis) 
  { 
   int x,y,z,a; 
   int error=0; 
   if(limit.Light) 
   { 
    if(dis.PHOTO.Equals("LIGHT")) 
     error=1; 
   } 
   if(limit.Dark) 
   { 
    if(dis.PHOTO.Equals("DARK")) 
     error=1; 
   } 
   if(limit.Flash) 
   { 
    if(dis.PHOTO.Equals("FLASH")) 
     error=1; 
   } 
   if(limit.Mag) 
   { 
    if(dis.MAG=="YES") 
     error=1; 
   } 
   if(dis.THERM<limit.thermdown) 
    error=1; 
   if(dis.THERM>limit.therup) 
    error=1; 
    
   if(dis.ACCEL<limit.accdown) 
    error=1; 
   if(dis.ACCEL>limit.accup) 
    error=1; 
 
   switch(error) 
   { 
    case 1: 
    { 
     textBox11.ForeColor=System.Drawing.Color.Red; 
     textBox11.Text= "WARNING "+dis.hora+"\tThermistor: 
"+dis.THERM+" ºC\tPhoto Detect: "+dis.PHOTO+"\tAcceleration: "+dis.ACCEL+" g\tMag Detect: 
"+dis.MAG+"\r\n"+textBox11.Text; 
    } 
     break; 
    case 0: 
    { 
     textBox11.ForeColor=System.Drawing.Color.Black; 
     textBox11.Text="CORRECT "+dis.hora+"\tThermistor: 
"+dis.THERM+" ºC\tPhoto Detect: "+dis.PHOTO+"\tAccel_X: "+dis.ACCEL+" g\tMag Detect: 
"+dis.MAG+"\r\n"+textBox11.Text; 
    } 
     break; 
   } 
  } 
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  public void takedata() 
  { 
   limit.thermdown=trackBar2.Value; 
   limit.therup=trackBar1.Value; 
 
   limit.accdown=trackBar4.Value; 
   limit.accup=trackBar3.Value; 
 
   if(checkBox3.Checked) 
    limit.Flash=true; 
   if(checkBox4.Checked) 
    limit.Light=true; 
   if(checkBox5.Checked) 
    limit.Dark=true; 
 
   if(checkBox7.Checked) 
    limit.Mag=true; 
  } 
  private void trackBar1_Scroll(object sender, System.EventArgs e) 
  { 
   int x; 
   x=trackBar1.Value.CompareTo(trackBar2.Value); 
   if((x==-1)||(x==0)) 
    trackBar1.Value=trackBar2.Value+1; 
    
   label9.Text=""+trackBar1.Value+" ºC"; 
  } 
  private void trackBar2_Scroll(object sender, System.EventArgs e) 
  { 
   int x; 
   x=trackBar2.Value.CompareTo(trackBar1.Value); 
   if((x==1)||(x==0)) 
    trackBar2.Value=trackBar1.Value-1; 
    
   label10.Text=""+trackBar2.Value+" ºC"; 
  } 
  private void trackBar3_Scroll_1(object sender, System.EventArgs e) 
  { 
   int x; 
   x=trackBar3.Value.CompareTo(trackBar4.Value); 
   if((x==-1)||(x==0)) 
    trackBar3.Value=trackBar4.Value+1; 
    
   label11.Text=""+trackBar3.Value+" m/s2";   
  } 
  private void trackBar4_Scroll_1(object sender, System.EventArgs e) 
  { 
   int x; 
   x=trackBar4.Value.CompareTo(trackBar3.Value); 
   if((x==1)||(x==0)) 
    trackBar4.Value=trackBar3.Value-1; 
    
   label13.Text=""+trackBar4.Value+" m/s2"; 
   
  } 
  private void checkBox3_CheckedChanged(object sender, System.EventArgs e) 
  { 
   if((checkBox4.Checked)&&(checkBox5.Checked)) 
    checkBox3.Checked=false; 
  } 
  private void checkBox4_CheckedChanged(object sender, System.EventArgs e) 
  { 
   if((checkBox3.Checked)&&(checkBox5.Checked)) 
    checkBox4.Checked=false; 
   
  } 
  private void checkBox5_CheckedChanged(object sender, System.EventArgs e) 
  { 
   if((checkBox4.Checked)&&(checkBox3.Checked)) 
    checkBox5.Checked=false; 
  } 
 } 
} 
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2.6. MicazViewLibrary, librería de clases 
 
using System; 
 
namespace MicazViewLibrary 
{ 
 public class parametros_temp 
 { 
  public double a=0.00130705; 
  public double b=0.000214381; 
  public double c=0.000000093; 
  public double Rth; 
  public double R1=10000; 
  public double aux; 
  public double ADC_FS=1023; 
 
  public double calibre1=276.8476; 
  public double calibre2=278.447733; 
  public double calibre3=276.96926; 
  public double calibre4=278.116947; 
  public double calibre5=275.4989; 
  public double calibre6=275.90684; 
  public double calibre7=276.3154436; 
 } 
 public class batery 
 { 
  public double vref=1.223; 
  public double ADC_FS=1024; 
 } 
 public class sensibility_ac 
 { 
  public float sensibility1=(Single)167; 
  public float sensibility2=(Single)167; 
  public float sensibility3=(Single)167; 
  public float sensibility4=(Single)167; 
  public float g=(Single)9.81; 
 } 
 public class dispMTS310 
 { 
  static int K,O,P,Q,N,R; 
  double I, A; 
 
  public int SENSOR_ID; 
  public int PACKET_ID; 
  public int NODE_ID; 
  public int RSVD; 
  public DateTime hora; 
   
  public double voltage; 
  public double THERM; 
  public string PHOTO; 
    
  public double ACCEL; 
 
  public string MAG; 
 
  public void paquete(byte[] buf,dispMTS310 disp1) 
  { 
   batery v = new batery(); 
   disp1.hora=DateTime.Now; 
   disp1.SENSOR_ID = buf[5]; 
   disp1.PACKET_ID = buf[6]; 
   disp1.NODE_ID = buf[7]; 
   disp1.RSVD = buf[8]; 
   //Voltage 
   R=System.BitConverter.ToInt16(buf,9); 
   disp1.voltage=v.vref*(v.ADC_FS/R); 
   //Light Level 
   K=System.BitConverter.ToInt16(buf,13); 
   if(K<980) 
   { 
    if(K<650) 
     disp1.PHOTO="DARK"; 
    else 
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     disp1.PHOTO="LIGHT"; 
   } 
   else 
    disp1.PHOTO="FLASH"; 
   //Magnetism 
   P=System.BitConverter.ToInt16(buf,21);//MAGX 
   Q=System.BitConverter.ToInt16(buf,23);//MAGY 
 
   if((P>300)||(Q>300)) 
    disp1.MAG="YES"; 
   else 
    disp1.MAG="NO"; 
 
   parametros_temp t=new parametros_temp(); 
   sensibility_ac s = new sensibility_ac(); 
   switch(disp1.RSVD) 
   { 
    case 1: 
    { 
     //Temperature 
     I=System.BitConverter.ToInt16(buf,11); 
     t.Rth=t.R1*(t.ADC_FS-I)/I; 
     t.aux=Math.Log(t.Rth); 
     I=t.a+t.b*t.aux+t.c*(Math.Pow(t.aux,3)); 
     I=1/I; 
     I=I-t.calibre1;//Kelvin to Celsius 
     disp1.THERM=I;       
     //Acceleration 510-505      
     N=System.BitConverter.ToInt16(buf,17);//ACCELX 
     O=System.BitConverter.ToInt16(buf,19);//ACCELY 
     if(N<500) 
      N=1000-N; 
     N=N-500; 
     if(O<500) 
      O=1000-O; 
     O=O-500; 
     A=acel_module(N,O,s.sensibility1,s.g); 
     disp1.ACCEL=A; 
    } 
     break; 
    case 2: 
    { 
     //Temperature 
     I=System.BitConverter.ToInt16(buf,11); 
     t.Rth=t.R1*(t.ADC_FS-I)/I; 
     t.aux=Math.Log(t.Rth); 
     I=t.a+t.b*t.aux+t.c*(Math.Pow(t.aux,3)); 
     I=1/I; 
     I=I-t.calibre2;//Kelvin to Celsius 
     disp1.THERM=I; 
 
     //Acceleration  516-461     
   
     N=System.BitConverter.ToInt16(buf,17);//ACCELX 
     O=System.BitConverter.ToInt16(buf,19);//ACCELY 
     if(N<510) 
      N=1010-N; 
     N=N-510; 
     if(O<455) 
      O=916-O; 
     O=O-455; 
     A=acel_module(N,O,s.sensibility2,s.g); 
     disp1.ACCEL=A; 
    } 
     break; 
    case 3: 
    { 
     //Temperature 
     I=System.BitConverter.ToInt16(buf,11); 
     t.Rth=t.R1*(t.ADC_FS-I)/I; 
     t.aux=Math.Log(t.Rth); 
     I=t.a+t.b*t.aux+t.c*(Math.Pow(t.aux,3)); 
     I=1/I; 
     I=I-t.calibre3;//Kelvin to Celsius 
     disp1.THERM=I; 
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     //Acceleration  496 - 477     
     N=System.BitConverter.ToInt16(buf,17);//ACCELX 
     O=System.BitConverter.ToInt16(buf,19);//ACCELY 
 
     if(N<490) 
      N=980-N; 
     N=N-490; 
     if(O<470) 
      O=940-O; 
     O=O-470; 
     A=acel_module(N,O,s.sensibility3,s.g); 
     disp1.ACCEL=A; 
    } 
     break; 
    case 4: 
    { 
     //Temperature 
     I=System.BitConverter.ToInt16(buf,11); 
     t.Rth=t.R1*(t.ADC_FS-I)/I; 
     t.aux=Math.Log(t.Rth); 
     I=t.a+t.b*t.aux+t.c*(Math.Pow(t.aux,3)); 
     I=1/I; 
     I=I-t.calibre4;//Kelvin to Celsius 
     disp1.THERM=I; 
     //Acceleration  477 - 489      
     N=System.BitConverter.ToInt16(buf,17);//ACCELX 
     O=System.BitConverter.ToInt16(buf,19);//ACCELY 
     if(N<470) 
      N=940-N; 
     N=N-470; 
     if(O<480) 
      O=960-O; 
     O=O-480; 
     A=acel_module(N,O,s.sensibility4,s.g); 
     disp1.ACCEL=A; 
    } 
     break; 
   } 
  } 
  public double acel_module(double x,double y, float sensibility,float g) 
  { 
   double aux; 
  
   x = x /(sensibility/g); 
   y = y /(sensibility/g); 
 
   aux = Math.Sqrt(Math.Pow(x,2.0) + Math.Pow(y,2.0)); 
      
   if(aux<1) 
    aux=0; 
   return aux; 
  } 
 } 
 //Clase define paquete MTS300 
 public class dispMTS300 
 { 
  static int K,R; 
  double I; 
  public int SENSOR_ID; 
  public int PACKET_ID; 
  public int NODE_ID; 
  public int RSVD; 
  public DateTime hora; 
  public double voltage; 
  public double THERM; 
  public string PHOTO; 
  public void paquete(byte[] buf,dispMTS300 disp2) 
  { 
   batery v = new batery(); 
   disp2.hora=DateTime.Now; 
   disp2.SENSOR_ID = buf[5]; 
   disp2.PACKET_ID = buf[6]; 
   disp2.NODE_ID = buf[7]; 
   disp2.RSVD = buf[8]; 
   //Batery level 
   R=System.BitConverter.ToInt16(buf,9); 
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   disp2.voltage=v.vref*(v.ADC_FS/R); 
   //Light Level 
   K=System.BitConverter.ToInt16(buf,13); 
   if(K<950) 
   { 
    if(K<650) 
     disp2.PHOTO="DARK"; 
    else 
     disp2.PHOTO="LIGHT"; 
   } 
   else 
    disp2.PHOTO="FLASH"; 
   parametros_temp t=new parametros_temp(); 
   switch(disp2.RSVD) 
   { 
    case 5: 
    { 
     //Temperature 
     I=System.BitConverter.ToInt16(buf,11); 
     t.Rth=t.R1*(t.ADC_FS-I)/I; 
     t.aux=Math.Log(t.Rth); 
     I=t.a+t.b*t.aux+t.c*(Math.Pow(t.aux,3)); 
     I=1/I; 
     I=I-t.calibre5;//Kelvin to Celsius 
     disp2.THERM=I;       
    } 
     break; 
    case 6: 
    { 
     //Temperature 
     I=System.BitConverter.ToInt16(buf,11); 
     t.Rth=t.R1*(t.ADC_FS-I)/I; 
     t.aux=Math.Log(t.Rth); 
     I=t.a+t.b*t.aux+t.c*(Math.Pow(t.aux,3)); 
     I=1/I; 
     I=I-t.calibre6;//Kelvin to Celsius 
     disp2.THERM=I;   
    } 
     break; 
    case 7: 
    { 
     //Temperature 
     I=System.BitConverter.ToInt16(buf,11); 
     t.Rth=t.R1*(t.ADC_FS-I)/I; 
     t.aux=Math.Log(t.Rth); 
     I=t.a+t.b*t.aux+t.c*(Math.Pow(t.aux,3)); 
     I=1/I; 
     I=I-t.calibre7;//Kelvin to Celsius 
     disp2.THERM=I;   
    } 
     break; 
   } 
  } 
 } 
 //Clase limites 300 
 public class Limits300 
 { 
  public float thermdown; 
  public float therup; 
 
  public bool Dark=false,Light=false,Flash=false; 
 } 
 //Clase Limites 310 
 public class Limits310 
 { 
  public float thermdown; 
  public float therup; 
 
  public bool Dark=false,Light=false,Flash=false,Mag=false; 
    
  public double accup,accdown; 
 } 
} 
 
