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Streszczenie: Niniejsza publikacja przedstawia metody pozwalające na przyśpieszenie procesu dostępu 
do baz danych zawierających bardzo duże ilości danych logistycznych. Proces przyśpieszania pociaga 
za sobą poprawność etapów tworzenia relacyjnej bazy danych. W artykule wskazano, dlaczego proces 
optymalizacyjny powinien być realizowany wieloetapowo i zaczynać się na etapie projektu biznesowego. 
Analiza wymagań i projekt schematu bazy danych, uwzględniający wytyczne tworzenia relacyjnych baz 
danych, w znacznym stopniu eliminują problemy z wydajnością. Efektywność dostępu do danych można 
wspomóc optymalizując zapytania. Zaprezentowane przykłady pokazują, jak zapytania mogą zostać 
przekształcone, by były wykonane w możliwie najkrótszym czasie. 
Słowa kluczowe: bazy danych, optymalizacja, wydajność 
 
Abstract: This publication presents methods for speeding up access to databases containing huge 
amounts of logistic data. The acceleration process involves correctness of the stages of creating a rela-
tional database. The article indicates why the optimization process should be implemented in multi-
stages and start at the business stage. Requirements analysis and database schema design including 
guidelines for creating relational databases, largely eliminate performance problems. The efficiency of 
data access can be improved by optimizing queries. The presented examples show how queries can be 
transformed to be completed in the shortest possible time. 
Keywords: database, optimization, efficiency 
 
 
Wstęp 
 
 Gromadzenie jest podstawą funkcjonowania ludzkości. W poszczególnych 
stuleciach zmienia się jedynie sposób gromadzenia. Obecnie gromadzimy dane 
dotyczące otaczającego nas świata i umieszczamy je w dedykowanych bazach 
danych (najczęściej relacyjnych). Bardzo powszechne stały się bazy dotyczące 
logistyki produktu, zawierające wszystkie niezbędne informacje o produktach, spo-
sobach pakowania, czy paletyzacji. Dane tam gromadzone pozwalają firmom 
wprowadzać produkt w łańcuch dostaw oraz kontrolować proces magazynowania. 
Jednym z najistotniejszych elementów działania takich baz jest szybkość dostępu 
do danych. Można to osiągnąć jedynie dobrze przeprowadzając proces tworzenia 
relacyjnej bazy danych. Proces ten składa się z kilku faz: 
· analiza wymagań, 
· tworzenie koncepcyjne schematu bazy danych, 
· projektowanie logiczne schematu bazy danych, 
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· implementacja, 
· analiza końcowa. 
 
 W fazie analizy wymagań dokonuje się weryfikacji stanu zastanego, uwa-
runkowań prawnych, przyjętego obiegu istniejącej dokumentacji, potrzebne raporty 
i analizuje występujące problemy. Przeprowadza się rozmowy z grupami użytkow-
ników. Sprawdza aktualnie używane środowisko operacyjne, jakie są oczekiwania 
i obawy wobec planowanych zmian. Następnie powstaje konstrukcja modelu da-
nych niezależnie od reguł implementacji, rodzaju systemu zarządzania bazą da-
nych, aplikacji i programów. Podczas projektowania logicznego schematu bazy 
danych najczęściej popełnianym błędem jest umieszczanie w jednej tabeli danych 
dotyczących różnych obiektów świata rzeczywistego. Przykładem może być tabela 
1 opisująca produkty sprzedawcy. 
 
Tab. 1. Przykładowa tabela produktu 
 
Numer 
produktu 
Nazwa Kategoria Producent Cena 
Opakowanie 
jednostkowe 
Karton 
Ilość  
Kartonów 
na palecie 
1 
Czekolada 
mleczna 
Słodycze Wawel 3 zł 100 g 100 sztuk 200 
Źródło: opracowanie własne. 
 
Tak zaprojektowana tabela ma bardzo wiele wad, które ujawnią się podczas 
użytkowania tabeli. Podstawowym problemem będzie powtarzalność danych,  
w tym przypadku nazwa kategorii i producent. Prowadzi to do niepotrzebnego 
zajmowania miejsca na dysku, możliwości popełniania błędów podczas wprowa-
dzania w postaci literówek oraz kłopotów podczas aktualizacji danych. Problemy te 
powoduje brak przeprowadzonego procesu normalizacji tabeli. Bardzo często ten 
proces jest uznawany za przestarzały, ponieważ projektując relacyjną bazę danych 
najczęściej używa się diagramów związków encji (ang. entity relationship diagram). 
Przejście do tabel następuje jako odwzorowanie encji w tabelę. W praktyce nie 
zawsze takie odwzorowanie jest poprawne i wymaga dużej wiedzy teoretycznej. 
Nie należy dążyć do jak najmniejszej liczby tabel, lecz dokonywać wiele razy po-
działu tabel na kilka, aby osiągnąć optymalizację bazy danych2. 
W fazie implementacji powstaje szereg operacji aktualizacji zawartości bazy 
danych, przeprowadzanych przez pojedynczych użytkowników lub aplikacje. 
Uwzględnia się dane, które są używane w transakcjach, opisy czynności realizo-
wanych przez transakcje, wyniki transakcji oraz znaczenie transakcji dla użytkow-
ników. Zapisywane są zestawy zapytań zoptymalizowanych do działania na  
danych w konkretnej bazie danych. Często wykorzystuje się indeksy na danych lub 
partycjonowanie tabel 3 4 5. 
                                                          
2 Sharon A., Modelowanie danych, Helion, Gliwice 2006. 
3 Busłowska E., Rynkowska E.: Wpływ indeksacji na szybkość pobierania danych. Logistyka 6/2014, 
Poznań 2014. 
4 Database VLDB and Partitioning Guide, http://docs.oracle.com/cd/E11882_01/server.112 
/e25523/partition.htm. 
5 Busłowska E., Busłowski A., Wpływ partycji zakresowej na operowanie danymi, Logistyka 6/2015, 
Poznań 2015. 
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Optymalizacja zapytań 
 
 Oddawana do użytkowania, w pełni zoptymalizowana, baza produkcyjna 
ma jeden główny cel: dane gromadzone muszą być dostępne w każdym momen-
cie. Zapytania wydawane do danych powinny zwracać odpowiedź w jak najkrót-
szym czasie. System zarządzania bazą danych za pomocą optymalizatora, każ-
demu zapytaniu SQL generuje schemat postępowania podczas wykonywania 
zapytania. Taki schemat postępowania nazywany jest planem wykonania zapyta-
nia (ang. query execution plan) w czasie minimalnym przy zużyciu tylko niezbęd-
nych mocy procesora6. 
Algorytm wyboru optymalnego planu wykonania zapytania nie jest najprost-
szym zadaniem ze względu na typ zapytania, struktury fizyczne lub brak indeksów. 
Optymalizator na wstępie analizuje zapytanie i jeśli jest złożone, może zostać 
przekształcone tak, by mogło być efektywniej przetworzone. Jeżeli zapytanie ko-
rzysta z widoków łączy zapytanie definiujące perspektywę z wykonywanym zapy-
taniem. Następnie podejmowana jest decyzja, który z optymalizatorów należy 
użyć: regułowy (ang. rule-based), czy kosztowy (ang. cost-based). Optymalizator 
regułowy charakteryzuje się dużą szybkością działania. Zawiera szereg reguł po-
stępowania, dzięki którym wskazuje najlepszy plan wykonania zapytania w zależ-
ności od rodzaju zapytania. Korzysta z rankingu operacji uporządkowanych  
wg kosztu ich wykonania. Jako pierwsza w tym rankingu znajduje się operacja 
najmniej kosztowna, a jako ostatnia najbardziej kosztowna. Optymalizator w pierw-
szej kolejności wybiera te plany, które wykorzystują operacje ze szczytu rankingu. 
Jeśli wybierany jest tylko określony w warunku zestaw rekordów z tabeli, optymali-
zator użyje dostępnego indeksu, niezależnie od warunków ograniczających zakres 
zapytania, czy też rozmiaru dostępnego indeksu, ponieważ tak określa plan. 
W przypadku optymalizatora kosztowego istnieje możliwość wyboru celu 
optymalizacji, tj. czasu odpowiedzi (np. czasu oczekiwania użytkownika) lub prze-
pustowości (np. czasu wygenerowania raportu). Do wyznaczenia kosztu wykona-
nia poleceń są niezbędne dodatkowe informacje zwane statystykami. Należy regu-
larnie zbierać statystyki w celu zagwarantowania poprawności planów generowa-
nych przez optymalizator kosztowy. Częstotliwość zbierania tych statystyk zależy 
od intensywności zmian w bazie danych. Optymalizator generuje najlepszy plan,  
w którym zapytanie wykona się najszybciej. Nie zawsze ten plan odnosi się do 
charakteru przechowywanych danych.  
Doświadczony projektant może wspomóc optymalizator dostarczając mu wska-
zówek (ang. hints), umożliwiających określenie następujących elementów pracy: 
· rodzaj optymalizatora, 
· cel optymalizacji, 
· sposób dostępu do danych, 
· kolejność łączonych tabel dla operacji połączenia, 
· sposób realizacji połączenia. 
Wskazówki umieszcza się w komentarzu, bezpośrednio po słowach kluczo-
wych zapytania. Są akceptowane przez optymalizator tylko wtedy, gdy istnieje jakikol-
wiek plan, który wykorzystuje sposób dostępu do danych określony we wskazówce. 
                                                          
6 Price J., Oracle Database 11g i SQL Programowanie, Helion, Gliwice 2009. 
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Metody pozwalające na przyśpieszenie procesu dostępu do danych 
 
 Pobieranie danych z relacyjnych baz sprowadza się do skorzystania 
w jednym poleceniu z wielu tabel. W celu przyśpieszenia procesu pobierania moż-
na odpowiednio wybrać kolejność łączenia tabel, metody łączenia tabel oraz pa-
rametry złączenia7. Przykładowo mamy tabelę zawierającą dziesięciu dostawców 
oraz tabelę z 300008 produktami. Jeśli szukamy nazw i numerów dostawców, 
którzy nie dostarczali jeszcze żadnego produktu, można to w języku SQL zrealizo-
wać na kilka sposobów. W przykładzie 1 podano wszystkich dostawców i odjęto 
tych, którzy dostarczają produkty. 
 
Przykład 1. 
SELECT D.dost_nr, D.nazwa 
FROM DOSTAWCY 
MINUS 
SELECT D.dost_nr, D.nazwa 
FROM DOSTAWCY D, DOSTPROD DP 
WHERE D.dost_nr = DP.dost_nr; 
 
Powyższe zapytanie jest wykonywane przez system w siedmiu krokach. 
Najwięcej czasu i zasobów kosztuje złączanie tabel. Bardziej efektywnie to samo 
polecenie prezentuje przykład 2, w którym zastosowano tzw. anty-join w ścieżce 
dostępu do danych. 
 
Przykład 2. 
SELECT D.dost_nr, D.nazwa 
FROM DOSTAWCY D 
WHERE NOT EXISTS 
(SELECT 1 
FROM DOSTPROD DP 
WHERE D.dost_nr = DP.dost_nr); 
 
Różnica w przyśpieszeniu jest rzędu 53% względem pierwszego przykładu. 
Połączenia tabel w bazie danych Oracle mogą być realizowane jedną z trzech 
metod: Hash Join, Nested Loops lub Sort Merge. Optymalizator kosztowy dba o to 
by wybrać najlepszą z nich, odpowiednio estymując koszt planu wykonania zapy-
tania. Przykład 3 przedstawia zapytanie, zwracające 10020 rekordów, w którym 
optymalizator wybrał połączenie tabel metodą Hash Join. 
 
Przykład 3. 
SELECT DISTINCT P.numer, P.nazwa 
FROM PRODUKTY P, SPRZEDAZ S 
WHERE P.nrkat = 1 
AND P.numer = S.numer AND S.cena>81000 
ORDER BY P.nazwa; 
 
Modyfikując zapytanie w przykładzie 4 uzyskano połączenie semi-join, które 
może być czasowo optymalniejsze nawet o cztery procent (przy bardzo dużych 
                                                          
7 Schrag R., Speeding Up Queries with Semi-Joins and Anti-Joins: How Oracle Evaluates EXISTS, NOT 
EXISTS, IN, and NOT IN, http://www.dbspecialists.com/files/presentations/semijoins.html. 
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tabelach ten czas będzie zauważalny). Dzieje się tak z dwóch powodów. Podczas 
łączenia tabeli PRODUKTY z tabelą SPRZEDAZ, dla konkretnego numeru produk-
tu, przeszukiwanie zostaje wstrzymane po znalezieniu wartości odpowiadającej  
w tabeli SPRZEDAZ. Nie ma również potrzeby usuwania duplikatów podczas po-
rządkowania wyniku, w przypadku, gdy produkt był kilkakrotnie sprzedany. 
 
Przykład 4. 
SELECT P.numer, P.nazwa 
FROM PRODUKTY P 
WHERE P.nrkat = 1 AND EXISTS  
(SELECT 1 
FROM SPRZEDAZ S 
WHERE P.numer = S.numer AND S.cena>81000) 
ORDER BY P.nazwa; 
 
Zapytanie z przykładu 4 można wykonać, w znacznym stopniu obniżając 
koszt samej optymalizacji. Realizuje się to używając wskazówek. Przykład 5 za-
wiera wskazówkę do łączenia tabel metodą Nested loops. W tej metodzie prze-
szukiwana jest cała tabela wewnętrzna dla każdego wiersza z tabeli zewnętrznej. 
W przykładzie uzyskano przyśpieszenie czasu wykonania do 89,5%. 
 
Przykład 5. 
SELECT P.numer, P.nazwa 
FROM PRODUKTY P 
WHERE P.nrkat = 1 AND EXISTS  
(SELECT /*+ NL_SJ */ 1 
FROM SPRZEDAZ S 
WHERE P.numer = S.numer AND S.cena>81000) 
ORDER BY P.nazwa; 
 
Wskazówką można również określić sposób łączenia Sort Merge pozwala-
jące efektywnie wykonywać podzapytania skorelowane zawierające operator 
EXISTS, pomimo iż nie istnieje indeks, który pomagałby wykonywać podzapytanie. 
Jest to tzw. półzłączenie zwracające tylko jeden wiersz z tablicy nadrzędnej, nieza-
leżnie od tego, ile istnieje odpowiadających wierszy w tablicy podrzędnej. 
 
Przykład 6. 
SELECT P.numer, P.nazwa 
FROM PRODUKTY P 
WHERE P.nrkat = 1 AND EXISTS  
(SELECT /*+ MERGE_SJ */ 1 
FROM SPRZEDAZ S 
WHERE P.numer = S.numer AND S.cena>81000) 
ORDER BY P.nazwa; 
 
Za pomocą tego złączenia w przykładzie 6 uzyskano przyśpieszenie łącze-
nia tabel do 98,7%. 
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Podsumowanie  
 
Przyśpieszanie procesu wyszukiwania danych jest bardzo ważnym elemen-
tem implementacji aplikacji logistycznych, umożliwiającym osiągnięcie przez sys-
tem satysfakcjonującej wydajności. W samym procesie optymalizacyjnym zwraca 
się uwagę na czas wykonania zapytania w czasie rzeczywistym i sama optymali-
zacja nie powinna zabierać więcej czasu niż ułamek sekundy. Trzeba pamiętać  
o tym, że na czas wykonania zapytania wpływa wiele czynników niezależnych. 
Często zamiast pojęcia czasu wykonania zapytania, używa się kosztu wykonania 
zapytania (ang. query cost). Wszystkie statystyki dotyczące wykonania zapytania 
są dostępne w generowanym dla każdego zapytania planie wykonania.  
Zastosowanie optymalizatora kosztowego pozwoli systemowi dobrać opty-
malny sposób realizacji polecenia w oparciu o rozkłady danych. Doświadczony 
programista wykorzystując wskazówki może wskazać optymalizatorowi efektyw-
niejsze sposoby wykonywania poleceń. Optymalnym sposobem generowania 
unikalnych identyfikatorów (kluczy głównych i unikalnych) jest skorzystanie z se-
kwencji. Klucze są wykorzystane do łączenia obiektów i wpływają na koszt wyko-
nania zapytania. Również zastosowanie w odpowiedni sposób indeksów i klastrów 
może wielokrotnie przyśpieszyć wykonanie poleceń SQL. 
 
Bibliografia 
 
Sharon A., Modelowanie danych, Helion, Gliwice 2006. 
Busłowska E., Rynkowska E.: Wpływ indeksacji na szybkość pobierania danych. 
Logistyka 6/2014, Poznań 2014. 
Database VLDB and Partitioning Guide, 
http://docs.oracle.com/cd/E11882_01/server.112/e25523/partition.htm  
Busłowska E., Busłowski A., Wpływ partycji zakresowej na operowanie danymi, 
Logistyka 6/2015, Poznań 2015. 
Price J., Oracle Database 11g i SQL Programowanie, Helion, Gliwice 2009. 
Schrag R., Speeding Up Queries with Semi-Joins and Anti-Joins: How Oracle 
Evaluates EXISTS, NOT EXISTS, IN, and NOT IN, 
http://www.dbspecialists.com/files/presentations/semijoins.html. 
