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RESUMO
A Coordenação de Aperfeiçoamento de Pessoal de Nível Superior (Ca-
pes), é uma fundação do Ministério da Educação (MEC) e desempenha
papel fundamental na expansão e consolidação da pós-graduação em to-
dos os estados da Federação Brasileira. Dentre as atividades da Capes,
tem-se a avaliação da pós-graduação stricto sensu (mestrado e douto-
rado) e a divulgação da produção cientíﬁca. Essas duas atividades são
feitas através da realização de relatórios com indicativos da produção
cientíﬁca, com a cooperação docente-docente, docente-aluno, a partici-
pação discente em projetos do orientador, prêmios recebidos, etc. Todo
esse levantamento de dados é feito de forma manual, onde os gestores
de programas de pós-graduação manualmente analisam os currículos de
seus discentes, coletando as informações necessárias para preencher os
relatórios. O presente trabalho tem como intenção facilitar esse pro-
cesso manual, oferecendo uma ferramenta Web, na qual toda a coleta
de dados é feita de forma automatizada. A colaboração, produção de
pesquisadores, alunos e pares, não será mais feita de forma exaustiva,
levando horas analisando todos os currículos. Basta acessar de forma
simples e prática o site, importar os currículos e todos os dados serão
disponibilizados de forma organizada para visualização e consulta.
Palavras-chave: Produção Cientiﬁca; Colaboração Cientíﬁca; Dados
Curriculum Vitae Lattes; Mapeamento da Produtividade

ABSTRACT
The Higher Education Personnel Improvement Coordination (Capes),
is a foundation of the Ministry of Education (MEC) and plays a key
role on expansion and consolidation of graduate studies in all states
of the Brazilian Federation. Among the activities of the Capes, there
are stricto sensu, graduate courses evaluation (master’s and doctorate’s
degree) and the dissemination of scientiﬁc production. These two ac-
tivities are done by conducting reports with indicative of the scientiﬁc
production, with professor-professor and professor-student cooperation,
the student participation in the professor projects, received awards, etc.
All this data collection is done by hand, i.e. heads of graduate programs
manually analyze the resumes of their students, collecting the informa-
tion needed to complete the reports. This work intends to facilitate this
manual process, oﬀering a Web application in which all data collection
is be done in an automated way. The collaboration, production of re-
searchers, students and peers no more need to be done in a exhaustive
manner, taking hours analyzing all resumes. It is only necessary to
access the site, import the resumes and all data will be available in an
organized way to view and query.
Keywords: Scientiﬁc production; Scientiﬁc collaboration; Data Cur-
riculum Vitae Lattes; Productivity mapping
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1 INTRODUÇĂO
Anualmente, a Capes - Coordenação de Aperfeiçoamento de Pes-
soal de Nível Superior1 - realiza avaliações (CAPES, 2017) dos PPGs
- Programas de Pós-Graduação, com a participação da comunidade
acadêmica-cientíﬁca através de consultores destinados a essa ﬁnalidade.
A avaliação é um meio de assegurar e manter a qualidade dos cursos
de Mestrado e Doutorado no país. A avaliação é baseada, essencial-
mente, nos dados inseridos na Plataforma Sucupira2, uma ferramenta
desenvolvida pela Capes e UFRN, com o objetivo de coletar informa-
ções, realizar análises e avaliações e ser a base de referência do Sistema
Nacional de Pós-Graduação (SNPG). A partir dos dados inseridos, a
plataforma gera um relatório, que é utilizado como base para a ava-
liação. Um dos pontos considerados nesta avaliação é a análise da
colaboração cientíﬁca entre docente-docente e/ou docente-discente, ou
seja, como os docentes colaboram entre si e como os estudantes estão
envolvidos nestes trabalhos. Além dessa colaboração, a participação
discente em projetos do orientador, prêmios recebidos, etc, também
são itens importantes.
Todas estas informações são mantidas, individualmente, por do-
centes e discentes em seus currículos cadastrados na Plataforma Lat-
tes3. A plataforma Lattes é uma sistema web que disponibiliza uma
ferramenta para montagem e armazenamento de currículos. Seu al-
cance se estende à gestão e operacionalização do fomento do CNPq,
outras agências de fomento federais e estaduais, das fundações estadu-
ais de apoio à ciência e tecnologia, das instituições de ensino superior e
dos institutos de pesquisa. Toda produção discente/docente é incluída
em seus devidos currículos, com todas as informações relevantes.
Para alimentar certos campos de dados da plataforma Sucupira
e gerar estatísticas prévias para planejamentos estratégicos de PPGs,
seus gestores devem analisar cada currículo dos integrantes do Pro-
grama, avaliando todas as produções, para então relacionar docente/-
discente a cada trabalho. Considerando que cada programa possui um
número considerável de pesquisadores e alunos, o tempo gasto para a
conclusão desta tarefa é alto, além de ser passível de erro.
Uma solução para isso é o projeto e construção de alguma plata-





dos participantes de um Programa de Pós-Graduação e gera relatórios
estatísticos baseados no agrupamento de informações relevantes para
a avaliação da CAPES, como número de produções bibliográﬁcas e
técnicas, participações em projetos, etc, levando em consideração a co-
laboração entre pares.
O grande desaﬁo no desenvolvimento de tal plataforma é a he-
terogeneidade dos dados presentes nos currículos Lattes. Apesar dos
currículos estarem em formato XML, que provê interoperabilidade, os
dados inseridos podem ter valores distintos para a mesma informação.
Por exemplo, uma colaboração está contida em uma orientação, de mes-
trado a doutorado, e é a partir das suas informações que a relação é
estabelecida. Sendo assim, um orientador possuirá as informações da
sua orientação em seu currículo e o orientando também, no entanto de
forma distinta. O orientador adiciona ao currículo uma orientação em
andamento ou concluída, e o orientando em sua formação. Dados como
nome do orientador/orientando e título do trabalho são comuns em am-
bos os currículos, portanto é possível encontrar a colaboração quando
há a correspondência de um trabalho entre o discente e docente, apli-
cando as condições necessárias. É possível tratar este problema através
da aplicação de funções de similaridade a textos (DORNELES; GALANTE,
2008), como em nomes de autores, instituição ou título do trabalho. Es-
tas funções de similaridade recebem dois textos como valor de entrada
e retornam um valor entre 0 e 1 (ou 0 à 100%) equivalente a taxa de
similaridade entre eles, ou seja, textos exatamente iguais recebem o
valor 1 e caso contrário, o valor de similaridade difere entre as funções,
baseado na proximidade entre os textos.
Neste trabalho é descrito o ALPC (Aplicação para Levantamento
de Participação Cientíﬁca), uma plataforma que tem como principal ﬁ-
nalidade vincular toda e qualquer colaboração cientíﬁca, entre docente
e discente, através de seus respectivos currículos Lattes, analisando e
processando suas informações. A interação com o usuário é feita por
uma aplicação Web disponibilizada em um servidor único, onde cada
usuário é identiﬁcado com um papel dentro do sistema (coordenador,
docente e discente) correspondendo às suas funções. Para o estabe-
lecimento da relação em uma colaboração, o ALPC tem o seguinte
processo: o primeiro é indexar as entidades (uma pessoa, uma produ-
ção, uma orientação) através de um recurso chamado full-text search,
que utiliza o conteúdo dos campos da entidade e quebra-os em termos
utilizando um tokenizer, transformando-os em seu próprio índice. A
partir disso, sempre que uma busca é feita, apenas as entidades com a
maior probabilidade de correspondência são retornadas e comparadas
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através das funções de similaridade, a ﬁm de garantir o correto rela-
cionamento das colaborações e evitar duplicar qualquer dado, após o
correto relacionamento, as colaborações são salvas para então ﬁcarem
disponíveis para a visualização pelo usuário.
1.1 OBJETIVOS
1.1.1 Objetivo geral
O ALPC tem como principal ﬁnalidade vincular toda e qualquer
colaboração cientíﬁca, entre docente-discente e docente-docente, atra-
vés de seus respectivos currículos Lattes. Deve-se fazer uma analise do
currículo em busca dessas colaborações que são uteis aos relatórios da
Capes e como relaciona-las, salvar esses relacionamentos e disponibiliza-
los por meio de uma aplicação Web.
1.1.2 Objetivos especíﬁcos
- Fazer um estudo sobre a estrutura disponibilizada pelo Lattes
(formato XML) do currículo de pesquisadores e alunos, a ﬁm de reunir
as informações necessárias para a busca desejada, e então armazená-los
em uma base.
- A partir da base, com os dados processados, aplicar algoritmos
de similaridade (previamente escolhidos), para assim tornar possível a
busca dos vínculos, baseado em certos parâmetros, como nome(s) do(s)
professor(es)/aluno(s), por exemplo.
- Agrupar as informações geradas com as relações, separadas por
áreas, como informações relacionadas a docente, discente e o programa
todo e disponibilizá-las ao usuário.
- As informações da busca (entrada e saída), devem ser coleta-
das e mostradas através de interface amigável, em uma aplicação web,
desenvolvida neste trabalho.
1.2 METODOLOGIA
A aplicação ALPC foi desenvolvida sem o uso de qualquer tipo
de metodologia especíﬁca de Engenharia de Software. Porém, algumas
etapas foram planejadas com a intenção de organizar o processo de
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desenvolvimento.
Etapa 1: o primeiro passo foi deﬁnir o projeto. O que exata-
mente deveria ser feito, como deveria ser implementado e o que deveria
ser retornado ao usuário. Foram identiﬁcados quais seriam os dados
necessários no relatório entregue para a avaliação da CAPES e quais
poderiam ser extraídos do currículo Lattes de todos os docentes e dis-
centes participantes do Programa de Pós-Graduação. Tornou-se neces-
sário o estudo de toda a estrutura do currículo Lattes a ﬁm de mapear
estes dados.
Etapa 2: revisão de literatura, buscando artigos e trabalhos re-
lacionados às funções de similaridade textuais. Foi feita uma avaliação
da melhor aplicação das funções dentro do contexto deste trabalho.
Além disso, foi feito um estudo e escolha das ferramentas, frameworks
e linguagens utilizados no desenvolvimento do sistema, baseando-se no
conhecimento dos integrantes, facilidade da aprendizagem/implemen-
tação e eﬁciência performática.
Etapa 3: a etapa 3 focou no desenvolvimento de código utili-
zando os dados recolhidos nas duas primeiras etapas. Não foi seguido
nenhum processo de desenvolvimento de código especíﬁco, mas foram
adotadas boas práticas de codiﬁcação, sincronização da dupla e reali-
zação de reuniões semanais com a orientadora, garantindo o desenvol-
vimento das funcionalidades do sistema dentro dos requisitos.
Etapa 4: redigir o relatório do trabalho, documentando todas
as partes do processo do desenvolvimento do sistema, paralelamente à
etapa 3.
Etapa 5: ﬁnalização do desenvolvimento do trabalho, aplicação
de testes e estudo sobre os métodos utilizados, para avaliar a eﬁcácia
do sistema proposto.
1.3 ORGANIZAÇÃO DO TRABALHO
Para uma melhor compreensão de como foi desenvolvido o sis-
tema ALPC, este documento está agrupado em capítulos. No segundo
capítulo a fundamentação teórica é descrita, enfatizando alguns concei-
tos pertinentes ao desenvolvimento do trabalho. No terceiro capítulo
são mostrados trabalhos relacionados, ﬁnalizando com um comparativo
entre os sistemas. O ALPC é apresentado no quarto capítulo, mos-
trando seus módulos, como foram desenvolvidos, suas funções dentro
do sistema e seus resultados, além de todas as ferramentas utilizadas
neste trabalho. No quinto capítulo são destacadas funcionalidades que
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Este capítulo aborda os conceitos básicos para a compreensão
deste trabalho. É apresentada a estrutura do currículo Lattes e seus
agrupamentos, importantes para que a sua análise seja completa. Tam-
bém são apresentados os algoritmos utilizados no sistema para a simi-
laridade entre termos: Q-gram, Jaro-Winkler e Levenshtein.
2.1 CURRÍCULO LATTES
A Plataforma Lattes1 criada e mantida pelo CNPq, é um ambi-
ente que integra bases de dados de currículos, de grupos de pesquisa e
de instituições em um único sistema de informações. O Currículo Lattes
se tornou um padrão nacional no registro dos estudantes e pesquisado-
res do país, sendo adotado pela maioria das universidades e institutos
de pesquisa do país.
A Comunidade CONSCIENTIAS/LMPL2 deﬁniu o DTD (Data
Type Definition)(CONSCIENTIAS/LMPL, 2014) do Currículo Lattes, ou
seja, a estrutura em que é montada o currículo (como mostra a Fi-
gura 1), evoluindo posteriormente até se tornar uma gramática XML
Schema, uma recomendação da W3C(World Wide Web Consortium)3,
que descreve formalmente os elementos da linguagem XML(Extensible
Markup Language). Com esse modelo, as universidades brasileiras po-
dem extrair informações do currículo Lattes e/ou gerar informações
para o mesmo a partir dos seus sistemas corporativos.
Extensible Markup Language (XML)(W3C, 2015) é um formato
de texto simples, muito ﬂexível derivado de SGML (ISO 8879). Origi-
nalmente concebido para enfrentar os desaﬁos da publicação eletrônica
em grande escala, XML também está desempenhando um papel cada
vez mais importante na troca de uma ampla variedade de dados na
Web e em outros lugares.
A estrutura do currículo Lattes é dividida em cinco grandes ele-
mentos: Dados gerais, Dados complementares, Produção bibliográﬁca,
Produção técnica e Outras produções. Cada um destes grupos pode
apresentar um ou mais elementos-ﬁlhos que são descritos a seguir. Vá-





Figura 1 – Recorte do Data Type Deﬁnition do Lattes
pulação das informações deste trabalho.
Dentro de Dados gerais encontram-se as informações pessoais
como endereço, idiomas, formação acadêmica, atuações proﬁssionais,
áreas de atuação e prêmios e títulos. Já em Dados complementares são
encontradas participações em eventos e bancas, orientações em anda-
mento e informações adicionais . O grupo Produção bibliográfica
possui trabalhos em eventos, artigos aceitos e publicados, trabalhos em
eventos, livros, capítulos, textos em jornais ou revistas e demais tipos de
produção bibliográﬁca. Em Produção técnica, situam-se os trabalhos
técnicos, software, patente, desenho industrial, marca, topograﬁa de
circuito integrado, produto tecnológico, processos ou técnicas, trabalho
técnico, cultivar registrada ou protegida e demais tipos de produção
técnica. Por último, em Outras produções, encontra-se orientações
concluídas, produções artísticas/culturais e demais trabalhos.
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2.2 Q-GRAM
Um Q-Gram ou N-Gram (UKKONEN, 1992) é uma sequência
de caracteres de tamanho n: um 2-gram (ou bigram) pode ser uma
sequência de letras como ”b”, ”bc” ou ”cd” e assim por diante. Um
3-gram (ou trigram) pode ser uma sequência de três caracteres como
”abc” ou ”def”. As palavras não necessariamente são ”legíveis”, podendo
ser fonemas, sílabas ou letras concatenadas.
Dada uma string A ao longo de um alfabeto ﬁnito Σ, |A| é o
comprimento de A, Ai refere-se ao caractere i de A, e Ai,j é a substring
de A que começa com o caractere i e termina com o j. A substring de
comprimento q > 0 de A é um q-gram de A.
Por exemplo, o nome Frodo tem as seguintes q-grams com q =
2: Fr ro od do. O nome Freud dividida nestes q-grams resulta em: Fr
re eu ud.
2.3 ALGORITMOS DE SIMILARIDADE
Nesta seção são apresentados os algoritmos de similaridade uti-
lizados neste trabalho, para a comparação de textos. São explicadas
suas deﬁnições e exemplos são demonstrados.
2.3.1 Distância Q-Gram
O algoritmo de distância Q-Gram (NAVARRO; SUTINEN; TARHIO,
2000; RASMUSSEN; STOYE; MYERS, 2006; JURAFSKY; MARTIN, 2014) é
uma função de similaridade utilizando q-grams, explicados na Seção
2.2. Quanto menor a distância por duas strings, mais similares elas
são. A medida é dada através da contagem de ocorrências de distintos
q-grams de tamanho n nas duas strings a serem comparadas.
Seja uma string s = a1 . . . ak e q um q-gram de tamanho
n de um alfabeto Σq. Se ai ai+1 . . . ai+n−1 = q para algum i,
então s tem uma ocorrência de q. É chamado o perﬁl q-gram de s, um
vetor contendo a quantidade de ocorrências para todo q ∈ Σq, dado por
G(s) = G(s)[q].
A distância entre duas strings é deﬁnida como o módulo da di-
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A distância relativa normalizada, ou taxa de erro, é deﬁnida como a
distância dividida pelo comprimento da maior string envolvida.
Exemplo: Dadas as strings x = abcde e y = acdbc, assumindo
tamanho 2 para os q-grams, temos Σq = ab, bc, cd, de, ac, db. Então
o perﬁl q-gram de x e y é deﬁnido por:
Tabela 1 – Perﬁl q-gram de x e y
ab bc cd de ac db
x 1 1 1 1 0 0
y 0 1 1 0 1 1
Assim, a distância é D(x, y) = 4.
2.3.2 Jaro-Winkler
O Jaro-Winkler (COHEN; RAVIKUMAR; FIENBERG, 2003) é uma
medida de similaridade entre duas strings. Assim como a distância
Q-Gram, quanto menor a distância, mais similares as strings são. A
métrica de distância Jaro-Winkler é mais adequada para strings cur-
tas, como nomes de pessoas ou outros nomes próprios. A pontuação é
normalizada tal que 0 equivale a nenhuma semelhança e 1 é uma cor-
respondência exata. Este algoritmo é uma variante da métrica de Jaro,
explicada a seguir.
Dadas as strings s = a1 . . . aK e t = b1 . . . bL, deﬁne-se um
caractere ai em s para ser comum com t onde há um bj = ai em t tal




sendo os caracteres que s têm em comum com t (na mesma ordem
que aparecem em s) e que t′ = b′1...b
′
L′ sendo análogo, aplica-se uma
transposição em s’ e t’ em uma posição i onde a′i 6= b
′
i. Assumindo Ts′,t′
como a metade do número de transposições para s’ e t’, a métrica de















e sua variante, Jaro-Winkler, também usa o comprimento P do
maior preﬁxo comum entre s e t. Sendo P’ = max(P, 4), deﬁne-se
Jaro−Winkler(s, t) = Jaro(s, t) +
P ′
10
∗ (1− Jaro(s, t))
.
Exemplo:
Dadas as strings s = MARTHA e t = MARHTA são encontrados
os valores:
• m = 6
• |s′| = 6
• |t′| = 6
• Ts′,t′ = 22 = 1














Para encontrar o valor de Jaro-Winkler, é necessário P’, que é
igual à 3 (já que o o maior preﬁxo comum é MAR). Então
Jaro−Winkler(s, t) = 0.944 +
3
10
∗ (1− 0.944) = 0.961
2.3.3 Levenshtein
Levenshtein (LEVENSHTEIN, 1966) é uma das funções de simila-
ridade pioneiras, sendo uma das mais simples. A distância entre duas
strings é dada pelo número mínimo de operações necessárias para trans-
formar uma string em outra. Estão inclusas nas operações a inserção,
deleção ou substituição de um caractere.
Exemplo:
A distância entre ”barato” e ”sapatos” é três, dado que são ne-
cessárias duas substituições e uma deleção.
• barato -> sarato (substituição)
• sarato -> sapato (substituição)




Este capítulo trata de trabalhos que possuem propostas seme-
lhantes ao ALPC, descrevendo brevemente cada um e, posteriormente,
fazendo uma análise comparativa entre todos. Os trabalhos relaciona-
dos foram selecionados baseados na semelhança entre as funcionalidades
propostas pelo ALPC.
3.1 SAPOS/UFF
O SAPos1 (Sistema de Apoio à Pós) (FERREIRA; AMARO, 2013)
da Universidade Federal Fluminense vem com a função de apoio ao
programa de pós-graduação da universidade, como gerenciamento de
matrículas, orientações, bolsas, disciplinas, credenciamentos, entre ou-
tros.
Seu desenvolvimento foi iniciado por professores da instituição,
posteriormente incluindo alunos da graduação de Ciência da Compu-
tação no time de desenvolvimento. É um software livre e de código
aberto. O framework utilizado é o Ruby on Rails, com a linguagem de
programação Ruby.
As principais funcionalidades do SAPos são os cadastros e ge-
renciamento de alunos, professores, bolsas e etapas. Com relação aos
alunos, são cadastrados seus dados pessoais e sua relação com uma
ou mais matrículas. Com relação aos professores, além de seus dados
pessoais, são vinculadas suas orientações. No segmento de bolsas, são
feitos os cadastros e monitoramento das bolsas concedidas, relaciona-
das aos alunos. A área de etapas contempla as etapas que os alunos
são obrigados a completar, durante o curso de Pós-Graduação, para
receber sua titulação.
3.2 SAPOS/UFPR
O SAPos2 (Sistema de Apoio à Pós)(FABRO; ALMEIDA; SLU-
ZARSKI, 2012) da Universidade Federal do Paraná é uma aplicação web
para gestão de sistemas de pós-graduação (Mestrado e Doutorado). É




ciou a partir da necessidade da gestão do Programa de Pós Graduação
em Informática da Universidade Federal do Paraná. Seu desenvolvi-
mento envolve alunos da Ciência da Computação da universidade e seu
número varia de acordo com o número de bolsas disponíveis. O sistema
foi desenvolvido com a linguagem Java e utiliza o framework Spring.
Assim como o SAPos da Universidade Federal Fluminense, suas
funcionalidades são voltadas à gestão do programa de pós-graduação,
como cadastro pessoal de alunos e professores e gestão de bolsas. Porém
o SAPos da Universidade Federal do Paraná possui algumas outras
funcionalidades, como o gerenciamento de disciplinas e turmas, controle
de defesas e relatórios.
3.3 SCRIPTLATTES
Outra ferramenta relacionada é o ScriptLattes3 (MENA-CHALCO;
JUNIOR, 2009). É um software livre, de código aberto, com a ﬁnali-
dade de auxiliar à Secretaria de Pós-graduação do IME-USP. Ele foi
projetado para funcionar através de terminal (console) no sistema ope-
racional Linux, entretanto, pode ser compilado e conﬁgurado para ser
utilizado sob outros sistemas operacionais, como MS Windows ou Ma-
cOS. Suas primeiras versões foram programadas usando Perl e posteri-
ormente refatorado para a linguagem Python.
Foi desenvolvido com o intuito de extrair currículos no site da
Plataforma Lattes, para a geração de relatórios e gráﬁcos de interesse.
Entre eles estão as produções, artigos, orientações, prêmios, entre ou-
tros. Sua principal função é auxiliar grupos de professores ou departa-
mentos no processo de coleta de dados para avaliação do corpo docente.
É importante destacar que o ScriptLattes baixa automatica-
mente os currículos Lattes (em formato HTML) de um grupo de pessoas
de interesse e compila as listas de produções, tratando apropriadamente
as produções duplicadas e similares. Ele gera os relatórios com listas
de produções e orientações separadas por tipo, e, adicionalmente, a fer-
ramenta permite a criação automática de grafos de coautoria entre os





COBALTO 4 é um sistema desenvolvido pela UFPel (Universi-
dade Federal de Pelotas) que pretende integrar os diversos sistemas de
Tecnologia da Informação (TI) da UFPel. É um software livre e em
plataforma Web.
Por seu intermédio é possível o registro e o acesso de informa-
ções referentes ao ensino, à pesquisa, à extensão e ao gerenciamento
administrativo, atendendo tanto a graduação quanto a pós-graduação.
Dentre os usuários que possuem acesso autenticado ao sistema estão:
candidatos a vagas na Universidade, alunos, professores e funcionários
administrativos. Para cada tipo de usuário, é liberado o acesso a uma
área do sistema.
Ele contempla todo o ciclo de vida de um estudante na Institui-
ção, desde o preenchimento online da ﬁcha de inscrição para os selecio-
nados nos diferentes tipos de ingresso até sua formatura e diplomação.
No que se refere a recursos aos docentes, existem funcionalidades para
cadastro de suas atividades, como as avaliações, publicação das notas,
frequência e diário de classe. O professor pode ainda consultar as suas
atividades, acompanhar o desempenho dos alunos, bem como emitir
atas de provas e exames, entre outros.
3.5 ANÁLISE COMPARATIVA
Esta seção apresenta um comparativo simples entre os trabalhos
relacionados e o ALPC. Foram comparadas as principais funcionalida-
des entre os trabalhos, demonstrando a capacidade deste trabalho em
relação aos outros. A Tabela 2 mostra a comparação, baseada entre
as possíveis áreas dentro do sistema. Valores ’Sim’ representam que a
aplicação possui a área e ’Não’, caso contrário.
Na Tabela 2, podemos perceber que os SAPos da UFPR e UFF
e o Cobalto são voltados principalmente para gerência da parte acadê-
mica de docentes e discentes, com as áreas de disciplinas e/ou bolsas.
Já o ALPC e o scripLattes estão voltados para a geração de relató-
rios, a partir de certos dados enviados à eles. É importante ressaltar
que, apesar de o ALPC não estar voltado à gerência da parte acadê-
mica, ele é organizado por áreas e cada uma contém uma lista ordenada
com informações pertinentes para cada item. Isso não acontece com o
4https://cobalto.ufpel.edu.br/
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Docente Sim Sim Sim Não Sim
Discente Sim Sim Sim Não Sim
Orientações Sim Sim Sim Sim Não
Produções Sim Não Não Sim Não
Atuações Sim Não Não Não Não
Disciplinas Não Não Sim Não Sim
Bolsas Não Não Sim Não Não
Relatórios Sim Não Não Sim Não
Gráﬁcos Não Não Não Sim Não
scriptLattes, que está totalmente voltado ao levantamento de colabora-
ções, geração de relatórios com informações gerais e gráﬁcos. O foco do
ALPC é principalmente coletar os dados necessários para o relatório de
avaliação do Programa de Pós-Graduação das instituições, mas ele vêm
como um intermediário entre as funcionalidades de gerência (SAPos’s
e Cobalto) e agrupamento de informações (scriptLattes).
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4 ALPC
A ferramenta ALPC foi criada seguindo um processo contínuo
de desenvolvimento. Neste capítulo é dado uma visão geral do funcio-
namento da aplicação, mostrando desde como é feita a persistência, a
seleção dos dados, até os módulos e suas funcionalidades. Em seguida
são apresentados os ﬂuxos de importação e processamento do dados
extraídos do currículo Lattes, bem como os relatórios que podem ser
exibidos. Por último, são abordadas as principais ferramentas usadas
para alcançar os objetivos do trabalho.
4.1 VISÃO GERAL
O ALPC possui duas principais fases, sendo a primeira delas
a importação dos currículos da plataforma Lattes (no formato XML)
para dentro do sistema. Nesse momento é feita a extração de alguns
dados apenas para identiﬁcar o currículo e este é serializado e persistido
no banco de dados. A segunda etapa é o processamento desses currícu-
los, onde o currículo é carregado do banco de dados e convertido para
objetos da linguagem de programação Java. Neste estágio, o currículo
convertido passa por uma série de buscas e processos, a ﬁm de evitar
a duplicidade e alguma inconsistência de qualquer docente, discente ou
colaboração, para que futuramente se possa extrair os relatórios sem
erros de contabilização. Para realizar o processo de busca, foi mon-
tado um segundo banco de dados além da relacional, onde os dados são
indexados por palavras/termos.
Dentro do sistema, cada currículo é tratado como uma pessoa
para o sistema, e assim será durante todo o processo. Todas as buscas
e persistência são feitas limitando-se ao programa de pós-graduação no
qual o processamento está ocorrendo, ou seja, cada programa possui
seus próprios dados. É importante ressaltar que se um currículo for
processado para um programa e depois para outro, duas pessoas serão
criadas no sistema, cada uma vinculada à seu devido programa. Assim,
uma pessoa representa um currículo em um programa. Caso essa pessoa
possua uma ou mais formações dentro do programa, o papel de discente
lhe é conferido. Se possuir orientações no programa, lhe é dado o papel
de docente. Para a avaliação sobre a orientação/formação pertencer
ou não ao programa, o nome do curso é comparado com o nome do
programa de pós-graduação através de uma função de similaridade.
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Por exemplo, dado o registro de duas pessoas, a pessoa 1 possui o
nome João da Silva e a pessoa 2 João Souza, com o indexador separando
as palavras em termos a partir dos campos, ﬁcamos com o seguinte
cenário:
Tabela 3 – Pessoa 1 e 2 indexadas
Termo Registro




A quebra do texto em termos para cada registro do sistema é
dada por uma função única e customizável. Por exemplo, para a inde-
xação de nomes de pessoas, a função aplicada utiliza o nome completo,
retira-se acentuação, todas as letras são passadas para minúsculas e os
termos são quebrados com tamanho quatro.
4.3 ESQUEMA DO BANCO DE DADOS
Depois de extraídos e manipulados, os dados são persistidos em
um banco de dados relacional. O banco de dados foi projetado para
facilitar as consultas e a extração dos relatórios. Através de um dia-
grama do Modelo Lógico a Figura 3 mostra a estrutura que armazena
o controle de usuários e as colaborações docente-discente e a Figura 4 a
estrutura que armazena a colaboração docente-docente e a graduação.
A tabela tb_programa é onde são persistidos os programas de
pós-graduação cadastrados pelos usuários, com uma relação n..n com
a tabela tb_usuario, onde ﬁcam os usuários cadastrados no sistema,
através do tb_programa_user, já que um usuário pode estar contido
em mais de um programa. Uma relação 1..n com a tabela tb_pessoa,
que constitui a tabela que representa um currículo no sistema e essa
pode ganhar um relacionamento de 1..1 com a(s) tabela(s) tb_docente
e/ou tb_discente, quando a pessoa possuir o(s) papel(is) de docente
e/ou discente no sistema.
As tabelas tb_orientacao_mestrado, tb_orientacao_doutorado e
tb_orientacao_pos_doutorado são responsáveis por armazenar as cola-
borações de mestrado, doutorado e pós-doutorado, respectivamente, en-
tre docentes e discentes, referenciando a tabela tb_orientacao, contendo
os dados comuns entre todas as orientações/formações. A tb_orientacao
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Figura 3 – Modelo lógico do controle de usuário e colaboração docente-
discente
possui uma relação de n..1 com as tabelas tb_docente e tb_discente.
Para as produções, foi criada a tabela tb_produção, que tem re-
lação 1..n com a tabela tb_docente_produção, que se relaciona com a
tb_docente com n..1. Aqui é salva a colaboração entre docentes nas
produções. Uma tabela tb_autor é utilizada para relacionar os n au-
tores a cada produção. Os projetos de pesquisa têm o mesmo compor-
tamento que as produções, através das tabelas tb_projeto_pesquisa e
rl_projeto_pesquisa_docente, com seus devidos autores.
As linhas de pesquisa são armazenadas na tb_linha_pesquisa,
que por meio da rl_linha_pesquisa_docente, faz uma relação n..n com
a tb_docente. As atuações proﬁssionais possuem relação n...1 com os
docentes e são salvas na tabela tb_atuação_profissional.
4.4 IMPORTAÇÃO
Esta seção descreve como é realizado o processo de importação
de um currículo para o sistema. Como mostrado na Figura 5, ela cons-
titui em uma funcionalidade com poucos passos, onde em um primeiro
momento o currículo é convertido do XML para um objeto da lingua-
gem Java, para então ser salvo no banco de dados e futuramente ser
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Figura 4 – Modelo lógico da graduação e colaboração docente-docente
processado. A Figura 6 mostra a sua tela no sistema:
• Extrair dados
A primeira parte do processo, constitui em extrair os dados do
currículo Lattes que estão no formato XML e colocá-los em ob-
jetos da linguagem Java, facilitando assim a manipulação desses
dados. Para que a conversão aconteça, foi realizado um mapea-
mento de cada elemento do currículo em formato XML para um
objeto correspondente na linguagem Java. Esse conversor pode
ser utilizado para a conversão em ambas direções, de XML para
objetos da linguagem e vice-versa. O mapeamento foi desenvol-
vido com o auxílio de uma biblioteca existente, chamada JAXB
(Java Architecture for XML Binding), que é explicado na Seção
4.7. A utilização desta biblioteca dispensa o uso de qualquer al-
goritmo para extração dos dados, necessitando apenas o próprio
mapeamento descrito e o carregamento do arquivo XML com os
dados em memória.
• Converter dados
Na última etapa do processo de importação de um currículo para o
sistema, alguns dados são extraídos do currículo, com o objetivo
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de apresentar ao usuário o currículo importado e identiﬁcá-lo,
tanto para o usuário quanto ao sistema. Os campos são: número
identiﬁcador (número que identiﬁca unicamente cada currículo
existente na plataforma Lattes), nome completo (nome da pessoa
a qual o currículo se refere) e data de atualização (última vez
que esse currículo foi atualizado na plataforma Lattes). Após a
extração desses dados, o currículo XML é serializado e salvo no
banco de dados para futuramente ser processado.
4.5 PROCESSAMENTO
Para otimizar todo o processo de importar currículos e gerar
relatórios a partir de suas informações, foi adotada a estratégia de ma-
nipular os dados de cada currículo uma única vez (aceitando posteri-
ores atualizações), processá-los e persisti-los em um novo modelo de
dados, diminuindo o tempo total a cada nova solicitação de proces-
samento feita pelo usuário, além de facilitar todo o processo interno.
Dessa forma, o usuário pode consultar as informações requeridas ra-
pidamente e de forma customizada aplicando ﬁltros. Lembrando que
embora o processamento possa ser lento, pois ocorre em segundo plano
e não necessita de qualquer envolvimento com o usuário, deseja-se que
seja feito em tempo viável e que tenha boa escalabilidade. Portanto,
é preciso que o processo leve apenas alguns minutos. Para casos onde
ocorra apenas atualização do currículo, a função deve ocorrer de forma
mais rápida ainda. O processamento de um currículo é dividido em
passos, explicados a seguir. A Figura 7 mostra o seu ﬂuxo.
4.5.1 Buscar Currículo
Como primeira parte do processamento de um currículo, é ne-
cessário veriﬁcar se uma pessoa equivalente aquele currículo já foi im-
portada anteriormente a ﬁm de evitar duplicidades e/ou esforço des-
necessário. Caso encontrado sua data de atualização é avaliada: se a
data de atualização do currículo no sistema é mais antiga que a data
de atualização do novo currículo, então o novo currículo é processado
e seus dados extraídos. Isso indica que a pessoa que está no banco de
dados está desatualizada. Para os casos onde encontra-se uma pessoa




Caso não seja encontrada uma pessoa com o número identiﬁca-
dor do currículo, é feita uma busca usando as formações e ori-
entações contidas no currículo. Isso ocorre pelo fato de que uma
orientação/ formação é uma colaboração, e a mesma colaboração
pode ter sido importada por outro currículo. Primeiramente, uma
busca é feita utilizando a técnica de pesquisa de texto completa
com o título da colaboração e o nome do orientando. Os resulta-
dos retornados da busca tem o orientador e/ou coorientador e o
discente comparados com a funções de similaridade Jaro-Winkler,
juntamente com a comparação do título da colaboração com a
distância Q-Gram.
3. Por nome da pessoa
Caso as buscas anteriores falhem, em último caso, uma busca
no banco de palavras/termos indexados é feita usando apenas o
nome completo da pessoa. Os resultados são comparados com
a função de similaridade Jaro-Winkler. Se nada for encontrado,
provavelmente este currículo ainda não possui uma pessoa que o
represente no sistema ou está incompleto.
4.5.2 Extração dos dados
Um dos principais desaﬁos, é evitar a duplicidade de dados e fa-
zer o correto relacionamento docente-discente e docente-docente atra-
vés das colaborações. Por exemplo, o núcleo para o relacionamento
entre docente-discente (ou orientador-orientando), no currículo, está
dentro das orientações para o docente e nas formações para o discente.
Estas são as principais informações utilizadas para a busca e ligação
entre o docente e discente. Se o currículo do discente for importado
anteriormente ao de seu(s) orientador(es), e suas devidas informações
persistidas, ao importar, posteriormente, o currículo do(s) docente(s),
suas orientações devem ser comparadas às formações do discente, já
persistidas, evitando assim a duplicação da(s) colaboração(ões). Caso
o currículo do docente seja importado primeiramente, ao importar o
currículo do(s) discente(s) que tem como orientador este docente, suas
formações devem ser comparadas às orientações, já persistidas, para
suas devidas correspondências. Portanto, a extração de dados do currí-
culo deve levar em consideração a falta de ordem em que os currículos







Finalizado o processo das orientações/formações e os papéis atri-
buídos, caso o currículo possua o papel de docente, são também ex-
traídas as informações sobre suas produções bibliográﬁcas e produções
técnicas. É neste processo que será encontrada a colaboração docente-
docente. Primeiramente, é feita uma busca no banco de termos in-
dexados usando o titulo da produção, ano, tipo da produção e nome
do autor, nomes em citações e o número identiﬁcador, estes três últi-
mos vindos dos dados gerais do currículo a ser importado. A partir
dos resultados retornados, o título e os dados referentes ao autor são
comparados com funções de similaridade e, caso não haja resultados
compatíveis, a nova informação é persistida.
Toda produção possui seus autores e estes são persistidos sepa-
radamente e relacionados à produção para que aumente a eﬁcácia da
busca, não se atendo apenas aos dados da produção. Na busca no
banco de palavras/termos indexados, ao menos um dos campos do au-
tor (nome completo, nome da citação ou número identiﬁcador) e todos
os campos da produção devem conter ao menos um termo equivalente.
O ﬂuxo pode ser visualizado na Figura 10.
Não há distinção na extração dos dados de produção bibliográ-
ﬁca e técnica, pois possuem o mesmo conjunto de informações. São
classiﬁcadas por tipo de produção, que se refere a especiﬁcação dentro
das produções. Para as produções bibliográﬁcas, são considerados:
• Artigos publicados
• Artigos aceitos
• Trabalhos em eventos
• Livros
• Capítulos
• Textos em jornais
• Revistas
• Demais produções












• Apresentação de trabalho
• Carta ou mapa
• Curso de curta duração
• Desenvolvimento de material didático
• Editoração
• Manutenção de obra artística
• Maquete
• Mídia social
• Organização de evento
• Programa de rádio ou TV
• Relatório de pesquisa e outra produção técnica
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4.5.2.4 Atuação proﬁssional
As atuações proﬁssionais do docente não são colaborativas, ou
seja, não possuem nenhum vínculo com outros docentes ou discentes.
Sendo assim, não existe a necessidade de buscas e funções de simi-
laridade para evitar duplicidade. As informações já persistidas (caso
existam) sempre são deletadas para dar lugar às novas informações.
Para as pessoas que possuírem o papel de docente, as suas atuações
proﬁssionais realizadas na instituição do programa de pós-graduação
são simplesmente salvas e vinculadas à pessoa do currículo sendo im-
portado. Cada atuação tem seu tipo, que são:
• Conselho, comissão ou consultoria
• Direção ou administração
• Ensino
• Extensão universitária
• Participação em projeto
• Pesquisa e desenvolvimento
• Serviço técnico especializado
• Treinamento ministrado
• Outra atividade
4.5.2.5 Linha de pesquisa
As linhas de pesquisa são um subgrupo das pesquisas e desenvol-
vimento, que estão contidas nas atuações proﬁssionais. Sendo assim,
são processados apenas linhas de pesquisa que satisﬁzerem as condições
descritas na Seção 4.5.2.4. Linhas de pesquisa são colaborativas entre
docentes e sua busca é dada apenas pelo seu título. Caso não encon-
trada, a nova linha de pesquisa é persistida. Linhas de pesquisa são
distintas dentro de um programa de pós-graduação. O ﬂuxo pode ser
visualizado na Figura 10.
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4.5.2.6 Projeto de pesquisa
Os projetos de pesquisa, que estão contidos nas participações
em projeto das atuações proﬁssionais. Assim, são processados apenas
projetos de pesquisa de atuações proﬁssionais que satisﬁzerem as con-
dições descritas na Seção 4.5.2.4. O processo de busca e persistência
de um projeto de pesquisa é semelhante ao processo descrito na Seção
4.5.2.3, diferenciando alguns dos campos utilizados na pesquisa: retira-
se o tipo de produção a adiciona um campo do tipo ano, resultando em
ano início e ano ﬁm.
4.5.2.7 Graduação
A graduação não foi importada de forma colaborativa, pois ela
é utilizado para veriﬁcar a procedência dos discentes, ou seja, não é
necessário o vínculo docente-discente, apenas o vínculo com o discente
sendo importado.
4.6 RELATÓRIOS
Os relatórios são uma parte de extrema relevância da aplicação
e são organizados de forma simples e compacta, agrupados por sua
amplitude: informações sobre o programa, docentes e discentes.
Na Figura 11 mostra a tela onde está a maioria dos dados re-
ferente ao programa, nessa tela existem subgrupos, sendo estes: ati-
vidades acadêmicas, linha de pesquisa, participação em projetos, pro-
cedência, produção bibliográﬁca e produção técnica. A procedência
é classiﬁcada por serem as universidades onde os discentes estiveram
anteriormente ao ingresso do programa.
Para os grupos atividades acadêmicas, produção bibliográﬁca e
produção técnica, são listados os seus respectivos tipos, atrelando a
cada um sua quantidade, calculada para todo o programa. Há a possi-
bilidade de ﬁltragem por período entre anos. Para os grupos projeto,
linha de pesquisa e procedência, os dados estão organizados em forma
de lista e retornam resultados relacionados ao programa, e para cada
um uma quantidade de docentes em projeto e linha de pesquisa e dis-
centes em procedência. A linha de pesquisa tem como ﬁltro opcional
seu título. Já para projetos de pesquisa e procedência, os ﬁltros são




matriculados, defenderam suas teses, estão em doutorado sanduíche e
quantos são bolsistas. Já dos docentes temos sua formação completa
com a quantidade de produções e discentes e todas as suas orientações.
Nos discentes temos sua formação, sua instituição de procedência e ano
de entrada no curso. Como os relatórios da Capes são anuais, todos
os dados possuem ﬁltro por período, assim conseguindo visualizar os
dados ano a ano.
4.7 FERRAMENTAS, BIBLIOTECAS E UTILITÁRIOS
Esta seção abordada toda a base necessária para o desenvolvi-
mento da aplicação, com uma breve explicação sobre a utilidade de
cada uma. Todas as ferramentas, bibliotecas e utilitários empregados
no lado do servidor (Eclipse, JAXB, Spring, REST e Lucene), no cliente
(Gulp, ECMAscript 6) e também para o conjunto (REST, GIT).
4.7.1 Eclipse
Eclipse1 é uma IDE para desenvolvimento de software, que neste
trabalho foi utilizado com a linguagem Java. Contém um espaço de tra-
balho (workspace) e um sistema de plugins extensíveis para personalizar
o ambiente. É escrito em sua maioria na linguagem Java e sua princi-
pal utilização é para desenvolvimento de aplicativos Java, mas também
existem versões para desenvolver aplicações em outras linguagens de
programação, como C e C++, ou até mesmo através do uso de plugins.
4.7.2 JAXB
JAXB2 é uma biblioteca que permite mapear classes Java para
representações XML. JAXB oferece duas características principais: a
capacidade de converter objetos Java em XML e o inverso, ou seja,
o XML volta a ser objeto Java. Em outras palavras, JAXB permite
armazenar e recuperar dados na memória em qualquer formato XML,
sem a necessidade de implementar um conjunto especíﬁco de rotinas
de carregamento e persistência de XML para a estrutura de classes do




Lattes para objetos do Java, para a manipulação dos dados de maneira
rápida e eﬁcaz.
4.7.3 Spring Framework
O Spring3 é um framework para aplicações e inversão de con-
trole (IoC), sendo o IoC um meio consistente de conﬁguração e geren-
ciamento de objetos Java usando a reﬂexão. Existe um responsável por
gerenciar os ciclos de vida dos objetos: criar esses objetos, chamando
seus métodos de inicialização e conﬁgurar ligando-os, que é chamado
de contêiner. Embora o framework não impõe qualquer modelo de
programação especíﬁca, tornou-se popular na comunidade Java como
uma alternativa de substituição para o modelo EJB . Um ponto impor-
tante é que ele tem suporte a servlet, que vem da ideia de um pequeno
servidor (servidorzinho, em inglês), cujo objetivo é receber chamadas,
normalmente do protocolo HTTP, processá-las e retorná-las ao cliente.
Também fornece extensão e customização para aplicações web e servi-
ços REST. Foi o framework escolhido para o desenvolvimento da apli-
cação deste trabalho, utilizando o protocolo REST para a comunicação
cliente-servidor.
4.7.4 Apache Lucene
Apache Lucene é uma biblioteca para recuperação de informa-
ções, para aplicações que requerem pesquisa de texto completo. Apa-
che é um servidor que é distribuído sob uma licença de código aberto.
Compreende quatro componentes principais acerca dos textos: indexa-
ção, busca, veriﬁcação ortográﬁca, chance de acerto na busca e uso de
tokens. Seu uso neste trabalho é para a indexação das informações.
4.7.5 Node.js
Node.js é um ambiente de execução multi-plataforma para o de-
senvolvimento de aplicações web, do lado do servidor. Fornece uma
arquitetura orientada a eventos e uma API de I/O sem bloqueio, pro-
jetado para otimizar a vazão e escalabilidade para aplicações web em
tempo real. Ele usa motor V8 JavaScript do Google para executar có-
3http://projects.spring.io/spring-framework/
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digo, e uma grande porcentagem dos módulos básicos são escritos em
JavaScript. Utilizado na compilação da aplicação do trabalho.
4.7.6 Gulp
Gulp4 é um sistema para construção de aplicações, e sua função
é automatizar tarefas comuns no desenvolvimento. É construído sobre
o Node.js, e tanto a sua origem quanto seu arquivo, onde são deﬁni-
das as tarefas, são escritos em JavaScript. É possível escrever tarefas
para detectar erros e potenciais problemas no código JavaScript e CSS,
analisar seus modelos e etc. O Gulp é apenas o gerenciador, os plu-
gins disponíveis é que são os responsáveis pelas tarefas. Usado neste
trabalho para tarefas de gerências de builds e análise do código.
4.7.7 ECMAscript 6
ECMAScript5 é a especiﬁcação de linguagem de script padro-
nizada pela Ecma International. Implementações bem conhecidas da
linguagem, tais como JavaScript, JScript e ActionScript são ampla-
mente utilizados para execução de scripts do lado do cliente na Web.
Suporta programação orientada a objetos, além de outras proprieda-
des: as funções são objetos, os objetos têm protótipos, construtores
”pré-compilados”, etc. Linguagem utilizada para os diversos scripts
executados no lado do cliente da aplicação.
4.7.8 Babel
Infelizmente não se pode garantir que os browsers suportarão
a versão 6 do ECMAscript, portanto é necessário fazer um ”rebaixa-
mento” para que a aplicação funcione garantidamente. Babel6 é um
compilador JavaScript, especiﬁcamente um compilador fonte-a-fonte,
muitas vezes chamado de ”transpiler” (compilador/tradutor). Isto sig-
niﬁca que ele analisa o código, modiﬁca-o e gera o novo código de volta
para a outra versão. Como a versão 6 do ECMAscript é aplicada neste






React7 é uma biblioteca JavaScript para criação de interfaces.
Visa um modelo em que subcomponentes não podem afetar diretamente
componentes anexos, codiﬁcação eﬁciente para a atualização quando
dados são alterados e uma clara separação entre os componentes de
uma aplicação. Gerencia automaticamente todas as atualizações de
interface do usuário quando há alterações de dados subjacentes, e con-
ceitualmente atinge o botão de ”refresh”, atualizando somente os com-
ponentes alterados, evitando o carregamento da página inteira. Em-
pregado na aplicação deste trabalho justamente pelo ganho de tempo
e diminuição de operações necessárias ao atualizar uma página do sis-
tema.
4.7.10 REST
REST(W3C, 2011) é uma arquitetura de software para Web. For-
nece um conjunto coordenado de restrições para o design de componen-
tes em um sistema, com alta performance e velocidade de resposta. Sis-
temas que utilizam esta arquitetura podem ser chamados de RESTful.
Normalmente, sua comunicação é baseada no protocolo HTTP, com os
mesmos comandos (GET, POST, PUT, DELETE), que os navegadores
da Web usam para recuperar páginas e enviar dados para servidores re-
motos. Protocolo usado na comunicação servidor-cliente deste trabalho
por sua simplicidade e velocidade.
4.7.11 Git e Github
Git8 é um sistema de controle de versão distribuído e de geren-
ciamento de código fonte. Cada diretório de trabalho do Git é um
repositório com um histórico completo e habilidade total de acompa-
nhamento das revisões, não dependente de acesso a uma rede ou a um
servidor central. GitHub9 é um serviço de hospedagem compartilhado
para projetos que usam o Git. Possui funcionalidades de uma rede
social como feeds, seguidores, wiki e alguns gráﬁcos, com a história





aplicação deste trabalho principalmente pela familiaridade dos desen-
volvedores com a ferramenta, além de todas as suas facilidades.
4.7.12 Maven
Maven 10 é uma ferramenta de gerenciamento de projetos de
software. Baseado no conceito de um modelo de objeto do projeto
(POM), pode gerenciar a compilação do projeto, elaboração de rela-
tórios e outras características. Um arquivo XML (o POM) é quem
descreve o projeto que está sendo compilado, as suas dependências a
outros módulos externos e componentes, a ordem de compilação, di-
retórios e plugins necessários. Ele baixa dinamicamente as bibliotecas
Java e os plugins a partir de um ou mais repositórios, como o Maven
2 Central Repository, armazenando-os em uma cache local. Também
empregado no desenvolvimento da aplicação pela aﬁnidade dos desen-
volvedores com a ferramenta, que em um projeto deste porte se torna
fundamental.
4.7.13 PostgreSQL
Para o banco de dados relacional, foi utilizado o SGBD (Sis-
tema de Gerenciamento de Banco de Dados) Postgresql (POSTGRESQL,
2017). O PostgreSQL é um sistema de banco de dados objeto-relacional
de código aberto. Possui mais de 15 anos de desenvolvimento ativo e
uma arquitetura comprovada que lhe confere uma forte reputação de
conﬁabilidade, integridade de dados e correção. Ele é executado em
todos os principais sistemas operacionais, incluindo Linux, UNIX (ma-
cOS) e Windows. Inclui a maioria dos tipos de dados SQL:2008, como
INTEGER, NUMERIC, BOOLEAN, CHAR, VARCHAR, DATE, IN-
TERVAL e TIMESTAMP. Também suporta armazenamento de objetos
grandes binários, incluindo imagens, sons ou vídeo. Ele tem interfaces





5 CONCLUSÕES E TRABALHOS FUTUROS
O ALPC é uma ferramenta projetada para a melhoria da gerên-
cia, a qualidade e a eﬁciência dos cursos de pós-graduação, extraindo e
organizando as informações do currículo Lattes. Todas as suas funcio-
nalidades foram desenvolvidas com ênfase no público alvo. O principal
objetivo do trabalho, é reunir as informações necessárias e relatá-las
ao usuário de acordo com os currículos em que se desejava obter estes
dados, que não estão explícitos, foi atingido.
Apesar de todo o processo ter foco nas similaridades, esperando
então que as informações extraídas entre colaborações não estejam to-
talmente equivalentes, ainda existe uma margem de erro em casos nos
quais as informações não contenham o mínimo de aproximação. In-
felizmente, isso depende total e exclusivamente da forma com que os
currículos tenham sido preenchidos.
Mesmo com problemas no desenvolvimento, alcançou-se uma boa
base para a continuação do trabalho, onde foi desenvolvida uma bibli-
oteca que já realiza a conversão de todo o currículo Lattes, facilitando
assim futuramente a extração de outros dados.
Sugestões de trabalhos futuros são:
• A validação dos currículos ao importá-los para dentro do sistema.
Veriﬁcar se todos os dados necessários estão preenchidos de forma
adequada;
• A extração de mais dados do currículo Lattes, como cooperações
nacionais e internacionais dos docentes do programa, prêmios,
entre outros, trazendo assim uma maior aproximação da total
completude dos relatórios exigidos pela Capes;
• A disponibilização de módulos onde um usuário possa editar os
resultados obtidos do processamento e assim consertar algum pos-
sível erro, originado tando do processamento quanto de um cur-
rículo incorreto e não precisar importar um novo currículo para
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public class LattesXmlConverter {
public static CurriculoVitaeXmlDto unmarshal(String filePath) throws JAXBException {
JAXBContext jaxbContext =
→֒ JAXBContext.newInstance(CurriculoVitaeXmlDto.class);




public static CurriculoVitaeXmlDto unmarshal(File file) throws JAXBException {
JAXBContext jaxbContext =
→֒ JAXBContext.newInstance(CurriculoVitaeXmlDto.class);
Unmarshaller jaxbUnmarshaller = jaxbContext.createUnmarshaller();
return (CurriculoVitaeXmlDto) jaxbUnmarshaller.unmarshal(file);
}




Unmarshaller jaxbUnmarshaller = jaxbContext.createUnmarshaller();
return (CurriculoVitaeXmlDto) jaxbUnmarshaller.unmarshal(inputStream);
}




Marshaller createMarshaller = jaxbContext.createMarshaller();
createMarshaller.marshal(curriculo, new File(filePath));
}




Marshaller createMarshaller = jaxbContext.createMarshaller();
createMarshaller.marshal(curriculo, file);
}
public static void marshal(CurriculoVitaeXmlDto curriculo, OutputStream outputStream)
→֒ throws JAXBException {
JAXBContext jaxbContext =
→֒ JAXBContext.newInstance(CurriculoVitaeXmlDto.class);























public class TrabalhosEmEventosXmlDto {
// TRABALHO−EM−EVENTOS∗






















































public class DadosBasicosTrabalhoXmlDto extends DadosBasicosProducaoBibliograficaXmlDto {
// NATUREZA (COMPLETO | RESUMO | RESUMO_EXPANDIDO) #IMPLIED
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// TITULO−DO−TRABALHO CDATA #IMPLIED
// ANO−DO−TRABALHO CDATA #IMPLIED
// PAIS−DO−EVENTO CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED
// TITULO−DO−TRABALHO−INGLES CDATA #IMPLIED
























public class DetalhamentTrabalhoXmlDto {
// CLASSIFICACAO−DO−EVENTO (INTERNACIONAL | NACIONAL | REGIONAL |
→֒ LOCAL |
// NAO_INFORMADO) "NAO_INFORMADO"
// NOME−DO−EVENTO CDATA #IMPLIED
// CIDADE−DO−EVENTO CDATA #IMPLIED
// ANO−DE−REALIZACAO CDATA #IMPLIED
// TITULO−DOS−ANAIS−OU−PROCEEDINGS CDATA #IMPLIED
// VOLUME CDATA #IMPLIED
// FASCICULO CDATA #IMPLIED
// SERIE CDATA #IMPLIED
// PAGINA−INICIAL CDATA #IMPLIED
// PAGINA−FINAL CDATA #IMPLIED
// ISBN CDATA #IMPLIED
// NOME−DA−EDITORA CDATA #IMPLIED
// CIDADE−DA−EDITORA CDATA #IMPLIED












































public class DadosBasicosArtigoXmlDto extends DadosBasicosProducaoBibliograficaXmlDto {
// NATUREZA (COMPLETO | RESUMO | NAO_INFORMADO) #IMPLIED
// TITULO−DO−ARTIGO CDATA #IMPLIED
// ANO−DO−ARTIGO CDATA #IMPLIED
// PAIS−DE−PUBLICACAO CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED
// TITULO−DO−ARTIGO−INGLES CDATA #IMPLIED
























public class DetalhamentoArtigoXmlDto {
// TITULO−DO−PERIODICO−OU−REVISTA CDATA #IMPLIED
// ISSN CDATA #IMPLIED
// VOLUME CDATA #IMPLIED
// FASCICULO CDATA #IMPLIED
// SERIE CDATA #IMPLIED
// PAGINA−INICIAL CDATA #IMPLIED
// PAGINA−FINAL CDATA #IMPLIED




















































public class ArtigoPublicadoXmlDto extends








// SEQUENCIA−PRODUCAO CDATA #IMPLIED























public class ArtigoAceitoParaPublicacaoXmlDto extends

















































public class PrefacioPosfacioXmlDto extends




























public class DadosBasicosPrefacioPosfacioXmlDto extends
→֒ DadosBasicosProducaoBibliograficaXmlDto {
// TIPO (PREFACIO | POSFACIO | APRESENTACAO | INTRODUCAO) #IMPLIED
// NATUREZA (LIVRO | OUTRA | REVISTAS_OU_PERIODICOS | NAO_INFORMADO)
// "NAO_INFORMADO"
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS−DE−PUBLICACAO CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED


























public class DetalhamentoPrefacioPosfacioXmlDto {
// NOME−DO−AUTOR−DA−PUBLICACAO CDATA #IMPLIED
// TITULO−DA−PUBLICACAO CDATA #IMPLIED
// ISSN−ISBN CDATA #IMPLIED
// NUMERO−DA−EDICAO−REVISAO CDATA #IMPLIED
// VOLUME CDATA #IMPLIED
// SERIE CDATA #IMPLIED
// FASCICULO CDATA #IMPLIED
// EDITORA−DO−PREFACIO−POSFACIO CDATA #IMPLIED






































public class PartituraMusicalXmlDto extends



























public class DadosBasicosPartituraXmlDto extends DadosBasicosProducaoBibliograficaXmlDto {
// NATUREZA (CANTO | CORAL | ORQUESTRA | OUTRO | NAO_INFORMADO)
→֒ #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS−DE−PUBLICACAO CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED
























public class DetalhamentoPartituraXmlDto {
// FORMACAO−INSTRUMENTAL CDATA #IMPLIED
// EDITORA CDATA #IMPLIED
// CIDADE−DA−EDITORA CDATA #IMPLIED
// NUMERO−DE−PAGINAS CDATA #IMPLIED






























































public class TraducaoXmlDto extends AutoresSequenciaPalavraAreaSetorInfoAgrupadorXmlDto



























public class DadosBasicosTraducaoXmlDto extends DadosBasicosProducaoBibliograficaXmlDto {
// NATUREZA (ARTIGO | LIVRO | OUTRO | NAO_INFORMADO) #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS−DE−PUBLICACAO CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED
























public class DetalhamentoTraducaoXmlDto {
// NOME−DO−AUTOR−TRADUZIDO CDATA #IMPLIED
// TITULO−DA−OBRA−ORIGINAL CDATA #IMPLIED
// ISSN−ISBN CDATA #IMPLIED
// IDIOMA−DA−OBRA−ORIGINAL CDATA #IMPLIED
// EDITORA−DA−TRADUCAO CDATA #IMPLIED
// CIDADE−DA−EDITORA CDATA #IMPLIED
// NUMERO−DE−PAGINAS CDATA #IMPLIED
// NUMERO−DA−EDICAO−REVISAO CDATA #IMPLIED
// VOLUME CDATA #IMPLIED
// FASCICULO CDATA #IMPLIED









































public class OutraProducaoBibliograficaXmlDto extends



























public class DadosBasicosDeOutraProducaoXmlDto extends
→֒ DadosBasicosProducaoBibliograficaXmlDto {
// NATUREZA CDATA #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS−DE−PUBLICACAO CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO | OUTRO | VARIOS | NAO_INFORMADO)
→֒ "NAO_INFORMADO"
// HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED
// TITULO−INGLES CDATA #IMPLIED
// NATUREZA−INGLES CDATA #IMPLIED

























public class DetalhamentoOutraProducaoXmlDto {
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// EDITORA CDATA #IMPLIED
// CIDADE−DA−EDITORA CDATA #IMPLIED
// NUMERO−DE−PAGINAS CDATA #IMPLIED



























public class TextoEmJornalOuRevistaXmlDto extends



























public class DadosBasicosTextoXmlDto extends DadosBasicosProducaoBibliograficaXmlDto {
// NATUREZA (JORNAL_DE_NOTICIAS | REVISTA_MAGAZINE |
→֒ NAO_INFORMADO) #IMPLIED
// TITULO−DO−TEXTO CDATA #IMPLIED
// ANO−DO−TEXTO CDATA #IMPLIED
// PAIS−DE−PUBLICACAO CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
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// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED
// TITULO−DO−TEXTO−INGLES CDATA #IMPLIED











































public class DetalhamentoTextoXmlDto {
// TITULO−DO−JORNAL−OU−REVISTA CDATA #IMPLIED
// ISSN CDATA #IMPLIED
// FORMATO−DATA−DE−PUBLICACAO NMTOKEN #FIXED "DDMMAAAA"
// DATA−DE−PUBLICACAO CDATA #IMPLIED
// VOLUME CDATA #IMPLIED
// PAGINA−INICIAL CDATA #IMPLIED
// PAGINA−FINAL CDATA #IMPLIED



























































public class LivroPublicadoOuOrganizadoXmlDto extends






























public class DadosBasicosLivroXmlDto extends DadosBasicosProducaoBibliograficaXmlDto {
// TIPO (LIVRO_PUBLICADO | LIVRO_ORGANIZADO_OU_EDICAO |
→֒ NAO_INFORMADO)
// #IMPLIED
// NATUREZA (COLETANEA | TEXTO_INTEGRAL | VERBETE | ANAIS | CATALOGO |
// ENCICLOPEDIA | LIVRO
// | OUTRA | PERIODICO | NAO_INFORMADO) "NAO_INFORMADO"
// TITULO−DO−LIVRO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS−DE−PUBLICACAO CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED
// TITULO−DO−LIVRO−INGLES CDATA #IMPLIED



























public class DetalhamentoLivroXmlDto {
// NUMERO−DE−VOLUMES CDATA #IMPLIED
// NUMERO−DE−PAGINAS CDATA #IMPLIED
// ISBN CDATA #IMPLIED
// NUMERO−DA−EDICAO−REVISAO CDATA #IMPLIED
// NUMERO−DA−SERIE CDATA #IMPLIED
// CIDADE−DA−EDITORA CDATA #IMPLIED

























































public class CapituloDeLivroPublicadoXmlDto extends



























public class DadosBasicosCapituloXmlDto extends DadosBasicosProducaoBibliograficaXmlDto {
// TIPO CDATA #IMPLIED
// TITULO−DO−CAPITULO−DO−LIVRO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS−DE−PUBLICACAO CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED
// TITULO−DO−CAPITULO−DO−LIVRO−INGLES CDATA #IMPLIED










































public class DetalhamentoCapituloXmlDto {
// TITULO−DO−LIVRO CDATA #IMPLIED
// NUMERO−DE−VOLUMES CDATA #IMPLIED
// PAGINA−INICIAL CDATA #IMPLIED
// PAGINA−FINAL CDATA #IMPLIED
// ISBN CDATA #IMPLIED
// ORGANIZADORES CDATA #IMPLIED
// NUMERO−DA−EDICAO−REVISAO CDATA #IMPLIED
// NUMERO−DA−SERIE CDATA #IMPLIED
// CIDADE−DA−EDITORA CDATA #IMPLIED











































































public class DadosBasicosDoSoftwareXmlDto implements DadosBasicosProducao{
// NATUREZA (COMPUTACIONAL | MULTIMIDIA | OUTRO | NAO_INFORMADO)
→֒ #IMPLIED
// TITULO−DO−SOFTWARE CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED
// TITULO−DO−SOFTWARE−INGLES CDATA #IMPLIED
// FLAG−DIVULGACAO−CIENTIFICA (SIM | NAO) "NAO"






































































public class DetalhamentoDoSoftwareXmlDto extends DetalhamentoRegistroPatenteXmlDto {
// REGISTRO−OU−PATENTE∗
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// FINALIDADE CDATA #IMPLIED
// PLATAFORMA CDATA #IMPLIED
// AMBIENTE CDATA #IMPLIED
// DISPONIBILIDADE (RESTRITA | IRRESTRITA | NAO_INFORMADO)
→֒ "NAO_INFORMADO"
// INSTITUICAO−FINANCIADORA CDATA #IMPLIED



























public class ProcessosTecnicasXmlDto extends





























public class DadosBasicosDoProcessosTecnicasXmlDto implements DadosBasicosProducao{
// NATUREZA (ANALITICA | INSTRUMENTAL | PEDAGOGICA | PROCESSUAL |
// TERAPEUTICA | OUTRA |
// NAO_INFORMADO) #IMPLIED
96
// TITULO−DO−PROCESSO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED
// TITULO−DO−PROCESSO−INGLES CDATA #IMPLIED






































public class DetalhamentoDoProcessosTecnicasXmlDto extends DetalhamentoRegistroPatenteXmlDto
→֒ {
// REGISTRO−OU−PATENTE∗
// FINALIDADE CDATA #IMPLIED
// DISPONIBILIDADE CDATA #IMPLIED
// INSTITUICAO−FINANCIADORA CDATA #IMPLIED
// CIDADE−DO−PROCESSO CDATA #IMPLIED






















































































public class DesenhoIndustrialXmlDto extends


























public class TrabalhoTecnicoXmlDto extends






























public class DadosBasicosDoTrabalhoTecnicoXmlDto implements DadosBasicosProducao {
// NATUREZA (ASSESSORIA | CONSULTORIA | PARECER |
→֒ ELABORACAO_DE_PROJETO |
// RELATORIO_TECNICO
// | SERVICOS_NA_AREA_DA_SAUDE | OUTRA | NAO_INFORMADO) #IMPLIED
// TITULO−DO−TRABALHO−TECNICO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED


































public class DetalhamentoTrabalhoTecnicoXmlDto {
// FINALIDADE CDATA #IMPLIED
// DURACAO−EM−MESES CDATA #IMPLIED
// NUMERO−DE−PAGINAS CDATA #IMPLIED
// DISPONIBILIDADE CDATA #IMPLIED
// INSTITUICAO−FINANCIADORA CDATA #IMPLIED
// CIDADE−DO−TRABALHO CDATA #IMPLIED































public class MarcaXmlDto extends AutoresSequenciaPalavraAreaSetorInfoAgrupadorXmlDto















public class DetalhamentoDaMarcaXmlDto {
// REGISTRO−OU−PATENTE∗
// FINALIDADE CDATA #IMPLIED
// FINALIDADE−INGLES CDATA #IMPLIED






















public class PatenteXmlDto extends AutoresSequenciaPalavraAreaSetorInfoAgrupadorXmlDto

























public class DetalhamentoDaPatenteXmlDto extends DetalhamentoRegistroPatenteXmlDto {
// REGISTRO−OU−PATENTE∗
// FINALIDADE CDATA #IMPLIED
// INSTITUICAO−FINANCIADORA CDATA #IMPLIED
// FINALIDADE−INGLES CDATA #IMPLIED

























public class DadosBasicosDaPatenteXmlDto implements DadosBasicosProducao {
// TITULO CDATA #IMPLIED
// ANO−DESENVOLVIMENTO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// HOME−PAGE CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
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// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// TITULO−INGLES CDATA #IMPLIED


















































public class DadosBasicosDesenhoMarcaTopografiaXmlDto implements DadosBasicosProducao{
// TITULO CDATA #IMPLIED
// ANO−DESENVOLVIMENTO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// TITULO−INGLES CDATA #IMPLIED
































public class RegistroPatenteXmlDto {
// TIPO−PATENTE (PRIVILEGIO_DE_INOVACAO_PI |
→֒ MODELO_DE_UTILIDADE_MU |
// DESENHO_INDUSTRIAL_DI | MODELO_INDUSTRIAL_MI |
→֒ PATENTE_NO_EXTERIOR_PE |
// PROGRAMA_DE_COMPUTADOR_PC | OUTRO_OU | OUTRO_Ou |











// CODIGO−DO−REGISTRO−OU−PATENTE CDATA #IMPLIED
// TITULO−PATENTE CDATA #IMPLIED
// FORMATO−DATA−PEDIDO NMTOKEN #FIXED "DDMMAAAA"
// DATA−PEDIDO−DE−DEPOSITO CDATA #IMPLIED
// DATA−DE−PEDIDO−DE−EXAME CDATA #IMPLIED
// DATA−DE−CONCESSAO CDATA #IMPLIED
// INSTITUICAO−DEPOSITO−REGISTRO CDATA #IMPLIED
// NUMERO−DEPOSITO−PCT CDATA #IMPLIED
// FORMATO−DATA−DEPOSITO−PCT NMTOKEN #FIXED "DDMMAAAA"
// DATA−DEPOSITO−PCT CDATA #IMPLIED











































public class DetalhamentoDesenhoTopografiaXmlDto extends DetalhamentoRegistroPatenteXmlDto {
// REGISTRO−OU−PATENTE∗
// FINALIDADE CDATA #IMPLIED
// INSTITUICAO−FINANCIADORA CDATA #IMPLIED

























public class DadosBasicosDoProdutoTecnologicoXmlDto implements DadosBasicosProducao{
// TIPO−PRODUTO (PILOTO | PROJETO | PROTOTIPO | OUTRO |
→֒ NAO_INFORMADO)
// #IMPLIED





// TITULO−DO−PRODUTO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED
// TITULO−DO−PRODUTO−INGLES CDATA #IMPLIED








































public class DetalhamentoDoProdutoTecnologicoXmlDto extends
→֒ DetalhamentoRegistroPatenteXmlDto {
// REGISTRO−OU−PATENTE∗
// FINALIDADE CDATA #IMPLIED
// DISPONIBILIDADE CDATA #IMPLIED
// CIDADE−DO−PRODUTO CDATA #IMPLIED
// INSTITUICAO−FINANCIADORA CDATA #IMPLIED


























public class ProdutoTecnologicoXmlDto extends

























































public class DadosBasicosEditoracaoXmlDto implements DadosBasicosProducao {
/∗
∗ NATUREZA (LIVRO | ANAIS | CATALOGO | COLETANEA | ENCICLOPEDIA |
→֒ PERIODICO | OUTRA |
∗ NAO_INFORMADO) #IMPLIED
∗ TITULO CDATA #IMPLIED
∗ ANO CDATA #IMPLIED
∗ PAIS CDATA #IMPLIED
∗ IDIOMA CDATA #IMPLIED
∗ MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL | FILME | HIPERTEXTO
∗ | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
∗ HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
∗ FLAG−RELEVANCIA (SIM | NAO) "NAO"
∗ DOI CDATA #IMPLIED




































public class DetalhamentoEditoracaoXmlDto {
/∗
∗ NUMERO−DE−PAGINAS CDATA #IMPLIED
∗ INSTITUICAO−PROMOTORA CDATA #IMPLIED
∗ EDITORA CDATA #IMPLIED
























public class ProgramaDeRadioTVXmlDto extends





























public class DadosBasicosProgramaRadioTvXmlDto implements DadosBasicosProducao {
/∗
∗ NATUREZA (ENTREVISTA | MESA_REDONDA | COMENTARIO | PROGRAMA |
→֒ OUTRA | NAO_INFORMADO)
∗ #IMPLIED
∗ TITULO CDATA #IMPLIED
∗ ANO CDATA #IMPLIED
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∗ PAIS CDATA #IMPLIED
∗ IDIOMA CDATA #IMPLIED
∗ FLAG−RELEVANCIA (SIM | NAO) "NAO"
∗ DOI CDATA #IMPLIED
∗ TITULO−INGLES CDATA #IMPLIED
∗ HOME−PAGE CDATA #IMPLIED
∗ MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL | FILME | HIPERTEXTO
∗ | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"









































public class DetalhamentoProgramaRadioTvXmlDto {
/∗
∗ EMISSORA CDATA #IMPLIED
∗ TEMA CDATA #IMPLIED
∗ FORMATO−DATA−DA−APRESENTACAO NMTOKEN #FIXED "DDMMAAAA"
∗ DATA−DA−APRESENTACAO CDATA #IMPLIED
∗ DURACAO−EM−MINUTOS CDATA #IMPLIED
∗ CIDADE CDATA #IMPLIED

































public class DadosBasicosManutencaoObraArtisticaXmlDto implements DadosBasicosProducao {
/∗
∗ TIPO (CONSERVACAO | RESTAURACAO | OUTRO | NAO_INFORMADO) #IMPLIED
∗ NATUREZA (ARQUITETURA | DESENHO | ESCULTURA | FOTOGRAFIA |
→֒ GRAVURA | OUTRA | PINTURA |
∗ NAO_INFORMADO) "NAO_INFORMADO"
∗ TITULO CDATA #IMPLIED
∗ ANO CDATA #IMPLIED
∗ PAIS CDATA #IMPLIED
∗ IDIOMA CDATA #IMPLIED
∗ FLAG−RELEVANCIA (SIM | NAO) "NAO"
∗ DOI CDATA #IMPLIED




































public class ManutencaoDeObraArtisticaXmlDto extends



























public class DetalhamentoManutencaoObraArtisticaXmlDto {
/∗
∗ NOME−DA−OBRA CDATA #IMPLIED
∗ AUTOR−DA−OBRA CDATA #IMPLIED
∗ ANO−DA−OBRA CDATA #IMPLIED
∗ ACERVO (PUBLICO | PRIVADO | NAO_INFORMADO) "NAO_INFORMADO"
∗ LOCAL CDATA #IMPLIED
































public class DadosBasicosDaCartaOuSimilarXmlDto implements DadosBasicosProducao {
/∗
∗ NATUREZA (AEROFOTOGRAMA | CARTA | FOTOGRAMA | MAPA | OUTRA |
→֒ NAO_INFORMADO) #IMPLIED
∗ TITULO CDATA #IMPLIED
∗ ANO CDATA #IMPLIED
∗ PAIS CDATA #IMPLIED
∗ IDIOMA CDATA #IMPLIED
∗ MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL | FILME | HIPERTEXTO
∗ | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
∗ HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
∗ FLAG−RELEVANCIA (SIM | NAO) "NAO"
∗ DOI CDATA #IMPLIED





































public class CartaMapaSimilarXmlDto extends
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public class DetalhamentoDaCartaOuSimilarXmlDto {
/∗
∗ TEMA−DA−CARTA−MAPA−OU−SIMILAR CDATA #IMPLIED
∗ TECNICA−UTILIZADA CDATA #IMPLIED
∗ FINALIDADE CDATA #IMPLIED
∗ AREA−REPRESENTADA CDATA #IMPLIED
∗ INSTITUICAO−FINANCIADORA CDATA #IMPLIED




































































































public class DetalhamentoMidiaSocialWebsiteXmlDto {

















public class MidiaSocialWebsiteBlogXmlDto extends





























public class DadosBasicosMidiaSocialWebsiteXmlDto implements DadosBasicosProducao {
/∗
∗ NATUREZA (REDE_SOCIAL | FORUM | BLOG | SITE) #IMPLIED
∗ NATUREZA−INGLES CDATA #IMPLIED
∗ TITULO CDATA #IMPLIED
∗ TITULO−INGLES CDATA #IMPLIED
∗ ANO CDATA #IMPLIED
∗ PAIS CDATA #IMPLIED
∗ IDIOMA CDATA #IMPLIED
∗ HOME−PAGE CDATA #IMPLIED
∗ FLAG−RELEVANCIA (SIM | NAO) "NAO"












































public class DadosBasicosCursosCurtaDuracaoMinistradoXmlDto implements DadosBasicosProducao
→֒ {
/∗
∗ NIVEL−DO−CURSO (EXTENSAO | APERFEICOAMENTO | ESPECIALIZACAO |
→֒ OUTRA | NAO_INFORMADO)
∗ #IMPLIED
∗ TITULO CDATA #IMPLIED
∗ ANO CDATA #IMPLIED
∗ PAIS CDATA #IMPLIED
∗ IDIOMA CDATA #IMPLIED
∗ MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL | FILME | HIPERTEXTO
∗ | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
∗ HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
∗ FLAG−RELEVANCIA (SIM | NAO) "NAO"
∗ DOI CDATA #IMPLIED
∗ TITULO−INGLES CDATA #IMPLIED









































public class CursoDeCurtaDuracaoMinistradoXmlDto extends



























public class DetalhamentoCursosCurtaDuracaoMinistradoXmlDto {
/∗
∗ PARTICIPACAO−DOS−AUTORES (DOCENTE | ORGANIZADOR | OUTRA |
→֒ NAO_INFORMADO) #IMPLIED
∗ INSTITUICAO−PROMOTORA−DO−CURSO CDATA #IMPLIED
∗ LOCAL−DO−CURSO CDATA #IMPLIED
∗ CIDADE CDATA #IMPLIED
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∗ DURACAO CDATA #IMPLIED
∗ UNIDADE CDATA #IMPLIED






























public class OrganizacaoDeEventoXmlDto extends


























public class DetalhamentoOrganizacaoEventoXmlDto {
/∗
∗ INSTITUICAO−PROMOTORA CDATA #IMPLIED
∗ DURACAO−EM−SEMANAS CDATA #IMPLIED
∗ FLAG−EVENTO−ITINERANTE CDATA #IMPLIED
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∗ FLAG−CATALOGO CDATA #IMPLIED
∗ LOCAL CDATA #IMPLIED


































public class DadosBasicosOrganizacaoEventoXmlDto implements DadosBasicosProducao {
/∗
∗ TIPO (CONCERTO | CONCURSO | CONGRESSO | EXPOSICAO | FESTIVAL | FEIRA
→֒ | OLIMPADA | OUTRO
∗ | NAO_INFORMADO) #IMPLIED
∗ NATUREZA (CURADORIA | MONTAGEM | MUSEOLOGIA | ORGANIZACAO |
→֒ NAO_INFORMADO) "NAO_INFORMADO"
∗ TITULO CDATA #IMPLIED
∗ ANO CDATA #IMPLIED
∗ PAIS CDATA #IMPLIED
∗ IDIOMA CDATA #IMPLIED
∗ MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL | FILME | HIPERTEXTO
∗ | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
∗ HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
∗ FLAG−RELEVANCIA (SIM | NAO) "NAO"
∗ DOI CDATA #IMPLIED
∗ TITULO−INGLES CDATA #IMPLIED













































public class DadosBasicosDaApresentacaoXmlDto implements DadosBasicosProducao {
/∗
∗ NATUREZA (COMUNICACAO | CONFERENCIA | CONGRESSO | SEMINARIO |
→֒ SIMPOSIO | OUTRA | NAO_INFORMADO) #IMPLIED
∗ TITULO CDATA #IMPLIED
∗ ANO CDATA #IMPLIED
∗ PAIS CDATA #IMPLIED
∗ IDIOMA CDATA #IMPLIED
∗ FLAG−RELEVANCIA (SIM | NAO) "NAO"
∗ DOI CDATA #IMPLIED
∗ TITULO−INGLES CDATA #IMPLIED



































public class DetalhamentoDaApresentacaoXmlDto {
/∗
∗ NOME−DO−EVENTO CDATA #IMPLIED
∗ INSTITUICAO−PROMOTORA CDATA #IMPLIED
∗ LOCAL−DA−APRESENTACAO CDATA #IMPLIED
∗ CIDADE−DA−APRESENTACAO CDATA #IMPLIED


























public class ApresentacaoDeTrabalhoXmlDto extends

























public class DetalhamentoOutraProducaoTecnicaXmlDto {
/∗
∗ FINALIDADE CDATA #IMPLIED
∗ INSTITUICAO−PROMOTORA CDATA #IMPLIED
∗ LOCAL CDATA #IMPLIED
∗ CIDADE CDATA #IMPLIED


























public class OutraProducaoTecnicaXmlDto extends





























public class DadosBasicosOutraProducaoTecnicaXmlDto implements DadosBasicosProducao {
//
// NATUREZA CDATA #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL | FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// IDIOMA CDATA #IMPLIED
// HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED
// TITULO−INGLES CDATA #IMPLIED
// NATUREZA−INGLES CDATA #IMPLIED











































public class DadosBasicosMaqueteXmlDto implements DadosBasicosProducao {
124
/∗
∗ TITULO CDATA #IMPLIED
∗ ANO CDATA #IMPLIED
∗ PAIS CDATA #IMPLIED
∗ IDIOMA CDATA #IMPLIED
∗ MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL | FILME | HIPERTEXTO
∗ | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
∗ HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
∗ FLAG−RELEVANCIA (SIM | NAO) "NAO"
∗ DOI CDATA #IMPLIED

































public class DetalhamentoMaqueteXmlDto {
/∗
∗ FINALIDADE CDATA #IMPLIED
∗ OBJETO−REPRESENTADO CDATA #IMPLIED
∗ MATERIAL−UTILIZADO CDATA #IMPLIED
∗ INSTITUICAO−FINANCIADORA CDATA #IMPLIED



























public class MaqueteXmlDto extends AutoresSequenciaPalavraAreaSetorInfoAgrupadorXmlDto


























public class DesenvolvimentoDeMaterialDidaticoInstrucionalXmlDto extends































public class DadosBasicosMaterialDidaticonstrucionalXmlDto implements DadosBasicosProducao {
/∗
∗ NATUREZA CDATA #IMPLIED
∗ TITULO CDATA #IMPLIED
∗ ANO CDATA #IMPLIED
∗ PAIS CDATA #IMPLIED
∗ IDIOMA CDATA #IMPLIED
∗ MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL | FILME | HIPERTEXTO
∗ | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
∗ HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
∗ FLAG−RELEVANCIA (SIM | NAO) "NAO"
∗ DOI CDATA #IMPLIED
∗ TITULO−INGLES CDATA #IMPLIED
∗ NATUREZA−INGLES CDATA #IMPLIED








































public class DetalhamentoMaterialDidaticoInstrucionalXmlDto {
/∗
∗ FINALIDADE CDATA #IMPLIED



















public class DetalhamentoRelatorioPesquisaXmlDto {
/∗
∗ NOME−DO−PROJETO CDATA #IMPLIED
∗ NUMERO−DE−PAGINAS CDATA #IMPLIED
∗ DISPONIBILIDADE CDATA #IMPLIED
























public class RelatorioDePesquisaXmlDto extends





























public class DadosBasicosRelatorioPesquisaXmlDto implements DadosBasicosProducao {
/∗
∗ TITULO CDATA #IMPLIED
∗ ANO CDATA #IMPLIED
∗ PAIS CDATA #IMPLIED
∗ IDIOMA CDATA #IMPLIED
∗ MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL | FILME | HIPERTEXTO
∗ | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
∗ HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
∗ FLAG−RELEVANCIA (SIM | NAO) "NAO"
∗ DOI CDATA #IMPLIED


































public class DetalhamentoDaCultivarXmlDto extends DetalhamentoRegistroPatenteXmlDto {
// REGISTRO−OU−PATENTE∗
// FINALIDADE CDATA #IMPLIED
// INSTITUICAO−FINANCIADORA CDATA #IMPLIED






















public class CultivarXmlDto extends AutoresSequenciaPalavraAreaSetorInfoAgrupadorXmlDto



























public class DadosBasicosDaCultivarXmlDto implements DadosBasicosProducao {
// DENOMINACAO CDATA #IMPLIED
// ANO−SOLICITACAO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DENOMINACAO−INGLES CDATA #IMPLIED




































public class TopografiaDeCircuitoIntegradoXmlDto extends



























public class IdiomaXmlDto {
// IDIOMA CDATA #IMPLIED
// DESCRICAO−DO−IDIOMA CDATA #IMPLIED
// PROFICIENCIA−DE−LEITURA (POUCO | RAZOAVELMENTE | BEM |
→֒ NAO_INFORMADO)
// #IMPLIED
// PROFICIENCIA−DE−FALA (POUCO | RAZOAVELMENTE | BEM |
→֒ NAO_INFORMADO)
// #IMPLIED
// PROFICIENCIA−DE−ESCRITA (POUCO | RAZOAVELMENTE | BEM |
→֒ NAO_INFORMADO)
// #IMPLIED














































public class AreaAtuacaoXmlDto {
// SEQUENCIA−AREA−DE−ATUACAO CDATA #IMPLIED
// NOME−GRANDE−AREA−DO−CONHECIMENTO (OUTROS |
→֒ LINGUISTICA_LETRAS_E_ARTES |
// CIENCIAS_HUMANAS | CIENCIAS_SOCIAIS_APLICADAS | CIENCIAS_AGRARIAS |
// CIENCIAS_DA_SAUDE |
// ENGENHARIAS | CIENCIAS_BIOLOGICAS | CIENCIAS_EXATAS_E_DA_TERRA)
→֒ #IMPLIED
// NOME−DA−AREA−DO−CONHECIMENTO CDATA #IMPLIED
// NOME−DA−SUB−AREA−DO−CONHECIMENTO CDATA #IMPLIED
























































































public boolean isSetGraduacao() {
return this.graduacao != null;
}
public boolean isSetMestrado() {
return this.mestrado != null;
}
public boolean isSetDoutorado() {
return this.doutorado != null;
}
public boolean isSetPosDoutorado() {















public class MestradoXmlDto extends PosXmlDto {
// SEQUENCIA−FORMACAO CDATA #IMPLIED
// NIVEL CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−CURSO CDATA #IMPLIED
// NOME−CURSO CDATA #IMPLIED
// STATUS−DO−CURSO (EM_ANDAMENTO | CONCLUIDO | INCOMPLETO)
→֒ #IMPLIED
// ANO−DE−INICIO CDATA #IMPLIED
// ANO−DE−CONCLUSAO CDATA #IMPLIED
// FLAG−BOLSA CDATA #IMPLIED
// CODIGO−AGENCIA−FINANCIADORA CDATA #IMPLIED
// NOME−AGENCIA CDATA #IMPLIED
// NOME−CURSO−INGLES CDATA #IMPLIED
// CODIGO−AREA−CURSO CDATA #IMPLIED
// ANO−DE−OBTENCAO−DO−TITULO CDATA #IMPLIED
// TITULO−DA−DISSERTACAO−TESE CDATA #IMPLIED
// NOME−COMPLETO−DO−ORIENTADOR CDATA #IMPLIED
// NUMERO−ID−ORIENTADOR CDATA #IMPLIED
// CODIGO−CURSO−CAPES CDATA #IMPLIED
// TITULO−DA−DISSERTACAO−TESE−INGLES CDATA #IMPLIED
// NOME−DO−CO−ORIENTADOR CDATA #IMPLIED
// TIPO−MESTRADO CDATA #IMPLIED
// CODIGO−INSTITUICAO−DOUT CDATA #IMPLIED
// NOME−INSTITUICAO−DOUT CDATA #IMPLIED
// CODIGO−INSTITUICAO−OUTRA−DOUT CDATA #IMPLIED
// NOME−INSTITUICAO−OUTRA−DOUT CDATA #IMPLIED



























public class GraduacaoXmlDto extends CursoXmlDto {
// SEQUENCIA−FORMACAO CDATA #IMPLIED
// NIVEL CDATA #IMPLIED
// TITULO−DO−TRABALHO−DE−CONCLUSAO−DE−CURSO CDATA #IMPLIED
// NOME−DO−ORIENTADOR CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−CURSO CDATA #IMPLIED
// NOME−CURSO CDATA #IMPLIED
// CODIGO−AREA−CURSO CDATA #IMPLIED
// STATUS−DO−CURSO (EM_ANDAMENTO | CONCLUIDO | INCOMPLETO)
→֒ #IMPLIED
// ANO−DE−INICIO CDATA #IMPLIED
// ANO−DE−CONCLUSAO CDATA #IMPLIED
// FLAG−BOLSA CDATA #IMPLIED
// CODIGO−AGENCIA−FINANCIADORA CDATA #IMPLIED
// NOME−AGENCIA CDATA #IMPLIED
// NUMERO−ID−ORIENTADOR CDATA #IMPLIED
// CODIGO−CURSO−CAPES CDATA #IMPLIED
// TITULO−DO−TRABALHO−DE−CONCLUSAO−DE−CURSO−INGLES CDATA
→֒ #IMPLIED
// NOME−CURSO−INGLES CDATA #IMPLIED
// FORMACAO−ACADEMICA−TITULACAO CDATA #IMPLIED
// TIPO−GRADUACAO CDATA #IMPLIED
// CODIGO−INSTITUICAO−GRAD CDATA #IMPLIED
// NOME−INSTITUICAO−GRAD CDATA #IMPLIED
// CODIGO−INSTITUICAO−OUTRA−GRAD CDATA #IMPLIED
// NOME−INSTITUICAO−OUTRA−GRAD CDATA #IMPLIED

















































// SEQUENCIA−FORMACAO CDATA #IMPLIED
// NIVEL CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED
// ANO−DE−OBTENCAO−DO−TITULO CDATA #IMPLIED
// TITULO−DO−TRABALHO CDATA #IMPLIED



































public class DoutoradoXmlDto extends PosXmlDto {
// SEQUENCIA−FORMACAO CDATA #IMPLIED
// NIVEL CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−CURSO CDATA #IMPLIED
// NOME−CURSO CDATA #IMPLIED
// STATUS−DO−CURSO (EM_ANDAMENTO | CONCLUIDO | INCOMPLETO)
→֒ #IMPLIED
// ANO−DE−INICIO CDATA #IMPLIED
// ANO−DE−CONCLUSAO CDATA #IMPLIED
// FLAG−BOLSA CDATA #IMPLIED
// CODIGO−AGENCIA−FINANCIADORA CDATA #IMPLIED
// NOME−AGENCIA CDATA #IMPLIED
// NOME−CURSO−INGLES CDATA #IMPLIED
// ANO−DE−OBTENCAO−DO−TITULO CDATA #IMPLIED
// CODIGO−AREA−CURSO CDATA #IMPLIED
// TITULO−DA−DISSERTACAO−TESE CDATA #IMPLIED
// NOME−COMPLETO−DO−ORIENTADOR CDATA #IMPLIED
// NUMERO−ID−ORIENTADOR CDATA #IMPLIED
// CODIGO−CURSO−CAPES CDATA #IMPLIED
// TITULO−DA−DISSERTACAO−TESE−INGLES CDATA #IMPLIED
// NOME−DO−CO−ORIENTADOR CDATA #IMPLIED
// TIPO−DOUTORADO CDATA #IMPLIED
// CODIGO−INSTITUICAO−DOUT CDATA #IMPLIED
// NOME−INSTITUICAO−DOUT CDATA #IMPLIED
// CODIGO−INSTITUICAO−OUTRA−DOUT CDATA #IMPLIED
// NOME−INSTITUICAO−OUTRA−DOUT CDATA #IMPLIED
// NOME−ORIENTADOR−DOUT CDATA #IMPLIED
// NOME−DO−ORIENTADOR−CO−TUTELA CDATA #IMPLIED
// CODIGO−INSTITUICAO−OUTRA−CO−TUTELA CDATA #IMPLIED
// CODIGO−INSTITUICAO−CO−TUTELA CDATA #IMPLIED
// NOME−DO−ORIENTADOR−SANDUICHE CDATA #IMPLIED
// CODIGO−INSTITUICAO−OUTRA−SANDUICHE CDATA #IMPLIED








































public class CursoXmlDto extends FormacaoBaseXmlDto {
// SEQUENCIA−FORMACAO CDATA #IMPLIED
// NIVEL CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−CURSO CDATA #IMPLIED
// NOME−CURSO CDATA #IMPLIED
// STATUS−DO−CURSO (EM_ANDAMENTO | CONCLUIDO | INCOMPLETO)
→֒ #IMPLIED
// ANO−DE−INICIO CDATA #IMPLIED
// ANO−DE−CONCLUSAO CDATA #IMPLIED
// FLAG−BOLSA CDATA #IMPLIED
// CODIGO−AGENCIA−FINANCIADORA CDATA #IMPLIED
// NOME−AGENCIA CDATA #IMPLIED
































public class PosXmlDto extends PalavraAreasSetoresXmlDto {
// SEQUENCIA−FORMACAO CDATA #IMPLIED
// NIVEL CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−CURSO CDATA #IMPLIED
// NOME−CURSO CDATA #IMPLIED
// STATUS−DO−CURSO (EM_ANDAMENTO | CONCLUIDO | INCOMPLETO)
→֒ #IMPLIED
// ANO−DE−INICIO CDATA #IMPLIED
// ANO−DE−CONCLUSAO CDATA #IMPLIED
// FLAG−BOLSA CDATA #IMPLIED
// CODIGO−AGENCIA−FINANCIADORA CDATA #IMPLIED
// NOME−AGENCIA CDATA #IMPLIED
// NOME−CURSO−INGLES CDATA #IMPLIED
// CODIGO−AREA−CURSO CDATA #IMPLIED
// ANO−DE−OBTENCAO−DO−TITULO CDATA #IMPLIED
// TITULO−DA−DISSERTACAO−TESE CDATA #IMPLIED
// NOME−COMPLETO−DO−ORIENTADOR CDATA #IMPLIED
// NUMERO−ID−ORIENTADOR CDATA #IMPLIED
// CODIGO−CURSO−CAPES CDATA #IMPLIED
// TITULO−DA−DISSERTACAO−TESE−INGLES CDATA #IMPLIED



































// SEQUENCIA−FORMACAO CDATA #IMPLIED
// NIVEL CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED
// ANO−DE−INICIO CDATA #IMPLIED
// ANO−DE−CONCLUSAO CDATA #IMPLIED
// FLAG−BOLSA CDATA #IMPLIED
// CODIGO−AGENCIA−FINANCIADORA CDATA #IMPLIED
// NOME−AGENCIA CDATA #IMPLIED
// STATUS−DO−CURSO CDATA #IMPLIED
// NOME−CURSO−INGLES CDATA #IMPLIED
// ANO−DE−OBTENCAO−DO−TITULO CDATA #IMPLIED
// STATUS−DO−ESTAGIO CDATA #IMPLIED
// NUMERO−ID−ORIENTADOR CDATA #IMPLIED
// CODIGO−CURSO−CAPES CDATA #IMPLIED
// TITULO−DO−TRABALHO CDATA #IMPLIED


























public class EspecializacaoXmlDto extends CursoXmlDto {
// SEQUENCIA−FORMACAO CDATA #IMPLIED
// NIVEL CDATA #IMPLIED
// TITULO−DA−MONOGRAFIA CDATA #IMPLIED
// NOME−DO−ORIENTADOR CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−CURSO CDATA #IMPLIED
// NOME−CURSO CDATA #IMPLIED
// STATUS−DO−CURSO (EM_ANDAMENTO | CONCLUIDO | INCOMPLETO)
// ANO−DE−INICIO CDATA #IMPLIED
// ANO−DE−CONCLUSAO CDATA #IMPLIED
// FLAG−BOLSA CDATA #IMPLIED
// CODIGO−AGENCIA−FINANCIADORA CDATA #IMPLIED
// NOME−AGENCIA CDATA #IMPLIED
// CARGA−HORARIA CDATA #IMPLIED
// TITULO−DA−MONOGRAFIA−INGLES CDATA #IMPLIED























public class FormacaoBaseXmlDto {
// SEQUENCIA−FORMACAO CDATA #IMPLIED
// NIVEL CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED
// STATUS−DO−CURSO (EM_ANDAMENTO | CONCLUIDO | INCOMPLETO)
→֒ #IMPLIED
// ANO−DE−INICIO CDATA #IMPLIED


































public class ResidenciaMedicaXmlDto extends FormacaoBaseXmlDto {
// SEQUENCIA−FORMACAO CDATA #IMPLIED
// NIVEL CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
141
// NOME−INSTITUICAO CDATA #IMPLIED
// STATUS−DO−CURSO (EM_ANDAMENTO | CONCLUIDO | INCOMPLETO)
→֒ #IMPLIED
// ANO−DE−INICIO CDATA #IMPLIED
// ANO−DE−CONCLUSAO CDATA #IMPLIED
// FLAG−BOLSA CDATA #IMPLIED
// CODIGO−AGENCIA−FINANCIADORA CDATA #IMPLIED
// NOME−AGENCIA CDATA #IMPLIED
// TITULO−DA−RESIDENCIA−MEDICA CDATA #IMPLIED
// NUMERO−DO−REGISTRO CDATA #IMPLIED

































public class AperfeicoamentoXmlDto extends EspecializacaoXmlDto {
// SEQUENCIA−FORMACAO CDATA #IMPLIED
// NIVEL CDATA #IMPLIED
// TITULO−DA−MONOGRAFIA CDATA #IMPLIED
// NOME−DO−ORIENTADOR CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−CURSO CDATA #IMPLIED
// NOME−CURSO CDATA #IMPLIED
// CODIGO−AREA−CURSO CDATA #IMPLIED
// STATUS−DO−CURSO (EM_ANDAMENTO | CONCLUIDO | INCOMPLETO)
→֒ #IMPLIED
// ANO−DE−INICIO CDATA #IMPLIED
// ANO−DE−CONCLUSAO CDATA #IMPLIED
// FLAG−BOLSA CDATA #IMPLIED
// CODIGO−AGENCIA−FINANCIADORA CDATA #IMPLIED
// NOME−AGENCIA CDATA #IMPLIED
// CARGA−HORARIA CDATA #IMPLIED
// TITULO−DA−MONOGRAFIA−INGLES CDATA #IMPLIED
















public class OutrasInformacoesRelevantesXmlDto {















public class ResumoCvXmlDto {
// TEXTO−RESUMO−CV−RH CDATA #IMPLIED

























































public boolean isSetFormacaoAcademica() {
return this.formacaoAcademica != null;
}
// NOME−COMPLETO CDATA #REQUIRED
// NOME−EM−CITACOES−BIBLIOGRAFICAS CDATA #REQUIRED
// NACIONALIDADE CDATA #REQUIRED
// CPF CDATA #IMPLIED
// NUMERO−DO−PASSAPORTE CDATA #IMPLIED
// PAIS−DE−NASCIMENTO CDATA #IMPLIED
// UF−NASCIMENTO CDATA #IMPLIED
// CIDADE−NASCIMENTO CDATA #IMPLIED
// FORMATO−DATA−DE−NASCIMENTO NMTOKEN #FIXED "DDMMAAAA"
// DATA−NASCIMENTO CDATA #IMPLIED
// SEXO (MASCULINO | FEMININO) #REQUIRED
// NUMERO−IDENTIDADE CDATA #IMPLIED
// ORGAO−EMISSOR CDATA #IMPLIED
// UF−ORGAO−EMISSOR CDATA #IMPLIED
// FORMATO−DATA−DE−EMISSAO NMTOKEN #FIXED "DDMMAAAA"
// DATA−DE−EMISSAO CDATA #IMPLIED
// NOME−DO−PAI CDATA #IMPLIED
// NOME−DA−MAE CDATA #IMPLIED
// PERMISSAO−DE−DIVULGACAO (SIM | NAO) #REQUIRED
// NOME−DO−ARQUIVO−DE−FOTO CDATA #IMPLIED
// TEXTO−RESUMO−CV−RH CDATA #IMPLIED
// OUTRAS−INFORMACOES−RELEVANTES CDATA #IMPLIED
// DATA−FALECIMENTO CDATA #IMPLIED
// SIGLA−PAIS−NACIONALIDADE CDATA #IMPLIED
// PAIS−DE−NACIONALIDADE CDATA #IMPLIED
// RACA−OU−COR CDATA #IMPLIED
@XmlAttribute(name = "NOME−COMPLETO", required = true)
private String nomeCompleto;
@XmlAttribute(name = "NOME−EM−CITACOES−BIBLIOGRAFICAS", required = true)
private String nomeCitacoesBibliograficas;






















































































































// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED
// SEQUENCIA−ATIVIDADE CDATA #IMPLIED























public class OutrasAtividadesTecnicoCientificaXmlDto {
// OUTRA−ATIVIDADE−TECNICO−CIENTIFICA+
















public class OutraAtividadeTecnicoCientificaXmlDto extends AtividadeUnidadeXmlDto {
// SEQUENCIA−FUNCAO−ATIVIDADE CDATA #IMPLIED
// FLAG−PERIODO (ANTERIOR | ATUAL) #IMPLIED
// MES−INICIO CDATA #IMPLIED
// ANO−INICIO CDATA #IMPLIED
// MES−FIM CDATA #IMPLIED
// ANO−FIM CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−UNIDADE CDATA #IMPLIED
// NOME−UNIDADE CDATA #IMPLIED

































public class AtividadesExtensaoUniversitariaXmlDto {
// EXTENSAO−UNIVERSITARIA+















public class ExtensaoUniversitariaXmlDto extends AtividadeUnidadeXmlDto {
// SEQUENCIA−FUNCAO−ATIVIDADE CDATA #IMPLIED
// FLAG−PERIODO (ANTERIOR | ATUAL) #IMPLIED
// MES−INICIO CDATA #IMPLIED
// ANO−INICIO CDATA #IMPLIED
// MES−FIM CDATA #IMPLIED
// ANO−FIM CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−UNIDADE CDATA #IMPLIED
// NOME−UNIDADE CDATA #IMPLIED
















public class AtividadesTreinamentoMinistradoXmlDto {
// TREINAMENTO−MINISTRADO+

















public class TreinamentoMinistradoXmlDto extends AtividadeUnidadeXmlDto {
// TREINAMENTO+















public class TreinamentoXmlDto {





























public class AtividadeXmlDto {
// SEQUENCIA−FUNCAO−ATIVIDADE CDATA #IMPLIED
// FLAG−PERIODO (ANTERIOR | ATUAL) #IMPLIED
149
// MES−INICIO CDATA #IMPLIED
// ANO−INICIO CDATA #IMPLIED
// MES−FIM CDATA #IMPLIED
// ANO−FIM CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED


















public String getAnoFim() {
return anoFim;
}
public String getAnoInicio() {
return anoInicio;
}
public String getMesFim() {
return mesFim;
}
public String getMesInicio() {
return mesInicio;
}






public class AtividadeUnidadeXmlDto extends AtividadeXmlDto {
// SEQUENCIA−FUNCAO−ATIVIDADE CDATA #IMPLIED
// FLAG−PERIODO (ANTERIOR | ATUAL) #IMPLIED
// MES−INICIO CDATA #IMPLIED
// ANO−INICIO CDATA #IMPLIED
// MES−FIM CDATA #IMPLIED
// ANO−FIM CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−UNIDADE CDATA #IMPLIED



















public class EstagioXmlDto extends AtividadeUnidadeXmlDto {
// SEQUENCIA−FUNCAO−ATIVIDADE CDATA #IMPLIED
// FLAG−PERIODO (ANTERIOR | ATUAL) #IMPLIED
// MES−INICIO CDATA #IMPLIED
// ANO−INICIO CDATA #IMPLIED
// MES−FIM CDATA #IMPLIED
// ANO−FIM CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−UNIDADE CDATA #IMPLIED
// NOME−UNIDADE CDATA #IMPLIED
















public class AtividadesEstagioXmlDto {
// ESTAGIO+
















public class DirecaoAdministracaoXmlDto extends AtividadeUnidadeXmlDto {
// SEQUENCIA−FUNCAO−ATIVIDADE CDATA #IMPLIED
// FLAG−PERIODO (ANTERIOR | ATUAL) #IMPLIED
// MES−INICIO CDATA #IMPLIED
// ANO−INICIO CDATA #IMPLIED
// MES−FIM CDATA #IMPLIED
// ANO−FIM CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−UNIDADE CDATA #IMPLIED
// NOME−UNIDADE CDATA #IMPLIED
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// FORMATO−CARGO−OU−FUNCAO (CHEFE_DE_DEPARTMENTO |
→֒ COORDENADOR_DE_CURSO |






// MEMBRO_DE_CONSELHO_DE_UNIDADE | REITOR |
→֒ VICE_REITOR_OU_PRO_REITOR |
// OUTRO | LIVRE) #IMPLIED
// CARGO−OU−FUNCAO CDATA #IMPLIED




















public class AtividadesDirecaoAdministracaoXmlDto {
// DIRECAO−E−ADMINISTRACAO+















public class AtividadesPesquisaDesenvolvimentoXmlDto {
// PESQUISA−E−DESENVOLVIMENTO+∗











































// SEQUENCIA−FUNCAO−ATIVIDADE CDATA #IMPLIED
// FLAG−PERIODO (ANTERIOR | ATUAL) #IMPLIED
// MES−INICIO CDATA #IMPLIED
// ANO−INICIO CDATA #IMPLIED
// MES−FIM CDATA #IMPLIED
// ANO−FIM CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// TIPO−ENSINO (GRADUACAO | POS−GRADUACAO | ESPECIALIZACAO |
→֒ APERFEICOAMENTO
// | ENSINO−FUNDAMENTAL | ENSINO−MEDIO | OUTRO) #IMPLIED
// CODIGO−CURSO CDATA #IMPLIED
// NOME−CURSO CDATA #IMPLIED


























public class PesquisaDesenvolvimentoXmlDto extends AtividadeUnidadeXmlDto {
// LINHA−DE−PESQUISA∗
// SEQUENCIA−FUNCAO−ATIVIDADE CDATA #IMPLIED
// FLAG−PERIODO (ANTERIOR | ATUAL) #IMPLIED
// MES−INICIO CDATA #IMPLIED
// ANO−INICIO CDATA #IMPLIED
// MES−FIM CDATA #IMPLIED
// ANO−FIM CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−UNIDADE CDATA #IMPLIED


















public class LinhaPesquisaXmlDto extends PalavraAreasSetoresXmlDto {
// PALAVRAS−CHAVE?, AREAS−DO−CONHECIMENTO?,
→֒ SETORES−DE−ATIVIDADE?
// SEQUENCIA−LINHA CDATA #IMPLIED
// TITULO−DA−LINHA−DE−PESQUISA CDATA #IMPLIED
// FLAG−LINHA−DE−PESQUISA−ATIVA (SIM | NAO) #IMPLIED
// OBJETIVOS−LINHA−DE−PESQUISA CDATA #IMPLIED
// TITULO−DA−LINHA−DE−PESQUISA−INGLES CDATA #IMPLIED




































































public class ProducoesCtDoProjetoXmlDto {
// PRODUCAO−CT−DO−PROJETO+
















public class ProducaoCtProjetoXmlDto {
// SEQUENCIA−PRODUCAO−CT CDATA #IMPLIED
// TITULO−DA−PRODUCAO−CT CDATA #IMPLIED
// TIPO−PRODUCAO−CT CDATA #IMPLIED






















public class OrientacaoXmlDto {
// SEQUENCIA−ORIENTACAO CDATA #IMPLIED
// TITULO−ORIENTACAO CDATA #IMPLIED
// TIPO−ORIENTACAO CDATA #IMPLIED























public class OrientacoesXmlDto {
// ORIENTACAO+





































public class IntegrantesProjetoXmlDto {
// NOME−COMPLETO CDATA #IMPLIED
// NOME−PARA−CITACAO CDATA #IMPLIED
// ORDEM−DE−INTEGRACAO CDATA #IMPLIED
// FLAG−RESPONSAVEL (SIM | NAO) #IMPLIED





























public class FinanciadoresDoProjetoXmlDto {
// FINANCIADOR−DO−PROJETO+
















public class FinanciadorProjetoXmlDto {
// SEQUENCIA−FINANCIADOR CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED




















































// SEQUENCIA−PROJETO CDATA #IMPLIED
// ANO−INICIO CDATA #IMPLIED
// ANO−FIM CDATA #IMPLIED
// NOME−DO−PROJETO CDATA #IMPLIED
// SITUACAO (EM_ANDAMENTO | DESATIVADO | CONCLUIDO) #IMPLIED
// NATUREZA (DESENVOLVIMENTO | EXTENSAO | PESQUISA | OUTRA) #IMPLIED
// NUMERO−GRADUACAO CDATA #IMPLIED
// NUMERO−ESPECIALIZACAO CDATA #IMPLIED
// NUMERO−MESTRADO−ACADEMICO CDATA #IMPLIED
// NUMERO−MESTRADO−PROF CDATA #IMPLIED
// NUMERO−DOUTORADO CDATA #IMPLIED
// DESCRICAO−DO−PROJETO CDATA #IMPLIED
// IDENTIFICADOR−PROJETO CDATA #IMPLIED
// DESCRICAO−DO−PROJETO−INGLES CDATA #IMPLIED
// NOME−DO−PROJETO−INGLES CDATA #IMPLIED
// FLAG−POTENCIAL−INOVACAO (SIM | NAO) "NAO"
// FLAG−PROJETO−CERTIFICADO (SIM | NAO) "NAO"
// NOME−COORDENADOR−CERTIFICACAO CDATA #IMPLIED
// DATA−CERTIFICACAO CDATA #IMPLIED

























































public class ConselhoComissaoConsultoriaXmlDto extends AtividadeUnidadeXmlDto {
// SEQUENCIA−FUNCAO−ATIVIDADE CDATA #IMPLIED
// FLAG−PERIODO (ANTERIOR | ATUAL)
// MES−INICIO CDATA #IMPLIED
// ANO−INICIO CDATA #IMPLIED
// MES−FIM CDATA #IMPLIED
// ANO−FIM CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−UNIDADE CDATA #IMPLIED
// NOME−UNIDADE CDATA #IMPLIED


































public class ServicoTecnicoEspecializadoXmlDto extends AtividadeUnidadeXmlDto {
// SEQUENCIA−FUNCAO−ATIVIDADE CDATA #IMPLIED
// FLAG−PERIODO (ANTERIOR | ATUAL) #IMPLIED
// MES−INICIO CDATA #IMPLIED
// ANO−INICIO CDATA #IMPLIED
// MES−FIM CDATA #IMPLIED
// ANO−FIM CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−UNIDADE CDATA #IMPLIED
// NOME−UNIDADE CDATA #IMPLIED
















public class AtividadesServicoTecnicoEspecializadoXmlDto {
// SERVICO−TECNICO−ESPECIALIZADO+


















public class VinculosXmlDto {
// SEQUENCIA−HISTORICO CDATA #IMPLIED
// TIPO−DE−VINCULO (SERVIDOR_PUBLICO_OU_CELETISTA |
→֒ SERVIDOR_PUBLICO |
// CELETISTA | PROFESSOR_VISITANTE | COLABORADOR |
→֒ BOLSISTA_RECEM_DOUTOR |
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// OUTRO | LIVRE) #IMPLIED
// ENQUADRAMENTO−FUNCIONAL (PROFESSOR_TITULAR | OUTRO | LIVRE)
→֒ #IMPLIED
// CARGA−HORARIA−SEMANAL CDATA #IMPLIED
// FLAG−DEDICACAO−EXCLUSIVA (SIM | NAO) #IMPLIED
// MES−INICIO CDATA #IMPLIED
// ANO−INICIO CDATA #IMPLIED
// MES−FIM CDATA #IMPLIED
// ANO−FIM CDATA #IMPLIED
// OUTRAS−INFORMACOES CDATA #IMPLIED
// FLAG−VINCULO−EMPREGATICIO (SIM | NAO) #IMPLIED
// OUTRO−VINCULO−INFORMADO CDATA #IMPLIED
// OUTRO−ENQUADRAMENTO−FUNCIONAL−INFORMADO CDATA #IMPLIED
// OUTRO−ENQUADRAMENTO−FUNCIONAL−INFORMADO−INGLES CDATA
→֒ #IMPLIED
































































public class PremioTituloXmlDto {
// NOME−DO−PREMIO−OU−TITULO CDATA #IMPLIED
// NOME−DA−ENTIDADE−PROMOTORA CDATA #IMPLIED
// ANO−DA−PREMIACAO CDATA #IMPLIED

























public class EnderecoXmlDto {
// ENDERECO−PROFISSIONAL?
// ENDERECO−RESIDENCIAL?























public class EnderecoProfissionalXmlDto extends EnderecoBaseXmlDto {
// CODIGO−INSTITUICAO−EMPRESA CDATA #IMPLIED
// NOME−INSTITUICAO−EMPRESA CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−UNIDADE CDATA #IMPLIED
// NOME−UNIDADE CDATA #IMPLIED
// LOGRADOURO−COMPLEMENTO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// UF CDATA #IMPLIED
// CEP CDATA #IMPLIED
// CIDADE CDATA #IMPLIED
// BAIRRO CDATA #IMPLIED
// DDD CDATA #IMPLIED
// TELEFONE CDATA #IMPLIED
// RAMAL CDATA #IMPLIED
// FAX CDATA #IMPLIED
// CAIXA−POSTAL CDATA #IMPLIED
// E−MAIL CDATA #IMPLIED




























public class EnderecoResidencialXmlDto extends EnderecoBaseXmlDto {
// LOGRADOURO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// UF CDATA #IMPLIED
// CEP CDATA #IMPLIED
// CIDADE CDATA #IMPLIED
// BAIRRO CDATA #IMPLIED
// DDD CDATA #IMPLIED
// TELEFONE CDATA #IMPLIED
// RAMAL CDATA #IMPLIED
// FAX CDATA #IMPLIED
// CAIXA−POSTAL CDATA #IMPLIED
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// E−MAIL CDATA #IMPLIED






public class EnderecoBaseXmlDto {
// PAIS CDATA #IMPLIED
// UF CDATA #IMPLIED
// CEP CDATA #IMPLIED
// CIDADE CDATA #IMPLIED
// BAIRRO CDATA #IMPLIED
// DDD CDATA #IMPLIED
// TELEFONE CDATA #IMPLIED
// RAMAL CDATA #IMPLIED
// FAX CDATA #IMPLIED
// CAIXA−POSTAL CDATA #IMPLIED
// E−MAIL CDATA #IMPLIED






































































public class DadosBasicosDaOrientacaoEmAndamentoXmlDto extends
→֒ DadosBasicosNaturezaIdiomaHomePageXmlDto {
// NATUREZA CDATA #IMPLIED
// TIPO (ACADEMICO | PROFISSIONALIZANTE | NAO_INFORMADO)
→֒ "NAO_INFORMADO"
// TITULO−DO−TRABALHO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// HOME−PAGE CDATA #IMPLIED
// DOI CDATA #IMPLIED
// TITULO−DO−TRABALHO−INGLES CDATA #IMPLIED




























































































































































public boolean isSetOrientacoesMestrado() {
return !CollectionUtils.isEmpty(this.orientacoesMestrado);
}
































































































































































public class DetalhamentoDaParticipacaoEmEventosCongressosXmlDto {
// NOME−DO−EVENTO CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED
// LOCAL−DO−EVENTO CDATA #IMPLIED
// CIDADE−DO−EVENTO CDATA #IMPLIED







































































// ORDEM−PARTICIPANTE CDATA #IMPLIED
// CPF−DO−PARTICIPANTE−PARTICIPANTE−DE−EVENTOS−CONGRESSOS
→֒ CDATA #IMPLIED























































public class DadosBasicosDaParticipacaoEmEventosCongressosXmlDto extends
→֒ DadosBasicosNaturezaIdiomaHomePageXmlDto {
// NATUREZA CDATA #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE−DO−TRABALHO CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// TIPO−PARTICIPACAO CDATA #IMPLIED
// FORMA−PARTICIPACAO CDATA #IMPLIED
// DOI CDATA #IMPLIED
// TITULO−INGLES CDATA #IMPLIED
















































































































































































































public class ParticipanteBancaXmlDto {
// NOME−COMPLETO−DO−PARTICIPANTE−DA−BANCA CDATA #IMPLIED
// NOME−PARA−CITACAO−DO−PARTICIPANTE−DA−BANCA CDATA #IMPLIED
// ORDEM−PARTICIPANTE CDATA #IMPLIED
// CPF−DO−PARTICIPANTE−DA−BANCA CDATA #IMPLIED



















































































public class DetalhamentoDaParticipacaoEmBancaXmlDto extends DetalhamentoXmlDto {
// NOME−DO−CANDIDATO CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−CURSO CDATA #IMPLIED
// NOME−CURSO CDATA #IMPLIED








































































































































































































public class DetalhamentoDaBancaJulgadoraXmlDto {
// CODIGO−INSTITUICAO CDATA #IMPLIED






























































































































































































public boolean isSetOrientacoesEmAndamento() {
return this.orientacoesEmAndamento != null;
}
public boolean isSetInfoAdicionaisInstituicoes() {
return this.infoAdicionaisInstituicoes != null;
}
public boolean isSetInfoAdicionaisCursos() {














public class DetalhamentoXmlDto {
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−CURSO CDATA #IMPLIED
// NOME−CURSO CDATA #IMPLIED





























public class InformacaoAdicionalCursoXmlDto {
// CODIGO−CURSO CDATA #IMPLIED
184
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED
// NOME−GRANDE−AREA−DO−CONHECIMENTO (OUTROS |
→֒ LINGUISTICA_LETRAS_E_ARTES |
// CIENCIAS_HUMANAS | CIENCIAS_SOCIAIS_APLICADAS | CIENCIAS_AGRARIAS |
// CIENCIAS_DA_SAUDE | ENGENHARIAS | CIENCIAS_BIOLOGICAS |
// CIENCIAS_EXATAS_E_DA_TERRA | NAO_INFORMADO)"NAO_INFORMADO"
// NOME−DA−AREA−DO−CONHECIMENTO CDATA #IMPLIED
// NOME−DA−SUB−AREA−DO−CONHECIMENTO CDATA #IMPLIED
// NOME−DA−ESPECIALIDADE CDATA #IMPLIED
// NIVEL−CURSO (APERFEICOAMENTO_ESPECIALIZACAO | APERFEICOAMENTO |
// CURSO_DE_CURTA_DURACAO | ESPECIALIZACAO | ESTAGIO |
// EXTENSAO_UNIVERSITARIA | DOUTORADO | GRADUACAO | MESTRADO |





































public class InformacaoAdicionalInstituicaoXmlDto {
// CODIGO−INSTITUICAO CDATA #IMPLIED
// SIGLA−INSTITUICAO CDATA #IMPLIED
// SIGLA−UF−INSTITUICAO CDATA #IMPLIED
// SIGLA−PAIS−INSTITUICAO CDATA #IMPLIED
// NOME−PAIS−INSTITUICAO CDATA #IMPLIED
// FLAG−AGENCIA−FOMENTO (SIM | NAO) #IMPLIED





































































































// SISTEMA−ORIGEM−XML CDATA #REQUIRED
// NUMERO−IDENTIFICADOR CDATA #IMPLIED
// FORMATO−DATA−ATUALIZACAO NMTOKEN #FIXED "DDMMAAAA"
// DATA−ATUALIZACAO CDATA #IMPLIED
// FORMATO−HORA−ATUALIZACAO NMTOKEN #FIXED "HHMMSS"
// HORA−ATUALIZACAO CDATA #IMPLIED








public boolean isSetProducaoBibliografica() {
return this.producaoBibliografica != null;
}
public boolean isSetProducaoTecnica() {
return this.producaoTecnica != null;
}
public boolean isSetOutraProducao() {
return this.outraProducao != null;
}
public boolean isSetDadosComplementares() {















public class DadosBasicosNaturezaIdiomaHomePageXmlDto extends DadosBasicosXmlDto {
// NATUREZA CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// HOME−PAGE CDATA #IMPLIED


























































public class AutorXmlDto {
// NOME−COMPLETO−DO−AUTOR CDATA #IMPLIED
// NOME−PARA−CITACAO CDATA #IMPLIED
// ORDEM−DE−AUTORIA CDATA #IMPLIED
// CPF CDATA #IMPLIED

































public boolean isSetareaDoConhecimento1() {
return this.areaDoConhecimento1 != null;
}
public boolean isSetareaDoConhecimento2() {
return this.areaDoConhecimento2 != null;
}
public boolean isSetareaDoConhecimento3() {
















public class AreaDoConhecimentoXmlDto {
// NOME−GRANDE−AREA−DO−CONHECIMENTO (OUTROS |
→֒ LINGUISTICA_LETRAS_E_ARTES |
// CIENCIAS_HUMANAS
// | CIENCIAS_SOCIAIS_APLICADAS | CIENCIAS_AGRARIAS |
→֒ CIENCIAS_DA_SAUDE |
// ENGENHARIAS |
// CIENCIAS_BIOLOGICAS | CIENCIAS_EXATAS_E_DA_TERRA) #IMPLIED
// NOME−DA−AREA−DO−CONHECIMENTO CDATA #IMPLIED
// NOME−DA−SUB−AREA−DO−CONHECIMENTO CDATA #IMPLIED























public class DadosBasicosDaParticipacaoFlagRelevanciaXmlDto extends
→֒ DadosBasicosDaParticipacaoXmlDto {
// NATUREZA CDATA #IMPLIED
// TIPO (ACADEMICO | PROFISSIONALIZANTE | NAO_INFORMADO) #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// HOME−PAGE CDATA #IMPLIED
// DOI CDATA #IMPLIED
// TITULO−INGLES CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
@XmlJavaTypeAdapter(BooleanXmlAdapter.class)
@XmlAttribute(name = "FLAG−RELEVANCIA")































public class InformacoesAdicionaisXmlDto {
// DESCRICAO−INFORMACOES−ADICIONAIS CDATA #IMPLIED




































public class SetoresDeAtividadeXmlDto {
// SETOR−DE−ATIVIDADE−1 CDATA #IMPLIED
// SETOR−DE−ATIVIDADE−2 CDATA #IMPLIED
































public class DetalhamentoDaOrientacaoConcluidaXmlDto {
// TIPO−DE−ORIENTACAO (ORIENTADOR_PRINCIPAL | CO_ORIENTADOR)
→֒ #IMPLIED
// NOME−DO−ORIENTADO CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−DA−INSTITUICAO CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−CURSO CDATA #IMPLIED
// NOME−DO−CURSO CDATA #IMPLIED
// FLAG−BOLSA CDATA #IMPLIED
// CODIGO−AGENCIA−FINANCIADORA CDATA #IMPLIED
// NOME−DA−AGENCIA CDATA #IMPLIED
// NUMERO−DE−PAGINAS CDATA #IMPLIED
// NUMERO−ID−ORIENTADO CDATA #IMPLIED















































public class DetalhamentoDaOrientacaoXmlDto extends DetalhamentoXmlDto {
// TIPO−DE−ORIENTACAO (ORIENTADOR_PRINCIPAL | CO_ORIENTADOR)
→֒ #IMPLIED
// NOME−DO−ORIENTANDO CDATA #IMPLIED
// CODIGO−INSTITUICAO CDATA #IMPLIED
// NOME−INSTITUICAO CDATA #IMPLIED
// CODIGO−ORGAO CDATA #IMPLIED
// NOME−ORGAO CDATA #IMPLIED
// CODIGO−CURSO CDATA #IMPLIED
// NOME−CURSO CDATA #IMPLIED
// FLAG−BOLSA CDATA #IMPLIED
// CODIGO−AGENCIA−FINANCIADORA CDATA #IMPLIED
// NOME−DA−AGENCIA CDATA #IMPLIED
// NUMERO−ID−ORIENTANDO CDATA #IMPLIED
// NOME−CURSO−INGLES CDATA #IMPLIED
































public class DadosBasicosDaParticipacaoXmlDto extends
→֒ DadosBasicosNaturezaIdiomaHomePageXmlDto {
// NATUREZA CDATA #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// HOME−PAGE CDATA #IMPLIED
// DOI CDATA #IMPLIED













































































public class DadosBasicosDaParticipacaoTipoInglesXmlDto extends
→֒ DadosBasicosDaParticipacaoTipoXmlDto {
// NATUREZA CDATA #IMPLIED
// TIPO (ACADEMICO | PROFISSIONALIZANTE | NAO_INFORMADO) #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// HOME−PAGE CDATA #IMPLIED
// DOI CDATA #IMPLIED
// TITULO−INGLES CDATA #IMPLIED
// TIPO (ACADEMICO | PROFISSIONALIZANTE | NAO_INFORMADO) #IMPLIED
















public class DadosBasicosDaParticipacaoTipoXmlDto extends DadosBasicosDaParticipacaoXmlDto {
// NATUREZA CDATA #IMPLIED
// TIPO (ACADEMICO | PROFISSIONALIZANTE | NAO_INFORMADO) #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// HOME−PAGE CDATA #IMPLIED
// DOI CDATA #IMPLIED
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// TITULO−INGLES CDATA #IMPLIED















public class PalavrasChaveXmlDto {
// PALAVRA−CHAVE−1 CDATA #IMPLIED
// PALAVRA−CHAVE−2 CDATA #IMPLIED
// PALAVRA−CHAVE−3 CDATA #IMPLIED
// PALAVRA−CHAVE−4 CDATA #IMPLIED
// PALAVRA−CHAVE−5 CDATA #IMPLIED





























public class DadosBasicosArtesVisuais extends DadosBasicosOutraProducaoDivulgado {
// NATUREZA (INTERVENCAO_URBANA | LIVRO_DE_ARTISTA | PERFORMANCE |
→֒ PINTURA |
// PROGRAMACAO_VISUAL | VIDEO | WEBART | ANIMACAO | INSTALACAO |
// COMPUTACAO_GRAFICA | DESENHO | DIVERSAS | ESCULTURA | FILME |
→֒ FOTOGRAFIA
// | GRAVURA | ILUSTRACAO | OUTRA ) #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// TITULO−INGLES CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE CDATA #IMPLIED







@XmlAttribute(name = " FLAG−DIVULGACAO−CIENTIFICA")











































public class DetalhamentoArtesVisuais {
// PREMIACAO CDATA #IMPLIED
// ATIVIDADE−DOS−AUTORES CDATA #IMPLIED
// INSTITUICAO−PROMOTORA−DO−EVENTO CDATA #IMPLIED
// LOCAL−DO−EVENTO CDATA #IMPLIED
// CIDADE−DO−EVENTO CDATA #IMPLIED






























public class DadosBasicosArtesCenicas extends DadosBasicosOutraProducaoDivulgado {
// NATUREZA (AUDIOVISUAL | CIRCENSE | COREOGRAFICA | DIVERSAS |
→֒ OPERISTICA |
// PERFORMATICA |
// RADIALISTICA | TEATRAL | OUTRA ) #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// TITULO−INGLES CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE CDATA #IMPLIED






@XmlAttribute(name = " FLAG−DIVULGACAO−CIENTIFICA")













public class DetalhamentoArtesCenicas {
// TIPO−DE−EVENTO CDATA #IMPLIED
// ATIVIDADE−DOS−AUTORES CDATA #IMPLIED
// DATA−ESTREIA CDATA #IMPLIED
// DATA−ENCERRAMENTO CDATA #IMPLIED
// LOCAL−DE−ESTREIA CDATA #IMPLIED
// PREMIACAO CDATA #IMPLIED
// INSTITUICAO−PROMOTORA−DO−PREMIO CDATA #IMPLIED
// OBRA−DE−REFERENCIA CDATA #IMPLIED
// AUTOR−DA−OBRA−DE−REFERENCIA CDATA #IMPLIED
// ANO−DA−OBRA−DE−REFERENCIA CDATA #IMPLIED
// DURACAO CDATA #IMPLIED
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// TEMPORADA CDATA #IMPLIED
// INSTITUICAO−PROMOTORA−DO−EVENTO CDATA #IMPLIED
// LOCAL−DO−EVENTO CDATA #IMPLIED
// CIDADE−DO−EVENTO CDATA #IMPLIED














































































public class DadosBasicosObraArtesVisuais extends DadosBasicosOutraProducaoDivulgado {
// NATUREZA (CINEMA | DESENHO | ESCULTURA | FOTOGRAFIA | GRAVURA |
// INSTALACAO | PINTURA | TELEVISAO | VIDEO | OUTRA) #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO | OUTRO | VARIOS | NAO_INFORMADO)
→֒ "NAO_INFORMADO"
// HOME−PAGE CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED



















public class DetalhamentoObraArtesVisuais {
// MATERIAL−EMPREGADO CDATA #IMPLIED
// TIPO−DE−EVENTO (APRESENTACAO | CONCURSO | CRIACAO | EXPOSICAO |
→֒ FESTIVAL
// | OUTRO | NAO_INFORMADO) #IMPLIED
// EVENTO CDATA #IMPLIED
// PREMIACAO CDATA #IMPLIED
// ACERVO (PUBLICO | PRIVADO | NAO_INFORMADO) "NAO_INFORMADO"


























































































public class DadosBasicosComposicaoMusical extends DadosBasicosOutraProducaoDivulgado {
// NATUREZA (CANTO | CORAL | ORQUESTRA | OUTRA | NAO_INFORMADO)
→֒ #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED


















public class DetalhamentoComposicaoMusical {
// FORMACAO−INSTRUMENTAL CDATA #IMPLIED
// NUMERO−DE−PAGINAS CDATA #IMPLIED
// REGISTRO−DE−DIREITO−AUTORAL CDATA #IMPLIED
























public class DadosBasicosArranjoMusical extends DadosBasicosOutraProducaoDivulgado {
// ATTLIST DADOS−BASICOS−DO−ARRANJO−MUSICAL
// NATUREZA (CANTO | CORAL | ORQUESTRA | OUTRA | NAO_INFORMADO)
→֒ #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED















public class DetalhamentoArranjoMusical {
// AUTOR−DA−OBRA−DE−REFERENCIA CDATA #IMPLIED
// ANO−DA−OBRA−DE−REFERENCIA CDATA #IMPLIED
// FORMACAO−INSTRUMENTAL CDATA #IMPLIED
// REGISTRO−DE−DIREITO−AUTORAL CDATA #IMPLIED
























































































public class DadosBasicosCursoCurtaDuracao extends DadosBasicosOutraProducaoDivulgado {
// NATUREZA (EXTENSAO | APERFEICOAMENTO | ESPECIALIZACAO | OUTRA |
// NAO_INFORMADO) #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED



















public class DetalhamentoCursoCurtaDuracao {
// DURACAO CDATA #IMPLIED
// UNIDADE (SEMANAS | DIAS | HORAS | NAO_INFORMADO) "NAO_INFORMADO"
// INSTITUICAO−PROMOTORA−DO−EVENTO CDATA #IMPLIED
// LOCAL−DO−EVENTO CDATA #IMPLIED
























































public class DadosBasicosSonoplastia extends DadosBasicosOutraProducaoDivulgado {
// NATUREZA (CINEMA | MUSICA | RADIO | TELEVISAO | TEATRO | OUTRA)
→֒ #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED















public class DetalhamentoSonoplastia {
// FINALIDADE CDATA #IMPLIED





















public class DadosBasicosApresentacaoObraArtisticaXmlDto extends
→֒ DadosBasicosOutraProducaoDivulgado {
// NATUREZA (COREOGRAFICA | LITERARIA | MUSICAL | TEATRAL | OUTRA |
// NAO_INFORMADO) #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED



















public class DetalhamentoApresentacaoObraArtisticaXmlDto {
// TIPO−DE−EVENTO (CONCERTO | CONCURSO | FESTIVAL | GRAVACAO |
→֒ RECITAL | OUTRO | NAO_INFORMADO) #IMPLIED
// ATIVIDADE−DOS−AUTORES (CANTO | CRIACAO | DANCA | DIRECAO |
→֒ ENCENACAO | INSTRUMENTO_MUSICAL | REGENCIA | ROTEIRO | OUTRA
→֒ | VARIAS | NAO_INFORMADO) #IMPLIED
// FLAG−INEDITISMO−DA−OBRA CDATA #IMPLIED
// PREMIACAO CDATA #IMPLIED
// OBRA−DE−REFERENCIA CDATA #IMPLIED
// AUTOR−DA−OBRA−DE−REFERENCIA CDATA #IMPLIED
// ANO−DA−OBRA−DE−REFERENCIA CDATA #IMPLIED
// DURACAO−EM−MINUTOS CDATA #IMPLIED
// INSTITUICAO−PROMOTORA−DO−EVENTO CDATA #IMPLIED
// LOCAL−DO−EVENTO CDATA #IMPLIED







































public class ApresentacaoObraArtisticaXmlDto extends
→֒ AutoresSequenciaPalavraAreaSetorInfoAgrupadorXmlDto {
































































public class DadosBasicosApresentacaoRadioTv extends DadosBasicosOutraProducaoXmlDto {
// NATUREZA (DANCA | MUSICA | TEATRO | OUTRA | NAO_INFORMADO)
→֒ #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED
// TITULO−INGLES CDATA #IMPLIED

























public class DetalhamentoApresentacaoRadioTv {
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// EMISSORA CDATA #IMPLIED
// FORMATO−DATA−DE−APRESENTACAO NMTOKEN #FIXED "DDMMAAAA"
// DATA−DE−APRESENTACAO CDATA #IMPLIED
// DURACAO−EM−MINUTOS CDATA #IMPLIED

























public class DadosBasicosOutraProducaoArtisticaCultural extends
→֒ DadosBasicosOutraProducaoDivulgado {
// NATUREZA CDATA #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED
// TITULO−INGLES CDATA #IMPLIED
// NATUREZA−INGLES CDATA #IMPLIED






@XmlAttribute(name = " FLAG−DIVULGACAO−CIENTIFICA")















































public class DetalhamentoOutraProducaoArtisticaCultural {
// INSTITUICAO−PROMOTORA−DO−EVENTO CDATA #IMPLIED
// LOCAL−DO−EVENTO CDATA #IMPLIED
// CIDADE CDATA #IMPLIED
// EXPOSICAO CDATA #IMPLIED



























public class DadosBasicosMusica extends DadosBasicosOutraProducaoDivulgado {
// NATUREZA (APRESENTACAO_DE_OBRA | ARRANJO | AUDIOVISUAL |
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→֒ COMPOSICAO |
// DIVERSAS | INTERPRETACAO | PUBLICACAO_DE_PARTITURA |
→֒ REGISTRO_FONOGRAFICO
// | TRILHA_SONORA | OUTRA ) #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO
// | OUTRO | VARIOS | NAO_INFORMADO) "NAO_INFORMADO"
// HOME−PAGE CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// TITULO−INGLES CDATA #IMPLIED






@XmlAttribute(name = " FLAG−DIVULGACAO−CIENTIFICA")











































public class DetalhamentoMusica {
// TIPO−DE−EVENTO CDATA #IMPLIED
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// ATIVIDADE−DOS−AUTORES CDATA #IMPLIED
// FORMACAO−INSTRUMENTAL CDATA #IMPLIED
// FLAG−INEDITISMO−DA−OBRA CDATA #IMPLIED
// DATA−ESTREIA CDATA #IMPLIED
// DATA−ENCERRAMENTO CDATA #IMPLIED
// LOCAL−DE−ESTREIA CDATA #IMPLIED
// PREMIACAO CDATA #IMPLIED
// INSTITUICAO−PROMOTORA−DO−PREMIO CDATA #IMPLIED
// OBRA−DE−REFERENCIA CDATA #IMPLIED
// AUTOR−DA−OBRA−DE−REFERENCIA CDATA #IMPLIED
// ANO−DA−OBRA−DE−REFERENCIA CDATA #IMPLIED
// DURACAO CDATA #IMPLIED
// TEMPORADA CDATA #IMPLIED
// INSTITUICAO−PROMOTORA−DO−EVENTO CDATA #IMPLIED
// LOCAL−DO−EVENTO CDATA #IMPLIED











































































































































public boolean isSetOrientacoesConcluidasMestrado() {
return !CollectionUtils.isEmpty(this.orientacoesConcluidasMestrado);
}














































































































// TIPO CDATA #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// HOME−PAGE CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED
// TITULO−INGLES CDATA #IMPLIED
// TIPO−INGLES CDATA #IMPLIED
@XmlJavaTypeAdapter(BooleanXmlAdapter.class)
@XmlAttribute(name = "FLAG−RELEVANCIA")















































































public class DadosBasicosDemaisTrabalhosXmlDto extends DadosBasicosDaParticipacaoXmlDto {
// NATUREZA CDATA #IMPLIED
// TITULO CDATA #IMPLIED
// ANO CDATA #IMPLIED
// PAIS CDATA #IMPLIED
// IDIOMA CDATA #IMPLIED
// MEIO−DE−DIVULGACAO (IMPRESSO | WEB | MEIO_MAGNETICO |
→֒ MEIO_DIGITAL |
// FILME | HIPERTEXTO | OUTRO | VARIOS | NAO_INFORMADO)
→֒ "NAO_INFORMADO"
// HOME−PAGE CDATA #IMPLIED
// FLAG−RELEVANCIA (SIM | NAO) "NAO"
// DOI CDATA #IMPLIED
// TITULO−INGLES CDATA #IMPLIED




















public class DetalhamentoDemaisTrabalhosXmlDto {
// FINALIDADE CDATA #IMPLIED















































→֒ VICE_REITOR_OU_PRO_REITOR, OUTRO, LIVRE;
}
package ufsc.alpc.xml.dto.domain;























public enum TipoEventoMusical {























public enum NaturezaLivro {
COLETANEA, TEXTO_INTEGRAL, VERBETE, ANAIS, CATALOGO, ENCICLOPEDIA,
→֒ LIVRO, OUTRA, PERIODICO, NAO_INFORMADO;
}
package ufsc.alpc.xml.dto.domain;














public enum NaturezaMusica {
APRESENTACAO_DE_OBRA, ARRANJO, AUDIOVISUAL, COMPOSICAO, DIVERSAS,
→֒ INTERPRETACAO, PUBLICACAO_DE_PARTITURA,
→֒ REGISTRO_FONOGRAFICO, TRILHA_SONORA, OUTRA;
}
package ufsc.alpc.xml.dto.domain;
public enum TipoEventoArteVisual {
















public enum NaturezaFinanciador {




public enum NaturezaObraArtesVisuais {
CINEMA, DESENHO, ESCULTURA, FOTOGRAFIA, GRAVURA, INSTALACAO,
→֒ PINTURA, TELEVISAO, VIDEO, OUTRA;
}
package ufsc.alpc.xml.dto.domain;






public enum NaturezaArtesVisuais {
INTERVENCAO_URBANA, LIVRO_DE_ARTISTA, PERFORMANCE, PINTURA,
→֒ PROGRAMACAO_VISUAL, VIDEO, WEBART, ANIMACAO, INSTALACAO,
→֒ COMPUTACAO_GRAFICA, DESENHO, DIVERSAS, ESCULTURA, FILME,
→֒ FOTOGRAFIA, GRAVURA, ILUSTRACAO, OUTRA;
}
package ufsc.alpc.xml.dto.domain;
public enum NaturezaRadioTv {
DANCA , MUSICA , TEATRO , OUTRA , NAO_INFORMADO;
}
package ufsc.alpc.xml.dto.domain;












public enum NaturezaSonoplastia {



















public enum Proficiencia {
POUCO, RAZOAVELMENTE, BEM, NAO_INFORMADO;
}
package ufsc.alpc.xml.dto.domain;




public enum NaturezaArtesCenicas {
AUDIOVISUAL, CIRCENSE, COREOGRAFICA, DIVERSAS, OPERISTICA,
→֒ PERFORMATICA, RADIALISTICA, TEATRAL, OUTRA;
}
package ufsc.alpc.xml.dto.domain;














public enum NaturezaProjeto {
DESENVOLVIMENTO, EXTENSAO, PESQUISA, OUTRA;
}
package ufsc.alpc.xml.dto.domain;























public enum NaturezaTraducao {
ARTIGO, LIVRO, OUTRO, NAO_INFORMADO;
}
package ufsc.alpc.xml.dto.domain;
public enum Unidade {
SEMANAS, DIAS, HORAS, NAO_INFORMADO;
}
package ufsc.alpc.xml.dto.domain;























public enum TipoVinculo {
SERVIDOR_PUBLICO_OU_CELETISTA, SERVIDOR_PUBLICO, CELETISTA,








public enum ClassificacaoEvento {
INTERNACIONAL, NACIONAL, REGIONAL, LOCAL, NAO_INFORMADO;
}
package ufsc.alpc.xml.dto.domain;










public enum NaturezaPrefacioPosfacio {
LIVRO, OUTRA, REVISTAS_OU_PERIODICOS, NAO_INFORMADO;
}
package ufsc.alpc.xml.dto.domain;
public enum AtividadeAutores {
CANTO, CRIACAO, DANCA, DIRECAO, ENCENACAO, INSTRUMENTO_MUSICAL,
→֒ REGENCIA, ROTEIRO, OUTRA, VARIAS, NAO_INFORMADO;
}
package ufsc.alpc.xml.dto.domain;
public enum NaturezaObraArtistica {
COREOGRAFICA , LITERARIA , MUSICAL , TEATRAL , OUTRA , NAO_INFORMADO;
}
package ufsc.alpc.xml.dto.domain;






























public enum TipoPrefacioPosfacio {



























public enum NaturezaArranjoMusical {







public enum GrandeAreaDoConhecimento {
CIENCIAS_AGRARIAS(1L, "Cincias agrarias"),
CIENCIAS_BIOLOGICAS(2L, "Cincias biolgicas"),
CIENCIAS_DA_SAUDE(3L, "Cincias da sade"),
CIENCIAS_EXATAS_E_DA_TERRA(4L, "Cincias exatas e da terra"),
CIENCIAS_HUMANAS(5L, "Cincias humanas"),
CIENCIAS_SOCIAIS_APLICADAS(6L, "Cincias sociais aplicadas"),
ENGENHARIAS(7L, "Engenharias"),





public static GrandeAreaDoConhecimento getById(Long id) {

















public enum NaturezaCursoCurtaDuracao {
EXTENSAO, APERFEICOAMENTO, ESPECIALIZACAO, OUTRA, NAO_INFORMADO;
}
package ufsc.alpc.xml.dto.domain;










public class DateXmlAdapter extends XmlAdapter<String, Date> {
225
@Override
public Date unmarshal(String v) throws Exception {






public String marshal(Date v) throws Exception {









public class PeriodoXmlAdapter extends XmlAdapter<String, Boolean> {
@Override
public Boolean unmarshal(String v) throws Exception {
if (!StringUtils.isBlank(v)) {





public String marshal(Boolean v) throws Exception {






public class EnderecoXmlAdapter extends XmlAdapter<String, Boolean> {
@Override
public Boolean unmarshal(String v) throws Exception {
if (!StringUtils.isBlank(v)) {
return v.equals("ENDERECO_INSTITUCIONAL") ? true :





public String marshal(Boolean v) throws Exception {







public class BooleanXmlAdapter extends XmlAdapter<String, Boolean> {
@Override
public Boolean unmarshal(String v) throws Exception {
if (!StringUtils.isBlank(v)) {





public String marshal(Boolean v) throws Exception {








public class SpringBootWebStarter extends SpringBootServletInitializer {
@Override


































@Table(name = "tb_programa", indexes = {
@Index(name="in_programa_nome_filtro", columnList = "nome_filtro"),
@Index(name="in_programa_data_inicio", columnList = "data_inicio"),
@Index(name = "in_programa_id_instituicao", columnList = "id_instituicao")})
//@formatter:on
@NoArgsConstructor
public class ProgramaEntity {
private static final String sequenceName = "sq_programa";
public static final Long DEFAULT = 1L;
@Id
@Field(analyze = Analyze.NO, store = Store.YES)
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName =
→֒ ProgramaEntity.sequenceName, name = ProgramaEntity.sequenceName)




@Column(name = "nome", length = 400, nullable = false)
private String nome;




@Column(name = "data_inicio", nullable = false)
private Date dataInicio;
@ManyToOne
@JoinColumn(name = "id_instituicao", foreignKey = @ForeignKey(name =
→֒ "fk_programa_instituicao"), nullable = false)
private InstituicaoEntity instituicao;
@OneToMany(mappedBy = "programa", fetch = FetchType.LAZY)
private List<ProgramaUserEntity> users;

























@Table(name = "rl_docente_producao", indexes = {
@Index(name = "in_docente_producao_id_docente", columnList = "id_docente"),
@Index(name = "in_docente_producao_id_producao", columnList =
→֒ "id_producao")
})
public class DocenteProducaoEntity implements Serializable {
private static final long serialVersionUID = −807000358386362097L;
private static final String sequenceName = "sq_docente_producao";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName = sequenceName,
→֒ name = sequenceName)




@JoinColumn(name = "id_docente", foreignKey = @ForeignKey(name =
→֒ "fk_docenteproducao_docente"), nullable = false)
private DocenteEntity docente;
@ManyToOne(fetch = FetchType.LAZY)
@JoinColumn(name = "id_producao", foreignKey = @ForeignKey(name =
































@Table(name = "tb_producao", indexes = {
@javax.persistence.Index(name = "in_producao_tipo_producao", columnList =
→֒ "tipo_producao"),




public class ProducaoEntity implements Serializable {
private static final long serialVersionUID = −2316853521107707372L;
private static final String sequenceName = "sq_producao";
@Id
@Field(index = Index.NO, store = Store.YES)
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName =
→֒ ProducaoEntity.sequenceName, name = ProducaoEntity.sequenceName)




@Field(name = "titulo", analyzer = @Analyzer(definition = "ngram−titulo"), store =
→֒ Store.YES)
@Column(name = "titulo", length = 400, nullable = false)
private String tituloDaProducao;
@Field(name = "ano", analyze = Analyze.NO)
@Column(name = "ano")
private Integer ano;






@JoinColumn(name = "id_programa", foreignKey = @ForeignKey(name =









































































































@Table(name = "rl_autor_producao", indexes = {
@Index(name = "in_autor_producao_id_autor", columnList = "id_autor"),
@Index(name = "in_autor_producao_id_producao", columnList = "id_producao")
})
public class AutorProducaoEntity implements Serializable {
private static final long serialVersionUID = −807000358386362097L;
private static final String sequenceName = "sq_autor_producao";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName = sequenceName,
→֒ name = sequenceName)





@JoinColumn(name = "id_autor", foreignKey = @ForeignKey(name =




@JoinColumn(name = "id_producao", foreignKey = @ForeignKey(name =

















































@Table(name = "tb_orientacao_mestrado", indexes = {
@Index(name = "in_mestrado_id_orientador", columnList = "id_orientador"),
@Index(name = "in_mestrado_id_coorientador", columnList = "id_coorientador"),
@Index(name = "in_mestrado_id_discente", columnList = "id_discente"),
@Index(name = "in_mestrado_titulo_do_trabalho_filtro", columnList =
→֒ "titulo_do_trabalho_filtro"),
@Index(name = "in_mestrado_id_area_conhecimento_um", columnList =
→֒ "id_area_conhecimento_um"),
@Index(name = "in_mestrado_id_area_conhecimento_dois", columnList =
→֒ "id_area_conhecimento_dois"),
@Index(name = "in_mestrado_id_area_conhecimento_tres", columnList =
→֒ "id_area_conhecimento_tres"),
@Index(name = "in_mestrado_id_instituicao", columnList = "id_instituicao"),
@Index(name = "in_mestrado_id_programa_deletado", columnList =
→֒ "id_programa,deletado"),





@AnalyzerDef(name = "ngram−titulo", tokenizer = @TokenizerDef(factory =
→֒ WhitespaceTokenizerFactory.class), filters = {
@TokenFilterDef(factory = StopFilterFactory.class, params = { @Parameter(name
→֒ = "words", value = "stopwords.txt"), @Parameter(name = "ignoreCase",
→֒ value = "true") }),
@TokenFilterDef(factory = BrazilianStemFilterFactory.class),
→֒ @TokenFilterDef(factory = LowerCaseFilterFactory.class),
@TokenFilterDef(factory = NGramFilterFactory.class, params = {
→֒ @Parameter(name = "minGramSize", value = "4"), @Parameter(name =
→֒ "maxGramSize", value = "4") }) })
public class OrientacaoMestradoEntity implements BaseOrientacaoEntity {
private static final String sequenceName = "sq_orientacao_mestrado";
@Id
@Field(analyze = Analyze.NO, index = org.hibernate.search.annotations.Index.NO, store =
→֒ Store.YES)
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName =
→֒ OrientacaoMestradoEntity.sequenceName, name =
→֒ OrientacaoMestradoEntity.sequenceName)










private Boolean orientadorAtivo = false;
@IndexedEmbedded
@ManyToOne(fetch = FetchType.LAZY)




private Boolean coorientadorAtivo = false;
@IndexedEmbedded
@ManyToOne(fetch = FetchType.LAZY)
@JoinColumn(name = "id_discente", foreignKey = @ForeignKey(name =
→֒ "fk_orientacao_mestrado_discente"), nullable = false)
private DiscenteEntity discente;
/∗∗
∗ Indica o programa em que a orientao ou formao
∗ foi importada no necessariamente queira dizer que




@JoinColumn(name = "id_programa", foreignKey = @ForeignKey(name =






@Field(name = "titulo", analyzer = @Analyzer(definition = "ngram−titulo"), store =
→֒ Store.YES)
@Column(name = "titulo_do_trabalho", length = 400, nullable = false)
private String tituloDoTrabalho;
@Column(name = "titulo_do_trabalho_filtro", length = 400, nullable = false)
private String tituloDoTrabalhoFiltro;
@ManyToOne(fetch = FetchType.LAZY)

















@JoinColumn(name = "id_area_conhecimento_tres", foreignKey = @ForeignKey(name =
→֒ "fk_orientacao_mestrado_area_conhecimento_tres"))
private AreaConhecimentoEntity areaConhecimentoTres;
// no atualizar com update
@Field(analyze = Analyze.NO, index = org.hibernate.search.annotations.Index.NO, store =
→֒ Store.YES)
@Column(name = "discente_completo")
private Boolean discenteCompleto = false;
@Column
private Boolean deletado = false;


































@Table(name = "tb_graduacao", indexes = {
@Index(name = "in_graduacao_id_discente", columnList = "id_discente"),





public class GraduacaoEntity {
private static final String sequenceName = "sq_graduacao";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName =
→֒ GraduacaoEntity.sequenceName, name = GraduacaoEntity.sequenceName)






@JoinColumn(name = "id_discente", foreignKey = @ForeignKey(name =




@JoinColumn(name = "id_programa", foreignKey = @ForeignKey(name =
→֒ "fk_graduacao_programa"), nullable = false)
private ProgramaEntity programa;
@Field(name = "titulo", analyzer = @Analyzer(definition = "ngram−titulo"), store =
→֒ Store.YES)


















































@Table(name = "tb_orientacao_doutorado", indexes = {
@Index(name = "in_doutorado_id_orientador", columnList = "id_orientador"),
@Index(name = "in_doutorado_id_coorientador", columnList =
→֒ "id_coorientador"),
@Index(name = "in_doutorado_id_discente", columnList = "id_discente"),
@Index(name = "in_doutorado_titulo_do_trabalho_filtro", columnList =
→֒ "titulo_do_trabalho_filtro"),
@Index(name = "in_doutorado_id_area_conhecimento_um", columnList =
→֒ "id_area_conhecimento_um"),
@Index(name = "in_doutorado_id_area_conhecimento_dois", columnList =
→֒ "id_area_conhecimento_dois"),
@Index(name = "in_doutorado_id_area_conhecimento_tres", columnList =
→֒ "id_area_conhecimento_tres"),
@Index(name = "in_doutorado_id_instituicao", columnList = "id_instituicao"),
@Index(name = "in_doutorado_id_programa_deletado", columnList =
→֒ "id_programa,deletado"),





public class OrientacaoDoutoradoEntity implements BaseOrientacaoEntity {
private static final String sequenceName = "sq_orientacao_doutorado";
@Id
@Field(analyze = Analyze.NO, index = org.hibernate.search.annotations.Index.NO, store =
→֒ Store.YES)
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName = sequenceName,
→֒ name = sequenceName)









private Boolean orientadorAtivo = false;
@IndexedEmbedded
@ManyToOne(fetch = FetchType.LAZY)




private Boolean coorientadorAtivo = false;
@IndexedEmbedded
@ManyToOne(fetch = FetchType.LAZY)
@JoinColumn(name = "id_discente", foreignKey = @ForeignKey(name =
→֒ "fk_orientacao_doutorado_discente"), nullable = false)
private DiscenteEntity discente;
/∗∗
∗ Indica o programa em que a orientao ou formao
∗ foi importada no necessariamente queira dizer que
235
∗ ainda pertence ao mesmo
∗/
@ManyToOne(fetch = FetchType.LAZY)
@JoinColumn(name = "id_programa", foreignKey = @ForeignKey(name =






@Field(name = "titulo", analyzer = @Analyzer(definition = "ngram−titulo"), store =
→֒ Store.YES)
@Column(name = "titulo_do_trabalho", length = 400, nullable = false)
private String tituloDoTrabalho;
@Column(name = "titulo_do_trabalho_filtro", length = 400, nullable = false)
private String tituloDoTrabalhoFiltro;
@ManyToOne(fetch = FetchType.LAZY)




@JoinColumn(name = "id_instituicao_sanduiche", foreignKey = @ForeignKey(name =
→֒ "fk_orientacao_doutorado_instituicao_sanduiche"))
private InstituicaoEntity instituicaoSanduiche;
@Column(name = "nome_orientador_sanduiche", length = 400)
private String nomeOrientadorSanduiche;
















@JoinColumn(name = "id_area_conhecimento_tres", foreignKey = @ForeignKey(name =
→֒ "fk_orientacao_doutorado_area_conhecimento_tres"))
private AreaConhecimentoEntity areaConhecimentoTres;
@Field(analyze = Analyze.NO, index = org.hibernate.search.annotations.Index.NO, store =
→֒ Store.YES)
@Column(name = "discente_completo")
private Boolean discenteCompleto = false;
@Column
private Boolean deletado = false;

















public interface BaseOrientacaoEntity {
Long getId();
void setDiscente(DiscenteEntity discente);
default void setOrientador(DocenteEntity docente){}
default void setOrientadorAtivo(Boolean ativo){}
default void setCoorientador(DocenteEntity docente){}












































@Table(name = "tb_orientacao_pos_doutorado", indexes = {
@Index(name = "in_pos_doutorado_id_discente", columnList = "id_discente"),
@Index(name = "in_pos_doutorado_titulo_do_trabalho_filtro", columnList =
→֒ "titulo_do_trabalho_filtro"),
@Index(name = "in_pos_doutorado_id_area_conhecimento_um", columnList =
→֒ "id_area_conhecimento_um"),
@Index(name = "in_pos_doutorado_id_area_conhecimento_dois", columnList =
→֒ "id_area_conhecimento_dois"),
@Index(name = "in_pos_doutorado_id_area_conhecimento_tres", columnList =
→֒ "id_area_conhecimento_tres"),
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@Index(name = "in_pos_doutorado_id_instituicao", columnList =
→֒ "id_instituicao"),





public class OrientacaoPosDoutoradoEntity implements BaseOrientacaoEntity {
private static final String sequenceName = "sq_orientacao_pos_doutorado";
@Id
@Field(analyze = Analyze.NO, index = org.hibernate.search.annotations.Index.NO, store =
→֒ Store.YES)
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName =
→֒ OrientacaoPosDoutoradoEntity.sequenceName, name =
→֒ OrientacaoPosDoutoradoEntity.sequenceName)






@JoinColumn(name = "id_discente", foreignKey = @ForeignKey(name =
→֒ "fk_orientacao_pos_doutorado_discente"), nullable = false)
private DiscenteEntity discente;
/∗∗
∗ Indica o programa em que a orientao ou formao
∗ foi importada no necessariamente queira dizer que
∗ ainda pertence ao mesmo
∗/
@ManyToOne(fetch = FetchType.LAZY)
@JoinColumn(name = "id_programa", foreignKey = @ForeignKey(name =






@Field(name = "titulo", analyzer = @Analyzer(definition = "ngram−titulo"), store =
→֒ Store.YES)
@Column(name = "titulo_do_trabalho", length = 400, nullable = false)
private String tituloDoTrabalho;
@Column(name = "titulo_do_trabalho_filtro", length = 400, nullable = false)
private String tituloDoTrabalhoFiltro;
@ManyToOne(fetch = FetchType.LAZY)

















@JoinColumn(name = "id_area_conhecimento_tres", foreignKey = @ForeignKey(name =
→֒ "fk_orientacao_pos_doutorado_area_conhecimento_tres"))
private AreaConhecimentoEntity areaConhecimentoTres;




private Boolean discenteCompleto = false;
@Column
private Boolean deletado = false;









































@Table(name = "tb_docente", indexes = {
@Index(name = "in_docente_id_pessoa", columnList = "id_pessoa")})
//@formatter:on
@NoArgsConstructor
public class DocenteEntity implements Serializable {
private static final long serialVersionUID = −2316853521107707372L;
private static final String sequenceName = "sq_docente";
@Id
@Field(analyze = Analyze.NO, index = org.hibernate.search.annotations.Index.NO, store =
→֒ Store.YES)
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName =
→֒ DocenteEntity.sequenceName, name = DocenteEntity.sequenceName)






@JoinColumn(name = "id_pessoa", foreignKey = @ForeignKey(name =










@OneToMany(mappedBy = "orientador", fetch = FetchType.LAZY)
private List<OrientacaoMestradoEntity> orientacoesPrincipaisMestrado;
@ContainedIn

























public class NomeCitacaoEntity {
private static final String sequenceName = "sq_nome_citacao";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName =
→֒ NomeCitacaoEntity.sequenceName, name = NomeCitacaoEntity.sequenceName)




@Field(name = "citacao", analyze = Analyze.NO, store = Store.YES)




@JoinColumn(name = "id_pessoa", foreignKey = @ForeignKey(name =






















public class AutorEntity implements Serializable {
private static final long serialVersionUID = 1L;
private static final String sequenceName = "sq_autor";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName =
→֒ AutorEntity.sequenceName, name = AutorEntity.sequenceName)




@Field(name = "nome", analyzer = @Analyzer(definition = "ngram−nome"))
@Column(name = "nome", length = 400, nullable = false)
private String nome;
@Field(name = "citacao", analyze = Analyze.NO)
@Column(name = "citacao", length = 400)
private String citacao;
@Field(name = "numero_identificador", analyze = Analyze.NO)



































@Table(name = "tb_discente", indexes = {
@Index(name = "in_discente_id_pessoa", columnList = "id_pessoa") })
//@formatter:on
@NoArgsConstructor
public class DiscenteEntity implements Serializable {
private static final long serialVersionUID = −4633210405649809197L;
private static final String sequenceName = "sq_discente";
@Id
@Field(analyze = Analyze.NO, index = org.hibernate.search.annotations.Index.NO, store =
→֒ Store.YES)
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName =
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→֒ DiscenteEntity.sequenceName, name = DiscenteEntity.sequenceName)






@JoinColumn(name = "id_pessoa", foreignKey = @ForeignKey(name =
→֒ "fk_discente_pessoa"), nullable = false)
private PessoaEntity pessoa;
@ContainedIn
@OneToMany(mappedBy = "discente", fetch = FetchType.LAZY)
private List<OrientacaoMestradoEntity> orientacoesMestrado;
@ContainedIn
@OneToMany(mappedBy = "discente", fetch = FetchType.LAZY)
private List<OrientacaoDoutoradoEntity> orientacoesDoutorado;
@ContainedIn

































public class AtuacaoProfissionalEntity {
private static final String sequenceName = "sq_atuacao_profissional";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName =
→֒ AtuacaoProfissionalEntity.sequenceName, name =
→֒ AtuacaoProfissionalEntity.sequenceName)


















@JoinColumn(name = "id_docente", foreignKey = @ForeignKey(name =










































@Table(name = "tb_linha_pesquisa", indexes = {
@Index(name = "in_linhas_pesquisa_titulo_filtro", columnList = "titulo_filtro"),




public class LinhaPesquisaEntity implements Serializable {
private static final long serialVersionUID = 2137341388378997219L;
private static final String sequenceName = "sq_linha_pesquisa";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName =
→֒ LinhaPesquisaEntity.sequenceName, name = LinhaPesquisaEntity.sequenceName)




@Field(name = "titulo", analyzer = @Analyzer(definition = "ngram−titulo"), store =
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→֒ Store.YES)
@Column(name = "titulo", length = 400, nullable = false)
private String titulo;




@JoinColumn(name = "id_programa", foreignKey = @ForeignKey(name =
→֒ "fk_linhapesquisa_programa"), nullable = false)
private ProgramaEntity programa;

























@Table(name = "rl_linha_pesquisa_docente", indexes = {
@Index(name = "in_linha_pesquisa_docente_id_docente", columnList =
→֒ "id_docente"),
@Index(name = "in_linha_pesquisa_docente_id_linha_pesquisa", columnList =
→֒ "id_linha_pesquisa")
})
public class LinhaPesquisaDocenteEntity implements Serializable {
private static final long serialVersionUID = 758532304391905120L;
private static final String sequenceName = "sq_linha_pesquisa_docente";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName = sequenceName,
→֒ name = sequenceName)




@JoinColumn(name = "id_docente", foreignKey = @ForeignKey(name =
→֒ "fk_linhapesquisadocente_docente"), nullable = false)
private DocenteEntity docente;
@ManyToOne(fetch = FetchType.LAZY)
@JoinColumn(name = "id_linha_pesquisa", foreignKey = @ForeignKey(name =



























@Table(name = "rl_autor_projeto_pesquisa", indexes = {
@Index(name = "in_autor_projeto_pesquisa_id_autor", columnList =
→֒ "id_autor"),
@Index(name = "in_autor_projeto_pesquisa_docente_id_projeto_pesquisa",
→֒ columnList = "id_projeto_pesquisa")
})
public class AutorProjetoPesquisaEntity implements Serializable {
private static final long serialVersionUID = −807000358386362097L;
private static final String sequenceName = "sq_autor_projeto_pesquisa";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName = sequenceName,
→֒ name = sequenceName)





@JoinColumn(name = "id_autor", foreignKey = @ForeignKey(name =




























@Table(name = "rl_projeto_pesquisa_docente", indexes = {
@Index(name = "in_projeto_pesquisa_docente_id_docente", columnList =
→֒ "id_docente"),
@Index(name = "in_projeto_pesquisa_docente_id_projeto_pesquisa", columnList
→֒ = "id_projeto_pesquisa")
})
public class ProjetoPesquisaDocenteEntity implements Serializable {
245
private static final long serialVersionUID = 758532304391905120L;
private static final String sequenceName = "sq_projeto_pesquisa_docente";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName = sequenceName,
→֒ name = sequenceName)




@JoinColumn(name = "id_docente", foreignKey = @ForeignKey(name =
→֒ "fk_projetopesquisadocente_docente"), nullable = false)
private DocenteEntity docente;
@ManyToOne(fetch = FetchType.LAZY)
@JoinColumn(name = "id_projeto_pesquisa", foreignKey = @ForeignKey(name =


































@Table(name = "tb_projeto_pesquisa", indexes = {
@Index(name = "in_projeto_pesquisa_nome_filtro", columnList = "nome_filtro"),
@Index(name = "in_projeto_pesquisa_id_programa", columnList =
→֒ "id_programa")
})
public class ProjetoPesquisaEntity implements Serializable {
private static final long serialVersionUID = 2137341388378997219L;
private static final String sequenceName = "sq_projeto_pesquisa";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName =
→֒ ProjetoPesquisaEntity.sequenceName, name =
→֒ ProjetoPesquisaEntity.sequenceName)




@Field(name = "nome", analyzer = @Analyzer(definition = "ngram−titulo"), store =
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→֒ Store.YES)
@Column(name = "nome", length = 400, nullable = false)
private String nome;
@Column(name = "nome_filtro", length = 400, nullable = false)
private String nomeFiltro;
@Field(name = "ano_inicio", analyze = Analyze.NO)
@Column(name = "ano_inicio")
private Integer anoInicio;





@JoinColumn(name = "id_programa", foreignKey = @ForeignKey(name =















































@Table(name = "tb_pessoa", indexes = {
@Index(name = "in_pessoa_data_atualizacao", columnList = "data_atualizacao"),
@Index(name = "in_pessoa_numero_identificador", columnList =
→֒ "numero_identificador"),
@Index(name = "in_pessoa_id_programa", columnList = "id_programa"),





@AnalyzerDef(name = "ngram−nome", tokenizer = @TokenizerDef(factory =
→֒ KeywordTokenizerFactory.class), filters = { @TokenFilterDef(factory =
→֒ BrazilianStemFilterFactory.class),
@TokenFilterDef(factory = LowerCaseFilterFactory.class),
@TokenFilterDef(factory = NGramFilterFactory.class, params = {
→֒ @Parameter(name = "minGramSize", value = "4"), @Parameter(name =
→֒ "maxGramSize", value = "4") }) })
public class PessoaEntity {
private static final String sequenceName = "sq_pessoa";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName =
→֒ PessoaEntity.sequenceName, name = PessoaEntity.sequenceName)




@Field(name = "nome", analyzer = @Analyzer(definition = "ngram−nome"), store =
→֒ Store.YES)
@Column(name = "nome", length = 400, nullable = false)
private String nome;





@Field(analyze = Analyze.NO, store = Store.YES)




@JoinColumn(name = "id_programa", foreignKey = @ForeignKey(name =





private Boolean forceProcessamento = false;
// warning mapeado com @OneToMany pq @OneToOne o hibernate no faz lazy
@ContainedIn
@OneToMany(mappedBy = "pessoa", fetch = FetchType.LAZY)
private List<DocenteEntity> docente;
// warning mapeado com @OneToMany pq @OneToOne o hibernate no faz lazy
@ContainedIn
@OneToMany(mappedBy = "pessoa", fetch = FetchType.LAZY)
private List<DiscenteEntity> discente;
@IndexedEmbedded
@OneToMany(mappedBy = "pessoa", fetch = FetchType.LAZY)
private List<NomeCitacaoEntity> nomeCitacoes;












public class SystemConfig {












public class QueryUtils {
public static final Integer MIN_YEAR = 0;
public static final Integer MAX_YEAR = 9999;






public static String like(String value) {
if (!StringUtils.isBlank(value)) {




public static Integer toMaxYear(Integer year) {
return checkNull(year, MAX_YEAR);
}
public static Integer toMaxYear(String year) {
return checkNull(parseInt(year), MAX_YEAR);
}
public static Integer toMinYear(Integer year) {
return checkNull(year, MIN_YEAR);
}
public static Integer toMinYear(String year) {
return checkNull(parseInt(year), MIN_YEAR);
}






private static Integer checkNull(Integer integer, Integer defaultValue) {





public static BooleanExpression overlappingInterval(NumberPath<Integer> inicioPath,





























@Table(name = "tb_usuario", indexes = {
@Index(name = "in_usuario_nome_filtro", columnList = "nome_filtro"),
@Index(name = "in_usuario_email", columnList = "email"),
@Index(name = "in_usuario_id_xml_data", columnList = "id_xml_data")
})
@NoArgsConstructor
public class UserEntity {
private static final String sequenceName = "sq_user";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName = sequenceName,
→֒ name = sequenceName)
@GeneratedValue(strategy = GenerationType.AUTO, generator = sequenceName)
@Column(name = "id_user")
private Long id;
@Column(name = "nome", length = 400, nullable = false)
private String nome;
@Column(name = "nome_filtro", length = 400, nullable = false)
private String nomeFiltro;
@Column(name = "email", length = 400, nullable = false)
private String email;
@Column(name = "password", length = 400, nullable = false)
private String password;
@Column(name = "adm")
private Boolean adm = false;
@Column(name = "criar_programa")




@JoinColumn(name = "id_xml_data", foreignKey = @ForeignKey(name =
→֒ "fk_usuario_xml_data"))
private XmlDataEntity xmlData;


























@Table(name = "tb_programa_user", indexes = {
@Index(name = "in_programa_user_id_programa", columnList = "id_programa"),
@Index(name = "in_programa_user_id_user", columnList = "id_user")
})
@NoArgsConstructor
public class ProgramaUserEntity {
private static final String sequenceName = "sq_programa_user";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName = sequenceName,
→֒ name = sequenceName)




@JoinColumn(name = "id_programa", foreignKey = @ForeignKey(name =
→֒ "fk_programa_user_programa"), nullable = false)
private ProgramaEntity programa;
@ManyToOne(fetch = FetchType.LAZY)
@JoinColumn(name = "id_user", foreignKey = @ForeignKey(name =
→֒ "fk_programa_user_user"), nullable = false)
private UserEntity user;
@Column(name = "granted_authority", length = 50)
private String grantedAuthority;

























@Table(name = "tb_xml_data", indexes = {
@Index(name = "in_xml_data_nome_completo_filtro", columnList =
→֒ "nome_completo_filtro"),
@Index(name = "in_xml_data_identificador", columnList = "identificador")
})
@NoArgsConstructor
public class XmlDataEntity {
private static final String sequenceName = "sq_xml_data";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName = sequenceName,
→֒ name = sequenceName)
@GeneratedValue(strategy = GenerationType.AUTO, generator = sequenceName)
@Column(name = "id_xml_data")
private Long id;
@Column(name = "nome_completo", length = 400)
private String nomeCompleto;
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@Column(name = "nome_completo_filtro", length = 400)
private String nomeCompletoFiltro;










// warning @OneToOne mappedBy o hibernate no faz lazy
@OneToOne(mappedBy = "xmlData")
private UserEntity user;























@Table(name = "tb_programa_xml_data", indexes = {
@Index(name = "in_programa_xml_data_id_xml_data", columnList =
→֒ "id_xml_data"),




public class ProgramaXmlDataEntity {
private static final String sequenceName = "sq_programa_xml_data";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName = sequenceName,
→֒ name = sequenceName)




@JoinColumn(name = "id_programa", foreignKey = @ForeignKey(name =
→֒ "fk_programa_xml_data_programa"), nullable = false)
private ProgramaEntity programa;
@ManyToOne(fetch = FetchType.LAZY)
@JoinColumn(name = "id_xml_data", foreignKey = @ForeignKey(name =





























@Table(name = "tb_instituicao", indexes = {
@Index(name = "in_instituicao_id_pais", columnList = "id_pais"),
@Index(name = "in_instituicao_nome_filtro", columnList = "nome_filtro"),




public class InstituicaoEntity implements Serializable {
private static final long serialVersionUID = −4780464916606304808L;
private static final String sequenceName = "sq_instituicao";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName =
→֒ InstituicaoEntity.sequenceName, name = InstituicaoEntity.sequenceName)




@Column(name = "nome", length = 400, nullable = false)
private String nome;
@Column(name = "nome_filtro", length = 400, nullable = false)
private String nomeFiltro;
@Column(name = "nome_sigla_filtro", length = 450, nullable = false)
private String nomeSiglaFiltro;
@Column(name = "sigla", length = 50)
private String sigla;
@ManyToOne(fetch = FetchType.LAZY)



























@Table(name = "tb_area_conhecimento", indexes = {




public class AreaConhecimentoEntity {
private static final String sequenceName = "sq_area_conhecimento";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName = sequenceName,
→֒ name = sequenceName)






@Column(name = "nome_area_conhecimento", length = 200)
private String nomeAreaConhecimento;
@Column(name = "nome_sub_area_conhecimento", length = 200)
private String nomeSubAreaConhecimento;
@Column(name = "nome_especialidade", length = 200)
private String nomeEspecialidade;
@Column(name = "area_conhecimento_filtro", length = 800)







public class GrandeAreaConhecimentoJpaConverter implements
→֒ AttributeConverter<GrandeAreaDoConhecimento, Long> {
@Override
public Long convertToDatabaseColumn(GrandeAreaDoConhecimento attribute) {














public class EstadoJpaConverter implements AttributeConverter<Estado, String> {
@Override
public String convertToDatabaseColumn(Estado attribute) {





























DISTRITO_FEDERAL(7, "DF", "Distrito Federal"),
ESPIRITO_SANTO(8, "ES", "Esprito Santo"),
GOIAS(9, "GO", "Gois"),
MARANHAO(10, "MA", "Maranho"),
MATO_GROSSO(11, "MT", "Mato Grosso"),
MATO_GROSSO_DO_SUL(12, "MS", "Mato Grosso do Sul"),






RIO_DE_JANEIRO(19, "RJ", "Rio de Janeiro"),
RIO_GRANDE_DO_NORTE(20, "RN", "Rio Grande do Norte"),
RIO_GRANDE_DO_SUL(21, "RS", "Rio Grande do Sul"),
RONDONIA(22, "RO", "Rondnia"),
RORAIMA(23, "RR", "Roraima"),
SANTA_CATARINA(24, "SC", "Santa Catarina"),
SAO_PAULO(25, "SP", "So Paulo"),
SERGIPE(26, "SE", "Sergipe"),




@Column(name = "sigla", length = 2)
private String sigla;
@Column(name = "nome", length = 50)
private String nome;
public static Estado getById(Integer id) {







public static Estado getBySigla(String sigla) {






















public static StatusOrientacao getByStatusOrientacaoXML(StatusCurso
→֒ statusOrientacaoXML) {
if (statusOrientacaoXML != null) {















public class ModalidadeJpaConverter implements AttributeConverter<Modalidade, String> {
@Override
public String convertToDatabaseColumn(Modalidade attribute) {














public class CategoriaJpaConverter implements AttributeConverter<Categoria, String> {
@Override
public String convertToDatabaseColumn(Categoria attribute) {






















public enum Modalidade {
PESQUISA("PQ", "Produtividade em Pesquisa"),







public static Modalidade getBySigla(String sigla) {





























public static Categoria getBySigla(String sigla) {

























@Table(name = "tb_pais", indexes = {
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@Index(name = "in_nome_filtro", columnList = "nome_filtro") })
//@formatter:on
@NoArgsConstructor
public class PaisEntity implements Serializable {
private static final long serialVersionUID = 6394524209298571246L;
private static final String sequenceName = "sq_pais";
@Id
@SequenceGenerator(initialValue = 1, allocationSize = 1, sequenceName =
→֒ PaisEntity.sequenceName, name = PaisEntity.sequenceName)
@GeneratedValue(strategy = GenerationType.AUTO, generator = PaisEntity.sequenceName)
@Column(name = "id_pais")
private Long id;
@Column(length = 200, nullable = false)
private String nome;














∗ QDatabasechangelog is a Querydsl query type for QDatabasechangelog
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QDatabasechangelog extends
→֒ com.mysema.query.sql.RelationalPathBase<QDatabasechangelog> {
private static final long serialVersionUID = −1533000796;
public static final QDatabasechangelog databasechangelog = new
→֒ QDatabasechangelog("databasechangelog");
public final StringPath author = createString("author");
public final StringPath comments = createString("comments");
public final StringPath contexts = createString("contexts");
public final DateTimePath<java.sql.Timestamp> dateexecuted =
→֒ createDateTime("dateexecuted", java.sql.Timestamp.class);
public final StringPath deploymentId = createString("deploymentId");
public final StringPath description = createString("description");
public final StringPath exectype = createString("exectype");
public final StringPath filename = createString("filename");
public final StringPath id = createString("id");
public final StringPath labels = createString("labels");
public final StringPath liquibase = createString("liquibase");
public final StringPath md5sum = createString("md5sum");
public final NumberPath<Integer> orderexecuted = createNumber("orderexecuted",
→֒ Integer.class);
public final StringPath tag = createString("tag");
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public QDatabasechangelog(String variable) {
super(QDatabasechangelog.class, forVariable(variable), "public", "databasechangelog");
addMetadata();
}
public QDatabasechangelog(String variable, String schema, String table) {
super(QDatabasechangelog.class, forVariable(variable), schema, table);
addMetadata();
}
public QDatabasechangelog(Path<? extends QDatabasechangelog> path) {
super(path.getType(), path.getMetadata(), "public", "databasechangelog");
addMetadata();
}
public QDatabasechangelog(PathMetadata<?> metadata) {
super(QDatabasechangelog.class, metadata, "public", "databasechangelog");
addMetadata();
}








































∗ QTbOrientacaoPosDoutorado is a Querydsl query type for QTbOrientacaoPosDoutorado
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbOrientacaoPosDoutorado extends
→֒ com.mysema.query.sql.RelationalPathBase<QTbOrientacaoPosDoutorado> {
private static final long serialVersionUID = −909648765;
public static final QTbOrientacaoPosDoutorado tbOrientacaoPosDoutorado = new
→֒ QTbOrientacaoPosDoutorado("tb_orientacao_pos_doutorado");
public final NumberPath<Integer> anoFim = createNumber("anoFim", Integer.class);
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public final NumberPath<Integer> anoInicio = createNumber("anoInicio", Integer.class);
public final BooleanPath bolsa = createBoolean("bolsa");
public final BooleanPath deletado = createBoolean("deletado");
public final BooleanPath discenteCompleto = createBoolean("discenteCompleto");
public final NumberPath<Long> idAreaConhecimentoDois =
→֒ createNumber("idAreaConhecimentoDois", Long.class);
public final NumberPath<Long> idAreaConhecimentoTres =
→֒ createNumber("idAreaConhecimentoTres", Long.class);
public final NumberPath<Long> idAreaConhecimentoUm =
→֒ createNumber("idAreaConhecimentoUm", Long.class);
public final NumberPath<Long> idDiscente = createNumber("idDiscente", Long.class);
public final NumberPath<Long> idInstituicao = createNumber("idInstituicao", Long.class);
public final NumberPath<Long> idOrientacaoPosDoutorado =
→֒ createNumber("idOrientacaoPosDoutorado", Long.class);
public final NumberPath<Long> idPrograma = createNumber("idPrograma", Long.class);
public final StringPath statusOrientacao = createString("statusOrientacao");
public final StringPath tituloDoTrabalho = createString("tituloDoTrabalho");
public final StringPath tituloDoTrabalhoFiltro = createString("tituloDoTrabalhoFiltro");
public final com.mysema.query.sql.PrimaryKey<QTbOrientacaoPosDoutorado>
→֒ tbOrientacaoPosDoutoradoPkey = createPrimaryKey(idOrientacaoPosDoutorado);





public QTbOrientacaoPosDoutorado(String variable, String schema, String table) {
super(QTbOrientacaoPosDoutorado.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbOrientacaoPosDoutorado(Path<? extends QTbOrientacaoPosDoutorado> path) {
super(path.getType(), path.getMetadata(), "public", "tb_orientacao_pos_doutorado");
addMetadata();
}
















































∗ QTbProgramaXmlData is a Querydsl query type for QTbProgramaXmlData
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbProgramaXmlData extends
→֒ com.mysema.query.sql.RelationalPathBase<QTbProgramaXmlData> {
private static final long serialVersionUID = −396055519;
public static final QTbProgramaXmlData tbProgramaXmlData = new
→֒ QTbProgramaXmlData("tb_programa_xml_data");
public final NumberPath<Long> idPrograma = createNumber("idPrograma", Long.class);
public final NumberPath<Long> idProgramaXmlData = createNumber("idProgramaXmlData",
→֒ Long.class);
public final NumberPath<Long> idXmlData = createNumber("idXmlData", Long.class);
public final com.mysema.query.sql.PrimaryKey<QTbProgramaXmlData>
→֒ tbProgramaXmlDataPkey = createPrimaryKey(idProgramaXmlData);





public QTbProgramaXmlData(String variable, String schema, String table) {
super(QTbProgramaXmlData.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbProgramaXmlData(Path<? extends QTbProgramaXmlData> path) {
super(path.getType(), path.getMetadata(), "public", "tb_programa_xml_data");
addMetadata();
}
public QTbProgramaXmlData(PathMetadata<?> metadata) {
super(QTbProgramaXmlData.class, metadata, "public", "tb_programa_xml_data");
addMetadata();
}



















∗ QTbNomeCitacao is a Querydsl query type for QTbNomeCitacao
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbNomeCitacao extends
→֒ com.mysema.query.sql.RelationalPathBase<QTbNomeCitacao> {
private static final long serialVersionUID = 809487266;
public static final QTbNomeCitacao tbNomeCitacao = new
→֒ QTbNomeCitacao("tb_nome_citacao");
public final StringPath citacao = createString("citacao");
public final NumberPath<Long> idNomePessoa = createNumber("idNomePessoa", Long.class);
public final NumberPath<Long> idPessoa = createNumber("idPessoa", Long.class);
public final com.mysema.query.sql.PrimaryKey<QTbNomeCitacao> tbNomeCitacaoPkey =
→֒ createPrimaryKey(idNomePessoa);
public QTbNomeCitacao(String variable) {
super(QTbNomeCitacao.class, forVariable(variable), "public", "tb_nome_citacao");
addMetadata();
}
public QTbNomeCitacao(String variable, String schema, String table) {
super(QTbNomeCitacao.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbNomeCitacao(Path<? extends QTbNomeCitacao> path) {
super(path.getType(), path.getMetadata(), "public", "tb_nome_citacao");
addMetadata();
}
public QTbNomeCitacao(PathMetadata<?> metadata) {
super(QTbNomeCitacao.class, metadata, "public", "tb_nome_citacao");
addMetadata();
}



















∗ QTbPessoa is a Querydsl query type for QTbPessoa
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbPessoa extends com.mysema.query.sql.RelationalPathBase<QTbPessoa> {
private static final long serialVersionUID = 2032716330;
public static final QTbPessoa tbPessoa = new QTbPessoa("tb_pessoa");
public final DateTimePath<java.sql.Timestamp> dataAtualizacao =
→֒ createDateTime("dataAtualizacao", java.sql.Timestamp.class);
public final BooleanPath forceProcessamento = createBoolean("forceProcessamento");
public final NumberPath<Long> idPessoa = createNumber("idPessoa", Long.class);
public final NumberPath<Long> idPrograma = createNumber("idPrograma", Long.class);
public final BooleanPath lattesImportado = createBoolean("lattesImportado");
public final StringPath nome = createString("nome");
public final StringPath nomeFiltro = createString("nomeFiltro");
public final StringPath numeroIdentificador = createString("numeroIdentificador");
public final com.mysema.query.sql.PrimaryKey<QTbPessoa> tbPessoaPkey =
→֒ createPrimaryKey(idPessoa);
public QTbPessoa(String variable) {
super(QTbPessoa.class, forVariable(variable), "public", "tb_pessoa");
addMetadata();
}
public QTbPessoa(String variable, String schema, String table) {
super(QTbPessoa.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbPessoa(Path<? extends QTbPessoa> path) {
super(path.getType(), path.getMetadata(), "public", "tb_pessoa");
addMetadata();
}
public QTbPessoa(PathMetadata<?> metadata) {
super(QTbPessoa.class, metadata, "public", "tb_pessoa");
addMetadata();
}





























∗ QDatabasechangeloglock is a Querydsl query type for QDatabasechangeloglock
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QDatabasechangeloglock extends
→֒ com.mysema.query.sql.RelationalPathBase<QDatabasechangeloglock> {
private static final long serialVersionUID = 234919631;
public static final QDatabasechangeloglock databasechangeloglock = new
→֒ QDatabasechangeloglock("databasechangeloglock");
public final NumberPath<Integer> id = createNumber("id", Integer.class);
public final BooleanPath locked = createBoolean("locked");
public final StringPath lockedby = createString("lockedby");
public final DateTimePath<java.sql.Timestamp> lockgranted = createDateTime("lockgranted",
→֒ java.sql.Timestamp.class);
public final com.mysema.query.sql.PrimaryKey<QDatabasechangeloglock>
→֒ databasechangeloglockPk = createPrimaryKey(id);





public QDatabasechangeloglock(String variable, String schema, String table) {
super(QDatabasechangeloglock.class, forVariable(variable), schema, table);
addMetadata();
}
public QDatabasechangeloglock(Path<? extends QDatabasechangeloglock> path) {
super(path.getType(), path.getMetadata(), "public", "databasechangeloglock");
addMetadata();
}
public QDatabasechangeloglock(PathMetadata<?> metadata) {
super(QDatabasechangeloglock.class, metadata, "public", "databasechangeloglock");
addMetadata();
}
























public class QTbUsuario extends com.mysema.query.sql.RelationalPathBase<QTbUsuario> {
private static final long serialVersionUID = −865629941;
public static final QTbUsuario tbUsuario = new QTbUsuario("tb_usuario");
public final BooleanPath adm = createBoolean("adm");
public final BooleanPath criarPrograma = createBoolean("criarPrograma");
public final StringPath email = createString("email");
public final NumberPath<Long> idUser = createNumber("idUser", Long.class);
public final NumberPath<Long> idXmlData = createNumber("idXmlData", Long.class);
public final StringPath nome = createString("nome");
public final StringPath nomeFiltro = createString("nomeFiltro");
public final StringPath password = createString("password");
public final com.mysema.query.sql.PrimaryKey<QTbUsuario> tbUsuarioPkey =
→֒ createPrimaryKey(idUser);
public QTbUsuario(String variable) {
super(QTbUsuario.class, forVariable(variable), "public", "tb_usuario");
addMetadata();
}
public QTbUsuario(String variable, String schema, String table) {
super(QTbUsuario.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbUsuario(Path<? extends QTbUsuario> path) {
super(path.getType(), path.getMetadata(), "public", "tb_usuario");
addMetadata();
}
public QTbUsuario(PathMetadata<?> metadata) {
super(QTbUsuario.class, metadata, "public", "tb_usuario");
addMetadata();
}





























∗ QTbOrientacaoDoutorado is a Querydsl query type for QTbOrientacaoDoutorado
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbOrientacaoDoutorado extends
→֒ com.mysema.query.sql.RelationalPathBase<QTbOrientacaoDoutorado> {
private static final long serialVersionUID = −399294969;
public static final QTbOrientacaoDoutorado tbOrientacaoDoutorado = new
→֒ QTbOrientacaoDoutorado("tb_orientacao_doutorado");
public final NumberPath<Integer> anoFim = createNumber("anoFim", Integer.class);
public final NumberPath<Integer> anoInicio = createNumber("anoInicio", Integer.class);
public final BooleanPath bolsa = createBoolean("bolsa");
public final BooleanPath coorientadorAtivo = createBoolean("coorientadorAtivo");
public final BooleanPath deletado = createBoolean("deletado");
public final BooleanPath discenteCompleto = createBoolean("discenteCompleto");
public final NumberPath<Long> idAreaConhecimentoDois =
→֒ createNumber("idAreaConhecimentoDois", Long.class);
public final NumberPath<Long> idAreaConhecimentoTres =
→֒ createNumber("idAreaConhecimentoTres", Long.class);
public final NumberPath<Long> idAreaConhecimentoUm =
→֒ createNumber("idAreaConhecimentoUm", Long.class);
public final NumberPath<Long> idCoorientador = createNumber("idCoorientador", Long.class);
public final NumberPath<Long> idDiscente = createNumber("idDiscente", Long.class);
public final NumberPath<Long> idInstituicao = createNumber("idInstituicao", Long.class);
public final NumberPath<Long> idInstituicaoSanduiche =
→֒ createNumber("idInstituicaoSanduiche", Long.class);
public final NumberPath<Long> idOrientacaoDoutorado =
→֒ createNumber("idOrientacaoDoutorado", Long.class);
public final NumberPath<Long> idOrientador = createNumber("idOrientador", Long.class);
public final NumberPath<Long> idPrograma = createNumber("idPrograma", Long.class);
public final StringPath nomeOrientadorSanduiche = createString("nomeOrientadorSanduiche");
public final StringPath nomeOrientadorSanduicheFiltro =
→֒ createString("nomeOrientadorSanduicheFiltro");
public final BooleanPath orientadorAtivo = createBoolean("orientadorAtivo");
public final StringPath statusOrientacao = createString("statusOrientacao");
public final StringPath tituloDoTrabalho = createString("tituloDoTrabalho");
public final StringPath tituloDoTrabalhoFiltro = createString("tituloDoTrabalhoFiltro");
public final com.mysema.query.sql.PrimaryKey<QTbOrientacaoDoutorado>
→֒ tbOrientacaoDoutoradoPkey = createPrimaryKey(idOrientacaoDoutorado);





public QTbOrientacaoDoutorado(String variable, String schema, String table) {
super(QTbOrientacaoDoutorado.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbOrientacaoDoutorado(Path<? extends QTbOrientacaoDoutorado> path) {




public QTbOrientacaoDoutorado(PathMetadata<?> metadata) {
super(QTbOrientacaoDoutorado.class, metadata, "public", "tb_orientacao_doutorado");
addMetadata();
}
























































∗ QTbDocente is a Querydsl query type for QTbDocente
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbDocente extends com.mysema.query.sql.RelationalPathBase<QTbDocente> {
private static final long serialVersionUID = 1095652335;
public static final QTbDocente tbDocente = new QTbDocente("tb_docente");
public final StringPath categoria = createString("categoria");
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public final NumberPath<Long> idDocente = createNumber("idDocente", Long.class);
public final NumberPath<Long> idPessoa = createNumber("idPessoa", Long.class);
public final StringPath modalidade = createString("modalidade");
public final com.mysema.query.sql.PrimaryKey<QTbDocente> tbDocentePkey =
→֒ createPrimaryKey(idDocente);
public QTbDocente(String variable) {
super(QTbDocente.class, forVariable(variable), "public", "tb_docente");
addMetadata();
}
public QTbDocente(String variable, String schema, String table) {
super(QTbDocente.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbDocente(Path<? extends QTbDocente> path) {
super(path.getType(), path.getMetadata(), "public", "tb_docente");
addMetadata();
}
public QTbDocente(PathMetadata<?> metadata) {
super(QTbDocente.class, metadata, "public", "tb_docente");
addMetadata();
}




















∗ QTbPais is a Querydsl query type for QTbPais
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbPais extends com.mysema.query.sql.RelationalPathBase<QTbPais> {
private static final long serialVersionUID = 542892574;
public static final QTbPais tbPais = new QTbPais("tb_pais");
public final NumberPath<Long> idPais = createNumber("idPais", Long.class);
public final StringPath nome = createString("nome");
public final StringPath nomeFiltro = createString("nomeFiltro");
public final NumberPath<Integer> referencias = createNumber("referencias", Integer.class);
public final com.mysema.query.sql.PrimaryKey<QTbPais> tbPaisPkey =
→֒ createPrimaryKey(idPais);
public QTbPais(String variable) {




public QTbPais(String variable, String schema, String table) {
super(QTbPais.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbPais(Path<? extends QTbPais> path) {
super(path.getType(), path.getMetadata(), "public", "tb_pais");
addMetadata();
}
public QTbPais(PathMetadata<?> metadata) {
super(QTbPais.class, metadata, "public", "tb_pais");
addMetadata();
}




















∗ QRlProjetoPesquisaDocente is a Querydsl query type for QRlProjetoPesquisaDocente
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QRlProjetoPesquisaDocente extends
→֒ com.mysema.query.sql.RelationalPathBase<QRlProjetoPesquisaDocente> {
private static final long serialVersionUID = 80253577;
public static final QRlProjetoPesquisaDocente rlProjetoPesquisaDocente = new
→֒ QRlProjetoPesquisaDocente("rl_projeto_pesquisa_docente");
public final NumberPath<Integer> anoFimParticipacao = createNumber("anoFimParticipacao",
→֒ Integer.class);
public final NumberPath<Integer> anoInicioParticipacao =
→֒ createNumber("anoInicioParticipacao", Integer.class);
public final NumberPath<Long> idDocente = createNumber("idDocente", Long.class);
public final NumberPath<Long> idProjetoPesquisa = createNumber("idProjetoPesquisa",
→֒ Long.class);
public final NumberPath<Long> idProjetoPesquisaDocente =
→֒ createNumber("idProjetoPesquisaDocente", Long.class);
public final com.mysema.query.sql.PrimaryKey<QRlProjetoPesquisaDocente>
→֒ rlProjetoPesquisaDocentePkey = createPrimaryKey(idProjetoPesquisaDocente);





public QRlProjetoPesquisaDocente(String variable, String schema, String table) {
super(QRlProjetoPesquisaDocente.class, forVariable(variable), schema, table);
addMetadata();
}
public QRlProjetoPesquisaDocente(Path<? extends QRlProjetoPesquisaDocente> path) {
super(path.getType(), path.getMetadata(), "public", "rl_projeto_pesquisa_docente");
addMetadata();
}



























∗ QRlDocenteProducao is a Querydsl query type for QRlDocenteProducao
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QRlDocenteProducao extends
→֒ com.mysema.query.sql.RelationalPathBase<QRlDocenteProducao> {
private static final long serialVersionUID = −1517021482;
public static final QRlDocenteProducao rlDocenteProducao = new
→֒ QRlDocenteProducao("rl_docente_producao");
public final NumberPath<Long> idDocente = createNumber("idDocente", Long.class);
public final NumberPath<Long> idDocenteProducao = createNumber("idDocenteProducao",
→֒ Long.class);
public final NumberPath<Long> idProducao = createNumber("idProducao", Long.class);
public final com.mysema.query.sql.PrimaryKey<QRlDocenteProducao> rlDocenteProducaoPkey
→֒ = createPrimaryKey(idDocenteProducao);
public QRlDocenteProducao(String variable) {
super(QRlDocenteProducao.class, forVariable(variable), "public", "rl_docente_producao");
addMetadata();
}
public QRlDocenteProducao(String variable, String schema, String table) {
super(QRlDocenteProducao.class, forVariable(variable), schema, table);
addMetadata();
}
public QRlDocenteProducao(Path<? extends QRlDocenteProducao> path) {




public QRlDocenteProducao(PathMetadata<?> metadata) {
super(QRlDocenteProducao.class, metadata, "public", "rl_docente_producao");
addMetadata();
}


















∗ QTbXmlData is a Querydsl query type for QTbXmlData
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbXmlData extends com.mysema.query.sql.RelationalPathBase<QTbXmlData> {
private static final long serialVersionUID = 1615914558;
public static final QTbXmlData tbXmlData = new QTbXmlData("tb_xml_data");
public final DatePath<java.sql.Date> dataAtualizacao = createDate("dataAtualizacao",
→֒ java.sql.Date.class);
public final DatePath<java.sql.Date> dataImportacao = createDate("dataImportacao",
→֒ java.sql.Date.class);
public final StringPath identificador = createString("identificador");
public final NumberPath<Long> idXmlData = createNumber("idXmlData", Long.class);
public final StringPath nomeCompleto = createString("nomeCompleto");
public final StringPath nomeCompletoFiltro = createString("nomeCompletoFiltro");
public final SimplePath<byte[]> xml = createSimple("xml", byte[].class);
public final com.mysema.query.sql.PrimaryKey<QTbXmlData> tbXmlDataPkey =
→֒ createPrimaryKey(idXmlData);
public QTbXmlData(String variable) {
super(QTbXmlData.class, forVariable(variable), "public", "tb_xml_data");
addMetadata();
}
public QTbXmlData(String variable, String schema, String table) {
super(QTbXmlData.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbXmlData(Path<? extends QTbXmlData> path) {
super(path.getType(), path.getMetadata(), "public", "tb_xml_data");
addMetadata();
}
public QTbXmlData(PathMetadata<?> metadata) {






























∗ QTbDiscente is a Querydsl query type for QTbDiscente
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbDiscente extends com.mysema.query.sql.RelationalPathBase<QTbDiscente> {
private static final long serialVersionUID = −968624718;
public static final QTbDiscente tbDiscente = new QTbDiscente("tb_discente");
public final NumberPath<Long> idDiscente = createNumber("idDiscente", Long.class);
public final NumberPath<Long> idPessoa = createNumber("idPessoa", Long.class);
public final com.mysema.query.sql.PrimaryKey<QTbDiscente> tbDiscentePkey =
→֒ createPrimaryKey(idDiscente);
public QTbDiscente(String variable) {
super(QTbDiscente.class, forVariable(variable), "public", "tb_discente");
addMetadata();
}
public QTbDiscente(String variable, String schema, String table) {
super(QTbDiscente.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbDiscente(Path<? extends QTbDiscente> path) {
super(path.getType(), path.getMetadata(), "public", "tb_discente");
addMetadata();
}
public QTbDiscente(PathMetadata<?> metadata) {
super(QTbDiscente.class, metadata, "public", "tb_discente");
addMetadata();
}

















∗ QTbPrograma is a Querydsl query type for QTbPrograma
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbPrograma extends com.mysema.query.sql.RelationalPathBase<QTbPrograma> {
private static final long serialVersionUID = 2052380704;
public static final QTbPrograma tbPrograma = new QTbPrograma("tb_programa");
public final DatePath<java.sql.Date> dataInicio = createDate("dataInicio", java.sql.Date.class);
public final NumberPath<Long> idInstituicao = createNumber("idInstituicao", Long.class);
public final NumberPath<Long> idPrograma = createNumber("idPrograma", Long.class);
public final StringPath nome = createString("nome");
public final StringPath nomeFiltro = createString("nomeFiltro");
public final com.mysema.query.sql.PrimaryKey<QTbPrograma> tbProgramaPkey =
→֒ createPrimaryKey(idPrograma);
public QTbPrograma(String variable) {
super(QTbPrograma.class, forVariable(variable), "public", "tb_programa");
addMetadata();
}
public QTbPrograma(String variable, String schema, String table) {
super(QTbPrograma.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbPrograma(Path<? extends QTbPrograma> path) {
super(path.getType(), path.getMetadata(), "public", "tb_programa");
addMetadata();
}
public QTbPrograma(PathMetadata<?> metadata) {
super(QTbPrograma.class, metadata, "public", "tb_programa");
addMetadata();
}























∗ QTbEstado is a Querydsl query type for QTbEstado
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbEstado extends com.mysema.query.sql.RelationalPathBase<QTbEstado> {
private static final long serialVersionUID = 1730737129;
public static final QTbEstado tbEstado = new QTbEstado("tb_estado");
public final NumberPath<Integer> idEstado = createNumber("idEstado", Integer.class);
public final StringPath nome = createString("nome");
public final StringPath sigla = createString("sigla");
public final com.mysema.query.sql.PrimaryKey<QTbEstado> tbEstadoPkey =
→֒ createPrimaryKey(idEstado);
public QTbEstado(String variable) {
super(QTbEstado.class, forVariable(variable), "public", "tb_estado");
addMetadata();
}
public QTbEstado(String variable, String schema, String table) {
super(QTbEstado.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbEstado(Path<? extends QTbEstado> path) {
super(path.getType(), path.getMetadata(), "public", "tb_estado");
addMetadata();
}
public QTbEstado(PathMetadata<?> metadata) {
super(QTbEstado.class, metadata, "public", "tb_estado");
addMetadata();
}


















∗ QTbProgramaUser is a Querydsl query type for QTbProgramaUser
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbProgramaUser extends
→֒ com.mysema.query.sql.RelationalPathBase<QTbProgramaUser> {
private static final long serialVersionUID = 370419723;
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public static final QTbProgramaUser tbProgramaUser = new
→֒ QTbProgramaUser("tb_programa_user");
public final StringPath grantedAuthority = createString("grantedAuthority");
public final NumberPath<Long> idPrograma = createNumber("idPrograma", Long.class);
public final NumberPath<Long> idProgramaUser = createNumber("idProgramaUser",
→֒ Long.class);
public final NumberPath<Long> idUser = createNumber("idUser", Long.class);
public final StringPath requestAuthority = createString("requestAuthority");
public final com.mysema.query.sql.PrimaryKey<QTbProgramaUser> tbProgramaUserPkey =
→֒ createPrimaryKey(idProgramaUser);
public QTbProgramaUser(String variable) {
super(QTbProgramaUser.class, forVariable(variable), "public", "tb_programa_user");
addMetadata();
}
public QTbProgramaUser(String variable, String schema, String table) {
super(QTbProgramaUser.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbProgramaUser(Path<? extends QTbProgramaUser> path) {
super(path.getType(), path.getMetadata(), "public", "tb_programa_user");
addMetadata();
}
public QTbProgramaUser(PathMetadata<?> metadata) {
super(QTbProgramaUser.class, metadata, "public", "tb_programa_user");
addMetadata();
}






















∗ QTbGraduacao is a Querydsl query type for QTbGraduacao
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbGraduacao extends com.mysema.query.sql.RelationalPathBase<QTbGraduacao> {
private static final long serialVersionUID = −1336762668;
public static final QTbGraduacao tbGraduacao = new QTbGraduacao("tb_graduacao");
public final NumberPath<Integer> anoFim = createNumber("anoFim", Integer.class);
public final NumberPath<Integer> anoInicio = createNumber("anoInicio", Integer.class);
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public final BooleanPath deletado = createBoolean("deletado");
public final NumberPath<Long> idDiscente = createNumber("idDiscente", Long.class);
public final NumberPath<Long> idGraduacao = createNumber("idGraduacao", Long.class);
public final NumberPath<Long> idInstituicao = createNumber("idInstituicao", Long.class);
public final NumberPath<Long> idPrograma = createNumber("idPrograma", Long.class);
public final StringPath titulo = createString("titulo");
public final com.mysema.query.sql.PrimaryKey<QTbGraduacao> tbGraduacaoPkey =
→֒ createPrimaryKey(idGraduacao);
public QTbGraduacao(String variable) {
super(QTbGraduacao.class, forVariable(variable), "public", "tb_graduacao");
addMetadata();
}
public QTbGraduacao(String variable, String schema, String table) {
super(QTbGraduacao.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbGraduacao(Path<? extends QTbGraduacao> path) {
super(path.getType(), path.getMetadata(), "public", "tb_graduacao");
addMetadata();
}
public QTbGraduacao(PathMetadata<?> metadata) {
super(QTbGraduacao.class, metadata, "public", "tb_graduacao");
addMetadata();
}




























∗ QRlAutorProjetoPesquisa is a Querydsl query type for QRlAutorProjetoPesquisa
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QRlAutorProjetoPesquisa extends
→֒ com.mysema.query.sql.RelationalPathBase<QRlAutorProjetoPesquisa> {
private static final long serialVersionUID = 592787364;
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public static final QRlAutorProjetoPesquisa rlAutorProjetoPesquisa = new
→֒ QRlAutorProjetoPesquisa("rl_autor_projeto_pesquisa");
public final NumberPath<Long> idAutor = createNumber("idAutor", Long.class);
public final NumberPath<Long> idAutorProjetoPesquisa =
→֒ createNumber("idAutorProjetoPesquisa", Long.class);
public final NumberPath<Long> idProjetoPesquisa = createNumber("idProjetoPesquisa",
→֒ Long.class);
public final com.mysema.query.sql.PrimaryKey<QRlAutorProjetoPesquisa>
→֒ rlAutorProjetoPesquisaPkey = createPrimaryKey(idAutorProjetoPesquisa);





public QRlAutorProjetoPesquisa(String variable, String schema, String table) {
super(QRlAutorProjetoPesquisa.class, forVariable(variable), schema, table);
addMetadata();
}
public QRlAutorProjetoPesquisa(Path<? extends QRlAutorProjetoPesquisa> path) {
super(path.getType(), path.getMetadata(), "public", "rl_autor_projeto_pesquisa");
addMetadata();
}
public QRlAutorProjetoPesquisa(PathMetadata<?> metadata) {
super(QRlAutorProjetoPesquisa.class, metadata, "public", "rl_autor_projeto_pesquisa");
addMetadata();
}


















∗ QTbAutor is a Querydsl query type for QTbAutor
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbAutor extends com.mysema.query.sql.RelationalPathBase<QTbAutor> {
private static final long serialVersionUID = −363445824;
public static final QTbAutor tbAutor = new QTbAutor("tb_autor");
public final StringPath citacao = createString("citacao");
public final NumberPath<Long> idAutorProducao = createNumber("idAutorProducao",
→֒ Long.class);
public final StringPath nome = createString("nome");
public final StringPath numeroIdentificador = createString("numeroIdentificador");
public final com.mysema.query.sql.PrimaryKey<QTbAutor> tbAutorPkey =
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→֒ createPrimaryKey(idAutorProducao);
public QTbAutor(String variable) {
super(QTbAutor.class, forVariable(variable), "public", "tb_autor");
addMetadata();
}
public QTbAutor(String variable, String schema, String table) {
super(QTbAutor.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbAutor(Path<? extends QTbAutor> path) {
super(path.getType(), path.getMetadata(), "public", "tb_autor");
addMetadata();
}
public QTbAutor(PathMetadata<?> metadata) {
super(QTbAutor.class, metadata, "public", "tb_autor");
addMetadata();
}




















∗ QTbCategoria is a Querydsl query type for QTbCategoria
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbCategoria extends com.mysema.query.sql.RelationalPathBase<QTbCategoria> {
private static final long serialVersionUID = 1733915600;
public static final QTbCategoria tbCategoria = new QTbCategoria("tb_categoria");
public final StringPath sigla = createString("sigla");
public final com.mysema.query.sql.PrimaryKey<QTbCategoria> tbCategoriaPkey =
→֒ createPrimaryKey(sigla);
public QTbCategoria(String variable) {
super(QTbCategoria.class, forVariable(variable), "public", "tb_categoria");
addMetadata();
}
public QTbCategoria(String variable, String schema, String table) {
super(QTbCategoria.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbCategoria(Path<? extends QTbCategoria> path) {
super(path.getType(), path.getMetadata(), "public", "tb_categoria");
addMetadata();
}
public QTbCategoria(PathMetadata<?> metadata) {
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super(QTbCategoria.class, metadata, "public", "tb_categoria");
addMetadata();
}














∗ QTbAreaConhecimento is a Querydsl query type for QTbAreaConhecimento
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbAreaConhecimento extends
→֒ com.mysema.query.sql.RelationalPathBase<QTbAreaConhecimento> {
private static final long serialVersionUID = 1921753916;
public static final QTbAreaConhecimento tbAreaConhecimento = new
→֒ QTbAreaConhecimento("tb_area_conhecimento");
public final StringPath areaConhecimentoFiltro = createString("areaConhecimentoFiltro");
public final NumberPath<Long> idAreaConhecimento = createNumber("idAreaConhecimento",
→֒ Long.class);
public final NumberPath<Long> idGrandeAreaConhecimento =
→֒ createNumber("idGrandeAreaConhecimento", Long.class);
public final StringPath nomeAreaConhecimento = createString("nomeAreaConhecimento");
public final StringPath nomeEspecialidade = createString("nomeEspecialidade");
public final StringPath nomeSubAreaConhecimento =
→֒ createString("nomeSubAreaConhecimento");
public final com.mysema.query.sql.PrimaryKey<QTbAreaConhecimento>
→֒ tbAreaConhecimentoPkey = createPrimaryKey(idAreaConhecimento);





public QTbAreaConhecimento(String variable, String schema, String table) {
super(QTbAreaConhecimento.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbAreaConhecimento(Path<? extends QTbAreaConhecimento> path) {
super(path.getType(), path.getMetadata(), "public", "tb_area_conhecimento");
addMetadata();
}
public QTbAreaConhecimento(PathMetadata<?> metadata) {
super(QTbAreaConhecimento.class, metadata, "public", "tb_area_conhecimento");
addMetadata();
}

























∗ QRlLinhaPesquisaDocente is a Querydsl query type for QRlLinhaPesquisaDocente
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QRlLinhaPesquisaDocente extends
→֒ com.mysema.query.sql.RelationalPathBase<QRlLinhaPesquisaDocente> {
private static final long serialVersionUID = 1292674370;
public static final QRlLinhaPesquisaDocente rlLinhaPesquisaDocente = new
→֒ QRlLinhaPesquisaDocente("rl_linha_pesquisa_docente");
public final NumberPath<Long> idDocente = createNumber("idDocente", Long.class);
public final NumberPath<Long> idLinhaPesquisa = createNumber("idLinhaPesquisa",
→֒ Long.class);
public final NumberPath<Long> idLinhaPesquisaDocente =
→֒ createNumber("idLinhaPesquisaDocente", Long.class);
public final com.mysema.query.sql.PrimaryKey<QRlLinhaPesquisaDocente>
→֒ rlLinhaPesquisaDocentePkey = createPrimaryKey(idLinhaPesquisaDocente);





public QRlLinhaPesquisaDocente(String variable, String schema, String table) {
super(QRlLinhaPesquisaDocente.class, forVariable(variable), schema, table);
addMetadata();
}
public QRlLinhaPesquisaDocente(Path<? extends QRlLinhaPesquisaDocente> path) {
super(path.getType(), path.getMetadata(), "public", "rl_linha_pesquisa_docente");
addMetadata();
}
public QRlLinhaPesquisaDocente(PathMetadata<?> metadata) {
super(QRlLinhaPesquisaDocente.class, metadata, "public", "rl_linha_pesquisa_docente");
addMetadata();
}



















∗ QTbOrientacaoMestrado is a Querydsl query type for QTbOrientacaoMestrado
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbOrientacaoMestrado extends
→֒ com.mysema.query.sql.RelationalPathBase<QTbOrientacaoMestrado> {
private static final long serialVersionUID = 782655275;
public static final QTbOrientacaoMestrado tbOrientacaoMestrado = new
→֒ QTbOrientacaoMestrado("tb_orientacao_mestrado");
public final NumberPath<Integer> anoFim = createNumber("anoFim", Integer.class);
public final NumberPath<Integer> anoInicio = createNumber("anoInicio", Integer.class);
public final BooleanPath bolsa = createBoolean("bolsa");
public final BooleanPath coorientadorAtivo = createBoolean("coorientadorAtivo");
public final BooleanPath deletado = createBoolean("deletado");
public final BooleanPath discenteCompleto = createBoolean("discenteCompleto");
public final NumberPath<Long> idAreaConhecimentoDois =
→֒ createNumber("idAreaConhecimentoDois", Long.class);
public final NumberPath<Long> idAreaConhecimentoTres =
→֒ createNumber("idAreaConhecimentoTres", Long.class);
public final NumberPath<Long> idAreaConhecimentoUm =
→֒ createNumber("idAreaConhecimentoUm", Long.class);
public final NumberPath<Long> idCoorientador = createNumber("idCoorientador", Long.class);
public final NumberPath<Long> idDiscente = createNumber("idDiscente", Long.class);
public final NumberPath<Long> idInstituicao = createNumber("idInstituicao", Long.class);
public final NumberPath<Long> idOrientacaoMestrado =
→֒ createNumber("idOrientacaoMestrado", Long.class);
public final NumberPath<Long> idOrientador = createNumber("idOrientador", Long.class);
public final NumberPath<Long> idPrograma = createNumber("idPrograma", Long.class);
public final BooleanPath orientadorAtivo = createBoolean("orientadorAtivo");
public final StringPath statusOrientacao = createString("statusOrientacao");
public final StringPath tituloDoTrabalho = createString("tituloDoTrabalho");
public final StringPath tituloDoTrabalhoFiltro = createString("tituloDoTrabalhoFiltro");
public final com.mysema.query.sql.PrimaryKey<QTbOrientacaoMestrado>
→֒ tbOrientacaoMestradoPkey = createPrimaryKey(idOrientacaoMestrado);





public QTbOrientacaoMestrado(String variable, String schema, String table) {
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super(QTbOrientacaoMestrado.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbOrientacaoMestrado(Path<? extends QTbOrientacaoMestrado> path) {
super(path.getType(), path.getMetadata(), "public", "tb_orientacao_mestrado");
addMetadata();
}
public QTbOrientacaoMestrado(PathMetadata<?> metadata) {
super(QTbOrientacaoMestrado.class, metadata, "public", "tb_orientacao_mestrado");
addMetadata();
}


















































∗ QTbProjetoPesquisa is a Querydsl query type for QTbProjetoPesquisa
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbProjetoPesquisa extends
→֒ com.mysema.query.sql.RelationalPathBase<QTbProjetoPesquisa> {
private static final long serialVersionUID = −1909473131;
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public static final QTbProjetoPesquisa tbProjetoPesquisa = new
→֒ QTbProjetoPesquisa("tb_projeto_pesquisa");
public final NumberPath<Integer> anoFim = createNumber("anoFim", Integer.class);
public final NumberPath<Integer> anoInicio = createNumber("anoInicio", Integer.class);
public final NumberPath<Long> idPrograma = createNumber("idPrograma", Long.class);
public final NumberPath<Long> idProjetoPesquisa = createNumber("idProjetoPesquisa",
→֒ Long.class);
public final StringPath nome = createString("nome");
public final StringPath nomeFiltro = createString("nomeFiltro");
public final com.mysema.query.sql.PrimaryKey<QTbProjetoPesquisa> tbProjetoPesquisaPkey =
→֒ createPrimaryKey(idProjetoPesquisa);
public QTbProjetoPesquisa(String variable) {
super(QTbProjetoPesquisa.class, forVariable(variable), "public", "tb_projeto_pesquisa");
addMetadata();
}
public QTbProjetoPesquisa(String variable, String schema, String table) {
super(QTbProjetoPesquisa.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbProjetoPesquisa(Path<? extends QTbProjetoPesquisa> path) {
super(path.getType(), path.getMetadata(), "public", "tb_projeto_pesquisa");
addMetadata();
}
public QTbProjetoPesquisa(PathMetadata<?> metadata) {
super(QTbProjetoPesquisa.class, metadata, "public", "tb_projeto_pesquisa");
addMetadata();
}
























∗ QTbModalidade is a Querydsl query type for QTbModalidade
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbModalidade extends com.mysema.query.sql.RelationalPathBase<QTbModalidade> {
private static final long serialVersionUID = −520946659;
public static final QTbModalidade tbModalidade = new QTbModalidade("tb_modalidade");
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public final StringPath descricao = createString("descricao");
public final StringPath sigla = createString("sigla");
public final com.mysema.query.sql.PrimaryKey<QTbModalidade> tbModalidadePkey =
→֒ createPrimaryKey(sigla);
public QTbModalidade(String variable) {
super(QTbModalidade.class, forVariable(variable), "public", "tb_modalidade");
addMetadata();
}
public QTbModalidade(String variable, String schema, String table) {
super(QTbModalidade.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbModalidade(Path<? extends QTbModalidade> path) {
super(path.getType(), path.getMetadata(), "public", "tb_modalidade");
addMetadata();
}
public QTbModalidade(PathMetadata<?> metadata) {
super(QTbModalidade.class, metadata, "public", "tb_modalidade");
addMetadata();
}
















∗ QTbAtuacaoProfissional is a Querydsl query type for QTbAtuacaoProfissional
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbAtuacaoProfissional extends
→֒ com.mysema.query.sql.RelationalPathBase<QTbAtuacaoProfissional> {
private static final long serialVersionUID = 99921554;
public static final QTbAtuacaoProfissional tbAtuacaoProfissional = new
→֒ QTbAtuacaoProfissional("tb_atuacao_profissional");
public final NumberPath<Integer> anoFim = createNumber("anoFim", Integer.class);
public final NumberPath<Integer> anoInicio = createNumber("anoInicio", Integer.class);
public final NumberPath<Long> idAtuacaoProfissional =
→֒ createNumber("idAtuacaoProfissional", Long.class);
public final NumberPath<Long> idDocente = createNumber("idDocente", Long.class);
public final NumberPath<Integer> mesFim = createNumber("mesFim", Integer.class);
public final NumberPath<Integer> mesInicio = createNumber("mesInicio", Integer.class);
public final StringPath tipoAtuacaoProfissional = createString("tipoAtuacaoProfissional");
public final com.mysema.query.sql.PrimaryKey<QTbAtuacaoProfissional>
→֒ tbAtuacaoProfissionalPkey = createPrimaryKey(idAtuacaoProfissional);
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public QTbAtuacaoProfissional(String variable, String schema, String table) {
super(QTbAtuacaoProfissional.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbAtuacaoProfissional(Path<? extends QTbAtuacaoProfissional> path) {
super(path.getType(), path.getMetadata(), "public", "tb_atuacao_profissional");
addMetadata();
}
public QTbAtuacaoProfissional(PathMetadata<?> metadata) {
super(QTbAtuacaoProfissional.class, metadata, "public", "tb_atuacao_profissional");
addMetadata();
}


























∗ QRlAutorProducao is a Querydsl query type for QRlAutorProducao
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QRlAutorProducao extends
→֒ com.mysema.query.sql.RelationalPathBase<QRlAutorProducao> {
private static final long serialVersionUID = −1361985369;
public static final QRlAutorProducao rlAutorProducao = new
→֒ QRlAutorProducao("rl_autor_producao");
public final NumberPath<Long> idAutor = createNumber("idAutor", Long.class);
public final NumberPath<Long> idAutorProducao = createNumber("idAutorProducao",
→֒ Long.class);
public final NumberPath<Long> idProducao = createNumber("idProducao", Long.class);
public final com.mysema.query.sql.PrimaryKey<QRlAutorProducao> rlAutorProducaoPkey =
→֒ createPrimaryKey(idAutorProducao);
public QRlAutorProducao(String variable) {




public QRlAutorProducao(String variable, String schema, String table) {
super(QRlAutorProducao.class, forVariable(variable), schema, table);
addMetadata();
}
public QRlAutorProducao(Path<? extends QRlAutorProducao> path) {
super(path.getType(), path.getMetadata(), "public", "rl_autor_producao");
addMetadata();
}
public QRlAutorProducao(PathMetadata<?> metadata) {
super(QRlAutorProducao.class, metadata, "public", "rl_autor_producao");
addMetadata();
}


















∗ QTbSystemConfig is a Querydsl query type for QTbSystemConfig
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbSystemConfig extends
→֒ com.mysema.query.sql.RelationalPathBase<QTbSystemConfig> {
private static final long serialVersionUID = −2054566252;
public static final QTbSystemConfig tbSystemConfig = new
→֒ QTbSystemConfig("tb_system_config");
public final StringPath key = createString("key");
public final StringPath value = createString("value");
public final com.mysema.query.sql.PrimaryKey<QTbSystemConfig> tbSystemConfigPkey =
→֒ createPrimaryKey(key);
public QTbSystemConfig(String variable) {
super(QTbSystemConfig.class, forVariable(variable), "public", "tb_system_config");
addMetadata();
}
public QTbSystemConfig(String variable, String schema, String table) {
super(QTbSystemConfig.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbSystemConfig(Path<? extends QTbSystemConfig> path) {
super(path.getType(), path.getMetadata(), "public", "tb_system_config");
addMetadata();
}
public QTbSystemConfig(PathMetadata<?> metadata) {




















∗ QTbInstituicao is a Querydsl query type for QTbInstituicao
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbInstituicao extends com.mysema.query.sql.RelationalPathBase<QTbInstituicao> {
private static final long serialVersionUID = −800133943;
public static final QTbInstituicao tbInstituicao = new QTbInstituicao("tb_instituicao");
public final StringPath estado = createString("estado");
public final NumberPath<Long> idInstituicao = createNumber("idInstituicao", Long.class);
public final NumberPath<Long> idPais = createNumber("idPais", Long.class);
public final StringPath nome = createString("nome");
public final StringPath nomeFiltro = createString("nomeFiltro");
public final StringPath nomeSiglaFiltro = createString("nomeSiglaFiltro");
public final NumberPath<Integer> referencias = createNumber("referencias", Integer.class);
public final StringPath sigla = createString("sigla");
public final com.mysema.query.sql.PrimaryKey<QTbInstituicao> tbInstituicaoPkey =
→֒ createPrimaryKey(idInstituicao);
public QTbInstituicao(String variable) {
super(QTbInstituicao.class, forVariable(variable), "public", "tb_instituicao");
addMetadata();
}
public QTbInstituicao(String variable, String schema, String table) {
super(QTbInstituicao.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbInstituicao(Path<? extends QTbInstituicao> path) {
super(path.getType(), path.getMetadata(), "public", "tb_instituicao");
addMetadata();
}
public QTbInstituicao(PathMetadata<?> metadata) {
super(QTbInstituicao.class, metadata, "public", "tb_instituicao");
addMetadata();
}





























∗ QTbUsuario is a Querydsl query type for QTbUsuario
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QViewPertencePrograma extends
→֒ com.mysema.query.sql.RelationalPathBase<QViewPertencePrograma> {
private static final long serialVersionUID = −865629941;
public static final QViewPertencePrograma viewPertencePrograma = new
→֒ QViewPertencePrograma("view_pertence_programa");
public final NumberPath<Long> idDocente = this.createNumber("idDocente", Long.class);
public final NumberPath<Long> idPrograma = this.createNumber("idPrograma",
→֒ Long.class);
public final com.mysema.query.sql.PrimaryKey<QViewPertencePrograma> tbUsuarioPkey =
→֒ this.createPrimaryKey(this.idDocente);





public QViewPertencePrograma(String variable, String schema, String table) {
super(QViewPertencePrograma.class, forVariable(variable), schema, table);
this.addMetadata();
}
public QViewPertencePrograma(Path<? extends QViewPertencePrograma> path) {
super(path.getType(), path.getMetadata(), "public", "view_pertence_programa");
this.addMetadata();
}






















∗ QTbLinhaPesquisa is a Querydsl query type for QTbLinhaPesquisa
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbLinhaPesquisa extends
→֒ com.mysema.query.sql.RelationalPathBase<QTbLinhaPesquisa> {
private static final long serialVersionUID = −954450180;
public static final QTbLinhaPesquisa tbLinhaPesquisa = new
→֒ QTbLinhaPesquisa("tb_linha_pesquisa");
public final NumberPath<Long> idLinhaPesquisa = createNumber("idLinhaPesquisa",
→֒ Long.class);
public final NumberPath<Long> idPrograma = createNumber("idPrograma", Long.class);
public final StringPath titulo = createString("titulo");
public final StringPath tituloFiltro = createString("tituloFiltro");
public final com.mysema.query.sql.PrimaryKey<QTbLinhaPesquisa> tbLinhaPesquisaPkey =
→֒ createPrimaryKey(idLinhaPesquisa);
public QTbLinhaPesquisa(String variable) {
super(QTbLinhaPesquisa.class, forVariable(variable), "public", "tb_linha_pesquisa");
addMetadata();
}
public QTbLinhaPesquisa(String variable, String schema, String table) {
super(QTbLinhaPesquisa.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbLinhaPesquisa(Path<? extends QTbLinhaPesquisa> path) {
super(path.getType(), path.getMetadata(), "public", "tb_linha_pesquisa");
addMetadata();
}
public QTbLinhaPesquisa(PathMetadata<?> metadata) {
super(QTbLinhaPesquisa.class, metadata, "public", "tb_linha_pesquisa");
addMetadata();
}





















∗ QTbProducao is a Querydsl query type for QTbProducao
∗/
@Generated("com.mysema.query.sql.codegen.MetaDataSerializer")
public class QTbProducao extends com.mysema.query.sql.RelationalPathBase<QTbProducao> {
private static final long serialVersionUID = 2049701078;
public static final QTbProducao tbProducao = new QTbProducao("tb_producao");
public final NumberPath<Integer> ano = createNumber("ano", Integer.class);
public final NumberPath<Long> idProducao = createNumber("idProducao", Long.class);
public final NumberPath<Long> idPrograma = createNumber("idPrograma", Long.class);
public final StringPath tipoProducao = createString("tipoProducao");
public final StringPath titulo = createString("titulo");
public final com.mysema.query.sql.PrimaryKey<QTbProducao> tbProducaoPkey =
→֒ createPrimaryKey(idProducao);
public QTbProducao(String variable) {
super(QTbProducao.class, forVariable(variable), "public", "tb_producao");
addMetadata();
}
public QTbProducao(String variable, String schema, String table) {
super(QTbProducao.class, forVariable(variable), schema, table);
addMetadata();
}
public QTbProducao(Path<? extends QTbProducao> path) {
super(path.getType(), path.getMetadata(), "public", "tb_producao");
addMetadata();
}
public QTbProducao(PathMetadata<?> metadata) {
super(QTbProducao.class, metadata, "public", "tb_producao");
addMetadata();
}




















































@RequestMapping(value = "/init", method = RequestMethod.GET)
public ResponseEntity<String> initDefualtUserAndProgram() throws InvalidDTOException,
→֒ InvalidOperationException {
InstituicaoSaveDTO insDto = new InstituicaoSaveDTO();
insDto.setEstado(Estado.SANTA_CATARINA);




ProgramaFormDTO pDTO = new ProgramaFormDTO();





pDTO.setNome("Programa de Ps−Graduao em Cincias da Computao");
pDTO.setInstituicao(insDto);
Long id = this.pService.save(pDTO);
























return new ResponseEntity<>("Sucesso", HttpStatus.OK);
}
@RequestMapping(value = "/pages", method = RequestMethod.GET)
public ResponseEntity<String> pages() {
for (int i = 0; i < 30; i++) {
InstituicaoSaveDTO insDto = new InstituicaoSaveDTO();
insDto.setEstado(Estado.SANTA_CATARINA);





ProgramaFormDTO pDTO = new ProgramaFormDTO();










return new ResponseEntity<>("Sucesso", HttpStatus.OK);
}
@RequestMapping(value = "/lucene", method = RequestMethod.GET)
public void testLucene() throws InterruptedException {




BooleanQuery booleanQuery = new BooleanQuery();
//
→֒ booleanQuery.add(qb.keyword().onField("tituloDoTrabalhoFiltro").matching("busca
→֒ por similaridade em foruns de pergunta/resposta").createQuery(),
→֒ Occur.MUST);
booleanQuery.add(qb.keyword().onField("docente.pessoa.nomeFiltro").matching("carina
→֒ friedrich dorneles").createQuery(), Occur.MUST);
// BooleanQuery booleanQuery2 = new BooleanQuery();
//
→֒ booleanQuery2.add(qb.keyword().onField("tituloDoTrabalhoFiltro").matching("uma







// wrap Lucene query in a org.hibernate.Query





List<?> result = fullTextQuery.getResultList();
for (Object object : result) {
Object[] e = (Object[]) object;
float score = (float) e[0];
OrientacaoMestradoEntity enti = (OrientacaoMestradoEntity) e[1];













































































public Long createPrograma(ProgramaFormDTO dto, Long userId) throws
→֒ InvalidDTOException {






public Long save(ProgramaFormDTO dto) throws InvalidDTOException {
dto.validate();
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ProgramaEntity entity = null;
if (dto.getId() != null) {
entity = this.em.find(ProgramaEntity.class, dto.getId());
} else {









public ProgramaFormDTO load(Long id) {
QProgramaEntity qPrograma = QProgramaEntity.programaEntity;
QInstituicaoEntity qInstituicao = QInstituicaoEntity.instituicaoEntity;
QPaisEntity qPais = QPaisEntity.paisEntity;




MProgramaFormDTO meta = MProgramaFormDTO.meta;










public Page<ProgramaRowDTO> getPage(ProgramaFilterDTO filter, Pageable pageable) {
QProgramaEntity qPrograma = QProgramaEntity.programaEntity;
QInstituicaoEntity qInstituicao = QInstituicaoEntity.instituicaoEntity;
QProgramaUserEntity qProgUser = QProgramaUserEntity.programaUserEntity;










MProgramaRowDTO meta = MProgramaRowDTO.meta;












List<ProgramaRowDTO> list = query.list(select);
return new PageImpl<>(list, pageable, query.count());
}
@Transactional(propagation = Propagation.NOT_SUPPORTED)
public void importLattes(CurriculoVitaeXmlDto curriculo, ProgramaFormDTO
→֒ programaDto) {





































public void refreshViewPertencePrograma() {
this.em.createNativeQuery("REFRESH MATERIALIZED VIEW CONCURRENTLY
→֒ view_pertence_programa").executeUpdate();
}











































public boolean hasNome() {
return !StringUtils.isBlank(this.nome);
}
public boolean hasInstituicoesId() {































this.instituicao = new InstituicaoSaveDTO();
}
public void validate() throws InvalidDTOException {
InvalidDTOException dtoException = new InvalidDTOException();




if (this.dataInicio == null) {
dtoException.putError(meta.dataInicio, ErrorMessages.OBRIGATORIO);
}
if (!dtoException.contains(meta.dataInicio) && this.dataInicio.compareTo(new
→֒ Date()) > 0) {
























public boolean isSetDiscenteId() {
return this.discenteId != null;
}
public boolean isSetDocenteId() {
























































































public ResponseEntity<String> save(@CurrentUser UserDetailsImpl user, @RequestBody




return new ResponseEntity<>(form.response(), HttpStatus.CREATED);
} catch (InvalidDTOException e) {




@RequestMapping(value = "{id}", method = RequestMethod.PUT)
public ResponseEntity<String> update(@PathVariable Long id, @RequestBody




return new ResponseEntity<>(form.response(), HttpStatus.CREATED);
} catch (InvalidDTOException e) {





public @ResponseBody Page<ProgramaRowDTO> getPage(ProgramaFilterDTO filter,





@RequestMapping(value = "{id}", method = RequestMethod.GET)
public @ResponseBody ProgramaFormDTO load(@PathVariable Long id) {
return this.service.load(id);
}
@RequestMapping(value = "requestAuthority", method = RequestMethod.POST)
public void requestAuthority(@CurrentUser UserDetailsImpl user, @RequestBody
→֒ ProgramaRequestAuthorityDTO requestAuthority) {
QProgramaUserEntity qProgUser = QProgramaUserEntity.programaUserEntity;
JPAQuery query = new JPAQuery(this.em).from(qProgUser);
query.where(qProgUser.programa().id.eq(requestAuthority.getProgramaId()));
query.where(qProgUser.user().id.eq(user.getId()));







@RequestMapping(value = "linhaPesquisa", method = RequestMethod.GET)
public @ResponseBody Page<LinhaPesquisaRowDTO> getLinhaPesquisa(@CurrentUser




@RequestMapping(value = "projetoPesquisa", method = RequestMethod.GET)
public @ResponseBody Page<ProjetoPesquisaRowDTO> getProjetoPesquisa(@CurrentUser




@RequestMapping(value = "instituicaoProcedencia", method = RequestMethod.GET)
public @ResponseBody Page<DiscenteInstituicaoProcedenciaRowDTO>






@RequestMapping(value = "producaoBibliografica", method = RequestMethod.GET)
public @ResponseBody List<QuantidadeRowDTO> getProducaoBibliografica(@CurrentUser
→֒ UserDetailsImpl user, PeriodoFilterDTO filter) {
return this.producaoService.getProducoesBibliograficas(filter, user.getProgramaId());
}
@RequestMapping(value = "producaoTecnica", method = RequestMethod.GET)
public @ResponseBody List<QuantidadeRowDTO> getProducaoTecnica(@CurrentUser
→֒ UserDetailsImpl user, PeriodoFilterDTO filter) {
return this.producaoService.getProducoesTecnicas(filter, user.getProgramaId());
}
@RequestMapping(value = "atividadeAcademica", method = RequestMethod.GET)
public @ResponseBody List<QuantidadeRowDTO> getAtividadeAcademica(@CurrentUser



































public class PasswordEncoderWrapper implements PasswordEncoder {






this.passwordEncoder = new BCryptPasswordEncoder();
try {
KeyPairGenerator keyGen = KeyPairGenerator.getInstance(RSA);
keyGen.initialize(1024);
this.key = keyGen.generateKeyPair();
} catch (NoSuchAlgorithmException e) {
throw new RuntimeException("No foi possivel criar a RSA key", e);
}
try {
PemObject pemObject = new PemObject("RSA PUBLIC KEY",
→֒ this.key.getPublic().getEncoded());
StringWriter stringWriter = new StringWriter();




} catch (IOException e) {
throw new RuntimeException("No foi possivel gerar a public key em








public boolean matches(CharSequence rawPassword, String encodedPassword) {
return this.passwordEncoder.matches(this.decrypt(rawPassword), encodedPassword);
}
public String decrypt(CharSequence text) {
try {




} catch (Exception e) {









































































@EnableGlobalMethodSecurity(prePostEnabled = true, securedEnabled = true)
public class WebGlobalMethodSecurityConfiguration extends GlobalMethodSecurityConfiguration {
@Override
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protected AccessDecisionManager accessDecisionManager() {
AffirmativeBased accessDecisionManager = (AffirmativeBased)
→֒ super.accessDecisionManager();
for (AccessDecisionVoter<? extends Object> desisor :
→֒ accessDecisionManager.getDecisionVoters()) {


















public class WebSocketConfig extends AbstractWebSocketMessageBrokerConfigurer {
@Override





















public class UploadConfig {
private Logger logger = LoggerFactory.getLogger(UploadConfig.class);
@Bean
@ConditionalOnMissingBean
public MultipartConfigElement multipartConfigElement() {























public class RESTLogoutSuccessHandler implements LogoutSuccessHandler {
protected static final String REQUEST_ATTRIBUTE_NAME = "_csrf";
protected static final String RESPONSE_PARAM_NAME = "x−csrf−param";
protected static final String RESPONSE_TOKEN_NAME = "x−csrf−token";
@Override
public void onLogoutSuccess(HttpServletRequest request, HttpServletResponse response,












public class RESTAuthenticationEntryPoint implements AuthenticationEntryPoint {
@Override
public void commence(HttpServletRequest request, HttpServletResponse response,












public class RESTAuthenticationFailureHandler extends SimpleUrlAuthenticationFailureHandler {
@Override
public void onAuthenticationFailure(HttpServletRequest request, HttpServletResponse












public class CsrfTokenResponseCookieBindingFilter extends OncePerRequestFilter {
protected static final String REQUEST_ATTRIBUTE_NAME = "_csrf";
protected static final String RESPONSE_HEADER_NAME = "csrf−header−name";
protected static final String RESPONSE_TOKEN_NAME = "csrf−token−name";
@Override
protected void doFilterInternal(HttpServletRequest request, HttpServletResponse response,
→֒ FilterChain filterChain) throws ServletException, IOException {
CsrfToken token = (CsrfToken)
→֒ request.getAttribute(REQUEST_ATTRIBUTE_NAME);
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public class RESTAuthenticationSuccessHandler extends SimpleUrlAuthenticationSuccessHandler {
@Override
public void onAuthenticationSuccess(HttpServletRequest request, HttpServletResponse








public class NonBlockingIOThreadPool {
private ThreadPoolExecutor executor;
public NonBlockingIOThreadPool(NonBlockingIOProperties properties) {
//@formatter:off








public void execute(Runnable runnable) {
this.executor.execute(runnable);
}







































public class WebMvcConfig extends WebMvcConfigurerAdapter {






public void addResourceHandlers(ResourceHandlerRegistry registry) {




public ViewResolver getViewResolver() {









































































LocalContainerEntityManagerFactoryBean factory = new
→֒ LocalContainerEntityManagerFactoryBean();




















public SpringLiquibase liquibase(DataSource dataSource) {













public SQLQueryFactory queryFactory(final DataSource dataSource) {
return new SQLQueryFactory(PostgresTemplates.DEFAULT,
→֒ (Provider<Connection>) () −> {
Connection connection = DataSourceUtils.getConnection(dataSource);
if (!DataSourceUtils.isConnectionTransactional(connection, dataSource)) {






public DataSource dataSourcePostgres() {























public class SystemCacheConfiguration {
@Bean





public EhCacheManagerFactoryBean ehCacheCacheManager() {





















































public String getTitulo() {
return QueryUtils.lowerCaseStripAccents(this.titulo);
}
public ProducaoSearchDto(String titulo) {
this.titulo = titulo;
}
public boolean similar(ProducaoSearchDto searchDto) {
NGramDistance nGram = new NGramDistance(4);
























































public void saveProducao(ProducaoDto dto) {
Long producaoId = dto.getProducaoId();
if (producaoId != null) {
this.updateProducao(dto, producaoId);
} else {




private ProducaoEntity updateProducao(ProducaoDto dto, Long producaoId) {
ProducaoEntity producao = this.em.find(ProducaoEntity.class, producaoId);
this.save(dto, producao);













private ProducaoEntity createProducao(ProducaoDto dto) {





private Long save(ProducaoDto dto, ProducaoEntity producao) {










private void saveDocenteProducao(ProducaoDto dto) {








private void saveAutores(ProducaoDto dto, Long producaoId) {
for (AutorXmlDto autor : dto.getAutores()) {




private void saveAutorProducao(Long producaoId, Long autorId) {
if (autorId != null) {








public List<QuantidadeRowDTO> getProducoesBibliograficas(PeriodoFilterDTO filter,




public List<QuantidadeRowDTO> getProducoesTecnicas(PeriodoFilterDTO filter, Long
→֒ programaId) {
return this.getProducao(filter, programaId, TipoProducao.getProducaoTecnica());
}
private List<QuantidadeRowDTO> getProducao(PeriodoFilterDTO filter, Long programaId,
→֒ List<String> producoes) {



















public List<QuantidadeRowDTO> getProducaoDocente(Long docenteId) {











public void deleteProjetoPesquisa(Long programaId) {





FullTextEntityManager search = Search.getFullTextEntityManager(this.em);
for (Long id : ids) {
search.purge(AutorProducaoEntity.class, id);
}







































public class ProducaoBibliograficaProcessService {
@Autowired
private ProducaoProcessService processService;














private void processTrabalhosEmEventos(ImportProcessDto processDto,
→֒ TrabalhosEmEventosXmlDto trabalhosEventosXmlDto) {







private void processArtigosPublicados(ImportProcessDto processDto,
→֒ ArtigosPublicadosXmlDto artigosPublicadosXmlDto) {






private void processLivrosCapitulos(ImportProcessDto processDto, LivrosCapitulosXmlDto
→֒ livrosCapitulosXmlDto) {







private void processLivros(ImportProcessDto processDto,
→֒ LivrosPublicadosOuOrganizadosXmlDto livrosPublicadosOrganizadosXmlDto) {






private void processCapitulos(ImportProcessDto processDto,
→֒ CapitulosDeLivrosPublicadosXmlDto capitulosLivrosPublicadosXmlDto) {






private void processTextosJornaisRevistas(ImportProcessDto processDto,
→֒ TextosJornaisRevistasXmlDto textosJornaisRevistasXmlDto) {






private void processArtigosAceitos(ImportProcessDto processDto,
→֒ ArtigosAceitosParaPublicacaoXmlDto artigosAceitosXmlDto) {






private void processDemaisProducoes(ImportProcessDto processDto,
→֒ DemaisTiposProducaoBibliograficaXmlDto demaisTiposProducao) {







private void processTraducoes(ImportProcessDto processDto,
→֒ DemaisTiposProducaoBibliograficaXmlDto demaisTiposProducao) {
List<TraducaoXmlDto> traducoes = demaisTiposProducao.getTraducao();





private void processPartituras(ImportProcessDto processDto,
→֒ DemaisTiposProducaoBibliograficaXmlDto demaisTiposProducao) {
List<PartituraMusicalXmlDto> partiturasMusicais =
→֒ demaisTiposProducao.getPartituraMusical();






private void processPrefaciosPosfacios(ImportProcessDto processDto,
→֒ DemaisTiposProducaoBibliograficaXmlDto demaisTiposProducao) {
List<PrefacioPosfacioXmlDto> prefaciosPosfacios =
→֒ demaisTiposProducao.getPrefacioPosfacio();





private void processOutrasProducoes(ImportProcessDto processDto,
→֒ DemaisTiposProducaoBibliograficaXmlDto demaisTiposProducao) {
List<OutraProducaoBibliograficaXmlDto> outrasProducoesBibliograficas =
→֒ demaisTiposProducao.getOutraProducaoBibliografica();































public <T extends Producao> void processProducao(ImportProcessDto processDto,
→֒ List<T> producoes, TipoProducao tipoProducao) {
if (producoes == null) {
return;
}
for (Producao producao : producoes) {
DadosBasicosProducao dadosBasicos = producao.getDadosBasicos();
int ano = QueryUtils.parseInt(dadosBasicos.getAno());
String titulo = dadosBasicos.getTitulo();
Long programaId = processDto.getProgramaDto().getId();
try {
Long producaoId = this.search(processDto.getCurriculo(), titulo,
→֒ ano, tipoProducao, programaId);
ProducaoDto producaoDto = new ProducaoDto(producaoId,
→֒ programaId, processDto.getDocenteId(), titulo, ano,
→֒ tipoProducao, producao.getAutores());
this.service.saveProducao(producaoDto);
} catch (Exception e) {




private Long search(CurriculoVitaeXmlDto curriculo, String titulo, int ano, TipoProducao
→֒ tipoProducao, Long programaId) throws Exception {
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String nomeCompleto = curriculo.getDadosGerais().getNomeCompleto();
String nomeCitacoesBibliograficas =
→֒ curriculo.getDadosGerais().getNomeCitacoesBibliograficas();
String numeroIdentificador = curriculo.getNumeroIdentificador();
return this.producaoSearch.find(new ProducaoSearchDto(titulo, ano, tipoProducao,






















@Transactional(propagation = Propagation.SUPPORTS, noRollbackFor =
→֒ EmptyQueryException.class)
public class ProducaoSearchService {
private static final String TIPO_PRODUCAO = "producao.tipo_producao";
private static final String ANO = "producao.ano";
private static final String TITULO_DA_PRODUCAO = "producao.titulo";
private static final String ID = "producao.id";
private static final String PROGRAMA_ID = "producao.programa.id";
private static final String NRO_ID_AUTOR = "autor.numero_identificador";
private static final String NOME_AUTOR = "autor.nome";
private static final String NOME_CITACAO = "autor.citacao";
@PersistenceContext
private EntityManager em;
public Long find(ProducaoSearchDto searchDto) throws Exception {
FullTextEntityManager search = Search.getFullTextEntityManager(this.em);
search.flushToIndexes();
SearchFactory searchFactory = search.getSearchFactory();
QueryBuilder qb =
→֒ searchFactory.buildQueryBuilder().forEntity(AutorProducaoEntity.class).get();
BooleanQuery query = new BooleanQuery();
BooleanQuery queryProducao = this.queryProducao(searchDto, qb);
query.add(queryProducao, Occur.MUST);
BooleanQuery queryNome = this.queryAutor(searchDto, qb);
query.add(queryNome, Occur.MUST);




List<?> result = fullTextQuery.getResultList();
for (Object object : result) {
Object[] fields = (Object[]) object;






private BooleanQuery queryAutor(ProducaoSearchDto searchDto, QueryBuilder qb) {












private BooleanQuery queryProducao(ProducaoSearchDto searchDto, QueryBuilder qb) {











private String[] getProjection() {














public class ProducaoTecnicaProcessService {
@Autowired
private ProducaoProcessService processService;
public void processProducoes(ImportProcessDto processDto) {
ProducaoTecnicaXmlDto producaoTecnica =
→֒ processDto.getCurriculo().getProducaoTecnica();
































private void processDemaisProducoesTecnicas(ImportProcessDto processDto,
→֒ ProducaoTecnicaXmlDto producaoTecnica) {
List<DemaisTipoDeProducaoTecnicaXmlDto> demaisTiposDeProducaoTecnica =
→֒ producaoTecnica.getDemaisTiposDeProducaoTecnica();
if (demaisTiposDeProducaoTecnica != null) {
for (DemaisTipoDeProducaoTecnicaXmlDto demaisTipoDeProducaoTecnica







































































public void disableAllOrientacoesDocente(Long docenteId) {










// orientaes em andamento
@Override



































































protected void setFieldToEntity(OrientacaoMestradoEntity orientacaoEntity,












public PessoaDto getPessoaDiscente(OrientacaoConcluidaMestradoXmlDto orientacao,
→֒ ImportProcessDto processDto) {




→֒ orientacao, ImportProcessDto processDto) {
return new OrientacaoSearchDto(processDto, orientacao);
}
@Override
public InstituicaoSaveDTO getIntituicaoSaveDTO(ImportProcessDto processDto,










































public class FormacaoMestradoProcessComponent extends
→֒ BaseFormacaoProcessComponent<OrientacaoMestradoEntity, MestradoXmlDto> {
@Override
public OrientacaoSearchDto getOrientacaoSearch(MestradoXmlDto formacao,
→֒ ImportProcessDto processDto) {
return new OrientacaoSearchDto(processDto, formacao);
}
@Override
public PessoaDto getPessoaDocente(MestradoXmlDto formacao, ImportProcessDto
→֒ processDto, boolean orientadorPrincipal) {













protected void setFieldsToEntity(OrientacaoMestradoEntity orientacaoEntity,












public InstituicaoSaveDTO getIntituicaoSaveDTO(ImportProcessDto processDto,











public void disableAllFormacoesDiscente(Long discenteId) {


































protected void setFieldToEntity(OrientacaoMestradoEntity orientacaoEntity,













→֒ orientacao, ImportProcessDto processDto) {





→֒ ImportProcessDto processDto) {
return new OrientacaoSearchDto(processDto, orientacao);
}
@Override
public InstituicaoSaveDTO getIntituicaoSaveDTO(ImportProcessDto processDto,
→֒ OrientacaoEmAndamentoDeMestradoXmlDto orientacao) throws
→֒ EmptyXmlException {



































@Transactional(propagation = Propagation.SUPPORTS, noRollbackFor =
→֒ EmptyQueryException.class)
public class GraduacaoSearchService {
private static final String TITULO = "titulo";
private static final String DISCENTE_PESSOA_NOME = "discente.pessoa.nome";
private static final String PROGRAMA_ID = "programa.id";
private static final String ID = "id";
@PersistenceContext
private EntityManager em;
public Long find(OrientacaoSearchDto searchDto) {
FullTextEntityManager search = Search.getFullTextEntityManager(this.em);
search.flushToIndexes();
SearchFactory searchFactory = search.getSearchFactory();
QueryBuilder qb =
→֒ searchFactory.buildQueryBuilder().forEntity(GraduacaoEntity.class).get();











List<?> result = fullTextQuery.getResultList();
for (Object object : result) {
Object[] fields = (Object[]) object;







private String[] getProjection() {
//@formatter:off











































public void processGraduacao(ImportProcessDto processDto) {
CurriculoVitaeXmlDto curriculo = processDto.getCurriculo();
















private void save(ImportProcessDto processDto, GraduacaoXmlDto graduacaoXml) {








GraduacaoEntity graduacao = new GraduacaoEntity();
if (graduacaoId != null) {




















private InstituicaoSaveDTO getIntituicaoSaveDTO(ImportProcessDto processDto,


































→֒ ImportProcessDto processDto) {




→֒ orientacao, ImportProcessDto processDto) {
return new PessoaDto(orientacao, processDto.getProgramaDto().getId());
}
@Override
protected void setFieldToEntity(OrientacaoDoutoradoEntity orientacaoEntity,












public InstituicaoSaveDTO getIntituicaoSaveDTO(ImportProcessDto processDto,
→֒ OrientacaoEmAndamentoDeDoutoradoXmlDto orientacao) throws
→֒ EmptyXmlException {









































public class FormacaoDoutoradoProcessComponent extends
→֒ BaseFormacaoProcessComponent<OrientacaoDoutoradoEntity, DoutoradoXmlDto> {
@Override
public OrientacaoSearchDto getOrientacaoSearch(DoutoradoXmlDto formacao,
→֒ ImportProcessDto processDto) {
return new OrientacaoSearchDto(processDto, formacao);
}
@Override
public PessoaDto getPessoaDocente(DoutoradoXmlDto formacao, ImportProcessDto
→֒ processDto, boolean orientadorPrincipal) {













protected void setFieldsToEntity(OrientacaoDoutoradoEntity orientacaoEntity,














public InstituicaoSaveDTO getIntituicaoSaveDTO(ImportProcessDto processDto,











public void disableAllFormacoesDiscente(Long discenteId) {

































→֒ orientacao, ImportProcessDto processDto) {
return new OrientacaoSearchDto(processDto, orientacao);
}
@Override
public PessoaDto getPessoaDiscente(OrientacaoConcluidaDoutoradoXmlDto orientacao,
→֒ ImportProcessDto processDto) {
return new PessoaDto(orientacao, processDto.getProgramaDto().getId());
}
@Override
protected void setFieldToEntity(OrientacaoDoutoradoEntity orientacaoEntity,













public InstituicaoSaveDTO getIntituicaoSaveDTO(ImportProcessDto processDto,















































public void disableAllOrientacoesDocente(Long docenteId) {










// orientacoes em andamento
@Override






















































public abstract class BaseOrientacaoGroupingProcessComponent<OrientacaoEntity extends










public OrientacaoResultDto findOrientacaoEmAndamento(ImportProcessDto processDto,
→֒ AndamentoType orientacao) {
return this.orientacaoEmAndamentoProcess.find(processDto, orientacao);
}
public abstract void disableAllOrientacoesDocente(Long docenteId);
public abstract boolean hasOrientacoesEmAndamento(CurriculoVitaeXmlDto curriculo);




















public OrientacaoResultDto findOrientacaoConcluida(ImportProcessDto processDto,







public abstract boolean hasOrientacoesConcluidas(CurriculoVitaeXmlDto curriculo);
public abstract List<ConcluidaType>
→֒ getOrientacoesConcluidas(OrientacoesConcluidasXmlDto orientacaoConcluida);
public abstract OrientacaoValidateDto getOrientacaoValidateDtoConcluida(ConcluidaType
→֒ orientacaoConcluida);


































public abstract class BaseOrientacaoProcessComponent<OrientacaoEntity extends




















this.entityClass = (Class<OrientacaoEntity>) resolveRawArguments[0];
}
public void processOrientacao(ImportProcessDto processDto, OrientacaoXml orientacao) {
OrientacaoResultDto resultDto;
try {
resultDto = this.find(processDto, orientacao);
} catch (Exception e) {
log.error("Erro ao buscar orientao", e.getMessage());
return;
}







} catch (InstantiationException | IllegalAccessException e) {





PessoaDto pessoaDiscente = this.getPessoaDiscente(orientacao, processDto);















































private void updateIdentificadorDiscente(PessoaDto pessoaDiscente, OrientacaoResultDto
→֒ resultDto) {
if (resultDto.isSetDiscenteId() && pessoaDiscente.isSetNumeroIdentificador() &&
→֒ !resultDto.isSetNumeroIdentificadorDiscente()) {
QDiscenteEntity qDiscente = QDiscenteEntity.discenteEntity;























public abstract AreasDoConhecimentoXmlDto getAreasConhecimento(OrientacaoXml
→֒ formacao);
public abstract InstituicaoSaveDTO getIntituicaoSaveDTO(ImportProcessDto processDto,
→֒ OrientacaoXml orientacao) throws EmptyXmlException;
public abstract OrientacaoSearchDto getOrientacaoSearch(OrientacaoXml orientacao,
→֒ ImportProcessDto processDto);
public abstract PessoaDto getPessoaDiscente(OrientacaoXml orientacao, ImportProcessDto
→֒ processDto);
public abstract TipoDeOrientacao getTipoOrientacao(OrientacaoXml orientacao);







































public abstract class BaseFormacaoProcessComponent<OrientacaoEntity extends



















this.entityClass = (Class<OrientacaoEntity>) resolveRawArguments[0];
}
@Transactional(propagation = Propagation.REQUIRES_NEW)
public void processFormacao(ImportProcessDto processDto, FormacaoType formacaoXml) {
OrientacaoResultDto resultDto = null;
try {
resultDto = this.find(processDto, formacaoXml);
} catch (Exception e) {
log.error("Erro ao buscar orientao", e.getMessage());
return;
}
DiscenteEntity discenteEntity = this.discenteService.save(new
→֒ PessoaDto(processDto.getPessoaId()), resultDto, processDto);
PessoaDto pessoaDocenteOrientador = this.getPessoaOrientadorDocente(processDto,
→֒ formacaoXml, resultDto);
PessoaDto pessoaDocenteCoorientador =
→֒ this.getPessoaCoorientadorDocente(processDto, formacaoXml, resultDto);
331
DocenteEntity orientador = this.saveDocente(resultDto, pessoaDocenteOrientador,
→֒ true);
DocenteEntity coOrientador = null;
if (pessoaDocenteCoorientador.isSetNome()) {
coOrientador = this.saveDocente(resultDto, pessoaDocenteCoorientador,
→֒ false);
}








} catch (InstantiationException | IllegalAccessException e) {



































private PessoaDto getPessoaOrientadorDocente(ImportProcessDto processDto,
→֒ FormacaoType formacaoXml, OrientacaoResultDto resultDto) {
PessoaDto pessoaDocente = this.getPessoaDocente(formacaoXml, processDto, true);






private PessoaDto getPessoaCoorientadorDocente(ImportProcessDto processDto,
→֒ FormacaoType formacaoXml, OrientacaoResultDto resultDto) {
PessoaDto pessoaDocente = this.getPessoaDocente(formacaoXml, processDto, false);
if (resultDto.isSetCoorientadorId() && pessoaDocente.isSetNumeroIdentificador()





private void updatePessoaDocente(Long docenteId, PessoaDto pessoaDocente) {
QDocenteEntity qDocente = QDocenteEntity.docenteEntity;
Long pessoaId = new
→֒ JPAQuery(this.em).from(qDocente).where(qDocente.id.eq(docenteId)).uniqueResult(qDocen






















protected DocenteEntity saveDocente(OrientacaoResultDto resultDto, PessoaDto
→֒ pessoaDocente, boolean orientadorPrincipal) {
return this.docenteService.save(pessoaDocente, resultDto, null, orientadorPrincipal);
}
public abstract void disableAllFormacoesDiscente(Long discenteId);
public abstract AreasDoConhecimentoXmlDto getAreasConhecimento(FormacaoType
→֒ formacao);
public abstract InstituicaoSaveDTO getIntituicaoSaveDTO(ImportProcessDto processDto,
→֒ FormacaoType formacao) throws EmptyXmlException;
public abstract OrientacaoSearchDto getOrientacaoSearch(FormacaoType formacao,
→֒ ImportProcessDto processDto);
public abstract boolean hasFormacoes(CurriculoVitaeXmlDto curriculo);
public abstract List<FormacaoType> getFormacoes(CurriculoVitaeXmlDto curriculo);
protected abstract void setFieldsToEntity(OrientacaoEntity orientacaoEntity, FormacaoType
→֒ formacaoXml, ImportProcessDto processDto);
public abstract OrientacaoValidateDto getOrientacaoValidateDto(FormacaoType formacao);
public abstract PessoaDto getPessoaDocente(FormacaoType formacaoXml,






















→֒ extractAreasConhecimento(AreasConhecimento orientacao) {
List<AreaConhecimentoRowDTO> areas = new LinkedList<>();





























































public List<FormacaoRowDTO> getFormacoes(Long idDiscente, boolean graduacao, boolean
→֒ posdoc) {
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SQLQuery query = this.queryFactory.query();










SimplePath<Void> orientacoes = Expressions.path(Void.class, "union_formacoes");
MFormacaoRowDTO meta = MFormacaoRowDTO.meta;


























private ListSubQuery<Tuple> getGraduacao(Long idDiscente) {
QTbInstituicao qInstituicao = new QTbInstituicao("ginstituicao");
QTbPais qPais = new QTbPais("mpais");


















































private ListSubQuery<Tuple> getMestrado(Long idDiscente) {
QTbPessoa qPessoaOrientador = new QTbPessoa("mpessoa_orientador");
QTbDocente qOrientador = new QTbDocente("morientador");
QTbPessoa qPessoaCoorientador = new QTbPessoa("mpessoa_coorientador");
QTbDocente qCoorientador = new QTbDocente("mcoorientador");
QTbInstituicao qInstituicao = new QTbInstituicao("minstituicao");
QTbPais qPais = new QTbPais("mpais");
QTbAreaConhecimento qAreaUm = new QTbAreaConhecimento("mareaum");
QTbAreaConhecimento qAreaDois = new QTbAreaConhecimento("mareadois");
QTbAreaConhecimento qAreaTres = new QTbAreaConhecimento("mareatres");










































private ListSubQuery<Tuple> getDoutorado(Long idDiscente) {
QTbPessoa qPessoaOrientador = new QTbPessoa("dpessoa_orientador");
QTbDocente qOrientador = new QTbDocente("dorientador");
QTbPessoa qPessoaCoorientador = new QTbPessoa("dpessoa_coorientador");
QTbDocente qCoorientador = new QTbDocente("dcoorientador");
QTbInstituicao qInstituicao = new QTbInstituicao("dinstituicao");
QTbPais qPais = new QTbPais("dpais");
QTbAreaConhecimento qAreaUm = new QTbAreaConhecimento("dareaum");
QTbAreaConhecimento qAreaDois = new QTbAreaConhecimento("dareadois");
QTbAreaConhecimento qAreaTres = new QTbAreaConhecimento("dareatres");









































private ListSubQuery<Tuple> getPosDoutorado(Long idDiscente) {
QTbInstituicao qInstituicao = new QTbInstituicao("pdinstituicao");
QTbPais qPais = new QTbPais("pdpais");
QTbAreaConhecimento qAreaUm = new QTbAreaConhecimento("pdareaum");
QTbAreaConhecimento qAreaDois = new QTbAreaConhecimento("pdareadois");






















































































































































public boolean isSetNumeroIdentificadorDiscente() {
return !StringUtils.isBlank(this.numeroIdentificadorDiscente);
}
public boolean isSetNumeroIdentificadorOrientador() {
return !StringUtils.isBlank(this.numeroIdentificadorOrientador);
}
public boolean isSetNumeroIdentificadorCoorientador() {
return !StringUtils.isBlank(this.numeroIdentificadorCoorientador);
}
public boolean isSetNomeOrientador() {
return !StringUtils.isBlank(this.nomeOrientador);
}
public boolean isSetNomeCoorientador() {
return !StringUtils.isBlank(this.nomeCoorientador);
}
public String getNomeDiscente() {
return QueryUtils.lowerCaseStripAccents(this.nomeDiscente);
}
public String getNomeOrientador() {
return QueryUtils.lowerCaseStripAccents(this.nomeOrientador);
}
public String getNomeCoorientador() {
return QueryUtils.lowerCaseStripAccents(this.nomeCoorientador);
}
public String getInstituicao() {
return QueryUtils.lowerCaseStripAccents(this.instituicao);
}
public String getTituloDoTrabalho() {
return QueryUtils.lowerCaseStripAccents(this.tituloDoTrabalho);
}
public boolean similar(OrientacaoSearchDto other) {
JaroWinkler jaroWinkler = new JaroWinkler();









if (this.isSetNomeOrientador() && other.isSetNomeOrientador()) {
if (jaroWinkler.similarity(this.getNomeOrientador(),














if (this.isSetNomeCoorientador() && other.isSetNomeCoorientador()) {
if (jaroWinkler.similarity(this.getNomeCoorientador(),
























public OrientacaoSearchDto(Object[] fields) {
this.tituloDoTrabalho = (String) fields[0];
this.nomeOrientador = (String) fields[1];
this.numeroIdentificadorOrientador = (String) fields[2];
this.nomeOrientador = (String) fields[3];
this.numeroIdentificadorOrientador = (String) fields[4];
this.nomeDiscente = (String) fields[5];
this.numeroIdentificadorDiscente = (String) fields[6];
}



































































private void setFieldsOrientacaoEmAndamento(ImportProcessDto processDto,
→֒ DadosBasicosDaOrientacaoEmAndamentoXmlDto dadosBasicos,
→֒ DetalhamentoDaOrientacaoXmlDto detalhemento) {
































































































public OrientacaoResultDto(Object[] fields) {
this.orientacaoId = (Long) fields[7];
this.orientadorId = (Long) fields[8];
this.coorientadorId = (Long) fields[9];
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this.discenteId = (Long) fields[10];
this.discenteCompleto = (Boolean) fields[11];
this.numeroIdentificadorOrientador = (String) fields[2];
this.numeroIdentificadorCoorientador = (String) fields[4];
this.numeroIdentificadorDiscente = (String) fields[6];
}
public boolean isSetOrientadorId() {
return this.orientadorId != null;
}
public boolean isSetCoorientadorId() {
return this.coorientadorId != null;
}
public boolean isSetDiscenteId() {
return this.discenteId != null;
}
public boolean isSetOrientacaoId() {
return this.orientacaoId != null;
}
public boolean isSetNumeroIdentificadorOrientador() {
return this.numeroIdentificadorOrientador != null;
}
public boolean isSetNumeroIdentificadorCoorientador() {
return this.numeroIdentificadorOrientador != null;
}
public boolean isSetNumeroIdentificadorDiscente() {








































































public class PessoaSearchDto {
private Long programaId;
private String nome;
public boolean isSetNome() {
return !StringUtils.isBlank(this.nome);
}
public PessoaSearchDto(String nome) {
this.nome = nome;
}
public String getNome() {
return QueryUtils.lowerCaseStripAccents(this.nome);
}
public boolean similar(PessoaSearchDto other) {
JaroWinkler jaroWinkler = new JaroWinkler();
if (other.isSetNome()) {





































@Transactional(propagation = Propagation.SUPPORTS, noRollbackFor =
→֒ EmptyQueryException.class)
public class OrientacaoSearchService {
private static final String TITULO = "titulo";
private static final String ORIENTADOR_PESSOA_NOME = "orientador.pessoa.nome";
private static final String ORIENTADOR_PESSOA_NUMERO_IDENTIFICADOR =
→֒ "orientador.pessoa.numeroIdentificador";
private static final String COORIENTADOR_PESSOA_NOME =
→֒ "coorientador.pessoa.nome";
private static final String COORIENTADOR_PESSOA_NUMERO_IDENTIFICADOR =
→֒ "coorientador.pessoa.numeroIdentificador";
private static final String DISCENTE_PESSOA_NOME = "discente.pessoa.nome";
private static final String DISCENTE_PESSOA_NUMERO_IDENTIFICADOR =
→֒ "discente.pessoa.numeroIdentificador";
public static final String ORIENTACAO_ID = "id";
public static final String ORIENTADOR_ID = "orientador.id";
public static final String COORIENTADOR_ID = "coorientador.id";
public static final String DISCENTE_ID = "discente.id";
public static final String DISCENTE_COMPLETO = "discenteCompleto";
private static final String[] PREFIXES = { "programa ", "de ", "pos−", "pos ", "graduacao
→֒ ", "em " };
@PersistenceContext
private EntityManager em;
public OrientacaoResultDto findOrientacao(OrientacaoSearchDto searchDto) {
OrientacaoResultDto resultadoDto = null;
switch (searchDto.getTipoDoTrabalho()) {
case DOUTORADO:
resultadoDto = this.find(searchDto, OrientacaoDoutoradoEntity.class);
break;
case MESTRADO:
resultadoDto = this.find(searchDto, OrientacaoMestradoEntity.class);
break;
case POS_DOUTORADO:





public boolean pertencePrograma(OrientacaoValidateDto orientacao, ProgramaFormDTO
→֒ programaDto) {











private boolean equalsInstituicao(OrientacaoValidateDto orientacao, InstituicaoSaveDTO
→֒ instituicao) {










private OrientacaoResultDto find(OrientacaoSearchDto searchDto, Class<?> entity) {
FullTextEntityManager search = Search.getFullTextEntityManager(this.em);
search.flushToIndexes();
SearchFactory searchFactory = search.getSearchFactory();
QueryBuilder qb = searchFactory.buildQueryBuilder().forEntity(entity).get();









FullTextQuery fullTextQuery = search.createFullTextQuery(query, entity);
fullTextQuery.setProjection(this.getProjection(!searchDto.getTipoDoTrabalho().equals(TipoDoTrabalho.POS_DOUTORADO)
fullTextQuery.setMaxResults(10);
List<?> result = fullTextQuery.getResultList();
for (Object object : result) {
Object[] fields = (Object[]) object;






private String[] getProjection(boolean notIsPosDoutorado) {
if (notIsPosDoutorado) {
//@formatter:off






























public String getNomePrograma(String nome) {
if (StringUtils.isNotBlank(nome)) {
String nomePrograma = QueryUtils.lowerCaseStripAccents(nome);
for (String prefix : PREFIXES) {
if (nomePrograma.startsWith(prefix)) {
































@SuppressWarnings({ "rawtypes", "unchecked" })








public void processOrientacoes(ImportProcessDto processDto) {
CurriculoVitaeXmlDto curriculo = processDto.getCurriculo();













→֒ process, ImportProcessDto processDto) {











→֒ process, ImportProcessDto processDto) {
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public void searchInOrientacoes(ImportProcessDto processDto) {
CurriculoVitaeXmlDto curriculo = processDto.getCurriculo();
for (BaseOrientacaoGroupingProcessComponent process : this.orientacoesProcess) {
if (process.hasOrientacoesEmAndamento(curriculo)) {









private boolean processOrientacoesEmAndamento(ImportProcessDto processDto,
→֒ BaseOrientacaoGroupingProcessComponent process) {










} catch (Exception e) {













private void processOrientacoesConcluidas(ImportProcessDto processDto,
→֒ BaseOrientacaoGroupingProcessComponent process) {














} catch (Exception e) {















private boolean checkResult(ImportProcessDto processDto, OrientacaoResultDto resultDto,
→֒ TipoDeOrientacao tipoDeOrientacao) {









if (docenteId != null) {
processDto.setDocenteId(docenteId);











































public void processFormacoes(ImportProcessDto processDto) {
CurriculoVitaeXmlDto curriculo = processDto.getCurriculo();
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public void searchInFormacoes(ImportProcessDto processDto) {
CurriculoVitaeXmlDto curriculo = processDto.getCurriculo();
for (BaseFormacaoProcessComponent processComponent : this.formacaoProcess) {
if (processComponent.hasFormacoes(curriculo)) {
for (Object formacao : processComponent.getFormacoes(curriculo)) {




} catch (Exception e) {





















































public OrientacaoSearchDto getOrientacaoSearch(PosDoutoradoXmlDto formacao,
→֒ ImportProcessDto processDto) {
return new OrientacaoSearchDto(processDto, formacao);
}
@Override
public PessoaDto getPessoaDocente(PosDoutoradoXmlDto formacao, ImportProcessDto
→֒ processDto, boolean orientadorPrincipal) {
return new PessoaDto(formacao, processDto.getProgramaDto().getId());
}
@Override
protected DocenteEntity saveDocente(OrientacaoResultDto resultDto, PessoaDto
→֒ pessoaDocente, boolean orientadorPrincipal) {













protected void setFieldsToEntity(OrientacaoPosDoutoradoEntity orientacaoEntity,












public InstituicaoSaveDTO getIntituicaoSaveDTO(ImportProcessDto processDto,












public void disableAllFormacoesDiscente(Long discenteId) {


















































public DocenteEntity save(PessoaDto pessoaDto, OrientacaoResultDto orientacaoResult,
→֒ ImportProcessDto processDto, boolean orientadorPrincipal) {
DocenteEntity docente = null;
if (orientadorPrincipal && orientacaoResult.isSetOrientadorId()) {
docente = this.em.getReference(DocenteEntity.class,
→֒ orientacaoResult.getOrientadorId());
} else if (!orientadorPrincipal && orientacaoResult.isSetCoorientadorId()) {
docente = this.em.getReference(DocenteEntity.class,
→֒ orientacaoResult.getCoorientadorId());











private DocenteEntity saveByPessoa(PessoaDto pessoaDto) {
Long pessoaId = this.pessoaService.findOtherwiseSave(pessoaDto);
QDocenteEntity qDocente = QDocenteEntity.docenteEntity;
DocenteEntity docente = new
→֒ JPAQuery(this.em).from(qDocente).where(qDocente.pessoa().id.eq(pessoaId)).uniqueResult(qDocent
if (docente == null) {







public DocenteHeaderDTO getHeader(DocenteFilterDTO filter) {
return this.docenteHeaderQuery.getHeader(filter);
}




public DocenteRowBodyDTO getDocenteRowBody(Long docenteId, Long discenteId) {





public void updateProdutividade(DocenteProdutividadeDTO dto) {
QDocenteEntity qDocente = QDocenteEntity.docenteEntity;


























public class DocenteOrientacaoRestController {
@Autowired
private DocenteOrientacaoService service;
@Secured({ Authority.COORDENADOR, Authority.DOCENTE })
@RequestMapping(value = "{id}/orientacoes", method = RequestMethod.GET)
public @ResponseBody Page<DocenteOrientacaoRowDTO> getPage(@PathVariable Long id,





@RequestMapping(value = "/orientacao−mestrado/status", method =
→֒ RequestMethod.POST)
public void updateStatusOrientacaoMestrado(@CurrentUser UserDetailsImpl user,





@RequestMapping(value = "/orientacao−doutorado/status", method =
→֒ RequestMethod.POST)
public void updateStatusOrientacaoDoutorado(@CurrentUser UserDetailsImpl user,

























































private QTbOrientacaoMestrado qMestrado =
→֒ QTbOrientacaoMestrado.tbOrientacaoMestrado;
private QTbOrientacaoDoutorado qDoutorado =
→֒ QTbOrientacaoDoutorado.tbOrientacaoDoutorado;
private QOrientacaoMestradoEntity qJPAMestrado =
→֒ QOrientacaoMestradoEntity.orientacaoMestradoEntity;
private QOrientacaoDoutoradoEntity qJPADoutorado =
→֒ QOrientacaoDoutoradoEntity.orientacaoDoutoradoEntity;
public void updateStatusOrientacaoMestrado(DocenteOrientacaoStatusCursoDTO dto) {






public void updateStatusOrientacaoDoutorado(DocenteOrientacaoStatusCursoDTO dto) {







public Page<DocenteOrientacaoRowDTO> getPage(DocenteOrientacaoFilterDTO filter,
→֒ Pageable pageable) {
SQLQuery query = this.queryFactory.query();




SimplePath<Void> orientacoes = Expressions.path(Void.class, "union_orientacoes");
MDocenteOrientacaoRowDTO meta = MDocenteOrientacaoRowDTO.meta;































return new PageImpl<>(query.list(select), pageable, query.count());
}
private ListSubQuery<Tuple> getOrientacaoMestrado(DocenteOrientacaoFilterDTO filter) {
QTbPessoa qPessoa = new QTbPessoa("mpessoa");
QTbDiscente qDiscente = new QTbDiscente("mdiscente");
QTbInstituicao qInstituicao = new QTbInstituicao("minstituicao");
QTbPais qPais = new QTbPais("mpais");
QTbAreaConhecimento qAreaUm = new QTbAreaConhecimento("mareaum");
QTbAreaConhecimento qAreaDois = new QTbAreaConhecimento("mareadois");
QTbAreaConhecimento qAreaTres = new QTbAreaConhecimento("mareatres");


















if (filter.hasAnoInicio() || filter.hasAnoFim()) {
query.where(QueryUtils.overlappingInterval(this.qMestrado.anoInicio,



































private BooleanExpression getCasePertencePrograma(BooleanPath orientadorAtivo,














private ListSubQuery<Tuple> getOrientacaoDoutorado(DocenteOrientacaoFilterDTO filter)
→֒ {
QTbPessoa qPessoa = new QTbPessoa("dpessoa");
QTbDiscente qDiscente = new QTbDiscente("ddiscente");
QTbInstituicao qInstituicao = new QTbInstituicao("dinstituicao");
QTbPais qPais = new QTbPais("dpais");
QTbAreaConhecimento qAreaUm = new QTbAreaConhecimento("dareaum");
QTbAreaConhecimento qAreaDois = new QTbAreaConhecimento("dareadois");
QTbAreaConhecimento qAreaTres = new QTbAreaConhecimento("dareatres");

















































































public boolean hasAnoInicio() {
return this.anoInicio != null;
}
public boolean hasAnoFim() {
return this.anoFim != null;
}
public boolean hasNomeDiscente() {
return !StringUtils.isBlank(this.nomeDiscente);
}





















































































public class DocenteRestController {
@Autowired
private DocenteService service;
@Secured({ Authority.COORDENADOR, Authority.DOCENTE })
@RequestMapping(value = "header", method = RequestMethod.GET)
public @ResponseBody DocenteHeaderDTO getHeader(@CurrentUser UserDetailsImpl user,




@Secured({ Authority.COORDENADOR, Authority.DOCENTE })
@RequestMapping(method = RequestMethod.GET)
public @ResponseBody Page<DocenteRowHeaderDTO> getPage(@CurrentUser




@Secured({ Authority.COORDENADOR, Authority.DOCENTE })
@RequestMapping(value = "docenteDetalhe", method = RequestMethod.GET)





@RequestMapping(value = "produtividade", method = RequestMethod.POST)












































public class DocenteRowHeaderQuery {
private static final String ID_DOCENTE = "id_docente";
private static final String ID_DISCENTE = "id_discente";
private static final String MESTRADO_ANDAMENTO = "mestrado_andamento";
private static final String MESTRADO_CONCLUIDO = "mestrado_concluido";
private static final String DOUTORADO_ANDAMENTO = "doutorado_andamento";





public Page<DocenteRowHeaderDTO> getList(DocenteFilterDTO filter, Pageable pageable)
→֒ {
SQLQuery query = this.queryFactory.query().from(tbDocente);
query.join(tbPessoa).on(tbDocente.idPessoa.eq(tbPessoa.idPessoa));
query.join(tbDiscente).on(tbPessoa.idPessoa.eq(tbDiscente.idPessoa));









MDocenteRowHeaderDTO meta = MDocenteRowHeaderDTO.meta;






















return new PageImpl<>(query.list(select), pageable, query.count());
}
private ListSubQuery<Tuple> getSubUnionMestrado(DocenteFilterDTO filter) {
List<ListSubQuery<Tuple>> subs = new ArrayList<>();
subs.add(this.getSubQueryOrientacaoMestrado(filter, true));
subs.add(this.getSubQueryOrientacaoMestrado(filter, false));
CollectionExpressionBase<?, List<Tuple>> union =
→֒ this.queryFactory.subQuery().unionAll(subs);
SimplePath<Void> unionPath = Expressions.path(Void.class, "union_mestrado");
NumberPath<Long> idDocente = Expressions.numberPath(Long.class, unionPath,
→֒ ID_DOCENTE);
NumberPath<Long> andamento = Expressions.numberPath(Long.class, unionPath,
→֒ MESTRADO_ANDAMENTO);









private ListSubQuery<Tuple> getSubQueryOrientacaoMestrado(DocenteFilterDTO filter,





























private ListSubQuery<Tuple> getSubUnionDoutorado(DocenteFilterDTO filter) {
List<ListSubQuery<Tuple>> subs = new ArrayList<>();
subs.add(this.getSubQueryOrientacaoDoutorado(filter, true));
subs.add(this.getSubQueryOrientacaoDoutorado(filter, false));
CollectionExpressionBase<?, List<Tuple>> union =
→֒ this.queryFactory.subQuery().unionAll(subs);
SimplePath<Void> unionPath = Expressions.path(Void.class, "union_doutorado");
NumberPath<Long> idDocente = Expressions.numberPath(Long.class, unionPath,
→֒ ID_DOCENTE);
NumberPath<Long> andamento = Expressions.numberPath(Long.class, unionPath,
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→֒ DOUTORADO_ANDAMENTO);









private ListSubQuery<Tuple> getSubQueryOrientacaoDoutorado(DocenteFilterDTO filter,




























































SimplePath<Void> formacoes = Expressions.path(Void.class, "formacoes");
NumberPath<Long> idFormacoesDiscente =









private ListSubQuery<Long> getSubQueryFormacaoMestrado(DocenteFilterDTO filter) {
























private ListSubQuery<Long> getSubQueryFormacaoDoutorado(DocenteFilterDTO filter) {


































private ListSubQuery<Long> getSubQueryFormacaoPosDoutorado(DocenteFilterDTO filter)
→֒ {
QTbOrientacaoPosDoutorado qPosDoutorado = new
364
→֒ QTbOrientacaoPosDoutorado("subPosDoutorado");


























































public class DocenteHeaderQuery {
private static final String ID_DOCENTE = "id_docente";
private QTbDocente qDocente = QTbDocente.tbDocente;
private QTbPessoa qPessoa = QTbPessoa.tbPessoa;






public DocenteHeaderDTO getHeader(DocenteFilterDTO filter) {
SQLQuery query = this.queryFactory.query().from(this.qDocente);
query.join(this.qPessoa).on(this.qDocente.idPessoa.eq(this.qPessoa.idPessoa));
query.join(this.qDiscente).on(this.qPessoa.idPessoa.eq(this.qDiscente.idPessoa));
SimplePath<Void> mestrado = Expressions.path(Void.class, "mestrado");




SimplePath<Void> doutorado = Expressions.path(Void.class, "doutorado");





MDocenteHeaderDTO meta = MDocenteHeaderDTO.meta;




































private ListSubQuery<Long> getSubUnionMestrado(DocenteFilterDTO filter) {
List<ListSubQuery<Long>> subs = new ArrayList<>();
subs.add(this.getSubQueryOrientacaoMestrado(filter, true));
subs.add(this.getSubQueryOrientacaoMestrado(filter, false));
CollectionExpressionBase<?, List<Long>> union =
→֒ this.queryFactory.subQuery().union(subs);
SimplePath<Void> unionM = Expressions.path(Void.class, "union_mestrado");





private ListSubQuery<Long> getSubQueryOrientacaoMestrado(DocenteFilterDTO filter,























private ListSubQuery<Long> getSubUnionDoutorado(DocenteFilterDTO filter) {
List<ListSubQuery<Long>> subs = new ArrayList<>();
subs.add(this.getSubQueryOrientacaoDoutorado(filter, true));
subs.add(this.getSubQueryOrientacaoDoutorado(filter, false));
CollectionExpressionBase<?, List<Long>> union =
→֒ this.queryFactory.subQuery().union(subs);
SimplePath<Void> unionD = Expressions.path(Void.class, "union_doutorado");





private ListSubQuery<Long> getSubQueryOrientacaoDoutorado(DocenteFilterDTO filter,






























public class DocentePertenceProgramaQuery {
@Autowired
private SQLQueryFactory queryFactory;















public class DocenteProducaoQuery {
@Autowired
private SQLQueryFactory queryFactory;
public void getProducao() {











































private Long totalDiscentesAndamento = 0L;
private Long numeroDiscentesMestradoConcluido;
private Long numeroDiscentesDoutoradoConcluido;






















public boolean hasDiscenteId() {




















public boolean hasNome() {
return !StringUtils.isBlank(this.nome);
}
public boolean hasArea() {
return !StringUtils.isBlank(this.area);
}
public boolean hasAnoInicioOrientacao() {
return this.anoInicioOrientacao != null;
}
public boolean hasAnoFimOrientacao() {
return this.anoFimOrientacao != null;
}
public boolean hasPaisesDoutoradoIds() {
return !CollectionUtils.isEmpty(this.paisesDoutoradoIds);
}
public boolean hasInstsDoutoradoIds() {
return !CollectionUtils.isEmpty(this.instsDoutoradoIds);
}
public boolean hasPaisesPosDoutoradoIds() {
return !CollectionUtils.isEmpty(this.paisesPosDoutoradoIds);
}




























































@Transactional(propagation = Propagation.SUPPORTS, noRollbackFor =
→֒ EmptyQueryException.class)
public class PessoaSearchService {
private static final String ID = "id";
private static final String NOME = "nome";
private static final String PROGRAMA_ID = "programa.id";
@PersistenceContext
private EntityManager em;
public Long searchPessoa(PessoaSearchDto pessoaSearch) {
FullTextEntityManager search = Search.getFullTextEntityManager(this.em);
search.flushToIndexes();
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SearchFactory searchFactory = search.getSearchFactory();
QueryBuilder qb =
→֒ searchFactory.buildQueryBuilder().forEntity(PessoaEntity.class).get();









List<?> result = fullTextQuery.getResultList();
for (Object object : result) {
Object[] fields = (Object[]) object;






private String[] getProjection() {














































public DiscenteEntity save(PessoaDto pessoaDto, OrientacaoResultDto orientacaoResult,
→֒ ImportProcessDto processDto) {















private DiscenteEntity saveByPessoa(PessoaDto pessoaDto) {
Long pessoaId = this.pessoaService.findOtherwiseSave(pessoaDto);
QDiscenteEntity qDiscente = QDiscenteEntity.discenteEntity;
DiscenteEntity discenteEntity = new
→֒ JPAQuery(this.em).from(qDiscente).where(qDiscente.pessoa().id.eq(pessoaId)).uniqueResult(qDiscen
if (discenteEntity == null) {






public DiscenteHeaderDTO getHeader(DiscenteFilterDTO filter) {
return this.headerQuery.getHeader(filter);
}




































@Secured({ Authority.COORDENADOR, Authority.DOCENTE })
@RequestMapping(value = "header", method = RequestMethod.GET)
public @ResponseBody DiscenteHeaderDTO getHeader(@CurrentUser UserDetailsImpl user,




@Secured({ Authority.COORDENADOR, Authority.DOCENTE })
@RequestMapping(method = RequestMethod.GET)
public @ResponseBody Page<DiscenteRowHeaderDTO> getPage(@CurrentUser




@Secured({ Authority.COORDENADOR, Authority.DOCENTE })
@RequestMapping(value = "formacoes/{id}", method = RequestMethod.GET)
































public class DiscenteInstituicaoProcedenciaQuery {
private static final String ID_INST = "id_inst";
private static final String ID_DISCENTE = "id_discente";
@Autowired
private SQLQueryFactory queryFactory;
private static final SimplePath<Void> unionPro = Expressions.path(Void.class,
→֒ "union_procedencia");
private static final NumberPath<Long> idDiscenteP = Expressions.numberPath(Long.class,
→֒ unionPro, ID_DISCENTE);
private static final NumberPath<Long> idInstiP = Expressions.numberPath(Long.class,
→֒ unionPro, ID_INST);
public Page<DiscenteInstituicaoProcedenciaRowDTO>
→֒ getPage(DiscenteInstituicaoProcedenciaFilterDTO filter, Pageable pageable) {

























return new PageImpl<>(query.list(select), pageable, queryCount.count());
}
private SQLSubQuery getSubProcedencia(DiscenteInstituicaoProcedenciaFilterDTO filter) {
List<ListSubQuery<Tuple>> subs = new ArrayList<>();
subs.add(this.getSubProcedenciaMestrado(filter));
subs.add(this.getSubProcedenciaDoutorado(filter));






→֒ getSubProcedenciaMestrado(DiscenteInstituicaoProcedenciaFilterDTO filter) {




if (filter.hasInicio() || filter.hasFim()) {
query.where(QueryUtils.overlappingInterval(tbOrientacaoMestrado.anoInicio,
→֒ tbOrientacaoMestrado.anoFim, filter.getInicio(), filter.getFim()));
}






→֒ getSubProcedenciaDoutorado(DiscenteInstituicaoProcedenciaFilterDTO filter) {
List<ListSubQuery<Tuple>> subs = new ArrayList<>();
subs.add(this.getSubGraduacao(filter));
subs.add(this.getSubMestrado(filter));
CollectionExpressionBase<?, List<Tuple>> union =
→֒ this.queryFactory.subQuery().union(subs);
SimplePath<Void> gradMest = Expressions.path(Void.class, "union_grad_mest");
NumberPath<Long> idDiscenteGM = Expressions.numberPath(Long.class,
→֒ gradMest, ID_DISCENTE);




ListSubQuery<Tuple> listSubQuery = subQuery.list(idDiscenteGM, idInstiGM);




if (filter.hasInicio() || filter.hasFim()) {
query.where(QueryUtils.overlappingInterval(tbOrientacaoDoutorado.anoInicio,
→֒ tbOrientacaoDoutorado.anoFim, filter.getInicio(), filter.getFim()));
}
SimplePath<Void> joinGradMest = Expressions.path(Void.class,
→֒ "join_grad_mest");
NumberPath<Long> idDiscenteJGM = Expressions.numberPath(Long.class,
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→֒ joinGradMest, ID_DISCENTE);






private static final SimplePath<Void> subMestrado = Expressions.path(Void.class,
→֒ "sub_mestrado");
private static final NumberPath<Long> idDiscenteSubM =
→֒ Expressions.numberPath(Long.class, subMestrado, ID_DISCENTE);















private static final SimplePath<Void> subGraduacao = Expressions.path(Void.class,
→֒ "sub_graduacao");
private static final NumberPath<Long> idDiscenteSubG =
→֒ Expressions.numberPath(Long.class, subGraduacao, ID_DISCENTE);


















































public class DiscenteRowHeaderQuery {
private static final SimplePath<Void> filterPeriodo = Expressions.path(Void.class,
→֒ "filter_periodo");
private static final NumberPath<Long> idFilterPeriodo = longPath(meta.id, filterPeriodo);
private static final SimplePath<Void> filterPertencePrograma =
→֒ Expressions.path(Void.class, "filter_pertence_programa");




public Page<DiscenteRowHeaderDTO> getPage(DiscenteFilterDTO filter, Pageable
→֒ pageable) {






Select<DiscenteRowHeaderDTO> select = new
→֒ Select<>(DiscenteRowHeaderDTO.class);
MDiscenteRowHeaderDTO meta = MDiscenteRowHeaderDTO.meta;
select.as(tbDiscente.idDiscente, meta.id);
select.as(tbPessoa.nome, meta.nome);
List<DiscenteRowHeaderDTO> content = query.list(select);
this.postRetrievePageItem(content);
return new PageImpl<>(content, pageable, query.count());
}
void applyFilter(DiscenteFilterDTO filter, SQLQuery query) {
query.join(this.subQueryPertencePrograma(filter),
→֒ filterPertencePrograma).on(tbDiscente.idDiscente.eq(idFilterPertencePrograma));








private static final SimplePath<Void> unionPertencePrograma =
→֒ Expressions.path(Void.class, "union_pertence_programa");
private static final NumberPath<Long> idUnionPertence = longPath(meta.id,
→֒ unionPertencePrograma);
private ListSubQuery<Long> subQueryPertencePrograma(DiscenteFilterDTO filter) {
List<ListSubQuery<Long>> subs = new LinkedList<>();















private static final SimplePath<Void> unionPeriodo = Expressions.path(Void.class,
→֒ "union_periodo");
private static final NumberPath<Long> idUnionPeriodo = longPath(meta.id, unionPeriodo);
private ListSubQuery<Long> subQueryPeriodo(DiscenteFilterDTO filter) {








private ListSubQuery<Long> getGraduacaoPeriodo(DiscenteFilterDTO filter) {
SQLSubQuery query = this.queryFactory.subQuery().from(tbGraduacao);
query.where(tbGraduacao.idPrograma.eq(filter.getIdPrograma()));
query.where(tbGraduacao.deletado.eq(false));
if (filter.hasAnoInicio() || filter.hasAnoFim()) {
query.where(QueryUtils.overlappingInterval(tbGraduacao.anoInicio,




private ListSubQuery<Long> getMestradoPeriodo(DiscenteFilterDTO filter) {











private ListSubQuery<Long> getDoutoradoPeriodo(DiscenteFilterDTO filter) {











private void postRetrievePageItem(List<DiscenteRowHeaderDTO> content) {
for (DiscenteRowHeaderDTO discente : content) {
Integer anoFimConcluido, ordemConcluido, anoInicioAndamento,
→֒ ordemAndamento;
anoFimConcluido = ordemConcluido = anoInicioAndamento =
→֒ ordemAndamento = Integer.MIN_VALUE;
for (Tuple tuple : this.queryPostRetrieve(discente.getId())) {
if (StatusOrientacao.CONCLUIDO.name().equals(tuple.get(status)))
→֒ {











→֒ && !tuple.get(ordem).equals(0)) {





















private static final String STATUS = "status";
private static final String ANO_FIM = "anoFim";
private static final String ORDEM = "ordem";
private static final SimplePath<Void> unionPostRetrieve = Expressions.path(Void.class,
→֒ "union_post_retrieve");
private static final StringPath status = Expressions.stringPath(unionPostRetrieve, STATUS);
private static final NumberPath<Integer> anoInicio = integerPath(meta.anoInicio,
→֒ unionPostRetrieve);
private static final NumberPath<Integer> anoFim = Expressions.numberPath(Integer.class,
→֒ unionPostRetrieve, ANO_FIM);
private static final StringPath instProc = stringPath(meta.instituicaoProcedencia,
→֒ unionPostRetrieve);
private static final NumberPath<Integer> ordem = Expressions.numberPath(Integer.class,
→֒ unionPostRetrieve, ORDEM);
private List<Tuple> queryPostRetrieve(Long idDiscente) {













private ListSubQuery<Tuple> getGraduacaoPostRetrieve(Long idDiscente) {
QTbInstituicao qInstituicao = new QTbInstituicao("ginstituicao");













private ListSubQuery<Tuple> getMestradoPostRetrieve(Long idDiscente) {
QTbInstituicao qInstituicao = new QTbInstituicao("minstituicao");












private ListSubQuery<Tuple> getDoutoradoPostRetrieve(Long idDiscente) {
QTbInstituicao qInstituicao = new QTbInstituicao("dinstituicao");
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private static final SimplePath<Void> groupDoutorado = Expressions.path(Void.class,
→֒ "group_doutorado");
private static final NumberPath<Long> idDiscenteGroupDoutorado =
→֒ Expressions.numberPath(Long.class, groupDoutorado, "id_discente");
private static final NumberPath<Long> andamentoGroupDoutorado =
→֒ Expressions.numberPath(Long.class, groupDoutorado, "andamento");
private static final NumberPath<Long> andamentoBolsaGroupDoutorado =
→֒ Expressions.numberPath(Long.class, groupDoutorado, "andamento_bolsa");
private static final NumberPath<Long> concluidoGroupDoutorado =
→֒ Expressions.numberPath(Long.class, groupDoutorado, "coucluido");
private static final NumberPath<Long> sanduicheGroupDoutorado =
→֒ Expressions.numberPath(Long.class, groupDoutorado, "sanduiche");
public DiscenteHeaderDTO getHeader(DiscenteFilterDTO filter) {





























private NumberExpression<Long> caseStatusBolsa(StringPath status,




private static final SimplePath<Void> mestrado = Expressions.path(Void.class, "mestrado");
private static final NumberPath<Long> idDiscenteMestrado =
→֒ Expressions.numberPath(Long.class, mestrado, "id_discente");
private static final StringPath statusMestrado = Expressions.stringPath(mestrado, "status");
private static final NumberPath<Integer> bolsaMestrado =
→֒ Expressions.numberPath(Integer.class, mestrado, "bolsa");




















private static final SimplePath<Void> doutorado = Expressions.path(Void.class,
→֒ "doutorado");
private static final NumberPath<Long> idDiscenteDoutorado =
→֒ Expressions.numberPath(Long.class, doutorado, "id_discente");
private static final StringPath statusDoutorado = Expressions.stringPath(doutorado,
→֒ "status");
private static final NumberPath<Integer> bolsaDoutorado =
→֒ Expressions.numberPath(Integer.class, doutorado, "bolsa");
private static final NumberPath<Long> sanduicheDoutorado =
→֒ Expressions.numberPath(Long.class, doutorado, "sanduiche");



































private NumberExpression<Integer> maxBolsa(BooleanPath bolsa) {
return new CaseBuilder().when(bolsa.eq(true)).then(1).otherwise(0).max();
}
private void postRetriveHeaderDTO(DiscenteHeaderDTO dto, DiscenteFilterDTO filter) {


































SimplePath<Void> doutorado = Expressions.path(Void.class, "doutorado");
NumberPath<Long> dDesistentes = Expressions.numberPath(Long.class, doutorado,
→֒ "desistentes");
NumberPath<Long> dTime = Expressions.numberPath(Long.class, doutorado,
→֒ "time");
NumberPath<Long> dConcluidos = Expressions.numberPath(Long.class, doutorado,
→֒ "concluidos");
SimplePath<Void> mestrado = Expressions.path(Void.class, "mestrado");
NumberPath<Long> mDesistentes = Expressions.numberPath(Long.class, mestrado,
→֒ "desistentes");
NumberPath<Long> mTime = Expressions.numberPath(Long.class, mestrado,
→֒ "time");
NumberPath<Long> mConcluidos = Expressions.numberPath(Long.class, mestrado,
→֒ "concluidos");




dto.setTotalDesistentes((result.get(mDesistentes) != null ? result.get(mDesistentes) :
→֒ 0) + (result.get(dDesistentes) != null ? result.get(dDesistentes) : 0));
Long totalMConcluidos = result.get(mConcluidos);
dto.setTempoMedioCursoMestrado(totalMConcluidos != null && totalMConcluidos
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→֒ > 0 ? result.get(mTime) / totalMConcluidos.doubleValue() : 0);
Long totalDConcluidos = result.get(dConcluidos);
dto.setTempoMedioCursoDoutorado(totalDConcluidos != null && totalDConcluidos
→֒ > 0 ? result.get(dTime) / totalDConcluidos.doubleValue() : 0);
}
private NumberExpression<Integer> caseTime(StringPath status, NumberPath<Integer>



















































public boolean hasInicio() {
return this.inicio != null;
}
public boolean hasFim() {
return this.fim != null;
}
















































public boolean hasAnoInicio() {
return this.anoInicio != null;
}
public boolean hasAnoFim() {
return this.anoFim != null;
}














































public boolean processPessoa(ImportProcessDto processDto) {



















private boolean updatePessoaOutdated(ImportProcessDto processDto, Date dataAtualizacao,
→֒ String horaAtualizacao, PessoaDto pessoaDto) {
processDto.setPessoaId(pessoaDto.getId());
if (pessoaDto.isSetDataAtualizacao()) {
Date data = DateUtilsInternal.applyTimeToDate(dataAtualizacao,
→֒ horaAtualizacao);



























public Long findOtherwiseSave(PessoaDto pessoaDto) {
Long pessoaId = pessoaDto.getId();





} catch (Exception e) {
log.error("Erro ao buscar pessoa", e);
}
if (pessoaId == null) {
PessoaEntity pessoaEntity = new PessoaEntity();





private Long save(PessoaDto pessoaDto) {
PessoaEntity entity = null;
if (pessoaDto.isSetId()) {
entity = this.em.find(PessoaEntity.class, pessoaDto.getId());
} else {














private void saveCitacoes(PessoaDto pessoaDto, PessoaEntity entity) {
for (String citacao : pessoaDto.citacoes()) {






private PessoaDto loadByNumeroIdentificador(String numeroIdentificador, ImportProcessDto
→֒ processDto) {
if (StringUtils.isNotBlank(numeroIdentificador) &&
→֒ processDto.getProgramaDto().getId() != null) {













Tuple result = query.uniqueResult(select, discenteEntity.id,
→֒ docenteEntity.id);
if (result != null) {











































public PessoaDto(Long id) {
this.id = id;
}


































































public void setNumeroIdentificador(String numeroIdentificador) {
this.numeroIdentificador = StringUtils.trimToNull(numeroIdentificador);
}
public boolean isSetId() {
return this.id != null;
}
public boolean isSetNome() {
return StringUtils.isNotBlank(this.nome);
}
public boolean isSetNumeroIdentificador() {
return StringUtils.isNotBlank(this.numeroIdentificador);
}
public boolean isSetDataAtualizacao() {
return this.dataAtualizacao != null;
}

























@Transactional(propagation = Propagation.SUPPORTS, noRollbackFor =
→֒ EmptyQueryException.class)
public class LinhaPesquisaSearchService {
private static final String TITULO = "titulo";
private static final String PROGRAMA_ID = "programa.id";
private static final String ID = "id";
@PersistenceContext
private EntityManager em;
public Long find(LinhaPesquisaSearchDto searchDto) {
FullTextEntityManager search = Search.getFullTextEntityManager(this.em);
search.flushToIndexes();
SearchFactory searchFactory = search.getSearchFactory();
QueryBuilder qb =
→֒ searchFactory.buildQueryBuilder().forEntity(LinhaPesquisaEntity.class).get();









List<?> result = fullTextQuery.getResultList();
for (Object object : result) {







private String[] getProjection() {





















public void processLinhaPesquisa(Long docenteId, Long programaId,
→֒ PesquisaDesenvolvimentoXmlDto pesquisaDesenvolvimento) {
List<LinhaPesquisaXmlDto> linhasPesquisa =
→֒ pesquisaDesenvolvimento.getLinhaPesquisa();
if (linhasPesquisa == null) {
return;
}
for (LinhaPesquisaXmlDto linhaPesquisa : linhasPesquisa) {







} catch (Exception e) {






















































public void save(Long linhaPesquisaId, Long programaId, String titulo, Long docenteId) {
if (linhaPesquisaId == null) {




















private void saveLinhaPesquisaDocente(Long linhaPesquisaId, Long docenteId) {








public Page<LinhaPesquisaRowDTO> getPage(LinhaPesquisaFilterDTO filter, Pageable
→֒ pageable) {


















return new PageImpl<>(query.list(select), pageable, this.getCount(filter));
}


















public void deleteLinhaPesquisa(Long programaId) {
List<Long> ids = new JPAQuery(this.em).from(linhaPesquisaEntity)
.where(linhaPesquisaEntity.programa().id.eq(programaId))
.list(linhaPesquisaEntity.id);
FullTextEntityManager search = Search.getFullTextEntityManager(this.em);




















public class LinhaPesquisaFilterDTO {
private String titulo;
private Long programaId;




























public boolean similar(Object titulo) {
NGramDistance nGram = new NGramDistance(4);







































































public boolean hasInicio() {
return this.inicio != null;
}
public boolean hasFim() {
return this.fim != null;
}























public void processProjetoPesquisa(ImportProcessDto processDto,
→֒ ParticipacaoProjetoXmlDto participacaoProjetoXmlDto) {
List<ProjetoPesquisaXmlDto> projetosPesquisas =
→֒ participacaoProjetoXmlDto.getProjetoPesquisa();
if (projetosPesquisas == null) {
return;
}
for (ProjetoPesquisaXmlDto projetoPesquisa : projetosPesquisas) {
try {
Long projetoPesquisaId = this.search(projetoPesquisa, processDto);








} catch (Exception e) {




private Long search(ProjetoPesquisaXmlDto projetoPesquisa, ImportProcessDto processDto)
→֒ {







































































public void save(ProjetoPesquisaDto dto) {
Long projetoPesquisaId = dto.getProjetoPesquisaId();
Long docenteId = dto.getDocenteId();









private void updateProjetoPesquisa(ProjetoPesquisaDto dto, Long projetoPesquisaId, Long
→֒ docenteId) {
ProjetoPesquisaEntity projetoPesquisa = this.em.find(ProjetoPesquisaEntity.class,
→֒ projetoPesquisaId);
this.save(dto, projetoPesquisa);












private ProjetoPesquisaEntity createProjetoPesquisa(ProjetoPesquisaDto dto) {
















private void saveProjetoPesquisaDocente(ProjetoPesquisaDto dto) {










private void saveAutores(List<IntegrantesProjetoXmlDto> integrantes, Long
→֒ idProjetoPesquisa) {
for (IntegrantesProjetoXmlDto integrante : integrantes) {




private void saveAutorProducao(Long idProjetoPesquisa, Long autorId) {
if (autorId != null) {









public Page<ProjetoPesquisaRowDTO> getPage(ProjetoPesquisaFilterDTO filter, Pageable
→֒ pageable) {









if (filter.hasInicio() || filter.hasFim()) {
query.where(QueryUtils.overlappingInterval(tbProjetoPesquisa.anoInicio,












return new PageImpl<>(query.list(select), pageable, this.getCount(filter));
}










if (filter.hasInicio() || filter.hasFim()) {
SubQueryCount.where(QueryUtils.overlappingInterval(tbProjetoPesquisa.anoInicio,









public void deleteProjetoPesquisa(Long programaId) {





FullTextEntityManager search = Search.getFullTextEntityManager(this.em);
for (Long id : ids) {
search.purge(AutorProjetoPesquisaEntity.class, id);
}
































@Transactional(propagation = Propagation.SUPPORTS, noRollbackFor =
→֒ EmptyQueryException.class)
public class ProjetoPesquisaSearchService {
private static final String NOME = "projetoPesquisa.nome";
private static final String ANO_INICIO = "projetoPesquisa.ano_inicio";
private static final String ANO_FIM = "projetoPesquisa.ano_fim";
private static final String PROGRAMA_ID = "projetoPesquisa.programa.id";
private static final String NRO_ID_AUTOR = "autor.numero_identificador";
private static final String NOME_AUTOR = "autor.nome";
private static final String NOME_CITACAO = "autor.citacao";
private static final String ID = "projetoPesquisa.id";
@PersistenceContext
private EntityManager em;
public Long find(ProjetoPesquisaSearchDto searchDto) {
FullTextEntityManager search = Search.getFullTextEntityManager(this.em);
search.flushToIndexes();
SearchFactory searchFactory = search.getSearchFactory();
QueryBuilder qb =
→֒ searchFactory.buildQueryBuilder().forEntity(AutorProjetoPesquisaEntity.class).get();
BooleanQuery query = new BooleanQuery();
BooleanQuery queryProjetoPesquisa = this.queryProjetoPesquisa(searchDto, qb);
query.add(queryProjetoPesquisa, Occur.MUST);
BooleanQuery queryNome = this.queryAutor(searchDto, qb);
query.add(queryNome, Occur.MUST);




List<?> result = fullTextQuery.getResultList();
for (Object object : result) {







private BooleanQuery queryAutor(ProjetoPesquisaSearchDto searchDto, QueryBuilder qb) {












private BooleanQuery queryProjetoPesquisa(ProjetoPesquisaSearchDto searchDto,
→֒ QueryBuilder qb) {
BooleanQuery queryProjetoPesquisa = new BooleanQuery();
queryProjetoPesquisa.add(qb.keyword().onField(NOME).matching(searchDto.getNomeProjeto()).createQuery(),
→֒ Occur.MUST);
Integer anoInicio = searchDto.getAnoInicio();




Integer anoFim = searchDto.getAnoFim();








private String[] getProjection() {




















public boolean similar(Object titulo) {
NGramDistance nGram = new NGramDistance(4);






































































List<AtuacaoProfissionalXmlDto> atuacoes = atuacoesProfissionais.getAtuacoes();
for (AtuacaoProfissionalXmlDto atuacao : atuacoes) {
InstituicaoSaveDTO instituicao =
→֒ processDto.getProgramaDto().getInstituicao();






private boolean isInstituicaoFromPrograma(InstituicaoSaveDTO instituicao,
→֒ AtuacaoProfissionalXmlDto atuacao) {
JaroWinkler jaroWinkler = new JaroWinkler();
return
→֒ jaroWinkler.similarity(QueryUtils.lowerCaseStripAccents(atuacao.getNomeInstituicao()),



















private void processConselhoComissao(AtuacaoProfissionalXmlDto atuacao,















private void processDirecaoAdministrativa(AtuacaoProfissionalXmlDto atuacao,
→֒ ImportProcessDto processDto) {
AtividadesDirecaoAdministracaoXmlDto atividadesDirecaoAdministracao =
→֒ atuacao.getAtividadesDirecaoAdministracao();
if (atividadesDirecaoAdministracao != null) {
List<DirecaoAdministracaoXmlDto> direcoesAdministracoes =
→֒ atividadesDirecaoAdministracao.getDirecaoAdministracao();







private void processEnsino(AtuacaoProfissionalXmlDto atuacao, ImportProcessDto
→֒ processDto) {
AtividadesEnsinoXmlDto atividadesEnsino = atuacao.getAtividadesEnsino();
if (atividadesEnsino != null) {
List<EnsinoXmlDto> ensinos = atividadesEnsino.getEnsino();






private void processExtensaoUniversitaria(AtuacaoProfissionalXmlDto atuacao,
→֒ ImportProcessDto processDto) {
AtividadesExtensaoUniversitariaXmlDto atividadesExtensaoUniversitaria =
→֒ atuacao.getAtividadesExtensaoUniversitaria();
if (atividadesExtensaoUniversitaria != null) {
List<ExtensaoUniversitariaXmlDto> extensoesUniversitarias =
→֒ atividadesExtensaoUniversitaria.getExtensoesUniversitarias();







private void processParticipacaoProjeto(AtuacaoProfissionalXmlDto atuacao,
→֒ ImportProcessDto processDto) {
AtividadesParticipacaoProjetoXmlDto atividadesParticipacaoProjeto =
→֒ atuacao.getAtividadesParticipacaoProjeto();
if (atividadesParticipacaoProjeto != null) {
List<ParticipacaoProjetoXmlDto> participacaoProjeto =
→֒ atividadesParticipacaoProjeto.getParticipacaoProjeto();









private void processPesquisaDesenvolvimento(AtuacaoProfissionalXmlDto atuacao,
→֒ ImportProcessDto processDto) {
AtividadesPesquisaDesenvolvimentoXmlDto atividadesPesquisaDesenvolvimento =
→֒ atuacao.getAtividadesPesquisaDesenvolvimento();














private void processServicoTecnicoEspecializado(AtuacaoProfissionalXmlDto atuacao,















private void processTreinamentoMinistrado(AtuacaoProfissionalXmlDto atuacao,
→֒ ImportProcessDto processDto) {
AtividadesTreinamentoMinistradoXmlDto atividadesTreinamentoMinistrado =
→֒ atuacao.getAtividadesTreinamentoMinistrado();
if (atividadesTreinamentoMinistrado != null) {
List<TreinamentoMinistradoXmlDto> treinamentosMinistrados =
→֒ atividadesTreinamentoMinistrado.getTreinamentosMinistrados();
























private void processAtuacao(ImportProcessDto processDto, AtividadeXmlDto atividade,







































public void save(Long docenteId, AtividadeXmlDto atividade, TipoAtuacaoProfissional
→֒ tipoAtuacao) {
try {








} catch (NumberFormatException e) {
log.error("Erro ao converter ms/ano", e.getMessage());
}
}






public List<QuantidadeRowDTO> getAtuacaoProfissional(PeriodoFilterDTO filter, Long
→֒ programaId) {




if (filter.hasInicio() || filter.hasFim()) {
query.where(QueryUtils.overlappingInterval(tbAtuacaoProfissional.anoInicio,
→֒ tbAtuacaoProfissional.anoFim, filter.getInicio(), filter.getFim()));
}
query.groupBy(tbAtuacaoProfissional.tipoAtuacaoProfissional);

















public class AutorService {
@PersistenceContext
private EntityManager em;
public Long saveAutor(AutorXmlDto autorXmlDto) {







public Long saveAutor(IntegrantesProjetoXmlDto integrante) {







private String getNomeAutor(String nomeAutor) {
String pattern = "(.∗)(,)(.∗)";
Pattern r = Pattern.compile(pattern);
Matcher m = r.matcher(nomeAutor);
if (m.find()) {

















@Import({ DatabaseConfiguration.class, SystemCacheConfiguration.class, WebMvcConfig.class,
→֒ UploadConfig.class })
public class Application {





public class JsonObjectMapper {





return new ObjectMapper().readValue(jsonObject, clazz);






private static <T> T getInstance(Class<T> clazz) {
try {
return clazz.newInstance();











public class MinMaxPagination implements Serializable, Iterable<FromTo> {





public MinMaxPagination(Long min, Long max, Integer batch) {
if (min != null) {
this.total = max − min + 1;








public boolean hasPages() {
return this.pages > 0;
}
public void setPages(Integer pages) {
this.pages = pages;
this.total = (long) pages ∗ this.batch;
}
public class FromTo {
public Long from;
public Long to;
public FromTo(Integer page, Long min, Integer batch) {
this.from = page ∗ batch + min;




public Iterator<FromTo> iterator() {
return new Itr();
}
private class Itr implements Iterator<FromTo> {
private Integer currentPage = 0;
@Override
public boolean hasNext() {
return this.currentPage < MinMaxPagination.this.pages;
}
@Override
public FromTo next() {













public class NumberUtilsInternal {
public static int compareTo(Integer one, Integer other) {
if (one == null && other == null) {
return 0;
} else if (one == null) {
return −1;















public class QChildBean<T> extends QBean<T> {
private static final long serialVersionUID = −3180340538904753892L;
public QChildBean(Class<T> type, boolean fieldAccess, Expression<?>... args) {
super(type, fieldAccess, args);
}
public QChildBean(Class<T> type, boolean fieldAccess, Map<String, ? extends
→֒ Expression<?>> bindings) {
super(type, fieldAccess, bindings);
}
public QChildBean(Class<T> type, Expression<?>... args) {
super(type, args);
}
public QChildBean(Class<T> type, Map<String, ? extends Expression<?>> bindings) {
super(type, bindings);
}
public QChildBean(Path<T> type, boolean fieldAccess, Expression<?>... args) {
super(type, fieldAccess, args);
}
public QChildBean(Path<T> type, boolean fieldAccess, Map<String, ? extends
→֒ Expression<?>> bindings) {
super(type, fieldAccess, bindings);
}
public QChildBean(Path<T> type, Expression<?>... args) {
super(type, args);
}




public T newInstance(Object... a) {
boolean hasValues = false;
for (int i = 0; i < a.length; i++) {
























public class Select<T> implements SelectExpression<T>, FactoryExpression<T> {
private static final long serialVersionUID = 1286449954664399314L;
private String alias;
private Class<T> resultType;
private Map<MetaField<?>, SelectExpression<?>> selectionMap;
public Select(Class<T> resultType) {
this.resultType = resultType;
this.selectionMap = new HashMap<>();
}








∗ This method is no longer needed.





@SuppressWarnings({ "unchecked", "rawtypes" })
@Override
public Expression<T> createSelection() {
List<Expression<?>> properties = new ArrayList<>();
for (SelectExpression<?> expression : this.selectionMap.values()) {
properties.add(expression.createSelection());
}
Expression<?>[] array = properties.toArray(new Expression<?>[properties.size()]);
if (this.alias != null) {





@SuppressWarnings({ "unchecked", "rawtypes" })
private MetaField<?> select(SimpleExpression<?> expression, MetaField<?> path) {
/∗
∗ Verifica se path composto e ignora o path raiz.
∗ Ex: profissional.cbo.nome, o parent do "nome" o "cbo", porm o
→֒ parent("profissional") do "cbo" ignorado por ser a raiz do select
∗/
if (path.getParent() != null && !path.getParent().getType().equals(this.resultType))
→֒ {
// Cria selection para os nveis acima
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MetaField<?> startingField = this.select(null, path.getParent());
if (expression != null) {
// Caso uma expresso relacionada for informada, fazer o bind no







if (expression != null) {





// Caso uma expresso no for informada, criar uma selecion









∗ Extrai parte de um path composto.
∗ Ex: pathToTruncate = profissional.cbo.nome, startingPath = profissional.cbo, resultado
→֒ = nome
∗/
@SuppressWarnings({ "rawtypes", "unchecked" })
private MetaField<?> truncatePath(MetaField<?> pathToTruncate, MetaField<?>
→֒ startingPath) {
if (pathToTruncate != startingPath) {
MetaField<?> returnPath = this.truncatePath(pathToTruncate.getParent(),
→֒ startingPath);
if (returnPath == null) {
returnPath = new MetaField(pathToTruncate.getType(),
→֒ pathToTruncate.getAlias());
} else {







public class SimpleSelectExpression implements SelectExpression<Object> {
private SimpleExpression<?> expression;
private MetaField<?> constant;























public List<Expression<?>> getArgs() {















public class ExpressionsUtils {
public static <T> SimpleExpression<T> path(MetaField<T> field, Path<?> parent) {
return Expressions.path(field.getType(), parent, field.getAlias());
}
public static StringPath stringPath(MetaField<String> field, Path<?> parent) {
return Expressions.stringPath(parent, field.getAlias());
}
public static NumberPath<Long> longPath(MetaField<Long> field, Path<?> parent) {
return Expressions.numberPath(Long.class, parent, field.getAlias());
}
public static NumberPath<Integer> integerPath(MetaField<Integer> field, Path<?>
→֒ parent) {
return Expressions.numberPath(Integer.class, parent, field.getAlias());
}











public class AnoJsonSerialize extends JsonSerializer<Integer> {
@Override
public void serialize(Integer value, JsonGenerator gen, SerializerProvider serializers) throws




public boolean isEmpty(SerializerProvider provider, Integer value) {






public class CollectionsUtilsInternal {
@SuppressWarnings("rawtypes")
public static void turnCollectionsEqual(Collection one, Collection other) {
if (one.size() < other.size()) {
addToOne(one, other);
408




@SuppressWarnings({ "rawtypes", "unchecked" })
private static void addToOne(Collection one, Collection other) {
int size = other.size() − one.size();








public class DateUtilsInternal {
public static Date applyTimeToDate(Date date, String time) {








public static boolean isYearNotBefore(int ano, Date dataInicio) {
Calendar calendar = Calendar.getInstance();
calendar.setTime(dataInicio);






public class NamedThreadFactory implements ThreadFactory {
ThreadGroup group;
AtomicInteger threadNumber = new AtomicInteger(1);
String namePrefix;
public NamedThreadFactory(String name) {
SecurityManager s = System.getSecurityManager();
this.group = s != null ? s.getThreadGroup() :
→֒ Thread.currentThread().getThreadGroup();
this.namePrefix = name + "−thread−";
}
@Override
public Thread newThread(Runnable r) {
























@RequestMapping(value = "/serverstatus", method = RequestMethod.GET)
public ResponseEntity<Void> checkStatus() {
return new ResponseEntity<>(HttpStatus.OK);
}
@RequestMapping(value = "/public/key", method = RequestMethod.GET)




public interface ErrorMessages {
public static final String OBRIGATORIO = "Campo de preenchimento obrigatrio";
}
package alpc.ufsc.common.exception;
public class EmptyXmlException extends Exception {
private static final long serialVersionUID = 654161031289830610L;












public class InvalidDTOException extends RuntimeException {
private static final long serialVersionUID = 6151525291759922758L;
private Map<String, Object> errors = new LinkedHashMap<>();
public void putError(MetaField<?> field, Object error) {
this.errors.put(field.getAlias(), error);
}
public boolean contains(MetaField<?> field) {
return this.errors.containsKey(field.getAlias());
}





public String toJson() {
try {
return new ObjectMapper().writeValueAsString(this.errors);
} catch (JsonProcessingException e) {





public class InvalidOperationException extends Exception {
private static final long serialVersionUID = 2242923640302534668L;





public class ProcessAlreadyRunningException extends Exception {
private static final long serialVersionUID = 1L;
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public ProcessAlreadyRunningException() {




public interface FormDTO {
Long getId();
default String response() {








public class PeriodoFilterDTO {
private Integer inicio;
private Integer fim;
public boolean hasInicio() {
return this.inicio != null;
}
public boolean hasFim() {








public class SpringBootServerStarter {
static final Logger logger = LoggerFactory.getLogger(SpringBootServerStarter.class);
public static void main(String[] args) {
SpringApplication application = new SpringApplication(Application.class);
ConfigurableApplicationContext run = application.run(args);




























return new ResponseEntity<>(form.response(), HttpStatus.CREATED);
} catch (InvalidDTOException e) {
return new ResponseEntity<>(e.toJson(), HttpStatus.BAD_REQUEST);




























































public Long save(UserFormDTO dto) throws InvalidDTOException,
→֒ InvalidOperationException {
if (dto.getId() != null) {
throw new InvalidOperationException("Atualizao de usurio no permitida");
}
this.validateUserForm(dto, true);










public void update(UserFormDTO dto) throws InvalidDTOException,
→֒ InvalidOperationException {
if (dto.getId() == null) {
throw new InvalidOperationException("Criao de usurio no permitida");
}
this.validateUserForm(dto, StringUtils.isNotBlank(dto.getPassword()));








private void validateUserForm(UserFormDTO dto, boolean validatePassword) {
boolean alreadyHasEmail = false;
if (StringUtils.isNotBlank(dto.getEmail())) {
JPAQuery query = new JPAQuery(this.em).from(userEntity);
query.where(userEntity.email.eq(dto.getEmail().toLowerCase()));







public UserFormDTO load(Long id) {
JPAQuery query = new JPAQuery(this.em).from(userEntity);
query.where(userEntity.id.eq(id));
Select<UserFormDTO> select = new Select<>(UserFormDTO.class);






public UserDetailsImpl loadUserDetailsByUsername(String login) throws
→֒ UsernameNotFoundException {
JPAQuery query = new JPAQuery(this.em).from(userEntity);
query.where(userEntity.email.eq(login));
Select<UserDetailsImpl> select = new Select<>(UserDetailsImpl.class);







UserDetailsImpl userDto = query.uniqueResult(select);
if (userDto != null) {
return userDto;
} else {
throw new UsernameNotFoundException("Usuario ou senha invlidos.");
}
}
public Page<UserRowDTO> getPage(UserFilterDTO filter, Pageable pageable) {
QProgramaUserEntity qProgUser = QProgramaUserEntity.programaUserEntity;
QProgramaEntity qProg = QProgramaEntity.programaEntity;
JPAQuery query = new JPAQuery(this.em).from(userEntity);
query.leftJoin(userEntity.programaUser, qProgUser);
query.leftJoin(qProgUser.programa(), qProg);
Select<UserRowDTO> select = new Select<>(UserRowDTO.class);























NumberExpression<Integer> caseRequest = new
→֒ CaseBuilder().when(qProgUser.requestAuthority.eq(filter.getAuthority())).then(0).otherwise(1);






List<UserRowDTO> list = query.list(select);
return new PageImpl<>(list, pageable, query.count());
}
public String getAuthority(Long userId, Long programaId) {
QProgramaUserEntity qProgramaUser = QProgramaUserEntity.programaUserEntity;




public Long saveUserPrograma(ProgramaUserSaveDTO dto) {
QProgramaUserEntity qProgUser = QProgramaUserEntity.programaUserEntity;







ProgramaUserEntity programaUser = query.uniqueResult(qProgUser);
if (programaUser == null) {
programaUser = new ProgramaUserEntity();
}





















private void updateProgramaUserXml(Long programaUserId) {





JPAQuery query = new JPAQuery(this.em).from(userEntity);
query.join(userEntity.xmlData(), xmlDataEntity);
query.where(userEntity.id.eq(tuple.get(programaUserEntity.user().id)));
Tuple result = query.uniqueResult(xmlDataEntity.id,
→֒ xmlDataEntity.dataAtualizacao, xmlDataEntity.identificador);
// se eu tenho curriculo e estou sendo adicionado no programa, inserir meu curriculo
→֒ no programa









private void updateProgramaXml(Long userId, Long xmlId, String identificador, Date
→֒ dataAtualizacao, Long programaId) {
QXmlDataEntity qXml = QXmlDataEntity.xmlDataEntity;
QProgramaXmlDataEntity qProgXml =
→֒ QProgramaXmlDataEntity.programaXmlDataEntity;
// verificar se meu curriculo j foi importado para o programa




Tuple tuple = query.uniqueResult(qXml.id, qXml.dataAtualizacao, qProgXml.id);
if (tuple != null) {
// caso tenha sido, comparasse as datas de atualizacao dos curriculos
if (dataAtualizacao.compareTo(tuple.get(qXml.dataAtualizacao)) < 0) {
// se o curriculo do programa for mais novo
// seta o curriculo do programa no meu usurio





// e atualiza os programas que apontavam para meu curriculo antigo
// e seta para processar






// se o meu curriculo for o mais novo
// s atualiza para o programa apontar para o meu curriculo





// caso o curriculo remanescente no tenha referencia deletar
// se possuir referencia, provavelmente significa usuario duplicado ou




// caso no tenha sido apenas adicionar seu curriculo no programa








public void setAdm(Long userId, Boolean adm) throws InvalidOperationException {
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if (BooleanUtils.isNotTrue(adm)) {
JPAQuery query = new JPAQuery(this.em).from(userEntity);
query.where(userEntity.adm.eq(true));
if (query.count() <= 1) {
throw new InvalidOperationException("Este o nico administrador
→֒ do sistema, voc no pode desativalo.");
}
}





public void setCriarPrograma(Long userId, Boolean criarPrograma) {
























































public void validate(boolean alreadyHasEmail, boolean validatePassword) throws
→֒ InvalidDTOException {
InvalidDTOException dtoException = new InvalidDTOException();






} else if (alreadyHasEmail) {
dtoException.putError(meta.email, "Este email j esta cadastrado");
}
if (validatePassword && StringUtils.isBlank(this.password)) {
dtoException.putError(meta.password, ErrorMessages.OBRIGATORIO);
}










→֒ !Objects.equals(this.password, this.confirmPassword)) {
dtoException.putError(meta.password, "A senha no corresponde");
dtoException.putError(meta.confirmPassword, "A senha no corresponde");
}
if (validatePassword && !dtoException.contains(meta.password) &&
→֒ this.password.length() < 6) {


























public void setGrantedAuthority(String grantedAuthority) {
this.grantedAuthority = grantedAuthority == null ? Authority.DISABLE :
→֒ grantedAuthority;
}
public boolean hasId() {














public boolean hasProgramaId() {
return this.programaId != null;
}
public boolean hasNome() {
return !StringUtils.isBlank(this.nome);
}
public boolean hasEmail() {
return !StringUtils.isBlank(this.email);
}




















public class UserDetailsImpl implements UserDetails, CredentialsContainer {










public void addAuthority(String authority) {
if (this.authorities == null) {














public boolean equals(Object rhs) {










































public class AuthenticationWrapper implements Authentication {
































































@RequestMapping(value = "current", method = RequestMethod.GET)
public @ResponseBody UserInfoDTO loadInfoCurrentUser(Long programaId, @CurrentUser
→֒ UserDetailsImpl user) {
UserInfoDTO userDto = new UserInfoDTO();
if (programaId != null) {
String authority = this.service.getAuthority(user.getId(), programaId);
user.addAuthority(authority);
user.setProgramaId(programaId);
SecurityContext context = SecurityContextHolder.getContext();














@RequestMapping(value = "update", method = RequestMethod.POST)
public ResponseEntity<String> updateUser(@CurrentUser UserDetailsImpl user,








} catch (InvalidDTOException e) {
return new ResponseEntity<>(e.toJson(), HttpStatus.BAD_REQUEST);





@RequestMapping(value = "load", method = RequestMethod.GET)
public @ResponseBody UserFormDTO load(@CurrentUser UserDetailsImpl user) {
return this.service.load(user.getId());
}
@Secured({ Authority.ADM, Authority.COORDENADOR })
@RequestMapping(value = "grantAuthority/{programaUserId}", method =
→֒ RequestMethod.POST)
public void updateProgramaUser(@PathVariable Long programaUserId, @RequestBody





@RequestMapping(value = "setAdm/{userId}/{adm}", method = RequestMethod.POST)











@RequestMapping(value = "setCriarPrograma/{userId}/{criarPrograma}", method =
→֒ RequestMethod.POST)






public @ResponseBody Page<UserRowDTO> getPage(@CurrentUser UserDetailsImpl user,





@RequestMapping(value = "coordenadores", method = RequestMethod.GET)
public @ResponseBody Page<UserRowDTO> getPageCoordenadores(@CurrentUser




























public class AuthorityUtils {
public static final GrantedAuthority ADM = new SimpleGrantedAuthority(Authority.ADM);
public static final GrantedAuthority COORDENADOR = new
→֒ SimpleGrantedAuthority(Authority.COORDENADOR);
public static final GrantedAuthority DOCENTE = new
→֒ SimpleGrantedAuthority(Authority.DOCENTE);
public static final GrantedAuthority DISCENTE = new
→֒ SimpleGrantedAuthority(Authority.DISCENTE);
public static final GrantedAuthority DISABLE = new
→֒ SimpleGrantedAuthority(Authority.DISABLE);





























public class Authority {
public static final String ADM = "ADM";
public static final String COORDENADOR = "COORDENADOR";
public static final String DOCENTE = "DOCENTE";
public static final String DISCENTE = "DISCENTE";





















































public Long save(Long programaId, byte[] curriculo) throws JAXBException, IOException {
CurriculoVitaeXmlDto xmlDto = LattesXmlConverter.unmarshal(new
→֒ ByteArrayInputStream(curriculo));
QXmlDataEntity qXml = QXmlDataEntity.xmlDataEntity;
QProgramaXmlDataEntity qProgXml =
→֒ QProgramaXmlDataEntity.programaXmlDataEntity;
JPAQuery query = new JPAQuery(this.em).from(qXml);
query.join(qXml.programaXml, qProgXml);
query.where(qXml.identificador.eq(xmlDto.getNumeroIdentificador()).and(qProgXml.programa().id.eq(programaId)));
Tuple tuple = query.uniqueResult(qXml.id, qXml.dataAtualizacao, qProgXml.id);
XmlDataEntity xmlDataEntity;
if (tuple != null) {
if
→֒ (xmlDto.getDataAtualizacao().compareTo(tuple.get(qXml.dataAtualizacao))











if (tuple == null) {










public Long saveUserFile(Long userId, Long programaId, byte[] curriculo) throws
→֒ JAXBException, IOException {
CurriculoVitaeXmlDto xmlDto = LattesXmlConverter.unmarshal(new
→֒ ByteArrayInputStream(curriculo));
QTbProgramaUser qTbProgUser = QTbProgramaUser.tbProgramaUser;
QTbProgramaXmlData qTbProgXml = QTbProgramaXmlData.tbProgramaXmlData;
QTbXmlData qTbXml = QTbXmlData.tbXmlData;









// ve se possui um curriculo mais atual em algum dos programas que o usuario
→֒ participa
Long idXmlMostRecentlyInProg = query.singleResult(qTbXml.idXmlData);
if (idXmlMostRecentlyInProg == null) {
// o curriculo importado o mais atual
// importa esse curriculo






// trais todos os programas onde o usuario participa
List<Long> programas = new JPAQuery(this.em).from(programaUserEntity)
.where(programaUserEntity.user().id.eq(userId))
.list(programaUserEntity.programa().id);
for (Long participaProgramaId : programas) {





if (progXmlId == null) {
// criar o xml no programa se no possuir








// atualizar o programa para usar o novo xml
QProgramaXmlDataEntity qProgXml =
→֒ QProgramaXmlDataEntity.programaXmlDataEntity;








// atualizar o usuario para usar o novo curriculo
QUserEntity qUser = QUserEntity.userEntity;






private void curriculoDtoToXmlData(byte[] curriculo, CurriculoVitaeXmlDto xmlDto,









public Page<UploadCurriculoRowDTO> getPage(UploadCurriculoFilterDTO filter, Pageable
→֒ pageable) {
QXmlDataEntity qXml = QXmlDataEntity.xmlDataEntity;
QProgramaXmlDataEntity qProgXml =
→֒ QProgramaXmlDataEntity.programaXmlDataEntity;





















NumberExpression<Integer> owner = new
→֒ CaseBuilder().when(userEntity.id.eq(filter.getUserId())).then(1).otherwise(0);
query.orderBy(owner.desc(), qXml.nomeCompletoFiltro.asc());
Select<UploadCurriculoRowDTO> select = new
→֒ Select<>(UploadCurriculoRowDTO.class);








return new PageImpl<>(query.list(select), pageable, query.count());
}
public void deleteXmlWithoutReference(Long xmlId) {
QUserEntity qUser = QUserEntity.userEntity;
QXmlDataEntity qXml = QXmlDataEntity.xmlDataEntity;
QProgramaXmlDataEntity qProgXml =
→֒ QProgramaXmlDataEntity.programaXmlDataEntity;
JPASubQuery subQueryUser = new JPASubQuery().from(qUser);
subQueryUser.where(qUser.xmlData().id.eq(xmlId));
JPASubQuery subQueryProgXml = new JPASubQuery().from(qProgXml);
subQueryProgXml.where(qProgXml.xmlData().id.eq(xmlId));






public void deleteXmlFromProgram(Long programaXmlId, Long xmlId) {
QProgramaXmlDataEntity qProgXml =
→֒ QProgramaXmlDataEntity.programaXmlDataEntity;













































public class UploadCurriculoRestController {
private static final String APPLICATION_ZIP = "application/zip";
private static final String INVALID_TYPE_MESSAGE = "Tipo invlido";
private static final String IO_ERROR_MESSAGE = "Erro na leitura do arquivo";









@Secured({ Authority.COORDENADOR, Authority.DOCENTE })
@RequestMapping(method = RequestMethod.POST)
public DeferredResult<String> uploadFiles(@CurrentUser UserDetailsImpl user,
→֒ UploadCurriculoSaveDTO uploadCurriculo) {
DeferredResult<String> result = new DeferredResult<>(10L ∗ 60L ∗ 1000L);
UploadCurriculoMessageManager messager = new
→֒ UploadCurriculoMessageManager(this.template, user.getId(), true);
this.threadPool.execute(() −> {



















} catch (IOException e) {




} catch (JAXBException e) {












private void unzip(UploadCurriculoMessageManager messager, Long programaId,
→֒ MultipartFile file) throws IOException {
@Cleanup
ZipInputStream zipInputStream = new ZipInputStream(file.getInputStream());
ZipEntry entry = null;
while ((entry = zipInputStream.getNextEntry()) != null) {
if (entry.getName().endsWith(".xml")) {
try {
ByteArrayOutputStream baos = new
→֒ ByteArrayOutputStream();
byte[] buffer = new byte[32768];
int numBytes;
while ((numBytes = zipInputStream.read(buffer, 0,





} catch (IOException e) {




} catch (JAXBException e) {












@Secured({ Authority.COORDENADOR, Authority.DOCENTE, Authority.DISCENTE })
@RequestMapping(value = "userFile", method = RequestMethod.POST)
public DeferredResult<String> uploadYourFile(@CurrentUser UserDetailsImpl user,
→֒ MultipartFile files) {
DeferredResult<String> result = new DeferredResult<>(60l ∗ 1000l);
UploadCurriculoMessageManager messager = new

















} catch (IOException e) {




} catch (JAXBException e) {











@Secured({ Authority.COORDENADOR, Authority.DOCENTE, Authority.DISCENTE })
@RequestMapping(method = RequestMethod.GET)
public @ResponseBody Page<UploadCurriculoRowDTO> getPage(@CurrentUser






@RequestMapping(value = "process/status", method = RequestMethod.GET)
public @ResponseBody ProcessCurriculoStatus getProcessStatus(@CurrentUser




@RequestMapping(value = "{programaXmlId}/{xmlId}", method =
→֒ RequestMethod.DELETE)
public void delete(@CurrentUser UserDetailsImpl user, @PathVariable Long programaXmlId,










return new ResponseEntity<>("Processo iniciado", HttpStatus.OK);






@RequestMapping(value = "process", method = RequestMethod.POST)
public ResponseEntity<String> processAll(@CurrentUser UserDetailsImpl user) {
try {
this.processService.executeProcessTask(user.getProgramaId(), null);
return new ResponseEntity<>("Processo iniciado", HttpStatus.OK);






@RequestMapping(value = "process/{id}", method = RequestMethod.POST)
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public ResponseEntity<String> process(@CurrentUser UserDetailsImpl user, @PathVariable
→֒ Long id) {
try {
this.processService.executeProcessTask(user.getProgramaId(), id);
return new ResponseEntity<>("Processo iniciado", HttpStatus.OK);





private void refreshModule(UserDetailsImpl user) {












































public class ProcessCurriculoService implements InitializingBean {
private static final String waiting = "waiting";
private static final String processing = "processing";
private static final String excluding = "excluding";

















private Map<Long, ProcessCurriculoStatus> runningTasks;
@Override
public void afterPropertiesSet() throws Exception {
//@formatter:off






this.runningTasks = new ConcurrentHashMap<>();
}













private void process(ProcessCurriculoMessageManager messageManager, Long programaId,




ProgramaFormDTO programaDTO = this.service.load(programaId);
NumberPath<Long> xmlPathId = xmlDataEntity.id;
Tuple result = this.getQuery(programaId,
→֒ xmlId).uniqueResult(xmlPathId.min(), xmlPathId.max());
MinMaxPagination paginator = new
→֒ MinMaxPagination(result.get(xmlPathId.min()),
→֒ result.get(xmlPathId.max()), 5);
for (FromTo page : paginator) {
JPAQuery query = this.getQuery(programaId,
→֒ xmlId).where(xmlPathId.between(page.from, page.to));
List<Tuple> list = query.list(programaXmlDataEntity.id,
→֒ xmlDataEntity.xml);
Long current = page.to + 1 − paginator.getMin();
if (!list.isEmpty()) {
int size = 0;
int gap = paginator.getBatch() / list.size();





size = size + gap;
double percent = (current.doubleValue() −







} catch (Exception e) {
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log.error("Erro inesperado, no deveria haver
→֒ curriculos invalidos no




double percent = current.doubleValue() /













private JPAQuery getQuery(Long programaId, Long xmlId) {
JPAQuery query = new JPAQuery(this.em).from(xmlDataEntity);
query.join(xmlDataEntity.programaXml, programaXmlDataEntity);
query.where(programaXmlDataEntity.programa().id.eq(programaId));





private void updateStatus(Long programaId, ProcessCurriculoMessageManager




























































public class ProcessCurriculoStatus {
String status = "";








































public boolean hasNome() {
return !StringUtils.isBlank(this.nome);
}
public boolean hasImportacaoInicio() {
return this.importacaoInicio != null;
432
}
public boolean hasImportacaoFim() {
return this.importacaoFim != null;
}
public boolean hasAtualizacaoInicio() {
return this.atualizacaoInicio != null;
}
public boolean hasAtualizacaoFim() {








public class UploadCurriculoProcessKey {
public static final String PROCESSANDO = "Processando";

























public class UploadCurriculoMessageManager {
private static final String reading = "reading";
private static final String sucess = "sucess";




private Map<String, String> filesErrors;
public UploadCurriculoMessageManager(SimpMessagingTemplate template, Long userId,
→֒ Boolean mutiple) {
this.template = template;
this.url = "/topic/" + userId + "/curriculo/upload" + (mutiple ? "/multiple" : "");
this.totalFiles = 0;
this.filesErrors = new LinkedHashMap<>();
}














































public class ProcessCurriculoMessageManager {
private SimpMessagingTemplate template;
private String url;
public ProcessCurriculoMessageManager(SimpMessagingTemplate template, Long
→֒ programaId) {
this.template = template;
this.url = "/topic/" + programaId + "/curriculo/process";
}


























@RequestMapping(value = "{instituicaoId}", method = RequestMethod.GET)















public boolean hasQuery() {
return !StringUtils.isBlank(this.query);
}
public boolean hasPageSize() {
return this.pageSize != null && this.pageSize.equals(0);
}
public boolean hasPaisesIds() {











































public InstituicaoSaveDTO(String codigoCurso, String codigoInst, String nome,
→֒ CurriculoVitaeXmlDto curriloXmlDto) throws EmptyXmlException {
if (StringUtils.isBlank(nome)) {




if (instituicao == null) {




















public boolean isSetEstado() {
return this.estado != null;
}
public boolean isSetCodigo() {
return !StringUtils.isBlank(this.codigo);
}
public boolean hasNomePais() {
return !StringUtils.isBlank(this.nomePais);
}
public boolean hasSigla() {
return !StringUtils.isBlank(this.sigla);
}
private InformacaoAdicionalInstituicaoXmlDto findInstituicaoByCurso(String codigoCurso,



















private InformacaoAdicionalInstituicaoXmlDto findInstituicao(String codigoInstituicao,

















public void validate() throws InvalidDTOException {
InvalidDTOException dtoException = new InvalidDTOException();












































private static final String CACHE = "instituicoes";
public List<InstituicaoRowDTO> getPage(InstituicaoFilterDTO filter) {
QInstituicaoEntity qInst = QInstituicaoEntity.instituicaoEntity;
JPAQuery query = new JPAQuery(this.em).from(qInst);











Select<InstituicaoRowDTO> select = this.getSelectInstituicaoRowDTO();
return query.where(where).list(select);
}
public InstituicaoRowDTO loadRow(Long id) {
QInstituicaoEntity qInst = QInstituicaoEntity.instituicaoEntity;
JPAQuery query = new JPAQuery(this.em).from(qInst).where(qInst.id.eq(id));
Select<InstituicaoRowDTO> select = this.getSelectInstituicaoRowDTO();
return query.uniqueResult(select);
}
private Select<InstituicaoRowDTO> getSelectInstituicaoRowDTO() {
QInstituicaoEntity qInst = QInstituicaoEntity.instituicaoEntity;
Select<InstituicaoRowDTO> select = new Select<>(InstituicaoRowDTO.class);






@Cacheable(value = CACHE, key = "{ #dto.nomeFiltro }", unless =
→֒ "!#dto.hasNomePais()")
public Long save(InstituicaoSaveDTO dto) {
QInstituicaoEntity qInst = QInstituicaoEntity.instituicaoEntity;
JPAQuery query = new JPAQuery(this.em).from(qInst);
query.where(qInst.nomeFiltro.eq(dto.getNomeFiltro()));
InstituicaoEntity instituicaoEntity = query.uniqueResult(qInst);
if (instituicaoEntity == null) {









String nomeSiglaFiltro = dto.getNomeFiltro();
if (dto.hasSigla()) {
instituicaoEntity.setSigla(dto.getSigla());























public class AreaConhecimentoService {
private static final String CACHE = "areasConhecimento";




@Cacheable(value = CACHE, key = "{ #dto.areaConhecimentoFiltro }")
public Long save(AreaConhecimentoSaveDTO dto) {
JPAQuery query = new JPAQuery(this.em).from(this.qAreaConhecimento);
query.where(this.qAreaConhecimento.areaConhecimentoFiltro.eq(dto.getAreaConhecimentoFiltro()));
AreaConhecimentoEntity entity = query.uniqueResult(this.qAreaConhecimento);
if (entity != null) {
return entity.getId();
} else {






























public String getGrandeAreaConhecimentoDescricao() {




public boolean isEmpty() {
























private String areaConhecimentoFiltro = "";
public AreaConhecimentoSaveDTO(AreaDoConhecimentoXmlDto xmlDto) throws
→֒ EmptyXmlException {
boolean hasValue = false;
this.grandeAreaConhecimento = xmlDto.getGrandeAreaDoConhecimento();
if (this.grandeAreaConhecimento != null) {
this.areaConhecimentoFiltro += "grande:" +
→֒ QueryUtils.lowerCaseStripAccents(this.grandeAreaConhecimento.getDescricao())





this.areaConhecimentoFiltro += "area:" +
→֒ QueryUtils.lowerCaseStripAccents(this.nomeAreaConhecimento)





this.areaConhecimentoFiltro += "sub:" +
→֒ QueryUtils.lowerCaseStripAccents(this.nomeSubAreaConhecimento)

































public class PaisService {
@PersistenceContext
private EntityManager em;
private static final String CACHE = "paises";
@Cacheable(value = CACHE, key = "{ #nomeFiltro }")
public Long save(String nome, String nomeFiltro) {
QPaisEntity qPais = QPaisEntity.paisEntity;
PaisEntity paisEntity = new
→֒ JPAQuery(this.em).from(qPais).where(qPais.nomeFiltro.eq(nomeFiltro)).uniqueResult(qPais);
if (paisEntity == null) {







public List<PaisRowDTO> getPage(PaisFilterDTO filter) {
QPaisEntity qPais = QPaisEntity.paisEntity;
JPAQuery query = new JPAQuery(this.em).from(qPais);











Select<PaisRowDTO> select = this.getSelectPaisRowDTO();
return query.where(where).list(select);
}
public PaisRowDTO load(Long paisId) {
QPaisEntity qPais = QPaisEntity.paisEntity;
JPAQuery query = new JPAQuery(this.em).from(qPais);
Select<PaisRowDTO> select = this.getSelectPaisRowDTO();
return query.where(qPais.id.eq(paisId)).uniqueResult(select);
}
private Select<PaisRowDTO> getSelectPaisRowDTO() {
QPaisEntity qPais = QPaisEntity.paisEntity;
Select<PaisRowDTO> select = new Select<>(PaisRowDTO.class);
























public ResponseEntity<List<PaisRowDTO>> getPage(PaisFilterDTO filter) {
return new ResponseEntity<>(this.service.getPage(filter), HttpStatus.OK);
}
@RequestMapping(value = "{paisId}", method = RequestMethod.GET)
public ResponseEntity<PaisRowDTO> load(@PathVariable Long paisId) {

























public boolean hasQuery() {
return !StringUtils.isBlank(this.query);
}
public boolean hasPageSize() {
return this.pageSize != null && this.pageSize.equals(0);
}
public boolean hasPaisesIds() {








public class IndexController {
private String getIndex() {
return "index";
}
@RequestMapping(value = "/", method = RequestMethod.GET)
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public String index() {
return this.getIndex();
}
@RequestMapping(value = "/login/∗∗", method = RequestMethod.GET)
public String login() {
return this.getIndex();
}
@RequestMapping(value = "/home/∗∗", method = RequestMethod.GET)
public String showIndex() {
return this.getIndex();
}
}
