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El projecte ha consistit en dissenyar i desenvolupar un sistema per tal d'optimitzar 
les comunicacions en una empresa de multiserveis que compta amb un conjunt 
d'operaris autònoms especialistes en diferents tasques de reparacions. La fluïdesa 
d'aquesta comunicació és clau per obtenir un coneixement del que succeeix i poder 
prendre decisions correctes. 
Bàsicament, s'optimitza el procés pel qual l'empresa notifica als seus operaris els 
serveis a realitzar. El sistema connecta l'empresa amb els operaris, de manera que 
ambdós poden saber quin és l'estat en què es troba un servei en tot moment. S'ha 
procurat la màxima simplicitat, facilitat d'ús i usabilitat de tot el sistema per tal que la 
utilització del sistema suposi el mínim temps d'aprenentatge. Per una banda, s'ha 
desenvolupat una aplicació web perquè l'empresa pugui dur a terme la gestió dels 
serveis, del seu catàleg de productes i serveis, de les liquidacions amb els seus 
operaris i de la facturació. Per l'altra, s'ha desenvolupat una aplicació mòbil pel 
sistema operatiu Android per tal que els operaris puguin, principalment, gestionar tot 
el relatiu als serveis. 
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1. Introducció 
Aquest document pretén materialitzar el treball realitzat durant el desenvolupament 
del Projecte Final de Carrera. S'ha redactat la documentació de la manera més 
realista possible, així com la descripció de cada una de les fases per les que passa 
un projecte d'aquestes característiques. Com a projecte de software, s'ha dividit en 
diverses fases per facilitar-ne el seu desenvolupament (anàlisi de requisits i 
tecnologia, especificació, disseny del sistema, implementació i proves). 
1.1. Motivació 
Aquest projecte neix de la necessitat dels professionals del sector de la serralleria on 
la tasques que aquests realitzen consisteixen bàsicament en prestar serveis 
d'urgències o concertats relatius a l'obertura de portes, canvis de panys, cilindres, 
portes blindades, reixes, ballestes, persianes metàl·liques de local, etc. 
Una de les coses més necessàries en aquesta activitat, des de sempre, ha estat 
portar un bon control dels serveis que es realitzen, a l'igual que saber en tot moment 
quants diners s’estan movent. 
La infraestructura habitual del negoci ha estat treballar per algú que canalitzava els 
serveis que anaven entrant segons un criteri arbitrari de suposada competència o 
simpatia. En una època en la que hi havia molt de moviment es van arribar a establir 
uns torns de guàrdia com si de la “mili” es tractés, doncs era imprescindible que 
sempre hi hagués algú disponible per poder atendre les urgències. 
No fa tants anys encara no existien els telèfons mòbils, de manera que cada vegada 
que hi havia un servei s'havia d'anar apuntant les dades en papers o petites llibretes 
i després es trucava al “jefe” des d'una cabina telefònica per explicar-li què havia 
passat. Ja llavors semblava bastant primitiu tot plegat, donat que cada setmana la 
gent s'havia de posar a sumar factures i fer els comptes a mà. Més endavant van 
aparèixer els “buscapersones” i les fulles de càlcul que no tots sabien utilitzar. 
Després els telèfons mòbils, … en fi. 
Avui dia tots tenim uns smartphones fantàstics, amb WhatsApp on escriure les 
dades dels serveis, però seguim observant una falta d'aprofitament de la tecnologia 
existent per tal de portar tot aquest control; no és lògic que s'apunti un servei en una 
llibreta quan truca un client, que després s'escrigui en un missatge de WhatsApp, 
s'omplin novament les mateixes dades en un albarà per l'operari, on a més s’afegiran 
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uns conceptes i imports que a la vegada es repetiran per la secretaria o 
l'administratiu al fer la factura. 
Tot i que pugui sempre exagerat tot això ha estat present en el dia a dia del 
professional serraller quan aquest treballa per tercers, i en aquests temps que corren 
s'hauria d'afegir el fet d'haver de liquidar imports entre els mateixos professionals, ja 
que actualment tothom treballa per tothom. Són molts els autònoms rivalitzant per 
aconseguir un servei a al vegada que s'ajuden quan un company no pot atendre el 
que li acaba d'entrar; això implica acordar prèviament qui factura al client, qui posa el 
material, qui cobra el servei, etc., és a dir, tenir les dades bàsiques ben clares per fer 
els comptes correctes. 
Amb tota aquesta problemàtica exposada vàrem veure que podíem mirar d'intentar 
de simplificar el tema, fent una aplicació que fos operativa des del mòbil, on es 
pogués omplir totes les dades comentades d'una sola vegada. Això permetria un 
control i eficiència de la tasca administrativa, estalviant temps i diners, ja que les 
liquidacions entre els operaris i les diferents empreses que passen els serveis serien 
automàtiques, al mateix temps que s'oferiria una atenció més professional al client, 
doncs la informació de serveis ja realitzats es localitzen ràpidament, la confecció de 
factures als clients i entre operaris és instantània, etc. Tant l'empresa com els 
operaris sabran en tot moment quins són els serveis realitzats, els pendents, els 
pressupostos donats, els anul·lats, els cobrats, etc. 
1.2. Objectius 
L'objectiu principal d'aquest projecte és fer més àgil la comunicació i automatitzar 
tasques en un escenari empresarial on tenim una sèrie d'avisos per part d'una 
empresa i que ha d'assignar a diferents operaris autònoms. Aquests operaris són els 
que atenen els avisos i realitzen els serveis. Per tant, volem desenvolupar una 
aplicació mòbil pels operaris, una aplicació web per l'empresa i un sistema de 
comunicació entre ambdós.  
Concretament: 
 L'operari ha de ser capaç de gestionar serveis, informar de la seva 
disponibilitat i consultar les liquidacions amb les empreses. 
 L'empresa ha de ser capaç de gestionar serveis, a més d'assignar-los o 
enviar-los als operaris, generar pressupostos i factures, gestionar el catàleg 
Desenvolupament d'una aplicació mòbil per a la gestió de serveis d'assistència urgent 
7 
de productes i serveis i gestionar els seus operaris. 
 S'ha de realitzar la documentació necessària per tal que els usuaris finals 
entenguin el funcionament de l'aplicació perfectament. 
 Les aplicacions han de ser senzilles, usables i útils. 
 L'aplicació per l’empresa detectaria l'operari més proper al domicili del client 
que major puntuació tingués en un ranking on s’establirien diferents criteris, 
pel que segons el tipus de servei a realitzar i la capacitat de l'operari per 
realitzar-lo determinaran l'adjudicació d'aquest, eliminant així l'arbitrarietat que 
hi havia abans. 
1.3. Estat de l'art 
No hem trobat cap producte al mercat que tingui els mateixos objectius esmentats. 
No obstant, hem trobat algunes alternatives en alguns casos similars que descrivim 
a continuació: 
Stel Order 
Stel Order és un software de gestió i de facturació amb app Android. A diferència del 
nostre projecte, aquest està enfocat completament per empreses/autònoms. És a dir, 
no té l'enfocament que des d'una aplicació web es pugui enviar serveis a diferents 
operaris i aquests gestionar l'estat dels serveis amb una app mòbil, sinó que seria 
com un híbrid entre la funcionalitat de la nostra app web i app mòbil ja que no hi ha 
aquesta distinció entre operaris-empresa. Tot i així hi ha característiques força 
semblants. 
Action-BT 
És una aplicació que permet gestionar comandes, factures, catàleg, … Seria com la 
nostra app web però més completa (enfocada a la gestió integral de tota la empresa). 
Per contra, no té una app mòbil de l'estil de la nostra pels operaris. 
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2. Eines i conceptes 
2.1 JavaServer Faces 
JavaServer Faces (JSF) és un framework MVC (Model-Vista-Controlador) basat en 
el API de Servlets que proporciona un conjunt de components en forma d'etiquetes 
definides en pàgines XHTML en l'especificació actual, JavaServer Faces 2 (JSF2). 
En l'anterior especificació s'utilitzava JavaServer Pages (JSP) per fer les pàgines 
(vistes) JSF. 
JSF utilitza pàgines Facelets (element fonamental del framework que proporciona 
característiques de plantilles i de creació de components compostos) com a vista, 
objectes JavaBean com a model i mètodes d'aquests objectes com controladors. El 
servlet FacesServlet realitza tota la feixuga tasca de processar les peticions HTTP, 
obtenir les dades d'entrada, validar-les i convertir-les, col·locar-les en els objectes 
del model, invocar les accions del controlador i renderitzar la resposta utilitzant 
l'arbre de components. 
Entrant una mica més en detall, JSF proporciona les següents característiques 
destacables: 
 Definició de les interfícies d'usuari mitjançant vistes que agrupen components 
gràfics. 
 Connexió de components gràfics amb les dades de l'aplicació mitjançant els 
denominats beans gestionats. 
 Conversió de dades i validació automàtica de l'entrada de l'usuari. 
 Navegació entre vistes. 
 Internacionalització. 
 A partir de l'especificació 2.0, un model estàndard de comunicació AJAX entre 
la vista i el servidor. 
Com hem comentat, JSF s'executa sobre la tecnologia de Servlets i no requereix de 
cap servei addicional, pel que per executar aplicacions JSF només necessitem un 
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contenidor de servlets tipo Tomcat o Jetty. 
Per entendre el funcionament de JSF actual és interessant comparar-lo amb JSP. 
Recordem que una pàgina JSP conté codi HTML amb etiquetes especials i codi Java. 
La pàgina es processa en una passada i es converteix en un servlet. Els elements 
JSP es processen en l'ordre en que apareixen i es transformen en codi Java que 
s'inclou en un servlet. Una vegada realitzada la conversió, les peticions dels usuaris 
a la pàgina provoquen l'execució del servlet. 
En JSF2 el funcionament és diferent. Una pàgina JSF també conté etiquetes 
especials i codi HTML, però el seu processament és bastant més complicat. La 
diferència fonamental amb JSP és el resultat del processament intern, en el servidor, 
de la pàgina quan es realitza la petició. En JSP la pàgina es processa i es 
transforma en un servlet. En JSF2, el resultat del processament és un arbre de 
components, objectes Java instanciats en el servidor, que són els que posteriorment 
s'encarreguen de generar el HTML. 
Amb una mica més de detall, quan l'usuari realitza una petició a la pàgina JSF es 
realitzen les següents accions en ordre: 
1. Es processa la pàgina de dalt a baix i es crea un arbre de components JSF en 
forma de objectes instanciats de classes de JSF. 
2. S'obtenen els valors introduits per l'usuari i s'actualitzen els beans gestionats 
amb aquests. 
3. S'actualitzen els components amb els valors procedents de les propietats dels 
beans gestionats. 
4. Es demana als components que es renderitzin, generant-se el codi HTML que 
s'envia de tornada al navegador com a resultat de la petició. 
5. L'arbre de components JSF es guarda en memòria per a que posteriors 
peticions a la mateixa pàgina JSF no hagin de crear-lo de nou, sinó que 
utilitzin l'existent. 
I doncs, com es genera el HTML final de la resposta a la petició? En JSP el servlet 
genera el HTML mitjançant sentencies incrustades en el seu codi que escriuen al 
stream de sortida. En JSF2 la pàgina HTML es genera com a resultat de crides a 
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mètodes de l'arbre de components (en JSF es parla de realitzar un render del 
component).  
2.1.1. Especificacions 
JavaServer Faces és el framework oficial de Java Enterprise pel desenvolupament 
de interfícies d'usuari avançades en aplicacions web. L'especificació de JSF ha anat 
evolucionant des del seu llançament en 2004 i s'ha anat consolidant, introduint noves 
característiques i funcionalitats. 
L'especificació original de JavaServer Faces (1.0) va ser aprovada el març de 2004, 
amb la Java Specification Request JSR 127. En aquesta especificació es defineix el 
funcionament bàsic de JSF, introduint-se les seves principals característiques: ús de 
beans gestionats, el llenguatge d'expressions JSF, components bàsics i navegació 
entre vistes. 
L'especificació JavaServer Faces 1.2 es va aprovar el maig del 2006. La JSR on es 
defineix és la JSR 252. En aquesta especificació s'introdueixen algunes millores i 
correccions en l'especificació 1.1. Una de les principals és la introducció del 
llenguatge unificat d'expressions (Unified Expression Language o Unified EL), que 
integra el llenguatge JSTL d'expressions de JSP i el llenguatge d'expressions de JSF 
en una única especificació. 
L'especificació actual de JSF (JavaServer Faces 2.1) es va aprovar l'octubre de 2010 
(JSR 314). En aquesta especificació es trenca definitivament amb JSP com forma de 
definir les vistes JSF i s'introdueix un format independent de JSP. De fet, la 
implementació de referència de Oracle/Sun s'integra amb Facelets, un sistema de 
definició de plantilles per les pàgines web que substitueix a JSP i que s'ha 
popularitzat amb JSF 1.2. Una altra característica important és l'ampli suport per 
AJAX. Aquesta ha estat, doncs, l'especificació amb la que hem dut a terme el 
projecte. 
2.1.2. Cicle de vida 
El que en JSF es denomina cicle de vida no és més que una seqüència de fases per 
les que passa una petició JSF des de que es rep al servidor fins que es genera la 
pàgina HTML resultant. El servlet que implementa el framework 
(javax.faces.webapp.FacesServlet) rep la petició i realitza tot el cicle, creant i 
utilitzant els objectes Java que representen els components JSF i els beans 
Desenvolupament d'una aplicació mòbil per a la gestió de serveis d'assistència urgent 
11 
gestionats. La relació entre aquests objectes i la generació de codi HTML a partir de 
l'arbre de components constitueixen la base de funcionament del framework. Les 
fases del cicle de vida són les següents: 
1. Restaurar la vista (restore view). En aquest pas s'obté l'arbre de components 
corresponents a la vista JSF de la petició. Si s'ha generat abans es recupera, 
sinó es genera a partir de la descripció JSF. 
2. Aplicar els valors de la petició (apply request values). Una vegada s'ha 
obtingut l'arbre de components es processen tots els seus valors associats. 
Es converteixen totes les dades de la petició a tipus de dades Java i, per 
aquells que tenen la propietat inmediate a cert, es validen, avançant-se a la 
següent fase. 
3. Processar validacions (process validations). Es validen totes les dades. Si hi 
ha algun error, s'encua un missatge d'error i s'acaba el cicle de vida, saltant-
se a l'últim pas (renderitzar resposta). 
4. Actualitzar els valors del model (update model values). Quan s’arriba a 
aquesta fase, tots els valors s'han processat i s'han validat. S'actualitzen 
llavors les propietats dels beans gestionats associats als components. 
5. Invocar a l'aplicació (invoke application). Quan s’arriba a a aquesta fase, 
totes les propietats dels beans associats a components d'entrada (input) s'han 
actualitzat. En aquest moment es crida a l'acció seleccionada per l'usuari. 
6. Renderitzar la resposta (render response) 
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Figura 1. Cicle de vida JSF 
 
Al final de cada una de les fases, es comprova si hi ha algun esdeveniment que hagi 
de ser processat en aquella fase en concret i es crida al seu listener. També es 
criden als listeners dels esdeveniments que han de ser processats en qualsevol fase. 
Els listeners, alhora, poden saltar a la última fase del cicle per renderitzar l'arbre de 
components cridant al mètode renderResponse() del FacesContext. També 
poden renderitzar el component associat a l'esdeveniment i cridar al mètode 
responseComplete() del FacesContext per finalitzar el cicle de vida.  
JSF emet un esdeveniment PhaseListener al començament i al final de cada fase del 
cicle de vida de la petició. Per capturar l'esdeveniment hem de definir una classe que 
implementi la interfície PhaseListener i els seus mètodes beforePhase i 
afterPhase. 
2.1.3. Gestió d'esdeveniments 
La gestió d'esdeveniments fa referència a la necessitat de les nostres aplicacions a 
respondre a accions de l'usuari, com pot ser la selecció dels ítems d'un menú o clicar 
en un botó. JSF suporta quatre tipus d'esdeveniments: 
 Value change events: Els llencen els editable value holders (h:inputText, 
h:selectOneRadio, h:selectManyMenu,...) quan canvia de valor el component. 
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 Action events: Els llencen els butons i enllaços. Es disparen durant la Invoke 
Application phase, prop del final del cicle de vida de l'aplicació. 
 Phase events: Les implementacions de JSF llencen esdeveniments abans i 
després de cada una de les fases del cicle de vida. Aquests esdeveniments 
són interceptats pels phase events. Al contrari que els anteriors, els phase 
listeners han d'associar-se a l'arrel de la vista, amb l’etiqueta f:phaseListener 
 System events (a partir de JSF 2.0): A partir de l'especificació 2.0 de JSF, 
s'introdueix un sistema de notificacions en el qual tant la pròpia implementació 
com els diferents components poden notificar a diferents listeners sobre una 
sèrie d'esdeveniments potencialment interessants. 
2.2. Android 
Android és un conjunt de programari per a dispositius mòbils que inclou un sistema 
operatiu, programari intermediari i aplicacions. Google Inc. va comprar el 
desenvolupador inicial del programari, Android Inc., el 2005. El sistema operatiu 
Android es basa en una versió modificada del nucli Linux. 
Android té una gran comunitat de desenvolupadors que escriuen aplicacions (apps) 
que estenen les funcions del dispositiu. Actualment Android és la plataforma més 
utilitzada al món en smartphones i hi ha al voltant d'unes 300.000 aplicacions 
disponibles en el seu canal oficial de distribució d'aplicacions, Google Play.  
Google Play, prèviament conegut com a Android Market, és el dipòsit d'aplicacions 
en línia oficial de Google, tot i que també es poden descarregar per llocs web de 
tercers. 
2.2.1. Estructura 
L'estructura del sistema operatiu Android està formada per un conjunt d'aplicacions 
que s'executen en un framework sobre el nucli de les biblioteques Java en una 
màquina virtual. Per descriure una mica millor el sistema, mencionarem les quatre 
parts (dividides en capes) en les que s'organitza Android. 
 Nucli: Android depèn de Linux pels serveis base del sistema tals com la 
seguretat, la gestió de processos, els controladors hardware, etc. El nucli 
actua també com una capa d'abstracció entre el hardware i la resta de la pila 
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software. 
 Biblioteques: Android inclou un conjunt de biblioteques C/C++ utilitzades per 
diversos components del sistema i a disposició pels desenvolupadors, així 
com un conjunt de biblioteques base que proporcionen la major part de les 
funcions disponibles en les biblioteques base de Java. Cada aplicació Android 
corre el seu propi procés, amb la seva pròpia instància de la màquina virtual 
Dalvik. La seva funció és la de fer de capa d'abstracció entre les capacitats de 
cada terminal i les aplicacions que pugui crear un desenvolupador, com per 
exemple l'ús de la càmera, el GPS, etc. 
 Framework d'aplicacions: Els desenvolupadors tenen accés complert al 
SDK d'Android per poder facilitar la creació d'aplicacions. Els components 
bàsics que podem trobar són els següents: 
◦ Activitats: Components d'interfície d'usuari que normalment corresponen 
a les diferents pantalles d'una aplicació. El seu cicle de vida és semblant al 
de les pàgines web, permetent-nos el moviment a la següent pantalla 
(començant una nova Activitat) o a la anterior (tornant a l'Activitat prèvia). 
◦ Serveis: Components sense interfície d'usuari que permeten l'execució de 
tasques en background durant un llarg període de temps, com per 
exemple, enviar la localització a un servidor periòdicament. 
◦ Proveïdors de contingut: Components amb la finalitat d'oferir un 
mecanisme per compartir dades entre aplicacions. Les dades poden ser 
guardades en una base de dades o en fitxers. 
◦ Receptors de transmissions: S'encarreguen de respondre a 
esdeveniments externs i poden fer despertar processos d'una aplicació, 
com per exemple l'actualització del correu. 
◦ Aplicacions: La capa d'aplicacions és l'entorn d'instal·lació de les 
diferents aplicacions Android. Per defecte existeixen aplicacions ja 
instal·lades. 
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Figura 2. Estructura d’Android 
 
2.2.2. Cicle de vida dels components 
Ja sigui activitats, proveïdors de contingut o receptors de transmissions, tots ells 
tenen un temps de vida, des que són iniciats fins al moment que són destruïts, tot i 
que la vida de cada un d'aquests components passen per un seguit d'estats. En 
cada un d'aquests estats s'executen diferents mètodes per dur a terme les tasques 
necessàries. 
A tall d'exemple mostrem el cicle de vida de les activitats, dividit en quatre possibles 
estats: 
 Activa (Running): L'activitat està al cim de la pila. Actualment està visible. 
 Pausada (Paused): L'activitat és visible però no té el focus. S'assoleix aquest 
estat quan passa a ser activa una activitat “transparent” o que no ocupa tota 
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la pantalla. Quan una activitat és tapada per complet passa a ser parada. 
 Parada (Stopped): Quan l'activitat no és visible. 
 Destruïda (Destroyed): Quan l'activitat finalitza. 
Els mètodes utilitzats en les diverses transicions d'estat són: 
 onCreate(Bundle): Es crida quan es crea l'activitat. S'utilitza per realitzar tota 
mena d'inicialitzacions, com la creació de la interfície d'usuari o la inicialització 
d'estructures de dades. Pot rebre informació d'estat de la activitat (en una 
instància de la classe Bundle). 
 onStart(): Ens indica que l'activitat és a punt de ser mostrada a l'usuari. 
 onResume(): Es crida quan l'activitat comença a interactuar amb l'usuari. 
 onPause(): Indica que l'activitat és a punt de ser passada a un segon pla, 
normalment perquè una altra activitat és llançada. 
 onStop(): L'activitat ja no és visible per l'usuari. S'ha d'anar en compte si hi ha 
poca memòria, doncs és possible que l'activitat sigui destruida sense cridar a 
aquest mètode. 
 onRestart(): Indica que l'activitat torna a ser activa després de ser parada. 
 onDestroy(): Es crida abans de destruir l'activitat. Es destrueix de forma 
irreversible. 
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Figura 3. Cicle de vida de les Activitats en Android 
 
2.3. MongoDB 
MongoDB és un sistema de base de dades NoSQL de codi obert orientat a 
documents. En comptes de guardar les dades en taules com fan les bases de dades 
realcionals, MongoDB guarda estructures de dades en documents tipus JSON amb 
un esquena dinàmic (MongoDB anomena aquest format BSON), fent que la 
integració de les dades en certes aplicacions sigui més fàcil i ràpida. És una base de 
dades àgil que permet als esquemes canviar ràpidament quan les aplicacions 
evolucionen, proporcionant sempre la funcionalitat que els desenvolupadors esperen 
de les bases de dades tradicionals. Ha estat creada per proporcionar escalabilitat, 
rendiment i gran disponibilitat, escalant d'una implantació de servidor únic a grans 
arquitectures complexes. MongoDB ens ofereix un alt rendiment, tant per lectura 
com per escriptura, potenciant la computació en memòria (in-memory). 
Consideracions a tenir en compte quan utilitzem MongoDB: 
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 Bloqueig a nivell de base de dades: MongoDB bloqueja la base de dades 
sencera cada vegada que es realitza una escriptura, el que redueix la 
concurrència dràsticament. 
 Escriptures no durables ni verificables: MongoDB retorna quan encara no s'ha 
escrit la informació en l'espai d'emmagatzematge permanent, el que podria 
ocasionar pèrdues d'informació.  
 Escalabilitat: MongoDB té problemes de rendiment quan el volum de dades 
supera els 100GB. 
En definitiva, MongoDB ha estat dissenyada per a ser ràpida (no hi ha joins), flexible 
(schemaless), escalable (escalabilitat horitzontal deixant enrere la vertical) i per 
reduir al mínim les tasques d'administració (replicació nativa, recuperació a fallades, 
balanceig de càrrega automàtic, etc.).  
Pel nostre projecte no hem instal·lat una base de dades MongoDB en un servidor 
propi, sinó que hem optat per MongoLab. MongoLab és un servei cloud que ens 
ofereix la potència de MongoDB i a més els avantatges de tenir les dades al núvol. 
2.4. Tomcat 
Apache Tomcat és un contenidor de servlets desenvolupat per l'Apache Software 
Foundation. Tomcat implementa les especificacions de servlet i de Java Server 
Pages (JSP), proporcionant un entorn per al codi Java a executar en cooperació 
amb un servidor web. Aquest pot ser configurat editant els fitxers de configuració que 
normalment són en format XML. Com que Tomcat inclou el seu propi servidor HTTP, 
per això també se'l considera un servidor web independent.  
2.4.1. SSL 
SSL són les inicials de Secure Socket Layer (capa de connexió segura) i el seu ús 
s'enfoca a esquemes client-servidor. El protocol SSL és un sistema que es troba en 
la pila OSI entre els nivells de TCP/IP i els protocols d'aplicació (HTTP, FTP, SMTP, 
etc.). Proporciona els seus serveis de seguretat xifrant les dades intercanviades 
entre el servidor i el client amb un algoritme de xifrat simètric. Mentre que SSL pot 
ser utilitzat dins d'altres protocols de comunicació, com port ser transferència de 
fitxers via FTP, el HTTPS únicament s'utilitza per web. 
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3. Anàlisi 
En aquesta secció detallem l'anàlisi realitzat durant la fase inicial del projecte. Aquest 
anàlisi està enfocat a l'obtenció d'un bon resultat de l'aplicació i ens ha d'ajudar a 
comprendre què ha de fer el sistema. 
3.1. Anàlisi de requisits 
3.1.1. Requisits funcionals  
Els requisits funcionals són aquells que especifiquen cada funcionalitat del sistema i 
com s'ha de comportar l'aplicació. El nucli del requisit és la descripció del 
comportament del requisit que ha de ser clara i concisa. 
De l'aplicació mòbil: 
 Registre d'un nou operari al sistema que no s'ha enregistrat prèviament. 
 Consulta i modificació en tot moment les dades pròpies de l'operari (inclosa la 
seva disponibilitat). 
 Consulta de les empreses per les quals l'operari treballa.  
 Consulta i modificació de tots els serveis en el que l'operari hi està implicat. 
 Consulta de la liquidació de les empreses amb les quals l'operari treballa. 
 Creació d'un nou servei per alguna de les empreses per les quals l'operari 
treballa. 
De l'aplicació web: 
 Accés al sistema d'empreses registrades, visualització de les seves dades i 
modificació de la contrasenya. 
 Gestió i control total dels tots serveis de l'empresa. 
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 Creació d'un servei nou i assignació (automàtica o manual) a un determinat 
operari. 
 Generació i visualització de documents PDF (pressupostos i factures). 
 Visualització de les diferents liquidacions per operaris per un període. 
 Gestió del catàleg de serveis/productes de l'empresa. 
 Visualització de diferents estadístiques. 
 Visualització dels operaris que treballen per l'empresa, el seu rànquing i la 
seva localització en un mapa. 
3.1.2. Requisits no funcionals 
Els requisits no funcionals del projecte descriuen aspectes del sistema que són 
visibles per l'usuari però no inclouen una relació directa amb el sistema.  
De l'aplicació mòbil i web: 
 Elaboració d'un manual d'usuari: Tot i ser una aplicació fàcil d'utilitzar, és 
necessari l'elaboració d'un manual per tal de que els usuaris siguin conscients 
de tota la funcionalitat  existent. 
 Usabilitat: la interfície d'usuari ha de ser intuïtiva i simple. 
 Temps de resposta: Les peticions de l'usuari han ser el més ràpides possible 
per assegurar la velocitat i el temps de resposta de l'aplicació. 
 Escalabilitat: ha de ser possible afegir nova funcionalitat de forma senzilla. 
 Utilitat: les funcionalitats de l'aplicació han de ser útils per l'usuari. 
 Disseny visual: un gran incentiu en la utilització d'aplicacions mòbils, és que 
apart de funcional, sigui agradable a la vista. 
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 Fiabilitat i consistència: s'ha d’assegurar sempre que sigui possible la validesa 
de les dades introduïdes per l'usuari, detectant i avisant dels possibles errors. 
 Seguretat: Degut al fet que l'aplicació emmagatzema dades de caràcter 
personal, la seguretat de la base de dades ha d’assegurar que es respecti la 
LOPD. 
3.2. Anàlisi tecnològic 
Donades les necessitats del projecte, transformades en requisits funcionals i no 
funcionals, es necessita fer una elecció entre les diferents tecnologies per cada una 
de les aplicacions. 
3.2.1. Plataforma mòbil 
En la fase inicial del projecte ens vam plantejar si fer la implementació amb codi 
natiu de la plataforma o fixar-se en alternatives que utilitzen un llenguatge intermedi 
(per exemple PhoneGap), entenent com a llenguatge intermedi aquell que no és 
exclusiu de la plataforma nativa del dispositiu sobre el que s'executen i que poden 
ser portats a diferents plataformes, com per exemple iOS. Es va decidir no utilitzar 
un llenguatge intermedi per diverses raons: 
 Moltes de les característiques del nucli de la plataforma (molt importants en el 
nostre projecte) podrien no estar disponible al no utilitzar codi natiu. 
 Per la naturalesa de l'aplicació s'ha tingut més en compte el fet d'utilitzar tota 
la potència d'un codi natiu que no pas la portabilitat que ens ofereix un 
llenguatge intermedi. 
 El rendiment del codi natiu de la plataforma és superior que utilitzant un 
llenguatge intermedi. 
Una vegada decidit que no utilitzarem cap llenguatge intermedi per desenvolupar 
l'aplicació mòbil ens plantegem quina de les dues plataformes més populars 
actualment al mercat, Android o iOS, és la més interessant per dur a terme el 
desenvolupament. 
Android vs iOS 
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L'elecció d'ús d'Android o iOS pels usuaris és una qüestió simplement de preferència 
però quan es tracta del desenvolupament intervenen altres factors. El plantejament 
d'ambdues plataformes és molt diferent i això genera alguns avantatges i 
inconvenients. 
A continuació es descriuen alguns dels motius pel quals ha estat escollit el sistema 
operatiu Android: 
 iOS està lligat als dispositius d'Apple. Android és adaptable pels fabricants i 
per tant accessibles a través d'una àmplia gama de dispositius i preus. 
 Les previsions de creixement previstes per aquest sistema operatiu. 
 El baix cost que suposa desenvolupar una aplicació Android. 
 Android utilitza Java com a llenguatge de programació pel que la corba 
d'aprenentatge és menor. 
 Android és una plataforma de codi obert. 
3.2.1. Plataforma web 
Frameworks RIA basats en el servidor 
Davant les aplicacions web tradicionals basades en la navegació entre diferents 
pàgines, en els últims anys s'han popularitzat les aplicacions web d'una única pàgina 
que intenten simular les aplicacions d'escriptori. Són les denominades RIA (Rich 
Internet Applications). 
Google va ser un dels primers promotors d'aquest tipus d'aplicacions, com per 
exemple Google Maps. Aquesta aplicació web utilitza JavaScript de forma intensiva 
per interactuar amb el mapa o per seleccionar opcions (imprimir, enviar, etc.). Totes 
aquestes accions es realitzen en una única pàgina del navegador.  
En les aplicacions tradicionals cada petició al servidor fa que aquest generi una nova 
pàgina HTML. En la part esquerra de la següent figura es mostra aquest model. 
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Figura 4. Model AJAX  
 
En la part de la dreta de la figura veiem el funcionament de les aplicacions RIA. Es 
segueixen realitzant peticions HTTP al servidor, però no és el navegador qui ho fa 
directament, sinó funcions JavaScript presents a la pròpia pàgina. Aquestes funcions 
envien la petició i les dades al servidor i aquest retorna la resposta en algun tipus de 
format (text, XML o JSON). Les funcions JavaScript donen format a aquestes dades i 
les mostren en pantalla actualitzant l'arbre de components DOM. El servidor no 
genera una nova pàgina, sinó que genera només les dades. Aquest enfocament és 
el denominat AJAX (Asynchronous JavaScript and XML). 
Existeixen frameworks molt populars, com jQuery, que faciliten la tasca de definir la 
interfície d'usuari de l'aplicació. Tot i així, el manteniment i el testing d'aquest codi es 
fa complicat. Hi ha molts elements implicats: la comunicació amb el servidor, les 
pàgines HTML en les que està incrustat i el propi codi JavaScript. També es fa 
complicat reutilitzar i compartir el codi JavaScript entre diferents pàgines i 
desenvolupadors. 
Com a alternativa a la codificació en JavaScript apareixen els denominats 
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frameworks RIA basats en el servidor, en el que els desenvolupadors no escriuen 
directament JavaScript, sinó que utilitzen components d'alt nivell (panells, menús, 
combos, etc.) que el servidor insereix en les pàgines resultants. Aquest enfocament 
és el que utilitzen frameworks populars com JSF (JavaServer Faces). 
Des d'aquest enfocament el desenvolupador compon la interfície d'usuari utilitzant 
un llenguatge de components específic. Aquesta definició resideix en el servidor en 
forma de pàgina de text. Quan el servidor rep una petició realitza un processament 
d'aquesta pàgina de text i en genera una altra que conté tots els components de la 
interfície en format HTML i JavaScript i que s'envia altra vegada al navegador. 
JavaServer Faces 
La tecnologia JavaServer Faces és un framework d'interfícies d'usuari del costat del 
servidor per aplicacions web basades en la tecnologia Java. Aquesta tecnologia ens 
ofereix una API i una implementació de referència per representar components UI i 
manegar el seu estat, manegar esdeveniments, definir la navegació entre pàgines, 
etc. Aquest model ben definit faciliten de forma significativa la tasca de construcció i 
manteniment d'aplicacions web. 
En el nostre cas la definició de la interfície es realitza en forma de pàgines XHTML 
amb diversos tipus d'etiquetes que veurem més endavant. Aquestes pàgines es 
denominen pàgines JSF. La següent figura mostra el funcionament de JSF per 
generar un pàgina per primera vegada. 
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Figura 5. Generació d’una pàgina HTML amb JSF 
 
El navegador realitza una petició a una determinada URL en la que resideix la 
pàgina JSF que es vol mostrar. En el servidor un servlet que anomenem motor de 
JSF rep la petició i construeix un arbre de components a partir de la pàgina JSF que 
es sol·licita. Aquest arbre de components replica en forma de objectes Java 
l'estructura de la pàgina JSF original i representa l'estructura de la pàgina que 
s'enviarà al navegador. Per exemple, si a la pàgina JSF es defineix un component de 
tipus menú amb l'etiqueta <h:selectOneMenu> a l'arbre de components es 
construirà un objecte Java de la classe 
javax.faces.component.html.HtmlSelectOneMenu 
Una vegada construit l'arbre de components, s'executa el codi Java en el servidor 
per omplir els elements de l'arbre amb les dades de l'aplicació. Per últim, a partir de 
l'arbre de components es genera la pàgina HTML que s'envia al navegador.  
Els components han de mostrar i recollir les dades que s'obtenen i es passen a 
l'aplicació. Aquest procés es denomina data binding. En els frameworks basats en el 
servidor el data binding és senzill perquè la definició de la interfície d'usuari i les 
dades resideixen en un mateix lloc. En el cas de JSF 2 la forma de lligar dades amb 
la interfície és utilitzant l'anotació @ManagedBean en una classe Java per definir el 
que s'anomena com un bean gestionat.  
Una vegada que la pàgina es mostra en el navegador, l'usuari interactua amb ella 
(per exemple, apretant un botó, escrivint un text en un camp o clicant en una opció 
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d'una menú desplegable). En aquest moment és quan s'utilitza l'enfocament AJAX. 
Els components contenen codi JavaScript que s'encarreguen de gestionar la 
interacció i passar al servidor les peticions específiques. Aquestes peticions no han 
de generar necessàriament una nova pàgina. Moltes vegades n'hi ha prou en 
actualitzar algun element del DOM de la pàgina actual, seguint un enfocament molt 
similar a AJAX. La següent figura descriu el procés d'actualització d'una pàgina JSF.  
 
Figura 6. Actualització d’una pàgina amb JSF 
 
El servidor recull la petició, la processa, recupera l'arbre de components de la pàgina 
i genera unes dades en format XML que retorna al client. Allà el codi JavaScript les 
processa i actualitza  convenientment el DOM de la pàgina. 
A tall de resum, entre els avantatges del desenvolupament basat en el servidor en 
comptes de la codificació directe en JavaScript destaquem: 
 Més fàcil de portar a diferents navegadors i plataformes (mòbils, per exemple) 
 És molt fàcil accedir als objectes de negoci i de dades des de la presentació. 
 Major robustesa i seguretat. 
 Major facilitat de mantenir, provar i modificar. 
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JSF2 vs Struts2 
En un primer moment inicial del projecte ens vam plantejar quin d'aquests dos 
coneguts frameworks Java EE (Struts2 o JSF2) utilitzar Ambdós pretenen 
normalitzar i estandarditzar el desenvolupament d'aplicacions Web utilitzant el patró 
Model Vista Controlador (MVC). 
Algunes consideracions que hem tingut en compte a l'hora d'escollir JSF2 com a 
framework després de documentar-se les exposem a continuació: 
 JSF tracta la vista d'usuari a través de components i basada en 
esdeveniments (listeners), com per exemple prémer un botó. Struts2 omple 
objectes ActionForm amb les peticions de l'usuari. 
 La validació i la conversió de dades té una granularitat més fina en JSF que 
no pas en Struts2. JSF ho fa a nivell de component i Struts2 per qualsevol 
objecte ActionForm. 
 JSF té una especificació creada per la Java Community Process, cosa que el 
transforma en un estàndard i totes les implementacions han de respectar. 
 Struts2 té un grau de maduresa més alt i amb una gran base d'experiència 
donat que va aparèixer abans, tot i que JSF és més flexible. 
 Amb JSF i les seves extensions es poden arribar a construir interfícies 
gràfiques més potents. 
4. Especificació 
L'especificació és un document tècnic que descriu, de manera precisa i simple, les 
necessitats i funcions específiques d'un sistema determinat.  
En el primer apartat es defineixen els casos d'ús, tècnica que serveix per definir les 
interaccions entre un sistema i els seus actors en resposta a un esdeveniment que 
inicia un actor principal sobre el sistema i que sorgeixen de la captura de requisits 
funcionals del sistema. En primer lloc, es mostren els diagrames de casos d'ús, que 
defineixen de forma gràfica els casos d'ús i a continuació es descriuen cada un d'ells 
de forma detallada. 
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En el segon apartat es descriu el model conceptual o diagrama de classes, 
diagrames estàtics que descriuen l'estructura del sistema, mostrant les classes,  els 
seus atributs i les seves relacions. 
Finalment es descriu el model de comportament del sistema, format pels diagrames 
de seqüència del sistema i els contractes de les operacions.  
4.1. Casos d'ús 
Acabada de veure la definició dels casos d'ús, procedirem a veure els diagrames per 
l'aplicació mòbil i l'aplicació web. Cal notar que hi ha dos sistemes diferents, on els 
actors (entitat externa al sistema que guarda relació amb aquest i li demanda una 
funcionalitat) estaran diferenciats degut als requisits funcionals del sistema. 
4.1.1. Aplicació mòbil 
Diagrama de casos d'ús 
La següent figura que il·lustra els casos d'ús de l'aplicació mòbil: 
 
Figura 7. Diagrama de casos d’ús (App Mòbil) 
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Especificació de casos d'ús 
Alta Servei 
 Actor: Operari 
 Resum: Alta d'un nou servei per a una determinada empresa. 
 Curs típic d'esdeveniments: 
Accions dels actors Resposta del sistema 
1. L'operari selecciona Nou dins 
el menú Serveis. 
 
 2. El sistema mostra tots els atributs 
relatius a un servei buits. 
3. L'operari omple les dades 
obligatòries per la correcta 
creació d'un servei. 
 
 4. El sistema guarda correctament el 
nou servei al sistema. 
 Cursos alternatius: 
o {Línia 3. Dades obligatòries}: L'operari no ha omplert correctament les 
dades obligatòries per la creació del servei. 
o {Línia 2, 4, 6. Connexió al servidor}: Durant la petició al servidor el 
sistema detecta que no hi ha connexió de xarxa. 
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Llistar Serveis 
 Actor: Operari 
 Resum: Obtenció de tots els serveis d'un operari 
 Curs típic d'esdeveniments: 
Accions dels actors Resposta del sistema 
1. L'operari selecciona Serveis 
del menú principal. 
 
 2. El sistema mostra tots els serveis 
de l'operari (indicant l'estat en que es 
troben). 
 Cursos alternatius: 
o {Línia 2. Connexió al servidor}: Durant la petició al servidor el sistema 
detecta que no hi ha connexió de xarxa. 
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Editar Servei 
 Actor: Operari 
 Resum: Modificació de les diferents dades de les que consta un servei. 
 Curs típic d'esdeveniments: 
 
Accions dels actors Resposta del sistema 
1. L'operari selecciona un servei de 
la llista. 
 
 2. El sistema mostra tota la 
informació del servei seleccionat. 
3. L'operari modifica les dades del 
servei, així com els conceptes i 
imports d'aquest. 
 
4. L'operari modifica l'estat del 
servei. 
 
 5. El sistema actualitza els possibles 
canvis realitzats. 
 
 Cursos alternatius: 
◦ {Línia 3. Connexió al servidor}: A l'hora d'afegir un concepte des del 
catàleg d'una empresa, el sistema detecta que no hi ha connexió de xarxa. 
◦ {Línia 4. Error de canvi d'estat}: A l'actualitzar l'estat d'un servei el sistema 
detecta que hi ha quelcom erroni a l'hora de passar d'un estat a un altre. 
◦ {Línia 5. Actualització incorrecta}: A l'actualitzar un servei el sistema 
detecta que hi ha dades que falten o són incorrectes. 
◦ {Línia 5. Connexió al servidor}: Durant l'actualització al servidor el sistema 
detecta que no hi ha connexió de xarxa. 
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Consultar Liquidació 
 Actor: Operari 
 Resum: Consulta de la liquidació per empreses dels serveis cobrats en un 
període determinat. 
 Curs típic d'esdeveniments: 
 
Accions dels actors Resposta del sistema 
1. L'operari selecciona Liquidació 
al menú principal. 
 
 2. El sistema envia la liquidació dels 
serveis cobrats els darrers set dies de 
totes les empreses per les quals 
l'operari treballa. 
3. L'operari canvia les dates d'inici i 
de fi del període del qual vol 
consultar la liquidació. 
 
 4. El sistema actualitza la liquidació 
mostrant els serveis cobrats dins del 
període. 
 
5. L'operari filtra la liquidació per 
l'empresa o empreses que desitgi. 
 
 6. El sistema actualitza la liquidació 
només mostrant els serveis cobrats de 
les empreses seleccionades. 
 
 Cursos alternatius: 
◦ {Línia 1. No hi ha empreses}: L'operari encara no treballa per a cap 
empresa i el sistema mostra un avís informant d'aquesta situació. 
◦ {Línia 3. Dates incorrectes}: L'usuari introdueix la dates incorrectes (data 
d'inici posterior a data de fi o viceversa) 
◦ {Línia 2, 4, 6. Connexió al servidor}: Durant la petició al servidor el sistema 
detecta que no hi ha connexió de xarxa. 
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Consultar Empreses 
 Actor: Operari 
 Resum: Consulta de les empreses per les quals un operari treballa. 
 Curs típic d'esdeveniments: 
 
Accions dels actors Resposta del sistema 
1. L'operari selecciona Empreses 
al menú principal. 
 
 2. El sistema mostra una llista de totes 
les empreses (amb les respectives 
dades) per les quals l'operari treballa. 
 
 Cursos alternatius: 
◦ {Línia 2. Connexió al servidor}: Durant la petició al servidor el sistema 
detecta que no hi ha connexió de xarxa. 
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Editar Perfil 
 Actor: Operari 
 Resum: Modificació de les dades personals i les especialitats/habilitats d'un 
operari. 
 Curs típic d'esdeveniments: 
 
Accions dels actors Resposta del sistema 
1. L'operari selecciona Perfil al 
menú principal. 
 
 2. El sistema mostra les dades 
personals de l'operari. 
3. L'operari edita si creu convenient 
les seves dades personals i 
selecciona Especialitats. 
 
 4. El sistema mostra tot el catàleg 
d'especialitats en què un operari pot 
ser especialista en el sistema. 
Marcades apareixen les especialitats 
que l'operari domina. 
5. L'operari edita si ho creu 




 Cursos alternatius: 
◦ {Línia 3. Dades incorrectes}: Si l'operari deixa alguna dada personal 
obligatòria en blanc, el sistema l'informa d'aquest fet.  
◦ {Línia 5. Almenys una especialitat}: Si l'operari no ha marcat almenys una 
especialitat que domini, el sistema l'informa d'aquest fet. 
◦ {Línia 4. Connexió al servidor}: Durant la petició al servidor el sistema 
detecta que no hi ha connexió de xarxa. 
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Canviar disponibilitat 
 Actor: Operari 
 Resum: Modificació de la disponibilitat d'un operari.(Quan aquest està 
disponible pot rebre avisos per part de les empreses, altrament no) 
 Curs típic d'esdeveniments: 
 
Accions dels actors Resposta del sistema 
1. L'operari canvi al disponibilitat 
des del menú principal. 
 
 2. El sistema actualitza la disponibilitat 
de l'operari. 
 
 Cursos alternatius: 
◦ {Línia 2. Connexió al servidor}: Durant la petició al servidor el sistema 
detecta que no hi ha connexió de xarxa. 
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Recepcionar Avís 
 Actor: Operari 
Resum: Gestió d'un avís enviat des del servidor. 
 Curs típic d'esdeveniments: 
 
Accions dels actors Resposta del sistema 
1. L'operari obre un avís 
rebut des d'una empresa. 
 
 2. El sistema mostra les dades de l'avís. 
3. L'operari accepta o 
rebutja l'avís. 
 
 4. En cas que l'avís sigui acceptat per 
l'operari, aquest se li assigna com un servei i 
s'esborra dels seus avisos pendents. 
Altrament, l'avís només s'esborra dels 
pendents de l'operari. 
 
 Cursos alternatius: 
◦ {Línia 3.Avís ja acceptat}: Pot ser que l'avís ja hagi estat acceptat per un 
altre operari del sistema, pel que l'avís s'elimina i finalitza el cas d'ús. 
◦ {Línia 3. Connexió al servidor}: Quan acceptem o rebutgem un avís per 
notificar-ho al servidor el sistema detecta que no hi ha connexió de xarxa. 
  
Desenvolupament d'una aplicació mòbil per a la gestió de serveis d'assistència urgent 
37 
4.1.2. Aplicació web 
Diagrama de casos d'ús 
La següent figura que il·lustra els casos d'ús de l'aplicació web: 
 
Figura 8. Diagrama de casos d’ús (App web) 
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Especificació de casos d'ús 
Consultar Liquidació 
 Actor: Empresa 
 Resum: Consulta de la liquidació per operaris dels serveis cobrats en un 
període determinat. 
 Curs típic d'esdeveniments: 
 
Accions dels actors Resposta del sistema 
1. L'empresa selecciona Liquidació 
del menú. 
 
 2. El sistema mostra la liquidació dels 
serveis cobrats subtotalitzada pels 
diferents operaris amb el que treballa 
en els darrers set dies. 
3. L'empresa selecciona les dates 
d'inici i fi de les liquidacions. 
 
 4. El sistema actualitza les 
liquidacions en el període seleccionat.  
 
 Cursos alternatius: 
◦ {Línia 3.Dates incorrectes}: El sistema mostra un missatge si la data d'inici 
és posterior a la data de fi o viceversa. 
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Consultar Factures 
 Actor: Empresa 
 Resum: Llista totes les factures realitzades per l'empresa. (es pot filtrar per 
NIF, nom, adreça i població). 
 Curs típic d'esdeveniments: 
 
Accions dels actors Resposta del sistema 
1. L'empresa selecciona Factures 
del menú. 
 
 2. El sistema mostra una taula amb 
totes les factures de l'empresa. 
3. L'empresa selecciona l'opció de 
visualitzar en PDF una factura. 
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Gestió Serveis 
 Actor: Empresa 
 Resum: Creació d'un nou servei. Llistat de serveis. Assignació d'un servei a 
un operari. Edició de totes les dades relatives a un servei. 
 Curs típic d'esdeveniments: 
 
Accions dels actors Resposta del sistema 
1. L'empresa selecciona crear un 
nou servei del menú Serveis. 
 
 2. El sistema mostra un formulari per 
introduir totes les dades del servei. 
3. L'empresa introdueix almenys 
les dades obligatòries per la 
creació del servei. 
 
 4. El sistema crea el nou servei i el 
mostra afegit a la llista de serveis de 
l'empresa. 
5. L'empresa assigna el servei a un 
operari. 
 
6. L'empresa edita tota la 
informació del servei, així com 
estat, conceptes o cobraments. 
 
 7. El sistema enregistra els canvis. 
 
 Cursos alternatius: 
◦ {Línia 3.Dades incorrectes}: El sistema mostra una alerta d'error si hi ha 
algun error de validació o falten valors obligatoris a l'hora de crear el servei. 
◦ {Línia 5.Enviament a un operari}: L'empresa envia un servei a un operari 
en concret de manera que aquest rep un avís al seu dispositiu mòbil on 
pot acceptar o rebutjar el servei. 
◦ {Línia 5.Enviament automàtic}: El sistema automàticament el servei a un 
operari d'entre tots els que treballen per l'empresa tenint en compte la 
localització geogràfica actual i la puntuació a classificació dels operaris. 
  
Desenvolupament d'una aplicació mòbil per a la gestió de serveis d'assistència urgent 
41 
Generar Factura 
 Actor: Empresa 
 Resum: Generació d'una factura en PDF. 
 Curs típic d'esdeveniments: 
 
Accions dels actors Resposta del sistema 
1. L'empresa selecciona el servei i 
tria l'opció de generar una factura 
en PDF. 
 
 2. El sistema mostra un formulari per 
completar/verificar les dades del client 
a la factura. 
3. L'empresa valida les dades de la 
factura. 
 
 4. El sistema genera un document 
PDF amb la factura del servei 
seleccionat. 
 
 Cursos alternatius: 
◦ {Línia 3.Dades incorrectes}: Les dades introduïdes per l'empresa a l'hora 
de generar la factura en PDF no són vàlides. 
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Generar Pressupost 
 Actor: Empresa 
 Resum: Generació d'un pressupost en PDF. 
 Curs típic d'esdeveniments: 
 
Accions dels actors Resposta del sistema 
1. L'empresa selecciona un servei 
tira l'opció de generar un 
pressupost en PDF. 
 
 2. El sistema mostra un formulari per 
completar/verificar les dades del client 
al pressupost. 
3. L'empresa valida les dades del 
pressupost. 
 
 4. El sistema genera un document 
PDF amb la pressupost del servei 
seleccionat. 
 
 Cursos alternatius: 
◦ {Línia 3.Dades incorrectes}: Les dades introduïdes per l'empresa a l'hora 
de generar el pressupost en PDF no són vàlides. 
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Gestió Catàleg 
 Actor: Empresa 
 Resum: Llistat de tots els ítems del catàleg (es poden filtrar per nom, 
descripció o categoria). Creació d'un nou ítem, modificació i eliminació d'un 
ítem existent. 
 Curs típic d'esdeveniments: 
 
Accions dels actors Resposta del sistema 
1. L'empresa selecciona Catàleg del menú.  
 2. El sistema mostra una llista amb tots els 
items del catàleg. 
3. L'empresa introdueix les dades 
necessàries per afegir un nou ítem al catàleg. 
 
 4. El sistema registra el nou ítem i l'afegeix 
al catàleg. 
5. L'empresa selecciona un ítem del 
catàleg, n'edita els valors (descripció, preu, 
preu de material) i valida l'edició. 
 
 6. El sistema actualitza l'ítem amb els nous 
valors al catàleg.  
7. L'empresa escull un ítem i seleccionar 
procedir a la seva eliminació. 
 
 8. El sistema mostra un diàleg de 
confirmació. 
9. L'empresa confirma l'eliminació de 
l'ítem. 
 
 10. El sistema elimina l'ítem i actualitza el 
catàleg. 
 
 Cursos alternatius: 
◦ {Línia 3, 5.Error de validació}: El sistema mostra una alerta d'error si hi ha 
algun error de validació o falten valors obligatoris a l'hora de crear o editar 
un ítem. 
◦ {Línia 5. Edició cancel·lada}: L'empresa no valida l'edició d'un ítem (la 
cancel·la) i les modificacions realitzades no tenen efecte. 
◦ {Línia 9. Eliminació no confirmada}: L'empresa no confirma l'eliminació 
d'un ítem, pel que aquest segueix disponible al catàleg. 
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Gestió Operaris 
 Actor: Empresa 
 Resum: Llistar els operaris que treballen per una empresa, veure la seva 
classificació (mitjançant certs criteris) i veure la seva localització geogràfica 
actual en un mapa. 
 Curs típic d'esdeveniments: 
 
Accions dels actors Resposta del sistema 
1. L'empresa selecciona Els Meus 
Operaris del menú Operaris. 
 
 2. El sistema mostra una llista amb 
tots el operaris als que els hi podem 
enviar serveis. 
3. L'empresa selecciona Ránking 
del menú Operaris. 
 
 4. El sistema mostra els operaris 
anteriors ordenats per puntuació*. 
5. L'empresa selecciona 
Localització del menú Operaris. 
 
 6. El sistema mosta un mapa amb uns 
marcadors que indiquen les posicions 
dels operaris. 
 
* Es pot reordenar la llista d'operaris per diferents criteris (disponibilitat, 
predisposició, efectivitat, ...) 
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Consultar Perfil 
 Actor: Empresa 
 Resum: Consultar les pròpies dades de l'empresa. 
 Curs típic d'esdeveniments: 
 
Accions dels actors Resposta del sistema 
1. L'empresa selecciona l'opció de 
veure el perfil. 
 
 2. El sistema mostra totes les dades 
associades a l'empresa. 
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Canviar contrasenya 
 Actor: Empresa 
 Resum: L'empresa desitja canviar la contrasenya amb que accedeix al 
sistema. 
 Curs típic d'esdeveniments: 
 
Accions dels actors Resposta del sistema 
1. L'empresa selecciona Canviar 
Contrasenya. 
 
 2. El sistema mostra dos camps de 
text per introduir la mateixa 
contrasenya dues vegades. 
3. L'empresa introdueix la 
contrasenya repetida dues 
vegades i guarda els canvis. 
 
 4. El sistema actualitza la contrasenya 
de l'empresa utilitzada per accedir al 
sistema d'ara en endavant. 
 
 Cursos alternatius: 
◦ {Línia 3. Contrasenyes no coincideixen}: Les dues contrasenyes 
introduïdes no són iguals. 
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4.2. Model conceptual 
 
Figura 9. Model conceptual 
 
Una vegada descrits els casos d'ús, s'ha de determinar un model de dades pel 
sistema. El model de dades està format per classes, atributs i relacions, que 
representaran certes entitats (objectes) existents al sistema.  
Els atributs en els quals no s'especifica tipus de dades són de tipus String. 
4.3. Model de comportament 
Els objectes del sistema es comuniquen mitjançant la invocació d'operacions entre 
altres objectes. Mitjançant la descripció del model de comportament pels sistemes, 
es pretén mostrar els diagrames que mostren la seqüència d'esdeveniments entre 
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els actors i el sistema i identificar les operacions. També es mostren els contractes 
de les operacions del sistema, descrivint els efectes que poden tenir aquestes 
operacions així com les sortides que retorna el sistema quan s'invoca l'operació. 
Aplicació mòbil 
A continuació es detallen cada un dels diagrames de seqüència juntament amb el 
contracte de les operacions, dels casos d'ús de l'aplicació mòbil, descrits en l'apartat 
anterior. 
 





S'ha creat un nou Servei s associat a 
l'operari, amb s.empresa = Empresa, 
s.estat = “Pendent” i amb la data 
actual com a data de creació 
Sortida 
Es retorna un missatge referent a la 
creació del servei. 
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Desenvolupament d'una aplicació mòbil per a la gestió de serveis d'assistència urgent 
50 
 
Figura 12. Diagrama de seqüència Editar Servei 
 
Editar Servei 
Precondicions El servei pertany a l'operari. 
Postcondicions El servei s'ha modificat correctament. 
Sortida 
Es retorna el servei modificat i un 
missatge referent a l'edició. 
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Figura 13. Diagrama de seqüència Consultar Liquidació 
 
Consultar Liquidació 
Precondicions dataInici <= dataFi 
Postcondicions - 
Sortida 
Es retorna la liquidació dels serveis cobrats 
compresos entre dataInici i dataFi que 
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Es retorna la llista d'empreses amb les 
quals l'operari treballa. 
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El perfil de l'usuari s'ha modificat 
correctament. 
Sortida 
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La disponibilitat de l'operari ha passat de 
ser disponible a no disponible, o viceversa. 
Sortida 
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L'avís ha estat acceptat o rebutjat per 
l'operari. 
Sortida 
Es retorna un missatge referent a la 
recepció de l'avís. 
 
  
Desenvolupament d'una aplicació mòbil per a la gestió de serveis d'assistència urgent 
56 
5. Disseny 
Després d'haver especificat què és el que fa el sistema, tot seguit es detalla com ho 
fa. El disseny de software és la fase on es defineix un sistema amb el nivell de detall 
suficient per permetre la seva construcció física (implementació). 
Els objectius principals del disseny són: 
 Construir el sistema en base al llenguatge de programació utilitzat i/o 
plataforma. 
 Conèixer i analitzar en profunditat els requisits no funcionals del sistema per 
poder així definir la relació entre cada un dels components que formen el 
sistema i obtenir una arquitectura de qualitat d'acord amb els requisits 
establerts. 
 Descompondre la fase d'implementació en diverses parts facilitant així la seva 
possible gestió en equips de desenvolupament diferents. 
 Crear una abstracció del desenvolupament de tots els components del 
sistema. 
5.1. Arquitectura del sistema 
L'arquitectura del software és una descripció dels subsistemes i components d'un 
sistema software i les relacions entre ells. La determinació de l'arquitectura del 
software consisteix en la presa de decisions respecte a: 
 L'organització del sistema software. 
 La selecció dels elements estructurals i les seves interfícies. 
 El comportament d'aquests elements estructurals. 
 La possible composició dels elements estructurals en subsistemes més grans. 
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Figura 18. Arquitectura del sistema 
 
5.2. Back-end 
5.2.1. El MVC a JavaServer Faces 
En general tots els patrons de disseny permeten l’estandardització en el 
desenvolupament software. Particularment el patró Model Vista Controlador (MVC) 
permet separar la lògica de negoci, la presentació de la informació i la persistència 
aconseguint d'aquesta manera aplicacions més mantenibles, amb menys 
acoblament, més intel·ligibles i inclús més adaptables potenciant en gran mesura la 
qualitat del software. 
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Figura 19. Patró Model-Vista-Controlador 
 
La vista 
La manera més comuna de definir la vista en JSF2 és utilitzant fitxers XHTML amb 
etiquetes especials que defineixen els components JSF. Al igual que en JSP, 
aquests components es converteixen al final en codi HTML que es passa al 
navegador per que ho visualitzi l'usuari. El navegador és l'encarregat de gestionar la 
interacció amb l'usuari. 
Un aspecte molt important de JSF és la connexió de les vistes amb l'aplicació 
mitjançant els denominats beans gestionats. La connexió es realitza mitjançant el 
Llenguatge d'Expressions JSF (JSF EL), una versió avançada del llenguatge 
d'expressions de JSP. Amb aquest llenguatge, podem definir connexions (bindings) 
entre les propietats dels beans i els valors dels components que es mostren o 
introdueix l'usuari. 
El model (beans gestionats) 
El model JSF es defineix mitjançant beans idèntics als que s'utilitzen en JSP. Un 
bean és una classe amb un conjunt d'atributs (anomenades propietats) i mètodes 
getters i setters que retornen i actualitzen els seus valors. Les propietats del bean es 
poden llegir i escriure des de les pàgines JSF utilitzant el llenguatge d'expressions 
EL. 
En les expressions EL de la pàgina en la que s'utilitza el bean es pot accedir a les 
seves propietats. Si la expressió és només de lectura, s'utilitzarà internament el 
mètode get per recuperar el contingut del bean i mostrar-lo a la pàgina. Si la 
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expressió és de lectura i escriptura, s'utilitzarà també el set per modificar-lo amb les 
dades introduïdes per l'usuari. 
Històricament, els beans d'una aplicació es declaraven en el fitxer de configuració 
WEB-INF/faces-config.xml. No obstant, amb l’arribada de la versió 2 de JSF podem 
utilitzar anotacions per definir beans gestionats i els seus àmbits. 
Àmbit dels beans gestionats 
L'àmbit dels beans determina el seu cicle de vida; quan es creen i destrueixen les 
instàncies del bean i quan s'associen a les pàgines JSF. És molt important definir 
correctament l'àmbit d'un bean, perquè en el moment de la seva creació es realitza 
la seva inicialització. JSF crida al mètode constructor de la classe, on haurem 
col·locat el codi per inicialitzar els seus valors, creant una instància de la classe que 
passarà a ser gestionada pel framework. En JSF es defineixen els següents àmbits 
pels beans: petició, sessió, vista i aplicació. 
El controlador 
Hem vist com en JSF es defineix la vista d'una aplicació i com s'obtenen i es 
guarden les dades del model. Ens falta el controlador. Com es defineix el codi que 
s'ha d'executar quan l'usuari realitza alguna acció sobre algun component? 
Hem de diferenciar dos tipus d'accions, les accions del component i les accions de 
l'aplicació. En el primer tipus d'accions és el propi component el que conté el codi 
(HTML o JavaScript) que li permet reaccionar enfront la interacció de l'usuari. És el 
cas, per exemple, d'un menú que es desplega o un calendari que s'obre. En aquest 
cas no hi ha cap petició al controlador de l'aplicació, sinó que tota la interacció la 
manega el propi component. 
Les accions de l'aplicació són les que determinen les funcionalitats de negoci de 
l'aplicació. Es tracta de codi que volem que s'executi en el servidor quan l'usuari 
premi un determinat botó o cliqui en un determinat enllaç. 
5.2.2. Comunicació entre l'aplicació mòbil i l'aplicació web 
SOAP (Simple Object Access Protocol) és un protocol d'intercanvi d'informació basat 
en XML. Estén el protocol HTTP, és independent de la plataforma i permet 
intercanviar documents o cridar a procediments remots (RPC). El Service Provider 
crea un fitxer XML que descriu el web service i quan s'entrega el fitxer al client 
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aquest pot accedir al web service. Aquest fitxer s'anomena WSDL (Web Services 
Description Language) i descriu la forma de comunicació i proporciona la informació 
necessària al client per interaccionar amb el web service. 
 
Figura 20. SOAP Web Service 
 
A l'hora de crear un web service en Java, Eclipse ens proporciona un mecanisme 
que ens automatitza tota les tasques necessàries per dur a terme la seva correcta 
creació (WSDL, endpoints, etc.). 
Per la comunicació hem fet servir DTOs (Objectes de Transferència de Dades). La 
motivació principal de la seva utilització té relació amb el fet  que la comunicació 
entre processos és usualment realitzada mitjançant interfícies remotes (en el nostre 
cas web services), on cada crida és una operació costosa. Com que la major part del 
cost de cada crida està relacionat amb el temps round-trip entre client i servidor, una 
manera de reduir el número de crides és utilitzant un objecte (el DTO) que agrega 
totes les dades que haurien estat transferides en cada crida, però que són 
entregades en una sola invocació. Els DTOs són objectes simples que no han de 
tenir cap lògica de negoci. 
5.2.3. Persistència 
Pel que fa la persistència hem utilitzat el patró d'objectes DAO. Aquest patró ens 
ofereix una interfície comú entre l'aplicació i diversos sistemes de persistència de 
dades, com una base de dades o un fitxer. D'aquesta manera cap objecte de negoci 
requereix coneixement directe del destí final de la informació manipulada, creant una 
capa d'abstracció entre la tecnologia de persistència. 
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Figura 21. Patró Data Access Object 
 
5.3. Front-end 
La interfície gràfica, que és la part que el sistema presenta a l'usuari, captura la 
informació de l'usuari i la comunica a l'aplicació. 
5.3.1. Flat Design 
Quan parlem de Flat Design ens referim a un disseny pla, és a dir, a un disseny que 
decideix utilitzar formes geomètriques, colors plans i icones en lloc de fotografies o 
imatges complexes. El Flat Design elimina tot rastre d’ombres, efectes de profunditat, 
gradients, efectes tridimensionals, etc. i aposta pel minimalisme i la senzillesa.  
Per la nostra aplicació Android hem decidir utilitzar aquest tipus de disseny per la 
interfície d'usuari i ens hem ajudat d'una biblioteca que ens proporciona alguns 
components visuals (estentent a partir dels components estàndards Android) amb 
aquest nou disseny. Així doncs, podem treballar com fèiem habitualment amb els 
components, aportant-nos aquesta biblioteca nous atributs específics del disseny 
Flat. 
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Figura 22. Layout Flat Design 
 
5.3.2. Diagrames de navegació 
A continuació, presentem els diagrames de navegació per l'aplicació mòbil i 
l'aplicació web. Els diagrames de navegació permeten saber de manera ràpida quina 
seria la manera de navegar a través del software, és a dir, passar d'unes pantalles 
de l'aplicació a altres, formades per diferents vistes que van mostrant la informació. 
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6. Implementació 
6.1. Aplicació web 
6.1.1. Implementacions i Extensions JSF 
Hi ha diverses implementacions de l'estàndard, cosa que sobre el paper afavoreix 
que qui faci servir JSF no quedi en mans de cap desenvolupador, però les més 
importants són: 
 Mojarra[1] és l'especificació de referència feta per Sun. És una de les 
implementacions més populars i s'inclou en diferents servidors d'aplicacions 
Java Enterprise, entre els que es troben GlassFish i JBoss. 
 MyFaces[2] és la implementació oberta de la Fundació Apache. Està 
desenvolupada per la comunitat Apache i està inclosa en el servidor 
d'aplicacions Geronimo. 
Nosaltres treballarem amb un contenidor de Servlets, Apache Tomcat (versió 7.0.57), 
per tant, abans de poder usar l'aplicació web cal fer-se amb alguna de les 
implementacions i afegir-la al contenidor (normalment n'hi ha prou amb afegir-hi un o 
més fitxers JAR). Per la realització del projecte hem utilitzat MyFaces (versió 2.2.6). 
Aquestes implementacions de l'especificació JSF proporcionen el framework i els 
components bàsics (etiquetes h: i f:). Per utilitzar JSF en una aplicació més 
avançada necessitarem components més elaborats. 
Extensions 
Un avantatge addicional del funcionament basat en components és la seva 
reutilització. Això ha fet que hagin aparegut diverses llibreries de components. 
Algunes de les extensions més importants són:  
 PrimeFaces: Lleugera i simple, no cal cap mena de configuració ni 
dependència. Aporta més de 150 components. 
 RichFaces: Agrega components visuals i suport per AJAX. 
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 ICEfaces: Conté diversos components per a interfícies d'usuari més 
enriquides, tals com editors de texts enriquits i reproductors multimèdia, entre 
d'altres. 
 JQuery4jsf: Conté diversos components sobre la base d'un dels frameworks 
més populars JavaScript, jQuery. 
 OpenFaces: Open Source. Conté diferents components JSF, un framework 
AJAX y un framework de validació a la banda del client. 
A la pàgina web www.jsfmatrix.net podem trobar una taula resum molt útil en la que 
es comparen les característiques de diverses extensions per JSF (més de 20). Els 
autors de la pàgina van escriure un interessant article [3] comparant tres extensions. 
Va ser a partir d'aquest article que es va elaborar aquesta taula comparativa.  
6.1.1.1. Primefaces 
Per molts tipus d'aplicacions, avui en dia JSF2 s'ha convertit en gran mesura en una 
bona opció a l'hora de construir aplicacions web basades en Java, ja que JSF2 ha 
proporcionat grans millores a JSF1 en gairebé tot els aspectes, alhora que aquest és 
més potent i fàcil d'utilitzar. De totes maneres, JSF2 no inclou elements enriquits per 
les interfícies gràfiques d'usuari; JSF deixa aquesta tasca a biblioteques de tercers. 
PrimeFaces és almenys tan potent com les biblioteques de components dels seus 
competidors i podem dir que és tan àmpliament utilitzada com RichFaces o IceFaces. 
 
Figura 23. Logo de PrimeFaces 
 
PrimeFaces és un framework de components per a JSF de codi obert que compta 
amb un conjunt de components enriquits que faciliten la creació de les vistes d'una 
aplicació web. Alguns dels seus punts forts que pel qual hem triat aquest framework 
són: 
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 Un interessant conjunt de components. (gràfics, menús, editors HTML, …) 
 Suport AJAX amb desplegament parcial, el que permet controlar quins 
components de la pàgina actual s’actualitzaran i quins no. 
 Sense dependències ni configuracions, a més de ser molt lleuger. 
 Suport per a interfícies d'usuari per a dispositius mòbils. 
 Múltiples temes d'aparença,  
 Documentació molt ben organitzada juntament amb exemples d'ús dels 
components molt il·lustratius. 
 Àmplia difusió del framework, de manera que hi ha una comunitat que recolza 
el projecte. 
La versió amb la que hem dut a terme el projecte és Primefaces 5.1. 
A la pàgina www.primefaces.org/showcase podem consultar d'una manera molt 
amena tots els components disponibles i tota la documentació pel que fa molt pràctic 
el desenvolupament de les aplicacions. 
6.1.2. Elements bàsics per una aplicació JSF 
Les aplicacions JSF utilitzen la tecnologia de servlets i poden ser executades en 
qualsevol contenidor d'aplicacions web, com Tomcat. No és necessari un servidor 
d'aplicacions compatible amb tota l'especificació Java EE. A continuació 
especifiquem alguns elements específics que conté tota aplicació web JSF 
Fitxer web.xml 
El motor de JSF és el servlet que processa les peticions del navegador i realitza el 
processament de les pàgines JSF per generar el HTML resultant. És necessari 
declarar aquest servlet en el fitxer web.xml i definir certes propietats de l'aplicació 
web, com el mapeig de noms. 
Un exemple bàsic del fitxer WEB-INF/web.xml podria ser el següent: 




































Podem destacar els següents elements: 
 El servlet que processa totes les peticions és 
javax.faces.webapp.FacesServlet 
 Es defineixen dos patrons de noms de petició que es redirigeixen a aquest 
servlet: *.jsf i /faces/*. Quan es realitza una petició (per exemple, 
/faces/login.xhtml o /login.jsf) el servlet elimina el prefix o l'extensió .jsf i 
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processa les pàgines XHTML definides en la ruta de la petició. 
 La pàgina de benvinguda és la faces/index.xhtml. El navegador realitza la 
petició a aquesta ruta i es carrega la pàgina JSF index.xhtml 
Fitxer faces-config.xml 
El fitxer faces-config.xml defineix la configuració de l'aplicació JSF: 
 Beans de l'aplicació. 
 Regles de validació dels components d'entrada. 
 Regles de navegació entre diferents pàgines de l'aplicació. 
 Fitxers de recursos per la internacionalització de l'aplicació. 
No obstant, aprofitarem el mecanisme d'anotacions que JSF2 ens proporciona per 
no haver de declarar els nostres beans en aquest fitxer, amb el que a partir d'ara no 
és necessària la seva existència. 
Classe Java amb un bean gestionat 
A partir de JSF 2.0 es fa encara més fàcil la definició d'un bean gestionat. Com hem 
comentat, no fa falta fer-ho al fitxer faces-config.xml. N'hi ha prou en utilitzar les 
anotacions @ManagedBean i @ViewScoped en la pròpia classe. La primera defineix 
la classe com a bean gestionat i la segona el seu àmbil (altres possibles valors són: 
@RequestScoped, @SessionScoped o @ApplicationScoped).  
El nom per defecte que s'utilitzarà en les pàgines JSF serà el de la classe del bean 
gestionat, canviant la primera lletra majúscula per una minúscula. És possible definir 












Public class SampleBean implementsSerializable { 
   Private String name; 
  
   Public String getName() { 
       Return name; 
   } 
  
   Public void setName(String name) { 
       this.name = name; 
   } 
} 
 
6.1.3. Conversió JSF 
Una de les ajudes que ens proporciona JSF és la conversió de formats entre els 
components i els beans. Les dades de la interfície d'usuari solen ser cadenes de text. 
Els tipus de les dades dels beans depenen del model. JSF ha de realitzar aquesta 
conversió de formats en la fase Apply Request Value per convertir les dades de 
l'usuari a dades del model i en la fase Render Response per fer la conversió inversa. 
En concret, el mètode JSF que realitza aquesta conversió és decode(), que està 
definit en tots el objectes components. 
Si no s'especifica res en el component, JSF utilitza el conversor per defecte de text 
al tipus de dades del bean. És possible també escollir el convertidor que volem 
utilitzar en el component, incloent-hi l'etiqueta f:converter i una identificador del 
convertidor. Per exemple, per indicar que volem aplicar un convertidor de data amb 
un format curt a un component de sortida de text, hauríem d'especificar el següent: 




Per altra banda, JSF ens permet crear-nos convertidors específics per cobrir unes 
necessitats més específiques, com per exemple DNI/passaports, números d'un 
compte bancari i, en general, qualsevol objecte que necessitem.  
Una convertidor és una classe que converteix de String a objecte i viceversa. Ha 
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d'implementar la interfície Converter, que proporciona els mètodes: 
 Object getAsObject(FacesContext context, UIComponent 
component, String newValue): Converteix un String en un objecte del 
tipus que vulguem. Llença una ConverterException si la conversió no es pot 
dur a terme correctament. 
 String getAsString(FacesContext context, UIComponent 
component, Object value): Converteix un objecte en String per a que 
pugui mostrar-se en pantalla a l'usuari. 
6.1.4. Validació JSF 
Una vegada que s'ha convertit amb èxit el valor, els validadors s'encarreguen 
d'assegurar que les dades de la nostra aplicació tenen els valors esperats, com per 
exemple: 
 Una data té el format dd/MM/yyyy 
 Un float es troba entre els valors 1.0 i 50.0 
A l'igual que amb els convertidors, si algun valor no compleix la validació es marca 
com a no vàlid i s'afegeix un missatge d'error al FacesContext. Des de JSF 1.2 
podem definir un missatge personalitzar per un component, establint valors als 
atributs requiredMessage i/o validatorMessage. 
<h:inputTextid="card"value="#{usuari.dni}"required="true" 
      requiredMessage="El DNI és obligatori" 
      validatorMessage="El DNI no té 9 caracters"> 
   <f:validateLengthminimum="9"/> 
</h:inputText> 
 
Per implementar el nostre propi validador, haurem de crear una classe que 
implementi la interfície javax.faces.validator.Validator, que ens ofereix el 
mètode public void validate(FacesContext context, UIComponent 
component, Object value)  
6.1.5. FacesContext (Context associat a una petició) 
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Hem comentat que cada petició processada per JSF està associada a un arbre de 
components (anomenat també “vista”). Quan es realitza una petició d'una vista per 
primera vegada es crea l'arbre de components i es guarda en el FacesContext 
associat a la petició actual. Les peticions següents que es facin sobre la mateixa 
vista recuperaran l'arbre de components associats ja creat i associat anteriorment. 
Cada petició té associat un context, en forma d'una instancia de FacesContext. 
Aquest context s'utilitza per guardar els diferents objectes necessaris per processar 
la petició fins generar el render de la interfície que s'està construint. En concret, 
gestiona els següents aspectes de la petició rebuda: 
 la cua de missatges 
 l'arbre de components 
 objectes de configuració de l'aplicació 
 mètodes de control de flux del cicle de vida 
6.1.6. Vistes JSF 
A l'igual que JSP, les vistes JSF es construeixen mitjançant etiquetes específiques 
que declaren elements i components. En les especificacions anteriors a JSF 2.0, les 
pàgines JSF es construïen utilitzant pàgines JSP amb etiquetes específiques de JSF. 
Aviat es va comprovar que l'enfocament no era el correcte. La tecnologia JSP no 
tenia la potència suficient per les funcionalitats que s'intentaven implementar en JSF, 
tal com es senyala a l'article de Hans Bergsten “Improving JSF by Dumping JSP”[4]. 
La especificació de JSF2 soluciona el problema utilitzant XHTML com a llenguatge 
en el que es defineixen les pàgines. El llenguatge XHTML és una normalització de 
HTML orientada a fer-lo compatible amb el format XML. En poques paraules, un 
document XHTML és un document HTML amb fora de document XML. Per exemple, 
en els documents XML totes les etiquetes han de obrir-se i tancar-se. En HTML, no 
sempre és així. L'exemple més comú és l'etiqueta de salt de línea <br>. En HTML 
és una etiqueta correcta. No obstant, en XHTML es transforma afegint-li la 
finalització (<br/>) per tal de complir amb l'estàndard XML. Degut a que estàn 
escrits en XML, els documents XHTML són més fàcils de validar i de processar. 
6.1.6.1. Facelets 
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Facelets és un sistema de codi obert de plantilles web sota llicència Apache, 
poderós però alhora lleuger, que és l'utilitzat per construir les vistes de JavaServer 
Faces a partir de la versió 2.0. Facelets va ser creat originalment per Jacob Hookom 
el 2005 [5] com una visió alternativa al llenguatge per JSF 1.1 i JSF 1.2, que utilitza 
JSP (JavaServer Pages) com a llenguatge per defecte. A partir de JSF 2.0, Facelets 
ha estat promogut pel grup d'expers de JavaServer Faces sent aquest el llenguatge 
per defecte. JSP ha quedat obsolet en forma de llegat (legacy).  
Algunes de les característiques més importants de Facelets són: 
 Ús de XHTML per crear les pàgines web. 
 Suport per biblioteques d'etiquetes Facelets que es sumen a les biblioteques 
de JavaServer Faces i JSTL. 
 Elimina els problemes que tenia JSP. 
 Suport complert a EL (Expression Language) 
 Plantilles per a components i pàgines. 
 Suport per la reutilització de codi mitjançant plantilles i components 
compostos. 
 Temps de compilació més ràpid que JSP. 
 No depèn del contenidor Web. 
La tecnologia JavaServer Faces suporta diverses biblioteques d'etiquetes per afegir 
components a una pàgina web. Per suportar aquest mecanisme de biblioteques de 
JavaServer Faces, Facelets utilitza declaració de namespaces de XML.  
Tanmateix, basat en el suport de la sintaxis del Expression Language (EL), Facelets 
utilitza expressions per fer referència a propietats i/o mètodes dels backing beans. 
Les expressions EL poden ser utilitzades per lligar objectes components o valors a 
mètodes o propietats dels backing beans. 
Un exemple bàsic de templating: 
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La pàgina que contindrà el template: 
<htmlxmlns="http://www.w3.org/1999/xhtml" 
  xmlns:ui="http://java.sun.com/jsf/facelets" 
  xmlns:h="http://java.sun.com/jsf/html" 
  xmlns:f="http://java.sun.com/jsf/core" 
  xmlns:c="http://java.sun.com/jstl/core"> 
  
  <head> 
    <ui:insertname="head"/> 
  </head> 
  
  <body> 
    <divclass="body"> 
      <ui:insertname="body"> 
        Contingut per defecte 
      </ui:insert> 
    </div> 
  </body> 
  
</html> 
El template en sí: 
<ui:compositionxmlns="http://www.w3.org/1999/xhtml" 
  xmlns:ui="http://java.sun.com/jsf/facelets" 
  xmlns:f="http://java.sun.com/jsf/core" 
  xmlns:h="http://java.sun.com/jsf/html" 
  xmlns:c="http://java.sun.com/jstl/core" 
  template="/template.xhtml"> 
<!-- noti's l'atribut 'template' --> 
  
  <ui:definename="head"> 
    <!-- contingut de la capçalera --> 
  </ui:define> 
  
  <ui:definename="body"> 
    <!-- contingut del cos --> 
  </ui:define> 





Com es pot veure s’utilitza l'etiqueta <ui:insert name=”nom” /> per tal d'inserir 
codi i on nom correspon a l'identificador de la secció. 
A més de les plantilles, Facelets proporciona una manera per a la seva reutilització 
al permetre a l'usuari incloure contingut que resideix en un fitxer diferent. Incloure 
aquest contingut es pot fer de tres maneres diferents: fent referència a un fitxer, amb 
etiquetes personalitzades o amb components compostos. 
Resumint, l'ús de Facelets en les aplicacions web JSF redueixen significativament el 
temps i l'esforç que es necessita pel desenvolupament i desplegament de les 
aplicacions. 
6.1.7. Recursos protegits 
Quan desenvolupem una aplicació en JavaServer Faces, també podem usar totes 
els mecanismes que ens ofereix Java EE. En aquest apartat utilitzarem component 
dins de l'especificació de Java Servlets, els anomenats filtres. Aquests ens ajuden a 
analitzar o transformar les peticions fetes a les URLs de l’aplicació. Els filtres 
treballen de manera encadenada pel que es pot crear un seguit de filtres que es van 
passant el control d'un a l'altre. Els filtres són senzills d'implementar i són 
components altament reutilitzables. Ens permeten, per exemple, controlar l'accés a 
l'aplicació, registre, xifrat, gestió de sessions, etc.  
En aquest apartat parlarem del filtre que utilitzem al login de l'aplicació, que 
implementa la classe javax.servlet.Filter, i que protegeix tots els recursos 
que pengen de /secure. La següent figura dóna una idea del que fa aquest filtre. 
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Figura 24. Login Filter 
 
Un usuari demana un recurs protegit (la pàgina welcome.xhtml que està sota 
/secure/welcome.xhtml). Al fer la petició el control passa a LoginFilter el qual 
comprova si l'usuari està loguejat. En aquest moment l'usuari no està loguejat, pel 
que el filtre el redirigeix a la pàgina de login (/login.xhtml) on l'usuari pot introduir el 
seu nom d'usuari i contrasenya. Aquestes dades són enviades a l'aplicació on el 
LoginBean autentica l'usuari basant-se en aquestes credencials i redirigeix l'usuari a 
la pàgina /secure/welcome.xhtml. A partir d'aquí el filtre comprova a cada petició si 
l'usuari està autenticat i el redirigeix cap al recurs protegit sol·licitat. 
6.2. Aplicació mòbil 
6.2.1. Localització Android 
La localització geogràfica en Android és un d'aquells serveis que, tot i requerir de 
poc codi per posar-los en marxa, poden no ser intuitius si no tenim alguns conceptes 
clars. Això no és degut al disseny de la plataforma Android sinó a la pròpia 
naturalesa d'aquest tipus de serveis. Per un costat, existeixen diverses maneres 
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d'obtenir la localització d'un dispositiu mòbil, tot i que la més coneguda i popular és 
la localització per GPS, també és possible obtenir la posició d'un dispositiu per 
exemple a través de les antenes de telefonia mòbil o mitjançant punts d'accés Wi-Fi 
propers, i cada un d'aquests mecanismes tenen una precisió, velocitat i consum de 
recursos diferent.  
El primer que ha de conèixer una aplicació que necessiti obtenir la localització 
geogràfica és quins mecanismes de localització (proveïdors de localització, o 
location providers) té disponibles en el dispositiu. Com acabem de comentar, els 
més comuns seran el GPS i la localització mitjançant la xarxa de telefonia però 
podrien existir-ne d'altres segons el tipus de dispositiu. 
La manera més senzilla de saber els proveïdors disponibles en el dispositiu és 
mitjançant una crida al mètode getAllProviders() de la classe LocationManager, 
classe principal en la que ens basarem sempre a l'hora d'utilitzar la API de 
localització d'Android. Així doncs, obtindrem una referència al location manager 
cridant a getSystemService(LOCATION_SERVICE), i posteriorment obtindrem la 
llista de proveïdors mitjançant el mètode citat per obtenir la llista de noms dels 
proveïdors:  
LocationManager locManager = 
(LocationManager)getSystemService(LOCATION_SERVICE); 
List<String> llistaProveidors = locManager.getAllProviders(); 
 
Una vegada obtinguda la llista completa de proveïdors disponibles podríem accedir a 
les propietats de qualsevol d'ells (precisió, consum de recursos, si és capaç d'obtenir 
l'altitud, velocitat, …) 
Una vegada sabem que el proveïdor de localització que volem utilitzar està activat, ja 
estem en condicions d'intentat obtenir la nostra localització actual, i és aquí on certes 
coses poden començar a ser menys intuïtives. Per començar, a Android no existeix 
cap mètode de l'estil “obtenirPosicioActual()”. Obtenir la posició a través d'un 
dispositiu de localització com per exemple el GPS no és una tasca immediata, sinó 
que pot requerir de cert temps de processament i d'espera, pel que no tindria sentit 
proporcionar un mètode d'aquest tipus. 
Si busquem entre els mètodes disponibles de la classe LocationManager, el més 
sembla que trobem és un mètode anomenat getLastKnownLocation(String 
provider), que com es pot intuir pel seu nom, ens retorna l'última posició 
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coneguda del dispositiu retornada per un proveïdor determinat. És important 
entendre que aquest mètode no retorna la posició actual, aquest mètode no sol·licita 
una nova posició al proveïdor de localització, aquest mètode és limita a retornar la 
última posició que es va obtenir a través del proveïdor que se li indiqui com a 
paràmetre. Aquesta posició es va poder obtenir fa pocs segons, fa dies, mesos, o 
inclús mai (si el dispositiu ha estat apagat, si mai s'ha activat el GPS, …) Per tant, 
s'ha d'anar amb compte quan s'utilitzi la posició que retorna aquest mètode 
getLastKnownLocation(String provider). 
Llavors, de quina manera podem obtenir la posició real actualitzada? Doncs la 
manera correcta de procedir consisteix en alguna cosa semblant com activar el 
proveïdor de localització i subscrivir-nos a les seves notificacions de canvi de posició. 
O dit d'una altra manera, ens subscriurem a l'esdeveniment que llança cada vegada 
que un proveïdor rep noves dades sobre la localització actual i per això hem de 
donar-li unes indicacions (que no ordres) sobre cada quan temps o cada quanta 
distància recorreguda necessitaríem tenir una actualització de la posició. 
Tot això ho farem mitjançant una crida al mètode requestLocationUpdates(), al 
que haurem de passar quatre paràmetres diferents: 
 Nom del proveïdor de localització al que ens volem subscriure. 
 Temps mínim entre actualitzacions, en milisegons. 
 Distància mínima entre actualitzacions, en metres. 
 Instància d'un objecte LocationListener, que haurem d'implementar 
prèviament per definir les accions a realitzar al rebre cada nova actualització 
de la posició. 
Tant el temps com la distància entre actualitzacions poden passar-se amb valor 0, el 
que indicaria que aquest criteri no es tindrà en compte a l'hora de decidir la 
freqüència d'actualitzacions. Si ambdós valors són 0, les actualitzacions de posició 
es rebran tan aviat i tan freqüentment com estiguin disponibles. A més, com ja hem 
indicat, és important comprendre que tant el temps com la distància especificada 
s’entendran com simples indicacions pel proveïdor, pel que pot ser que no es 
compleixin sempre de manera estricta.  
Respecte al listener, aquest serà del tipus LocationListener i contindrà una sèrie de 
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mètodes associats als diferents esdeveniments que podem rebre del proveïdor: 
 onLocationChanged(location). Llançat cada vegada que es rep una 
actualització de la posició. 
 onProviderDisabled(provider). Llançat quan el proveïdor es 
deshabilita. 
 onProviderEnabled(provider). Llançat quan el proveïdor s'habilita. 
 onStatusChanged(provider, status, extras). Llançat cada vegada 
que el proveïdor canvia el seu estat, que pot variar entre OUT_OF_SERVICE, 
TEMPORARILY_UNAVAILABLE, AVAILABLE. 
Haurem, doncs, d'implementar cada un d'aquests mètodes per respondre als 
esdeveniments del proveïdor, sobre tot el més interessant, onLocationChanged(), 
que s'executarà cada vegada que es rebi una nova localització des del proveïdor.  
6.2.2. Android Services 
A l'hora de realitzar tasques que han d'estar en segon pla durant molt de temps, la 
solució del AsyncTask que ens resulta vàlida per tasques curtes no és la més 
recomanable. Això passa perquè el AsyncTask està íntegrament lligat a la Activity o 
Fragment on s'han llençat i, en general, pot ser destruït.  
Per aquesta tasca existeixen els Services. Un Service simplement és un component  
que normalment s'executa en segon pla i amb el que podem realitzar tasques de 
llarga durada sense necessitat d'una interfície d'usuari. El servei continuarà 
executant-se en seogn pla inclús si l'usuari finalitza l'aplicació. 
Generalment es divideixen en dos grups: 
 Started: una vegada iniciat el Service es podrà executar de forma indefinida. 
S'inicia cridant a startService(). 
 Bound: una Service amb el que podrem interactuar enviant-li sol·licituds i 
obtenir resultats. S'inicia amb bindService(). 
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Funcionament d'un Service 
public class MyService extendsService{ 
  
    @Override 
    public void onCreate() { 
        super.onCreate(); 
        Log.i(getClass().getSimpleName(), "Creating service"); 
    } 
  
    @Override 
    public int onStartCommand(Intent intent, intflags, 
intstartId) { 
        super.onStartCommand(intent, flags, startId); 
        Log.i(getClass().getSimpleName(), "Intent received"); 
        return START_STICKY; 
    } 
      
    @Override 
    public void onDestroy() { 
        App.getInstance().cancelPendingRequests(getClass().get
SimpleName()); 
        super.onDestroy(); 
    } 
  
    @Override 
    public IBinder onBind(Intent intent) { 
        return new IBinder(this); 
    } 
} 
 
Aquest és l'exemple d'un Service del qual hem de conèixer quatre mètodes 
principals: 
 onCreate: De manera similar a una Activity, s'executa la primera vegada que 
es crea el Service i serveix per inicialitzar variables. 
 OnStartCommand: S'executa quan el Service rep un Intent llançat mitjançant 
startService. Si el Service ja està iniciat, els Intents successius no tornaràn a 
generar un onCreate sinó que passaran directament aquí. És important tenir 
en compte que si es creen fils en aquest mètode, ha de comprovar-se el fil no 
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estigui ja corrent o podrien accidentalment crear-se fils nous cada vegada que 
es passa per aquí. 
 OnBind: Aquest mètode és cridat quan s'executa un bindService() des d'una 
Activity. Serveix per retornar una referència a mode de IBinder a la Activity de 
la instància del Service. 
 OnDestroy: Quan es crida al mètode stopService() o dins del mateix Service 
al mètode stopSelf() es passa per aquest mètode, on han de finalitzar-se fils o 
tasques que puguin estar-se executant. 
 
Figura 25. Android Service  
 
Així doncs, en l'aplicació hem programat una “alarma” estenent de la classe 
BroadcastReceiver que s'executa permanentment des que es posa en marxa el 
dispositiu, i on cada minut tenim un Service que envia les coordenades de 
localització geogràfica (latitud i longitud) del dispositiu juntament amb l'alies de 
l'operari en qüestió al servidor.  
public class LocalizationAlarm extends BroadcastReceiver { 
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 @Override 
 public void onReceive(Context context, Intent intent) { 




 public void setAlarm(Context context) { 
  AlarmManager am = (AlarmManager) 
context.getSystemService(Context.ALARM_SERVICE); 
  Intent intent = new Intent(context, 
LocalizationAlarm.class); 
  PendingIntent pi = PendingIntent.getBroadcast(context, 
0, intent, 0); 
  // Cada 60 segons 
  am.setRepeating(AlarmManager.RTC_WAKEUP, 
System.currentTimeMillis(), 1000 * 60, pi); 
 } 
 













Mentre que la classe base per crear Services és la classe Service, podem també fer 
servir IntentService. IntentService és utilitzat per desenvolupar certes tasques en 
segon pla. Una vegada realitzat, la instància IntentService finalitza immediatament. 
Un exemple d'això seria descarregar un fitxer de la xarxa. La classe IntentService 
ens ofereix el mètode onHandleIntent() que serà cridat de manera asíncrona 
pel sistema. En el nostre cas, que volem enviar la localització del dispositiu 
contínuament, aquest no és el tipus de Service que necessitem. 
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6.2.3. Base de dades Android 
La plataforma Android proporciona dues eines principals per l'emmagatzematge i 
consulta de dades estructurades: 
 Bases de dades SQLite 
 Content Providers 
En aquest projecte no hem utilitzat Content Providers, però hem utilitzat SQLite 
només quan enviem un avís a l'operari. Quan una empresa envia un avís a un 
operari aquest s'emmagatzema a la base de dades (SQL) del dispositiu Android i s'hi 
esborra un cop l'operari pren una decisió (acceptar o rebutjar). 
SQLite és un motor de base de dades força popular per oferir característiques tan 
interessant com la seva petita mida, no necessitar servidor, precisar poca 
configuració, ser transaccional i ser de codi lliure. Android incorpora de sèrie totes 
les eines necessàries per la creació i gestió de base de dades SQLite, i entre elles 
una complerta API per dur a terme de manera fàcil totes les accions típiques. Tot i 
així, no entrarem en masses detalls en aquesta API ja que en aquest projecte n'hem 
tingut prou utilitzant les accions més bàsiques, i explicarem com creem la base de 
dades i hi insertem un avís. 
En Android, la forma típica per crear, actualitzar i connectar amb una base de dades 
SQLite serà a través d'una classe auxiliar anomenada SQLiteOpenHelper, o per ser 
més exactes, d'una classe propia que extengui d'ella i que haurem de personalitzar 
per adaptar-nos a les necessitats concretes de la nostra aplicació. 
La classe SQLiteOpenHelper té tan sols un constructor, que normalment no 
necessitarem sobreescriure, i dos mètodes abstractes, onCreate() i 
onUpgrade(), que haurem de personalitzar amb el codi necessari per crear la 
nostra base de dades i actualitzar la seva estructura respectivament. 
public class BDHelper extends SQLiteOpenHelper { 
 String sqlCreate = "CREATE TABLE Services (id TEXT, type 
TEXT, business TEXT, name TEXT, address TEXT, city TEXT, phone 
TEXT, comments TEXT)"; 
  
 public BDHelper(Context context, String name, 
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CursorFactory factory, int version) { 




 public void onCreate(SQLiteDatabase db) { 
  //S'executa la sentència SQL de creació de la taula 




 public void onUpgrade(SQLiteDatabase db, int oldVersion, 
int newVersion) { 
  //S'elimina la versió anterior de la taula 
db.execSQL("DROP TABLE IF EXISTS Services"); 
//Es crea una nova versió de la taula 
db.execSQL(sqlCreate); 
 }  
} 
 
El primer que farem serà definir una variable sqlCreate on tindrem la sentència SQL 
per crear una taula anomenada Services amb els camps alfanumèrics id, type, 
business, name, address, city, phone i comments. 
El mètode onCreate() serà executat automàticament per la nostra classe 
BDHelper quan sigui necessària la creació de la base de dades, és a dir, quan 
encara no existeixi. Les tasques típiques que han de fer-se en aquest mètode seràn 
la creació de totes les taules necessàries i la inserció de dades inicials si són 
necessàries. En el nostres cas, només crearem la taula Services que hem comentat 
abans. Per la creació de la taula utilitzarem la sentència SQL ya definida i 
l'executarem contra la base de dades utilitzant el mètode més senzill dels 
disponibles a la API de SQLite proporcionada per Android, anomenat execSQL(). 
Aquest mètode es limita a executar directament la sentència SQL que li passem com 
a paràmetre. 
Per la seva part, el mètode onUpgrade() serà llançat automàticament quan sigui 
necessària una actualització de l'estructura de la base de dades o una conversió de 
les dades. Un exemple pràctic: imaginem que publiquem una aplicació que utilitza 
una taula amb els camps usuari i e-mail (anomenem-la versió 1 de la base de dades). 
Més endavant, ampliem la funcionalitat de la nostra aplicació i necessitem que la 
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taula també inclogui un camp addicional com per exemple amb l'edat (versió 2 de la 
nostra base de dades). Doncs per què tot funcioni correctament la primera vegada 
que executem la versió ampliada de l'aplicació necessitarem modificar l'estructura de 
la taula per afegir el nou camp edat. D'aquest tipus d'actualitzacions són les que 
s'encarregarà de fer automàticament el mètode onUpgrade() quan intentem obrir 
una versió concreta de la base de dades que encara no existeixi. Per això, com a 
paràmetres rep la versió actual de la base dades en el sistema, i la nova versió a la 
que es vol convertir. En funció d'aquesta parella de dades necessitarem realitzar 
unes accions o altres. En el nostre cas hem optat per l'opció més senzilla: esborrar la 
taula actual i tornar-la a crear amb la nova estructura, però el més habital serà que 
necessitem quelcom més de lògica per convertir la base de dades d'una versió a una 
altra i per descomptat per conservar les dades registrades fins el moment. 
Una vegada definida la nostra classe helper, l'obertura de la base de dades des de la 
nostra aplicació resulta molt senzilla. El primer serà crear un objecte de la classe 
BDHelper al que passarem el context, el nom de la base de dades, un objecte 
CursorFactory que normalment no serà necessari (nosaltres passarem null), i per 
últim la versió de la base de dades que necessitem. La simple creació d'aquest 
objecte pot tenir diferents efectes: 
 Si la base de dades ja existeix i la seva versió actual coincideix amb la 
sol·licitada simplement es realitzarà la connexió. 
 Si la base de dades existeix però la versió actual és anterior a la sol·licitada, 
es cridarà automàticament al mètode onUpgrade() per convertir la base de 
dades a la nova versió i es connectarà amb la base de dades convertida. 
 Si la base de dades no existeix, es cridarà automàticament al mètode 
onCreate() per crear-la i es connectarà amb la base de dades creada. 
Una vegada tenim una referència a l'objecte BDHelper, cridarem al seu mètode 
getReadableDatabase() o getWritableDatabase() per obtenir una 
referència a la base de dades, depenent si només necessitem consultar les dades o 
també necessitem realitzar modificacions, respectivament. Ara que ja hem 
aconseguit, finalment, una referència a la base de dades (objecte de la classe 
SQLiteDatabase) ja podem realitzar totes les accions que vulguem sobre ella. En el 
nostre cas simplement farem una consulta de tots els registres que hi ha a la base 
de dades (avisos pendents de ser atesos) i els esborrarem una vegada siguin 
marcats com acceptats o rebutjats per part de l'operari.  
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NOTA: En cas de que l’avís sigui acceptat (i no hagi estat acceptat abans per algún 
altre operari) aquest passa a ser un servei Pendent per l'operari. 
6.2.4. Google Play Services 
Google Play Services s'utilitza per actualitzar les aplicacions de Google. Aquest 
component proporciona funcions principals, com l'autenticació pels serveis de 
Google, contactes sincronitzats, accés a l'útlima configuració de privacitat de l'usuari, 
així com serveis basats en la ubicació de major qualitat i menor potència.  
Els Google Play Services viuen com una aplicació més en totes els dispositius 
Android (versió 2.2 i posteriors), el que ens aporta l'avantatge de no haver-nos de 
preocupar per ells, ja que són actualitzats automàticament per la plataforma quan 
existeixen novetats. Per dir-ho d'alguna manera, nosaltres només ens haurem de 
preocupar de “connectar-nos” a ells i utilitzar les diferents funcionalitats com si fossin 
part de la nostra aplicació. 
6.2.4.1. OAuth2 
OAuth2 és un protocol d'autorització que permet a tercers (clients) accedir a 
continguts propietat d'un usuari (allotjats en aplicacions de confiança, servidor de 
recursos) sense que aquests tinguin que conèixer ni fer servir les credencials de 
l'usuari. És a dir, aplicacions de tercers poden accedir a continguts propietat de 
l'usuari, però aquestes aplicacions no coneixen les credencials d'autorització.  
Escenari 
En un escenari OAuth2 hi ha tres parts clarament diferenciades: 
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Figura 26. Escenari OAutt2 
 
 Propietari de recursos: És una entitat capaç de donar accés a recursos 
protegits. Quan és una persona ens referim a ell com usuari final. 
 Client: És l'aplicació que fa peticions a recursos protegits en nom d'un 
propietari de recursos amb l'autorització del mateix. 
 Proveïdor 
◦ Servidor de recursos: És l'entitat que té els recursos protegits. És capaç 
d'acceptar i respondre peticions utilitzant un access token que ha de ser 
present al cos de la petició. 
◦ Servidor d'autorització: En molts casos el servidor d'autenticació és el 
mateix que el servidor de recursos. En el cas de que es separin, el 
servidor d'autenticació és el responsable de generar tokens d'accés i 
validar usuaris i credencials. 
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Amb aquest escenari sorgeix la necessitat d'implementar un protocol d'autorització, 
en el que l'usuari final pugi autoritzar a aplicacions de tercers (consumidors) a 
accedir a les seves dades en l'aplicació proveïdora sense la necessitat de donar-li 
les seves credencials. 
 
Figura 27. Protocol OAuth2 
 
OAuth2 té dos grans avantatges, soluciona el problema de confiança entre un usuari 
i aplicacions de tercers, i a la vegada permet a un proveïdor de serveis/API facilitar a 
aplicacions de tercers a que ampliïn els seus serveis amb aplicacions que fan servir 
les dades dels seus usuaris de manera segura i deixant a l'usuari la decisió de a qui, 
revocar o facilitar accés a les seves dades, creant així un ecosistema d'aplicacions al 
voltant del proveïdor de serveis/API. 
La confiança és el motiu principal per voler implementar un protocol d'autorització 
com OAuth2. La falta de confiança d'un usuari amb una aplicació de tercers pot 
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propiciar que l'usuari vulgui permetre a l'aplicació realitzar tasques i obtenir dades en 
el seu nom però sense donar-li les credencials d'autenticació a l'aplicació en qüestió. 
Un exemple senzill fàcil d'entendre són les grans companyies proveïdores de 
OAuth2. Per exemple Facebook. Un usuari amb un compte de Facebook, on té 
allotjades dades com la seva llista d'amics, comentaris, publicacions, etc. podria 
voler que un fòrum en el que participi accedeixi a la seva llista d'amics de Facebook, 
però en cap cas vol donar-li al fòrum el seu nom d'usuari i contrasenya de Facebook. 
Mitjançant OAuth2 aconseguim que el fòrum sigui capaç de sol·licitar dades a 
Facebook en nom de l'usuari i obtenir la llista d'amics de l'usuari. Totes aquestes 
comunicacions i intercanvis de credencials i autoritzacions es realitzen de manera 
segura i en tot moment l'usuari pot cancel·lar els privilegis del fòrum per demanar 
dades en el seu nom.  
Authorization API: Google Play Services 
Internet té masses noms d'usuari i contrasenyes, i aquests no escalen. A més a més, 
el nostre dispositiu Android té una gran noció de qui som. En aquesta situació, es va 
consensuar que OAuth2 és una bona elecció ja que prometia una forta seguretat 
sense la utilització de credencials. 
Google Play Services ens ofereix una biblioteca OAuth2 i la posa a disposició de 
totes les aplicacions Android mitjançant Google APIs. Típicament, quan una 
aplicació Android utilitza un compte de Google per accedir a algun recurs, hem 
d'escollir quin compte del dispositiu volem utilitzar, hem de generar un token OAuh2 i 
i hem d'utilitzar aquest token per validar-lo al servidor de recursos. Totes aquestes 
tasques estan completament automatitzades si fem servir la biblioteca que ens 
proporciona Google Play Services. 
Desenvolupament d'una aplicació mòbil per a la gestió de serveis d'assistència urgent 
90 
 
Figura 28. Flux API d'autorització en Android 
 
El primer que fem quan llancem la nostra aplicació Android és comprovar que 
Google Play Services està disponible i tot seguit fem una crida al mètode 
AccountPicker.newChooseAccountIntent() per tal d'obtenir els comptes de 
Google que hi ha registrats al dispositiu i obtenir un token d'accés fent una crida al 
mètode GoogleAuthUtil.getToken(). La primera vegada que amb un usuari 
cridem aquest mètode des de l'aplicació es produirà una excepció 
(UserRecoverableAuthException) que és on se'ns mostrarà una pantalla on se'ns 
preguntarà si autoritzem a l'aplicació a tenir certs permisos sobre el nostre compte 
de Google (en el nostre cas és només el perfil d'usuari). En cas de no estar d'acord, 
l'aplicació finalitzarà, pel qual no podrem fer servir l'aplicació fins que no acceptem. 
En cas d'acceptar el servidor generarà un token d'accés per a l'aplicació, i les 
properes vegades que iniciem l'aplicació aquesta ja ens identificarà sense necessitat 
d'interactuar explícitament amb el servidor i accedir als recursos. 
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6.2.4.2. Google Cloud Messaging (GCM) 
En aquest apartat descriurem què és i com funciona el servei Google Cloud 
Messaging. En primer lloc comentarem la manera de registrar-nos per poder-lo 
utilitzar, i veurem com implementar-lo en l'aplicació servidor (Java) i client (Android). 
En algunes ocasions, les nostres aplicacions mòbils necessiten compta amb la 
capacitat de notificar a l'usuari determinats esdeveniments que succeeixen fora del 
dispositiu, normalment en una aplicació web o servei online allotjat en un servidor 
extern. Com exemple d'això podríem pensar en les notificacions que ens mostra el 
nostre dispositiu quan es rep un nou correu electrònic en el nostre servidro de correu 
habitual. 
Per aconseguir això se'ns podria acudir diverses solucions, per exemple mantenir 
oberta una connexió permanentment amb el servidor de manera que aquest pogués 
comunicar immediatament qualsevol nou esdeveniment a la nostra aplicació. 
Aquesta tècnica, tot i que és viable i efectiva, requereix de molts recursos oberts 
constantment en el nostre dispositiu, augmentant per tant el consum de CPU, 
memòria i dades de xarxa necessaris per executar l'aplicació. Un altra solució 
utilitzada habitualment seria fer que la nostra aplicació mòbil revisi de forma 
periòdica en el servidor si hi existeix alguna novetat a notificar a l'usuari. Això 
s'anomena polling, i requereix molt menys recursos que l'opció anterior, però té un 
inconvenient que pot ser important segons l'objectiu de la nostra aplicació: qualsevol 
esdeveniment que es produeixi al servidor no es notificarà a l'usuari fins la propera 
consulta al servidor que faci l'aplicació client, que podria ser molt temps després. 
Per solucionar aquest problema Google va introduir a Android, a partir de la versió 
2.2 (Froyo), la possibilitat d'implementar notificacions de tipus push, el que significa 
que és el servidor el que inicia el procés de notificació, podent realitzar-la en el 
mateix moment que es produeix l'esdeveniment, i el client es limita a “esperar” els 
missatges sense haver d'estar periòdicament consultant al servidor per veure si 
existeixen novetats, i sense haver de mantenir una connexió permanentment oberta 
amb aquest. En l'arquitectura de Google, tot això s'aconsegueix introduint un nou 
actor en el procés, un servidor de missatgería push o cloud to device, que se situaria 
entre l'aplicació web i l'aplicació mòbil. Aquest servidor intermig s'encarregarà de 
rebre les notificacions enviades des de les aplicacions web i fer-les arribar a les 
aplicacions mòbils instal·lades en els dispositius corresponents. Per això, haurà de 
conèixer l'existència de ambdues aplicacions, que s'aconsegueix mitjançant un 
protocol ben definit de registres i autoritzacions entre els diferents actors que 
participen en el procés.  
Desenvolupament d'una aplicació mòbil per a la gestió de serveis d'assistència urgent 
92 
 
Figura 29. Google Cloud Messaging 
 
Comentem breument cada un dels passos indicats a la figura: 
El primer pas, tot i que no apareix a la figura, seria l'autenticació de la nostra 
aplicació web en el servei GCM. Amb Google Cloud Messaging aquest pas s'ha 
simplificat mitjançant l'obtenció i ús d'una API Key, que com si fos un token 
d'autorització de OAuth2, haurà d'acompanyar a cada un de les crides que fem al 
servei GCM des de la nostra aplicació web. 
Els següents passos, ara sí mostrats a la figura, serien els següents: 
1. Aquest pas és equivalent al comentat pel servidor però des del punt de vista 
de l'aplicació client. L'aplicació Android ha de registrar-se en els sevidors 
GCM com client capaç de rebre missatges des d'aquest servei. Per això són 
necessaris tres requisits: que el dispositiu tingui un versió de Android 2.2 o 
superior, tenir configurat un compte de Google, i tenir instal·lat Google Play 
Store. 
2. Si el registre finalitza correctament es rebra un codi de registre (Registration 
ID) que l'aplicació client haurà de conservar. A més, l'aplicació Android haurà 
d'estar preparada per rebre periòdicament actualitzacions d'aquest codi de 
registre, ja que és possible que el servidor GCM invalidi periòdicament aquest 
ID, en generi un de nou i el torni a notificar a l'aplicació client. 
3. Aquest pas consisteix en enviar, des de l'aplicació client a l'aplicació servidor, 
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el codi de registre GCM rebut, el qual farà d'identificador únic del client al 
servidor de manera que aquest pugui indicar més tard el dispositiu mòbil 
concret al que vol enviar un missatge. L'aplicació servidor haurà de ser capaç 
per tant d'emmagatzemar i mantenir tots els ID de registres dels diferents 
dispositius mòbils que es registrin capaços de rebre missatges. 
4. L'últim pas serà òbviament l'enviament en sí d'un missatge des del servidor 
fins un client determinat, quelcom que es farà a través del servidor GCM (pas 
4.1) i des d'aquest es dirigirà al client concret que ha de rebre'l (pas 4.2). 
Implementació Servidor 
Després de descriure a alt nivell l'arquitectura d'un sistema GCM, en aquest apartat, 
veurem com implementar una aplicació web capaç d'enviar missatges o notificacions 
push a dispositius Android. 
Com he comentat abans, l'aplicació web serà responsable de les següents tasques: 
 Emmagatzemar i mantenir la llista de dispositius client que podràn rebre 
missatges. 
 Enviar els missatges als clients a través del servei GCM de Google. 
Respecte el primer punt, l'aplicació web haurà de ser capaç de rebre les dades de 
registre de cada client que “es doni d'alta” per rebre missatges i guardar-los a la 
base de dades. Això ho farem mitjançant un web service que exposi un mètode que 
s'encarregui de recollir i guardar les dades de registre d'un client. L'aplicació Android 
es connectarà directament a aquest web service i cridarà al mètode amb les seves 
dades identificatives per registrar-se com client capaç de rebre notificacions. Aquest 
webservice simplement afegeix o actualitza el registre corresponent al client a la 
nostra base de dades. 
Por altra banda, el punt 2 el resoldrem quan des de l'aplicació creem un nou servei 
(introduint les dades corresponents) i li enviem una notificació amb les dades 
d'aquest a un operari. 
Per realitzar les crides a l'API de GCM, hem utilitzat un biblioteca que ens 
proporciona una capa d’abstracció sobre HTTP i ens proporciona mètodes per dur a 
terme totes les operacions de GCM de la part de servidor, (gcm-server.jar)[7] 
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Entre els diferents dades que podem incloure en una petició d'enviament n'hi ha tan 
sols una d'obligatòria, anomenada registration_id, que ha de contenir el ID de 
registre del client al que se li enviarà el missatge. A part d'aquest també podem 
incloure els següents paràmetres opcionals: 
 delay_while_idle: Fa que el servidor de GCM no envïi el missatge al dispositiu 
mentre aquest no es troba actiu. 
 time_to_live: Indica el temps màxim que el missatge pot estar-se al servidor 
de GCM sense entregar mentres el dispositiu està offline. Per defecte són 
quatre setmanes. Si s'especifica algun valor, també s'haurà d'incloure el 
paràmetre següent, collapse_key. 
 collpase_key: Aquest l'explicarem amb un exemple. Imaginem-nos que 
activem el paràmetre delay_while_idle i que el dispositiu ha de rebre el 
missatge roman inactiu vàries hores. Si durant aquestes hores es generen 
vàries notificacions cap al dispositiu, aquests missatges s’aniran acumulant en 
el servidor de GCM i quan el dispositiu s'activés li arribarien tots de cops. Això 
pot tenir sentit si cada missatge conté informació diferent i rellevant, però si el 
missatges simplement fossin per exemple dir-li al dispositiu “Tens correu nou” 
seria absurd entregar-li vàries notificacions d'aquest tipus en el mateix instant. 
Doncs bé, per això s'utilitza el paràmetre collapse_key. A aquest paràmetre 
podem assignar-li com a valor qualsevol cadena de caràcters, de manera que 
si s'acumulen el el servidor de GCM varis missatges pel mateix dispositiu i 
amb la mateixa collapse_key, al dispositiu només se li entregarà l'últim d'ell 
quan aquest s'activi, descartant els altres. 
 data.<nom_dada>: Es poden incloure tants paràmetres d'aquest tipus com 
vulguem, per incloure qualsevol altra informació que vulguem en el missatge. 
Per passar totes les dades d'un avís, com ara l'adreça, la població, el telèfon 
del client, etc. utilitzem aquest paràmetre. 
Implementació Client 
L'aplicació client serà responsable de: 
 Registrar-se contra el servidors de GCM com client capaç de rebre missatges. 
 Guardar el “Registration ID” com resultat del registre anterior. 
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 Comunicar a l'aplicació web el “Registration ID” de manera que aquesta pugui 
enviar-li missatges. 
 Rebre i processar els missatges rebuts des del servidor de GCM. 
Com en el cas de qualsevol altre servei inclós en els Google Play Services el primer 
pas per posar en marxa la funcionalitat serà importar el projecte de biblioteca i fer 
referència a aquest des del nostre projecte. El següent pas serà configurar 
AndroidManifest. El primer que revisarem serà la clàusula <usessdk>, on com versió 
mínima haurem d'indicar la 8 (Android 2.2) o superior. Amb això ens assegurarem 
que l'aplicació no s'instal·la en dispositius amb un versió d'Android anterior, no 
suportada pels Google Play Services. 











El primer (INTERNET) ens donarà accés a Internet a l'aplicació, el segon 
(GET_ACCOUNTS) es necessari perquè GCM requereix un compte de Google 
configurada al dispositiu, el tercer (WAKE_LOCK) serà necessari per utilitzar un 
determintat tipus de broadcast receiver que comentarem més endavant, el quart 
(RECEIVE) és el que permetrà que l'aplicació es registri i rebi missatges GCM. Els 
dos últims asseguren que només nosaltres podrem rebre els missatfes de la nostra 
aplicació.  
Per últim, com components de l'aplicació, a més de l'activitat principal ja afegida per 
defecte, haurem de declarar un broadcast receiver, que anomenarem 
GCMBroadcastReceiver i un servei que anomenarem GCMIntentService. Més 













<action android:name="com.google.android.c2dm.intent.RECEIVE" /> 
<action android:name="com.google.android.c2dm.intent.REGISTRATION" /> 
<category android:name="com.teknirapid.android.util" /> 
</intent-filter> 
</receiver> 
<service android:name=".util.GCMIntentService" /> 
</application> 
 
Una vegada definit el nostre AndroidManifest amb tots els elements necessaris 
veurem com implementar la funcionalitat en la nostra aplicació. El procés de registre 
es desencadena cada vegada que obrim l'aplicació i hem de realitzar les següents 
accions: 
1. Verificar que el dispositiu té instal·lat Google Play Services. 
2. Registrar un nou codi de registre de GCM (registration id) a la base de dades. 
Pel que fa a la lògica necessària pel primer punt ens podem ajudar de la classe 
GooglePlayServicesUtil, que disposa del mètode 
isGooglePlayServicesAvailable() per fer la verificació. Respecte al segon 
punt, obtindrem una instància del sevei de Google Cloud Messaging mitjançant el 
mètode GoogleCloudMessaging.getInstance() i cridant al seu mètode 
register() ens retornarà el registration_id assignat al nostre client i si tot ha anat bé 
cridarem al web service que ens guarda les dades amb el nostre usuari (el nostre 
nom d'usuari del compte de Google associat) i el registration_id obtingut i fer una 
inserció a la base de dades. 
Amb això ja hauríem acabat la fase de registre de l'aplicació. Però per rebre 
missatges encara ens falten dos elements importants. Per una banda haurem 
d'implementar un Broadcast Receiver que s'encarregui de rebre els missatges, i per 
altra banda crearem un nou servei (concretament un Intent Service) que s'encarregui 
de processar els missatges. Això ho farem així perquè no és recomanable realitzar 
tasques complexes dins del propi broadcast receiver, pel que normalment utilitzarem 
aquest patró en el que deleguem tota la feina a un servei, i el broadcast receiver es 
limitarà a cridar-lo.  
Desenvolupament d'una aplicació mòbil per a la gestió de serveis d'assistència urgent 
97 
En aquesta ocasió utilitzarem un nou tipus específic de broadcast receiver, 
WakefulBroadcastReceiver, que ens assegura que el dispositiu estarà “despert” el 
temps que sigui necessari per a que finalitzi l'execució del servei que llancem per 
processar els missatges. Això és important, ja que si utilitzéssim un broadcast 
receiver tradicional el dispositiu podria entrar en mode de suspensió (sleep mode) 
abans de que acabessim de processar el missatge. 
Crearem, per tant, una nova classe que estengui de WakefulBroadcastReceiver, 
l'anomenem  GCMBroadcastReceiver, i implementem l'esdeveniment onReceive() 
per cridar el nostre servei de processament de missatges, que recordem que l'hem 
anomenat GCMIntentService. La crida al servei la realitzarem mitjançant el mètode 
startWakefulService() que rebrpa com paràmetres el context actual, i el mateix 
intent rebut sobre el que indiquem el servei a executar mitjançant el seu mètode 
setComponent(). 
Pel servei crearem una nova classe GMIntentService que extengui de IntentService 
(VEURE CAPITOL DE SERVICES) i implementarem el seu esdeveniment 
onHandleIntent(). Aquí el primer que farem serà obtenir el tipus de missatge 
rebut o els seus paràmetres (mitjançant getExtras()). Depenent del tipus de 
missatge obtingut podrem realitzar unes accions o altres, però el que utilitzem 
nosaltres serà el tipus MESSAGE_TYPE_MESSAGE que identifica als missatges 
genèrics de GCM. Quan nosaltres rebem un d'aquests missatges mostrarem una 
notificació a la barra d'estat utilitzant un mètode auxiliar que aquí no comentarem en 
detall. L'únic que destaquem és que al final del mètode onHandleIntent(), 
després de realitzar totes les accions necessàries per processar el missatge rebut, 
hem de cridar el mètode completeWakefulIntent() del nostre  
GCMBroadcastReceiver. Això farà que el dispositiu pugui tornar a entrar en mode 
sleep quan sigui necessari; oblidar aquesta crida podria implicar consumir 
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7. Proves 
La fase de proves és una part molt important que permet verificar que tota la 
funcionalitat és correcte. Degut a la importància d'aquesta fase, aquestes proves les 
hem realitzat transversalment durant totes la fases del projecte i han estat dutes a 
terme per nosaltres com a desenvolupadors i per usuaris finals. Ho hem fet 
d'aquesta manera per permetre a l'usuari utilitzar les nostres aplicacions i comprovar 
que l'usuari està cómode amb el que hem desenvolupat. 
Degut a les característiques de l'aplicació les proves han estat de dos tipus. En 
primer lloc, hem considerat les proves de lògica on ens hem assegurat que no hi 
hagués errors no controlats, execepcions que afectaràn a l'ús correcte de l'aplicació 
o errades en la lògica de l'aplicació. Així doncs, en aquest tipus de proves hem tingut 
en compte tot allò que és responsabilitat directa del desenvolupador i que podrien 
arribar a ser un problema. En segon lloc, les proves han estat efectuades per 
diverses persones que han interpretat el rol d'usuaris finals. Això ens ha estat 
d'utilitat per provar el nostre projecte en un entorn real i per validar que s'han 
complert els requisits plantejats pel client. 
8. Planificació final 
A continuació podem veure de manera detalla tota la planificació representada per 
un diagrama de Gantt: 
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Algunes tasques s'han allargat més de l'estimat durant el desenvolupament del 
projecte, com poden ser el disseny de l'aplicació Android, l'afegir noves funcionalitats 
que no s'havien previst a l'inici o la supressió d'altres per considerar-les menys 
necessàries. 
9. Anàlisi econòmic 
L'anàlisi del cost econòmic d'un projecte es divideix en tres parts diferents: 
 Cost de recursos humans: Cost del sou del personal que ha intervingut en 
totes les fases de desenvolupament d'aquest projecte. 
 Cost del hardware: Cost de les màquines que intervenen en el sistema. 
 Cost del software: Cost del programari utilitzat tant pel desenvolupament del 
projecte, com el que s'utilitzarà en el sistema. 
Cost de recursos humans: 
Durant tot el desenvolupament del projecte, s'ha utilitzat un únic recurs humà que ha 
jugat el paper dels diferents rols que podem trobar en un equip de desenvolupament 
de software. Els costos han estat calculats mitjançant el còmput total d'hores de 
desenvolupament, i l'assignació ha estat de manera aproximada, amb unes 30 hores 
de càrrega setmanal i un sobreesforç en el últims mesos del projecte. 
Rol Dedicació (hores) €/hora Costat total en € 
Analista 250 30 7500 
Programador 360 20 7200 
Tester/QA 110 20 2200 
Dissenyador UI 20 30 600 
Total 17500 
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Cost del hardware: 
Concepte Cost total en € 
Dispositiu Android (Samung Galaxy S3 
Mini) 
119 
Ordinador portàtil (Dell Latitude E6410) 500 
Servidor  0 
Total 619 
 
Hem utilitzat un dispositiu Android molt important per fer el testing de l'app mòbil i un 
ordinador personal per realitzar tot el desenvolupament. Pel que fa al servidor 
d'aplicacions, després de fer una gran recerca hem trobat una plataforma cloud que 
ens ofereix un servei d'allotjament d'aplicacions Java EE gratuït. 
Cost del software: 




Gantt Project 0 
Cacoo 0 (Versió de prova) 
PDFCrowd 0 (Versió de prova) 
Total 0 
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Tot el software implicat en el projecte s'ha intentat que fós lliure, o en el seu defecte, 
software en versió de prova per minimitzar costos. 
Cost total: 
El cost total, doncs, resulta de sumar el cost de recursos humans, el cost del 
hardware, pagar la quota de registre per publicar apps a Google Play (25€) i la 
compra del domini teknirapid.com (12€/any). 
Cost total del projecte = Cost Recursos Humans + Cost Hardware + Quota Google 
Play + Domini Web = 17500 + 619 + 25 + 12 = 18.156 Euros. 
10. Conclusions i futur 
Una vegada finalitzat el projecte, és l'hora d'analitzar els resultats, treure'n 
conclusions i estudiar el futur del sistema. Com a resultat final s'ha obtingut una 
aplicació Android i una aplicació web que ofereixen a l'usuari una interfície sense 
massa complexitat i de fàcil utilització en la que s'ha assolit la majoria de les 
funcionalitats que s'havien plantejat inicialment, que permeten a l'empresa i als 
operaris realitzar una gestió integral de tots els serveis. 
Aquest projecte ha suposat un gran enriquiment de coneixements en molts aspectes, 
ja que ha estat la primera vegada que he desenvolupat un sistema software superant 
totes les fases (anàlisi de requeriments, especificació, disseny, implementació, 
proves, …), i sobretot l'aprenentatge i perfeccionament de les tecnologies utilitzades, 
la majoria molt presents a l'actualitat i que de ben segur em seràn força útils en un 
futur. 
La part que més dificultat ha comportat a l'hora de desenvolupar el projecte, ha estat 
fer un disseny i una interfície que complís amb la usabilitat i la simplicitat que els 
usuaris finals esperaven, fent així millores i iteracions contínues del disseny de les 
interfícies gràfiques. 
En definitiva, hem aportat una solució eficient a un problema real que podria ser 
reutilitzada o presa com a base per futurs desenvolupament amb unes 
característiques similars. 
L'aplicació mòbil està disponible al canal de distribució de plataforma Android, 
Google Play, i la web és accessible a http://teknirapid.com 
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Com a possibles millores destaquem els següents punts que poden ser afegits en un 
futur: 
 App mòbil per iOS. 
 Generació d'estadístiques i informes per l'empresa. (app web) 
 Gestió de catàleg propi per l'operari (app mòbil) 
 Gestió de clients, tant per l'empresa (app web) com per l'operari (app mòbil). 
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12. Annexos 
12.1.  Manual d'usuari de la app mòbil 
1. Descripción de la aplicación 
El presente manual pretende hacer comprensible de una forma rápida y fácil el 
acceso a las prestaciones de la aplicación. Se trata de una aplicación destinada a 
operarios del sector servicios, para que dichos servicios puedan ser desarrollados 
con el máximo de eficiencia y rapidez, de manera que se gestionen las órdenes de 
trabajo en tiempo real. Permite también al operario comunicar su disponibilidad para 
llevar realizar servicios, así como aceptar o rechazar los avisos recibidos. Las 
ventajas que representan para la empresa van desde poder contactar 
instantáneamente con el operario indicado, tener los datos de los servicios 
actualizados y tener liquidaciones automatizadas. 
             
 
2. Funcionamiento de Teknirapid 
En la pantalla del menú principal encontramos 5 botones que nos dan acceso a las 
funcionalidades de la aplicación: Servicios, Liquidación, Empresas, Perfil y 
Disponible. 
En primer lugar explicaremos el funcionamiento del botón Disponible. La primera vez 
que iniciemos la aplicación, aparecerá de color verde y con el texto “Disponible: SI”. 
Screenshot 1 Screenshot 2 
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Esto significa que nos pueden enviar servicios. Si pulsamos sobre el botón 
disponible nos cambia a color rojo con el texto “Disponible: NO” y nadie no podrá 
mandar servicios en ese momento. 
El botón Perfil contiene nos permite introducir y modificar nuestros datos personales 
como operarios. 
Al pulsar el botón Empresas nos muestra las empresas para las que trabajamos. 
El botón Servicios nos abre un listado de los servicios y nos muestra su estado, ya 
sea Pendiente, Presupuesto, Aceptado, Realizado, Anulado o Cobrado. Pulsando 




Vamos a explicar paso a paso como se inicia un servicio y cómo se introducen los 
datos con más detalle. El inicio del servicio puede producirse de dos maneras:  
 El envío de una alerta por parte de la empresa  
 Por parte del operario pulsando el botón Servicios y después pulsando el 
botón Nuevo en la parte superior derecha. 
Screenshot 2 
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Cuando es la empresa la que nos envía el servicio recibimos una alerta en el 
teléfono móvil. Pulsamos sobre la alerta y se nos abre una pantalla en la que nos 
describe el servicio. Podemos aceptar o rechazar el servicio con los botones de la 
parte superior derecha. 
Si rechazamos el servicio salimos de la pantalla, en cambio si pulsamos aceptar 
entramos en la página de descripción del servicio. 
      
 
En ella observamos un botón en la parte superior que nos indica el estado del 
servicio. Justo debajo hay tres botones: Datos, Conceptos e Importes. Si hemos 
presionado el botón datos nos aparece una pantalla como la que se muestra en la 
figura 5. Nos describe la empresa que nos ha enviado el servicio (dato no 
modificable), la dirección del servicio, la población, el teléfono, el nombre del cliente 
y observaciones, entre otros. A la derecha del campo “población” hay un icono que 
al pulsarlo nos dará la ruta para llegar al destino. Adicionalmente al lado del campo 
teléfono hay un icono por el que podremos llamar directamente al cliente. 
Si pulsamos el botón conceptos nos aparece una pantalla como la de la figura 6. 
Pulsamos el botón Añadir Concepto y nos sale una pantalla como la de la figura 7. 
Screenshot 4 Screenshot 5 
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Si optamos por añadir desde la base de datos de la empresa pulsamos sobre el 
nombre de la misma y se nos abre el catálogo de conceptos. 
 
 
Screenshot 6 Screenshot 7 
Screenshot 8 
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Pulsamos sobre el botón que deseemos añadir y si por ejemplo son bombines se 
nos abre un desplegable con los tipos de bombines. 
A la derecha vemos un icono con una “i” de información que si lo pulsamos nos 
describe el servicio y el coste del material. 
Si queremos añadir el concepto pulsamos sobre el nombre del mismo y nos 
aparecerá una marca de selección de color verde. Si vamosAtrás el concepto queda 




Si queremos añadir un concepto manualmente pulsamos el botón Añadir concepto y 
nos aparece como en la figura 7. Si pulsamos manualmente nos aparece la figura 10. 
Screenshot 9 




Introducimos el nombre del concepto, la descripción, el PVP total y el precio del 
material ( el PVP total incluye el material). Pulsamos atrás y nos aparece insertado 
en la pantalla de servicio, dónde podemos modificar la cantidad. 
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En ella vemos diferentes campos: 
 
 Subtotal: Es el valor de los servicios realizados. 
 Dto: Es el descuento que queramos aplicar sobre el subtotal. Podemos 
escoger aplicarlo o no pulsando sobre el campo. También podemos modificar 
el porcentaje del descuento pulsando sobre el campo. 
 Base imponible: El resultado del subtotal menos el descuento. 
 Iva: El que se aplica sobre la base imponible. 
 Ret: Podemos escoger pulsar o no este campo para que nos aplique una 
retención del 1%. 
 Material: Es el coste del material que ya hemos introducido en el concepto. 
 Neto: Es el total menos el material. 
 Operario: Es el porcentaje del neto que corresponde al operario. 
Una vez visto esto cabe destacar que cualquier campo se puede modificar según 
nos interese. Ésto hará que automáticamente los otros campos cambien y 
tendremos el precio que nosotros deseemos introducir, de manera que si 
modificamos el campo operario también se modifican los otros campos y queda la 
factura conforme a los cambios introducidos. 
El servicio puede tener 6 estados: Pendiente, Presupuesto, Aceptado, Realizado, 
Anulado y Cobrado. En función del estado del servicio podremos ir modificando su 
estado pulsando sobre el botón Estado que nos aparece en la parte superior de la 
pantalla de servicio. Al pulsarlo se nos abre un menú como el de la figura 12 y 
podemos seleccionar el estado. El estado cobrado no aparece en el menúdebido a 
que una vez cobrado ya no se debe de modificar. Así no obstante podemos 
modificarlo restando el importe cobrado para volverlo a situar en realizado. 
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Cuando queramos cobrar un servicio siempre tiene que estar en el estado de 
realizado. Si el estado del servicio es realizado nos aparece la pantalla de la figura 13. 
Nos aparece el botón Datos con los datos del servicio, el botón Resumen en el cual 
nos da un resumen del importe y conceptos y el botón cobros. Si pulsamos el botón 
Cobros y Añadir Cobro nos aparece una pantalla como la de la figura 14. 
 
Screenshot 12 Screenshot 13 
Screenshot 14 
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Introducimos el importe que cobramos. Si cobramos el total el servicio queda 
finalizado. En el caso de que lo cobremos parcialmente quedará pendiente una parte 
que cobraría la empresa posteriormente y si no cobrásemos nada lo cobraría todo la 
empresa. 
Si queremos iniciar el servicio manualmente pulsamos sobre el botón servicios del 
menú principal y nos aparece la pantalla de la figura 3 donde vemos en la parte 
superior derecha un botón que nos indica Nuevo. Lo pulsamos y nos aparece una 
pantalla como la figura 5 pero con los campos por rellenar. Los rellenamos 
manualmente y el resto de pasos son iguales que cuando tenemos un envío por 
parte de la empresa. 
Siempre podemos acceder a la pantalla del estado de todos los servicios pulsando 
sobre el botón servicios del menú principal y luego pulsando sobre el servicio 
correspondiente se nos abre el mismo. 
4. Liquidación 
Cuando pulsemos el botón Liquidación del menú principal nos aparecerá: 
 
 
En dicha pantalla observamos que podemos seleccionar el período de liquidación y 
Screenshot 15 
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luego nos aparece un listado de las liquidaciones en las que se especifica el bruto, el 
coste del material, la parte del operario, la parte de la empresa y la liquidación ya 
sea positiva o negativa a favor de la empresa o el operario. 
En la parte superior derecha encontramos el botón Empresas con el que podemos 
filtrar las empresas para la cuales se efectúa la liquidación. 
12.2. Consumint un Web Service SOAP en Android 
En el projecte utilitzem aquesta tecnologia per obtenir dades des del nostre client 
Android. En primer lloc, hem de dir que Android no inclou “de sèrie” cap tipus de 
suport per l'accés a serveis web de tipus SOAP. És per això que hem utilitzat una 
biblioteca externa per fer-nos més fàcil aquesta tasca. L'opció més àmpliament 
utilitzada és la biblioteca ksoap2-android, la qual ens permet utilitzar de forma 
relativament fàcil i cómoda serveis web que utilitzin l'estàndard SOAP. 
A continuació mostrarem un exemple d'una crida a un mètode d'un web service amb 
paràmetres simples (primitius) a tall il·lustratiu. El primer que farem serà definir 
quatre constants que ens serviran posteriorment, són: 
NAMESPACE: Espai de noms utilitzat en el nostre web service. 
URL: Adreça del fitxer de definició del web service. 
METHOD_NAME: Mètode que volem executar del web service 
SOAP_ACTION: NAMESPACE + METHOD_NAME. 
Una vegada tenim aquestes constants necessàries per fer les peticions passem al 
següent pas. El protocol SOAP es basa en cinc passos bàsicament, definir la petició 
(request), configurar un sobre (envelope) que defineixi que hi ha al missatge i com 
processar-ho, definir el canal de transport, fer la crida i recollir el resultat.  
A continuació mostrem un fragment de codi d'exemple força il·lustratiu en el que es 
realitzen tots aquests passos per fer una petició: 
try{ 
     // request 
    SoapObject request = newSoapObject(NAMESPACE, METHOD_NAME); 
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    request.addProperty("Param", "valor"); // pas de 
paràmetres al WS 
  
    // sobre 
    SoapSerializationEnvelope sobre = 
newSoapSerializationEnvelope(SoapEnvelope.VER11); 
    sobre.setOutputSoapObject(request); 
  
    // transport 
    HttpTransportSE transport = newHttpTransportSE(URL); 
  
    // crida 
    transporte.call(SOAP_ACTION, sobre); 
  
    // resultat 
    SoapPrimitive resultat = (SoapPrimitive) 
sobre.getResponse(); 
  
    Log.i("Resultat", resultat.toString()); 
  
} catch(Exception e) { 
    Log.e("ERROR", e.getMessage()); 
} 
 
12.3. Habilitar SSL a Tomcat 
Per habilitar SSL (i conseqüentment HTTPS) a l'hora de connectar-nos a la nostra 
aplicació web n'hi haurà prou en dos passos: 
 Crear les notes claus SSL (keystore) 
 Anar al directori conf que es troba dins el directori d'instal·lació de Tomcat i 
editar-ne el fitxer server.xml.  
Buscar la següent declaració: 
<!-- 
<Connector port="8443" protocol="HTTP/1.1" SSLEnabled="true" 
maxThreads="150" scheme="https" secure="true" 
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clientAuth="false" sslProtocol="TLS" /> 
--> 
 
Descomentar i modificar amb el següent: 
 
<Connector SSLEnabled="true" acceptCount="100" 
clientAuth="false" disableUploadTimeout="true" 
enableLookups="false" maxThreads="25" port="8443" 
keystoreFile="/Users/enric/.keystore" keystorePass="password" 
protocol="org.apache.coyote.http11.Http11NioProtocol" 
scheme="https" secure="true" sslProtocol="TLS" /> 
 
Noteu que hem afegit les declaracions keystoreFile, keystorePass i hem canviat la 
declaració protocol. Així doncs, si ara provem d'accedir a https://localhost:8443 
podrem veure la pantalla de login accedida mitjançant HTTPS. 
Si provem d'accedir al port per defecte 8080 també segueix funcionant 
(http://localhost:8080). Per forçar la nostra aplicació a treballar només amb SSL, 













El patró (url-pattern) és /* de manera que qualsevol pàgina/recurs de la nostra 
aplicació és segur (només pot ser accedir a través de https). L'etiqueta transport-
guarantee és CONFIDENTIAL per assegurar que l'aplicació treballarà amb SSL.  
12.4. Generació de PDFs 
A l'hora de generar els PDFs hi ha implicades dues tecnologies que volem 
mencionar en aquest apartat. En primer lloc, utilitzem FreeMarker, que es tracta d'un 
motor per a la generació de plantilles realment potent i de fàcil aprenentatge. L'ús 
fonamental de FreeMarker és proveïr al desenvolupador una manera senzilla 
d'implementar el patró MVC en pàgines web dinàmiques en Java i poder separar la 
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lògica de la interfície de manera sezilla. FreeMarker té algunes capacitats bàsiques 
de programació i es poden iterar llistes per exemple. A continuació es mostra un 
diagrama per facilitat la comprensió del seu funcionament: 
 
Figura 30. FreeMarker 
 
FreeMarker es basa en l'ús d'etiquetes, amb el format ${VARIABLE}, de manera que 
aquestes etiquetes es poden insertar en el codi HTML. 
En segon lloc, per convertir la sortida del codi HTML que hem generat després 
d'utilitzar FreeMarker a PDF utilitzem PDFCrowd, una API que ens permet convertir 
documents HTML a PDF. Aquesta API és de pagament però té una versió de prova 
que és la que utilitzem en aquest projecte. 
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