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 Abstract—  Ontologies are formal representations of knowledge 
about a given domain. Based on them, it is possible to create more 
expressive knowledge bases that can be shared, extended and 
reused in different scenarios. In software engineering, ontologies 
can contribute in many different ways to improve the models, 
methods, techniques and processes of software development. 
Nevertheless, the use and benefits of ontologies and Semantic Web 
technologies in Software Engineering is spread across several 
articles and books available in the literature. In this context, this 
paper aims at compiling and presenting the research findings and 
potential benefits when applying ontologies to address three major 
challenges in software engineering: (1) difficulty in communicating 
and sharing information; (2) effective management of software 
development phases; and (3) development techniques and 
environments to support the production of semantic software 
through an interdisciplinary approach. We believe that the review 
of the literature and discussions presented in this work can 
contribute to disseminate best practices of using ontologies in 
software development as well as to give directions about this field 
of research, its challenges and opportunities. 
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                                         I. INTRODUÇÃO 
 
A era da Internet, onde pessoas, informação e 
conhecimento estão fragmentados na rede WWW e os 
meios de comunicação estão em constante evolução, os 
softwares e métodos de desenvolvimento precisam lidar com 
diversos obstáculos [29]. Dentre eles podemos destacar os 
desenvolvedores em diferentes localidades; as bases de 
conhecimento compartilhadas e extensíveis; a dificuldade de 
interoperabilidade da informação; além da necessidade de 
manter a qualidade do produto e a satisfação do usuário final 
[7]. Essa complexidade e fragmentação dos recursos exige que 
desenvolvedores abordem o processo de construção de 
software através de uma perspectiva fortemente centrada na 
informação e no usuário.  
O uso de ontologias em Engenharia de Software tem 
recebido muitos adeptos nos últimos anos. Segundo Calero [7] 
e Cesare et al. [11], ontologias e outras tecnologias da Web 
Semântica possuem grande potencial de impacto nos diversos 
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aspectos de desenvolvimento de software como, por exemplo, 
no desenvolvimento de modelos e linguagens mais 
apropriadas para representar o software; também podem 
auxiliar no processo de elicitação, análise e especificação de 
requisitos, na organização do projeto de desenvolvimento de 
software e na verificação e validação de sistemas. Além destes 
benefícios, muitos outros podem ser identificados na literatura 
[2][15][16][23][32]. 
No entanto, apesar do contínuo interesse em utilizar 
ontologias para apoiar as diferentes fases de desenvolvimento 
de software, ainda há uma carência de uma agenda de 
pesquisa no tema. Nesse sentido, este artigo revisita os 
principais trabalhos que envolvem a utilização de ontologias 
em Engenharia de Software com o intuito de identificar 
grandes desafios e oportunidades de pesquisa de interesse 
comuns das comunidades de ambas as áreas. Esta agenda de 
pesquisa visa fortalecer a investigação conjunta por parte dos 
pesquisadores interessados na aproximação das áreas de 
ontologia e de Engenharia de Software, beneficiando assim, 
que pesquisas relevantes e até então pouco exploradas sejam 
investigadas por pesquisadores destas áreas.  
Existem trabalhos que levantam o estado da arte sobre o 
uso de ontologias em Engenharia de Software [17][37], além 
de trabalhos que analisam o estado da arte do uso de 
ontologias em fases específicas da Engenharia de Software 
como, por exemplo, na Engenharia de Requisitos [9][13][39]. 
No entanto, tais trabalhos apresentam, principalmente, 
resultados de trabalhos já desenvolvidos e não apresentam 
uma agenda extensiva de desafios e oportunidades de 
pesquisa. 
Neste artigo, discute-se a adoção de ontologias em 
Engenharia de Software com a seguinte finalidade: (a) 
representar formalmente o conhecimento em Engenharia de 
Software a fim de criar as fundações para a construção de 
ferramentas de apoio inteligentes, que possam evitar erros de 
comunicação, requisitos, e compartilhamento da informação; 
(b) desenvolver ferramentas inteligentes que auxiliem o 
gerenciamento de software através do uso de ontologias e 
métodos formais, garantindo a qualidade e a integridade do 
software durante todas as fases de desenvolvimento; (c) 
identificar as melhores práticas na área de Engenharia de 
Software, Interação Humano-Computador (IHC) e Inteligência 
Artificial (IA) para criar um ambiente completo de 
desenvolvimento de software semântico (i.e. software que 
utiliza tecnologias da Web Semântica). 
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 II. ONTOLOGIAS E ENGENHARIA DE SOFTWARE: 
DESAFIOS E OPORTUNIDADES 
Diversos pesquisadores apontam que a comunidade de 
Engenharia de Software tem três grandes desafios para 
enfrentar nas próximas décadas [2][7][11][18][31][36]. O 
primeiro desafio é a integração do conhecimento em 
ambientes de desenvolvimento de software. O termo 
“conhecimento” aqui empregado faz referência aos termos, 
métodos, processos e padrões necessários para se planejar e 
conduzir o desenvolvimento de um software. Este primeiro 
desafio tem como objetivo facilitar a definição e a troca de 
informação entre membros da equipe de desenvolvimento e 
entre desenvolvedores e clientes. Atualmente, muito tempo é 
desperdiçado pela falta de uma formalização explícita do 
conhecimento em Engenharia de Software e pela dificuldade 
de compartilhar adequadamente este conhecimento 
[7][29][44].  
O segundo desafio está relacionado ao refinamento e 
gerenciamento eficaz das fases de desenvolvimento de 
software tais como requerimento, planejamento e 
implementação. Quanto maior a complexidade do sistema, 
maiores são as dificuldades e custos de se gerenciar as fases 
de desenvolvimento [10]. Assim, existe a necessidade de 
construir ferramentas e métodos avançados e mais inteligentes 
de suporte às diversas atividades da Engenharia de Software. 
Estas ferramentas e métodos devem diminuir o tempo e o 
custo de desenvolvimento, além de oferecer o máximo de 
benefícios ao desenvolvedor para garantir a qualidade do 
produto final [2][3]. 
O terceiro desafio está relacionado à crescente demanda de 
desenvolvimento de sistemas que manipulam, armazenam, 
processam e apresentam a informação presente na Web. Em 
sistemas de informação, nos quais a tecnologia é utilizada para 
melhorar os processos de gerenciamento e a tomada de 
decisão, existe a necessidade de criar programas inteligentes e 
interativos, altamente robustos e com interface amigável ao 
usuário-final. Neste contexto, promover uma abordagem 
interdisciplinar para gerar novos métodos, processos e 
ferramentas de desenvolvimento de software é fundamental. 
Esta abordagem interdisciplinar vem crescendo, 
principalmente combinando resultados das áreas de IHC, IA e 
Engenharia de Software [18][26][31][33][36].  Linhas de 
pesquisa como Human-Centered Software Engineering e 
Knowledge-based Software Engineering vêm demonstrando 
que o desenvolvimento de software utilizando uma visão 
integrada destas áreas oferece novas direções e possibilidades 
para criar programas que atendem de maneira mais adequada 
às necessidades do usuário.   
Entre as propostas para enfrentar estes desafios em 
Engenharia de Software destaca-se a utilização de ontologias 
[37][44]. Basicamente, uma ontologia é a representação 
formal e explícita do conhecimento contido dentro de um 
domínio ou tarefa por meio da definição de conceitos e suas 
relações semânticas [34]. Ontologias estão se tornando a peça-
chave para representar e gerenciar dados na Web. Contudo, 
em Engenharia de Software, a adoção de métodos e técnicas 
baseadas em ontologias ainda encontra-se em seu estágio 
inicial [11].  
A Engenharia de Software baseada em Ontologias (do 
inglês Ontology-Driven Software Engineering) é uma subárea 
da Engenharia de Software que vem emergindo nos últimos 
anos e tem como objetivo estudar as diversas formas com as 
quais ontologias, engenharia de ontologias e outras 
tecnologias provenientes da Web Semântica podem contribuir 
para o processo de desenvolvimento de software.  
Desafios e oportunidades decorrentes da aplicação de 
ontologias em Engenharia de Software são o foco deste artigo, 
sendo estes aspectos detalhados e discutidos a seguir. 
A.  Primeiro Desafio - De Desenvolvimento Orientado à 
Processo para Orientado à Informação 
Um dos principais tópicos de pesquisa em desenvolvimento 
de sistemas tem sido identificar e aplicar padrões de 
desenvolvimento para proporcionar um roteiro que facilita a 
criação de software em diferentes situações/domínios. Em 
outras palavras, o foco tem sido sobre os processos 
operacionais e funcionais que norteiam o desenvolvimento do 
software. Pesquisas nessa área são de extrema importância 
para a comunidade. Contudo, poucas pesquisas estudam o 
impacto que a fragmentação da informação e dos recursos, 
como pessoal, equipamento, conhecimento, entre outros, tem 
durante a criação de software em ambientes de 
desenvolvimento distribuídos [42][44]. Os grandes desafios 
nesta área são gerenciar, coletar e compartilhar a informação 
adequadamente [7][12].   
O problema da interpretação incorreta de requisitos ou 
requisitos ambíguos não é novidade na Engenharia de 
Software. Apesar disso, a dificuldade de lidar com a 
informação continua presente no cotidiano do desenvolvedor 
[42]. Esse problema tem se agravado ainda mais com a 
utilização de ambientes interdisciplinares e distribuídos de 
desenvolvimento, pois o fluxo de informação entre 
desenvolvedores e clientes, desenvolvedores e usuários finais 
e entre desenvolvedores com diferentes formações escolares e 
culturais, nem sempre ocorre adequadamente.  
Segundo Dillon et al. [15], em ambientes distribuídos de 
desenvolvimento, os desafios de comunicação durante o 
gerenciamento da equipe podem ser divididos em três 
categorias: (a) treinamento e práticas diferentes entre cidades e 
países. Isso significa que membros da equipe que estão em 
locais distantes terão dificuldade para trocar informações e 
compartilhar suas idéias, experiências e conhecimento; (b) 
princípios e disciplinas de Engenharia de Software não são 
seguidos e compartilhados entre as localidades de 
desenvolvimento. Isso cria inconsistências na coleta e 
apresentação de requisitos, além de problemas de 
documentação, planejamento e diagramação; (c) 
inconsistência na compreensão das teorias e aplicações da 
Engenharia de Software. Neste caso, terminologias e 
abordagens diferentes são aplicadas para especificar uma 
mesma função, processo ou objeto, causando confusão e 
ambiguidade. Como resultado, projetos podem ter falhas de 
requisitos, problemas de arquitetura de software e, 
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 conseqüentemente, gerar a insatisfação dos usuários ao 
utilizarem o produto final, i.e. software. 
Para resolver estes problemas, o processo de criação de 
software pode ser gerenciado utilizando o ponto de vista 
orientado à informação. Este ponto de vista é extensivamente 
utilizado na Engenharia de Ontologias para que a informação, 
ou melhor, o conhecimento sobre um determinado domínio 
seja criado, formalizado e aplicado. Esta abordagem permite 
que o fluxo e a transmissão de uma determinada informação 
ou conhecimento ocorram consistentemente durante todo o 
ciclo de comunicação entre pessoa-pessoa, pessoa-computador 
e computar-computador. Assim, esse método pode ser 
utilizado para facilitar a aquisição, especificação e 
representação formal do conhecimento em Engenharia de 
Software, necessário para o bom andamento e execução de 
projetos de desenvolvimento de sistemas [16]. 
Nesse contexto, faz-se necessário estudar como os métodos 
de Engenharia de Ontologias podem ser aplicados para criar 
ontologias de domínio que formalizam o conhecimento sobre 
Engenharia de Software. Ainda, é preciso estudar como esse 
conhecimento pode facilitar a condução das atividades de 
desenvolvimento, além de viabilizar a transmissão e a 
comunicação da informação de forma organizada e 
padronizada. Utilizando os métodos associados à Engenharia 
de Ontologias, é possível definir e representar o conhecimento 
compartilhável sobre Engenharia de Software através do uso 
de ontologias pesadas (heavyweight ontologies). Esse 
conhecimento trará mais semântica e expressividade ao 
glossário já existente na área, identificando quais os conceitos, 
e não apenas os termos, a serem definidos, como eles estão 
relacionados e explicando a razão desta relação.  Essa ideia é 
representada na Fig. 1 (adaptada de [44]).  
A Fig. 1 ilustra como o conhecimento de Engenharia de 
Software pode ser formalizado por meio do uso de ontologias 
de domínio: (a) o conhecimento de Engenharia de Software 
como, por exemplo, os diversos processos de desenvolvimento 
existentes, os tipos de artefatos e como os artefatos e fases do 
processo se relacionam podem ser representados utilizando 
uma ontologia de domínio; (b) o domínio do problema 
(requisitos) também pode ser formalizado através do uso de 
ontologias de domínios que representam as informações 
específicas dos conceitos relativos ao domínio da Engenharia 
de Requisitos [40]; e (c) o espaço da solução pode fazer uso de 
ontologias de domínio para conter, por exemplo, os conceitos 
relativos ao projeto arquitetural do software. Além disso, 
como mostrado na Fig. 1, a formalização destas informações 
em ontologias permite que tais informações sejam 
compartilhadas com os diferentes tipos de stakeholders 
existentes no projeto de um software. 
Desse modo, durante o processo de desenvolvimento, é 
possível relacionar os requisitos presentes no projeto com os 
conceitos presentes na ontologia e garantir que os requisitos 
não sejam ambíguos, inconsistentes e que todos estejam 
presentes no produto final. Por exemplo, ao identificar que um 
requisito de projeto está intrinsecamente relacionado a dois ou 
mais conceitos na ontologia significa que este requisito tem 
mais de dois significados e, portanto, é considerado pode ser 
considerado ambíguo. Além disso, é possível também 
verificar se dois requisitos são inconsistentes quando eles se 
referem a dois conceitos na ontologia que são conflitantes, ou 
seja, um requisito não pode ser definido ou implementado 
caso o outro seja requerido. Finalmente, pode-se garantir que 
todos os requisitos estejam presentes, aumentando a 
completude da especificação de requisitos por meio do 
mapeamento ontológico dos requisitos com as funções, 
objetos e procedimentos que farão parte do produto final.   
Em suma, o estabelecimento de uma abordagem ontológica 
viabiliza o desenvolvimento de ferramentas que facilitam a 
troca de informação entre todos os interessados como clientes, 
usuários e desenvolvedores. Isso ocorre, pois as ontologias 
garantem que a mesma linguagem, métodos, processos e 
entendimento sobre a área de Engenharia de Software sejam 
utilizados e compartilhados formalmente, mesmo que os 
envolvidos estejam espalhados em diferentes localidades de 
desenvolvimento. Além disso, tal estabelecimento também 
pode fortalecer a rastreabilidade entre os artefatos produzidos 
durante o desenvolvimento do software, uma vez que as 
informações de requisitos, projeto, implementação e testes 
podem ser relacionadas através do uso de ontologias. 
 
Figura 1. Criação e uso de ontologias para formalizar o conhecimento em Engenharia de Software e facilitar o controle e compartilhamento 
de informação (adaptada de [44]). 
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 B.  Segundo Desafio - Ferramentas Cientes de 
Conhecimento para Gerenciamento de Software 
O uso de técnicas de IA para criar ferramentas inteligentes 
de apoio aos processos de Engenharia de Software tem sido 
objeto de estudo de muitos pesquisadores [35][36][43]. 
Contudo, ainda hoje, diversos obstáculos precisam ser 
superados para criar ferramentas de apoio inteligente. Beckert, 
et al. [3] aponta que são poucas as ferramentas inteligentes 
que: (a) podem ser aplicadas em diversos domínios; (b) 
aumentam a corretude, confiabilidade e segurança sobre o 
software sendo desenvolvido; e (c) sejam flexíveis e úteis para 
o desenvolvedor.  
Uma das técnicas de IA que vem recebendo grande atenção 
por parte da comunidade de Engenharia de Software é 
conhecida como métodos formais [26].  Os métodos formais 
são fundamentais para verificar a corretude do software. 
Através deles é possível identificar falhas nas funções ou 
saídas do sistema, funções inexistentes, condições que nunca 
são executadas, laços sem fim, variáveis não utilizadas ou 
utilizadas incorretamente, além de muitos outros possíveis 
erros de implementação. No entanto, a aplicação de métodos 
formais para verificar e aperfeiçoar sistemas requer do 
desenvolvedor conhecimentos especializados em matemática e 
lógica [6][21]. Por este motivo, essa abordagem é utilizada de 
forma extensiva apenas em domínios que demandam atributos 
de qualidade críticos, como os controles de tráfego aéreo, 
onde a segurança e a vida de pessoas precisam ser preservadas 
[1].  
 De acordo com Hinchey et al. [26], um dos passos mais 
importantes para viabilizar o uso de métodos formais é a 
habilidade de abstrair e modelar sistemas e seus processos 
com um nível de representação apropriado. Contudo, Atkinson 
et al. [2] indicam que a geração atual de ferramentas de 
modelagem carece de funções mais ricas para representar 
adequadamente estes modelos. Em particular, Atkinson e 
colegas defendem o uso de uma abordagem ontológica para 
viabilizar a criação de ferramentas inteligentes que 
proporcionam suporte à abstração de processos e a modelagem 
de sistemas.   
Neste contexto, o segundo desafio de pesquisa é criar 
ontologias para facilitar a modelagem de sistemas e processos 
em Engenharia de Software. Além disso, também se faz 
necessário o estabelecimento de ferramentas de apoio 
inteligente para modelagem e gerenciamento das fases de 
desenvolvimento de software. Em particular, um dos grandes 
desafios é criar métodos para utilizar ontologias de tarefas 
com o intuito de facilitar a modelagem de processos e, assim, 
viabilizar o uso de métodos formais com maior regularidade. 
A Fig. 2, apresenta um conjunto de atividades (e.g. análise, 
projeto, desenvolvimento, implementação e testes) e um 
conjunto de artefatos (e.g. requisitos, projeto abstrato, projeto 
concreto, código/software e resultados de testes) inerentes ao 
processo de desenvolvimento de software que podem ser 
apoiadas por ontologias de tarefas e domínio. 
 A ideia por trás do desenvolvimento de ontologias de 
tarefa é a intrínseca contribuição para gerar modelos 
independentes de domínio, mas que possuem semântica para 
esclarecer o papel dos conceitos envolvidos no domínio.  
Assim, uma ontologia de tarefas faz a separação entre o 
conhecimento do domínio, como o conhecimento de 
Engenharia de Software descrito na subseção A, e os passos 
necessários para realizar uma tarefa que pode ser utilizada 
nesse domínio. Por exemplo, a tarefa de programar independe 
do domínio no qual se está programando. Dessa forma, 
ontologias de tarefas permitem criar padrões, modelos e 
metamodelos que são ao mesmo tempo independentes de 
domínio, mas que dão semântica aos conceitos do domínio 
quando utilizados dentro de um contexto.  
Essa característica de independência de domínio das 
ontologias de tarefa contribui para a redução da complexidade 
e das restrições de utilizar métodos formais de maneira mais 
extensiva. Assim, é possível criar ferramentas formais que 
fornecem apoio ao desenvolvedor durante todo o processo de 
desenvolvimento. Além disso, espera-se que seja possível 
criar procedimentos baseados em ontologias e métodos 
formais para interligar todas as fases de desenvolvimento de 
software. Dessa forma, será possível oferecer meios mais 
confiáveis de detecção de falhas humanas ou de 
implementação em cada fase de desenvolvimento e garantir 
uma maior qualidade do produto final. 
C.  Terceiro Desafio - Desenvolvimento de Software 
Baseado em Web Semântica 
O terceiro desafio está relacionado à crescente demanda de 
sistemas de informação que manipulam dados da Web de 
forma interativa e inteligente [24]. Segundo Shadbolt et al. 
[38], o desenvolvimento de sistemas baseados em Web 
Semântica são a resposta para este desafio. Além disso, 
Cardoso e colegas [8] também indicam que sistemas 
semânticos já estão sendo incorporados por empresas e 
indústrias, principalmente aquelas que lidam com grandes 
quantidades de dados. Apesar disso, a área de Web Semântica 
ainda é recente e, portanto, existem muitas oportunidades para 
criar e melhorar as técnicas e métodos para análise e 
especificação de requisitos e para o desenvolvimento e a 
implementação de software nessa área.  
 
Figura 2. Fases de desenvolvimento de software conectadas por ontologias 
de tarefa e de domínio (adaptado de [22]). 
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 De acordo com diversos pesquisadores e desenvolvedores 
experientes, a interdisciplinaridade da equipe e da própria 
formação do desenvolvedor é a chave para garantir a 
qualidade do software desenvolvido utilizando tecnologias da 
Web Semântica [8][25]. Isso ocorre pois, para desenvolver 
softwares semânticos, os desenvolvedores lidam com três 
fatores concorrentemente: (a) a arquitetura e modelos de 
referência para desenvolver aplicações semânticas; (b) a 
interface entre computador-pessoa e entre computador-
computador; e (c) a estrutura da informação. Para explicar um 
pouco mais sobre a relação entres estes três fatores é preciso 
compreender como a arquitetura da Web Semântica é 
composta. 
Pode-se dizer que as camadas de base da arquitetura Web 
Semântica (Fig. 3) é responsável pela interface de 
comunicação computador-computador e facilitam a 
transmissão da informação entre computadores de forma 
estruturada e padronizada. As camadas intermediárias 
auxiliam a estruturar a informação dando significado aos 
dados e oferecendo mecanismos para raciocinar sobre esses 
dados. Finalmente, as camadas superiores lidam com a 
interface humano-computador e o desenvolvimento de 
aplicações e interfaces com o usuário que facilitam a busca e a 
apresentação da informação com diferentes graus de qualidade 
e confiança. Vale ressaltar que as camadas apresentadas nessa 
arquitetura não funcionam como componentes independentes. 
As camadas de base oferecem as tecnologias necessárias para 
o funcionamento das camadas superiores e, portanto, ter 
conhecimentos básicos sobre o funcionamento de todas as 
camadas é fator fundamental para desenvolver sistemas 
através da tecnologia da Web Semântica. 
Com o apoio da W3C, a primeira proposta de arquitetura 
para a Web Semântica foi apresentada por Berners-Lee em 
2000 [4]. Ao longo dos anos essa arquitetura inicial vem 
sofrendo diversas modificações e continua em constante 
processo de evolução [19][20]. A última versão da arquitetura 
da Web Semântica é dividida em camadas [5], as quais 
representam as tecnologias que apoiam a Web Semântica e 
suas relações de dependência.  
A Fig. 3 apresenta a versão mais recente desta arquitetura. 
Por exemplo, para criar uma ontologia em OWL [45] o 
desenvolvedor ou a ferramenta de autoria irá também utilizar 
as linguagens RDF [46] e RDF-S [47]. Ambas as linguagens, 
RDF-S e RDF, são definidas através do uso da linguagem 
XML. Além disso, na base da arquitetura tem-se a URI [50] e 
o Unicode [41] que são padrões para codificar, identificar e 
descrever recursos tipicamente encontrados na Web, mas não 
se restringindo a ela. Utiliza-se também a linguagem SPARQL 
[49] para realizar consultas em arquivos estruturados em RDF 
e utiliza-se a camada RIF [48] para criar regras de 
interoperabilidade entre sistemas baseados na Web Semântica. 
A camada de Lógica unificada propõe a unificação de lógicas 
(e.g. lógica de descrição) para aumentar tanto a expressividade 
dos documentos descritos através das ontologias quanto a 
garantir a capacidade de raciocínio de tal forma que seja 
decidível [38]. A camada de prova executa as regras e verifica 
junto com os mecanismos da camada de confiança se uma 
dada prova é confiável ou não [30]. Já a camada de 
Criptografia pode ser utilizada para verificar a autoridade de 
um documento. Por fim, a camada de interface do usuário visa 
permitir que tanto agentes de software quanto agentes 
humanos estejam habilitados a fazer uso de todas as 
potencialidades providas pela Web Semântica e de seus 
formalismos de representação de conhecimento. 
Interface do Usuário & aplicações
Confiança
Prova
Lógica unificada
Consulta
SPARQL
Regras:
RIF
Ontologia:
OWL
Troca de dados: RDF
Cripto
Camadas 
superiores
Camadas 
intermediárias
Camadas 
de base
Figura 3. Arquitetura da Web Semântica. Adaptada e traduzida de [5]. 
 
 Nesse contexto, para desenvolver sistemas semânticos 
exige-se do desenvolvedor uma formação interdisciplinar em 
Engenharia de Software, IA e IHC para lidar com a 
complexidade desta arquitetura. Um bom desenvolvedor de 
sistemas semânticos consegue entender como os dados são 
representados utilizando ontologias, como é possível receber e 
transmitir dados utilizando dados estruturados e padronizações 
e como criar interfaces amigáveis que lidam com esses dados 
[8][25]. 
Para ajudar o desenvolvedor a criar sistemas utilizando a 
arquitetura da Web Semântica (Fig. 3) existem diversas 
categorias de ferramentas de auxílio. Segundo a W3C essas 
ferramentas podem ser divididas em dez categorias [51]. 
Dentre essas categorias, duas estão fortemente relacionadas à 
Engenharia de Software: ambientes de programação e 
ambientes de desenvolvimento. Os ambientes de programação 
oferecem um conjunto de ferramentas para criar aplicações 
utilizando tecnologias da Web Semântica. Esse conjunto de 
ferramentas oferece os elementos essenciais para criar 
aplicações semânticas, mas não oferece nenhum auxilio para 
desenvolver tais aplicações. Os ambientes de desenvolvimento 
oferecem editores visuais para criar e modelar ontologias e 
também “raciocinar” sobre elas. Esses ambientes são 
fundamentais para criar ontologias de domínio ou tarefa e 
realizar a verificação e validação destas ontologias. 
Apesar dos grandes benefícios dos ambientes de 
programação e de desenvolvimento disponíveis, a comunidade 
de Web Semântica ainda carece de ferramentas apropriadas 
que apoiem todo o ciclo de desenvolvimento de sistemas tais 
como: formulação dos requisitos; projeto de software com 
base na arquitetura da Web Semântica; planejamento 
detalhado relacionado à representação e uso da informação; 
implementação usando as tecnologias da Web Semântica; 
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 teste, uso e manutenção. Além disso, são poucas as pesquisas 
que discutem a criação de modelos de referência que auxiliam 
o desenvolvimento de aplicações semânticas e a sua utilização 
em cenários reais [14][23][28]. Outra dificuldade para a 
criação de sistemas semânticos é a falta de ferramentas e 
ambientes de suporte ao desenvolvimento de interfaces 
semânticas que lidam com o usuário final [27]. 
 Assim, o terceiro desafio de pesquisa é criar métodos e 
ferramentas de gerenciamento, como discutido na subseção B, 
para desenvolver sistemas que utilizam as tecnologias da Web 
Semântica. Em particular, é preciso identificar as melhores 
práticas nas áreas de Engenharia de Software, IA e IHC que 
possam ajudar na geração de modelos, padrões e técnicas de 
desenvolvimento de sistemas semânticos. 
III. CONCLUSÕES 
Neste artigo discutiu-se como o uso das ontologias e 
técnicas provenientes da Web Semântica podem beneficiar a 
área de Engenharia de Software. Esta área de pesquisa, 
conhecida como Engenharia de Software baseada em 
Ontologias, é relativamente recente e vem atraindo 
pesquisadores de diversas áreas da Ciência da Computação.  
Em particular, três grandes desafios foram apresentados: (1) 
facilitar a comunicação e o compartilhamento de informação; 
(2) gerenciar de forma eficaz as fases de desenvolvimento de 
software; (3) desenvolver métodos, técnicas e ambientes para 
facilitar a produção de softwares semânticos utilizando uma 
abordagem interdisciplinar. 
Os trabalhos e projetos decorrentes dos desafios 
identificados podem abrir novos rumos para pesquisas 
interdisciplinares nas áreas de Ontologias e Engenharia de 
Software e, como resultado, gerar melhores 
métodos/ferramentas de desenvolvimento e proporcionar 
softwares mais robustos, de melhor qualidade e que satisfaçam 
as exigências dos clientes e dos usuários. 
Como trabalho futuro, pretende-se investigar mais a fundo 
alguns dos desafios apresentados neste artigo, com uma ênfase 
maior no Desafio 3. Além disso, também deseja-se realizar um 
estudo sistemático da literatura para identificar como 
ontologias tem suportado o processo de desenvolvimento de 
software em nível de pesquisa e de prática. 
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