The objective of this research is to create a social game that can be shared not only by digital means but also by non-digital means while at the same time providing updated information. The same utilizes augmented reality (AR) technology and a cloud marker recognition system and allows creations of unique marker for each player without the need to do an update every time. Aetherpet is a virtual pet game designed to become a prototype in implementing augmented reality technology in mobile gaming. This application is developed for the Android platform and Vuforia library. The marker image generated from the application is converted into features; that can be detected on a grayscale marker image. The prototype result shows that augmented reality is possible to be implemented. There are only small restrictions on the implementation such as incompatibility of some features and requirement for a reliable server to handle the game information processing.
Introduction
Nowadays many games developer include social aspect inside the games they create; whether it is through a simple share button or a complex friend list. Games without any social aspect are becoming scarce, since they do not offer a way for the player to express how excited they are while playing the game. According to Maslow's hierarchy of needs, friendship is placed on the third level, after the needs of security. This theory explains why gamers want to play with their friends rather than playing alone. Moreover, on the fourth level of Maslow's hierarchy of needs, there is 'esteem' which includes a sense of achievement 1 . Therefore people will want to show others the things they have achieved in the games they play.
Most digital games still using digital means to share what their player had achieved, for example via Facebook or Twitter. It is indeed an easy way to share something with friends using those social media; unfortunately it has become an overly common way and has lost the interest of users. Apart from the problems with Facebook posts, the author chose the virtual pet games for specific reasons. The first reason is the fact that more than 60% of the preliminary survey respondent had played a virtual pet game before or had a virtual pet before. Secondly, virtual pet games are commonly available on application stores on almost every platform. Virtual pet games also have a simple interface and are therefore easier for the user to interact with. The most important reason is that virtual pet games are long term games, and as time goes by, people could share how far they have gone playing the game, thus requiring an effective way to share the information.
This research will create a prototype of an application to share something from digital games using semi-nondigital means. Using augmented reality (AR) image printouts the user can share their gaming information. Having a physical form -like a business card -these AR markers will be more noticeable. As a simple start, this technology will be integrated into a virtual pet game.
Existing Projects and Products
There are already several applications in the market that may look similar to this research. These application however do not really answer the problem we are about to solve in this research.
Pet society is a virtual pet game utilizing a Flash player and Facebook to allow the player to access the game. This game had millions of players in 2012 and became very popular but had to be retired because the developer is allocating the resource to another project 2 . This game mainly uses Facebook to share in-game achievements. Neopets is a virtual pet game with a combination of many mini-games. Neopets has existed since 1999. It is considered a very popular game among children 3 . Unfortunately it is only available on PC, like Pet Society. When people buy a Nintendo 3DS unit, they will get 6 AR Cards that contains different features. These cards can be used to play games or simply have fun by placing them on different surfaces to see how the 3D model fits in to the environment. The downside of this game is that it requires a Nintendo 3DS unit and it does not have any sharing method since it is not a social game 4, 5, 6, 7 .
Solution Design

Augmented Reality Utilization
AR is an artificial environment created through the combination of the real world and computer-generated data. AR is a variation of 'virtual environments'. AR allows the user to see the real world, with virtual objects superimposed upon it. Therefore, AR supplements reality, rather than completely replacing it 8 . According to Milgram and Takemura 9 , AR in the context of the reality-virtuality continuum is included in 'mixed reality'. AR technology will play the most part in this research. By using a small card which is actually an AR Marker, a player can show their virtual pet to other people. It is true that they will still require a device such as smartphone to view their pet, but the pet is inside the AR card, not inside the smartphone. Players could give away their cards to other players just like business cards and let other players check out his or her virtual pet.
Application Architecture
The application is developed using Vuforia library with Unity 3D IDE. Vuforia library is used to display 3D object to the world based on the marker as the centre of the coordinate 10 . It also provides the function to allow cloud recognition which this research is based on. Fig. 1 . shows the system architecture of this application. When a player starts the game, the player must create an account on the game server which will generate their own unique marker. This can be done from the client application. The player will also be asked to choose their preferred pet. After choosing the kind of pet the user desires, the application will take a screenshot of the screen where the Marker and User ID are visible and submit the image using Unity WWWForm and Vuforia Web Service to the Vuforia Target Manager.
First, the game application will create a new WWWForm object; this is a form object that will be sent to the server via PHP post method. After that, the WWWForm is sent to the game server. The game server then retrieves all the data from the form, and registers the new user and the associated pet to the game database. A copy of the marker image is stored in the game server and another copy is sent to Vuforia Target Manager using Vuforia Web Service.
Vuforia Target Manager is a back end web application provided by Vuforia to allow developers to upload their marker images to Vuforia Cloud Server. The primary role of Target Manager is to convert a marker image into a feature file using Natural Feature Tracking 11 . The Target Manager offer two ways of handling feature points 12 . First, the application developer can upload the image to Target Manager and retrieve a dataset file afterwards which will be included in the application they create and stored as a local marker database. Using this option, every time a new marker is registered, the local database in the application must be updated. The second option is to upload a marker image and then the dataset file will be stored on Vuforia Cloud Server; developer will be given keys to retrieve the dataset. The keys are 40 character long strings. The four keys are Server Access Key, Server Secret Key, Client Access Key and Client Secret Key. The Server Access Key and server will be required to access Vuforia Cloud Server to register a new marker, while the Client Access Key and Client Secret Key is required to request a recognition service from the client application. The second method is known as the Cloud Recognition Service and it is used in this research.
After the marker is submitted to Vuforia Target Manager, its features will be identified. These features are basically pointed edges detected from the image of the marker and written into a file. This file will be stored in the cloud server of Vuforia Cloud Recognition Service along with a txt file associated with it as the metadata. In this application implementation, the metadata file is a txt file containing the username of the marker owner. Later on, when the application reads an image, it will collect the features of the image and send them to the server to be compared with the Features database assigned to the application. When the feature sent by the application matches one of the features in the database, the server will send the associated metadata file to the client application. This metadata file is received by the client application as an identifier to request player data to the game server. However, the process of registering a marker to the Vuforia Target Manager requires a 10 to 15 minutes delay until the marker is available for reading.
Using this data, the application will then request a complete player data from the game's own server. These data will be used to determine which pet type to be shown on the screen and the numbers corresponding to the pet's status. If the pet belongs to the user logged in, the application will enable the owner interface or it will show the guest interface.
The owner interface and the guest interface looks similar but with a slight difference in the order of the function called. In the owner interface, there will be feed and call pet button, and there is a status box on the bottom left of the screen that indicates the pet's status. In the guest mode, the interface is the same, the only difference is no feed button, and instead it is replaced by a "leave gift" button.
In terms of function called, when a user reads his or her own marker, first of all the server will tell the user if there are gifts from another player, after that the data is simulated at the server and sent to the client. If a user reads other player's marker, the gift checking will be skipped and it calls straight to the simulation and data retrieved to the client.
When the call pet button is pressed, the pet will be told to move towards the centre of the marker and wait there for a few moments. The leave gift button will trigger a WWW request to the game server informing the server that the currently logged in player is trying to send a gift to the marker owner.
Each pet has four attributes apart from the pet name which are type, hunger, size and growth. Three of the attributes are visible to the player while the last one is not. Type helps in determining which model should be rendered if a marker is read. Hunger is a float value to determine how hungry a pet its. A lower value means the pet is hungry. Size is a float value that will be used to multiply the scale unit of the model to give the illusion of growing. Growth is a hidden value kept by the server to determine whether a pet size should increase or not.
Every time data is requested from the game server, the game server will simulate the data by calculating the duration passed since the last request for that data. For every 6 minutes passed if hunger is greater than 0, a hunger point will be reduced by 1 point and growth will increase by 0.1. If the growth point reaches 6, it will revert back to 0 and the size of the pet will be increased by 0.01. Using this method it will simulate that every hour the size will increase by 0.01 but it only adds up if the hunger is kept above zero.
In Fig. 2 , the scope of this research is indicated by a blue box (top box). The features or processes that are located inside the top box are covered in the development of this application, while the rest is managed by Vuforia. The Device Target Database is not used because this research solely relies on cloud recognition provided by the Vuforia library. The application developed in this research will not only cover the green box on the left part of the figure but also include the top box area. Uploading marker image to Vuforia Target manager is done through a request from the mobile application to a private server and then using the Vuforia Web Service; the image is forwarded to Vuforia Target Manager.
In Fig. 3 . is shown all the components that work together to support this application. There are three main components that are required for this application to work.
Fig. 3. System component roles
First is the Game Client; this is an application developed using Unity3D integrating Vuforia API. This client application is responsible for most of the processes in this project such as user registration, requesting recognition to Vuforia server, and most importantly running the game logic.
The second component in the system is the Game Server; this is a private server that handles every WWW request from the client application. Clients will only contact Vuforia server directly for a recognition request. Any other requests done by the client application are directed to this server. The game server is responsible for storing the user data such as pet information, username and correlation between username and marker. The game server is also responsible for registering user generated markers to the Vuforia Target Manager.
The last component is also a very important part of the system, the Vuforia Cloud Server. This server is owned by Vuforia, and available as a service for Vuforia Application Developers. Client application is allowed to request 1000 recognitions per month. This is a cumulative number for the entire client accessing the game. However, the 1000 recognition restriction is only applied to free users of Vuforia Cloud Service.
Pet and Marker Design
Every username will have a unique marker associated to their account and these markers are generated on runtime based on the available template. Below is the template for the two available pet types (Fig. 4.) and a sample of a marker generated by the application (Fig. 5.) . There are two pets available in this prototype which are the Jelly and the Ghost (Fig. 6.) . Both pet have the same attributes, except for the appearance. In the future development it is possible to create more kinds of pet with different attribute such as different growth rate or maximum hunger points.
Implementation
This application is implemented on a mobile device running an Android device with Android version 4.1.2 codenamed Jelly Bean. Fig. 7 . shows a main menu of the application. In Fig. 8 . it can be seen the application is running on a Samsung Galaxy S III. Initialization is done and it is searching for a marker to read. The blue scan line is moving up and down the screen, indicating that it is looking for a marker. Sparkles appear when a feature is detected.
In Fig. 9 . a message can be seen on the top of the screen, saying how hungry the pet is. A 'close' button is also seen on the right side of the screen. If the close button is pressed, the pet will be removed and the application will start to look for a new marker. The majority of the respondents knew what a virtual pet is, and in fact only 7 of them had never owned a virtual pet before. However when these people were trying to show their virtual pet to their friend, they did it the conventional way by showing them their physical device, while only four of them decided to do it via Facebook post. 39 out of 50 respondents stated that they were interested in this application. However, when asked if they were willing to pay for this application, only 26 of them were willing. Looking at this, it can be said that the response for the application is good but when it comes to payments, pay per download is not suitable for this application. Instead another method of monetization should be applied. Judging from the survey response, the respondents were not willing to pay to download an application, however, most of them had purchased something from the application store such as App Store or Google Play Store. Responding to this behavior, in-app-purchase is a suitable method of monetization as this method allows a potential spender to try the game first before deciding whether to pay for it or not.
Conclusion
The measure of success for this research is the ability of the prototype to produce two choices of virtual pet, to allow users to give a name to their virtual pet, to generate a unique AR marker image for every user in png format, to access online database on cloud to identify users markers, to read user generated markers and display a 3D model of the virtual pet in AR, and to allow users to interact with their virtual pet which covers: feeding their virtual pet, leaving gifts for other player's pets, calling the pet and allowing the virtual pet to grow as more time goes on.
As all these function are working as intended and no significant bug was found on the prototype, it can be concluded that this research had successfully met the requirements set from the beginning.
The design in this project allows easier maintenance and updates when it is implemented as a commercial product. Since all the data is stored on the cloud, whenever the developer wanted to have an update, they will only need to include a new model to the application client update and new marker template. The rest of the logic such as pet growth rate or pet hunger reduction rate can be controlled from the server. But, there are some constraints encountered during this research such as:
Lack of sources -considering that Vuforia is still new and growing rapidly, it was founded in 2011 and there are still not many developers out there that use Vuforia. The numbers of samples are limited, and time required for the Vuforia Developer to reply to a question is quite long. Vuforia API Limitation -there are a lot of limitations that still exist, for example, Cloud Recognition cannot be used along with the Virtual Button and text recognition is still not perfect. Also there are some bugs that were not fixed in the current version. Unreliable Server -because this research did not use a dedicated server, the server was not robust enough to handle the requests. This could result in failure of registration process because it is taking too long to submit markers from the server to Vuforia Target Manager.
