RQL : un langage " à la SQL " pour découvrir des règles à partir des données by Chardin, Brice et al.
RQL : un langage ” a` la SQL ” pour de´couvrir des re`gles
a` partir des donne´es
Brice Chardin, Emmanuel Coquery, Marie Pailloux, Jean-Marc Petit
To cite this version:
Brice Chardin, Emmanuel Coquery, Marie Pailloux, Jean-Marc Petit. RQL : un langage ” a`
la SQL ” pour de´couvrir des re`gles a` partir des donne´es. Gross-Amblard, David. Acte de la
confe´rence BDA 2014 : Gestion de Donne´es – Principes, Technologies et Applications, Oct 2014,
Autrans - Grenoble, France. pp.33–37, 2014, <http://bda2014.imag.fr/>. <hal-01147451v2>
HAL Id: hal-01147451
https://hal.inria.fr/hal-01147451v2
Submitted on 16 Jun 2015
HAL is a multi-disciplinary open access
archive for the deposit and dissemination of sci-
entific research documents, whether they are pub-
lished or not. The documents may come from
teaching and research institutions in France or
abroad, or from public or private research centers.
L’archive ouverte pluridisciplinaire HAL, est
destine´e au de´poˆt et a` la diffusion de documents
scientifiques de niveau recherche, publie´s ou non,
e´manant des e´tablissements d’enseignement et de
recherche franc¸ais ou e´trangers, des laboratoires
publics ou prive´s.















CNRS, LIRIS, UMR 5205
France
ABSTRACT
RQL (pour Rule Query Language) est un langage de re-
queˆtes “a` la SQL” qui e´tend et ge´ne´ralise les de´pendances
fonctionnelles 1 a` de nouvelles cate´gories de re`gles. RQL ap-
porte aux analystes de donne´es un outil pratique pour de´-
couvrir les implications logiques entre attributs d’une base
de donne´es. Ces implications peuvent mettre en e´vidence des
proble`mes de qualite´ de donne´es ou de nouvelles corre´lations
inattendues entre les attributs. Le traitement de ces requeˆtes
RQL est base´ sur une technique de re´e´criture qui de´le`gue un
maximum de calculs au SGBD sous-jacent. Cette contribu-
tion vise a` renforcer le lien entre la fouille de donne´es et les
bases de donne´es et de faciliter l’utilisation de techniques de
fouille par des analystes ou des e´tudiants habitue´s au SQL.
1. INTRODUCTION
La fouille de motifs peut eˆtre vue comme une partie au-
tomatise´e de l’exploration de donne´es. Par exemple, les de´-
pendances fonctionnelles ou les de´pendances fonctionnelles
conditionnelles sont particulie`rement utiles pour comprendre
les donne´es et identifier des proble`mes de qualite´ [5]. Cepen-
dant, les techniques de fouille de motifs sont rarement uti-
lisables directement par les analystes. La plupart du temps,
ils ont a` re´aliser du pre´-traitement entre diffe´rents syste`mes
et formats. Les codes de fouille eux-meˆmes ne´cessitent sou-
vent d’eˆtre compile´s a` partir de langages de programmation
spe´cifiques. Toutes ces e´tapes sont hors de porte´es pour de
nombreux analystes, tournant le proce´de´ de bout en bout
en cauchemar. La ge´ne´ration automatique de re`gles peut
e´galement submerger l’analyste par une quantite´ e´norme de
motifs, et rendre l’extraction d’information utile difficile.
D’autres techniques ont e´te´ propose´es pour interagir avec
1. Nous utiliserons indiffe´remment les termes re`gles, im-
plications, de´pendances et motifs par la suite.
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Figure 2: Traitement des requeˆtes RQL
les donne´es et fournir des retours utiles a` l’analyste.
Contribution de la de´monstration Pour faciliter l’utilisa-
tion des techniques de fouille de motifs pour l’exploration
de donne´es, nous introduisons un langage de requeˆte pour
les re`gles, RQL (pour Rule Query Language), qui permet
aux analystes habitue´s au langage SQL d’utiliser les tech-
niques de fouille de motifs a` l’aide une interface interactive
et simple a` utiliser. Dans cette de´monstration, nous mon-
trons l’utilisation de cette interface Web du point de vue
de ces analystes. Nous nous focalisons sur l’expressivite´ de
RQL a` travers divers exemples, montrant ainsi la facilite´ de
concevoir de nouvelles re`gles avec un langage tre`s simple de´-
rive´ de SQL. Nous introduisons e´galement comment les ana-
lystes peuvent interagir avec le syste`me par l’interme´diaire
des requeˆtes RQL et des contre-exemples issus de la base
de donne´es. Au cours de la de´monstration, les participants
sont invite´s a` formuler leurs propres requeˆtes sur des bases
de donne´es pre´de´finies pour de´couvrir les relations entre les
attributs a` l’aide des re`gles ge´ne´re´es et des contre-exemples.
La figure 1 donne un aperc¸u de l’interface Web 2 pour
RQL, disponible pour la recherche et l’e´ducation. Cette in-
terface fournit un acce`s unifie´ aux donne´es de l’utilisateur et
aux techniques de fouille de motifs en utilisant deux langages
de´claratifs : SQL et RQL.





Submit your RQL or SQL query:
FINDRULES
OVER Educlevel, Sal, Bonus, Comm
SCOPE t1, t2 (SELECT * FROM Emp WHERE Sex = 'M')
CONDITION ON A IS t1.A > t2.A
Submit Query
SQL examples:
SQL 1 Content of Emp
SQL 2 Schema of Emp
RQL examples:
RQL 1 Null values in Emp
RQL 2 Functional dependencies on Emp
RQL 3 Functional dependencies on a subset of Emp
RQL 4 Approximate functional dependencies on Emp





Sample DBuser@rql.insa-lyon.fr  Log out About Query  Help 
Figure 1: Interface Web pour RQL
axiomes d’Armstrong, i.e. le langage ge´ne´ralise les de´pen-
dances fonctionnelles a` une nouvelle classe de de´pendances
base´e sur les implications logiques (expressions de type : si
... alors). Nous avons prouve´ que ces de´pendances peuvent
eˆtre calcule´es efficacement a` partir de la base de donne´es
a` l’aide d’un traitement en deux e´tapes. Premie`rement, une
requeˆte SQL non triviale est ge´ne´re´e pour calculer la base du
syste`me de fermeture associe´ aux implications recherche´es.
Cette base est e´galement appele´e un contexte dans la ter-
minologie de l’analyse de concepts formels [8]. Ensuite, un
algorithme tire´ de l’e´tat de l’art [12] est utilise´ pour ge´ne´rer
une couverture canonique des re`gles a` partir de cette base.
Cette approche permet a` RQL de be´ne´ficier de l’optimisa-
tion des requeˆtes du SGBD pour acce´der aux donne´es. Outre
l’efficacite´ de l’optimisation, cette approche e´vite l’e´cueil de
changer de syste`me pour les analystes contribuant a` leur
simplifier leur taˆche de de´couverte.
La figure 2 donne un aperc¸u de cette architecture vis-a`-
vis du traitement des requeˆtes RQL. Pour les requeˆtes SQL,
l’application se contente de les faire suivre au SGBD sous-
jacent, ce qui rend la transition entre SQL et RQL trans-
parente pour l’utilisateur. L’objectif final de ce travail est
d’inte´grer les techniques de fouille de motifs au cœur des
SGBDs [14].
Travaux connexes De´finir des langages de´die´s a` la fouille
de motifs est un objectif poursuivi de longue date [3], par
exemple en utilisant des techniques de programmation par
contrainte [10]. Cependant, nous soutenons que ces langages
devraient be´ne´ficier d’extensions directes du SQL, car les
donne´es sont souvent ge´re´es par des SGBDs. D’autres ap-
proches pratiques, aussi proches que possible des SGBDs,
ont e´te´ propose´es pour interagir plus directement avec leurs
moteurs de requeˆte [7, 15, 4].
2. LE LANGAGE RQL
Pour illustrer le langage RQL, nous conside´rons l’exemple
donne´ en figure 3 avec la relation EMP. L’attribut Educle-
vel repre´sente le nombre d’anne´es d’e´ducation formelle, Sal
le salaire annuel, Bonus le bonus annuel et Comm la com-
mission annuelle. La signification des autres attributs est
imme´diate.
Pour commencer, nous souhaitons extraire les de´pendan-
ces fonctionnelles (DF) de la relation Emp. Pour me´moire,
une DF X → Y est ve´rifie´e dans r si pour tout tuple t1, t2 ∈
r, et pour tout attribut A ∈ X tel que t1[A] = t2[A] alors
pour tout A ∈ Y , t1[A] = t2[A]. Avec RQL, les DFs sont
exprime´es d’une manie`re similaire.
Exemple 1. Q1 de´couvre les DFs de Emp sur un sous-
ensemble d’attributs.
Q1 : FINDRULES
OVER Empno , Lastname , Workdept , Job ,
Sex , Bonus , Mgrno
SCOPE t1, t2 Emp
CONDITION ON $A IS t1.$A = t2.$A
A` noter comment la clause CONDITION correspond a` l’im-
plication logique pre´ce´dente. Cet exemple restreint aussi la
de´couverte de DFs sur un sous-ensemble de sept attributs
dans la clause OVER. Dans cet exemple, une couverture ca-
nonique des DFs ve´rifie´s dans Emp est ge´ne´re´e (compose´e
de vingt-quatre DFs), dont les DFs Empno → Lastname ou
Workdept → Job.
Plus pre´cise´ment, une requeˆte RQL posse`de la forme sui-
vante :
FINDRULES
OVER [ensemble d’attributs : A1, ..., An]
SCOPE [variable de tuple : t1, ..., tn]
WHERE [condition sur (t1, ..., tn)]
CONDITION ON [variable d’attribut : $A]
IS [condition sur ($A, t1, ..., tn)]
Le mot-cle´ FINDRULES identifie une requeˆte RQL, qui ge´-
ne`re des re`gles de la forme X → Y avec X et Y des en-
sembles disjoints d’attributs issus de la clause OVER. La clause
SCOPE de´finit des variables de tuples sur des relations obte-
nues par des requeˆtes SQL classiques. Une clause optionnelle
WHERE de´finit les relations entre variables de tuples, de ma-
nie`re similaire a` la clause SQL WHERE. La clause CONDITION
ON $A de´finit le pre´dicat devant eˆtre ve´rifie´ pour chaque at-
tribut $A apparaissant dans la partie gauche et la partie
droite des re`gles.
Pour illustrer l’expressivite´ des requeˆtes RQL, nous four-
nissons maintenant plusieurs exemples.
Exemple 2. Conside´rons les valeurs nulles (null), fre´quen-
tes dans les bases de donne´es. Avec RQL, l’analyste a l’op-
portunite´ de de´couvrir des relations d’implication entre at-
tributs par rapport aux valeurs nulles, en utilisant par ex-
emple la requeˆte Q2.
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EMP Empno Lastname Workdept Job Educlevel Sex Sal Bonus Comm Mgrno
10 SPEN C01 FINANCE 18 F 52750 500 4220 20
20 THOMP - MANAGER 18 M 41250 800 3300 -
30 KWAN - FINANCE 20 F 38250 500 3060 10
50 GEYER - MANAGER 16 M 40175 700 3214 20
60 STERN D21 SALE 14 M 32250 500 2580 30
70 PULASKI D21 SALE 16 F 36170 700 2893 100
90 HENDER D21 SALE 17 F 29750 500 2380 10
100 SPEN C01 FINANCE 18 M 26150 800 2092 20
Figure 3: Exemple de relation
Q2 : FINDRULES
OVER Empno , Lastname , Workdept , Job ,
Sex , Bonus , Mgrno
SCOPE t1 Emp
CONDITION ON $A IS t1.$A IS NULL
La re`gle Mgrno → Workdept est ve´rifie´ dans Emp car a`
chaque fois que l’attribut Mgrno posse`de une valeur nulle,
alors Workdept est e´galement nul pour le meˆme tuple (seul
l’employe´ No. 20 dans cet exemple).
A` noter que la diffe´rence entre Q1 et Q2 provient naturel-
lement du pre´dicat a` e´valuer, mais e´galement du nombre de
variables de tuples ne´ce´ssaires. Le pre´dicat de Q1 est e´va-
lue´ sur des paires de tuples, tandis que Q2 conside`re chaque
tuple individuellement.
Exemple 3. La requeˆte Q′1 restreint la porte´e de Q1, ame-
nant a` la notion de de´pendance fonctionnelle conditionnelle
[5] en ne conside´rant que les employe´s avec un niveau d’e´du-
cation supe´rieur a` 16.
Q′1 : FINDRULES
OVER Empno , Lastname , Workdept , Job ,
Sex , Bonus
SCOPE t1, t2 (SELECT * FROM Emp
WHERE Educlevel > 16)
CONDITION ON $A IS t1.$A = t2.$A
Ici, Sex→ Bonus est ve´rifie´e avec cette restriction, ce qui
signifie qu’a` partir d’un certain niveau d’e´ducation (16), le
sexe de´termine le bonus.
Exemple 4. La requeˆte Q′′1 est une approximation de Q1
pour les valeurs nume´riques, de manie`re similaire aux de´-
pendances fonctionnelles me´triques [11], ou` l’e´galite´ stricte
est assouplie pour prendre en compte des variations infe´-
rieures a` 10%. Par exemple, les salaires 41250 et 38250 sont
conside´re´s proches (avec une diffe´rence de 7.5%), mais pas
les salaires 41250 et 36170 (diffe´rence de 13.1%).
Q′′1 : FINDRULES
OVER Educlevel , Sal , Bonus , Comm
SCOPE t1, t2 Emp
CONDITION ON $A IS
2*ABS(t1.$A-t2.$A)/(t1.$A+t2.$A) <0.1
Dans ce cas, Sal → Comm est ve´rifie´, ce qui signifie que les
employe´s percevant un salaire similaire rec¸oivent des com-
missions e´quivalentes.
Les exemples montre´s jusqu’a` pre´sent sont inspire´s des
implications (en FCA) et des de´pendances fonctionnelles (en
BD). Cependant, RQL n’est pas limite´ a` cet type de requeˆte
et peut servir a` exprimer de nombreuses autres re`gles.
Exemple 5. supposons que nous soyons inte´resse´s par un
type de de´pendance se´quentielle [9], i.e. des de´pendances
montrant un comportement similaire entre les attributs. Q3
de´couvre des attributs nume´riques qui varient conjointement
(i.e., X → Y signifie que si X croit, alors Y croit e´galement).
Q3 : FINDRULES
OVER Educlevel , Sal , Bonus , Comm
SCOPE t1, t2 Emp
CONDITION ON $A IS t1.$A > t2.$A
Sal → Comm et Comm → Sal sont ve´rifie´es dans Emp, ce
qui signifie qu’un salaire plus important correspond toujours
a` une commission plus e´leve´e.
Exemple 6. En continuant l’exemple pre´ce´dent, on sup-
pose que l’analyste souhaite se concentrer sur les employe´s
de sexe masculin.
Q′3 : FINDRULES
OVER Educlevel , Sal , Bonus , Comm
SCOPE t1, t2 (SELECT * FROM Emp
WHERE Sex=’M’)
CONDITION ON $A IS t1.$A > t2.$A
Dans ce cas, Educlevel → Bonus est ve´rifie´e, ce qui signi-
fie que les hommes avec un niveau d’e´ducation plus e´leve´
rec¸oivent des bonus plus importants.
Exemple 7. Au lieu de re´duire la porte´e d’une requeˆte, les
conditions de´finies par l’utilisateur peuvent lier les variables
de tuple entre elles par une relation ad-hoc de´finie dans la
clause WHERE de la requeˆte RQL. Par exemple, Q4 de´couvre
des disparite´s entre les managers et leurs employe´s, i.e. des
re`gles sur les attributs pour lesquels les managers posse`dent
des valeurs supe´rieures ou e´gales a` leurs employe´s.
Q4 : FINDRULES
OVER Educlevel , Sal , Bonus , Comm
SCOPE t1, t2 Emp
WHERE t1.Empno = t2.Mgrno
CONDITION ON $A IS t1.$A >= t2.$A
Dans cet exemple, ∅ → Bonus est ve´rifie´e dans Emp, ce
qui signifie que les managers rec¸oivent toujours un bonus
supe´rieur ou e´gal a` leurs employe´s.
3. RETOURS AVEC CONTRE-EXEMPLES
E´tant donne´ une requeˆte RQL, un analyste peut – en plus
de ge´ne´rer une couverture canonique – interagir avec le sys-
te`me pour ve´rifier si une re`gle est valide ou non. Il peut
fournir une re`gle au syste`me et deux cas sont envisageables :
soit une re`gle est ve´rifie´e et l’analyste est notifie´ que cette
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Rule verification:
The rule Sal Educlevel  bonus is false
Counter-example:
EMPNO LASTNAME WORKDEPT JOB EDUCLEVEL SEX SAL BONUS COMM MGRNO
10 SPEN C01 FINANCE 18 F 52750 500 4220 20
50 GEYER null MANAGER 16 M 40175 700 3214 20
Generated query:
1. SELECT t1.*, t2.*
2. FROM Emp t1, Emp t2
3. WHERE (t1.Sal l > t2.Sal l AND t1.Educlevel l l > t2.Educlevell l)
4. AND CASE WHEN (t1.bonus > t2.bonus) THEN 1 ELSE 0 END = 0
5. AND rownum <= 1
Figure 4: Ge´ne´ration de contre-exemples avec RQL
re`gle est valide, soit la re`gle n’est pas ve´rifie´e ce qui signi-
fie qu’au moins un contre-exemple existe et l’un d’eux est
fourni par le syste`me. Cette notion de contre-exemple est
notamment utilise´e depuis longtemps pour les de´pendan-
ces fonctionnelles et les relations d’Armstrong. Ces relations
exemples donnent un retour tre`s inte´ressant pour l’analyste
sur ses propres donne´es (comme ce fut le cas pour la concep-
tion par l’exemple des bases de donne´es dans les anne´es 80).
Avec RQL, le nombre de tuples requis pour fournir un contre-
exemple de´pend du nombre de variables de tuple de la re-
queˆte. Pour Q3, il faut au moins deux tuples, alors que pour
Q2, un tuple (par exemple l’employe´ No. 30) suffit pour
prouver par exemple que la re`gle Workdept → Mgrno est
fausse.
Pour illustrer les contre-exemples, supposons que l’ana-
lyste souhaite explorer son hypothe`se comme quoi un salaire
et un niveau d’e´ducation plus e´leve´s ame`nent a` des bonus
plus importants (Salary, Educlevel → Bonus), en utilisant
Q3. La figure 4 donne un aperc¸u du retour fourni par RQL
comme contre-exemple a` cette re`gle, i.e. deux tuples pour
lesquels l’un (employe´ No. 10) posse`de un salaire et un ni-
veau d’e´ducation plus e´leve´ que l’autre (employe´ No. 50),
mais pas un bonus plus important.
Avec ce contre-exemple comme point de de´part, et en par-
ticulier la requeˆte SQL ge´ne´re´e pour l’extraire de la base de
donne´e, l’analyste pour rapidement passer au langage SQL
afin de comprendre pourquoi cette re`gle n’est pas ve´rifie´e.
Dans cet exemple, les employe´s qui sont soit de sexe fe´minin
soit travaillant dans la finance sont rapidement mis en e´vi-
dence comme ayant un meilleur salaire et un meilleur niveau
d’e´ducation, mais pourtant un bonus plus bas que les autres.
L’analyste peut ensuite affiner sa requeˆte RQL, par exemple
en re´duisant la porte´e des donne´es, comme pour Q′3 ou` un
meilleur niveau d’e´ducation suffit a` entraˆıner un bonus plus
important.
Nous sommes convaincus que les contre-exemples consti-
tuent un outil indispensable pour aider l’analyste a` com-
prendre pourquoi une re`gle n’est pas ve´rifie´e, et affiner son
analyse si ne´cessaire en suivant un processus ite´ratif.
4. IMPLÉMENTATION ET APPLICATION
L’application Web RQL a e´te´ imple´mente´e en Java a` l’aide
du Framework Play [16]. Des outils externes ont e´te´ utilise´s
pour la partie la plus couˆteuse du processus de ge´ne´ration
de re`gles : l’e´nume´ration des transversaux minimaux d’un
hypergraphe [13]. Le SGBD choisi est Oracle 11g Release 2.
L’interface fournit les requeˆtes SQL ge´ne´re´es par le sys-
te`me aussi souvent que possible, en particulier pour identi-
fier le (ou les) contre-exemple(s), pour que l’analyste puisse
concevoir sa propre requeˆte et en identifier davantage.
RQL peut eˆtre utilise´ de deux manie`res : (i) une BD jouet
pre´-remplie est fournie avec un ensemble de requeˆtes pour
donner un aperc¸u rapide du langage (ii) un mode bac a` sable
autorise l’utilisateur a` mettre en ligne ses propres donne´es
(limite´ a` 3 tables et 200 ko) et a` formuler ses propres re-
queˆtes.
A titre expe´rimental, RQL a e´te´ utilise´ par des e´tudiants
(niveau L3) en marge d’un cours de bases de donne´es a`
l’INSA de Lyon. L’ide´e e´tait de fournir aux e´tudiants la
possibilite´ de manipuler les de´pendances fonctionnelles avec
RQL. Sans surprise, RQL a e´te´ facilement appre´hende´ par
les e´tudiants et la notion de contre-exemple a e´te´ largement
mise en pratique. RQL a e´te´ appre´cie´ par sa capacite´ a` faire
le lien entre le langage SQL et les de´pendances fonctionnelles
pour la conception de bases de donne´es, et pour proposer une
interface unifie´e pour les requeˆtes SQL et RQL.
Des travaux pre´ce´dent [6] ont mis en e´vidence l’efficacite´
de RQL en tant que processus a` deux e´tapes, meˆme sur des
bases de donne´es volumineuses.
5. CONCLUSION
RQL est introduit comme une interface Web pour de´cou-
vrir des re`gles sur des bases de donne´es relationnelles. RQL
englobe les expressions SQL en fournissant un moyen de spe´-
cifier et d’obtenir des re´sultats sous la forme d’un ensemble
de re`gles et de contre-exemples. Le proble`me de la fouille
de motifs est vu comme un proble`me d’optimisation de re-
queˆtes, pour lequel nous avons propose´ une technique de re´-
e´criture permettant de de´le´guer au maximum le traitement
aux SGBD sous-jacent [6]. RQL permet aux de´veloppeurs
habitue´s au SQL d’extraire des informations pre´cises sans
reque´rir des connaissances pre´alables en fouille de donne´es.
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