SimRank, proposed by Jeh and Widom, provides a good similarity measure that has been successfully used in numerous applications. While there are many algorithms proposed for computing SimRank, their computational costs are very high.
INTRODUCTION

Background and motivation
Very large-scale networks are ubiquitous in today's world, and designing scalable algorithms for such huge network has become a pertinent problem in all aspects of compute science. The primary problem is the vast size of modern graph datasets. For example, the World Wide Web currently consists of over one trillion links and is expected to exceed tens of trillions in the near future, and Facebook embraces over 800 million active users, with hundreds of billions of friend links.
Large graphs arise in numerous applications where both the basic entities and the relationships between these entities are given. A graph stores the objects of the data on its vertices, and represents the relations among these objects by its edges. For example, the vertices and edges of the World Wide Web graph correspond to the webpages and hyperlinks, respectively. Another typical graph is a social network, whose vertices and edges correspond to personal information and friendship relations, respectively.
With the rapidly increasing amount of graph data, the similarity search problem, which identifies similar vertices in a graph, has become an important problem with many applications, including web analysis [Jeh and Widom 2002; Liben-Nowell and Kleinberg 2007] , graph clustering [Yin et al. 2006; Zhou et al. 2009 ], spam detection [Gyöngyi et al. 2004 ], computational advertisement [Antonellis et al. 2008] , recommender systems [Abbassi and Mirrokni 2007; , and natural language processing [Scheible 2010] .
Several similarity measures have been proposed. For example, bibliographic coupling [Kessler 1963 ], co-citation [Small 1973 ], P-Rank [Zhao et al. 2009 ], PageSim [Lin et al. 2006] , Extended Nearest Neighborhood Structure [Lin et al. 2007 ], MatchSim , and so on. In this paper, we consider SimRank, a link-based similarity measure proposed by Jeh and Widom [Jeh and Widom 2002] where δ(i) = {j ∈ V : (j, i) ∈ E} is the set of in-neighbors of i, and c ∈ (0, 1) is a decay factor usually set to c = 0.8 [Jeh and Widom 2002] or c = 0.6 [Lizorkin et al. 2010] . See Figure 1 .1 for an example of the SimRank on a small graph. SimRank can be regarded as a label propagation [Zhu and Ghahramani 2002] on the squared graph. Let us consider a squared graph G 2 = (V (2) , E (2) ) whose vertices are the pair of vertices V (2) = V × V and edges are defined by
Then the SimRank is a label propagation method with trivial relations s(i, i) = 1 (i.e., i is similar to i) for all i ∈ V on G (2) . SimRank also has a "random-walk" interpretation. Let us consider two random walks that start from vertices i and j, respectively, and follow the in-links. Let i (t) and j (t) be the t-th position of each random walk, respectively. The first meeting time τ i,j is defined by τ ij = min{t : i (t) = j (t) }. SimRank and its related measures (e.g., SimRank++ [Antonellis et al. 2008 ], SSimRank [Cai et al. 2008 ], P-Rank [Zhao et al. 2009] , and SimRank * [Yu et al. 2013 ]) give high-quality scores in activities such as natural language processing [Scheible 2010 ], computational advertisement [Antonellis et al. 2008] , collaborative filtering , and web analysis [Jeh and Widom 2002] . As implied in its definition, SimRank exploits the information in multihop neighborhoods. In contrast, most other similarity measures utilize only the one-step neighborhoods. Consequently, SimRank is more effective than other similarity measures in real applications.
Although SimRank is naturally defined and gives high-quality similarity measure, it is not so widely used in practice, due to high computational cost. While there are several algorithms proposed so far to compute SimRank scores, unfortunately, their computation costs (in both time and space) are very expensive. The difficulty of computing SimRank may be viewed as follows: to compute a SimRank score s(u, v) for two vertices u, v, since (1.1) is defined recursively, we have to compute SimRank scores for all O(n 2 ) pairs of vertices. Therefore it requires O(n 2 ) space and O(n 2 ) time, where n is the number of vertices. In order to reduce this computation cost, several approaches have been proposed. We review these approaches in the following subsection.
Related Work
In order to reduce this computation cost, several approaches have been proposed [Fogaras and Rácz 2005; He et al. 2010; Li et al. 2010a; Li et al. 2010b; Lizorkin et al. 2010; Yu et al. 2013; Yu et al. 2012] . Here, we briefly survey some existing computational techniques for SimRank. We summarize the existing results in Table I . Let us point out that there are three fundamental problems for SimRank: (1) single-pair SimRank to compute s(u, v) for given two vertices u and v, (2) single-source SimRank to compute s(u, v) for a given vertex u and all other vertices v, and (3) allpairs SimRank to compute s(u, v) for all pair of vertices u and v.
In the original paper by Jeh and Widom [Jeh and Widom 2002] , all-pairs SimRank scores are computed by recursively evaluating the equation (1.1) for all u, v ∈ V . This "naive" computation yields an O(T d 2 n 2 ) time algorithm, where T denotes the number of iterations and d denotes the average degree of a given network. Lizorkin et al. [Lizorkin et al. 2010] proposed a "partial sum" technique, which memorizes partial calculations of Jeh and Widom's algorithm to reduce the time complexity of their algorithm. This leads to an O(T min{nm, n 3 / log n}) algorithm. Yu et al. [Yu et al. 2012 ] applied the fast matrix multiplication [Strassen 1969; Williams 2012] and then obtained an O(T min{nm, n ω }) algorithm to compute all pairs SimRank scores, where ω < 2.373 is the exponent of matrix multiplication. Note that the space complexity of these algorithms is O(n 2 ), since they have to maintain all SimRank scores for each pair of vertices to evaluate the equation (1.1). This results is, so far, the state-of-the-art algorithm to compute SimRank scores for all pairs of vertices.
There are some algorithms based on a random-walk interpretation (1.4). Fogaras and Rácz [Fogaras and Rácz 2005] evaluate the right-hand side by Monte-Carlo simulation with a fingerprint tree data structure, and they obtained a faster algorithm to compute single pair SimRank score for given two vertices i, j. Li et al. [Li et al. 2010b ] also proposed an algorithm based on the random-walk iterpretation; however their algorithm is an iterative algorithm to compute the first meeting time and computes all-pairs SimRank deterministically.
Some papers proposed spectral decomposition based algorithms (e.g., [Fujiwara et al. 2013; He et al. 2010; Li et al. 2010a; Yu et al. 2013] ), but there is a mistake in the formulation of SimRank. On the other hand, their algorithms may output reasonable results. We shall mention more details about these algorithms in Remark 2.2.
Contribution
In this paper, we propose a novel computational technique for SimRank, called SimRank linearlization. This technique allows us to solve many kinds of SimRank problems such as the following:
Single-pair SimRank. We are given two vertices i, j ∈ V , compute SimRank score s(i, j). Single-source SimRank. We are given a vertex i ∈ V , compute SimRank scores s(i, j) for all j ∈ V . All-pairs SimRank. Compute SimRank scores s(i, j) for all i, j ∈ V . Top k SimRank search. We are given a vertex i ∈ V , return k vertices j with k highest SimRank scores. SimRank join. We are given a threshold δ, return all pairs (i, j) such that s(i, j) ≥ δ.
For all problems, the proposed algorithm outperforms the existing methods. Table I . Complexity of SimRank algorithms. n denotes the number of vertices, m denotes the number of edges, d denotes the average degree, T denotes the number of iterations, R is the number of Monte-Carlo samples, and r denotes the rank for low-rank approximation. Note that * -marked method is based on an incorect formula: see Remark 2.2.
Algorithm
Type Time Space Technique Proposed (Section 3.5)
Single-pair [Li et al. 2010b] Single-pair
Random surfer pair (Iterative) [Fogaras and Rácz 2005] Single-pair O(T R) O(m + nR) Random surfer pair (Monte Carlo) [Jeh and Widom 2002] All-pairs Lizorkin et al. 2010] All-pairs O(T min{nm, n 3 / log n}) O(n 2 ) Partial sum [Yu et al. 2012] All-pairs
Eigenvalue decomposition * Table II . List of symbols
SimRank of i and j S SimRank matrix, S ij = s(i, j) D diagonal correction matrix, S = cP ⊤ SP + D
Organization
The paper consists of four parts. In Section 2, we introduce the SimRank linearization technique and show that how to use the linearization to solve single-pair, single-source, and all-pairs problem. In Section 3, we describe how to solve top k SimRank search problem. In Section 4, we describe how to solve SimRank join problem. Each section contains computational experiments.
LINEARIZED SIMRANK
Concept of linearized SimRank
Let us first observe the difficulty in computing SimRank. Let G = (V, E) be a directed graph, and let P = (P ij ) be a transition matrix of transpose graph G ⊤ defined by
where δ(i) = {j ∈ V : (j, i) ∈ E} denotes the in-neighbors of i ∈ V . Let S = (s(i, j)) be the SimRank matrix, whose (i, j) entry is the SimRank score of i and j. Then the SimRank equation (1.1) is represented [Yu et al. 2012 ] by:
where I is the identity matrix, and ∨ denotes the element-wise maximum, i.e., (i, j) entry of the matrix A ∨ B is given by max{A ij , B ij }.
In our view, the difficulty in computing SimRank via equation (2.1) comes from the element-wise maximum, which is a non-linear operation. To avoid the element-wise maximum, we introduce a new formulation of SimRank as follows. By observing (2.1), since S and cP ⊤ SP only differ in their diagonal elements, there exists a diagonal matrix D such that
We call such a matrix D the diagonal correction matrix. The main idea of our approach here is to split a SimRank problem into the following two subproblems:
(1) Estimate diagonal correction matrix D.
(2) Solve the SimRank problem using D and the linear recurrence equation (2.2).
For efficient computation, we must estimate D without computing the whole part of S.
To simplify the discussion, we introduce the notion of linearized SimRank. Let Θ be an n × n matrix. A linearized SimRank S L (Θ) is a matrix that satisfies the following linear recurrence equation:
Below, we provide an example that illustrates what linearized SimRank is.
Example 2.1 (Star graph of order 4). Let G be a star graph of order 4 (i.e., G has one vertex of degree three and three vertices of degree one). The transition matrix (of the transposed graph) is Thus, the diagonal correction matrix D is obtained by
Remark 2.2. Some papers have used the following formula for SimRank (e.g., equation (2) in [Fujiwara et al. 2013] , equation (2) in [He et al. 2010] , equation (2) in [Li et al. 2010a] , and equation (3) in [Yu et al. 2013] ):
However, this formula does not hold; (2.4) requires diagonal correction matrix D to have the same diagonal entries, but Example 2.1 is a counterexample. In fact, matrix S defined by (2.4) is a linearized SimRank S L (Θ) for a matrix Θ = (1 − c)I.
We provide some basic properties of linearized SimRank in Appendix.
Solving SimRank problems via linearization
In this section, we present our proposed algorithms for SimRank by assuming that the diagonal correction matrix D has already been obtained. All algorithms are based on 
for t = 0, 1, . . . , T − 1 do
4:
α ← α + c t x ⊤ Dy, x ← P x, y ← P y 
for t = 0, 1, . . . , T − 1 do 4:
end for 6:
Report S ij = γ j for j = 1, . . . , n 7: end procedure the same fundamental idea; i.e., in (2.2), by recursively substituting the left hand side into the right hand side, we obtain the following series expansion:
Our algorithms compute SimRank by evaluating the first T terms of the above series. The time complexity of the algorithms are O(T m) for the single-pair problem, O(T 2 m) for the single-source problem, and O(T 2 nm) for the all-pairs problem. For all problems, the space complexity is O(m).
2.2.1. Single-pair SimRank. Let e i be the i-th unit vector (i = 1, . . . , n); then SimRank score s(i, j) is obtained via the (i, j) component of SimRank matrix S, i.e., s(i, j) = e ⊤ i Se j . Thus, by applying e ⊤ i and e j to both sides of (2.5), we obtain e
Our single-pair algorithm (Algorithm 1) evaluates the right-hand side of (2.6) by maintaining P t e i and P t e j . The time complexity is O(T m) since the algorithm performs O(T ) matrix vector products for P t e i and P t e j (t = 1, . . . , T − 1).
Single-source SimRank.
For the single-source problem, to obtain s(i, j) for all j ∈ V , we need only compute vector Se i , because its j-th component is s(i, j). By applying e i to (2.5), we obtain
Our single-source algorithm (Algorithm 2) evaluates the right hand side of (2.7) by maintaining P t e i and P t e j . The time complexity is O(T 2 m) since it performs O(T 2 ) matrix vector products for P ⊤t DP t e i (t = 1, . . . , T − 1). Note that, if we can use an additional O(T n) space, the single-source problem can be solved in O(T m) time. We first compute u t = DP t e i for all t = 1, . . . , T , and store them; this requires O(T m) time and O(T n) additional space. Then, we have end for 5: end procedure which can be computed in O(T m) time. We do not use this technique in our experiment because we assume that the network is very large and hence O(T n) is expensive.
All-pairs SimRank.
Computing all-pairs SimRank is an expensive task for a large network, because it requires O(n 2 ) time since the number of pairs is n 2 . To compute all-pairs SimRank, it is best to avoid using O(n 2 ) space. Our all-pairs SimRank algorithm applies the single-source SimRank algorithm (Algorithm 2) for all initial vertices, as shown in Algorithm 3. The complexity is O(T 2 nm) time and requires only O(m) space. Since the best-known all-pairs SimRank algorithm [Lizorkin et al. 2010] requires O(T nm) time and O(n 2 ) space, our algorithm significantly improves the space complexity and has almost the same time complexity (since the cost of factor T is much smaller than n or m).
It is worth noting that this algorithm is distributed computing friendly. If we have M machines, we assign initial vertices to each machine and independently compute the single-source SimRank. Then the computational time is reduced to O(T 2 nm/M ). This shows the scalability of our all-pairs algorithm.
Diagonal correction matrix estimation
We first observe that the diagonal correction matrix is uniquely determined from the diagonal condition. 
where
PROOF. See Appendix.
This proposition shows that the diagonal correction matrix can be estimated by solving equation (2.9). Furthermore, we observe that, since S L is a linear operator, (2.9) is a linear equation with n real variables D 11 , . . . , D nn where D = diag(D 11 , . . . , D nn ). Therefore, we can apply a numerical linear algebraic method to estimate matrix D.
The problem for solving (2.9) lies in the complexity. To reduce the complexity, we combine an alternating method (a.k.a. the Gauss-Seidel method) with Monte Carlo simulation. The complexity of the obtained algorithm is O(T LRn) time, where L is the number of iterations for the alternating method, and R is the number of Monte Carlo samples. We analyze the upper bound of parameters L and R for sufficient accuracy in Subsection 2.3.3 below.
2.3.1. Alternating method for diagonal estimation. Our algorithm is motivated by the following intuition: Set initial guess of D.
3:
for k = 1, . . . , n do 5:
end for 8:
end for
9:
return D 10: end procedure This intuition leads to the following iterative algorithm. Let D be an initial guess 5 ; for each k = 1, . . . , n, the algorithm iteratively updates D kk to satisfy S L (D) kk = 1. The update is performed as follows. Let E (k,k) be the matrix whose (k, k) entry is one, with the other entries being zero. To update D kk , we must find δ ∈ R such that
Since S L is linear, the above equation is solved as follows:
This algorithm is shown in Algorithm 4. Mathematically, the intuition (2.10) shows the diagonally dominant property of operator S L . Furthermore, the obtained algorithm (i.e., Algorithm 4) is the Gauss-Seidel method for a linear equation. Since the Gauss-Seidel method converges for a diagonally dominant operator [Golub and Van Loan 2012] , Algorithm 4 converges to the diagonal correction matrix 6 .
Monte Carlo based evaluation.
For an efficient implementation of our diagonal estimation algorithm (Algorithm 4), we must establish an efficient method to estimate S L (D) kk and S L (E (k,k) ) kk . Consider a random walk that starts at vertex k and follows its in-links. Let k (t) denote the location of the random walk after t steps. Then we have
We substitute this representation into (2.6) and evaluate the expectation via Monte Carlo simulation. Let k
R be R independent random walks. Then for each step t, we have estimation
Thus the t-th term of (2.6) for i = j = k is estimated as
We therefore obtain Algorithm 5 for estimating
end if 8:
end for 10:
for r = 1, . . . , R do 11:
Using a hash To complete the algorithm, we provide a theoretical estimation of parameters L and R that are determined in relation to the desired accuracy. In Section 2.4, we experimentally evaluate the accuracy.
Estimation of the number of iterations L. The convergence rate of the GaussSeidel method is linear; i.e., the squared error
, where 0 ≤ ρ < 1 is a constant (i.e., the spectral radius of the iteration matrix). Therefore, since the error of an initial solution is O(n), the number of iterations L of Algorithm 4 is estimated as O(log(n/ǫ)) for desired accuracy ǫ.
Estimation of the number of samples R. Since the algorithm is a Monte Carlo simulation, there is a trade-off between accuracy and the number of samples R. The dependency is estimated by the Hoeffding inequality, which is described below.
ki (i = 1, . . . , n) be defined by (2.12), and let p
where P denotes the probability.
R be positions of t-th step of independent random walks that start from a vertex k and follow ln-links. Let X (t) 
2 .
This shows that we need R = O((log n)/ǫ 2 ) samples to accurately estimate P t e k via Monte Carlo simulation.
By combining all estimations, we conclude that diagonal correction matrix D is estimated in O(T n log(n/ǫ)(log n)/ǫ 2 ) time. Since this is nearly linear time, the algorithm scales well.
Note that the accuracy of our framework only depends on the accuracy of the diagonal estimation, i.e., if D is accurately estimated, the SimRank matrix S are accurately estimated by S L (D); see Proposition 5.7 in Appendix. Therefore, if we want accurate SimRank scores, we only need to spend more time in the preprocessing phase and fortunately do not need to increase the time required in the query phase.
Experiments
In this section, we evaluate our algorithm via experiments using real networks. The datasets we used are shown in Table III For all experiments, we used decay factor c = 0.6, as suggested by Lizorkin et al. [Lizorkin et al. 2010] , and the number of SimRank iterations T = 11, which is the same as Fogaras and Rácz [Fogaras and Rácz 2005] .
All experiments were conducted on an Intel Xeon E5-2690 2.90GHz CPU with 256GB memory running Ubuntu 12.04. Our algorithm was implemented in C++ and was compiled using g++v4.6 with the -O3 option.
2.4.1. Accuracy. The accuracy of our framework depends on the accuracy of the estimated diagonal correction matrix, computed via Algorithm 4. As discussed in Section 2.3.3, our algorithm has two parameters, L and R, the number of iterations for the Gauss-Seidel method, and the number of samples for Monte Carlo simulation, respectively. We evaluate the accuracy by changing these parameters.
To evaluate the accuracy, we first compute the exact SimRank matrix S by Jeh and Widom's original algorithm [Jeh and Widom 2002] , and then compute the mean error [Yu et al. 2012 ] defined as follows:
Since this evaluation is expensive (i.e., it requires SimRank scores for O(n 2 ) pairs), we used the following smaller datasets: ca-GrQc, as20000102, wiki-Vote, and ca-HepTh. Results are shown in Figure 2 .1, and we summarize our results below. -For mean error ME ≤ 10 −5 ∼ 10 −6 , we need only R = 100 samples with L = 3 iterations. Note that this is the same accuracy level as [Yu et al. 2012 ].
-If we want more accurate SimRank scores, we need much more samples R and little more iterations L. This coincides with the analysis in Section 2.3.3 in which we estimated L = O(log(n/ǫ)) and R = O((log n)/ǫ 2 ). 
Efficiency.
We next evaluate the efficiency of our algorithm. We first performed preprocessing with parameters R = 100 and L = 3, respectively. We then performed single-pair, single-source and all-pairs queries for real networks. Results are shown in Table VII ; we omitted results of the all-pairs computation for a network larger than in-2004 since runtimes exceeded three days. We summarize our results below.
-For small networks (n ≤ 1, 000, 000), only a few minutes of preprocessing time were required; furthermore, answers to single-pair queries were obtained in 100 milliseconds, while answers to single-source queries were obtained in 300 milliseconds. This efficiency is certainly acceptable for online services. We were also able to solve allpairs query in a few days. -For large networks, n ≥ 40, 000, 000, a few hours of preprocessing time were required; furthermore, answers to single-pair queries were obtained approximately in 10 seconds, while answers to single-source queries were obtained in a half minutes. To the best of our knowledge, this is the first time that such an algorithm is successfully scaled up to such large networks. -The space complexity is proportional to the number of edges, which enables us to compute SimRank values for large networks.
Comparisons with existing algorithms.
In this section, we compare our algorithm with two state-of-the-art algorithms for computing SimRank. We used the same parameters (R = 100, L = 3) as the above.
Comparison with the state-of-the-art all-pairs algorithm Yu et al. [Yu et al. 2012] proposed an efficient all-pairs algorithm; the time complexity of their algorithm is O(T nm), and the space complexity is O(n 2 ). They computed SimRank via matrix-based iteration (2.1) and reduced the space complexity by discarding entries in SimRank matrix that are smaller than a given threshold. We implemented their algorithm and evaluated it in comparison with ours. We used the same parameters presented in [Yu et al. 2012 ] that attain the same accuracy level as our algorithm.
Results are shown in Table VII ; the omitted results (-) mean that their algorithm failed to allocate memory. From the results, we observe that their algorithm performs a little faster than ours, because the time complexity of their algorithm is O(T nm), whereas the time complexity of our algorithm is O(T 2 nm); however, our algorithm uses much less space. In fact, their algorithm failed for a network with n ≥ 300,000 vertices because of memory allocation. More importantly, their algorithm cannot estimate the memory usage before running the algorithm. Thus, our algorithm significantly outperforms their algorithm in terms of scalability.
Comparison with the state-of-the-art single-pair and single-source algorithm Fogaras and Rácz [Fogaras and Rácz 2005] proposed an efficient single-pair algorithm that estimates SimRank scores by using first meeting time formula (1.4) with Monte Carlo simulation. Like our approach, their algorithm also consists of two phases, a preprocessing phase and a query phase. In the preprocessing phase, their algorithm generates R ′ random walks and stores the walks efficiently; this phase requires O(nR ′ ) time and O(nR ′ ) space. In the query phase, their algorithm computes scores via formula (1.4); this phase requires O(T nR ′ ) time. We implemented their algorithm and evaluated it in comparison with ours.
We first checked the accuracy of their algorithm by computing all-pairs SimRank for the smaller datasets used in Section 2.4.1; results are shown in Table V . From the table, we observe that in order to obtain the same accuracy as our algorithm, their algorithm requires R ′ ≥ 100,000 samples, which are much larger than our random samples R = 100. This is because their algorithm estimates all O(n 2 ) entries by Monte Carlo simulation, but our algorithm only estimates O(n) diagonal entries by Monte Carlo simulation.
We then evaluated the efficiency of their algorithm with R ′ = 100,000 samples. These results are shown in Table VII . This shows that their algorithm needs much more memory, thus it only works for small networks. This concludes that in order to obtain accurate scores, our algorithm is much more efficient than their algorithm. 
Motivation and overview
In the previous section, we describe the SimRank linearization technique and show how to use the linearization to solve single-pair, single-source, and all-pairs SimRank problems. In this section, we consider an top k search problem; we are given a vertex i and then find k vertices with the k highest SimRank scores with respect to i. This problem is interested in many applications because, usually, highly similar vertices for a given vertex i are very few (e.g., 10-20), and in many applications, we are are only interested in such highly similar vertices. This problem can be solved in O(T 2 m) time by using the single-source SimRank algorithm; however, since we only need k highly-similar vertices, we can develop more efficient algorithm.
Here, we propose a Monte-Carlo algorithm based on SimRank linearization for this problem; the complexity is independent of the size of networks. Note that Fogaras and Racz [Fogaras and Rácz 2005 ] also proposed the Monte-Carlo based single-pair computation algorithm. By comparing their algorithm, our main ingredients is the "pruning technique" by utilizing the SimRank linearization. We observe that SimRank score s(i, j) decays very rapidly as distance of the pair i, j increases. To exploit this phenomenon, we establish upper bounds of SimRank score s(i, j) that only depend on distance d(i, j). The upper bounds can be efficiently computed by Monte-Carlo simulation (in our preprocess). These upper bounds, together with some adaptive sample technique, allow us to effectively prune the similarity search procedure.
Overall, the proposed algorithm runs as follows.
(1) We first perform preprocess to compute the auxiliary values for upper bounds of SimRank s(i, j) for all i ∈ V (see Section 3.4). In addition, we construct an auxiliary bipartite graph H, which allows us to enumerate "candidates" of highly similar vertices j more accurate. This is our preprocess phase. The time complexity is O(n). (2) We now perform our query phase. We compute SimRank scores s(i, j) by the MonteCarlo simulation for each vertex i in the ascending order of distance from a given vertex i, and at the same time, we perform "pruning" by the upper bounds. We also combine the adaptive sampling technique for the Monte-Carlo simulation; specifically, for a query vertex i, we first estimate SimRank scores roughly for each candidate j by using a small number of Monte-Carlo samples, and then we re-compute more accurate SimRank scores for each candidate j that has high estimated SimRank scores.
Monte Carlo algorithm for single-pair SimRank
Let us consider a random walk that starts from i ∈ V and that follows its in-links, and let i (t) be a random variable for the t-th position of this random walk. Then we observe that
Therefore, by plugging (3.1) to (2.6), we obtain
Our algorithm computes the expectations in the right hand side of (3.2) by MonteCarlo simulation as follows: Consider R independent random walks i 
for t = 0, 1, . . . , T − 1 do 5:
α ← #{r : i r = w, r = 1, . . . , R}
7:
β ← #{r : j r = w, r = 1, . . . , R} 8:
for r = 1, . . . , R do 11: return σ 15: end procedure start from i ∈ V , and R independent random walks j
R that start from j ∈ V with i = j. Then each t-th term of (3.2) can be estimated as
We compute the right hand side of (3.3). Specifically by maintaining the positions of i
R and j
R by hash tables, it can be evaluated in O(R) time. Therefore the total time complexity to evaluate (3.2) is O(T R). The algorithm is shown in Algorithm 6. We emphasize that this time complexity is independent of the size of networks (i.e, n, m) Hence this algorithm can scale to very large networks.
We give estimation of the number of samples to compute (3.2) accurately, with high probability. We use the Hoeffding inequality to show the following. PROPOSITION 3.1. Lets (T ) (i, j) be the output of the algorithm. Then
PROOF.
PROOF OF PROPOSITION 3.1. By Lemma 5.11, we have
By Proposition 3.1, we have the following.
COROLLARY 3.3. Algorithm 6 computes the SimRank score s (T ) (u, v) with accuracy 0 < ǫ < 1 with probability 0 < δ < 1 by setting R = 2(1 − c) 2 log(4nT /δ)/ǫ 2 .
Distance correlation of SimRank
Our top k similarity search algorithm performs single-pair SimRank computations for a given source vertex i and for other vertices j, but we save the time complexity by pruning. In order to perform this pruning, we need some upper bounds. This section and the next section are devoted to establish the upper bounds.
The important observation of SimRank is
SimRank score s(i, j) decays very fast as the pair i, j goes away.
In this section, we empirically verify this fact in some real networks, and in the next section, we develop the upper bounds that only depend on distance.
Let us look at Figure 3.1. We randomly chose 100 vertices i and enumerate top-1000 similar vertices with respect to to a query vertex u (note that these top-1000 vertices are "exact", not 'approximate"). Each point denotes the average distance of the k-th similar vertex. To convince the reader, we also give the average distance between two vertices for each network by the blue line.
Figure 3.1 clearly shows much intuitive information. If we only need to compute top-10 vertices, all of them are within distance two, three, or four. In real applications, it is unlikely that we need to compute top-1000 vertices, but even for this case, most of them are within distance four or five. We emphasize that these distances are smaller than the average distance of two vertices in each network. Thus we can conclude that the "candidates" of highly similar vertices are screened by distances very well.
There is one remark we would like to make from Figure 3.1. The top-10 highest SimRank vertices in Web graphs are much closer to a query vertex than social networks. Thus we can also claim that our algorithm would work better for Web graphs than for social networks, because we only look at subgraphs induced by vertices of distance within three (or even two) from a query vertex. This claim is verified in Section 3.6.
Tight upper bounds
In the previous section, we observe that highly similar vertices with respect to a query vertex are within small distance from u. This observation allows us to propose our efficient algorithm for the top-k similarity search problem for a single vertex. In order to obtain this algorithm, we need to establish the upper bounds of SimRank that depend only on distance, which will be done in this section.
Let us observe that by definition, SimRank score is bounded by the decay factor to the power of the distance: Since almost all high SimRank score vertices with respect to a query vertex u are located within distance three from u (see Figure 3 .1), we obtain s(u, v) ≤ c 3 = 0.216. But this is too large for our purpose (indeed, our further experiments to compare actual SimRank scores with this bound confirm that it is too large).
Here we propose two upper bounds, called "L1 bound" and "L2 bound". Our algorithm, described in a later section, combines these two bounds to perform "pruning", which results in a much faster algorithm.
L1 bound.
The first bound is based on the following inequality: for a vector x and a stochastic vector y,
where supp(y) := {w ∈ V : y(w) > 0} is a positive support of y. We bound (P t e u ) ⊤ D(P t e v ) by this inequality. Fix a query vertex u. Let us define
for d = 1, . . . , d max and t = 1, . . . , T , and
The proof will be given in Appendix.
Remark 3.5. α(u, d, t) has the following probabilistic representation:
where u (t) denotes the position of a random walk that starts from u and follows its in-links.
To compute α(u, d, t) and β(u, d), we can use Monte-Carlo simulation for P t e u as shown in Algorithm 7.
Similar to Proposition 3.1, we obtain the following proposition, whose proof will be given in Appendix. This proposition shows that Algorithm 7 can compute α(u, d, t) and β(u, d).
PROPOSITION 3.6. Letβ(u, d) be computed by Algorithm 7. Then
By Proposition 3.6, we have the following.
COROLLARY 3.7. Algorithm 7 computes β(u, d) with accuracy less than 0 < ǫ < 1 with probability at least 0 < δ < 1 by setting R = log(2nd max T /δ)/(2ǫ 2 ).
for t = 0, 1, . . . , T − 1 do 4: 
end for 15: end procedure 3.4.2. L2 bound. The second bound is based on the Cauchy-Schwartz inequality: for nonnegative vectors x and y,
(3.9)
We also bound (P t e u )D(P t e v ) by this inequality. Let
PROPOSITION 3.8. For two vertices u and v, we have
The proof of Proposition 3.8 will be given in Appendix.
To compute γ(u, d) for each u, we can use Monte-Carlo simulation. Let us emphasize that we can compute γ(u, d) for each u and d ≤ d max in preprocess.
The following proposition, whose proof will be given in Appendix, shows that Algorithm 8 can compute γ(u, d).
PROPOSITION 3.9. Letγ(u, t) be computed by Algorithm 8. Then
The proof of of Proposition 3.9 will be given in Appendix. By Proposition 3.9, we have the following.
COROLLARY 3.10. Algorithm 8 computes γ(u, t) with accuracy less than 0 < ǫ < 1 with probability at least 0 < δ < 1 by setting R = 8 log(4n/δ)/ǫ 2 .
Algorithm 8 Monte-Carlo γ(u, t) computation 1: procedure COMPUTEGAMMA(u) 2:
for w ∈ {u 1 , . . . , u R } do 6:
for r = 1, . . . , R do 10: The reason why we need both L1 and L2 bounds is the following: The L1 bound is more effective for a low degree query vertex u. This is because if u has low degree then P t e u is sparse. Therefore the bound (5.7) becomes tighter.
On the other hand, the L2 bound is more effective for high degree vertex u. This is because if u has high degree then P t e u spreads widely, and hence each entry is small. Therefore √ DP t e u decrease rapidly.
Algorithm
We are now ready to provide our whole algorithm for top-k similarity search. Our algorithm consists of two phases: preprocess phase and query phase. In the query phase, for a given vertex u, we compute single-pair SimRanks s(u, v) for some vertices v that may have high SimRank value (we call such vertices candidates that are computed in the preprocess phase), and output k highly similar vertices. In order to obtain similar vertices accurately, we have to perform many Monte Carlo simulations in single-pair SimRank computation (Algorithm 6). Thus, the key of our algorithm is the way to reduce the number of candidates that are computed in the preprocess phase in Section 7.1. In the preprocess phase, we precompute γ in (3.10) for the L2 bound as described in Algorithm 8. Note that we compute α, β in (3.6), (3.7) for the L1 bound in query phase.
After that, for each vertex u, we enumerate "candidates" of highly similar vertices v. For this purpose, we consider the following auxiliary bipartite graph H. The left and right vertices of H are copy of V (i.e., H has 2n vertices). Let u left be the copy of u ∈ V in the left vertices and let v right be the copy of v ∈ V in the right vertices. There is an edge (u left , v right ) if a random walk that starts from u frequently reaches v. By this construction, a pair of vertices u and v has high SimRank score if u left and v left share many neighbors. We construct this bipartite graph H by performing MonteCarlo simulations in the original graph G as follows. For each vertex u, we iterate the following procedure P times to construct an index for u. We perform a random walk W 0 of length T from u in G. We further perform Q random walks W 1 , . . . , W Q from u. Let v be t-th vertex on W 0 . Then we put an edge (u left , v right ) in H if there are at least two random walks in W 1 , . . . W Q that contain v at t-th step. The whole procedure is described in Algorithm 3 below. Here, for a random walk W j and t ≥ 0, we denote the vertex at the t-th step of W j by W jt .
In our experiment, we set P = 10, T = 11 and Q = 5. The time complexity of this preprocess phase is O(n(R + P Q)T ), where R comes from Algorithm 3 and we set R = 100 in our experiment. The space complexity is O(nP ), but in practice, since the number of candidates are usually small, the space is less smaller than this bound.
Query phase.
We now describe our query phase. For a given vertex u, we first traverse the auxiliary bipartite graphs H and enumerate all the vertices v that share the neighbor in H. We then prune some vertices v by L1 and L2 bounds. After that, for each candidate v, we compute SimRank scores s(u, v) by Algorithm 6. Finally we output top k similar vertices as the solution of similarity search.
To accelerate the above procedure, we use the adaptive sample technique. For a query vertex u, we first set R = 10 (in Algorithm 6) and estimate SimRank scores roughly for each candidate v by Monte Carlo simulation (i.e, we only perform 10 random walks for v by Algorithm 6). Then, we change R = 100 and re-compute more accurate SimRank scores for each candidate v that has high estimated SimRank scores by Monte Carlo simulation (i.e, we perform 100 random walks for v by Algorithm 6). The whole procedure is described in Algorithm 5.
The overall time complexity of the query phase is O(RT |S|) where |S| is the number of candidates, since computing SimRank scores s(u, v) by Algorithm 6 for two vertices u, v takes O(RT ). The space complexity is O(m + nP ).
Algorithm 10 Proposed algorithm (query)
1: procedure QUERY(u) 2:
Prune S by L1 and L2 bound 4: for v ∈ S do 5:
Perform Algorithm 6 R = 10 times to roughly estimate s(u, v). Output top k similar vertices 11: end procedure
Experiment
We perform our proposed algorithm for several real networks and evaluate performance of our algorithm. We also compare our algorithm with some state-of-the-art algorithms.
All experiments are conducted on an Intel Xeon E5-2690 2.90GHz CPU with 256GB memory and running Ubuntu 12.04. Our algorithm is implemented in C++ and compiled with g++v4.6 with -O3 option.
According to discussion in the previous section, we set the parameters as follows: decay factor c = 0.6, T = 11, R = 100 for γ (Algorithm 8) and for s(·, ·) (Algorithm 6), and R = 10000 for α and β (Algorithm 7) that is optimized by pre-experiment 10 . We also set P = 10, T = 11 and Q = 5 in our preprocess phase as in Section 7.1.
In addition, we set k = 20 since we are only interested in small number of similar vertices. To avoid searching vertices of very small SimRank scores, we set a threshold θ = 0.01 to terminate the procedure when upper bounds become smaller than θ.
We use the datasets shown in Table III .
Results
We evaluate our proposed algorithm for several real networks. The results are summarized in Tables VII. We first observe that our proposed algorithm can find top-20 similar vertices in less than a few seconds for graphs of billions edges (i.e., "it-2004") and in less than a second for graphs of one hundred millions edges, respectively.
We can also observe that the query time for our algorithm does not much depend on the size of networks. For example, "indochina-2004" has 8 times more edges than "flickr" but the query time is twice faster than that. Hence the computational time of our algorithm depends on the network structure rather than the network size. Specifically, our algorithm works better for web graphs than for social networks.
Analysis of Accuracy.
In this subsection, we shall investigate performance of our algorithm in terms of accuracy. In many applications, we are only interested in very similar vertices. Hence we only look at vertices that have high SimRank scores.
Specifically, what we do is the following. We first compute, for a query vertex u, the single source SimRank scores s(u, v) for all the vertices v (for the whole graph) by the exact method. Then we pick up all "high score" vertices v with score at least t from this computation (for t = 0.04, 0.05, 0.06, 0.07). Finally, we compute "high score" vertices v with respect to the query vertex u by our proposed algorithm. Let us point out that our algorithm can be easily modified so that we only output high SimRank score vertices(because we just need to set up the threshold to prune the similarity search). We then compute the following value: # of our high score vertices # of the optimal high score vertices .
We also do the same thing for high score vertices computed by Fogaras and Rácz [Fogaras and Rácz 2005] (we used the same parameter R ′ = 100 presented in [Fogaras and Rácz 2005] ). We perform this operation 100 times, and take the average. The result is in Table VI . We can see that our algorithm actually gives very accurate results. In addition, our algorithm gives better accuracy than Fogaras and Rácz [Fogaras and Rácz 2005] .
Comparison with existing results.
In this subsection, we compare our algorithm with two state-of-the-art algorithms for computing SimRank, and show that our algorithm outperforms significantly in terms of scalability.
Comparison with the state-of-the-art all-pairs algorithm. Yu et al. [Yu et al. 2012] proposed an efficient all-pairs algorithm; the time complexity of their algorithm is O(T nm), and the space complexity is O(n 2 ), where T is the number of the iterations. We implemented their algorithm and evaluated it in comparison with ours. We used the same parameters presented in [Yu et al. 2012] .
Results are shown in Table VII ; the omitted results (-) mean that their algorithm failed to allocate memory. From the results, we observe that their algorithm is a little faster than ours in query time, but our algorithm uses much less space(15-30 times). In fact, their algorithm failed for graphs with a million edges, because of memory allocation. More importantly, their algorithm cannot estimate the memory usage before running the algorithm. Moreover, since our all-pairs algorithm can easily be parallelized to multiple machines, if there are 100 machines, even for graphs of billions size, our all-pairs algorithm can output all top-20 vertices in less than 5 days. Thus, our algorithm significantly outperforms their algorithm in terms of scalability.
Comparison with the state-of-the-art single-pair and single-source algorithm.
Fogaras and Rácz [Fogaras and Rácz 2005] proposed an efficient single-pair algorithm that estimates SimRank scores with Monte Carlo simulation. Like our approach, their algorithm also consists of two phases, a preprocessing phase and a query phase. In the preprocessing phase, their algorithm generates R ′ random walks and stores the walks efficiently; this phase requires O(nR ′ ) time and O(nR ′ ) space. The query phase phase requires O(T nR ′ ) time, where T is the number of iterations. We implemented their algorithm and evaluated it in comparison with ours. We used the same parameter R ′ = 100 presented in [Fogaras and Rácz 2005] .
We can see that their algorithm is faster in query time. But we suspect that this is due to relaxing accuracy, as in the previous subsection. In order to obtain the same accuracy as our algorithm, we suspect that R ′ should be 500-1000, which implies that their algorithm would be at least 5-10 times slower, and require at leats 5-10 times more space.
In this case, their algorithm would fail for graphs with more than ten millions edges because of memory allocation. Even for the case R ′ = 100, our algorithm uses much less space(10-20 times), and their algorithm failed for graphs with more than 70 millions edges because of memory allocation. Therefore we can conclude that our algorithm significantly outperforms their algorithm in terms of scalability. 
Motivation and overview
Finally, in this section, we describe the SimRank join problem, which is formulated as follows.
PROBLEM 4.1 (SIMRANK JOIN). Given a directed graph G = (V, E) and a threshold θ ∈ [0, 1], find all pairs of vertices (i, j) ∈ V × V for which the SimRank score of (i, j) is greater than the threshold, i.e., s(i, j) ≥ θ, This problem is useful in the near-duplication detection problem [Chen et al. 2002; Arasu et al. 2009 ]. Let us consider the World Wide Web, which contains many "very similar pages." These pages are produced by activities such as file backup, caching, spamming, and authors moving to different institutions. Clearly, these very similar pages are not desirable for data mining, and should be isolated from the useful pages by near-duplication detection algorithms.
Near duplication detection problem is solved by the similarity join query. Let s(i, j) be a similarity measure, i.e., for two objects i and j, they are (considered as) similar if and only if s(i, j) is large. The similarity join query with respect to s finds all pairs of objects (i, j) with similarity score s(i, j) exceeding some specified threshold θ [White and Jain 1996] . 1112 The similarity join is a fundamental query for a database, and is used in applications, such as merge/purge [Hernández and Stolfo 1995] , record linkage [Fellegi and Sunter 1969] , object matching [Sivic and Zisserman 2003] , and reference reconciliation [Dong et al. 2005] .
Selecting the similarity measure s(i, j) is an important component of the similarity join problem. Similarity measures on graphs have been extensively investigated. Here, we are interested in link-based similarity measures, which are determined by sorely the link structure of the network. For applications in the World Wide Web, by comparing content-based similarity measures, which are determined by the content data stored on vertices (e.g., text and images), link-based similarity measures are more robust against spam pages and/or machine-translated pages.
Difficulty of the problem.
In solving the SimRank join problem, the following obstacles must be overcome.
(1) There are many similar-pair candidates.
(2) Computationally, SimRank is very expensive.
To clarify these issues, we compare the SimRank with the Jaccard similarity, where the Jaccard similarity between two vertices i and j is given by
Regarding the first issue, since the Jaccard similarity satisfies J(i, j) = 0 for all pairs of vertices (i, j) with d(i, j) ≥ 3 (i.e., their distance is at least three), the number of possibly similar pairs (imposing the Jaccard similarity) is easily reduced to much smaller than all possible pairs. This simple but fundamental concept is adopted in many existing similarity join algorithms [Sarawagi and Kirpal 2004] . However, since the SimRank exploits the information in multihop neighborhoods and hence scans the entire graph, it must consider all O(n 2 ) pairs, where n is the number of vertices. Therefore, whereas the Jaccard similarity is adopted in "local searching," the SimRank similarity must look at the global influence of all vertices, which requires tracking of all O(n 2 ) pairs. Regarding the second issue, the Jaccard similarity of two vertices can be very efficiently computed (e.g., in O(|δ(i)| + |δ(j)|) time using a straightforward method or in O(1) time using MinHash [Broder 1997; Lee et al. 2011] ). Conversely, SimRank computation is very expensive.
Notably, until recently, most SimRank algorithms have computed the all-pairs SimRank scores [Jeh and Widom 2002; Lizorkin et al. 2010; , which requires at least O(n 2 ) time, and if we have the all-pairs SimRank scores, the SimRank join problem is solved in O(n 2 ) time. For example, in one investigation of the SimRank join problem [Zheng et al. 2013] , the all-pairs SimRank scores were first computed by an existing algorithm and an index for the SimRank join was then constructed. Therefore, developing scalable algorithm for the SimRank join problem is a newer challenging problem.
Contribution and overview.
Here, we propose a scalable algorithm for the SimRank join problem, and perform experiments on large real datasets. The computational cost of the proposed algorithm only depends on the number of similar pairs, but does not depend on all pairs O(n 2 ). The proposed algorithm scales up to the network of 5M vertices and 70M edges. By comparing with the state-of-the-art algorithms, it is about 10 times faster, and requires about only 10 times smaller memory.
This section overviews our algorithm, which consists of two phases: filter and verification. The former enumerates the similar pair candidates, and then the latter decides whether each candidate pair is actually similar. Note that this framework is commonly adopted in similarity join algorithms [Xiao et al. 2011; Deng et al. 2014] . A more precise description of the two phases is given below.
The filter phase is the most important phase of the proposed algorithm because it must overcome both (1) and (2) difficulties, discussed in previous subsection. We combines the following three techniques for this phase. The details are discussed in Section 4.2.
(1) We adopt the SimRank linearization (Section 2) by which the SimRank is computed as a solution to a linear equation. (2) We solve the linear equation approximately by the Gauss-Southwell algorithm [Southwell 1940; 1946] , which avoids the need to compute the SimRank scores for non-similar pairs (Sections 4.2.1,4.2.2). (3) We adopt the stochastic thresholding to reduce the memory used in the GaussSouthwell algorithm (Section 4.2.3).
The verification phase is simpler than the filter phase. We adopt the following two techniques for this phase. The details are discussed in Section 4.3.
(1) We run a Monte-Carlo algorithm for each candidate to decide whether the candidate is actually similar. This can be performed in parallel. (2) We control the number of Monte-Carlo samples adaptively to reduce the computational time.
It should be emphasized that, we give theoretical guarantees for all techniques used in the algorithm. All omitted proofs are given in Appendix. The proposed algorithm is evaluated by experiments on real datasets (Section 4.4). The algorithm is 10 times faster, and requires only 10 times smaller memory that of Algorithm 11 SimRank join algorithm.
Compute two sets J L and J H .
3:
Output all (i, j) ∈ J L . 4:
if i and j are really similar then 6: Output (i, j).
7:
end if 8: end for 9: end procedure the state-of-the-arts algorithms, and scales up to the network of 5M vertices and 70M edges. Since the existing study [Zheng et al. 2013 ] only performed in 338K vertices and 1045K edges, our experiment scales up to the 10 times larger network. Also, we empirically show that the all techniques used in the algorithm works effectively.
We also verified that the distribution of the SimRank scores on a real-world network follows a power-law distribution ], which has been verified only on small networks.
Filter phase
In this section, we discuss the details of the filter phase for enumerating similar-pair candidates. We will discuss the details of the verification phase in the next section. Let us give overview of the filter phase.
Let J(θ) = {(i, j) : s(i, j) ≥ θ} be the set of similar pairs. The filter phase produces two subsets J L (θ, γ) and J H (θ, γ) such that
where γ ∈ [0, 1] is an accuracy parameter. Here, J L (θ, γ) is monotone increasing in γ, J H (θ, γ) is monotone decreasing in γ, and J L (θ, 1) = J(θ) = J H (θ, 1). Note that, our filter phase gives 100%-precision solution J L (θ, γ) and 100%-recall solution J H (θ, γ). These two sets might be useful in some applications. Let us consider how to implement the filter phase. The basic idea is that "compute only relevant entries of SimRank." In order to achieve this idea, we combine the two techniques, the linearization of the SimRank [Kusumoto et al. 2014 ; ?], and the GaussSouthwell algorithm [Southwell 1940; 1946] for solving a linear equation. The linearization of the SimRank is a technique to convert a SimRank problem to a linear equation problem. By using this technique, the problem of computing large entries of SimRank is transformed to the problem of computing large entries of a solution of a linear equation. To solve this linear algebraic problem, we can use the Guass-Southwell algorithm. By error analysis of the Guass-Southwell algorithm (given later in this paper), our filter algorithm obtains the lower and the upper bound of the SimRank of each pair (i, j). Using these bounds, the desired sets J L (θ, γ) and J H (θ, γ) are obtained, where γ is an accuracy parameter used in the Guass-Southwell algorithm.
The above procedure is already much efficient; however, we want to scale up the algorithm for large networks. The bottleneck of the above procedure is the memory allocation. We resolve this issue by introducing the stochastic thresholding technique. This is the overview of the proposed filter phase. In the following subsections, we give details of the filter phase.
Gauss-Southwell algorithm.
By the linearization of the SimRank, we obtained the linear equation (2.2). We want to solve this linear equation in S; however, since it has O(n 2 ) variables, we must keep track only on large entries of S. For this purpose, we adopt the Gauss-Southwell algorithm [Southwell 1940; 1946] , which is a very classical algorithm for solving a linear equation. In this subsection, we describe the GaussSouthwell algorithm for a general linear equation Ax = b, and in the next subsection, we apply this method for the linearized SimRank equation (2.2). Suppose we desire an approximate solution to the linear system Ax = b, where A is an n × n matrix with unit diagonal entries, i.e., A ii = 1 for all i = 1, . . . , n. Let ǫ > 0 be an accuracy parameter. The Gauss-Southwell algorithm is an iterative algorithm. Let x (t) be the t-th solution and r (t) := b − Ax (t) be the corresponding residual. At each step, the algorithm chooses an index i such that |r (t) i | ≥ ǫ, and updates the solution as
where e i denotes the i-th unit vector. The corresponding residual becomes
Since A has unit diagonals, the i-th entry of r (t+1) is zero. Repeating this process until r (t) i < ǫ for all i = 1, . . . , n, we obtain a solution x such that b − Ax ∞ < ǫ. This algorithm is called the Gauss-Southwell algorithm.
Note that this algorithm is recently rediscovered and applied to the personalized PageRank computation. See Section 1.2 for related work.
Filter phase.
We now propose our filtering algorithm. First, we compute the diagonal correction matrix D by Algorithm 4, reducing the SimRank computation problem to the linear equation (2.2). The Gauss-Southwell algorithm is then applied to the equation.
The t-th solution S (t) and the corresponding residual R (t) are maintained such that
Initial conditions are S (0) = O and R (0) = D. At each step, the algorithm finds an entry (i, j) such that |R (t) ij | ≥ ǫ, and then updates the current solution as
The corresponding residual becomes
Since we have assumed that G is simple, the i-th entry of P ⊤ e i is zero, the (i, j)-th entry of R (t+1) is also zero. The algorithm repeats this process until |R (t) ij | < ǫ for all i, j ∈ V . The procedure is outlined in Algorithm 12.
We first show the finite convergence of the algorithm, whose proof will be given in Appendix.
PROPOSITION 4.2. Algorithm 12 terminates at most t = Σ/ǫ steps, where Σ = ij S ij is the sum of all SimRank scores. Since the (i, j) step is performed in O(|δ(i)||δ(j)|) time with O(|δ(i)||δ(j)|) memory allocation, the overall time and space complexity is O(I 2 max Σ/ǫ), where I max is the maximum in-degree of G.
We now show that Algorithm 6 guarantees an approximate solution (whose proof will be given in Appendix).
Algorithm 12
Gauss-Southwell algorithm used in Algorithm 13.
1: procedure GAUSSSOUTHWELL(ǫ) 2:
while there is (i, j) such that |R (t) ij | > ǫ do 4:
ij e i e ⊤ j 5:
end while 8:
Return S (t) as an approximate SimRank. 9: end procedure Algorithm 13 Filter procedure. Compute diagonal correction matrix D. 
The left inequality states ifS ij ≥ θ, S ij ≥ θ. Similarly, the right inequality states that if S ij ≥ θ,S ij ≥ γθ. Thus, letting
we obtain (4.1). J L and J H can be accurately estimated by letting γ → 1. However, since the complexity is proportional to O(1/ǫ) = O(1/(1 − γ)), a large γ is precluded. Therefore, in practice, we set to some small value (e.g., γ = 0) and verify whether the pairs (i, j) ∈ J H (θ, γ) \ J L (θ, γ) are actually similar by an alternative algorithm.
Stochastic thresholding for reducing memory.
We cannot predict the required memory before running the algorithm (which depends on the SimRank distribution); therefore the memory allocation is a real bottleneck in the filter procedure (Algorithm 13). To scale up the procedure, we must reduce the waste of memory. Here, we develop a technique that reduces the space complexity.
We observe that, in Algorithm 13, some entries R ij are only used to store the values, and never used in future because they do not exceed ǫ; therefore we want to reduce storing of these values. Here, a thresholding technique, which skips memory allocations for very small values, seems effective. This kind of heuristics is frequently used in SimRank computations Lizorkin et al. 2010; . However, a simple thresholding technique may cause large errors because it ignores the accumulation of small values.
Algorithm 14 Stochastic thresholding for
if R ij is already allocated then 3: allocate memory for R ij and store R ij = a. To guarantee the theoretical correctness of this heuristics, we use the stochastic thresholding instead of the deterministic thresholding. When the algorithm requires to allocate a memory, it skip the allocation with some probability depending on the value (a small value should be skipped with high probability). Intuitively, if the value is very small, the allocation may be skipped. However, if there are many small values, one of them may be allocated, and hence the error is bounded stochastically. The following proposition shows this fact (whose proof will be given in Appendix). 
Thus, by letting β ∝ 1/δ, we can reduce the misclassification probability arbitrary small. We experimentally evaluate the effect of this technique in Section 4.4
Verification phase
In the previous section, we described the filter phase for enumerating the similar-pair candidates. In this section, we discuss the verification phase for deciding whether each candidate (i, j) is actually similar. It should be mentioned that this procedure for each pair can be performed in parallel, i.e., if there are M machines, the computational time is reduced to 1/M . Our verification algorithm is a Monte-Carlo algorithm based on the representation of the first meeting time (1.4). R samples of the first meeting time τ
(1) (i, j), . . . , τ (R) (i, j) are obtained from R random walks and the SimRank score is then estimated by the Perform two independent random walks to obtain the first meeting time τ (r) (i, j).
4:
5: 
To accurately estimate s(i, j) by (4.12), many samples (i.e., r ≥ 1000) are required [Fogaras and Rácz 2005] . However, to decide whether s(i, j) is greater than or smaller than the threshold θ, much fewer samples are required.
(4.14)
The proof will be given in Appendix. This shows that, if s(i, j) is far from the threshold θ, it can be decided with a small number of Monte-Carlo samples. Now we describe our algorithm. We optimize the number of Monte-Carlo samples, by adaptively increasing the samples. Starting from R = 1, our verification algorithm loops through the following procedure. The algorithm obtains s (R) (i, j) by performing two random walks and computing τ (R) (i, j). It then checks the condition 15) where p ∈ (0, 1) is a tolerance probability for misclassification. If this condition is satisfied, we determine s(i, j) < θ or s(i, j) > θ, The misclassification probability of this decision is at most p by Proposition 4.6. We now evaluate the number of samples required in this procedure. By taking expectation of (4.15), we obtain the expected number of iterations R end as 16) This shows that the number of samples quadratically depends on the inverse of the difference between the score s(i, j) and the threshold θ. In practice, we set an upper bound R max of R, and terminate the iterations after R max steps. Our verification algorithm is shown in Algorithm 15.
Experiments
In this section, we perform numerical experiments to evaluate the proposed algorithm. We used the datasets shown in Table VIII . These are obtained by Stanford Large Network Dataset Collection 13 .
All experiments were conducted on an Intel Xeon E5-2690 2.90GHz CPU (32 cores) with 256GB memory running Ubuntu 12.04. The proposed algorithm was implemented in C++ and was compiled using g++v4.6 with the -O3 option. We have used OpenMP for parallel implementation.
4.4.1. Scalability. We first show that the proposed algorithm is scalable. For real datasets, we compute the number of pairs that has the SimRank score greater than θ = 0.2, where the parameters of the algorithm are set to the following.
-For the filter phase, accuracy parameter for the Gauss-Southwell algorithm (Algorithm 12) is set to γ = 0, and the skip parameter β for the stochastic thresholding (Algorithm 14) is set to β = 100. -For the verification phase, the tolerance probability p is set to p = 0.01 and the maximum number of Monte-Carlo samples is set to R max = 1000.
The result is shown in Table VIII , which is the main result of this paper. Here, "dataset", "|V |", and "|E|" denote the statistics of dataset, "|J L |" and "|J H |" denote the size of J L and J H in (4.1), "estimate" denotes the number of similar pairs estimated by the algorithm, "filter" and "verification" denote the real time needed to compute filter and verification step, and "memory" denotes the allocated memory during the algorithm. This shows the proposed algorithm is very scalable. In fact, it can find the SimRank join for the networks of 5M vertices and 68M edges ("soc-LiveJournal") in a 1000 seconds with 23 GB memory.
Let us look into the details. The computational time and the allocated memory depend on the number of the similar pairs, and even if the size of two networks are similar, the number of similar pairs in these networks can be very different. For example, the largest instance examined in the experiment is "soc-LiveJournal", which has 5M vertices and 68M edges. However, since it has a small number of similar pairs, we can compute the SimRank join. On the other hand, "web-BerkStan" dataset, which has only 0.6M vertices and 7M edges, we cannot compute the SimRank join because it has too many similar pairs.
4.4.2. Accuracy. Next, we verify the accuracy (and the correctness) of the proposed algorithm. We first compute the exact SimRank scores S * by using the original SimRank algorithm. Then, we compare the exact scores with the solution S obtained by the proposed algorithm. Here, the accuracy of the solution is measured by the precision, the recall, and the F-score [Baeza-Yates et al. 1999] , defined by
We use the same parameters as the previous subsection. Since all-pairs SimRank computation is expensive, we used relatively small datasets for this experiment. The result is shown in Table IX . This shows the proposed algorithm is very accurate; the obtained solutions have about precision ≈ 97%, recall ≈ 92%, and F-score ≈ 95%. Since the precision is higher than the recall, the algorithm produces really similar pairs.
Comparison with the state-of-the-arts algorithms.
We then compare the proposed algorithm with some state-of-the-arts algorithms. For the proposed algorithm, we used We chose the parameters of these algorithms to hold similar accuracy (i.e., F-score ≈ 95%). We used 7 datasets (3 small and 4 large datasets). For small datasets, we also compute the exact SimRank scores and evaluate the accuracy. For large datasets, we only compare the scalability. The result is shown in Table X ; each cell denotes the computational time, the allocated memory, and the F-score (for small datasets) or the number of similar pairs (for large datasets), respectively. "-" denotes the algorithm did not return a solution within 3 hour and 256 GB memory.
The results of small instances show that the proposed algorithm performs the same level of accuracy to the existing algorithms with requiring much smaller memory and comparable time. For large instances, the proposed algorithm outperforms the existing algorithms both in time and space, because the complexity of the proposed algorithm depends on the number of similar pairs whereas the complexity of existing algorithms depends on the number of pairs, O(n 2 ). This shows the proposed algorithm is very scalable than the existing algorithms.
More precisely, the algorithm is efficient when the number of similar pairs is relatively small. For example, in email-Enron and web-Google datasets, which have many similar pairs, the performance of the proposed algorithm close to the existing algorithms. On the other hand, in p2p-Gnutella31 and cit-patent dataset, it clearly outperforms the existing algorithms.
Experimental analysis of our algorithm.
In the previous subsections, we observed that the proposed algorithm is scalable and accurate. Moreover, it outperforms the existing algorithms. In this subsection, we experimentally evaluate the behavior of the algorithm. We first evaluate the dependence with the accuracy parameter γ used in the GaussSouthwell algorithm. We vary γ and compute the lower set J L and the upper set J H . The result is shown in Table XI ; each cell denotes the computational time, the allocated memory, and the size of J L and J H , respectively. This shows, to obtain an accurate upper and lower sets, we need to set γ ≥ 0.9. However, it requires 5 times longer computational time and 10 times larger memory. Since the verification phase can be performed in parallel, to scale up for large instances, it would be nice to set a small γ (e.g., γ = 0).
Next, we evaluate the dependence with the probability parameter β in the stochastic thresholding. We vary the parameter β and evaluate the used memory. The result is shown in Table XII . The column for β = ∞ shows the result without this technique. Thus we compare other columns with this column. The result shows that the effect of memory-reducing technique greatly depends on the network structure. However, for an effective case, it reduces memory about 1/2. By setting β = 100, we can obtain almost the same result as the result without the technique. Finally, we evaluate the effectiveness of the adaptive Monte-Carlo samples technique in the verification phase. We plot the histogram of the number of required samples in Figure 4 .1. Here, the bar at 1,000 denotes the candidates that cannot be decided in 1,000 samples.
The result shows that most of small candidates are decided in 200 samples, and 1/3 of samples cannot decided in 1,000 samples. Therefore, this implies the technique of adaptive Monte-Carlo samples reduces the computational cost in factor about 1/3. 4.4.5. Number of similar pairs. Cai et al. claimed that the SimRank scores of a network follows power-law distributions. However, they only verified this claim in small networks (at most 10K vertices).
We here verify this conjecture in larger networks. We first enumerate the pairs with SimRank greater than θ = 0.001, and then compute the SimRank score by the MonteCarlo algorithm. The result is shown in Figure 4 .2. This shows, for each experimented dataset, the number of similar pairs follows power-law distributions in this range; however, these exponent (i.e., the slope of each curve) are different. 
APPENDIX
In this appendix, we provide details of propositions and proofs mentioned in the main body of our paper. We first introduce a vectorized form of SimRank, which is convenient for analysis. Let ⊗ be the Kronecker product of matrices, i.e., for n × n matrices A = (A ij ) and B, Let "vec" be the vectorization operator, which reshapes an n × n matrix to an n 2 vector, i.e., vec(A) n×i+j = a ij . Then we have the following relation, which is well known in linear algebra [Abadir and By applying the vectorization operator and using (5.1), we obtain
Thus, to prove Proposition 5.1, we only have to prove that the coefficient matrix I − cP ⊤ ⊗ P ⊤ is non-singular. Since P ⊤ ⊗ P ⊤ is a (left) stochastic matrix, its spectral radius is equal to one. Hence all eigenvalues of I − cP ⊤ ⊗ P ⊤ are contained in the disk with center 1 and radius c in the complex plane. Therefore I − cP ⊤ ⊗ P ⊤ does not have a zero eigenvalue, and hence I − cP ⊤ ⊗ P ⊤ is nonsingular.
We now prove Proposition 2.3, which is the basis of our diagonal estimation algorithm.
PROOF OF PROPOSITION 2.3. Let us consider linear system (5.2) and let Q := P ⊤ ⊗ P ⊤ . We partite the system (5.2) into 2×2 blocks that correspond to the diagonal entries and the others:
where Q DD , Q DO , Q OD , and Q OO are submatrices of Q that denote contributions of diagonals to diagonals, diagonals to off-diagonals, off-diagonals to diagonals, and offdiagonals to off-diagonals, respectively. X is the off-diagonal entries of S L (D). To prove Proposition 2.3, we only have to prove that there is a unique diagonal matrix D that satisfies (5.3).
We observe that the block-diagonal component I − cQ OO of (5.3) is non-singular, which can be proved similarly as in Proposition 5.1. Thus, the equation (5.3) is uniquely solved as 4) which is a closed form solution of diagonal correction matrix D.
Remark 5.2. It is hard to compute D via the closed form formula (5.4) because the evaluation of the third term of the left hand side of (5.4) is too expensive.
On the other hand, we can use (5.4) to obtain a reasonable initial solution for Algorithm 4. By using first two terms of (5.4), we have LEMMA 5.3. Consider two independent random walks start from the same vertex i and follow their in-links. Let p i (t) be the probability that two random walks meet t-th step (at some vertex). Let ∆ := max i { ∞ t=1 c t p i (t)}. If ∆ < 1 then the coefficient matrix of (5.6) is diagonally dominant.
PROOF. By definition, each diagonal entry S
L (E (j,j) ) jj is greater than or equal to one. For the off diagonals, we have
This shows that if ∆ < 1 then the matrix is diagonally dominant. Remark 5.5. Let us observe that, in practice, the assumption ∆ < 1 is not an issue. For a network of average degree d, the probability p i (t) is expected to 1/d t . Therefore ∆ = t c t p i (t) ≃ (c/d)/(1 − (c/d)) ≤ 1/(d − 1) < 1. This implies that Algorithm 4 converges quickly when the average degree is large.
We now prove Proposition 2.4. We use the following lemma. 
By applying e i and e j , we have
Here, we used p ⊤ Aq ≤ sup ij A ij for any stochastic vectors p and q. Therefore
By the same argument, we have
By combining them, we obtain the proposition.
Thus the number of iterations is bounded by O(Φ(0)/ǫ). The rest of the proof, we bound Φ(0). For the initial solution R (0) = D, we have
(5.14)
For the third equality, we used 15) which follows from (2.2). This shows Φ(0) = ij S ij .
PROOF PROOF OF PROPOSITION 4.3. When the algorithm terminates, we obtain a solutionS with residualR satisfying the following bound:
Recall thatR ij ≥ 0 by construction. We establish an error bound for the solutionS from the above bound of the residualR. Recall also that the SimRank matrix satisfies S − cP ⊤ SP = D. Thus we have
We can evaluate the second term as
Therefore we obtain max ij (S ij −S ij ) ≤ ǫ 1 − c .
PROOF PROOF OF PROPOSITION 4.4. Let k be the smallest index such that a 1 +· · ·+ a k > δ. Then the error, A −Ã, exceeds δ if and only if the first k values are skipped. If βa i ≥ 1 for some 1 ≤ i ≤ k, it must not be skipped, therefore the proposition holds. Otherwise, the probability is given as P{A −Ã ≥ δ} = (1 − βa 1 ) · · · (1 − βa k ).
(5.16) By the arithmetic mean-geometric mean inequality, we have
Therefore the proposition holds.
PROOF PROOF OF PROPOSITION 4.5. For each iteration, we have the following invariant: 
