Abstract. Currently, we are developing an agent-based travel support system, in which ontologically demarcated data is used to facilitate personalized information provisioning. Recently we have shown how Open Travel Alliance golf-related messages can be reverse-engineered to create an OTA ontology of golf. The aim of this paper is to illustrate how these ontologies are going to be used in the system. In addition to the general scenario, details concerning implementation of needed translators will be discussed.
Introduction
Our current work is devoted to developing a comprehensive agent-based traveler support system, and involves a number of sub-projects. First we have been developing a model agent-based e-commerce system (see [2, 1] , and references to our earlier work contained there). There we study utilization of agent-facilitated autonomous price negotiations in a general e-commerce scenario. This work was extended to facilitate possibility of airline ticket auctioning [25, 23, 24, 20, 26] . Second, we work on creation of an agent based Travel Support System (TSS ) [18, 7, 10] . In the TSS, travelers are to obtain personalized information related to their travel needs (e.g. favorite hotels, restaurants, etc.). The main idea of the TSS is to utilize a central repository of semantically demarcated travel data, and operate on it to deliver personalized information [7, 8] . While these two projects (the airline ticket auctioning system and the Travel Support System) are being developed separately, in [25] we have discussed issues involved in their possible merger. Since the ontologically demarcated data is the central component of the TSS, the two projects were conceptually merged through development of a common travel ontology. Within the TSS, we have initially developed an ontology of hotels and restaurants [6, 9] . In the airline ticket auctioning system we have utilized the fact that the Open Travel Alliance (OTA) [15] has proposed a set of messages designed to facilitate meaningful communication about travelrelated activities such as flights or golf course reservations. Here, it has to be stressed that, while on the way to become industry standard, these messages do not explicitly define an ontology. Therefore, in [26] we have proposed how OTA air-travel-related messages can be used as a basis for development of an ontology of air-travel. We have proceeded with development of such ontology and later merged it with the existing ontology of restaurant and hotel (results-a complete ontology of restaurants, hotels and air travel-can be found within [22] ). Most recently, following the example set forward in [26] we have shown how the OTA golf messaging can be turned into an ontology of golf [3] . The aim of this paper is to describe how systems utilizing the OTA ontology of golf can collaborate with entities that utilize OTA golf messaging (and, for instance, for one reason or another, do not work with ontologically demarcated data).
To this effect we proceed as follows. In the next section we briefly describe OTA golf messages as well as the proposed OTA ontology of golf. Next we provide context in which OTA golf messages and the OTA ontology of golf can interact. Finally, we discuss how these interactions can be implemented using currently existing technologies.
OTA golf messages and ontology
As all OTA messages concerning various "areas of travel," OTA golf-related messages come in pairs [17] . There is a request (RQ ) message (a query) and, corresponding to it, a response (RS ) message. As what concerns this paper, the OTA standard identifies three pairs of golf-related messages (detailed description can be found in [17] and [3] , Table 1 ):
-OTA GolfCourseSearchRQ-request for course information; used to find golf courses that satisfy a given set of criteria, -OTA GolfCourseSearchRS -list of courses that meet the requested criteria, -OTA GolfCourseAvailRQ-requests information about course availability, -OTA GolfCourseAvailRS -provides information about course availability, -OTA GolfCourseResRQ-requests a reservation of a given golf course, -OTA GolfCourseResRS -confirms (or denies) reservation of a given course.
These messages allow interested party: (1) to find a golf course with specific characteristics (claimed to include all features that any golfer could think off), (2) to check if a course of interest is available at a specific time and under a specified set of conditions (e.g. start time, or price), and (3) to make an actual reservation.
To illustrate the form of OTA messages, in Figure 1 we present an example on an OTA GolfCourseAvailRQ message (see, [17] ). In this message four friends specify that they would like to play golf on June 22nd, and the requested teeoff time is to be between 14:00 and 15:30. They are interested in playing at a specific golf course with the identifier PL4321 (it is assumed that through an earlier query-message they have established that PL4321 is the course that they are interested in). The maximum price that they are willing to pay for 18 holes is $75.00 per person. The aim of this message is to find if the PL4321 course is available at a given time and if the price condition is satisfied. Analysis of OTA golf-related messages (see, [3] for a complete description) revealed that two core concepts have to be defined: (a) Golf Course-specifying static features of a golf course (e.g. Course ID, Address, Architect, etc.) and (b) Golf Course Tee Time-defining (dynamic) information necessary for a reservation of a golf course (e.g. Start date and time, Price, Number of golfers, etc.). After identifying these two core concepts, taking into account the fact that we are developing and extending an existing ontology of travel (the TSS ontology), we have analyzed which of its parts should be re-used. As a result, in [3] we have introduced the resulting OTA golf ontology and indicated how it is going to be integrated with the TSS ontology.
3 Utilizing OTA golf messages and OTA golf ontology Let us now consider how the OTA golf messages and the OTA golf ontology can be utilized in the general context of "Internet-travel" and in the context of our Travel Support System. Here, we have to bring forward a slightly bigger picture of the "world of travel" that can provide a canvas for what we are doing. First, let us assume that the OTA messaging becomes an industry-wide standard for travelrelated communication. The second assumption is that the idea of the Semantic Web takes off as expected by its proponents, and utilization of ontologically demarcated data starts to become a standard ( [4] ). Finally, let us also assume that software agents start to play an important role in the computational fabric (see for instance arguments put forward in [13] ). Note that we do not claim that these assumptions are uncontroversial; rather, we simply accept them as the departure point and focus on developing a system that is going to work if they are to be true. However, our work is also geared toward assessing feasibility of these assumptions by attempting at implementing a system that utilizes them as its foundation. From the three assumptions follows naturally a vision of a situation in which at least the following stakeholders participate in travel-related activities:
-Users represented by their Personal Agents (PA); here the notion of the Personal Agent follows the concept of "agent as a personal assistant" put forward in [14] ; to support travel needs of Users, their PAs may contact either Travel Service Providers to obtain a specific information / reservation, or Travel Agencies which can provide, for instance, complete travel packages (e.g. airline ticket + car rental + hotel + golf). Obviously, in the first case content personalization will be facilitated by the PA alone. In the second case, it is possible that initial content personalization will take place within the Travel Agency (note that the TSS, can be viewed as such agency), which will utilize past interactions with a representative of a given User and, for instance, data clustering-based stereotypes, to select and rank offers out of existing possibilities. -Travel Service Providers that provide information about, and facilitate reservations of, specific travel entities (e.g. hotel chains, individual hotels, restaurants, golf course operators), as well as global reservation systems (e.g. Amadeus). Their role is most likely going to be limited to content delivery. The only exception may be related to existing loyalty programs, which will allow some of such entities (e.g. Mariott Hotels) to acquire, store and utilize customer data. -Travel agencies, which may play the same role as Travel Service Providers;
here we assume that it is unlikely that "anyone" will have access to global reservation systems (e.g. for security reasons). They also provide integrated services (e.g. a vacation package to Milan, consisting of: airline reservation + hotel + opera tickets). Their profit may come, for instance, from selling extra services on the basis of knowledge of habits of their users (similarly to Amazon.com suggesting additional items based on similarities of behavior of their customers).
Let us now discuss how these stakeholders may want to store the necessary data and in this context consider the question: will there be a single ontology of travel. While the ideal situation is promoted by project CYC [16] , where a single ontology of "everything" is to be developed, this vision is unlikely to materialize for a variety of reasons (e.g. multilinguality of the world, pragmatic needs of individual players etc.). Instead, we can expect that (a) some entities will move toward ontologies very slowly, e.g. old players such as global reservation systems, (b) some entities will utilize domain and business specific ontologies, e.g. hotel chains may use a combination of a "hotel as a tourist entity" ontology and "hotel as a business entity" ontology, while have no use and knowledge of ontologies of other travel entities, (c) Personal Agents may use simplified ontologies, that are large enough to support their users, e.g. in such ontology concepts related to "hotel as a place for a conference" (including capacity of meeting rooms) may be omitted. Therefore, we can expect that different stakeholders of the "world of travel" will utilize different data representation (ontologically demarcated, or not). Furthermore, even if data will be stored in an ontologically demarcated fashion, different players will use different ontologies.
These considerations point back to one of main reasons of creation of the OTA messaging system. While each travel entity may use different data storage, they all should be able to communicate utilizing OTA messaging. Obviously this means that each time messages are to be exchanged, a number of translations needs to take place: -In the case of Travel Service Providers, incoming OTA requests have to be translated into queries matching their internal data representation. Resulting responses have to be translated "back" into the OTA response messages and send to requesters. -We should assume that communication between the User and its Personal Agent does not involve OTA messages. Rather, the User fills-in a form (e.g. an HTML template) and the resulting querystring is send to the PA (see, [5] for more details about non-agent entities communicating with software agents). The Personal Agent takes the User -query and translates it into an OTA request message, which can be send either to Travel Service Providers, or to Travel Agencies. Obtained OTA response has to be translated into the local ontology, as this is the data representation that is used by the PA to filter and order responses (later translated into user readable form and displayed on the user device; for more details see, [5] ). -The Travel Agency (e.g. the TSS ) receives OTA requests from the User.
Some of them can be answered directly by the TSS. For instance, since in the TSS we gather data, and keep it fresh by systematic updates, static elements such characteristics of the golf course (represented by the Golf Course concept) can be found by querying the internal database of teh TSS. Specifically, in the current design of the TSS, ontologically demarcated travel data is kept in the Jena repository [12] . Therefore, the OTA request message is translated into the SPARQL query [19] and executed. The result may then either be translated into an OTA response message and send to the PA, or further processed (e.g. to propose other travel related items that a given User may be interested in and in this way to maximize its profit [10] ). The second possibility is that the original request requires access to Travel Service Providers (e.g. a request to check availability of a given golf course). Such message can be forwarded to an appropriate Travel Service Provider to obtain the necessary data (see above). The response is then treated as if it was obtained from the local database.
The scenario involving Travel Service Providers is uninteresting, as we cannot speculate what is their internal data representation. Furthermore, currently the Personal Agent is an internal part of the TSS (see [10] ). Therefore, to illustrate how to implement necessary translations we will focus on golf messages and the needs of the Travel Support System. However, at this stage we have not implemented golf-related functionalities directly within the TSS. Instead, for testing purposes, we have implemented it as a separate sub-system and introduced a number of auxiliary agents, out of which the most important one is the Translation Agent (TA). Actions undertaken by the TA depend on received messages and have been summarized in Table 3 (it should be obvious that the TA, or its functions could be used directly by (or within as a sub-agent of) the Personal Agent to fulfill its role in User support): Here, the Conditions structure contains list of objects of the class Condition and has the form: c l a s s C o n d i t i o n i m p l e m e n t s j a d e . c o n t e n t . Concept { S t r i n g name ; / * name o f t h e f e a t u r e ( e . g . ' ' A r c h i t e c t ' ' ) * / b o o l e a n r e q u i r e d ; / * i s g i v e n c r i t e r i o n i s r e q u i r e d ? * / S t r i n g v a l u e S t r i n g ; / * v a l u e ( e . g . ' ' Jan K o wa l sk i ' ' ) * / S t r i n g o p e r a t i o n ; / * o p e r a t i o n * / } Class Condition is used to specify criteria of a requested golf course (criteria based on the OTA GolfCourseSearchRQ message). This structure is used to generate the SPARQL query to be executed on the Jena repository.
The Map is a structure from the TSS. In the Golf sub-system it is used to specify details of the question regarding golf course availability. Map contains the list of objects of the class MapEntry and has the form: c l a s s MapEntry i m p l e m e n t s j a d e . c o n t e n t . Concept { p r i v a t e S t r i n g key ; / * name o f p a r a m e t e r ( e . g . " g o l f C o u r s e I d " ) * / p r i v a t e S t r i n g v a l u e ; / * v a l u e o f p a r a m e t e r ( e . g . "AW313" ) * / } Classes Conditions, Condition, Map and MapEntry extend class jade.content.Concept and are part of the GolfCourseOntology.
Implementing message translations
Agent TA, during the above summarized translations of messages utilizes classes generated by the Castor and the Jastor software [21, 11] . Castor is an Open Source data binding framework for Java. Castor's Source Code Generator creates a set of Java classes which represents an object model for an XMLSchema. The input file for the source code generator is an XSD file. We used Castor to generate classes for all six OTA messages (OTA GolfCourseSearchRQ, OTA GolfCourseSearchRS, OTA GolfCourseAvailRQ, OTA GolfCourseAvailRS, OTA GolfCourseResRQ, OTA GolfCourseResRS ). Castor generates classes, not only for messages but also for all types of their attributes. For instance let us consider a snippet of the the XMLSchema file for the OTA GolfCourseSearchRQ message: xmlns=" h t t p : //www. o p e n t r a v e l . o r g /OTA/ 2 0 0 3 / 0 5 " t a r g e t N a m e sp a c e=" h t t p : //www. o p e n t r a v e l . o r g /OTA/ 2 0 0 3 / 0 5 " < . . . a p p r o p r i a t e h e a d e r s come h e r e . . . > <x s : a n n o t a t i o n> <x s : d o c u m e n t a t i o n xml:lang=" en "> </ x s : d o c u m e n t a t i o n> </ x s : a n n o t a t i o n> <x s : e l e m e n t name=" OTA GolfCourseSearchRQ"> <x s : a n n o t a t i o n> <x s : d o c u m e n t a t i o n xml:lang=" en "> </ x s : d o c u m e n t a t i o n> </ x s : a n n o t a t i o n> <x s: c o m p l e x Ty p e> <x s : s e q u e n c e> <x s : e l e m e n t name=" C r i t e r i a "> <x s: c o m p l e x Ty p e> <x s : s e q u e n c e <x s : e l e m e n t name=" C r i t e r i o n " maxOccurs=" 99 "> <x s: c o m p l e x Ty p e> <x s : a t t r i b u t e G r o u p r e f=" C r i t e r i a G r o u p " /> </ x s: c o m p l e x Ty p e> </ x s : e l e m e n t> </ x s : s e q u e n c e> < . . . > </ x s : s c h e m a>
We can see that within the OTA GolfCourseSearch message there is a list of Criterion, which is an attribute that has reference to the CriteriaGroup. Now, part of the XMLSchema file for the CriteriaGroup has the form: <x s : a n n o t a t i o n> <x s : d o c u m e n t a t i o n xml:lang=" en "> </ x s : d o c u m e n t a t i o n> </ x s : a n n o t a t i o n> < x s : a t t r i b u t e name="Name" t y p e=" S t r i n g L e n g t h 1 t o 3 2" u s e=" r e q u i r e d "> <x s : a n n o t a t i o n> <x s : d o c u m e n t a t i o n xml:lang=" en "> </ x s : d o c u m e n t a t i o n> </ x s : a n n o t a t i o n> <x s : a t t r i b u t e G r o u p name=" C r i t e r i a G r o u p"> < . . . a p p r o p r i a t e h e a d e r s come h e r e . . . > </ x s : a t t r i b u t e> < x s : a t t r i b u t e name=" Value " t y p e=" S t r i n g L e n g t h 1 t o 1 6" u s e=" r e q u i r e d "> <x s : a n n o t a t i o n> <x s : d o c u m e n t a t i o n xml:lang=" en "></ x s : d o c u m e n t a t i o n> </ x s : a n n o t a t i o n> </ x s : a t t r i b u t e> < x s : a t t r i b u t e name=" Re q u i r e d " t y p e=" x s : b o o l e a n " u s e=" r e q u i r e d "> <x s : a n n o t a t i o n> <x s : d o c u m e n t a t i o n xml:lang=" en "></ x s : d o c u m e n t a t i o n> </ x s : a n n o t a t i o n> </ x s : a t t r i b u t e> < x s : a t t r i b u t e name=" O p e r a t i o n " t y p e=" S t r i n g L e n g t h 1 t o 1 6" u s e=" o p t i o n a l "> <x s : a n n o t a t i o n> <x s : d o c u m e n t a t i o n xml:lang=" en "></ x s : d o c u m e n t a t i o n> </ x s : a n n o t a t i o n> </ x s : a t t r i b u t e> </ x s : a t t r i b u t e G r o u p > Criterion has attributes: Name (type String; attribute required ), Value (type String; attribute required ), Required (type Boolean; attribute required ), Operation (type String; attribute optional ). Castor generates a class for the Criterion with methods get and set. Let us present a fragment of such resulting class: public c l a s s C r i t e r i o n implements j a v a . i o . S e r i a l i z a b l e { / * * A code r e p r e s e n t i n g t h e c r i t e r i o n on which t o f i l t e r * / p r i v a te j a v a . l a n g . S t r i n g name ; / * * The v a l u e o f t h e c r i t e r i o n * / p r i v a te j a v a . l a n g . S t r i n g v a l u e ; / * * A f l a g e s t a b l i s h i n g i f t h i s c r i t e r i o n must be met ( v a l u e \ t e x t i t {Yes } ) * / p r i v a te boolean r e q u i r e d ; / * k e e p s t r a c k o f s t a t e f o r f i e l d : r e q u i r e d * / p r i v a te boolean h a s r e q u i r e d ; / * Other o p e r a t i o n s t o be used as t h e f i l t e r ( e . g . GT, LT, e t c . ) . * / p r i v a te j a v a . l a n g . S t r i n g o p e r a t i o n ; //− C o n s t r u c t o r s −/ public C r i t e r i o n ( ) { super ( ) ; } //−− g o l f C o u r s e . t r a n s l a t i o n s . c a s t o r . C r i t e r i o n ( ) //− Methods −/ / * @return t h e v a l u e o f f i e l d 'name ' .
* / public j a v a . l a n g . S t r i n g getName ( ) { return t h i s . name ; } //−− j a v a . l a n g . S t r i n g getName ( ) / * @return t h e v a l u e o f f i e l d ' o p e r a t i o n ' . * / public j a v a . l a n g . S t r i n g g e t O p e r a t i o n ( ) { return t h i s . o p e r a t i o n ; } //−− j a v a . l a n g . S t r i n g g e t O p e r a t i o n ( ) / * @return t h e v a l u e o f f i e l d ' r e q u i r e d ' .
* / public boolean g e t R e q u i r e d ( ) { return t h i s . r e q u i r e d ; } //−− b o o l e a n g e t R e q u i r e d ( ) / * @return t h e v a l u e o f f i e l d ' v a l u e ' .
* / public j a v a . l a n g . S t r i n g g e t V a l u e ( ) { return t h i s . v a l u e ; } //−− j a v a . l a n g . S t r i n g g e t V a l u e ( ) / * Method h a sR e q u ir e d * / public boolean h a s R e q u i r e d ( ) { return t h i s . h a s r e q u i r e d ; } //−− b o o l e a n h a sR e q u ir e d ( ) < . . . c o n t i n u e d . . . > In class generated for OTA GolfCourseSearchRQ are methods to get and set list of Criteria: public c l a s s OTA GolfCourseSearchRQ implements j a v a . i o . S e r i a l i z a b l e { . . . / * * F i e l d c r i t e r i a * / p r i v a te g o l f C o u r s e . t r a n s l a t i o n s . c a s t o r . C r i t e r i a c r i t e r i a ;
. . . / * * Returns t h e v a l u e o f f i e l d ' c r i t e r i a ' . * @return t h e v a l u e o f f i e l d ' c r i t e r i a ' . * / public g o l f C o u r s e . t r a n s l a t i o n s . c a s t o r . C r i t e r i a g e t C r i t e r i a ( ) { return t h i s . c r i t e r i a ; } //−− g o l f C o u r s e . t r a n s l a t i o n s . c a s t o r . C r i t e r i a g e t C r i t e r i a ( ) . . . / * * S e t s t h e v a l u e o f f i e l d ' c r i t e r i a ' . * @param c r i t e r i a t h e v a l u e o f f i e l d ' c r i t e r i a ' . * / public void s e t C r i t e r i a ( g o l f C o u r s e . t r a n s l a t i o n s . c a s t o r . C r i t e r i a c r i t e r i a ) { t h i s . c r i t e r i a = c r i t e r i a ; } //−− v o i d s e t C r i t e r i a ( g o l f C o u r s e . t r a n s l a t i o n s . c a s t o r . C r i t e r i a )
All requested classes generated by Castor have method marshal and static method unmarshal. These methods are used to convert Java classes to XML and to transform that XML back into the Java code. Method marshal converts an instance of a class to XML. Note using the method marshal we can transform only instances of a class, not the class itself. We instantiate (or obtain from a factory or from another instance-producing mechanism) that class to give it a specific form. Then, we populate fields of that instance with the actual data. Obviously that instance is unique; it bears the same structure as any other instances of the same class, but the data is separate. For instance, when we want to create the XML file from the OTA GolfCourseSearchRQ message, we have two classes: TA GolfCourseSearchRQ and Criterion. We must create instances of these classes and insert data into them. Here we will present only an example of utilization of the marshall method.
// c r e a t e i n s t a n c e o f OTA GolfCourseSearchRQ c l a s s OTA GolfCourseSearchRQ o t a = new OTA GolfCourseSearchRQ ( ) ; // s e t d a t a t o t h i s i n s t a n c e . . . // c r e a t e i n s t a n c e o f C r i t e r i a C r i t e r i a c r i t e r i a = new C r i t e r i a ( ) ; // p u t d a t a from l i s t o f s t r u c t u r e Condtion t o C r i t e r i a f o r ( I t e r a t o r i t e r = c o n d i t i o n s . g e t A l l C o n d i t i o n s ( ) ; i t e r . hasNext ( ) ; ) { C o n d i t i o n c o n d i t i o n = ( C o n d i t i o n ) i t e r . n e x t ( ) ; // c r e a t e i n s t a n c e o f c l a s s C r i t e r i o n C r i t e r i o n c r i t e r i o n = new C r i t e r i o n ( ) ; c r i t e r i o n . setName ( c o n d i t i o n . getName ( ) ) ; c r i t e r i o n . s e t O p e r a t i o n ( c o n d i t i o n . g e t O p e r a t i o n ( ) ) ; c r i t e r i o n . s e t R e q u i r e d ( c o n d i t i o n . g e t R e q u i r e d ( ) ) ; c r i t e r i o n . s e t V a l u e ( c o n d i t i o n . g e t V a l u e S t r i n g ( ) ) ; c r i t e r i a . a d d C r i t e r i o n ( c r i t e r i o n ) ; } // p u t i n s t a n c e o f C r i t e r i a t o i n s t a n c e o f c l a s s OTA GolfCourseSearchRQ ; o t a . s e t C r i t e r i a ( c r i t e r i a ) ; } After that, we can convert these instances to XML: / * p u t v a l u e s t o OTA ( o b j e c t o f c l a s s OTA GolfCourseSearchRQ) * / . . . W r i t e r w r i t e r = new S t r i n g W r i t e r ( ) ; try { / * c o n v e r t o b j e c t t o stream (XML t e x t ) * / o t a . m a r sh a l ( w r i t e r ) ; } catch ( M a r s h a l E x c e p t i o n e ) { . . . } catch ( V a l i d a t i o n E x c e p t i o n e ) { . . . } And we get XML:
<?xml version=" 1 . 0 " e n c o d i n g="UTF−8" ?> <OTA GolfCourseSearchRQ xmlns=" h t t p : //www . o p e n t r a v e l . o r g /OTA/ 2 0 0 3 / 0 5 " x m l n s : x s i=" h t t p : //www. w3 . o r g / 2 0 0 1 /XMLSchema−i n s t a n c e " x s i : s c h e m a L o c a t i o n= " h t t p : //www. o p e n t r a v e l . o r g /OTA/ 2 0 0 3 / 0 5 OTA GolfCourseSearchRQ . xsd " EchoToken=" 5 4 3 2 1 " TimeStamp=" 2003−11−12 T 1 0 : 3 0 : 0 0 " Ta r g e t=" P r o d u c t i o n " V e r s i o n=" 1 . 0 0 1 " SequenceNmbr=" 2432 " PrimaryLangID=" en " ID=" FL4902 " D e t a i l R e s p o n s e=" t r u e "> < C r i t e r i a> <C r i t e r i o n Name=" A r c h i t e c t " Value = ' ' Ro b e r t J o n e s ' ' Re q u i r e d=" f a l s e " /> <C r i t e r i o n Name=" S l o p e " Value=" 110 "
Re q u i r e d=" t r u e " O p e r a t i o n=" LessThan" /> </ C r i t e r i a> </ OTA GolfCourseSearchRQ>
The second generator Jastor is used for work with ontologies. It generates classes for them (like Castor for the XMLSchema). Next, we can use Jastor to convert instances of these classes to instances of ontologies and transform back instances of ontologies to objects of these classes. Jastor generates Java interfaces, implementations, factories and listeners for ontologies. For instance, for the ontology GolfCourse, Jastor has generated four files:
-interface GolfCourse extends com.ibm.adtech.jastor.Thing -interface GolfCourseListener extends com.ibm.adtech.jastor.ThingListener -class GolfCourseImpl extends com.ibm.adtech.jastor.ThingImpl -class GolfCourseFactory extends com.ibm.adtech.jastor.ThingFactory
