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Tato bakalářská práce se zabývá návrhem a implementací komponenty umožňující filtrování
dat. Data jsou nejčastěji organizována prostřednictvím databáze. Ta může být umístěna lo-
kálně u klienta, nebo na straně serveru. Komponenta podporuje oba typy úložišť. V případě
vzdálené databáze mohou být filtrační kritéria aplikována již na serveru, tedy ještě před tím,
než jsou samotná data přenesena ke klientovi. Práce dále popisuje obecné řešení problému a
konkrétní implementaci. Komponenta je vyvinuta v jazyce C# pro běhové prostředí .NET.
Všechny části aplikace, včetně grafického rozhraní, jsou navrženy a zde popsány s ohledem
na jednoduché použití a rozšiřitelnost.
Abstract
This bachelor thesis focuses on the design and the implementation of a component allowing
to filter data. These are in most occasions organised using a database. This can be stored
localy at a client, or on a server. The component supports both types of storage. If the
database is stored on a server, the filtering criteria can be applied on the server itself
even before transfering the data to the client. Furthermore the thesis describes a general
solution of the problem and a specific implementation. The component is developped in
the C# language for running environment .NET. All the parts of the application, including
the graphic user interface, are designed and described with regard to an easy use and
expansibility.
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Většina dnešních aplikací je založena na práci s daty. Ať už ve formě ukládání do souboru na
lokální stanici, nebo prostřednictvím jazyka SQL [13] na server. Může se jednat například
o webové stránky cestovní kanceláře, sázkový portál nebo klientský portál libovolné firmy.
Všechny tyto aplikace mají společné jedno, pracují s větším množstvím dat organizovaným
prostřednictvím databáze.
S rozvojem a vyšší dostupností výpočetní techniky a internetu přechází stále více firem
k elektronickým systémům, které nahrazují ty stávající papírové. Místo kartoték a archivů
vznikají rozsáhlé databáze obsahující desítky GB dat.
S tím souvisí i pojem filtrování dat, popsaný v kapitole 2. Samotná data jsou užitečná,
pouze pokud se nad nimi můžeme efektivně dotazovat a vybírat tak relevantní záznamy
pro danou situaci.
Všechna databázová úložiště samozřejmě filtrování dat umožňují. Problém nastává v kon-
cové aplikaci, pokud má mít uživatel možnost vytvářet komplexní filtrační kritéria.
Většina filtračních komponent pro běhové prostředí .NET (některé z nich jsou zmíněné
v kapitole 4) nejprve stáhnou část dat z databáze ke klientovi a teprve poté je na straně
klienta umožňují filtrovat. Tento přístup skrývá několik nevýhod a proto je někdy vhodné
provést filtrování dat již na straně serveru a ke klientovi přenést pouze malé množství
relevantních a především aktuálních dat. Pokud je databáze umístěna na lokální stanici,
problém s přenosem dat odpadá.
Tato bakalářská práce se zabývá problémem filtrování dat. Je zde popsána struktura,
implementace a princip konkrétní komponenty pro prostředí .NET, která využívá výhod
filtrování dat na straně serveru.
Kapitola 2 podrobněji pojednává o významu filtrování dat. Kapitola 4 popisuje existující
komerční produkty, jejich výhody a nevýhody. Dále kapitola 5 rozebírá jednotlivé části, ze




Jako příklad pro aplikace uživatelských filtrů lze použít informační systém cestovní kan-
celáře. Ta z počátku obsahuje několik málo zájezdů a jednoho uživatele. Uživatel zadává
objednávky, čímž vznikají faktury, smlouvy a další dokumenty. Postupem času přibývají
další uživatelé a další dokumenty.
Dokud je záznamů relativně málo, lze se všemi daty v databázi pracovat efektivně. Od
určitého okamžiku přestává být práce s daty pohodlná a efektivní, protože většinu času
zabírá procházení záznamů a ruční vyhledávání relevantních dat. Je jisté, že objem dat
postupem času v aplikaci stále roste.
V tento okamžik přichází na řadu filtrování dat. Za pomoci kritéria (dále filtrační výraz )
vybereme z celé množiny vstupních dat pouze podmnožinu dat, která toto kritérium splňuje.
Podmínkou může být zcela jednoduchý výraz jako cena zájezdu je nižší než 10000 Kč a nebo
mnohem komplikovanější, např. cena zájezdu je nižší než 10000 Kč, jedná se o zájezd
do Evropy, ale ne do České Republiky. Samozřejmě se může stát, že filtračnímu výrazu
nevyhovuje žádný záznam v databázi. V takovém případě nejsou uživateli zobrazena žádná
data.
V tabulce 2.1 si názorně předvedeme příklad z předchozího odstavce. Mějme tedy ta-
bulku zájezdů. U každého zájezdu je uveden stát spolu s kontinentem a celková cena zá-
jezdu. Na data aplikujeme výše zmíněný filtrační výraz cena zájezdu je nižší než 10000 Kč,
jedná se o zájezd do Evropy, ale ne do České Republiky. Buňky tabulky, které nesplňují
kritérium, jsou podbarveny šedou barvou.
Řádek Stát Kontinent Cena
1 Česká Republika Evropa 1000 Kč
2 Polsko Evropa 11000 Kč
3 Kanada Severní Amerika 24000 Kč
4 Německo Evropa 9000 Kč
Tabulka 2.1: Příklad filtrování dat
Jak vidíme, jediný řádek, který splňuje všechny podmínky, je řádek číslo 4. Pokud
libovolný sloupec v řádku tabulky nesplňuje podmínku filtračního výrazu, je celý řádek
z výsledku vyřazen. Z toho vyplývá, že pro splnění podmínky musí zároveň platit všechna





Výsledkem práce je komponenta filtr pro .NET WinForms. Komponenta umožňuje jedno-
duše vytvářet filtrační výraz a vyhodnocení tohoto výrazu probíhá na straně serveru.
Komponenta musí být pro klienta programátorsky rozšiřitelná. Koncový programátor
užívající komponentu pro fungování své aplikace by měl mít přístup k vnitřní reprezentaci
filtračního výrazu. Více se této problematice věnuje sekce 8.3. S tímto souvisí programová
tvorba výrazu (viz sekce 8.4). Komponenta může být také použita zcela bez uživatelského
rozhraní pro tvorbu abstraktních filtračních dotazů podobných například technologii LINQ
(anglicky Language Integrated Query) [2]. Výhodou je, že programátor nemusí znát kon-
cový jazyk do kterého bude filtrační výraz přeložen. Tato koncepce podporuje vícevrstvou
architekturu aplikace [12] a zjednodušuje případnou výměnu formátu datového úložiště bez
nutnosti přepsat všechny dotazy. Použití komponenty v tomto smyslu nicméně není jejím
hlavním účelem a proto zde nebude dále rozebíráno.
3.1 Požadavky na výslednou komponentu
Některé požadavky, jako například jednoduchá programátorská tvorba výrazu, jsou nastí-
něny v sekci 3 (a dále rozebírány v sekci 3.1.5 a 3.1.6). To je pouze malá část kompletního
výčtu požadavků. Při analýze byl kladen důraz především na co nejuniverzálnější imple-
mentaci základní funkcionality. Další specifické funkce si doplní koncový programátor, který
v tomto smyslu nesmí být omezován.
3.1.1 Vlastní operátory
Základní implementace komponenty obsahuje množinu předdefinovaných operátorů (více
v sekci 7).
Tato množina je nicméně konečná a v některých případech může být nedostačující.
Komponenta tedy musí disponovat prostředky pro programové doplnění částí, které uživa-
tel, potažmo programátor, postrádá. Musíme si při tom uvědomit, že operátor je klíčová
část filtračního výrazu a je spjata napříč celou komponentou se všemi jejími prvky. Daný
operátor lze použít s podmnožinou datových typů. Také je potřeba myslet na datové typy,
které budou přidány v budoucnu (viz 3.1.2) a v neposlední řadě je to právě exportní modul
(sekce 9.1), který musí znát význam operátoru a správně ho interpretovat.
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3.1.2 Vlastní datové typy
Tak jako vlastní operátory v sekci 3.1.1, i množina datových typů podporovaných v základní
implementaci je konečná. Vychází primárně z datových typů, nad kterými operují dnešní
datová úložiště. Výčtem jsou to číselné datové typy, řetězce a datum a čas. Tato množina
je pro většinu případů dostačující. Nemůžeme však vyloučit případ, kdy vyvstane potřeba
pro speciální datový typ. Komponenta s tím musí počítat.
3.1.3 Libovolné grafické rozhraní v rámci technologie .NET
Uživatelské rozhraní je klíčová část každé komponenty, kterou obsluhuje koncový uživatel.
Je to jediná část systému kterou vidí a je to vlastně rozhraní mezi komponentou jako
takovou a uživatelem samotným (od toho název uživatelské rozhraní [14]).
Běhové prostředí .NET (v aktuální verzi 3.5) primárně obsahuje uživatelská rozhraní
• WinForms - tj. standardní okenní aplikace,
• WPF (anglicky Windows Presentation Foundation) - rozšířené a v základu skinova-
telné rozhraní pro okenní aplikace,
• ASP.NET - standardní webové formuláře a
• ASP.NET MVC (anglicky Model-view-controller [1]) - třívrstvá architektura pro
webová aplikace.
Komponenta může fungovat s grafickou nadstavbou ve všech těchto uživatelských rozhra-
ních, pokud je doplněna o potřebný modul (viz kapitola 10).
3.1.4 Počítané sloupce
Hodnota počítaného sloupce je vyhodnocena na základě jedné nebo více hodnot v rámci
jednoho řádku.
Některé dnešní databáze poskytují prostředky pro počítané i pro předpočítané sloupce
(rozdíl je pouze v tom, jestli je daná hodnota po vypočítání uložena) [3]. Příkladem takové
databáze je MSSQL [7]. Některá databázová úložiště těmito prostředky naopak nedispo-
nují. V některých případech je počítaný sloupec využit pouze v jednom specializovaném
aplikačním pohledu na data. V tom případě je vhodné, aby tento sloupec uměla počítat
filtrační komponenta v aplikační vrstvě.
Tato možnost do komponenty implementována nebyla.
3.1.5 Přístup k vnitřní reprezentaci výrazu
Programátor koncové aplikace by měl mít přístup k vnitřní reprezentaci filtračního vý-
razu. Tento požadavek úzce souvisí s tvorbou filtračního výrazu v sekci 3.1.6. Pokud je
programátor schopný nějakými prostředky výraz vytvořit, měl by mít také možnost ho číst
a měnit.
3.1.6 Programová tvorba filtračního výrazu
Komponentu lze provozovat i zcela bez uživatelského rozhraní. Poté je jediným prostředkem
pro tvorbu výrazu právě jeho programová tvorba. Zápis by měl být stručný a jednoduše
pochopitelný. Příkladem takového zápisu je Fluent API popsané v sekci 8.4.1.
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3.1.7 Vlastní exportní modul
Exportní modul, podrobně popsaný v sekci 9.1, provádí transformaci vnitřní objektové re-
prezentace filtračního výrazu do jiného formátu, který může být vyhodnocen – typicky na
straně serveru. Protože takových formátů existuje teoreticky nekonečně mnoho, je bezpod-
mínečně nutné, aby měl programátor prostředky k vytvoření vlastního exportního modulu
a také prostředky pro rozšíření již existujících modulů. Pokud například programátor rozšíří
komponentu o vlastní datové typy a operátory, musí v zápětí rozšířit i exportní modul, aby
rozuměl jejich významu a mohl provést transformaci filtračního výrazu korektně.
Exportní modul navíc nemusí sloužit pouze k vyhodnocení filtračního výrazu, ale také
k jeho uložení. Jako takový ovšem nemá větší význam, pokud neexistuje obousměrný převod
mezi formátem a interní reprezentací výrazu. Více viz obecný importní modul v sekci 9.2




Komponenta pro filtrování dat není v oblasti softwarového inženýrství žádnou novinkou. Na
internetu lze nálezt řadu hotových komponent. Většina se specializuje na jedno konkrétní
uživatelské rozhraní a filtrování dat probíhá na straně klienta aplikováním filtrů na datové
zdroje.
Všechna data jsou nejdříve přenesena na stranu klienta a až poté jsou na ně aplikována
filtrační kritéria. To má své výhody i nevýhody. Objem prvotně přenášených dat může být
poměrně velký. Nicméně server není zatěžován neustálými požadavky od klientů. Pokud je
kritická i aktuálnost dat, pak je tento přístup zcela nepoužitelný.
Na původní zdroj dat lze aplikovat prvotní filtr, takže objem přenášených dat může být
již v počáteční fázi značně zredukován. Tím ale odstíníme uživatele od jisté množiny dat,
což nemusí být v některých případech přijatelné.
Komponenta popsaná v této bakalářské práci umožňuje uživatelský vstup z libovolného
uživatelského rozhraní v prostředí .NET. Umožňuje filtrování dat na straně serveru a při
použití vhodného exportního modulu (sekce 9.1) dokonce i na straně klienta.
4.1 Telerik RadFilter
Společnost Telerik [8] se specializuje na vývoj komponent pro běhové prostředí .NET. Nabízí
komponenty pro WinForms, WPF, ASP.NET i ASP.NET MVC. Všechny komponenty jsou
placené, s vyjímkou ASP.NET MVC, které jsou zdarma.
Komponenta RadFilter (na obrázku 4.1) pro filtrování dat se nachází v balíčku ASP.NET
Ajax. Je úzce spjata s komponentou RadGrid a nelze ji zakoupit samostatně. Celý balíček
v licenci pro jednoho vývojáře bez aktualizací (jednorázový nákup) stojí přibližně $800.
V balíčku pro WinForms lze nalézt pouze filtr integrovaný v komponentě RadGrid, nikoliv
jako samostatnou komponentu.
Filtr neumoňuje filtrování na straně serveru. Poskytuje pouze prostředky pro filtrování
datového zdroje (Data Source), který udržuje data lokálně na klientovi.
Všechny komponenty od společnosti Telerik umožňují změnu vzhledu pomocí tzv. skinů.
Rozložení ovladacích prvků filtrační komponenty je nicméně neměnné a pevné dané. Změna
skinu ovlivňuje pouze barvu komponenty a ikony některých tlačítek.
Komponenta umožňuje nadefinovat vlastní editor pro každý sloupec a nedisponuje žád-
nými prostředky pro vyšší míru abstrakce. Varianta integrovaná do komponenty RadGrid
umí vygenerovat definici sloupců automaticky z datového zdroje.
Užitečnou vlastností produktu je, že umí filtrační výraz uložit a následně načíst. For-
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Obrázek 4.1: Komponenta RadFilter od společnosti Telerik
mátem je řetězec base64. Bližším studiem výstupního souboru bylo zjištěno, že se jedná
o binárně serializovaný filtrační výraz.
Komponenta nabízí jednoduchý mechanismus pro lokalizaci řetězců. Stačí nahradit
správné atributy komponenty vlastními řetězci a o zbytek se postará jádro komponenty.
To je umožněno díky tomu, že jsou všechny operátory a datové typy pevně zakotveny
v komponentě, což je na úkor rozšiřitelnosti.
4.2 DevExpress ASPxFilter
SpolečnostDevExpress [4] je konkurentní společností firmy Telerik. Nabízí tak téměř totožné
produkty. Cena komponent se v tomto případě pohybuje kolem $900.
Tak jako RadFilter od společnosti Telerik (popsaný v sekci 4.1), i ASPxFilter (na ob-
rázku 4.2) provádí filtraci dat na straně klienta. Komponenta rovněž není v základu na-
vržena pro možnost rozšíření o nové operátory.
Obrázek 4.2: Komponenta ASPxFilter od společnosti DevExpress
Společnost DevExpress nabízí komponentu ASPxFilter ve dvou variantách. Jako vesta-
věnou v komponentě ASPxGrid nebo samostatnou komponentu. V tomto případě existuje
i komponenta pro WinForms.
Komponenta umožňuje uložit a načíst filtrační výraz jako prostý text. Jedná se o zápis
částečně podobný jazyku SQL. Existují také neověřené produkty třetích stran, které od-
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straňují mírné odlišnosti od SQL zápisu a částečně tak umožňují filtrování dat na straně





Předpokládáme, že filtrovaná data jsou organizována do tabulek. Návrh komponenty tak
vychází z definice tabulky. Sloupec je definován svým názvem a typem dat, který obsahují
řádky. Každý řádek pak obsahuje konkrétní data pro všechny sloupce.







Exportní modul Importní modul
Obrázek 5.1: Struktura komponenty
Stavebním kamenem jsou datové typy (kapitola 6) a dále sloupce, které v databázi
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obsahují data daného datového typu.
Operátory (kapitola 7) operují pouze nad určitými datovými typy a definují jaké operace
nad nimi lze provádět. Pro účely filtrování dat se jedná především o porovnávání hodnot.
Dále samotný filtrační výraz (kapitola 8), který reprezentuje uživatelem zadané krité-
rium, které musí data splňovat. Slučuje tak datové typy, operátory a sloupce do jednoho
kompaktního celku.
Uživatelské rozhraní (kapitola 10) je jeden z možných způsobů, jak vytvořit filtrační
výraz. Datová cesta je obousměrná. Zadáváním příkazů do uživatelského rozhraní vzniká
filtrační výraz. Zrovna tak lze inicializovat uživatelské rozhraní z již existujícího výrazu.
Například pokud byl načten z XML (sekce 9.2.1) nebo vytvořen programovou cestou (sekce
8.4).
Exportní modul (sekce 9.1) se stará o převod filtračního výrazu do jiného formátu. Nao-
pak importní modul (sekce 9.2) ve speciálních případech provádí převod v opačném směru.
Prozatím jediné využití našel importní modul při načítání výrazu uloženého (exportova-
ného) do formátu XML.
Jádro komponenty (kapitola 11) sdružuje všechny výše zmíněné prvky do jednoho celku.
5.2 Testovatelný kód
Návrh programu je založený na rozhraních (anglicky interface-based design), který podpo-
ruje testovatelný kód. Rozhraní (anglicky interface) si lze představit jako kontrakt, k jehož
používání se zavazují obě strany. Jedná se o kolekci funkcí a vlastností, které lze používat
bez znalosti konkrétní třídy a její implementace.
Pokud funkce na vstupu přijímá rozhraní, lze na tento vstup dosadit libovolný objekt,
který toto rozhraní implementuje. Funkce nepracuje s objektem konkrétní třídy, ale pouze
s předepsaným rozhraním. Díky tomu lze při testování kódu pomocí NUnit testů [5] místo
fyzického objektu dosadit podvržený objekt, který prakticky nevykonává žádné užitečné
operace, ale pouze kontroluje správné užívání rozhraní a tím i správné, resp. očekávané,
chování testované funkce. Takový objekt se označuje jako Mock object [11].
Další výhodou návrhu založeném na rozhraní je fakt, že můžeme vytvořit celou hierarchii
rozhraní a jejich vzájemnou provázanost bez nutnosti napsat jediný řádek funkčního kódu.
Můžeme si předem připravit kostru celého programu a zkontrolovat, že v každé funkci
máme dostupné všechny potřebné informace (vstupní argumenty). Jakmile máme tento
krok hotový, vytvoříme objekty implementující připravená rozhraní a tím dokážeme, že je
návrh správný a funkční.
Takto navržený kód je sám o sobě jednoduše rozšiřitelný. Pokud chceme změnit fungo-
vání některé z dílčích částí, vytvoříme novou třídu, která bude implementovat požadované




Datové typy jsou stavebním kamenem filtračního výrazu. Každý operátor (viz kapitola 7)
přijímá pouze hodnoty určitého datového typu, případně skupinu datových typů. Více o této
problematice pojednává sekce 6.2. S datovým typem je úzce spjato i uživatelské rozhraní,
protože uživatel musí být schopen zadat hodnotu každého datového typu, který se vyskytuje
v definici sloupců.
6.1 Práce s datovými typy
Aby byl zajištěn jednotný programový přístup k hodnotám datových typů, obsahuje definice
sloupce také třídu, která zajišťuje přístup k jeho hodnotám. Jmenovitě se jedná o výchozí
hodnotu, kontrolu hodnoty a definici příslušnosti datového typu ke skupině. Je třeba si uvě-
domit, že tyto operace se neváží na konkrétní datový typ, ale na jeden nebo více konkrétních
sloupců se stejným datovým typem. To proto, že význam hodnoty ve sloupci nemusí být
vždy shodný s datovým typem. Pomocí kontroly hodnoty lze na hodnoty v datovém typu
aplikovat restrikci.
6.1.1 Výchozí hodnota
Výchozí hodnota je hodnota, která se použije například v případě, kdy je uživatelem zadaný
vstup neplatný nebo při inicializaci nové instance datového typu.
Pro představu, u datového typu Integer se může například jednat o hodnotu 0. Výchozí
hodnota pro řetězec může být prázdný řetězec. Pro datum dnešní den a pro datový typ
Boolean hodnota false.
6.1.2 Kontrola hodnoty
Samotný datový typ má vnitřní reprezentací určený datový rozsah. Programová kontrola
hodnoty se nachází jako další vrstva nad tímto rozsahem. Pokud má hodnota ve sloupci
význam telefonního čísla a je uložena v datovém typu String, není potřeba vytvářet speciální
datový typ pro obsluhu telefonního čísla. Postačí do definice sloupce přidat kontrolu hodnoty
a tím je zajištěno, že uživatel vždy zadá platné telefonní číslo. I když datový typ String
může obsahovat libovolný řetězec. Celou situaci ilustuje obrázek 6.1.
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Praha, +420 800 123 456, Brno
Kontrola hodnoty
+420 800 123 456
Obrázek 6.1: Kontrola hodnoty telefonního čísla
6.2 Skupiny datových typů
Pro vyšší míru abstrakce a jednoduchost vytváření operátorů lze datový typ přiřadit do
skupiny. Může se jednat o jednu z předdefinovaných a nebo může být zadána skupina se
zcela libovolným názvem.
Výhodou tohoto přístupu je, že programátor nemusí každému operátoru přiřazovat, s ja-
kým konkrétním typem je slučitelný. Místo toho přiřadí datový typ do skupiny a operátoru
přiřadí pouze skupiny, nad kterými je schopen operovat.
Další výhodou je dopředná kompatibilita s novými datovými typy. Pokud například
operátor je rovno operuje se skupinou datových typů číslo a v budoucnu bude vytvořen
nový datový typ římské číslo a přiřazen do skupiny číslo, pak bude operátor je rovno
automaticky použitelný s datovým typem římské číslo bez nutnosti explicitního uvedení















Obrázek 6.2: Operátor v závislosti na skupině číselných datových typů
Přiřazení datového typu do skupiny je volitelné. Operátor lze přiřadit ke skupině da-
tových typů zrovna tak jako k jednomu konkrétnímu datovému typu. Také lze datový typ
přiřadit do více skupin. Pro shodu skupiny datového typu se skupinou operátoru poté stačí
shoda alespoň jedné skupiny.
Dvojice povolených a zakázaných kombinací operátorů a datových typů jsou uloženy
v komponentě (kapitola 11).
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6.3 Rozšiřitelnost
Komponenta v základní implementaci umožňuje práci se všemi jednoduchými typy běho-
vého prostředí CLR (anglicky Common Language Runtime) [6], a dále s datovým typem
String a Datetime. To je dostačující pro většinu případů. Nejčastěji se v databázích vysky-
tuje číslo, datum a řetězec. Všechny tyto datové typy jsou zastoupeny.
Ve speciálních případech může nastat situace, kdy si programátor s těmito datovými
typy nevystačí. V takovém případě disponuje komponenta prostředky pro přidání vlastního
datového typu. Koncový programátor musí provést tři nebo čtyři kroky. Konkrétně vytvoření
nového datového typu (sekce 6.3.1), vytvoření třídy pro obsluhu datového typu (sekce 6.1.1,
6.1.2 a 6.2), rozšíření exportních modulů (sekce 6.3.2) a volitelně vytvoření editoru hodnoty
pro vstup z uživatelského rozhraní (sekce 6.3.3).
6.3.1 Vytvoření nového datového typu
Nový datový typ bude pravděpodobně založen na nějakém existujícím typu a nebo se bude
přímo jednat o existující typ, který ovšem není v základu podporovaný. Komponentu lze
rozšířit pomocí obou možností.
6.3.2 Rozšíření exportních modulů
Pokud exportní modul při transformaci výrazu narazí na výraz s pro něj neznámým datovým
typem, skončí export s chybou. V případě nového datového typu je tedy potřeba každý
(stačí každý, v aktuální aplikaci používaný) exportní modul rozšířit o exportní funkci. To je
funkce, která se pro daný datový typ pro export hodnoty zavolá. Více se lze dočíst v sekci
9.1.
XML exportní modul, popsaný také v sekci 9.1.3, je speciální modul použitý primárně
pro ukládání výrazu. Ne pro jeho vyhodnocení. Lze jej rozšířit jednodušeji a to implementací
rozhraní IXmlExportable ve vlastním datovém typu. Toto rozhraní deklaruje jedinou funkci
jejímž výstupem je XmlElement jakožto reprezentace aktuální instance objektu.
6.3.3 Vytvoření editoru hodnoty pro vstup z uživatelského rozhraní
Velmi zjednodušeně řečeno, jedná se o třídu, která vytvoří komponentu uživatelského roz-




Operátory, stejně jako datové typy, tvoří nedílnou součást filtračního výrazu. Operátor
definuje relaci mezi hodnotou ve sloupci a uživatelem zadanou konstantou.
Operátor v komponentě nedefinuje logiku pro vyhodnocení. Pouze způsob zápisu. Ex-
portní modul se postará o transformaci do cílového výrazu a ten je teprve vyhodnocen.
Nejčastěji na straně serveru.
Do komponenty jsou vestavěny základní operátory jako test ekvivalence, porovnání or-
dinální hodnoty a test na prázdnou hodnotu. Další operátory mohou být doplněny pomocí
rozšiřujících mechanismů. Viz následující sekce 7.2.
7.1 Reprezentace
Každý operátor nese povinně pouze typ operace (rovnost, nerovnost,. . . ). Samotné hodnoty
jsou uloženy až ve filtračním výrazu (kapitola 8).
Příkladem ternálního operátoru je operátor between. Př.: hodnota ve sloupci plat je
mezi hodnotou 15 000 Kč a 20 000 Kč.
7.2 Rozšiřitelnost
Programátor může chtít rozšířit operátory nad jednak již podporovanými datovými typy
a nebo nad nově vytvořenými. Obojí je možné. Párování probíhá pomocí skupin datových




Filtrační výraz spojuje datové typy, jejich hodnoty, operátory a sloupce do jednoho kom-
paktního celku.
Existují dva typy výrazů:
• výrazy s operátory (anglicky operator expression) a
• skupinové spojky (anglicky expression holder).
Znázorněno v diagramu rozhraní 8.1. Funkce Validate slouží ke kontrole výrazu před jeho












Obrázek 8.1: Diagram rozhraní reprezentace filtračního výrazu
8.1 Výrazy s operátory
Z hlediska významu, datové reprezentace a zobrazení v uživatelském rozhraní je nejvhod-
nější rozdělit tyto výrazy podle počtu operandů. Tím vznikají třídy pro unární, binární,
ternální a výrazy s více operandy.
Každý výraz obsahuje použitý operátor. Dále název sloupce, nad kterým se operátor
vyhodnocuje. To je vždy první operand každého výrazu. U binárního výrazu následuje jedna
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konstanta. Ta musí mít stejný datový typ jako sloupec. U ternálního výrazu a výrazu s více
operandy následují další konstanty.
8.2 Skupinové spojky
Tyto výrazy slouží pouze jako kontejnery pro další výrazy. Těmi může být obecný výraz
(výraz s operátory nebo skupinová spojka). Viz IExpression na obrázku 8.5.
Příkladem těchto výrazů jsou skupinové operátory AND a OR. Logika vychází z jazyka
SQL (anglicky Structured Query Language [13]).
Speciálním typem výrazu je logická negace NOT. Ta sice nesdružuje více výrazů dohro-
mady, nicméně se aplikuje na výsledek jiného podvýrazu. Může být tedy implementována
jako skupinová spojka s omezením mohutnosti množiny podvýrazů na právě jeden výraz.
8.3 Objektová reprezentace výrazu
Filtrační výraz je reprezentován stromovou strukturou. Pokud výraz tvoří jediný koncový
výraz s operátorem (viz sekce 8.1), pak je zároveň kořenem stromu a jediným koncovým
uzlem. Ve všech ostatních případech, tedy pokud je strom neprázdný, musí být kořenem
a vnitřními uzly pouze skupinové spojky (viz sekce 8.2). Tuto situaci ilustruje obrázek 8.2.
Tento obrázek zároveň znázorňuje implementaci skupinového operátoru NOT jako výrazu







Obrázek 8.2: Stromová reprezentace filtračního výrazu
8.4 Programová tvorba výrazu
Se stromovou reprezentací výrazu úzce souvisí jeho programová tvorba. Každý prvek stromu
(kořen, uzel i list) je programově reprezentován třídou (anglicky class). Zanořené výrazy
jsou poté řešeny kolekcí dalších výrazů.
Výraz lze programově vytvořit skládáním instancí tříd do sebe. Například pouze po-
mocí konstruktorů, jak ukazuje následující kód. Kód koresponduje s příkladovým výrazem
z obrázku 8.2.
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1 Express ion = new ANDExpression (new ORExpression (new
NativeBinaryExpress ion ( ”column” , NativeOperatorType .
GreaterThan , 30) , new NativeUnaryExpression ( ”column” ,
NativeOperatorType . Nul l ) ) , new NOTExpression (new
NativeUnaryExpression ( ”column2” , NativeOperatorType . Nul l ) ) ) ;
Zde si lze povšimnout několika nedostatků. Hlavním problémem je nepřehlednost. Vý-
sledný zápis je velice těžce čitelný. Programátor se musí hodně snažit, aby ze zápisu původní
výraz vůbec pochopil. Dalším problémem je samotná tvorba. Vývojové prostředí Microsoft
Visual Studio disponuje nástroji pro snadné psaní kódu IntelliSense [10], které při tomto
zápisu nemůže být plně využito. IntelliSense nemůže dostupnými prostředky zjistit, které
třídy jsou vhodné pro vložení do instance nadřazené třídy apod. Samotná tvorba výrazu
je tak pomalá, neefektivní a složitá. Jedinou bezespornou výhodou tohoto přístupu je jeho
nativní existence. Jedná se totiž o způsob, kterým se běžně vytvářejí instance tříd. Není
tedy potřeba vytvářet další obslužné rutiny.
8.4.1 Fluent API
Fluent API (česky plynulé aplikační rozhraní) [9] je v současné době velice rozšířený způsob
zápisu objektově orientovaných jazyků. Jedná se o zápis, kdy větší logické celky reprezentuje
jediný výraz. Výsledný kód je tak na první pohled lépe čitelný. Zápis programu se blíží
přirozenému jazyku (kód se čte zleva doprava a shora dolů) a je tak čitelný i pro méně zdatné
programátory. V omezené míře i pro lidi, kteří programovat vůbec neumí. Pasivně však
dokáží kódu porozumět. Díky maximálnímu využití IntelliSense je i tvorba kódu podstatně
jednodušší.
Celé fluent API se musí pro tvorbu filtračního výrazu naprogramovat. Také pro každý
v budoucnu nově přidaný operátor je rozhraní potřeba rozšířit. To je hlavní nevýhodou
tohoto přístupu.
V následujícím kódu je opět příkladový filtrační výraz z obrázku 8.2. Tentokrát zapsaný
pomocí fluent API.
1 Express ion = FluentExpress ion . Create ( ec => ec
2 . Sub
3 . Column( ”column” ) . I s . GreaterThan (30)
4 .Or
5 . Column( ”column” ) . I s . Nul l ( )
6 . End
7 .And
8 . Column( ”column2” ) . I s . Not . Nul l ( ) ) ;
Na první pohled lze porozumět zapsanému filtračnímu výrazu. Není zde žádné volání
konstruktorů tříd ani zbytečně dlouhé řádky. Zápis je čistý a čitelný. Jediný problém by
mohla působit konstrukce Sub (řádek č. 2) a End (řádek č. 6). Mezi těmito prvky se nachází
vnořený filtrační výraz. Tyto značky svým způsobem suplují závorky.
8.5 Vyhodnocení výrazu
Vyhodnocení výrazu probíhá na straně serveru. Protože je vnitřní reprezentace filtračního
výrazu odlišná od výrazu přijímaným serverem, musí být výraz před jeho odesláním vhodně
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ztransformován. O transformaci se stará exportní modul (sekce 9.1). Serveru je tedy zaslán
vhodně upravený dotaz (například SQL) a výstupem jsou vyfiltrovaná data. Ta mohou dále
sloužit jako zdroj pro tabulku v aplikaci. Tok dat je znázorněn na obrázku 8.3.





Data Datový zdroj / tabulka
Obrázek 8.3: Vyhodnocení výrazu - tok dat
Vstupním prvkem je filtrační výraz, který v objektové podobě vstupuje do exportního
modulu (zde SQL exportní modul). Výsledkem exportu je standardní SQL dotaz, který je v
textové podobě, spolu s binárními parametry, odeslán SQL serveru. Server dotaz vyhodnotí
a zašle data v binární podobě zpět klientovi. O přenos se při tom starají knihovny nižší





Jak již bylo nastíněno v sekci 8.5, vnitřní reprezentace filtračního výrazu je diametrálně
odlišná od výrazu, který je schopen zpracovat server. Před odesláním požadavku na server
je potřeba výraz transformovat (převést) na takový, kterému server rozumí.
Ve většině případů stačí jednocestný převod. Někdy dochází také ke ztrátě informace
a převod zpět (tj. import výrazu, sekce 9.2) není ani technicky možný.
Obousměrný převod výrazu je vhodný pouze pro jeho uložení a opětovné načtení. K to-
muto účelu slouží XML [15] exportní a importní modul. Oba jsou popsané v sekcích 9.1
a 9.2.
9.1 Exportní modul
Exportní modul, také znázorněný na obrázku 8.3, slouží pro převod filtračního výrazu
z objektové reprezentace do takové, které rozumí server. Primárně se tedy jedná o převedení
výrazu za účelem jeho vyhodnocení na serveru.
9.1.1 Obecný model
Exportní modul je rozdělen do čtyř částí a respektuje tak vnitřní objektovou reprezentaci
filtračního výrazu. Těmito částmi jsou exportní podmoduly pro export:
Sloupce
Provádí export názvu sloupce, případně jeho datového typu do cílového výrazu. Ve
většině případů dojde pouze k přepisu jména sloupce na výstup a tento exportní modul
tak neprovádí žádnou akci. Někdy je však potřeba zabezpečit, aby název neobsahoval
nepovolené znaky, například mezery. Poté má již tento modul určitý význam.
Hodnoty
Exportuje samotnou hodnotu daného datového typu. U XML exportního modulu se
jedná o převod na řetězec. U SQL modulu o převod na SQL parametr a jeho doplnění
do příslušné kolekce parametrů.
Výrazu s operátorem
Tento modul exportuje operátor. Používá při tom moduly pro export sloupce a hod-
noty (podrobněji popsáno v následujícím textu).
Skupinové spojky
Tomuto modulu lze předat celý filtrační výraz. Skupinové spojky jsou zpracovány
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a exportovány rekurzivně. Pokud export narazí na koncový výraz s operátorem, zavolá
funkci podmodulu pro export tohoto výrazu.
Exportní podmoduly pro svou činnost využívají funkce ostatních podmodulů. Na di-
gramu volání funkcí 9.1 je znázorněna činnost SQL exportního podmodulu pro transformaci
výrazu s operátorem. V tomto případě se jedná o binární výraz. Výsledkem transformace
by měl být řetězec ve tvaru [sloupec] [operátor] [hodnota]. Např. cena <10000 nebo pa-
rametricky cena <@parameter. Úkolem tohoto podmodulu je export celého výrazu. Víme
však, že pro export sloupce a hodnoty existují speciální podmoduly. Dále víme, že podmo-
duly mohou navzájem využívat své funkce. Zavoláme tedy podmodul pro export sloupce
a dostaneme exportovanou hodnotu. Podobným způsobem zavoláme modul pro export hod-
noty. Doplníme operátor, provedeme konkatenaci těchto tří hodnot a výsledek vrátíme jako
návratovou hodnotu funkce.






Obrázek 9.1: SQL exportní modul výrazu s operátorem - diagram volání
9.1.2 SQL exportní modul
SQL exportní modul je primární modul pro export filtračního výrazu. Modul generuje where
klauzuli SQL [13] dotazu. Výsledkem je parametrický SQL dotaz, který je dále zpracován
na serveru a klientovi jsou zaslána vyfiltrovaná data.
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Implementace exportního modulu je v základní verzi poměrně jednoduchá. Vetšina SQL
serverů podporuje základní datové typy, které jsou využívány v komponentě (čísla, řetězce,
datum a čas). Samotné hodnoty jsou na server zasílány jako binární parametry. O přenos
hodnot se starají knihovny nižší vrstvy.
Sloupce obsahující mezery nebo klíčová slova jazyka SQL je podle specifikace konkrét-
ního SQL serveru potřeba umístit do uvozovek (”first column”) nebo hranatých závorek
([second column]). Rozhodování, kdy toto ošetření použít, lze zjednodušit tak, že ho pou-
žijeme vždy.
Také vetšina filtračních operátorů je v SQL serveru v základu dostupná (porovnání
ordinální hodnoty, test ekvivalence, test na prázdnou hodnotu,. . . ). Jiné operátory mohou
být exportovány využitím kombinace podporovaných operátorů. Např. operátor na test
podřetězce lze transformovat na like ’%podřetězec%’. Ternální operátor between (např. x
between 1 and 20 ), pokud ho SQL server v základu nepodporuje, lze převést na výraz x
>= 1 and x <= 20.
Výrazy AND, OR a NOT jsou podporovány všemi SQL servery. Další, jako např. NAND
nebo NOR, lze vytvořit kombinací výše zmíněných výrazů.
9.1.3 XML exportní modul
XML exportní modul je vhodný pro uložení filtračního výrazu a jeho následné načtení XML
importním modulem. Formát XML [15] byl zvolen díky jeho jednoduchosti, univerzálnosti
a možnosti reprezentovat stromové struktury.












Zápis je částečně podobný programovému zápisu pomocí Fluent API (sekce 8.4.1).
Nevýhodou XML zápisu jsou opakující se uzavírající tagy. Vzhledem k tomu, že XML
kód je komponentou generován automaticky, je tato nevýhoda nepodstatná. XML kód je
naopak díky tomu i pro složitější výrazy stále velmi dobře čitelný.
Všechny objekty ve vnitřní reprezentaci filtračního výrazu (kapitola 8) obsahují název
výrazu (and, or, GreaterThan,. . . ). Výrazy s operátory (sekce 8.1) obsahují název sloupce
a samotné hodnoty. Celou hierarchii tak lze transformovat na XML dokument pouze čtením
atributů tříd. Samotná hodnota (zde uvedena mezi XML tagy <value> a </value>) je
převedena pomocí třídy pro práci s hodnotou datového typu (sekce 6.1), která obsahuje
funkci pro převod hodnoty na XML element. K ní existuje i párová funkce pro převod
v opačném směru (viz sekce 9.2.1).
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9.2 Importní modul
Importní modul, narozdíl od exportního (sekce 9.1), převádí filtrační výraz například z for-
mátu XML do vnitřní objektové reprezetance. Ve spolupráci s XML exportním modulem
je tento mechanismus vhodný pro ukládání výrazu a jeho pozdější použití. Výraz lze uložit
na souborový systém, do databáze, nebo na jakékoliv jiné úložiště.
9.2.1 XML importní modul
V současné chvíli podporuje komponenta import pouze z formátu XML. Ostatní formáty
nejsou pro ukládání výrazu natolik vhodné. Výraz v binární podobě je nečitelný a nelze ho
generovat ani upravovat jinými nástroji a většina ostatních formátů není vhodná pro popis
hierarchické (stromové) struktury. Komponentu lze v případě potřeby bez větších problému
o další importní modul rozšířit.
Konkrétní implementace funguje na poměrně jednoduchém principu. Třída pro práci
s hodnotou datového typu (sekce 6.1) obsahuje také funkci pro načtení hodnoty z XML
elementu. O převod konkrétní konstanty se tím pádem nestará samotná třída reprezen-
tující hodnotu, ale nadřazená třída, která tuto hodnotu spravuje. Tím je vyřešen import
základního stavebního prvku výrazu.
Dále je potřeba importovat hierarchii filtračních výrazů. Výrazy s operátory (sekce
8.1) jsou importovány pomocí rozhraní pro úpravu a tvorbu výrazu (dále popsané v sekci
10.1). Skupinové spojky (sekce 8.2) jsou importovány pomocí speciální třídy. Do importního
modulu lze doplnit další třídy pro zpracování importu těchto výrazu. Předpokládáme však,





Grafické uživatelské rozhraní je hlavním zdrojem pro tvorbu filtračního výrazu. Uživa-
tel jeho prostřednictvím vytvoří hierarchii výrazů a zadá hodnoty v přehledné podobě do
vstupních polí. Komponenta poté převede všechny uživatelské interakce na vnitřní objek-
tovou podobu výrazu. Taktéž lze provést převod opačným směrem. Komponenta umožňuje
inicializaci celého uživatelského rozhraní, včetně naplnění daty, načtením filtračního výrazu.
Grafické prvky a jejich rozmístění jsou generovány dynamicky programovým kódem.
Dochází k tomu pomocí aplikačního rozhraní popsaném v sekci 10.1.
Uživatelské rozhraní dále disponuje prostředky pro kontrolu hodnoty zadanou uživate-
lem. Kontrolu zajišťuje validační funkce popsaná v sekci 6.1.2. Pokud je uživatelem zadaná
hodnota neplatná, objeví se modální dialog. Uživatel má na výběr, zda chce hodnotu opra-
vit, použít výchozí hodnotu (sekce 6.1.1), nebo zda chce ponechat hodnotu původní.
10.1 API
Aplikační rozhraní slouží k dynamickému vytváření uživatelského rozhraní. Odděluje grafic-
kou část od implementace jádra a zvyšuje míru abstrakce popisu. Tím zároveň stírá rozdíly
mezi různými uživatelskými rozhraními (popsané v sekci 3.1.3) a díky jednotnému pro-
gramovému přístupu umožňuje komponentě spolupracovat s libovolným z nich. Aplikační
rozhraní dále slouží pro realizaci importu filtračního výrazu. Díky vyšší míře abstrakce ne-
záleží na tom, zda jsou vstupní hodnoty zadávány uživatelem a nebo programovou logikou
importního modulu.
Na obrázku 10.1 je znázorněno použití aplikačního rozhraní. Každému ovládacímu prvku
je přiřazeno identifikační číslo. To lze použít pro vytvoření dalších ovládacích prvků a vy-
tvořit tak celou hierarchii prvků. Příklad znázorňuje dynamické vytvoření ternálního operá-
toru. Za povšimnutí stojí i fakt, že funkce CreateEditor nepřijímá žádné vstupní argumenty.
Typ vstupního pole je rozpoznán automaticky na základě vybraného sloupce.
10.2 WinForms
Uživatelské rozhraní je ve vyšší aplikační vrstvě než samotné jádro komponenty. Díky tomu
může být grafické rozhraní umístěno do samostatné knihovny1.
Ukázkou využití aplikačního rozhraní ze sekce 10.1 ve spojení s .NET WinForms je
výsledná aplikace na obrázku 10.2. Při implementaci byly použity pouze standardní ovládací
1knihovna nebo spustitelný program se v prostředí .NET nazývá assembly
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Zadejte hodnotu Zadejte hodnotuOperátorSloupec A
int b = API.CreateText(„A“);
int c = API.CreateEditor();
int a = API.CreateEditor();
return API.CreateContainer(a, b, c);
Obrázek 10.1: API pro tvorbu uživatelského rozhraní
prvky technologie .NET WinForms. Ve vrchní část se nachází uživatelské rozhraní samotné
komponenty. Ve spodní části pak externí tabulka se zdrojem dat filtrovaných pomocí této
komponenty. Příklad zároveň demonstruje jednoduchý filtrační výraz. Je vidět, že všechna
data (ve spodní části) reflektují filtrační kritéria (zadaná v horní části).




Výsledná komponenta sdružuje všechny části do jednoho funkčního celku. Tímto celkem je
třída Filter ve výsledném programu.
Jednotlivými částmi jsou:
Sloupce
Kolekce sloupců mapující aktuální instanci filtru na konkrétní tabulku. Filtrační výraz
lze aplikovat jen a pouze na sloupce umístěné v této kolekci. Komponenta neumožňuje
automatické generování sloupců.
Operátory
Seznam podporovaných operátorů. Jedná se pouze o výčet veškerých operátorů, se
kterými umí komponenta pracovat. Definice párování operátorů a datových typů se
v tomto seznamu nenachází.
Povolené operátory
Tato kolekce definuje povolené kombinace kompatibilních operátorů a datových typů
(párování je popsáno v sekci 6.2). Co není povoleno, je implicitně zakázáno. Tím
pádem zde musí být explicitně uvedeny všechny povolené kombinace.
Zakázané operátory
Zakázané operátory pouze doplňují seznam povolených operátorů. Představme si si-
tuaci, kdy se operátory větší než a rovno aplikují na celou skupinu číselných datových
typů. Nyní přidáme nový datový typ a přiřadíme ho rovněž do skupiny čísel. Díky
kolekci povolených operátoru začnou operátory větší než a rovno platit i pro tento
nově přidaný datový typ. My ovšem chceme pro náš nový datový typ operátor větší
než zakázat. Bez kolekce zakázaných operátorů by jsme museli odstranit operátor
větší než z kolekce povolených operátorů z číselné skupiny datových typů a přidat
ho několikrát znovu, tentokrát pro každý specifický datový typ (ne skupinu datových
typů) s vyjímkou námi nově přidaného datového typu. To je poněkud zdlouhavé,
neintuitivní a nepraktické. Lepší variantou je přidat pravidlo v podobě vyjímky na
konkrétní datový typ do kolekce zakázaných operátorů.
Ve výsledku je tedy kombinace operátoru a datového typu povolena, pokud se operátor
nachází v základní kolekci operátorů, dále v kolekci povolených operátorů s tímto




Reprezentuje konkrétní výraz, se kterým komponenta manipuluje. Lze ho načíst im-
portním modulem, nastavit programově a nebo pomocí uživatelského rozhraní.
Výchozí exportní a importní modul
Pro zjednodušení ukládání a načítání aktuálního filtračního výrazu obsahuje kompo-
nenta instanci výchozího exportního a imporního modulu. V základní konfiguraci se
jedná o moduly pro práci s XML dokumenty. Výraz tak lze jedním příkazem (funkcí)
uložit a druhým načíst. Výchozí moduly můžeme jednoduchým přiřazením jiného mo-
dulu dodatečně změnit.
Události
Jedinou aktuálně podporovanou událostí je změna výrazu. Tato událost je vyvolána
pouze ve třech případech a to 1) pokud uživatel změnil výraz pomocí uživatelského
rozhraní; 2) pokud byl výraz načten importním modulem; nebo 3) v okamžiku, kdy
byl výraz nastaven programově.
11.1 Kontrola filtračního výrazu
Pro jednodušší manipulaci s filtračním výrazem obsahuje komponenta funkci pro jeho kon-
trolu (validaci). Výraz je rovněž automaticky kontrolován před jeho každým exportem po-
mocí výchozího exportního modulu.
Výraz je platný, pokud platí následující podmínky:
Výraz je neprázdný
Účelem komponenty je filtrovat data. Pokud je výraz prázdný, znamená to propustit
všechna data bez ohledu na jejich obsah. Komponenta pak postrádá význam.
Každý operátor AND, OR a NOT má alespoň jednoho potomka
Jedná se o skupinové spojky (sekce 8.2) obsahující další podvýrazy. Pokud však žádné
podvýrazy neobsahují, postrádá výraz smysl a není platný.
Všechny operátory jsou povoleny
Je známa kombinace operátoru a použitého datového typu ve výrazu a tato kombinace
není zakázána kolekcí zakázaných operátorů.
Shodují se názvy sloupců a datové typy
Všechny výrazy s operátory se odkazují na existující název sloupce korektně defino-
vaný v kolekci sloupců. A všechny hodnoty použité v tomto výrazu mají stejný datový




Cílem práce bylo vytvořit komponentu pro filtrování nad libovolným zdrojem dat s možností
tvorby filtračního výrazu v uživatelském rozhraní pro .NET WinForms. Tyto požadavky
výsledná práce splňuje. Dále umožňuje jednoduchou tvorbu výrazu postřednictvím progra-
mového kódu. Poskytuje prostředky pro rozšíření datových typů a operátorů, prostředky
pro rozšíření uživatelského rozhraní a mnohé další.
Komponenta obsahuje stále mnoho oblastí, které by bylo vhodné doplnit nebo vyle-
pšit. Například rozšířit definici sloupců o možnost počítaných sloupců na základě zadaného
výrazu nebo implementovat více exportních modulů. Dále by bylo vhodné rozšířit kompo-
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• doc\* – programová dokumentace komponenty (Sandcastle)
• latex\* – zdrojové kódy technické zprávy
• src\* – zdrojové kódy komponenty
• readme.txt – návod na přeložení zdrojových kódů
• zprava.pdf – tato technická zpráva v elektornické podobě
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