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Das Ziel der Bachelorarbeit ist die Untersuchung der Möglichkeiten der automati-
sierten Erstellung eines Compilers. Dieser Compiler soll die Transformation von 
Quellcode einer Sprache in die einer anderen durchführen können. 
Nach einem theoretischen Einstieg in das Thema Compilerbau wird die Turing 
eXtender Language, auf die Möglichkeit der Transformation von Quellcode, un-
tersucht. Im Anschluss wird anhand eines Beispiels erklärt, wie eine Transforma-
tion mit der Turing eXtender Language möglich ist. Den Abschluss bildet eine 
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1 Einleitung 
Bis 1949 bestanden Computerprogramme aus einer Aneinanderreihung von Nullen und 
Einsen. Dies ist die Sprache, die eine Maschine versteht und ausführen kann. 
Programmiersprachen der heutigen Zeit, wie beispielsweise Java oder C#, bestehen aus 
einer Kombination von Zeichen, die sich näher an der menschlichen Sprache orientiert als 
an der einer maschinellen. Diese Programme können von einer Maschine nur gelesen 
und zur Ausführung gebracht werden, weil es Programme gibt, die in der Lage sind, diese 
Kombinationen in eine für die Maschine ausführbare Form zu übersetzen. Diese 
Programme nennt man auch Compiler. Der erste Compiler wurde im Jahr 1949 von Grace 
Hopper entwickelt und nannte sich A-0. Der Bau eines Compilers ist eine Disziplin der 
Informatik und beschäftigt sich mit der Entwicklung und Programmierung solcher 
Programme. Mittlerweile existieren viele Programmiersprachen und Erweiterungen, 
welche alle kompiliert oder übersetzt werden müssen. Die Entwicklung solcher ist ein 
schnell voranschreitender, unaufhaltbarer Prozess der Zeit. Immer wieder werden neue 
Sprachen entwickelt oder weiterentwickelt. Schnell kann es dabei zu veralteten 
Programmen (engl. legacy system) kommen, welche nicht mehr effektiv genug arbeiten 
oder zu kostenintensiv betrieben werden müssen. Die Ablösung solcher Programme 
würde bedeuten, dass sie in einer aktuelleren Sprache neu programmiert oder gänzlich 
neu entwickelt werden müssen. 
 
1.1 Zielsetzung 
Ziel der vorliegenden Bachelorarbeit ist die Untersuchung der Möglichkeiten einen 
Compiler automatisiert zu erstellen, welcher in der Lage ist Quellcode einer 
Programmiersprache in den einer anderen zu transformieren.  
Das Resultat der Arbeit soll zeigen, wie Transformationen möglich sind und wie sie 
durchgeführt werden. 
 
1.2 Struktur der Arbeit 
Kapitel 2 erklärt die theoretischen Grundlagen zum Thema Compilerbau. Es beschreibt 
dabei den Aufbau und die Funktion eines solchen, in welche Phasen er sich unterteilen 
lässt und andere Inhalte, welche zum besseren Verständnis der darauf folgenden Kapitel 
benötigt werden. 
2  Einleitung 
 
Kapitel 3 stellt Möglichkeiten vor, die es erlauben einzelne Bestandteile eines Compilers 
oder einen vollständigen Transcompiler automatisiert zu erstellen. 
Kapitel 4 beschreibt und erklärt die Turing eXtender Language aus dem dritten Kapitel 
näher. 
Kapitel 5 erklärt die Grundlagen der Turing eXtender Language. 
Kapitel 6 beschreibt, wie es mit den im fünften Kapitel erklärten Grundlagen der Turing 
eXtender Language möglich ist eine Transformation, anhand eines Beispiels, 
durchzuführen. 
Kapitel 7 bildet den Schluss dieser Arbeit. Es besteht aus einer Zusammenfassung, 
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2  Theoretische Grundlagen 
2.1 Compiler 
Ein Compiler (auch Übersetzer) ist ein Programm, das ein Quellprogramm einer höheren 
Programmiersprache, beispielsweise Java oder C#, in eine für den Computer ausführbare 
Form, den Maschinencode oder Assemblercode, übersetzt. Dieser erzeugte Code, in 
Form einer ausführbaren Datei, kann von einer Maschine gelesen und zur Ausführung 
gebracht werden. Den Prozess der Übersetzung nennt man auch Kompilierung oder 
Umwandlung. 
Grafik: Prinzip eines Compilers 
 
Abbildung 1: Prinzip eines Compilers 
Übersetzt ein Compiler das Quellprogramm einer Programmiersprache nicht in 
Maschinencode sondern in Quellcode einer anderen Sprache so nennt man diesen 
Compiler auch Transcompiler oder kurz Transpiler (vgl. [WC14]). 
 
2.2 Aufbau eines Compilers 
In Abbildung 2 wird der schematischen Aufbau eines Compilers dargestellt. Sie zeigt, 
dass ein Compiler aus mehreren, logisch aufeinanderfolgenden Komponenten besteht, 
die sich wiederum in bestimmte Phasen aufteilen lassen. 
4  Theoretische Grundlagen 
 
Die Analyse-Phase wertet das Quellprogramm lexikalisch (lexikalische Analyse), 
syntaktisch (syntaktische Analyse) und semantisch aus. Sie speichert die 
Zwischenergebnisse der Auswertungen, zur weiteren Verarbeitung, in Symboltabellen und 
einem Syntaxbaum, beziehungsweise einem attributierten Syntaxbaum, ab. Komponenten 
dieser Phase nennt man auch Scanner und Parser. 
Die Synthese-Phase erzeugt, auf Basis des Syntaxbaumes, einen Zwischencode. Mit 
diesem wird optional die Code-Optimierung durchgeführt und anschließend der 
Maschinencode erzeugt. (vgl. [CI02], [WC14], [KP13]). 
 
Abbildung 2: Schematischer Aufbau eines Compilers 
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2.3 Analyse-Phase 
2.3.1 Lexikalische Analyse (Scanning) 
Die lexikalische Analyse hat zum Ziel, ein Quellprogramm, welches aus einer endlichen 
Menge von Zeichen eines Zeichenvorrates (z.B. ASCII) besteht, sequentiell zu lesen und 
in lexikalische Einheiten (Token) aufzuteilen. 
Ein Token ist eine Zeichenfolge (Lexem). Dem Token wird, von der Grammatik einer 
Sprache, ein bestimmter Typ zugewiesen. Der Typ ist die Bezeichnung für einen Token. 
Die Bezeichnung für einen Token und seine zulässigen Zeichen, werden durch den 
Entwickler eines Scanners definiert. Grundlage dafür sind die regulären Ausdrücke, die in 
Kapitel 2.6 näher beschrieben werden. 
Das folgende Beispiel, einer Methodendeklaration in Java, zeigt, wie die lexikalische 
Analyse, eine Zeichenkette in Token zerlegen könnte. 
 
 
Abbildung 3: Aufteilung der Token 
Die Reihenfolge der erkannten Token wird auch Token-Strom genannt und ist für die 
syntaktische Analyse von besonderer Bedeutung. 
Die Compiler-Komponente, die die lexikalische Analyse durchführt, wird auch Scanner 








5 ( öffnende Klammer
6 ) schließende Klammer
7 { öffnende geschweifte Klammer
8 } schließende geschweifte Klammer
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2.3.2 Syntaktische Analyse (Parsing) 
Die Syntax einer Programmiersprache wird durch sogenannte Syntaxregeln beschrieben. 
Sie werden, auf der Grundlage der kontextfreien Grammatik, festgelegt und mittels der 
Erweiterten Backus-Naur-Form dargestellt (Kap. 2.5). 
Die syntaktische Analyse hat die Aufgabe den erstellten Token-Strom aus der 
lexikalischen Analyse auf syntaktische Korrektheit zu prüfen. Der Parser, so heißt die 
Compiler-Komponente, die die syntaktische Analyse durchführt, liest den Token-Strom 
und zerteilt ihn, unter Beachtung der Syntaxregeln, in syntaktische Einheiten. Ein 
einzelner Token ist die kleinste syntaktische Einheit. Kombinationen von Token werden zu 
größeren syntaktischen Einheiten zusammengefasst. Ein Parser sucht, für eine Folge von 
Token, die größte syntaktische Einheit, welche durch eine Syntaxregel definiert wurde. 
Die syntaktische Analyse baut durch das Erkennen von syntaktischen Zusammenhängen 
einen sogenannten Syntaxbaum auf, der durch weitere Komponenten oder Analysen 
verwendet werden kann. (vgl. [KP13], [AR], [WC14], [WT14]) 
 
2.3.3 Semantische Analyse 
Die semantische Analyse kann keiner eigenen Compiler-Komponente zugeordnet werden. 
Sie ist vielmehr ein Bestandteil des Parsers. Die Aufgabe besteht darin, den syntaktisch 
ausgewerteten Token-Strom auf semantische Korrektheit zu prüfen. In diesem 
Zusammenhang meint semantisch Korrekt, dass geprüft wird, ob beispielsweise Variablen 
erst deklariert wurden bevor sie benutzt werden. Dies geschieht, indem den Knoten des 
erstellten Syntaxbaums Attribute angetragen werden. Diese werden benutzt um 
Symboltabellen zu erstellen, die anschließend semantisch ausgewertet werden. Dadurch 
wird erkannt, ob Variablen doppelt deklariert wurden oder einer Variablen ein Wert 
zugewiesen wurde bevor sie deklariert wurde. Bei objektorientierten Sprachen müssen 
beispielsweise mehrere solcher Tabellen angelegt werden. Jede dieser repräsentiert 
dabei einen bestimmten Gültigkeitsbereich. Dieser kann sich beispielsweise nur auf eine 
einzelne Klasse beziehen. Das bedeutet, dass eine Variable mit dem gleichen Namen in 
verschiedenen Klassen deklariert sein kann, aber nicht in derselben. Das Ergebnis einer 
semantischen Analyse nennt man auch attributierter Syntaxbaum. Dieser kann 
anschließend von weiteren Phasen oder Komponenten zur Weiterverarbeitung genutzt 
werden. (vgl. [KP13], [AR], [WC14], [WT14], [WCB14]) 
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2.4 Synthese-Phase 
Diese Phase soll nur kurz erklärt werden, da sie für die weitere Arbeit keine bedeutende 
Funktion erfüllt. 
Während der Synthese-Phase, wird aus dem attributierten Syntaxbaum ein Zwischencode 
erzeugt. Dieser ist aber noch nicht auf einer Maschine ausführbar. Er dient lediglich der 
Code-Optimierung. Optimierungsmöglichkeiten sind beispielsweise die Verbesserung der 
Laufzeit des Zielprogrammes oder die Minimierung des Speicherplatzbedarfes. Ist die 
Optimierung abgeschlossen, wird aus diesem Code der Maschinencode erzeugt. Dies 
geschieht mittels eines Code-Generators. Dieser könnte aber auch direkt aus dem 
attributierten Syntaxbaum Maschinencode generieren. Die Optimierung ist also optional 
und muss nicht zwingend durchgeführt werden. (vgl. [KP13], [AR], [WC14], [WT14], 
[WCB14]) 
 
2.5 Erweiterte Backus-Naur-Form 
Die Erweiterte Backus-Naur-Form (kurz EBNF) ist eine Metasprache, um kontextfreie 
Grammatiken darzustellen. Wie diese erstellt werden, beschreibt die Theorie der 
kontextfreien Grammatik. Mittels der EBNF kann die gesamte Syntax einer Sprache 
beschrieben werden. 
Das folgende Beispiel zeigt die Beschreibung einer Syntaxregel für eine 
Methodendeklaration (Java) in der EBNF. 
 
 
Abbildung 4: Erweiterte Backus-Naur-Form 
Eine Syntaxregel (Ersetzungsregel) besteht immer aus einer linken und einer rechten 
Seite. Das Nichtterminalsymbol (Typ eines Token), welches immer einzeln auf der 
linken Seite stehen muss, wird durch eine Folge von Nichtterminal- und 
Terminalsymbolen der rechten Seite definiert. Terminalsymbole sind Zeichenketten 
(Token), welche nur auf der rechten Seite einer Syntaxregel benutzt werden dürfen. Sie 
präsentieren sich selbst als kleinste lexikalische Einheit (vgl. [WKG14], [WEBNF14]). 
In Abbildung 4 ist zu erkennen, dass das Nichtterminalsymbol modifier durch die 
Terminalsymbole der rechten Seite definiert wird. Terminalsymbole werden zwischen 
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Anführungszeichen eingeschlossen. Der vertikale Strich stellt eine Alternative dar. Das 
heißt, dass ein modifier beispielsweise public oder auch private sein kann.  
Wie in der Abbildung 4 zu erkennen, beginnt eine Methodendeklaration mit einem 
optionalen modifier. Optional bedeutet, dass der modifier nicht vorkommen muss. Das 
Symbol „*“ hat die Funktion, das ein Nichtterminalsymbol, welches ihm vorangestellt ist, 
keinmal oder beliebig oft vorkommen darf. In der Abbildung 3 aus Kapitel 2.3.1 wären 
public und static die optionalen modifier, die die syntaktische Analyse erkennt und einer 
Methodendeklaration (syntaktische Einheit) zuordnen kann. 
Eine EBNF definiert weitere Sonderzeichen und ihre Bedeutungen. Bezüglich der 
weiteren Ausführungen in dieser Arbeit ist es aber nicht notwendig, speziell darauf 
einzugehen. (vgl. [WKG14], [WEBNF14], [CB14], [WT14]) 
 
2.6 Reguläre Ausdrücke 
Regulärer Ausdrücke werden durch reguläre Grammatiken, welche einer syntaktischen 
Regel folgen, erzeugt.  
Durch die Verwendung der regulären Ausdrücke ist es möglich, ein Nichtterminalsymbol 
(Type eines Token) durch ein festgelegtes Muster (vorkommen von Zeichen in einer 
bestimmten Folge) zu beschreiben. Aufgrund dieser Definition, ist ein Scanner in der 
Lage, eine gelesene Folge von Zeichen mit den regulären Ausdrücken zu vergleichen und 
bei einer Übereinstimmung dem dazugehörigen Nichtterminal zuzuordnen. 
Die folgenden Beispiele zeigen, wie Nichtterminale durch Muster beschrieben werden 
können. 
 
Abbildung 5: Reguläre Ausdrücke 
Das Nichtterminal hexnumber muss demzufolge mit einer „0“ beginnen. Darauffolgend ein 
„x“, welches als Groß- oder Kleinbuchstabe vorkommen kann, und anschließend eine 
unendliche Menge an Zahlen oder Buchstaben zwischen „a“ und „f“ beziehungsweise „A“ 
und „F“. Das Symbol „+“ hat die Funktion, dass der Ausdruck, der ihm vorangeht, 
mindestens einmal vorkommen muss, aber auch beliebig oft vorkommen kann. 
(vgl. [WKG14], [WRA14]) 
Theoretische Grundlagen  9 
 
2.7 Syntaxbaum 
Ein Syntaxbaum wird auch als Ableitungsbaum oder Parse-Baum bezeichnet. Er ist eine 
baumartige Darstellung der kontextfreien Grammatik einer Sprache. Der Parser baut aus 
den erkannten syntaktischen Einheiten eine programminterne Struktur auf, welche sich 
als Syntaxbaum darstellen lässt. Die Wurzel besteht aus dem Startsymbol der Grammatik. 
In Abbildung 6 ist diese vom Typ program. Knoten repräsentieren Nichtterminalsymbole 
und Blätter Terminalsymbole. Die Nachfolger eines Knoten werden als Kinder bezeichnet. 
Sie folgen einer festgelegten Reihenfolge. Wie in der Abbildung 6 zu sehen, hat der 
Knoten package_header genau drei Kinder, welche in einer bestimmten Reihenfolge 
angeordnet sind. Diese Kinder können wieder Knoten anderer Kinder sein. Solang bis das 
letzte Kind ein Blatt ist. 
 
Abbildung 6: Syntaxbaum 
Liest man die Terminalsymbole von links nach rechts, so erhält man den Token-Strom der 
von einem Scanner gelesen und von einem Parser syntaktisch erkannt wurde. 
Leerzeichen, Zeilenumbrüche und Tabulatoren sind Zeichen, die die lexikalische Analyse 
als Trennzeichen erkennen kann. Das bedeutet, dass sie nicht als gültige Token der 
Sprache akzeptiert werden. 
package examples ; class HelloWorld { } 
(vgl. [WS14])  
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3 Generatoren  
Wie im vorangegangen Kapitel erklärt, besteht ein Compiler aus verschiedenen 
Komponenten die sich in Phasen unterteilen lassen. Jede dieser hat eine spezielle 
Aufgabe, wie beispielsweise die lexikalische oder syntaktische Analyse. In diesem Kapitel 
soll aufgezeigt werden, welche Möglichkeiten es gibt, einzelne Bestandteile eines 
Compilers oder einen vollständigen Transcompiler automatisiert zu erstellen und welche 
Werkzeuge dafür genutzt werden können. 
3.1 Scanner-Generator 
Wie bereits bekannt, ist ein Scanner für die lexikalische Analyse in einem Compiler 
zuständig. Damit man diese Komponente nicht selbst programmieren muss, gibt es 
sogenannte Scanner-Generatoren. Diese Programme erzeugen unter Verwendung einer 
lexikalischen Beschreibung der Quellsprache einen Scanner, der in der Lage ist 
Quellcode zu lesen und in zulässige Token aufzuteilen. Bekannte Scanner-Generatoren 
sind unter anderem Lex und Flex. (vgl. [WLEX14], [WC14], [WCB14], [WTOK14]) 
 
3.2 Parser-Generator 
Für die syntaktische Analyse gibt es sogenannte Parser-Generatoren. Dies sind 
Programme die unter Verwendung einer syntaktischen Beschreibung der Quellsprache 
und einem Scanner, Programme erzeugen, welche als Grundlage im Compilerbau genutzt 
werden können. Typische Vertreter für Parser-Generatoren sind Yacc und Bison. (vgl. 
[WYACC14], [WC14], [WCB14], [WP14], [WPG14], [WGB14]]) 
 
3.3 Transcompiler-Generator 
Ein Transcompiler ist ein Compiler, welcher Quellcode einer Sprache in Quellcode einer 
anderen Sprache transformiert. Er erzeugt keinen Maschinencode und keine 
ausführbaren Dateien die von einer Maschine gelesen werden können. Der Begriff 
Transcompiler-Generator existiert nicht. Er soll aber in diesem Zusammenhang benutzt 
werden, um deutlich zu machen, dass es Programme gibt, welche in der Lage sind, unter 
Verwendung einer lexikalischen und syntaktischen Beschreibung einer Quellsprache und 
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einer Beschreibung von Transformationsregeln, ein Programm zu erzeugen, welches den 
Quellcode einer Sprache in den einer anderen transformiert. Ein Beispiel für einen 
Transcompiler-Generator ist die Turing eXtender Language (kurz TXL). (vgl. [WC14], 
[WCB14], [TXL13], [CDMS02]) 
 
3.4 Zusammenfassung des Kapitels 
In diesem Kapitel wurde erklärt, welche Möglichkeiten es gibt, einen vollständigen 
Transcompiler oder nur Teile eines Compilers automatisiert zu erzeugen. 
Flex und Bison sind Generatoren, welche bei einer Transformation von Quellcode nur den 
Teil der Analyse-Phase übernehmen können. Eine Transformation des generierten 
Syntaxbaumes ist, mit Flex und Bison, nicht möglich. Diesbezüglich werden die beiden 
Generatoren, in dieser Arbeit nicht weiter untersucht. 
Im Folgenden soll untersucht werden, ob mit der Turing eXtender Language die Erstellung 
eines Compilers zur Transformation von Quellcode möglich ist. 
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4 Turing eXtender Language 
Im vorangegangenen Kapitel wurde erklärt, dass es Generatoren gibt mit denen einzelne 
Komponenten eines Compilers oder vollständige Transcompiler erzeugt werden können. 
In diesem Kapitel wird das ausgewählte syntaxbasierte Werkzeug näher beschrieben. Es 
wird die prinzipielle Arbeitsweise erklärt und es wird untersucht ob eine Transformation 
von Quellcode mit diesem möglich ist. 
4.1 TXL 
Die Turing eXtender Language (kurz TXL) ist ein Compiler / Interpreter der im Jahr 1985 
von Charles Halpern-Hamu und James Reginald Cordy an der Universität von Toronto 
erforscht und entwickelt wurde. Die eigentliche Idee, die mit TXL verfolgt wurde, war, wie 
es der Name schon sagt, die Programmiersprache „Turing“ weiter zu entwickeln. TXL 
sollte zum Experimentieren mit Programmiersprachen-Notationen und zur Erweiterung 
von Programmiersprachen und Dialekten dienen. 
TXL wurde in den letzten Jahren stetig weiterentwickelt und wird inzwischen für viele 
verschieden Zwecke eingesetzt. 
- Sourcecode analysis 
- System migration 
- Code generation from models 
- UML model extraction and transformation 
- Clone detection 
- … 
Unter anderem hat sich TXL auch zu einem Transformations-System für 
Programmtransformationen entwickelt. Diesbezüglich wird TXL heutzutage auch als 
„Tree-Transformation-Language“ bezeichnet. 
FreeTXL ist das offizielle Tool, welches durch das TXL Projekt der Queen´s Universität 
unterstützt wird. Es steht für verschiede Plattformen zur Verfügung und darf 
uneingeschränkt genutzt werden. FreeTXL (im Folgenden TXL genannt) ist ein XML-
basierender Compiler / Interpreter für die verschiedensten Arten von 
Transformationsaufgaben. 
TXL ist ein in sich geschlossener Compiler / Interpreter. Das bedeutet, dass alle 
Komponenten die für einen solchen benötigt werden, wie beispielsweise ein Scanner, 
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Parser oder Code-Generator, bereits implementiert sind. Es werden also keine externen 
Parser, Frameworks oder Bibliotheken benötigt. (vgl. [TXL13], [CDMS02], [ETC11], 
[TPL12], [UGTCI12]) 
 
4.1.1 Prinzipielle Arbeitsweise der TXL 
Die TXL hat eine funktionale Grundstruktur, welche durch Term-Ersetzungsregeln 
erweitert wird. Transformationen basieren auf Term-Ersetzungen in Bäumen. Diese 
werden jedoch durch beispielbasierte Regelspezifikationen, ähnlich der EBNF, 
überwiegend vor dem Programmierer versteckt. Die folgende Abbildung veranschaulicht 




Abbildung 7:Prinzipielle Arbeitsweise der TXL 
 




In der ersten Phase wird der zu transformierende Quelltext gelesen und mittels einer 
Grammatikbeschreibung analysiert. Während der Analyse werden die erkannten Token in 
einen strukturierten Baum (Syntaxbaum) geschrieben. 
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In der zweiten Phase wird dieser Baum unter Verwendung der Transformationsregeln auf 
Muster (Quell-Pattern) untersucht. Bei einer Übereinstimmung wird das Quell-Pattern 
durch das Ziel-Pattern ersetzt. Dabei entsteht ein neuer Baum (transformierter 
Syntaxbaum) der dann der Zielsprache entspricht. 
Die dritte Phase hat die Aufgabe den neu erstellten Baum strukturiert auszuwerten und in 
den Quelltext der Zielsprache zu schreiben. 
 
Abbildung 8: Zusammenwirken TXL-Transformation 
Damit eine TXL-Transformation durchgeführt werden kann, benötigt der TXL-Interpreter 
ein TXL-Programm, sowie den Quelltext, welcher übersetzt werden soll. Die Abbildung 8 
zeigt eine vereinfachte Darstellung des Zusammenwirkens dieser Bestandteile bei einer 
Transformation. (vgl. [TXL13], [CDMS02], [ETC11], [TPL12], [UGTCI12]) 
 
4.1.2 Struktureller Aufbau eines TXL-Programmes 
Ein TXL-Programm setzt sich aus mindestens zwei Bestandteilen zusammen. Einer 
Grammatikbeschreibung der Quellsprache und einer Beschreibung der 
Transformationsregeln. TXL-Programme werden durch eine kontextfreie Grammatik, 
vergleichbar mit der EBNF, beschrieben. Die lexikalische und syntaktische Form einer 
Quellsprache wird bei TXL in einer einzigen Datei vereint. Der Name dieser Datei ist in 
der Regel der der Programmiersprache, welche transformiert werden soll und endet mit 
der Erweiterung „Grm“ (Bsp.: „Java.Grm“). Die Transformationsregeldateien besitzen die 
Erweiterung „Rul“ und beschreiben die einzelnen Regeln, welche für eine Transformation 
benötigt werden (Bsp.: „TranslateMembers.Rul“). Ein TXL-Programm, mit der Erweiterung 
„Txl“ (Bsp.: „JavaToC#.Txl“), implementiert alle Grammatik- und Regeldateien durch 
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sogenannte „include“ Anweisungen. Die Folgende Abbildung verdeutlicht den strukturellen 
Zusammenhang der einzelnen Bestandteile. 
 
 
Abbildung 9: Aufbau eines TXL-Programmes 
Wie in der Abbildung 9 zu sehen, kann ein TXL-Programm aus mehreren Regel- und 
Grammatikdateien bestehen. Es ist also möglich, Regeln für bestimmte 
Transformationsaufgaben zu gruppieren und in separate Regeldateien aufzuteilen. Dies 
erhöht die Übersicht des TXL-Programmes und macht es dadurch, für einen 
Programmierer, besser lesbar. (vgl. [TXL13], [CDMS02], [ETC11], [TPL12], [UGTCI12], 
[EEA05]) 
 
4.2 Zusammenfassung des Kapitels 
Die Geschichte der Turing eXtender Language und ihr Funktionsumfang haben gezeigt, 
dass sie für die Transformation von Quellcode bestens geeignet ist. 
Diesbezüglich wird sie in den folgenden Kapitelen näher untersucht und beschrieben. 
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5 Grundlagen eines TXL-Programmes 
In diesem Kapitel werden die Grundlagen für die Programmierung eines TXL-
Programmes näher erklärt. (vgl. [TXL13], [CDMS02], [ETC11], [TPL12], [UGTCI12]) 
5.1 Grundlagen für die Beschreibung der Grammatikdatei 
Dieses Unterkapitel erklärt die Grundlagen einer Grammatikbeschreibung mit der TXL. 
Anhand von Beispielen wird gezeigt, welche Elemente es gibt und wie sie genutzt werden. 
5.1.1 Terminal- und Nichtterminalsymbole 
Die Basis für eine Grammatikbeschreibung mit der TXL, bildet das define Statement. Es 
ist ähnlich aufgebaut, wie eine Syntaxregel in der EBNF (Kap. 2.5). Das folgende Beispiel 
zeigt die Definition eines Nichtterminalsymbols. 
 
Abbildung 10: TXL define 
 
In Zeile 6 wird der Name eines Nichtterminalsymboles festgelegt. Der Name repräsentiert 
den Typ eines solchen. In diesem Beispiel ist das Nichtterminal vom Typ expression 
(Ausdruck). Zeile 7 beschreibt, durch welches Nichtterminalsymbol, eingeschlossen in 
eckigen Klammern, expression ersetzt werden kann. In diesem Fall durch number. Jedes 
Nichtterminal muss mindestens einmal durch eine define Anweisung definiert werden, 
damit es in seinem eigenen oder in einem anderen Definitionsblock benutzt werden kann. 
Der vertikale Strich, in Zeile 8 und 9, symbolisiert, dass es für expression auch noch 
Alternativen zu number gibt. Eine expression kann demzufolge auch eine expression 
selbst, gefolgt von einem Additionsoperator und einer number sein. Zeile 10 schließt den 
Definitionsblock, mittels end define, wieder ab. Ausdrücke wie 5, 17+8 oder 4-6+9 sind 
demnach zulässige Zeichenketten vom Typ expression. 
 
Das redefine Statement bietet die Möglichkeit, eine schon existierende Definition zu 
erweitern. Sollte beispielweise eine neue Version von Java erscheinen, so ist man in der 
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Lage, die Grammatikbeschreibung experimentell mit den neuen Inhalten zu erweitern, 
ohne die existierenden Definitionen ändern zu müssen. 
Im folgenden Beispiel wird die Definition von expression, durch zusätzliche 
Kombinationen von Nichtterminalen, ergänzt. 
 
 
Abbildung 11: TXL redefine 
 
In Zeile 15 wird durch drei Punkte angegeben, dass der Definitionsblock aus dem define 
Statement von expression erweitert werden soll. Ohne die Punkte würde die Definition 
von expression überschrieben werden. 
 
 
Abbildung 12: TXL define 
 
Die Definition des Nichtterminalsymboles program bildet den Startpunkt einer 
Grammatikbeschreibung. Dieses muss definiert werden, da es das erste Nichtterminal ist 
auf das ein TXL-Programm zugreift. 
 
Das keys Statement in einer Grammatikbeschreibung wird genutzt, um Schlüsselwörter 
einer Quellsprache festzulegen. Diese werden durch ein Leerzeichen voneinander 
getrennt, aufgezählt. Sollten Schlüsselwörter der Quellsprache mit denen der TXL 
übereinstimmen, müssen diese mit einem vorangestellten Apostroph versehen werden. 
Die Abbildung 13 zeigt, das function, repeat und end in beiden Sprachen Schlüsselwörter 
sind und deshalb erweitert werden müssen 
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Abbildung 13: TXL keys 
 
Das Nichtterminalsymbol [key] ermöglicht anschließend den Zugriff auf die 
Schlüsselwörter, welche im keys Statement definiert wurden. 
 
Das tokens Statement bietet die Möglichkeit, eigene Nichtterminalsymbole, auf Grundlage 
der regulären Ausdrücke (Kap.: 2.6) zu definieren. 
 
 
Abbildung 14: TXL tokens 
 
Abbildung 14 zeigt die Definition des Nichtterminals number. Die regulären Ausdrücke 
beschreiben die zulässigen Zeichen und deren Reihenfolge für das Nichtterminal. Dieser 
Ausdruck muss in Anführungszeichen eingeschlossen sein. Damit eine Zeichenkette dem 
Nichtterminal vom Typ number zugewiesen werden kann, muss es dem Muster 
entsprechen. Eine zulässige Zeichenkette würde mit einer Zahle zwischen „0“ und „9“ 
beginnen. Diese können auch mehrfach vorkommen. Darauf folgend ein optionaler Punkt 
mit weiteren Zahlen. Anschließend wieder ein optionaler Block von Zeichen. Dieser Block 
muss mit einem Buchstaben „e“ oder „E“ beginnen, gefolgt von einem optionalen „+“ oder 
„-“ Zeichen und am Ende mindestens mit einer Zahl enden. 
 
5.1.2 Vordefinierte Nichtterminalsymbole 
Die TXL bietet vordefinierte Nichtterminalsymbole, welche für die Ersterstellung einer 
Grammatik genutzt werden können. Darüber hinaus können, wenn dies erforderlich ist, 
auch eigene Nichtterminale, durch die Beschreibung mit regulären Ausdrücken (Kap. 2.6), 
im tokens Statement, definiert werden. 
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Abbildung 15: TXL Vordefinierte Nichtterminalsymbole 
Nichtterminalsymbol Erklärung
[id] Jede Zeichenfolge beginnend mit einem Buchstaben oder Unterstrich. Bsp.: ABC, abc, a9b56, _ab5, Ab_C_
[upperlowerid] Einschränkung von [id]. Muss mit einem Großbuchstaben beginnen. Bsp.: AbcD, A_bcd
[upperid] Einschränkung von [id].Darf nur Großbuchstaben beinhalten.             Bsp.: ABCD
[lowerupperid] Einschränkung von [id]. Muss mit einem Kleinbuchstaben beginnen. Bsp.: abcD, v_bcd
[number]
Jede Zahl ohne Vorzeichen, gefolgt von weiteren optionalen Zahlen oder 
einem Dezimalpunkt, gefolgt von weiteren Zahlen und einem optionalen 
Exponent (e, E). Bsp.: 123, 12.34, 123.45e22
[floatnumber] Einschränkung von [number]. Muss einen Exponenten enthalten. Bsp.: 12.3e22, 1E2
[decimalnumer] Einschränkung von [number]. Muss einen Dezimalpunkt enthalten. Bsp.: 12.3, 1.0
[integernumber] Einschränkung von [number]. Darf weder Exponent noch Dezimalpunkt beinhalten. Bsp.: 12, 2, 9523
[stringlit]
Jede Zeichenfolge, die mit Anführungszeichen beginnt und endet. 
Entwertete Anführungszeichen werden nicht als Endzeichen erkannt. 
Bsp.: "Hello World!", "Hello \"World! \" "
[charlit] Wie [stringlit]. Nur mit einfachen Anführungszeichen. Bsp.: 'Hello World!', 'Hello \'World! \' '
[comment] Kommentare die im comments  statement definiert wurden. Bsp.: //, /* */
[key] Alle Schlüsselwörter einer Sprache, welche in dem keys  statement definiert wurden. 
[token] Alle, durch reguläre Ausdrücke, selbstdefinierten Nichtterminale im tokens  statement.
[srclinenumber] Schreibt die Zeilennummer des Quellcodes, wo ein Muster erkannt 
wurde, in das Zielprogramm.
[srcfilename] Schreibt den Namen der Quelldatei, welche benutzt wurde, an die 
entsprechende Stelle im Zielprogramm.
Grundlagen eines TXL-Programmes  21 
 
5.1.3 Modifikatoren für Nichtterminalsymbole 
Alle Nichtterminalsymbole, eingeschlossen in eckigen Klammern, können, durch 
bestimmte Schlüsselwörter der TXL, modifiziert werden. Wie in Abbildung 16 zu sehen, 




Abbildung 16: TXL Modifikatoren 
 
Der Modifikator opt hat dabei die Funktion das package_header nicht zwingend 
Bestandteil des Musters sein muss. Er ist also optional. 
Mit repeat wird erreicht, das beispielsweise das Nichtterminal import_declaration 
mehrfach, aber auch gar nicht vorkommen kann. Ist es aber erforderlich, das ein mit 
repeat erweitertes Nichtterminal mindestens einmal vorkommen muss, so ergänzt man es 
mit dem „+“ Symbol. 
Bei der Definition eines Nichtterminalsymboles, sollte daher immer darauf geachtet 
werden, dass dieses niemals auf einen Operator endet. 
 
 
Abbildung 17: TXL Modifikatoren 
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Der list Modifikator hat die Funktion, dass das folgende Nichtterminal mehrfach oder gar 
nicht vorkommen darf. Sollte es mehrfach vorkommen, so werden die Elemente in einer 
kommaseparierten Liste gespeichert. Wie in Abbildung 17 zu sehen, können bei einem 
Konstruktor mehrfach formale Parameter vorkommen, welche mittels list in eine durch 
Komma getrennte Liste aufgenommen werden. 
 
5.2 Grundlagen für die Beschreibung der Regeldatei 
Dieses Unterkapitel erklärt die Grundlagen, wie eine Regeldatei mit der TXL beschrieben 
wird. Anhand von Beispielen wird gezeigt, welche Elemente es gibt und wie sie benutzt 
werden. 
5.2.1 Funktionen und Regeln 
Mittels Funktionen und Regeln besteht die Möglichkeit, Teile eines Parse-Baumes auf 
vorgegebene Muster zu untersuchen und durch neue Muster zu ersetzen. Der wichtigste 
Unterschied zwischen diesen beiden ist, das eine Funktion nur das erste Vorkommen 
eines Suchmusters ersetzt. Wohingegen Regeln jedes Vorkommen ersetzen. 
Die Abbildung 18 zeigt den Aufbau einer Funktion und ihre Bestandteile. 
 
 
Abbildung 18: TXL Funktion 
 
In Zeile 68 wird die Funktion definiert und mit einem Funktionsnamen beschrieben. Über 
diesen Namen wird die Funktion eindeutig erkannt und kann in einem TXL-Programm 
angesprochen werden. In Zeile 69 wird, durch die Angabe eines Nichtterminals, 
festgelegt, von welchem Typ der Knoten sein muss, den die Funktion im Parse-Baum 
sucht. Dieses Nichtterminal bildet, bei einer erfolgreichen Suche, das Wurzelelement für 
das Suchmuster, welches in Zeile 70 angegeben wird. Kommt es dabei zu einer 
Übereinstimmung, wird dieses durch das Ersetzungsmuster aus Zeile 72 ersetzt. 
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Die Benutzung einer Funktion kann wie folgt beschrieben werden. In der Mathematik 
schreibt man für eine Funktion f(x). Wobei x eine unabhängige Variable ist. In der TXL 
wird eine Funktion nach dem Muster x[f] benutzt. Die Variable x repräsentiert dabei eine 
Referenz auf den Knoten des Teilbaumes, welche ihr vorher zugewiesen wurde. Die 
Funktion [f] bezieht sich demzufolge nur auf diesen Teilbaum. Bei einem Aufruf der 
Funktion aus Abbildung 19 (Funktionsaufruf: x[changePackageToNamespace]) würde 
dies bedeuten, dass die Funktion prüft, ob in dem Teilbaum auf den die Variable x 
verweist, ein Knoten vom Typ opt package_header existiert. Eine Funktion prüft nur 
solang die Existenz eines Knotens, bis dieser gefunden wurde. Sollte der Knoten 
mehrfach vorhanden sein, wird dies von einer Funktion nicht berücksichtigt. 
Abbildung 19 zeigt eine Funktion, welche die Aufgabe hat, das Muster einer package-
Deklaration in Java durch das Muster einer namespace-Deklaration in C# zu ersetzen. 
 
 
Abbildung 19: TXL Funktion 
 
Wenn der Knoten in dem Teilbaum gefunden wurde, wird geprüft, ob das Suchmuster, 
bestehend aus einem Terminalsymbol package, gefolgt von einem Nichtterminal 
package_name und einem Terminalsymbol ; , unmittelbar unterhalb des Knotens 
vorhanden ist. Eine Funktion, so wie sie in Abbildung 19 gezeigt wird, sucht das Muster 
als seine direkten Kindelemente. Sie durchsucht nicht den kompletten Teilbaum. Kommt 
es dabei zu einer Übereinstimmung, wird dieses Muster durch das Ersetzungsmuster in 
Zeile 79 ersetzt. Die Variable Name hat dabei die Funktion, den Teilbaum vom Typ 
package_name in das Ersetzungsmuster zu übernehmen, da dieser unverändert 
übernommen werden soll. 
Abbildung 20 zeigt eine Suchfunktion. Dies wird durch das Symbol * in Zeile 85 erreicht. 
Mit dieser Funktion ist es möglich, das erste Vorkommen eines Suchmusters im gesamten 
Teilbaum zu suchen und durch das Ersetzungsmuster zu ersetzen.  
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Abbildung 20: TXL Suchfunktion 
 
Regeln besitzen die gleiche Syntax wie eine Funktion. Dabei wird nur das Schlüsselwort 
function durch das Wort rule ersetzt. Im Vergleich zu einer Funktion, sucht eine Regel im 
gesamten Teilbaum nach dem vorgegebenen Nichtterminal. Kommt es zu einer 
Übereinstimmung, wird dieser Teilbaum separat auf das Suchmuster untersucht und 
gegebenenfalls durch das Ersetzungsmuster ersetzt. Anschließend wird dieser neu 
konstruierte Teilbaum in den alten Teilbaum, auf den die Variable referenziert, 
eingehangen. Die Regel beginnt von vorn und sucht nach weiteren Knoten mit der 
Bezeichnung des Nichtterminals. Dies wird solang fortgesetzt bis kein solcher Knoten 
mehr gefunden wurde. 
 
5.2.2 Variablen 
Variablen sind Referenzen auf einen ihnen zugewiesenen Teilbaum. Sie haben einen, 
vom Programmierer, festgelegten Name. Darauf folgt, in eckigen Klammern 
eingeschlossen, der Name des Nichtterminalsymboles auf den die Variable referenzieren 
soll. 
 
Abbildung 21: TXL Variablen 
Die Variable PHeader, aus Abbildung 21, verweist demzufolge auf den Teilbaum mit dem 
Nichtterminalsymbol package_header. 
 
Mit globalen Variablen können Tabellen angelegt werden. Wie in den Abbildungen zu 
sehen, wird ein Nichtterminal mit dem Namen StmtMapper definiert, welches aus einer 
Folge von table_entry besteht. In der Anweisung export, vom Typ StmtMapper, wird diese 
Tabelle gefüllt. Durch die Anweisung import, wird diese Tabelle zur weiteren Verarbeitung 
breitgestellt. 







Abbildung 22: TXL Globale Variablen 
5.2.3 Konstruktoren und Dekonstruktoren 
Dekonstruktoren werden genutzt um die Referenz einer Variablen in seine Bestandteile zu 
zerlegen. 
 
Abbildung 23: TXL Dekonstruktor 
Die Abbildung 23 zeigt eine Funktion, welcher eine Variable übergeben wurde. Diese 
Variable referenziert den Teilbaum mit dem Nichtterminal import_declaration. Mittels des 
Dekonstruktors ist es möglich den Teilbaum in seine Bestandteile zu zerlegen und neuen 
Variablen zuzuweisen. Mit diesen neuen Variablen kann, innerhalb der Funktion, 
gearbeitet werden. 
Konstruktoren bilden, aus einer Folge von Terminal- und Nichtterminalsymbolen oder 
Variablen, einen neuen Teilbaum. In der vorliegenden Abbildung 24 besteht der neue 
Baum aus dem Wurzelelement program. Der Konstruktor hat den Namen NewProgram. 
Über diesen Namen kann der Baum, zur weiteren Verarbeitung, angesprochen werden. 
 
Abbildung 24: TXL Konstruktor 
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5.3 Grundlagen der Beschreibung der Programmdatei 
Dieses Unterkapitel erklärt die Grundlagen, wie eine Programmdatei mit der Erweiterung 
.Txl beschrieben wird. Anhand von Beispielen wird gezeigt, welche Elemente es gibt und 
wie sie benutzt werden. 
Eine Programmdatei importiert alle erstellten und für die Transformation benötigen 
Dateien. Dies geschieht mittels einer Anweisung mit dem Namen include. Abbildung 25 
zeigt ein Beispiel. Die Reihenfolge, wie die Dateien importiert werden, hat dabei keine 
Bedeutung. 
 
Abbildung 25: TXL include 
 
Die wichtigste Funktion oder Regel, welche in einer Programmdatei existieren muss, ist 
die Funktion mit dem Namen main. Diese wird, bei einer Transformation, als erstes 
aufgerufen. 
 
Abbildung 26: TXL Funktion main 
 
 
Transformationen mit der TXL  27 
 
6 Transformationen mit der TXL 
Als Basis für die in diesem Kapitel gezeigten Beispiele dient die Masterarbeit [EEA05] von 
Mohammad El-Ramly, Rihab Eltayeb und Hisham Allan. Die Autoren haben mittels der 
TXL experimentell versucht, Java-Quellcode in C#-Quellcode zu transformieren. Als 
Grundlage für ihre Arbeit diente die Beschreibung der Grammatik für die Version Java 1.1. 
Sie kann auf der Webseite von TXL [TXL13] heruntergeladen werden. In diesem Kapitel 
wird erklärt, wie ein TXL-Programm bei der Transformation eines Quelltextes vorgeht, 
welche Funktionen und Regel benutzt werden und wie der Syntaxbaum transformiert wird. 
6.1 Struktur des TXL-Programmes 
 
 
Abbildung 27: TXL Struktur JavaToC# 
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Die Abbildung 27 zeigt den Aufbau des TXL-Programmes, welches Java-Quellcode nach 
C#-Quellcode transformiert. Dieses besteht dabei aus mehreren Regel- und 
Grammatikdateien. Ähnlich wie auch in aktuellen Programmiersprachen Programme auf 
mehrere Klassen verteilt wird. Jede Regeldatei stellt transformationsspezifische 
Funktionen und Regel zur Verfügung. Diese Aufteilung macht das Programm, für einen 
Programmierer, besser les- und erweiterbar. Im Folgend werden die einzelnen Dateien 
näher erklärt und mit einem kurzen Quellcodeausschnitt visualisiert. Der gesamte 
Quellcode, zu diesem TXL-Programm, befindet sich im Anhang dieser Arbeit. 
 
6.1.1 Java.Grm 
Diese Datei enthält die Beschreibung der Quellsprache Java. Sie wird genutzt um die 
lexikalische und syntaktische Analyse der Quelldatei durchzuführen. 
 
 
Abbildung 28: TXL Java.Grm 
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6.1.2 DataStructures.Grm 
DataStructures.Grm beschreibt einige wichtige Erweiterungen der Java.Grm in Bezug auf 
die Zielsprache C#. Beispielsweise wird die Definition von modifier, aus der Java.Grm 
durch ein redefine, um die Modifizierer der Sprache C# erweitert. Darüber hinaus werden 




Abbildung 29: TXL DataStructures.Grm 
 
6.1.3 JavaCommentOverrides.Grm 
Die JavaCommentOverrides.Grm dient der Erweiterung der Java.Grm. Sie ermöglicht, 
dass Kommentare des Java-Quellcodes nach einer Transformation erhalten bleiben. 
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Abbildung 30. TXL JavaCommentOverrides.Grm 
 
6.1.4 TranslateInitializers.Rul 
Die in dieser Datei zur Verfügung gestellten Funktionen und Regeln haben beispielsweise 
die Aufgabe, statische Initialisierungen (Java) in statische Konstruktoren (C#) zu 
transformieren. Wie in Abbildung 31 (Zeile 144) zu sehen, wird bei einer solchen 
Transformation der Name der Klasse, in der sich die statische Initialisierung befindet, 
hinzugefügt. 
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Abbildung 31: TXL TranslateInitializers.Rul 
 
6.1.5 TranslateMembers.Rul 
Diese Regeldatei wird benutzt, um Konstruktoren, Methoden oder geschachtelte 
Deklarationen zu transformieren. Sie entfernt außerdem Modifizierer, für welche es in C#, 
in diesem Zusammenhang, keinen geeigneten Ersatz gibt. Beispielsweise final, transient 
oder volatile. Grundlage des TXL-Programmes waren die Java Version 1.1 und C# 3.0. 
 
 
Abbildung 32. TXL TranslateMembers.Rul 
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6.1.6 TranslateFieldDeclaration.Rul 
Felddeklarationen werden mit den Funktionen dieser Regeldatei transformiert. 
Beispielsweise folgt die Dimension eines Feldes in Java dem Variablenname und nicht, 
wie in C#, dem Typ des Feldes. Modifizierer der Sprache Java, welche in C# nicht 
existieren oder in diesem Zusammenhang eine andere Bedeutung haben, werden, unter 
Verwendung dieser Funktionen, in äquivalente Modifizierer transformiert. 
 
Abbildung 33: TXL TranslateFieldDeclaration.Rul 
 
6.1.7 TranslateBlockStatements.Rul 
Die Funktionen und Regel dieser Datei haben die Aufgabe Blöcke einer Methode oder 
eines Konstruktors zu transformieren. Anweisungen, Variablen- oder 
Konstantendeklarationen und Kontrollstrukturen, welche ein Block beinhalten kann, 
werden, wenn dies möglich ist, ebenfalls transformiert. 
 
Abbildung 34: TXL TranslateBlockStatements.Rul 
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6.1.8 HelperRules.Rul 
Diese Datei stellt allgemeine Funktion zur Verfügung, welche von allen Regeldateien zur 
Transformation genutzt werden. Diese Funktionenkonnten keiner speziellen Regeldatei 
zugeordnet werden. 
 
Abbildung 35. TXL HelperRules.Rul 
 
6.1.9 JavaToC#.Txl 
In der TXL-Programmdatei werden alle Grammatik- und Regeldateien eingebunden. Sie 
beinhaltet die Funktion mit dem Nichtterminal main, welche die erste Funktion ist, die bei 
einer Transformation aufgerufen wird.  
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Abbildung 36: TXL JavaToC#.Txl 
 
6.2 Transformation anhand eines Beispiels 
Dieses Unterkapitel erklärt, wie eine Transformation mit der TXL durchgeführt wird. Es 
wird gezeigt, welche Funktionen und Regeln benutzt werden und wie sie dabei den 
Syntaxbaum transformieren. Es werden ausschließlich Funktionen und Regeln erklärt, 




Die Abbildung 37 zeigt Konsolenanwendungen in den Sprachen Java und C#. Dabei ist in 
der rechten Abbildung das Resultat einer Transformation mit dem TXL-Programm 
JavaToC# zu sehen. Im Folgenden wird erklärt, wie dies erreicht wird. 
Zunächst führt das TXL-Programm eine Analyse des Quelltextes durch. Dies geschieht 
unter Verwendung der Grammatikdateien und beginnt an der Definition des 
Nichtterminalsymboles program.  
Abbildung 37: Quelltext Java und C# 








Abbildung 38: TXL Java.Grm 
Dabei wird, unter Verwendung der Grammatikdateien, rekursiv untersucht, in welche 
syntaktischen Einheiten der gelesene Token-Strom, bei einer Übereinstimmung, zu 
unterteilen ist. Im Anschluss an diese Analyse stellt sich die interne Struktur wie in 
Abbildung 39 dar. Sie zeigt den Syntaxbaum der Konsolenanwendung aus Abbildung 37. 
Dieser Syntaxbaum bildet die Grundlage für die darauf folgenden Transformationen. 
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Abbildung 39: TXL Syntaxbaum 
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Im Anschluss an diese Analyse-Phase wird die Funktion main, welche sich in der Datei 
JavaToC#.Txl befindet, aufgerufen. 
 
Abbildung 41: TXL Funktion main 
 
In Zeile 19 wird das Nichtterminal, also die Wurzel des Syntaxbaumes, welcher 
transformiert werden soll, festgelegt. Dies bedeutet, dass das nachfolgende Muster, 
welches in den Zeilen 20 bis 22 angegeben ist, unter dem angegebenen Wurzelelement 
existieren muss. Wie in Abbildung 41 zu sehen, stimmt das Muster mit dem Syntaxbaum 
überein. Auf jeden erkannten Teilbaum verweist eine Variable, welche ebenfalls in Zeile 
20 bis 22 angelegt wurden. Dadurch wird es möglich, dass nur einzelne Teilbäume, 
während der Transformation, bearbeitet werden. Diese lassen sich dann über ihre 
Variablennamen ansprechen. 
Während der Transformation wird der Syntaxbaum in mehrere Teilbäume unterteilt. 
Abbildung 40 zeigt die vollständige Unterteilung des Syntaxbaumes. Die Variable 
PHeader verweist auf den Teilbaum mit der Nummer 1 und TypeDeclr auf die Nummer 9. 
 
Abbildung 42: TXL Unterteilung Syntaxbaum 
 
Mittels des Konstruktors, welcher sich in der main Funktion befindet, wird ein neuer 
Teilbaum erstellt. Dieser hat als Wurzelelement das Nichtterminal program, welches in der 
Java.Grm (Abb. 38) definiert wurde. Durch ein redefine des Nichtterminals 
package_declaration (Abb. 43), ist das Ersetzungsmuster des Konstruktors syntaktisch 
korrekt. Der neu erzeugte Baum (Abb. 44) besteht aus den Nichtterminalsymbolen 
repeat_import_declaration und namespace_member_declaration.  
 
Abbildung 43: TXL redefine 
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Abbildung 44: TXL Syntaxbaum - Neue Struktur 
 
Auf die in dem Konstruktor angegebenen Variablen, welche auf die Teilbäume 
referenzieren, werden nun die Funktionen angewendet. Zunächst wird die Funktion 












Abbildung 46: TXL Funktion changePackageToNamespace 
Die Funktion überprüft den Teilbaum auf das angegebene Muster in Zeile 148. Dabei 
kommt es zu einer Übereinstimmung. Die Variable Name referenziert auf den Teilbaum 
package_name. Dieser wird in dem Ersetzungsmuster übernommen. Die Abbildung 45 
Abbildung 45: TXL Teilbaum vor und nach der Transformation 
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zeigt den Teilbaum vor und nach dieser Transformation. Damit ist die Transformation des 
Teibaumes abgeschlossen.  
Als nächstes wird die Funktion changeClassHeader auf den Teilbaum mit der Nummer 9 
angewendet. Dabei wird dieser wiederum in Teilbäume unterteilt. ClassHead verweist auf 
den Teilbaum mit der Nummer 8, ClassBody auf die Nummer 7 und Remaining auf 
weitere type_declaration.  
 
Abbildung 47: TXL Funktion changeClassHeader 
 
Im Ersetzungsmuster wird auf den Teilbaum mit der Nummer 7 die Funktion 
changeClassBody angewendet. Diese Funktion nutzt wiederum eine Variable im 
Suchmuster, welche den Teilbaum in einen weiteren Teilbaum unterteilt. Wie bereits 
erwähnt, wird während der Transformation der Syntaxbaum in mehrere Teilbäume 
unterteilt, welche einzeln auf Suchmuster untersucht und bei einer Übereinstimmung 
transformiert werden. Wie in Abbildung 40 zu sehen, wird der Syntaxbaum in neun 
Teilbäume unterteilt. Im Folgenden soll erklärt werden, welche Funktionen oder Regeln 
die Teilbäume bearbeiten. Prinzipiell werden alle Funktionen des TXL-Programmes 
angewendet. Kommt es dabei aber nicht zu einer Transformation, bleiben die Teilbäume 
unverändert. Diesbezüglich werden nur die Funktionen und Regeln näher erklärt, welche 
auch tatsächlich eine Transformation der Teilbäume durchführen. 
 
6.2.1 Transformation des Teilbaumes 2 
Die Funktion changeMethodDeclarator ist eine Funktion, welche auf den Teilbaum mit der 
Nummer 2 angewendet wird. 
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Abbildung 48. TXL Funktion changeMethodDeclarator 
 
Zunächst wird der Teilbaum auf das vorgegebene Muster untersucht. Den Variablen 
werden die Teilbäume method_name, list formal_parameter und Dim zugewiesen. 
Während der Ersetzung wird auf die Variable Name die Funktion changeMain 
angewendet. Sie hat die Aufgabe, den Methodenname main in Main zu tranformieren. 
 
Abbildung 49: TXL Funktion changeMain 
 
Die Funktion changeMethodConArrayDimentions wird ebenfalls auf diesen Teilbaum 
angewendet. Sie hat die Aufgabe, die Liste von Formalen Parametern, auf welche sie 
angewendet wird, zu zerlegen und bei der Ersetzung die Variable Dim mit der Variable 
Name zu tauschen. 
 
Abbildung 50: TXL Funktion changeMethodConArrayDimentions 
 
Die Abbildung 51 zeigt den Teilbaum vor und nach der Transformation. 
 




6.2.2 Transformation des Teilbaumes 3 
Die Funktion changeCSStatement transformiert beispielsweise die Anweisung 
System.out.println in die äquivalente Anweisung Console.WriteLine. Dazu wird das 
Suchmuster vom Typ expression im dritten Teilbaum überprüft und den Variablen 
zugewiesen. Über den Konstrukter Key wird ein Teilbaum vom Typ reference erzeugt und 
mit Referenzen der Variablen belegt. 
 
Abbildung 52: TXL Funktion changeCSStatement 
 
Abbildung 51: TXL Teilbaum vor und nach der Transformation 
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Der Dekonstrukter, vom Typ table_entry, zerlegt die Tabelleneinträge aus der Import-
Anweisung, welche durch eine Export-Anweisung, in der Funktion main, erstellt wurden. 
Dabei werden nur die Einträge beachtet, welche mit dem Teilbaum Key übereinstimmen. 
Ein weiterer Dekonstrukter, mit dem Name CSStmt, zerlegt die Variable CSStmt aus dem 
vorherigen Dekonstruktor und weist sie den Variablen FirstCSId und CSRemaining zu.  
 
Abbildung 53: TXL export StatementMapping 
Das Ersetzungsmuster setzt sich demzufolge aus der Variablen FirstCSId und einer Folge 
der Variablen CSRemaining. CSRemaining setzt sich zusammen aus CSRemaining und 
alles folgenden repeat component. 
Die Abbildung 54 zeigt den Teilbaum vor und nach der Transformation. 
 
Abbildung 54: TXL Teilbaum vor und nach der Transformation 
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7 Zusammenfassung und Ausblick 
In diesem Kapitel wird die vorliegende Arbeit noch einmal zusammengefasst und 
ausgewertet. Das Ziel der Arbeit war die Untersuchung der Möglichkeiten der 
automatisierten Erstellung eines Compilers zur Transformation von Quellcode aktueller 
Programmiersprachen untereinander. 
Zunächst wurde in Kapitel 2 eine theoretische Einführung zum Thema Compilerbau 
gegeben. Dieses Kapitel diente dem besseren Verständnis der folgenden Kapitel. Es 
zeigte, aus welchen Bestandteilen ein Compiler besteht und welche Phasen dabei 
bearbeitet werden. 
Das Kapitel 3 untersuchte die Möglichkeiten der automatisierten Erstellung einzelner 
Compiler-Komponenten. Dabei wurde erkannt, dass die automatisierte Erstellung eines 
Parsers in Verbindung mit einem Scanner zwar die Analyse-Phase eines Compilers in 
vollem Umfang abdeckt, aber die Transformation des erzeugten Syntaxbaumes nicht mit 
diesen Komponenten möglich ist. Darüber hinaus wurde die Möglichkeit der 
automatisierten Erstellung eines Transcompilers untersucht. 
Das Kapitel 4 untersuchte die Turing eXtender Language. Es wurde der geschichtliche 
Hintergrund erklärt und es wurde erkannt, dass die TXL für eine Transformation von 
Quellcode bestens geeignet ist. 
Aufgrund der Ergebnisse aus Kapitel 4 wurden in Kapitel 5 die Grundlagen zum Erstellen 
eines TXL-Programmes näher untersucht und ausgeführt. 
Das Kapitel 6 zeigte, wie eine Transformation mit der TXL durchgeführt wird. Dieses 
Kapitel hat bewiesen, dass eine automatisierte Erstellung eines Compilers, zur 
Transformation von Quellcode, möglich ist. 
Nach der Bearbeitung dieses Themas in Verbindung mit der TXL wurde erkannt, wie 
umfangreich eine Erstellung eines TXL-Programmes ist. Dennoch lohnt es sich mit der 
TXL einen Transcompiler für die Transformation zu erstellen. Der Aufwand ist sicherlich 
nicht zu unterschätzen, aber ein fertiges Programm, zur Transformation, ist von 
unschätzbarem Wert. Probleme, welche noch weiter untersucht werden müssen, sind 
beispielsweise die Übersetzung ganzer Programme, die Übersetzung der 
Sprachspezifischen API. Für jedes Konstrukt der eine Sprache muss ein äquivalentes 
Konstrukt in der anderen Sprache gefunden werden 
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Nachfolgende Arbeit, für eine einfachere Programmierung eines TXL-Programmes, 
könnte die Programmierung eines Tools sein, welches eine Grammatikbeschreibung, 
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1   % TXL Java 1.1 Basis Grammar
2   % Copyright 2001 TXL Software Research Inc. and James R. Cordy
3   
4   % Adapted from the Java Language Specification, 2nd edition
5   
6   % Modified by Xinping Guo May 28, 2002
7   % -- Defined a new nonterminal type called "declared_name".
8   % -- "class_name", "interface_name", "variable_name" and "method_name" are "declared_name".
9   % -- Changed "reference" to "variable_name" in "catch_clause".
10   % -- In "constructor_declarator", changed "type_name" to "class_name".
11   % -- In "implements_clause", changed "class_name+" to "qualified_name+".
12   % -- Defined a new nonterminal type called "method_or_constructor_declaration".
13   % -- In "member_declaration", removed "field_declaration" and changed  
14   %        "method_declaration" to "method_or_constructor_declaration".
15   % -- In "class_body_declaration", removed "constructor_declaration" and
16   %        added "field_declaration".
17   
18   % Modified by Xinping Guo June 12, 2002
19   % The changes made expansion of dot notation much easier.
20   % -- Redefined "primary". Removed "primary_component" and "dot_primary_component"
21   % -- Redefined "subprimary".
22   % -- Removed "field_access", "method_invocation" and "constructor_invocation".
23   % -- Redefined "reference".
24   % -- Defined "component".
25   % -- Defined "method_argument".
26   
27   % Modified by Xinping Guo July 17, 2002
28   % -- Added [repeat component] after "( [expression] ') in defintion of primary.
29   
30   % Modified by Xinping Guo July 23, 2002
31   % -- Added 'strictfp in defintion of modifier.
32   
33   
34   % Lexical conventions of Java 
35   
36   #pragma -width 128
37   
38   tokens
39   number "\d+[LlFfDd]?" % Java ints
40   + "[(\d+(.\d*))(.\d+)]([eE][+-]?\d+)?[LlFfDd]?" % Java float constants
41   + "0[Xx][\dABCDEFabcdef]+[LlFfDd]?" % Java hex constants
42   end tokens
43   
44   comments
45   //
46   /* */
47   end comments
48   
49   compounds
50   != '% =  &&  &=  *=  ++  +=   --  -=  /=  ^=  |=  ||
51   << <<= <= == >= >> >>= >>> >>>=
52   end compounds
53   
54   
55   % Removed this and super - XG June 19, 2002
56   keys
57   'abstract 'boolean 'break 'byte 'case 'cast 'catch 'char 'class 'const 'continue
58   'default 'do 'double 'else 'extends 'false 'final 'finally 'float 'for 'future
59   'goto 'if 'implements 'import 'inner 'instanceof 'int 'interface 'long
119   
120   define class_header
121   [repeat modifier] 'class [class_name] [opt extends_clause] [opt implements_clause]
122   end define
123   
124   define class_body
125   [class_or_interface_body]
126   end define
127   
128   define interface_declaration
129   [interface_header] [interface_body]
130   end define
131   
132   define interface_header
133   [repeat modifier] 'interface [interface_name] [opt extends_clause] [opt
implements_clause]
134   end define
135   
136   define interface_body
137   [class_or_interface_body]
138   end define
139   
140   define modifier
141   'abstract
142   | 'final
143   | 'public
144   | 'protected
145   | 'private
146   | 'static
147   | 'transient
148   | 'volatile
149   | 'native
150   | 'synchronized
151   | 'strictfp % Added strictfp XG July 23, 2002
152   end define
153   
154   define extends_clause
155   'extends [list type_name+]
156   end define
157   
158   define implements_clause
159   'implements [list qualified_name+]
160   end define
161   
162   define class_name
163   [declared_name]
164   end define
165   
166   define interface_name
167   [declared_name]
168   end define
169   
170   define class_or_interface_body
171   '{ [NL][IN]
172   [repeat class_body_declaration] [EX]
173   '} [opt ';] [NL][NL]
174   end define
175   
176   define class_body_declaration
60   'native 'new 'null 'package 'private 'protected 'public 'return
61   'short 'static 'switch 'synchronized
62   'throw 'throws 'transient 'true 'try 'void 'volatile 'while
63   end keys
64   
65   
66   % Syntax of Java 1.1 
67   
68   define program
69   [package_declaration]
70   end define
71   
72   
73   % Declarations
74   
75   define package_declaration
76   [opt package_header]
77   [repeat import_declaration]
78   [repeat type_declaration]
79   end define
80   
81   define package_header
82   'package [package_name] '; [NL][NL]
83   end define
84   
85   define package_name
86   [qualified_name]
87   end define
88   
89   define import_declaration
90   'import [imported_name] '; [NL][NL]
91   end define
92   
93   define imported_name
94   [package_or_type_name] [opt dot_star]
95   end define
96   
97   define package_or_type_name
98   [qualified_name]
99   end define
100   
101   define dot_star
102   '. '*
103   end define
104   
105   define declared_name
106   [reference]
107   end define
108   
109   % Class and interface declarations
110   
111   define type_declaration
112   [class_declaration] [NL][NL]
113   | [interface_declaration] [NL][NL]
114   end define
115   
116   define class_declaration
117   [class_header] [class_body]
118   end define
177   [empty_declaration]
178   | [member_declaration]
179   | [instance_initializer]
180   | [static_initializer]
181   | [field_declaration]
182   end define
183   
184   define empty_declaration
185   '; [NL]
186   |'//
187   end define
188   
189   define member_declaration
190   [method_or_constructor_declaration]
191   | [type_declaration] % [class_declaration] or [interface_declaration]
192   end define
193   
194   define method_or_constructor_declaration
195   [method_declaration]
196   | [constructor_declaration]
197   end define
198   
199   define instance_initializer
200   [NL] [block] [NL][NL]
201   end define
202   
203   define static_initializer
204   [NL] 'static [block] [NL][NL]
205   end define
206   
207   define constructor_declaration
208   [NL] [repeat modifier] [constructor_declarator] [opt throws] [constructor_body] [
NL][NL]
209   end define
210   
211   define constructor_declarator
212   [class_name] '( [list formal_parameter] ')
213   end define
214   
215   define constructor_body
216   [block] [NL]
217   end define
218   
219   
220   % Field declarations 
221   
222   define field_declaration
223   [variable_declaration]
224   end define
225   
226   define variable_declaration
227   [repeat modifier] [type_specifier] [variable_declarators] '; [NL]
228   end define
229   
230   define variable_declarators
231   [list variable_declarator+]
232   end define
233   
234   define variable_declarator
235   [variable_name] [opt equals_variable_initializer]
236   end define
237   
238   define variable_name
239   [declared_name][repeat dimension]
240   end define
241   
242   define equals_variable_initializer
243   '= [variable_initializer]
244   end define
245   
246   define variable_initializer
247   [expression]
248   | [array_initializer]
249   end define
250   
251   define array_initializer
252   '{ [list variable_initializer] [opt ',] '}
253   end define
254   
255   
256   % Method declarations 
257   
258   define method_declaration
259   [NL] [repeat modifier] [type_specifier] [method_declarator] [opt throws] [
method_body]
260   end define
261   
262   define method_declarator
263   [method_name] '( [list formal_parameter] ') [repeat dimension]
264   end define
265   
266   define method_name
267   [declared_name]
268   end define
269   
270   define formal_parameter
271   [opt 'final] [type_specifier] [formal_parameter_name]
272   end define
273   
274   define formal_parameter_name
275   [variable_name]
276   end define
277   
278   define throws
279   'throws [list qualified_name+]
280   end define
281   
282   define method_body
283   [block] [NL][NL]
284   | '; [NL][NL]
285   end define
286   
287   
288   % Type specifiers
289   
290   define type_specifier
291   [type_name]
292   | [array_type_specifier]
352   
353   define empty_statement
354   '; [NL]
355   end define
356   
357   define label_statement
358   [label_name] ': [NL]
359   end define
360   
361   define label_name
362   [reference]
363   end define
364   
365   define expression_statement
366   [expression] '; [NL]
367   end define
368   
369   define if_statement
370   'if '( [expression] ')
371   [statement]
372   [opt else_clause] [NL]
373   end define
374   
375   define else_clause
376   'else
377   [statement]
378   end define
379   
380   define switch_statement
381   'switch '( [expression] ') [switch_block] [NL]
382   end define
383   
384   define switch_block
385   '{ [IN][NL]
386   [repeat switch_alternative] [EX]
387   '}
388   end define
389   
390   define switch_alternative
391   [switch_label] [IN][NL]
392   [repeat declaration_or_statement] [EX]
393   end define
394   
395   define switch_label
396   'case [constant_expression] ':
397   | 'default ':
398   end define
399   
400   define while_statement
401   'while '( [expression] ')
402   [statement] [NL]
403   end define
404   
405   define do_statement
406   'do
407   [statement]
408   'while '( [expression] ') '; [NL]
409   end define
410   
293   end define
294   
295   define array_type_specifier
296   [type_name] [repeat dimension+]
297   end define
298   
299   define type_name
300   [primitive_type]
301   | [qualified_name]
302   end define
303   
304   define primitive_type
305   'boolean
306   | 'char
307   | 'byte
308   | 'short
309   | 'int
310   | 'long
311   | 'float
312   | 'double
313   | 'void
314   end define
315   
316   
317   % Statements
318   
319   define block
320   '{ [NL][IN]
321   [repeat declaration_or_statement] [EX]
322   '}
323   end define
324   
325   define declaration_or_statement
326   [local_variable_declaration]
327   | [class_declaration]
328   | [statement]
329   end define
330   
331   define local_variable_declaration
332   [variable_declaration]
333   end define
334   
335   define statement
336   [label_statement]
337   | [empty_statement]
338   | [expression_statement]
339   | [if_statement]
340   | [switch_statement]
341   | [while_statement]
342   | [do_statement]
343   | [for_statement]
344   | [break_statement]
345   | [continue_statement]
346   | [return_statement]
347   | [throw_statement]
348   | [synchronized_statement]
349   | [try_statement]
350   | [block]
351   end define
411   define for_statement
412   'for '( [for_init] [for_expression] [for_update] ')
413   [statement] [NL]
414   end define
415   
416   define for_init
417   [list expression] ';
418   | [local_variable_declaration]
419   end define
420   
421   define for_expression
422   [opt expression] ';
423   end define
424   
425   define for_update
426   [list expression]
427   end define
428   
429   define break_statement
430   'break [opt label_name] '; [NL]
431   end define
432   
433   define continue_statement
434   'continue [opt label_name] '; [NL]
435   end define
436   
437   define return_statement
438   'return [opt expression] '; [NL]
439   end define
440   
441   define throw_statement
442   'throw [expression] '; [NL]
443   end define
444   
445   define synchronized_statement
446   'synchronized '( [expression] ')
447   [statement] [NL]
448   end define
449   
450   define try_statement
451   'try [block] [repeat catch_clause] [opt finally_clause] [NL]
452   end define
453   
454   define catch_clause
455   %   'catch '( [type_specifier] [reference] ') [block] 
456   'catch '( [type_specifier] [variable_name] ') [block] % July 15
457   end define
458   
459   define finally_clause
460   'finally [block]
461   end define
462   
463   
464   % Expressions
465   
466   define constant_expression
467   [expression] % which is a constant
468   end define
469   
470   define expression
471   [assignment_expression]
472   end define
473   
474   define assignment_expression
475   [conditional_expression]
476   | [unary_expression] [assignment_operator] [assignment_expression]
477   end define
478   
479   define assignment_operator
480   '=
481   | '*=
482   | '/=
483   | '% =
484   | '+=
485   | '-=
486   | '<<=
487   | '>>=
488   | '>>>=
489   | '&=
490   | '^=
491   | '|=
492   end define
493   
494   define conditional_expression
495   [conditional_or_expression] [opt conditional_choice]
496   end define
497   
498   define conditional_choice
499   '? [expression] ': [conditional_expression]
500   end define
501   
502   define conditional_or_expression
503   [conditional_and_expression] [repeat or_conditional_and_expression]
504   end define
505   
506   define or_conditional_and_expression
507   '|| [conditional_and_expression]
508   end define
509   
510   define conditional_and_expression
511   [inclusive_or_expression] [repeat and_inclusive_or_expression]
512   end define
513   
514   define and_inclusive_or_expression
515   '&& [inclusive_or_expression]
516   end define
517   
518   define inclusive_or_expression
519   [exclusive_or_expression] [repeat or_exclusive_or_expression]
520   end define
521   
522   define or_exclusive_or_expression
523   '| [exclusive_or_expression]
524   end define
525   
526   define exclusive_or_expression
527   [and_expression] [repeat or_and_expression]
528   end define
588   '+ | '-
589   end define
590   
591   define multiplicative_expression
592   [unary_expression] [repeat mult_op_unary_expression]
593   end define
594   
595   define mult_op_unary_expression
596   [mult_op] [unary_expression]
597   end define
598   
599   define mult_op
600   '* | '/ | '% 
601   end define
602   
603   define unary_expression
604   [pre_inc_dec] [unary_expression]
605   | [unary_op] [unary_expression]
606   | [postfix_expression]
607   | [cast_expression]
608   end define
609   
610   define pre_inc_dec
611   '++ | '--
612   end define
613   
614   define unary_op
615   '+ | '- | '~ | '!
616   end define
617   
618   define cast_expression
619   '( [type_specifier] ') [unary_expression]
620   end define
621   
622   define postfix_expression
623   [primary] [repeat post_inc_dec]
624   end define
625   
626   define post_inc_dec
627   '++ | '--
628   end define
629   
630   define subscript
631   '[ [expression] ']
632   end define
633   
634   define primary
635   [literal]
636   | [reference]
637   | '( [expression] ') [repeat component]
638   | [class_instance_creation_expression]
639   | [array_creation_expression]
640   end define
641   
642   define literal
643   [numeric_literal]
644   | [character_literal]
645   | [string_literal]
646   | [boolean_literal]
529   
530   define or_and_expression
531   '^ [and_expression]
532   end define
533   
534   define and_expression
535   [equality_expression] [repeat and_equality_expression]
536   end define
537   
538   define and_equality_expression
539   '& [equality_expression]
540   end define
541   
542   define equality_expression
543   [relational_expression] [repeat equality_op_relational_expression]
544   end define
545   
546   define equality_op_relational_expression
547   [equality_op] [relational_expression]
548   end define
549   
550   define equality_op
551   '== | '!=
552   end define
553   
554   define relational_expression
555   [shift_expression] [repeat relational_op_shift_expression]
556   end define
557   
558   define relational_op_shift_expression
559   [relational_op] [shift_expression]
560   | 'instanceof [type_specifier]
561   end define
562   
563   define relational_op
564   '< | '> | '<= | '>=
565   end define
566   
567   define shift_expression
568   [additive_expression] [repeat shift_additive_expression]
569   end define
570   
571   define shift_additive_expression
572   [shift_op] [additive_expression]
573   end define
574   
575   define shift_op
576   '<< | '>> | '>>>
577   end define
578   
579   define additive_expression
580   [multiplicative_expression] [repeat add_op_multiplicative_expression]
581   end define
582   
583   define add_op_multiplicative_expression
584   [add_op] [multiplicative_expression]
585   end define
586   
587   define add_op
647   | [null_literal]
648   end define
649   
650   define numeric_literal
651   [number]
652   end define
653   
654   define character_literal
655   [charlit]
656   end define
657   
658   define string_literal
659   [stringlit]
660   end define
661   
662   define boolean_literal
663   'true
664   | 'false
665   end define
666   
667   define null_literal
668   'null
669   end define
670   
671   define class_instance_creation_expression
672   'new [class_or_interface_name] '( [list argument] ') [opt class_body]
673   end define
674   
675   define class_or_interface_name
676   [qualified_name]
677   end define
678   
679   define array_creation_expression
680   'new [array_type_specifier] [opt array_initializer]
681   end define
682   
683   define dimension
684   '[ [opt expression] ']
685   end define
686   
687   define argument
688   [expression]
689   end define
690   
691   define qualified_name
692   [reference]
693   end define
694   
695   define reference
696   [id] [repeat component]
697   end define
698   
699   define component
700   [dot_id]
701   | [method_argument]
702   | [subscript]
703   end define
704   
705   define method_argument
706   '( [list argument] ')
707   end define
708   
709   define dot_id
710   '. [id]
711   end define
712   
713   % --- END ---
714   
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1   % TXL 103a3 Translation, Java to C#
2   % Rihab Eltayeb, Sudan University, August 2005
3   % [part of master thesis project]
4   
5   
6   define optRight-brace
7   [opt '{]
8   end define
9   define optLeft-brace
10   [opt '}]
11   end define
12   % for using in class and interface body section
13   % C# seperates the modifiers applied to classes from those to interfaces and methods
14   redefine modifier
15   ... % java
16   |[class_modifier] % C#
17   |[interface_modifier] % C#
18   |[method_modifier] % C#
19   |[constant_modifier] % C#
20   end redefine
21   % new C# set of modifiers
22   define interface_modifier
23   'new
24   |'public
25   |'protected
26   |'internal
27   |'private
28   end define
29   % new C# set of modifiers
30   define class_modifier
31   'new
32   |'public
33   |'protected
34   |'internal
35   |'private
36   |'abstract
37   |'sealed
38   end define
39   % new C# set of modifiers
40   define method_modifier
41   'new
42   |'public
43   |'protected
44   |'internal
45   |'private
46   |'static
47   |'virtual
48   |'override
49   |'abstract
50   |'extern
51   end define
52   % new C# set of modifiers for constants
53   define constant_modifier
54   'const
55   |'readonly
56   end define
57   
58   % for using in data types section
59   redefine primitive_type
119   end define
120   define DataMapper
121   [repeat primitiveTable]
122   end define
123   
124   % Exceptions
125   define exceptionEntries
126   [qualified_name]
127   end define
128   define exceptionTable
129   [exceptionEntries] '-> [exceptionEntries]
130   end define
131   
132   define ExceptionMapper
133   [repeat exceptionTable]
134   end define
135   
136   
60   ... % java
61   |'sbyte % C#
62   |'bool % C#
63   end redefine
64   % for using in constructor section
65   define constructor_initializer
66   ': 'base [repeat component]
67   |': 'this [repeat component]
68   end define
69   % to add the inheritance syntax of C#
70   redefine constructor_declarator
71   ... % java
72   |[class_name] '( [list formal_parameter] ')[opt constructor_initializer]% C#
73   end define
74   % for using with a switch statement to prevent fall through
75   define goto_statement:
76   'goto [reference][NL]
77   | 'goto 'case [constant_expression] [NL]
78   | 'goto 'default [NL]
79   | 'goto [switch_label] [NL] % to allow putting the label and the : will be removed
80   end define
81   redefine statement
82   ...
83   |[goto_statement]
84   end redefine
85   % For synchronize statement
86   keys
87   ...|
88   'lock
89   end keys
90   redefine synchronized_statement
91   ...
92   | 'lock '( [expression] ')
93   [statement] [NL]
94   end define
95   % The data structures
96   % contains an entry for every java modifier and the equivelant C# one.
97   define entries
98   [modifier]
99   |[primary]
100   |[reference]
101   end define
102   
103   define table_entry
104   [entries] '-> [entries]
105   end define
106   define Mapper
107   [repeat table_entry]
108   end define
109   define StmtMapper
110   [repeat table_entry]
111   end define
112   
113   % Data types
114   define primitive_entry
115   [primitive_type]
116   end define
117   define primitiveTable
118   [primitive_entry] '-> [primitive_entry]
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1   % Overrides to preserve comments in Java
2   % Jim Cordy, March 2001 (Rev Feb 2003)
3   
4   #pragma -comment
5   
6   % Can have comments as statements 
7   redefine statement
8   ...
9   | [comment_NL]
10   end redefine
11   
12   % Can have comments as declarations
13   redefine class_body_declaration
14   ...
15   | [comment_NL]
16   end redefine
17   
18   redefine package_declaration
19   [repeat comment_NL] ...
20   end redefine
21   
22   redefine import_declaration
23   ...
24   | [comment_NL]
25   end redefine
26   
27   redefine type_declaration
28   ...
29   | [comment_NL]
30   end redefine
31   
32   % Can have comments before initializers ...
33   redefine variable_initializer
34   [repeat comment_NL] ...
35   end redefine
36   
37   % ... or after initializers ...
38   redefine variable_initializer
39   ... [repeat comment_NL]
40   end redefine
41   
42   % ... or before =initializers 
43   redefine equals_variable_initializer
44   [repeat comment_NL] ...
45   end redefine
46   
47   % Can have comments before formal parameters ...
48   redefine formal_parameter
49   [repeat comment_NL] ...
50   end redefine
51   
52   % ... or after formal parameters ...
53   redefine formal_parameter
54   ... [repeat comment_NL]
55   end redefine
56   
57   % ... or after a parameter list 
58   redefine constructor_declarator
59   ... [repeat comment_NL]
60   end redefine
61   
62   redefine method_declarator
63   ... [repeat comment_NL]
64   end redefine
65   
66   % Can have comments before arguments ...
67   redefine argument
68   [repeat comment_NL] ...
69   end redefine
70   
71   % ... or after arguments ...
72   redefine argument
73   ... [repeat comment_NL]
74   end redefine
75   
76   % ... or after an argument list 
77   redefine method_argument
78   ... [repeat comment_NL]
79   end redefine
80   
81   % Can have comments after an if condition
82   redefine if_statement
83   'if '( [expression] ') [repeat comment_NL]
84   [statement]
85   [opt else_clause] [NL]
86   end redefine
87   
88   % Can have comments on a block
89   redefine block
90   [repeat comment_NL] ...
91   end redefine
92   
93   % Can have comments before an expression
94   redefine expression
95   [repeat comment_NL] ...
96   end redefine
97   
98   % Need newlines after comments
99   define comment_NL
100   [comment] [NL]
101   end define
102   
103   
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1   % TXL 103a3
2   % Rihab Eltayeb, Sudan University, August 2005
3   % [part of master thesis project]
4   % % *****
5   % % common to instance initializer, static initializer
6   % ----------------------------------------------------------------------------
7   %  ********* [1]INSTANCE INITIALIZER *********
8   % ----------------------------------------------------------------------------
9   % [0]find the initializers 
10   function translateInstanceInit
11   replace[repeat class_body_declaration]
12   ClassBodyDecl[repeat class_body_declaration]
13   where ClassBodyDecl[containInitBlock]
14   % change initializers by methods
15   construct NewClassBodyDecl[repeat class_body_declaration]
16   ClassBodyDecl[toMethods]
17   
18   by
19   % add all the methods calls in all constructors
20   NewClassBodyDecl[setDefaultConstructor]
21   [addCalls][addCallsToSuper]
22   end function
23   % [1-1]change initializer block to method block------------------------------
24   rule toMethods
25   replace[class_body_declaration]
26   Block[block]
27   % name begin with initialMethod
28   construct MethodID[id]
29   initialMethod
30   % find a number to add it to the name to be unique
31   construct MethodName[id]
32   MethodID[!]
33   construct MethodCall[declaration_or_statement]
34   MethodName();
35   import InitCalls [repeat declaration_or_statement]
36   % add the new method call to the brevious calls
37   export InitCalls
38   InitCalls [. MethodCall]
39   % lastly the method itself
40   construct initialMethod[member_declaration]
41   'private 'void MethodName() Block
42   by
43   initialMethod
44   end rule
45   % [1-2]add a method call to constructors------------------------------------
46   function addCallsToSuper
47   replace*[repeat class_body_declaration]
48   Modifiers[repeat modifier]
49   ConDeclar[constructor_declarator]
50   ThrowsClause[opt throws]
51   ConBody[constructor_body]
52   Remaining[repeat class_body_declaration]
53   %  does the constructor calls its base class?
54   where ConBody[containSuper][containThis]
55   % yes by a call to this or super
56   deconstruct ConBody
57   '{
58   SuperCallStmt [declaration_or_statement]
59   RemainingStmts[repeat declaration_or_statement]
119   ClassBodyDecl
120   end function
121   % [1-5] if there is at least one initial block
122   function containInitBlock
123   match*[repeat class_body_declaration]
124   Block[block]
125   remaining[repeat class_body_declaration]
126   end function
127   % ----------------------------------------------------------------------------
128   %  ********* [2]STATIC INITIALIZER *********
129   % ----------------------------------------------------------------------------
130   % [0]find the static initializers --------------------------------------------
131   function translateStaticInit
132   replace[repeat class_body_declaration]
133   ClassBodyDecl[repeat class_body_declaration]
134   by
135   ClassBodyDecl[toStaticConstructor]
136   end function
137   % [2-1]change static initializer block to static constructor------------------------------
138   rule toStaticConstructor
139   replace[class_body_declaration]
140   'static Block[block]
141   % constructor name is same as class name
142   import ClassName[class_name]
143   construct NewStaticConstructor[constructor_declaration]
144   'static ClassName()
145   Block
146   by
147   NewStaticConstructor
148   end rule
149   
150   
60   '}
61   % all initialMethods calls
62   import InitCalls [repeat declaration_or_statement]
63   % join the methods calls within the constructor body
64   construct NewBlock[repeat declaration_or_statement]
65   InitCalls [. RemainingStmts]
66   by
67   % the constructor again in the new look
68   Modifiers ConDeclar ThrowsClause
69   '{
70   % a call to base class must be the first stmt
71   SuperCallStmt
72   NewBlock
73   '}
74   Remaining[addCallsToSuper]
75   end function
76   % [1-3]add a method call to constructors------------------------------------
77   function addCalls
78   replace*[repeat class_body_declaration]
79   Modifiers[repeat modifier]
80   ConDeclar[constructor_declarator]
81   ThrowsClause[opt throws]
82   ConBody[constructor_body]
83   Remaining[repeat class_body_declaration]
84   %  does the constructor calls its base class?
85   where not ConBody[containSuper][containThis]
86   % No, there is no a call to this or super
87   deconstruct ConBody
88   '{
89   Stmts[repeat declaration_or_statement]
90   '}
91   % all initialMethods calls
92   import InitCalls [repeat declaration_or_statement]
93   % join the methods calls within the constructor body
94   construct NewBlock[repeat declaration_or_statement]
95   InitCalls [. Stmts]
96   by
97   % the constructor again in the new look
98   Modifiers ConDeclar ThrowsClause
99   '{
100   NewBlock
101   '}
102   Remaining[addCalls]
103   end function
104   % [1-4] if no constructor is specified create it
105   function setDefaultConstructor
106   replace [repeat class_body_declaration]
107   ClassBodyDecl[repeat class_body_declaration]
108   % get all constructors
109   construct Cons[repeat constructor_declaration]
110   _[^ ClassBodyDecl]
111   construct ConsCount[number]
112   _[length Cons]
113   where ConsCount[< 1]% Not specified
114   import ClassName[class_name]
115   construct NewConstructor[constructor_declaration]
116   ClassName() {}
117   by
118   NewConstructor
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1   % TXL 103a3
2   % Rihab Eltayeb, Sudan University, August 2005
3   % [part of master thesis project]
4   % CS refers to C#
5   % % *****
6   % % common to class body, interface body
7   % ---------------------------------------------------------------------------- 
8   % ********* CLASS BODY SECTION *********
9   % ---------------------------------------------------------------------------- 
10   % [0]Member Declarations[Constructor,Method,Nested Types(static,nonStatic)----
11   function translateMemberDeclaration
12   replace*[member_declaration]
13   Member[member_declaration]
14   by
15   Member[translateTypeDecl]%2 static nested types only
16   %[translateMethodConstructor] 1 
17   end function
18   % *************************************************************************
19   % [1]Methods or constructors Declarations-----------------------------------
20   function translateMethodConstructor
21   %match only the top level methods or constructors
22   skipping [type_declaration]
23   replace*[member_declaration]
24   MC[method_or_constructor_declaration]
25   %deconstruct Member
26   %MC[method_or_constructor_declaration]
27   by
28   MC[translateMethods]
29   [doConChaining]% if a super class is called
30   [translateConstructors]% modifiers,declarator and block
31   [changMethodArray][changeConstructorArray]
32   end function
33   % [1-1]Method Declaration-------------------------------------------------------
34   % find a method and further transform its parts
35   function translateMethods
36   replace[method_or_constructor_declaration]
37   Modifiers[repeat modifier] TypeSpecify[type_specifier]
38   MDeclar[method_declarator]
39   ThrowsClause[opt throws]
40   MBody[method_body]
41   by
42   Modifiers[changeMethodModifiers]
43   TypeSpecify[changeDataTypes][changeArrayTypes]
44   MDeclar[changeMethodDeclarator]
45   %ThrowsClause %not allowed in C#
46   MBody[translateBlock]
47   end function
48   % [1-1-1]-------------------------------------------------------
49   % change the method name and parameters
50   % If it is the main method then capitalize the letter M
51   function changeMethodDeclarator
52   replace [method_declarator]
53   Name[method_name] '( FormalParms[list formal_parameter] ') Dim[repeat
dimension]
54   construct NewFormalParms[list formal_parameter]
55   _[changeFormalParamsDataTypes each FormalParms ]
56   
57   by
58   Name[changeMain] '( NewFormalParms ')Dim
118   % [1-1-7]------------------------------------------------------
119   % virtual or abstract members must be public
120   % if they are not already private or protected
121   function addPublic
122   replace [repeat modifier]
123   Modifiers[repeat modifier]
124   where not Modifiers[containPublic][containPrivate][containProtected]
125   by
126   'public
127   Modifiers
128   end function
129   % Checking if the modifiers list  
130   % contains specific modifier 
131   % [1-1-8]------------------------------------------------------
132   rule containFinal
133   match [repeat modifier]
134   CurrentModifier[modifier]
135   RemainingModifiers[repeat modifier]
136   where CurrentModifier[isFinal]
137   end rule
138   % [1-1-9]------------------------------------------------------
139   rule containAbstract
140   match [repeat modifier]
141   CurrentModifier[modifier]
142   RemainingModifiers[repeat modifier]
143   where CurrentModifier[isAbstract]
144   end rule
145   % [1-1-10]-----------------------------------------------------
146   rule containPublic
147   match [repeat modifier]
148   CurrentModifier[modifier]
149   RemainingModifiers[repeat modifier]
150   where CurrentModifier[isPublic]
151   end rule
152   % [1-1-11]-----------------------------------------------------
153   rule containPrivate
154   match [repeat modifier]
155   CurrentModifier[modifier]
156   RemainingModifiers[repeat modifier]
157   where CurrentModifier[isPrivate]
158   end rule
159   % [1-1-12]-----------------------------------------------------
160   rule containProtected
161   match [repeat modifier]
162   CurrentModifier[modifier]
163   RemainingModifiers[repeat modifier]
164   where CurrentModifier[isProtected]
165   end rule
166   % Checking if a modifier is one of 
167   % final,transient and volatile 
168   % [1-1-13]------------------------------------------------------
169   function isFinal
170   match [modifier]
171   'final
172   end function
173   % [1-1-14]-----------------------------------------------------
174   function isAbstract
175   match [modifier]
176   'abstract
59   end function
60   % [1-1-2]------------------------------------------------------
61   % chang modifiers to C# equivelant and
62   % preserve the different rules applied for the access
63   function changeMethodModifiers
64   construct JavaModifiers [repeat modifier]
65   'native
66   construct CSModifiers [repeat modifier]
67   'extern
68   replace * [ repeat modifier]
69   Modifiers [repeat modifier]
70   by
71   Modifiers [$ each JavaModifiers CSModifiers ]
72   [changeAbstract]
73   [makeVirtual]
74   [changeProtected]
75   [removeNonCS]
76   end function
77   % [1-1-3]------------------------------------------------------
78   % abstract members must be public
79   % if they are not already protected
80   function changeAbstract
81   replace [repeat modifier]
82   Modifiers[repeat modifier]
83   where Modifiers[containAbstract]
84   by
85   Modifiers[addPublic]
86   end function
87   % [1-1-4]------------------------------------------------------
88   % add virtual if the method is
89   % not final or abstract or static or private
90   function makeVirtual
91   replace [repeat modifier]
92   Modifiers[repeat modifier]
93   where not Modifiers[containFinal][containAbstract][containStatic][containPrivate]
94   by
95   'virtual
96   Modifiers[addPublic]
97   end function
98   % [1-1-5]------------------------------------------------------
99   % replace protected by two modifiers
100   % protected and internal
101   function changeProtected
102   replace * [ repeat modifier]
103   'protected
104   by
105   'internal 'protected
106   end function
107   % [1-1-6]------------------------------------------------------
108   % remove final,transient and volatile
109   % not exist in C# 
110   rule removeNonCS
111   replace [repeat modifier]
112   CurrentModifier[modifier]
113   RemainingModifiers[repeat modifier]
114   where CurrentModifier[isFinal][isTransient][isVolatile]
115   by
116   RemainingModifiers
117   end rule
177   end function
178   % [1-1-15]-----------------------------------------------------
179   function isPublic
180   match [modifier]
181   'public
182   end function
183   % [1-1-16]-----------------------------------------------------
184   function isPrivate
185   match [modifier]
186   'private
187   end function
188   % [1-1-17]-----------------------------------------------------
189   function isProtected
190   match [modifier]
191   'protected
192   end function
193   % [1-1-18]-----------------------------------------------------
194   function isTransient
195   match [modifier]
196   'transient
197   end function
198   % [1-1-19]------------------------------------------------------
199   function isVolatile
200   match [modifier]
201   'volatile
202   end function
203   % change method name from main to Main
204   % [1-1-20]------------------------------------------------------
205   function changeMain
206   replace[method_name]
207   'main
208   by
209   'Main
210   end function
211   % [1-1-21]------------------------------------------------------
212   % change arrays for all formal parameters in the method
213   function changMethodArray
214   replace[method_or_constructor_declaration]
215   Modifiers[repeat modifier]
216   ReturnedType[type_specifier] Name[declared_name]
217   '( FormalParms[list formal_parameter] ') Dim[repeat dimension]
218   ThrowsClause[opt throws]
219   Body[method_body]
220   construct NewFormalParms[list formal_parameter]
221   FormalParms[changeMethodConArrayDimentions ]
222   by
223   Modifiers
224   ReturnedType Name
225   '( NewFormalParms ') Dim
226   ThrowsClause
227   Body
228   
229   end function
230   % [1-1-22]------------------------------------------------------
231   % change arrays from int b [] to int []b 
232   rule changeMethodConArrayDimentions
233   replace[formal_parameter]
234   FormalParm[formal_parameter]
235   deconstruct FormalParm
236   FinalOpt[opt 'final] DataType[type_name] Name[declared_name]Dim[repeat
dimension]
237   by
238   FinalOpt DataType Dim Name
239   end rule
240   % [1-1-23]------------------------------------------------------
241   % find a data type within the formal parameter and change 
242   % its data type
243   function changeFormalParamsDataTypes FormalParm[formal_parameter]
244   replace[list formal_parameter]
245   FormalParms[list formal_parameter]
246   deconstruct FormalParm
247   FinalOpt[opt 'final] DataType[type_specifier] Name[variable_name]
248   construct NewFormalParm[formal_parameter]
249   FinalOpt DataType[changeDataTypes][changeArrayTypes] Name
250   by
251   FormalParms[, NewFormalParm]
252   end function
253   % ****************************************************************************************
254   % [1-2]Constructor Declaration----------------------------------
255   % find a constructor and further transform its parts
256   % a constructor is a special method
257   function translateConstructors
258   replace[method_or_constructor_declaration]
259   Modifiers[repeat modifier]
260   ConDeclar[constructor_declarator]
261   ThrowsClause[opt throws]
262   ConBody[constructor_body]
263   
264   by
265   Modifiers[changeConstructorModifiers]
266   ConDeclar[changeConstructorDeclarator]
267   %ThrowsClause %not allowed in C#
268   ConBody [translateBlock]%[changeConstructorInheritance ConDeclar]
269   
270   end function
271   % [1-2-1]-------------------------------------------------------
272   % change the constructor header
273   function changeConstructorDeclarator
274   replace [constructor_declarator]
275   Name[class_name] '( FormalParms[list formal_parameter]') %Init[opt 
constructor_initializer]  
276   construct NewFormalParms[list formal_parameter]
277   _[changeFormalParamsDataTypes each FormalParms ]
278   by
279   Name '( NewFormalParms')%Init
280   end function
281   % [1-2-2]-------------------------------------------------------
282   % public,protected,private are only allowed
283   % modifiers for a constructor
284   function changeConstructorModifiers
285   replace * [ repeat modifier]
286   Modifiers [repeat modifier]
287   by
288   Modifiers [setDefaultAccess][changeProtected]
289   end function
290   % [1-2-3]-------------------------------------------------------
291   % if no access modifier is specified
292   % java default is friendly access,C# default is private access
352   % change this() to : this()
353   function changeToThis ConBody[constructor_body]
354   deconstruct ConBody
355   '{
356   'this args[repeat component] ';
357   Remaining[repeat declaration_or_statement]
358   '}
359   replace [constructor_declarator]
360   Name[class_name] '( FormalParms[list formal_parameter] ')
361   by
362   Name '( FormalParms ')': 'this args
363   end function
364   % [1-2-9]-------------------------------------------------------
365   % after changing remove the super class call
366   function removeFirstStmt
367   replace [constructor_body]
368   '{
369   stmt[declaration_or_statement]
370   Remaining[repeat declaration_or_statement]
371   '}
372   by
373   '{
374   Remaining
375   '}
376   end function
377   % [1-2-10]-------------------------------------------------------
378   % change arrays for all formal parameters in the constructor
379   function changeConstructorArray
380   replace[method_or_constructor_declaration]
381   Modifiers[repeat modifier]
382   Name[class_name] '( FormalParms[list formal_parameter]')
383   ThrowsClause[opt throws]
384   Body[constructor_body]
385   construct NewFormalParms[list formal_parameter]
386   FormalParms[changeMethodConArrayDimentions]
387   by
388   Modifiers Name '( NewFormalParms ')ThrowsClause
389   Body
390   
391   end function
392   % *************************************************************************
393   % [2]Nested Declarations----------------------------------
394   % Can have comments as part of declarations
395   redefine type_declaration
396   ...
397   | [comment_NL][type_declaration]
398   end redefine
399   
400   function translateTypeDecl
401   replace[member_declaration]
402   NestedType[type_declaration]
403   by
404   NestedType[nonStaticNested][staticNested]
405   end function
406   % [2-1]-------------------------------------------------------
407   % transform the static nested class
408   function staticNested
409   replace[type_declaration]
410   NestedType[type_declaration]
293   function setDefaultAccess
294   replace [repeat modifier]
295   Modifiers [repeat modifier]
296   construct ModifiersLength[number]
297   _[length Modifiers]
298   where
299   ModifiersLength[< 1]
300   by
301   'internal
302   end function
303   % [1-2-4]-------------------------------------------------------
304   % If the constructor accesses its base class
305   % that is providing a call to super or this
306   function doConChaining
307   replace[method_or_constructor_declaration]
308   Modifiers[repeat modifier]
309   ConDeclar[constructor_declarator]
310   ThrowsClause[opt throws]
311   ConBody[constructor_body]
312   %check the first stmt if it is a call to super or this
313   where ConBody[containSuper][containThis]
314   by
315   Modifiers
316   ConDeclar[changeToBase ConBody][changeToThis ConBody]
317   ThrowsClause %ommited later
318   ConBody [removeFirstStmt]
319   end function
320   % Checking if the first statemnt in the block
321   % is super or this
322   % [1-2-5]-------------------------------------------------------
323   function containSuper
324   match [constructor_body]
325   '{
326   'super args[repeat component] ';
327   Remaining[repeat declaration_or_statement]
328   '}
329   end function
330   % [1-2-6]-------------------------------------------------------
331   function containThis
332   match [constructor_body]
333   '{
334   'this args[repeat component] ';
335   Remaining[repeat declaration_or_statement]
336   '}
337   end function
338   % [1-2-7]-------------------------------------------------------
339   % change super() to : base()
340   function changeToBase ConBody[constructor_body]
341   deconstruct ConBody
342   '{
343   'super args[repeat component] ';
344   Remaining[repeat declaration_or_statement]
345   '}
346   replace [constructor_declarator]
347   Name[class_name] '( FormalParms[list formal_parameter] ')
348   by
349   Name '( FormalParms ')': 'base args
350   end function
351   % [1-2-8]-------------------------------------------------------
411   where not NestedType[isComment]
412   where NestedType[checkStatic]
413   by
414   NestedType[removeStatic][changeStaticClassHeader][changeStaticInterfaceHeader]
415   %[removeStatic]
416   end function
417   % [2-2]-------------------------------------------------------
418   % non static or inner classes are not transformed 
419   function nonStaticNested
420   replace[type_declaration]
421   NestedType[type_declaration]
422   where not NestedType[isComment]
423   where not NestedType[checkStatic]
424   
425   construct S[stringlit]
426   "//J2C# NotSupported:Inner classes must be removed manually"
427   construct Comment[comment]
428   _[unquote S]
429   construct RepeatCom[ repeat comment]
430   _[. Comment]
431   by
432   Comment NestedType
433   end function
434   % [2-3]-------------------------------------------------------
435   % fetch for static classes
436   function checkStatic
437   match [type_declaration]
438   ClassHead[class_header]ClassBody[class_body]
439   deconstruct *[repeat modifier]ClassHead
440   Modifiers[repeat modifier]
441   where Modifiers[containStatic]
442   end function
443   % [2-4]-------------------------------------------------------
444   % fetch all modifiers 
445   rule containStatic
446   match [repeat modifier]
447   CurrentModifier[modifier]
448   RemainingModifiers[repeat modifier]
449   where CurrentModifier[isStatic]
450   end rule
451   % [2-5]-------------------------------------------------------
452   % match static key word 
453   function isStatic
454   match [modifier]
455   'static
456   end function
457   % [2-6] match a comment 
458   function isComment
459   match [type_declaration]
460   Comment[comment]
461   end function
462   
463   % [2-7]------------------------------------------------------
464   % remove static because it is default in C# 
465   rule removeStatic
466   replace [repeat modifier]
467   CurrentModifier[modifier]
468   RemainingModifiers[repeat modifier]
469   where CurrentModifier[isStatic]
470   by
471   RemainingModifiers
472   end rule
473   % [2-8]------------------------------------------------------
474   % repeat the whole transformation again
475   % for the inner static class
476   function changeStaticClassHeader
477   replace [type_declaration]
478   ClassHead[class_header]ClassBody[class_body]
479   deconstruct ClassHead
480   modifiers[repeat modifier] 'class Name[class_name] ExtendClause[opt
extends_clause] ImplmntClause[opt implements_clause]
481   construct NewModifiers [repeat modifier]
482   modifiers[changeModifiers ]
483   construct NewImplement[opt implements_clause]
484   ImplmntClause[changeImplement ExtendClause]
485   construct NewExtend [opt extends_clause ]
486   ExtendClause[changeExtend]
487   construct NewClassHead[class_header]
488   NewModifiers 'class Name NewExtend NewImplement
489   by
490   NewClassHead[addClassExtendToImplmt]
491   ClassBody [translateEmptyBody][changeClassBody]
492   end function
493   % [2-9]------------------------------------------------------
494   % repeat the whole transformation again
495   % for the inner static interface
496   function changeStaticInterfaceHeader
497   replace [type_declaration]
498   InterfaceHead[interface_header] InterfaceBody[interface_body]
499   deconstruct InterfaceHead
500   modifiers[repeat modifier] 'interface Name[interface_name] ExtendClause[
opt extends_clause] ImplmntClause[opt implements_clause]
501   construct NewModifiers [repeat modifier]
502   modifiers[changeModifiers ]
503   construct NewImplement[opt implements_clause]
504   ImplmntClause[changeImplement ExtendClause]
505   construct NewExtend [opt extends_clause]
506   ExtendClause[changeExtend]
507   construct NewInterfaceHead[interface_header]
508   NewModifiers 'interface Name NewExtend NewImplement
509   by
510   NewInterfaceHead[addInterfaceExtendToImplmt]
511   InterfaceBody [translateEmptyBody][changeInterfaceBody]
512   end function
513   
514   % ---------------------------------------------------------------------------- 
515   % ********* INTERFACE BODY SECTION *********
516   % ---------------------------------------------------------------------------- 
517   % [1]Method Declaration-------------------------------------------------------
518   % find a method and further transform its parts
519   function translateIntMethods
520   replace[repeat class_body_declaration]
521   Modifiers[repeat modifier] TypeSpecify[type_specifier]
522   MDeclar[method_declarator]
523   ThrowsClause[opt throws]
524   MBody[method_body]
525   RemainingRepeatBodyDecl[repeat class_body_declaration]
526   
527   by
528   Modifiers[changeIntMethodModifiers]
529   TypeSpecify[changeDataTypes][changeArrayTypes]
530   MDeclar[changeMethodDeclarator]
531   %ThrowsClause %not allowed in C#
532   MBody[translateBlock]
533   RemainingRepeatBodyDecl[translateIntMethods]
534   end function
535   % [2]------------------------------------------------------
536   % chang modifiers to C# equivelant and
537   % preserve the different rules applied for the access
538   function changeIntMethodModifiers
539   construct JavaModifiers [repeat modifier]
540   'native
541   construct CSModifiers [repeat modifier]
542   'extern
543   replace * [ repeat modifier]
544   Modifiers [repeat modifier]
545   by
546   Modifiers [$ each JavaModifiers CSModifiers ]
547   [removeIntPublic]% C# default is public
548   %[changeAbstract][makeVirtual]not needed
549   %[changeProtected][removeNonCS]not needed
550   end function
551   % [3]------------------------------------------------------
552   % remove public because it is default in C# 
553   rule removeIntPublic
554   replace [repeat modifier]
555   CurrentModifier[modifier]
556   RemainingModifiers[repeat modifier]
557   where CurrentModifier[isPublic]
558   by
559   RemainingModifiers
560   end rule
561   
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1   % TXL 103a3
2   % Rihab Eltayeb, Sudan University, August 2005
3   % [part of master thesis project]
4   % % *****
5   % % common to field declarations in class/interface
6   % Note: not applied to multiple declarations in one line
7   % ----------------------------------------------------------------------------
8   %  ********* [1]CLASS  FIELD DECLARATIONS *********
9   % ----------------------------------------------------------------------------
10   % [0]find a field declaration in a class body
11   function translateFieldDeclaration
12   replace[repeat class_body_declaration]
13   ClassBodyDecl[repeat class_body_declaration]
14   by
15   ClassBodyDecl[changeField]
16   end function
17   % [1-1]apply other functions to a field declaration-----------------------------
18   function changeField
19   replace*[repeat class_body_declaration]
20   FieldDecl[field_declaration]
21   Remaining[repeat class_body_declaration]
22   by
23   FieldDecl[changeFieldArrayDimensions][checkVar][checkPrimitiveConstants]
24   [checkRunTimeConstants]% [changeArrayDimensions]
25   Remaining[changeField]
26   end function
27   % [1-2]for constants that has predefined value in their declaration-------------
28   function checkPrimitiveConstants
29   replace[field_declaration]
30   Modifiers[repeat modifier]
31   TypeSpecifier[type_specifier]
32   VarDecl[variable_declarators];
33   construct AllVarDecl[repeat variable_declarator]
34   _[^ VarDecl]
35   deconstruct AllVarDecl
36   FirstVarDecl[variable_declarator]Remaining[repeat variable_declarator]
37   where Modifiers[containFinal]
38   where FirstVarDecl[isCompileTime]
39   by
40   Modifiers[removeStatic][finalToConst]
41   [removeNonCSModifiers][changeProtected]
42   TypeSpecifier[changeDataTypes][changeArrayTypes]
43   VarDecl ;
44   end function
45   % [1-3]for constants that has no immediate value in their declaration-----------
46   function checkRunTimeConstants
47   replace[field_declaration]
48   Modifiers[repeat modifier]
49   TypeSpecifier[type_specifier]
50   VarDecl[variable_declarator];
51   where Modifiers[containFinal]
52   where not VarDecl[isCompileTime]
53   by
54   Modifiers[finalToReadOnly][removeNonCSModifiers][changeProtected]
55   TypeSpecifier[changeDataTypes][changeArrayTypes]
56   VarDecl ;
57   end function
58   % [1-4]for field declaration as normal variable declaration---------------------
59   function checkVar
118   by
119   RemainingModifiers
120   end rule
121   % ----------------------------------------------------------------------------
122   %  ********* [2]INTERFACE  FIELD DECLARATIONS *********
123   % ----------------------------------------------------------------------------
124   % [0]find a field declaration in an interface body
125   function translateIntFieldDeclaration
126   replace[repeat class_body_declaration]
127   ClassBodyDecl[repeat class_body_declaration]
128   by
129   ClassBodyDecl[changeIntField]
130   end function
131   % [2-1]apply other functions to a field declaration-----------------------------
132   function changeIntField
133   replace*[repeat class_body_declaration]
134   FieldDecl[field_declaration]
135   Remaining[repeat class_body_declaration]
136   construct S[stringlit]
137   "//J2C# Unsupported:Interface field must be removed manually"
138   construct Comment[comment]
139   _[unquote S]
140   by
141   Comment
142   FieldDecl
143   Remaining[changeIntField]
144   end function
145   
146   
147   
60   replace[field_declaration]
61   Modifiers[repeat modifier]
62   TypeSpecifier[type_specifier]
63   VarDecl[variable_declarators];
64   construct AllVarDecl[repeat variable_declarator]
65   _[^ VarDecl]
66   deconstruct AllVarDecl
67   FirstVarDecl[variable_declarator]Remaining[repeat variable_declarator]
68   where not Modifiers[containFinal]
69   by
70   Modifiers[removeNonCSModifiers][changeProtected]
71   TypeSpecifier[changeDataTypes][changeArrayTypes]
72   VarDecl ;
73   end function
74   % [1-5]change a field declaration int b[] to int[]b ----------------------------
75   function changeFieldArrayDimensions
76   replace[field_declaration]
77   Modifiers[repeat modifier]
78   DataType[type_name]
79   VarName[declared_name]Dim [repeat dimension]VarInit [opt
equals_variable_initializer];
80   % data type first and [] follows
81   construct NewTypeSpecifier[type_specifier]
82   DataType Dim
83   by
84   Modifiers NewTypeSpecifier VarName VarInit ;
85   end function
86   % [1-6]check if it has a number,true,false,string or char literal------------------
87   function isCompileTime
88   match[variable_declarator]
89   VarName[variable_name] '= Value[literal]
90   end function
91   % [1-7]change the final key word to const------------------------------------------
92   function finalToConst
93   replace *[repeat modifier]
94   CurrentModifier[modifier]
95   RemainingModifiers[repeat modifier]
96   where CurrentModifier[isFinal]
97   by
98   'const
99   RemainingModifiers
100   end function
101   % [1-8]change the final key word to readonly---------------------------------------
102   function finalToReadOnly
103   replace *[repeat modifier]
104   CurrentModifier[modifier]
105   RemainingModifiers[repeat modifier]
106   where CurrentModifier[isFinal]
107   by
108   'readonly
109   RemainingModifiers
110   end function
111   % [1-9] remove transient and volatile
112   %  not exist in C# 
113   rule removeNonCSModifiers
114   replace [repeat modifier]
115   CurrentModifier[modifier]
116   RemainingModifiers[repeat modifier]
117   where CurrentModifier[isTransient][isVolatile]
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1   % TXL 103a3
2   % Rihab Eltayeb, Sudan University, August 2005
3   % [part of master thesis project]
4   % % *****
5   % % common to Statements and control structures 
6   %
7   % ----------------------------------------------------------------------------
8   % ********* Block STATEMENTS *********
9   % ----------------------------------------------------------------------------
10   % [0]find a block as the body of a method or constructor or a statementt
11   function translateBlock
12   replace*[block]
13   '{
14   DeclOrStmt[repeat declaration_or_statement]
15   '}
16   by
17   '{
18   DeclOrStmt[translateVarDeclaration]
19   [translateClassInBlock]
20   [translateStatementInBlock]
21   '}
22   end function
23   % *************************************************************************
24   % [1-1]VARIABLE DECLARATIONS-------------------------------------------------
25   function translateVarDeclaration
26   replace*[repeat declaration_or_statement]
27   Var[local_variable_declaration]
28   Remaining[repeat declaration_or_statement]
29   by
30   Var[checkLocalVars]
31   [checkLocalConstants][checkLocalRunTimeConstants]
32   [checkLocalBlankConstants][changeArrayDimensions]
33   Remaining[translateVarDeclaration]
34   end function
35   % [1-1-1]for constants that has predefined value in their declaration-------------
36   function checkLocalConstants
37   replace[local_variable_declaration]
38   Modifiers[repeat modifier]
39   TypeSpecifier[type_specifier]
40   VarDecl[variable_declarators];
41   construct AllVarDecl[repeat variable_declarator]
42   _[^ VarDecl]
43   deconstruct AllVarDecl
44   FirstVarDecl[variable_declarator]Remaining[repeat variable_declarator]
45   where Modifiers[containFinal]
46   where FirstVarDecl[isCompileTime]
47   by
48   Modifiers[finalToConst][changeProtected]
49   TypeSpecifier[changeDataTypes][changeArrayTypes][changeExceptionName]
50   VarDecl[changeCSException][changeCSStatement] ;
51   end function
52   % [1-1-2]for constants that has no immediate value in their declaration-----------
53   % final is not permitted in C# so change it to a variable
54   % comment must be added
55   function checkLocalRunTimeConstants
56   replace[local_variable_declaration]
57   Modifiers[repeat modifier]
58   TypeSpecifier[type_specifier]
59   VarDecl[variable_declarators];
118   Remaining[repeat declaration_or_statement]
119   construct S[stringlit]
120   "//J2C# Unsupported:Classes within blocks must be removed manually"
121   construct Comment[comment]
122   _[unquote S]
123   by
124   Comment
125   ClassInBlock
126   Remaining[translateVarDeclaration]
127   end function
128   % *************************************************************************
129   % [3]STATEMENTS DECLARATIONS-----------------------------------------------
130   function translateStatementInBlock
131   replace*[repeat declaration_or_statement]
132   Stmnt[statement]
133   Remaining[repeat declaration_or_statement]
134   by
135   Stmnt[translateStatement]
136   Remaining[translateStatementInBlock]
137   end function
138   % [3-1]one statement at a time--------------------------------------------
139   function translateStatement
140   replace [statement]
141   OneStmnt[statement]
142   by
143   OneStmnt[changeExpressionStmt]
144   [changeIf]
145   [changeSwitch]
146   [changeWhile]
147   [changeDoWhile]
148   [changeFor]
149   [changeBreak]
150   [changeContinue]
151   [changeReturn]
152   [changeThrow]
153   [changeSynchronized]
154   [changeTry]
155   
156   end function
157   % [3-2]Expression Statement-----------------------------------------------
158   function changeExpressionStmt
159   replace[statement]
160   Expression[expression];
161   by
162   Expression[changeExpression][changeCSStatement];
163   end function
164   function changeExpression
165   replace*[expression]
166   Expression[expression]
167   by
168   Expression[$ '>>> '>>]
169   end function
170   
171   % [3-3]If Statement--------------------------------------------------------
172   function changeIf
173   replace*[statement]
174   'if '( IfExp[expression] ')
175   IfStmt[statement]
176   ElseClause[opt else_clause]
60   construct AllVarDecl[repeat variable_declarator]
61   _[^ VarDecl]
62   deconstruct AllVarDecl
63   FirstVarDecl[variable_declarator]Remaining[repeat variable_declarator]
64   where Modifiers[containFinal]
65   where not FirstVarDecl[isCompileTime]
66   by
67   Modifiers[changeProtected][removeNonCS]%remove final
68   TypeSpecifier[changeDataTypes][changeArrayTypes][changeExceptionName]
69   VarDecl[changeCSException][changeCSStatement] ;
70   end function
71   % [1-1-3]for blank constants with no initializer
72   function checkLocalBlankConstants
73   replace[local_variable_declaration]
74   Modifiers[repeat modifier]
75   TypeSpecifier[type_specifier]
76   VarDecl[variable_name];%no initializer
77   where Modifiers[containFinal]
78   by
79   Modifiers[changeProtected][removeNonCS]%remove final
80   TypeSpecifier[changeDataTypes][changeArrayTypes][changeExceptionName]
81   VarDecl[changeCSException][changeCSStatement] ;
82   end function
83   % [1-1-4]for normal local variable declaration
84   function checkLocalVars
85   replace*[local_variable_declaration]
86   Modifiers[repeat modifier]
87   TypeSpecifier[type_specifier]
88   VarDecl[variable_declarators];
89   construct AllVarDecl[repeat variable_declarator]
90   _[^ VarDecl]
91   deconstruct AllVarDecl
92   FirstVarDecl[variable_declarator]Remaining[repeat variable_declarator]
93   where not Modifiers[containFinal]
94   by
95   Modifiers[removeNonCSModifiers][changeProtected]
96   TypeSpecifier[changeDataTypes][changeArrayTypes][changeExceptionName]
97   VarDecl[changeCSException][changeCSStatement] ;
98   end function
99   % *************************************************************************
100   % [1-2]ARRAY DECLARATIONS-------------------------------------------------
101   % change int b[] to int[]b 
102   function changeArrayDimensions
103   replace[local_variable_declaration]
104   Modifiers[repeat modifier]
105   DataType[type_name]
106   VarName[declared_name]Dim [repeat dimension]VarInit [opt
equals_variable_initializer];
107   construct NewTypeSpecifier[type_specifier]
108   DataType Dim
109   by
110   Modifiers NewTypeSpecifier VarName VarInit ;
111   end function
112   % *************************************************************************
113   % [2]CLASS DECLARATION-----------------------------------------------------
114   % no transformation just comment for this.
115   function translateClassInBlock
116   replace*[repeat declaration_or_statement]
117   ClassInBlock[class_declaration]
177   by
178   'if '( IfExp[changeExpression] ')
179   IfStmt[translateStatement][translateBlock]
180   ElseClause[changeElseClause]
181   end function
182   % [3-4]else clause-----------------------------------------------------------
183   function changeElseClause
184   replace[opt else_clause]
185   'else ElseStmts [statement]
186   by
187   'else ElseStmts[translateStatement][translateBlock]
188   end function
189   % [3-5]Switch Statement--------------------------------------------------------
190   function changeSwitch
191   replace*[statement]
192   'switch '( SwitchExp[expression] ') '{ SwitchAlters [repeat switch_alternative] '}
193   by
194   'switch '( SwitchExp[changeExpression] ')'{ SwitchAlters [addBreak][fallThrough]
195   [changeSwitchStmts] '}
196   end function
197   % [3-5-1]In C# the last case alternative has to have a break
198   function addBreak
199   replace[repeat switch_alternative]
200   SwitchAlters [repeat switch_alternative]
201   construct Length[number]
202   _[length SwitchAlters]
203   construct Index[number]
204   Length[- 1]
205   construct LastAlter[repeat switch_alternative]
206   SwitchAlters [tail Length]
207   deconstruct LastAlter
208   Label[switch_label] Stmts[repeat declaration_or_statement]
209   %no break ?
210   where not Stmts[ContainBreak]
211   % all alternatives before the last one
212   construct BeforeLastAlter[repeat switch_alternative]
213   SwitchAlters [head Index]
214   %a new break to be added
215   construct Break[repeat declaration_or_statement]
216   break ;
217   construct NewStmts[repeat declaration_or_statement]
218   Stmts[. Break]
219   %new statements with break
220   construct NewLastAlter[repeat switch_alternative]
221   Label NewStmts
222   construct NewSwitchAlters[repeat switch_alternative]
223   BeforeLastAlter[. NewLastAlter]
224   by
225   NewSwitchAlters
226   end function
227   % [3-5-2]check if the last statements contain a break
228   function ContainBreak
229   match[repeat declaration_or_statement]
230   Stmts[repeat declaration_or_statement]
231   construct Length[number]
232   _[length Stmts]
233   construct LastDecStmt[repeat declaration_or_statement]
234   Stmts [tail Length]
235   deconstruct *LastDecStmt
236   breakStmt[break_statement]
237   end function
238   % [3-5-3]check if the last statements contain a goto
239   function isGoto
240   match[repeat declaration_or_statement]
241   Stmts[repeat declaration_or_statement]
242   construct Length[number]
243   _[length Stmts]
244   construct LastDecStmt[repeat declaration_or_statement]
245   Stmts [tail Length]
246   deconstruct *LastDecStmt
247   gotoStmt[goto_statement]
248   end function
249   % [3-5-4]C# does not allow fall through( case without break or goto)
250   % unless the case label contains no statements.
251   function fallThrough
252   replace*[repeat switch_alternative]
253   Label[switch_label] Stmts[repeat declaration_or_statement]
254   RemainingSwitchAlters [repeat switch_alternative]
255   construct Length[number]
256   _[length Stmts]
257   %no break and at least one statement is present
258   where not Stmts[ContainBreak]
259   where Length[ > 0]
260   where not Stmts[isGoto]
261   deconstruct RemainingSwitchAlters
262   NextLabel[switch_label] NextStmts[repeat declaration_or_statement]
263   RemainingAlters [repeat switch_alternative]
264   %goto the next alternative
265   construct GotoStmt[repeat declaration_or_statement]
266   goto NextLabel
267   %replace colon with semi colon to be a valid statement
268   construct NewGotoStmt[repeat declaration_or_statement]
269   GotoStmt[$ ': '; ]
270   construct NewStmts[repeat declaration_or_statement]
271   Stmts[. NewGotoStmt]
272   %new statements with goto
273   construct NewAlter[repeat switch_alternative]
274   Label NewStmts
275   %check the other cases also
276   construct NewRemainingAlters[repeat switch_alternative]
277   RemainingSwitchAlters[fallThrough]
278   %the final result
279   construct NewSwitchAlters[repeat switch_alternative]
280   NewAlter[. NewRemainingAlters]
281   by
282   NewSwitchAlters
283   end function
284   % [3-5-5] to translate the statements inside the switch case
285   function changeSwitchStmts
286   replace*[repeat switch_alternative]
287   Label[switch_label] Stmts[repeat declaration_or_statement]
288   RemainingSwitchAlters [repeat switch_alternative]
289   by
290   Label Stmts[translateStatementInBlock]
291   RemainingSwitchAlters[changeSwitchStmts]
292   
293   end function
294   
353   replace*[statement]
354   'throw ThrowExp[expression] ';
355   by
356   'throw ThrowExp[changeExpression][changeCSException][changeCSStatement] ';
357   end function
358   % [3-13]Synchronized Statement--------------------------------------------------------
359   function changeSynchronized
360   replace*[statement]
361   'synchronized '( SyncExp[expression] ')
362   Stmts[statement]
363   by
364   'lock '( SyncExp[changeExpression] ')
365   Stmts[translateStatement][translateBlock]
366   end function
367   % [3-14]Try Statement--------------------------------------------------------
368   function changeTry
369   replace*[statement]
370   'try TryBlock[block] Catches[repeat catch_clause] Finally[opt finally_clause]
371   construct NewCatches[repeat catch_clause]
372   _[changeCatch each Catches]
373   by
374   'try TryBlock[translateBlock] NewCatches Finally[changeFinally]
375   end function
376   % %[3-14-1]find a catch clause and change its data type--------------------------
377   function changeCatch CatchClause[catch_clause]
378   replace[repeat catch_clause]
379   Catches[repeat catch_clause]
380   deconstruct CatchClause
381   'catch '( DataType[type_specifier] Name[variable_name] ')
382   CatchBlock[block]
383   construct NewCatchClause[catch_clause]
384   'catch '( DataType[changeDataTypes][changeArrayTypes][changeExceptionName]
Name ')
385   CatchBlock[translateBlock]
386   by
387   Catches[. NewCatchClause]
388   end function
389   % [3-14-2]find a finally clause and change its block------------------------------
390   function changeFinally
391   replace[opt finally_clause]
392   'finally FinBlock[block]
393   by
394   'finally FinBlock[translateBlock]
395   end function
396   % [4]*******************************************API Part
397   % to fetch for a call for a method in a class
398   % mainly used to change System classes such as out.println or print methods
399   % [4-1]this fuction should be changed to satisfy other patterns of method calls
400   function changeCSStatement
401   replace [expression]
402   FirstId[id] '. SecondId[id]'. ThirdId[id]Remaining[repeat component]
403   %to search for specified entry in the statemnts table
404   construct Key[reference]
405   FirstId.SecondId.ThirdId
406   import StatementMapping [StmtMapper]
407   % match the key entry with C# one
408   deconstruct *[table_entry] StatementMapping
409   Key -> CSStmt [reference]
410   % to build a new valid expression 
295   % [3-6]While Statement--------------------------------------------------------
296   function changeWhile
297   replace*[statement]
298   'while '( WhileExp[expression] ')
299   Stmts[statement]
300   by
301   'while '( WhileExp[changeExpression]')
302   Stmts[translateStatement][translateBlock]
303   end function
304   
305   % [3-7]While Statement--------------------------------------------------------
306   function changeDoWhile
307   replace*[statement]
308   'do
309   Stmts[statement]
310   'while '( DoWhileExp[expression] ');
311   by
312   'do
313   Stmts[translateStatement][translateBlock]
314   'while '( DoWhileExp[changeExpression]');
315   end function
316   % [3-8]For Statement--------------------------------------------------------
317   function changeFor
318   replace*[statement]
319   'for '( InitExp[for_init] ForExp[for_expression]UpdateExp [for_update] ')
320   Stmts[statement]
321   by
322   'for '( InitExp[checkLocalVars][changeExpression] ForExp[changeExpression]
UpdateExp [changeExpression] ')
323   Stmts[translateStatement][translateBlock]
324   end function
325   % [3-9]Break Statement--------------------------------------------------------
326   function changeBreak
327   replace*[statement]
328   BreakStmt[break_statement]
329   deconstruct BreakStmt
330   'break LabelName[reference]';
331   by
332   BreakStmt[$ 'break 'goto]%'goto LabelName ';
333   end function
334   % [3-10]Continue Statement--------------------------------------------------------
335   function changeContinue
336   replace*[statement]
337   ContinueStmt[continue_statement]
338   deconstruct ContinueStmt
339   'continue LabelName[reference]';
340   by
341   ContinueStmt[$ 'continue 'goto]%'goto LabelName ';
342   end function
343   % [3-11]Return Statement--------------------------------------------------------
344   function changeReturn
345   replace*[statement]
346   'return ReturnExp[opt expression] ';
347   by
348   'return ReturnExp[changeOptExpression] ';
349   end function
350   % [3-12]Throw Statement--------------------------------------------------------
351   % The Java exception name [see table ] is matched and converted to the C# equivalent one.
352   function changeThrow
411   deconstruct CSStmt
412   FirstCSId[id] CSRemaining[repeat component]
413   %join the method arguements with the new part
414   by
415   FirstCSId CSRemaining[. Remaining]
416   end function
417   % *******************************************API Part
418   % [4-2]for changing the exception names
419   function changeCSException
420   replace *[expression]
421   exp[expression]
422   deconstruct exp
423   'new ExceptionName[qualified_name]()
424   by
425   'new ExceptionName[changeExceptionName]()
426   end function
427   % Generally for optional expression
428   function changeOptExpression
429   replace[opt expression]
430   Expression[opt expression]
431   by
432   Expression[$ '>>> '>>]
433   end function
434   
435   
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1   % TXL 103a3 Translation, Java to C#
2   % Rihab Eltayeb, Sudan University, August 2005
3   % [part of master thesis project]
4   
5   % ------------------------------------------------------------------------------- 
6   % ********* DATA TYPES SECTION *********
7   % ------------------------------------------------------------------------------- 
8   % general rules used in more than one transformation
9   
10   % [1] first find a java primitive
11   % then change it
12   function changeDataTypes
13   replace[type_specifier]
14   DataType[primitive_type]
15   by
16   DataType[changePrimDataTypes]
17   end function
18   % [2]To change the primitive data types
19   % byte to sbyte,boolean to bool
20   % other data types are the same
21   function changePrimDataTypes
22   replace [primitive_type]
23   JavaType[primitive_type]
24   import PrimDataTypesMapping [DataMapper]
25   deconstruct * [primitiveTable] PrimDataTypesMapping
26   JavaType -> CSType [primitive_type]
27   by
28   CSType
29   end function
30   % [3]changing the array declaration if it secifies
31   % a primitive data type as its elements type
32   function changeArrayTypes
33   replace[type_specifier]
34   ArrayType[type_name] Dimentions[repeat dimension+]
35   deconstruct *[primitive_type] ArrayType
36   PrimType[primitive_type]
37   by
38   PrimType[changePrimDataTypes]Dimentions
39   end function
40   % [4]change the exception name with the C# one
41   % Exception names can be found in throw statement or 
42   % in variable declaration or initializer
43   function changeExceptionName
44   replace *[qualified_name]
45   ExceptionName[qualified_name]
46   import RunTimeExceptionsMapper [ExceptionMapper]
47   deconstruct * [exceptionTable] RunTimeExceptionsMapper
48   ExceptionName -> CSName [qualified_name]
49   by
50   CSName
51   end function
52   
53   
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1   % TXL Java 1.1 Basis Grammar
2   % Copyright 2001 TXL Software Research Inc. and James R. Cordy
3   
4   % Adapted from the Java Language Specification, 2nd edition
5   
6   % Modified by Xinping Guo May 28, 2002
7   % -- Defined a new nonterminal type called "declared_name".
8   % -- "class_name", "interface_name", "variable_name" and "method_name" are "declared_name".
9   % -- Changed "reference" to "variable_name" in "catch_clause".
10   % -- In "constructor_declarator", changed "type_name" to "class_name".
11   % -- In "implements_clause", changed "class_name+" to "qualified_name+".
12   % -- Defined a new nonterminal type called "method_or_constructor_declaration".
13   % -- In "member_declaration", removed "field_declaration" and changed  
14   %        "method_declaration" to "method_or_constructor_declaration".
15   % -- In "class_body_declaration", removed "constructor_declaration" and
16   %        added "field_declaration".
17   
18   % Modified by Xinping Guo June 12, 2002
19   % The changes made expansion of dot notation much easier.
20   % -- Redefined "primary". Removed "primary_component" and "dot_primary_component"
21   % -- Redefined "subprimary".
22   % -- Removed "field_access", "method_invocation" and "constructor_invocation".
23   % -- Redefined "reference".
24   % -- Defined "component".
25   % -- Defined "method_argument".
26   
27   % Modified by Xinping Guo July 17, 2002
28   % -- Added [repeat component] after "( [expression] ') in defintion of primary.
29   
30   % Modified by Xinping Guo July 23, 2002
31   % -- Added 'strictfp in defintion of modifier.
32   
33   
34   % Lexical conventions of Java 
35   
36   #pragma -width 128
37   
38   tokens
39   number "\d+[LlFfDd]?" % Java ints
40   + "[(\d+(.\d*))(.\d+)]([eE][+-]?\d+)?[LlFfDd]?" % Java float constants
41   + "0[Xx][\dABCDEFabcdef]+[LlFfDd]?" % Java hex constants
42   end tokens
43   
44   comments
45   //
46   /* */
47   end comments
48   
49   compounds
50   != '% =  &&  &=  *=  ++  +=   --  -=  /=  ^=  |=  ||
51   << <<= <= == >= >> >>= >>> >>>=
52   end compounds
53   
54   
55   % Removed this and super - XG June 19, 2002
56   keys
57   'abstract 'boolean 'break 'byte 'case 'cast 'catch 'char 'class 'const 'continue
58   'default 'do 'double 'else 'extends 'false 'final 'finally 'float 'for 'future
59   'goto 'if 'implements 'import 'inner 'instanceof 'int 'interface 'long
119   
120   define class_header
121   [repeat modifier] 'class [class_name] [opt extends_clause] [opt implements_clause]
122   end define
123   
124   define class_body
125   [class_or_interface_body]
126   end define
127   
128   define interface_declaration
129   [interface_header] [interface_body]
130   end define
131   
132   define interface_header
133   [repeat modifier] 'interface [interface_name] [opt extends_clause] [opt
implements_clause]
134   end define
135   
136   define interface_body
137   [class_or_interface_body]
138   end define
139   
140   define modifier
141   'abstract
142   | 'final
143   | 'public
144   | 'protected
145   | 'private
146   | 'static
147   | 'transient
148   | 'volatile
149   | 'native
150   | 'synchronized
151   | 'strictfp % Added strictfp XG July 23, 2002
152   end define
153   
154   define extends_clause
155   'extends [list type_name+]
156   end define
157   
158   define implements_clause
159   'implements [list qualified_name+]
160   end define
161   
162   define class_name
163   [declared_name]
164   end define
165   
166   define interface_name
167   [declared_name]
168   end define
169   
170   define class_or_interface_body
171   '{ [NL][IN]
172   [repeat class_body_declaration] [EX]
173   '} [opt ';] [NL][NL]
174   end define
175   
176   define class_body_declaration
60   'native 'new 'null 'package 'private 'protected 'public 'return
61   'short 'static 'switch 'synchronized
62   'throw 'throws 'transient 'true 'try 'void 'volatile 'while
63   end keys
64   
65   
66   % Syntax of Java 1.1 
67   
68   define program
69   [package_declaration]
70   end define
71   
72   
73   % Declarations
74   
75   define package_declaration
76   [opt package_header]
77   [repeat import_declaration]
78   [repeat type_declaration]
79   end define
80   
81   define package_header
82   'package [package_name] '; [NL][NL]
83   end define
84   
85   define package_name
86   [qualified_name]
87   end define
88   
89   define import_declaration
90   'import [imported_name] '; [NL][NL]
91   end define
92   
93   define imported_name
94   [package_or_type_name] [opt dot_star]
95   end define
96   
97   define package_or_type_name
98   [qualified_name]
99   end define
100   
101   define dot_star
102   '. '*
103   end define
104   
105   define declared_name
106   [reference]
107   end define
108   
109   % Class and interface declarations
110   
111   define type_declaration
112   [class_declaration] [NL][NL]
113   | [interface_declaration] [NL][NL]
114   end define
115   
116   define class_declaration
117   [class_header] [class_body]
118   end define
177   [empty_declaration]
178   | [member_declaration]
179   | [instance_initializer]
180   | [static_initializer]
181   | [field_declaration]
182   end define
183   
184   define empty_declaration
185   '; [NL]
186   |'//
187   end define
188   
189   define member_declaration
190   [method_or_constructor_declaration]
191   | [type_declaration] % [class_declaration] or [interface_declaration]
192   end define
193   
194   define method_or_constructor_declaration
195   [method_declaration]
196   | [constructor_declaration]
197   end define
198   
199   define instance_initializer
200   [NL] [block] [NL][NL]
201   end define
202   
203   define static_initializer
204   [NL] 'static [block] [NL][NL]
205   end define
206   
207   define constructor_declaration
208   [NL] [repeat modifier] [constructor_declarator] [opt throws] [constructor_body] [
NL][NL]
209   end define
210   
211   define constructor_declarator
212   [class_name] '( [list formal_parameter] ')
213   end define
214   
215   define constructor_body
216   [block] [NL]
217   end define
218   
219   
220   % Field declarations 
221   
222   define field_declaration
223   [variable_declaration]
224   end define
225   
226   define variable_declaration
227   [repeat modifier] [type_specifier] [variable_declarators] '; [NL]
228   end define
229   
230   define variable_declarators
231   [list variable_declarator+]
232   end define
233   
234   define variable_declarator
235   [variable_name] [opt equals_variable_initializer]
236   end define
237   
238   define variable_name
239   [declared_name][repeat dimension]
240   end define
241   
242   define equals_variable_initializer
243   '= [variable_initializer]
244   end define
245   
246   define variable_initializer
247   [expression]
248   | [array_initializer]
249   end define
250   
251   define array_initializer
252   '{ [list variable_initializer] [opt ',] '}
253   end define
254   
255   
256   % Method declarations 
257   
258   define method_declaration
259   [NL] [repeat modifier] [type_specifier] [method_declarator] [opt throws] [
method_body]
260   end define
261   
262   define method_declarator
263   [method_name] '( [list formal_parameter] ') [repeat dimension]
264   end define
265   
266   define method_name
267   [declared_name]
268   end define
269   
270   define formal_parameter
271   [opt 'final] [type_specifier] [formal_parameter_name]
272   end define
273   
274   define formal_parameter_name
275   [variable_name]
276   end define
277   
278   define throws
279   'throws [list qualified_name+]
280   end define
281   
282   define method_body
283   [block] [NL][NL]
284   | '; [NL][NL]
285   end define
286   
287   
288   % Type specifiers
289   
290   define type_specifier
291   [type_name]
292   | [array_type_specifier]
352   
353   define empty_statement
354   '; [NL]
355   end define
356   
357   define label_statement
358   [label_name] ': [NL]
359   end define
360   
361   define label_name
362   [reference]
363   end define
364   
365   define expression_statement
366   [expression] '; [NL]
367   end define
368   
369   define if_statement
370   'if '( [expression] ')
371   [statement]
372   [opt else_clause] [NL]
373   end define
374   
375   define else_clause
376   'else
377   [statement]
378   end define
379   
380   define switch_statement
381   'switch '( [expression] ') [switch_block] [NL]
382   end define
383   
384   define switch_block
385   '{ [IN][NL]
386   [repeat switch_alternative] [EX]
387   '}
388   end define
389   
390   define switch_alternative
391   [switch_label] [IN][NL]
392   [repeat declaration_or_statement] [EX]
393   end define
394   
395   define switch_label
396   'case [constant_expression] ':
397   | 'default ':
398   end define
399   
400   define while_statement
401   'while '( [expression] ')
402   [statement] [NL]
403   end define
404   
405   define do_statement
406   'do
407   [statement]
408   'while '( [expression] ') '; [NL]
409   end define
410   
293   end define
294   
295   define array_type_specifier
296   [type_name] [repeat dimension+]
297   end define
298   
299   define type_name
300   [primitive_type]
301   | [qualified_name]
302   end define
303   
304   define primitive_type
305   'boolean
306   | 'char
307   | 'byte
308   | 'short
309   | 'int
310   | 'long
311   | 'float
312   | 'double
313   | 'void
314   end define
315   
316   
317   % Statements
318   
319   define block
320   '{ [NL][IN]
321   [repeat declaration_or_statement] [EX]
322   '}
323   end define
324   
325   define declaration_or_statement
326   [local_variable_declaration]
327   | [class_declaration]
328   | [statement]
329   end define
330   
331   define local_variable_declaration
332   [variable_declaration]
333   end define
334   
335   define statement
336   [label_statement]
337   | [empty_statement]
338   | [expression_statement]
339   | [if_statement]
340   | [switch_statement]
341   | [while_statement]
342   | [do_statement]
343   | [for_statement]
344   | [break_statement]
345   | [continue_statement]
346   | [return_statement]
347   | [throw_statement]
348   | [synchronized_statement]
349   | [try_statement]
350   | [block]
351   end define
411   define for_statement
412   'for '( [for_init] [for_expression] [for_update] ')
413   [statement] [NL]
414   end define
415   
416   define for_init
417   [list expression] ';
418   | [local_variable_declaration]
419   end define
420   
421   define for_expression
422   [opt expression] ';
423   end define
424   
425   define for_update
426   [list expression]
427   end define
428   
429   define break_statement
430   'break [opt label_name] '; [NL]
431   end define
432   
433   define continue_statement
434   'continue [opt label_name] '; [NL]
435   end define
436   
437   define return_statement
438   'return [opt expression] '; [NL]
439   end define
440   
441   define throw_statement
442   'throw [expression] '; [NL]
443   end define
444   
445   define synchronized_statement
446   'synchronized '( [expression] ')
447   [statement] [NL]
448   end define
449   
450   define try_statement
451   'try [block] [repeat catch_clause] [opt finally_clause] [NL]
452   end define
453   
454   define catch_clause
455   %   'catch '( [type_specifier] [reference] ') [block] 
456   'catch '( [type_specifier] [variable_name] ') [block] % July 15
457   end define
458   
459   define finally_clause
460   'finally [block]
461   end define
462   
463   
464   % Expressions
465   
466   define constant_expression
467   [expression] % which is a constant
468   end define
469   
470   define expression
471   [assignment_expression]
472   end define
473   
474   define assignment_expression
475   [conditional_expression]
476   | [unary_expression] [assignment_operator] [assignment_expression]
477   end define
478   
479   define assignment_operator
480   '=
481   | '*=
482   | '/=
483   | '% =
484   | '+=
485   | '-=
486   | '<<=
487   | '>>=
488   | '>>>=
489   | '&=
490   | '^=
491   | '|=
492   end define
493   
494   define conditional_expression
495   [conditional_or_expression] [opt conditional_choice]
496   end define
497   
498   define conditional_choice
499   '? [expression] ': [conditional_expression]
500   end define
501   
502   define conditional_or_expression
503   [conditional_and_expression] [repeat or_conditional_and_expression]
504   end define
505   
506   define or_conditional_and_expression
507   '|| [conditional_and_expression]
508   end define
509   
510   define conditional_and_expression
511   [inclusive_or_expression] [repeat and_inclusive_or_expression]
512   end define
513   
514   define and_inclusive_or_expression
515   '&& [inclusive_or_expression]
516   end define
517   
518   define inclusive_or_expression
519   [exclusive_or_expression] [repeat or_exclusive_or_expression]
520   end define
521   
522   define or_exclusive_or_expression
523   '| [exclusive_or_expression]
524   end define
525   
526   define exclusive_or_expression
527   [and_expression] [repeat or_and_expression]
528   end define
588   '+ | '-
589   end define
590   
591   define multiplicative_expression
592   [unary_expression] [repeat mult_op_unary_expression]
593   end define
594   
595   define mult_op_unary_expression
596   [mult_op] [unary_expression]
597   end define
598   
599   define mult_op
600   '* | '/ | '% 
601   end define
602   
603   define unary_expression
604   [pre_inc_dec] [unary_expression]
605   | [unary_op] [unary_expression]
606   | [postfix_expression]
607   | [cast_expression]
608   end define
609   
610   define pre_inc_dec
611   '++ | '--
612   end define
613   
614   define unary_op
615   '+ | '- | '~ | '!
616   end define
617   
618   define cast_expression
619   '( [type_specifier] ') [unary_expression]
620   end define
621   
622   define postfix_expression
623   [primary] [repeat post_inc_dec]
624   end define
625   
626   define post_inc_dec
627   '++ | '--
628   end define
629   
630   define subscript
631   '[ [expression] ']
632   end define
633   
634   define primary
635   [literal]
636   | [reference]
637   | '( [expression] ') [repeat component]
638   | [class_instance_creation_expression]
639   | [array_creation_expression]
640   end define
641   
642   define literal
643   [numeric_literal]
644   | [character_literal]
645   | [string_literal]
646   | [boolean_literal]
529   
530   define or_and_expression
531   '^ [and_expression]
532   end define
533   
534   define and_expression
535   [equality_expression] [repeat and_equality_expression]
536   end define
537   
538   define and_equality_expression
539   '& [equality_expression]
540   end define
541   
542   define equality_expression
543   [relational_expression] [repeat equality_op_relational_expression]
544   end define
545   
546   define equality_op_relational_expression
547   [equality_op] [relational_expression]
548   end define
549   
550   define equality_op
551   '== | '!=
552   end define
553   
554   define relational_expression
555   [shift_expression] [repeat relational_op_shift_expression]
556   end define
557   
558   define relational_op_shift_expression
559   [relational_op] [shift_expression]
560   | 'instanceof [type_specifier]
561   end define
562   
563   define relational_op
564   '< | '> | '<= | '>=
565   end define
566   
567   define shift_expression
568   [additive_expression] [repeat shift_additive_expression]
569   end define
570   
571   define shift_additive_expression
572   [shift_op] [additive_expression]
573   end define
574   
575   define shift_op
576   '<< | '>> | '>>>
577   end define
578   
579   define additive_expression
580   [multiplicative_expression] [repeat add_op_multiplicative_expression]
581   end define
582   
583   define add_op_multiplicative_expression
584   [add_op] [multiplicative_expression]
585   end define
586   
587   define add_op
647   | [null_literal]
648   end define
649   
650   define numeric_literal
651   [number]
652   end define
653   
654   define character_literal
655   [charlit]
656   end define
657   
658   define string_literal
659   [stringlit]
660   end define
661   
662   define boolean_literal
663   'true
664   | 'false
665   end define
666   
667   define null_literal
668   'null
669   end define
670   
671   define class_instance_creation_expression
672   'new [class_or_interface_name] '( [list argument] ') [opt class_body]
673   end define
674   
675   define class_or_interface_name
676   [qualified_name]
677   end define
678   
679   define array_creation_expression
680   'new [array_type_specifier] [opt array_initializer]
681   end define
682   
683   define dimension
684   '[ [opt expression] ']
685   end define
686   
687   define argument
688   [expression]
689   end define
690   
691   define qualified_name
692   [reference]
693   end define
694   
695   define reference
696   [id] [repeat component]
697   end define
698   
699   define component
700   [dot_id]
701   | [method_argument]
702   | [subscript]
703   end define
704   
705   define method_argument
706   '( [list argument] ')
707   end define
708   
709   define dot_id
710   '. [id]
711   end define
712   
713   % --- END ---
714   
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