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Abstrakt
C´ılem diplomove´ pra´ce je zpracovat studii o karte´zske´m geneticke´m programova´n´ı se zameˇ-
rˇen´ım na pouzˇit´ı v oblasti evoluce obvod˚u a vytvorˇit na´vrh konceptu vizualizace te´to evo-
luce. Na´sledneˇ je c´ılem vytvorˇit program umozˇnˇuj´ıc´ı vizualizovat evoluci obvod˚u karte´zske´ho
geneticke´ho programova´n´ı, jej´ı jednotlive´ generace, stejneˇ tak i jednotlive´ chromozomy, da´le
umozˇnˇuj´ıc´ı zobrazovat zmeˇny mezi generacemi a chromozomy a porovna´vat v´ıce chromo-
zomu˚ najednou. Pro vy´sledny´ program bylo rovneˇzˇ zpracova´no neˇkolik prˇ´ıklad˚u pouzˇit´ı.
Abstract
The main goal of the master’s thesis is to compose a study on cartesian genetic programming
with focus on evolution of circuits and to design a concept for visualisation of this evolution.
Another goal is to create a program to visualise the circuit evolution in cartesian genetic
programming, its generations and chromosomes. The program is capable of visualising the
changes between generations and chromosomes and comparing more chromosomes at once.
Several user cases had been prepared for the resulting program.
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Kapitola 1
U´vod
Cˇoraz viac princ´ıpov z pr´ırody prenika´ do technolo´gi´ı. Jedny´m z nich je aj Darwinova teo´ria
evolu´cie a jej modern´ı na´sledn´ıci, teo´rie neodarwinizmu. Zjednodusˇene povedane´, tieto teo´rie
postuluju´, zˇe najlepsˇie prispoˆsoben´ı jedinci maju´ najviac potomkov, ktor´ı potom vytvoria
d’alˇsiu, potencia´lne lepsˇiu genera´ciu. Tento za´kladny´ princ´ıp bol preneseny´ do technolo´gi´ı
s takmer u´plny´m zachovan´ım terminolo´gie. Vznikla nova´ trieda prehl’ada´vac´ıch algoritmov,
ktore´ dnes pozna´me pod na´zvom evolucˇne´ algoritmy.
Ciel’om tejto diplomovej pra´ce je uviest’ cˇitatel’a do problematiky karte´zskeho geneticke´-
ho programovania (d’alej len CGP, skra´tene´ z anglicke´ho na´zvu Cartesian Genetic Progra-
mming), ktore´ sa v na´vrhu logicky´ch obvodov cˇasto pouzˇ´ıva, navrhnu´t’ vhodne´ prostredie
a uzˇ´ıvatel’ske´ rozhranie pre vizualiza´ciu vy´sledkov CGP, tj. genera´ci´ı chromozo´mov a chro-
mozo´mov samotny´ch, s vyuzˇit´ım vy´sledkov mojej bakala´rskej pra´ce [10] a implementovat’
ho. Vznikne tak komplexny´ program, ktory´ bude umozˇnˇovat’ vizua´lnu kontrolu vy´sledkov
evolu´cie CGP, umozˇn´ı ich manipula´ciu a u´pravy pre d’alˇsie pouzˇitie, napr´ıklad skrytie ne-
pouzˇity´ch hradiel, simula´ciu chromozo´mu, zobrazenie histo´rie evolu´cie chromozo´mu, porov-
nanie rozdielov dvoch chromozo´mov a podobne.
Tento text je sˇtrukturovany´ do oˆsmych kapitol. Prvou kapitolou je u´vod, ktory´ pra´ve
cˇ´ıtate. Dˇalˇsou je popis CGP z obecne´ho hl’adiska. Potom nasleduje kapitola zamerana´ na
vyuzˇitie CGP pri evolucˇnom na´vrhu obvodov. Vo sˇtvrtej kapitole sa nacha´dza vy´cˇet a porov-
nanie roˆznych na´strojov pre pra´cu a vizualiza´ciu CGP. V d’alˇsej kapitole je navrhnuty´ kon-
cept na´stroja pre vizualiza´ciu evolu´cie CGP. V sˇiestej kapitole je pop´ısana´ implementa´cia
programu podl’a na´vrhu z piatej kapitoly. Predposlednou kapitolou su´ pr´ıklady pouzˇitia
s na´zorny´mi uka´zˇkami, ktore´ slu´zˇia na otestovanie programu. Poslednou kapitolou je za´ver,
kde je zhrnuta´ pra´ca, ktora´ bola dosial’ urobena´ a pr´ıpadne´ rozsˇ´ırenia.
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Kapitola 2
Karte´zske geneticke´ programovanie
2.1 Evolucˇne´ algoritmy
Evolucˇne´ algoritmy vycha´dzaju´ z Darwinovej teo´rie prirodzene´ho vy´beru. Tento termı´n
zastresˇuje roˆzne stochasticke´ prehl’ada´vacie algoritmy s ty´mito rysmi [8]:
• Pouzˇ´ıvaju´ popula´ciu (mnozˇinu) kandida´tnych riesˇen´ı, ktora´ umozˇnˇuje paralelny´ pr´ı-
stup k prehl’ada´vaniu.
• K vytva´raniu novy´ch kandida´tnych riesˇen´ı pouzˇ´ıvaju´ biolo´giou insˇpirovane´ opera´tory,
ktore´ kombinuju´ kandida´tne riesˇenia existuju´ce v danom cˇase.
Pre porovnanie za´kladne´ rysy klasicke´ho darwinizmu su´ [7]:
• Popula´cie su´ geneticky variabilne´, premenlivost’ je na´hodna´ vzhl’adom k prostrediu.
• Popula´cie maju´ neobmedzenu´ kapacitu rastu, ale potravne´ a priestorove´ zdroje su´
obmedzene´, a preto dorasta´ iba cˇast’ zygot na jedincov schopny´ch rozmnozˇovania –
medzi jedincami mus´ı existovat’ ”boj o prezˇitie”.
• Potomkov plodia hlavne najlepsˇie vybaven´ı jedinci, a ty´m prena´sˇaju´ svoje geneticke´
dispoz´ıcie vo zvy´sˇenej miere do d’alˇs´ıch genera´ci´ı – zastu´penie vlastnost´ı vhodny´ch
pre dane´ prostredie sa tak sta´le zvysˇuje.
• Vd’aka tomuto pr´ırodne´mu vy´beru sa druhy prispoˆsobuju´ prostrediu a dlhodoby´m
poˆsoben´ım vy´beru je mozˇne´ vysvetlit’ celu´ evolu´ciu.
Iny´mi slovamı´ moˆzˇeme povedat’, zˇe biologicka´ evolu´cia je progres´ıvna zmena geneticke´ho
obsahu popula´cie v priebehu mnohy´ch genera´ci´ı. Obsahuje tieto tri komponenty [7]:
1. Prirodzeny´ vy´ber je proces, v ktorom jedinci vysoko adaptovan´ı na prostredie (angl.
with high fitness) vstupuju´ s va¨cˇsˇou pravdepodobnost’ou do procesu reprodukcie nezˇ
ostatn´ı jedinci.
2. Na´hodny´ geneticky´ drift, v ktorom na´hodne´ udalosti v zˇivote jedincov ovplyvnˇuju´
popula´ciu. Taky´mito udalost’ami su´ napr. na´hodna´ muta´cia geneticke´ho materia´lu
alebo na´hodna´ smrt’ jedinca s vysokou fitness hodnotou predty´m, nezˇ mal mozˇnost’
u´cˇastnit’ sa produkcˇne´ho procesu. Na´hodne´ efekty geneticke´ho driftu su´ vy´znamne´
hlavne pre male´ popula´cie.
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3. Reprodukcˇny´ proces, v ra´mci ktore´ho sa z rodicˇov vytva´raju´ potomkovia. Ge-
neticka´ informa´cia potomkov je vytvorena´ vza´jomnou vy´menou genetickej informa´cie
rodicˇov. Najcˇastejˇsie tento proces prebieha tak, zˇe z genetickej informa´cie dvoch jedin-
cov sa na´hodne vyberu´ cˇasti chromozo´mu – informa´cie, z ktory´ch je potom zostavena´
geneticka´ informa´cia nove´ho jedinca – potomka (tzv. sexua´lna reprodukcia).
Pri evolucˇny´ch algoritmoch je riesˇenie nejakej u´lohy prevedene´ na proces evolu´cie po-
pula´cie na´hodne vygenerovany´ch riesˇen´ı. Kazˇde´ riesˇenie je zako´dovane´ do ret’azca sym-
bolov (parametrov) a ohodnotene´ tzv. fitness funkciou, ktora´ vyjadruje kvalitu riesˇenia –
cˇ´ım je hodnota va¨cˇsˇia ty´m je dane´ riesˇenie perspekt´ıvnejˇsie a cˇastejˇsie vstupuje do re-
produkcˇne´ho procesu, behom ktore´ho su´ generovane´ nove´ riesˇenia. Popula´cia riesˇen´ı sa
bezˇne nazy´va popula´ciou individu´ı alebo chromozo´mov. Reprodukcˇny´ proces je zalozˇeny´
na dvoch hnac´ıch sila´ch: variacˇne´ opera´tory kr´ızˇenia a muta´cie, ktore´ prina´sˇaju´ rozmani-
tost’ popula´cie/diverzitu a selekcia, ktora´ uprednostnˇuje kvalitny´ch jedincov. Kombina´cia
varia´cie a selekcie prispieva obecne k zlepsˇeniu fitness funkcie jedincov v novo sa tvoriacej
popula´cii. V procese kr´ızˇenia jedincov, tak ako v zˇivej pr´ırode su´ nove´ indiv´ıdua´ z´ıskavane´
kr´ızˇen´ım va¨cˇsˇinou dvoj´ıc rodicˇovsky´ch indiv´ıdu´ı. Vsˇetky komponenty evolucˇne´ho procesu
su´ stochasticke´ – cˇastejˇsie napr. vstupuju´ do reprodukcˇne´ho procesu pa´ry s lepsˇou fitness
funkciou, ale aj slabsˇ´ı jedinci maju´ sˇancu vstu´pit’ do reprodukcˇne´ho procesu.
Evolucˇne´ algoritmy pozosta´vaju´ z nasleduju´cich komponent:
• Reprezenta´cia riesˇen´ı/indiv´ıdu´ı – spoˆsob zako´dovania,
• Funkcia ohodnotenia kvality riesˇenia – fitness funkcia,
• Popula´cia,
• Techniky vy´beru rodicˇovsky´ch indiv´ıdu´ı,
• Variacˇne´ opera´tory selekcie a muta´cie a
• Obnova popula´cie.
Konkre´tna sˇpecifika´cia jednotlivy´ch komponent je odliˇsna´ pre roˆzne typy evolucˇny´ch
algoritmov. Maju´ vsˇak spolocˇny´ obecny´ algoritmus 2.1.1 [7].
Algoritmus 2.1.1.
begin
t := 0; // nastavenie pocˇiatocˇne´ho cˇasu
initpopulation P(t); // inicializa´cia, na´hodne´ generovanie popula´cie
evaluate P (t); // ohodnotenie pocˇiatocˇny´ch jedincov popula´cie
while not finished do // test na ukoncˇovacie krite´rium
t := t + 1; // inkrementa´cia cˇı´sla popula´cie
P’ := selectpar P (t); // selekcia rodicˇov
recombine P’ (t); // rekombina´cia vybrany´ch rodicˇov
mutate P’ (t); // na´hodna´ muta´cia potomkov
evaluate P’ (t); // ohodnotenie novovzniknuty´ch potomkov
P := survive P,P’ (t); // obnova popula´cie pre d’alsˇiu genera´ciu
od
end
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Zo zacˇiatku boli evolucˇne´ algoritmy pouzˇ´ıvane´ iba na optimaliza´ciu, tj. k na´jdeniu op-
tima´lnych hodnoˆt parametrov optimalizovane´ho syste´mu. V posledny´ch rokoch sa vsˇak
zacˇ´ınaju´ pouzˇ´ıvat’ aj na na´vrhy syste´mov, kde okrem parametrov je hl’adana´ aj sˇtruktu´ra
vy´sledne´ho syste´mu. Nacha´dzaju´ uplatnenie vsˇade tam, kde klasicke´ analyticke´ cˇi heuris-
ticke´ meto´dy nepostacˇuju´, teda hlavne pri riesˇen´ı zlozˇity´ch nelinea´rnych u´loh. Pouzˇ´ıvaju´
sa napr. pri numerickej a kombinatorickej optimaliza´cii, modelovan´ı a identifika´cii modelu,
pla´novan´ı a riaden´ı, inzˇinierskom na´vrhu, dolovan´ı da´t, strojovom ucˇen´ı a umelej inteligencii
[7]. Tieto u´lohy maju´ podobne´ vlastnosti:
• Priestor riesˇen´ı je pr´ıliˇs rozsiahly a chy´ba expertna´ znalost’, ktora´ by umozˇnila zu´zˇit’
priestor sl’ubny´ch riesˇen´ı.
• Nie je mozˇne´ urobit’ matematicku´ analy´zu proble´mu.
• Tradicˇne´ meto´dy zlyha´vaju´.
• Ide o u´lohy s mnohocˇetny´mi extre´mami, krite´riami a obmedzuju´cimi podmienkami.
Evolucˇne´ algoritmy vsˇak maju´ aj svoje nevy´hody. Kvalitu riesˇenia je mozˇne´ hodnotit’
iba relat´ıvne, nie je mozˇne´ otestovat’ cˇi sa jedna´ o globa´lne optimum. Pre mnohe´ u´lohy je
typicka´ vel’ka´ cˇasova´ na´rocˇnost’, pre pr´ıliˇs rozsiahle u´lohy poskytuje riesˇenia pr´ıliˇs vzdialene´
od optima. Ukoncˇenie optimaliza´cie je explicitne´ na za´klade cˇasove´ho limitu alebo stagna´cie
kriteria´lnej funkcie.
2.2 Geneticke´ programovanie
Geneticke´ programovanie (GP) pracuje s tzv. spustitel’ny´mi sˇtruktu´rami. Najcˇastejˇsie sa
jedna´ o programy, ktore´ su´ reprezentovane´ stromami. Tieto sˇtruktu´ry maju´ typicky pre-
mennu´ d´lzˇku. Dˇalˇs´ım pr´ıkladom spustitel’nej sˇtruktu´ry je elektronicky´ obvod, mechanicky´
syste´m alebo opticky´ syste´m. Geneticke´ opera´tory pracuju´ nad ty´mito spustitel’ny´mi sˇtruk-
tu´rami. Okrem bezˇny´ch opera´torov, ako su´ kr´ızˇenie a muta´cia, existuje aj rada pokrocˇi-
ly´ch opera´torov umozˇnˇuju´cich generovat’ programy s podprogramami, modulmi a podobne.
V ra´mci zistenia fitness hodnoty je spusteny´ ko´d kandida´tneho programu pre definovanu´
mnozˇinu vstupov a su´ vyhodnotene´ z´ıskane´ vy´sledky.
Pred zacˇat´ım riesˇenia u´lohy pomocou GP je potrebne´ uskutocˇnit’ pa¨t’ pr´ıpravny´ch kro-
kov: definovat’ mnozˇinu termina´lov, definovat’ mnozˇinu funkci´ı, definovat’ spoˆsob vy´pocˇtu
fitness, definovat’ parametre GP (vel’kost’ popula´cie, pocˇet genera´ci´ı a podobne), definovat’
spoˆsob urcˇenia vy´sledku a spoˆsob ukoncˇenia evolu´cie.
Tradicˇne´ GP pouzˇ´ıva genera´cie bez prekry´vania, tj v GP existuju´ presne definovane´
a oddelene´ popula´cie. Kazˇda´ genera´cia je reprezentovana´ celou popula´ciou jedincov. Nova´
popula´cia je vytva´rana´ zo starej popula´cie, ktoru´ nahradzuje. Algoritmus prebieha v piatich
krokoch [7]:
1. Inicializa´cia popula´cie.
2. Vyhodnotenie jedincov v existuju´cej popula´cii a priradenie fitness hodnoty kazˇde´mu
jedincovi.
3. Ky´m nie je nova´ popula´cia plne obsadena´, opakujeme nasleduju´ce kroky. Vyberieme
jedinca alebo niekol’ko jedincov zvoleny´m selekcˇny´m algoritmom, s vybrany´mi jedin-
cami urob´ıme geneticke´ opera´cie a vy´sledok geneticky´ch opera´ci´ı vlozˇ´ıme do novej
popula´cie.
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4. Ak je splnene´ krite´rium pre ukoncˇenie, pokracˇujeme nasleduju´cim krokom. Inak na-
hrad´ıme existuju´cu popula´ciu novou popula´ciou a pokracˇujeme krokom 2.
5. Jedinec s najvysˇsˇou hodnotou fitness je vy´sledkom algoritmu.
Mnozˇina termina´lov reprezentuje vstupy do programu, ktory´ je vyv´ıjany´ pomocou GP,
konsˇtanty a funkcie bez argumentov s vedl’ajˇs´ım u´cˇinkom. Pojem termina´l sa pouzˇ´ıva preto,
zˇe premenne´, konsˇtanty a funkcie bez argumentov tvoria v stromovej sˇtruktu´re termina´lne
symboly alebo tiezˇ listy stromu. Ked’ su´ termina´ly spracova´vane´, vra´tia programu urcˇitu´
hodnotu. Jednou z u´loh, ktoru´ termina´l zasta´va, je vstup do programu – premenna´. Pre-
menne´ hraju´ doˆlezˇitu´ u´lohu v procese ucˇenia, kedy sa pra´ve cez ne dosta´vaju´ do programu
data z tre´novacej mnozˇiny. Pomocou termina´lov je mozˇne´ do programu zaviest’ aj konsˇtanty.
Jednou mozˇnost’ou je zvolenie mnozˇiny konsˇta´nt (napr. urcˇita´ podmnozˇina rea´lnych cˇ´ısel),
ktore´ si zachovaju´ svoju hodnotu pocˇas cele´ho behu GP a pri generovan´ı stromu, ked’ sa
prida´va konsˇtanta, je vytvorena´ kombina´ciou ty´chto konsˇta´nt a aritmeticky´ch funkci´ı. Dru-
hou mozˇnost’ou je generovat’ konsˇtanty celkom na´hodne [8].
Mnozˇina funkci´ı moˆzˇe byt’ sˇpecificka´ pre oblast’, v ktorej je GP pouzˇite´, alebo moˆzˇe
byt’ obecna´. Je mozˇne´ pouzˇit’ l’ubovol’nu´ programovu´ konsˇtrukciu zna´mu z programovac´ıch
jazykov. Je vsˇak potrebne´ brat’ ohl’ad na to, aby funkcia nebola pr´ıliˇs zlozˇita´ a jej vycˇ´ıslenie
nebolo pr´ıliˇs cˇasovo na´rocˇne´. V GP je nutne´ pouzˇ´ıvat’ tzv. chra´nene´ varianty niektory´ch
funkci´ı, ktore´ nie su´ definovane´ pre urcˇite´ hodnoty. Typicky´m pr´ıkladom je delenie nu-
lou alebo odmocnina za´porne´ho cˇ´ısla. V taky´chto pr´ıpadoch funkcia mus´ı vra´tit’ nejaku´
bezpecˇnu´ hodnotu, napr. nulu alebo vel’mi vysoke´ cˇ´ıslo. Mnozˇina funkci´ı teda typicky ob-
sahuje sˇtandardne´ aritmeticke´ a logicke´ funkcie, d’alej konsˇtrukcie zna´me z programovac´ıch
jazykov (napr. cykly, skoky a podobne) a funkcie z konkre´tnej aplikacˇnej dome´ny (napr.
z oblasti robotiky: precˇ´ıtaj hodnotu i-te´ho senzoru alebo otocˇ l’ave´ koleso o x stupnˇov vl’avo)
[7].
Funkcie a termina´ly pre GP by mali byt’ volene´ tak, aby bolo pomocou nich mozˇne´
cˇo najlepsˇie reprezentovat’ riesˇenie dane´ho proble´mu. Ak pouzˇijeme malu´ mnozˇinu funkci´ı,
nebudeme schopn´ı riesˇit’ pr´ıliˇs zauj´ımave´ proble´my. Naopak tiezˇ nie je vhodne´ pouzˇit’ pr´ıliˇs
vel’ku´ mnozˇinu funkci´ı, pretozˇe sa ty´m zva¨cˇsˇuje prehl’ada´vac´ı priestor a nemus´ıme byt’
schopn´ı na´jst’ pozˇadovane´ riesˇenie. Mnozˇina funkci´ı by teda mala byt’ vyva´zˇena´ s ohl’adom
na riesˇeny´ proble´m.
Programy v GP su´ sˇtruktu´ry pozosta´vaju´ce z funkci´ı a termina´lov. Dˇalej su´ definovane´
pravidla´ urcˇuju´ce, kedy a ako budu´ jednotlive´ funkcie a termina´ly pouzˇite´. Za´kladny´mi
troma sˇtruktu´rami pouzˇ´ıvany´mi v GP su´ stromy, linea´rne sˇtruktu´ry a obecne´ grafove´
sˇtruktu´ry. Vo va¨cˇsˇine stromovo orientovany´ch GP syste´mov genotyp a fenotyp jedinca
sply´vaju´. Priechodom stromu doˆjde k vykonaniu programu, ktory´ strom reprezentuje. Line-
a´rna reprezenta´cia je tvorena´ postupnost’ou insˇtrukci´ı, ktora´ je podobna´ za´pisu programu
v jazyku symbolicky´ch insˇtrukci´ı. Obecne´ grafy sa v genetickom programovan´ı zacˇali hojne
pouzˇ´ıvat’ azˇ v poslednej dobe. Pr´ıkladom syste´mu s grafovou reprezenta´ciou je CGP [8].
2.3 CGP
CGP predstavil najprv J. Miller vo svojom cˇla´nku Cartesian Genetic Programming v roku
1999 a potom spolocˇne s P. Thomsonom v roku 2000 [4]. Vola´ sa ”karte´zske”, pretozˇe ako
reprezenta´ciu proble´mu pouzˇ´ıva dvojdimenziona´lnu mriezˇku prvkov, nazy´vanu´ aj matica.
Program v CGP je reprezentovany´ ako orientovany´ acyklicky´ graf, takzˇe nie je povolena´
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spa¨tna´ va¨zba, s pevny´m pocˇtom uzlov. Ge´ny, ktore´ tvoria genotyp v CGP, su´ cele´ cˇ´ısla, ktore´
reprezentuju´, kde uzly z´ıskaju´ svoje da´ta, ktore´ opera´cie na nich vykonaju´ a kde je mozˇne´
z´ıskat’ vy´stupne´ da´ta. Ak sa genotyp deko´duje, niektore´ uzly moˆzˇu byt’ vynechane´, pretozˇe
sa nepouzˇiju´ pri vy´pocˇte vy´sledku. Take´to uzly a ich ge´ny sa nazy´vaju´ neko´dove´. Vy´sledok
deko´dovania genotypu sa nazy´va fenotyp. Vzhl’adom na mozˇnu´ existenciu neko´dovy´ch uz-
lov v genotype moˆzˇe mat’ fenotyp roˆzny pocˇet uzlov, od zˇiadnych uzlov po celkovy´ pocˇet
uzlov z genotypu. Mapovanie genotyp–fenotyp pouzˇite´ v CGP je jedna z jeho definuju´cich
vlastnost´ı [5].
Kazˇdy´ prvok je reprezentovany´ viacery´mi ge´nmi. Ma´ definovanu´ funkciu pomocou fun-
kcˇne´ho ge´nu a vstupy pomocou spa´jac´ıch ge´nov. Funkcia je definovana´ v tabul’ke od uzˇ´ıvatel’a
a spracova´va vstupy na vy´stupy. Datove´ vy´stupy prvkov su´ cˇ´ıslovane´ sekvencˇne st´lpec za
st´lpcom a tieto cˇ´ısla sa potom pouzˇ´ıvaju´ v spa´jac´ıch ge´noch. Vy´stupy cele´ho genotypu
funguju´ na rovnakom princ´ıpe, su´ to spa´jacie ge´ny pripojene´ na koniec genotypu. Obecna´
forma programu v CGP je na obra´zku 2.1 prevzatom z [5]. Je to mriezˇka uzlov, ktory´ch
funkcie su´ vyberane´ z mnozˇiny primit´ıvnych funkci´ı, ktore´ zada´va uzˇ´ıvatel’. Mriezˇka ma´
nc st´lpcov a nr riadkov. Z tohto je mozˇne´ vypocˇ´ıtat’ maxima´lny povoleny´ pocˇet prvkov
Ln = ncnr.Pocˇet programovy´ch vstupov je ni a pocˇet vy´stupov je no. U kazˇde´ho uzlu je
predpokladane´, zˇe pouzˇ´ıva tol’ko vstupov, kol’ko je maxima´lna arita a funkcie. Kazˇdy´ da´tovy´
vstup a uzlovy´ vy´stup je oznacˇeny´ sekvencˇne, zacˇ´ınaju´c nulou, cˇo da´va unika´tnu da´tovu´
adresu, ktora´ sˇpecifikuje, kde su´ dostupne´ vstupne´ da´ta alebo vy´stupna´ hodnota uzlu.
Obra´zek 2.1: Obecna´ forma CGP (prevzate´ z [5]).
Uzˇ´ıvatel’ definuje pred spusten´ım pocˇet st´lpcov, riadkov a l-back parameter. Posledny´
parameter urcˇuje, o kol’ko st´lpcov smerom k prima´rnym vstupom je mozˇne´ pripojit’ vstup
uzlu. Pokial’ l = 1, tak prvok moˆzˇe mat’ na vstupe iba prima´rny vstup alebo vy´stupy prvkov
v najblizˇsˇom st´lpci nal’avo od neho. Maxima´lna mozˇna´ hodnota pre l je pocˇet st´lpcov.
Hodnoty, ktore´ moˆzˇu ge´ny nadobudnu´t’, sa nazy´vaju´ alely. V pr´ıpade CGP su´ to cele´
cˇ´ısla, ktore´ su´ obmedzene´ podl’a svojej funkcie. Funkcˇne´ ge´ny musia nadobu´dat’ iba hodnoty
z tabul’ky funkci´ı. Alely spa´jac´ıch ge´nov musia resˇpektovat’ vel’kost’ genotypu a l-back pa-
rameter. Najprv musia alely funkcˇny´ch ge´nov fi obsahovat’ platne´ adresy vo vyhl’ada´vacej
tabul’ke primit´ıvnych funkci´ı. Nech nf reprezentuje pocˇet povoleny´ch primit´ıvnych funkci´ı
uzlu. Potom fi mus´ı sp´lnˇat’ podmienku
0 ≤ fi < nf .
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Uvazˇujme uzol v st´lpci j. Hodnoty zo spa´jac´ıch ge´nov Cij vsˇetky´ch uzlov v st´lpci j su´ tieto:
ak j ≥ l, tak plat´ı
ni + (j − l)nr ≤ Cij ≤ ni + jnr.
Ak j < l, tak plat´ı
0 ≤ Cij ≤ ni + jnr.
Vy´stupne´ ge´ny Oi sa moˆzˇu pripojit’ na ktory´kol’vek uzol alebo vstup za ty´chto podmienok:
0 ≤ Oi < ni + Ln.
2.4 Evolucˇny´ algoritmus CGP
Algoritmus CGP je zalozˇeny´ na evolucˇnej strate´gii (ES), konkre´tne na variante (1 + λ).
Pri tomto spoˆsobe tvor´ı novu´ popula´ciu λ novovzniknuty´ch mutantov najlepsˇieho rodicˇa aj
ich rodicˇ. Vel’kost’ popula´cie je teda λ + 1 a na za´klade sku´senost´ı sa λ vol´ı okolo 4 [14].
Ako opera´tor CGP sa pouzˇ´ıva iba muta´cia, ktora´ pracuje tak, zˇe na´hodne zmen´ı hodnotu
ge´nu na inu´. Samozrejme s ohl’adom na to, ake´ hodnoty su´ v tomto ge´ne pr´ıpustne´. Tento
opera´tor je riadeny´ parametrom, ktory´ uda´va percento mutovany´ch ge´nov, v nasˇom pr´ıpade
je jeden ge´n jedna celocˇ´ıselna´ hodnota.
Cely´ algoritmus sa da´ pop´ısat’ pomocou niekol’ky´ch krokov [14] :
1. Na´hodne´ vygenerovanie inicializacˇnej popula´cie
2. Ohodnotenie vsˇetky´ch jedincov popula´cie pomocou fitness funkcie (vid’ kapitola 3.3)
3. Vy´ber najlepsˇie ohodnotene´ho jedinca do novej popula´cie
4. Vygenerovanie λ potomkov muta´ci´ı na´jdene´ho najlepsˇieho jedinca
5. Pokial’ nie je splnena´ podmienka pre ukoncˇenie, pokracˇuje sa krokom 2
Tret´ı krok je kriticky´. Je potrebne´ vybrat’ vzˇdy roˆzneho jedinca od toho poˆvodne´ho, aj
ked’ maju´ rovnaku´ fitness, aby nedocha´dzalo k degrada´cii a spomaleniu evolu´cie, pretozˇe
by v popula´cii nebol pr´ıtomny´ zˇiaden novy´ geneticky´ materia´l [14].
2.5 Muta´cia
Muta´cia pouzˇita´ v CGP je bodova´. Znamena´ to, zˇe alela na na´hodnej ge´novej poz´ıcii je
zmenena´ na inu´ na´hodnu´, ale validnu´, hodnotu. V pr´ıpade funkcˇne´ho ge´nu je to hod-
nota z tabul’ky funkci´ı, v pr´ıpade spa´jacieho ge´nu je to validne´ cˇislo vy´stupu niektore´ho
z predcha´dzaju´cich prvkov, pr´ıpadne prima´rneho vstupu.
Uzˇ´ıvatel’ urcˇuje pocˇet muta´cii v jednej mutacˇnej opera´cii. Ovplyvnˇuje to ry´chlost’ zmien
a muta´cie. Zvykne sa uda´vat’ v percenta´ch z pocˇtu ge´nov v genotype.
Na obra´zku 2.2 je vidiet’ ako moˆzˇe jedina´ muta´cia v genotype urobit’ vel’ku´ zmenu vo
fenotype. Pr´ıklad je prevzaty´ z [5].
9
Obra´zek 2.2: Uka´zˇka muta´cie v CGP. Obra´zok oznacˇeny´ a) je pred muta´ciou, b) je po
muta´cii. Zmena nastala iba v spa´jacom ge´ne vy´stupu genotypu, avsˇak u´plne to zmenilo
vzhl’ad obvodu a okrem jedne´ho hradla sa vsˇetky ko´dove´ hradla´ zmenili na neko´dove´ a na-
opak. Neko´dove´ su´ vyznacˇene´ prerusˇovanou cˇiarou.
2.6 Rekombina´cia
Zistilo sa, zˇe rekombinacˇny´ bodovy´ opera´tor ma´ nepriaznive´ u´cˇinky na podgrafy v chro-
mozo´me, ako aj na vy´kon CGP. Pra´ca Cleggovej a kol. [2] sku´mala pouzˇitie kr´ızˇenia v CGP
pomocou kr´ızˇenia s desatinnou cˇiarkou, podobne´ho tomu v evolucˇnom programovan´ı, a pri-
dania d’alˇsej vrstvy zako´dovania genotypu, avsˇak ani tento pokus nebol pr´ıliˇs u´spesˇny´ a na
vhodne´ pouzˇitie rekombina´cie sa esˇte sta´le cˇaka´.
2.7 Parametre CGP
Nastavenie parametrov pre CGP vyzˇaduje experimenta´ciu v za´vislosti na proble´me, avsˇak
existuju´ nejake´ rady, cˇo pouzˇit’. Cˇetnost’ muta´cie za´vis´ı na vel’kosti genotypu a odporu´cˇane´
je 1% muta´cie, ak je pouzˇity´ch maxima´lne 100 prvkov v genotype [5]. Ak ma´ kazˇdy´ prvok
3 ge´ny a v genotype je ich presne 100, tak mutovat’ budu´ maxima´lne 3 ge´ny. Pri vysˇsˇ´ıch
pocˇtoch prvkov by frekvencia muta´cie mala byt’ aj nizˇsˇia nezˇ 1%, zato pri nizˇsˇ´ıch pocˇtoch
prvkov moˆzˇe byt’ aj vysˇsˇia frekvencia.
Dˇalˇs´ım doˆlezˇity´m parametrom je pocˇet st´lpcov a riadkov v genotype. Ak nie je pozˇadova-
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na´ obd´lzˇnikova´ sˇtruktu´ra, tak je odporu´cˇane´ pouzˇit’ jeden riadok a adekva´tny pocˇet st´lpcov.
V niektory´ch pr´ıpadoch, napr. u CGP v evolucˇny´ch obvodoch, zvykne byt’ uzˇitocˇne´ pouzˇit’
rovnaky´ pocˇet st´lpcov aj riadkov [5]. Vsˇetko su´ to vsˇak len odporu´cˇania, zˇiadna detailna´
pra´ca na tu´to te´mu nebola publikovana´.
Vel’kost’ popula´cie je d’alˇs´ım z parametrov. V CGP sa pouzˇ´ıvaju´ male´ popula´cie, napr.
pa¨t’ jedincov, avsˇak vzhl’adom na to sa da´ ocˇaka´vat’ vel’a genera´ci´ı. Priemerny´ pocˇet vy´pocˇtov
fitness je porovnatel’ny´ s iny´mi pr´ıstupmi ku geneticke´mu programovaniu [5].
2.8 Seba-modifikuju´ce CGP
V biolo´gii vid´ıme, zˇe cˇas je doˆlezˇity´m aspektom mapovania genotypu na fenotyp. Najjed-
noduchsˇie sa to predstavuje na mnohobunkovy´ch organizmoch. V tomto pr´ıpade fenotyp
obsahuje vel’a buniek, aj ked’ pouzˇ´ıva jeden genotyp. Ty´m pa´dom je fenotyp konsˇtruovany´
v cˇase, ovplyvnˇovany´ nielen ge´nmi, ale aj okol´ım. Tieto princ´ıpy vyuzˇ´ıva seba-modifikuju´ce
CGP. Povolen´ım novy´ch funkci´ı zavedieme cˇas aj do CGP. Znamena´ to, zˇe ko´d bude moˆct’
menit’ aj sa´m seba a tak budu´ vznikat’ jedinci s roˆznymi genotypmi, napr´ıklad pribudne
nejaky´ prima´rny vstup alebo vy´stup a moˆzˇu tak vznikat’ nove´ riesˇenia. Kazˇde´ pouzˇitie
novy´ch funkci´ı sa nazy´va itera´cia [3].
Proces konssˇtrukcie fenotypu prebieha vo fa´zach. Najprv sa vytvor´ı presna´ ko´pia geno-
typu a nazve sa fenotyp v itera´cii 0. Potom su´ aplikovane´ seba-modifikuju´ce funkcie, ktore´
vytvoria fenotyp d’alˇsej itera´cie. Vypocˇ´ıta sa zlepsˇenie fitness a tento cyklus sa opakuje azˇ
ky´m nedosiahne zadany´ pocˇet itera´ci´ı alebo ky´m ma´ k dispoz´ıcii nejake´ seba-modifikacˇne´
funkcie. Na za´ver sa vypocˇ´ıta fitness fenotypu. Tento postup predpoklada´, zˇe uzˇ´ıvatel’ chce
vyriesˇit’ mnozˇinu proble´mov (napr. vypocˇ´ıtanie parity pre roˆzny pocˇet vstupov, pricˇom
pocˇet hradiel sa moˆzˇe v priebehu evolu´cie zmenit’), nie iba jeden proble´m ako je obvykle´
pre CGP.
2.9 Ko´dovanie prepojenia elementov (chromozo´m)
Zako´dovane´ kandida´tne riesˇenia proble´mu su´ v nasˇom pr´ıpade chromozo´my. Jeden chro-
mozo´m tvor´ı nc×nr× (na +1)+no celocˇ´ıselny´ch hodnoˆt, kde na je pocˇet vstupov elementu
a no je pocˇet vy´stupov cele´ho obvodu. Pre jednoduchu´ orienta´ciu maju´ vsˇetky vy´stupy ele-
mentov a vstupy kombinacˇne´ho obvodu svoje jednoznacˇne´ ocˇ´ıslovanie. Cˇ´ısluje sa po st´lpcoch
zl’ava doprava — najprv vstupy kombinacˇne´ho obvodu, potom vy´stupy jednotlivy´ch elemen-
tov, azˇ po vy´stupy kombinacˇne´ho obvodu.
Hodnoty ge´nov uda´vaju´ cˇ´ısla vy´stupov privedeny´ch na vstupy konkre´tneho elementu,
posledne´ cˇ´ıslo sˇpecifikuje logicku´ funkciu, ktoru´ element realizuje (napr. AND, OR, XOR...).
Na konci chromozo´mu su´ d’alˇsie hodnoty — pre kazˇdy´ vy´stup kombinacˇne´ho obvodu urcˇuju´,
vy´stup ktore´ho elementu je nanˇho napojeny´.
Pr´ıklad 2.9.1. Uka´zˇkovy´ chromozo´m 3× 3 (prevzaty´ z [14]):
(1,2,1)(1,2,2)(0,1,2)(4,2,5)(5,4,3)(4,0,2)(7,1,2)(1,6,5)(1,1,3)(8,9)
V pr´ıklade 2.9.1 je za´pis uka´zˇkove´ho chromozo´mu, ktory´ tvoria elementy s dvoma
vstupmi a s dvoma prima´rnymi vy´stupmi kombinacˇne´ho obvodu. Tento chromozo´m je tvo-
reny´ maticou 3 × 3, ma´ tri vstupy kombinacˇne´ho obvodu a teda index vy´stupu prve´ho
elementu je 3. Elementy, ktore´ sa nepodiel’aju´ na riesˇen´ı, su´ vykreslene´ sˇedou farbou na
obra´zku 2.3.
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Na obra´zku 2.4 je rovnake´ prepojenie, avsˇak hradla´ su´ inak umiestnene´ (podl’a onesko-
renia) — su´ vynechane´ tie, ktore´ boli sˇedo vykreslene´ v predcha´dzaju´com obra´zku a su´
dodane´ vy´znamy vstupov a vy´stupov. Tu uzˇ je vidiet’, zˇe ide o sˇtandardne´ zapojenie jed-
nobitovej u´plnej scˇ´ıtacˇky, ktora´ vyuzˇ´ıva sˇtyri hradla´ typu XOR (funkcia 2) a jedno hradlo
typu AND (funkcia 3).
Obra´zek 2.3: Deko´dovany´ chromozo´m [14]
Obra´zek 2.4: Prekreslene´ sche´ma zapojenia [14]
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Kapitola 3
CGP v evolucˇnom na´vrhu obvodov
Evolucˇny´ pr´ıstup k na´vrhu obvodov je vy´hodny´ v tom, zˇe umozˇnˇuje prehl’adat’ va¨cˇsˇ´ı stavovy´
priestor nezˇ konvecˇny´ pr´ıstup k na´vrhu, ktory´ vyzˇaduje vel’a analytickej pra´ce, sku´senost´ı
a cˇasu. Pomocou evolucˇny´ch algoritmov je mozˇne´ dosiahnut’ nielen optimaliza´ciu nejake´ho
uzˇ existuju´ceho obvodu, ale aj u´plne nove´ funkcˇne´ riesˇenie. Pretozˇe v evolucˇnom na´vrhu nie
su´ kladene´ pr´ısne obmedzenia na typ komponent a mnozˇinu transforma´ci´ı, ako to robia kon-
vencˇne´ meto´dy, moˆzˇe pr´ıstup zalozˇeny´ na meto´de ”generuj a testuj”pracovat’ s l’ubovol’ny´mi
komponentami, o ktory´ch predpoklada´me, zˇe su´ pre riesˇenie dane´ho proble´mu vhodne´.
Okrem hradiel je mozˇne´ priamo pracovat’ aj so zlozˇitejˇs´ımi logicky´mi obvodmi, napr. so
scˇ´ıtacˇkami, na´sobicˇkami a pod. To je nemyslitel’ne´ pre konvencˇne´ minimalizacˇne´ meto´dy
[8].
CGP je vd’aka tvaru svojich jedincov vel’mi vhodne´ pre evolucˇny´ na´vrh digita´lnych
obvodov. Konkre´tne pouzˇitie a sˇpecifika´cia sa nacha´dzaju´ v d’alˇs´ıch podkapitola´ch.
3.1 Logicke´ obvody
Logicke´ obvody su´ take´ obvody, ktore´ pracuju´ s dvoma diskre´tnymi hodnotami signa´lu.
Kazˇdy´ signa´l je nastaveny´ bud’ na logicku´ nulu alebo logicku´ jednicˇku. Take´to obvody
su´ vytva´rane´ pomocou za´kladny´ch logicky´ch cˇlenov – hradiel, ktore´ vykona´vaju´ logicke´
opera´cie nad svojimi vstupmi, napr. dvojvstupovy´ logicky´ cˇlen AND, ktory´ realizuje logicky´
su´cˇin nad svojimi vstupmi [8].
Logicke´ signa´ly maju´ presne definovane´ u´rovne, napr. logicka´ nula moˆzˇe byt’ repre-
zentovana´ napa¨t´ım 0-2V a logicka´ jednicˇka napa¨t´ım 3-5V. Pokial’ je na vy´stupe hradla
namerana´ ina´ hodnota (napr. 2-3V), je to cha´pane´ ako nedefinovana´ hodnota. Pre logicke´
cˇleny je charakteristicke´ urcˇite´ oneskorenie, s cˇ´ım su´vis´ı maxima´lna frekvencia, na kto-
rej moˆzˇu pracovat’. Pre svoju cˇinnost’ vyzˇaduju´ urcˇity´ pr´ıkon. Existuju´ aj obmedzenia na
pocˇet iny´ch logicky´ch cˇlenov, ktore´ je mozˇne´ pripojit’ na vstup, pr´ıpadne vy´stup, logicke´ho
cˇlenu s istotou, zˇe obvod bude spra´vne pracovat’. Do istej miery su´ logicke´ cˇleny tolerantne´
k vy´kyvom napa´jacieho napa¨tia, teploty, elektromagneticke´ho rusˇenia a podobne. Vsˇetky
parametre logicky´ch cˇlenov su´ uvedene´ v katalo´gu doda´vanom vy´robcom a na´vrha´r by ich
mal resˇpektovat’.
Logicke´ obvody moˆzˇu byt’ modelovane´ pomocou vy´razov booleovskej algebry, takzˇe
vytva´ranie logicky´ch obvodov priamo odpoveda´ vytva´raniu logicky´ch vy´razov pomocou
prostriedkov Booleovej algebry. Cˇlenom AND, OR, NOT odpovedaju´ opera´cie ·, + a¯(kom-
plement), prvky 0 a 1 maju´ vy´znam logickej nuly a logickej jednicˇky.
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3.2 Kombinacˇne´ obvody
Logicke´ obvody rozliˇsujeme podl’a ich spra´vania na sekvencˇne´ a kombinacˇne´. Pre sekvencˇne´
obvody plat´ı, zˇe vy´stupne´ hodnoty za´visia na kombina´cii vstupny´ch hodnoˆt a tiezˇ na urcˇitej
postupnosti (sekvencii) predcha´dzaju´cich vstupny´ch hodnoˆt. Pre kombinacˇne´ obvody plat´ı,
zˇe hodnoty vy´stupny´ch premenny´ch su´ iba funkciou vstupny´ch premenny´ch.
Kombinacˇny´ obvod s n vstupmi a m vy´stupmi najcˇastejˇsie sˇpecifikujeme a modelu-
jeme pomocou logicky´ch funkci´ı f1, ..., fm tvaru fi : {0, 1}n → {0, 1}, kde i = 1, ...,m
[8]. Logicka´ funkcia je definovana´ booleovsky´m vy´razom, ktory´ moˆzˇe obsahovat’ logicke´
premenne´, logicke´ spojky AND a OR, una´rnu opera´ciu nega´cie (NOT) a logicku´ 0 a 1.
Najcˇastejˇsie sa pouzˇ´ıva dvojstupnˇova´ reprezenta´cia, kde su´ premenne´ kombinovane´ pomo-
cou jedne´ho opera´toru a vzniknute´ termy su´ skombinovane´ pomocou opera´toru druhe´ho.
Pokial’ je vy´raz zap´ısany´ ako suma su´cˇinov, kazˇdy´ zo su´cˇinov obsahuje vsˇetky vstupne´ pre-
menne´ (bud’ priamo alebo v nega´cii) a vsˇetky su´cˇiny reprezentuju´ pravdive´ ohodnotenie
fi, potom je fi zap´ısana´ v kanonickom tvare, ktory´ nazy´vame u´plna norma´lna disjunktna´
forma [8]. Obdobne je mozˇne´ definovat’ u´plnu´ norma´lnu konjunktnu´ formu. Existuju´ aj
ine´ spoˆsoby sˇpecifika´cie, napr´ıklad pomocou pravdivostnej tabul’ky, logickej mapy, Ven-
novho diagramu, hyperkocky alebo bina´rneho rozhodovacieho diagramu. Ciel’om na´vrhu
kombinacˇne´ho obvodu je pre zadanu´ sˇpecifika´ciu vytvorit’ taku´ implementa´ciu, ktora´ bude
nielen plnit’ pozˇadovane´ kombinacˇne´ chovanie, ale su´cˇasne bude aj splnˇovat’ celu´ radu d’alˇs´ıch
obmedzen´ı. Typicky je pozˇadovana´ implementa´cia vyzˇaduju´ca minima´lny pocˇet logicky´ch
cˇlenov (minimaliza´cia plochy na cˇipe), s minima´lnym pr´ıkonom, s minima´lnym oneskoren´ım
a podobne. Cˇasto su´ tieto pozˇiadavky protichodne´ a mus´ı sa hl’adat’ vhodny´ kompromis.
Minimalizacˇne´ meto´dy predpokladaju´, zˇe je zadana´ funkcia urcˇity´m spoˆsobom repre-
zentovana´. Tiezˇ definuju´ konecˇnu´ mnozˇinu pravidiel, ktore´ je mozˇne´ pouzˇit’ k transforma´cii
jedne´ho tvaru funkcie na iny´ tvar funkcie. Pre kazˇdu´ meto´du existuje algoritmus, ktore´ho
prostredn´ıctvom prebehnu´ vhodne´ transforma´cie tak, aby bola z´ıskana´ cˇo najvy´hodnejˇsia
implementa´cia.
Algebraicke´ minimalizacˇne´ meto´dy su´ zalozˇene´ na aplika´cii axio´mov a teore´mov Boole-
ovej algebry, kedy sa snazˇ´ıme minimalizovat’ pocˇet vy´skytov premenny´ch a pocˇet logicky´ch
opera´torov vo vstupnom vy´raze, ktory´ je obvykle zadany´ v u´plnej norma´lnej forme. Na
pocˇ´ıtacˇi sa najcˇastejˇsie implementuju´ algoritmicke´ minimalizacˇne´ meto´dy, ktore´ pouzˇ´ıvaju´
taku´ reprezenta´ciu logickej funkcie, ktora´ umozˇn´ı jednoducho odhalit’ booleovsku´ susednost’
(booleovska´ susednost’ umozˇnˇuje eliminovat’ premennu´ z logicke´ho vy´razu, napr. xy+xy =
x). Typicky´mi pr´ıkladmi minimalizacˇny´ch meto´d su´ meto´dy Quine-McCluskey a Espresso,
ktore´ su´ zalozˇene´ na reprezenta´cii logickej funkcie pomocou tabul’ky. Proble´my minima-
liza´cie patria obecne do triedy NP a preto sa pri vel’kom pocˇte premenny´ch pouzˇ´ıvaju´ roˆzne
heuristiky umozˇnˇuju´ce na´jst’ dostatocˇne kvalitne´ suboptima´lne riesˇenie v rozumnom cˇase
[8].
Vsˇetky uvedene´ minimalizacˇne´ meto´dy maju´ jednu doˆlezˇitu´ vlastnost’ – pomerne mnoho
predpokladaju´ o tvare vy´sledne´ho riesˇenia. Ak pracujeme s disjunktnou norma´lnou formou,
vy´sledny´ vy´raz mus´ı byt’ zap´ısany´ ako suma su´cˇinov. Existuju´ vsˇak logicke´ obvody, ktore´ nie
je mozˇne´ pomocou zvolenej meto´dy optimalizovat’. Typicky´m pr´ıkladom je paritny´ obvod,
ktory´ da´va na vy´stup logicku´ jednicˇku, ak je pocˇet jednicˇiek na vstupe nepa´rny. Pre paritny´
obvod s tromi vstupmi a, b, c dosta´vame u´plnu norma´lnu disjunktnu´ formu v tvare fp = abc+
abc+abc+abc. Tento vy´raz uzˇ nie je mozˇne´ zjednodusˇit’, pretozˇe v nˇom neexistuje booleovska´
susednost’. Pre implementa´ciu, ktora´ by vycha´dzala z tohto vy´razu, by sme potrebovali tri
invertory, sˇtyri trojvstupove´ cˇleny AND a jeden sˇtvorvstupovy´ cˇlen OR. Tento obvod je vsˇak
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mozˇne´ implementovat’ aj lacnejˇsie pomocou dvoch dvojvstupovy´ch logicky´ch cˇlenov XOR,
kedy kazˇdy´ z nich realizuje funkciu x⊕y = xy+xy. Pretozˇe vsˇak vy´sledok ocˇaka´vame v tvare
sumy su´cˇinov a meto´da nevie priamo pracovat’ s logickou funkciou neekvivalencie, nebude
ta´to vy´hodna´ implementa´cia na´jdena´. Tento proble´m riesˇi evolucˇny´ na´vrh obvodov, ktory´
neocˇaka´va urcˇity´ definovany´ tvar vy´sledne´ho riesˇenia a doka´zˇe teda na´jst’ aj vel’mi vy´hodne´
riesˇenia, ktore´ su´ konvencˇny´mi meto´dami nedosiahnutel’ne´. CGP je konkre´tnym pr´ıpadom
evolucˇne´ho na´vrhu obvodov. Pri pohl’ade na obecnu´ formu CGP, uvedenu´ v predcha´dzaju´cej
kapitole, je vidiet’, zˇe pripomı´na obecny´ obvod (mriezˇka hradiel so vstupmi a vy´stupmi),
takzˇe obecne´ zako´dovanie je vel’mi jednoducho pouzˇitel’ne´ aj pre kombinacˇne´ obvody.
3.3 Fitness funkcia pre kombinacˇne´ obvody
Vzhl’adom na to, zˇe pocˇas evolu´cie je potrebne´ urcˇit’ ako dobre´ je urcˇite´ zapojenie (chro-
mozo´m), je potrebna´ funkcia, ktora´ doka´zˇe spravodlivo ohodnotit’ vzniknuty´ch jedincov.
Ta´to funkcia sa vola´ fitness funkcia.
Vy´pocˇet fitness hodnoty sa rob´ı postupny´m nastavovan´ım vsˇetky´ch mozˇny´ch vstupny´ch
kombina´ci´ı podl’a pravdivostnej tabul’ky. Pre tieto kombina´cie sa potom podl’a zapoje-
nia vypocˇ´ıtaju´ vy´stupy, tj. simuluje sa cˇinnost’ kombinacˇne´ho obvodu a porovna´vaju´ sa
ocˇaka´vane´ vy´sledky so simulovany´mi. V pr´ıpade u´plnej defin´ıcie sa jedna´ o 2n kombina´ci´ı,
kde n je pocˇet vstupov [14].
Hodnota fitness je potom rovna´ pocˇtu zhoˆd simulovany´ch vy´sledkov s vy´sledkami o-
cˇaka´vany´mi, vzorec 3.1, kde b je pocˇet spra´vnych bitov vo vy´sledkoch vsˇetky´ch mozˇny´ch
priraden´ı na vstupoch, z je pocˇet hradiel pouzˇity´ch v konkre´tnom kandida´tnom obvode.
Ak ma´me napr´ıklad 4 vstupy a 2 vy´stupy, tak pocˇet vstupny´ch kombina´ci´ı je 24 = 16.
Maxima´lny fitness teda moˆzˇe byt’ 16 ∗ 2 = 32 zhoˆd [14].
fit1 =
{
b, b < no2
ni
b+ (ncnr − z), inak (3.1)
Toto samozrejme nie je jedina´ mozˇnost’ fitness funkcie. Moˆzˇe sa porovna´vat’ pocˇet
pouzˇity´ch elementov, spotreba, oneskorenie a pod., avsˇak je nutne´ brat’ do u´vahy proble´my
so sˇka´lovatel’nost’ou. Cˇas evalua´cie fitness totizˇ rastie exponencia´lne s pocˇtom vstupov [9].
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Kapitola 4
Existuju´ce na´stroje pre
vizualiza´ciu CGP
4.1 Implementa´cie CGP
Zhrnutie existuju´cich implementa´cii CGP je v [6]. Su´ to tieto:
• Implementa´cia v programovacom jazyku C, autor Julian Miller, dostupne´ na
https://sites.google.com/site/julianfrancismiller/professional.
• Implementa´cia v programovacom jazyku C, autori Zdeneˇk Vasˇ´ıcˇek a Luka´sˇ Seka-
nina, dostupne´ na http://www.fit.vutbr.cz/research/viewproduct.php.en?id=
61&notitle=1.
• Implementa´cia v programovacom jazyku Java, autor David Oranchak, dostupne´ na
http://oranchak.com/cgp/contrib-cgp-18.zip, dokumenta´cia na
http://oranchak.com/cgp/doc/. Tento program je mozˇne´ pouzˇit’ na tieto proble´my:
symbolicka´ regresia, klasifika´cia du´hovky a rakoviny pr´s, roˆzne paritne´ proble´my.
• Implementa´cia v programe MATLAB, autor Jordan Pollack, dostupne´ na
https://sites.google.com/site/julianfrancismiller/publications. Pouzˇitel’-
ne´ na proble´my symbolickej regresie.
• Implementa´cia v programovacom jazyku Java, autor Laurence Ashmore, dostupne´
na http://www.emoware.org/evolutionaryart.asp. Zamerane´ na evolucˇne´ umenie
pomocou CGP.
4.2 Na´stroje pre vizualiza´ciu
Pre vizualiza´ciu roˆznych druhov evolucˇny´ch algoritmov existuje vel’ke´ mnozˇstvo programov.
Tu su´ vybrane´ pr´ıklady (ma´j 2012):
• Vizualiza´cia v programovacom jazyku Java, autor Johannes Sarg, dostupne´ na
https://www.ads.tuwien.ac.at/raidl/tspga/TSPGA.html. Zamerane´ na proble´m
obchodne´ho cestuju´ceho (angl. Traveling Salesman problem, TSP).
• Vizualiza´cia v programovacom jazyku Python, autori Balint Seeber a Janice Leung,
dostupne´ na http://spench.net/drupal/software/geneticteapot. Zobrazuje ro-
bota, ktory´ nasleduje steny (angl. wall-following robot).
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• Vizualiza´cia v programovacom jazyku C, autori Tanja Dabs a Jochen Schoof, viac
informa´cii na http://joscho.de/PUB/tr098.pdf.
• Vizualiza´cia v programovacom jazyku C, autor Ariel Dolan, dostupne´ na
http://www.aridolan.com/ga/gaa/gaa.html.
• Vizualiza´cie v programovacom jazyku Lisp, autor: George P. W. Williams, dostupne´
na http://common-lisp.net/project/geco/.
4.3 Na´stroje pre vizualiza´ciu CGP
Na´stroj na vizualiza´ciu CGP, tj. vsˇetky´ch genera´ci´ı, s mozˇnost’ou manipula´cie a zvy´raznˇo-
vania jednotlivy´ch cˇast´ı sa nepodarilo na´jst’. Pravdepodobne voˆbec neexistuje. Avsˇak asponˇ
pre zobrazenie jednotlivy´ch chromozo´mov existuju´ dva programy. Na´zov maju´ rovnaky´ –
cgpviewer – avsˇak ich funkcie sa trochu l´ıˇsia.
Prvy´ cgpviewer [13], vid’ obra´zok 4.1, ma´ mozˇnost’ skryt’ nefunkcˇne´ bloky, cˇo v tomto
pr´ıpade znamena´, zˇe zosˇednu´. Ma´ vsˇak aj mozˇnost’ automaticke´ho rozmiestnenia podl’a one-
skorenia hradiel, ktore´ vsˇetky prebytocˇne´ bloky skryje a zobraz´ı len tie, ktore´ sa podiel’aju´
na vy´sledku. Je to optimaliza´cia kvoˆli prehl’adnosti. Spoje medzi hradlami sa spra´vaju´
adekva´tne k su´cˇasne´mu zobrazeniu, tj. moˆzˇu tiezˇ zosˇednu´t’ alebo sa skryt’. Jednotlivy´m blo-
kom je mozˇne´ priradit’ funkcie (napr. AND, NOR, XOR) a vd’aka tomu ich potom nahradit’
sche´matickou znacˇkou vybrane´ho hradla. Logicke´ obvody je tiezˇ mozˇne´ simulovat’. Cˇo sa
ty´ka mozˇnost´ı exportu, tento program doka´zˇe vygenerovat’ VHDL a DOT, ulozˇit’ obra´zok
do forma´tu BMP a pocˇas pra´ce s programom je schopny´ si zapama¨tat’ jedno rozmiestnenie
hradiel (napr. ak chcete vysku´sˇat’ nejake´ ine´ zobrazenie a radi by ste sa potom pr´ıpadne
vra´tili k poˆvodne´mu).
Obra´zek 4.1: Vzhl’ad programu cgpviewer [13].
Druhy´ cgpviewer vznikol ako bakala´rska pra´ca [10]. Je nap´ısany´ v Jave kvoˆli preno-
sitel’nosti na roˆzne operacˇne´ syste´my. Za´kladom jeho funkcionality je zobrazenie chro-
mozo´mu s mozˇnost’ou nechat’ nepouzˇite´ hradla´ zosˇednu´t’ alebo ich u´plne skryt’. Pre zob-
razenie komplikovanejˇs´ıch chromozo´mov je k dispoz´ıcii mozˇnost’ pribl´ızˇit’ alebo oddialit’
chromozo´m. Pri zobrazovan´ı va¨cˇsˇieho chromozo´mu urcˇite pr´ıde vhod mozˇnost’ vypnu´t’ anti-
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aliasing a ty´m zry´chlit’ vykresl’ovanie. Taktiezˇ je mozˇnost’ posu´vat’ jednotlive´ hradla´ v chro-
mozo´me, pr´ıpadne si ich opa¨tovne nechat’ zarovnat’ na mriezˇku. Dˇalˇsou funkciou je si-
mula´cia, ktoru´ je mozˇne´ vidiet’ na obra´zku 4.2. Simuluje sa podl’a uzˇ´ıvatel’om zadany´ch
funkci´ı, pricˇom mus´ı zadat’ vy´stup pre kazˇdy´ mozˇny´ vstup. Program pocˇ´ıta s hradlami,
ktore´ maju´ dva vstupy a jeden vy´stup, pricˇom nevad´ı ak sa pouzˇije iba jeden vstup (cˇ´ım
je mozˇne´ vytvorit’ aj hradlo NOT). S ty´mto su´vis´ı aj farbenie hradiel podl’a ich funkcie,
ako je mozˇne´ vidiet’ na obra´zku 4.3. Farbu zada´va uzˇ´ıvatel’. Aby bolo mozˇne´ sa k rozpraco-
vane´mu chromozo´mu vra´tit’ aj po cˇase, je k dispoz´ıcii export do interne´ho forma´tu, ktory´
vie ulozˇit’ vsˇetky potrebne´ parametre pre opa¨tovne´ zobrazenie. Taktiezˇ je k dispoz´ıcii export
do forma´tu SVG, cˇo je rozsˇ´ıreny´ vektorovy´ forma´t. Z neho je mozˇne´ samozrejme vytvorit’
aj bitmapovy´ obra´zok v externom editore (napr. Gimp).
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Obra´zek 4.2: Simula´cia. Cˇervenou su´ spoje, na ktory´ch je logicka´ hodnota jedna. Cˇierne
obsahuju´ nulu.
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Obra´zek 4.3: Zobrazenie chromozo´mu hned’ po otvoren´ı a zafarben´ı.
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Kapitola 5
Analy´za a na´vrh konceptu na´stroja
pre vizua´lnu analy´zu evolu´cie
obvodov
Oproti na´stroju cgpviewer [13], ktory´ zobrazuje len jedno kandida´tne riesˇenie, je ciel’om
vizualiza´cie v tejto diplomovej pra´ci z´ıskat’ prehl’ad o celom behu evolu´cie, mat’ mozˇnost’
pozorovat’ zmeny v chromozo´moch a umozˇnit’ ich presku´manie. Vzhl’adom na to, zˇe zˇiaden
vhodny´ program na taky´to prehl’ad neexistuje, vzniklo zadanie tejto diplomovej pra´ce. Pri
na´vrhu treba brat’ do u´vahy obmedzeny´ priestor na ploche monitora pocˇ´ıtacˇa, dostupny´
vy´pocˇetny´ vy´kon pre zobrazovanie, vel’kost’ informa´ci´ı o jednom behu evolu´cie a podobne.
Z toho sa daju´ odvodit’ niektore´ obmedzenia.
5.1 Forma´t evolu´cie a vstupne´ da´ta
Na FIT existuje implementa´cia CGP pracuju´ca ako konzolova´ aplika´cia [12], ktora´ zachy-
cuje priebeh evolu´cie, pricˇom ten je mozˇne´ si ulozˇit’ do su´boru. Vstupne´ da´ta pre vizualiza´ciu
budu´ z´ıskavane´ z tohto programu po u´prave. V tomto programe je potrebne´ zmenit’ parame-
ter pocˇtu behov CGP na jedna a povolit’ vypisovanie chromozo´mov v kazˇdej genera´cii. Takto
upraveny´ program vsˇak vypisuje svoj vy´stup na sˇtandardny´ vy´stup, pre program je vsˇak
potrebne´, aby sa nacha´dzal v su´bore. V operacˇnom syste´me Linux sa da´ vel’mi jednoducho
presmerovat’ vy´stup programu do su´boru, cˇo je idea´lne riesˇenie tohto proble´mu. Vznikne
na´m su´bor, v ktorom sa nacha´dzaju´ informa´cie o jednom behu CGP obecne a jednotlive´
genera´cie, vid’ pr´ıklad 5.1.1.
Pr´ıklad 5.1.1.
<22, 0><5,1, 5,5, 2,1,0>([5]3,4,0)([6]0,2,2)([7]4,3,0)([8]1,0,2)([9]1,4,2)
([10]6,3,1)([11]2,9,0)([12]0,6,2)([13]5,4,0)([14]2,7,1)([15]4,12,2)
([16]0,2,3)([17]3,13,1)([18]12,11,1)([19]14,0,1)([20]19,18,2)([21]19,0,0)
([22]1,0,0)([23]17,17,2)([24]19,0,1)([25]3,21,0)([26]22,21,0)([27]4,24,1)
([28]0,21,3)([29]3,23,1)(0)
<18, 4><5,1, 5,5, 2,1,4>([5]2,2,0)([6]3,4,0)([7]4,2,0)([8]3,4,3)([9]3,4,0)
([10]3,0,1)([11]0,9,1)([12]5,8,2)([13]5,5,2)([14]0,3,3)([15]0,2,3)
([16]4,1,0)([17]14,2,3)([18]10,1,3)([19]11,14,2)([20]3,2,2)([21]2,4,1)
([22]17,1,2)([23]0,16,3)([24]16,18,2)([25]20,23,2)([26]24,20,1)
([27]24,21,0)([28]4,1,1)([29]22,0,0)(25)
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<16, 1><5,1, 5,5, 2,1,1>([5]0,1,2)([6]2,2,3)([7]1,4,1)([8]1,2,0)([9]2,1,2)
([10]0,1,1)([11]9,6,2)([12]8,2,2)([13]4,4,3)([14]1,6,3)([15]14,1,1)
([16]10,0,0)([17]0,11,0)([18]13,10,2)([19]13,14,1)([20]3,19,1)([21]0,18,1)
([22]16,18,0)([23]15,2,2)([24]16,16,0)([25]0,20,3)([26]3,0,1)([27]22,2,1)
([28]22,0,2)([29]0,1,0)(13)
<22, 3><5,1, 5,5, 2,1,3>([5]4,3,2)([6]1,2,0)([7]4,2,0)([8]4,2,2)
([9]1,3,2)([10]8,0,1)([11]1,2,2)([12]1,6,3)([13]8,9,2)([14]8,0,2)
([15]2,11,3)([16]0,4,1)([17]0,13,2)([18]11,0,1)([19]2,11,0)([20]4,16,0)
([21]17,19,0)([22]19,0,2)([23]17,1,3)([24]19,1,3)([25]20,3,1)([26]4,21,1)
([27]21,23,2)([28]2,20,0)([29]22,24,0)(25)
<22, 1><5,1, 5,5, 2,1,1>([5]1,4,1)([6]3,0,1)([7]0,1,3)([8]2,4,3)([9]3,0,2)
([10]0,6,0)([11]4,2,1)([12]2,2,3)([13]6,9,3)([14]3,9,3)([15]13,10,1)
([16]3,0,1)([17]13,10,3)([18]11,14,2)([19]14,4,0)([20]3,4,2)([21]15,1,2)
([22]17,3,3)([23]18,0,2)([24]2,3,1)([25]3,2,2)([26]24,20,1)([27]2,21,2)
([28]1,4,0)([29]1,3,0)(11)
Pr´ıklad 5.1.1 ukazuje za´znam piatich chromozo´mov v jednej genera´cii. Pre kazˇdy´ z nich
su´ uvedene´ nasleduju´ce informa´cie: prve´ cˇ´ıslo v sˇpicaty´ch za´tvorka´ch je fitness, tj. ohod-
notenie, dane´ho chromozo´mu, druhe´ cˇ´ıslo je pocˇet pouzˇity´ch blokov. V d’alˇs´ıch sˇpicaty´ch
za´tvorka´ch su´ u´daje v tomto porad´ı: pocˇet vstupov obvodu, pocˇet vy´stupov obvodu, pocˇet
st´lpcov, pocˇet riadkov, pocˇet vstupov hradla, l-back parameter, pocˇet pouzˇity´ch blokov.
Ostatne´ prvky popisuju´ jednotlive´ elementy — v hranaty´ch za´tvorka´ch je uvedene´ cˇ´ıslo
vy´stupu tohto elementu, za n´ım su´ uvedene´ cˇ´ısla vy´stupov elementov, ktore´ su´ privedene´
na vstupy tohto elementu a posledne´ je cˇ´ıselne´ oznacˇenie funkcie elementu. Posledny´m prv-
kom je zoznam hradiel, ktore´ su´ pripojene´ k vy´stupom. Tieto hradla´ su´ od seba oddelene´
cˇiarkami.
5.2 Na´vrh hlavne´ho okna
Vy´sledny´ program ma´ vediet’ zobrazit’ celu´ evolu´ciu CGP, tj. histo´riu vsˇetky´ch genera´ci´ı
a chromozo´mov. Celu´ histo´riu by bolo vhodne´ zobrazit’ v st´lpcoch, pricˇom jeden st´lpec
by reprezentoval jednu genera´ciu. Aby take´to zobrazovanie bolo esˇte rozumne´, je vhodne´
obmedzit’ pocˇet chromozo´mov v jednej genera´cii napr´ıklad na pa¨t’. Kazˇdy´ evolucˇny´ beh
sa sklada´ z mnozˇstva genera´ci´ı, takzˇe by malo byt’ mozˇne´ presu´vat’ sa medzi zobrazen´ım
roˆznych genera´ci´ı, vid’ obra´zok 5.1. V tomto okne by bolo vhodne´ zobrazit’ aj fitness jed-
notlivy´ch chromozo´mov, pr´ıpadne d’alˇsie doˆlezˇite´ informa´cie.
5.3 Za´kladne´ funkcie
Za´kladny´ pohl’ad na pozˇadovanu´ funkcˇnost’ poskytuje diagram pr´ıpadov uzˇitia na obra´zku
5.2.
V bakala´rskej pra´ci [10] bol vytvoreny´ program pre vizualiza´ciu jedne´ho chromozo´mu.
Pretozˇe vizualiza´cia jedne´ho chromozo´mu bude za´kladom programu pre vizualiza´ciu prie-
behu evolu´cie, je mozˇne´ prevziat’ radu uzˇ existuju´cich funkci´ı do vytva´rane´ho programu.
Vsˇetky takto prevzate´ funkcie bude potrebne´ upravit’ pre novy´ da´tovy´ model a nove´ ob-
jekty, ktore´ urcˇite vzniknu´. Urcˇite to bude mozˇnost’ oznacˇit’ nepotrebne´ hradla´ a bud’ ich
farebne oznacˇit’ (zosˇednu´t’) alebo ich nechat’ skryt’. Takisto pre lepsˇiu prehl’adnost’ ostane
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Obra´zek 5.1: Na´cˇrt vzhl’adu hlavne´ho okna aplika´cie. Jeden st´lpec reprezentuje jednu ge-
nera´ciu, v tomto pr´ıpade ma´ genera´cia 4 jedincov.
Obra´zek 5.2: Diagram pr´ıpadov uzˇitia.
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zachovana´ mozˇnost’ posu´vat’ jednotlive´ hradla´ aj cely´ chromozo´m a mozˇnost’ priblizˇovat’ aj
odd’al’ovat’ celu´ zobrazovaciu plochu. V mozˇnostiach nad’alej bude mozˇnost’ nastavit’ fareb-
nost’ hradiel podl’a ich funkcie a vlastna´ farba spojov, ktore´ zada´ uzˇ´ıvatel’. Dˇalej nebude
chy´bat’ mozˇnost’ zarovnat’ zobrazenie na mriezˇku, ale taktiezˇ mozˇnost’ vyuzˇit’ prichyta´vanie
hradiel pri presu´van´ı na zobrazenu´ mriezˇku. Ake´kol’vek u´pravy chromozo´mu bude mozˇne´
ulozˇit’ do vektorove´ho forma´tu SVG, avsˇak pravdepodobne neostane mozˇnost’ ulozˇit’ si roz-
pracovany´ chromozo´m do interne´ho forma´tu, pretozˇe by to vyzˇadovalo nejaky´ spoˆsob, aky´m
by sa taky´to su´bor dal otvorit’ a taky´to postup do celkovej koncepcie nezapada´. Nad’alej
vsˇak ostane mozˇnost’ jednoduchej simula´cie obvodu.
S ohl’adom na vyuzˇitie hotovej bakala´rskej pra´ce[10] som sa rozhodla vytvorit’ program
pre vizualiza´ciu v jazyku Java. Je s´ıce pomalˇs´ı oproti kompilovany´m jazykom (napr. C),
ale oproti nim ma´ vel’ku´ vy´hodu v prenositel’nosti na ine´ operacˇne´ syste´my. Taktiezˇ sa
v nˇom vy´borne a ry´chlo programuje, obzvla´sˇt’ graficke´ rozhrania. V tomto jazyku existuje
aj vel’ke´ mnozˇstvo knizˇn´ıc, ktore´ sa daju´ pouzˇit’, napr. knizˇnica Batik SVG Toolkit[1], ktoru´
pouzˇijem pre export do forma´tu SVG.
5.4 Nove´ funkcie
Za´kladom vizualiza´toru evolu´cie bude hlavne´ okno, ako bolo pop´ısane´ vysˇsˇie. V tomto
okne bude mozˇne´ presu´vat’ sa medzi genera´ciami bud’ pomocou posuvn´ıka alebo meto´dou
drag’n’drop (”chyt’ a posunˇ”), ktoru´ vyuzˇ´ıva posu´vanie hradiel a chromozo´mu z bakala´rskej
pra´ce. Tiezˇ by malo byt’ mozˇne´ oznacˇit’ podgraf v chromozo´me a sledovat’ jeho zmeny
v priebehu evolu´cie. Zobrazovanie je mozˇne´ vyriesˇit’ bud’ zvy´raznen´ım farbou alebo pouzˇit´ım
popisuju´cich textov. S ohl’adom na bakala´rsku pra´cu je vhodnejˇsie pouzˇitie farieb, pretozˇe
to bude poˆsobit prehl’adnejˇsie.
Vel’mi doˆlezˇita´ je mozˇnost’ vybrat’ si jeden alebo dva chromozo´my a zobrazit’ si ich detail.
Tu pr´ıde na rad prepracovany´ ko´d bakala´rskej pra´ce obohateny´ o d’alˇsie funkcie. V oboch
pr´ıpadoch by mala pribudnu´t’ mozˇnost’ zobrazenia histo´rie chromozo´mu, tj. oznacˇenie ge-
nera´ci´ı, v ktory´ch nastala posledna´ zmena, ktora´ viedla k su´cˇasne´mu stavu. Toto je opa¨t’
mozˇne´ riesˇit’ ako farbami, tak aj textovo. V zobrazen´ı chromozo´mu vsˇak uzˇ budu´ oznacˇene´
jednotlive´ hradla´, vstupy aj vy´stupy textom, takzˇe pre prehl’adnost’ bude urcˇite lepsˇie pouzˇit’
farby. Mali by vytva´rat’ plynuly´ prechod z jednej farby do druhej, aby bolo mozˇne´ l’ahko
posu´dit’, kedy aka´ zmena nastala.
Pri zobrazen´ı dvoch chromozo´mov by nemalo chy´bat’ zobrazenie porovnania. Opa¨t’ bude
urcˇite prakticke´ pouzˇit’ farby na rozl´ıˇsenie rozdielov. Zafarbovat’ sa bude bud’ text alebo cˇasti
hradla samotne´. Ta´to funkcia je vhodna´ pre sledovanie zmien v priebehu evolu´cie.
5.5 Obmedzenia
Vzhl’adom na pouzˇitie bakala´rskej pra´ce [10] existuju´ urcˇite´ obmedzenia. Jedny´m z nich
je obmedzenie na pocˇet vstupov a vy´stupov hradiel. Hradlo moˆzˇe mat’ maxima´lne dva
vstupy a jeden vy´stup. S ohl’adom na to, zˇe Java je relat´ıvne pomala´ vo vykona´van´ı ko´du
a na´rocˇnejˇsia na vy´kon, bude urcˇite existovat’ obmedzenie na pocˇet popula´ci´ı, pr´ıpadne
na vel’kost’ su´boru so za´znamom behu CGP. Uzˇ´ıvatel’ je tiezˇ obmedzeny´ vel’kost’ou svojej
obrazovky, cˇomu by mal prispoˆsobit’ pocˇet st´lpcov a riadkov zobrazovanej matice hradiel,
alebo by mal akceptovat’, zˇe pri vel’kom obvode zobrazovanie nebude idea´lne.
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Kapitola 6
Implementa´cia
Ta´to kapitola popisuje detaily implementa´cie v Jave. Pri implementa´cii som sa snazˇila
vyuzˇit’ vsˇetky vy´hody, ktore´ Java poskytuje, napr´ıklad objektovo orientovany´ pr´ıstup, gra-
ficke´ rozhranie Swing, jednoduche´ pouzˇ´ıvanie externy´ch knizˇn´ıc a podobne.
Vzhl’adom na to, zˇe ta´to pra´ca nava¨zuje na vy´sledky bakala´rskej pra´ce, su´ tu pop´ısane´
aj tieto. Konkre´tne algoritmy som priamo neupravovala, avsˇak aby bol program bakala´rskej
pra´ce pouzˇitel’ny´ pre potreby tejto pra´ce, bolo potrebne´ na nˇom urobit’ dost’ vel’a mensˇ´ıch
zmien a u´prav.
6.1 U´prava programu cgp
Najprv je potrebne´ z´ıskat’ da´ta, ktore´ sa budu´ zobrazovat’. Pre tento u´cˇel bol upraveny´
program cgp [12]. Upraveny´ program je mozˇne´ na´jst’ v pr´ılohe, avsˇak uvediem tu aj postup,
aky´m som k nemu dospela. Postacˇ´ı zakomentovat’ sˇtyri riadky ko´du, aby sa vypisovali vsˇetky
chromozo´my kazˇdej genera´cie. Konkre´tne riadky su´ vyp´ısane´ v algoritme 6.1.1, v ko´de
programu su´ to riadky 377, 378, 384 a 385. Samozrejme je mozˇne´ vypisovat’ kazˇdu´ desiatu
genera´ciu a podobne, podstatne´ je, aby v kazˇdej genera´cii boli nejake´ chromozo´my a aby
boli v tom spra´vnom tvare.
Algoritmus 6.1.1.
#ifdef PERIODIC_LOG
if (param_generaci % PERIODICLOGG == 0) {
...
}
#endif
6.2 Hlavne´ triedy aplika´cie
Za´kladom tohto programu je trieda Evolution. Je to singleton, cˇo znamena´, zˇe jedina´
insˇtancia tohto objektu existuje vra´mci programu iba jeden kra´t a je dostupna´ zo vsˇetky´ch
ostatny´ch objektov. Ta´to vlastnost’ je doˆlezˇita´ pre pouzˇ´ıvanie roˆznych premenny´ch, ktore´
maju´ byt’ v celom programe jednotne´. Takisto je vd’aka tejto vlastnosti jednoduchy´ pr´ıstup
ku vsˇetky´m genera´cia´m a ich chromozo´mom, cˇo je vyuzˇite´ pri zobrazovan´ı histo´rie v zob-
razen´ı jedne´ho alebo dvoch chromozo´mov. Usporiadanie tried je prehl’adne zobrazene´ na
obra´zku 6.1, podrobnejˇs´ı popis je d’alej v tejto sekcii.
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Obra´zek 6.1: Diagram tried pre triedy obsahuju´ce da´ta.
Ta´to trieda je postavena´ hlavne na zozname genera´ci´ı, pricˇom kazˇda´ polozˇka, tj. ge-
nera´cia, je objektom, ktory´ je tvoreny´ zoznamom jedincov, tj. chromozo´mov. Na repre-
zenta´ciu chromozo´mu som zvolila triedu z [10], ktoru´ som upravila zo singletonu na ob-
vyklu´, viackra´t insˇtanciovatel’nu´ triedu. V nej je opa¨t’ zoznam objektov, tentokra´t tvoreny´
hradlami, vstupmi a vy´stupmi, pricˇom kazˇdy´ z nich ma´ vlastnu´ triedu. Vzhl’adom na to, zˇe
jednotlive´ elementy (vstupy, vy´stupy a hradla´) maju´ urcˇite´ vlastnosti spolocˇne´ a niektore´
zasa rozdielne, bolo potrebne´ vytvorit’ abstraktne´ rozhranie, na obra´zku 6.2, ktore´ tieto
elementy potom implementuju´. Vd’aka tomuto postupu su´ ul’ahcˇene´ niektore´ programove´
konsˇtrukcie a pra´ca s ty´mito elementami, napr´ıklad vykresl’ovanie. Aby vsˇak bolo mozˇne´
vyuzˇit’ aj vlastnosti, v ktory´ch sa elementy l´ıˇsia, su´ vytvorene´ aj samostatne´ zoznamy objek-
tov pre roˆzne druhy elementov. Vo vsˇetky´ch zoznamoch su´ len odkazy na objekty, takzˇe je
mozˇne´ mat’ jeden objekt vstupu a pristupovat’ k nemu cez roˆzne zoznamy roˆznym spoˆsobom.
Kazˇde´ hradlo obsahuje informa´cie o svojej funkcii, vstupoch, vy´stupe, rovnako ako
su´radnice l’ave´ho horne´ho rohu, koncovy´ch bodov vstupov a vy´stupu, vid’ obra´zok 6.3.
Su´radnice sa pouzˇ´ıvaju´ pri vykresl’ovan´ı, detekcii miesta kliknutia uzˇ´ıvatel’a a adekva´tne
sa prepocˇ´ıtavaju´. U vstupov a vy´stupov je to podobne, taktiezˇ maju´ svoje poradove´ cˇ´ıslo,
su´radnice a podobne.
Objekt evolu´cie sa vytva´ra po nacˇ´ıtan´ı za´znamu behu CGP, ktory´ ma´ tvar pop´ısany´
v predcha´dzaju´cej kapitole. Vel’kost’ tohoto su´boru je obmedzena´ na 10MB kvoˆli zisteny´m
proble´mom so stabilitou pri va¨cˇsˇ´ıch su´boroch.
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Obra´zek 6.2: Diagram tried pre triedy vstupu obvodu, hradla a vy´stupu obvodu.
Obra´zek 6.3: Vykreslene´ hradlo. Zakru´zˇkovane´ su´ ukladane´ su´radnice.
6.3 Vykresl’ovanie
Po nacˇ´ıtan´ı su´boru s behom CGP sa vypocˇ´ıtaju´ su´radnice pre vsˇetky chromozo´my v tejto
popula´cii a zobrazia sa. Vy´pocˇet ich umiestni tak, aby chromozo´my v jednej genera´cii boli
vzˇdy pod sebou v jednom st´lpci, pricˇom kazˇdy´ st´lpec ma poradove´ cˇ´ıslo, ktore´ urcˇuje cˇ´ıslo
genera´cie. Pri vykresl’ovan´ı je dbane´ na rovnake´ rozostupy medzi chromozo´mami. Za´rovenˇ
s chromozo´mami sa ku kazˇde´mu vyp´ıˇse aj jeho fitness hodnota a pre pochopitel’nejˇsie gra-
ficke´ rozhranie je kazˇdy´ chromozo´m ohranicˇeny´ obd´lzˇnikom, vid’ obra´zok 6.4. Ohranicˇenie
ul’ahcˇuje orienta´ciu a zdoˆraznˇuje, kam ma´ uzˇ´ıvatel’ kliknu´t’, ak si chce zobrazit’ detail chro-
mozo´mu, pr´ıpadne porovnanie dvoch chromozo´mov, a kam ma´ kliknu´t’, ak sa chce presunu´t’
na inu´ genera´ciu. Obd´lzˇnik ohranicˇuje plochu, ktora´ reaguje na kliknutie ty´m, zˇe zobraz´ı
nove´ okno s detailami o jednom alebo dvoch chromozo´moch. Detekovane´ kliknutie mimo ti-
eto obd´lzˇniky spoˆsob´ı ”chytenie”pracovnej plochy a jej posunutie o posun mysˇi uzˇ´ıvatel’om.
Reakcia na kliknutie na chromozo´m je urcˇena´ prep´ınacˇom. Mozˇnosti manipula´cie s vy-
brany´m chromozo´mom su´ u oboch mozˇnost´ı rovnake´, avsˇak v porovna´vacom rezˇime, ked’
sa zobrazia dva chromozo´my, je mozˇne´ zapnu´t’ porovnanie ty´chto dvoch chromozo´mov.
Dˇalˇsia funkcia v tomto okne je mozˇnost’ vypnu´t’ a zapnu´t’ antialiasing. Ten spoˆsobuje
vyhladenie hra´n ak je zapnuty´, takzˇe obraz vyzera´ krajˇsie, avsˇak je na´rocˇnejˇs´ı na zobrazenie,
preto je posu´vanie sa v evolu´cii relat´ıvne pomale´. Aby si uzˇ´ıvatel’ doka´zal ry´chlejˇsie zobrazit’
d’alˇsie genera´cie, je k dispoz´ıcii funkcia s na´zvom Jump, ktora´ preskocˇ´ı tol’ko genera´cii,
kol’ko uzˇ´ıvatel’ do pra´zdneho pol’a zada´. Ty´mto spoˆsobom je vel’mi jednoduche´ presu´vat’ sa
dopredu aj dozadu v priebehu evolu´cie. V programe je to urobene´ tak, zˇe sa k su´radniciam
kazˇde´ho chromozo´mu pripocˇ´ıta adekva´tny pocˇet pixelov, ktory´ moˆzˇe byt’ samozrejme aj
za´porny´. Uzˇ´ıvatel’om zadane´ cˇ´ıslo sa vyna´sob´ı celkovou vel’kost’ou jedne´ho chromozo´mu
v pixeloch a o toto cˇ´ıslo sa posunu´ vsˇetky potrebne´ su´radnice.
Pre sledovanie zmien v podgrafoch chromozo´mu je dostupna´ mozˇnost’ zadat’ do pol’a
Watch for poradove´ cˇ´ısla hradiel oddelene´ cˇiarkou, ktore´ sa maju´ zvy´raznit’ v zobrazen´ı
25
Obra´zek 6.4: Okno zobrazuju´ce sˇest’ genera´ci´ı jedne´ho behu CGP. Cˇervenou su´ zvy´raznene´
doˆlezˇite´ hradla´ spolu so spojmi vedu´cimi do nich a z nich. Ako doˆlezˇite´ ich oznacˇuje uzˇ´ıvatel’.
celej evolu´cie. Spolu so zadany´mi hradlami sa zvy´raznia aj vsˇetky spojenia, ktore´ vedu´ do
a z ty´chto hradiel, uka´zˇka na obra´zku 6.4. Pokial’ uzˇ´ıvatel’ nepozna´ presne´ cˇ´ısla hradiel,
ktore´ by ho zauj´ımali, moˆzˇe si ich zist´ıt’ tak, zˇe si necha´ zobrazit’ detail chromozo´mu, kde
su´ tieto cˇ´ısla zobrazene´. Takto moˆzˇe vizua´lne sledovat’ zmeny a ak zaznamena´ niecˇo, cˇo
chce podrobnejˇsie presku´mat’, zobraz´ı si detail konkre´tneho chromozo´mu. Pre prehl’adnost’
v tomto zobrazen´ı nie je zvy´razneny´ch viac zmien, pr´ıpadne iny´ch detailov. Z pokusov totizˇ
vyply´va, zˇe kazˇdy´ chromozo´m je tvoreny´ vel’ky´m mnozˇstvom cˇiar, ktore´ sa prekry´vaju´. Vy-
pisovanie roˆznych cˇ´ısel, pr´ıpadne textov, do chromozo´mu v zobrazen´ı evolu´cie by spoˆsobilo
necˇitatel’nost’ a esˇte viac neprehl’adny´ch cˇiar. Na vyznacˇovanie zmien su´ teda vhodne´ farby,
avsˇak ani s nimi to nie je spra´vne preha´nˇat’, pretozˇe to opa¨t’ spoˆsob´ı neprehl’adnost’.
Za´kladne´ okno slu´zˇi len na prehl’adne´ zobrazenie evolu´cie. Pre d’alˇsiu manipula´ciu s chro-
mozo´mami je nutne´ si jeden vybrat’ a zobrazit’ si jeho detail, pr´ıpadne si zobrazit’ porovnanie
dvoch chromozo´mov. V d’alˇs´ıch cˇastiach budu´ pop´ısane funkcie a mozˇnosti ty´chto volieb.
6.3.1 Zosˇednutie a skrytie hradiel
Pre tieto funkcie je potrebne´ detekovat’, ktore´ hradla´ sa podiel’aju´ na celkovom vy´sledku,
pretozˇe zosˇednu´, pr´ıpadne skryju´ sa, tie hradla´, ktore´ nemaju´ zˇiaden vplyv na hodnotu na
vy´stupe. Ta´to detekcia sa deje tak, zˇe vsˇetky´m hradla´m sa najprv nastav´ı viditel’nost’ na
GREY (hodnota vlastne´ho vymenovane´ho typu viditel’nosti hradiel) a precha´dza sa obvod
od vy´stupov k vstupom, pricˇom sa pouzˇite´ hradla´ menia na VISIBLE. Pri precha´dzan´ı sa
pouzˇije rekurzia, pretozˇe meto´da na detekciu vyuzˇ´ıva to, zˇe cˇ´ısla vstupov oznacˇuju´ cˇ´ısla
vy´stupov iny´ch hradiel, ktore´ do nich vedu´. U vy´stupov nasta´va sˇpecia´lny pr´ıpad, pretozˇe
do vy´stupov cele´ho obvodu vedie vzˇdy len jeden vstup. Tieto teda maju´ vlastnu´ meto´du,
ktora´ ale nakoniec rob´ı to iste´, ale iba pre jeden vstup. V algoritme 6.3.1 je meto´da pre
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precha´dzanie vy´stupov chromozo´mu. Ako je vidiet’, vzˇdy sa zavola´ meto´da z algoritmu 6.3.2,
ktora´ vykona´va rekurziu.
Algoritmus 6.3.1.
public void findUnnecessary() {
// skryt’ vsˇetky hradla´
for (int i = 0; i < listOfGates.size(); i++) {
listOfGates.get(i).visible = GREY;
}
// skontrolovat’ kazˇdy´ vy´stup
for (int i = 0; i < number_of_out; i++) {
// volanie rekurzı´vnej meto´dy
int number = listOfOuts.get(i).number;
listOfGates.get(number).visible = VISIBLE;
setVisible(listOfGates.get(number).in1,
listOfGates.get(number).in2);
}
}
Algoritmus 6.3.2.
private void setVisible(int x, int y) {
if (x >= number_of_in) {
listOfGates.get(x).visible = VISIBLE;
setVisible(listOfGates.get(x).in1,
listOfGates.get(x).in2);
}
if (y >= number_of_in) {
listOfGates.get(y).visible = VISIBLE;
setVisible(listOfGates.get(y).in1,
listOfGates.get(y).in2);
}
}
Po spusten´ı ty´chto algoritmov moˆzˇe doˆjst’ k samotne´mu zosˇednutiu alebo skrytiu nepo-
trebny´ch hradiel. Pre zosˇednutie hradiel postacˇ´ı nastavenie viditel’nosti na GREY a osˇetrenie
pri vykresl’ovan´ı, aby bola pouzˇita´ spra´vna farba – svetlosˇeda´ ako na obra´zku 6.5. Pri skryt´ı
nepotrebny´ch hradiel je vsˇak esˇte potrebne´ pocˇ´ıtat’ s ty´m, zˇe tie hradla´ by nemali umozˇnˇovat’
zˇiadnu interakciu, cˇo znamena´ zˇe nemaju´ reagovat’ na kliknutie vo svojej oblasti. Prep´ınacˇ
viditel’nosti sa nastav´ı na INVISIBLE a pri vykresl’ovan´ı aj detekovan´ı sa pouzˇ´ıva ako kont-
rolna´ podmienka. Vd’aka tomu funguje vykreslenie aj detekcia spra´vne, uka´zˇka na obra´zku
6.6 a po zarovnan´ı na obra´zku 6.7. Obe tieto funkcie funguju´ rovnako v oboch rezˇimoch
zobrazenia – detail aj porovnanie.
V pr´ıpade viditel’ny´ch hradiel je farba urcˇena´ ich funkciou, vid’ obra´zok 6.8. Pri spus-
ten´ı programu ma´ kazˇda´ funkcia nastavenu´ cˇiernu farbu, ktora´ sa da´ jednoducho zmenit’
v nastaveniach alebo nahran´ım su´boru s nastaveniami.
6.3.2 Posu´vanie prvkov a kresliacej plochy
Vsˇetko vykresl’ovanie sa deje v objekte canvas (v Jave je to trieda java.awt.Canvas), cˇo
v preklade znamena´ kresliace pla´tno. Tento objekt obsahuje meto´du paint(), ktora´ sa za-
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Obra´zek 6.5: Zobrazenie chromozo´mu po zosˇednut´ı zbytocˇny´ch hradiel.
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Obra´zek 6.6: Zobrazenie chromozo´mu so skryty´mi hradlami.
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Obra´zek 6.7: Zobrazenie chromozo´mu bez zbytocˇny´ch hradiel zarovnane´ na mriezˇku.
vola´ automaticky pri vykreslen´ı, takzˇe jej telom je postup toho, cˇo ma´ byt’ vykreslene´. Pre
umozˇnenie detekcie kliknutia a tiahnutia je potrebne´ v tejto triede implementovat’ rozhrania
MouseListener a MouseMotionListener. Tieto rozhrania obsahuju´ meto´dy, ktore´ sa volaju´
pri aktivite mysˇi – stlacˇenie, uvol’nenie stlacˇenia, t’ahanie a podobne. Pra´ve tieto tri pome-
novane´ meto´dy su´ vyuzˇ´ıvane´ v tomto programe. Najprv je detekovane´, zˇe uzˇ´ıvatel’ niekam
klikol. V za´vislosti na tom, kam klikol, sa do premenny´ch ulozˇia potrebne´ u´daje. Potom
sa uskutocˇn´ı pozˇadovany´ posun hradlom alebo cely´m pla´tnom. Rozdiel medzi su´radnicami
stlacˇenia a uvol’nenia mysˇi tvor´ı vel’kost’ posunu.
Pri posu´van´ı hradiel a cele´ho pla´tna sa vyuzˇ´ıva meto´da MouseDragged(), ktora´ spoˆso-
buje, zˇe posu´vany´ prvok sa sta´le vykresl’uje a tak je vzˇdy vidno jeho aktua´lnu polohu, cˇo
napoma´ha lepsˇej orienta´cii. Bohuzˇial’ to ma´ nepr´ıjemny´ vedl’ajˇs´ı efekt — obraz ”blika´”. Ne-
usta´lym prekresl’ovan´ım sa vzˇdy vymazˇe aktua´lny obraz, vypocˇ´ıta novy´ a potom sa vykresl´ı,
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Obra´zek 6.8: Zobrazenie chromozo´mu hned’ po otvoren´ı a zafarben´ı.
takzˇe vo fa´ze pocˇ´ıtania je obraz pra´zdny. Riesˇen´ım je pouzˇitie dvoch za´sobn´ıkov (tzv. double
buffering). V jednom momente sa zobrazuje iba jeden, do druhe´ho sa zatial’ pocˇ´ıtaju´ nove´
hodnoty. Potom sa tieto dva za´sobn´ıky vza´jomne vymenia, takzˇe predpocˇ´ıtany´ sa zobraz´ı.
Pre ury´chlenie vykresl’ovania sa pri posu´van´ı hradla vypne antialiasing, ktory´ je vy´pocˇetne
na´rocˇnejˇs´ı a zapne sa azˇ po ukoncˇen´ı posu´vania, cˇo je doˆlezˇite´ pre plynule´ posu´vanie.
S posu´van´ım hradiel pri zobrazen´ı detailu a porovnania chromozo´mov su´vis´ı aj pri-
chyta´vanie k mriezˇke. Po zasˇkrtnut´ı tejto mozˇnosti v aplika´cii sa pod chromozo´mom vykresl´ı
svetlosˇeda´ mriezˇka, ku ktorej sa budu´ prichyta´vat’ hradla´. Samotne´ prichyta´vanie je zalozˇene´
na zaokru´hl’ovan´ı su´radn´ıc k su´radniciam mriezˇky. Ak by zaokru´hlenie prebiehalo vzˇdy pri
spusten´ı detekovac´ıch meto´d, tak by zmena polohy bola vzˇdy pr´ıliˇs mala´ a zaokru´hl’ovalo
by sa vzˇdy na to iste´ cˇ´ıslo, takzˇe hradlo by sa nikam neposunulo. Preto v programe existuju´
dvoje su´radnice, jedny zaokru´hlene´, druhe´ nie. Nezaokru´hlene´ su´radnice sa pouzˇ´ıvaju´ pri
presu´van´ı hradla a zaokru´hl’uju´ sa azˇ pri vykreslen´ı a vy´pocˇte ostatny´ch su´radn´ıc hradla.
Pri posune cele´ho kresliaceho pla´tna som sa rozhodla vyuzˇit’ princ´ıp zna´my hlavne
z dotykovy´ch obrazoviek – ”chyt´ım plochu a posuniem”– v tomto pr´ıpade s pouzˇit´ım mysˇi.
Tento postup vyzera´ efektne a navysˇe aj sprehl’adnˇuje ko´d tohto programu. Aj v tomto
pr´ıpade vsˇak je potrebne´ brat’ do u´vahy pouzˇitie prichyta´vania na mriezˇku. Aby pri takomto
posune cely´ chromozo´m zvla´sˇtne ”neposkakoval”po obrazovke, posu´va sa aj cela´ mriezˇka.
Taky´to pohyb je prirodzenejˇs´ı a plynulejˇs´ı.
V pr´ıpade zobrazenia cele´ho priebehu evolu´cie je detekcia kliknut´ı podobna´, avsˇak tro-
chu obmedzenejˇsia. Pri tomto zobrazen´ı totizˇ nie je mozˇne´ posu´vat’ jednotlive´ chromozo´my,
vzˇdy je mozˇne´ iba posunu´t’ cele´ pla´tno alebo si vybrat’ chromozo´m pre zobrazenie detailu
alebo porovnania. Ako bolo spomenute´ vysˇsˇie, kazˇdy´ chromozo´m je vizua´lne ohranicˇeny´
obd´lzˇnikom, aby bolo zjavne´, ktora´ oblast’ pla´tna zareaguje aky´m spoˆsobom a nedocha´dzalo
k nedorozumeniam. V tomto zobrazen´ı neda´va zmysel prichyta´vanie k mriezˇke, cˇo tro-
chu zjednodusˇilo vy´pocˇet su´radn´ıc pri posune cele´ho pla´tna. Pri vel’kom pocˇte genera´ci´ı je
zobrazovanie dost’ na´rocˇne´, takzˇe som ho optimalizovala tak, aby sa vykresl’ovali iba tie
chromozo´my, ktore´ su´ na ploche viditel’ne´. Kazˇdy´ chromozo´m teda obsahuje podmienku
minX < width a za´rovenˇ maxX > 0, cˇo znamena´, zˇe jeho minima´lna su´radnica na ose
x mus´ı byt’ mensˇia ako sˇ´ırka kresliaceho pla´tna a maxima´lna su´radnica na osi x mus´ı byt’
va¨cˇsˇia ako nula. Osa x ma´ svoj pocˇiatok v l’avom hornom rohu kresliaceho pla´tna a jej
maxima´lna su´radnica ma´ hodnotu sˇ´ırky pla´tna. Posu´vanie pla´tnom v tomto pr´ıpade uzˇ nie
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je tak plynule´, avsˇak malo by to zry´chlit’ pra´cu s programom.
6.3.3 Zrusˇenie posuvov a zmien
Jednou mozˇnost’ou ako rusˇit’ posuvy a zmeny je zobrazenie hradiel na mriezˇku, cˇo znamena´,
zˇe vsˇetky momenta´lne viditel’ne´ hradla´ dostanu´ pokyn na prepocˇ´ıtanie svojich su´radn´ıc a ich
upravenie na mriezˇku. Ta´to mriezˇka vsˇak nesu´vis´ı priamo s mriezˇkou z precha´dzaju´cej cˇasti,
pretozˇe v tomto pr´ıpade sa uskutocˇn´ı rovnaky´ vy´pocˇet ako pri vytvoren´ı okna s detailom
chromozo´mu, avsˇak s ty´m rozdielom, zˇe bude brat’ do u´vahy, zˇe niektore´ hradla´ sa nemaju´
zobrazit’, takzˇe ich ani nezahrnie do vy´pocˇtu. Toto je vhodne´ pre prehl’adnost’ a ry´chle
minimalisticke´ usporiadanie hradiel.
Druhou mozˇnost’ou je zrusˇit’ vsˇetky urobene´ zmeny ohl’adom zobrazovania hradiel a vy-
resetovat’ cele´ zobrazenie. Najprv sa vsˇetky´m hradla´m nastav´ı viditel’nost’ na VISIBLE, a po-
tom si vsˇetky hradla´ prepocˇ´ıtaju´ su´radnice a chromozo´m sa zobraz´ı v strede kresliaceho
pla´tna.
6.3.4 Zoom
Objekt Graphics poskytuje mozˇnost’ vyuzˇit’ transformacˇnu´ maticu, ktora´ manipuluje s niek-
tory´mi vlastnost’ami obrazu, z ktory´ch je pre tento program podstatny´ pra´ve zoom. Ta´to
matica je pouzˇitel’na´ vo vsˇetky´ch triedach odvodeny´ch od Graphics, ako je canvas a export
do SVG. Jej pouzˇitie je vel’mi jednoduche´, postacˇ´ı na to riadok ko´du.
g.setTransform(new AffineTransform(zoom, 0, 0, zoom, 0, 0));
Pri vytva´ran´ı transformacˇnej matice je doˆlezˇita´ premenna´ zoom, ktora´ sa men´ı pri klik-
nut´ı uzˇ´ıvatel’a na pr´ıslusˇne´ tlacˇ´ıtka, pr´ıpadne stlacˇen´ım kla´vesovej skratky. Men´ı sa vsˇak aj
pri centrovan´ı chromozo´mu do stredu pla´tna tak, aby chromozo´m vyp´lnˇal cˇo najva¨cˇsˇiu
plochu a za´rovenˇ nikde neprecha´dzal za hranice okna. Tohto je dosiahnute´ ty´m, zˇe sa
vypocˇ´ıta pomer sˇ´ırky chromozo´mu k sˇ´ırke pla´tna a pomer vy´sˇky chromozo´mu k vy´sˇke
pla´tna. Najmensˇie z ty´chto cˇ´ısel sa pouzˇije.
6.3.5 Nastavovanie vlastnost´ı zobrazovania
Vsˇetky zafarbitel’ne´ prvky sa pri spusten´ı programu nastavia na cˇiernu farbu. Pre preh-
l’adnost’ pouzˇ´ıvania ma´ uzˇ´ıvatel’ mozˇnost’ nastavit’ va¨cˇsˇine prvkov vlastnu´ farbu. K tomuto
slu´zˇi polozˇka Properties v menu, ktora´ otvor´ı okno s nastaveniami, vid’ obra´zok 6.9. Pri
kliknut´ı na tlacˇidlo Change color sa zobraz´ı vzorkovn´ık s farbami a uzˇ´ıvatel’ si moˆzˇe vybrat’
zˇelanu´ farbu. Vzorkovn´ık poskytuje Java v triede javax.swing.JColorChooser. Pomocou
jej meto´dy showDialog() si uzˇ´ıvatel’ vyberie farbu s ktorou d’alej pracuje tento program.
Ulozˇenie farby je automaticke´ po potvrden´ı jej vy´beru v dialo´gu.
Je mozˇne´ nastavit’ aj sˇ´ırku a vy´sˇku rozostupov medzi elementami v chromozo´moch.
Na prejavenie tejto zmeny je vsˇak potrebne´ spustit’ prepocˇ´ıtanie su´radn´ıc kliknut´ım na
vyresetovanie zobrazenia, pretozˇe treba uvazˇovat’ pr´ıpad, ked’ ma´ uzˇ´ıvatel’ rozpracovany´
nejaky´ chromozo´m a popresu´val nejake´ hradla´. V tomto pr´ıpade je lepsˇie, ked’ ma´ uzˇ´ıvatel’
tu´to zmenu vo svojich ruka´ch.
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Obra´zek 6.9: Okno nastavitel’ny´ch vlastnost´ı.
6.3.6 Nastavenie vlastnost´ı simula´toru obvodu
Program umozˇnˇuje simulovat’ kombinacˇne´ obvody. K tomu je potrebne´ nastavit’ mnozˇinu
funkci´ı, ktore´ su´ podporovane´ v CGP. Tieto funkcie je mozˇne´ nastavit’ pomocou tlacˇidla
Set function, vid’ obra´zok 6.10. V tomto novom okne je mozˇne´ zmenit’ na´zov funkcie, jej
symbolicky´ znak, ktory´ sa zobrazuje pri vykreslen´ı chromozo´mu a pravdivostnu´ tabul’ku,
ktoru´ pouzˇ´ıva simula´cia. Detailny´ popis simula´cie bude uvedeny´ neskoˆr.
Vlastnosti funkci´ı je mozˇne´ nastavit’ aj pomocou nacˇ´ıtania vhodne´ho su´boru. Tento
su´bor ma´ mat’ riadky v tvare <poradove´ cˇı´slo> <na´zov> <znak> <vy´sledok> <farba>.
Jednotlive´ polozˇky musia byt’ oddelene´ medzerou a nesmu´ tam byt’ zˇiadne znaky navysˇe.
Poradove´ cˇ´ıslo mus´ı byt’ z intervalu 0-15, spoj´ı totizˇ hodnoty zo vstupne´ho su´boru evolu´cie
s d’alˇs´ımi hodnotami na riadku. V CGP ma´ kazˇda´ funkcia svoje cˇ´ıselne´ oznacˇenie a toto
mus´ı byt’ pouzˇite´ v su´bore. Na´zov funkcie je pouzˇity´ iba pre prehl’adnost’ pri zobrazovan´ı
vlastnost´ı. Znak by mal byt’ jeden a pouzˇije sa pri vykreslen´ı chromozo´mu. Vy´sledok je
postupnost’ sˇtyroch 1 a 0, ktore´ sa inak zapisuju´ do posledne´ho riadku na obra´zku 6.10.
Posledny´m prvkom je farba v sˇestna´stkovej (hexadecima´lnej) su´stave. Ty´mto su´borom moˆzˇe
uzˇ´ıvatel’ hromadne nastavit’ zobrazovacie vlastnosti funkci´ı a taktiezˇ vy´sledky simula´cie pre
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Obra´zek 6.10: Okno nastavitel’ny´ch vlastnost´ı funkcie jedne´ho dvojvstupove´ho hradla.
vsˇetky typy hradiel. Su´bor moˆzˇe byt’ l’ubovol’ne dlhy´, ale pouzˇije sa vzˇdy posledny´ vy´skyt
riadku s konkre´tnym poradovy´m cˇ´ıslom. Taktiezˇ v su´bore nemusia byt’ uvedene´ vsˇetky typy
hradiel.
6.4 Export do SVG forma´tu
Na export do SVG som vyuzˇila externu´ knizˇnicu Batik SVG Toolkit [1], ktora´ slu´zˇi na
manipula´ciu s obra´zkami SVG. V tejto pra´ci postacˇuje mozˇnost’ kreslit’ do dokumentu so
sˇtruktu´rou DOM (Document Object Model) rovnaky´m spoˆsobom, aky´m prebieha kreslenie
na pla´tno pomocou objektu Graphics. Tu´to mozˇnost’ som vyuzˇila v programe, avsˇak bolo
by mozˇne´ uzˇ pri spusten´ı vytvorit’ obra´zok vo forma´te SVG a ten zobrazit’ na pla´tne a d’alej
s n´ım pracovat’. Tento pr´ıstup je vsˇak zbytocˇny´, pretozˇe nie je predpoklad, zˇe by si uzˇ´ıvatel’
ukladal chromozo´my do SVG tak cˇasto, ako ich bude zobrazovat’.
6.5 Simula´cia
Pri zapnutej simula´cii kandida´tneho obvodu (tlacˇidlo Switch to simulation) nie je mozˇne´
posu´vat’ hradlami ani celou plochou, ostatne´ mozˇnosti vsˇak sta´le funguju´ (zoom, zosˇednutie,
vymazanie zbytocˇny´ch hradiel a podobne). Nastavenie farieb funkci´ı sa pouzˇije, avsˇak farba
spojov (v nastaveniach polozˇka Lines) sa nastav´ı na cˇiernu, ak sa tam nacha´dza logicka´
nula a na cˇervenu´, ak sa tam nacha´dza logicka´ jedna. Uka´zˇka je na obra´zku 6.11. Rovnake´
oznacˇenie farbami sa pouzˇije tiezˇ na vstupy a vy´stupy.
Po spusten´ı simula´cie sa precha´dza zoznam vsˇetky´ch elementov, u ktory´ch sa zavola´
meto´da pre simula´ciu a kazˇdy´ element tu´to simula´ciu uskutocˇn´ı, tj vypocˇ´ıta hodnotu, ktora´
bude na vy´stupe. Tu´to hodnotu potom z´ıska hradlo, ktore´ je pripojene´ na tento vy´stup.
Taky´mto spoˆsobom sa prejde cely´ obvod.
Vy´pocˇet simula´cie jednotlivy´ch hradiel je uskutocˇneny´ pomocou bitovy´ch opera´ci´ı. Pre
vy´pocˇet je potrebne´ vediet’, aka´ logicka´ hodnota je na ktorej poz´ıcii vstupu. Ta´ sa zist’uje
pomocou jednotky posunutej o n bitov. Zist’uje sa to pomocou algoritmu 6.5.1. Premenna´
in1val je hodnota na prvom vstupe, analogicky k nej je in2val hodnota na druhom vstupe.
Posu´vat’ bude potrebne´ o 0, 1, 2 a 3 bity, pretozˇe ma´me 4 mozˇne´ kombina´cie hodnoˆt pri
dvojvstupovy´ch hradla´ch. K tomu na´m pomoˆzˇe nega´cia (∼). Tabul’ka vstupov 6.1 totizˇ po
nega´cii da´va spra´vne vy´sledky, ak negovane´ hodnoty scˇ´ıtame, vid’ tabul’ka 6.2. Ak by sme
vsˇak na negovane´ hodnoty nepouzˇili masku pomocou AND (&), z cˇ´ısla 1 by vzniklo cˇ´ıslo,
ktore´ by v bina´rnej su´stave malo na zacˇiatku same´ jednotky a posledna´ by bola nula, cˇo
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Obra´zek 6.11: Simula´cia. Cˇervenou su´ spoje, na ktory´ch je logicka´ hodnota jedna. Cˇierne
obsahuju´ nulu.
by k vy´sledku nijak nepomohlo. Po pouzˇit´ı masky ostane iba posledna´ cˇ´ıslica, tj. ta´ ktora´
je potrebna´ pre vy´sledok.
Algoritmus 6.5.1.
n = (((~in1val) & 1) << 1) + ((~in2val) & 1);
prvy´ vstup 0 0 1 1
druhy´ vstup 0 1 0 1
Tabulka 6.1: Tabul’ka vstupov.
((~in1val) & 1) << 1 10 10 00 00
(~in2val) & 1 01 00 01 00
su´cˇet predcha´dzaju´cich dvoch riadkov 11 10 01 00
Tabulka 6.2: Tabul’ka vstupov po nega´cii a bitovom posune a tret´ı riadok je vy´sledok po
scˇ´ıtan´ı (pre krajˇs´ı vzhl’ad su´ nuly doplnene´ v druhom riadku).
V tejto chv´ıli uzˇ existuje hodnota, ktora´ je potrebna´ pre simula´ciu. Simula´cia hradla je
pop´ısana´ algoritmom 6.5.2. Premenna´ value je vy´sledna´ hodnota hradla, func je bina´rna
reprezenta´cia funkcie hradla. Taku´to bina´rnu reprezenta´ciu vid´ıme na tret’om riadku v ta-
bul’ke 6.3, tj. je to bina´rne cˇ´ıslo 0001, ktore´ sa v premennej uchova´va v podobe integeru
(cele´ho cˇ´ısla), takzˇe sa na nˇom bez vel’ky´ch proble´mov daju´ pouzˇit’ bitove´ opera´cie. Naj-
prv sa teda cˇ´ıslo jedna posunie o predty´m vypocˇ´ıtany´ pocˇet bitov n, cˇ´ım sa urcˇ´ı poloha
hl’adane´ho vy´sledku v bina´rnej reprezenta´cii funkcie hradla. Potom sa ta´to maska pouzˇije
pomocou opera´cie AND na bina´rnu reprezenta´ciu funkcie hradla a v pr´ıpade, zˇe vy´sledkom
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tejto opera´cie bude nula, je aj celkovy´m vy´sledkom nula. Ak je to ake´kol’vek ine´ cˇ´ıslo,
vy´slednou hodnotou bude jedna.
Algoritmus 6.5.2.
value = (func & (1 << n)) == 0 ? 0 : 1;
Na tomto mieste by som chcela upozornit’ na opera´ciu NOT. Ta´ totizˇ vyuzˇ´ıva iba jeden
vstup. V stave v akom je definovana´ v programe, bude fungovat’ pre hodnoty prve´ho vstupu,
tj. pre poradie hodnoˆt prve´ho vstupu, ktore´ je uvedene´ v tabul’ka´ch vysˇsˇie, budu´ jeho
vy´sledky 1100. Na druhom vstupe teda neza´lezˇ´ı.
prvy´ vstup 0 0 1 1
druhy´ vstup 0 1 0 1
vy´stup 0 0 0 1
Tabulka 6.3: Prve´ dva riadky su´ vstupy, posledny´ riadok su´ vy´stupy po opera´cii AND.
Popis tohto algoritmu bol prevzaty´ z [10]. Tento algoritmus nevyzˇadoval takmer zˇiadne
zmeny. Jedina´ zmena je v zafarbovan´ı samotny´ch hradiel, uzˇ sa nezafarbuju´ podl’a hodnoˆt
funkcie, ale vyuzˇ´ıvaju´ nastavene´ farby funkci´ı od uzˇ´ıvatel’a. Tento algoritmus funguje ako
pre zobrazenie detailu jedne´ho chromozo´mu, tak pre zobrazenie dvoch chromozo´mov.
6.6 Zobrazenie histo´rie
Pri zobrazovan´ı histo´rie evolu´cie chromozo´mu som opa¨t’ pouzˇila radsˇej farebne´ oznacˇenie
nezˇ textovy´ vy´pis. Na vyfarbenie pouzˇ´ıvam tis´ıc farieb s plynuly´m prechodom. Najprv sa
vytvor´ı pole farieb a pri vykresl’ovan´ı kazˇde´ hradlo zist’uje, ktorou farbou ma´ ktoru´ cˇast’
vykreslit’ (vstup, vy´stup, funkciu). Ked’zˇe genera´ci´ı moˆzˇe byt’ viac ako tis´ıc, je potrebne´
natiahnut’ paletu farieb, respekt´ıve upravit’ cˇ´ıslo genera´cie tak, aby sa nacha´dzalo v rozsahu
pol’a. Opacˇne´ prispoˆsobenie je potrebne´ ak je genera´ci´ı menej nezˇ farieb. Na obe mozˇnosti
vsˇak postacˇuje jediny´ vzorec. Pocˇet farieb sa vydel´ı celkovy´m pocˇtom genera´ci´ı a vy´sledok
sa vyna´sob´ı genera´ciou, v ktorej nastala posledna´ zmena. Ta´to genera´cia sa zist’uje pomocou
cyklu, v ktorom sa prejde cely´ za´znam evolu´cie azˇ po genera´ciu vybrane´ho chromozo´mu,
a kazˇdy´ chromozo´m sa porovna´ s aktua´lnym. Ak nastala zmena, tak sa cˇ´ıslo genera´cie ulozˇ´ı
do premennej v hradle, ktore´ho sa ta´to zmena ty´kala. Zmeny moˆzˇu nastat’ iba vo vstupoch
(vy´stup ktore´ho hradla je pripojeny´ na vstup) a vo funkcii hradla. Cˇ´ıslo vy´stupu sa nemen´ı,
je to jeho poradove´ cˇ´ıslo v obvode, aby bolo mozˇne´ sa nanˇho presne odkazovat’. Po tomto
vy´pocˇte je uzˇ mozˇne´ zobrazit’ chromozo´m s oznacˇenou histo´riou. Toto zobrazenie funguje
pre zobrazenie detailu jedne´ho aj dvoch chromozo´mov. V oboch pr´ıpadoch sa v spodnej cˇasti
vykresl´ı paleta farieb, aby uzˇ´ıvatel’ vedel priblizˇne odhadnu´t’, kde zmena nastala, uka´zˇka na
obra´zku 6.12. Z obra´zku je poznat’, zˇe takmer vsˇetky zmeny nastali neda´vno. Je to spoˆsobene´
ty´m, zˇe aktua´lny chromozo´m sa porovna´va so vsˇetky´mi chromozo´mami v kazˇdej genera´cii,
nie iba s ty´mi, z ktory´ch bol vytvoreny´ muta´ciou. Bohuzˇial’ nie je mozˇne´ sledovat’ presne´
zmeny jedne´ho konkre´tneho chromozo´mu, od prve´ho jedinca azˇ po aktua´lneho, pretozˇe
taku´to informa´ciu za´znam evolu´cie neobsahuje.
Pre lepsˇiu orienta´ciu je mozˇne´ posunu´t’ kurzor mysˇi nad hradlo, ktore´ je zauj´ımave´
a od jeho prave´ho dolne´ho rohu sa vykresl´ı obd´lzˇnik s podrobny´mi informa´ciami o histo´rii
hradla, opa¨t’ uka´zˇka na obra´zku 6.12. Nie je potrebne´ na toto hradlo klikat’, pretozˇe kliknutie
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je odchytene´ ako pokus o posunutie hradla. V tomto zobrazen´ı je teda mozˇne´ aj posu´vat’
hradla´ a podobne.
Obra´zek 6.12: Zobrazenie histo´rie chromozo´mu. V dolnej cˇasti sa nacha´dza paleta pouzˇity´ch
farieb. Ako je mozˇne´ vidiet’, tak v tomto pr´ıpade nastali zmeny v neda´vnych genera´cia´ch,
farby su´ vel’mi bl´ızko seba v palete. Mala´ cˇierna bodka ukazuje aktua´lnu genera´ciu v pa-
lete farieb, presne´ poradove´ cˇ´ıslo sa nacha´dza v titulku okna. Podrobnosti su´ zobrazene´
v obd´lzˇniku vedl’a kurzoru mysˇi.
6.7 Porovnanie rozdielov dvoch chromozo´mov
V zobrazen´ı dvoch chromozo´mov je mozˇne´ si nechat’ oznacˇit’ rozdiely medzi nimi. Na toto
oznacˇenie som vybrala cˇervenu´ farbu, pretozˇe je dobre viditel’na´ a dostatocˇne kontrastna´
s cˇiernou. Zist’ovanie rozdielov prebieha po kliknut´ı na vol’bu v menu. Pri vykreslen´ı kazˇde´
hradlo porovna´ svoje hodnoty s hodnotami odpovedaju´ceho hradla v druhom chromozo´me
a pokial’ sa l´ıˇsia, oznacˇ´ı ich cˇervenou farbou, vid’ obra´zok 6.13. V titulku okna sa nacha´dzaju´
u´daje o zobrazovany´ch chromozo´moch.
Obra´zek 6.13: Rozdiely zvy´raznene´ cˇervenou farbou.
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6.8 Zobrazenie podgrafu v chromozo´me
V zobrazen´ı jedne´ho aj dvoch chromozo´mov je mozˇne´ nechat’ si zobrazit’ podgraf chro-
mozo´mu. Slu´zˇi na to mozˇnost’ Allow showing subgraph v menu. Po kliknut´ı na tu´to
mozˇnost’ sa viditel’ne nestane nicˇ, iba sa nastav´ı prep´ınacˇ, avsˇak ty´mto sa povol´ı mozˇnost’
kliknu´t’ na hradlo a zobrazit’ si jeho podgraf. Znamena´ to, zˇe najprv sa vsˇetky´m hradla´m
nastav´ı viditel’nost’ na GREY, ako pri skry´van´ı a zosˇednut´ı hradiel, a potom sa precha´dza
obvod od kliknute´ho hradla smerom k vstupom obvodu a jednotlive´ hradla´ sa nastavia ako
viditel’ne´, vid’ obra´zok 6.14. Ty´mto spoˆsobom je mozˇne´ presne sku´mat’ podgrafy v chro-
mozo´me. Bolo by vhodne´ zobrazit’ aj pravdivostnu´ tabul’ku, v ktorej by ako vstupy boli
vstupy cele´ho obvodu a ako vy´stup by bol vy´stup vybrane´ho hradla, avsˇak pri va¨cˇsˇom
pocˇte vstupov by tabul’ka bola pr´ıliˇs vel’ka´, pricˇom uzˇ´ıvatel’a by urcˇite nezauj´ımali u´plne
vsˇetky mozˇnosti vstupov, pretozˇe cˇasto sa sta´va, zˇe nejaky´ obvod ma´ definovane´ iba urcˇite´
kombina´cie vstupov a tie ostatne´ su´ nevalidne´, napr´ıklad ko´der. Pre konkre´tne kombina´cie
vstupov je mozˇne´ pouzˇit’ simula´ciu.
Obra´zek 6.14: Zvy´razneny´ podgraf v chromozo´me.
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Kapitola 7
Pr´ıklady pouzˇitia
Vy´sledny´ program je vhodny´ hlavne pre experimenta´lne u´cˇely, pre sledovanie zmien v men-
sˇ´ıch obvodoch a s obmedzeny´m mnozˇstvom genera´ci´ı. Je vsˇak samozrejme mozˇne´ nechat’
si do za´znamu behu CGP vypisovat’ napr´ıklad iba kazˇdu´ desiatu alebo stu´ genera´ciu a po-
dobne. Dostupne´ su´ roˆzne mozˇnosti zvy´raznˇovania, z ktory´ch je mozˇne´ vysledovat’ roˆzne
zmeny, rozdiely a spra´vanie evolu´cie v konkre´tnych pr´ıpadoch.
7.1 Vytvorenie za´znamu behu CGP
Najprv je potrebne´ vytvorit’ pravdivostnu´ tabul’ku zˇiadane´ho obvodu v spra´vnom forma´te,
ktory´ je uvedeny´ v [11] (kde je aj odkaz na stiahnutie programu tab2h), z ktore´ho program
tab2h vytvor´ı hlavicˇkovy´ su´bor v programovacom jazyku C. Na´zov tohto su´boru sa vlozˇ´ı
do hlavicˇkove´ho su´boru programu cgp [12]. Ten sa potom spust´ı s vhodny´mi parametrami
a presmerovan´ım vy´stupu do su´boru s pr´ıponou .ev. Tento postup som zopakovala s nie-
kol’ky´mi typmi obvodov. Vy´sledne´ su´bory, ktore´ som pouzˇila na otestovanie, je mozˇne´ na´jst’
v pr´ılohe na CD.
7.2 Zobrazenie
Na obra´zku 7.1 je mozˇne´ vidiet’ niekol’ko genera´ci´ı z evolu´cie dekode´ru. Nechala som program
zvy´raznit’ podgraf, cˇo je v praxi uzˇitocˇne´ pre sledovanie zmien. Spolu so zobrazen´ım fitness
to poma´ha zist’ovat’, kde a kedy sa stala doˆlezˇita´ zmena, cˇi sa dostala do d’alˇs´ıch genera´ci´ı,
alebo zanikla a podobne. Z obra´zku 7.2 je vidiet’, ktore´ hradla´ su´ pouzˇite´ pre z´ıskanie
vy´sledku. Taktiezˇ je vidiet’, kol’ko hradiel ktore´ho typu sa podiel’a na vy´sledku. Na obra´zku
7.3 su´ vidiet’ rozdiely medzi dvoma chromozo´mami vzdialeny´mi od seba o sto genera´ci´ı.
Dˇalˇs´ım pr´ıkladom je evolu´cia ko´deru, ktora´ skoncˇila u´spesˇne, takzˇe v pr´ıpade zobraze-
nia chromozo´mu z poslednej genera´cie je mozˇne´ si odsimulovat’ spra´vne spra´vanie obvodu,
vid’ obra´zok 7.4. V tabul’ke 7.1 je vidiet’ ocˇaka´vane´ vy´sledky obvodu (nezadane´ kombina´cie
vstupov su´ nevalidne´). Na vstupe ko´deru na obra´zku 7.4 je vytvorena´ kombina´cia z predpo-
sledne´ho riadku tabul’ky a je vidiet’, zˇe vy´stup je spra´vny. Cˇervenou je zna´zornena´ logicka´
jedna, cˇiernou logicka´ nula.
Na obra´zku 7.5 je vidiet’ histo´riu ko´deru v poslednej genera´cii u´spesˇne´ho behu CGP.
Ked’zˇe zobrazenie histo´rie berie do u´vahy vsˇetky hradla´ v kazˇdej genera´cii, vo va¨cˇsˇine
pr´ıpadov sa stane niecˇo podobne´ ako v tomto pr´ıpade. Je vidiet’, zˇe farby su´ takmer rov-
nake´ a podl’a palety farieb je vidiet’, zˇe zna´zornˇuju´ neda´vne genera´cie. Znamena´ to, zˇe
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Obra´zek 7.1: Evolu´cia dekode´ru so zvy´razneny´m podgrafom.
Obra´zek 7.2: Detail dekode´ru so zafarbeny´mi hradlami a skryty´mi nepotrebny´mi hradlami.
Obra´zek 7.3: Rozdiely medzi dvoma chromozo´mami.
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kazˇda´ zmena v tomto obvode sa udiala len v neda´vnych genera´cia´ch, pricˇom tieto zmeny
sa nemuseli udiat’ v jednom chromozo´me, ale vo viacery´ch, cˇo vsˇak toto zobrazenie nema´
ako zistit’. Z tohto zobrazenia nie je mozˇne´ zistit’ presne z ktore´ho chromozo´mu sa vyvinul
tento konkre´tny. Na zobrazenie takejto informa´cie by bolo potrebne´ najprv tu´to informa´ciu
mat’ obsiahnutu´ v za´zname behu CGP. Znamenalo by to vytvorit’ l´ınie rodicˇov a potomkov,
aby bolo zjavne´, ktory´ chromozo´m bol vytvoreny´ muta´ciou z ktore´ho z predcha´dzaju´cej
genera´cie.
vstupy vy´stupy
00000001 000
00000010 001
00000100 010
00001000 011
00010000 100
00100000 101
01000000 110
10000000 111
Tabulka 7.1: Pravdivostna´ tabul’ka ko´deru.
Obra´zek 7.4: Simula´cia ko´deru v poslednej genera´cii jedne´ho behu CGP.
Pri zobrazen´ı vy´pocˇtu parity pre sˇtyri bity som si nechala zvy´raznit’ podgraf, vid’ obra´zok
7.6, v zobrazen´ı dvoch chromozo´mov. Z tohto zobrazenia je mozˇne´ lepsˇie pochopit’ ako
vply´va mala´ zmena na konkre´tny podgraf a na celkovy´ vy´sledok. Ako je vidiet’ v titulku
okna na obra´zku 7.6, l’avy´ chromozo´m ma´ fitness 8 a pravy´ 32, pricˇom v obvode nastala len
mala´, ale doˆlezˇita´ zmena.
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Obra´zek 7.5: Histo´ria ko´deru v poslednej genera´cii jedne´ho behu CGP.
Obra´zek 7.6: Zvy´raznenie podgrafu v chromozo´me, ktory´ reprezentuje obvod pre vy´pocˇet
parity pre sˇtyri bity.
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Kapitola 8
Za´ver
Ciel’om tejto pra´ce bolo zozna´mit’ sa s teoreticky´m za´kladom CGP a jeho pouzˇit´ım z pohl’adu
evolucˇne´ho na´vrhu obvodov. Taktiezˇ bolo doˆlezˇite´ zozna´mit’ sa so situa´ciou na poli progra-
mov, ktore´ nejaky´m spoˆsobom umozˇnˇuju´ vizualiza´ciu a pra´cu s CGP a jeho chromozo´mami.
Na tomto za´klade vznikol na´vrh konceptu vizualiza´cie CGP spolu s rozhodnut´ım o potreb-
nom software pre implementa´ciu. S vyuzˇit´ım ty´chto znalost´ı a existuju´cej bakala´rskej pra´ce
bol na´vrh konceptu u´spesˇne implementovany´ a otestovany´ na uka´zˇkovy´ch proble´moch.
Vo vizualiza´cii je doˆlezˇite´ mat’ mozˇnost’ manipulovat’ s roˆznymi prvkami. V zobrazen´ı
celej evolu´cie je to mozˇnost’ presu´vat’ sa medzi genera´ciami a mozˇnost’ vy´beru jedne´ho alebo
dvoch chromozo´mov a d’alˇsia pra´ca s nimi. Ta´ spocˇ´ıva v presu´van´ı jednotlivy´ch hradiel,
ich zafarbovan´ı, zobrazovan´ı histo´rie, jednoduchej simula´cie, odstranˇovan´ı hradiel, ktore´ sa
nepodiel’aju´ na vy´sledku obvodu, priblizˇovan´ı a odd’al’ovan´ı obrazu a podobne. Vsˇetky tieto
vlastnosti su´ doˆlezˇite´ pri pra´ci programa´torov CGP.
Pr´ınosom tejto pra´ce je vytvorenie prehl’adu v problematike vizualiza´cie CGP a vytvo-
renie komplexne´ho programu, ktory´ zatial’ nema´ inu´ alternat´ıvu a je pouzˇitel’ny´ v praxi.
Vy´hodou je mozˇnost’ simula´cie, vd’aka ktorej si programa´tori moˆzˇu okamzˇite vysku´sˇat’
funkcˇnost’ vybrane´ho chromozo´mu. Taktiezˇ je prakticke´ zobrazenie histo´rie, kde moˆzˇe pro-
grama´tor sledovat’ postupnost’ zmien na roˆznych miestach v chromozo´me. Urcˇite su´ vsˇak
mozˇne´ aj rozsˇ´ırenia tohto programu, napr´ıklad integra´cia samotnej evolu´cie CGP a po jej
dokoncˇen´ı okamzˇite´ zobrazenie vy´sledkov a mozˇna´ manipula´cia s nimi.
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Prˇ´ıloha A
Obsah CD
Zlozˇky:
• technicka sprava – zdrojovy kod pre LaTeX — Elektronicka´ verzia technickej spra´vy
vo forme PDF a jej zdrojovy´ text pre LATEX
• CGPevolutionViewer — Zdrojovy´ ko´d programu v Jave, ant su´bor pre vytvorenie .jar
arch´ıvu, spustitel’ny´ .jar arch´ıv
• ukazkove subory — Uka´zˇkove´ su´bory so za´znamom evolu´cie, uka´zˇkovy´ su´bor s nasta-
ven´ım
• uzivatelska prirucka — Uzˇ´ıvatel’ska´ pr´ırucˇka v HTML
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Prˇ´ıloha B
Na´vod na pouzˇitie
Prerekvizity pre preklad: Java SDK (testovane´ na verzii 1.6.0 24, OpenJDK Runtime En-
vironment (IcedTea6 1.11.1), OpenJDK 64-Bit Server VM (build 20.0-b12, mixed mode)).
Pr´ıkaz na spustenie prekladu ant mus´ı byt’ spusteny´ v zlozˇke projektu, ktora´ obsahuje
zdrojovy´ ko´d a su´bor build.xml, ktory´ nacˇ´ıta a vytvor´ı spustitel’ny´ .jar su´bor. Je pravde-
podobne´, zˇe v operacˇnom syste´me Linux bude potrebne´ oznacˇit’ tento su´bor ako spustitel’ny´.
Spustit’ program je mozˇne´ dvoma spoˆsobmi. Bud’ obvykly´m poklikan´ım na su´bor v pre-
hliadacˇi su´borov, alebo z pr´ıkazovej riadky pomocou pr´ıkazu java -jar cgpviewer.jar.
Uzˇ´ıvatel’ska´ pr´ırucˇka sa nacha´dza na CD vo forma´te HTML, takzˇe na jej precˇ´ıtanie je po-
trebne´ mat’ nainsˇtalovany´ nejaky´ prehliadacˇ webovy´ch stra´nok.
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