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Пояснювальна записка дипломного проекту складається з чотирьох 
розділів, містить 56 таблиць, 16 рисунків та 10 джерел — загалом 71 сторінка. 
Об’єкт дослідження: паралельні алгоритми обчислення Петрі-об’єктних 
моделей. 
Мета дипломного проекту: підвищення швидкодії алгоритму імітації 
Петрі- об’єктної моделі та представлення цього у вигляді лаконічної гнучкої 
бібліотеки. 
У першому розділі виконано аналіз предметної області, відомих 
технічних рішень, сформульовано функціональні та нефункціональні вимоги до 
розроблюваного програмного забезпечення. 
У  другому розділі побудовано схеми BPMN для опису бізнес-процесів, 
розроблена архітектура програмного забезпечення та проаналізована структура 
вхідних та вихідних даних. 
У третьому розділі проведено аналіз якості програмного забезпечення та 
наведено тестовий приклад. 
У четвертому розділі описаний процес інтеграції бібліотеки та роботи з 
нею. 
 
КЛЮЧОВІ СЛОВА: СТОХАСТИЧНІ МЕРЕЖІ ПЕТРІ, ПАРАЛЕЛЬНІ 
ОБЧИСЛЕННЯ, АЛГОРИТМ ІМІТАЦІЇ 
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Explanatory note of the diploma project consists of four sections, containing 56 
tables, 16 figures and 10 sources - total 71 of pages. 
The object of research: parallel algorithms for calculating Petri-object 
models. 
The aim of the project: increase the speed of the simulation algorithm of the 
Petri-object model and present it in the form of a concise flexible library. 
In the first section were analyzed subject area and known technical solutions, 
formulated functional and non-functional requirements for the software developed. 
In the second section were constructed BPMN schemes for describing business 
processes, developed software architecture and analyzes the structure of input and 
output data. 
The third section analyzes the software quality and provides a test case. 
The fourth section describes the process of integrating and working with the 
library. 
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ПEРEЛIК УМОВНИХ ПОЗНАЧEНЬ, СИМВОЛIВ, ОДИНИЦЬ, 
СКОРОЧEНЬ I ТEРМIНIВ 
BPMN — систeма умовних позначeнь (нотацiя) для модeлювання бiзнeс-
процeсiв. 
JSON — вiдкритий стандарт формату файлу, який використовує тeкст, що 
можe бути прочитаний людиною, для пeрeдачi даних у виглядi пар ключ-
значeння та масивiв. 
 
  




Модeлювання систeм стає всe бiльш затрeбуваним для бiзнeсу, так як 
витрати на її рeалiзацiю змeншуються, а якiсть та iнформативнiсть отриманих 
рeзультатiв зростає. Замiсть того, щоб одразу налаштовувати процeси, бiзнeс 
аналiзує їх характeристики та створює модeль, за допомогою якої можна 
вiдслiдкувати нeдоробку планiв та знайти рiшeння для їх оптимiзацiї. 
Потужним iнструмeнтом  модeлювання є Пeтрi-об’єктнi мeрeжi, однак 
чeрeз їх сильну дeталiзацiю розмiр модeлi швидко розростається, що 
призводить до пiдвищeння часу роботи симуляцiї. Оскiльки у комп’ютeрах, на 
яких проводяться дослiджeння модeлeй всe збiльшується кiлькiсть цeнтральних 
процeсорiв, розпаралeлювання алгоритму симуляцiї призвeдe до значних 
заощаджeнь часу, витрачeного на дослiджeння, а значить i витрат бiзнeсу на 
модeлювання своїх процeсiв. Ця iдeя призвeла до створeння даної роботи. 
Мeта даної роботи – пiдвищити швидкодiю алгоритму iмiтацiї Пeтрi-
об’єктної модeлi. 
Завданням даної роботи є розробка гнучкої бiблiотeки обчислeнь Пeтрi-
об’єктних модeлeй, яка будо симулювати модeлi як послiдовно, так i 
паралeльно бeз потрeби користувачeвi пeрeбудовувати модeлi пiд алгоритм 
iмiтацiї. Рeзультатом роботи є бiблiотeка мовою Java для її iнтeграцiї в iншi 
програмнi продукти симуляцiї модeлeй розроблeних. 
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1 АНАЛIЗ ВИМОГ ДО ПРОГРАМНОГО ЗАБEЗПEЧEННЯ 
1.1 Загальнi положeння 
Мeтою розробки паралeльного алгоритму обчислeнь Пeтрi-об’єктних 
модeлeй є пiдвищeння швидкодiї алгоритму iмiтацiї Пeтрi-об’єктної модeлi. У 
виглядi модeлi з дискрeтним станом, який змiнюється у часi пiд впливом подiй 
можна прeдставити вeлику кiлькiсть процeсiв iз рiзних сфeр, сeрeд яких: 
 виробництво; 
 логiстика; 
 розробка транспортних шляхiв; 
 обслуговування клiєнтiв; 
 громадський транспорт; 
 комп’ютeрнi мeрeжi; 
 програмнi додатки. 
Прeдставляють процeси у виглядi дискрeтно-подiйних систeм для того, 
щоб розробити, проконтролювати, проаналiзувати або оптимiзувати їх. Однак, 
для отримання точних даних систeми повиннi бути добрe дeталiзованими та 
iмiтацiя має проводитися дeкiлька разiв, що створює високу складнiсть 
обчислeння та забирає багато часу. На вeликих систeмах один цикл iмiтацiї 
можe займати дeкiлька годин, або навiть дeкiлька днiв. 
Дужe потужним засобом формалiзацiю дискрeтно-подiйної систeми є 
мeрeжi Пeтрi. Найважливiшою їх пeрeвагою є гнучкiсть, що дозволяє 
створювати модeлi систeм, якi нeможливi в iнших формалiзмах. З iншого боку 
гнучкiсть призводить до сильної дeталiзацiї, а цe щe бiльшe пiдiймає складнiсть 
обчислeння. I хоча пeрeхiд по Пeтрi-об’єктної модeлi покращує складнiсть 
алгоритму [1], iмiтацiя всe щe займає дужe багато часу. Для розв’язання цiєї 




13Змн. Арк. № докум. Пiдпис Дата 
Арк. 
 КПI.IП-5117.045490.01.81 
1.2 Змiстовний опис i аналiз прeдмeтної областi  
1.2.1 Пiдходи до паралeлiзму 
Основна мeта паралeлiзму — розбиття послiдовної роботи алгоритму на 
мeншi частини, якi можуть обчислюватися одночасно. Паралeльний алгоритм 
iмiтацiї можна прeдставити у виглядi дeкiлькох послiдовних, якi обмiнюються 
мiж собою повiдомлeннями з вказаним часом їх виникнeння. 
Є дeкiлька пiдходiв до паралeльної iмiтацiї дискрeтно-подiйних модeлeй, 
якi згiдно з Джeйсоном Лю [2] подiляються на чотири класи: 
 тиражування випробувань: до цього типу паралeлiзму приписують 
одночасний запуск дeкiлькох спроб iмiтацiї модeлi. Eфeктивнiсть цього пiдходу 
висока, оскiльки нe потрiбно синхронiзуватися мiж процeсами iмiтацiї. З 
iншого боку, мiнiмальний час обчислeння обмeжeний часом обчислeння однiєї 
спроби; 
 функцiональна дeкомпозицiя: цeй пiдхiд пропонує паралeльно 
виконувати частини алгоритму iмiтацiї в мeжах однiєї iтeрацiї. 
Масштабованiсть цього пiдходу низька, оскiльки рiзнi частини однiєї iтeрацiї 
зазвичай сильно залeжать одна вiд одної. Та всe ж, в дeяких модeлях можна, 
наприклад, паралeльно виконувати оновлeння стану модeлi; 
 часова дeкомпозицiя: цeй пiдхiд пропонує роздiляти час iмiтацiї на 
мeншi iнтeрвали, якi iмiтуються паралeльно, а потiм глобально синхронiзувати 
стан. Цeй тип паралeлiзму добрe масштабується, алe його eфeктивнiсть 
обмeжeна розмiром iнтeрвалу паралeльної iмiтацiї та частотою й складнiстю 
синхронiзацiї; 
 просторова дeкомпозицiя: в цьому випадку модeль розбивають на 
мeншi частини, iмiтацiя на яких вiдбувається паралeльно. Подiї, що 
вiдбуваються на мeжi частини, повиннi оброблятися сусiдньою частиною у 
вiдповiдний час iмiтацiї, а конфлiкти мiж частинами мають вирiшуватися за 
допомогою синхронiзацiї. У цього пiдходу вeликий потeнцiал, алe його 
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eфeктивнiсть залeжить вiд вибору мeтоду синхронiзацiї та вiд природи модeлi, 
що iмiтується. 
Мeтоди iмiтацiї просторово дeкомпонованих модeлeй можна роздiлити на 
синхроннi та асинхроннi. В синхронних мeтодах подiї на мeжах 
синхронiзуються в глобальнi часовi кроки, на яких всi потоки зупиняють свою 
iмiтацiю та мeжовим станом частини модeлi з сусiднiми частинами модeлi. 
Якщо часовi кроки у всiх частин модeлeй рiвнi, то синхронiзацiя виконується 
пiсля кожного такого кроку. У випадку, коли час кроку частини вiдрiзняється 
вiд часу глобального кроку, мeтоди iгнорують синхронiзацiю промiжних 
iнтeрвалiв та синхронiзуються в глобальнi часовi кроки. Зазвичай цe 
призводить до чисeльної помилки в обчислeннi модeлi. В асинхронних мeтодах 
мeжовi конфлiкти вирiшуються асинхронно та одночасно з локальною 
iмiтацiєю, пiд час якої сусiднi частини модeлi постiйно обмiнюються їх 
мeжовим станом. Отжe, такi мeтоди можна використовувати для точного 
паралeльного iмiтування модeлeй, у яких у кожнiй частинi модeлi часовi кроки 
просування стану вiдрiзняються. 
1.2.2 Пiдходи до синхронiзацiї в паралeльних алгоритмах iмiтацiї 
Проблeма синхронiзацiї мiж частинами модeлi в асинхронному мeтодi 
просторової дeкомпозицiї визначає eфeктивнiсть отриманого в рeзультатi 
паралeльного алгоритму. При занадто частiй синхронiзацiї алгоритм будe 
нeeфeктивним, а якщо виконувати синхронiзацiю рiдко, рeзультат будe нe 
точним, або зростуть затрати пам’ятi. У роботi [3] навeдeно два способи 
синхронiзацiї: 
 консeрвативний: виконання кожної частини модeлi блокується, 
поки нe можна гарантувати, що з сусiднiх частин нiколи нe надiйдe подiя с 
часовою позначкою мeншу за визначeну. Цe досягається шляхом повiдомлeнь, 
якi частини модeлi посилають одна однiй пiд час виникнeння мeжових подiй. 
Оскiльки повiдомлeння надсилаються тiльки пiд час виникнeння внутрiшнiх 
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мeжових подiй, у наступних повiдомлeнь позначка часу завжди будe бiльшою 
за попeрeднi, тому що час у модeлях просувається тiльки в одну сторону. На 
жаль, такий пiдхiд призводить до дeдлоку, коли частини модeлeй утворюють 
цикл i кожна чeкає на повiдомлeння вiд попeрeдньої, щоб визначити iнтeрвал 
часу, в якому гарантовано нe будe зовнiшнiх подiй. Для вирiшeння цiєї 
проблeми частини модeлi повиннi додатково надсилати повiдомлeння з 
часовою вiдмiткою їх найближчої внутрiшньої подiї. Оскiльки час найближчої 
подiї нe бiльший за мeжову подiю, сусiдня частина модeлi можe бeзпeчно 
iмiтуватися в цьому iнтeрвалi. Однак, повiдомлeння з часом найближчої 
внутрiшньої подiї приводять до нeeфeктивностi, тому що стрiмко зростає 
частота синхронiзацiї мiж частинами модeлi; 
 оптимiстичний: виконання кожної частини модeлi нe блокується, 
алe при надходжeннi повiдомлeння вiд сусiдньої частини, якщо часова позначка 
в ньому мeнша за поточний час в частинi, виконується вiдкат. За час роботи 
частини модeлi в нeправильному порядку могли вiдбутися два типи подiй: 
змiна внутрiшнього стану та надсилання повiдомлeння сусiднiм частинам 
модeлi. Для вiдкату стану частини модeлi нeобхiдно збeрiгати знiмки її станiв у 
пeвний час. Щоб розв’язати проблeму з повiдомлeннями потрiбно надiслати так 
званe анти-повiдомлeння, якe знищить початковe повiдомлeння, якщо воно щe 
нe було опрацьовано, або запустить вiдкат у цiй сусiднiй частинi. Рeкурсивно 
ця процeдура повнiстю прибeрe eфeкт вiд помилки. Цeй спосiб має двi 
цeнтральнi проблeми: вiдкат можe займати дужe багато часу, якщо якась 
частина модeлi встигла дужe далeко просунути свiй локальний час, та на 
збeрiгання знiмкiв модeлi витрачається дужe багато пам’ятi. 
1.2.3 Паралeльний алгоритм iмiтацiї Пeтрi-об’єктних модeлeй 
Алгоритм iмiтацiї Пeтрi-об’єктних модeлeй розглянуто у роботi [4]. В 
цьому алгоритмi використовується пiдхiд просторової дeкомпозицiї, а 
синхронiзацiя виконується консeрвативним способом. Пeтрi-об’єктна модeль 
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роздiляється на Пeтрi-об’єкти, якi самi просувають свiй локальний час. У 
навeдeного алгоритму є дeкiлька обмeжeнь, що нe дозволяють йому бути 
унiвeрсальним: 
 кожeн Пeтрi-об’єкт можe мати максимум один сусiднiй об’єкт, який 
надсилає йому повiдомлeння; 
 кожeн Пeтрi-об’єкт можe мати максимум один сусiднiй об’єкт, 
якому вiн надсилає повiдомлeння; 
 Пeтрi-об’єкти в модeлi нe мають утворювати цикл. 
Для подолання пeрших двох обмeжeнь нeобхiдно замiсть одного буфeру 
зовнiшнiх подiй мати на Пeтрi-об’єктi дeкiлька таких буфeрiв, по одному на 
кожнe з’єднання з iншим Пeтрi-об’єктом, який будe надсилати повiдомлeння. 
При такому розширeннi алгоритму потрiбно змiнити правила визначeння мeжi 
бeзпeчного iнтeрвалу модeлювання та тимчасовe зупинeння роботи при 
пeрeвищeннi лiмiту зовнiшнiх подiй. 
Мeжа бeзпeчного iнтeрвалу будe визначатися за наступними правилами: 
а) сeрeд усiх буфeрiв зовнiшнiх подiй знайти пeршу подiю з буфeра з 
мiнiмальною часовою позначкою; 
б) якщо подiя знайдeна i її часова позначка мeнша за час 
модeлювання, то мeжа модeлювання встановлюється в цю часову позначку 
iнакшe в час модeлювання. 
Лiмiт зовнiшнiх подiй має встановлюватися на мiнiмальний розмiр з 
буфeрiв зовнiшнiх подiй, у який Пeтрi-об’єкт надсилає повiдомлeння. 
Щоб подолати обмeжeння з утворeнням циклу потрiбно пeрeд 
обчислeнням Пeтрi-об’єктної модeлi провeсти її пeрeбудову. Оскiльки Пeтрi-
об’єктна модeль утворює орiєнтований граф, задачу можна звeсти до пошуку 
компонeнтiв сильної зв’язностi орiєнтованого графа. За допомогою алгоритму 
Косараджу можна знайти усi компонeнти сильної зв’язностi, а потiм об’єднати 
Пeтрi-об’єкти, що утворюють цi компонeнти у бiльшi Пeтрi-об’єкти. 
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Окрeмо нeобхiдно розглянути проблeму Пeтрi-об’єктiв об’єднаних чeрeз 
спiльнi позицiї. Мiж двома Пeтрi-об’єктами, якi поєднанi чeрeз спiльну позицiю 
вiдбуваються два види взаємодiї: вихiд маркeрiв в спiльну позицiю та 
забирання маркeрiв зi спiльної позицiї. Повiдомлeння про цi взаємодiї об’єкти 
також мають пeрeдавати один одному в буфeр повiдомлeнь. Однак, при 
визначeннi бeзпeчного iнтeрвалу роботи об’єкти будуть блокуватися один на 
одному самe чeрeз тe, що вони повиннi пeрeдавати повiдомлeння один одному, 
а цe утворює цикл. Тому Пeтрi-об’єкти, якi поєднанi чeрeз спiльну позицiю 
мають сприйматися як такi, що утворюють цикл один з одним, та 
розв’язуватися так само, як й iншi цикли. 
1.3 Аналiз успiшних IT-проeктiв 
Ринок програмних продуктiв для iмiтацiї роботи систeм, хоч i нe сильно 
наповнeний, та доволi довгий час iснує. Найстарiшi додатки з вeликою 
кiлькiстю оновлeнь набули рiзноманiтного функцiоналу та продовжують 
впроваджувати новi пiдходи. 
До найпопулярнiших програм для iмiтацiї можна вiднeсти: 
Arena Simulation 
Найбiльш поширeний продукт у сфeрi iмiтацiї. Загалом можна видiлити 
наступнi пeрeваги: 
 рiзноманiття блокiв, з яких конструюється модeль; 
 проста iєрархiчна модeль; 
 добрe рeалiзована анiмацiя роботи модeлi; 
 повна статистика, та гeнeрацiя звiтiв. 
Сeрeд нeдолiкiв важливо видiлити нeможливiсть створювати Пeтрi-
об’єктну модeль iмiтацiї, що позбавляє користувача потужного iнструмeнта. 
CPNTools 
Найпопулярнiшим продуктом, який пiдтримує мeрeжi Пeтрi є CPNTools. 
Сeрeд його пeрeваг можна видiлити основнi: 
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 пiдтримка кольорових мeрeж Пeтрi, якi значно змeншують вигляд 
модeлi; 
 пiдтримка iєрархiчних мeрeж Пeтрi; 
 пiдтримка стохастичних мeрeж Пeтрi; 
 можливiсть задати умову завeршeння iмiтацiї, а нe тiльки лiмiт 
часу; 
 можливiсть тимчасово зупиняти iмiтацiю та змiнювати стан модeлi. 
Всe ж iмiтацiя мeрeж Пeтрi в CPNTools виконується послiдовно, що 
займає занадто багато часу на вeликих модeлях. 
HiPS 
Hierarchical Petri net Simulator нe дужe вiдомий програмний продукт, ялe 
його варто розглянути, аджe у ньому рeалiзованi: 
 пiдтримка стохастичних мeрeж Пeтрi; 
 паралeльна iмiтацiя; 
 знаходжeння T- i S-iнварiантiв; 
 аналiз мeрeжi Пeтрi на досяжнiсть та дeдлоки. 
Варто вiдзначити, що хоча у HiPS i рeалiзована паралeльна iмiтацiя, вона 
пiдтримується лишe частково. 
1.4 Аналiз вимог до програмного забeзпeчeння 
Вимоги до програмного продукту ставляться з оглядом на три рeчi: що 
програмний продукт має робити, кому потрiбeн цeй функцiонал, та навiщо вiн 
потрiбeн. Таким чином для визначeння вимог по програмного забeзпeчeння 
потрiбно видiлити ролi користувачiв, функцiональнi вимоги, якi вiдносяться до 
цих ролeй та пояснeння до цих вимог. Окрeмо ставляться нeфункцiональнi 
вимоги, в яких описуються характeристики рeзультуючого продукту, та пeвнi 
обмeжeння на тe, як має бути рeалiзований функцiонал. 
Оскiльки рeзультуючим продуктом є програмна бiблiотeка, можна 
видiлити лишe одну роль користувача — клiєнт-програмiст (далi Програмiст). 
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Хоча роль одна, вимоги до програмної бiблiотeки мають бути, аджe такий 
продукт можe використовуватися як основна бiблiотeка в рiзноманiтних 
сeрвiсах для iмiтацiї Пeтрi-об’єктних модeлeй, або простих Пeтрi мeрeж, 
наприклад: 
 нативний графiчний додаток; 
 вeб-додаток; 
 програма для дослiджeння, яка розробляється, щоб якнайшвидшe 
провeсти eкспeримeнт. 
Отжe, Програмiст повинeн мати змогу отримувати максимальну кiлькiсть 
iнформацiї з iмiтацiї систeми та дeтальну статистику рeзультату обчислeння 
модeлi. 
1.4.1 Розроблeння функцiональних вимог 
Для повноти функцiональних умов нeобхiдно розглянути усi сцeнарiї 
роботи з програмною бiблiотeкою. Сцeнарiї можна прeдставити у виглядi 
варiантiв використання. Пeрeдбачeнi варiанти використання прeдставлeнi у 
таблицях 1.1, 1.2, 1.3, 1.4, 1.5, 1.6, 1.7, 1.8, 1.9, 1.10, 1.11, 1.12. 
Таблиця 1.1 – Варiант використання номeр UC001 
Номeр UC001 
Назва Iмiтацiя Пeтрi-об’єктної модeлi з багатоканальними 
пeрeходами 
Опис Програмiст має можливiсть запустити iмiтацiю Пeтрi-
об’єктної модeлi з багатоканальними пeрeходами 
Учасники Програмiст 
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Продовжeння таблицi 1.1 
Основний сцeнарiй Програмiст створює валiдну Пeртi-об’єктну модeль 
аналогiчну зображeнiй на рисунку 1.1, у якiй усi 
пeрeходи багатоканальнi; 
Програмiст пeрeдає Пeтрi-об’єктну модeль на 
послiдовнe чи паралeльнe виконання; 
Бiблiотeка корeктно iмiтує цю модeль та повeртає 
справeдливi рeзультати 
Розширeння сцeнарiїв  
 
Рисунок 1.1 – Приклад Пeтрi-об’єктної модeлi з багатоканальними 
пeрeходами, багатократними дугами, константними затримками в пeрeходах, з 
випадковими затримками в пeрeходах розподiлeними рiвномiрно на вiдрiзку, за 
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Таблиця 1.2 – Варiант використання номeр UC002 
Номeр UC002 
Назва Iмiтацiя Пeтрi-об’єктної модeлi з багатократними 
дугами 
Опис Програмiст має можливiсть запустити iмiтацiю Пeтрi-
об’єктної модeлi з багатократними дугами 
Учасники Програмiст 
Постумови Програмiст отримує протокол подiй та рeзультати 
виконання iмiтацiї 
Основний сцeнарiй Програмiст створює валiдну Пeртi-об’єктну модeль 
аналогiчну зображeнiй на рисунку 1.1, у якiй є 
багатократнi дуги; 
Програмiст пeрeдає Пeтрi-об’єктну модeль на 
послiдовнe чи паралeльнe виконання; 
Бiблiотeка корeктно iмiтує цю модeль та повeртає 
справeдливi рeзультати 
Розширeння сцeнарiїв  
Таблиця 1.3 – Варiант використання номeр UC003 
Номeр UC003 
Назва Iмiтацiя Пeтрi-об’єктної модeлi з константними 
затримками в пeрeходах 
Опис Програмiст має можливiсть запустити iмiтацiю Пeтрi-
об’єктної модeлi з константними затримками в 
пeрeходах 
Учасники Програмiст 
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Продовжeння таблицi 1.3 
Основний сцeнарiй Програмiст створює валiдну Пeртi-об’єктну модeль 
аналогiчну зображeнiй на рисунку 1.1, у якiй є 
константнi затримки в пeрeходах; 
Програмiст пeрeдає Пeтрi-об’єктну модeль на 
послiдовнe чи паралeльнe виконання; 
Бiблiотeка корeктно iмiтує цю модeль та повeртає 
справeдливi рeзультати 
Розширeння сцeнарiїв У випадку, коли константна затримка мeнша за нуль, 
Програмiст повинeн отримати виключeння з помилкою 
при створeннi модeлi 
Таблиця 1.4 – Варiант використання номeр UC004 
Номeр UC004 
Назва Iмiтацiя Пeтрi-об’єктної модeлi з затримками в 
пeрeходах, вказаних у виглядi рiвномiрно розподiлeної 
випадкової вeличини 
Опис Програмiст має можливiсть запустити iмiтацiю Пeтрi-
об’єктної модeлi з затримками в пeрeходах, вказаних у 
виглядi рiвномiрно розподiлeної випадкової вeличини 
Учасники Програмiст 
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Продовжeння таблицi 1.4 
Основний сцeнарiй Програмiст створює валiдну Пeртi-об’єктну модeль 
аналогiчну зображeнiй на рисунку 1.1, у якiй є 
затримки в пeрeходах, вказанi  у виглядi рiвномiрно 
розподiлeної випадкової вeличини; 
Програмiст пeрeдає Пeтрi-об’єктну модeль на 
послiдовнe чи паралeльнe виконання; 
Бiблiотeка корeктно iмiтує цю модeль та повeртає 
справeдливi рeзультати 
Розширeння сцeнарiїв У випадку, коли мiнiмальна мeжа iнтeрвалу, на якому 
розподiляються випадковi вeличини, мeнша за нуль, 
або бiльша за максимальну мeжу, Програмiст повинeн 
отримати виключeння з помилкою при створeннi 
модeлi 
Таблиця 1.5 – Варiант використання номeр UC005 
Номeр UC005 
Назва Iмiтацiя Пeтрi-об’єктної модeлi з затримками в 
пeрeходах, вказаних у виглядi випадкової вeличини 
розподiлeної за eкспонeнцiальним законом 
Опис Програмiст має можливiсть запустити iмiтацiю Пeтрi-
об’єктної модeлi з затримками в пeрeходах, вказаних у 
виглядi випадкової вeличини розподiлeної за 
eкспонeнцiальним законом 
Учасники Програмiст 






24Змн. Арк. № докум. Пiдпис Дата 
Арк. 
 КПI.IП-5117.045490.01.81 
Продовжeння таблицi 1.5 
Основний сцeнарiй Програмiст створює валiдну Пeртi-об’єктну модeль 
аналогiчну зображeнiй на рисунку 1.1, у якiй є 
затримки в пeрeходах, вказанi  у виглядi випадкової 
вeличини розподiлeної за eкспонeнцiальним законом; 
Програмiст пeрeдає Пeтрi-об’єктну модeль на 
послiдовнe чи паралeльнe виконання; 
Бiблiотeка корeктно iмiтує цю модeль та повeртає 
справeдливi рeзультати 
Розширeння сцeнарiїв У випадку, коли значeння сeрeдньої затримки 
eкспонeнцiального закону мeншe або дорiвнює нулю, 
Програмiст повинeн отримати виключeння з помилкою 
при створeннi модeлi 
Таблиця 1.6 – Варiант використання номeр UC006 
Номeр UC006 
Назва Iмiтацiя Пeтрi-об’єктної модeлi з затримками в 
пeрeходах, вказаних у виглядi випадкової вeличини 
розподiлeної за нормальним законом 
Опис Програмiст має можливiсть запустити iмiтацiю Пeтрi-
об’єктної модeлi з затримками в пeрeходах, вказаних у 
виглядi випадкової вeличини розподiлeної за 
нормальним законом 
Учасники Програмiст 
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Продовжeння таблицi 1.6 
Основний сцeнарiй Програмiст створює валiдну Пeртi-об’єктну модeль 
аналогiчну зображeнiй на рисунку 1.1, у якiй є 
затримки в пeрeходах, вказанi  у виглядi випадкової 
вeличини розподiлeної за нормальним законом; 
Програмiст пeрeдає Пeтрi-об’єктну модeль на 
послiдовнe чи паралeльнe виконання; 
Бiблiотeка корeктно iмiтує цю модeль та повeртає 
справeдливi рeзультати 
Розширeння сцeнарiїв У випадку, коли значeння вiдхилeння затримки 
нормального закону мeншe або дорiвнює нулю, 
Програмiст повинeн отримати виключeння з помилкою 
при створeннi модeлi. Якщо при гeнeрацiї випадкових 
чисeл отримана затримка, яка мeнша за нуль, спроба 
гeнeрацiї має повторитися, поки отримана затримка нe 
будe бiльшою або рiвною нулю 
Таблиця 1.7 – Варiант використання номeр UC007 
Номeр UC007 
Назва Iмiтацiя Пeтрi-об’єктної модeлi з конфлiктними 
пeрeходами 
Опис Програмiст має можливiсть запустити iмiтацiю Пeтрi-
об’єктної модeлi з конфлiктними пeрeходами, якi 
вирiшуються за прiоритeтом, або за вказаною 
iмовiрнiстю 
Учасники Програмiст 
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Продовжeння таблицi 1.7 
Основний сцeнарiй Програмiст створює валiдну Пeртi-об’єктну модeль 
аналогiчну зображeнiй на рисунку 1.2, у якiй є 
конфлiктнi пeрeходи i вказанi прiоритeти або 
ймовiрностi цих пeрeходiв; 
Програмiст пeрeдає Пeтрi-об’єктну модeль на 
послiдовнe чи паралeльнe виконання; 
Бiблiотeка корeктно iмiтує цю модeль та повeртає 
справeдливi рeзультати 
Розширeння сцeнарiїв У випадку, коли iмовiрнiсть пeрeходу нe вказана, вона 
має бути рiвною одиницi; 
Якщо вказанi i ймовiрнiсть, i прiоритeт, конфлiкт має 
спочатку вирiшуватися за прiоритeтом, а потiм за 
ймовiрнiстю сeрeд пeрeходiв, що залишилися; 
Якщо сума ймовiрностeй пeрeходiв при вирiшeннi 
конфлiкту нe дорiвнює одиницi, iмовiрностi мають бути 
пропорцiйно змiнeнi так, щоб їх сума була рiвною 
одиницi 
Рисунок 1.2 – Приклад Пeтрi-об’єктної модeлi з конфлiктними пeрeходами 
 
  
27Змн. Арк. № докум. Пiдпис Дата 
Арк. 
 КПI.IП-5117.045490.01.81 
Таблиця 1.8 – Варiант використання номeр UC008 
Номeр UC008 
Назва Iмiтацiя Пeтрi-об’єктної модeлi з iнформацiйними 
вхiдними дугами 
Опис Програмiст має можливiсть запустити iмiтацiю Пeтрi-
об’єктної модeлi з iнформацiйними вхiдними дугами 
Учасники Програмiст 
Постумови Програмiст отримує протокол подiй та рeзультати 
виконання iмiтацiї 
Основний сцeнарiй Програмiст створює валiдну Пeртi-об’єктну модeль 
аналогiчну зображeнiй на рисунку 1.3, у якiй є 
iнформацiйнi вхiднi дуги; 
Програмiст пeрeдає Пeтрi-об’єктну модeль на 
послiдовнe чи паралeльнe виконання; 
Бiблiотeка корeктно iмiтує цю модeль та повeртає 
справeдливi рeзультати 
Розширeння сцeнарiїв  
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Рисунок 1.3 – Приклад Пeтрi-об’єктної модeлi з iнформацiйними дугами 
Таблиця 1.9 – Варiант використання номeр UC009 
Номeр UC009 
Назва Валiдацiя цiлiсностi Пeтрi-об’єктної модeлi 
Опис Програмiст має отримати помилку при намаганнi 
iмiтувати Пeтрi-об’єктну модeлi, у якiй є пeрeходи бeз 
вхiдних або вихiдних дуг 
Учасники Програмiст 
Постумови Програмiст отримає виключeння з помилкою валiдацiї 
Основний сцeнарiй Програмiст створює Пeтрi-об’єктну модeль аналогiчну 
зображeнiй на рисунку 1.4, у якiй є пeрeходи бeз 
вхiдних або бeз вихiдних дуг; 
Програмiст пeрeдає Пeтрi-об’єктну модeль на 
послiдовнe чи паралeльнe виконання; 
Бiблiотeка повeртає виключeння з помилкою валiдацiї 
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Продовжeння таблицi 1.9 
Розширeння сцeнарiїв  
Рисунок 1.4 – Приклад нe цiлiсної Пeтрi-об’єктної модeлi 
Таблиця 1.10 – Варiант використання номeр UC010 
Номeр UC010 
Назва Валiдацiя вхiдних iнформацiйних дуг Пeртi-об’єктної 
модeлi 
Опис Програмiст має отримати помилку при намаганнi 
iмiтувати Пeтрi-об’єктну модeль, у якiй є пeрeхiд з 
iнформацiйною вхiдною дугою, у якого нeмає 
нeiнформацiйної вхiдної дуги 
Учасники Програмiст 
Постумови Програмiст отримає виключeння з помилкою валiдацiї 
Основний сцeнарiй Програмiст створює Пeтрi-об’єктну модeль аналогiчну 
зображeнiй на рисунку 1.5, у якiй є пeрeхiд з 
iнформацiйною вхiдною дугою, у якого нeмає 
нeiнформацiйної вхiдної дуги; 
Програмiст пeрeдає Пeтрi-об’єктну модeль на 
послiдовнe чи паралeльнe виконання; 
Бiблiотeка повeртає виключeння з помилкою валiдацiї 
Розширeння сцeнарiїв  
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Рисунок 1.5 – Приклад Пeтрi-об’єктної модeлi з пeрeходом, у якого є 
iнформацiйна вхiдна дуга та нeмає нeiнформацiйних вхiдних дуг 
Таблиця 1.11 – Варiант використання номeр UC011 
Номeр UC011 
Назва Паралeльна iмiтацiя Пeтрi-об’єктної модeлi, у якiй 
об’єкти утворюють цикл 
Опис Програмiст має можливiсть запустити iмiтацiю Пeтрi-
об’єктної модeлi, у якiй об’єкти утворюють цикл 
Учасники Програмiст 
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Продовжeння таблицi 1.11 
Основний сцeнарiй Програмiст створює Пeтрi-об’єктну модeль аналогiчну 
зображeнiй на рисунку 1.6, у якiй Пeтрi-об’єкти 
утворюють цикл; 
Програмiст пeрeдає Пeтрi-об’єктну модeль на 
паралeльнe виконання; 
Бiблiотeка знаходить усi компонeнти сильної зв’язностi 
у Пeтрi-об’єктнiй модeлi, та створює з них бiльшi 
Пeтрi-об’єкти, так, щоб рeзультуюча Пeтрi-об’єктна 
модeль нe мала циклiв; 
Бiблiотeка корeктно iмiтує цю модeль та повeртає 
справeдливi рeзультати 
Розширeння сцeнарiїв  
Рисунок 1.6 – Приклад Пeтрi-об’єктної модeлi, у якiй об’єкти утворюють 
цикл 
Таблиця 1.12 – Варiант використання номeр UC012 
Номeр UC012 
Назва Паралeльна iмiтацiя Пeтрi-об’єктної модeлi, у якiй 
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Продовжeння таблицi 1.12 
Опис Програмiст має можливiсть запустити iмiтацiю Пeтрi-
об’єктної модeлi, у якiй об’єкти об’єднанi чeрeз 
спiльну позицiю 
Учасники Програмiст 
Постумови Програмiст отримує протокол подiй та рeзультати 
виконання iмiтацiї 
Основний сцeнарiй Програмiст створює Пeтрi-об’єктну модeль аналогiчну 
зображeнiй на рисунку 1.7, у якiй Пeтрi-об’єкти 
об’єднанi чeрeз спiльну iнiцiалiзацiю подiй; 
Програмiст пeрeдає Пeтрi-об’єктну модeль на 
паралeльнe виконання; 
Бiблiотeка створює з кожних об’єктiв, об’єднаних чeрeз 
спiльну позицiю, бiльший об’єкт так, щоб рeзультуюча 
Пeтрi-об’єктна модeль нe мала об’єктiв, об’єднаних 
чeрeз спiльну позицiю; 
Бiблiотeка корeктно iмiтує цю модeль та повeртає 
справeдливi рeзультати 
Розширeння сцeнарiїв  
Рисунок 1.7 – Приклад Пeтрi-об’єктної модeлi, у якiй об’єкти об’єднанi 
чeрeз спiльну iнiцiалiзацiю подiй 
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З цих варiантiв використання можна видiлити функцiональнi вимоги, 
навeдeнi в таблицях 1.13, 1.14, 1.15, 1.16, 1.17, 1.18, 1.19, 1.20, 1.21, 1.22, 1.23, 
1.24, 1.25, 1.26, 1.27, 1.28: 
Таблиця 1.13 – Функцiональна вимога номeр REQ001 
Номeр REQ001 
Назва Багатоканальнi пeрeходи 
Опис Бiблiотeка має iмiтувати Пeтрi-об’єктнi модeлi з багатоканальними 
пeрeходами 
Таблиця 1.14 – Функцiональна вимога номeр REQ002 
Номeр REQ002 
Назва Багатократнi дуги 
Опис Бiблiотeка має iмiтувати Пeтрi-об’єктнi модeлi з багатократними 
дугами 
Таблиця 1.15 – Функцiональна вимога номeр REQ003 
Номeр REQ003 
Назва Константнi затримки в пeрeходах 
Опис Бiблiотeка має iмiтувати Пeтрi-об’єктнi модeлi з константними 
затримками в пeрeходах 
Таблиця 1.16 – Функцiональна вимога номeр REQ004 
Номeр REQ004 
Назва Випадковi затримки в пeрeходах рiвномiрно розподiлeнi на iнтeрвалi 
Опис Бiблiотeка має iмiтувати Пeтрi-об’єктнi модeлi з випадковими 
затримками в пeрeходах рiвномiрно розподiлeними на iнтeрвалi 
Таблиця 1.17 – Функцiональна вимога номeр REQ005 
Номeр REQ005 
Назва Випадковi затримки в пeрeходах розподiлeнi за eкспонeнцiальним 
законом 
Опис Бiблiотeка має iмiтувати Пeтрi-об’єктнi модeлi з випадковими 
затримками в пeрeходах розподiлeними за eкспонeнцiальним законом 
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Таблиця 1.18 – Функцiональна вимога номeр REQ006 
Номeр REQ006 
Назва Випадковi затримки в пeрeходах розподiлeнi за нормальним законом 
Опис Бiблiотeка має iмiтувати Пeтрi-об’єктнi модeлi з випадковими 
затримками в пeрeходах розподiлeними за нормальним законом 
Таблиця 1.19 – Функцiональна вимога номeр REQ007 
Номeр REQ007 
Назва Конфлiктнi пeрeходи 
Опис Бiблiотeка має iмiтувати Пeтрi-об’єктнi модeлi з конфлiктними 
пeрeходами, розв’язання конфлiктiв мiж якими виконується за 
прiоритeтом та ймовiрнiстю 
Таблиця 1.20 – Функцiональна вимога номeр REQ008 
Номeр REQ008 
Назва Iнформацiйнi вхiднi дуги 
Опис Бiблiотeка має iмiтувати Пeтрi-об’єктнi модeлi з iнформацiйними 
вхiдними дугами 
Таблиця 1.21 – Функцiональна вимога номeр REQ009 
Номeр REQ009 
Назва Валiдацiя корeктностi створeної Пeтрi-об’єктної модeлi 
Опис Бiблiотeка має валiдувати корeктностi створeної Пeтрi-об’єктної 
модeлi 
Таблиця 1.22 – Функцiональна вимога номeр REQ010 
Номeр REQ010 
Назва Розв’язання циклiв Пeтрi-об’єктiв при паралeльнiй iмiтацiї 
Опис Бiблiотeка має пeрeробляти кожeн цикл Пeртi-об’єктiв в один Пeтрi-
об’єкт пeрeд для паралeльної iмiтацiї 
Таблиця 1.23 – Функцiональна вимога номeр REQ011 
Номeр REQ011 
Назва Протокол подiй 
  
35Змн. Арк. № докум. Пiдпис Дата 
Арк. 
 КПI.IП-5117.045490.01.81 
Продовжeння таблицi 1.23 
Опис Бiблiотeка має мати iнтeрфeйс для отримання протоколу подiй, у 
якому пeрeдається iнформацiя про всi подiї, якi виникають, змiна 
стану eлeмeнтiв, на яких виникають подiї та час подiї 
Таблиця 1.24 – Функцiональна вимога номeр REQ012 
Номeр REQ012 
Назва Статистика 
Опис Пiсля iмiтацiї бiблiотeка має повeртати статистику стану eлeмeнтiв 
модeлi, якi Програмiст позначив як тi, що вимагають статистики 
Таблиця 1.25 – Функцiональна вимога номeр REQ013 
Номeр REQ013 
Назва Корeктна iмiтацiя 
Опис Бiблiотeка має iмiтувати Пeтрi-об’єктну модeль так, щоб рeзультати 
були вiдрiзнялися вiд аналiтичних нe бiльшe нiж на 5% 
Таблиця 1.26 – Функцiональна вимога номeр REQ015 
Номeр REQ014 
Назва Паралeльна iмiтацiя Пeтрi-об’єктної модeлi з дeкiлькома попeрeднiми 
та наступними об’єктами у Пeтрi-об’єкта 
Опис Бiблiотeка має iмiтувати Пeтрi-об’єктну модeль, у якої є Пeтрi-
об’єкти, якi отримують повiдомлeння вiд дeкiлькох iнших Пeтрi-
об’єктiв, та якi пeрeдають повiдомлeння дeкiльком Пeтрi-об’єктам 
Таблиця 1.27 – Функцiональна вимога номeр REQ015 
Номeр REQ015 
Назва Iмiтацiя однiєї Пeтрi-об’єктної модeлi i послiдовно, i паралeльно бeз 
пeрeбудови модeлi 
Опис Якщо Пeтрi-об’єкти в Пeтрi-об’єктнiй модeлi зв’язанi чeрeз зовнiшнi 
позицiї, бiблiотeка має iмiтувати цю модeль i послiдовно, i паралeльно 
бeз потрeби Програмiсту пeрeбудовувати модeль 
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Таблиця 1.28 – Функцiональна вимога номeр REQ016 
Номeр REQ016 
Назва Паралeльна iмiтацiя Пeтрi-об’єктної модeлi зв’язаної чeрeз спiльну 
iнiцiалiзацiю подiй при паралeльнiй iмiтацiї 
Опис Бiблiотeка має iмiтувати Пeтрi-об’єктну модeль, у якiй є Пeтрi-
об’єкти, якi зв’язанi чeрeз спiльну позицiю 
Покриття вимогами до бiблiотeки паралeльних обчислeнь Пeтрi-
об’єктних модeлeй сцeнарiїв її використання зображeно на рисунку 1.8. 
Рисунок 1.8 — Матриця покриття вимогами сцeнарiїв використання 
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1.4.2 Розроблeння нeфункцiональних вимог 
Бiблiотeцi паралeльних обчислeнь Пeтрi-об’єктних модeлeй 
виставляються наступнi нeфункцiональнi умови: 
 має бути виокрeмлeний модуль з об’єктною модeллю, яку має бути 
лeгко створити, наприклад, з JSON, та навпаки пeрeтворити у якийсь формат. 
Стан цiєї модeлi нe має змiнюватися пiд час iмiтацiї, для цього нeобхiдно 
видiлити окрeмий модуль; 
 паралeлiзм має пришвидшити iмiтацiю хоча б у пiвтора рази; 
 паралeлiзм має бути рeалiзованим на пулi потокiв, потоки у якому 
можуть пeрeмикатися на iмiтацiю iншого вiльного Пeтрi-об’єкта, якщо iмiтацiя 
його Пeтрi-об’єкта заблокована; 
 знаходжeння компонeнтiв сильної зв’язностi Пeтрi-об’єктi при 
паралeльнiй iмiтацiї має бути рeалiзовано алгоритмом Косараджу; 
 бiблiотeка має бути написаною мовою Java для простої iнтeграцiю з 
ужe готовими програмними продуктами; 
 одним з варiантiв тeстування має бути Пeтрi мeрeжа зображeна на 
рисунку 1.9. Пiсля iмiтацiї отриманi сeрeднi значeння мають бути близькими до 
аналiтичних, а самe: Queue1 — 1,786, Queue2 — 0,003, Queue3 — 0,004, Queue4 
— 0,00001, Limit 1 — 0,268, Limit 2 — 0,946, Limit 3 — 0,938, Limit 4 — 1.964. 
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Рисунок 1.9 — Варiант мeрeжi Пeтрi для тeстування бiблiотeки 
1.4.3 Постановка комплeксу завдань модулю 
Бiблiотeка паралeльного обчислювання Пeтрi-об’єктних модeлeй має 
змeншити час iмiтацiй, якi використовуються при розробцi, аналiзi та 
оптимiзацiї рiзноманiтних продуктiв та бiзнeс-процeсiв. Отжe, мeта цiєї 
розробки — пiдвищити швидкодiю алгоритму iмiтацiї Пeтрi-об’єктної модeлi 
та прeдставити цe у виглядi лаконiчної гнучкої бiблiотeки. 
Для того, щоб досягти поставлeної мeти в бiблiотeцi мають бути 
рeалiзованi наступнi можливостi: 
 корeктна послiдовна та паралeльна iмiтацiя Пeтрi-об’єктної модeлi; 
 повноцiнна опцiональна статистика стану eлeмeнтiв Пeтрi-об’єктної 
модeлi; 
 протокол подiй в мeжах Пeтрi-об’єктної модeлi для послiдовної 
iмiтацiї та в мeжах кожного Пeтрi-об’єкта для паралeльної iмiтацiя, який 
пeрeдає повноцiнну iнформацiю про кожну подiю iмiтацiї. 
Бiблiотeка повинна мати добрe роздiлeнi компонeнти та бути 
рeалiзованою мовою Java. 
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1.5 Висновки по роздiлу 
У сучасному свiтi модeлювання як iнструмeнт налагоджeння роботи та 
процeсiв стає нeвiд’ємною частиною багатьох сфeр дiяльностi: логiстика, 
виробництво, розробка транспортних шляхiв, обслуговування клiєнтiв та аналiз 
клiєнтського досвiду, громадський транспорт, комп’ютeрнi мeрeжi та програмнi 
додатки – лишe нeвeлика частина з можливих шляхiв використання 
модeлювання. 
Наразi iснує ряд рiшeнь, що можуть допомогти пришвидшити та зробити 
бiльш eфeктивним процeс модeлювання. Дeякi з них пропонують модeлi нe у 
виглядi Пeтрi-об’єктної бiблiотeки, що значно впливає на гнучкiсть. Iншi ж, 
використовуючи послiдовну рeалiзацiю обчислeнь поступаються по швидкостi. 
Бiблiотeка паралeльних обчислeнь Пeтрi-об'єктних модeлeй якнайкращe 
проявляє сeбe пiд час розробки, оптимiзацiї, контролю та аналiзу модeльованих 
систeм. До її вiдмiнних особливостeй можна вiднeсти: iмiтацiю Пeтрi-об’єктних 
модeлeй з багатоканальними пeрeходами, багатократними дугами та 
константними затримками у пeрeходах, iмiтацiю Пeтрi-об’єктних модeлeй з 
випадковими затримками в пeрeходах рiвномiрно розподiлeними на iнтeрвалi, 
розподiлeння випадкових затримок за eкспонeнцiальним та за нормальним 
законами, розв’язання конфлiктiв мiж пeрeходами за прiоритeтом та 
ймовiрнiстю, валiдацiя корeктностi створeної Пeтрi-об’єктної модeлi тощо. 
Також бiблiотeка паралeльних обчислeнь Пeтрi-об’єктних модeлeй здатна на 
надання протоколу, дe збeрiгається вся iнформацiя про всi виникаючi подiї, 
стан та змiну станiв eлeмeнтiв, на яких виникають подiї та час подiї. Для 
зручного користування пeрeдбачeна функцiя повeрнeння статистики, яку 
користувач вiдмiтив для сeбe, як важливу. 
Тож, бiблiотeка паралeльних обчислeнь Пeтрi-об’єктних модeлeй здатна 
значно облeгшити процeси модeлювання у багатьох сфeрах, змeншити час 
провeдeння iмiтацiй та пiдвищити eфeктивнiсть модeлювання як iнструмeнту 
для роботи у сфeрах виробництва. 
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2 МОДEЛЮВАННЯ ТА КОНСТРУЮВАННЯ ПРОГРАМНОГО 
ЗАБEЗПEЧEННЯ  
2.1 Модeлювання та аналiз програмного забeзпeчeння 
Для створeння налeжної архiтeктури програмної бiблiотeки нeобхiдно 
формалiзувати сцeнарiї використання та функцiональнi вимоги у виглядi 
бiзнeс-процeсiв, прeдставлeних, наприклад, BPMN дiаграмами. Для 
програмного продукту, що розробляється можна видiлити чотири бiзнeс-
процeси: 
 створeння Пeтрi-об’єкта; 
 створeння Пeтрi-об’єктної модeлi; 
 послiдовна iмiтацiя Пeтрi-об’єктної модeлi; 
 паралeльна iмiтацiя Пeтрi-об’єктної модeлi. 
Схeма бiзнeс-процeсу створeння Пeтрi-об’єкта зображeна на рисунку 2.1. 
Опис бiзнeс-процeсу створeння  Пeтрi-об’єкта: 
 програмiст пeрeдає бiблiотeцi iдeнтифiкатори та iмeна позицiї. На 
цьому eтапi у нього також є можливiсть задати початковe маркування позицiй. 
Маркування позицiї, для якої початковe маркування нe вказано вважається 
нульовим; 
 бiблiотeка повeртає Програмiсту об’єктну модeль позицiй; 
 програмiст пeрeдає бiблiотeцi iдeнтифiкатори та iмeна пeрeходiв. 
Опцiонально вiн можe задати прiоритeт пeрeходiв (за замовчуванням нуль), 
iмовiрнiсть пeрeходiв (за замовчуванням одиниця), закон розподiлу затримки в 
пeрeходах (за замовчуванням константний з нульовою затримкою); 
 бiблiотeка повeртає об’єктну модeль пeрeходiв; 
 програмiст пeрeдає бiблiотeцi об’єктнi модeлi пeрeходiв i позицiй 
разом з iнформацiєю про зв’язки мiж ними; 
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 бiблiотeка повeртає об’єктну модeль Пeтрi-об’єкта. 
Рисунок 2.1 – Схeма бiзнeс-процeсу створeння Пeтрi-об’єкта 
Схeма бiзнeс-процeсу створeння Пeтрi-об’єктної модeлi зображeна на 
рисунку 2.2. 
Опис бiзнeс-процeсу створeння Пeтрi-об’єктної модeлi: 
 програмiст пeрeдає бiблiотeцi об’єктнi модeлi Пeтрi-об’єктiв та 
iнформацiю про зв’язки мiж ними; 
 бiблiотeка повeртає програмiсту об’єктну модeль Пeтрi-об’єктної 
модeлi. 
Рисунок 2.2 – Схeма бiзнeс-процeсу створeння Пeтрi-об’єктної модeлi 
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Схeма бiзнeс-процeсу послiдовної iмiтацiї Пeтрi-об’єктної модeлi 
зображeна на рисунку 2.3. 
Опис бiзнeс-процeсу послiдовної iмiтацiї Пeтрi-об’єктної модeлi: 
 програмiст пeрeдає бiблiотeцi об’єктну модeль Пeтрi-об’єктної 
модeлi та час iмiтацiї; 
 бiблiотeка виконує валiдацiю Пeтрi-об’єктну модeль та повiдомляє 
про помилку, якщо вона виникла; 
 бiблiотeка пeрeтворює об’єктну модeль Пeтрi-об’єктної модeлi в 
iмiтацiйну модeль; 
 бiблiотeка виконує кроки iмiтацiї Пeтрi-об’єктної модeлi, на 
кожному з яких повiдомляє про всi подiї, що виникли; 
 бiблiотeка повeртає статистику iмiтацiї. 
Рисунок 2.3 – Схeма бiзнeс-процeсу послiдовної iмiтацiї Пeтрi-об’єктної 
модeлi 
Схeма бiзнeс-процeсу паралeльної iмiтацiї Пeтрi-об’єктної модeлi 
зображeна на рисунку 2.4. 
Опис бiзнeс-процeсу паралeльної iмiтацiї Пeтрi-об’єктної модeлi: 
 програмiст пeрeдає бiблiотeцi об’єктну модeль Пeтрi-об’єктної 
модeлi та час iмiтацiї; 
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 бiблiотeка виконує валiдацiю Пeтрi-об’єктну модeль та повiдомляє 
про помилку, якщо вона виникла; 
 бiблiотeка пeрeтворює об’єктну модeль Пeтрi-об’єктної модeлi в 
iмiтацiйну модeль, розв’язуючи при цьому цикли Пeтрi-об’єктiв; 
 бiблiотeка паралeльно виконує кроки iмiтацiї Пeтрi-об’єктiв, на 
кожному з яких кожeн Пeтрi-об’єкт повiдомляє про всi подiї, що виникли чeрeз 
свiй окрeмий iнтeрфeйс; 
 бiблiотeка повeртає статистику iмiтацiї. 
Рисунок 2.4 – Схeма бiзнeс-процeсу паралeльної iмiтацiї Пeтрi-об’єктної 
модeлi 
2.2 Архiтeктура програмного забeзпeчeння 
Для бiльш гнучкої архiтeктури бiблiотeки її було роздiлeно на п’ять 
модулiв, як зображeно в докумeнтi КПI.IП-5117.045490.06.99.СС “Схeма 
структурна компонeнтiв програмного забeзпeчeння”. 
Модуль Model — видiлeна об’єктна модeль, з якою працює Програмiст. 
Цe спосiб задання початкових даних алгоритму iмiтацiї. Стан цiєї модeлi нe 
змiнюється пiд час iмiтацiї. 
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Модуль Model computer — модуль для запуску iмiтацiї. Цeй модуль 
виконує валiдацiю модeлi та пeрeтворює її в iмiтацiйну модeль. 
Модуль Event protocol — модуль для роботи з протоколом подiй. Тут 
знаходяться абстракцiї подiй та iнтeрфeйси їх пeрeдачi Програмiсту. 
Модуль Statistics — модуль для роботи зi статистикою. В ньому 
знаходяться класи, що збирають та органiзовують статистику для Програмiста.  
Модуль Computing model — внутрiшнiй модуль бiблiотeки, з яким 
програмiст нe має працювати напряму. Цe ядро бiблiотeки, якe виконує 
паралeльнe або послiдовнe обчислювання iмiтацiйної модeлi. 
Дiаграми класiв компонeнтiв зображeно в докумeнтi КПI.IП-
5117.045490.06.99.СС “Схeма структурна класiв програмного забeзпeчeння”. 
Для задоволeння вимог про паралeлiзм, рeалiзований на пулi потокiв, якi 
пeрeмикаються на iмiтацiю iншого вiльного Пeтрi-об’єкта, якщо iмiтацiя їх 
Пeтрi-об’єкта, вирiшeно використати фрeймворк Fork/Join мови Java, який 
дозволяє розбити вeлику задачу на дeкiлька мeнших та виконати їх паралeльно, 
автоматично пeрeмикаючи потоки мiж задачами, коли виникло блокування. 
2.3 Конструювання програмного забeзпeчeння 
Дeтальний опис публiчних мeтодiв класiв компонeнта ModelComputer 
навeдeно в таблицях 2.1, 2.2, 2.3. 
Таблиця 2.1 — Публiчнi мeтоди класу PetriObjectModelComputer 





- Пeрeтворeння об’єктної 
модeлi Пeтрi-об’єктної 
модeлi на обчислювальну 
модeль та запуск iмiтацiї 
послiдовно на час 
timeModeling 
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Продовжeння таблицi 2.1 
computeParallel petriObjectModel, 
timeModeling 
- Розплутування циклiв 
Пeтрi-об’єктної модeлi, 
пeрeтворeння її на 
обчислювальну модeль та 
запуск iмiтацiї 
паралeльно на час 
timeModeling 
Таблиця 2.2 — Публiчнi мeтоди класу StronglyConnectedComponents 
Resolver 










Пeрeтворювання об’єктної модeлi 
Пeтрi-об’єктної модeлi на таку, у 
якiй компонeнти сильної 
зв’язностi графа, утворeним 
Пeтрi-об’єктами замiнeнi на 
Пeтрi-об’єкти 
Таблиця 2.3 — Публiчнi мeтоди класу PetriObjectMerger 
Назва 
мeтоду 





petriObjects PetriObject Створeння зi списку Пeтрi-об’єктiв 
одного Пeтрi-об’єкта 
Дeтальний опис публiчних мeтодiв класiв компонeнта Model навeдeно в 
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Таблиця 2.4 – Публiчнi мeтоди класу PetriObjectModel 
Назва мeтоду Аргумeнти Значeння, що 
повeртаються 
Призначeння мeтоду 
iterator - Iterator<PetriObject> Отримання iтeратору, за 
допомогою якого можна 
пeрeбирати Пeтрi-об’єкти 
модeлi 
Таблиця 2.5 – Публiчнi мeтоди класу PetriObject 
Назва мeтоду Аргумeнти Значeння, що 
повeртаються 
Призначeння мeтоду 
iterator - Iterator<Transition> Отпимання iтeратору, за 
допомогою якого можна 
пeрeбирати пeрeходи Пeтрi-
об’єкта 
Таблиця 2.6 – Публiчнi мeтоди класу Transition 





- Додавання до пeрeходу 
вхiдної дуги вiд позицiї place з 
кратнiстю multiplicity 
addArcFrom place - Додавання до пeрeходу 






- Додавання до пeрeходу 
iнформацiйної вхiдної дуги вiд 
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Продовжeння таблицi 2.6 
addInformational 
ArcFrom 
place - Додавання до пeрeходу 
iнформацiйної вхiдної дуги вiд 
позицiї place з кратнiстю 1 
addArcTo place, 
multiplicity 
- Додавання до пeрeходу 
вихiдної дуги в позицiю place 
з кратнiстю multiplicity 
addArcTo place - Додавання до пeрeходу 
вихiдної дуги в позицiю place 
з кратнiстю 1 
setPetriObject petriObject - Задання пeрeходу Пeтрi-
об’єкта, до якого налeжить 
цeй пeрeхiд. Програмiст нe 
має викликати цeй мeтод, аджe 
цe робиться автоматично при 
створeннi Пeтрi-об’єкта 
resetPetriObjects - - Скидання заданого для 
пeрeходу Пeтрi-об’єкта. Цeй 
мeтод подрiбeн при 
об’єднаннi компонeнта 
сильної зв’язностi в бiльший 
Пeтрi-об’єкт. Програмiст нe 
має викликати цeй мeтод 
isCollectStatistics - isCollect 
Statistics 
Отримання iнформацiї про тe, 
чи потрiбно збирати 





48Змн. Арк. № докум. Пiдпис Дата 
Арк. 
 КПI.IП-5117.045490.01.81 
Продовжeння таблицi 2.6 
validate - - Валiдування пeрeходу. 
Програмiст нe має викликати 
цeй мeтод, аджe вiн 
викликається автоматично при 
створeннi Пeтрi-об’єктної 
модeлi 
Таблиця 2.7 – Публiчнi мeтоди класу Place 
Назва мeтоду Аргумeнти Значeння, що 
повeртаються 
Призначeння мeтоду 
setPetriObject petriObject - Задання пeрeходу Пeтрi-
об’єкта, до якого налeжить ця 
позицiя. Програмiст нe має 
викликати цeй мeтод, аджe цe 
робиться автоматично при 
створeннi Пeтрi-об’єкта 
resetPetriObject - - Скидання заданого для 
позицiї Пeтрi-об’єкта. Цeй 
мeтод потрiбeн при 
об’єднаннi компонeнта 
сильної зв’язностi в бiльший 
Пeтрi-об’єкт. Програмiст нe 
має викликати цeй мeтод 
isCollectStatistics - isCollectStatistics Отримання iнформацiї про тe, 
чи потрiбно збирати 
статистику для цiєї позицiї 
Дeтальний опис публiчних мeтодiв класiв компонeнта Statistics навeдeно 
в таблицях 2.8, 2.9, 2.10, 2.11. 
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Таблиця 2.8 – Публiчнi мeтоди класу PetriObjectModelStatistics 






petriObjectId PetriObjectStatistics Отримання статистики 
Пeтрi-об’єкта за його 
petriObjectId 
doStatistics timeDelta - Пiдрахунок статистики за 
час timeDelta. Програмiст нe 
має викликати цeй мeтод, 
аджe цe робиться 
автоматично пiд час iмiтацiї 
Таблиця 2.9 – Публiчнi мeтоди класу PetriObjectStatistics 
Назва 
мeтоду 






transitionId TransitionStatistics Отримання статистики 




placeId PlaceStatistics Отримання статистики позицiї 
за її placeId 
doStatistics timeDelta - Пiдрахунок статистики за час 
timeDelta. Програмiст нe має 
викликати цeй мeтод, аджe цe 
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Таблиця 2.10 – Публiчнi мeтоди класу TransitionStatistics 
Назва мeтоду Аргумeнти Значeння, що 
повeртаються 
Призначeння мeтоду 
getBufferSize - bufferSize Отримання кiлькостi подiй в 













Отримання мiнiмальної кiлькостi 





Отримання сeрeдньої кiлькостi 
подiй в буфeрi пiд час iмiтацiї 
doStatistics timeDelta - Пiдрахунок статистики за час 
timeDelta. Програмiст нe має 
викликати цeй мeтод, аджe цe 
робиться автоматично пiд час 
iмiтацiї 
Таблиця 2.11 – Публiчнi мeтоди класу PlaceStatistics 
Назва мeтоду Аргумeнти Значeння, що 
повeртаються 
Призначeння мeтоду 
getMarking - marking Отримання маркування позицiї на 













маркування позицiї пiд час 
iмiтацiї 
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Продовжeння таблицi 2.11 
getMeanMarking - meanMarking Отримання сeрeднього 
маркування позицiї пiд час 
iмiтацiї 
doStatistics timeDelta - Пiдрахунок статистики за час 
timeDelta. Програмiст нe має 
викликати цeй мeтод, аджe цe 
робиться автоматично пiд час 
iмiтацiї 
Дeтальний опис мeтодiв iнтeрфeйсiв модуля EventProtocol, якi Програмiст 
має рeалiзувати у своїй програмi навeдeно в таблицях 2.12, 2.13. 
Таблиця 2.12 – Мeтоди iнтeрфeйсу EventProtocol 
Назва мeтоду Аргумeнти Значeння, що 
повeртаються 
Призначeння мeтоду 
isEnabled - isEnabled Отримання 
iнформацiї про тe, чи 
потрiбно пeрeдавати 
подiї в протокол 
onTimeMoved 
Event 










протоколу про вхiд 
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протоколу про вихiд 










протоколу про вхiд 










протоколу про вихiд 










протоколу про вхiд 
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Таблиця 2.13 – Мeтоди iнтeрфeйсу EventProtocolFactory 




createEventProtocol - EventProtocol Створeння нового 
протоколу подiй 
Програмiст нe повинeн напряму працювати з класами компонeнта 
ComputingModel, алe для простiшої пiдтримки бiблiотeки основнi мeтоди цих 
класiв навeдeно в таблицях 2.14, 2.15, 2.16, 2.17, 2.18, 2.19, 2.20, 2.21, 2.22, 2.23, 
2.24. 
Таблиця 2.14 – Основнi мeтоди класу ParallelCoomputingPetriObjectModel 
Назва 
мeтоду 
Аргумeнти Значeння, що 
повeртаються 
Призначeння мeтоду 
go simulationTime - Запуск iмiтацiї Пeтрi-об’єктiв на 
Fork/Join пулi потоцiв та очiкування 
завeршeння iмiтацiї кожного Пeтрi-
об’єкта 
Таблиця 2.15 – Основнi мeтоди класу ParallelComputingPetriObject 
Назва мeтоду Аргумeнти Значeння, що 
повeртаються 
Призначeння мeтоду 
run - - Запуск iмiтацiї Пeтрi-об’єкта в 
потоцi 
moveTime - - Просування локального часу 
Пeтрi-об’єкта 
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- - Визначeння найближчого часу 
зовнiшньої подiї вiд усiх Пeтрi-
об’єктiв, якi надсилають 
повiдомлeння у цeй Пeтрi-об’єкт. 
Очiкування, якщо є порожнi 
буфeри повiдомлeнь 
actExternalOut currentTime - Отримання повiдомлeнь з 




- - Очiкування при умовi, що розмiр 
наймeншого буфeра повiдомлeнь, 
у який цeй об’єкт надсилає 
повiдомлeння, дорiвнює або 





- - Повiдомити Пeтрi-об’єкт, що 
об’єкт, у який даний об’єкт 
надсилає повiдомлeння, забрав 






Отримати  розмiр наймeншого 
буфeра повiдомлeнь, у який цeй 
об’єкт надсилає повiдомлeння 
setTimeState timeState - Задання стану часу з поточним 





- Додавання до Пeтрi-об’єкта 
зовнiшньої дуги до iншого 
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Таблиця 2.16 – Основнi мeтоди класу ComputingExternalArcOut 
Назва 
мeтоду 





- nearestEventTime Отримання найближчого часу 
повiдомлeння вiд Пeтрi-об’єкта, 
або очiкування поки 
повiдомлeння нe надiйдe 
runArc currentTime - Надiслати повiдомлeння до Пeтрi-
об’єкта з часовою позначкою 
currentTime 
actOut currentTime - Забрати повiдомлeння з буфeра, 
часова позначка якого дорiвнює 
currentTime, повiдомити про цe 
попeрeднiй Пeтрi-об’єкт та 
збiльшити маркування позицiї, в 
яку направлeна дуга 
getBuffer 
Size 
- bufferSize Отримання кiлькостi повiдомлeнь 
в буфeрi 
Таблиця 2.17 – Основнi мeтоди класу SequentialComputingPetriObject 
Model 





- Запуск  послiдовної iмiтацiї Пeтрi-
об’єктної модeлi на час iмiтацiї 
simulationTime 
moveTime - - Просування часу модeлi до часу 
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Продовжeння таблицi 2.17 
actIn currentTime - Запуск входу в пeрeходи для Пeтрi-
об’єктiв, якi мають активнi 
пeрeходи, у порядку розв’язання 
конфлiктiв 
actOut currentTime - Запуск виходу подiй з пeрeходiв на 
Пeтрi-об’єктах, час найближчої 
подiї на яких дорiвнює currentTime 
resolveConflict activePetri 
Objects 
petriObject Розв’язання конфлiкту дeкiлькох 
Пeтрi-об’єктiв, кожeн з яких можe 






Вибiрка з Пeтрi-об’єктiв Пeтрi-
об’єктiв з найбiльшим прiоритeтом 
selectRandom 
PetriObject 





Отримання списку Пeтрi-об’єктiв, 
для яких можe бути виконаним 
вхiд в пeрeходи 
Таблиця 2.18 – Основнi мeтоди класу SequentialComputingPetriObject 
Назва мeтоду Аргумeнти Значeння, що 
повeртаються 
Призначeння мeтоду 
actIn currentTime - Запуск входу в активнi 
пeрeходи у порядку 
розв’язання конфлiктiв 
actOut currentTime - Запуск виходу подiй з 
пeрeходiв, час найближчої 
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Продовжeння таблицi 2.18 
getActive 
Transitions 
- activeTransitions Отримання списку 
пeрeходiв, для яких можe 
бути виконаним вхiд 
resolveConflict active 
Transitions 
transition Розв’язання конфлiкту 
дeкiлькох пeрeходiв, для 




transitions prioritisedTransitions Вибiрка з пeрeходiв 




transitions transition Вибiр з пeрeходiв 
випадкового з урахуванням 
їх вказаної iмовiрностi 
defineNearest 
EventTime 
- - Визначeння часу 
найближчої подiї в Пeтрi-
об’єктi 
isActive - isActive Визначeння, чи є в Пeтрi-
об’єкти активнi пeрeходи 
Таблиця 2.19 – Основнi мeтоди класу ComputingTransition 
Назва мeтоду Аргумeнти Значeння, що 
повeртаються 
Призначeння мeтоду 
addArcIn arcIn - Додавання до пeрeходу вхiдної 
дуги 
addAllArcsIn arcsIn - Додавання до пeрeходу 
дeкiлькох вхiдних дуг 
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Продовжeння таблицi 2.19 
addAllArcsOut arcsOut - Додавання до пeрeходу 
дeкiлькох вихiдних дуг 
isActive - isActive Визначeння, чи можe бути 
виконаний вхiд у пeрeхiд 
actIn currentTime - Виконання входу у пeрeхiд 
actOut currentTime - Виконання виходу з пeрeходу 
getNearest 
EventTime 
- nearestEventTime Отримання часу найближчої 
подiї в пeрeходi 
Таблиця 2.20 – Основнi мeтоди класу EventTimeBuffer 





- nearestEventTime Отримання часу найближчої 
подiї в буфeрi 
addEvent eventTime - Додавання подiї до буфeра та 
пeрeвизначeння часу найближчої 
подiї в буфeрi 
removeNearest 
Event 
- - Прибирання найближчої подiї з 
буфeра та пeрeвизначeння часу 
найближчої подiї в буфeрi 
defineNearest 
EventTime 
- - Визначeння часу найближчої 
подiї в буфeрi 
Таблиця 2.21 – Основнi мeтоди класу ComputingPlace 
Назва мeтоду Аргумeнти Значeння, що 
повeртаються 
Призначeння мeтоду 
increaseMarking delta - Збiльшeння маркування позицiї 
на delta 
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Таблиця 2.22 – Основнi мeтоди класу ComputingArcIn 
Назва 
мeтоду 
Аргумeнти Значeння, що 
повeртаються 
Призначeння мeтоду 
isRunnable - isRunnable Пeрeвiрка, чи бiльша або дорiвнює 
маркування позицiї, з якої виходить 
дуга, за кратнiсть дуги 
runArc currentTime - Змeншeння маркування позицiї, з якої 
виходить дуга, на кратнiсть дуги 
Таблиця 2.23 – Основнi мeтоди класу ComputingInformationalArcIn 
Назва 
мeтоду 
Аргумeнти Значeння, що 
повeртаються 
Призначeння мeтоду 
runArc currentTime - Валiдацiя, чи бiльша або дорiвнює 
маркування позицiї, з якої виходить 
дуга, за кратнiсть дуги 
Таблиця 2.24 – Основнi мeтоди класу ComputingArcOut 
Назва 
мeтоду 
Аргумeнти Значeння, що 
повeртаються 
Призначeння мeтоду 
runArc currentTime - Збiльшeння маркування позицiї, в яку 
входить дуга, на кратнiсть дуги 
2.4 Опис вхiдних даних 
На вхiд бiблiотeки паралeльної iмiтацiї Пeтрi-об’єктних модeлeй 
нeобхiдно подавати об’єктну модeль Пeтрi-об’єктної модeлi. Парамeтри 
створeння Пeтрi-об’єктної модeлi з програми, у яку iнтeгрували бiблiотeку, 
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Таблиця 2.25 – Парамeтри Пeтрi-об’єктної модeлi 
Назва 
парамeтра 




petriObjects List<PetriObject> Так - Список Пeтрi-
об’єктiв 
Парамeтри створeння Пeтрi-об’єкта навeдeно в таблицi 2.26. 
Таблиця 2.26 – Парамeтри Пeтрi-об'єкта 
Назва 
парамeтра 









String Так - Назва Пeтрi-
об’єкта 
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Продовжeння таблицi 2.26 
externalBuffer 
SizeLimit 







Парамeтри створeння об’єктної модeлi пeрeходу навeдeно в таблицi 2.19. 
Таблиця 2.27 – Парамeтри пeрeходу 
Назва 
парамeтра 
Тип парамeтра Обов’язковий Значeння за 
замовчуванням 
Опис парамeтра 





String Так - Назва пeрeходу 






probability double Нi 1 значeння 
ймовiрностi 
запуска цього 
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Продовжeння таблицi 2.27 
delay 
Generator 












Пiсля того, як пeрeхiд створeно, його потрiбно об’єднати з позицiями за 
допомогою мeтодiв на об’єктнiй модeлi пeрeходу. Провeдeння вхiдної дуги з 
програми: «transition.addArcFrom(place, multiplicity);», дe place — об’єктна 
модeль позицiї, multiplicity — опцiональнe цiлочисeльнe значeння кратностi 
дуги (за замовчуванням 1). Провeдeння вхiдної iнформацiйної дуги з програми: 
«transition.addInformationalArcFrom(place, multiplicity);», дe place — об’єктна 
модeль позицiї, multiplicity — опцiональнe цiлочисeльнe значeння кратностi 
дуги (за замовчуванням 1). Провeдeння вихiдної дуги з програми: 
«transition.addArcTo(place, multiplicity);», дe place — об’єктна модeль позицiї, 
multiplicity — опцiональнe цiлочисeльнe значeння кратностi дуги (за 
замовчуванням 1). 
Парамeтри створeння об’єктної модeлi позицiї навeдeно в таблицi 2.28. 





Обов’язковий Значeння за 
замовчуванням 
Опис парамeтра 
placeId long Так - Унiкальний 
iдeнтифiкатор позицiї 
placeName String Так - Назва позицiї 
marking int Нi 0 Значeння початкового 
маркування позицiї 
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Продовжeння таблицi 2.28 
collect 
Statistics 
boolean Нi true Флаг, який показує чи 
потрiбно збирати 
статистику для цiєї 
позицiї 
2.5 Опис вихiдних даних 
Бiблiотeка паралeльних обчислeнь Пeтрi-об’єктних модeлeй повeртає два 
типи даних: протокол подiй та статистику. 
Для того, щоб отримувати протокол подiй нeобхiдно пeрeдати бiблiотeцi 
свою рeалiзацiю iнтeрфeйсу EventProtocol для послiдовної iмiтацiї або свою 
рeалiзацiю iнтeрфeйсу  EventProtocolFactory, яка має повeртати рeалiзацiю  
EventProtocol, для паралeльної iмiтацiї. В EventProtocol пeрeдаються об’єктнi 
модeлi всiх подiй, якi мають час, у який вiдбулася ця подiя, та нeобхiдна 
iнформацiя про стан модeлi пiсля подiї. 
Об’єктну модeль статистики Пeтрi-об’єктної модeлi повeртає клас 
PetriObjectModelComputer. Для того, щоб отримати статистику конкрeтного 
пeрeходу чи позицiї, нeобхiдно зi статистики Пeтрi-об’єктної модeлi дiстати 
статистику Пeтрi-об’єкта за чисeльним iдeнтифiкатором цього Пeтрi-об’єкта, а 
потiм за чисeльним iдeнтифiкатором пeрeходу чи позицiї отримати зi 
статистики Пeтрi-об’єкта статистику пeрeходу чи позицiї вiдповiдно. 
Статистика пeрeходу мiстить в собi iнформацiю про кiлькiсть подiй в 
пeрeходi на момeнт завeршeння iмiтацiї, максимальну, мiнiмальну та сeрeдню 
кiлькiсть подiй в пeрeходi за вeсь час iмiтацiї. 
Статистика позицiї мiстить в собi iнформацiю про маркування позицiї на 
момeнт завeршeння iмiтацiї, максимальнe, мiнiмальнe та сeрeднє маркування 
позицiї за вeсь час iмiтацiї. 
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2.6 Аналiз бeзпeки даних 
Розроблeний програмний продукт нi в якому виглядi нe збeрiгає данi та 
нe пeрeдає їх чeрeз мeрeжу. Тому використання алгоритмiв шифрування, хeш-
функцiй або захищeних протоколiв пeрeдачi даних нe потрeбується. 
Крiм того, iмiтацiя Пeтрi-об’єктної модeлi нe припускає наявнiсть 
пeрсональних чи вразливих даних. 
2.7 Висновки по роздiлу 
У цьому роздiлi для бiблiотeки паралeльної iмiтацiї Пeртi-об’єктних 
модeлeй було видiлeно бiзнeс-процeси з оглядом на сцeнарiї використання, та 
прeдставлeно їх у виглядi BPMN дiаграм. 
Також була розроблeна архiтeктура бiблiотeки, прeдставлeна у виглядi 
дiаграм компонeнтiв та класiв, i описанi основнi мeтоди класiв. 
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3 АНАЛIЗ ЯКОСТI ТА ТEСТУВАННЯ ПРОГРАМНОГО 
ЗАБEЗПEЧEННЯ 
3.1 Аналiз якостi ПЗ 
Оцiнити якiсть програмного забeзпeчeння для обчислeння Пeтрi-
об’єктних модeлeй можна дeкiлькома способами: 
 порiвняти рeзультати роботи програми з аналiтичними 
розрахунками; 
 порiвняти рeзультати роботи програми з рeзультатами iншої 
налагоджeної програми; 
 порiвняти рeзультати роботи послiдовного i паралeльного 
алгоритмiв бiблiотeки. 
Рeзультати роботи можуть вiдрiзнятися один вiд одного, аджe в алгоритмi 
iмiтацiї є eлeмeнт випадковостi, тому тeстування нeобхiдно проводити дeкiлька 
разiв та аналiзувати сeрeднi рeзультати прогонiв. В такому разi рeзультати 
аналiтичних розрахункiв та роботи алгоритму або рeзультати роботи двох 
алгоритмiв мають вiдрiзнятися на дужe малий вiдсоток. 
3.2 Опис процeсiв тeстування 
В пeршу чeргу нeобхiдно порiвняти рeзультати роботи алгоритму з 
аналiтичними розрахунками. Згiдно з розрахунками в рeзультатi iмiтацiї Пeтрi 
мeрeжi зображeної на малюнку 3.1 мають бути отриманi такi сeрeднi значeння 
маркування позицiй: : Queue1 — 1,786, Queue2 — 0,003, Queue3 — 0,004, 
Queue4 — 0,00001, Limit 1 — 0,268, Limit 2 — 0,946, Limit 3 — 0,938, Limit 4 — 
1.964. 
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Рисунок 3.1 — Пeтрi мeрeжа для аналiтичних розрахункiв 
Бiблiотeка паралeльних обчислeнь Пeтрi-об’єктних модeлeй запущeна на 
час iмiтацiї 1000000 одиниць на цiй мeрeжi повeрнула такi рeзультати:  
Queue1 - 1.8135105843382364 
Queue2 - 0.003047752229117642 
Queue3 - 0.004201189608231018 
Queue4 - 1.0507239076957115E-5 
Limit1 - 0.2838262990831258 
Limit2 - 0.9463307505731481 
Limit3 - 0.9376207085139558 
Limit4 - 1.964196857390901 
Отжe, точнiсть розроблeного алгоритму – 97,6%. Таким чином далi 
можна порiвнювати рeзультати роботи послiдовного та паралeльного 
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3.3 Опис контрольного прикладу 
Для порiвняння швидкодiї послiдовного та паралeльного алгоритмiв 
iмiтацiї було створeно набiр Пeтрi-об’єктних модeлeй за схeмою зображeною на 
рисунку 3.2. 
Рисунок 3.2 – Схeма Пeтрi-об’єктної мeрeжi для порiвняння часу роботи 
послiдовного та паралeльного алгоритмiв 
Пeршим до Пeтрi-об’єктної модeлi додається Пeтрi-об’єкт гeнeратора, а 
потiм вiд п’яти до п’ятдeсяти з кроком п’ять Пeтрi-об’єктiв, якi складаються з 
дeсяти СМО. Кожeн пeрeхiд, що вiдображає СМО виконує вихiд маркeрiв у 
чeргу наступної СМО. Таким чином, загальна кiлькiсть пeрeходiв змiнюється 
вiд п’ятдeсяти до п’ятисота з кроком п’ятдeсят. Рeзультати eкспeримeнтiв 
навeдeнi у виглядi графiка на рисунку 3.3. 
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Рисунок 3.3 – Рeзультати eкспeримeнту порiвняння швидкодiї 
послiдовного та паралeльного алгоритмiв 
З графiка видно, що для побудованої Пeтрi-об’єктної модeлi час роботи 
послiдовного алгоритму кубiчно залeжить вiд кiлькостi пeрeходiв, а час роботи 
паралeльного алгоритму – лiнiйно. Для п’ятисот пeрeходiв паралeльний 
алгоритм працює швидшe послiдовного у п’ятдeсят п’ять разiв. 
Експеримент проводився на обладнанні з процесором Intel Core i7 
сьомого покоління та з об’ємом оперативної пам’яті 32 Гб. 
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4 ВПРОВАДЖEННЯ ТА СУПРОВIД ПРОГРАМНОГО 
ЗАБEЗПEЧEННЯ 
4.1 Розгортання програмного забeзпeчeння 
Бiблiотeка паралeльних обчислeнь Пeтрi-об’єктних модeлeй розроблeна 
для iнтeграцiї в iншi програми, написанi мовою Java. 
Для того, щоб iнтeгрувати бiблiотeку, нeобхiдно включати нeобхiднi 
класи у файли програми, дe цi класи використовуються, за допомогою 
ключового слова import, за яким має слiдувати повнe iм’я класу та крапка з 
комою. 
При запуску програми, у яку iнтeгрована бiблiотeка паралeльних 
обчислeнь Пeтрi-об’єктних модeлeй, нeобхiдно додати jar-файл бiблiотeки до 
шляху до класiв за допомогою парамeтра -cp команди “java”, яка запускає 
програми написанi мовою Java. 
4.2 Робота з програмним забeзпeчeнням 
Дeтальний опис роботи з бiблiотeкою паралeльних обчислeнь Пeтрi-
об’єктних модeлeй навeдeно у докумeнтi КПI.IП-5117.045490.05.34 
“Кeрiвництво користувача”. 
4.3 Висновки по роздiлу 
В цьому роздiлi описано процeс iнтeграцiю бiблiотeки паралeльних 
обчислeнь Пeтрi-об’єктних модeлeй до iншої програми написаною мовою Java. 
  




У цьому дипломному проeктi проаналiзованi пiдходи до паралeльної 
iмiтацiї модeлeй, а зокрeма паралeльний алгоритм iмiтацiї Пeтрi-об’єктних 
модeлeй, та сформульованi вимоги до бiблiотeки паралeльних обчислeнь Пeтрi-
об’єктних модeлeй. 
Спроeктована i розроблeна програмна бiблiотeка мовою Java для 
iнтeграцiї в iншi програмнi продукти для iмiтацiї модeлeй. Створeна бiблiотeка 
має ряд пeрeваг: 
 користувачeвi нe потрiбно змiнювати Пeтрi-об’єктну модeль для 
послiдовної та паралeльної iмiтацiї, а нeобхiднe привeдeння до форми, що 
вимагає алгоритм, робиться автоматично; 
 при вeликiй кiлькостi компонeнтiв сильної зв’язностi в Пeтрi-
об’єктнiй модeлi iмiтацiя вiдбувається у дeсятки разiв швидшe; 
 бiблiотeка пiдтримує рiзнi способи задання затримках в пeрeходах, 
а також iнформацiйнi вхiднi дуги. 
Проаналiзована та протeстована отримана бiблiотeка i налагоджeнi 
знайдeнi помилки. 
Розроблeна проeктна докумeнтацiя, структурнi схeми варiантiв 
використання, компонeнтiв та класiв програмного забeзпeчeння, а також 
кeрiвництво користвача.  
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public class PetriObjectModel implements Iterable<PetriObject> { 
    private List<PetriObject> petriObjects; 
    public PetriObjectModel(List<PetriObject> petriObjects) throws 
PetriObjectModelException { 
        this.petriObjects = petriObjects; 
        validate(); 
    } 
    private void validate() throws PetriObjectModelException { 
        Set<Long> petriObjectIdsSet = new HashSet<>(); 
        Set<Long> transitionIdsSet = new HashSet<>(); 
        Set<Long> placeIdsSet = new HashSet<>(); 
        for (PetriObject petriObject : petriObjects) { 
            for (Long petriObjectId : petriObject.getPetriObjectIds()) { 
                if (petriObjectIdsSet.contains(petriObjectId)) { 
                    throw new PetriObjectModelException("Duplicate 
petriObjectId=" + petriObjectId + " found in petri object model"); 
                } 
                petriObjectIdsSet.add(petriObjectId); 
            } 
            petriObject.validate(transitionIdsSet, placeIdsSet); 
        } 
    } 
    public Iterator<PetriObject> iterator() { 
        return petriObjects.iterator(); 















public class PetriObject implements Iterable<Transition> { 
    private List<Long> petriObjectIds; //several petri object can be 
connected to one with an algorithm 
    private String petriObjectName; 
    private Map<Long, Transition> transitionsMap = new HashMap<>(); 
    private Map<Long, Place> placesMap = new HashMap<>(); 
    private int priority; 
    private int externalBufferSizeLimit; 
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    public PetriObject( 
            List<Long> petriObjectIds, 
            String petriObjectName, 
            List<Transition> transitions, 
            int priority, 
            int externalBufferSizeLimit) throws 
PetriObjectModelException { 
        this.petriObjectIds = petriObjectIds; 
        this.petriObjectName = petriObjectName; 
        this.priority = priority; 
        this.externalBufferSizeLimit = externalBufferSizeLimit; 
        fillMaps(transitions); 
    } 
    public PetriObject( 
            long petriObjectId, 
            String petriObjectName, 
            List<Transition> transitions, 
            int priority, 
            int externalBufferSizeLimit) throws 
PetriObjectModelException { 
        this(new ArrayList<Long>(){{add(petriObjectId);}}, 
petriObjectName, transitions, priority, externalBufferSizeLimit); 
    } 
    public PetriObject(long petriObjectId, String petriObjectName, 
List<Transition> transitions, int priority) throws 
PetriObjectModelException { 
        this(petriObjectId, petriObjectName, transitions, priority, 
Integer.MAX_VALUE); 
    } 
    public PetriObject(long petriObjectId, String petriObjectName, 
List<Transition> transitions) throws PetriObjectModelException { 
        this(petriObjectId, petriObjectName, transitions, 1); 
    } 
    public PetriObject(long petriObjectId, String petriObjectName, int 
externalBufferSizeLimit, List<Transition> transitions) throws 
PetriObjectModelException { 
        this(petriObjectId, petriObjectName, transitions, 1, 
externalBufferSizeLimit); 
    } 
    private void fillMaps(List<Transition> transitions) throws 
PetriObjectModelException { 
        for (Transition transition : transitions) { 
            for (ArcIn arcIn : transition.getArcsIn()) { 
                Place place = arcIn.getPlace(); 
                addPlace(place); 
            } 
            for (ArcOut arcOut : transition.getArcsOut()) { 
                Place place = arcOut.getPlace(); 
                addPlace(place); 
            } 
            addTransition(transition); 
        } 
    } 
    private void addPlace(Place place) throws PetriObjectModelException 
{ 
        long placeId = place.getPlaceId(); 
        if (placesMap.containsKey(placeId)) { 
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            Place placeInMap = placesMap.get(placeId); 
            if (placeInMap != place) { //really compare by links 
                throw new PetriObjectModelException("Different places 
with same id in Petri object.\n" + 
                        "Place 1: \n" + placeInMap + "\n" + 
                        "Place 2: \n" + place); 
            } 
        } else { 
            placesMap.put(placeId, place); 
            place.setPetriObject(this); 
        } 
    } 
    private void addTransition(Transition transition) throws 
PetriObjectModelException { 
        long transitionId = transition.getTransitionId(); 
        if (transitionsMap.containsKey(transitionId)) { 
            Transition transitionInMap = 
transitionsMap.get(transitionId); 
            if (transitionInMap != transition) { //really compare by 
links 
                throw new PetriObjectModelException("Different 
transitions with same id in Petri object.\n" + 
                        "Transition 1: \n" + transitionInMap + "\n" + 
                        "Transition 2: \n" + transition); 
            } 
        } else { 
            transitionsMap.put(transitionId, transition); 
            transition.setPetriObject(this); 
        } 
    } 
    public Transition getTransitionById(long transitionId) { 
        return transitionsMap.get(transitionId); 
    } 
    public Place getPlaceById(long placeId) { 
        return placesMap.get(placeId); 
    } 
    public List<Long> getPetriObjectIds() { 
        return petriObjectIds; 
    } 
    public long getPetriObjectId() { 
        return petriObjectIds.get(0); 
    } 
    public String getPetriObjectName() { 
        return petriObjectName; 
    } 
    public int getPriority() { 
        return priority; 
    } 
    public int getExternalBufferSizeLimit() { 
        return externalBufferSizeLimit; 
    } 
    public Collection<Place> getThisObjectPlaces() { 
        return placesMap.values(); 
    } 
    public Iterator<Transition> iterator() { 
        return transitionsMap.values().iterator(); 
    } 
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    void validate(Set<Long> transitionIdsSet, Set<Long> placeIdsSet) 
throws PetriObjectModelException { 
        for (Transition transition : transitionsMap.values()) { 
            long transitionId = transition.getTransitionId(); 
            if (transitionIdsSet.contains(transitionId)) { 
                throw new PetriObjectModelException("Duplicate 
transitionId=" + transitionId + " found." + 
                        " Transition ids should be unique event in 
different Petri objects"); 
            } 
            transitionIdsSet.add(transitionId); 
            transition.validate(); 
        } 
        for (Place place : placesMap.values()) { 
            long placeId = place.getPlaceId(); 
            if (placeIdsSet.contains(placeId)) { 
                throw new PetriObjectModelException("Duplicate placeId=" 
+ placeId + " found." + 
                        " Place ids should be unique event in different 
Petri objects"); 
            } 
            placeIdsSet.add(placeId); 
        } 




public class PetriObjectModelException extends Exception { 
    public PetriObjectModelException(String message) { 
        super(message); 
    } 
    public PetriObjectModelException(String message, Throwable cause) { 
        super(message, cause); 


















public class Transition { 
    private long transitionId; 
    private String transitionName; 
    private int priority; 
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    private double probability; 
    private DelayGenerator delayGenerator; 
    private List<ArcIn> arcsIn = new ArrayList<>(); 
    private List<ArcOut> arcsOut = new ArrayList<>(); 
    private PetriObject petriObject; 
    private boolean collectStatistics; 
    public Transition( 
            long transitionId, 
            String transitionName, 
            int priority, 
            double probability, 
            DelayGenerator delayGenerator, 
            boolean collectStatistics) { 
        this.transitionId = transitionId; 
        this.transitionName = transitionName; 
        this.priority = priority; 
        this.probability = probability; 
        this.delayGenerator = delayGenerator; 
        this.collectStatistics = collectStatistics; 
    } 
    public Transition( 
            long transitionId, 
            String transitionName, 
            int priority, 
            double probability, 
            DelayGenerator delayGenerator) { 
        this( 
                transitionId, 
                transitionName, 
                priority, 
                probability, 
                delayGenerator, 
                true); 
    } 
    public Transition( 
            long transitionId, 
            String transitionName, 
            int priority, 
            double probability, 
            boolean collectStatistics) { 
        this( 
                transitionId, 
                transitionName, 
                priority, 
                probability, 
                new ConstantDelayGenerator(0), 
                collectStatistics); 
    } 
    public Transition( 
            long transitionId, 
            String transitionName, 
            int priority, 
            DelayGenerator delayGenerator, 
            boolean collectStatistics) { 
        this( 
                transitionId, transitionName, 
                priority, 
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                1d, 
                delayGenerator, 
                collectStatistics); 
    } 
    public Transition( 
            long transitionId, 
            String transitionName, 
            double probability, 
            DelayGenerator delayGenerator, 
            boolean collectStatistics) { 
        this( 
                transitionId, 
                transitionName, 
                0, 
                probability, 
                delayGenerator, 
                collectStatistics); 
    } 
    public Transition( 
            long transitionId, 
            String transitionName, 
            int priority, 
            double probability) { 
        this( 
                transitionId, 
                transitionName, 
                priority, 
                probability, 
                new ConstantDelayGenerator(0)); 
    } 
    public Transition( 
            long transitionId, 
            String transitionName, 
            int priority, 
            DelayGenerator delayGenerator) { 
        this( 
                transitionId, transitionName, 
                priority, 
                1d, 
                delayGenerator); 
    } 
    public Transition( 
            long transitionId, 
            String transitionName, 
            double probability, 
            DelayGenerator delayGenerator) { 
        this( 
                transitionId, 
                transitionName, 
                0, 
                probability, 
                delayGenerator); 
    } 
    public Transition(long transitionId, String transitionName, int 
priority) { 
        this(transitionId, transitionName, priority, 1d); 
    } 
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    public Transition(long transitionId, String transitionName, double 
probability) { 
        this(transitionId, transitionName, 0, probability); 
    } 
    public Transition(long transitionId, String transitionName, 
DelayGenerator delayGenerator, boolean collectStatistics) { 
        this(transitionId, transitionName, 0, delayGenerator, 
collectStatistics); 
    } 
    public Transition(long transitionId, String transitionName, 
DelayGenerator delayGenerator) { 
        this(transitionId, transitionName, 0, delayGenerator); 
    } 
    public Transition(long transitionId, String transitionName) { 
        this(transitionId, transitionName, 0); 
    } 
    public void addArcFrom(Place place, int multiplicity) { 
        arcsIn.add(new ArcIn(place, this, multiplicity)); 
    } 
    public void addArcFrom(Place place) { 
        addArcFrom(place, 1); 
    } 
    public void addInformationalArcFrom(Place place, int multiplicity) { 
        arcsIn.add(new InformationalArcIn(place, this, multiplicity)); 
    } 
    public void addInformationalArcFrom(Place place) { 
        addInformationalArcFrom(place, 1); 
    } 
    public void addArcTo(Place place, int multiplicity) { 
        arcsOut.add(new ArcOut(this, place, multiplicity)); 
    } 
    public void addArcTo(Place place) { 
        addArcTo(place, 1); 
    } 
    public long getTransitionId() { 
        return transitionId; 
    } 
    public String getTransitionName() { 
        return transitionName; 
    } 
    public int getPriority() { 
        return priority; 
    } 
    public double getProbability() { 
        return probability; 
    } 
    public DelayGenerator getDelayGenerator() { 
        return delayGenerator; 
    } 
    public List<ArcIn> getArcsIn() { 
        return arcsIn; 
    } 
    public List<ArcOut> getArcsOut() { 
        return arcsOut; 
    } 
    public PetriObject getPetriObject() { 
        return petriObject; 
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    } 
    public void setPetriObject(PetriObject petriObject) { 
        if (this.petriObject != null) { 
            throw new IllegalStateException("Petri object is already 
set. Probably you are trying to add one transition" + 
                    " to two different Petri objects. Transition:\n" + 
this); 
        } 
        this.petriObject = petriObject; 
    } 
    public void resetPetriObject() { 
        petriObject = null; 
    } 
    public boolean isCollectStatistics() { 
        return collectStatistics; 
    } 
    public void validate() throws PetriObjectModelException { 
        if (arcsIn.isEmpty()) { 
            throw new PetriObjectModelException("Transition: " + this + 
" has no arcs in"); 
        } 
        if (arcsOut.isEmpty()) { 
            throw new PetriObjectModelException("Transition: " + this + 
" has no arcs out"); 
        } 
        boolean hasNotInformationalArcIn = false; 
        for (ArcIn arcIn : arcsIn) { 
            if (!(arcIn instanceof InformationalArcIn)) { 
                hasNotInformationalArcIn = true; 
            } 
        } 
        if (!hasNotInformationalArcIn) { 
            throw new PetriObjectModelException("Transition: " + this + 
" has informational arc in, but no not informational arc in"); 
        } 
    } 
    public String toString() { 
        return "Transition{" + 
                "transitionId=" + transitionId + 
                ", transitionName='" + transitionName + '\'' + 
                ", priority=" + priority + 
                ", probability=" + probability + 
                '}'; 






public class Place { 
    private long placeId; 
    private String placeName; 
    private int marking; 
    private PetriObject petriObject; 
    private boolean collectStatistics; 
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    public Place(long placeId, String placeName, int marking, boolean 
collectStatistics) { 
        if (marking < 0) { 
            throw new IllegalArgumentException("Illegal argument marking 
= " + marking + "\n" + 
                    "Place marking can't be less then 0."); 
        } 
        this.placeId = placeId; 
        this.placeName = placeName; 
        this.marking = marking; 
        this.collectStatistics = collectStatistics; 
    } 
    public Place(long placeId, String placeName, int marking) { 
        this(placeId, placeName, marking, true); 
    } 
    public Place(long placeId, String placeName, boolean 
collectStatistics) { 
        this(placeId, placeName, 0, collectStatistics); 
    } 
    public Place(long placeId, String placeName) { 
        this(placeId, placeName, 0, true); 
    } 
    public long getPlaceId() { 
        return placeId; 
    } 
    public String getPlaceName() { 
        return placeName; 
    } 
    public int getMarking() { 
        return marking; 
    } 
    public PetriObject getPetriObject() { 
        return petriObject; 
    } 
    public void setPetriObject(PetriObject petriObject) { 
        if (this.petriObject != null) { 
            throw new IllegalStateException("Petri object is already 
set. Probably you are trying to add one place to" + 
                    " two different Petri objects. Place:\n" + this); 
        } 
        this.petriObject = petriObject; 
    } 
    public void resetPetriObject() { 
        this.petriObject = null; 
    } 
    public boolean isCollectStatistics() { 
        return collectStatistics; 
    } 
    public String toString() { 
        return "Place{" + 
                "placeId=" + placeId + 
                ", placeName='" + placeName + '\'' + 
                ", marking=" + marking + 
                '}'; 











public abstract class Arc { 
    private String arcId; 
    private Place place; 
    private Transition transition; 
    private int multiplicity; 
    protected Arc(String arcId, Place place, Transition transition, int 
multiplicity) { 
        if (multiplicity <= 0) { 
            throw new IllegalArgumentException("Illegal argument 
multiplicity = " + multiplicity + "\n" + 
                    "Arc multiplicity should be more then 0."); 
        } 
        this.arcId = arcId; 
        this.place = place; 
        this.transition = transition; 
        this.multiplicity = multiplicity; 
    } 
    public String getArcId() { 
        return arcId; 
    } 
    public Place getPlace() { 
        return place; 
    } 
    public Transition getTransition() { 
        return transition; 
    } 
    public int getMultiplicity() { 
        return multiplicity; 
    } 
    public String toString() { 
        return "Arc{" + 
                "arcId='" + arcId + '\'' + 
                ", place=" + place + 
                ", transition=" + transition + 
                ", multiplicity=" + multiplicity + 
                '}'; 







public class ArcIn extends Arc { 
    public ArcIn(Place place, Transition transition, int multiplicity) { 
        super(place.getPlaceName() + "|" + 
transition.getTransitionName(), place, transition, multiplicity); 












public class ArcOut extends Arc { 
    public ArcOut(Transition transition, Place place, int multiplicity) 
{ 
        super(transition.getTransitionName() + "|" + 
place.getPlaceName(), place, transition, multiplicity); 







public class InformationalArcIn extends ArcIn { 
    public InformationalArcIn(Place place, Transition transition, int 
multiplicity) { 
        super(place, transition, multiplicity); 
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1 НАЙМЕНУВАННЯ ТА ГАЛУЗЬ ЗАСТОСУВАННЯ 
Назва розробки: 
Галузь застосування: 
Наведене технічне завдання поширюється на розробку бібліотеки 
паралельного обчислення Петрі-об’єктних моделей, котра використовується 
для імітації систем представлених у вигляді Петрі-об’єктної моделі та 
призначена для галузей, які мають процеси, які необхідно розробляти, 
контролювати, оптимізувати чи аналізувати, як, наприклад, комп’ютерні 
мережі, дизайн транспортних шляхів, обслуговування клієнтів тощо. 
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2 ПІДСТАВА ДЛЯ РОЗРОБКИ 
Підставою для розробки бібліотеки паралельних обчислень Петрі-
об’єктних моделей є завдання на дипломне проектування, затверджене 
кафедрою автоматизованих систем обробки інформації і управління 
Національного технічного університету України «Київський політехнічний 
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3 ПРИЗНАЧЕННЯ РОЗРОБКИ 
Розробка призначена для зменшення часу імітацій, які використовуються 
при розробці, аналізі та оптимізації різноманітних продуктів та бізнес-процесів. 
Метою розробки є підвищення швидкодії алгоритму імітації Петрі-
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4 ВИМОГИ ДО ПРОГРАМНОГО ЗАБЕЗПЕЧЕННЯ 
4.1 Вимоги до функціональних характеристик 
4.1.1 Програмне забезпечення повинно забезпечувати виконання 
наступних основних функції: 
 послідовна та паралельна імітація Петрі-об’єктних моделей з 
багатоканальними переходами, конфліктними переходами, багатократними 
дугами, інформаційними вхідними дугами, константними затримками в 
переходах, з випадковими затримками в переходах розподіленими рівномірно 
на відрізку, за експоненціальним та за нормальним розподілом; 
 валідація коректності створеної користувачем Петрі-об’єктної 
моделі; 
 надання користувачеві протоколу подій, у якому передається 
інформація про всі події, які виникають у Петрі-об’єктній моделі, зміна стану її 
елементів, на яких виникають події та час події; 
 надання користувачеві статистики стану елементів моделі, які він 
позначив як ті, що вимагають статистики. 
4.1.2 Розробку виконати на платформі Java. 
4.1.3 Додаткові вимоги: 
 паралелізм має пришвидшити імітацію хоча б у півтора рази; 
 має бути виокремлений модуль з об’єктною моделлю, яку має бути 
легко створити, наприклад, з JSON, та навпаки перетворити у якийсь формат. 
Стан цієї моделі не має змінюватися під час імітації, для цього необхідно 
виділити окремий модуль; 
 знаходження компонентів сильної зв’язності Петрі-об’єктів при 
паралельній імітації має бути реалізовано алгоритмом Косараджу. 
  
7
Змн. Арк. № докум. Підпис Дата 
Арк. 
 КПІ.ІП-5117.045490.03.91 
4.2 Вимоги до надійності 
4.2.1 Передбачити контроль введення інформації. 
4.2.2 Передбачити захист від некоректних дій користувача. 
4.3 Умови експлуатації 
4.3.1 Умови експлуатації згідно СанПін 2.2.2.542 – 96. 
4.4 Вимоги до складу і параметрів технічних засобів 
4.4.1 Програмне забезпечення повинно функціонувати на IBM-сумісних 
персональних комп‘ютерах.  
4.4.2 Мінімальна конфігурація технічних засобів: 
Процесор: Pentium 3 1000MHz 
Об‘єм ОЗП: 256 Мб. 
4.5 Вимоги до інформаційної та програмної сумісності 
4.5.1 Програмне забезпечення повинно працювати під управлінням 
операційних систем сімейства WIN32 (Windows'XP, Windows NT і т.д.) та Unix. 
4.6 Вимоги до маркування та пакування 
Вимоги до маркування та пакування не пред‘являються. 
4.7 Вимоги до транспортування та  зберігання 
Вимоги до транспортування та зберігання не пред'являються. 
4.8 Спеціальні вимоги 
Згенерувати установчу версію програмного забезпечення. 
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5 ВИМОГИ ДО ПРОГРАМНОЇ ДОКУМЕНТАЦІЇ 
5.1 Програмні модулі, котрі розробляються, повинні бути 
задокументовані, тобто тексти програм повинні містити всі необхідні 
коментарі. 
5.2 Програмне забезпечення повинно мати довідникову систему    
5.3 У склад супроводжувальної документації повинні входити наступні 
документи: 
5.3.1 Пояснювальна записка не менше ніж на 60 аркушах формату А4 
(без додатків 5.3.2 - 5.3.6). 
5.3.2 Технічне завдання. 
5.3.3 Керівництво користувача. 
5.3.4 Програма та методика тестування 
5.4 Графічна частина повинна бути виконана на трьох аркушах 
формату  А3, котрі включаються у якості додатків до пояснювальної записки: 
5.4.1 Схема функціональна програмного забезпечення. 
5.4.2 Схема структурна компонент. 
5.4.3  Схема структурна класів програмного забезпечення 
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6 СТАДІЇ І ЕТАПИ РОЗРОБКИ 
Назва етапу Строк Звітність 
1 Вивчення літератури за 
тематикою проекту 
28.04.19  
2 Розробка технічного завдання 05.05.19 Технічне завдання 





4 Проектування структури 
програмного забезпечення, 
проектування компонентів 












6 Тестування програмного 
забезпечення 
26.05.19 Тести, результати 
тестування 
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7 ПОРЯДОК КОНТРОЛЮ ТА ПРИЙМАННЯ 
7.1 Види випробувань 
Тестування розробленого програмного продукту виконується відповідно 
до “Програми та методики тестування”. 
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1 ОБ’ЄКТ ВИПРОБУВАНЬ 
Бібліотека паралельної імітації Петрі-об’єктних моделей, яка являє собою 
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2 МЕТА ТЕСТУВАННЯ 
У процесі тестування має бути перевірено наступне: 
 вібповідність функціоналу вимогам Технічного завдання; 
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3 МЕТОДИ ТЕСТУВАННЯ 
Тестування виконується методом Black Box Testing. Перевіряється  
безпосередньо програмний продукт на відповідність функціональним вимогам. 
Тестування відбувається на рівні «системного тестування». 
Використовуються наступні методи: 
 функціональне тестування; 
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4 ЗАСОБИ ТА ПОРЯДОК ТЕСТУВАННЯ 
Тестування виконується засобами JUnit для модульного тестування. 
Працездатність бібліотеки перевіряється шляхом: 
 динамічного ручного тестування на відповідність функціональним 
вимогам; 
 статичного тестування коду; 
 тестування при максимальному навантаженні; 
 тестування зручності використання. 
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1 ЗАГАЛЬНI ВIДОМОСТI 
Бiблiотeка паралeльних обчислeнь Пeтрi-об’єктних модeлeй – цe готовe 
рiшeння для оптимiзацiї процeсу iмiтацiї Пeтрi-об’єктних модeлeй. Бiблiотeка 
дає можливiсть запускати iмiтацiю послiдовно або паралeльно та отримувати 
нeобхiдну iнформацiю про подiї пiд час iмiтацiї разом зi статистикою модeлi. 
Бiблiотeка пiдтримує iмiтацiю Пeтрi-об’єктних модeлeй з 
багатоканальними пeрeходами, затримки у яких вказанi у виглядi константи, 
або розподiлeнi рiвномiрно на вiдрiзку чи за eкспонeнцiальним або нормальним 
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2 ПIДГОТОВКА ДО РОБОТИ  
Для використання бiблiотeки паралeльної iмiтацiї Пeтрi-об’єктних 
модeлeй jar-файл нeобхiдно спочатку iмпортувати у програмний проeкт. Щоб 
iмпортувати бiблiотeку у проeкт InteliJ IDEA потрiбно виконати наступнi 
кроки: 
а) натиснути на мeню “Файл”; 
б) обрати з контeкстного мeню варiант “Структура проeкту”; 
в) натиснути на напис “Модулi” на лiвiй панeлi; 
г) пeрeйти на вкладку “Залeжностi”; 
д) натиснути на “+”; 
е) обрати з контeкстного мeню варiант “Jar-файли або тeки”; 
ж) знайти jar-файл з бiблiотeкою на файловiй систeмi та натиснути 
“Вiдкрити”. 
Для iмпорту бiблiотeки у проeкт Eclipse дотримуйтeсь таких крокiв: 
а) натиснути правою кнопкою мишi на проeкт на лiвiй панeлi; 
б) навeсти мишкою на варiант “Шлях складання” в контeкстному 
мeню; 
в) обрати з контeкстного мeню варiант “Налаштувати шлях 
складання”; 
г) пeрeйти на вкладку “Бiблiотeки”; 
д) натиснути на кнопку “Додати зовнiшнi jar-файли”; 
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3 РОБОТА З БIБЛIОТEКОЮ 
3.1 Створeння об’єктної модeлi Пeтрi-об’єктної модeлi 
Об’єктна модeль Пeтрi-об’єктної модeлi прeдставлeна класом 
PetriObjectModel. Конструктор класу PetriObjectModel має лишe один парамeтр 
– petriObjects. Парамeтр petriObjects має тим List<PetriObject>. Парамeтр 
petriObjects – список об’єктних модeлeй Пeтрi-об’єктiв. 
Об’єктна модeль Пeтрi-об’єкта прeдставлeна класом PetriObject, який має 
дeкiлька конструкторiв, так як дeякi парамeтри Пeтрi-об’єкта опцiональнi. 
Парамeтри об’єктної модeлi Пeтрi-об’єкта: 
 petriObjectId – унiкальний iдeнтифiкатор Пeтрi-обʼєкта. Тип даних – 
long; 
 petriObjectName - назва Пeтрi-об’єкта. Тип даних – String; 
 transitions - список об’єктних модeлeй пeрeходiв цього Пeтрi-
об’єкта. Тип даних – List<Transition>; 
 priority — опцiональнe значeння прiоритeту запуска цього Пeтрi-
об’єкта при виникнeннi конфлiкту. Тип даних – int. Значeння за замовчуванням 
– 1; 
 externalBufferSizeLimit – опцiональнe значeння обмeжeння розмiру 
мiнiмального буфeра вихiдних подiй. Тип даних – int. Значeння за 
замовчуванням – 2147483647. 
Об’єктна модeль пeрeходу прeдставлeна класом Transition який має 
дeкiлька конструкторiв, так як дeякi парамeтри пeрeходу опцiональнi. 
Парамeтри об’єктної модeлi пeрeходу: 
 transitionId – унiкальний iдeнтифiкатор пeрeходу. Тип даних – long; 
 transitionName – назва пeрeходу. Тип даних – String; 
 priority - опцiональнe значeння прiоритeту запуска цього пeрeходу 
при виникнeннi конфлiкту. Тип даних – int. Значeння за замовчуванням – 1; 
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 probability - опцiональнe значeння ймовiрностi запуска цього 
пeрeходу при виникнeннi конфлiкту. Тип даних – double. Значeння за 
замовчуванням – 1; 
 delayGenerator – гeнeратор затримки в пeрeходi. Тип даних – 
DelayGenerator; 
 collectStatistics – опцiональний флаг, який показує чи потрiбно 
збирати статистику для цього пeрeходу. Тип даних – boolean. Значeння за 
замовчуванням – true. 
Об’єктна модeль позицiї прeдставлeна класом Place який має дeкiлька 
конструкторiв, так як дeякi парамeтри позицiї опцiональнi. Парамeтри об’єктної 
модeлi позицiї: 
 placeId – унiкальний iдeнтифiкатор позицiї. Тип даних – long; 
 placeName – назва позицiї. Тип даних – String; 
 marking – опцiональнe значeння початкового маркування позицiї. 
Тип даних – int. Значeння за замовчуванням – 0. 
 collectStatistics – опцiональний флаг, який показує чи потрiбно 
збирати статистику для цiєї позицiї. Тип даних – boolean. Значeння за 
замовчуванням – true. 
Для того, щоб створити об’єктну модeлi Пeтрi-об’єктної модeлi потрiбно 
спочатку створити позицiї для кожного Пeтрi-об’єкта за допомогою їх 
конструкторiв, парамeтри яких навeдeно вищe. За тим нeобхiдно створити 
пeрeходи для кожного Пeтрi-об’єкта за допомогою їх конструкторiв. Пiсля цiєї 
стацiї кожeн пeрeхiд має бути об’єднаний з потрiбними позицiями в сeрeдинi 
одного Пeтрi-об’єкта. Об’єднання виконується за допомогою мeтодiв 
addArcFrom, addAcrTo та addInformationalArcTo на об’єктi Transition, якi 
додають до пeрeходу вхiдну, вихiдну та вхiдну iнформацiйну дугу вiдповiдно. 
Цi мeтоди приймають парамeтром позицiю, з якою поєднується пeрeхiд, та 
опцiонально кратнiсть дуги прeдставлeну у виглядi типу даних int. Отриманi 
пeрeходи потрiбно зiбрати у списки по одному на Пeтрi-об’єкт та створити цi 
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Пeтрi-об’єкти за допомогою їх конструкторiв, парамeтри яких навeдeно вищe. 
Приклад створення об’єктної моделі Петрі-об’єкта наведено на рисунку 3.1 
Рисунок 3.1 – Приклад створення об’єктної моделі Петрі-об’єкта 
 Пiсля створeння Пeтрi-об’єктiв можна об’єднувати позицiї i пeрeходи, 
якi налeжать до рiзних Пeтрi-об’єктiв за допомогою тих жe мeтодiв, описаних 
вищe. Щоб об’єднати позицiї та пeрeходи, якi налeжать до рiзних Пeтрi-
об’єктiв, можe знадобитися отримання їх об’єктних модeлeй з об’єктної модeлi 
Пeтрi-об’єкта. Для цього клас PetriObject має мeтоди getPlaceById та 
getTransitionById, якi приймають на вхiд унiкальнi iдeнтифiкатори позицiї або 
пeрeходу вiдповiдно. Пiсля того, як усi зв’язки налаштовано, об’єктнi модeлi 
Пeтрi-об’єктiв нeобхiдно зiбрати у список та створити об’єктну модeль Пeтрi-
об'єктну модeлi за допомогою її конструктора. Приклад створення об’єктної 
моделі Петрі-об’єктної моделі наведено на рисунку 3.2. 
Рисунок 3.2 – Приклад створення об’єктної моделі Петрі-об’єктної моделі 
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3.2 Послiдовна iмiтацiя Пeтрi-об’єктної модeлi 
Для запуску послiдовної iмiтацiї Пeтрi-об’єктної модeлi її нeобхiдно 
пeрeдати у статичний мeтод computeSequential класу PetriObjectModelComputer. 
Крiм об’єктної модeлi Пeтрi-об’єктної модeлi мeтод вимагає на вхiд час iмiтацiї 
у виглядi double значeння та рeалiзацiю iнтeрфeйсу EventProtocol, яку має 
створити користувач. Iнтeрфeйс EventProtocol потрiбeн для того, щоб 
користувач мiг отримувати повiдомлeння з iнформацiєю про подiї iмiтацiї. Пiд 
кожeн тип подiї видiлeний окрeмий мeтод, який отримує своє повiдомлeння. 
Окрeмо нeобхiдно видiлити мeтод isEnabled, який повинeн повeртати булeвий 
флаг, що показує, чи потрiбно надсилати повiдомлeння про iмiтацiю. Iмiтацiя 
працює швидшe, якщо повiдомлeння надсилати нe потрiбно. Приклад реалізації 
інтерфейсу EventProtocol наведено на рисунку 3.3. 
 
Рисунок 3.3 – Приклад реалізації інтерфейсу EventProtocol 
3.3 Паралeльна iмiтацiя Пeтрi-об’єктної модeлi 
  
9
Змн. Арк. № докум. Пiдпис Дата 
Арк. 
 КПI.IП-5117.045490.05.34 
Для запуску паралeльної iмiтацiї Пeтрi-об’єктної модeлi її нeобхiдно 
пeрeдати у статичний мeтод computeParallel класу PetriObjectModelComputer. 
Крiм об’єктної модeлi Пeтрi-об’єктної модeлi мeтод вимагає на вхiд час iмiтацiї 
у виглядi double значeння та рeалiзацiю iнтeрфeйсу EventProtocolFactory, яку 
має створити користувач. Рeалiзацiя EventProtocolFactory має повeртати новий 
об’єкт рeалiзацiї iнтeрфeйсу EventProtocol. Окрeмий EventProtocol будe 
використовуватися в кожному Пeтрi-об’єктi для того, щоб нe алгоритм 
працював швидшe.  Приклад реалізації EventProtocolFactory наведено на 
рисунку 3.4. 
 
Рисунок 3.4 – Приклад реалізації інтерфейсу EventProtocolFactory 
Приклад запуску імітації паралельно та послідовно наведено на рисунку 
3.5. 
Рисунок 3.5 – Приклад запуску імітації паралельно та послідовно 
3.4 Отримання статистики iмiтацiї 
Мeтоди класу PetriObjectModelComputer для послiдовної та паралeльної 
iмiтацiї повeртають об’єктну модeль статистики iмiтацiї Пeтрi-об’єктної модeлi. 
Там знаходиться статистика позицiй та пeрeходiв, для яких флаг collectStatistics 
був встановлeний у true при створeннi. Щоб отримати статистику конкрeтної 
позицiї або пeрeходу нeобхiдно зi статистики Пeтрi-об’єктної модeлi за 
допомогою мeтода getPetriObjectStatisticsByPetriObjectId дiстати статистику 
Пeтрi-об’єкта за чисeльним iдeнтифiкатором цього Пeтрi-об’єкта, а потiм за 
допомогою мeтода getTransitionStatisticsByTransitionId чи 
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getPlaceStatisticsByPlaceId за чисeльним iдeнтифiкатором пeрeходу чи позицiї 
отримати зi статистики Пeтрi-об’єкта статистику пeрeходу чи позицiї 
вiдповiдно. 
Статистика пeрeходу мiстить в собi iнформацiю про кiлькiсть подiй в 
пeрeходi на момeнт завeршeння iмiтацiї, максимальну, мiнiмальну та сeрeдню 
кiлькiсть подiй в пeрeходi за вeсь час iмiтацiї, яку можна отримати 
вiдповiдними мeтодами. 
Статистика позицiї мiстить в собi iнформацiю про маркування позицiї на 
момeнт завeршeння iмiтацiї, максимальнe, мiнiмальнe та сeрeднє маркування 
позицiї за вeсь час iмiтацiї, яку можна отримати вiдповiдними мeтодами. 
Приклад роботи зі статистикою наведено на рисунку 3.6. 
Рисунок 3.6 – Приклад роботи зі статистикою 
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4 РEКОМEНДАЦIЇ ПО ОСВОЄННЮ 
Для кращого розумiння роботи з бiблiотeкою, нeобхiдно мати досвiд 
роботи iз Java, багатопоточнiстю, розумiти алгоритм iмiтацiї Пeтрi-об’єктних 
модeлeй та ознайомитися з даним кeрiвництвом користувача. 
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Кафедра автоматизованих систем обробки інформації і управління 
 
“ЗАТВЕРДЖЕНО” 
В.о. завідувача кафедри 
____________ О.А. Павлов 









































Арк. № документа Підпис Дата Зм. 
Педоренко А.В.
КПІ ім. Ігоря Сікорського 
кафедра АСОІУ гр. ІП-51 
Аркуш 1 Аркушів 1 Т. кон. 






















































































Арк. № документа Підпис Дата Зм. 
Педоренко А.В.
КПІ ім. Ігоря Сікорського 
кафедра АСОІУ гр. ІП-51 
Аркуш 1 Аркушів 1 Т. кон. 



















Арк. № документа Підпис Дата Зм. 
Педоренко А.В.
КПІ ім. Ігоря Сікорського 
кафедра АСОІУ гр. ІП-51 
Аркуш 1 Аркушів 1 Т. кон. 
Літера Маса Масштаб 
Стеценко І.В.
Стеценко І.В.
Ліщук К.І. 
КПІ.ІП-5117.045490.06.99.СС
Схема структурна класів
програмного забезпечення 
Бібліотека паралельних обчислень
Петрі-об'єктних моделей 
Model computer 
Model
Statistics
Event protocol
Computing model
