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Resumen
En este trabajo, se presenta un nuevo algoritmo de desrefinamiento para mallas de tetraedros no-
estructuradas. El algoritmo es el inverso del algoritmo de refinamiento de Plaza y Carey14. Ambos al-
goritmos funcionan de forma automa´tica. El algoritmo de refinamiento se puede aplicar a cualquier malla
inicial de tetraedros. De igual manera el desrefinamiento se puede usar para conseguir una malla ma´s grosera
a partir de una secuencia de mallas encajadas obtenidas por medio de la aplicacio´n reiterada del algoritmo
de refinamiento. La combinacio´n de ambos algoritmos se puede usar para resolver problemas dependientes
del tiempo en dimensio´n tres, de forma similar a como ya se han usado algoritmos ana´logos en dimensiones
inferiores Ferragut et al.5.
A SKELETON-BASED DEREFINEMENT ALGORITHM FOR TETRAEDRAL GRIDS
Summary
In the present study, a novel three dimensional derefinement algorithm for nested tetrahedral grids based on
bisection is presented. This algorithm is the inverse algorithm scheme first developed by Plaza and Carey14.
Both schemes are fully automatic. The refinement algorithm can be applied to any initial tetrahedral mesh
without any preprocessing. Similarly the derefinement scheme can be used to get a coarser mesh from a
sequence of nested tetrahedral meshes obtained by successive aplication of the refinement algorithm. The
refinement and derefinement schemes can be easily combined to deal with time dependent problems. These
combinations depend only on a few parameters that are fixed into the input data for the user, in the same
manner in which anologous algorithms for lower dimensions have been already used Ferragut et al.5.
INTRODUCCIO´N
En los u´ltimos an˜os se han desarrollado diferentes te´cnicas de reﬁnamiento para triangula-
ciones bidimensionales y que posteriormente han sido extendidas a 3D. Incluso se han usado
conceptos de geometr´ıa fractal y sistemas de funciones iteradas3,13. Para un tratamiento
detallado sobre reﬁnamiento local de mallas ve´ase por ejemplo4.
Un algoritmo en 2D basado en la biseccio´n es el 4T de Rivara18,19,21 . La Figura 1 muestra
la aplicacio´n de este algoritmo a un solo tria´ngulo. No´tese que el primer paso, (Figura 1a),
consiste en la biseccio´n del tria´ngulo por el lado mayor.
c©Universitat Polite`cnica de Catalunya (Espan˜a). ISSN: 0213–1315 Recibido: Enero 1999
472 A. Plaza y M.A. Padro´n
Figura 1. El algoritmo 4T de Rivara
Tambie´n en dimensio´n tres se han desarrollado algunas te´cnicas en los u´ltimos an˜os tanto
para el reﬁnamiento como para el desreﬁnamiento de mallas de tetraedros. Algoritmos basa-
dos en la biseccio´n por la arista mayor son los de Rivara y Levin23 y el de Muthukrishnan
et al.12. Los algoritmos de Ba¨nsch2 y Liu y Joe8,9 dividen cada tetraedro en ocho subtetrae-
dros mediante biseccio´n reiterada de las aristas. Otros algoritmos semejantes se encuentran
en1,7,10,11 . Sin embargo estos algoritmos no se pueden aplicar en general a cualquier malla
inicial y necesitan algu´n tipo de pre-proceso.
Recientemente Plaza y Carey14,15,24 han presentado una generalizacio´n del algoritmo 4-
T de Rivara a dimensio´n tres. El algoritmo de Plaza y Carey opera en primer lugar en
el esqueleto de la malla (esto es, el conjunto de las caras triangulares de los tetraedros)
para dividir despue´s el interior de cada tetraedro de forma congruente con la subdivisio´n
de sus caras. Del mismo modo, el algoritmo de desreﬁnamiento aqu´ı presentado trabaja en
primer lugar en el esqueleto de la triangulacio´n 3D, asegurando la conformidad de la malla
que aparecera´, para ﬁnalmente, reconstruir el interior de cada tetraedro. En esta segunda
tarea (la redeﬁnicio´n del interior de cada tetraedro) se utiliza la parte correspondiente del
algoritmo de reﬁnamiento, lo que simpliﬁca el proceso. Ambos algoritmos se pueden aplicar
a cualquier triangulacio´n inicial y no necesitan ningu´n tipo de pre-proceso.
El art´ıculo esta´ organizado como sigue: en primer lugar se recogen algunas deﬁniciones.
En la segunda seccio´n se resume el algoritmo de reﬁnamiento en 3D. Despue´s se presentan
los algoritmos de desreﬁnamiento en 2D y 3D basados en el esqueleto. A continuacio´n se
muestra el esquema de la combinacio´n de ambos algoritmos para la resolucio´n de problemas
evolutivos. Por u´ltimo se ofrecen algunos ejemplos nume´ricos.
Definiciones
Sea V = {X0,X1, . . . ,Xm} un conjunto de m + 1 puntos de Rn (0 ≤ m ≤ n) tales que
{
−→
X0Xi : 1 ≤ i ≤ m} es un conjunto de vectores linealmente independientes. Entonces la
envoltura cerrada convexa de V , denotada por S =< V >=< X0,X1, . . . ,Xm > se llama m-
simplex en Rn, y los puntos X0, . . . ,Xm son llamados ve´rtices de S. El nu´mero m se dice que
es la dimensio´n de S. De esta manera un tetraedro (cerrado) se deﬁne por el conjunto (no or-
denado) de sus ve´rtices < X0,X1,X2,X3 >, y una cara por sus tres ve´rtices (< Xi,Xj ,Xk >.
Una arista queda deﬁnida por un par de ve´rtices distintos < Xi,Xj >. Ve´rtices, arista, caras
y tetraedros son, respectivamente 0−, 1−, 2−, y 3−s´ımplices. Cualquier i−simplex contenido
en un n−simplex S (con i < n) sera´ denominado i−s´ımplex o´ i−cara de S.
Sea Ω un conjunto acotado de Rn (n = 3, aunque la deﬁnicio´n es va´lida en general)
con interior no vac´ıo
◦
Ω = ∅, y frontera ∂Ω poligonal. Una particio´n de Ω en n−s´ımplices
τ = {t1, . . . , tn} se denominara´ una triangulacio´n de Ω. Dos s´ımplices ti, tj de τ se dicen
adyacentes si ti
⋂
tj = ∅. Si τ es tal que s´ımplices adyacentes comparten una cara entera,
o´ una arista entera o´ un ve´rtice, se dice que τ es una triangulacio´n conforme. El conjunto
skt(τ) = {f : f es una (n− 1)-cara de algu´n ti, con ti ∈ τ} se denominara´ (n− 1)-esqueleto
de τ , tambie´n denotado por (n−1)− skt(τ). Por ejemplo, el esqueleto de una triangulacio´n
en dimensio´n tres esta´ compuesto por las caras triangulares de los tetraedros. No´tese que
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el concepto de una malla de s´ımplices conforme es aplicable al skt(τ) por estar compuesto
por (n− 1)-s´ımplices. Por tanto, si τ es conforme, skt(τ) es tambie´n conforme.
Dos triangulaciones (conformes) τ y τ ∗ de un mismo conjunto acotado Ω se llamara´n
encajadas o´ anidadas, y escribiremos τ < τ ∗ si se cumple la siguiente condicio´n: ∀ t ∈
τ, ∃ t1, . . . , tp ∈ τ ∗ tal que t = t1 ∪ . . .∪ tp. Diremos tambie´n que τ es ma´s grosera que τ ∗,
o´ que τ ∗ es ma´s ﬁna que τ .
A partir de una malla inicial τ en la que se realizan sucesivos reﬁnamientos por biseccio´n,
se obtiene una secuencia de triangulaciones anidadas. En una secuencia de triangulaciones
encajadas, los conjuntos de nodos tambie´n son encajados. De hecho podemos hablar de
nodos propios y nodos heredados como se deﬁne a continuacio´n.
Sea T = {τ1 < τ2 < . . . < τn} una secuencia de mallas encajadas, donde τ1 representa la
malla inicial, y sea τj alguna triangulacio´n de T . Un nodo N de τj se llamara´ nodo propio
de τj si ese nodo no pertenece a ningu´n nivel anterior de la malla. De lo contrario, N se
denominara´ nodo heredado en τj . Las aristas, caras y elementos son nombrados de la misma
forma16. Los nodos propios de τj tambie´n se denominan nodos j-nuevos por Rivara 20.
Figura 2. Envoltura de una arista relativa a la teselacio´n
Al aplicar el reﬁnamiento por medio de la biseccio´n de los elementos, denominamos
arista entorno de un nodo N a la arista en la cual N es el punto medio. Para cada arista
E llamamos envoltura de E , y la denotamos por h(E), al conjunto de elementos que esta´n
compartiendo la arista E. Este conjunto en general es no convexo. En la Figura 2 se
dibujan la arista entorno de un nodo (en negro) y la envoltura de su arista entorno. Si la
arista tiene un nodo en su punto medio, como en el caso de la ﬁgura anterior, el conjunto
de nodos extremos de la envoltura (que son los puntos blancos en la ﬁgura) se denominara´
mole´cula para el nodo negro de la ﬁgura. Obse´rvese que esta deﬁnicio´n puede ser extendida
a cualquier dimensio´n.
EL PROCESO DE REFINAMIENTO
El algoritmo de reﬁnamiento en 3D se basa en la aplicacio´n del algoritmo de reﬁnamiento
en 2D al esqueleto de una malla de tetraedros. Por eso, primero mostramos co´mo trabaja
la versio´n bidimensional. La Figura 3a representa una triangulacio´n inicial en la cual el
tria´ngulo t va a ser subdividido. El primer paso del algoritmo es la subdivisio´n de las aristas
de t (Figura 3b). Despue´s el tria´ngulo adyacente t∗ es examinado para asegurar de esta
forma la conformidad. Este proceso termina cuando ya no quedan ma´s tria´ngulos vecinos
en los que se tenga que asegurar la conformidad (Figura 3c). Finalmente se divide cada
tria´ngulo en dos, tres o´ cuatro tria´ngulos-hijos, dependiendo del nu´mero de aristas divididas
que contenga (Figura 3d).
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Figura 3. Algoritmo de refinamiento en 2D
El pseudo-co´digo del procedimiento que asegura la conformidad de la malla en 2D se
expone a continuacio´n:
Para cada arista e de t, hace
Marca el punto medio de e.
/* sea t∗ el tria´ngulo vecino de t por la arista e,
y l(t∗) la arista mayor de t∗ */
Mientras l(t) = l(t∗), hace
An˜ade t∗ a la lista L.
Marca el punto medio de la arista l(t∗).
l(t) = l(t∗); t = t∗
/* sea t∗ el vecino de t a trave´s de la arista l(t),
l(t∗) la arista mayor de t∗ */
Fin del mientras
Fin del para
En la Figura 4 se muestra el itinerario seguido para conseguir la conformidad. Las ﬂechas
indican que´ tria´ngulos vecinos han de examinarse.
Figura 4. Comprobacio´n de la conformidad local al refinar
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Se expone una versio´n del algoritmo en dimensio´n tres, en la que un so´lo tetraedro va a
ser dividido atendiendo al error local de la solucio´n14,15,24 . Sea este tetraedro t0 ∈ τ .
ENTRADA: {t0, τ}
L = {∅}
Sea L un vector de nuevos-nodos */
/* 1. Subdivisio´n de las aristas */
Para cada arista e ∈ t0, hace
Subdivide e, siendo Ne el nuevo nodo en el punto medio.
L = L ∪ {Ne}
Fin del para
/* 2. Se asegura la conformidad */
Mientras haya un nuevo nodo N ∈ L, con arista entorno E, hace
Para cada tetraedro t ∈ h(E), hace
Si t es no-conforme, entonces
Se divide la arista mayor de cada cara no-conforme f de t.
/* Sea Nf el nuevo nodo introducido */
L = L ∪ {Nf}
Si es el caso, e divide la arista de referencia de t.
/* Sea Nt el nuevo nodo introducido */
L = L ∪ {Nt}
Fin del si
Fin del para
L = L− {N}
Fin del mientras
/* 3. Subdivisio´n de las caras */
Para cada f ∈ skt(τ) que se ha de dividir, hace
Subdivide f .
Fin del para
/* 4. Subdivisio´n de los tetraedros */
Para cada t ∈ τ que se ha de dividir, hace
Subdivide internamente t.
Fin del para
SALIDA: Nueva malla τ ∗.
La arista de referencia de cada tetraedro es la de mayor longitud, salvo en el caso en el
que haya dos aristas comunes a dos caras triangulares y que sean las mayores para esas dos
caras. Este caso se corresponde con un tetraedro tipo 2 de los citados en la referencia14, y
puede tomarse cualquiera de esas dos aristas como la de referencia del tetraedro.
La Figura 5 muestra la aplicacio´n del algoritmo de reﬁnamiento a una malla inicial muy
simple compuesta por 2 tetraedros, (Figura 5a). El tetraedro 1-2-3 -4 va a ser reﬁnado
de acuerdo con un indicador de error (Figura 5b), y a continuacio´n el tetraedro vecino es
reﬁnado para asegurar la conformidad de la malla (ver Figura 5c en la que se introducen
los nodos N1 y N2). Finalmente, la Figura 5d presenta la divisio´n del 2-esqueleto y la
Figura 5e la malla ﬁnal donde se han deﬁnido los nuevos elementos. En esta u´ltima ﬁgura
se han resaltado las aristas internas que aparecen en los tetraedros al subdividirlos.































Figura 5. Ejemplo de aplicacio´n del algoritmo de refinamiento en 3D
EL ALGORITMO DE DESREFINAMIENTO
Para desreﬁnar una malla reﬁnada, se construye un algoritmo inverso del de reﬁnamiento.
Sin embargo, aunque este nuevo algoritmo es el inverso del de reﬁnamiento, es importante
hacer notar su mayor complejidad en el sentido de que ahora todos los niveles de la malla
esta´n implicados.
Un punto importante al desreﬁnar es que se necesita conocer la genealog´ıa de las aristas,
caras y elementos. Es decir, es necesario saber las aristas-hijas y la arista-padre para cada
arista, e igualmente para las caras y los elementos.
Para los nodos, aristas, caras y elementos asignamos una serie de vectores, llamados
vectores de desreﬁnamiento o indicadores de desreﬁnamiento. Estos vectores nos dan infor-
macio´n sobre el nivel en el que cada elemento es propio, adema´s de indicar si ese elemento
geome´trico debe permanecer o´ ha de ser eliminado.
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La condicio´n de desreﬁnamiento es aquella que un nodo N debe veriﬁcar para ser quitado.
Hemos usado en 3D la misma condicio´n que se ha usado en 2D5, es decir, la diferencia relativa
(y otras veces la absoluta) entre la solucio´n nume´rica en un nodo particular y la solucio´n
nume´rica promedio en los extremos de los nodos de la arista que contiene a dicho nodo. Si
esta diferencia es menor que un pequen˜o para´metro  > 0, el nodo puede eliminarse. Esto
es, si uh es la solucio´n nume´rica para una malla dada, y uih es la funcio´n interpolada de uh
en la malla desreﬁnada, obtendremos
‖uh − uih‖∞ = supx | uh(x)− uih(x) |< 
Ciertamente, el indicador de desreﬁnamiento no nos permite controlar el error de dis-
cretizacio´n. En los algoritmos adaptativos el control lo realiza usualmente el indicador de
error del proceso de reﬁnamiento. La idea es que al usar un paso de tiempo de integracio´n
una buena aproximacio´n de la solucio´n en el tiempo tn+1 = tn+∆tn, es la solucio´n en el paso
de tiempo anterior tn. As´ı que el indicador de desreﬁnamiento descrito se puede considerar
o´ptimo en el sentido de que una solucio´n dada es aproximada con un nu´mero mı´nimo de
nodos despue´s de desreﬁnar. Si δ > 0 es una tolerancia dada, para el error con la norma del
ma´ximo, un criterio pra´ctico ser´ıa elegir por ejemplo,  ≈ 0.1δ. De igual forma, se puede
elegir  como una pequen˜a parte de ‖u‖∞ o usar algu´n otro valor caracter´ıstico de acuerdo
con el problema que se estudia o´ el rango esperado de la solucio´n.
Sin embargo se debe hacer notar que los algoritmos son independientes del criterio
de reﬁnamiento o´ de la condicio´n de desreﬁnamiento utilizada. Tambie´n se pueden usar
fo´rmulas ma´s complicadas que involucren aproximaciones hasta la segunda derivada de la
solucio´n, o incluso sobre los tetraedros en lugar de los nodos.
Por u´ltimo llamaremos a un nodo propio N candidato a ser eliminado, si N puede ser
quitado de la malla. Esto quiere decir que la conformidad se asegura manteniendo algunos
nodos que de otra forma, dada la condicio´n de desreﬁnamiento, podr´ıan ser eliminados.
Las ideas y deﬁniciones anteriores son aplicables tanto al caso bidimensional como al
caso tridimensional. Antes de exponer el algoritmo de desreﬁnamiento en 3D, se resume a
continuacio´n el caso bidimensional.
El algoritmo de desrefinamiento en 2D
Sea T = {τ1 < τ2 < . . . < τn} una secuencia de mallas triangulares encajadas, donde τ1
representa la malla inicial y τn la malla ma´s ﬁna de la secuencia. Desreﬁnar la secuencia,
signiﬁca obtener una nueva secuencia de mallas Tm = {τ1 < τ ′2 < . . . < τ ′m}, donde m ≤ n.
Un esquema de este algoritmo fue propuesto en 17 como sigue:
ENTRADA: Secuencia T = {τ1 < τ2 < . . . < τn}
/* Bucle en niveles de T */
Para j = n hasta 2, hace
Para cada nodo propio susceptible de ser eliminado N ∈ τj , hace
Se evalu´a la condicio´n de desreﬁnamiento.
Se marcan los nodos y las aristas.
/* Se asegura la conformidad localmente */
/* Sea c la arista entorno de N */
Para cada tria´ngulo vecino t de c, hace
Si t es no-conforme, entonces
Cambia el indicador de desreﬁnamiento del nodo P de la
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Fin del para
/* Redefinicio´n de la malla */
Si algu´n nodo propio de τj permanece, entonces
Se deﬁnen nuevas conexiones nodales.
Los vectores de genealog´ıa son modiﬁcados.
En otro caso
El nivel en curso j es borrado de la estructura de datos.
Fin del si
Los cambios son heredados para las siguentes mallas.
/* Se obtiene una nueva secuencia de mallas encajadas */
Fin del para
SALIDA: Secuencia Tm = {τ1 < τ ′2 < . . . < τ ′m}
No´tese que la conformidad se asegura localmente recorriendo los elementos vecinos de
la arista-entorno de cada nodo propio. La Figura 6 muestra una secuencia de cinco niveles
de malla. La columna de la izquierda representa la secuencia de entrada T = {τ1 < τ2 <
. . . < τ5} del algoritmo. Las tres siguientes columnas representan el resultado del proceso
al desreﬁnar desde el nivel ma´s ﬁno (τ5) hasta el tercero (τ3). El nivel desreﬁnado en cada
paso es sen˜alado por una l´ınea punteada en la Figura 6. Los puntos negros signiﬁcan que
esos nodos deben permanecer en la malla por razo´n de la conformidad, y los blancos son





















































Figura 6. Proceso de desrefinamiento en 2 dimensiones
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El algoritmo de desrefinamiento en 3D
El algoritmo comprende principalmente dos pasos: la aplicacio´n del algoritmo de desre-
ﬁnamiento al esqueleto, y la reconstruccio´n interna de los tetraedros. Como en el caso
bidimensional, el concepto de adyacencia es la idea central en el algoritmo en 3D. Para
recorrer los elementos que pertenecen a la envoltura de una arista cualquiera E, usamos la
informacio´n de los elementos vecinos a cada cara, y la llamada cara base de la arista E.
Entendemos por cara base de una arista E, una cara que tenga por arista la arista E. La
deﬁncio´n de cara base no es un´ıvoca, es decir, adjudicamos a cada arista como cara base
una cualquiera de las caras triangulares que la tienen por arista.
ENTRADA: Secuencia T = {τ1 < τ2 < . . . < τn}
/* Bucle¯ en niveles de T */
Para j = n hasta 2, hace
Para cada nodo propio elegible N ∈ τj , hace
/* 1. Se evalu´a la condicio´n de desrefinamiento */
Se examina la condicio´n de desreﬁnamiento.
Se marcan los nodos y las aristas.
/* 2. Se asegura la conformidad localmente */
/* Sea E la arista-entorno de N , y h(E) la envoltura de E */
Para cada tetraedro t en h(E), hace
Conforma el tetraedro t.
Fin del para
Fin del para
/* 3. Se re-define el skt(τj−1) */
Para cada f ∈ skt(τj−1), hace
Subdivide f por el algoritmo 4-T de Rivara.
Fin del para
/* 4. Se redefine el interior de los tetraedros */
Para cada t ∈ τj−1, hace
Deﬁne una nueva subdivisio´n de t.
Fin del para
Fin del para
/* Fin del bucle en niveles de malla */
SALIDA: Secuencia Tm = {τ1 < τ ′2 < . . . < τ ′m}.
LA COMBINACIO´N REFINAMIENTO/DESREFINAMIENTO
Los algoritmos de reﬁnamiento y desreﬁnamiento se pueden combinar para obtener una
estrategia adaptativa. Este procedimiento se esquematiza en lo que sigue:
Generacio´n de la malla inicial y definicio´n de los para´metros para el refinamiento y el
desrefinamiento
Para npasos = 1, hasta Nmax, hace
Para cada valor npasos, hace
Para i = 1, hasta Nr, hace
1. Ca´lculo del nuevo paso de tiempo ∆(t).




4. Desreﬁnamiento de la malla, con tolerancia .
Fin del para
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Otra alternativa es utilizar el reﬁnamiento y el desreﬁnamiento (por elementos triangu-
lares) en el mismo punto del proceso anterior (paso 3), segu´n el indicador de error.
Observaciones:
i. La combinacio´n reﬁnamiento/desreﬁnamiento depende de pocos para´metros: Nmax, Nr ,
∆(t), γ, y .
ii. Tanto el reﬁnamiento como el desreﬁnamiento muestran una complejidad lineal: O(N).
iii. La condicio´n de desreﬁnamiento se evalu´a en un nu´mero mı´nimo de nodos.
iv. Por la propia naturaleza de las mallas encajadas, es relativamente fa´cil utilizar un me´todo
multimalla5,6.
v. El algoritmo de desreﬁnamiento se puede combinar con uno de reﬁnamiento global para
un proceso de reﬁnamiento local. En este caso, las soluciones obtenidas por sucesivos
reﬁnamientos de las mallas, determinan un indicador de error para desreﬁnamientos
locales, aunque el coste computacional sea mucho ma´s alto. Sin embargo el coste
computacional de esta estrategia en 3D es extremadamente grande.
vi. Al eliminar nodos menos signiﬁcativos, el nu´mero de ecuaciones involucradas en un
proceso evolutivo permanece acotado. Esto es una importante propiedad porque la mayor
parte del tiempo de CPU se emplea en la resolucio´n del sistema de ecuaciones.
EJEMPLOS NUME´RICOS
Un ejemplo de refinamiento
Presentamos un ejemplo nume´rico para mostrar el comportamiento del algoritmo de
reﬁnamiento. La Figura 7a muestra una malla inicial que es localmente reﬁnada para obtener
la malla ﬁnal de la Figura 7b, que contiene 251 nodos y 1016 tetraedros.
(a) Malla inicial (b) Malla localmente refinada
Figura 7. Ejemplo de refinamiento local
Se pueden encontrar muchos ejemplos de la aplicacio´n de la combinacio´n del reﬁnamiento
y desreﬁnamiento en problemas de dos dimensiones5. Aqu´ı presentamos u´nicamente la
simulacio´n de un problema evolutivo en 3D. Este consiste en seis reﬁnamientos locales para
capturar la singularidad, seguidos de un desreﬁnamiento. La singularidad corresponde a un
eje horizontal en la ﬁgura, que se ha ido desplazando durante el proceso. No´tese co´mo el
nu´mero de nodos permanece acotado en un cierto rango durante el proceso.
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CONCLUSIONES
Los algoritmos de reﬁnamiento y de desreﬁnamiento aqu´ı presentados son una herra-
mienta muy u´til para el tratamiento de problemas no-estacionarios en dimensio´n tres. La
adaptatividad de la malla es particularmente importante en problemas tridimensionales
porque el taman˜o del problema y el coste computacional crecen muy ra´pidamente cuando
la dimensio´n del dominio es mayor y el dia´metro de la malla se reduce. Con la combinacio´n
reﬁnamiento/desreﬁnamiento se obtienen secuencias de mallas encajadas. Esto, facilita el
uso del me´todo multimalla para la resolucio´n del sistema de ecuaciones asociado al me´todo
de los elementos ﬁnitos6.
Estas ideas son importantes, no so´lo para desarrollar me´todos eﬁcientes para resolver
ecuaciones en derivadas parciales, sino que claramente pueden ser interesantes en otras a´reas,
tales como aproximacio´n de superﬁcies, visualizacio´n, compresio´n de datos, o modelado de
so´lidos.
Todav´ıa hay algunas cuestiones abiertas relacionadas con la prueba matema´tica de la
estabilidad de las mallas obtenidas, y la existencia de un nu´mero ﬁnito de clases de tetrae-
dros semejantes (que quiza´ dependa so´lo de la geometr´ıa de la malla inicial). Aunque
estas propiedades han sido demostradas recientemente en dimensio´n dos22, su extensio´n a
dimensio´n tres no esta´ au´n resuelta.
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