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V diplomskem delu sem opisal zgodovino in razvoj spleta ter »front-end« 
programiranja. Predstavil sem pomanjkljivosti klasične metode programiranja in 
poudaril zahteve, ki so pripeljale do modernih tehnik izdelovanja spletnih strani. 
Pojasnil sem dva pristopa programiranja in ju med seboj primerjal v preprostosti. 
Prvi pristop je programiranje po klasični metodi dela, ki vsebuje programske jezike 
CSS, HTML in JavaScript ter preprosto prenesene dodatke s spleta. Drugi pristop je 
programiranje po moderni metodi dela, ki vsebuje avtomatiziran sistem Gulp, 
nadzornike dodatkov Bower in Npm ter predprocesni jezik SCSS. 
Obe metodi programiranja sem na praktičnem primeru osnovne spletne strani 
primerjal med seboj v hitrosti delovanja, preprostosti uporabe in velikosti končnega 
izdelka. Hkrati sem primerjal velikost in količino podatkov, ki jih mora brskalnik 
prenesti in so potrebni za prikaz spletne strani, ter hitrosti nalaganja pri končnem 
uporabniku. 
Poudaril sem tudi tri hipotetična pričakovanja, ki sem jih poskušal potrditi ali 
ovreči s pomočjo dejanskih rezultatov, pridobljenih po kvantitativni metodi dela. 
S pomočjo časovne meritve sem ugotovil, da sem za moderno metodo 
programiranja pri pripravah na programiranje porabil veliko več časa kot pri klasični 
metodi. Hkrati pa je meritev hitrosti in velikosti nalaganja spletne strani pokazala, da 
je moderna metoda približno dvakrat hitrejša v nalaganju od klasične metode. To se 
dogaja zaradi veliko manjše končne velikosti spletne strani, narejene po moderni 
metodi, v primerjavi s klasično metodo. Ugotovil sem, da je vzdrževanje spletne strani, 
narejene po moderni metodi, veliko hitrejše in lažje kot po klasični metodi 
programiranja. 
 





In my thesis I have described the history and the development of the Internet and 
front end programming. I have also presented deficiencies of the classical front end 
web page programming and highlighted the demands that led to the modern web 
design techniques.  
I have explained two programming approaches and compared them in simplicity. 
The first approach is programming according to the classical work method which 
contains programming languages CSS, HTML and JavaScript, and easily downloaded 
add-ons from the web. The other approach is programming according to the modern 
work method which includes the automated system Gulp, package managers Bower 
and Npm, and the pre-processed language Scss. 
Both methods of programming are on a practical example of a basic web site, I 
have compared one to another according to the speed of operation, the ease of use and 
the size of the finished product. At the same time, I have compared the size and amount 
of data the browser has to download, which is necessary to display the web page, and 
the downloading speed of website for the end user. 
I have also highlighted three hypothetical expectations that I tried to validate or 
disprove with the actual results obtained by the quantitative work method. 
Using the time measurement, I have found that I have spent much more time on 
programming for the modern method than for the classical method of programming. 
At the same time, the measurement of the speed and size of the web site loading 
showed that the modern method is about twice as fast as downloading from the classic 
method. This is due to the much smaller end-page size of a website made using the 
modern method compared to the classic method. I have found that the maintenance of 
a web site is done by the modern method much faster and easier than by the classical 
method of programming. 
 
Key words: web pages, web technologies, web programming, web tools 
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1  Uvod 
V današnjem času se tehnika izjemno hitro razvija. Tako kot v splošnem pomenu 
se ta razvoj vidno odraža tudi na programerskem področju. Zato je razvoj v »front-
endu« oziroma osprednjem programiranju pridobil veliko novih metod in načinov 
pristopa za kodiranje. Klasična oziroma starejša metoda programiranja vsebuje znan 
način programiranja v programskih jezikih HTML, CSS in JavaScript (ter dodatek 
jQuery). Nato so se z leti razvili razni dodatki oziroma vtičniki za programske jezike 
in s tem tudi moderni način, ki je predhodno naštete tri programske jezike poenostavil. 
S tem so se razvili še dodatni sistemi, ki omogočajo lažje delo v timu, ter sistemi, ki 
skrbijo za nadzor nad različicami vtičnikov. 
 
V diplomskem delu bom predstavil slabosti in prednosti tako ene kot druge 
metode programiranja. To bom naredil tako, da bom obe metodi najprej izpostavil 
različnim kvantitativnim testom: časovni obseg programiranja, težavnosti, hitrostne 
razlike in primerjava velikosti izdelka v rezultatu. To bom prikazal in izmeril na 
realnih primerih.  
 
V prvem delu diplomskega dela sem opisal zgodovino in razvoj interneta ter 
programskih jezikov, potrebnih za nastanek spletnih strani. Nato sem predstavil novo 
nastale programske jezike ali dodatke, ki spadajo pod moderno metodo programiranja 
spletnih strani.  
V drugem delu diplomskega dela sem izdelal spletni strani, prvo po klasični in 
drugo po moderni metodi programiranja. V tem delu sem si postavil hipotezo, 
podrobneje opisal delo obeh metod in vsako spletno stran testiral na več različnih 
načinov. V ugotovitvah sem primerjal teste obeh metod, povzel dobre in slabe lastnosti 
vsake metode ter s tem preveril in odgovoril na predhodno podane hipoteze.
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2  Zgodovina in razvoj »front-end« programiranja 
2.1  Nastanek in razvoj interneta 
Internet ali medmrežje je svetovni sistem, ki skrbi za medsebojno komunikacijo 
računalnikov, povezanih v omrežje. S pomočjo TCP/IP komunikacijskih protokolov 
skrbi za doseg vseh naprav in pravilno izmenjavo podatkov oziroma paketov med 
njimi. Beseda internet pa ima dva pomena: Internet in internet. 
Internet, se pravi beseda z veliko začetnico, je lastno ime za predhodno omenjeni 
svetovni sistem, ki fizično povezuje skupaj več računalnikov v strojnem in 
programskem smislu. 
Za uporabo, na primer prikaz spletnih strani, pošiljanje elektronske pošte in 
druge podobne storitve, ki se izvedejo s pomočjo raznih brskalnikov, kot so Google 
Chrome, Mozilla Firefox, Internet Explorer ipd., pa uporabljamo internet, se pravi 
besedo z malo začetnico.[36], [38] 
 
Razvoj interneta se je začel leta 1957 z ustanovitvijo ARPA (Agencije za 
napredne projekte) s ciljem, da bi Združene države Amerike postale vodilne v znanosti 
in novi tehnologiji. Prve zamisli o povezanem omrežju za izmenjavo informacij v 
znanstvenih krogih so se pojavile v zgodnjih šestdesetih letih dvajsetega stoletja, 
razvoj pa se je nadaljeval vse do osemdesetih let dvajsetega stoletja. V tem času se je 
razvil ARPANET, prvotni sistem za medsebojno pošiljanje paketov, s katerim so do 
leta 1981 povezali že 213 računalnikov. Prvotni protokol za pošiljanje paketov je bil 
dokaj nezanesljiv in počasen, saj so lahko pošiljali le po eno sporočilo hkrati, ki pa 
velikokrat ni bilo dostavljeno. S tem namenom so leta 1983 razvili protokol TCP/IP, 
ki se uporablja še danes.[1], [36] 
TCP je protokol za nadzor prenosa, torej skrbi za varno povezavo, pošiljanje 
podatkov v pravem zaporedju ter preverjanje in odpravljanje napak. Da pa bi protokol 
vedel, kam dostaviti pakete oziroma informacije, uporablja IP-naslov, ki je 32-bitno 
število, s katerim protokol označuje vsak posamezni računalnik v omrežju. Pozneje so 
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na IP-naslove začeli povezovati domene, kot npr. prvo registrirano domeno, ki deluje 
še danes – symbolics.com (registracija domene je bila opravljena 15. 3. 1985).[1], [37] 
 
Leta 1989 je Cernov znanstvenik Tim Berners-Lee predložil koncept [2] (slika 
2.1) WWW oziroma svetovnega spleta in HTTP. HTTP je aplikacijski protokol za 
prenos multimedijskih vsebin, kot so slika, zvok, video, besedilo ipd., po svetovnem 
spletu. Nekaj let za tem se je razvil še HTML, jezik za vizualni prikaz spletne 
strani.[36], [39], [40] 
 
Slika 2.1: Tim Berners-Lee-jev predloženi koncept svetovnega spleta [3], [4] 
Leta 1993 je bil narejen prvi brskalnik z imenom Mosaic (pozneje preimenovan 
v Netscape), ki je bil zmožen uporabniku prijazno vizualno prikazati spletne strani 
oziroma prebrati in prikazati kodo HTML. Za tem je razvoj interneta v devetdesetih 
letih dvajsetega stoletja potekal zelo hitro. Pojavljalo se je vse več spletnih strani: v 
ZDA je picerija Pizza Hut že leta 1994 omogočila oddajanje naročil preko spleta, 
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pojavile so se prve spletne banke, ustvarjeni so bili razni novi brskalniki in iskalniki, 
leta 1999 se je razvil tudi prvi brezžični prenos omrežja oziroma Wi-Fi.[1], [36], [40] 
2.2  Razvoj »front-end« programiranja 
»Front-end« oziroma sprednji del spletne strani je t. i. vizualni del spletne strani, 
ki vsebuje oblikovano postavitev, slike, barve ipd. Statični del vizualnega dela se gradi 
s pomočjo jezikov HTML in CSS, medtem ko za dinamičnost strani, npr. animirane 
objekte, večinoma skrbi programski jezik JavaScript. Omenjeni trije jeziki so v večini 
primerov začetna osnova za postavljanje vizualnega dela spletne strani. Temu sledijo 
razni dodatki, ki olajšajo delo programerju ter razširijo zmožnosti omenjenih 
programskih jezikov. Ena izmed najbolj uporabljenih razširitev za programski jezik 
JavaScript je jQuery. 
 
Kot že predhodno omenjeno, so bile prve spletne strani napisane le v jeziku 
HTML. Najprej so bile le tekstovne spletne strani s povezavami, preprostimi 
tekstovnimi postavitvami, slikami in podobnim. CERN je ob petindvajsetletnici 
naredil simulacijo prve objavljene spletne strani na svetu (slika 2.2).[40] 
 
Slika 2.2: Simulacija prve konzolne spletne strani CERN [5] 
HTML (Hyper Text Markup Language) oziroma v prevodu jezik za označevanje 
nadbesedila se je začel razvijati leta 1990, ko je Tim Berners-Lee prvič specificiral 
HTML in ustvaril brskalnik ter strežniški program za branje tega. Leta 1993 je Tim 
Berners-Lee izdal posodobljeno različico HTML-ja, ki je vsebovala možnosti grajenja 
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tabel, Dan Connolly pa je temu dodal še dokumentacijo o načinu uporabe tega 
spletnega jezika. S tem sta skupaj predlagala osnutek za standard pisanja spletnih strani 
IETF – Organizaciji za razvoj in ustvarjanje internetnih standardov. Člani organizacije 
so leta 1995 razvili HTML 2.0, ki je postal osnova za vse prihodnje spletne strani. Nato 
so razvoj HTML-ja prevzeli v W3C (World Wide Web Consortium) – organizaciji za 
spletne standarde pod vodstvom Tim Berners-Leeja. Tam so nadaljevali razvoj in še 
istega leta naredili HTML 3.0, ki so ga izpopolnjevali vse do leta 1997, ko so izdali 
HTML3.2. Kljub temu se razvoj takrat še ni ustavil, saj so istega leta že začeli delati 
na HTML 4.0, ki se je razvijal vse do konca leta 1999, ko so izdali HTML 4.01. 
Omenjena različica je leta 2000 postala ISO/IEC svetovni standard za spletno 
kodiranje.[40], [46] 
Zaradi razvoja jezika XML so se različice HTML-ja ustavile vse do leta 2006, 
ko je W3C ponovno oznanil razvoj HTML 5.0. Ta je bil leta 2014 izdan in postal je 
novi ISO standard, dve leti za njim pa so izdali še posodobljeno različico HTML 5.1., 
ki jo uporabljamo še danes.[46] 
 
V času razvoja HTML-ja je Håkon Wium Lie, sodelavec Tim Berners-Leeja v 
Cernu, na osnovi pritožb oblikovalcev, da se spletnih strani s pomočjo HTML-ja ne da 
oblikovati, niti spreminjati barv pisave, začel z razvojem CSS (Cascading Style 
Sheets), s katerim je želel ponuditi možnosti osnovnega oblikovanja jezika HTML. 
Prvi osnutek jezika CSS je nastal leta 1994 pod imenom »Cascading HTML Style 
Sheets«. Na osnovi osnutka je Bert Bos delal na podobnem jeziku, zato se je pridružil 
Håkon Wium in skupaj sta izdala CSS level 1 oziroma CSS 1, ki je kasneje postal 
standard.[49] V imenu CSS-ja sta do takrat opustila besedo HTML, saj razvoj jezika 
CSS ni bil več namenjen le za jezik HTML, ampak tudi za druge označevalne spletne 
jezike. CSS 1 je ponujala podporo: 
• lastnostim pisav, 
• tekstovnim atributom, poravnavi in spreminjanju barve besedila, 
• razmiku med vrsticami, črkami in črtami, 
• spreminjanju barve ozadja, dodajanju slik, 
• poravnavi tabel, 
• odmiku od roba (»margin«) ter polnjenju roba (»padding«), 
• dodajanju in urejanju obrob, 
• pozicioniranju elementov, 
• dodajanju razredov in ID-jev. 
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Jezik CSS je bil kljub temu težaven za brskalnike, saj so potrebovali kar tri leta, 
da so CSS 1 skoraj popolnoma uvedli oziroma ga znali interpretirati. Šele leta 2000 je 
Internet Explorer 5.0 kot prvi brskalnik dosegel popolno podporo jezika CSS 1. Kljub 
še ne popolni podpori CSS brskalnikov sta Håkon in Bert že leta 1998 razvila CSS 2, 
s katerim sta ponudila še nekaj več možnosti, kot so: 
• pozicioniranje elementa po z-osi (»z-index«), 
• možnost izbire stilov za različne tipe medijev, kot je npr. tip za tiskanje 
(»media types«), 
• spreminjanje smeri pisanja besedila, od leve proti desni ali obratno, 
• pozicioniranje elementov na absolutno, relativno in fiksno pozicijo. 
 
Jezik CSS 2 je imel še kar nekaj napak, zato je bil še težji za implementacijo v 
brskalnike. Šele leta 2011 je izšel CSS 2.1, ki je odpravil vse napake in omogočil lažjo 
implementacijo v brskalnike. 
Takoj za CSS 2.1 so začeli z razvojem CSS 3, ki ga, čeprav se še vedno razvija 
in dopolnjuje, dandanes uporabljamo kot glavni standard za jezik CSS.[47]–[49] 
 
Nazadnje je tu še JavaScript, skriptni programski jezik, ki meji med »front-end« 
oziroma osprednjim delom programiranja in »back-end« oziroma zadnjim delom 
programske kode. Ker se programski jezik JavaScript izvaja na računalniku in ne na 
strežniku, se pravi na uporabniškem delu, prevladuje kot »front-end« programski jezik. 
Programski jezik JavaScript je zahtevnejši in v očeh večine je, v nasprotju z jezikoma 
HTML in CSS, dejanski programski jezik oziroma, strokovno imenovano, »formalni 
jezik«, ker gre za objektni jezik, kar pomeni, da zahteva več znanja, logike, 
razumevanja logičnih operatorjev, razredov, objektov ipd. Razvoj programskega 
jezika je bil zelo hiter, saj je Brendan Eich leta 1995 le v desetih dneh razvil prvi 
prototip. Programski jezik JavaScript je bil takrat znan pod imenom Mocha, kmalu pa 
preimenovan v LiveScript in nato ponovno preimenovan v JavaScript, na osnovi takrat 
zelo popularne Jave. Treba je omeniti, da sta JavaScript in Java dva popolnoma 
različna programska jezika, ki si delita le podobno ime in nič drugega. Le kratko leto 
po razvoju je programski jezik JavaScript prevzela ECMA – organizacija za standarde 
v informacijskih in komunikacijskih tehnologijah, ki je izpopolnila kodo JavaScripta 
in jo standardizirala za uporabo v brskalnikih ter standard poimenovala ECMAScript. 
Nadaljnji razvoj se je začel šele leta 2000, ko se je začelo delo na programskem jeziku 
JavaScript2 oziroma ECMAScript4, ki se je zaradi Microsofta ustavil leta 2003. 
Kasneje se je večji pomik v standardizaciji in razvoju JavaScript/ECMAScript začel 
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leta 2009, ko so izdali ECMAScript5. To je še danes najbolje podprta in uporabljena 
različica, čeprav se od leta 2015 naprej vsako leto izdajajo nove različice.[6] 
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3  Predstavitev in nove zmožnosti programiranja po 
moderni metodi 
Dandanes se za večino programskih jezikov izdaja vse več dodatkov, ki so lahko 
le dodatno integrirani v programski jezik ali pa delujejo kot samostojni programski 
jezik. Ti dodatki so imenovani knjižnice. To omogoča popolnoma nove in običajno 
lažje načine programiranja, čeprav temeljijo na osnovnem programskem jeziku. 
Dodatke, ki ponujajo le dodatne funkcionalnosti znotraj osnovnega programskega 
jezika, v večini že samodejno podpirajo in berejo brskalniki. Pri tem je treba omeniti, 
da je novejše knjižnice treba predelati v originalni programski jezik, da je lahko 
normalno berljiv v brskalnikih. 
3.1  Git 
 
Slika 3.1: Gitov logotip [7] 
Pojav obširnejših aplikacij oziroma programov je v programiranju izzval potrebe 
po večjem nadzoru različic in lažjem skupnem timskem delu znotraj enega projekta. 
Zato se je leta 2005 v javnosti prvič pojavil Git – sistem za nadzor nad različicami 
kode ali izdelka. To je sistem, ki beleži vse spremembe dokumentov ali nabora 
dokumentov in datotek. Te so shranjene za celotno obdobje upravljanja projekta in 
ponujajo možnost dostopa do vseh preteklih sprememb. 
Pred obstojem sistema Git so programerji po svoje nadzirali različice, npr. 
prenašali celoten projekt lokalno v drugo mapo in jo datumsko beležili. Kljub temu so 
se tu velikokrat pojavile težave med popravljanjem ali branjem kode iz drugih različic, 
saj se je ob odprtju več enakih dokumentov lahko zgodilo, da je bil popravljen napačen 
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dokument, kar je povzročilo izgubo dokumenta zaradi prepisa starih različic. Sistem 
ni namenjen le programerjem, znan je tudi pri oblikovalcih in tistih smereh, ki 
potrebujejo dodaten nadzor nad datotekami in shranjevanjem starejših različic izdelka. 
Takšen sistem potrebuje strežnik ali računalnik, na katerem deluje. Običajno 
sistem temelji na operacijskem sistemu Linux, Git je pa mogoče uporabljati v vseh 
sistemskih okoljih, kot so Microsoft Windows, Linux, MacOs ipd. Osnovna uporaba 
Gita poteka preko konzole, saj je glavni cilj omenjenega sistema hitrost. Danes obstaja 
veliko programov, ki ponujajo tudi vizualno uporabo ukazov. 
Kot rečeno, je to sistem, na katerega posameznik ali skupina naloži oziroma 
posodablja kodo programa. Ta ob posodobitvi kode do črke natančno zabeleži narejene 
spremembe in jih shrani v ustvarjeni projekt. S tem naredi novo kodo, dostopno drugim 
udeležencem projekta oziroma, če se odločimo za to, lahko kodo objavi tudi javno. Če 
drugi član ekipe dela na istem projektu ali celo na istem dokumentu, bo ta dokument 
ob posodobitvi zaznal in v skupno kodo združil kodo obeh programerjev. V primeru 
konfliktov, se pravi, da sta programerja urejala iste vrstice kode, Git na to opozori in 
označi obe kodi ter programerjem celo ponudi možnost odločanja, kako naj združijo 
kodo. 
Git deluje na osnovi tega, da najprej vse spremembe dokumentov beleži lokalno, 
na računalniku – te lahko uporabnik sproti beleži in jim ustvarja zgodovino – kasneje 
pa jih zveže skupaj v celoto oziroma, angleško, naredi »commit«. Tako Git zabeleži, 
kdo je opravil spremembe in v katerih dokumentih, kdaj so bile spremembe opravljene 
ter poleg tega odda sporočilo, ki ponavadi vsebuje informacije o tem, kaj je programer 
naredil v tem obdobju. Nato uporabnik pošlje spremembe na sistem, ki preveri in 
zabeleži spremembe ter vse spremenjene datoteke shrani na strežnik. 
Git ponuja tudi t. i. veje, ki služijo na večjih projektih, kjer je lahko skupina 
razdeljena na več podskupin, dela na določenem modulu, dodatku, popravkih ipd. 
Tako Git omogoča, da se skupini ne mešata, vse dokler delo ni dokončano. Tako Git 
v ozadju vsako novo spremembo shrani pod vejo, na kateri programer dela. Nato se 
zunanje veje lahko ponovno združijo v glavno vejo, kjer sistem ponovno preveri, ali 
je prišlo do konfliktov. Prednosti razvejanosti sistema Git so tudi, da se lahko razvojni 
del loči od produkcijskega. 
Najbolj pomemben funkcionalni namen Gita je ustvarjanje različic. Potek 
delovanja je naslednji: koda je najprej testirana in pripravljena za produkcijo. Git 
ustvari novo različico projekta, za katero se določi veja, namenjena produkciji. Ta veja 
vsebuje produkcijsko kodo in je neodvisna od nadaljnjega razvoja na tem projektu, 
vsaj do nadaljnje različice. S tem dosežemo možnost omejevanja in nadzor nad 
posodobitvami izdelka, saj pri prejemanju projekta iz sistema Git lahko določimo 
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točno različico projekta ali določen nabor različic. To lahko ponazorimo takole: 
želimo, da se sistem drži različice 2, a bi obenem radi prejemali vse popravke znotraj 
te različice, kot npr. različico 2.1.3 ipd. 
Ne nazadnje Git prinaša še platformo GitHub, na katero lahko razvijalci raznih 
dodatkov za programske jezike objavijo tako javno kot zaščiteno kodo ter ponujajo 
možnosti sistema Git za dopolnitev kode drugih programerjev, prijave in odprave 
napak uporabnikov, urejevanje različic in dokumentacije ipd. 
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Slika 3.2: Sassov logotip [8] 
Jezik CSS je kot tak zelo preprost, saj ponuja le osnovne možnosti urejanja in 
tudi ne spada pod programerski jezik, saj ne ponuja logičnih operacij, spremenljivk, 
objektov, funkcij in podobno. To je povzročilo nastanek jezikov, ki CSS bolj približajo 
programerski logiki in ponujajo več možnosti za lažji razvoj tako spletnih aplikacij kot 
strani. To so skriptni jeziki, ki jih brskalniki v osnovi ne podpirajo, zato jih je treba 
pretvoriti v jezik CSS. 
Tovrstnim programskim jezikom rečemo predprocesirani jeziki. Med prve 
tovrstne jezike uvrščamo jezik HAML, ki je ponujal predvsem preprostejšo sintakso 
znotraj HTML-ja, kot npr. odpravo potrebe po natančnejšem zapisu sintakse 
»<tag>…</tag>«, saj HAML ponuja možnost »%tag …«. Tovrstno krajšanje in 
poenostavljenje kode je Hampton Catlina, ustvarjalca jezika HAML, pripeljalo do 
ideje za jezik Sass, ki je poenostavil jezik CSS. 
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Sass se je prvič pojavil leta 2006 in je bil narejen na osnovi jezika HAML. Sass 
je ponujal možnost krajšanja kode, npr. odstranjevanje zavitih oklepajev, ki v jeziku 
CSS ločujejo pravila oziroma bloke ipd. Poleg drugih dodatkov oziroma sprememb je 
Sass uvedel spremenljivke in t. i. »mixin«, ki ponujajo možnost priklica sklopa kode 
na več mestih hkrati. 
Sass so zaradi popularnosti jezika in nastajanja drugih tekmecev, kot sta jezik 
LESS in xCSS, razdelili na več področij, ki spadajo v več različnih programskih 
jezikov. Tako je leta 2010 nastal jezik SCSS oziroma »Sassy CSS«, ki je bil usmerjen 
le za jezik CSS. SCSS je prinesel nekaj pomembnejših novosti glede združljivosti in 
kode, kot so: 
 zasnovanost in popolna združljivost z najnovejšim CSS3, torej se je.css 
dokument lahko preprosto preimenoval v .scss in ga je SCSS prepoznal; 
 SCSS še vedno ponuja vse, kar je ponujal Sass, ob tem pa je še v celoti 
združljiv s Sassom, kljub rahlo drugačni sintaksi pisanja. 
Novi SCSS skratka ponuja vse, kar ponuja Sass, in še več, saj so se z njim najbolj 
usmerili na združljivost kode, da uporabnikom Sassa ali CSS-a ni treba na novo pisati 
kode, ampak jo le implementirajo in nadaljujejo delo v SCSS-u. Največja razlika med 
Sassom in SCSS-om je v sintaksi. Zaradi večje združljivost s CSS in boljše 
preglednosti kode so s SCSS-om avtorji: 
 opustili okrajšave in vrnili zavite oklepaje za ločevanje blokov; 
 povečali preglednost klicanja in ustvarjanja »mixinov«, ki so se pri Sassu 
ustvarjali z oznako =IME in klicali z oznako +IME, medtem ko jezik 
SCSS zahteva oznako @mixin IME za ustvarjanje in oznako @include 
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3.3  Node.js 
 
Slika 3.3: Node.js logotip [9] 
Node.js je odprtokodno okolje, narejeno za vse platforme in kodo JavaScript 
izvaja v ozadju (npr. na strežniku). Programski jezik JavaScript se izvaja le na 
osprednjem računalniku (npr. na uporabnikovem računalniku), zato se je leta 2009 
pojavilo okolje Node.js, ki kodo JavaScript izvede, še preden pride do uporabnika. 
Node.js deluje podobno kot PHP, ki blokira izvajanje kode na osprednjem računalniku, 
vse dokler se klicane funkcije PHP ne izvedejo, medtem ko Node.js temelji na 
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3.4  Gulp 
 
Slika 3.4: Gulpov logotip [10] 
Raznih predprocesnih jezikov, kot je npr. SCSS, brskalniki uradno ne podpirajo 
oziroma niso standardizirani, zato jih je treba pretvoriti v standardne jezike, npr. CSS. 
Tu nastopi sistem Gulp. Gulp je odprtokodni avtomatizirani sistem, ki temelji na jeziku 
JavaScript, ki s pomočjo svojih dodatkov ponuja naslednje možnosti: 
 pretvorbe iz nestandardnih jezikov v standardne, 
 zmanjševanje in združevanje datotek ter kode, 
 testiranje oziroma iskanje napak v kodi, 
 optimizacija kode in še veliko več. 
Gulp deluje na osnovi opravkov, ki ji programer izpiše, da jih sistem lahko izvaja 
s pomočjo sistemov Node.js in Npm. 
3.5  Bower in Npm 
Upravljanje paketov in nadzor nad njihovimi različicami sta pomembna pri vseh 
načinih razvoja programske opreme. Ker proizvajalci paketov z novimi večjimi 
različicami lahko zastarijo funkcije, spremenijo način uporabe ipd., je treba imeti 
nadzor nad različicami, saj s tem lahko ohranimo delujočo različico dodatka, a jo 
posodabljamo le na različico, ki se drži enake glavne različice, le da vsebuje dodatne 
popravke z različico. 
Bower in Npm sta ena izmed upravljavcev paketov in dodatkov za programske 
kode, ki skrbita za lažje nalaganje in nadzor nad različicami paketov. Bower in Npm 
pakete in dodatke za programske kode ponavadi vlečeta iz javnega sistema GitHub, če 
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imajo zahteve za Bower in Npm in kjer upravitelja paketov lahko preprosto preverjata 
različice. GitHub pa ni edini vir paketov, saj uporabnik pakete lahko po želji tudi 
prenaša iz t. i. zasebnih skladišč ali strežnikov. 
Npm je odprtokodni sistem, ki skrbi za pakete, namenjene jeziku JavaScript in 
jezikom, osnovanim na jeziku JavaScript, medtem ko je upravljavec Bower usmerjen 
bolj na celotno področje »front-end« razvoja in skrbi za pakete, ki so namenjeni tudi 
CSS, HTML in drugim podobnim jezikom. Nalaganje dodatkov s pomočjo sistema 
Npm je zelo preprosto, saj z enim ukazom v konzoli (»npm install <ime paketa>«) 
naložimo pakete, npr. predhodno omenjena dodatka Bower (»npm install bower«) ali 
Gulp (»npm install gulp«). Npm ustvari mapo node_modules, kjer naloži dodatke –
prikličemo jih lahko v jeziku JavaScript z ukazom (»require('gulp');«) – poleg tega pa 
Npm vse zahtevane dodatke in njihove različice shrani v »package.json«. 
 
Slika 3.5: Bowerjev logotip [11] 
Upravljavec Bower pa le pomaga prenesti pakete v projekt, ki jih potem v 
programskih jezikih prikličemo na enak način, kot če bi jih prenesli neposredno s 
spleta. Skratka, dodatke CSS in JavaScript v jeziku HTML prikličemo s temu 
namenjenimi značkami. Nalaganje paketa preko sistema Bower s primerom 
ponazorimo tako, da v konzolo vpišemo ukaz, npr. za datoteke Jquery »bower install 
--save jquery«, ki naloži najnovejšo različico dodatka Jquery in točno različico dodatka 
shrani v datoteko »bower.json«. 
Oba nadzornika paketov ponujata tudi možnost, da pri shranjevanju in pošiljanju 
projekta ni treba vključiti prenesenih dodatkov, temveč lahko v paket vključimo le 
ustvarjeni datoteki »package.json« in »bower.json«. Prejemnik nato na svojem 
računalniku požene le ukaz »npm install« za pakete Npm oziroma »bower install« za 
pakete Bower in oba nadzornika sama ponovno preneseta zahtevane pakete ter točno 
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določene različice. Upravljavca ponujata tudi možnost posodobitve paketov, če imamo 
npr. v datoteki »bower.json« ali »package.json« vpisan »"jquery": "~2.1"« in v 
konzolo vpišemo ukaz »bower update« ali »npm update«. S tem upravljavca paketov 
preverita, ali ima Jquery novejšo različico v obsegu 2.1 kot to, ki jo imamo že 
preneseno, in jo posodobita. 
 27 
4  Potek izdelave spletne strani (Praktični del) 
4.1  Namen in cilj 
Za lažjo primerjavo in objektivno oceno oziroma razliko med moderno in 
klasično metodo programiranja sem izdelal dve vizualno popolnoma enaki preprosti 
spletni strani. Razlike med njima so vidne v ozadju, se pravi v kodi. Vsaka od 
navedenih spletnih strani je narejena s svojo metodo programiranja, se pravi ena s 
klasično in druga z moderno metodo programiranja. 
4.2  Raziskovalna vprašanja in pričakovanja 
Ob predstavitvi moderne metode »front-end« programiranja se velikokrat 
postavijo vprašanja: »Ali je res na tak način hitreje programirati?«, »Imam občutek, 
da moderna metoda zahteva več dodatnega dela.«, »Ali ne bodo vsi ti potrebni dodatki 
za moderno metodo upočasnili tako delovanja spletne strani kot časa programiranja?« 
in podobno.  
V ta namen sem s praktičnim delom in testiranji poskušal odgovoriti na nekaj 
ključnih vprašanj, ki se vežejo na razlike med moderno in klasično metodo 
programiranja: 
 »Ali sta vzpostavljanje in priprava projekta za moderno metodo 
programiranja res zamudna?« 
 »S katero metodo hitreje programiramo?« 
 »Kakšen je najboljši način programiranja pri delu v timu?« 
 »Ali je razlika v velikosti datotek končnega izdelka oziroma spletne 
strani?« 
 »Ali je razlika pri nalaganju spletne strani?« 
 »Kako je z vzpostavitvijo istega projekta na drugem računalniku?« 
 »Katera metoda programiranja je bolj zamudna pri popravi kode v že 
končanem izdelku oziroma spletni strani?« 
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Pričakoval sem, da se bo moderna metoda med opravljenimi meritvami in testi 
bolje izkazala. Pričakovani odgovori na postavljena vprašanja so: 
 pričakovana priprava projekta bo le nekoliko bolj zamudna, ko se 
moderna metoda vzpostavi že nekajkrat, torej ko se usvojijo osnove 
moderne metode programiranja; 
 pričakoval sem, da bo med metodami programiranja hitrost skoraj enaka; 
 pričakoval sem, da bo pri delu v timu prevladal sistem Git, ki ponuja 
možnosti združitve kode, saj je ročno združevanje kode po klasični 
metodi bolj zamudno; 
 pri moderni metodi sem pričakoval, da bodo datoteke v končnem izdelku 
vsaj 30 % manjše kot v izdelku, narejenem s klasično metodo 
programiranja; 
 zaradi pričakovanja zmanjšanja velikosti datotek sem s tem tudi 
pričakoval vsaj 30 % hitrejše nalaganje spletne strani, narejene s 
pomočjo moderne metode.  
Ob izdelavi praktičnega dela sem opravljal časovne meritve in po končanem 
praktičnem izdelku, ki sta dve enaki spletni strani, narejeni po različnih metodah 
programiranja, opravil še primerjalne meritve in z njimi poskusil potrditi ali ovreči 
naslednje hipoteze: 
 čas izdelave bo pri programiranju po klasični metodi vsaj še enkrat krajši 
od modernega načina programiranja; 
 končni izdelek, narejen po moderni metodi, bo za vsaj 30 % manjši v 
velikosti datotek; 
 končni izdelek, narejen po klasični metodi, bo v nalaganju spletne strani 
počasnejši za vsaj 30 %. 
4.3  Metode dela 
V raziskovalni nalogi bom uporabil kvantitativno metodo dela. 
Med programiranjem bom opravljal časovno meritev izdelave spletne strani tako 
po klasični kot po moderni metodi programiranja. Časovno meritev bom opravljal s 
pomočjo spletne aplikacije My Hours [12], kjer bom meril posamezne faze 
programiranja za vsako metodo posebej. Po končanem programiranju izdelkov bom 
spletno stran, narejeno z moderno metodo programiranja, dal skozi sistem Gulp, ki bo 
natančno izpisal izračunane odstotke stisnjenih novo pridobljenih datotek. Nato bom 
primerjal skupno velikost obeh končanih izdelkov. 
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Končana izdelka bom prenesel na spletni strežnik 000webhost [13], na katerem 
bom testiral odzivnost spletne strani. Meritve bom opravil s pomočjo Orodja za 
razvijalce, ki ga ponuja Google Chrome, kjer bom v zavihku za mrežo opravljal točne 
meritve za čas nalaganja spletne strani in ponovno za velikost datotek, ki jih je moral 
program prenesti za prikaz spletne strani. 
4.4  Postopek izdelave spletne strani po klasični metodi dela 
Za namene meritev sem si izbral preprosto spletno stran, ki je sestavljena le iz 
ene strani. Ker spletna stran vsebuje animacije ter je prilagojena mobilnim napravam, 
sem za izdelavo potreboval naslednje dodatke: 
 jQuery [14] – dodatek oziroma knjižnica za programski jezik JavaScript, 
ki poenostavi delo z JavaScriptom; 
 jQuery UI [15] – dodatek h knjižnici jQuery, ki omogoča več interakcij, 
efektov, gradnikov in podobno; 
 Bootstrap [16] – je odprtokodno orodje za izdelavo spletnih strani s 
HTML, CSS in JavaScript; predvsem je znan za preprostejšo izdelavo 
spletne strani, prilagojene mobilnim napravam; 
 Slick [17] – vtičnik, namenjen izdelovanju projekcije slikovnih in 
tekstovnih gradiv, baziran na knjižnici jQuery; 
 Normalize.css [18] – koda CSS, namenjena odstranjevanju privzetih 
nastavitev CSS brskalnikov in odpravljanju napak ter njihovih 
nedoslednostih. 
Naštete dodatke in knjižnice je licenciral MIT (Massachusetts Institute of 
Technology), ki je odprtokodna licenca in dovoljuje kakršno koli uporabo dodatkov, 
med njimi tudi spreminjanje njihove kode, zahtevana je le navedba avtorskih pravic 
znotraj kode. 
V klasični metodi dela bom spletno stran programiral s pomočjo klasičnih 
jezikov, kot so CSS, HTML, JavaScript/jQuery. 
4.4.1  Proces, priprava in postavitev okolja za izdelavo spletne strani po klasični 
metodi programiranja 
V klasični metodi programiranja je priprava okolja predvsem preprosta, saj ne 
potrebuje nobenih nadzornikov različic in sistemov za pretvorbo predprocesnih 
jezikov v standardizirane jezike. V le nekaj minutah sem ustvaril datotečno strukturo 
(slika 4.1) in pripravil privzete datoteke (»style.css« in »index.html«). Nato sem s 
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spleta prenesel potrebne dodatke in knjižnice za izdelavo spletne strani in njenih 
animacij. 
 
Slika 4.1: Datotečna struktura spletne strani 
 
4.4.2  Programiranje izdelka in uporaba nabora različnih orodij ter knjižnic 
Po pripravi okolja sem začel s postavljanjem spletne strani. Najprej sem nastavil 
različico jezika HTML. Izbral sem HTML5, saj je standardiziran in ga podpirajo vsi 
sodobni brskalniki. Nato sem pripravil glavo znotraj »index.html«. Glava vsebuje 
naslov spletne strani in referenčna klicanja na vse dokumente CSS. Referenčnih klicanj 
je po klasični metodi nekaj več, saj je treba za vsak dodatek ali knjižnico dodati njihov 
dokument CSS, če ga ima in potrebuje. Za večino dodatkov oziroma knjižnic je 
mogoče nastaviti referenčna klicanja, tako dokumentov CSS kot JavaScript, kar preko 
spleta. Referenčno klicanje preko spleta je manj zanesljivo in počasnejše, saj mora iti 
brskalnik ob vsakem novem nalaganju spletne strani na strežnik, kjer ima dodatek 
oziroma knjižnica shranjene dokumente, jih prenesti, nato ponovno prenesti na 
uporabnikov računalnik za prikaz spletne strani, poleg tega pa obstajajo možnosti 
nedelovanja kakšnega strežnika z zahtevanimi dokumenti, s tem pa neha delovati del 
spletne strani. Zato sem s spleta prenesel vsak dodatek posebej in ga shranil lokalno k 
projektu. Za namene testiranja in prikaza oddaljenega referenčnega klicanja sem 
oznake pustil komentirane. 
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V glavi HTML-ja navedemo še vse meta oznake (slika 4.2). Te vsebujejo 
metapodatke, ki so informacije o izdelku. Meta oznake so namenjene lažji 
prepoznavnosti spletne strani drugih programov, kot so Google Search, Facebook, 
LinkedIn, Twitter ipd. Uporabijo se z oznako »<meta>«, ki vsebuje »name="name"«, 
torej ime meta oznake in »content="text"«, ki vsebuje vsebino oznake. Priporočljive 
splošne meta oznake, namenjene za lažjo prepoznavnost vsebine znotraj spletnih 
brskalnikov, so: 
 Content type – meta oznaka, ki brskalnikom pove, kakšen je tip vsebine 
(v mojem primeru je »text/html«) ter kakšen je format nabora znakov; 
 Title – skoraj obvezna oznaka za prikaz naslova vsake podstrani posebej; 
Title oznaka je edina, ki se piše drugače od drugih meta oznak, in sicer 
kot »<title>Naslov strani</title>«; 
 Description – meta oznaka, v kateri opišemo vsebino spletne strani v treh 
do štirih stavkih; 
 Keywords – meta oznaka, ki vsebuje le najpomembnejše ključne besede, 
vezane na vsebino spletne strani; 
 Viewport – meta oznaka, namenjena temu, da določi obnašanje vidnega 
polja spletne strani na mobilnih ekranih. 
 
Nato sledijo meta podatki za socialna omrežja, ki vsebujejo informacije o 
naslovu, tipu, povezavi, sliki, imenu, opisu, kontaktnih podatkih, lokacijskih podatkih, 
ipd. spletne strani. 
 
Slika 4.2: Meta oznake in referenčna klicanja datotek CSS  
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Nato je treba dodati še datoteke JavaScript, od dodatkov do knjižnic, ter 
JavaScript dokument. To se ponavadi dodaja na koncu, torej pred zaprtjem oznake 
»body« (slika 4.3). Navajanje oziroma dodajanje datotek JavaScript na koncu 
dokumenta HTML brskalnikom pove, da ima vizualni del, to sta kodi HTML in CSS, 
prednost pri nalaganju pred kodo JavaScript, saj ta vsebuje dinamični del spletne strani 
in za delovanje v večini primerov potrebuje že naložene elemente HTML. 
 
Slika 4.3: Dodajanje datotek JavaScript na koncu kode HTML 
Ko sem dodal potrebne dodatke, sem lahko začel programirati sekcije spletne 
strani. Najprej sem na spletu pridobil nekaj primernih slik, ki nimajo licence in so 
dovoljene za uporabo. Slike za diaprojekcijo v velikosti celega ekrana so za namen 
testiranja velike, v formatu jpg in dodatno neobdelane. Izbral sem 10 slik [19], 
povprečna velikost take slike pa je 2 MB (Megabyte, v nadaljevanju MB). Nato sem 
poiskal dodatke, namenjene modernim metodam programiranja, in njihove logotipe, 
in sicer na uradnih spletnih straneh, kjer je dovoljen prenos. Ti logotipi so za dodatke 
in sisteme, Git [7], Bower [11], NodeJs [9] in Sass [8]. 
Nato sem začel pisati strukturo spletne strani HTML. Sprva sem postavil meni, 
ki sem ga nastavil tako, da ob kliku nanj animirano podrsa po strani na izbrano sekcijo. 
Za namen praktičnega izdelka sem izdelal naslednje sekcije spletne strani: 
 sekcija z diaprojekcijo slik in menjave naslovov, ki samodejno spreminja 
vsebino vsakih pet sekund, narejena za prikaz nalaganja večjih slik; 
 sekcija z vsebino in vrstično razdelitvijo vsebine, narejena za prikaz 
preloma blokov v mobilnih napravah; 
 vsebinska sekcija z animirano sliko v ozadju na način paralaksa za 
testiranje odzivnosti spletne strani in nalaganje velike slike; 
 sekcija s stolpčno razporeditvijo, ki vsebuje galerijo z avtomatsko 
menjavo slik na dve sekundi, narejena za testiranje nalaganja večje 
količine slik in prikaza preloma blokov na mobilnih napravah. 
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Slika 4.4: Spletna stran, izdelana po klasični metodi. Levo je prikazana namizna, desno pa mobilna 
različica spletne strani.  
 
4.4.3  Primer timskega dela pri izdelavi spletne strani po klasični metodi dela 
Delo v timu pri klasični metodi programiranja je oteženo in zahteva veliko 
dogovarjanj oziroma sodelovanja programerjev. Med programiranjem moramo biti 
zelo pozorni na to, da programerja ne urejata popolnoma iste kode oziroma istega 
dokumenta hkrati. Urejanje istega dela kode povzroči konflikt in zahteva dodaten čas 
obeh programerjev, da skupaj preverita spremembe in sprejmeta najboljšo kodo ali 
odseke kode. Delo na različnih dokumentih v izogib konfliktu je pri večjih projektih 
zamudno, saj je pri programiranju kodo velikokrat treba urejati v več ali celo vseh 
dokumentih hkrati. V primeru nepazljivosti in slabe organizacije v timu lahko 
velikokrat pride do izgub oziroma prepisa novo nastale kode. 
4.4.4   Merjenje hitrosti nalaganja in izdelave končnega izdelka, narejenega po 
klasični metodi programiranja 
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Pri klasični metodi sem za namen testiranja uporabil tri hitrostne meritve, in 
sicer: 
 prva je meritev končane spletne strani na klasični način (slika Napaka! 
Zaznamek ni definiran..Napaka! Vira sklicevanja ni bilo mogoče 
najti.); 
 pri drugi meritvi sem pri dodajanju dodatkov CSS in JavaScript datoteke 
spremenil iz zmanjšanih, to so ».min«, v normalne; večina dodatkov ali 
knjižnic ponuja možnost izbiranja že zmanjšane kode, a sem za namen 
testiranja naredil meritev brez zmanjšane kode (slika 4.6); 
 tretja meritev pa vsebuje dodatke in knjižnice z referenčnimi klicanji 
neposredno preko spleta; meritev prav tako vsebuje nezmanjšane 
podatke dodatkov (slika 4.7). 
Zasedena velikost celotne spletne strani, narejene po klasični metodi 
programiranja na disku, je 24,9 MB. Rezultati prve meritve so za prenos zahtevali 
podatke v skupni velikosti 22,4 MB, skupaj 32 zahtevanih dokumentov, koda HTML 
se je naložila in postavila v 1,86 sekunde, vsa vsebina oziroma celotna spletna stran pa 
je potrebovala 10,7 sekunde [20] (slika Napaka! Zaznamek ni definiran..Napaka! 
Vira sklicevanja ni bilo mogoče najti.). 
 
Slika 4.5: Meritev hitrosti nalaganja spletne strani z zmanjšanimi datotekami, od dodatkov do knjižnic 
Rezultati druge meritve, torej spletne strani, ki ne vsebuje nezmanjšanih datotek 
dodatkov in knjižnic, so za prenos zahtevali 22,9 MB, kar je 0,5 MB več od prejšnje 
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meritve. Skupaj je bilo zahtevanih 32 datotek, koda HTML se je naložila in postavila 
v 1,79 sekunde, prenos cele spletne strani pa je trajal 12,78 sekunde [21] (slika 4.6). 
 
Slika 4.6: Meritev hitrosti nalaganja spletne strani z nezmanjšanimi datotekami, od dodatkov do 
knjižnic 
V tretji hitrostni meritvi je spletna stran, ki prenaša nezmanjšane podatke 
dodatkov in knjižnic preko spleta. Za prenos so prenašale 22,3 MB, kar je 0,1 MB 
manj od prve meritve. Skupaj je bilo zahtevanih 32 datotek, koda HTML se je naložila 
in izrisala v 1,03 sekunde, skupni prenos pa je trajal 16,31 sekunde [22] (slika 4.7). 
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Slika 4.7: Meritev hitrosti nalaganja spletne strani z nezmanjšanimi datotekami, od dodatkov do 
knjižnic, prenesenih neposredno s spleta 
Priprava okolja pri klasični metodi programiranja je trajala osem minut, 
programiranje spletne strani pa 4 ure in 42 minut. Celotni izdelek po klasični metodi 
je bil torej opravljen v 4 urah in 50 minutah. 
4.5  Postopek izdelave spletne strani po moderni metodi dela 
Stran, izdelana po moderni metodi dela, bo vsebovala enako obliko, dodatke in 
strukturo spletne strani kot spletna stran, narejeno po klasični metodi dela. Razlika 
med navedenima spletnima stranema je v načinu programiranja in pridobivanja 
informacij. 
V nasprotju s klasično metodo programiranja je pri moderni metodi potrebnih še 
nekaj dodatkov, ki se navezujejo na način programiranja in ne izdelek sam. Ti dodatki 
so: 
 Git [23] – sistem za nadziranje različic in kode, ki ponuja shranjevanje 
celotnega projekta; 
 Npm [24] – upravljavec paketov, v mojem primeru namenjen le za 
dodatke avtomatiziranega sistema Gulp in v podporo upravljavcu 
paketov Bower; 
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 Bower [25] – upravljavec paketov in nadzornik različic za potrebne 
dodatke in knjižnice; 
 Gulp [10] – avtomatiziran sistem za pretvarjanje predprocesnih jezikov 
v standardizirane ter za zmanjševanje kode in datotek. 
Vsi ostali izbrani dodatki bodo enaki klasični metodi programiranja, z izjemo 
orodja Bootstrap, saj bo za moderno metodo izbrana druga vrsta orodja z imenom 
Bootstrap Sass. Delovanje in namen orodja Bootstrap Sass sta popolnoma enaka, le da 
izbrana vrsta vsebuje datoteke Sass namesto CSS. 
4.5.1  Proces, priprava in postavitev okolja za izdelavo spletne strani po 
moderni metodi programiranja 
Priprava projekta pri moderni metodi je nekoliko bolj zamudna, saj vsebuje 
nekaj več dodatkov, ki jih je treba nastaviti. 
Najprej sem na brezplačnem sistemu GitLab [26] pripravil projekt Git, saj bi bilo 
postavljanje lastnega sistema za osebno uporabo po nepotrebnem zamudno in drago. 
V GitLabu sem najprej ustvaril novo skupino z imenom »FE-UNI-LJ«, saj sem tako 
lahko preprosto določal privilegije in vidnost celotne skupine in hkrati projektov 
znotraj nje. Nato sem znotraj skupine ustvaril nov projekt z imenom »Diploma« ter 
mu nastavil vidnost projekta na zasebno ter dodal krajši opis projekta (slika 4.8). S tem 
sem imel že pripravljen projekt na sistemu Git. Da sem lahko začel delo preko sistema, 
sem v mapi, kjer sem želel imeti projekt, odprl konzolo in vpisal komando »git clone 
git@gitlab.com:FE-UNI-LJ/Diploma.git moderna«. Komanda »Clone« pridobi pakete 
oziroma podatke iz navedenega naslova in ustvari projekt na računalniku v mapo 
»moderna«, kot je navedeno v komandi. 
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Slika 4.8: Dodajanje novega projekta na sistemu Git preko spletne strani GitLab 
 Ko sem Git povezal z lokalno datoteko, sem začel postavljati strukturo. Pri 
modernem programiranju je ta nekoliko drugačna. V začetni mapi projekta so namreč 
nastavitve za sisteme Gulp, Bower in Npm, nato pa se projekt razdeli v dve mapi, mapo 
z izvorno in mapo za produkcijsko kodo. Mapa z izvorno kodo je strukturirana zelo 
podobno kot pri klasični metodi programiranja, le da ne potrebuje mape za dodatke in 
knjižnice, saj z njimi upravlja nadzornik dodatkov in knjižnic Bower. Mapa za 
produkcijo se ustvarja sama, s pomočjo sistema Gulp, ki pretvori, pomanjša in združi 
vse datoteke in jih pripravi za produkcijo. 
 Nato sem najprej začel dodajati dodatke za sistema Gulp in Bower, s pomočjo 
ukazov, kot je npr. »npm install gulp --save«. Izpostavljeni uporabljeni dodatki za 
sistem Gulp so: 
 »clean-css« [27], namenjen čiščenju kode CSS, postavitvi v eno 
vrstico, odstranjevanju komentarjev in vseh presledkov; 
 »gulp-sass« [28], namenjen pretvorbi kode iz jezika SCSS v CSS; 
 »gulp-imagemin« [29], namenjen zmanjševanju slik; 
 »gulp-htmlmin« [30], namenjen zmanjševanju kode HTML, 
odstranjevanju vseh komentarjev in presledkov; 
 »gulp-uglify« [31], namenjen zmanjševanju kode JavaScript, 
odstranjevanju vseh komentarjev in presledkov; 
 »gulp-concat« [32], namenjen združevanju več datotek v eno; 
 »main-bower-files« [33], namenjen samodejnemu iskanju potrebnih 
datotek po dodatkih in knjižnicah in prenosu naprej; 
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 »gulp-watch« [34], namenjen sprotnemu sledenju spremembam v 
datotekah in samodejnemu izvajanju potrebnih ukazov za pretvorbo 
kode. 
Ko so bili dodatki dodani, sem v nadzornik Bower lahko začel dodajati dodatke 
in knjižnice, potrebne za izdelavo spletne strani. Dodatki so identični dodatkom pri 
klasični metodi programiranja, le da sta bila dodatka Bootstrap in Normalize.css 
izbrana za delo z jezikom SCSS. 
Ko so bili vsi dodatki dodani, sem začel graditi sistem Gulp. Za namen testiranja 
in merjenja časa za pripravo izdelka po moderni metodi programiranja sem skripto za 
delovanje sistema Gulp naredil na novo. Zanj sem s pomočjo jezika JavaScript ustvaril 
t. i. opravke ali »task«. Opravki so podobni funkcijam za Gulp, ki ob poklicu izvedejo 
določeno delo. S pomočjo opravkov sem ločil vsak proces zmanjševanja tako kode kot 
slik. Ko sem ustvaril opravke, sem jih povezal v tri skupne opravke: »default«, splošni 
opravek, ki brez zmanjševanja in odstranjevanja komentarjev združi datoteke in jih 
prestavi v mapo za produkcijo; »watch«, opravek za sprotno preverjanje sprememb in 
klicanje posameznih opravkov glede na to, kateri dokument se je urejal; in opravek 
»public«, namenjen za produkcijo na splet, ki zmanjša vse slike in kodo ter odstrani 
komentarje in presledke. Poganjanje skupnih opravkov je zelo preprosto, saj je za 
zagon opravka »default« (slika 4.9) v konzolo treba vpisati le »gulp«, za preostala dva 
opravka pa k besedi »gulp« dopisati še ime opravka. Skripta, narejena za delovanje 
Gulpa, se lahko uporabi tudi v drugih projektih, le v primeru drugačne datotečne 
strukture se spremenijo poti, iz katerih map naj bere katere datoteke. 
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Slika 4.9: Poganjanje opravka »default« v konzoli 
4.5.2  Programiranje izdelka z uporabo modernih metod programiranja 
Ko sem postavil vse potrebne sisteme in naložil vse potrebne dodatke, sem začel 
programirati izdelek. Najprej sem v glavno datoteko SCSS-a dodal še dva dodatka, 
Bootstrap-sass [16] in Normalize-sass [18]. Dodajanje drugih datotek Sass/SCSS se 
izvaja z ukazom »@import ''« in dopisom relativne poti do želene datoteke. 
 Bootstrap-sass je, v nasprotju z različico CSS, razdeljen na več datotek SCSS, 
ki vsebujejo njihove dodatke. Tako sem lahko v svoji datoteki SCSS preprosto poklical 
le potrebne dodatke za projekt in ni mi bilo treba klicati celotnega orodja Bootstrap. 
Za izdelavo spletne strani sem od Bootstrapa uporabil: glavni del CSS, pomemben za 
delovanje ogrodja Bootstrap [16], »mixine«, to so funkcije znotraj SCSS-a, glifikone 
za risanje ikon le s pomočjo pisave, del za animacije, navigacijo in pravilno zlaganje 
spletne strani za mobilne naprave. 
Pred orodjem Bootsrap [16] sem v kodo SCSS dodal klic dodatka Normalize-
SCSS [18]. Za orodjem Bootstrap [16] sem dodal še dodatek Slick [17]. Nato sem 
znotraj svoje mape SCSS začel ustvarjati še dve mapi za razdeljevanje kode. V njih 
sem pripravil nekaj datotek SCSS ter jim dodal klic nanje v glavno zunanjo datoteko 
SCSS. Da se ločijo le dodatne datoteke za SCSS, jih je priporočljivo poimenovati s 
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podčrtajem pred imenom, npr. »_variables.scss«. Kljub podčrtaju pri klicanju teh 
datotek ni treba navesti podčrtaja, ampak jih preprosto pokličemo, npr. »@import 
"include/variables";«, saj SCSS samodejno prepozna, da je to dodatek. Poleg pa s 
podčrtaji naredimo bolj pregledno strukturo, saj takoj opazimo, katere so glavne 
datoteke SCSS in kaj so le njihovi dodatki. Sistem Gulp ob iskanju in pretvarjanju 
datotek SCSS v CSS spregleda datoteke s podčrtaji, saj so že vključene v glavno 
datoteko SCSS. 
Nato sem se lotil strukture spletne strani HTML. Ta je popolnoma enaka kot pri 
klasični metodi programiranja, le da poleg nekaj vsebinskih sprememb pri moderni 
metodi programiranja ni potrebe po referenčnem klicanju vsakega dodatka posebej. 
Sistem Gulp namreč vse prenesene dodatke s pomočjo nadzornika Bower združi v eno 
mapo, ki vsebuje en dokument CSS, pisave, potrebne slike in en dokument JavaScript. 
Dodatke sem torej poklical le z enim referenčnim klicem za CSS in enim klicem za 
datoteko JavaScript. Preostali potek izdelave strukture HTML je enak kot pri klasični 
metodi programiranja. 
Razlika se pojavi v kodi CSS. Ker sem pri moderni metodi programiranja 
uporabil jezik SCSS, sem lahko znotraj ločenih datotek uporabljal strukturo SCSS 
(slika 4.10), kar pomeni, da sem lahko gnezdil znotraj kode, npr. klic pri CSS za dostop 
do ovoja vrstičnih oznak in dostop do vrstičnih oznak bi bil »ul { sprememba }; ul li { 
sprememba };«. S pomočjo gnezdenja sem lahko enako kodo napisal na način »ul { 
sprememba li { sprememba }}«. Poleg gnezdenja sem med programiranjem dodajal 
spremenljivke, ki so v mojem primeru vse uporabljene barve, pisave in velikosti za 
prelome ob zmanjševanju ekrana. Nato sem uporabljal še t. i. funkcije oziroma 
»mixin«, kjer sem lahko del iste kode, ki sem ga potreboval večkrat, vsakič poklical z 
isto funkcijo. 
 
Slika 4.10: Uporaba kode SCSS na levi v primerjavi s kodo CSS na desni 
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Končana spletna stran, izdelana po moderni metodi programiranja, je vizualno 
enaka kot spletna stran, izdelana po klasični metodi programiranja, le da spletni strani 
v meniju vsebujeta povezavi do druge, naslov spletne strani pa je preimenovan glede 
na metodo dela. Za namen testiranja sem izdelal popolnoma identični spletni strani ter 
uporabil popolnoma enake slike. 
4.5.3  Primer timskega dela pri izdelavi spletne strani po moderni metodi dela 
Delo v skupini po moderni metodi programiranja je zaradi sistema Git 
poenostavljeno. Ker sistem Git narejene spremembe spremlja v vsaki vrstici posebej, 
zna preveriti in opozoriti, ali je več programerjev naredilo spremembo v isti vrstici 
oziroma v istem delu kode. V tem primeru sistem Git opozori na konflikt, sporoči, v 
katerem dokumentu je nastal in v kateri vrstici. Na konflikt sistem Git lahko opozori 
na dva načina: prvi je pri uporabi le konzole, kjer opozori na konflikt v konzoli, pri 
čemer sporoči, za kateri dokument gre ter v dokument ovije težavno vrstico v določene 
značke. Z značkami »<<<<<<< HEAD« se začne koda programerja, ki je želel 
potisniti kodo na sistem Git in naletel na konflikt. Za temi značkami sledi koda 
programerja, nato sledi oznaka »=======«, ki ločuje lokalno kodo in kodo, 
pridobljeno s sistema Git, za oznako pa sledi koda, pridobljena s sistema. Zaključek 
konflikta je označen z značkami »>>>>>>> BRANCH-NAME«, ki vsebujejo ime 
veje, kjer je nastal konflikt, ki vsebuje del kode. Tako lahko programer preveri del 
kode, ga popravi in kodo ponovno pošlje v sistem. 
Če programer uporablja kakršne koli vrste programa, ki podpirajo sistem Git, 
kot so integrirana razvojna okolja ali angleško »IDE«, lahko dobi vizualno opozorilo 
in primerjavo obeh delov kode, kjer lahko izbere, kateri del kode bo uporabil v končni 
kodi. 
Poleg tega pa programerji zaradi vej v sistemu Git lahko delajo ločeno na istih 
dokumentih, ne da bi s tem motili drug drugega. Na koncu določenega dela, ko je 
programer prepričan, da je koda pripravljena za produkcijo, dele združi s pomočjo 
združevanja vej. Takrat sistem Git ponovno preveri, ali je prišlo do konfliktov v kodi 
in veji združi v eno. 
4.5.4  Merjenje hitrosti nalaganja in izdelave končnega izdelka, narejenega po 
moderni metodi programiranja 
Pri moderni metodi programiranja je bila za namene testiranja potrebna le ena 
meritev, saj nadzornik Bower predhodno prenese vse potrebne dodatke in knjižnice, 
sistem Gulp pa vse datoteke zmanjša, ne glede na to, ali imajo izbrane že zmanjšane 
datoteke. 
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Velikost celotne spletne strani, narejene po moderni metodi programiranja, na 
strežniku, je 7,21 MB. Brskalnik je za prenos prejel podatke v skupni velikosti 7,1 MB, 
skupaj 23 zahtevanih dokumentov, koda HTML se je naložila in postavila v 1,31 
sekunde, vsa vsebina oziroma celotna spletna stran pa je potrebovala 6,04 sekunde 
[35] (slika 4.11). 
 
Slika 4.11: Meritev hitrosti nalaganja spletne strani po moderni metodi programiranja 
Čas, porabljen za pripravo okolja pri moderni metodi programiranja, je 2 uri in 
9 minut. Ta čas je bil razdeljen na dva dela; prvi je projekta priprava Git in okolja za 
moderno metodo, za kar sem potreboval 14 minut, 1 uro in 55 minut pa sem porabil 
za izdelavo skripte Gulp. Za programiranje spletne strani po moderni metodi sem 
potreboval 4 ure in 13 minut. Skupaj sem za projekt po moderni metodi programiranja 
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4.6  Primerjava vzdrževanja končnega izdelka med klasično in 
moderno metodo programiranja 
Vzemimo za primer, da se stranka pri izdelani spletni strani odloči spremeniti že 
narejene predele izdelka, kot je recimo določena barva, ki se pojavlja na več različnih 
delih spletne strani.  
Za tak popravek je pri klasični metodi programiranja potrebnega kar nekaj časa, 
da se barva poišče v celotnem dokumentu in zamenja z drugo želeno barvo. Iskanje le 
kodnega zapisa barve je sicer preprosto, če pa spletna stran vsebuje druge odtenke ali 
delno prosojne barve, pa je delo oteženo, saj mora programer ves čas preverjati, ali je 
res povsod našel vsa področja, kjer je uporabljena ta barva, in ali je bila zamenjana z 
novo. 
Pri moderni metodi programiranja je to zaradi jezika SCSS preprostejše in 
hitrejše. Ker SCSS ponuja možnosti spremenljivk, se že ob grajenju spletne strani 
določajo barve, pisave, prelomi ekranov in druge vrednosti, ki se v kodi uporabijo 
večkrat. Obstaja tudi možnost spremembe teh vrednosti. Postavijo se spremenljivke s 
temi vrednostmi, v kodi pa se vedno uporabljajo. Ker za barve obstaja več možnih 
zapisov, kot so rgb, hex, ipd., jih SCSS zna pretvoriti v vse možne zapise, ne glede na 
to, v katerem zapisu je barva dodana v spremenljivko. Tako lahko v primeru 
popravkov programer spremeni barvo v določeni spremenljivki in SCSS jo popravi 
povsod, kjer je spremenljivka klicana. 
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5  Sklepne ugotovitve 
Za programiranje obeh metod skupaj je bilo porabljenih 11 ur in 13 minut. Od 
tega sem za moderno metodo programiranja porabil 6 ur in 22 minut, medtem ko sem 
za klasično metodo programiranja porabil 4 ure in 50 minut. To pomeni, da sem za 
moderno metodo porabil približno 1 uro in 32 minut več časa kot za klasično metodo 
programiranja. Največ razlike v času je zahtevala priprava oziroma programiranje 
ukazov za sistem Gulp, približno 1 uro in 55 minut. Ta čas bi lahko zelo zmanjšal, če 
bi skripto za sistem Gulp prevzel iz drugega projekta, a sem za namene testiranja 
naredil popolnoma novo skripto in beležil ta čas. 
Rezultati meritve pokažejo dokaj veliko spremembo pri nalaganju med moderno 
in klasično metodo programiranja. Skupna zahtevana velikost, ki jo je moral brskalnik 
prenesti in naložiti, je na spletni strani, izdelani po klasični metodi programiranja, 
22,9 MB, medtem ko je na spletni strani, izdelani po moderni metodi programiranja, 
7,1 MB, kar je približno 69 % manj. S tem se je pohitrilo nalaganje spletne strani. Pri 
klasični metodi programiranja je brskalnik za naložitev in postavitev kode HTML 
potreboval 1,79 sekunde, medtem ko je pri moderni metodi programiranja potreboval 
1,31 sekunde, kar je približno 27 % pohitritev. Zadnja meritev pa je bila prenašanje in 
nalaganje vseh preostalih datotek. Pri klasični metodi je brskalnik potreboval 12,78 
sekunde ter pri moderni metodi 6,04 sekunde, kar je približno 53 % pohitritev pri 
moderni metodi programiranja. Vredno je omeniti tudi, da bi lahko meritve klasične 
metode dosegale podobne rezultate, če bi ročno, s pomočjo raznih spletnih 
zmanjševalcev datotek, zmanjševali svoje ter iz dodatkov izbirali že zmanjšane 
datoteke. Slike bi s pomočjo raznih, predvsem plačljivih programov prav tako lahko 
zmanjšali na manjšo velikost, vendar sem za namene testiranja uporabil originalne 
slike in kodo. Nezmanjšane datoteke dodatkov sem izbral, ker sem s tem lažje prikazal, 
kakšen bi bil primer veliko večjega projekta, ki bi vseboval veliko kode. 
 
S temi meritvami lahko preverim trditve na podane hipoteze, ki sem jih zastavil 
še pred opravljanjem meritev končnega izdelka: 
46 5  Sklepne ugotovitve 
 
 programiranje po moderni metodi ni zahtevalo dvakrat več časa kot 
programiranje po klasični metodi, zato trditev zavržem; 
 končni izdelek po moderni metodi zaseda približno 71 % manj prostora 
kot izdelek, narejen po klasični metodi, zato potrjujem hipotetično 
trditev; 
 končni izdelek je pri klasični metodi pri nalaganju potreboval približno 
53 % več časa kot izdelek, narejen po moderni metodi, zato lahko 
potrdim hipotetično trditev.
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