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ABSTRACT 
 
 
Small and Medium Industries (SMIs) are huge important factors for economic growth in 
developing countries.  Though they operate on a small scale, these industries have played an 
important role to improve the country’s economy.  The main problems that exist in SMIs are 
the insufficient capital and the ineffectiveness of the maintenance process.  The web-based 
Decision Support System (DSS) has been developed to support industrial maintenance 
management processes.  This DSS is suitable for decision makers for revealing important 
maintenance strategies in SMIs.  Unfortunately, several issues still occur and must be resolved 
after the web-based DSS will be spread to the SMIs in developing countries.  The online 
system should have the robust standard that can work in many conditions which were found 
by SMIs in rural areas of observed countries.  The web-based applications generally can’t 
operate appropriately with low reliability of the network connectivity and the narrow Internet 
bandwidth.  Therefore an Automated HTML5 Offline Services (AHOS) is proposed in the 
present research.  The AHOS is developed by the integration of HTML5 Application 
Programming Interfaces (APIs) and recent web-based technologies, i.e. the offline application, 
the offline storage, etc.  The AHOS approach is embedded in the parts of web-based DSS for 
SMIs.  The excellent performance in low reliability of network connectivity and narrow 
Internet bandwidth are proved by operating the AHOS web-based DSS.  The AHOS 
requirements, implementation stages, current statuses and challenges are also studied.  The 
result is very useful for SMIs owners and workers to understand the advantages and 
restrictions, and as the future directions to apply this AHOS concept into their industrial web-
based applications.  It will also encourage more and more SMIs in developing countries to use 
the web-based applications.   
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CHAPTER 1:  
Introduction 
 
 
1.1 Introduction 
―Small and Medium Enterprises (SMEs) in Manufacturing Industries‖ or ―Small and Medium 
Industries (SMIs)‖ are huge important factors for economic growth in developing countries 
([1], [2], [3]).  Though they operate on a small scale, these industries have played an 
important role for larger industries for their business needs ([4], [5]).  The roles of SMIs 
become more meaningful, especially in respect of reducing poverty and unemployment [6].   
As a result, the appropriate and effective development of SMIs will yield a significant impact 
in the economic development of a country.  
The main problems that exist in SMIs are the insufficient capital and the ineffective 
maintenance process.  The government offered much of financial relief. But the SMIs still lack 
information about the effectiveness of the industrial process. The productions in the SMIs 
have fallen to below expectations ([7], [8]).  Usually, the maintenance actions at SMIs 
machinery are simply carried out from the direction of the maintenance department with the 
sober maintenance equipments [9]. 
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The Computerized Maintenance Management System (CMMS) is one of the famous 
techniques for improvement of the effectiveness of the industrial processes [10].  The CMMS 
is designed to assist in the planning, management, and administrative functions required for 
effective maintenance [11].  The effective maintenance management should capture as much 
about maintenance work as raw data and supplies with good information for decision making 
[12].  The historical development has shown that limited CMMS applications have been 
developed with Decision Support System (DSS) to analyze maintenance decision processes 
[13].    
The web-based DSS to analyze maintenance decision from CMMS has been developed to 
increase the performance of the units and to support industrial maintenance processes.  The 
maintenance decision model of Decision Making Grid (DMG) has been utilized for it [14].  
The decision makers can use this DSS for revealing important maintenance strategies, i.e. 
Condition Based Maintenance (CBM), Service Level Upgrade (SLU), Design-out 
Maintenance (DOM 
I
), Operate to Failure (OTF), Fix Time Maintenance (FTM), etc.  The 
web-based DSS application was made by integrating HyperText Markup Language (HTML) 
with Hypertext Preprocessor (PHP) script and My Structured Query Language (MySQL) 
database [15].   
Moreover, the online system must be an important factor in order to be able for survival in 
new economy business [16].  The online system should have the robust standard that can work 
in many conditions which were found in SMIs.  Unfortunately, several issues still occur and 
must be resolved after the web-based DSS will be spread to the SMIs in developing countries.    
For example, Indonesia is composed of 17,805 islands, and so it is so difficult and expensive 
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to construct nationwide high speed network.  Indonesians Internet service providers serve 
limited bandwidth capacity, and its network connectivity is always unstable, especially at 
peak hours [17].  The same story can be said for Malaysia [18]. 
The case study of web-based DSS for maintenance strategies in SMIs is reconsidered in the 
present study [15].  This web-based DSS has the same weakness as many industrial web 
applications.  It is not able to be accessed if disconnected from the server.  The main reason is 
because the system still utilizes the PHP script in the web development process [19].  The 
PHP scripts are already generally known as server-side scripting language [20]. This means 
that the system can only operate by sending a request and receiving a response from the server 
through connected network.  There are adverse impacts that have occurred when the system 
was accidentally disconnected to the server.  The maintenance process will certainly be 
hampered.  As a result, the additional works were needed automatically, e.g. re-checking the 
DSS application process or even re-entering the unprocessed data.  In the larger impact, it can 
provoke the interruption of production processes.  This incident is quite detrimental 
consequences for SMIs since it can increase the expenditures.    
The Automated HTML5 Offline Services (AHOS) is proposed in recent research.   The AHOS 
is developed as the integration of HTML5 Application Programming Interfaces (APIs) and 
recent web-based technologies, i.e. the offline application, the offline storage, etc.  The AHOS 
provides the web-based DSS robust again low or unstable connectivity of the Internet.   
Moreover, there are a few considerations on offline web applications due to the dependence of 
online web applications on the network.  The online web applications have the potential to 
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poor of the performance, i.e. due to a high number of requests to the same server 
simultaneously, narrow Internet bandwidth, etc.  This contributes to slow application response 
time and leads to unsatisfactory user experience.  In this study, the performance and 
responsiveness of both online and AHOS web-based applications are analyzed.  These 
analyses are important to reveal the advantages of performing the AHOS web-based 
application.  
Moreover, without denying the rise tendency in the web adoption, many SMIs prefer not to 
have a web-based system.  It is due to some barriers in the risks and the knowledge, ability, 
experience and innovation of the SMIs owner and human resources ([16], [21]).  Therefore, 
this study explains the AHOS concept from several aspects, i.e. requirements, implementation 
stages, current statuses and challenges.  The results from the study will be very useful for 
SMIs owners and workers to understand the advantages and limitations of the AHOS concept, 
and as the future directions to apply this AHOS concept to their industrial web-based 
applications.  It will also encourage more and more SMIs in developing countries to use the 
web-based applications. 
 
1.2 Problem statements 
Several research problems are emphasized based on the facts from the introductions and the 
related publications. 
1) The SMIs startup with the small capitals which aren’t able to research and upgrade the 
performance of whole production lines based on a robust computerized system.  
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2) The web-based DSS in SMIs can’t work properly with narrow Internet bandwidth and low 
reliability of network connectivity. 
3) The online web-based applications have the potential for poor performance.  It contributes 
to a slow application’s response time and lead to unsatisfactory user experience. 
4) Many SMIs chooses not to have a web-based system. It is due to some barriers in the risks 
and the knowledge, ability, experience and innovation of the SMIs owner and workers. 
These problems are the reasons that the present research has to be studied.  To overcome these 
problems has become the main purpose of this dissertation.    
 
1.3 Research goals 
The goals indicate the purpose of the study in a clear and focused topic.  These research goals 
are described as follows:  
1. The SMIs owners and workers can perform the new technology of web-based applications 
to improve the effectiveness of units and to support industrial maintenance processes.   
2. The clients can access web-based applications with a good standard of performances in 
narrow Internet bandwidth and low reliability of network connectivity and lead to better 
user experience.    
3. The SMIs owners can understand the advantages and limitations of the new technology of 
web-based applications, as the directions to reduce the uncertainty and the risks in 
applying it into their industrial maintenance process. 
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1.4 Research targets 
The targets of this research in regard to the necessary standards required to achieve the desires 
of SMIs owners, workers and all clients.  The details of these research targets are divided as 
follows:    
1. The Automated HTML5 Offline Services (AHOS) is developed for a web-based DSS in 
SMIs, as example of applications, in order to show that AHOS can improve the 
effectiveness of units and support industrial maintenance processes.   
2. The program prototype of AHOS can work properly and achieve good performances with 
narrow Internet bandwidth and low reliability of network connectivity in accordance with 
the common criteria. 
3. The AHOS is studied in many aspects, i.e. requirements, implementation stages, current 
statuses and challenges, etc.  The study of AHOS is useful for SMIs owners and workers as 
the directions to understand the advantages and limitations and to reduce the uncertainty 
and the risks in applying it into their industrial web-based applications.  
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1.5 Structure of dissertation 
The brief descriptions of each chapter and section are explained as follows:  
 
Chapter 1: Introduction 
This chapter explains the introduction and the structure of the dissertation.  The  introduction 
explains the facts which have happened before being researched.  These facts have come from 
the situations of SMIs in developing countries.  The facts include the implementation of 
techniques to raise the effectiveness of the industrial process, i.e. the implementation of the 
web-based CMMS and DSS.  The state of the web-based technology to be applied in SMIs will 
be discussed.  Moreover, the problem statements are highlighted in this chapter.  Then, the 
study goals and targets are explained.   The target is the required standards to make the desires 
of SMIs owners, workers, and all clients to be achieved.  The target in this research includes 
the development of AHOS.  The targets also include the evaluation of AHOS in many aspects 
to indicate its utility.  Then, the structure of the dissertation is described.  This chapter is 
closed with the summary section.  
 
Chapter 2: Background and Literature Review 
This chapter indicates the background of the study.  The systematic literature review is carried 
out to collect related information and to generalize the base of the study.  This chapter also 
describes the related works of this study.  The SMIs definitions and those important for 
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economic growth in developing countries are explained in particular in Indonesia and 
Malaysia.  The present industrial web-based application developments are outlined.  This 
chapter also explains the brief related issues to those industrial web-based applications.  The 
outline of CMMS is explained then.  It includes the definition and related works of CMMS in 
the present study.  Moreover, web-based DSS for maintenance management is explained.  The 
online application issues related to SMIs are explained then.  The overview of the 
implementation of the online system in SMIs, in developing countries in particular, is 
provided.  Then, the restrictions on Internet in observed countries are explained, i.e. the 
geographical circumstances of the countries, the Internet speed, etc.  Next, the summary of 
web technology development is explained.  It starts from HTML technology to the last 
revision of technology, i.e. HyperText Markup Language fifth revision (HTML5).  The 
Automated HTML5 Offline Services (AHOS) and the related APIs are explained then, i.e. 
IndexedDB, WebStorage, Application Cache, etc.  This chapter also explains the related web 
technologies, i.e. node.js, WebSockets, Socket.io, service workers API, etc.  The summary of 
this chapter is explained at the end.  
 
Chapter 3: The Design and Implementation 
This chapter explains how the goals and the targets of the study can be achieved.  The 
prototype scenario of the system design is explained.  The prototype scenario includes the 
explanation of the use case diagram.  Then, the activities of the system are explained by the 
activity diagrams.  Moreover, the database design for the server side is explained in this 
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chapter.  The database design can be used then to create a database.  This chapter also 
explains the main different process between classic web-based application and AHOS web-
based application.  Next, the classic web-based DSS that is developed with PHP and MySQL 
is explained.  Moreover, the AHOS frameworks are explained.  The processes of a user 
request, cache manifest, offline storage and other APIs are explained in detail.  The AHOS 
implementation stages are explained then.  Those include creating an offline web application, 
organizing the application files, listing the required data and creating a client database design, 
and implementing the synchronization technology.  Then, this chapter explains the 
implementation of AHOS web-based DSS.  Next, the logical scenarios for performance 
evaluations and analyses are explained.  The scenarios include the common evaluation criteria 
of web-based applications to be achieved.  This chapter is closed by the summary of the 
chapter. 
 
Chapter 4: The Evaluations and Analyses 
This chapter explains the evaluations and analyses of classic web-based DSS and AHOS web-
based DSS.  The evaluations of several current statuses and challenges of the AHOS stages are 
explained.  The evaluations include the explanation of the issues and the challenges of cache 
manifest list.  Several literatures and practical experiences of the cache manifest list are 
explained.  The application files issues and challenges are explained then.  The issues and 
challenges to create the client database design are explained.  In this chapter, the automated 
synchronization of online and offline, as well as the issues and challenges are explained.  
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Then, the response times of both classic web-based application and AHOS web-based 
application are evaluated.  The elapsed interval from the time when the request is sent to the 
time when the response is received are measured.  This evaluation does not include the time 
needed to render the response, and it does not include the process of any client code, i.e. 
JavaScript.  The response times under full bandwidth and limited bandwidth are evaluated by 
both classic web-based applications and AHOS web-based applications.  Moreover, the 
throughputs of both classic web-based applications and AHOS web-based applications are 
analyzed.  Throughput is calculated by total requests in each second.  This throughput is 
supposed to represent the workload of the server.  The processes of server processor are 
evaluated then.  The software of Performance Monitor is used.  It is a simple yet powerful 
visualization tool for viewing performance data on the computer server.  Then, the response 
times of the browser process are evaluated by using Firebug extension.  The Firebug is a free 
and an open-source web browser extension for Mozilla Firefox.  It is a useful tool for the web 
page performance analyses.  Lastly, this chapter is closed by the summary of the chapter.   
 
CHAPTER 5: Conclusion 
This chapter gives three explanations, i.e. the conclusion, the research contributions and the 
future works of this study.  The conclusion explains the facts which have happened after being 
studied.  The important research information is explained, i.e. the background, the method, the 
analysis results, etc.  The approaches of this study and its contributions are explained.  Then, 
this chapter is concluded and the future work in the study area is explained, i.e. implement the 
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whole concept of web-based DSS, upgrade the program function in the server, implement the 
popular web-based technologies, i.e. cloud computing and grid computing, etc. 
 
1.6 Summary 
The summary of the study about the problems and the directions is explained by Figure 1.1.  
 
 
Figure 1.1 Research problems and directions 
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The SMIs are an important factor for economic growth in developing countries.  
Unfortunately, many problems are found by SMIs in the developing countries.  The SMIs are 
lack of capital and they are less effective when maintaining the production processes.  A lot of 
SMIs were supported by governments and researchers, i.e. the financial supports, the 
maintenance management concepts, the web-based DSS applications, etc.  However, the 
implementation of the supports in real situations is disconnected.  The web-based application 
cannot work properly with narrow Internet bandwidth and low reliability of network 
connectivity.  Those are frequently found in rural areas of observed countries.  Then, the web-
based applications also have potential for poor performance.  And the web-based applications 
also have the potential not to be accepted in SMIs because the barriers in IT risk and 
knowledge, ability, experience and innovation of SMIs owner and human resources.  In other 
words, there is a gap between the web-based application and practice in SMIs in developing 
countries which have to be re-solved.  The AHOS is proposed to re-solve the problems so the 
web-based DSS can work properly and it can achieve better performances with narrow 
Internet bandwidth and low reliability of network connectivity.  The AHOS is also studied in 
many aspects, i.e. requirements, implementation stages, current statuses and challenges, etc. 
The details are explained in the following chapters. 
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CHAPTER 2:  
The Background of Automated HTML5 Offline Services 
 
 
The previous chapter has given the introduction of the importance of the research works.   
This chapter describes the background and the detail of a problem area of this dissertation.  In 
order to generalize the base of the research and to gather relevant information, a systematic 
literature review is performed.  This chapter describes SMIs and their importance for 
economic growth in developing countries, specifically in Indonesia and Malaysia.  It also 
outlines the current web-based application development to support industrial processes.  Then, 
it describes the CMMS and web-based DSS for SMIs.   It also explains the AHOS concept.  
Then, the HTML5 and related APIs are explained, i.e. IndexedDB, Web Storage, Application 
Cache, Web Workers, WebSockets, etc.   Lastly, this chapter explains the summary of this 
chapter.  
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2.1 Small and Medium Industries (SMIs) 
The definition of the Small and Medium Industries (SMIs) is the industries that have a number 
of full-time employees from 5 to less than 200.  Another definition defines small scale 
industries as companies with a sales turnover from 300,000 Ringgit Malaysia (RM) to less 
than RM 15 million.   As for medium scale industries, they have a sales turnover from RM 15 
million to RM 50 million [22].  
The SMIs relies on Indonesian law about a small enterprise as the industries that having total 
assets between 50 and 500 million rupiah or annual sales between 300 million and 2.5 billion 
rupiah, and a medium enterprise as the industries that has total initial assets between 500 
million and 10 billion rupiah or annual sales between 2.5 and 50 billion rupiah [23].  The 
other definition is proposed by the Indonesian statistics bureau (Biro Pusat Statistik / BPS) 
that classifies small firms as having between 5 and 19 workers, and medium firms as having 
between 20 and 99 workers [24].  This SMIs definition is slightly different, depending on the 
description given from a reliable source from each country.   
The SMIs are huge important factors for economic growth in developing countries ([1], [2], 
[3]).  The appropriate and effective development of SMIs will yield a significant impact on the 
economic development of a country.  Reference [25] has examined 47,745 firms in 99 
countries between 2006 and 2010, shows that Micro, Small and Medium Enterprises 
(MSMEs) account for 66% of total permanent employment.  The roles of MSMEs in 
Indonesian economic development can be seen from the composition of firms in Indonesia.  
The data from Indonesian Ministry of Cooperatives and MSMEs (Kementrian Koperasi dan 
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Usaha Kecil dan Menengah) have described that almost 99% of Indonesian firms in 2013 
were MSMEs.  This domination leads MSMEs to be main job contributors in Indonesia.   
According to the Malaysia’s Annual Productivity Report 2013/2014, modern Information and 
Communication Technology (ICT) solutions offer significant efficiency and productivity 
advantages to the SMIs in particular, and at much more cost-effective prices than before.  
Equipping workers with the right tools and information will allow companies to foster more 
competitive, more adaptive and more creative mindsets within their organizations.  Together 
with the right combination of ICT and non-ICT capital investments, a competitive mindset 
will allow Malaysia to accelerate its economic transformation.  Based on the sample survey 
from reference [26], the least emphasis of the SMIs was on the application of the Internet in 
business and the investment in Research and Development (R&D).  By using the Internet, 
smaller businesses are able to reach consumers beyond their traditional geographical 
locations. 
 
2.2 Web-based applications in industries 
The drastic utilization of the web-based technology in industries has more and more progress.  
The web-based technology is the ambidextrous ubiquity technology potentially to connect 
thousands of devices and to exchange information anywhere with the Internet connection [27].  
Nowadays, many researchers have conducted research on the web-based application in a 
variety of industries.  Some of which were focused for designing and developing web 
applications, e.g. web services based design for rural industry by considering the local e-
  
 
16 
government [28], web controllable heater interface for industry application [29], and 
interactive web monitoring of humidity control for printing industries [30].  Several other 
researchers improve and implement the web-based applications in another information 
technology services, e.g.  proposes a web-services-based supply chain optimization DSS for 
the electronic retail industry [31], embed web server based fault analyzer for industry [32], 
designed Geographic Information System (GIS) sharing platform architecture based on the 
web service for the power industry [33], and construct an information database for deals with 
the construction of the web-based quality control system of mold industry [34].  Analyzing, 
studying, interpreting, investigating or evaluating of the impact, exploitation, effectiveness 
and potential from web applications have been completed by some of researches e.g. the 
potential of the web as a medium for communicating social and environmental issues in 
minerals industry [35], the exploitation of web version 2.0 for knowledge management in the 
tourism industry [36], the use of web 2.0 for brand awareness and competitive advantage in 
the Malaysian hospitability industry [37], mining patient experiences on web 2.0 in the 
pharmaceutical industry [38], the effectiveness model of web-based marketing for the airline 
industry [39], the impact of web-marketing mix on development of tourism industry [40], the 
cultural study of web design in small and medium information and communication technology 
companies [41], the study of hotel industry’s web application as a marketing tool [42], the 
study of web service and web 2.0 technology oriented for collaborative industrial product 
development [43], the measurement of online customer experience in e-commerce and 
managerial implications for the lodging industry [44], and the studied of patient experiences 
on web 2.0 in the pharmaceutical industry [45]. 
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As a brief issue, most of research in industrial web applications concerned in the design, 
development, improvement or implementation of integrated industrial systems i.e. product, 
people, money, knowledge, information, equipment, energy, material, analysis, synthesis, etc.  
Other researchers have also focused on the principles and methods of mathematic, physic, 
social or computer science, as well as to analyze, study, interpret, investigate or evaluate the 
obtained results, the impact, effectiveness or potency of aforementioned industrial systems.  
However, measly researchers have learned toward the technology of industrial web-based 
application itself in the condition of disconnected from the web server.  In this situation, 
almost all industrial web-based applications cannot work.   
 
2.3 Computerized Maintenance Management System (CMMS) 
The Computerized Maintenance Management System (CMMS) is the system to coordinate all 
activities related to the availability, productivity and maintainability of a complex system.  
The CMMSs are typically deployed and utilized in business operations to facilitate reporting 
and decision making [46].  The CMMS has existed as modern computational facility in the 
scope of improvement for effectiveness and maintenance efficiency.  The CMMS software’s 
have evolved in a simple mainframe that covers the maintenance activities.  According to 
reference [11], some of the benefits that can result from the application of CMMSs are 
equipment and part control, maintenance cost management, maintenance scheduling, 
integration of other business system, and reduction of machine breakdowns.  Reference [47] 
has investigated on the characteristic of CMMS in order to highlight the need of them in 
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industries and to identify their current dependency.   A survey of the research have the 
conclusion that all CMMS offer the data collection facilities has been conducted.  The results 
indicate that more expensive systems offer formalized modules for the analyzing the 
maintenance data and the market leaders allow real time data logging and network data 
sharing.  
A decision model is presented to provide a decision analysis capability in the existing 
CMMSs.  The effect of the model contributes to get the optimization of the maintenance 
functionality and to include the scope of the CMMS for decision support.  The decision system 
is highly adaptive and has been successfully applied in industries, i.e. reference [48] has 
designed and implemented CMMS in a disk break pad manufacturing company based in 
England, and reference [49] highlight to embed DSS into CMMS as an advanced software 
engineering approach of problem solving in concrete bridge deck maintenance activities.     
 
2.4 Web-based DSS for maintenance management 
The web-based DSS for maintenance management in the present research is the CMMS that 
applies a hybrid of maintenance decision making models, Artificial Intelligence (AI) concepts 
and web-based technologies.  The system is a part of the continuous process for the 
effectiveness of maintenance management that has successfully implemented in Small and 
Medium Industries (SMIs).  The system was made by integrating HyperText Markup 
Language (HTML) with Hypertext Preprocessor (PHP) script and My Structured Query 
Language (MySQL) database.   
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Figure 2.1 Continuous maintenance management process 
 
Figure 2.1 is the depiction of the continuous maintenance management process by using the 
integration of decision making models ([15], [50], and [51]).  The quantitative and qualitative 
data from SMIs are recorded, extracted and analyzed into an appropriate maintenance decision 
making model, i.e. DMG [14] and Analytic Hierarchy Process (AHP) [52].  Both DMG and 
AHP are used by the DSS to simplify the analyzing process and to reduce the time needed in 
making maintenance decisions.  By these maintenance decisions, the maintenance knowledge 
can be attempted.  The decisions can also suggest better maintenance action in SMIs.    
The Fuzzy Logic (FL) [53], the Genetic Algorithms (GA) ([54], [55]) and the Neural Network 
Back Propagation (NNBP) [56] are embedded to improve the DMG method which was having 
some weakness at the implementation moment in the SMIs.  The FL is combined by DMG.   
The model can submit the qualitative data from the maintenance personnel to provide better 
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results in decision making [15].  Then, the GA method is applied by DMG model to deliver 
the trust toward new concerned industry or other related industries with the absences of data 
to utilize this DSS [50].  The NNBP method is used to predict the best decision that might be 
taken in the maintenance management of industrial machines based on the DMG method [51].   
However, the classic web-based DSS has the same problem as many industrial web-based 
applications.  It is not able to be executed if it is disconnected from the server.  The main 
reason due to the system is still utilizing PHP scripts on the web development process.  The 
PHP scripts are already generally known as server-side scripting language that only can be 
accessed by the client via connected network.  There was an adverse impact has occurred 
when the DSS was inadvertent disconnected from the server, e.g. the maintenance processes 
can certainly be hampered.  As a result, the additional works were automatically required, e.g. 
re-checking the application process or even re-entering the unprocessed data.  In the larger 
impact, it may provoke the interruption of production processes.  This incident is quite 
detrimental consequences for SMIs due to the increased of expenditures.   
 
2.5 The online applications on SMIs 
The online applications generally require connection to the Internet.  The online applications 
are easier to deploy and upgrade than the traditional desktop applications.  The online 
applications are deployed in web server and able to distribute the application (web page) to 
the large number of clients.  The web page is served to the client, and the client will interact 
with the page and submit a request to the server.  One of the issues in the situation of high 
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latency or no network connection, the web-based application will have to wait for response in 
order to continue the requests.  The irresponsiveness or less responsiveness of the clients have 
formed as a result.   
Moreover, the online applications in SMIs can have many kinds of subjects.  It depends on 
their function and usage, i.e. e-business, e-commerce, e-readiness, Internet systems, Internet 
applications, cloud computing, etc.  The SMIs that are involved in the online applications are 
mainly due to the availability of the Internet technology and the benefit of ICT to enhance 
their business [57].  Despite a high degree of optimism, the level of the Internet systems 
adoption is resulted by a number of barriers and constraints.  The study of reference [2] 
indicate the arguably the most important and relevant to the adoption of online application 
technologies within the context of developing countries are organizational readiness 
(perceived benefits, perceived organization resources and governance), industry readiness 
(perceived industry structure and standards) and national readiness (perceived supporting 
services (PSS) and perceived environmental pressure (PEP)).   
Based on reference [58], the factors of the online application readiness in South East Asia are 
the basic structure and technology (speed, pricing, access, market competition, industry 
standards, and foreign investment), access to network services (bandwidth, industry diversity, 
export controls, credit card regulation), use of the Internet (uses in business, government, and 
homes), promotion and facilitation, skill and human  recourses (ICT education, workforce), 
and positioning for the digital economy (taxed and tariffs, industry self regulation, 
government regulation, consumer trust). 
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Moreover, reference [16] investigate the determinant factors of the online application 
adoption by SMEs in developing countries, which evidence from Indonesia, i.e. perceived 
benefit, technology readiness, owners’ innovation, owners’ Information Technology (IT) 
ability and experience.  Then, reference [17] depicts the implementation of online application 
in Indonesian SMEs.  The research indicates the implementation of the online applications 
with the limitation of the Internet that is expensive and unstable. 
The Malaysian enterprises more concern about the level of security present when providing 
sensitive information online, and they will use the online applications only when they develop 
a certain level of trust.  In another publication, the SMIs choose not to have an online 
application due to some barriers in money, risks, technicality and knowledge in information 
technology [21].   
Reference [18] investigate many problems of using online applications in India, Malaysia and 
Iran, e.g. slow Internet access  (downloading), running and maintenance more costly than 
expected, Internet connection failures, reliability of service, lack of knowledge and 
understanding on online application, difficulty using online application, doubts on the security 
and privacy, lack of user support, half-hearted advice from user support, high cost of user 
support, problem between Internet Service Provider (ISP) and telecoms supplier taking 
responsibility for service failure/problems. 
Then, reference [5] reviews that the organizational technology adoption indicates the SMEs in 
Malaysia likely to consider many factors when contemplating online application continuance 
adoption as Chief Executive Officer (CEO) characteristics (innovativeness, IT knowledge and 
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IT adoption attitude), organizational characteristics (size and employee IS knowledge), 
technological characteristics (relative advantage, compatibility, cost and security), 
environmental characteristics (external pressure and external support).  Reference [59] 
describes the problems and issues of online application for Malaysian SMIs, which are 
highlighted as security and privacy, network and system performance. 
Then, reference [60] summarizes the factors for the online application in Vietnam’s SMIs 
technology related (perceived relative advantages, compatibility of the innovation, complexity 
of the innovation, perceived risk), organizational related (employee knowledge of online 
application, resources of enterprise, strategic orientation of the enterprise, firm’s globalization 
orientation), environment related (intensity of competition, support of industries, support of 
government, national IT infrastructure, suppliers and buyer behavior), manager related 
(attitude of managers towards innovation, knowledge of the new IT and online application).   
 
2.6 Restrictions of the Internet in observed countries  
The Internet is an important role for the web-based application of the current research.  The 
web-based applications certainly require an Internet connection to be accessible anywhere.  In 
return, the issues involved should be known with the condition of Internet connection at SMIs 
in all of concerned countries, i.e. Indonesia and Malaysia.  
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Table 2.1 State of Internet in Asia Pacific 2015 
 
 
2.6.1 Internet in Indonesian SMIs  
Indonesia is an archipelago country, encompassing 17,805 islands and an area of 5,193,250 
km
2
 with the estimated population to reach 255,4 million in 2015.  The geography condition is 
a challenge and opportunity for Indonesia to develop the information access and distribution 
facilities using the ICT, especially the Internet technology, with a good distribution over the 
country.  It is difficult to cover so many areas and link the network between islands. 
The average connection speed in Indonesia is 3.0 Megabits per second (Mbps) (Table 2.1, 
Source: [61]).  According the Guardian reports that cite from eMarketer [62], only 29% of 
Indonesians have access to the Internet and connection speeds are slow, largely thanks to 
challenging geography and a thinly spread population of around 255,4 million people, which 
makes it expensive to build a network using underwater cables.  Until reported, satellite-
  
 
25 
delivered Internet access has been the only option for many connections, although the satellite 
dish installation and data costs can be prohibitively expensive for poorer communities.  Figure 
2.2 indicates the top Internet users in countries located in Asia [63]. 
In a survey conducted from Indonesian society [64], with 91% were reported that they don’t 
spend as much time online as they would like due to problems with connectivity.  In rural 
areas, where a third of the 1,400 respondents live, 60% were claimed deficient Internet 
coverage and 82% were told that they were frustrated by slow connection speed.   
 
 
Figure 2.2 Asia top Internet countries 
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According to the Indonesian government via The Indonesian Ministry of Cooperation and 
Empowerment of the SMEs (Kementrian Koperasi dan Usaha Kecil Menengah Republik 
Indonesia), the number of MSMEs in Indonesia have reached 57.895.721 in 2013.  According 
to Internet Governance Forum (IGF) report [65], the numbers of small and medium 
businesses have already used computers at 32%.  The cost of hardware and software is found 
not to have a significant correlation with Internet system adoption in the SMEs [16].  Internet 
system can be developed even with small capital.  A simple website can be developed by the 
funds less than one million rupiah. To maintain and update the website, it requires funding 
about one million rupiah.  Based on the survey, one of the empirical issues in the 
implementation of the online systems in Indonesian SMEs is the Internet connectivity.  By 32 
respondents, most of them say that the Internet connectivity is a major problem in Indonesia.  
The average connectivity is slow and the price is also quite expensive.  By renting a simple 
Internet provider service, the bandwidth capacity will be limited and the network connectivity 
is always unstable, especially at peak hours [17]. 
 
2.6.2 Internet in Malaysian SMIs  
The total land area of Malaysia is 329,847 square kilometers (127,350 sq mi). The population 
is estimated over 30 million in 2016.  The average connection speed is 4.9 Mbps (Table 2.1, 
Source: [61]).  Malaysia has broadband penetration rates of 91.7 (per 100 inhabitants) and 
72.2 (per 100 households) [66]. 
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According to reference [5], cost is revealed to impact SMIs’ online application continuance 
intention in a negative way.  Cost is an important predictor in Malaysian manufacturing firms 
and is a significant factor in online applications.  In fact, the cost was identified as one of the 
top reasons why organizations in Malaysia are not fully utilizing its applications ([67], [68]).  
If the cost to invest in online innovation activities is higher, SMIs’ website intention tends to 
be lower.  Hence, SMIs that adopt a web presence perceive their website as requiring 
substantial expenses to maintain ongoing website hosting practices.  It is a fact that the high 
cost of a company online application is a bottleneck for small businesses.  As a result, the cost 
of continuing to adopt an online application is a concern for the SMIs.  However, it 
contradicted by reference [57]. It describes that the online applications were cost effective that 
makes the adoption of this technology in SMIs much easier. 
 
2.7 Web technology and application development 
The web technology has evolved heavily.  The technology starts with static HTML with inline 
styling [69], and then separates the content from the presentation with Cascading Style Sheets 
(CSS) [70]. It is followed by dynamic web pages based on JavaScript [71] and Asynchronous 
JavaScript and XML (AJAX) [72].  Web technology is further supported by the emergence of 
plugins based Rich Internet Applications (RIAs) for the browser, e.g. applications based on 
Adobe Flash [73], Adobe AIR [74], Microsoft Silverlight [75], and Sun JavaFX [76].  
Recently, many of the web technologies continue to be promoted by the HTML5 community.  
The HTML5 is new web standard technology to supplant the existing HTML4, XHTML1 and 
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the Document Object Model (DOM) Level 2 HTML API.  HTML5 is equipped with Cascading 
Style Sheets level 3 (CSS3) and JavaScript.  It was released in October 2014 as stable World 
Wide Web Consortium (W3C) recommendation [77].  Even the working draft of HTML 5.1 
has started to be released in June 2016 [78]. 
The use of web-based application spreads over the various fields.  The web-based application 
is cross-platform.  In other words, we can use web-based application with popular web 
browser.  Most of the web browser that runs web applications can temporarily store (caching) 
the data of web documents, e.g.  the HTML pages and the image files [79].  This cache 
process aims to conserve the bandwidth, reduce the server load, or reduce delay between 
actions of users and the reactions of the server (web lagging) [80]. 
A script program on client side e.g. JavaScript is increasingly being used today too.  This type 
program is an important part of the Dynamic HTML (DHTML) concept, which allows the 
content changes based on user input, environmental conditions (e.g. Time), or other variable 
with or without a request to the server [71].  The AJAX is an important addition to the 
JavaScript language that allows the web to communicate with the server in the background 
with or without a new request or rendering process [72].  But the responsive web development 
has many constraints when dealing with narrow Internet bandwidth or intermittent network 
connectivity [81]. 
The HTML5 is the most recent technological development that provides solutions for storing 
web pages, data, or resources on the client side ([82], [83]).  This technology can reduce the 
network load by reducing the client request to the web server so the web application 
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performance can be improved [84].  The HTML5 allows the client to access the application 
with intermittent network conditions or even without any network connection [85].  Most of 
the classic web-based applications require connectivity to the Internet to be able to work.  
Those web-based applications are provided by carrying out a request to the server to obtain 
any resources or information [86].  In this situation, it becomes a considerable case of high 
latency or connectivity problems, so the user will be able to keep waiting for a response of the 
request, and get an error or unwanted results [87]. 
 
2.8 HyperText Markup Language fifth revision (HTML5) 
The HTML5 define as the fifth and the current version of the markup language.  It is used for 
structuring and presenting content or data on the World Wide Web (WWW).  The HTML5 was 
published in October 2014 by the W3C with new features, improvements to existing features, 
and scripting-based APIs [88].  The published HTML5 taxonomy and status is indicated by 
Figure 2.3 [89].    
Many new syntactic features are included.  To natively include and handle multimedia and 
graphical content, the new <video>, <audio> and <canvas> elements were added, and support 
for Scalable Vector Graphics (SVG) content and MathML for mathematical formulas.  To 
enrich the semantic content of documents, new page structure elements are added, i.e. 
<main>, <section>, <article>, <header>, <footer>, <aside>, <nav> and <figure>.  The new 
attributes are introduced, some elements and attributes have been removed, and others, i.e. 
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<a>, <cite> and <menu> have been changed, redefined or standardized.  The APIs and 
Document Object Model (DOM 
II
) are now fundamental parts of the HTML5 specification. 
An API is almost similar with a Graphical User Interface (GUI), except the GUI instead of 
being an interface for humans and the API is an interface for the code.  An API provides the 
code with a set of predefined methods.  It can use to elicit the desired behavior of the system, 
software library, or browser.  The API-based commands are abstract syntax for complex 
programs that run in the background (or sometimes by third-party software).   
 
 
Figure 2.3 HTML5 Taxonomy and Status 
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A number of new semantic elements, as well as several related technologies and APIs have 
the goal to make web pages being easier to code, use, and access.  The APIs associated with 
HTML5 help improves on a number of techniques that web developers have been using for 
years.  Many common tasks are now simplified, putting more power in developers’ hands.  
Some of the HTML5-related APIs will be introduced and discussed in other sections of this 
chapter.   
 
2.9 Automated HTML5 Offline Services (AHOS) 
The Automated HTML5 Offline Services (AHOS) is developed by the integration of advanced 
HTML5 APIs and recent web-based technologies that acts as the standard for web applications 
with the ability to work offline.  The APIs is not a third party plug-in that must be installed 
previously on the client side.  The first time of AHOS web-based application being visited, the 
web server orders the necessary files to be downloaded.  After the files were downloaded, the 
web-based application can be successfully re-visited even though the connection from the 
client browser to server is unavailable.  Moreover, if the server connection is available again, 
then any kinds of changes caused in the offline state are uploaded automatically. 
The AHOS web-based application can persistently store both the user data and the application 
resources on the client device rather than fetching data from the server every time a request is 
made. This ability is useful, mainly in the areas where the applications are required to work 
even though there is no network access at all.   
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The AHOS system is able to work in multi-browsers (Firefox 3.5+, Safari 4.0+, Chrome 5.0+, 
Opera 10.6+, iOS 5+ and Android 4.4+).  It requires the cooperation from the web developers 
to update the existing web-based applications in accordance with the AHOS system.  The 
AHOS is developed with some scripts; i.e. HTML5, JavaScripts, Cascading Style Sheet 
version 3 (CSS3), Manifest and Database scripts.  In practice, the AHOS consists of two 
advanced services, the AHOS offline service and the AHOS synchronization service which 
described in detail in the next sub-sections.   
 
2.9.1 AHOS offline service 
In order to have offline ability, the AHOS offline service has utilized two features, the offline 
application and the offline storage.   
 
a. Offline Application  
The offline application feature uses the HTML5 Application cache that is often called as 
AppCache.  The web application file Uniform Resource Locators (URLs) are listed in a cache 
manifest file in a form of text file [90].  When connecting to a network for the first time, a 
web browser will read the listed cache manifest file URLs, then download the resources given, 
fetch them over HTTP, and store them locally.  Then, in the absence of a network connection, 
the web browser will shift the request to the local copies and render those resources offline.   
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The application gives an application three advantages: 
1. Offline browsing: users can use the application when it’s offline. 
2. Speed: cached resource load faster. 
3. Reduced server load: the browser will only download updated/changed resources from the 
server. 
Every page with the manifest attribute specified will be cached when the user visits it.  If the 
manifest attribute is not specified, the page will not be cached (unless the page is specified 
directly in the manifest file).  The web developers are required to list the files in the manifest 
file to tell the browser what to cache (and what to never cache).  This manifest file has three 
sections as follow: 
1. CACHE MANIFEST: Files listed under this header will be cached after they are 
downloaded for the first time.  Then, whenever the user is not connected to the Internet, 
the resources will still be available. 
2. NETWORK: Files listed under this header require a connection to the server, and will 
never be cached and will not be available offline. 
3. FALLBACK: Files listed under this header specifies fallback pages if a page is 
inaccessible. 
If the browser visits a web page that has not seen the web page before and as a result does not 
recognize the manifest file, the following events will ensue: 
1. Checking Event: occurs when the browser visits a web page and reads the manifest 
attribute on the <html> element. 
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2. Downloading Event: if the browser has never come across this manifest file before, it will 
download all the resources given in the manifest file. 
3. Progress Event: contains information on how many files have been downloaded and how 
many files are left to be downloaded. 
4. Cached Event: occurs once all the files have been downloaded and the offline web 
application is equipped to be used offline. 
If the browser has visited the web page before and recognizes the manifest file the following 
events will ensue: 
1. Noupdate Event: this will take place if the cache manifest has not changed. 
2. Downloading Event: if the cache manifest has changed the resources the files will be 
downloaded again. 
3. Progress Event: this contains information on how many files have been downloaded and 
how many files are left to be downloaded. 
4. Updateready Event: after the re-downloading is complete, this event is triggered, 
indicating that the new offline version is ready to be used. 
If an error occurs at any instance in the above events, the browser will trigger an error event 
and stop the process.  The states below are a few errors that can occur when re-downloading 
resources. 
1. Page Not Found (HTTP error 404) or Page Permanently Gone (HTTP error 410). 
2. Failure to download the HTML page that pointed to the manifest. 
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3. The cache manifest changed while the update occurred. 
4. The cache manifest was changed, but the browser did not download a resource in the 
manifest. 
Once an application is cached, it remains cached until one of the following happens: 
1. The user clears the browser's cache 
2. The manifest file is modified  
3. The application cache is programmatically updated 
 
b. Offline storage 
Storing the data on the offline client browser can be performed by HTML5 services, i.e. 
webstorage [91] and IndexedDB [92].  The webstorage apply the web security model called a 
same-origin restriction.  It disables the clients to access the values stored by other clients.  The 
webstorage is useful for storing pairs of keys and their corresponding values.  The webstorage 
supports persistent data storage called localstorage that is similar to cookies, but with 
enhanced capacity and no information stored in the HTTP request header.  The data stored in 
localstorage by each origin. It contains of the protocol, hostname and port number.  The data 
are available to all scripts loaded from pages from the same origin that previously stored the 
data even after the web browser or the computer has been restarted.  The localstorage object 
is useful in the situations where the data needs to be stored across various windows and persist 
way after the present session.  This object offers persistent storage space for domains. 
  
 
36 
The IndexedDB is a local browser database.  It is the API for a database of records holding 
simple values and hierarchical objects.  Each record consists of a key and some value.  In the 
IndexedDB, the database maintains indexes over records it stores.  An application developer 
directly uses an API to locate records either by their keys or by using indexes.  A query 
language can be layered on this API.  All data manipulations are performed within a 
transaction scope.  By using a policy to make sure that data stored at the client cannot be read 
by other applications, IndexedDB follows a same-origin policy where access to data stored on 
the client is limited to only one domain.  Compared with DOM storage, IndexedDB API 
allows large amounts of structured data to be stored on the client and uses indexes to perform 
high performance of searches.  The IndexedDB also provides synchronous and asynchronous 
access APIs.  The use of synchronous API is only within Web Workers while the 
asynchronous API can work both within and without Web Workers.  All IndexedDB processes 
take place inside the context of a transaction.  This guarantees the integrity of database 
activities between a numbers of requests.  If a transaction is finished, then modification made 
for the duration of transactions are automatically committed.  If a transaction is terminated, all 
modifications are rolled back.  The IndexedDB is an object oriented database.  It does not 
make use the Structured Query Language (SQL), but uses queries on an index that produces a 
cursor, which can be used to iterate across a result set.    
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2.9.2 AHOS synchronization service 
The AHOS can apply Web Workers API, XMLHttpRequest (XHR), or Server-Sent Events 
(SSE) to perform the synchronization service.  The Web Workers is JavaScripts from HTML 
page that independently run in the background in parallel with the page [93].  This allows for 
long-running scripts that are not interrupted by scripts that respond to clicks or other user 
interactions, and allows long tasks to be executed without yielding to keep the page 
responsive.   
The XHR is an API that provides client functionality for transferring data between a client and 
a server [94].  It provides an easy way to retrieve data from a URL without having to do a full 
page refresh.  This enables a web page to update just a part of the page without disrupting the 
user works. The SSE is a technology where a browser receives automatic updates from a 
server via HTTP connection.  The SSE EventSource API is standardized as part of HTML5 by 
the W3C [95]. 
The connection can utilize the HTML5 Sockets API [96].  It provides a fully bi-directional 
socket channel that facilitates communication between the client and the server which will in 
turn send and answer back to the client without the client sending the request.  This API 
provides a way for the client to create two ways socket-type messages to the web server 
through the WebSocket protocol that making it safer to make long running bidirectional 
connections. 
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2.10 Related of web technologies   
The related web technologies with current research are explained in this section.  These 
technologies are described as follows: 
 
2.10.1 Node.js   
Based on the official website [97], the node.js is a JavaScript runtime built on Chrome’s V8 
JavaScript engine.  The node.js uses an event-driven, non-blocking input/output model that 
makes it lightweight and efficient, perfect for data-intensive real-time applications that run 
across distributed devices.  The node.js package ecosystem, npm, is the largest ecosystem of 
open source libraries in the world.   
 
2.10.2 WebSockets 
The WebSocket is a protocol providing full-duplex communication channels over a single 
TCP connection.  The WebSocket protocol is an independent TCP-based protocol.  Its only 
relationship to HTTP is that its handshake is interpreted by HTTP servers as an Upgrade 
request [98].  This limitation has initiated the standardization of the WebSocket protocol, 
which specifies a way for browsers to maintain a full-duplex connection to the server, allow 
both sending and receiving data simultaneously.  The HTML5 Sockets API allows for a whole 
new breed of web applications utilizing realtime communication between the client and the 
server [99]. 
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The WebSocket interface can enable web applications to maintain bidirectional 
communications with server-side processes [96].  They’re several WebSockets tools that 
commonly used, i.e. Socket.IO, WebSocket-Node, Total.js, Faye, etc.  The current research 
has applied the Socket.IO. 
 
2.10.3 Socket.IO 
Socket.IO allows us to write realtime web applications using a bidirectional communication 
channel between the server and client [100].  Socket.IO has an API that very similar to the 
WebSocket API [96], but has built-in fallbacks for older browsers where such features did not 
yet exist.   
 
2.10.4 Service Workers 
Service workers essentially act as proxy servers that sit between web applications, and the 
browser and network (when available).  They are intended to (amongst other things) enable 
the creation of effective offline experiences, intercepting network request and taking 
appropriate action based on whether the network is available and updated assets reside on the 
server.  They will also allow access to push notifications and background sync APIs.  This 
technology’s specification currently has not stabilized.  The syntax and behavior of an 
experiment technology are subject to change in future versions of browsers as the 
specification changes [101].     
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2.11   Summary 
This chapter describes the backgrounds and the literature review of the research.  It describes 
the subjects involved in this research, i.e. SMIs, web-based applications, CMMS, DSS, 
developing countries, web-technologies, etc.  These subjects’ descriptions give the relevant 
information to tell the importance of this research.  The success of this type of research should 
be measured with the real solutions for the problems found in SMIs.  The solution concept 
should be applied through applications and devices.   The design and implementation of the 
concept need to be done.  The details are explained in the following chapter. 
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CHAPTER 3:  
The Design and Implementation 
 
 
This chapter outlines the design and implementation of the web-based DSS.  It explains the 
web-based DSS in response to the maintenance event.  The parts in the classic web-based DSS 
to send and receive the data from the users to the server in the DMG process are strengthened 
by the AHOS concept.  These parts of the web-based DSS are re-developed with the detail 
AHOS explanation stages.  The stages include the implementation of network checking to 
enable online or offline mode of web-based DSS, the implementation of cache manifest, the 
organization of the application files and data, list of the necessary data and create a client 
database design, the implementation of the network transfer, etc.  It also describes the related 
mechanism to synchronize the offline client’s data when the DSS reconnected to the server.  
In addition, this chapter indicates the logical explanations of the AHOS concept for the 
evaluations and analyses in chapter 4.  The summary of this chapter is explained in the last 
section.    
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3.1 Prototype scenario 
This section describes the use case diagram design for the prototype scenario of the system of 
the DSS application.  Each use case shows the scenarios that convey how the system interacts 
with the user to achieve the specific goals (Figure 3.1).  The scenarios describe how the users 
utilize the system to process the required data for decision analyses.  In this case, many data 
variables can be processed by the program.  The system design also includes the interaction of 
the user with the equipment’s data, maintenance’s data, labor’s data, work order request, work 
order, failure report and repair report.  The users are the SMIs owners, the workers, and the 
clients that need the information from the system.   
 
Home Page
Equipment
Repair Report
Maintenance
Failure Report
WO Request
Labor
Work Order
 
Figure 3.1 Use case diagram 
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The use case of the homepage directly interacts with the users.  It is designed to display the 
page with links to all of the other pages.  The scenario of display home, failure report and 
repair report are described in detail on this research.  The use case entities of the display 
home, the failure report and the repair report are provided by the activity diagrams in the 
following sections. 
 
3.2 System activity 
In this section, the system activities are explained by the activity diagram.  The activity 
diagrams extend the use case entities.  Three use cases are explained, i.e. display home, failure 
report, and repair report.  They are explained by two different concepts.  The first concept is 
made for the old web-based DSS, and the second concept is developed for the AHOS web-
based DSS.   
The activity diagram of the display home for the old web-based DSS is illustrated in Figure 
3.2.  The users can request the home menu or the domain name of the system to display the 
homepage.  Whereat the server processes the request, then the server sends the application 
files to the client to display the homepage.     
Moreover, Figure 3.3 indicates the activity diagram of the display home for the AHOS web-
based DSS.  The users can request homepage or the domain name of the system.  Whereat, the 
client’s browser checks the request.  If it is the first time of the request, then the request will 
be sent to the server to be processed directly.  If it is the second time of request, then the client 
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will directly process the request.  The required application files will be displayed on the 
client’s browser as the homepage of the system.     
Display Home with old web-based DSS
User Client Server Database
Display Home 
Request
Process Request
Display Home Page
 
Figure 3.2 Activity diagram of display home 
Display Home with AHOS web-based DSS
User Client Server DatabaseLocal Database
Display Home 
Request
Display Home Page
Second Times and More Request
Process RequestFirst Times Request
 
Figure 3.3 Activity diagram of AHOS display home  
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Input Failure Report with old web-based DSS
User Client Server Database
Select Failure 
Report
Process Request
Select Equipment 
Name Data
Display Input 
Failure Report
Input Failure Report 
Data
Receive Failure 
Report Data
Process Data
Insert Maintenancer 
Table
Display Error Error
Display Success Success
 
Figure 3.4 Activity diagram of input failure report 
 
The activity diagram of the input failure report for the old web-based DSS is indicated by 
Figure 3.4.   The users can request the failure report menu.  Then, the server processes the 
request.  The server selects the equipment’s data from the table of equipment in the server’s 
database.  The data will be displayed by the client then.  The users can input the data of the 
equipment failure as the maintenance report.  The data will be sent to the server then.  Then, 
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the data are inserted into the server’s database.  If the process is succeeded, then the client’s 
browser will display the success message.  If the process is failed, then the client’s browser 
will display the error message. 
 
Input Failure Report with AHOS web-based DSS
User Client Server DatabaseLocal Database
Select Failure 
Report
Display Input 
Failure Report
Input Failure Report 
Data
Receive Failure 
Report Data
Process Data Insert Failure Table
Display Error Error
Display Success Success
Online
Insert Failure 
Datasource
Offline
Display Offline 
Data 
Online
 
Figure 3.5 Activity diagram of AHOS input failure report 
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The activity diagram of the input failure report for the AHOS web-based DSS is indicated by 
Figure 3.5.   The failure report page is regarded as the second times of the user’s request to the 
system.  The first request is assumed that it has been carried out when accessing the 
homepage.  When the users select the failure report menu, it will be displayed directly from 
the client’s browser.  The users can input all of the required data of the equipment’s failure 
from the input menu of the system.  Then, the system will check the state of online or offline 
of the Internet.  If the Internet is online, then the data will be sent directly to the server.  
Otherwise, if the Internet is offline, then the data will be provided by the local database and 
displayed in the client’s browser.  Moreover, if the Internet connection changes to be online 
state, then the data that stored in local database will be sent to the server, and the data will be 
deleted from the local database.  If the server receives the data of equipment’s failure, the 
system will change the data become the variables that match with the format of the database 
variables.  Then, the data are inserted into the maintenance request’s table.  If the process is 
succeeded, then the success message will be displayed, whereas if the process is failed, then 
the error message will be displayed. 
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Input Repair Report with old web-based DSS
User Client Server Database
Select Repair Report Process Request
Select Failure 
Report Data
Display Input 
Repair Report
Input Repair Report 
Data
Receive Repair 
Report Data
Process Data Insert Repair Table
Display Error Error
Display Success Success
 
Figure 3.6 Activity diagram of input repair report 
 
The activity diagram of the input repair report for the old web-based DSS is indicated by 
Figure 3.6.  The users can select the repair report menu.  Then, the request proceeds on the 
server.  The data of the failure report are then selected from the database and displayed in the 
client’s browser.  The user can choose the related failure data to be repaired.  Then, the chosen 
data can be provided in the input repair menu that is displayed in the client’s browser.  The 
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server will receive the repair’s data and change them to become variables that match with the 
format of the database variables.  The data are inserted in the repair’s table.  If the process is 
succeeded, then the success message will be displayed, whereas if the process is failed, then 
the error message will be displayed. 
 
Input Repair Report with AHOS web-based DSS
User Client Server DatabaseLocal Database
Select Repair Report
Display Input 
Repair Report
Input Repair Report 
Data
Receive Repair 
Report Data
Process Data Insert Repair Table
Display Error Error
Display Success Success
Online
Insert Repair 
Datasource
Offline
Display Offline 
Data 
Online
 
Figure 3.7 Activity diagram of AHOS input repair report  
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The activity diagram of the input repair report for the AHOS web-based DSS is indicated by 
Figure 3.8. The repair report is regarded as the second times of the request of the system from 
the users.  The first request to the server is assumed that it has been carried out when 
accessing the homepage.  The users can select the repair report menu.  It will be displayed 
directly by the client’s browser.  The users can input all of the data that’s required in the input 
repair menu that is displayed in the client’s browser.  The client system will check the state of 
online or offline of the Internet.  If the Internet is online, then the data will be sent to the 
server.  Otherwise, if the Internet is offline, then the data will be provided by local database 
and will be displayed in the client’s browser.  Moreover, if the Internet has changed to be 
online, then the data on local database will be sent to the server and will be deleted from the 
local database.  The server will receive the repair’s data and then change them into variables 
that match with the format of the database variables. Then, the repair’s data are inserted in the 
repair table.  If the process is succeeded, then the success message will be displayed, whereas 
if the process is failed, then the error message will be displayed. 
 
3.3 Database server design 
The database design is the process of creating a detailed data model of a database.  The design 
of the database server of the old web-based DSS is indicated by Figure 3.8.  The database is 
designed in accordance with the system interface.  There are two purposes of this database 
design.  The first, it is designed to store all of the raw data from the SMIs in the server’s 
database, i.e. table of maintenance, table of equipment, table of maintenance request, table of 
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repair, table of user, table of work order, table of work order request and table of labor.  The 
second, it is designed to store all of the data that have been calculated from the program in the 
server’s database, i.e. table of downtime, table of DMG downtime, table of DMG frequency 
and table of mean downtime.  Each table properties have been designed. They are indicated by 
the Figure 3.8. The maintenance’s table consists of variable ―id‖ as the primary key, and other 
variables like ―name‖, ―location‖ and ―priority‖.  The relations between each table have been 
designed i.e. maintenance table design has a partial connection to the interface.    
This database design is needed. It has been integrated to the server’s database.  The database 
has the function to store all of the data or variables that are needed to make a maintenance 
decisions. 
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Figure 3.8 Database design 
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3.4 Classic web-based DSS and AHOS web-based DSS comparison 
The main difference between the function of the classic web-based DSS and the AHOS web-
based DSS is indicated by Figure 3.9.  The classic web-based DSS operate only when it is 
connected to the network.  When the network problem occurs, the error message will be 
shown by the client’s browser.  In other hands, many realities in a field require a web-based 
application that is applicable even in case of offline.  The AHOS concept has been proposed to 
realize it.  When the users visit the AHOS web-based application on the web server for the 
first time, the web server will notify the application the list of files required to be downloaded.  
Then after being downloaded, the web application can work successfully and continuously 
even though the network connection from the client to the server is unavailable.  Moreover, if 
the connection to the server is re-connected, any changes that have been made during offline 
will be automatically uploaded.   
 
 
Figure 3.9 The comparison of classic and AHOS web-based DSS  
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The developed application with the AHOS concept is not a third-party plugin that must be 
installed previously on the client side.  This AHOS concept makes the web-based applications 
can work properly in any network conditions, both online condition and offline condition.    
 
3.5 Classic web-based DSS implementation 
The classic web-based DSS for maintenance management is used by the SMIs owners, 
managers or other maintenance workers that come up with a maintenance decision analysis in 
SMIs.  The SMIs can install this web-based DSS in their computerized systems.  If they are 
well versed with the usage of that web-based DSS, then the decision can be achieved and the 
suggestion for the maintenance activities can be provided for maintenance activity in SMIs. 
The classic web-based application must be running on web server software, i.e. Apache and 
Windows Server, and must have a continuous connection to the Internet.  The server must 
have the installed PHP.  All of the program files must be copied into the web domain.  To run 
the database, the server must have installed the MySQL database.  All of the data can be 
uploaded into that server’s database.  Once the installation is completed, the web site can be 
fully accessible via the connected network from the WWW at the domain address that is being 
hosted.   
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Figure 3.10 The Homepage GUI of old web-based DSS 
 
Several scripts refer to the activity diagram designs that have been described by the previous 
explanations are explained in Appendix A.  The scripts are selected to reflect the 
implementation of the decision making models by using a programming language, in this case 
by using HTML, PHP, and MySQL.  Figure 3.10 indicates the homepage of the classic web-
based DSS.  The other input forms GUIs that related to the described scripts in this research 
are indicated by Figure 3.11. 
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a. Add maintenance request form 
 
 
b. Add repair form 
 
Figure 3.11 input forms GUIs of old web-based DSS 
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3.6 AHOS framework 
The common elements of the AHOS can be used to shape the whole AHOS activity.  They are 
shown by the general AHOS framework in Figure 3.12.  In the AHOS practices, the web-based 
applications can be viewed on the client side via a web browser.  They are displayed by 
HTML5, JavaScript and other multimedia resources.  The web application file’s URLs are 
listed by a cache manifest file in a form of text file [90].  When connecting to a network for 
the first time, a web browser will read the listed cache manifest file’s URLs, then download 
the resources given, fetch them over HTTP, and store them locally.  Then, in the absence of a 
network connection, the web browser will shift it to the local copies and render those 
resources offline.   
 
Figure 3.12 AHOS frameworks 
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The webstorage supports persistent data storage which is called localstorage.  It is similar to 
cookies, but with the enhanced capacity and no information stored in the HTTP request header 
[102].  The data are stored per-origin that contains of protocol, hostname and port number.  
The data are available to all scripts loaded from pages at the same origin that has previously 
stored the data.  Storing the data on the offline client browser can be performed by 
localstorage services, e.g. webstorage and IndexedDB ([91], [92]). 
The online check and the synchronization can be performed by using some mechanisms, i.e. 
XHR, SSE, Web Workers, etc.  The Web Workers can execute JavaScript from HTML page 
that independently run in the background in parallel with the page.  This allows for long-
running scripts that are not interrupted by scripts that respond to clicks or other user 
interactions, and allows long tasks to be executed without yielding to keep the page 
responsive.     
The connection can use the HTML5 Sockets API that provides a fully bi-directional socket 
channel that facilitates communication between the client and the server which will in turn 
send and answer back to the client without the client sending the request.  This API provides a 
way for the client to create two ways socket-type messages to the web server through the 
WebSocket protocol that make it safer to make long running bidirectional connections. 
The web server and database server are installed in the server environment.  The web scripts 
are uploaded to the web server, and the database scripts are developed in the database 
environment.  The server’s database has also the functionality to store all of the maintenance 
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data that have been gathered.  To implement all of the AHOS elements, the web developer 
should follow some stages as a guide that is described in the following section. 
    
3.7 AHOS implementation stages 
The AHOS implementation stages provide the standards which should be obtained by all of 
web developers who need to implement the AHOS web-based applications.   These standards 
make them easy to implement the AHOS.   
The first stage to create an offline web application with AHOS, each web developer has to 
provide a cache manifest list.  The cache manifest lists the files that are required by web 
applications to work offline and the files that cause the browser on the client to keep copying 
the files used in offline, i.e. HTML, CSS, JavaScript, images, etc.  Then, the cache manifest 
list is saved in a cache manifest file and linked to the web-based application.  If the client 
connected to the server, the client’s browser will cache the files.  The client’s browser makes 
the files available even when the connection is offline.  These files will not be expired from 
the application cache before the system updates it.   
The second stage of the AHOS implementation stage is to organize the application files.  This 
stage intend to organize the application files that are listed in cache manifest and stored in the 
application cache, i.e. the HTML, JavaScript, CSS, images, etc.  It is recommended to limit the 
numbers of the static HTML pages on the web-based application.  If the numbers of web 
application pages exceed in many pages, then each page should have a manifest attribute 
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which points to the cache manifest.  This stage will make good integrity and structure for the 
offline web applications.     
In the third implementation stage, the web-based application developers have to list the 
necessary data and create a client’s database design to be implemented in webstorage or 
IndexedDB.  The data in the client’s database are the key/value pairs that necessary to be 
stored locally on the client’s browser.  This data similar to cookies, which persists even after 
the web-based application has been navigated away or even the browser has been exited.  If 
the server’s database design is already available, then the web developer can create a database 
design that is similar or even same on the client side.  However, it is advisable to re-analyze 
the client’s database design, because usually not all of the data that is available in the server 
side is used by the client side.  If the design of the database has been properly finished, then it 
can be implemented as a client database by the webstorage or IndexedDB. 
The last stage of the AHOS implementation is the technology implementation that can update 
the data automatically, e.g. by using Web Workers, XHR, SSE, WebSockets, or some other 
similar mechanism.  The mechanism is performed to synchronize the offline client data when 
re-connected to the online server.   
 
3.8 AHOS web-based DSS implementation 
In order to have a successful AHOS web-based application, several basic requirements need to 
be performed.  The AHOS web-based applications can run on a multi-browser with each 
having certain specifications that are same or newer than: Firefox 3.5, Safari 4.0, Chrome 5.0, 
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and Opera 10.6.  The web browsers also have to be set so as not to disable of the HTLM5 APIs 
including the cache process.  For preparatory work, the previous web-based DSS has to be re-
developed with the HTML5 APIs, CSS3 and JavaScript.   
 
 
Figure 3.13 The add form GUIs of AHOS web-based DSS 
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<html lang="en" manifest="offline/mdss.manifest"> 
Figure 3.14 Enable cache manifest 
 
In this dissertation, only the important parts of the web-based DSS are implemented.  The 
important parts include in the process of sending and receiving the quantitative data by the 
users that gathered from the SMIs production process to the server system of the web-based 
DSS.  Although it is only implemented partially, this explanation has been able to represent 
current research which can be implemented in the whole web-based DSS or even in other 
industrial web-based applications.  The two important parts have been re-programmed into 
forms, i.e. ―Maintenance Request‖ form and ―Repair‖ form.  The new GUI of the AHOS web-
based DSS for both forms is indicated by Figure 3.13. 
In the AHOS practices, the cache manifest of the offline web-based application files has been 
implemented and has been listed on the system.  To enable the cache manifest, it includes the 
manifest attribute in the document's <html> tag (Figure 3.14).   
Every page with the manifest attribute specified will be cached when the user visits it.  If the 
manifest attribute is not specified, the page will not be cached, unless the page is specified 
directly in the manifest file.  The manifest attributes or URLs are added to a manifest file 
named mdss.manifest (Figure 3.15). 
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CACHE MANIFEST 
# 2016-03-31 v1.0.0 
mdss.html 
../js/offlinedatabase.js 
../css/animate-custom.css 
../css/demo.css 
../css/style.css 
Figure 3.15 Cache manifest attributes 
 
The first line of ―CACHE MANIFEST‖ is necessary.  The manifest file lists several 
resources, i.e.  CSS files, an HTML file, and a JavaScript file.  The line which start with‖#‖ is 
a comment line, but it’s also can serve the different purpose.  An application’s cache is only 
updated when its manifest file changes.  If an image has been edited or a JavaScript function 
has been changed, those changes will not be re-cached.  Updating the date and version in a 
comment line is one way to make the browser re-cache the files.  When the manifest file is 
loaded, the browser will download the files from the root directory of the web site.  Then, 
whenever the user is not connected to the Internet, the resources will still be available.  All of 
the files that listed in the mdss.manifest file can be cached in the client’s browser when the 
client request to the server for the first time.   
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window.indexedDB = window.indexedDB || window.webkitIndexedDB || window.mozIndexedDB; 
Figure 3.16 IndexedDB prefix 
 
var version = 1; 
var request = indexedDB.open("MDSS", version); 
Figure 3.17 Open the IndexedDB 
 
Moreover, the JavaScript is added as the IndexedDB implementation.  The access of the 
browsers prefix, open a database and create an object store in the database are the beginning 
pattern in the IndexedDB.  All of the data can be successfully stored on the client’s web 
browser with IndexedDB technology that running on the offline network.         
Some browsers are still using a prefix to run the IndexedDB code.  Figure 3.16 describes the 
code for the browser that still uses a prefix.  Then, the database of IndexedDB is opened by 
the following code in Figure 3.17.  The open request doesn't open the database or start the 
transaction.  The call to the open() function returns an IDBOpenDBRequest object with a 
result success or error value that is handled as an event.  Most other asynchronous functions in 
IndexedDB do the same thing, i.e. returns an IDBRequest object with the result success or 
error.  The result of the open function is an instance of an IDBDatabase.  The second 
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parameter to the open method is the version of the database.  The version of the database 
determines the database schema and the object stores in the database and their structure.  If the 
database doesn't already exist, it is created by the open operation, then an onupgradeneeded 
event is triggered and the database schema is created in the handler for this event.  If the 
database does exist, but an upgraded version number is specified, an onupgradeneeded event 
is triggered, allowing an updated schema in its handler. 
 
var store = db.createObjectStore("mainten", 
          {keyPath: "added_on"}); 
var dateIndex = store.createIndex("by_date", "date"); 
var timeIndex = store.createIndex("by_time", "time"); 
var machineIndex = store.createIndex("by_machine", "machine"); 
var failureIndex = store.createIndex("by_failure", "failure"); 
var commentIndex = store.createIndex("by_comment", "comment"); 
var technicianmaintenanceIndex = store.createIndex("by_technicianmaintenance", 
"technicianmaintenance"); 
var receiverIndex = store.createIndex("by_receiver", "receiver");        
Figure 3.18 Create object store 
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Next, the IndexedDB object stores are created to store the data (Figure 3.18).  The object 
stores are created with createObjectStore().  One of the methods takes the name of the ―store‖ 
with the parameter object.  Even though the parameter object is optional, it is very important.  
It lets the type of the object store is refined.  The object stores named ―mainten‖ has been 
created.  The keyPath has been added, which is the property that makes an individual object in 
the store unique.  That property in this example is ―added_on‖ is guaranteed to be unique.  
The ―added_on‖ must be presented on every object that is stored in the objectStore.  
Moreover, many indexes are created, e.g. an index named ―dateIndex‖ that looks at the name 
property of the stored objects.  CreateIndex() takes an optional options object that refines the 
type of index that is wanting to be created.   
The transaction is started to add or get the data.  The transactions come from the database 
object.  The object stores that want to be spanned by the transaction have to be specified.  The 
transaction can access the object stores that hold the data.  Transactions have three available 
modes: readonly, readwrite, and versionchange.  To read the records of an existing object 
store, the transaction can either be in readonly or readwrite mode.  To make changes to an 
existing object store, the transaction must be in readwrite mode.  To change the ―schema‖ or 
the structure of the database, which involves creating or deleting object stores or indexes, the 
transaction must be in a versionchange mode.  By using the right scope, the data speed can be 
speed up.  The example of adding data to the IndexedDB database is indicated by Figure 3.19.  
The transaction() function takes two arguments (though one is optional) and returns a 
transaction object.  The first argument is a list of object stores that the transaction will spawn.  
The second argument should use ―readwrite‖ flag in order to write or add the data.   
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  var trans = db.transaction(["mainten"], "readwrite"); 
Figure 3.19 IndexedDB Transaction 
 
The navigator.online from HTML5 is performed to detect the network connectivity.  Then, the 
XHR has the task to request Internet connection.  If it is not connected, then the web 
application will be run with the AHOS. If it is connected, then the web application is run with 
the concept of basic online web-based application by sending all of the data from the client to 
the server via the network connection.  Then, the process of sending the data packet has been 
successfully performed by using a socket connection from the client to the online web server.  
The socket.io and node.js have been installed to be worked.  For more details, the 
documentation of the AHOS scripts is indicated by the Appendix B on this dissertation.  These 
programs are an important contribution of this research to show how the AHOS concept can 
be implemented in a programming language for the DSS application in SMIs.    
 
3.9 Logical scenarios  
The evaluation scenarios are described by the following sub-sections: 
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3.9.1 Response time scenario 
The response times of both old web-based applications and AHOS web-based applications is 
evaluated.  In these scenarios, the Apache JMeter is performed to capture the data.  The 
JMeter measures the elapsed interval from the time when the request is sent to the time when 
the response is received.  The JMeter does not include the time needed to render the response 
and the process of any client code, i.e. JavaScript. 
The data in several parameters are calculated by many requests from the client to the server 
for the response time evaluations, i.e. average time, median time, minimum time, maximum 
time, 90% line percentile, 95% line percentile and 99% line percentile.  Each parameter is 
described as follows: 
 
1) Average time 
An average is the sum of a list of requests elapsed time interval divided by the number of 
requests from the client to the server. 
 
Let 
 𝑛  :  The number of requests from client to server 
 𝑖 :  The counter number (𝑖 = 1, 2, … , 𝑛 ) 
 𝑎 : Each of request elapsed time interval from client to server   
The arithmetic of average (formula 1): 
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𝑎𝑣𝑒𝑟𝑎𝑔𝑒 =  
1
𝑛
 𝑎𝑖
𝑛
𝑖=1
=  
1
𝑛
 (𝑎1 +  𝑎2 +  …  + 𝑎𝑛) 
 
Formula 1 
 
2) Median time 
The median is easy to find.  The values requests elapsed time interval needs to be arranged in 
the list, the lowest to the highest.  If there are an odd number of values, the median is one at 
the position 
  𝑛  +1 
2
.  With the even number, the median is defined as the mean of the two 
central elements. 
 
3) Minimum time 
The minimum time is the lowest value of the requests elapsed time interval. 
 
4) Maximum time 
The maximum time is the highest value of the requests elapsed time interval. 
 
5) 90%, 95% and 99% line percentile  
It is the value below which 90%, 95%, and 99% of the requests fall.  One of the methods of 
calculating the percentile can be performed by the nearest rank method.  The ordinal rank 𝑛 is 
calculated using this formula 2: 
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𝑛 =   
𝑃
100
 × 𝑁  
 
 
Formula 2 
Where: 
𝑛 = The ordinal rank 
𝑃  = Percentile (0 <  𝑃 ≤ 100) 
𝑁  = The total number of ordering requests value 
 
Percentile value is the value of the number from the ordered list (𝑛) that have the rank.    
The example of the experiments, the Table 3.1 gives the results for 1 user with 10 requests to 
homepage of the AHOS web-based DSS.  From the experiment results, the average, median, 
min, max and 90%, 95% and 99% line percentiles can be calculated.  The data sorting from 
the lowest to the highest is indicated by Figure 3.20. 
 
Table 3.1 Example of experiment results 
Sample Start Time Request Sample Time (ms) Status Bytes Latency Connect Time (ms) 
1 14:00:38.109 Homepage 206 Success 29519 83 4 
2 14:00:38.330 Homepage 4 Success 243 0 0 
3 14:00:38.337 Homepage 3 Success 243 0 0 
4 14:00:38.345 Homepage 4 Success 243 0 0 
5 14:00:38.352 Homepage 3 Success 243 0 0 
6 14:00:38.357 Homepage 5 Success 243 0 0 
7 14:00:38.364 Homepage 31 Success 243 0 0 
8 14:00:38.398 Homepage 8 Success 243 0 0 
9 14:00:38.493 Homepage 5 Success 243 0 0 
10 14:00:38.503 Homepage 6 Success 243 0 0 
Total 275 
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3 3 4 4 5 5 6 8 31 206 
Figure 3.20 Ordered data 
 
The average can be counted by Formula 1 as follow: 
 
𝑎𝑣𝑒𝑟𝑎𝑔𝑒 =
1
10
 275 = 27.5  
 
Then, the minimum and the maximum variables are the minimum value and the maximum 
value of ordering data that are indicated by Figure 3.20. 
 
𝑚𝑖𝑛 = 3 
𝑚𝑎𝑥 = 206 
 
The median (50% line percentile), and other percentiles are calculated by Formula 2 as 
follow: 
 
50% 𝑙𝑖𝑛𝑒: 𝑛 =   
50
100
× 10 =  5.5 = 5 ; the 5th number in ordered data which is 5. 
90% 𝑙𝑖𝑛𝑒: 𝑛 =   
90
100
× 10 =  9 = 9 ; the 9th number in ordered data which is 31 
95% 𝑙𝑖𝑛𝑒: 𝑛 =   
95
100
× 10 =  9.5 = 9 ; the 9th number in ordered data which is 31 
99% 𝑙𝑖𝑛𝑒: 𝑛 =   
99
100
× 10 =  9.9 = 10 ; the 10th number in ordered data which is 206 
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Table 3.2 Example of response time evaluation data 
Label Requests 
Response Time (ms) 
90% line 95% line 99% line 
Tot. Average Average 2 Median min max 
Homepage 10 27 7 5 3 206 31 31 206 
 
All of the examples of the response time data are summarized by Table 3.2. 
The scenario of the response times evaluation is also conducted according on the common 
criteria of the response time.  According to reference [103], the response time guidelines for 
web-based applications are the same as for all of other applications.  Those are: 
1) 0.1 second: Limit for users feeling that they are directly manipulating objects in the User 
Interface (UI).   
2) 1 second: Limit for users feeling that they freely navigate the command space without 
having to unduly wait for the computer.   
3) 10 seconds: Limit for users keeping their attention on the task.   
A delay of 0.2 – 1.0 seconds mean that users notice the delay and thus feel the computer is 
―working‖ on the command, as opposed to having the command be a direct effect of the users' 
actions.  For delays of more than 1 second indicate to the user that the computer is working on 
the problem.  Anything slower than 10 seconds needs a percent-done indicator as well as a 
clearly signposted way for the user to interrupt the operation.  Assume that users will need to 
reorient themselves when they return to the UI after a delay of more than 10 seconds. 
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The response time’s evaluations are clearly indicated by chapter 4.  The parameters and the 
graphs are also explained.  The chapter 4 evaluates and analyzes the performance of both old 
web-based applications and AHOS web-based applications.     
 
3.9.2 Throughput scenario 
The throughput is calculated as requests in each second.  The time is calculated from the start 
of the first request to the end of the last request.  This includes any intervals between requests, 
as it is supposed to represent the load on the server.  It is indicated by Formula 3 as follow: 
 
 Throughput =
Requests
Second
    
Formula 3 
 
In this scenario, 
bytes  throughput  
second
 is also calculated.  The complete explanations and the graphs 
of both old web-based DSS and AHOS web-based DSS are indicated by chapter 4. 
 
3.9.3 Server processor scenario 
The server processor performance is evaluated by Windows Performance Monitor in 
percentage (%).  It is the percentage of the elapsed time that the processor spends to execute a 
non-Idle thread.  It is calculated by measuring the percentage of time that the processor spends 
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executing the idle thread and then subtracting that value from 100%.  The complete 
evaluations on the client to both old and web-based DSS AHOS web-based DSS are described 
by chapter 4 of this dissertation. 
 
3.9.4 Browser process scenario 
The Firebug is used by browser process scenario that shows the performance of web pages.  
The list in Firebug is the list of resources requested to render the request of the entire page.  
They are listed in the order of the request.  How much time of the server needed to serve the 
requested resource can also be shown.  It can be found the requests of the HTML page, the 
images, the JavaScript files and the CSS files.   
How much time it took to render the page from the beginning to the end can be indicated by 
Figure 3.21.  There are two numbers of times represent two different approaches how to 
measure the page load time, i.e. 462 ms and 752 ms.  The following information can be 
described: 
  
 
75 
 
Figure 3.21 Browser’s load time 
 
1) The time elapsed since the start of the first request till the end of the last request is 752 ms. 
2) The time elapsed since the start of the first request till the load event fired by the page is 
462 ms. 
3) The first request has been completed in 4 ms, the second in 3 ms, etc. 
The data are gathered and evaluated in details by chapter 4.  Several scenarios are explained 
by the graph analyses. 
 
3.10 Summary 
The AHOS have been designed based on the facts that the classic problem of the web-based 
DSS cannot be accessed when the Internet is disconnected.  This problem has also been 
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frequently found in many other web-based applications in many industries.  The AHOS 
contains the offline service and the synchronization.  The offline service can develop the web-
based applications with offline ability. The synchronization service can change the offline 
state to the online state or the online state to the offline state automatically. The 
implementation stages are explained to help the application developers for designing AHOS 
web-based applications.  Based on this proposed AHOS, the add forms of the DSS have been 
successfully re-developed to demonstrate their capabilities.  Almost all of the AHOS processes 
run in background parallel with the pages but do not appear in the GUI.  In future, this AHOS 
can also be applied to the whole design of the web-based DSS that has existed in SMIs.  
Further evaluations of the application will be explained in the next chapter, i.e. the evaluations 
contain the application user usability to know the advantages and disadvantages of the 
application in practice, and the evaluations of performance in every user operation of the 
applications.
  
 
77 
 
 
 
CHAPTER 4:  
The Evaluations and Analyses  
 
 
This chapter explains the evaluations and the analyses of the AHOS web-based DSS and the 
old web-based DSS.  It explains several current status and challenges of the AHOS concept.  
The implementation stages of the AHOS concept are evaluated.  The evaluations include the 
cache manifest list evaluation, the application files management, database design creation, and 
the automated synchronization implementation.   Moreover, the performance acceptance 
criteria are distinguished by the performance analyses in the web-based application 
development.  The performance analyses of both old web-based DSS and AHOS web-based 
DSS are performed, i.e. response time, throughputs, processor utilizations, and browser’s 
processes.   
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4.1 Current statuses and challenges 
This section explains the current statuses and challenges of AHOS concept that are ordered by 
the AHOS implementation stages as follows: 
 
4.1.1 Cache manifest list 
The cache manifest lists the files, which are required by web applications to work offline. It 
lists the files which cause the client’s browser to keep copying the files, which are used in 
offline, i.e. HTML, CSS, JavaScript, image, etc.  Then, the list of cache manifest is saved in a 
cache manifest file.  The file links to the web application files.  If the client has connected to 
the server, the client’s browser caches the files and makes them work properly even when the 
client is offline.   
All of the files which will be cached by clients should be investigated carefully.  Once the 
files have cache, the client’s browser keeps indicating the cached version, even if the files 
have been changed by the server.  The cache manifest file has to be changed to ensure the 
client’s browser updates the cache.  The application's cache is only updated when its cache 
manifest file has changed.  When the image is edited or the JavaScript function is changed, 
those changes will not be re-cached.  One way to make the browser re-cache the application’s 
files, it is performed by updating the date and the version in a comment line of the cache 
manifest file.  In addition, the browser’s limitations should be considered.  They have different 
size limits for caching the data (some browsers only have 5 MB limit per site).  As an 
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alternative, currently the web developers are encouraged to learn the Service Workers API.  
However, when the Service Workers is registered, the AppCache will be ignored [101]. 
 
4.1.2 Application files 
The classic web-based applications are normally developed by client - server architecture.  
The server performs most of the work and client will only display them in the client’s 
browser.  In the AHOS concept, the client needs to take charge of most of the work.  In this 
case, the web developers have to organize the client works that might be very hard to be 
implemented [104].    
This stage intends to organize the application files.  The files are listed by cache manifest file 
and stored by the application’s cache.  Typically, the first time of visiting the AHOS web-
based application is the heaviest process.  Here, the web developer should have the knowledge 
of organizing the application files to perform the optimization of time when the web 
application is started [105].  It is another important task to identify every part of a web 
application that can work by itself, without the need for frequently or suddenly access to the 
server or other parts of the web application.  Some over the web applications may require high 
computing speed and data manipulation.  Sometimes, it is not possible to be worked offline 
for all parts of this kind of the web application. 
The feature of web application’s pages should be considered.  The contents of the web 
applications or the other static pages which are often used but rarely changed are the best 
pages to be stored on the client side, e.g. HTML, CSS, JavaScript and image files.  In addition, 
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it recommends for limiting the numbers of static HTML pages.  If the web application exceeds 
in many pages, then each page should have a manifest attribute (file name URLs) that points 
to the cache manifest file.   
The dynamic pages of the web application which are required by offline mode can also be 
stored on the client side.  But the web developers should still take notice for the 
synchronization of the dynamic pages to the server.  The obvious choices for not be caching 
are the pages that interact with the database storage, the pages that interact with the web 
services, and the pages that require the sessions or the authentications [106].  The large data 
can give a longer time to be downloaded than the other smaller resources, e.g. image, audio or 
video files.  One of the solutions is the pre-fetching method.  The web resources will be 
downloaded automatically by the client’s browser before they are requested [107].  But it still 
should be considered for not to be performing the method in the large numbers of files. 
 
4.1.3 Client database design 
If the server database design is already available, then the web developer can create a database 
design which similar or even same with the server database design on the client side.  
However, the web-based application developers are advisable to analyze the client’s database 
design in accordance with the requirements of the web-based application users.  In this case, 
not all over the data from the server’s database are stored locally.  If the data are needed, then 
the requests to the server are still required.  And if necessary, the web application can operate 
the periodic updates to the server’s database for the data that changes frequently.  Moreover, if 
  
 
81 
 
the client’s database has been properly designed, then it can be implemented by the client’s 
database programs with the localstorage technologies, e.g. webstorage or IndexedDB.  The 
example of client’s database design is shown by Figure 4.1. Over the whole server’s database 
design, only two tables are selected by the client’s database design, i.e. ―maintenance request‖ 
table and ―repair‖ table. 
The localstorage allows the local computer to store some data.  But some restrictions can be 
occurred.  The localstorage cannot provide huge space for the data storage compare with 
storing data in the server’s database or the desktop applications database.  Some browsers 
only provide 5 MB in data storage size [108].  This data storage size is still under active 
discussion and subject to change in the future.   
The data stored on localstorage also depends on the workload of the local computer.  It could 
even be longer time if the local computer performs a lot of heavy processes at the same time, 
e.g. the process of indexing, the virus scans, etc.  The process also can be an even longer time 
on the first time request that require larger memory.  Moreover, the data which are stored on 
localstorage, are not so comfortable to be added, updated or some other processes compare 
with the server’s database or desktop applications database.  These data will also be kept 
stored in the client’s browser if there is no cache cleaning process in the client’s browser. 
 
  
 
82 
 
 
Figure 4.1 Client database design 
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Currently, this localstorage is still considered insecure.  The data are stored by unencrypted 
cookies on the client’s local computer.  Many people are very easy to access the data.  The 
users require a guarantee from web application developers to ensure the locally stored data 
can be in accordance with their rules and not deviate.  It is necessary to have a good safety 
policy so that malicious users cannot misuse this localstorage.  All of locally stored data need 
to be synchronized when the network is re-connected to the server.  The synchronization can 
ensure the data remains consistent.  The unusable data in the client’s cache need to be 
removed to provide space for the new data. 
Moreover, the localstorage of IndexedDB design covers most of the cases of the client-side 
storage.  However, several limitations are appeared.  The IndexedDB not supports the 
international sorting process.  The web developer has to write code that synchronizes the 
client-side IndexedDB database and the server-side database.  The IndexedDB also does not 
have full text searching similar with the ―LIKE‖ operator in SQL.  The users of the IndexedDB 
have to be aware that the browsers can wipe out the database if requested, including the 
cookies, the bookmarks, the stored passwords, and other IndexedDB data.  Several browsers 
have the private browsing mode that will wipe out the data at the end of the session.     
The current implementations of IndexedDB hide under browser prefixes because the 
specification is still evolved.  The browser vendors may have different implementations of the 
standard of the IndexedDB API until the specification has solidified.  But once consensus is 
reached on the standard, the vendors will implement it without the prefix tags.  Several 
present implementations have removed the prefix, i.e. Internet Explorer 10, Firefox 16, and 
Chrome 24.   
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4.1.4 Automated synchronization 
The data on the web-based applications which connect to the Internet can be stored in the 
server’s database or the cloud system.  But the data can be stored by localstorage when the 
system is offline.  The Web Workers, the WebSockets, the XHR, the SSE, or some other similar 
mechanisms are the APIs that can be used to synchronize the offline client data when re-
connected to the online server automatically.   
The data certainly need to be synchronized when someone replaces the browser or uses 
another computer.  The data synchronization can become a problem if they are not carefully 
calculated.  The data inconsistency can still be found in a particular case, e.g. when there is an 
update on the server and other offline clients are not being updated.  In this case, the offline 
client does not get the latest updates to the process.    
 
4.2 The performance evaluations and analyses 
The performance analyses are needed by the web application development to identify the 
performance acceptance criteria.  The web-based DSS evaluations and analyses are performed 
by using the computer specification on the server with Intel(R) Core(TM)2 Quad CPU Q6600 
@ 2.4 Gigahertz (GHz) Central Processing Unit (CPU) and 2 Gigabyte (GB) memory, and the 
computer specification on the client with Intel(R) Core(TM) i3-2330M @ 2.20 GHz  CPU 
and 2 GB memory.  The local network environment from client to server uses 1 gigabits per 
second (Gbps) of speed connection.  The hardware environment is described by Figure 4.2. 
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Server
CPU quad core 2.4 GHz
Memory 2 GB
Network 1 Gbps
Client
CPU i3-2330M 2.20 GHz
Memory 2 GB
Network 1 Gbps
Switch
Network 1 Gbps
 
Figure 4.2 Hardware Environment 
 
The open source application service of Apache Jmeter 2.13 is performed by the client side to 
get the data experiments.  The Apache JMeter™ application is the 100% pure Java application 
which is designed to load test the functional behavior and measure the performance.  It was 
originally designed for the web application testing.  Moreover, the data experiments of the 
client side are also captured by the open-source web browser of the Mozilla Firefox 40.0.3 
with the free and the open source extension of the Firebug 2.0.12.  It facilitates the live 
debugging, editing, and monitoring of any website's CSS, HTML, DOM, XHR, and JavaScript.  
It is a useful tool for the web page performance analyses.   
The Windows Performance Monitor has been performed by the server side to get the data 
experiments.  It is a Microsoft Management Console (MMC) snap-in that combines the 
functionality of stand-alone tools including Performance Logs and Alerts, Server Performance 
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Advisor, and System Monitor.  It provides a graphical interface for customizing Data 
Collector Sets and Event Trace Sessions.   
 
4.2.1 Response times 
This section describes the response time’s evaluations of both old web-based DSS and AHOS 
web-based DSS according to the scenarios which are described in chapter 3.  The Apache 
JMeter is performed to capture the data.  The first experiment is indicated by Figure 4.3.  It is 
the response time experiment of the homepage and the second page requests from both the old 
web-based CMMS-DSS and the AHOS web-based DSS.  The second page is named as the 
―repair‖.  It performs with 1 thread (user) with 5000 times of the requests.  The graph 
indicates that only at the first time of the request to the server then the response time is longer 
than 450 ms.  Then, most of the response time locates lower than 50 ms.  Several data 
indicates much more than 50 ms.   
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Figure 4.3 Response times for homepage and repair page requests 
 
Table 4.1 The data experiments of homepage and repair  
 
 
Response (ms) 
    
Label Requests Tot. Ave Ave 2 Med  Min Max 
90% 
Line 
95% 
Line 
99% 
Line 
Homepage (AHOS) 5000 2 2 2 1 464 3 4 8 
Repair (AHOS) 5000 2 2 2 1 93 3 4 8 
Homepage CMMS 5000 12 12 10 7 467 13 14 67 
Repair CMMS 5000 18 18 15 11 450 23 32 95 
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Figure 4.4 The 95 % percentile related to highest and lowest data experiments 
 
The data experiments of homepage and repair page, for old web-based CMMS-DSS and AHOS 
web-based DSS are summarized by Table 4.1.  The data are calculated by using some scenario 
and formulas that have been explained by chapter 3.  Every evaluation page experiments have 
been conducted by 5000 requests.  Then, the total average, the average without the first 
request (average 2), the median, the minimum, and the maximum response times, as well as 
the 90% percentiles, 95% percentiles, and 99% percentiles for each page are indicated by 
Table 4.1.  The 95% percentile, the maximum value and the minimum value of the data 
experiments related to the response time are indicated by Figure 4.4.  The 95% percentile 
value of the response time is very close to the minimum value of the response time on the 
AHOS homepage and AHOS repair page.  The same with the old system pages, their 95% 
percentile value is also very close to their minimum value of response time. 
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Figure 4.5 Percentile rank compared with the percentile value  
 
The graph of percentile rank compares with the percentile value in milliseconds (ms) is 
indicated by Figure 4.5.  It clearly indicated that the fairly rapid increasing of the data 
distribution value occurs in over 95% percentile.     
We can conclude from these evaluations that it is only when performed each first request to 
the server, both of web-based systems take much more than the 95% percentile of response 
time.  From all 95% percentiles of the data, they are located much closer to the minimum 
value of the response time compare with the maximum value of the response time.   
Moreover, the next response time evaluation is indicated by Figure 4.6.  The evaluation still 
uses the same data and scenario that were performed in the previous response time evaluation.  
The graph indicates the response times in milliseconds (ms) compare with average response 
times in the interval of every 10 seconds for ―homepage‖ and ―repair‖ page requests of old 
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web-based CMMS-DSS and AHOS web-based DSS.  It also performs 5000 requests in each 
page.  Most of the average response times of the AHOS page requests are less than 3 ms.  In 
other hand, most of the average response times of the CMMS homepage indicate around 12 
ms, and the CMMS repair page around 18 ms.  The graph indicates the different time interval 
to finish 5000 requests in both web-based DSSs.  The AHOS web-based DSS can be 
completed with the time interval approximately 50 seconds.  However, the old web-based 
CMMS-DSS can only complete with more time interval approximately 180 second or 3 
minute.  It is concluded that the performance of the AHOS web-based DSS for completing the 
numbers of requests is faster than the old web-based CMMS-DSS. 
 
 
Figure 4.6 The average response times compare with the response time interval 
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The next evaluation is the response time related to the increasing numbers of users.  The 
evaluation is performed to the homepage of the old web-based DSS and the AHOS web-based 
DSS.  The experiment is performed with full bandwidth connection that available in local 
network connection from client to the server.  It is 1 Gbps.  The experimental results of AHOS 
web-based DSS are indicated by Table 4.2.  Then the experimental results of old web-based 
DSS are indicated by Table 4.3.  Both tables indicate the total average, the average without 
first request (average 2), the median, the minimum, and the maximum of response time, as 
well as 90%, 95%, and 99% of percentiles. 
 
Table 4.2 The experimental data results of the AHOS web-based DSS  
Number 
of Users 
Response (ms) 
  
90% 
Line 
95% 
Line 
99% 
Line 
Tot. Average Average 2 Median Min Max 
1 1 1 2 1 76 3 3 4 
10 6 6 6 1 188 8 9 13 
25 12 12 12 1 213 18 20 33 
50 18 18 18 1 253 32 36 48 
75 24 24 22 1 335 46 52 85 
100 32 32 24 1 917 64 73 132 
125 39 39 33 1 441 79 89 141 
150 48 48 31 1 2302 94 114 210 
175 43 42 17 1 3217 68 95 239 
200 60 59 40 1 6622 117 132 229 
225 56 55 22 1 3397 127 150 300 
250 78 77 46 1 2988 163 193 546 
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Table 4.3 The experimental data results of the old web-based DSS 
Number 
of Users 
Response (ms) 
 
90% 
Line 
95% 
Line 
99% 
Line 
Tot. Average Average 2 Median Min Max 
1 10 10 54 10 266 152 178 205 
10 28 28 21 8 3103 33 43 236 
25 54 54 48 9 408 83 101 159 
50 116 116 100 9 2144 177 230 477 
75 192 192 153 9 2935 314 388 1268 
100 243 243 231 9 1712 413 498 629 
125 300 300 293 10 1205 511 575 704 
150 363 363 305 9 993 502 586 696 
175 526 526 496 10 2263 825 1095 1712 
200 714 714 665 10 2399 1261 1593 2146 
225 562 562 578 10 3378 854 940 1098 
250 640 640 672 10 1572 1051 1137 1264 
 
 
Figure 4.7 Response times compare with user requests 
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Based on the data experiments, the 95% percentile, the maximum value and the minimum 
value of response time for the old web-based DSS and the AHOS web-based DSS are indicated 
by Figure 4.7.  The 95% percentile values of the AHOS web-based DSS in every amount of 
user indicate lower than the 95% percentile values of old web-based DSS.  The 95% percentile 
line of the AHOS web-based DSS also indicates every 95% values closer to the minimum 
value of response time than the maximum value of response time.         
The average response time for the old web-based DSS and the AHOS web-based DSS related 
to the numbers of users is indicated by Figure 4.8.  If the numbers of users are increased, then 
the response time is also increased.  The average response times for old web-based DSS when 
the numbers of users are 25 or are less than 100 ms.  But for the numbers of users more than 
50, they are longer than 100 ms.  All of the averages of the response times are still less than 1 
second.  As explained before, based on reference [103], the 0.1 seconds is the limit for users 
feeling that they are directly manipulating objects in the UI.  Then, the 1 second is limited for 
users feeling that they freely navigate the command space without having to unduly wait for 
the computer.  It can be concluded that both old web-based DSS response time and AHOS 
web-based DSS response time still consider matching the criteria of satisfying user experience 
in the situation of full bandwidth connection of 1 Gbps from the client to the server.  
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Figure 4.8 Average response times with 1 Gbps connection 
The next response time’s experiments are performed by which the connection speed of 512 
kilobits per second (kbps).  It is indicated by Figure 4.9.  Under this condition, when the 
numbers of users are 25 or less, the response time of the old web-based DSS is less than 1 
second. When the users are more than 50, the response time are longer than 1 second. For 
delays are more than 1 second, it is indicated by the user that the computer acts on the 
problem. When the numbers of users from 1 up to 250 are requested by the AHOS web-based 
DSS, those are still less than 1 second. The response time satisfies the user requests when it is 
less than 1 second. In the situation of 512 kbps, the old web-based DSS is robust when the 
numbers of users are 25 or less, but it is unserviceable when the numbers of users more than 
50. On the other hand, the AHOS web-based DSS can operate even if the numbers of users are 
250. The result shows that the AHOS web-based DSS is more robust than the old web-based 
DSS in the situation of narrow Internet bandwidth. 
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Figure 4.9 Average response times with 512 kbps connection 
 
4.2.2 Throughput 
This section explains the throughput evaluations and analyses of the old web-based DSS and 
AHOS web-based DSS.  The first scenario is indicated by Figure 4.10.  The graph indicates the 
number of transactions (requests) for the homepage and the repair page of old web-based DSS 
and AHOS web-based DSS related to the elapsed time with granularity 1 second.  It is 
requested by 1 thread (user) in every page.  Most of the numbers of transactions of the AHOS 
web-based DSS on both pages reaches around 100 transactions in every second.  Then, the old 
web-based DSS only reaches around 30 requests in every second.  The difference of total 
elapse times to handle 5000 requests to from the client of the server is also indicated.  The 
AHOS web-based DSS needs less time than the old web-based DSS to handle 5000 requests.  
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In the next experiment, the total hit requests for all of pages to the server in every second are 
also indicated by Figure 4.11.    
 
Figure 4.10 Transactions every second 
 
Figure 4.11 Server hits every second 
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Table 4.4  Average requests every second data experiment 
  
Throughput 
Label Samples Req/sec 
Homepage AHOS 5000 92.4 
Repair AHOS 5000 93.9 
Homepage CMMS 5000 26.7 
Repair CMMS 5000 26.9 
TOTAL 20000 106.9 
 
The summary of the throughput experiments is indicated by Table 4.4.  It is indicated by the 
number of samples and throughputs of average requests in every second.  The next graph of 
Figure 4.12 indicates the total throughputs with bytes per-second for four pages in every 
elapsed time.  The experiments are conducted by full network connectivity of 1 Gbps.  The 
total average of the byte throughputs receives around 900 kilobytes per second (kBps).     
 
 
Figure 4.12  Bytes throughput evaluation 
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Figure 4.13 Average request per second evaluations with the number of users 
 
In the next scenario, the experiments of throughputs with the requests in every second are 
conducted with the different number of threads (users).  It is evaluated by the numbers of 
users from 1 up to 250 that requests to the homepage of old web-based DSS and AHOS web-
based DSS.  The results are indicated by Figure 4.13.  The graph indicates the AHOS web-
based DSS throughputs improve for the numbers of users from 1 to 50, and remains on around 
900 requests in every second for the numbers of users more than 50.  Then, the old web-based 
DSS throughput is improved for the numbers of users from 1 to 25, but remains on around 300 
requests in every second for the numbers of users more than 25.  The graph also indicates the 
numbers of AHOS web-based DSS average throughputs remain higher than the amount of old 
web-based DSS average throughputs in every number of users.     
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Then, the bytes throughput is evaluated and analyzed related with different number of threads 
(users). It is indicated by Figure 4.14.  The bytes throughputs of the AHOS web-based DSS 
increase and reach the maximum value at around 370 kBps.  Then, the bytes throughput of old 
web-based DSS also rise for every increased numbers of users and reach maximum value at 
around 4500 kBps.  Moreover, the graph also indicates the numbers of average byte 
throughputs of the AHOS web-based DSS remains higher than the numbers of average byte 
throughputs by the old web-based DSS in every user’s request.      
 
 
Figure 4.14 Bytes throughput evaluations with the number of users 
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4.2.3 Server processor 
The server processor is evaluated in this section.  The software of Performance Monitor has 
captured the data of performance on the computer server.  The average percentage of server 
processor for processing the old web-based DSS and the AHOS web-based DSS in every 
amount of user’s request are indicated by Figure 4.15.  The percentage of the processor 
workload for both old web-based DSS and AHOS web-based DSS indicate higher than 60%.  
Even, they remain stabilized for around 90% to 98% with the numbers of users from 25 up to 
250.  This is one of the reasons why the response time and throughputs of the applications in 
the previous evaluations are fluctuating for the certainty of the user’s requests.   
 
 
Figure 4.15 Percentage of server processor 
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4.2.4 Browser process 
The following graphs indicate the results of performance analyses in the browser process. It 
indicates the number of requests for a trial on the x-axis, and the time required in milliseconds 
on the y-axis.  The first graph in this section is indicated by Figure 4.16.  It is the time elapsed 
from the start of the first request to when the load event is fired by the page.  The experiments 
are conducted on both old web-based DSS and AHOS web-based DSS.  The ―AHOS‖ on the 
Figure 4.16 represent as one random of the selected data from the 10 times of the experiments 
with the AHOS web-based DSS.  While the ―AHOS AVG‖ represented as the average of 10 
times request of the experiments with the AHOS web-based DSS.  The ―Old‖ and ―Old AVG‖ 
have the same meaning, but taken from the old web-based DSS.  The results show that the 
response time of the first request of the AHOS web-based DSS and the old web-based DSS are 
relatively equal about 800 ms.  However, the AHOS web-based DSS response time is close to 
0 ms during the second request to the tenth request. It’s fast enough. The reason is that the 
data has been stored at the first request of the AHOS web-based DSS. This contrasts with the 
old web DSS, which requires the response time almost equal to the first request. 
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Figure 4.16 Request phases start and elapsed time relative to the request start 
 
Nevertheless, the response time of both old web-based DSS and AHOS web-based DSS is 
almost similar to the analysis of the time elapsed from the start of the first process to the end 
of the last process in one request of the client's browser.  They are indicated by ―AHOS 
Event‖ and ―Old Event‖ in Figure 4.17.  It’s because more processing time is still required by 
several processes in the client's browser, e.g. data collection on localstorage, appearance and 
animation content, etc. When resolving the request in the background, the AHOS concept is 
very effective. But when those are processed by the browser, both old web-based DSS and 
AHOS web-based DSS still requires almost the same response time.      
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Figure 4.17 Event timing relative to the request start 
 
 
Figure 4.18 Experiment with one of the Sub-Menu 
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The performance analyses are also performed for every sub-menu (second pages) of both old 
web-based DSS and AHOS web-based DSS.  The sub-menu contents has already stored on the 
client browser when the first time of web page is requested by the AHOS web-based DSS.  
Such contents cannot be cached in the Old web-based DSS, thus all of contents and the data 
need more working time for requesting the server.  The example of analysis on one of sub-
menu is indicated by Figure 4.18.  The same analyses on the time elapsed from the start of the 
first request to the load event is fired by the page with the AHOS web-based DSS (―AHOS‖) 
and the Old web-based DSS (―Old‖), and the time elapsed from the start of the first process to 
the end of the last process in one request of the client's browser as the ―AHOS Event‖ of the 
AHOS web-based DSS and ―Old Event‖ of the Old web-based DSS for the sub-menu are 
performed.  The response time is close to 0 ms for both analyses in the sub-menu by using the 
AHOS web-based DSS (―AHOS‖ and ―AHOS Event‖).  But in the sub-menu by using the old 
web-based DSS, they are clearly indicated that some more time are required (―Old‖, ―Old 
AVG‖, ―Old Event‖ and ―Old Event AVG‖). 
Moreover, when the data are inputted, the response time is close to 0 ms with the AHOS web-
based DSS, even if the AHOS web-based DSS is online (―AHOS Online‖) or AHOS web-based 
DSS is offline (―AHOS Offline‖) (Figure 4.19).  We have used the IndexedDB to store the 
data in the client and the WebSocket in the process of the data transfer from and to the server.  
The WebSocket is commonly used by the real time data transfer process.  It is not equal to the 
old web application that still require more processing time for the request and the data transfer 
from and to the server (―Old‖, ―Old Event‖, ―Old AVG‖, and ―Old Event AVG‖). 
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Figure 4.19 Event experiment of Input Data 
 
The important result that derived from all of performance analyses which have been 
performed in the web browser processes, it was just when the first time of access to the server 
of AHOS web-based DSS seemed a bit slower than the old web web-based DSS. However, it 
can be observed clearly that the AHOS web-based DSS has the performance much better than 
the old web-based DSS for the web browser processes. 
 
4.3 Summary  
The result of this study is very useful for SMIs owners and workers to understand the 
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been explained so the AHOS web-based DSS can operates appropriately like the common web 
applications.  In the sense, the AHOS APIs processes which happen behind the user interface 
can operate well without the visible difference with the classic web-based applications [109], 
e.g. the cache process of the offline applications, the data store process in the localstorage, the 
synchronization process, or the other processes.  The AHOS concept is still restricted for a few 
researchers and analysts.  To perform the AHOS web-based applications, the web developers 
require the cooperation to create or update the web-based applications with the AHOS 
concept.  However, there still happen the limitations of the AHOS concept.  Those limitations 
become challenges of the researchers and the analysts in the future AHOS development.   
The performance evaluations and analyses are achieved on the web-based DSS for SMIs. The 
performances of the AHOS web-based DSS for completing several operations are suitable with 
the appropriate time criteria.  The performance analyses indicate the significant difference of 
performance, which the AHOS web-based DSS is much better than the old web-based DSS.  
The throughput analyses indicate the AHOS web-based DSS could operate with much more 
clients than the classic web-based DSS.   
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CHAPTER 5:  
   Conclusions 
 
 
This chapter is provided by three explanations, i.e. the conclusion, the research contributions 
and the future works, as follows: 
 
5.1 Conclusion 
Due to lack of the capital and the information about the effectiveness of the industrial process, 
the productions in the SMIs fall under the expectations.  In recent study, the effectiveness of 
SMIs in the production process is raised by a reliable web-based DSS application.  The results 
produce an important impact in the economic development of the country. 
The systems with web-based technologies indicated many advantages to develop the SMIs.  
However, the literature reviews and practices in SMIs indicated a lot of complications in 
implementation of web-based technologies.  Commonly, the web-based applications can’t 
work properly with narrow Internet bandwidth and low reliability of network connectivity.  
These conditions are frequently found in the rural areas in the developing countries.  
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Furthermore, the online web-based applications have the potential for poor performance, i.e. 
due to a high number of requests to the same server simultaneously, slow network bandwidth, 
etc.  Moreover, without denying the rising tendency in the web adoption, many SMIs chooses 
not to have a web-based system due to several barriers in the risks and the knowledge, ability, 
experience, and innovation of the SMIs owner and workers.    
The AHOS concept is proposed. It might be applied to the web-based applications in SMIs.  
As an example of application, the web-based DSS application for SMIs is re-developed with 
the AHOS concept.  This AHOS web-based DSS can be working offline on a client.  By this 
capability, it can be said that the AHOS web-based DSS is more reliable.  It may operate by a 
better performance in the condition of narrow Internet bandwidth and low reliability of 
network connectivity.  Therefore, it can raise the effectiveness of workers, machines, and 
other units and support industrial maintenance processes.  Moreover, the AHOS concept has 
been also argued by this study from the point of view of several aspects, i.e. requirements, 
implementation stages, current statuses and challenges, etc.  The result of this study is very 
useful for SMIs owners and workers to understand the advantages and limitations of the 
AHOS concept. It’s also very useful as future directions to apply the AHOS concept to the 
industrial web-based applications. It will also encourage more and more SMIs in developing 
countries to utilize the web-based applications. 
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5.2 Research contributions 
In brief, this study has several main contributions as mentioned below:  
1. Distinguish the barriers and challenges of web-based applications in Small and Medium 
Industries (SMIs) in developing countries.   
2. Explain the new web-based technologies to resolve the founded difficulties in SMIs. 
3. Propose the Automated HTML5 Offline Services (AHOS).   
4. Design the framework and stages of AHOS web-based applications.   
5. Develop the AHOS program prototype for web-based DSS in SMIs.    
6. Improve the performance of web-based applications by the AHOS concept. 
7. Contribute to a body of knowledge in ICT by publishing papers in a Journal and 
International Conferences (Appendix C).   
 
5.3 Future works  
It is expected to analyze the implementation of a complete web-based DSS application with 
the countermeasure of the AHOS restrictions, i.e. the analyses of the availability, the fault-
tolerance, the reliability, etc.  It is expected that much more studies are performed, i.e. the 
current technologies are implemented and analyzed, e.g. Service Workers, the program 
function on the server is upgraded by applying the popular web-based technology, e.g. cloud 
computing and grid computing, the impacts of the AHOS web-based technology in SMIs 
production floor, etc. 
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APPENDIX A: 
Old web-based DSS related scripts 
 
 
1. Call CSS file 
<head> 
<meta http-equiv="Content-Type" content="text/html; charset=iso-8859-1" /> 
<title>DSS-CMMS</title> 
<link href="style/photo.css" rel="stylesheet" type="text/css" /> 
</head> 
 
2. Interfaces 
<body topmargin="0" rightmargin="0" bottommargin="0" leftmargin="0" marginheight="0" 
marginwidth="0"> 
… 
<table width="180" border="0" cellpadding="2" cellspacing="1" class="bordered"> 
<!--DWLayoutTable--> 
<tr> 
     <td width="180" height="20" class="title" bgcolor="#336699">Failure Report</td> 
</tr> 
<form action="<?=$PHP_SELF?>" method="post"> 
<tr> 
    <td width="180" bgcolor="#ece9d8" align="left">&nbsp;<a 
href="index.php?menu=addmaintenancer">Input </a></td> 
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</tr>   
<tr> 
     <td width="180" bgcolor="#ece9d8" align="left">&nbsp;<a 
href="index.php?menu=updatemaintenancer">Update </a></td> 
</tr>            
</form> 
</table> 
<table width="180" border="0" cellpadding="2" cellspacing="1" class="bordered"> 
<!--DWLayoutTable--> 
<tr> 
     <td width="180" height="20" class="title" bgcolor="#336699">Repair Report</td> 
</tr>     
<form action="<?=$PHP_SELF?>" method="post"> 
<tr> 
    <td width="180" bgcolor="#ece9d8" align="left">&nbsp;<a 
href="index.php?menu=addrepair">Input </a></td> 
</tr>   
<tr> 
     <td width="180" bgcolor="#ece9d8" align="left">&nbsp;<a 
href="index.php?menu=updaterepair">Update </a></td> 
</tr>              
</form> 
</table> 
… 
    <td width="100%" valign="top"><table width="100%" border="0" cellpadding="1" 
cellspacing="2" class="bordered"> 
<tr> 
     <td width="180" height="20" class="title" bgcolor="#336699"> 
<?php 
 switch ($_GET["menu"]){ 
           … 
           case "addmaintenancer" : echo "Add Maintenance Request"; 
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 break; 
 case "updatemaintenancer" : echo "Update Maintenance Request"; 
 break; 
 case "menuupdatemaintenancer" : echo "Menu Update Maintenance Request"; 
 break; 
 case "addrepair" : echo "Add Repair"; 
 break; 
 case "updaterepair" : echo "Update Repair"; 
 break; 
 case "menuupdaterepair" : echo "Menu Update Repair"; 
 break; 
            … 
} 
?> 
</td> 
</tr> 
<tr> 
      <td width="100%" height="19"> 
<?php 
switch ($_GET["menu"]){ 
… 
case "addmaintenancer" : include_once("addmaintenancer.php"); 
break; 
case "updatemaintenancer" : include_once("updatemaintenancer.php"); 
break; 
case "menuupdatemaintenancer" : include_once("menuupdatemaintenancer.php"); 
break; 
case "addrepair" : include_once("addrepair.php"); 
break; 
case "updaterepair" : include_once("updaterepair.php"); 
break; 
case "menuupdaterepair" : include_once("menuupdaterepair.php"); 
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break; 
… 
}?> 
</td> 
… 
</table> 
</body> 
 
3. Input failure report 
<body bgcolor="#FFFFFF" text="#000000"> 
<? 
if (isset($_POST['addmaintenancer'])) 
{ 
include("database.php"); 
//Connect to database 
mysql_connect ( $dbhost, $dbuser, $dbpass)or die("Could not connect: ".mysql_error()); 
mysql_select_db($dbname) or die(mysql_error()); 
$date = $_POST['date'];  
$month = $_POST['month']; 
$year = $_POST['year'];   
$hour = $_POST['hour']; 
$minute = $_POST['minute']; 
$machine = $_POST['machine'];     
$failure = $_POST['failure']; 
$comment= $_POST['comment']; 
$technician = $_POST['technician']; 
$receiver = $_POST['receiver'];  
$query = "INSERT INTO maintenancer (date, month, year, hour, minute, machine, failure, 
comment, technician, receiver) 
VALUES('$date', '$month', '$year', '$hour', '$minute', '$machine', '$failure', '$comment', 
'$technician', '$receiver')"; 
mysql_query($query) or die(mysql_error()); 
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mysql_close(); 
echo "Input Maintenance Request Success"; 
} 
?> 
<form name="addmaintenancer" method="post" action="index.php?menu=addmaintenancer"> 
<table width="100%" border="0" cellpadding="0" cellspacing="4"> 
<tr> 
<td> 
<table border="0" width="225" align="center" cellpadding="2" cellspacing="1" class="bordered"> 
    <tr> 
        <td width="219" height="20" class="title" bgcolor="#336699"> 
            Add Maintenance Request 
        </td> 
    </tr> 
    <tr> 
        <td width="219"> 
            <table border="0" width="220" align="center"> 
                   <tr> 
                    <td width="66">Date:</td> 
                    <td width="144"><select name="date"> 
  <option value="01">01</option> 
  ... 
  <option value="31">31</option> 
  </select>- 
  <select name="month"> 
  <option value="01">01</option> 
  ... 
  <option value="12">12</option> 
  </select>- 
  <select name="year"> 
  <option value="2005">2005</option> 
  ... 
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  <option value="2012">2019</option> 
  </select>     
  </td> 
                </tr> 
  <tr>    
              <td width="66">Time:</td> 
                        <td width="144"><select name="hour"> 
  <option value="00">00</option> 
  ... 
  <option value="23">23</option> 
  </select>: 
  <select name="minute"> 
  <option value="00">00</option> 
  ... 
  <option value="55">55</option> 
  </select> 
  </td> 
                    </tr>                     
  <tr>  
 <td width="66">Machines/tools:</td> 
 <td width="144"><select name="machine"> 
<? 
include("database.php"); 
//Connect to database 
$conn = mysql_connect ( $dbhost, $dbuser, $dbpass); 
if ($conn){ 
mysql_select_db($dbname); 
$query = "SELECT * FROM equipment"; 
$hasil = mysql_query($query,$conn); 
while ($row = mysql_fetch_row($hasil)){ 
 echo "<option value='$row[2]'>$row[2]</option>";     
} 
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} else { 
 echo "Server not connected"; 
} 
?>     
</select></td> 
 </tr>           
        <tr> 
        <td width="66">Failure Definition:</td> 
                        <td width="144"><input type="text" name="failure" maxlength="255"></td> 
                    </tr> 
                <tr> 
                    <td width="66">Comment:</td> 
                    <td width="144"><textarea name='comment' cols='29' rows='2'></textarea></td> 
                </tr> 
                <tr> 
                    <td width="66">Technician:</td> 
                     <td width="144"><select name="technician"> 
<?      
include("database.php"); 
//Connect to database 
$conn2 = mysql_connect ( $dbhost, $dbuser, $dbpass); 
if ($conn2){ 
 mysql_select_db($dbname); 
 $query2 = "SELECT * FROM labour"; 
 $hasil2 = mysql_query($query2,$conn2); 
while ($row2 = mysql_fetch_row($hasil2)){ 
 echo "<option value='$row2[1]'>$row2[1]</option>";     
} 
} else { 
 echo "Server not connected"; 
} 
?>       
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</select></td> 
 </tr>         
<tr> 
        <td width="66">Receiver:</td> 
        <td width="144"><input type="text" name="receiver" maxlength="255"></td> 
</tr>     
<tr> 
        <td width="66">&nbsp;</td> 
        <td width="144" align="right"> 
        <input type="submit" name="addmaintenancer" value="Submit"> 
        </td> 
</tr> 
</table> 
</td> 
</tr> 
    <tr> 
        <td width="219" bgcolor="#336699">&nbsp;</td> 
    </tr> 
</table> 
</td> 
</tr> 
</table> 
</form> 
</body> 
 
4. Input repair report 
<body bgcolor="#FFFFFF" text="#000000"> 
<? 
if (isset($_POST['addrepair'])) 
{ 
include("database.php"); 
//Connect to database 
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mysql_connect ( $dbhost, $dbuser, $dbpass)or die("Could not connect: ".mysql_error()); 
mysql_select_db($dbname) or die(mysql_error()); 
$date = $_POST['date'];  
$month = $_POST['month']; 
$year = $_POST['year']; 
$hour = $_POST['hour']; 
$minute = $_POST['minute'];    
$repair = $_POST['repair'];     
$comment = $_POST['comment']; 
$dateready = $_POST['dateready']; 
$monthready = $_POST['monthready']; 
$yearready = $_POST['yearready']; 
$hourready = $_POST['hourready']; 
$minuteready = $_POST['minuteready']; 
$rcomment = $_POST['rcomment']; 
$cost = $_POST['cost'];  
$technician = $_POST['technician']; 
$authorized = $_POST['authorized']; 
$query = "INSERT INTO repair (date, month, year, hour, minute, repair, comment, dateready, 
monthready, yearready, hourready, minuteready, rcomment, cost, technician, authorized) 
VALUES('$date', '$month', '$year', '$hour', '$minute', '$repair', '$comment', '$dateready', 
'$monthready', '$yearready', '$hourready', '$minuteready', '$rcomment', '$cost', '$technician', 
'$authorized')"; 
$query2 = "UPDATE maintenancer SET   
  status = 0   
  WHERE id = '$repair'"; 
mysql_query($query) or die(mysql_error()); 
mysql_query($query2) or die(mysql_error()); 
mysql_close(); 
echo "Input Repair Success"; 
} 
<form name="addrepair" method="post" action="index.php?menu=addrepair"> 
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<table width="100%" border="0" cellpadding="0" cellspacing="4"> 
<tr> 
<td> 
<table border="0" width="546" align="center" cellpadding="2" cellspacing="1" class="bordered"> 
    <tr> 
        <td width="540" height="20" class="title" bgcolor="#336699"> 
            Add Repair 
        </td> 
    </tr> 
    <tr> 
        <td width="219"> 
            <table border="0" width="540" align="left"> 
  <tr> 
                    <td width="79">Date:</td> 
                    <td width="169"><select name="date"> 
  <option value="01">01</option> 
  ... 
  <option value="31">31</option> 
  </select>- 
  <select name="month"> 
  <option value="01">01</option> 
  ... 
  <option value="12">12</option> 
  </select>- 
  <select name="year"> 
  <!-- <option value="2004">2004</option> --> 
  <option value="2005">2005</option> 
  ... 
  <option value="2012">2019</option> 
  </select></td>                   
              <td width="49">Time:</td> 
                     <td width="169"><select name="hour"> 
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  <option value="00">00</option> 
  <option value="01">01</option> 
  ... 
  <option value="23">23</option> 
  </select>: 
  <select name="minute"> 
  <option value="00">00</option> 
  ... 
  <option value="55">55</option> 
  </select></td> 
                </tr> 
              </table> 
            </td> 
              </tr> 
               <tr> 
        <td width="219"> 
                    <table border="0" width="540" align="left"> 
                    <tr> 
                        <td width="122">Repair Report:</td> 
                      <td width="352"><select name="repair"> 
<?  
include("database.php"); 
//Connect to database 
$conn3 = mysql_connect ( $dbhost, $dbuser, $dbpass); 
if ($conn3){ 
  mysql_select_db($dbname); 
  $query3 = "SELECT * FROM maintenancer WHERE status=1"; 
  $hasil3 = mysql_query($query3,$conn3); 
while ($row3 = mysql_fetch_row($hasil3)){ 
 echo "<option value='$row3[0]'>$row3[6] $row3[1]-$row3[2]-$row3[3] 
$row3[4]:$row3[5]</option>";     
} 
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} else { 
  echo "Server not connected"; 
 } 
?> 
       
  </select></td> 
                    </tr> 
                <tr> 
                    <td width="122">Comment:</td> 
                  <td width="352"><textarea name="comment" cols="29" rows="2"  ></textarea></td> 
                </tr> 
                </table> 
                </td> 
                </tr> 
                 <tr> 
        <td width="344"> 
                 <table border="0" width="540" align="left"> 
        <tr> 
                    <td width="79">Fix Date:</td> 
                  <td width="168"><select name="dateready"> 
  <option value="01">01</option> 
  ... 
  <option value="31">31</option> 
  </select>- 
  <select name="monthready"> 
  <option value="01">01</option> 
  ... 
  <option value="12">12</option> 
  </select>- 
  <select name="yearready"> 
  <!-- <option value="2004">2004</option> --> 
  <option value="2005">2005</option> 
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  ... 
  <option value="2012">2019</option> 
  </select></td> 
                 <td width="83">Fix Time:</td> 
                  <td width="168"><select name="hourready"> 
  <option value="00">00</option> 
  ... 
  <option value="23">23</option> 
  </select>: 
  <select name="minuteready"> 
  <option value="00">00</option> 
  ... 
  <option value="55">55</option> 
  </select></td> 
                </tr> 
              </table> 
                 </td> 
                 </tr> 
                 <tr> 
        <td width="219"> 
                 <table border="0" width="540" align="left">    
 <tr> 
                    <td width="122">Repair Comment:</td> 
                  <td width="352"><textarea name="rcomment" cols="29" rows="2"  ></textarea></td> 
                </tr> 
 <tr> 
                    <td width="106">Cost(if_any):</td> 
                    <td width="368"><input type="text" name="cost" maxlength="255"></td> 
                </tr> 
                </table> 
                </td> 
                 </tr> 
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                 <tr> 
        <td width="219"> 
                 <table border="0" width="484" align="left"> 
 <tr> 
                    <td width="66">Technician:</td> 
                    <td width="144"><select name="technician"> 
<?     
include("database.php"); 
//Connect to database 
$conn2 = mysql_connect ( $dbhost, $dbuser, $dbpass); 
if ($conn2){ 
 mysql_select_db($dbname); 
 $query2 = "SELECT * FROM labour"; 
 $hasil2 = mysql_query($query2,$conn2); 
while ($row2 = mysql_fetch_row($hasil2)){ 
 echo "<option value='$row2[1]'>$row2[1]</option>";     
} 
} else { 
 echo "Server not connected"; 
 } 
?>     
</select></td> 
                    <td width="66">Authorized:</td> 
                    <td width="144"><input type="text" name="authorized" maxlength="255"></td> 
                </tr> 
                <tr> 
                    <td width="66">&nbsp;</td> 
                        <td width="144" align="right"> 
                            <input type="submit" name="addrepair" value="Submit">                        </td> 
                </tr> 
            </table> 
        </td> 
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    </tr> 
    <tr> 
        <td width="219" bgcolor="#336699">&nbsp;</td> 
    </tr> 
</table> 
</td> 
</tr> 
</table> 
</form> 
</body> 
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APPENDIX B: 
AHOS web-based DSS scripts 
 
 
1. Call Cache Manifest 
 index.html 
<!DOCTYPE html> 
<html lang="en" manifest="offline/mdss.manifest"> <!--Call Manifest--> 
<head .../> 
<body .../> 
</html> 
 
 mdss.manifest 
CACHE MANIFEST 
# revision 
mdss.html 
../js/checkonline.js 
../js/doworker.js 
../js/offlinedatabase.js 
../css/animate-custom.css 
../css/demo.css 
../css/style.css 
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2. Call CSS files 
    <head> 
        <meta charset="UTF-8" /> 
        <title>Decision Support System using Decision Making Grid</title> 
        <meta name="viewport" content="width=device-width, initial-scale=1.0">  
        <meta name="description" content="Maintenace DSS with HTML5 and CSS3" /> 
        <meta name="keywords" content="html5, css3, form, switch, animation, :target, pseudo-class" /> 
        <meta name="author" content="ZulkifliTahir" /> 
        <link rel="stylesheet" type="text/css" href="css/demo.css" /> <!-- Call all CSS files-->  
        <link rel="stylesheet" type="text/css" href="css/style.css" /> 
        <link rel="stylesheet" type="text/css" href="css/animate-custom.css" /> 
    … 
    </head> 
 
3. Call JavaScript Files 
    <head> 
        … 
        <script src="js/offlinedatabase.js"></script> <!--Call Offline Database Javascript--> 
        <script src="js/checkonline.js"></script> <!--Call Automated Check Online Javascript Script--> 
    </head> 
Noted: Some Scripts are directly accessed at the html body.   
4. IndexedDB Initialization  
<body onload="init();" > <!--Call Initialization of IndexedDB JavaScript--> 
… 
</body> 
 
    var html5maintenance = {}; 
    window.indexedDB = window.indexedDB || window.webkitIndexedDB || 
                    window.mozIndexedDB; 
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    if ('webkitIndexedDB' in window) { 
      window.IDBTransaction = window.webkitIDBTransaction; 
      window.IDBKeyRange = window.webkitIDBKeyRange; 
    } 
 
    html5maintenance.indexedDB = {}; 
    html5maintenance.indexedDB.db = null; 
 
    html5maintenance.indexedDB.onerror = function(e) { 
      console.log(e); 
    }; 
 
    html5maintenance.indexedDB.open = function() { 
      var version = 1; 
      var request = indexedDB.open("MDSS", version); 
 
      // We can only create Object stores in a versionchange transaction. 
      request.onupgradeneeded = function(e) { 
        var db = e.target.result; 
 
        // A versionchange transaction is started automatically. 
        e.target.transaction.onerror = html5maintenance.indexedDB.onerror; 
 
        if(db.objectStoreNames.contains("mainten")) { 
          db.deleteObjectStore("mainten"); 
        } 
        if(db.objectStoreNames.contains("repair")) { 
          db.deleteObjectStore("repair"); 
        } 
        var store = db.createObjectStore("mainten", 
          {keyPath: "added_on"}); 
        var dateIndex = store.createIndex("by_date", "date"); 
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        var timeIndex = store.createIndex("by_time", "time"); 
        var machineIndex = store.createIndex("by_machine", "machine"); 
        var failureIndex = store.createIndex("by_failure", "failure"); 
        var commentIndex = store.createIndex("by_comment", "comment"); 
        var technicianmaintenanceIndex = store.createIndex("by_technicianmaintenance", 
"technicianmaintenance"); 
        var receiverIndex = store.createIndex("by_receiver", "receiver"); 
        var store2 = db.createObjectStore("repair", 
          {keyPath: "repairadded_on"}); 
        var daterepairIndex = store2.createIndex("by_daterepair", "daterepair"); 
        var timerepairIndex = store2.createIndex("by_timerepair", "timerepair"); 
        var repairreportIndex = store2.createIndex("by_repairreport", "repairreport"); 
        var fixdateIndex = store2.createIndex("by_fixdate", "fixdate"); 
        var fixtimeIndex = store2.createIndex("by_fixtime", "fixtime"); 
        var repaircommentIndex = store2.createIndex("by_repaircomment", "repaircomment"); 
        var costIndex = store2.createIndex("by_cost", "cost"); 
        var technicianrepairIndex = store2.createIndex("by_technicianrepair", "technicianrepair"); 
        var authorizedIndex = store2.createIndex("by_authorized", "authorized");         
      }; 
      request.onsuccess = function(e) { 
        html5maintenance.indexedDB.db = e.target.result; 
        html5maintenance.indexedDB.getAllMaintenItems(); 
      }; 
      request.onerror = html5maintenance.indexedDB.onerror; 
    }; 
    function init() { 
      html5maintenance.indexedDB.open(); 
    } 
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5. Interfaces 
 index.html (Call CSS) 
<div class="container"> 
            <header> 
            <h1>Machine Breakdown Form <span>with HTML5 and CSS3</span></h1> 
            … 
            </header> 
            <section>     
                <div id="container_demo" > 
                    <a class="hiddenanchor" id="torepair"></a> 
                    <a class="hiddenanchor" id="tomrequest"></a> 
                    <div id="wrapper"> 
                        <div id="login" class="animate form"> 
                        … 
                        </div> 
                        <div id="register" class="animate form"> 
                        … 
                        </div> 
                    </div> 
                </div>   
            </section> 
        </div> 
    </body> 
</html> 
 
6. Network Status Changes 
            <article> 
              <p>Current network status: <span id="status">Checking...</span></p> 
            </article> 
            <script> 
                var statusElem  = document.getElementById('status'), 
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                function online(event) { 
                  statusElem.className = navigator.onLine ? 'online' : 'offline'; 
                  statusElem.innerHTML = navigator.onLine ? 'online' : 'offline'; 
                } 
 
                addEvent(window, 'online', online); 
                addEvent(window, 'offline', online); 
                online({ type: 'ready' }); 
            </script> 
 
var addEvent = (function () { 
  if (document.addEventListener) { 
    return function (el, type, fn) { 
      if (el && el.nodeName || el === window) { 
        el.addEventListener(type, fn, false); 
      } else if (el && el.length) { 
        for (var i = 0; i < el.length; i++) { 
          addEvent(el[i], type, fn); 
        } 
      } 
    }; 
  } else { 
    return function (el, type, fn) { 
      if (el && el.nodeName || el === window) { 
        el.attachEvent('on' + type, function () { return fn.call(el, window.event); }); 
      } else if (el && el.length) { 
        for (var i = 0; i < el.length; i++) { 
          addEvent(el[i], type, fn); 
        } 
      } 
    }; 
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  } 
})(); 
(function () { 
var pre = document.createElement('pre'); 
pre.id = "view-source" 
// private scope to avoid conflicts with demos 
addEvent(window, 'click', function (event) { 
  if (event.target.hash == '#view-source') { 
    // event.preventDefault(); 
    if (!document.getElementById('view-source')) { 
      // pre.innerHTML = ('<!DOCTYPE html>\n<html>\n' + document.documentElement.innerHTML 
+ '\n</html>').replace(/[<>]/g, function (m) { return {'<':'&lt;','>':'&gt;'}[m]}); 
      var xhr = new XMLHttpRequest(); 
      // original source - rather than rendered source 
      xhr.onreadystatechange = function () { 
        if (this.readyState == 4 && this.status == 200) { 
          pre.innerHTML = this.responseText.replace(/[<>]/g, function (m) { return 
{'<':'&lt;','>':'&gt;'}[m]}); 
          prettyPrint(); 
        } 
      }; 
      document.body.appendChild(pre); 
      // really need to be sync? - I like to think so 
      xhr.open("GET", window.location, true); 
      xhr.send(); 
    } 
    document.body.className = 'view-source';   
    var sourceTimer = setInterval(function () { 
      if (window.location.hash != '#view-source') { 
        clearInterval(sourceTimer); 
        document.body.className = ''; 
      } 
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    }, 200); 
  } 
});   
})(); 
 
7. Add Maintenance Request 
 index.html 
<form  type="post" onsubmit="addMainten(); return false;">  
  <h1>Add Maintenance Request</h1>  
  <p>  
  <label for="date" class="date"> Date </label>  
  <input id="date" name="date" required="required" type="text" /> 
  </p> 
  <p>  
  <label for="time" class="time"> Time </label> 
  <input id="time" name="time" required="required" type="text"  />  
  </p> 
   <p>  
   <label for="machine" class="machine"> Machine/Tool </label> 
   <input id="machine" name="machine" required="required" type="text"/>  
   </p> 
   <p>  
   <label for="failure" class="failure"> Failure Definition </label> 
   <input id="failure" name="failure" type="text"/>  
   </p> 
   <p>  
   <label for="comment" class="comment"> Comment </label> 
   <input id="comment" name="comment" type="text"  />  
   </p> 
   <p>  
   <label for="technicianmaintenance" class="technicianmaintenance"> Technician </label> 
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  <input id="technicianmaintenance" name="technicianmaintenance" required="required" 
type="text"/>  
  </p> 
  <p>  
  <label for="receiver" class="receiver"> Receiver </label> 
  <input id="receiver" name="receiver" required="required" type="text"/>  
  </p>                                
  <p class="login button">  
  <input type="submit" value="Submit" />      
  </p>   
  <p> 
  <label id="maintenItems"></label>                                
  </p> 
  </form> 
  <script src="https://cdn.socket.io/socket.io-1.2.0.js"></script> 
  <script src="http://code.jquery.com/jquery-1.11.1.js"></script> 
    <script> 
      var socket = io(); 
      $('form').submit(function(){ 
        socket.emit('chat message', 
$('#date').val()+$('#time').val()+$('#machine').val()+$('#failure').val()+$('#comment').val()+$('#technic
ianmaintenance').val()+$('#receiver').val()); 
        $('#m').val(''); 
        return false; 
      }); 
      socket.on('chat message', function(msg){ 
        $('#messages').append($('<li>').text(msg)); 
      }); 
    </script>   
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 offlinedatabase.js 
function addMainten() { 
        var date = document.getElementById("date"); 
        var time = document.getElementById("time"); 
        var machine = document.getElementById("machine"); 
        var failure = document.getElementById("failure"); 
        var comment = document.getElementById("comment"); 
        var technicianmaintenance = document.getElementById("technicianmaintenance"); 
        var receiver = document.getElementById("receiver"); 
        socket.emit('chat message',      
$('#date').val()+$('#time').val()+$('#machine').val()+$('#failure').val()+$('#comment').val()+$('#technic
ianmaintenance').val()+$('#receiver').val()); 
      html5maintenance.indexedDB.addMainten(date.value, time.value, machine.value, failure.value, 
comment.value, technicianmaintenance.value, receiver.value); 
        date.value = ''; 
        time.value = ''; 
        machine.value = ''; 
        failure.value = ''; 
        comment.value = ''; 
        technicianmaintenance.value = ''; 
        receiver.value = '';    
    } 
html5maintenance.indexedDB.addMainten = function(dateText, timeText, machineText, failureText, 
commentText, technicianmaintenanceText, receiverText) { 
      var db = html5maintenance.indexedDB.db; 
      var trans = db.transaction(["mainten"], "readwrite"); 
      var store = trans.objectStore("mainten"); 
 
      var data = { 
        "date": dateText, 
        "time": timeText, 
        "machine": machineText, 
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        "failure": failureText, 
        "comment": commentText, 
        "technicianmaintenance": technicianmaintenanceText, 
        "receiver": receiverText, 
        "added_on" : new Date().getTime() 
      }; 
      var request = store.put(data); 
      request.onsuccess = function(e) { 
        html5maintenance.indexedDB.getAllMaintenItems(); 
        //html5maintenance.indexedDB.getAllRepairItems(); 
      }; 
      request.onerror = function(e) { 
        console.log("Error Adding: ", e); 
      }; 
    }; 
    html5maintenance.indexedDB.getAllMaintenItems = function() { 
      var maintens = document.getElementById("maintenItems"); 
      maintens.innerHTML = ""; 
      var db = html5maintenance.indexedDB.db; 
      var trans = db.transaction(["mainten"], "readwrite"); 
      var store = trans.objectStore("mainten"); 
      // Get everything in the store; 
      var keyRange = IDBKeyRange.lowerBound(0); 
      var cursorRequest = store.openCursor(keyRange); 
      cursorRequest.onsuccess = function(e) { 
        var result = e.target.result; 
        if(!!result == false) 
          return; 
        renderMainten(result.value); 
        result.continue(); 
      }; 
      cursorRequest.onerror = html5maintenance.indexedDB.onerror; 
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    };    
function renderMainten(row) { 
   var maintens = document.getElementById("maintenItems"); 
   var li = document.createElement("li"); 
   var a = document.createElement("a"); 
   var a2 = document.createElement("a2"); 
   var t = document.createTextNode(row.date + " "); 
   var t2 = document.createTextNode(row.time + " "); 
   var t3 = document.createTextNode(row.machine + " "); 
   var t4 = document.createTextNode(row.failure + " "); 
   var t5 = document.createTextNode(row.comment + " "); 
   var t6 = document.createTextNode(row.technicianmaintenance + " "); 
   var t7 = document.createTextNode(row.receiver + " "); 
   a.addEventListener("click", function() { 
       html5maintenance.indexedDB.deleteMainten(row.added_on); 
   }, false); 
   a2.addEventListener("click", function() { 
   html5maintenance.indexedDB.updateMainten(row.added_on); 
   }, false);  
   a.href = "#delete"; 
   a.textContent = "Delete"; 
   a2.href = "#update"; 
   a2.textContent = "Update"; 
   li.appendChild(t); 
   li.appendChild(t2); 
   li.appendChild(t3); 
   li.appendChild(t4); 
   li.appendChild(t5); 
   li.appendChild(t6); 
   li.appendChild(t7); 
   li.appendChild(a); 
   li.appendChild(a2); 
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   if (navigator.onLine == false){ 
        maintens.appendChild(li);   
        } 
          else { 
        //start worker 
        //var w; 
        //w = new Worker("doworker.js");       
        // w.onmessage = function(event) { 
        //    document.getElementById("r").innerHTML = event.data; 
        //};       
        //end worker 
        // delete all data in mainten object store            
        var db = html5maintenance.indexedDB.db; 
        var trans = db.transaction(["mainten"], "readwrite"); 
        var store = trans.objectStore("mainten"); 
        var keyRange = IDBKeyRange.lowerBound(0); 
        var cursorRequest = store.openKeyCursor(keyRange); 
        cursorRequest.onsuccess = function() { 
        var result = cursorRequest.result; 
        if (result) { 
            store.delete(result.primaryKey); 
            result.continue; 
        } 
        } 
        } 
    } 
 
    html5maintenance.indexedDB.deleteMainten = function(id) { 
      var db = html5maintenance.indexedDB.db; 
      var trans = db.transaction(["mainten"], "readwrite"); 
      var store = trans.objectStore("mainten"); 
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      var request = store.delete(id); 
 
      request.onsuccess = function(e) { 
        html5maintenance.indexedDB.getAllMaintenItems(); 
      }; 
 
      request.onerror = function(e) { 
        console.log("Error Adding: ", e); 
      }; 
    }; 
 
8. Add Repair 
 index.html 
<form type="post" onsubmit="addRepair(); return false;">  
    <h1> Add Repair </h1>  
    <p>  
    <label for="daterepair" class="daterepair" >Date</label> 
     <input id="daterepair" name="daterepair" required="required" type="text" /> 
     </p> 
     <p>  
        <label for="timerepair" class="timerepair" >Time</label> 
        <input id="timerepair" name="timerepair" type="text" />  
     </p> 
     <p>  
         <label for="repairreport" class="repairreport">Repair Report</label> 
         <input id="repairreport" name="repairreport" required="required" type="text"/> 
     </p> 
     <p>  
         <label for="fixdate" class="fixdate" >Fix Date </label> 
         <input id="fixdate" name="fixdate" type="text" /> 
     </p> 
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     <p>  
            <label for="fixtime" class="fixtime" >Fix Time </label> 
            <input id="fixtime" name="fixtime" type="text" /> 
        </p> 
        <p>  
             <label for="repaircomment" class="repaircomment">Repair Comment</label> 
             <input id="repaircomment" name="repaircomment" type="text"/> 
        </p> 
        <p>  
              <label for="cost" class="cost">Cost</label> 
              <input id="cost" name="cost" type="text"/> 
        </p> 
        <p>  
              <label for="technicianrepair" class="technicianrepair">Technician</label> 
              <input id="technicianrepair" name="technicianrepair" type="text"/> 
        </p> 
        <p>  
              <label for="authorized" class="authorized">Authorized</label> 
              <input id="authorized" name="authorized" type="text"/> 
        </p> 
              <p class="signin button">  
              <input type="submit" value="Submit"/>  
        </p> 
        <p> 
               <label id="repairItems"></label>                                
               </p> 
 </form>  
 
 offlinedatabase.js 
    function addRepair() { 
        var daterepair = document.getElementById("daterepair"); 
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        var timerepair = document.getElementById("timerepair"); 
        var repairreport = document.getElementById("repairreport"); 
        var fixdate = document.getElementById("fixdate"); 
        var fixtime = document.getElementById("fixtime"); 
        var repaircomment = document.getElementById("repaircomment"); 
        var cost = document.getElementById("cost"); 
        var technicianrepair = document.getElementById("technicianrepair"); 
        var authorized = document.getElementById("authorized"); 
      html5maintenance.indexedDB.addRepair(daterepair.value, timerepair.value, repairreport.value, 
fixdate.value, fixtime.value, repaircomment.value, cost.value, technicianrepair.value, 
authorized.value); 
        daterepair.value = ""; 
        timerepair.value = ""; 
        repairreport.value = ""; 
        fixdate.value = ""; 
        fixtime.value = ""; 
        repaircomment.value = ""; 
        cost.value = ""; 
        technicianrepair.value = ""; 
        authorized.value = ""; 
    } 
html5maintenance.indexedDB.addRepair = function(daterepairText, timerepairText, repairreportText, 
fixdateText, fixtimeText, repaircommentText, costText, technicianrepairText, authorizedText) { 
      var db = html5maintenance.indexedDB.db; 
      var trans = db.transaction(["repair"], "readwrite"); 
      var store = trans.objectStore("repair"); 
      var data = { 
        "daterepair": daterepairText, 
        "timerepair": timerepairText, 
        "repairreport": repairreportText, 
        "fixdate": fixdateText, 
        "fixtime": fixtimeText, 
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        "repaircomment": repaircommentText, 
        "technicianrepair": technicianrepairText, 
        "cost": costText, 
        "authorized": authorizedText, 
        "repairadded_on" : new Date().getTime() 
      }; 
      var request = store.put(data); 
      request.onsuccess = function(e) { 
        html5maintenance.indexedDB.getAllRepairItems(); 
      }; 
      request.onerror = function(e) { 
        console.log("Error Adding: ", e); 
      }; 
    }; 
html5maintenance.indexedDB.getAllRepairItems = function() { 
      var repairs = document.getElementById("repairItems"); 
      repairs.innerHTML = ""; 
      var db = html5maintenance.indexedDB.db; 
      var trans = db.transaction(["repair"], "readwrite"); 
      var store = trans.objectStore("repair"); 
      // Get everything in the store; 
      var keyRange = IDBKeyRange.lowerBound(0); 
      var cursorRequest = store.openCursor(keyRange); 
      cursorRequest.onsuccess = function(e) { 
        var result = e.target.result; 
        if(!!result == false) 
          return; 
        renderRepair(result.value); 
        result.continue(); 
      }; 
      cursorRequest.onerror = html5maintenance.indexedDB.onerror; 
    }; 
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    function renderRepair(row) { 
      var repairs = document.getElementById("repairItems"); 
      var li = document.createElement("li"); 
      var a = document.createElement("a"); 
      var t = document.createTextNode(row.daterepair + " "); 
      var t2 = document.createTextNode(row.timerepair + " "); 
      var t3 = document.createTextNode(row.repairreport + " "); 
      var t4 = document.createTextNode(row.fixdate + " "); 
      var t5 = document.createTextNode(row.fixtime + " "); 
      var t6 = document.createTextNode(row.repaircomment + " "); 
      var t7 = document.createTextNode(row.cost + " "); 
      var t8 = document.createTextNode(row.technicianrepair + " "); 
      var t9 = document.createTextNode(row.authorized + " ");   
      a.addEventListener("click", function() { 
        html5maintenance.indexedDB.deleteRepair(row.repairadded_on); 
      }, false); 
      a.href = "#"; 
      a.textContent = " [Delete]"; 
      li.appendChild(t); 
      li.appendChild(t2); 
      li.appendChild(t3); 
      li.appendChild(t4); 
      li.appendChild(t5); 
      li.appendChild(t6); 
      li.appendChild(t7); 
      li.appendChild(t8); 
      li.appendChild(t9); 
      li.appendChild(a); 
      repairs.appendChild(li); 
    } 
    html5maintenance.indexedDB.deleteRepair = function(id) { 
      var db = html5maintenance.indexedDB.db; 
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      var trans = db.transaction(["repair"], "readwrite"); 
      var store = trans.objectStore("repair"); 
      var request = store.delete(id); 
      request.onsuccess = function(e) { 
        html5maintenance.indexedDB.getAllRepairItems(); 
      }; 
      request.onerror = function(e) { 
        console.log("Error Adding: ", e); 
      }; 
    }; 
 
9. Socket Connection 
 Index.html 
 var socket = io(); 
 socket.on('chat message', function(msg){ 
 $('#messages').append($('<li>').text(msg)); 
 html5maintenance.indexedDB.getAllMaintenItems(); 
 });     
 
 Main.js (Server) 
var express = require('express');  
var app = express(); 
var http = require('http').Server(app); 
var io = require('socket.io')(http); 
var mysql      = require('mysql'); 
var connection = mysql.createConnection({ 
  host     : 'localhost', 
  user     : 'kiki', 
  password : 'test', 
  database : 'test' 
}); 
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app.use(express.static(__dirname)); 
app.get('/', function(req, res){ 
  res.sendFile(__dirname + '/public/index.html'); 
}); 
io.on('connection', function(socket){ 
  socket.on('chat message', function(msg){ 
    io.emit('chat message', msg); 
    console.log(msg); 
    //connection.connect(); 
    connection.query('INSERT INTO test SET ?', {testfield: msg}, function(err, result) { 
    if (err) throw err; 
    console.log('new chat', result.insertId); 
    }); 
    connection.query('SELECT * from test', function(err, rows, fields) { 
        if (!err) 
            console.log('The solution is: ', rows); 
        else 
            console.log('Error while performing Query.'); 
    }); 
    //connection.end(); 
  }); 
}); 
http.listen(3000, function(){ 
  console.log('listening on *:3000'); 
}); 
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