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ABSTRACT
In this paper, an overview is given of the different
alternatives to an integrating computational frame-
work. A new framework will be introduced, which in-
corporates the latest computational techniques and
more importantly a mind-set emphasizing flexibility,
modularity, portability and re-usability.
Distributed object computing extends an object-
oriented system which allows objects to interact
across heterogenous networks and interoperate as a
unified whole. Integrated computing frameworks are
discussed, together with data transport techniques
such as Extensible Markup Language (XML) and
Simple Object Access Protocol (SOAP) to achieve
platform, code and meta-model independent integra-
tion.
In addition, the paper will illustrate through an air
vehicle example that using open-source tools are a
valid alternative to commercial packages. Added ad-
vantages are the access to source code which is ex-
tremely useful in a conceptual systems-of-systems
research environment.
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WHY INTEGRATING FRAMEWORKS?
Today’s engineering designers have come to the re-
alization that no longer can successful designs re-
volve around the analysis and optimization of a sin-
gle discipline. But rather, successful designs are now
viewed as a balance between competing disciplines.
Given the above, accounting for and balancing dis-
ciplines through the sharing of data between disci-
plines becomes a monumental task.
To date several commercial applications and re-
search programs [1] [2] [3] have been developed to
aid in the dissemination of information between dis-
cipline analyses. Nonetheless, these tools do not al-
ways afford the designer the flexibility necessary to
implement novel information distribution and manip-
ulation techniques.
The requirements for this research stem from the
needs of MDO (Multidisciplinary Design Optimiza-
tion). The term MDO was coined almost a decade
ago. This relatively new field consists of the following
principal conceptual components [4]:
1. Design Oriented Analysis: System level design-
ing allows the designer to answer the ”what-if”
questions. Designers want to know the sensitiv-
ity of the design with respect to the design vari-
ables.
2. Approximation Concepts: Meta-models allow
the designer the ability to bypass the expensive
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direct coupling of analysis codes to the design
space explorer tool. Common meta-modeling
techniques such as Response Surface Method-
ology (RSM) and Neural Networks (NN) can be
used instead of these complex disciplinary anal-
ysis codes.
3. Mathematical Modeling of System: It is ax-
iomatic that an engineering system is usually
modeled by multiple disjoint analysis codes and
not one monolithic code. Data reduction tech-
niques may need to be applied if large amounts
of data are exchanged between codes.
4. Decomposition: Given that codes analyzed on
the same level are often tightly coupled, it is
usually preferable (if possible) to decouple the
individual codes and let the system-level take
care of the coupling. Here system decomposi-
tion techniques and tools such as the Bi-level In-
tegrated System Synthesis (BLISS [5]) are used.
5. Design Space Search: Exploration of the de-
sign space is the search to find the constrained
minimum. Various algorithms such as Sequen-
tial Linear Programming (SLP) and Sequen-
tial Quadratic Programming (SQP) can be ap-
plied. Alternatively, where applicable, algorithms
employing stochastic processes (genetic algo-
rithms (GA) and simulated annealing (SA)) are
also an option.
6. Optimization Procedures: System optimization
is conducted at the system-level. The system-
level optimizer knows which codes to execute
and in what fashion. This element effectively ties
together the different codes in an execution se-
quence.
7. Human Interface: Manual intervention in the
system design process is important and is not
an after-thought. In a well designed envi-
ronment, the implementation should allow for
straightforward, designer intervention. This in-
tervention is needed since MDO often relies on
human interaction to guide the process.
Typically each analysis code handles one disci-
plinary component of the overall systems engineer-
ing problem. This implies that at the top-level all
these disparate codes, each with unique data for-
mats and running on different platforms, need to
communicate with each other through some system-
level executer/controller. Furthermore, there is often
a coupling of inputs and outputs between analyses
resulting in an iterative analysis loop.
The problem is formulated by Sobieszczanski-
Sobieski [4] as follows: engineering system analysis
is expensive, time-consuming and a non-trivial man-
agerial task. Hence the clear need for a framework to
handle distributed MDO problems. Such an integrat-
ing framework needs to capture all the enumerated
MDO components if the implementation is to be suc-
cessful.
HISTORY OF INTEGRATING FRAMEWORKS
Frameworks try to aid engineers in formulating, solv-
ing and evaluating complex design problems. Au-
tomation of the design process occurs through the
framework.
HARD-CODED ALGORITHMS
In the earliest frameworks, all disciplinary executa-
bles were brought together and execution control
was given to a fixed algorithm. There are three
variations on this in chronological order: monolithic
codes, direct integration, and meta-modeling tech-
niques. Most of the monolithic programs were writ-
ten in FORTRAN and some examples of these efforts
are still around, for example: FLOPS (Flight Opti-
mization System) and ACSYNT (Aircraft Synthesis).
A general disadvantage of these systems is the rel-
ative difficulty to include higher-fidelity tools as they
become available. Since these approaches require
a total reconfiguration of the script that controls the
execution.
Up to recently, there was no real valid alternative
to this hard-coding of programs. In the last decade,
some commercial alternatives arose on the horizon.
COMMERCIAL APPLICATIONS
In the design and analysis of systems, there are cur-
rently several design tools available that allow a de-
signer to efficiently explore and design with the over-
all system in mind. Commercial efforts have pro-
duced AML, iSIGHT, and ModelCenter. These allow
for a textual or graphical representation of the data
flows between analysis tools, automatic output pars-
ing, input file generation, optimization tools, statisti-
cal tools, and result visualization.
However, these environments have certain, inher-
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ent drawbacks. Most notable, they are not open-
source thus not allowing the designer to tailor the tool
to exactly meet the needs that the analysis may re-
quire. These tools allow for the designer to link codes
through the GUI (Graphical User Interface), but do
not always give direct access to the underlying core
of the tool. Consequently, they are not truly concep-
tual design tools since they do not allow the investi-
gation of concepts. They only allow for perturbations
around a user-provided baseline input file.
In that sense, these commercial packages are pre-
liminary tools. To use these packages at the con-
ceptual level is possible, however requires extensive
changing and use of the sometimes provided API
(Applications Programmer’s Interface). As a result,
they become not much different from an actual pro-
gramming language.
An interesting comparison can be made by look-
ing at Microsoft Excel and The MathWorks’ Matlab.
Excel inherently uses a GUI, the spreadsheet, to en-
ter equations and visualize its output. Matlab on the
other hand opens up a library of functions, which can
be used from a command input window. Over time,
Excel added the capability of VBA (Visual Basic for
Applications), which allowed for more powerful op-
erations comparable to Matlab. Nonetheless, Mat-
lab is still a more powerful and flexible tool since it
was conceived as an API. The same comparison is
true for integrating frameworks: most commercial ap-
plications use a GUI to interact with the user. It is
this GUI which makes these tools very user-friendly
and easy to use, however, a general API built on
solid O-O (Object-Oriented) programming is poten-
tially much more powerful.
OPEN-SOURCE APPLICATIONS
An alternative solution is to develop a general, sys-
tems analysis API. Such a general library of meth-
ods would allow the designer to programmatically
link and execute any number of analyses and manip-
ulate the resulting data in any conceivable manner
[6] [7].
Recent advances in business-to-business data
transfer as well as server-client application inter-
facing have made the task for the engineer to de-
velop such an environment significantly easier. More
specifically, it is straightforward to create an API that
incorporates O-O code wrappers written in Java with
uniform, standard data transport tools (XML (Exten-
sible Markup Language) and SOAP (Simple Object
Access Protocol)) to create an infrastructure which is
both platform independent and flexible to the needs
of the designer.
Starting such a task from scratch would en-
tail a significant programming feat for any de-
signer/programmer. Fortunately, readily available
tool boxes for optimization [8], statistics [9] [10],
simulation, visualization [11], and web-server appli-
cations [12] are pre-written, plug-and-playable, and
more importantly, open-source freeware.
These framework tools combined with the use of
the agents give total flexibility and modularity. This
allows the designer to concentrate on the actual de-
sign task. More details on the open-source building
blocks will follow in later sections.
COMMERCIAL APPLICATIONS
Scott [13] gave a good overview of the commercial
endeavors. The following high-level overview of three
commercial packages is given here as an introduc-
tion.
ADAPTIVE MODELING LANGUAGE
AML (Adaptive Modeling Language) is developed
by Technosoft [14]. AML is built on the philosophy
of O-O software design and uses LISP as its pro-
gramming language, which is a fairly uncommon lan-
guage. Variables are created by instances of some
previously defined primitives. When defining formu-
las, AML automatically keeps track of which vari-
ables depend on others. AML has easy and poly-
valent graphical visualization capabilities (especially
for aerodynamic design).
Some disadvantages from a user friendliness per-
spective are that a fairly good working knowledge
is required of O-O programming. The use of O-O
programming is not necessarily detrimental as will
be shown when discussing the open-source require-
ments. Unfortunately, integration with certain tools
(Excel spreadsheets etc.) is not functional yet.
ISIGHT
iSIGHT is produced by Engineous Software [15].
iSIGHT is based on MDOL (Multidisciplinary Opti-
mization Language), its own language. Pre-made
building blocks are accessible through GUIs so
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to avoid direct interaction with the underlying lan-
guage. Logic-based control and optimization boxes
are readily available from the GUI environment. Op-
tions for parsing input and output files are very ex-
tensive. The linking between codes occurs implic-
itly by using the same variable names. Unfortu-
nately, cross-platform integration of different codes
and front-end is not straightforward.
MODELCENTER
ModelCenter is made by Phoenix Integration [16].
The front-end interface is called ModelCenter, while
in the background the Analysis Server services the
request coming from the ModelCenter GUI [17]. Us-
ing the ModelCenter “web-browser ”, it is very easy to
use a resource/code once it is wrapped and placed
on the Analysis Server from any location.
Response Surface generators, Monte Carlo simu-
lation and stochastic optimization toolboxes were re-
cently added to the basic package. One of the re-
maining drawbacks of ModelCenter is that multiple
instances of a code, also known as parallelization, is
currently not supported.
Given the easy of use and polished execution that
these commercial packages exhibit, there are draw-
backs as well. Most notability, the proprietary na-
ture of the source code makes customization diffi-
cult. In-house developed methodologies and strate-
gies can be integrated, but that requires clever inter-
action through a GUI or the user has to use the pro-
vided API in a programmatic environment. Access to
source code for extreme flexibility is a very important
prerequisite in a conceptual design research environ-
ment where these new methodologies are developed
and investigated.
OPEN-SOURCE APPLICATIONS
The previous section highlighted some of the ad-
vantages and disadvantages of commercial pack-
ages. An open-source tool should can draw on the
strengths and weaknesses listed above. Below are
a list of items that are worthy for incorporation and
investigating in this to-be created tool.
• Use the sound basis of O-O programming (from
AML).
• Extensive tools for parsing input and output files
(from iSIGHT).
• Logic-based control boxes are pre-written and
available as functions (methods in Java) and in
the API (from iSIGHT).
• Wrapped codes (also called agents) are imme-
diately available form a distributed servers (from
ModelCenter).
• Methods for multiple instances of agents for par-
allelization need to be provided (from a short-
coming in ModelCenter).
• Allow for growth potential when incorporat-
ing statistical (from ModelCenter), optimization
(from iSIGHT), and visualization toolboxes (from
AML).
OBJECT-ORIENTED BUILDING BLOCKS
Distributed object computing extends an O-O sys-
tem which allows objects to interact across heteroge-
nous networks and interoperate as a unified whole.
Integrated computing frameworks are discussed, to-
gether with data transport techniques such as XML
and SOAP to achieve platform, code and meta-
model independent integration.
Extensible Markup Language
XML is a meta-markup language for text documents.
The data is included as strings of text marked-up by
tags describing the data. There are two important
features to XML which make it very useful in data
transfer [18] [19].
Firstly, portability. Just like Java, XML is portable
since it is merely a text file and can be directly trans-
ferred between platforms. Java and XML produce
“portable code, portable data.”
Secondly, interoperability. The XML standard [20]
specifies the format and structure of an XML file but
not the content of the tags, the strings, the attributes,
etc. An XML file can define airplane data as easily
as it can contain a conference paper, as long as it
conforms to the formatting standards.
Simple Object Access Protocol
Like XML, SOAP is a standard [21]. SOAP allows
for straightforward data transfer using HTTP (Hyper-
Text Transfer Protocol) as the transport layer. The
use of HTTP helps to resolve complicated issues as
firewalls, ports, sockets, etc.
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There are two implementations of the SOAP stan-
dard: Apache [22] and Microsoft. The Apache im-
plementation specifies two methods to invoke SOAP
services: RPC (Remote Procedure Call) and the
message-based model. The former is used in this
research, and the model can be described with the
following steps [23]:
1. A client builds an XML document specifying the
server which will service the request, the name
of the method and associated parameters used
by the method.
2. The server decodes the received XML docu-
ment and executes the method.
3. After execution the results are packed in a XML
document and returned.
4. The client decodes the XML response.
Agents and Models
Earlier work by Hale and Mavris [24] documented the
history of frameworks and the evolution to the new
collaborative environment. All these frameworks try
to aid the engineer in complex design problems with
solutions that require analysis from several domains.
The automation of the solution process requires con-
trol and communication of domain analysis be pro-
vided by the framework [25] [26].
Within this framework, a key technology is the im-
plementation of the agent. Hale and Craig [3] added
a new component to the agent: the model, and pro-
posed an updated definition:
An agent is a resource, which has been
modeled and wrapped for inclusion in a dis-
tributed design environment. The agent
design requires a designer-centered, bi-
directional wrap, independent of proprietary
boundaries and capable of supporting in-
creasing fidelity models.
These agents can generate accountable design in-
formation. This includes the “what, why, when, and
where” information needed as decision-support for
the designer. The result is intelligent agents, which
effectively conceal the proprietary codes and data
formats from the end user. The schematic in Figure




Figure 1: Agent Components
The wrapper is a bi-directional information ex-
change layer which shields the resource and model
from the computing backplane. The main role of the
wrapper is data exchange and conditioning.
The second element, the model, adds context to
the information provided by the agent. Models in-
clude behavior and implementation information. The
former is a mathematical formulation, engineering
principle, or geometrical construction describing ex-
plicitly what the resource does. The latter captures
execution characteristics: variable definition, file de-
scriptions, units, executions characteristics, and plat-
form dependencies.
Using Java, this model is easily generated by the
Javadoc utility. Javadoc is the tool for generating API
documentation in HTML format from “doc” comments
in source code. These “doc” comments include, but
are not necessarily limited to, identification of param-
eters and methods provided by the wrapper and re-
source.
Lastly, the resource is the computer program. Typ-
ically these are off-the-shelf analysis codes. Exam-
ples include ASTROS, ANSYS etc.
APPLICATION
FRAMEWORK COMPONENTS
The distributed framework can be easily divided into
two separate collections of classes, the client API
and server API. The client API is the library of
classes which the user directly programs with when
performing a systems analysis. This API is primarily
made up of two types of classes, the Design Space
Explorer classes and the Code classes.
DesignSpaceExplorer objects implement funda-
mental systems analysis functionality. For instance,
a DoeDSE object is able to conduct a design of ex-
periments analysis around any Code object. The Op-
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timizerDSE, is a design space explorer object that
has the ability to run various optimization algorithms
(SQP, SLP, GA, etc.) on any Code object. Obvi-
ously, a new design space explorer class could be
created to perform any conceivable Code execution
algorithm.
The Code objects are the front end of the bridge
between the client computer and the server running
the Agents objects. To the user, a Code object is
merely a local implementation of their favorite code.
They need not have any idea as to how or where the
actual code is implemented.
On the server side, there is a one-to-one map-
ping between the Code objects available on the client
side and the corresponding Agent objects. Agents
are wrappers for a legacy command line executable
codes. Each Agent is comprised of an InputFile-
Updater object, InputFileBuilder object, an Executor
Object and an OutputFileParser object. In general,
the input file builder, executor and output file parsers
classes will be unique for each wrapped legacy code.
Since XML is the native file format and all the client
Code objects send a similar type of XML file, the
underlying InputFileUpdater implementation is the
same for all agents.
Figure 2 is a simplified UML (Unified Modeling
Language) class diagram. An important observa-
tion of this figure shows that there is minimal con-
crete class to concrete class interaction. Meaning
that the framework was built with extensibilty in mind
by requiring that the developer couple classes ab-
stractly (through the use of inheritance from interface
classes) rather than allowing direct concrete to con-
crete class interactions.
PARAMETRIC AIRCRAFT
As an example implementation, the choice was
made to use FLOPS. A baseline aircraft file was
used as input. The airplane represented in this file
was a generic 150 passenger short-range airplane.
Some variables used are wing aspect ratio (AR),
maximum cruise altitude (CH), thrust-to-weight ratio
(TWR), taper ratio of the wing (TR), quarter-chord
sweep angle of the wing (SWEEP), wing thickness-
chord ratio (TCA), and factors to in- or decrease fuel
flows (FACT), lift-independent drag (FCDO), and lift-
dependent drag (FCDI).
The authors acknowledge that the above imple-
mentation using open-source components is also
easily achieved with the commercial packages. The
current problem was used to illustrate the relative
ease of achieving similar functionality and the same
time showing that the limits to the flexibility of the
framework are unlimited.
PROCESS FLOW
A top-level overview of the process is given in Figure
3.
The entire process consists of eleven steps which
will be discussed in more detail now.
1. The variable ranges are entered in Excel
spreadsheet. To allow parsing and manipulation
of this information it needs to be converted into
an XML format. Similarly, a design array was
created in external programs and is saved in a
tagged (XML) format to allow easy use of this in-
formation in further steps. This is where the de-
signer comes up with his own tagging scheme
which defines the data and allows other users to
understand what is contained in the files. This
step is illustrated in Figures 4 and 5.
2. The two above files are then merged into multi-
ple different XML files which each specify a cer-
tain run in the Design of Experiments. Each file
has a certain actual (non-normalized) setting of
the variables (high, nominal or low). This is what
is depicted in Figure 6.
3. The XML-formatted design run files are sent to
the server where FLOPS is residing through a
SOAP protocol. The internal workings of SOAP
were explained in the previous section.
4. Similar to step 1, the FLOPS baseline text file
needs to be converted into a XML format. The
conversion to XML format makes a distinction
between changing (variables) and fixed informa-
tion as shown in Figure 7.
5. This step combines the output from the two pre-
vious steps 2 and 4 (DOE runs in XML format
and macro in XML format) to create updated in-
put files in XML format for each specific DOE
run. This is graphically illustrated in Figure 8.
This happens on the agent side, i.e. on the
server where FLOPS resides.
6. Since FLOPS has no XML input format but a
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Figure 2: Simplified UML Class Diagram
file in XML format needs to be translated back
to a text file.
7. This step just executes FLOPS. The execution
is launched remotely by the server with no inter-
action from the user.
8. Following the execution, the output file is trans-
lated to XML format where tags identify the infor-
mation pertinent to the designer (see also Figure
9).
9. Steps 6,7 and 8 are executed iteratively, i.e.
each one of the updated input files goes through
this process.
10. The SOAP call is terminated by the sending
back of the XML output file.
11. Lastly, after all updated macros are executed
and respective responses are collected on the
user’s computer, all the data is compiled in Ex-
cel as shown in Figure 10.
FUTURE WORK
As summed up when describing the needed capa-
bilities of this framework, a couple of areas of future
work were identified. From the outset, growth pos-
sibilities for incorporating statistical (Response Sur-
faces, Monte Carlo, stochastic methods etc.), op-
timization, and visualization capabilities were envi-
sioned. Two major areas of focus identified at this
time are optimization and statistical analysis tool-
boxes.
1. The former will most likely rely on an existing de-
sign optimization tool libraries such as Vander-
plaats’ DOT (Design Optimization Tools). DOT
was written in C language and the most efficient
way of accessing these functions is through the
JNI (Java Native Interface). JNI allows Java
code to operate with applications and libraries
written in other languages, such as C and C++.
2. The latter is undergoing careful investigation
and no choice of tool has been made yet. One
tool, JMP [27] is a Windows application devel-
oped by the SAS Institute. JMP interacts with
the user through a GUI, whom can perform dif-
ferent kinds of statistical analyses with varying
levels of output. For framework purposes, this
analysis would have to be accessible from a
batch mode which is currently the biggest bar-
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Figure 3: Framework Process Flow
rier to be conquered. Other potential toolbox
from the open-source community are also under
investigation.
CONCLUSIONS
An overview was given of the different alternatives to
an integrating computational framework. The seven
conceptual elements of a good MDO environment
were identified and it was illustrated that these ele-
ments can be captured with a design tool made of
open-source elements.
In this paper a backbone computing framework
was introduced which incorporates the latest com-
putational techniques and more importantly, a mind-
set emphasizing flexibility, modularity, portability, and
re-usability. With the described object-oriented tools,
such a framework can now truly be built for the first
time by non-computer scientists.
The paper illustrated that usage of open-source
tools were a valid alternative to commercial pack-
ages. Added advantages are the access to source
code which is extremely useful in a conceptual
systems-of-systems research environment in which
the authors work. It is important to stress however
that for out-of-the-box performance the commercial
applications can not be beat. They perform very well
and for most problems are the optimal solution.
Growth potential of the open-source framework
was allowed for from the outset. Future work was
identified focusing on the optimization and statistical
capabilities. These improvements will add significant
8
Figure 4: Variable Ranges Converted from Excel To XML Format
Figure 5: Design Array in XML Format
computing and analytical force and make the com-
parison with the commercial alternatives much more
competitive.
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