Abstract. Textual concrete syntaxes for models are beneficial for many reasons. They foster usability and productivity because of their fast editing style, their usage of error markers, autocompletion and quick fixes. Furthermore, they can easily be integrated into existing tools such as diff/merge or information interchange through e-mail, wikis or blogs. Several frameworks and tools from different communities for creating concrete textual syntaxes for models emerged during recent years. However, these approaches failed to provide a solution in general. Open issues are incremental parsing and model updating as well as partial and federated views. To determine the capabilities of existing approaches, we provide a classification schema, apply it to these approaches, and identify their deficiencies.
Introduction
With the advent of model-driven development techniques, graphical modelling languages became more and more popular. However, there are also use cases where a concrete textual syntax (CTS) is more appropriate to edit models. For example, this applies to mathematical, expression-like languages such as query, or constraint languages (e.g. Object Constraint Language (OCL) [1] ). Another example where textual syntaxes are preferred over graphical ones are model transformation languages such as QVT. Even in graphical modelling there are parts that can only be expressed and displayed textually in a convenient way, e.g., an operation signature in UML.
Advantages of such textual syntaxes are their clear structure (reading from left to right, from top to bottom, indentation as substructures) and their focus on straight ahead typing. Tools that can handle textual artefacts are widely spread and very mature. Especially software developers are used to having their development artefacts being developed as text. Helpers such as code highlighting, autocompletion, and error annotations elevate the capabilities of textual editors significantly. Diff/merge operations, the construction of patches, etc. are already well understood for text in contrast to graphically-noted models. Furthermore, submitting a part of text representing the model to a discussion forum or writing a mail containing snippets written in the concrete syntax is easy in a textual syntax because, due to its platform and tool independency, everyone can view and edit this text. Further advantages of a textual versus a graphical concrete syntax for users as well as for tool developers are mentioned in [2] .
Basically, a CTS approach has to map constructs of a metamodel to the definition of a textual syntax, i.e., a grammar. Tools that translate between the textual representation as well as the abstract representation should be (automatically) derived from the mapping definition. Additionally, an editor could be provided that facilitates features such as syntax highlighting, autocompletion or error markers specific for the particular syntax.
However, for a CTS approach to prove applicable in an enterprise and in a large scale environment a lot of requirements have to be met [3, 4] . Important requirements are for instance the incremental updating of existing models and the support for UUID-based repositories or the definition of partial and/or combined views.
A great variety of approaches and tools that provide concrete textual syntax mappings for models emerged recently or have been enhanced to support it. Originating from different communities, from academia as well as industry, their set of features is also very diverse. Some approaches facilitate the translation from text to model by parsing text from time to time in the background while others use a model-view-controller (MVC) pattern to keep the model in sync with the text. Being able to store format information in addition to the actual model, some approaches preserve the original format of the text over subsequent translation runs. However, there are still requirements that are not or insufficiently fulfilled by existing approaches.
The contributions of this paper are (1) a classification schema for CTS approaches, (2) the application of this schema to existing CTS approaches as well as the identification of their deficiencies and (3) the discussion of several important features that are not yet addressed. The presented classification schema is used to describe the necessary as well as extended features of a CTS mapping framework. Ten different approaches were examined for their support of these features. The discussion of the yet unsupported features focuses on the applicability of a CTS approach in an enterprise with a multitude of modelling languages, metamodels and tools and distributed, parallel development. This paper is structured as follows. An overview on the foundations of a CTS approach is given in Sect. 2. Section 3 presents the classification schema that includes the features of a CTS approach. The actual classification is presented in Sect. 4. Section 5 discusses the findings and requirements for modelling in the enterprise. Related work concerning the classification of CTS approaches is treated in Sect. 6. Conclusions are drawn in Sect. 7.
Foundations of a Concrete Textual Syntax Mapping
Several basic components are needed to provide a comprehensive tooling for a CTS approach. To be able to relate constructs from a metamodel to elements of a CTS, a mapping between the metamodel and the definition of this syntax is needed. The definition of a textual syntax is provided by a grammar. To translate the textual syntax to its model representation, a lexer, a parser as well as a component that is responsible for the semantical analysis (type checking, resolving of references, etc.) are needed. Even for an approach that directly edits the model without having an explicit parser component for the grammar, a similar component is needed that decides how the text is translated into model elements. For reasons of convenience we will call all kinds and combinations of components that implement the translation form text to model a
