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INTRODUCTION
For a successful product development process it is essential to have a clear understanding of what the customer needs and then translate that into a successful product [1] . A product is successful if it does what the customer wants it to do. What the product does is determined by the system architecture. The system architecture is defined here as a mapping of what the system should do (functions) to how it should do that (components). A clear mapping of customer requirements to system requirements is therefore an essential input to the system architecting process and eventually, a successful product.
Industrial design engineers and software engineers have been educated with a more central role for the customer and user in their product development process compared to mechanical engineers. In the mechanical engineering domain, general practice is to capture the top-level customer requirements once, at the beginning of product development , and then focus at the technology for the remainder of the process. The user often is not properly given the opportunity to express or develop his or her needs and is not really involved in the design process. Therefore user-centered-design needs to find its way to the mechanical engineering level of product development.
In literature, approaches can be found that focus on the customer requirements side or on the system architecting side. The Function and Key drivers method (FunKey) [2] method deals with relating system functions to key drivers and requirements in a matrix. This method gives a good approach to relating key performance drivers to architecture. This provides the system architect with an overview of how his decisions can be traced back to the architecture. The focus in Bonnema's work lies with the architect. This paper proposes to take the external view to the customer explicitly into the equation of systems architecting.
The CAFCR model presented by Muller [3] does propose a decomposition of the architecture into five main views that capture the need of the customer, the functions, the product performance and the design of the product from the conceptual and realization points of view. The contribution of Muller's work lies in presenting a method to create different architectural views including the one of the customer. However, Muller does not specify how to implement these methods in a structured way that resembles the hierarchical and iterative nature of the product development process.
Research on scenario based design gives us valuable methods for including the externally focused view at the user from a product development standpoint. It includes the user in the product development process by modeling his or her behavior in the form of stories. In [4] a scenario is defined as: 'Explicit descriptions of the hypothetical use of a product'. The scenarios are analyzed and used to influence the design activity. Scenarios appear in the form of textual stories or storyboard like representations very understandable to humans. Scenarios have strength in describing the use aspects, but usually do not provide a structured and decomposable way of translating them into system architecture.
A use-case in UML [5] is an example of a scenario based technique that tries to connect to system architecture. The level of detail in use-cases found in literature is however not high. Furthermore, use-case modeling is quite software specific and does not seem to be applicable to product development processes including other disciplines like mechanics, physics and electronics.
There is a need for a design method that incorporates both the view of customer requirements and the view of translating these requirements into a system architecture. The needed design method should; fit the hierarchical and decomposable nature of the product development process, be easy to understand for all stakeholders and be applicable in a real industrial setting.
The main contributions of this paper can be divided in two. First a systematic, practically applicable and integral design method to capture and validate user requirements in a multi disciplinary design process using explicit workflow models is proposed. Secondly a systematic method of translating user workflow models to system function models will be given. This paper will proceed by giving some related work found in literature that is used as a foundation of the presented research. The section that follows explains both the design method and the proposed models step-by-step taking the product development cycle of the V-model as a reference. Experiences with applying the models in a real case study with our industrial partner are given to illustrate the method. Finally some discussions and conclusions will be presented to the reader.
RELATED WORK
The idea of using workflow models to capture user requirements in this research was inspired by the field of business process modeling. In business process modeling workflow management and workflow management systems are used to make sure that the proper activities are executed by the right resource at the right time [6] . Although a detailed literature review on business process modeling is not in the scope of this paper, a description of the modeling concepts adopted from workflow modeling will be given in this section. This will be used as reference for later sections.
Workflow
From the work of Van der Aalst [6] the following valuable definitions and descriptions of a workflow process description are adopted. A workflow is case based. A case is the actual work that is being handled by executing tasks in a specific order. The workflow process definition specifies which tasks need to be executed in what order. This is what is commonly known as a flowchart. Every task has pre-and post-conditions. Conditions correspond to causal dependencies between tasks and can be true or false. The pre-condition is a prerequisite for the task to be executed and the post-condition holds true after the task is executed. Most tasks are executed by a resource. A resource is either a machine or a person or both. In this paper the products' user corresponds to a resource for the system workflow for example. Multiple resources per workflow can occur. A task that needs to be executed on a specific case is called a work item. A work item being executed by a resource is called an activity. An example of an activity can be: execute the task of 'send bill to customer' for the case of 'product sold to customer Jack' by resource 'administrator Claire'.
Four common patterns in workflow modeling are depicted in fig 1. These patterns can be used to construct the workflow processes. Figure 1 shows sequential (a), parallel (b), conditional (c) and iterative (d) workflow routings that are most commonly used in workflow modeling. Although out of scope for this paper, workflow modeling is computerizable. By formalizing the workflow it can be simulated and analyzed. (High level) Petri nets are a common way of modeling workflows in a computer understandable language. Tasks map to Petri net transitions, conditions to places and cases to tokens. Many types of analyses are available and can be classified into verification, validation and performance analyses.
The Workflow Management Coalition (WMC) defines a workflow management system as [7] : A system that completely defines, manages and executes workflows through the execution of software whose order of execution is driven by a computer representation of the workflow logic. The WMC focuses on software execution of workflows. Examples of executable workflows are found in many places nowadays, e.g. handling tax declarations, online order requests, web shop shopping carts, creation of online mail account, paycheck management. All these processes are highly automated on one hand, but heavily depend on human interactions on the other.
In this research multi disciplinary products (e.g. printer copiers, transportation systems, mobile devices and medical systems) are considered incorporating disciplines like mechanics, physics, electronics and not just software. Defining, managing and executing workflows for these products cannot solely be based on the execution of software. What the targeted systems do have in common with business processes is that proper functioning heavily depends on interaction with their users. Workflow modeling is a good way of modeling user interaction with a system. Therefore just the modeling part of workflow management systems will be adopted in this research. The connection to an application executing the workflow will be different for a tangible system.
Systems engineering process
For this research the systems engineering V-model [8] was chosen as a reference diagram on which to map the proposed models and method. The V-Model (fig 2) describes the systems engineering process as a letter V. The diagram should be read left to right starting at the top-left leg of the V with user requirements and moving down, going in depth and creating a system architecture and finally, more detailed design. The bottom part of the V represents the production and assembly phase. Moving up the right leg represents component level testing, systems integration tests and system launch respectively. Validation of the product design is done by comparing the realized system at system launch to the user requirements modeled at the start of the product development process. Modeling user requirements and translating them into system architecture resides in the upper and middle left part of the V model. It is however not a one-way process, iterations between all these phases of systems engineering are important as stressed in many design methodologies (e.g. [1, 9] ).
Systems architecting can be defined as the mapping of system functions to system components. Functions in system architecting being the 'what the system should do' and components being the 'how the system should do that'. The field of Function Modeling (FM) covers the mapping of functions to components.
Function -Behavior -State modeling
This paper adopts the Function-Behavior-State (FBS) modeling technique presented in [10, 11] . The advantage over other FM techniques is that it associates the functional descriptions with structural elements via the behavioral layer [12] . This paper only uses the concepts of function, behavior, state and entity and their relations as they are defined in the FBS framework:
• Function: A subjective description of behaviors of physical systems. Functions can be considered as a bridge between human intention and physical behavior of artifacts. Functions can be hierarchically decomposed into lower level sub-functions. Functions can be defined as 'to do something'. In FBS models function nodes take the form function body (objective entities). The verb being the function body, the objective the entity affected by the function and through the function-behavior relation, a function carrier entity is connected that realizes the function. E.g. 'to move (puck) with a stick '.
• Behavior: A behavior is an objective category defined by sequential changes of states of a physical structure over time. This change of states has an influence on the environment and it is perceived as the impact of the behavior.
• State: States are the different modes of a physical system or entity. Changes of these modes, state transitions, are the underlying cause of behaviors.
• Entity (Component): An atomic physical object that has different states, hence the capability to generate behavior. More detailed descriptions of relations among the FBS concepts are discussed can be found here [11, 13] .
To create a FBS model, FBS literature generally proposes to start with a functional decomposition of the system, connecting the leaves of the function tree to a network of behaviors and states of entities concurrently. Besides paper models, the FBS modeler tool was developed [13, 14] . The models in this research were not put in the FBS modeler, but do use the FBS framework as a basis.
METHOD DESCRIPTION
The method proposed in this paper considers models, and the process of applying these models. First the steps in applying the models will be discussed. The proposed method is mapped onto the systems engineering V-model in fig 3.
Process
Depending on the situation in a product development environment, different stakeholders can be identified. For the purpose of this paper the following stakeholders are identified as important during the implementation of the product development process:
• Customer o User. The person or people that use the system or interact with the system. o Buyer. The person or organization that buys the system. Can be the same as the user.
• 3 rd Parties. Business and development partners involved in the product development process. Typically responsible for parts of the system.
• Marketing / Application. product development organizations' internal experts on user requirements.
• System architects. Developers responsible for creating system architecture during the product development process.
• Design team members. A team of people from multiple disciplines, both technical and operational, from within the product development organization. Figure 3 shows a graphical representation of the method mapped onto a V-model illustrating the product development process combined with the pyramid by Muller [3] illustrating system complexity. The pyramid depicts the complexity of increasing amount of details that is created as the system is being developed. The grayed out items are part of the global method, but are only briefly discussed here since they are outside the focus of the contribution of this paper.
Step 1: Creating Workflow Models
Together with the System Architect, the marketing and application experts manually create a high level of abstraction workflow model based on recurring interviews, presentations for and meetings with the users.
Depending on the specific design task, more than one user workflow model might be needed (e.g. system set up, system operation and cleaning of the system). If related, the multiple Going over the tasks in the workflow one-byone, systematically checking for decomposition opportunities, guides a structured way of hierarchical workflow modeling. The high level of abstraction models have only very few task nodes and describe the global workflow of the system being designed in a graphical manner. They focus on 'what' the system should do during normal use.
As the product development process proceeds, more detailed information on the system use becomes available from interaction (questions and answers) with the user. This information can be put in the models iteratively by decomposing the tasks further into sub-workflow models. This is illustrated in fig 4. The task 'Set-up the machine' is decomposed into a sub-workflow model containing two tasks, namely; 'power the machine' and 'initialize the software'. Manual task coloring is used to indicate decomposition relations among tasks. Tasks in different workflow model levels with similar colors are related by decomposition.
The hierarchical model created during this process facilitates discussions and communications between stakeholders on all levels of abstraction. High level of abstraction models can for example be used to inform new stakeholders, who intermediately join the project, on the status of design. Pencil annotations in detailed paper workflow descriptions facilitate design team efforts on covering all the small, but necessary user workflow steps.
Design team reviews of the workflow trigger updates and iterations of the models throughout the initial phase of the product development process. When the model becomes mature enough, a project milestone should freeze and consolidate the agreed workflow with all stakeholders. Having the user involved in this process prevents surprises in the final phases of the product development process.
At least two valuable types of analysis can be applied to the workflow model in our application. The first analysis is time duration of the total workflow. This is valuable design information. The time needed to complete the workflow is usually one of the parameters that determine if the user accepts the proposed workflow. Once estimated per task, the time durations have to be verified. Manual analysis is feasible for sequential workflows, but timed Petri net analyzers have standard functions to perform this operation more effectively for complex workflow constructs [6, 15] .
The second analysis is applying the workflow model to the system as a recipe. The system architect should make sure that the system as he designs it facilitates executing the workflow. In step 2, system functions will be connected to workflow tasks to establish a relation between the recipe (tasks) and the execution entities (F-B-S). The recipe consists of a sequence of tasks that should be fired. Depending on the nature of the workflow, different sequences of firing can be possible. Take the conditional routing in fig 1 (c) for example; the sequence could be either (A,B,D) or (A,C,D) . Both recipes should be supported by the FBS model of the system. Finding the sequences could be automated using Petri net analysis techniques like reachability and coverability analysis [6] , but that is considered outside the scope of this paper.
Two types of graphical workflow node representations are used to accommodate the four workflow patterns in fig 1 in practice. Rectangles are used for normal tasks and diamonds for All tasks have attributes. A list of attributes used in this research is given in table 1. All these attributes need to be determined manually at this moment. By filling in the attributes systematically for all tasks, valuable design data is captured and documented. The process of entering this data can however be quite labor intensive. If in future research the process described in this paper will be computerized, the list in table 1 will give a first concept of the attributes for the task object.
The output created in this step is:
• Common stakeholders understanding of what workflow will look like.
• Consolidated and user agreed hierarchical workflow model document
Step 2: Workflow -Function Development In parallel to step 1, the workflow model is developed into a FBS model by the system architect.
Step 2 covers the actual mapping of intended use of the system to system properties. Following the hierarchical workflow decomposition, the function tree is constructed. This is not a one-to-one mapping. Multiple tasks can be connected to the same function but with different parameter values, e.g. 'move table up' and 'move table down' could point at the same function 'to move table' but with different goal states, 'up' and 'down' respectively.
Systematically going through the workflow tasks, by following the sequence, all applicable tasks can be connected to a function. This connection will be called T-F. Each task should be connected to a leaf of the function tree. The leaves of the function tree are not decomposed further at that moment and are connected to realization behavior and states. To find out which function should be connected to the task the label attribute is analyzed. The following items can occur:
• Function body (required at least once)
• Objective • Function carrier • Post condition state • Pre condition state The more items out of this list can be found, the more precise the task-function relation can be described. An example task label is: 'put the moving puck in the goal with the stick'. The attributes of the mapping would then be:
• Function body = put Identifiers for both types of conditions are words like: to, in, on, etc. Another word found regularly in task labels is 'and'. Especially in the high level workflows people tend to combine multiple task descriptions in one task item, e.g. 'swing stick AND put the moving puck in the goal with the stick'. When this is encountered, either the task can be divided into separate tasks, or the workflow task can be mapped onto more than one function.
In the process of connecting the workflow to the functions information the system architect will find out that information and knowledge about the system is not yet sufficient. Therefore he or she needs to synthesize. The result of the synthesis can then be added to the FBS description and thereby the T-F support the synthesis process.
Practically the workflow-function connection can be displayed as an arrow between the task and a function. The attributes of the arrow correspond to table 2. The complete set of all these mappings can be combined in a Domain Mapping Matrix (DMM) [16] mapping from the workflow to the functional domain. Through this connection the workflow time duration estimations can be propagated to the function model for future verification purposes. The same holds for the Resource attribute of the task defined earlier.
Step 3: Function modeling
In parallel to the workflow modeling of step 1, the system architect develops a FBS model of the system. In step 3 the functional part ('F' in 'FBS') of the FBS model is constructed. Input needed to create the model is:
• Workflow model and connections to the T-F functions • system architect's and other stakeholders' expertise and competences in all disciplines • Knowledge on and documentation about existing, related system architectures • The framework of FBS and a basic understanding of FBS For a detailed description of developing the Function-toFunction (F-F) decomposition part of FBS modeling, the reader is referred to [13, 17] . This section will discuss how the T-F relations influence the F-F modeling process.
F-F modeling in FBS is the process of how to decompose functions into sub-functions and how to relate them. For this two categories of F-F relations are given in literature [13, 17] , namely:
• Causal decomposition • Task decomposition Let f be decomposed into sub-functions f1, f2, f3… fn and b1, b2, b3…bn the behaviors that embody these functions. If f1 is realized by b1 and f2 by b2. The definition is that causal decomposition of f1 and f2 occurs if the behaviors b1 and b2 are causally related. As can be seen from this, causal decomposition of functions originates from the behavioral layer of the FBS model (bottom-up) and can therefore be considered as feedback on the designers initial function model. Since the T-F relation is not concerned with behaviors, causal decomposition of functions cannot be supported by the T-F connection. Knowledge generated in the behavioral level about causal decomposition could however be valuable feedback from the function model to the workflow. See step 4.
Task decomposition is the process performed by the architect while making the function model (mostly top-down). In order to fulfill f, the sub-functions f1 and f2 are needed. The system architect uses his/her knowledge and competences to create this decomposition. This process can be supported by capturing the knowledge and agreements in the workflow model. Taking the workflow decomposition as the guide for the function decomposition is like checking a list.
The recipe created by the workflow contains sequence information. This information can be used to denote the sequence in which functions should occur. Visually displaying the sequence information in the function model increases the readability of the function model. In FBS such an ordered sequence, and therefore time, notation is not available. The order of functions occurring can be displayed by annotating the function decomposition relations/arrows with numbers. The order of the sequence can be derived from the workflow sequence of tasks. Like already discussed, the sequence doesn´t give a causal ordering. It just feeds back the order of functions. See fig 5 for an example. In fig 5 the sequence of functions  occurring is F1.2.1, F1.2.2, F1.1 and F1. 2.2 again.
Step 4: Function modeling -Workflow feedback
Because of the other inputs for the function model mentioned in step 3 besides the workflow, it might happen that functions are introduced in the function model that require a separate task in the workflow. The generation of additional 
FIGURE 5 EXAMPLE OF WORKFLOW-FUNCTION MODELS INTEGRATED
functions in the function model could for instance be done by reasoning about behaviors as discussed in step 3. The system architect feeds this information back to the workflow models and updates them. This step closes the iteration cycle of the workflow -function connection.
Step 5: Function -Behavior/State relations Realizing the function requires developing relations to behaviors and states of entities. In the function verb (objective) description the verb is the function body and the objective an object. The F-S relation was mentioned by Shimomura in [17] to denote this relation. Besides the objective there is also a function carrier that usually is an object. So the function; 'to fix the work piece by the clamp' has two F-S relations, namely; the relation between the function and the work piece and the function and the clamp. The F-B relation is well documented in literature [10] and out of the scope of this paper.
Step 6: Behavior/State model FBS behavior and state part of the model is not the focus of this research. Mostly the FBS modeling was adopted, but it was adapted to explicitly show possible states of the entities involved. This was done by using a 'light' finite state representation. The models are not simulated at this moment. Just the graphical representation was mimicked.
The bottom part of fig 6 shows this representation using an example of a two function connected to entities in the behavioral layer to an entity with states.
Step 7: Creating realized workflow report When the system development process has reached its final phase the system needs to be validated. A comparison between the workflow model developed in the product development process and the realized workflow will provide the necessary feedback. A report of the realized workflow is needed as a comparison counterpart for the workflow model. Many different forms and shapes of this report may be created, e.g. pictures, movies, verbal explanations, step-wise textual descriptions of the use.
An important requirement for this report is that the form chosen supports the step-wise or decomposed nature of the workflow models. This makes it easier to systematically, stepby-step, check if all items of the modeled workflow correspond to the realized workflow. Another requirement is that the report must have a low threshold to create. Since ideally the user is requested to create this report, it should be quick and low-cost. A simple bulleted list, textual document has this step-by-step nature and was used for the validation of the case study in this approach.
Step 8: Validation of system
Validation is very important to measure the performance of both the product and the product development. This step ultimately gives the feedback on how well the workflow model created in the early phases of the process matches the real workflow of the user. With the detailed workflow already available, product validation in this method is quite simple. The workflow models are manually compared with the report created in step 7. A quantitative and/or qualitative measurement on the resemblance between the two documents gives a good indication on product performance. This should be accompanied by asking the user two basic questions:
• Does the realized workflow match your expected workflow? (validation) • How well do the realized workflow and product satisfy your needs? (quality)
The result is valuable product development feedback and should be added to the project archive.
CASE: INTRA-OPERATIVE MRI
During neurosurgery with an intra operative MRI suite, the neurosurgeon needs to navigate through the brain in search for the specific area of interest (e.g. tumor). A Magnetic Resonance Image (MRI) provides images of the brain tissue of the patient. The location and geometry of the surgical instruments are mapped real-time on the MR images giving the surgeon feedback on what he is doing. After a while the surgery itself will have changed the situation. The intra operative MRI makes this possible during surgery instead of post surgery. This reduces the need for re-surgeries, reduces the risks for the patient by quick recovery, results in fewer costs and allows the surgeon to inform the parents/relatives about the success of the surgery immediately after the procedure when the patient is in recovery.
Project characteristics of the specific product development process are:
• A patient centric solution • A multi disciplinary, multisite project team • The product would have to be the integrating factor between multiple existing medical modalities.
• The project was based on partnerships • Based on a minimal amount of system changes to the existing MRI system. • A short project timeline (less than 1 year between start of project and first surgery)
Re-use of existing components was a pre-condition. Four main sub-systems needed to be integrated:
• Surgery The first three sub-systems in the list are from third parties. Among the stakeholders involved were; users, buyers, third party co-developers, third party suppliers, marketing, designers and system architects.
Three 'main' workflows were determined; setting up, surgery and breaking down. Presenting the detailed workflows is not possible due to space limitations in this paper. But fig 7  (b) gives a global overview of the detailed fourth level workflow. The first level surgery workflow is displayed in fig 7  (a) .
As you can see in fig 7 (a) , the first level workflow consists of 8 nodes. This workflow was decomposed into three more levels. The fourth level, fig 7 (b) , workflow description had 48 nodes. The last two levels just fit on an A3 piece of paper and were communicated to the stakeholders on paper and digitally. Time estimations were added to the individual nodes to calculate global time duration. The function models are not displayed here, but could be presented on A3 paper as well.
The detailed workflow description was presented to the customer for review. The users agreed with the proposal. Afterwards the customer requested the model for internal communication to other users.
The validation process focused on product quality, customer satisfaction, and workflow comparison. Product quality and customer and user satisfaction were measured qualitatively through interviews and a questionnaire. The realized workflow was compared with the modeled workflow in two ways; the users had prepared their own realized workflow description and a real surgery was observed by representatives of the development team.
DISCUSSION
The successful product delivery was a result of many factors. The work described in this paper was just one of them. By having a common understanding and view on the intended workflow, a shared mental model of the design task was created. The workflow model consists of things necessary to satisfy the user and nothing additional. This minimal but sufficient approach kept the focus on the user needs. This also had a positive influence on keeping the schedule, because no deviations occurred. A product was delivered that does what it was supposed to do with a transparent, lean and modular architecture.
The workflow models ended up in several project documents. It ended up in the customer requirement specifications project presentations. Furthermore they were used as a communications medium during the design workshops.
From a developers point of view this case is considered a success. The system does what the customer expected and therefore gets a high 'score'. Especially the workflow models were of great value in, making the user needs explicit, and allowing for a simple but thorough validation process. Although the FBS model indirectly provided valuable input to the system architects in getting their interfaces clear and understandable, a small barrier was observed in really adopting the FBS model or creating it themselves. Research on how to apply FBS models better in industrial settings remains on the agenda.
As indicated in step 3, knowledge about causal relations between behaviors and functions created in the FBS model from reasoning about behaviors can be used and fed back into the workflow models. This is an interesting direction for further research.
For this specific case, the product development process was quite complex. The quality of the product was high because it totally lived up to the user's expectations by reusing existing functionality/products where possible, but having a minimal impact on the existing architecture. Arriving at this lean, modular, transparent and simple architecture was the objective in the first place. Iteratively updating and checking the workflow model with information from both the user's and the system's perspective ensured that the lean architecture proposed would support the envisioned use of the system. By good system architecting, the complexity of the system itself could be kept under control. Applying the method to an even more complex case can be researched further.
CONCLUSIONS
This paper proposed a systematic design method to capture and validate user requirements using human understandable and decomposable workflow models. Connecting these workflow models to the system architecture through functions ensures that the system being developed will satisfy the user.
The use of workflow model helps engineers to better be able to determine functions of a system. Taking the workflow as a starting point for decomposition is easier than starting directly starting from the function domain of FBS.
Workflow models consist of clearly visibly distinguishable nodes. Decomposing these nodes one-by-one into new nodes guides the system architects in systematically creating a system decomposition. The human understandable language used in the models helps keeping that process understandable.
Workflow models help closing the product development cycle. At the start of development workflow models are created by all stakeholders including the user, and the same models can be used for closing the loop through system validation.
Research directions for future work should address and test scalability of the proposed design method. Another interesting research direction can be found in the behavioral reasoning domain of FBS. Creating better systems architecting based on reasoned out behavioral knowledge is an interesting research direction.
