Automated language processing is central to the drive to enable facilitated referencing of increasingly available Sanskrit E-texts. The first step towards processing Sanskrit text involves the handling of Sanskrit compound words that are an integral part of Sanskrit texts. This firstly necessitates the processing of euphonic conjunctions or sandhi-s, which are points in words or between words, at which adjacent letters coalesce and transform.
Introduction
The recognition of Sanskrit as a highly phonetic language as also one with an extensively codified grammar [1] , is widespread. The very name Saṁskṛt (Sanskrit) means "language brought to formal perfection". That the BackusNaur Form used in the specification of formal languages, has now come to be popularly known as the Pāṇini-Backus Form [8, 9] , bears ample testimony to this fact.
Sanskrit E-texts are being increasingly made available for reference in repositories such as the Göttingen Register of Electronic Texts in Indian Languages (GRETIL) [11] . Now the essential first step towards language processing of such Sanskrit E-texts is to develop efficient algorithms and tools to handle segmentation in Sanskrit compound words that are an integral part of Sanskrit texts. This firstly necessitates the processing of sandhi-s or euphonic conjunctions.
Unicode Representation
The Unicode (UTF-8) standard is what has been adopted universally for the purpose of encoding Indian language texts into digital format. The Unicode Consortium has assigned the Unicode hexadecimal range 0900 -097F for Sanskrit characters.
All characters including the diacritical characters used to represent Sanskrit letters in E-texts are found dispersed across the Basic Latin (0000-007F), Latin-1 Supplement (0080-00FF), Latin Extended-A (0100-017F) and Latin Extended Additional (1E00 -1EFF) Unicode ranges.
The Latin character set has been employed in this work to represent Sanskrit letters as E-text. Moreover in this paper, any Sanskrit text except the names of people is given in italics. As such, variables such as x, y and z are not italicized as per the norm.
The Basis of the Work
Pāṇini, the sage and scholar dated by historians in the fourth century BC or earlier, codified the rules of the Sanskrit language based on both the extant vast literature as well as the language in prevalent use at the time. His magnum opus, the Aṣṭādhyāyī, which literally means 'work in eight chapters', is regarded by all scholars as the ultimate authority on Sanskrit grammar. In four parts each, these eight chapters comprise nearly four thousand sūtra-s or aphorisms, terse statements in Sanskrit. This grammarcodification of Pāṇini is perhaps unparalleled, for it is terse and yet comprehensive, complex yet precise. Intensive study, taking recourse to authoritative commentaries authored by adroit grammarians, is required to get a grasp of the work. 44 and comprehensive. One such authoritative commentary with a neat, topic-wise classification of Pāṇini's aphorisms, is the Siddhānta-kaumudī [2] written in the seventeenth century by the Sanskrit grammarian, Bhaṭṭoji Dīkṣita. The most important of these aphorisms were later extracted and compiled into the Laghu-siddhānta-kaumudī [10] by the scholar Varadarāja.
It is accepted among Sanskrit scholars that any exploratory work on Sanskrit grammar must necessarily have the aphorisms of Pāṇini as its basis, optionally taking recourse to any of the authoritative commentaries. This work on euphonic conjunctions is also based directly on Pāṇini's aphorisms, and not on secondary or tertiary sources of information. The Siddhānta-kaumudī of Bhaṭṭoji Dīkṣita, famed and accepted amongst scholars as an unabridged, comprehensive compendium of the entire Aṣṭādhyāyī, has been studied in the original Sanskrit, and the euphonic conjunctions dealt with in it form the basis of this work. The Laghu-siddhānta-kaumudī was also initially consulted for insights.
The Māheśvara aphorisms -the backbone of
Pāṇini's code
The Māheśvara aphorisms, said to have come from the beats of a special drum called 'ḍamaru' (hourglass drum) held in the hand of Lord Maheśvara (a form of God in the Hindu pantheon), are a set of aphorisms containing the letters of the Sanskrit alphabet in a certain sequence. These aphorisms form the basis of Pāṇini's composition of his grammar aphorisms. The Māheśvara aphorisms are fourteen in number and are listed below:
The last letter in each of the above aphorisms is only a place-holder and is not counted as an actual letter of the aphorism. The first four aphorisms list the short forms of all the vowels, while the rest list the consonants. It must be noted that the letter 'a' added to each of the consonants is only to facilitate pronunciation and is not part of the consonant proper.
The Problem
Sandhi-s in Sanskrit are points in words or between words, at which adjacent letters coalesce and transform. This is a common feature of Indian languages and is particularly elaborately dealt with and used in Sanskrit. The transformations that apply are commonly categorized into four:
1. āgama -addition of an extra letter or set of letters 2. ādeśa -substitution of one or more of the letters 3. lopa -dropping of a letter 4. prakṛtibhāva -no change (The last is considered a transformation in the language and has therefore been listed above. However, it may be ignored for practical purposes and is hence not covered in this work.)
There are close to seventy aphorisms of Pāṇini that deal with sandhi-s. These aphorisms lay out the rules for the above transformations, giving the conditions under which certain letters combine with certain others to give particular results.
The challenge is to develop a computational algorithm to handle the entire range of sandhi-s. Such a computational algorithm would be useful to generate various word forms of a given Sanskrit word through the application of sandhi rules. Though this task is not difficult for a scholar of Sanskrit with a thorough knowledge of the Pāṇinian system, it is certainly a computationally non-trivial task, given the complexity and number of rules.
Existing methods of sandhi processing, be they methods to form compound words or even to try to split them, seem to be based on a derived understanding of the functioning of euphonic conjunctions, and usually go the finite automata-HMM-artificial intelligence way [3] [4] [5] [6] [7] 12] . However, the present work directly codifies Pāṇini's rules as is, recognizing that Pāṇini's codification of the grammar is based on the Māheśvara aphorisms that in turn lay out the letters of the alphabet in a non-trivial order. This work presents one novel method of directly representing Pāṇini's sandhi rules. It presents, on this basis, a mathematical formulation of a new approach to solving the non-trivial problem of handling euphonic conjunctions.
The Approach
To take advantage of the ordering of letters of the alphabet given in 2.3 above, we assign values to each letter in the Sanskrit alphabet, sticking to the order in the Māheśvara aphorisms rather than to the commonly adopted ordering of the letters. Thus, we have the assignment of values for the letters of the alphabet shown in Table 1 . Further, the letters are clubbed into various types as given below:
A rule is the name we use for letter-level conjunctions such as the following of the savarṇadīrgha type: a+ā = ā where the symbol '+' denotes adjacency and the term on the right of the '=' symbol is the resultant term that has to be either substituted for or added to ones on the left. (In the case of this particular sandhi, the term on the right is the single substitute for both terms on the left.) Substituting values of letters from Table 1 , this would translate into 1+2 = 2.
Each sandhi may have more than one governing aphorism that specifies its functioning. Each such aphorism for every sandhi type in turn expands into a series of 'rules' as defined above. In this work, each and every rule for each aphorism under each of the major twenty three sandhi types were listed. Further, an aphorism would specify if an addition, deletion or substitution would have to be made. In accordance with this, a further cataloguing of aphorisms into five categories was done.
If we denote a sandhi rule as x + y = z where variables x and y denote the values of single letters joining together to yield a resultant z, then we have the following categorizations depending on both the characteristics of z and on what we actually do with it:
: replace x and y with single-letter or multi-letter z C 2 : replace x with single-letter or multi-letter z C 3 : replace y with single-letter z C 4 : add single-letter z C 5 : drop x Table 2 gives the summary of the numbers involved in this scenario. It must be noted that in practice, some aphorisms have to be combined or handled in two different ways to yield sets of rules, and hence what may seem to be a discrepancy in the number of aphorisms shown in the table and the number of rows shown for the rules of that aphorism, is no real discrepancy at all.
As can be seen, there are close to 2500 individual rules involved, even with considering only the major sandhi-s. Tabulation of these rules in terms of x, y and z for the categories and then tabulation of the corresponding values as per Table 1 were done. We define the general binary operators ⊕ 1 , ⊕ 2 , ⊕ 3 , ⊕ 4 and ⊕ 5 for the categories C 1 , C 2 , C 3 , C 4 and C 5 respectively, as follows: C 1 : ⊕ 1 (x, y) = z = z 1 C 2 : ⊕ 2 (x, y) = z = z 2 y C 3 : ⊕ 3 (x, y) = z = xz 3 C 4 : ⊕ 4 (x, y) = z = xz 4 y C 5 : ⊕ 5 (x, y) = z = y where each of z 1 , z 2 , z 3 , z 4 is to be calculated. Now we introduce the second and third subscripts for the above general operators as follows: the general operator ⊕ i,j (x, y) is derived from ⊕ i and signifies the operator applying to aphorism number j of Category C i ; the specialized operator ⊕ i,j,k (x, y) is derived from the operator ⊕ i,j and appertains to the k th equation for the j th aphorism of Category C i ,. These two extra subscripts are necessitated by the facts that a category encompasses many aphorisms and one aphorism may itself be governed by more than one equation.
Results and Discussion
The main sandhi aphorisms, their brief description (Rule), the corresponding general operator and the final, specialized equations along with the domain of operation are given below in a category-wise listing. Special notations followed are:
• The equations and conditions given as operators with three subscripts are the ones that are implementable. The 'general operator' specified for each aphorism typifies the aphorism's meaning and all the conditions it becomes operative under, and provides a generalization from which the final equations are specialized. A specialized operator would thus override the 'general operator' with its own specialized conditions. • The variable X denotes the sequence of letters culminating in x; the variable Y denotes the sequence of letters starting with y. These are used to depict special conditions that pertain to the entire word involved in the sandhi.
• Variables u and w represent the value of the letter occurring just before x and just after y respectively.
• [ ] are used to club domain conditions simply in order to depict the 'or' condition more clearly. 2. uraṇ raparaḥ || 1.1.51 || Rule: a or ā followed by ṛ (short and long), ḷ -> guṇa letter (ar, al) corresponding to the second letter replaces both. a. a or ā followed by the prepositions eti, edhati -> ai replaces both b. preposition pra followed by eṣaḥ, eṣya -> ai replaces both c. word sva followed by īr -> ai replaces both d. a or ā followed by the preposition ūh -> au replaces both e. word akṣa followed by word ūhini -> au replaces both f. preposition pra followed by ūh, ūḍh -> au replaces both General operator: ayāya-avāva-ādeśa sandhi 2. ecoyavāyāvaḥ || 6.1.78 || Rule: e, o followed by āc -> ay, av replace the first respectively; ai, au followed by ac -> āy, āv replace the first respectively. General operator: ⊕ 2,2 (x, y) = z = z 2 y = z 21 z 22 y when 10 <= x <= 13, y <= 13 The aphorisms presented above encompass four out of the five major sandhi divisions that exist in Sanskrit as per Pāṇini -vowel, consonant, prakṛtibhāva (no change and hence not dealt with here), visarga and svādi. The vowel sandhi-s have been extensively dealt with above, with all exceptions to main rules incorporated. In the other divisions, only the main sandhi-s have been covered. Furthermore, listing of the same aphorism twice was necessitated by the need for different general operators for different rules within the same aphorism.
It is noteworthy that the sandhi-s have not been presented under these five divisions, but in the order of the categories introduced in this paper. Furthermore, since the order of aphorisms is crucial to determining the sequence of firing of the rules, Pāṇini's numbering (given as aphorism number for each aphorism) has been maintained, albeit only within each category.
Conclusions
In spite of there being almost 2500 individual letter-level rules (Table 2 ), this new schema that directly maps the patterning in the Pāṇinian aphorisms in a simple and effective way, ensures that we arrive at a total of just 110 equations. Clearly, this is a computationally lean way of calculating the result of sandhi operations. The results represent a computational model to process a majority of the euphonic conjunctions in Sanskrit. The work also demonstrates the simplicity with which euphonic conjunctions can be handled by adopting Pāṇini's precise scheme for rule representation.
A main strength of this modeling approach is that it is deterministic, as against the probabilistic methods adopted till now for sandhi operations. Determinism is inherent in Pāṇini's sandhi rules, which indeed specify how sandhi-s are formed and not how they are broken up, and this determinism has been uniquely tapped and modeled in this work. Traditional AI methods such as hidden Markov models, which have hitherto been applied for Sanskrit processing [3] [4] [5] [6] [7] , assume relevance in the sandhi-splitting approach in which there are inherent ambiguities, rather than in the sandhi-building approach which is modeled here.
The five main operators and all the 110 derived equations designed and presented in this work, form the immediate basis for directly realizing crucial applications of sandhiprocessing such as subtext searching.
