










































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































Accuracy  Precision  Recall  F‐Measure 
All features  NB 10‐fold  0.3288  63.46%  0.526  0.952  0.678 
  

















NB 10‐fold  0.2090  55.77%  0.476  0.952  0.635 
LR 10‐fold  0.3407  69.23%  0.647  0.524  0.579 
CART 10‐
fold 
0.6805  84.62%  0.810  0.810  0.810 
KNN 10‐
fold 
0.3610  69.23%  0.619  0.619  0.619 
SVM 10‐
fold 
‐0.0381  57.69%  0.000  0.000  0.000 
All features 
except Sum 
NB 10‐fold  0.1648  55.77%  0.471  0.762  0.582 
LR 10‐fold  0.2213  65.38%  0.636  0.333  0.437 
CART 10‐
fold 
0.6378  82.69%  0.800  0.762  0.780 
KNN 10‐
fold 
0.3707  69.23%  0.609  0.667  0.636 
SVM 10‐
fold 
‐0.0381  57.69%  0.000  0.000  0.000 
All features 
except Delta 
NB 10‐fold  0.3196  63.46%  0.528  0.905  0.667 
LR 10‐fold  0.1888  61.54%  0.526  0.476  0.500 
CART 10‐
fold 
0.4686  75.00%  0.722  0.619  0.667 
KNN 10‐
fold 
0.3963  71.15%  0.650  0.619  0.634 
SVM 10‐
fold 








NB 10‐fold  0.2281  57.69%  0.487  0.905  0.633 
LR 10‐fold  0.1548  59.62%  0.500  0.476  0.488 
CART 10‐
fold 
0.5573  78.85%  0.750  0.714  0.732 
KNN 10‐
fold 
0.2353  63.46%  0.550  0.524  0.537 
SVM 10‐
fold 































































0.2982  61.54%  0.513  0.952  0.667 
Logistic 
Regression 




0.1548  59.62%  0.500  0.476  0.488 
CART  CART (on 
self) 












0.4321  73.08%  0.684  0.619  0.650 
KNN  KNN (on 
self, K=1) 












0.3963  71.15%  0.650  0.619  0.634 
SVM  SVM (on 
self) 




















54.17%  0.441  0.833  0.577 
LR  0.2688  64.58%  0.524  0.611  0.564 
CART  0.2941  62.50%  0.500  0.833  0.625 
KNN  ‐0.0120  56.25%  0.364  0.222  0.276 
SVM  0.0000  62.50%  0.000  0.000  0.000 
Game 2  NB  0.2799  63.04%  0.567  0.810  0.667 
LR  0.5551  78.26%  0.824  0.667  0.737 
CART  0.4283  71.74%  0.700  0.667  0.683 
KNN  0.4283  71.74%  0.700  0.667  0.683 
SVM  0.0082  54.35%  0.500  0.048  0.087 
Game 3  NB  0.3684  65.38%  0.538  1.000  0.700 
LR  0.2012  61.54%  0.524  0.524  0.524 
CART  0.5769  78.85%  0.692  0.857  0.766 
KNN  1.0000  100.00%  1.000  1.000  1.000 




NB  0.1402  52.08%  0.429  0.833  0.566 
LR  ‐0.0811  58.33%  0.000  0.000  0.000 
CART  0.2941  62.50%  0.500  0.833  0.625 
KNN  ‐0.0476  54.17%  0.333  0.222  0.267 




NB  0.4048  69.57%  0.621  0.857  0.720 




CART  0.4283  71.74%  0.700  0.667  0.683 
KNN  0.2990  65.22%  0.619  0.619  0.619 




NB  0.2281  57.69%  0.487  0.905  0.633 
LR  0.3456  71.15%  0.800  0.381  0.516 
CART  0.5769  78.85%  0.692  0.857  0.766 
KNN  1.0000  100.00%  1.000  1.000  1.000 


























































from tweepy import Stream 
from tweepy import OAuthHandler 




access_token = "---" 
access_token_secret = "---" 
consumer_key = "---" 
consumer_secret = "---" 
 
TWITTER_FORMAT = '%a %b %d %H:%M:%S %z %Y' 
MYSQL_FORMAT = '%Y-%m-%d %H:%M:%S' 
INSERT_QUERY = """ 
    INSERT INTO tweets ( 
    tweet_id, 
    created_at, 
    text, 
    hashtags, 
    user_mentions, 
    retweet_count, 
    favorite_count) 




    def __init__(self): 
        self.tweets = [] 
        self.counter = 1 
        self.db = MySQLdb.connect( 
            '---', 
            '---', 
            '---', 
            '---', 
            charset="utf8mb4", 
            use_unicode=True) 
        self.cursor = self.db.cursor() 
 
        atexit.register(self.save_tweets) 
 
        print('TweetListener is starting up...') 
 
    def extract_entities(self, entity, key): 
        return ';'.join([ 
            values[key] for values in self.data['entities'][entity] 
        ]) 
 
    def on_data(self, raw_data): 
        self.data = json.loads(raw_data) 
 
        try: 
            created_at = datetime.strptime( 
                self.data['created_at'], 
                TWITTER_FORMAT) 
            tweet_id = self.data['id_str'] 
            tweet_text = self.data['text'] 
            hashtags = self.extract_entities('hashtags', 'text') 
            user_mentions = self.extract_entities( 
                'user_mentions', 
                'screen_name') 
            retweet_count = self.data['retweet_count'] 
            favorite_count = self.data['favorite_count'] 
        except KeyError: 
            return True 
 
        print(f'Found {tweet_id} tweeted at {created_at}') 
        sys.stdout.flush() 
 
        try: 
            self.cursor.execute(INSERT_QUERY, ( 
                tweet_id, created_at.strftime(MYSQL_FORMAT), tweet_text, 
                hashtags, user_mentions, retweet_count, favorite_count)) 
            self.db.commit() 
        except _mysql_exceptions.OperationalError: 
            print(f'Error on: {tweet_id}') 
            pass 
 
        self.tweets.append(raw_data) 
        if len(self.tweets) >= 500: 
            self.save_tweets() 
        return True 
 
    def save_tweets(self): 
        print(f'Saving tweets in batch-{self.counter}.json') 
        with open(f'rawdata/batch-{self.counter}.json', 'w') as output: 
            json.dump(self.tweets, output) 
        self.tweets = [] 
        self.counter += 1 
 
    def on_error(self, status): 
        print(status) 
        if status == 420: 
            self.save_tweets() 
            return False 
 
if __name__ == '__main__': 
    auth = OAuthHandler(consumer_key, consumer_secret) 
    auth.set_access_token(access_token, access_token_secret) 
 
    listener = TweetListener() 
    twitterStream = Stream(auth=auth, listener=listener) 
 

































__author__ = 'Jenny Feng, jcfeng@live.unc.edu, Onyen = jcfeng' 
import csv 
import math 
from textblob import TextBlob as tb 
 
cloud = {} 
bloblist = [] 
 
 
def tf(word, blob): 
    return blob.words.count(word) / len(blob.words) 
 
def n_containing(word, bloblist): 
    return sum(1 for blob in bloblist if word in blob.words) 
 
def idf(word, bloblist): 
    return math.log(len(bloblist) / (1 + n_containing(word, bloblist))) 
 
def tfidf(word, blob, bloblist): 
    return tf(word, blob) * idf(word, bloblist) 
 
with open('file.csv', 'r', encoding = 'UTF-8') as tweettext: 
    reader = csv.reader(tweettext, delimiter=',') 
    for row in reader: 
        bloblist.append(tb(row[0])) 
        words = row[0].split(' ') 
        for word in words: 
            if word in cloud: 
                cloud[word] += 1 
            else: 
                cloud[word] = 1 
 
with open ('freq.csv', 'w', encoding='UTF-8') as output: 
    writer = csv.writer(output) 
    for row in cloud.items(): 
        writer.writerow(row) 
 
 
for i, blob in enumerate(bloblist): 
    print("Top words in document {}".format(i + 1)) 
    scores = {word: tfidf(word, blob, bloblist) for word in blob.words} 
    sorted_words = sorted(scores.items(), key=lambda x: x[1], reverse=True) 
    for word, score in sorted_words[:3]: 
        print("\tWord: {}, TF-IDF: {}".format(word, round(score, 5))) 
46 
 
 
 
 
 
 
Bibliography 
2017 World Championship. (n.d.). From Leaguepedia: 
https://lol.gamepedia.com/2017_Season_World_Championship 
Banerjee, M., Capozzoli, M., McSweeney, L., & Sinha, D. (1999). Beyond Kappa: A Review of 
Interrater Agreement Measures. The Canadian Journal of Statistics., 27 (1): 3–23. 
doi:10.2307/3315487. JSTOR 3315487. 
Hannon, J. M. (2011). Personalized and automatic social summarization of events in video. . 
Paper presented at the 335‐338. doi:10.1145/1943403.1943459. 
Lightside. (n.d.). From Lightside: http://ankara.lti.cs.cmu.edu/side/ 
Petrović, S. O. (2010). Streaming first story detection with application to twitter. Paper 
presented at the 181‐189. 
Petrović, S. O. (2010). Streaming first story detection with application to twitter. . Paper 
presented at the 181‐189.  
Powers, D. M. (2011). Evaluation: From Precision, Recall and F‐Measure to ROC, Informedness, 
Markedness & Correlation. Journal of Machine Learning Technologies., 2 (1): 37–63. 
Punera., D. C. (2011). Event Summarization using Tweets. Paper presented at AAAI ICWSM.  
Sakaki, T. O. (2010). Earthquake shakes twitter users: Real‐time event detection by social 
sensors. Paper presented at the 851‐860. doi:10.1145/1772690.1772777. 
Taylor, J. R. (1999). An Introduction to Error Analysis: The Study of Uncertainties in Physical 
Measurements. University Science Books., 128–129. ISBN 0‐935702‐75‐X. 
TREC Real‐Time Summarization Track Homepage. (n.d.). From http://trecrts.github.io 
Tweepy. (n.d.). From Tweepy: http://www.tweepy.org/ 
47 
 
 
Twitter Developer. (n.d.). From Twitter: https://developer.twitter.com/ 
Weka 3. (n.d.). From Weka ‐ University of Waikata: https://www.cs.waikato.ac.nz/ml/weka/ 
Zhao, S. Z. ( 2011). Human as real‐time sensors of social and physical events: A case study of 
twitter and sports games. 
Zubiaga, A. S. (2012). Towards real‐time summarization of scheduled events from twitter 
streams. 
 
 
Martínez, P., Segura, I., Declerck, T., & Martínez, J. L. (2014). TrendMiner: Large‐scale cross‐
lingual trend  
mining summarization of real‐time media streams. Procesamiento De Lenguaje Natural, 
53, 163‐166. 
Liu, C., Chen, M., & Tseng, C. (2015). IncreSTS: Towards real‐time incremental short text 
summarization  
on comment streams from social network services. Ieee Transactions on Knowledge and 
Data Engineering, 27(11), 2986‐3000. doi:10.1109/TKDE.2015.2405553 
Chellal, A., Boughanem, M., & Dousset, B. (2017). Multi‐criterion real time tweet summarization 
based  
upon adaptive threshold. Paper presented at the 264‐271. doi:10.1109/WI.2016.0045 
Kedzie, C., Diaz, F., & McKeown, K. (2016). Real‐time web scale event summarization using 
sequential  
decision making. 
Zhou, Y., Kanhabua, N., & Cristea, A. I. (2016). Real‐time timeline summarisation for high‐impact 
events  
48 
 
 
in twitter. Paper presented at the , 285 1158‐1166. doi:10.3233/978‐1‐61499‐672‐9‐
1158 
Ekstrand‐Abueg, M., McCreadie, R., Pavlu, V., & Diaz, F. (2016). A study of realtime 
summarization  
metrics. Paper presented at the , 24‐28‐ 2125‐2130. doi:10.1145/2983323.2983653 
Khan, M. A. H., Bollegala, D., Liu, G., & Sezaki, K. (2013). Multi‐tweet summarization of real‐time 
events.  
Paper presented at the 128‐133. doi:10.1109/SocialCom.2013.26 
Ren, J., Jiang, J., & Eckes, C. (2008). Hierarchical modeling and adaptive clustering for real‐time  
summarization of rush videos in trecvid'08. Paper presented at the 26‐30. 
doi:10.1145/1463563.1463566 
Roegiest, A., Tan, L., Lin, J., & Clarke, C. (2016). A platform for streaming push notifications to 
mobile  
assessors. Paper presented at the 1077‐1080. doi:10.1145/2911451.2911463 
Kubo, M., Sasano, R., Takamura, H., & Okumura, M. (2013). Generating live sports updates from 
twitter  
by finding good reporters. Paper presented at the , 1 527‐534. doi:10.1109/WI‐
IAT.2013.74 
Esmin, A. A. A., Júnior, R. S. C., Santos, W. S., Botaro, C. O., & Nobre, T. P. (2014). Real‐time  
summarization of scheduled soccer games from twitter stream. Paper presented at the , 
8455 220‐223. doi:10.1007/978‐3‐319‐07983‐7_29 
Nichols, J., Mahmud, J., & Drews, C. (2012). Summarizing sporting events using twitter. Paper 
presented  
at the 189‐198. doi:10.1145/2166966.2166999 
49 
 
 
Anjum, M. E., Ali, S. F., Hassan, M. T., & Adnan, M. (2013). Video summarization: Sports 
highlights  
generation. Paper presented at the 142‐147. doi:10.1109/INMIC.2013.6731340 
 
 
