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1 INLEDNING 
1.1 Bakgrund 
Uppspelning av ljud och annan multimedia på webben har traditionellt sett krävt an-
vändning av någon insticksmodul för browsern, varav det mest använda lösningen har 
varit Flash. Detta är ändå rätt problematiskt eftersom körning av tilläggsmoduler kräver 
extra prestanda av plattformen i fråga och speciellt på mobila apparater är det problema-
tiskt. 
HTML5 har kommit långt i utvecklingen och stöds av alla vanliga webbläsare, som Fi-
gur 1 demonstrerar: 
 
 
Figur 1: Utvecklingen av stöd för HTML5 i olika webbläsare för stationära datorer (HTML5test.com, 2013) 
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Standarden har hämtat med sig många nya användbara egenskaper, härmed även in-
byggd funktionalitet för audio och video. Som en person med intresse för musik och 
audio förblev det passligt för mig att dyka in i audio-delen av denna standard, och det är 
just den delen av multimedia på webben jag behandlar i detta arbete. Vid sidan om 
audioelementet stötte jag på Web Audio API, som är ett API som utvecklas till använd-
ning för mera komplicerade audiotillämpningar på webben där audiotaggens egenskaper 
inte räcker till. Så vad kan man egentligen göra med dessa? Hur använder man audio – 
taggen och varför skulle man vara intresserad av att skapa ljud med hjälp Web Audio 
API? 
1.2 Syfte och mål  
Med detta arbete vill jag undersöka vart vi är på väg med användningen av ljud på web-
ben och vad dessa två ovannämnda teknologier har att erbjuda. HTML5-standarden 
möjliggör mycket, och webbläsarnas stöd för tekniken börjar se bra ut. I synnerhet Web 
Audio API, som Google Chrome, Mozilla Firefox och Safari redan har gott stöd för, ger 
webbutvecklare med behov för en flexibel audioplattform en bred skala av verktyg att 
arbeta med. Jag vill ge en kort och koncist överblick över dessa två teknologier och på 
detta sätt erbjuda en god startpunkt för personer som vill syssla med ljud på webben. 
1.3 Avgränsning 
Jag ska inte behandla HTML5 i sin helhet utan bara ljud-delen. Flash och dylikt lämnas 
också utanför detta arbete. Jag fördjupar mig heller inte in i olika kodekar och filformat 
och teorin bakom ljudsyntes och signalkedjor lämnas också bort. 
1.4 Metoder 
Litteraturstudier samt enkel testning. 
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2 AUDIOELEMENTET I HTML5 
Detta kapitel berättar med hjälp av praktiska kodexempel hur man använder audioele-
mentet och dess attribut. Stöd för olika filformat för och hur väl själva elementet stöds 
av olika webbläsare behandlas också. 
2.1 Introduktion 
Audioelementet som introducerades i HTML5 är en välkommen ny egenskap vid sidan 
om videoelementet. Den möjliggör ett enkelt sätt att sätta upp ljudfiler för uppspelning 
på en webbsida utan att behöva använda sig av Flash eller andra insticksmoduler.  
2.2 Filformat och browserstöd 
Audiotaggen i HTML5 är egentligen ingen nyhet numera, och enligt data från cani-
use.com har alla större webbläsare stöd för audio-taggen, och har haft det i de flesta fal-
len redan många versioner tillbaka. Detta gäller även browsers på mobila plattformar. 
Det enda undantaget utgörs av Opera Mini som är avsedd för äldre och enklare mobilte-
lefoner.(Caniuse.com, 2013) 
 
Audioelementet stöder tre olika filformat, WAV, MP3, och OGG. Olika webbläsare 
stöder olika format på grund av varierande orsaker. Nedan följer en tabell på situationen 
med stöden för dessa filformat i de större webbläsarna. 
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 WAV MP3 OGG 
Internet Explorer 9 Nej Ja Nej 
Mozilla Firefox Ja Nej1 Ja 
Google Chrome Ja Ja Ja 
Opera Ja Nej Ja 
Safari Ja Ja Ja 
Tabell 1. Stöd för olika ljudformat i ordinarie webbläsare, situationen i oktober 2013 (w3schools.org) 
 
Men det här är inte hela sanningen. Ett annat filformat som har börjar öka i popularitet 
är open-source – formatet WebM. WebM baserar sig på en nedskuren version av Ma-
troska – formatet och passar för både video och audio. Den stöds av Firefox, Chrome 
och Opera. Formatet har utsatts för anklagelser för patentöverträdelser, speciellt för vi-
deo-kodekens del. Denna dispyt har dock slutligen lösts i mars 2013 i och med att 
MPEG LA gav rättigheter till användning av patenten till Google under en licens som 
tillåter användning av WebM till vem som helst, gratis. (Mozilla Foundation, 2013) 
2.2.1 Val av format 
Det diskuteras mycket just nu om standardisering av filformat på webben. WebM är ett 
lovande nytt öppet format, men den är tills vidare mera relevant för video, och Internet 
Explorer stöder det enbart med hjälp av tilläggsmoduler.(The WebM Project, 2013). 
Just nu kan man lista ut på basis av tabell 1 att man klarar sig bäst undan med att im-
plementera ljud i MP3-format med möjlighet att falla tillbaka på OGG. 
 
                                                 
1 Firefox version 21 och nyare på Windows 7, Windows 8, Windows Vista, och Android har nu stöd för 
MP3 
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2.3 Användning och attribut 
Att implementera ett audio-objekt i HTML5 för uppspelning av en ljudfil på en webb-
sida går väldigt enkelt, grundkoden för det ser ut enligt följande: 
 
<audio src=”minljudfil.ogg”> 
</audio> 
Skript 1. Grundstenarna för audioelementet 
Audio-taggen delar de flesta attribut med video-taggen, dock saknar den några video-
specifika attribut, så som height och poster. Med hjälp av olika attribut kan man styra 
elementets beteende och utseende.  
 
Attribut Värde Beskrivning 
autoplay autoplay Uppspelningen startas så fort det är färdigt 
controls controls Ett gränssnitt för kontroll av ljudet visas. 
loop loop Uppspelningen startas om varje gång den kommer till slutet av 
ljudfilen. 
muted muted Ljudsignalen är tystad när elementet laddas färdigt. 
preload 
 
auto 
metadata 
inget 
Attribut för att välja om ljudfilen ska laddas när dokumentet 
laddas. 
src URL Anger URL:et för ljudfilen. 
Tabell 2: Lista på attribut som kan användas i audio-taggen(w3schools.org, 2013) 
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2.3.1 Fallback med source -taggen 
Situationen med varierande stöd för filformat har hämtat med sig ett behov att imple-
mentera samma ljudfil i flera format i ett audioelement för att uppnå högre stöd för olika 
webbläsare. I koden i Skript 1 används ”src” innanför själva audiotaggen som attribut 
för att hänvisa till vilken ljudfil som ska spelas upp. Detta sätt fungerar, men är oan-
vändbart då man ska kunna hänvisa till olika ljudfiler för olika webbläsare. Det är bättre 
att använda sig av en skild <source> -tagg enligt följande: 
<audio> 
<source src="minljudfil.ogg"> 
</audio> 
Skript 2. Användning av source-taggen 
 
Med hjälp av <source> kan man plocka in flera ljudfiler i samma audioelement, och låta 
browsern själv välja den första fungerande. 
<audio> 
<source src="minljudfil.ogg"> 
<source src="minljudfil.mp3"> 
</audio> 
Skript 3. Flera ljudfiler i samma element med hjälp av source –taggen 
Det lönar sig att ytterligare hjälpa webbläsaren att välja rätt ljudfil med hjälp av att spe-
cificera MIME-typen för filen. 
<audio> 
<source src="minljudfil.ogg" type="audio/ogg"> 
<source src="minljudfil.mp3" type="audio/mpeg"> 
</audio> 
Skript 4. Flera ljudfiler med MIME-typerna specificerade. 
MIME-typerna anges för de tre mest använda audioformaten enligt följande: 
 audio/ogg för OGG-filer. 
 audio/mpeg för MP3-filer. 
 audio/wav för WAV-filer. 
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2.3.2 Attributen autoplay och loop 
Kodsnutten i tidigare figurer startar inte själva uppspelningen av ljudfilen utan att man 
klickar på play. Ifall man vill att ljudet börjar spelas så fort sidan har laddat färdigt kan 
man använda sig av autoplay – attributet.  
 
<audio autoplay> 
<source src="minljudfil.ogg" type="audio/ogg"> 
</audio> 
Skript 5. Användning av autoplay-attributet i ett audioelement. 
 
Att använda audio-taggen på detta sätt är dock inte att rekommendera. Ljud på webbsi-
dor som börjar spelas upp automatiskt utan att användaren tillåter det anses inte som 
god praxis och orsakar irritation hos användaren. 
 
Det är värt att notera att autoplay-attributet har inget värde. I och med att det är en boo-
lean –attribut räcker det att det helt enkelt finns med. Något autoplay=”true” eller 
autoplay=”false” behövs inte. Samma gäller även för en del andra attribut som kan an-
vändas inom audio-taggen. 
 
Ett annat attribut som orsakar missnöje är loop. Med hjälp av den får man ljudfilen att 
spelas upp om och om igen. Med tanke på detta är följande exempelkodsnutt något som 
absolut bör undvikas. (Keith, 2010) 
 
<audio autoplay loop> 
<source src="minljudfil.ogg" type="audio/ogg"> 
</audio> 
Skript 6. Både autoplay och loop specificerade i samma audioelement. 
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2.3.3 Controls- attributet 
Att ge användaren möjligheten att styra audioelementet är i många fall en god idé som 
enkelt går att förverkliga med controls- attributet.  
 
<audio controls> 
<source src="minljudfil.ogg" type="audio/ogg"> 
</audio> 
Skript 7. Controls -attributet i bruk. 
Närvaron av controls-attributet berättar åt webbläsaren att skapa ett nativt gränssnitt för 
styrning av audioelementet som innehåller knappar för uppspelning/paus och volym-
kontroll. Ifall man inte är nöjd med utseendet och funktionaliteten på gränssnittet som 
webbläsaren skapar för ändamålet kan man relativt enkelt skapa en egen m.h.a. Java-
Script, med det behandlas inte i detta arbete. 
 (Keith, 2010) 
 
 
 
 
 
 
Figur 2: Standardspelarna i Chrome, Firefox, Opera och Internet Explorer, respektivt 
 
Det är värt att notera att Firefox’ spelare har ingen egentlig volymkontroll, ikonen med 
högtalaren endast tystar ner uppspelningen helt och hållet. 
2.3.4 preload – attributet 
Ljudfilen för uppspelning i ett audioelement börjar laddas ned så fort webbsidan börjar 
laddas. Ifall man har mycket audiomaterial på en webbsida kan det vara motiverat att 
kringgå detta för att undvika att sakta ned webbsidan eller äta upp bandbredd. I sådant 
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fall kan man med hjälp av preload – attributet säga åt webbläsaren att ljudfilen ska börja 
laddas ned först när man startar det. 
 
<audio controls preload="none"> 
   <source src="minljudfil.ogg" type="audio/ogg"> 
</audio> 
 
Attributet kan ha tre olika värden; auto, metadata eller inget alls. Standardvärdet är 
”auto”, och då laddas ljudfilen ned automatiskt. Metadata används ifall man vill låta si-
dan ladda ner metadatat för ljudelementet utan själva ljudfilen. 
2.4 Egna slutsatser 
Audioelementet är en välkommen funktion i webbutveckling. Så gott som alla browsers 
har redan stöd för det, och det är mindre krångligt att arbeta med än Flash. Den förlorar 
inte i flexibilitet i design heller med tanke på att en spelares funktioner kan kallas på 
med självskapade knappar med hjälp av JavaScript. Det som ställer till med trubbel tills 
vidare är den krångliga situationen med webbläsarnas stöd för olika filformat. Jag kan 
tänka mig att en webbutvecklare med mycket audiomaterial och brist på hosting-
utrymme skulle överväga att ändå använda sig av Flash-funktionalitet istället för att ha 
allt material dubbelt, och hellre förlora stödet för mobil användning. Syntaxen för 
audiotaggen fungerar egentligen lika enkelt som vilket som helst annat HTML-objekt 
och torde inte förvirra en person med tidigare webbutvecklingskunskaper. 
 
En liten konstighet som jag påträffade när jag testade exempelkoden var att standard-
gränssnittet syns även utan att specificera något controls- attribut, men ifall man plockar 
in autoplay så försvinner den och filen spelas upp automatiskt utan någon spelare på si-
dan, testat på tre olika browsers. Det skulle eventuellt vara på plats att ha spelaren alltid 
synlig om man inte gömmer med med hjälp av controls. 
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3 WEB AUDIO API 
Detta kapitel behandlar grundfunktionerna i Web Audio API. Jag berättar hur väl den 
stöds av olika webbläsare för tillfället, hur dess modulära struktur fungerar och går ige-
nom några av dess grundläggande funktioner med hjälp av exempelkodsnuttar. 
3.1 Introduktion 
Introduktionen av audio -taggen i HTML5 är väldigt viktigt, eftersom den möjliggör 
grundläggande uppspelning av ljudmaterial i en webbläsare på ett enkelt sätt. Detta sätt 
att implementera ljud på webben är dock inte tillräckligt kraftfullt i sig själv för att han-
tera mera avancerade audiotillämpningar. För webbaserade spel och interaktiva appli-
kationer krävs en annan lösning, och det är här som Web Audio API(senare WAAPI) 
kommer in i bilden.(WHATWG, 2013) 
 
WAAPI är en högnivå- JavaScript -API för behandling och syntes av ljud i webbappli-
kationer. Den introducerades i januari 2011 i Google Chrome:s version 10.(Eriksson, 
2013) 
Målet med denna API är att inkludera stöd för möjligheter som finns i moderna ljudmo-
torer för spel, samt en del av de egenskaper som berör mixning-, behandling av ljud och 
filtrering som kan hittas i modern programvara för ljudproduktion. 
(Smus, 2013) 
3.2 Plattformstöd 
WAAPI är för tillfället ännu starkt under utveckling och browserstödet ökar små-
ningom. Enligt data från caniuse.com stöds WAAPI just nu av Chrome, Firefox, Safari 
och Opera. På mobila sidan fungerar det på Android – versionerna av Chrome och Fire-
fox. Båda Firefox-versionerna är dock de enda som klarar av att köra WAAPI utan 
webkit-prefixet nativt. (caniuse.com, 2013) 
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3.3 Egenskaper 
WAAPI har många användbara egenskaper. Nedan följer en lista på några av de viktig-
aste som nämns i W3C:s specifikation, och några av dem behandlas närmare i detta ka-
pitel. 
 
 Modulär routning för både enkla och mer komplexa mixningsarkitekturer. 
 Sampel- och tidkorrekt ljudåtergivning med låg latens som är bra för musika-
liska applikationer som kräver hög rytmisk precision, så som trummaskiner och 
sekvenserare. 
 Automation av parametrar, så som filter och volym. 
 Flexibel behandling av kanaler i en ljudström, dvs. kanaler kan delas och fogas 
ihop. 
 Behandling av audio som härstammar från HTML5:s audio- och video- element. 
 Syntes och behandling av audioströmmar direkt med JavaScript. 
 En konvolutionmotor (eng. convolution engine) som möjliggör en bred skala av 
effekter, speciellt rumseffekter av hög kvalitet. 
 Oscillatorer  
(WHATWG, 2013) 
3.4 Arkitektur 
I WAAPI byggs ljudet upp med hjälp av noder, med andra ord moduler. Varje modul 
kan ha ingångar och/eller utgångar och alla moduler placeras inom den huvudsakliga 
ramen, AudioContext. Själva modulerna kan ha en mängd olika funktioner och varje en-
skild modul representeras av en AudioNode. Denna metod med olika moduler fungerar 
enligt samma princip som äldre modulära syntar och andra ljudsystem med signalked-
jor. (Smus, 2013) 
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Figur 3: Det enklaste möjliga gränssnittet med två noder. (Smus, 2013) 
3.4.1 AudioContext 
AudioContext -gränssnittet representerar en mängd noder(AudioNode) samt deras kopp-
lingar och fungerar som behållare för dessa. Den möjliggör godtycklig routing av signa-
ler till AudioDestinationNode, som är slutpunkten för signalkedjan (och det som använ-
daren slutligen hör). Noder skapas från gränssnittet och kopplas ihop. I de flesta fallen 
används bara ett AudioContext per dokument.(WHATWG, 2013) 
3.4.2 AudioNode 
 Noderna i AudioContext -gränssnittet kan delas upp enligt typ: 
 Källnoder 
o Ljudkällor så som audiobuffrar, live ljudingång, <audio> -taggar och 
oscillatorer. 
 Modifikationsnoder 
o Filter, konvolvrerare och panorerare. 
 Analysnoder 
 Destinationsnoder 
o Främst audioutgångar. 
 
Ljudkällor behöver inte använda sig av färdiga ljudfiler. Källor i realtid så som ljudin-
gången från ett instrument eller mikrofon, eller strömmen från ett audioelement eller 
oscillator kan också användas. Destinationsnoden är oftast användarens högtalare, men 
man kan även behandla ljudet utan att spela upp det, exempelvis kan man använda det 
till att enbart producera en visualisering. (Smus, 2013) 
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Denna arkitektur med modulär routning möjliggör ett väldigt flexibelt sätt att bygga upp 
signalkedjor. 
 
 
Figur 4: En mera komplicerad audiokontext med många noder.(Smus, 2013) 
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3.5 Användning 
Detta kapitel går in på hur man i praktiken går tillväga för att skapa ett WAAPI-
gränssnitt och en signalkedja med hjälp av exempelkod och förklaringar. 
3.5.1 Skapande av AudioContext 
Varje enskild WAAPI-tillämpning börjar med att man skapar ett AudioContext-
gränssnitt som fungerar som behållare för signalkedjan. Det är värt att notera att vi job-
bar innanför <script> -taggar då det är frågan om WAAPI som styrs med hjälp av Java-
Script. 
 
<script> 
var context = new AudioContext(); 
</script> 
Skript 8. Grundstenarna för WAAPI 
 
Eftersom WAAPI inte ännu är fullständigt implementerat är man tvungen att i Chrome, 
Safari och Opera använda webkit-prefixet,  
 
var context = new webkitAudioContext(); 
 
Firefox version 25 är för tillfället den enda webbläsaren som stöder WAAPI direkt i 
”korrekt” form. I framtiden kommer behovet för webkit-prefixet att falla bort även för 
resten av webbläsarna. 
  
20 
 
 
Ifall man vill ha WAAPI körbart utan webkit-prefixet på en webkit- webbläsare(ex. 
Chrome) kan man tills vidare använda sig av Chris Wilsons ”monkey patch”- skript som 
portar korrekt WAAPI-kod till webkit-kompatibelt kod. Skriptet ligger på GitHub och 
kan enkelt inkluderas i början av dokumentet med följande kodsnutt: 
(Chris Wilson, 2013) 
 
<script 
src="http://cwilso.github.com/AudioContextMonkeyPatch/AudioContextMonk
eyPatch.js"> 
Skript 9.Implementering av Wilsons monkeypatch. 
3.5.2 Hopkoppling av noder 
Varje enskild nods utgång kan kopplas till en annan nods ingång med hjälp av con-
nect() – funktionen. I följande exempel kopplas utgången från en källnod till en för-
stärkarnod(GainNode) och förstarkarnodens utgång kopplas till destinationsnoden. 
 
var source = context.createBufferSource(); 
var gain = context.createGain(); 
source.connect(gain); 
gain.connect(context.destination); 
Skript 10. Koppling av noder med connect(). 
context.destination är en speciell nod som är förknippad med standardutgången på 
användarens ljudsystem, och är slutpunkten på generellt sett alla WAAPI-tillämpningar. 
 
Man kan också koppla bort noder genom att kalla på nod.disconnect(utgång) Om vi i 
ovannämnda exemplet vill hoppa över förstärkarnoden och koppla källan direkt till ut-
gången går det på följande sätt: 
 
source.disconnect(0); 
gain.disconnect(0); 
source.connect(context.destination); 
Skript 11. Bortkoppling av noder med disconnect(). 
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3.5.3  Att ladda och spela upp ljudfiler 
Att ladda in ljudfiler i WAAPI är inte helt okomplicerat. För ändamålet kan man an-
vända sig av XMLHttpRequest för att läsa in rå binärdata från ljudfilen och behandla 
resultatet med WAAPIs decodeAudioData – metod. Nedan följer ett kodexempel på hur 
man kan åstadkomma detta. 
 
var context = new AudioContext(); 
var url = "prepare.ogg"; 
var request = new XMLHttpRequest(); 
 
request.open('GET', url, true); 
request.responseType = 'arraybuffer'; 
request.onload = function() { 
  context.decodeAudioData(request.response, function(theBuffer) { 
    buffer = theBuffer; 
  } ); 
} 
request.send(); 
 
function playSound(theBuffer) { 
  var source = context.createBufferSource();  
  source.buffer = buffer;                     
  source.connect(context.destination);  
  source.start(0); 
} 
Skript 12. Inladdning och uppspelning av ljudfil i WAAPI. 
Resultatet är att ljudfilen laddas in AudioBuffer – objektet och kan spelas upp då 
playSound() –funktionen påkallas. Buffern kan spelas upp flera gånger och ljudsignalen 
kan överlappa utan att behöva ladda in samma ljudfil på nytt.(Smus,2013) 
3.5.4 AudioBuffer 
Exemplet i Skript 12 som jag skapade innehåller också koden för att spela upp ljudet. 
Här skapas ett AudioBuffer – objekt med hjälp av createBufferSource - metoden. Den 
baserar sig på Boris Smus’ guide till WAAPI, och kan provköras på 
http://jegor.fi/audio/loadsound.html. 
 
AudioBuffer passar bra för kortare ljudelement som kräver hög precision på uppspel-
ningstidpunkten(kan spelas rytmiskt perfekt). Start() – metoden används för att starta 
uppspelningen av ljudet och den stannar automatiskt då bufferns innehåll tar slut eller 
när stop() – metoden påkallas. AudioBuffer har några användbara attribut, så som play-
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backRate som kan användas till att sakta ned eller snabba upp uppspelnigen av bufferin-
nehållet och loop som spelar upp innehållet om och om igen.(WHATWG, 2013) 
 
För hantering av längre ljudsnuttar (längre än ungefär 45 sekunder), för exempelvis 
bakgrundsmusik, passar MediaAudioElementSourceNode bättre. Den använder sig av 
strömmen från ett audio- eller videoelement.(Mozilla Foundation, 2013) 
3.6 Syntes och ljudbehandling 
WAAPIs styrka ligger i breda möjligheter av syntes och ljudbehandling av ljudsignaler. 
Detta kapitel går in på några grundläggande sätt att behandla signaler i WAAPI, samt 
hur man kan syntetisera ljud med OscillatorNode. 
3.6.1 GainNode 
Att kunna ändra på volymen av en signal är fundamentalt i audiotillämpningar. I 
WAAPI kan man åstadkomma detta med noder av typen GainNode. Dess användning i 
signalkedjan är rätt enkelt. Metoden för att skapa en GainNode heter createGain() och 
den enda attributen den stöder är gain, som anges m.h.a. value. Värdet anges som ett tal 
mellan 0 och 1. (WHATWG,2013) 
 
gainNode = context.createGain(); 
gainNode.gain.value= 0.5; 
 
3.6.2 OscillatorNode 
Med hjälp av createOscillator – metoden kan man skapa en nod av klassen Oscilla-
torNode som fungerar som en oscillator och genererar en bestämd ton.  
 
osc1 = context.createOscillator(); 
 
Ifall man inte specificerar några attribut för oscillatorn skapas en oscillator som generar 
en sinusvåg med frekvensen 440 Hz. Andra inbyggda vågformer i OscillatorNode är de 
tre klassiska: triangelvågen, fyrkantvågen och sågtandsvågen. Vid sidan om dessa finns 
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det också möjlighet att använda sig av en anpassad vågform genom användning av set-
PeriodicWave – metoden. 
Vågformen specificeras med type – attributet och frekvensen med frequency.value. 
Om man exempelvis vill skapa en triangelvåg med frekvensen 120 Hz går det på föl-
jande sätt: 
 
osc1 = context.createOscillator(); 
osc1.type ="triangle"; 
osc1.frequency.value= 120; 
Skript 13. Specificering av parametrar för OscillatorNode 
 
Type kan ta något följande värden: "sine", "square", "sawtooth" eller "triangle". Ifall 
man använder sig av en anpassad vågform blir värdet ”custom”. (WHATWG, 2013) 
3.6.3 Filter 
Filtrering är en mycket använd funktion i audioproduktion, bland annat då man jobbar 
med ekvalisatorer. Den finns med i WAAPI i form av en nodtyp med namnet Biquad-
FilterNode. BiquadFilter stöder flera olika filtertyper. Standardfiltret som används då 
man inte specificerar typen är ”lowpass”, dvs. ett lågpassfilter. De andra som finns med 
i specifikationen är de som ofta används även i andra filterapplikationer, "highpass", 
"bandpass", "lowshelf", "highshelf", "peaking", "notch" och "allpass". 
(WHATWG,2013) 
 
Vid sidan om val av filtertyp kan BiquadFilter konfigureras med tre parametrar; gain, 
frequency och Q-värdet. Gain används endast i lowshelf, highshelf och peaking –filter, 
och Q-värdet kan användas i alla typer förutom lowshelf och highshelf.(Mozilla Foun-
dation, 2013) 
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På http://jegor.fi/audio/filter.html skapade jag en enkel demonstration av ett peaking –
filter där man själv kan styra filtrets boost-frekvens med hjälp av ett HTML5- range –
element. 
 
var filter = context.createBiquadFilter(); 
 filter.type = "peaking"; 
 filter.frequency.value = 120; 
 filter.Q.value = 33; 
filter.gain.value = 35; 
 
Skript 14. Filternoden och specificering av dess parametrar 
3.7  Egna slutsatser 
Web Audio API är en väldigt intressant ny API. Det fungerar logiskt och är inte omöj-
ligt svårt att använda, speciellt om man är redan bekant med JavaScript. Utöver det lilla 
jag har behandlat här, innehåller API:n tioltals olika typer av noder och möjligheter för 
signalbehandling, därbland rumseffekter med ConvolverNode och funktionalitet för ar-
bete med live-ingång(mikrofon). 
 
Möjligheterna är med andra ord väldigt många. För den som är intresserad i ämnet re-
kommenderar jag att studera dokumentationen för API:n på W3C:s sidor samt Boris 
Smus’ och Chris Wilsons material. 
 
I samband med mina tester lärde jag mig förutom WAAPI:s funktionalitet också en hel 
del om skillnader i olika browsers och fick upplivat mina rostiga JavaScript-kunskaper. 
Så fort browserstödet blir bättre kan jag tänka mig att API:n verkligen kommer att an-
vändas brett, i alla fall i den mera kreativa sektorn av webbdesign. Tills vidare visade 
det sig att Chrome är egentligen den enda webbläsaren som fungerade någorlunda 
smärtfritt i mina tester. Firefox tappade bl.a. bort av någon orsak rätt vågform i Oscilla-
torNode när man ändrade på frekvensen (http://jegor.fi/audio/test3.html), och Opera 
vägrade att ladda in ljudfilen i koden i kapitel 3.5.3. Dessa är dock problem som kom-
mer säkerligen att utredas med tiden, teknologin man sysslar med här är ju först i ut-
vecklingsstadiet. 
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