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ABSTRAKT
V rámci diplomové práce byla vytvořena aplikace umožňující detekci a dekódování QR
kódů pomocí zařízení s operačním systémem Android.
Pro předzpracování obrazu ze zorného pole kamery je využito knihovny OpenCV. Na-
vržený řetězec předzpracování vyhledává ve scéně možné QR kódy, které perspektivně
transformuje. Tím je potlačeno případné tvarové zkreslení QR kódu, které by jinak bránilo
úspěšnému dekódování. Zároveň je na detekovaný objekt aplikována metoda maskování
neostrosti, která snižuje vliv pohybového rozostření obrazu vznikající při pohybu kamery.
Takto předzpracovaný obraz je nakonec dekódován pomocí knihovny ZXing.
Popsaným způsobem je možné dosáhnout vyšší úspěšnosti detekce a dekódování QR
kódů v zorném poli kamery, než je tomu u jiných QR čteček obvyklé.
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ABSTRACT
The aim of this diploma thesis was to created application for detection and decoding
QR codes using devices with the Android Operating System.
For preprocessing of the visual field camera is used OpenCV library. Designed prepro-
cessing string searches a perspective transforms possible QR codes. This is suppressed
a shape distortion QR code that would otherwise reduce the successful decoding. At
the same time the preprocessing string applied unsharp mask, which reduces the effect
of motion blur image caused by the camera motion. Thus preprocessing scene is finally
decoded using ZXing library.
Described manner it is possible to achieve a higher success rate detection and decoding
of QR codes than other conventional QR readers.
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ÚVOD
Zavedení kódu, jakožto prostředku pro reprezentaci strojově čitelných dat způsobil
doslova revoluci v mnoha oblastech obchodu i průmyslu. Nejběžnější forma, jedno-
rozměrný (1D) čárový kód, je zde již více než 60 let. [1] Avšak současná potřeba
zápisu stále většího množství dat, spolu s požadavkem na následné rychlé a spo-
lehlivé čtení, vyústila v zavedení vícerozměrných formátů. Typickým zástupcem no-
vých, dvourozměrných (2D) kódů je čtvercový obrazec označovaný zkratkou QR.
Ten umožňuje na malém prostoru zakódovat pomocí struktury tmavých a světlých
modulů relativně velké množství dat. Podrobnějšímu popisu QR kódu je věnována
první kapitola.
Rozšíření kódu o jednu dimenzi však s sebou zároveň přináší zvýšení náročnosti
na čtecí zařízení. A právě této problematice jsou věnovány další části práce, které
vyúsťují v aplikaci předzpracovávající vstupní obraz tak, aby za použití vhodných
algoritmů došlo ke zvýšení úspěšnosti detekování a dekódování QR kódů ve scéně
oproti jiným QR čtečkám.
Tyto běžně dostupné čtečky obvykle striktně vymezují prostor, kam je potřeba
QR kód umístit a nevyužívají tak celé zorné pole kamery. Dalším omezujícím fakto-
rem je citlivost na tvarové zkreslení snímaného QR kódu, které sice bývá do určité
míry akceptovatelné, avšak není aktivně potlačováno. [2] [3] Nepříznivě působí také
vzájemný pohyb kamery a QR kódu způsobující pohybové rozostření obrazu.
QR čtečka vytvořená v rámci této práce tyto negativní faktory aktivně potlačuje.
To, jaké metody k tomuto účelu QR čtečka využívá, popisuje druhá kapitola této
práce. S ohledem na příznivé licenční podmínky a přítomnost vhodných nástrojů
jsou s výhodou využívány funkce knihovny OpenCV spolu s knihovnou ZXing pro
samotné dekódování. Společným jmenovatelem těchto knihoven je dostupnost por-
tované verze pro operační systém Android, pro který je určena i výsledná aplikace.
Blíže jsou tyto knihovny spolu s celou platformou Android představeny ve třetí
kapitole.
Závěrem je provedeno srovnání vytvořené čtečky spolu se známými a běžně do-
stupnými QR/multiformátovými čtečkami. Srovnávána byla schopnost dekódování
při pohybu zařízení s nainstalovanou čtečkou vůči snímanému QR kódu a robustnost
vůči tvarovému zkreslení tohoto kódu.
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1 QR KÓDY
Kapitola představuje QR kódy, popisuje jejich části, vlastnosti a typy.
1.1 QR kód
Základními prvky každého QR kódu podle standardu ISO 18004 jsou tmavé a světlé
moduly o stejné výšce a šířce reprezentující data, přičemž tmavý modul značí binární
jedničku a světlý binární nulu. [2] V následujícím textu se záměrně vyhýbám použití
označení „bílých a černých čtvercových modulů“, protože jak je ukázáno níže, po-
žadavek na barevné provedení a tvar modulů není při dodržení určitých podmínek
striktně stanoven.
Obr. 1.1: QR kód verze 1
Množství a typ zakódovaných dat určuje výslednou velikost (verzi) QR kódu.
Specifikováno je celkem 40 verzí. Výška a šířka nejmenší verze (1) je ekvivalentní
21 modulům, zatímco největší specifikovaná verze (40) dosahuje rozměrů 177× 177
modulů.
Matici modulů dále doplňuje trojice kotvících bodů (Finder Patterns). Tyto body
slouží k detekci QR kódu ve scéně a určení polohy tohoto kódu vůči snímacímu
zařízení. Proporce kotvícího bodu jsou znázorněny na obrázku 1.3.
Další povinnou součástí QR kódu jsou zaměřovací body (Timing Patterns) se-
stávající ze sledu střídavě se měnících tmavých a světlých modulů. QR kódy verze
dvě a vyšší dále obsahují jeden nebo více pomocných vyrovnávacích bodů (Align-
ment Patterns). Okolo celé matice je doporučeno zachovat světlý okraj (Quiet zone)
o šířce alespoň čtyř modulů.
Protože by prosté převedení dat bez dalších úprav mohlo vést k nechtěnému
vzniku oblastí „nahromaděných“ tmavých či světlých modulů, jsou nad moduly
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Obr. 1.2: Vyznačená struktura QR kódu verze 2
Obr. 1.3: Detail kotvícího bodu a jeho proporce
s daty aplikovány rozprostírací masky. Standard ISO 18004 specifikuje celkem osm
těchto masek a při vytváření QR kódu je vybrána ta, která je ohodnocena pro danou
sekvenci dat jako nejvhodnější. [2]
1.1.1 Zabezpečení proti chybám
Z důvodu možného poškození QR kódu (například již při tisku, mechanickým po-
škozením, znečištěním apod.), byl do standardu implementován mechanismus de-
tekce a následné korekce chyb. Díky tomu je při dekódování přípustná určitá míra
chybovosti vstupních dat, která ve výsledku nemá vliv na schopnost rekonstruo-
vat zakódovaná data. Na pozadí tohoto mechanismu se ukrývá Reedův-Solomonův
samoopravný kód [2], který se mimo jiné osvědčil k zabezpečení dat na optických
discích. [36]
Při vytváření QR kódu lze volit celkem ze čtyř úrovní zabezpečení, lišící se pří-
pustnou mírou chybovosti, viz tabulka 1.1.
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Tab. 1.1: Přehled úrovní zabezpečení proti chybám [2]
Označení úrovně Přípustná chybovost
L 7%
M 15 %
Q 25%
H 30%
Vyšší úroveň zabezpečení ovšem znamená snížení kapacity pro uložení dat. Mezi
úrovní L a H je tento rozdíl v kapacitě více než dvojnásobný [2]. Na druhou stranu,
některé generátory QR kódů využívají poměrně vysoké schopnosti korekce chyb
úrovně H a umožňují vložit do QR kódu různé grafické prvky, viz obrázek 1.4.
1.1.2 Tolerance k odchylkám
Jak již bylo zmíněno v úvodu této kapitoly, požadavek na barevné provedení jednot-
livých částí QR kódu není při dodržení určitých podmínek striktně stanoven. Může
za to proces prahování na straně dekodéru, kde je pro vstupní obraz určen globální
jasový práh a který je následně aplikován na všechny body v obraze. [2]
obrazový bod(𝑖) =
⎧⎪⎨⎪⎩tmavý pro (𝑖) s jasem ≤ globální práh,světlý pro (𝑖) s jasem > globální práh (1.1)
Pokud je tedy barevné provedení QR kódu dostatečně kontrastní k odlišení světlé
a tmavé složky, lze použít prakticky libovolnou barevnou kombinaci.
Obr. 1.4: Graficky přizpůsobený QR kód. Vytvořeno pomocí služby Unitaglive.
Z obrázku 1.4 je dále patrné, že geometrické provedení kotvících bodů nemusí
odpovídat soustředným čtvercům o relativní šířce v přesně daném poměru 1:1:3:1:1.
Standard ISO 18004 připouští toleranci ±0, 5 relativní šířky/výšky.
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1.1.3 Mikro QR kódy
Zatímco první vydání standardu ISO 18004 z roku 2000 specifikuje 40 verzí QR
kódů vždy se třemi kotvícími body, poslední vydání tohoto standardu z roku 2006
zavádí tzv. Mikro QR kód. Ten je specifikován celkem ve čtyřech verzích (velikostech)
označovaných jako M1 až M4 [3].
Jak je patrné na obrázku 1.5, nejviditelnější změnou oproti klasickému QR kódu
je použití pouze jednoho kotvícího bodu. To přináší úsporu místa a také možnost
uplatnění tam, kde byl klasický QR kód již příliš malý a špatně rozpoznatelný.
Obr. 1.5: Vlevo klasický QR kód, vpravo Mikro QR kód. Do obou kódů byla ulo-
žena stejná data při stejné úrovni zabezpečení dat. Vytvořeno pomocí generátoru
keremerkan.net.
Z důvodu chybějící podpory knihovny ZXing, která je v dalších částech práce
využívána, nejsou Mikro QR kódy v této práci dále používány.
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2 ZPRACOVÁNÍ OBRAZU
V kapitole je popsán navržený řetězec zpracování obrazu, který umožňuje detekovat
a dekódovat QR kód ve scéně. V samostatných podkapitolách jsou uváděny základní
principy použitých metod. Ilustrační snímky zachycující vliv dané metody na ob-
raz byly pořízeny na mobilním telefonu Samsung Galaxy S4 mini pomocí nástroje
Dalvik Debug Monitor, který je standardní součástí sady vývojových nástrojů pro
Android (ADT).
2.1 Navržení řetězce pro zpracování obrazu
Proces (viz obrázek 2.1) začíná vytvořením snímku zdrojem obrazových dat (digi-
tální kamerou) ve vhodném rozlišení.1
Počítačová interpretace takovéhoto snímku je matice s danými rozměry a hod-
notami určujícími jas v konkrétním bodě. Celý tento krok je po inicializaci po-
třebných komponentů plně v režii OpenCV a operačního systému. V případě po-
třeby je však možné stanovit maximální rozlišení výstupních snímků, které jsou
k dispozici ve dvou formátech - jednokanálový šedotónový a barevný čtyřkanálový
ve formátu RGBA (barevný model ze složek červené, zelené, modré a alfa kanálu
A s informací o průhlednosti obrazového bodu). [5].
Takto získaný obraz převedený do digitální formy (matice obrazových elementů)
je vhodný pro další zpracování, ale zároveň degradován nežádoucími vlivy - šumem
a zkreslením.
2.1.1 Šum
Šum v obraze lze definovat jako nežádoucí novou informaci, která byla k původnímu
obrazu přidána snímacím zařízením nebo během transportu obrazu. Rozlišujeme
následující druhy šumu [10], [31], [6]:
• Kvantizační - zatímco původní, analogový signál může nabývat nekonečného
počtu hodnot, digitalizovaný signál je omezen konečným počtem kvantizačních
hladin. A právě tento rozdíl se nazývá kvantizačním šumem.
1OpenCV automaticky vybere podle parametrů kamery nejvyšší možné rozlišení, které je záro-
veň současně možné zobrazit na displeji (v závislosti na jeho rozlišení). Podporovány jsou snímky
o velikosti 1920× 1088, 1440× 1088, 1280× 720, 1088× 1088, 960× 720, 960× 544, 800× 480,
768× 464, 768× 432, 720× 480, 640× 480, 640× 384, 640× 368, 576× 432, 480× 320, 384× 288,
352× 288, 320× 240, 240× 160 a 176× 144 obrazových bodů. [4]
16
Obr. 2.1: Navržený řetězec zpracování
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• Aditivní - nezávislý na obrazovém signálu. Vzniká nejčastěji při snímání ob-
razu a lze jej popsat vztahem:
𝑓𝑥,𝑦 = 𝑔𝑥,𝑦 + 𝑛𝑥,𝑦 (2.1)
kde člen 𝑓𝑥,𝑦 popisuje výslednou obrazovou matici, 𝑔𝑥,𝑦 původní obrazovou
matici a 𝑛𝑥,𝑦 šumovou matici.
• Multiplikativní - závisí na obrazovém signálu. Platí:
𝑓𝑥,𝑦 = 𝑔𝑥,𝑦 + 𝑔𝑥,𝑦 · 𝑛𝑥,𝑦 (2.2)
• Impulsní - charakteristickým znakem jsou černé a bíle body - odtud také časté
označení tohoto šumu jako „sůl a pepř“. Důvodem vzniku může být například
porucha na snímači nebo chyba při přenosu signálu.
2.1.2 Zkreslení
Mezi důvody vzniku zkreslení patří [31]:
• vzájemný pohyb snímače a snímaného předmětu
• nevhodné zaostření
• vada optické soustavy (špatná čočka, . . . )
• nelinearita opticko-elektrického senzoru
Obr. 2.2: Barevný snímek. V levém horním rohu je zobrazován počet zpracovaných
snímků za sekundu (FPS). Měření obstarává funkce FPSMeter, která je součástí
knihovny OpenCV. Aktuální hodnota se pohybuje okolo 30.
18
Obr. 2.3: Šedotonový snímek. Hodnota FPS se pohybuje na přibližně stejné úrovni,
jako při zobrazení čtyřkanálového RGBA snímku.
2.2 Prahování
Šedotónový snímek s hodnotou jasu 𝑏 v bodě (𝑥, 𝑦) v rozsahu od 0 (černá) do 255
(bílá) je následně prahován podle následujících pravidel, kde 𝑝 je průměrná hodnota
jasu v celém snímku:
výstup 𝑏(𝑥,𝑦) pro 𝑝 < 128 =
⎧⎪⎨⎪⎩1 pokud 𝑏(𝑥,𝑦) > 𝑇(1;𝑥,𝑦)0 jinak, (2.3)
kde 𝑇(1;𝑥,𝑦) je práhovací úroveň vypočítaná pro každý obrazový bod zvlášť podle
střední hodnoty jasu v okolí 65× 65 obrazových bodů [7] a zároveň
výstup 𝑏(𝑥,𝑦) pro 𝑝 ≥ 128 =
⎧⎪⎨⎪⎩1 pokud 𝑏(𝑥,𝑦) > 𝑇20 jinak, (2.4)
kde 𝑇2 je práhovací úroveň vypočítaná podle metody Otsu.
2.2.1 Adaptivní prahování
Při tzv. adaptivním prahování je prahovací úroveň stanovena pro každý obrazový
bod zvlášť v závislosti na jeho okolí [15]. Ke stanovení konkrétního prahu pomocí
metody adaptiveThreshold lze v OpenCV využít výpočtu střední hodnoty v daném
okolí nebo využít filtr na základě Gaussova rozložení (viz 2.15).
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Obr. 2.4: a) Snímek před prahováním. b) Snímek po adaptivním prahování. c) Sní-
mek po prahování za použití metody Otsu.
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2.2.2 Prahování podle metody Otsu
Metoda Otsu má oproti adaptivnímu prahování výhodu ve své výpočetní nenároč-
nosti. Na prahování nahlíží jako na statistický problém, jehož řešením je optimální
rozdělení obrazových bodů do tříd tak, aby byla minimalizována průměrná chyba
klasifikace jednotlivých obrazových bodů. [15]
Nevýhodou je, že je tato metoda citlivá na rozdílnost popředí a pozadí. Jinými
slovy, je potřeba, aby histogram bylo možné aproximovat dvěma křivkami tak, jak
ukazuje obrázek 2.5. V opačném případě chyba klasifikace obrazových bodů roste.
Obr. 2.5: Hodnoty 0 – 255 představují úrovně jasu; 𝑃 (𝑥) je četnost výskytu dané
úrovně jasu; 𝑝1 a 𝑝2 jsou křivky nahrazující histogram dvěma třídami; 𝑇 je práh;
𝐸1(𝑇 ) a 𝐸2(𝑇 ) jsou chyby klasifikace. Nakresleno podle [16]
2.2.3 Kombinace adaptivního prahování s metodou Otsu
Důvodem použití dvou různých metod prahování je podání výrazně rozdílných vý-
sledků, pokud je QR kód umístěn na tmavším pozadí (viz obrázek 2.4 a)). Jak je na
tomto příkladu vidět, QR kód není umístěn na typicky bílem pozadí a navíc zcela
chybí doporučený okraj. A zatímco po adaptivním prahování je QR kód v obraze
stále jasně patrný (viz obrázek 2.4 b)), na snímku 2.4 c) již QR kód splývá s okolím,
což zcela znemožňuje následnou detekci.
Na druhou stranu, zatímco při použití prahování metodou Otsu je obrazovka
překreslována rychlostí 30 FPS, tedy prakticky nezpomaleně, při adaptivním praho-
vání rychlost klesá na hodnotu okolo 10 FPS. Z toho důvodu je měřena průměrná
hodnota jasu v celém snímku a na základě této hodnoty zvolena některá z metod pra-
hování tak, aby ke zpomalení adaptivním prahováním docházelo pouze na tmavších
snímcích s 𝑝 < 128.
Výsledný obraz, který je nyní tvořen obrazovými body jen ve dvou barvách se v li-
teratuře označuje jako binární obraz. [14] [15]
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2.3 Eroze
Eroze2 se spolu s dilatací řadí mezi dvě základní matematické morfologické operace,
tj. techniky zpracování geometrických struktur. Obě operace jsou realizovány jako re-
lace obrazu (bodové množiny 𝑋) s tzv. strukturním elementem (bodovou množinou
𝐾, nejčastěji o rozměrech 3× 3) [17], který ovlivňuje vliv eroze na vstupní obraz.
Lze psát, že:
𝑋 ⊖𝐾 =
{︁
𝑝 ∈ E2 : 𝑝+ 𝑘 ∈ 𝑋 pro každé 𝑘 ∈ 𝐾
}︁
, (2.5)
kde E2 značí 2D euklidovský prostor a pro každý bod obrazu 𝑝 je ověřováno, zda
pro všechna možná 𝑝+ 𝑏 leží výsledek v X. Pokud ano, je výsledek 1, jinak 0. [18]
Obr. 2.6: a) Množina bodů strukturního elementu 𝐾; b) Příklad vstupního binár-
ního obrazu před erozí; c) Příklad výstupního binárního obrazu po erozi se struk-
turním elementem 𝐾. Nakresleno podle [17]; d) Reálný vstupní obraz o velikosti
16× 16 obrazových bodů (zvětšeno); e) Reálný výstupní obraz po erozi se struktur-
ním elementem 𝐾. Vytvořeno pomocí knihovny OpenCV.
2Operace eroze bude v této práci značena symbolem ⊖
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Příklad eroze binárního obrazu, po kterém se systematicky pohybuje strukturní
element 3× 3 s počátkem v jeho středu ukazuje obrázek 2.6. Body popředí zde
nabývají hodnot 1 a body pozadí 0. Pokud je stejná operace se stejným struktur-
ním elementem 𝐾 provedena nad QR kódem po prahování, dochází k rozšiřování
černých modulů na úkor bílých. Situaci znázorňuje obrázek 2.7, kde 𝑖 značí počet
provedených iterací (opakování) eroze. Jak je vidět, po sedminásobné erozi dostá-
váme v obraze namísto QR kódu přibližně pravidelný plný čtyřúhelník a rozdíl mezi
sedmi a osminásobným opakováním eroze je jen minimální. Na každý snímek je proto
ve výsledném řetězci zpracování provedena sedminásobná eroze následovaná detekcí
kontur.
Obr. 2.7: Vliv eroze na QR kód. Vstupem byl QR kód s číslem 0 (mezivýsledek po
prahování), 𝑖 značí počet provedených iterací (opakování) eroze.
2.4 Detekce kontur
V dalším kroku řetězce je aplikována detekce kontur. OpenCV k tomuto účelu dispo-
nuje metodou findContours, která v kombinaci s parametrem CV_CHAIN_APPROX_SIMPLE
vrací pouze potřebné krajní body každé detekované kontury podle algoritmu [19].
Jako datový kontejner pro uložení bodů je s výhodou využit vektor.
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2.5 Detekce čtyřúhelníků
Každá kontura je následně aproximována podle Ramerova-Douglasova-Peuckerova
algoritmu [20] za účelem snížení počtu bodů v detekovaných konturách.
Princip je následující:
1. Počáteční a koncové body každé kontury (křivky) jsou spojeny úsečkou
2. Je vyhledán bod, který leží na kontuře a současně je nejvzdálenější od nové
úsečky (vzdálenost se měří kolmicí z úsečky do daného bodu)
3. Pokud je tato vzdálenost menší než stanovený práh 𝜖 > 0, jsou všechny body,
které leží mezi koncovými body úsečky, vynechány.
4. Pokud je vzdálenost větší než 𝜖, je původní úsečka nahrazena dvěma novými
úsečkami spojující porovnávaný bod a krajní body původní úsečky.
5. Algoritmus je poté proveden znovu nad nově vzniklými úsečkami.
Obr. 2.8: Postup aproximovace křivky podle Ramerova-Douglasova-Peuckerova al-
goritmu. Nakresleno podle [21].
Po aproximaci by kontura QR kódu měla mít čtyři vrcholy se čtyřmi přibližně
pravými vnitřními úhly a určitou minimální velikost, aby z detekce byly vyňaty
všechny malé čtvercové objekty vzniklé při erozi snímku. Za tím účelem bylo s výho-
dou využito části ukázkového příkladu z knihovny OpenCV pro detekci čtverců [22].
Ačkoli je operace prováděna na binárním snímku, detekované čtyřúhelníky se zvý-
razněnými stranami a rohovými body jsou již zobrazeny ve výstupním barevném
snímku. Podobu takto detekovaných QR kódů ukazuje obrázek 2.9.
Nevýhodou použitého postupu je pozitivní odezva i čtvercové a obdélníkové ob-
jekty, které ve skutečnosti QR kódem nejsou.
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Obr. 2.9: Detekované čtyřúhelníky.
2.6 Geometrická transformace
Pro odstranění tvarového zkreslení detekovaných QR kódů, lze s výhodou využít me-
tody geometrické transformace. Při této operaci jsou podle transformačního vztahu
T převedeny body v rovině (x,y) do roviny (x’,y’). Situaci popisuje rovnice 2.6 [32]
a obrázek 2.10.
𝑥′ = 𝑇𝑥(𝑥, 𝑦), 𝑦′ = 𝑇𝑦(𝑥, 𝑦). (2.6)
Protože transformační vztah T není znám, je potřeba tento vztah vytvořit na zá-
kladě znalosti referenčního i transformovaného obrazu, což mohou představovat de-
tekované vrcholy čtyřúhelníků, jejichž souřadnice v obrazu známe.
Proces geometrické transformace lze poté rozdělit do dvou kroků: [32]
1. plošná transformace - transformace souřadnic bodů (x,y) ze vstupního ob-
razu do souřadnic (x’,y’) výstupního obrazu
2. jasová transformace – aproximace úrovní jasu jednotlivých bodů výstupního
obrazu
Pro zjednodušení a sjednocení metod výpočtu geometrické transformace byl za-
veden popis s homogenními souřadnicemi. Homogenní souřadnice bodu jsou v rovině
definovány jako uspořádaná trojice (x, y, w) pro kterou platí:
(𝑥𝑘, 𝑦𝑘) =
(︂
𝑥
𝑤
,
𝑦
𝑤
)︂
, (2.7)
kde (𝑥𝑘, 𝑦𝑘) jsou kartézské souřadnice bodu. Homogenní souřadnice, jejichž složku
w = 1 nazýváme normalizované homogenní souřadnice. Základní geometrické trans-
formace je poté možné popsat pomocí maticových operací:
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Obr. 2.10: Princip geometrické transformace s využitím zaměřovacích bodů
• Změna měřítka
𝑃 ′ = 𝑆𝑃 =
⎛⎜⎜⎝
𝑠𝑥 0 0
0 𝑠𝑦 0
0 0 1
⎞⎟⎟⎠
⎡⎢⎢⎣
𝑥
𝑦
1
⎤⎥⎥⎦ =
⎡⎢⎢⎣
𝑠𝑥𝑥
𝑠𝑦𝑦
1
⎤⎥⎥⎦ =
⎡⎢⎢⎣
𝑥′
𝑦′
1
⎤⎥⎥⎦ , (2.8)
kde původní bod 𝑃 má souřadnice (𝑥, 𝑦)𝑇 , transformovaný bod 𝑃 ′ má souřad-
nice (𝑥′, 𝑦′)𝑇 , parametr 𝑠𝑥 udává 𝑠𝑥-krát změnu měřítka ve směru osy x a 𝑠𝑦
𝑠𝑦-krát změnu ve směru osy y. [35] [34]
• Translace (posunutí)
𝑃 ′ = 𝐷𝑃 =
⎛⎜⎜⎝
1 0 𝑑𝑥
0 1 𝑑𝑦
0 0 1
⎞⎟⎟⎠
⎡⎢⎢⎣
𝑥
𝑦
1
⎤⎥⎥⎦ =
⎡⎢⎢⎣
𝑥+ 𝑑𝑥
𝑦 + 𝑑𝑦
1
⎤⎥⎥⎦ =
⎡⎢⎢⎣
𝑥′
𝑦′
1
⎤⎥⎥⎦ , (2.9)
kde 𝑑𝑥 a 𝑑𝑦 udávají posun ve směru osy 𝑥 a 𝑦.
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• Rotace
𝑃 ′ = 𝑅𝑃 =
⎡⎢⎢⎣
𝑥 cos 𝜃 − 𝑦 sin 𝜃
𝑦 cos 𝜃 + 𝑥 sin 𝜃
1
⎤⎥⎥⎦
⎡⎢⎢⎣
𝑥
𝑦
1
⎤⎥⎥⎦ =
⎡⎢⎢⎣
𝑥′
𝑦′
1
⎤⎥⎥⎦ , (2.10)
kde 𝜃 udává úhel natočení ve stupních.
• Zkosení
𝑃 ′ = 𝑆𝐻𝑃 =
⎛⎜⎜⎝
1 𝑠ℎ𝑦 0
𝑠ℎ𝑥 1 0
0 0 1
⎞⎟⎟⎠
⎡⎢⎢⎣
𝑥
𝑦
1
⎤⎥⎥⎦ =
⎡⎢⎢⎣
𝑥′
𝑦′
1
⎤⎥⎥⎦ , (2.11)
kde parametry 𝑠ℎ𝑥 a 𝑠ℎ𝑦 udávají zkosení ve směru os x a y.
• Afinní transformace
Matice pro afinní transformaci v sobě slučuje změnu měřítka, posunutí, rotaci
i zkosení. Tato transformace zachovává rovnoběžnost přímek, nezachovává však
délky ani úhly. [35] Pro transformovaný bod P’ platí:
𝑃 ′ =
⎛⎜⎜⎝
𝑎11 𝑎12 𝑑𝑥
𝑎21 𝑎22 𝑑𝑦
0 0 1
⎞⎟⎟⎠
⎡⎢⎢⎣
𝑥
𝑦
1
⎤⎥⎥⎦ =
⎡⎢⎢⎣
𝑥′
𝑦′
1
⎤⎥⎥⎦ , (2.12)
kde 𝑎11, 𝑎12, 𝑎21, 𝑎22 jsou kombinací operací změny měřítka, rotace a zkosení
a 𝑑𝑥, 𝑑𝑦 udávají posun ve směru osy 𝑥 a 𝑦.
• Perspektivní transformace
Jako nadmnožinu výše zmíněných transformací lze chápat perspektivní trans-
formaci, někdy též zvanou jako projektivní. Obecná transformační matice čítá
devět prvků:
𝑇 =
⎡⎢⎢⎣
𝑎11 𝑎12 𝑑𝑥
𝑎21 𝑎22 𝑑𝑦
𝑣1 𝑣2 𝑣
⎤⎥⎥⎦ (2.13)
kde první dva řádky odpovídají afinní transformaci. Ve třetím, nenulovém
řádku, představují 𝑣1, 𝑣2 projektivní koeficienty a 𝑣 homogenní koeficient.
Takováto transformační matice mezi dvěma rovinami může být vypočítána
pomocí souřadnic čtyř párů bodových korespondencí (v našem případě vr-
choly detekovaných čtyřúhelníků), které jednoznačně definují nastalou per-
spektivní deformaci. [15] K tomuto účelu je v OpenCV k dispozici funkce
getPerspectiveTransform. Pokud následně aplikujeme funkci warpPerspective
pro transformaci obrazu podle získané transformační matice, dostáváme vý-
sledek tak, jak ukazuje obrázek 2.11.
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Obr. 2.11: Vpravo detekovaný QR kód. Vlevo QR kód po perspektivní transformaci.
2.7 Maskování neostrosti
Na QR kód po perspektivní transformaci je následně aplikována doostřovací metoda
zvaná maskování neostrosti, angl. Unsharp Masking. Proces spočívá ve vytvoření
rozostřené kopie QR kódu, která je následně „odečtena“ od originálu podle vztahu:
𝑥(𝑥,𝑦) = 1, 5× 𝑦(𝑥,𝑦) − 0, 9× 𝑧(𝑥,𝑦), (2.14)
kde jednotliví členové udávají hodnotu jasu obrazového bodu o souřadnicích (𝑥, 𝑦):
• 𝑥(𝑥,𝑦) pro výstupní obraz
• 𝑦(𝑥,𝑦) pro původní, nerozostřený obraz
• 𝑧(𝑥,𝑦) pro rozostřený obraz
Obr. 2.12: a) QR kód před úpravou, b) QR kód po aplikaci Gaussovského filtru se 𝜎
= 3, c) QR kód po aplikaci maskování neostrosti.
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Rozostření obrazu je docíleno pomocí Gaussovského filtru, který spadá do kate-
gorie filtrů s konvolučním jádrem.
2.7.1 Filtry s konvolučním jádrem
Filtrace v oblasti zpracování obrazu představuje operaci, která slouží ke zvýraznění či
potlačení určité informace - například k potlačení šumu, zvýraznění kontrastu nebo
detekci hran. Rozlišujeme celou řadu metod filtrace obrazu od velmi jednoduchých
až po komplexní, sofistikované metody (užívané například v lékařství či astronomii).
Filtrace obrazu se úzce pojí s pojmem prostorová frekvence (spatial frequency),
tj. relativní změnou hodnoty daného obrazového bodu vůči hodnotám sousedních
obrazových bodů ve svém okolní. Velké rozdíly v hodnotách obrazových bodů popi-
sují vysoké frekvence. Nízké frekvence naopak popisují postupné změny . [11]:
Obr. 2.13: Příklad výskytu vysokofrekvenční (a)) a nízkofrekvenční (b)) informace
v obraze, nakresleno podle [11].
Podle toho, jaký typ informace je v obraze propouštěn, lze filtry rozdělit na [12]:
1. Nízkofrekvenční - propouštějí nízkofrekvenční informace. Na výstupu jsou
tedy detaily vyhlazovány.
2. Vysokofrekvenční - propouštějí vysokofrekvenční informace, tj. extrémy,
jako jsou například hrany.
Řada metod filtrace obrazu pracuje na principu konvoluce zpracovávaného ob-
razu s konvolučním jádrem — tzv. maskou. Jde o numerické hodnoty zapsané do
matice s lichým počtem řádků a sloupců (většinou ve tvaru čtverce o rozměrech
3× 3 a 5× 5). Tato matice se při výpočtu pohybuje nad původním obrazem (ma-
ticí obrazových bodů) a určuje, do jaké míry hodnota sousedících obrazových bodů
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ovlivňuje konečnou hodnotu jednoho konkrétního obrazového bodu v jejich středu.
Popisovaný princip je názorně vidět na obrázku 2.14:
Obr. 2.14: Princip konvolučního 2D filtru, nakresleno podle [12].
Typickým nízkofrekvenčním obrazovým 2D filtrem na principu diskrétní konvo-
luce je Gaussovský filtr. Jedná se o metodu, při které se pro jednotlivé obrazové
body pokryté maskou vypočtou váhové koeficienty podle Gaussovy funkce defino-
vané jako:
𝐺(𝑥, 𝑦) = 12𝜋𝜎2 e
−𝑥2+𝑦22𝜎2 (2.15)
kde 𝑥 a 𝑦 udávají posunutí od středového obrazového bodu masky a 𝜎 směro-
datnou odchylku. [13] [31]
2.7.2 Ověření vlivu maskování neostrosti na úspěšnost de-
kódování
Pro ověření, zda maskování neostrosti skutečně zvýší úspěšnost dekódování při po-
hybu čtečky vůči QR kódu, byl proveden jednoduchý praktický test, jehož výsledky
shrnuje tabulka 2.1. Pokud nebyl QR kód úspěšně dekódován, bylo měření v ta-
bulce pro danou rychlost označeno červeným křížkem. Symbol zeleného zatržítka
značí úspěšné dekódování. Metodika měření je blíže popsána v kapitele 3 v části
„Metodika snímání QR kódu za pohybu“.
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Tab. 2.1: Výsledky úspěšnosti dekódování za pohybu. QR kód byl verze 2 (25× 25
modulů) s rozměry 5× 5 cm a zakódovaným URL: http://www.vutbr.cz.
2.8 Dekódování
Nakonec je QR kód převeden z jednokanálového OpenCV objektu Mat do čtyřkaná-
lového bitmapového objektu. Převod do tohoto formátu vyžaduje knihovna ZXing.
Pokud je vstupní QR kód úspěšně dekódován, zobrazí se dekódovaná informace
na displeji a současně je zkopírovaná do schránky zařízení pro další použití.
Obr. 2.15: Dekódování. V levém horním rohu QR kód po perspektivní transformaci
a maskování neostrosti. Několikavteřinové hlášení uprostřed obrazovky informuje
uživatele o zkopírování obsahu QR kódu do schránky.
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3 REALIZACE ČTEČKY QR KÓDŮ PRO SYS-
TÉM ANDROID
Následující kapitola nejprve stručně představuje platformu Android a základní části
aplikací pro tento systém. Následuje popis realizace čtečky QR kódů s využitím open
source1 knihoven OpenCV a ZXing.
3.1 Android
Android je open source platforma sestávající z operačního systému s linuxovým já-
drem, middleware knihoven2 a sady vývojových nástrojů (SDK). [40] Za vývojem
stojí společnost Google a skupina Open Handset Alliance sdružující výrobce mobil-
ních zařízení, operátory a další velké technologické firmy.
Ačkoliv byl operační systém Android primárně vyvinut pro mobilní zařízení (te-
lefony a později i tablety), v současnosti si nachází cestu také do televizorů, fotoa-
parátů, wearables3 i průmyslových zařízení.
3.1.1 Architektura OS Android
Operační systém Android se skládá z pěti základních vrstev - Kernel, Libraries, An-
droid Runtime, Application Framework a Applications. Návaznost těchto vrstev na
sebe ukazuje obrázek 3.1. Názvy jednotlivých části záměrně nepřekládám do češtiny
z důvodu zachování jednoznačnosti významu.
Kernel
Nejnižší vrstvu architektury představuje Kernel neboli jádro operačního systému po-
stavené na upravené verzi Linuxu 2.6 (odstraněn byl například systém pro vytváření
grafického uživatelského prostředí X11 Window System a GNU C knihovna glibc).
Zachován byl naopak systém správy paměti a řada ovladačů. [40]
Libraries
Tato vrstva sestává z řady nativních C/C++ knihoven. Ty poskytují důležité funkce
například pro prohlížení webových stránek (WebKit), přehrávání multimédií, práci
s SQLite databází apod.
1software s otevřeným zdrojovým kódem
2software k propojení jednotlivých softwarových komponent
3tzv. nositelná technika zahrnující „chytré“ hodinky, brýle apod.
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Android Runtime
Protože jsou aplikace pro OS Android psány v jazyku Java, je potřeba tyto aplikace
spouštět na tzv. virtuálním stroji. Android za tím účelem využívá tzv. Dalvik Virtual
Machine (DVM), který je optimalizovaný pro použití v mobilních zařízeních. Další
součástí Android Runtime jsou základní Java knihovny. [42]
Obr. 3.1: Architektura OS Android. Nakresleno podle [41].
Application Framework
Vrstva Application Framework zpřístupňuje hardwarové a softwarové prostředky
aplikacím z vyšší vrstvy. Dále umožňuje sdílení obsahu mezi jednotlivými aplikacemi
(například kontakty). [42]
Applications
Nejvyšší vrstva zahrnuje veškeré nainstalované aplikace, se kterými může uživatel
pracovat. Řada aplikací, jako je adresář, kalendář či webový prohlížeč jsou běžnou
součástí systému už v základu. Další aplikace si uživatel může snadno doinstalovat.
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3.1.2 Struktura aplikace pro OS Android
Následující podkapitola popisuje základní části každé aplikace pro OS Android.
Activities
Každá aplikace se obvykle skládá z několika activities, které interagují s uživatelem
pomocí grafického prostředí. Jedna activity představuje jednu obrazovku aplikace,
takže například aplikace adresář obsahuje activity pro zobrazení seznamu kontaktů,
další activity pro zobrazení detailu jednoho kontaktu, další pro přidání nové po-
ložky apod. Ačkoliv tyto activities tvoří jednu aplikaci, jsou na sobě do značné míry
nezávislé. To přináší výhodu v možnosti sdílení activities mezi aplikacemi. [43]
Services
Services obstarávají úkony běžící na pozadí. Typickým příkladem je stahování sou-
boru nebo přehrávání hudby na pozadí, zatímco uživatel pracuje s internetovým
prohlížečem. [43]
Content providers
Pod označením Content providers se ukrývají prostředky pro správu a sdílení dat
mezi aplikacemi. Aplikace s patřičným oprávněním poté mohou prostřednictvím
content provider tyto data číst nebo upravovat. [43]
Broadcast receivers
Broadcast receiver zachycuje systémová oznámení a podle daných pravidel na ně
také reaguje. A ačkoli nedisponuje uživatelským rozhraním, pomocí tzv. notifikací
může tyto informace předávat uživateli (například oznámení o nízkém stavu baterie).
Další úloha broadcast receiver spočívá v zajištění komunikace mezi jednotlivými
aplikacemi.
Struktura projektu při vytváření aplikace
Projekt lze charakterizovat jako jakýsi kontejner pro zdrojové kódy a doprovodná
data (například zvuky, grafické prvky apod.). Existují celkem tři typy projektů [44]:
1. Android Project - základní a nejčastější typ projektu. Obsah projektu lze ex-
portovat do souboru .apk a běžným způsobem nainstalovat do systému.
2. Test Project - tento typ projektu se uplatňuje při vývoji aplikací. Pro otesto-
vání funkčnosti kódu na zařízení není nutné procházet procesem běžné a trochu
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zdlouhavé instalace, ale nový kód lze vložit přímo do již předinstalované apli-
kace.
3. Library Project - tyto projekty sdílí své zdrojové kódy a doprovodná data,
na které je poté možné odkazovat z jiných projektů. Pokud je exportován do
souboru .apk projekt, který se takto odkazuje na jiný projekt (označený jako
Library Project), jsou do výsledného souboru automaticky zahrnuty potřebné
zdroje. Library Project nelze samostatně zkompilovat a spustit na zařízení.
Bez ohledu na typ projektu je při tvorbě aplikací pro OS Android nutné dodr-
žovat následující stromovou strukturu pro tyto základní adresáře [44]:
• src/ - adresář se zdrojovými (Java) kódy
• jni/ - adresář s nativními (C/C++) zdrojovými kódy
• res/ - obsahuje XML soubory s informacemi o rozvržení uživatelského roz-
hraní, grafiku apod.
• gen/ - adresář s automaticky generovaným zdrojovým kódem
• libs/ - zde se vkládají knihovny třetích stran
• assets/ - adresář vhodný pro ukládání dalších potřebných souborů
Mimo tyto adresáře stojí významný soubor AndroidManifest.xml. Ten specifi-
kuje požadavky na verzi OS, hardwarovou výbavu a definuje potřebná přístupová
oprávnění, která aplikace ke svému chodu vyžaduje. Dále upřesňuje některé vlast-
nosti activities (například jaká activity se spustí jako první), services, content pro-
viders a dalších [44].
3.1.3 Android Native Development Kit
Android Native Development Kit (NDK) je doplňkem k SDK, který umožňuje použít
v aplikaci části kódu psané v jazyku C a C++. K tomuto kroku se obvykle přistu-
puje z výkonnostních důvodů [40] a ne jinak je tomu i v případě použití knihovny
OpenCV (viz níže).
3.2 OpenCV
OpenCV je open source knihovna poskytující široké možnosti pro práci s obrazem
a strojové učení. Obsaženo je přes 2500 [46] algoritmů, které lze použít od základních
úprav obrazu až po rozpoznávání a sledování tváří, činností, objektů apod. Díky
C, C++, C, Python, MATLAB a Java rozhraní je možné toto knihovnu využívat
na platformách Windows, Linux, Mac OS, iOS a Android. Distribuována je pod
licencí Apache 2.0, která dovoluje tuto knihovnu bezplatně používat, modifikovat
a tyto modifikované verze dále šířit (a to i pod jinou licencí než Apache, pokud jsou
její podmínky v souladu s licencí Apache). [45]
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3.2.1 OpenCV pro Android
Pod označením OpenCV4Android SDK je spolu s hlavní (C++) knihovnou pra-
videlně vydávána portovaná verze OpenCV pro OS Android. Aktuální vydání4
OpenCV4Android SDK sestává z následujících součástí:
OpenCV-2.4.9-android-sdk
apk
OpenCV_2.4.9_binary_pack_armv7a.apk
OpenCV_2.4.9_Manager_2.18_XXX.apk
doc
samples
sdk
etc
java
native
3rdparty
jni
libs
armeabi
armeabi-v7a
x86
LICENSE
README.android
Obr. 3.2: Součásti a členění OpenCV4Android. Nakresleno podle [47].
• apk - adresář obsahuje aplikaci OpenCV Manager ve verzích pro architek-
tury ARM-v5, ARM-v7a, MIPS a x86. Aplikace umožňuje sdílení jednotlivých
součástí knihovny mezi více aplikacemi na jednom zařízení
• doc - dokumentace
• samples - ukázkové zdrojové kódy aplikací, které lze spolu s knihovnou impor-
tovat do vývojového prostředí Eclipse IDE a odtud snadno přeložit a spustit
na mobilním zařízení. Vyžadují instalaci OpenCV Manageru.
• sdk - nejdůležitější adresář obsahující OpenCV API a potřebné knihovny pro
Android
• LICENSE - licenční ujednání
• README.android - odkaz na <http://http://opencv.org/android>.
4Ve verzi 2.4.9 ke dni 13. 5. 2014
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3.3 ZXing
ZXing je multiformátová open source knihovna pro zpracování čárových i 2D kódů
cílená především na použití v mobilních telefonech. Stejně jako OpenCV je i ZXing
dostupný pod licencí Apache License 2.0. V současné době jsou podporovány násle-
dující formáty kódů:
Tab. 3.1: Podporované formáty kódů [48]
UPC-A Code 39 QR kódy
UPC-E Code 93 RSS-14*
EAN-8 Code 128 RSS Expanded**
EAN-13 Codabar Aztécké kódy***
ITF Data Matrix PDF 417***
* všechny varianty; ** většina variant; *** ve stádiu vývoje
Aktuální vydání knihovny5 obsahuje mimo jiné následující komponenty [48]:
• core - obsahuje základní součásti pro dekódování
• android - předpřipraven základní klient pod názvem Barcode Scanner pro
Android ve formě snadno importovatelného projektu do vývojového prostředí
Eclipse IDE
• android-integration - sestavení kódů pro usnadnění integrace Barcode Scan-
neru do vlastní aplikace
3.4 Realizace čtečky QR kódů s použitím kniho-
ven OpenCV a ZXing
Následující podkapitola dokumentuje, jakým postupem byla vytvořena a jak funguje
čtečka QR kódu pro OS Android za použití knihoven OpenCV a ZXing. Pro práci
bylo nezbytné nainstalovat a nakonfigurovat následující nástroje:
• Android Software Developer Kit (SDK) a Native Development Kit(NDK)
• Java Development Kit (JDK)
• Eclipse IDE
• doplňky Android Development Tools (ADT) a C/C++ Development Tooling
(CDT) pro Eclipse IDE
5Ve verzi 3.0.0 ke dni 12. 5. 2014
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3.4.1 Vytvoření projektu a propojení s knihovnami
Z měření společnosti Google vyplývá, že na 99% aktivních zařízení disponuje OS
Android ve verzi 2.2 nebo novější [49]. Knihovna OpenCV zároveň ke svému chodu
vyžaduje alespoň verzi 2.2. Proto byla tato verze nastavena při vytvoření projektu
jako nezbytné minimum a na starších verzích OS Android tedy výslednou aplikaci
nelze běžným způsobem nainstalovat.
Obr. 3.3: Nastavení nového projektu pro OS Android v Eclipse IDE s ADT.
Ihned po vytvoření byla k projektu z důvodu zpětné kompatibility automaticky
přidružena knihovna „appcompat v7“. Pod nabídkou »Project | Properties | Android
| Add« byl k projektu dále přidruženy knihovny OpenCV a ZXing.
Pro plné propojení projektu s knihovnou OpenCV byla nakonec provedena všechna
potřebná nastavení tak, jak jsou popsána v dokumentaci [47], [50] a [51].
3.4.2 Nativní část
Veškeré operace pro předzpracování obrazu (viz obrázek 2.1), zahrnující prahování,
erozi a další úpravy až po maskování neostrosti (včetně), jsou napsány v jazyku
C++. Výstupem této části je dvojice OpenCV objeků typu Mat:
1. jednokanálový obraz QR kódu o velikosti 200× 200 obrazových bodů
2. čtyřkanálový obraz z kamery pro zobrazení na displeji, který je doplněn o ná-
hled QR kódu po předzpracování
3.4.3 Dekódování pomocí ZXing
Každý detekovaný objekt v obraze, který je vyhodnocen jako možný QR kód, je poté
dekódován již plně v jazyce Java. Převod z objektu Mat do javovského formátu An-
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droid Bitmap je realizován pomocí OpenCV metody matToBitmap. ZXing následně
obraz binarizuje a provede pokus o dekódování.
3.4.4 Popis výsledné aplikace
Ihned po spuštění je aplikace v režimu „QR Reader“. To znamená, že je možné
běžným způsobem číst QR kódy tak, jak ukazuje obrázek 3.4.
Objekty v obraze, které jsou vyhodnoceny jako možný QR kód, jsou po předzpra-
cování zobrazeny v levém horním rohu. Pokud je zároveň detekovaný QR kód úspěšně
dekódován, obsah kódu se zobrazí na displeji (bílý text na modrém pozadí) a sou-
časně je zkopírovaná do schránky zařízení pro další použití.
Obr. 3.4: Prostředí aplikace po úspěšné detekci a dekódování QR kódu
Stisknutím tlačítka MENU (případně delší podržení tlačítka pro zobrazení na-
posledy spuštěných aplikací) na zařízení je dále možné vyvolat nabídku (viz obrá-
zek 3.5) a přepnout do některého z následujících mezikroků předzpracování obrazu:
• RGBA - zobrazí se pouze barevné snímky tak, jak přicházejí z kamery
• Gray - snímky v odstínech šedi
• Adapt. th. - výsledek po adaptivním prahování snímků
• Otsu - výsledek po prahování snímků za použití metody Otsu
• Erode - obraz po osminásobné erozi
• Contours - zobrazení detekovaných kontur
• Squares - zobrazení detekovaných čtyřúhelníků
• Persp. trans. - aplikace perspektivní transformace na detekované čtyřúhel-
níky
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Obr. 3.5: Rozbalovací nabídka pro přepnutí zobrazení do některého mezikroku
předzpracování obrazu
3.5 Porovnání s ostatními čtečkami
Pro zhodnocení vlivu použitých metod předzpracování obrazu na úspěšnost dekó-
dování QR kódu, bylo provedeno srovnání s jinými, běžně dostupnými čtečkami
QR/čárových kódů pro OS Android. Srovnávána byla robustnost vůči tvarovému
zkreslení QR kódu a schopnost dekódování při pohybu zařízení s nainstalovanou
čtečkou. QR kód byl v obou případech umístěn doprostřed zorného pole kamery
tak, aby nedocházelo ke znevýhodnění čteček s vymezeným prostorem pro snímání
kódu.
3.5.1 Metodika snímání QR kódu s tvarovým zkreslením
V tomto případě se kamera zařízení s nainstalovanými čtečkami pohybuje vůči QR
kódu pod různě velkým úhlem 𝛼. Vzdálenost QR kódu a čočky kamery, označená
jako 𝑎, zůstává zachována. Situaci znázorňuje obrázek 3.6:
Obr. 3.6: Znázornění vzájemné pozice kamery a QR kódu pod různým úhlem.
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Naměřené výsledky:
Pokud nebyl QR kód v měřeném 10° intervalu úspěšně dekódován, bylo měření
na daném intervalu označeno červeným křížkem. Symbol zeleného zatržítka značí
úspěšné dekódování. Poznámka pod čarou udává hodnotu úhlu 𝛼, kdy byl QR kód
prvně dekódován (zaokrohleno na jednotky). Výsledky shrnuje tabulka 3.2.
Tab. 3.2: Výsledky úspěšnosti dekódování porovnávaných čteček při tvarovém zkres-
lení QR kódu verze 2 (25× 25 modulů) s fyzickými rozměry 5× 5 cm a zakódovaným
URL: http://www.vutbr.cz.
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3.5.2 Metodika snímání QR kódu za pohybu
Kamera zařízení s nainstalovanými čtečkami se pohybuje rychlostí 𝑣 nad QR kódem
po pevné dráze mezi body 𝐴 a 𝐵 (viz obrázek 3.7). QR kód se nachází přibližně
v polovině dráhy 𝑑.
Rychlost 𝑣 byla počítána podle vztahu
𝑣 = 𝑑
𝑡
, (3.1)
kde 𝑑 značí dosaženou vzdálenost v metrech a 𝑡 uplynulý čas v sekundách. Měření
rychlosti pro každý řádek tabulky 3.3 proběhlo celkem 5×.
Obr. 3.7: Znázornění pohybu kamery nad QR kódem.
Naměřené výsledky:
Pokud nebyl QR kód úspěšně dekódován, bylo měření v tabulce 3.3 pro danou
rychlost 𝑣 označeno červeným křížkem. Symbol zeleného zatržítka značí úspěšné
dekódování.
Použitá zařízení a pomůcky
• Mobilní telefon Samsung Galaxy S4 mini, S/N: RF13B7IT27F
• Stavebnice Merkur
• Hodinky se stopkami TAG Heuer CT1111
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Tab. 3.3: Výsledky úspěšnosti dekódování porovnávaných čteček za pohybu. QR kód
byl verze 2 (25× 25 modulů) s fyzickými rozměry 5× 5 cm a zakódovaným URL:
http://www.vutbr.cz.
3.6 Publikování
Finální verze aplikace byla pod názvem „Advanced QR Code reader“ publikována
v obchodě Google Play. Čtečku si tak lze stáhnout z webového prostředí obchodu
(odkaz: https://play.google.com/store/apps/details?id=cz.martinkubik.qrreader) nebo
na mobilním zařízení skrze oficiální aplikaci Google Play.
Pro úspěšné stažení a instalaci aplikace je nutné, aby zařízení splňovalo následu-
jící minimální požadavky:
• Verze OS Android: 2.2 nebo novější
• Požadovaný hardware: fotoaparát
• Paměť pro uložení aplikací: alespoň 10 MB volného místa
Dále byly uvolněny veškeré zdrojové kódy na server GitHub. Odkaz na stránku se
zdrojovým kódem: https://github.com/martin-kubik/Advanced-QR-Code-reader.git.
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Obr. 3.8: Stránka čtečky Advanced QR Code reader na webu Google Play.
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4 ZÁVĚR
Výsledkem práce je funkční čtečka QR kódů pro OS Android verze 2.2 nebo no-
vější, která v celém zorném poli kamery aktivně potlačuje vliv tvarového zkreslení
a pohybového rozostření QR kódu. Protože je zpracováván celý obraz a ne jen jeho
vymezená část, může se hledaný kód nacházet kdekoliv ve scéně a při libovolném
natočení.
Stěžejní část čtečky předzpracovávající obraz z kamery staví na využívání algo-
ritmů z knihovny OpenCV. To umožnilo poměrně jednoduché a intuitivní vytvoření
řetězce na sebe navazujících metod, pomocí kterých je vstupní šedotónový obraz
nejprve prahován a binární výstup poté sedminásobně erodován. Jak bylo ukázáno,
QR kód po takovéto úpravě nabývá podoby přibližně pravidelného plného čtyřúhel-
níku, který je možné v obraze detekovat. Po aproximaci stran tohoto čtyřúhelníku
dostáváme potřebné souřadnice čtyř vrcholů, které jsou vstupem pro výpočet trans-
formační matice perspektivní transformace. Tato operace je následně aplikována
na původní, šedotónový obraz, čímž získáváme QR kód s potlačeným tvarovým
zkreslením.
Pro potlačení pohybového rozostření kódu je následně aplikovaná metoda zvaná
maskování neostrosti. Ačkoliv tato metoda zvýrazňující kontury nepřináší do obrazu
žádné další informace, byl ověřen pozitivní vliv na úspěšnost dekódování. V konečné
fázi tohoto řetězce je samotného dekódování docíleno voláním metod z knihovny
ZXing. Úspěšně dekódovaná informace je zobrazena na displeji a zároveň automa-
ticky zkopírována do schránky pro případné další použití. Při sestavování předsta-
veného řetězce zpracování práci výrazně napomohla otevřená a výborně zpracovaná
dokumentace k oběma použitým knihovnám i platformě Android.
Pro zhodnocení vlivu sestaveného řetězce předzpracování obrazu na úspěšnost de-
kódování QR kódu, bylo provedeno srovnání se čtveřicí dalších čteček QR/čárových
kódů pro OS Android. Z tabulky 3.2 vyplývá, že za daných testovacích podmínek
dokázala vytvořená čtečka dekódovat QR kód s největším tvarovým zkreslením.
Další provedený test, jehož výsledek shrnuje tabulka 3.3, ukazuje, že vytvořená
QR čtečka společně se čtečkou od firmy Seznam.cz, a.s. dokáže QR kód dekódovat
i při pohybu čtečky rychlostí 0,556 m·s−1 vůči snímanému kódu. Ostatní čtečky
v tomto testu selhaly už při rychlostech 0,025 m·s−1, 0,250 m·s−1 a 0,400 m·s−1.
Výpočetní náročnost předzpracování však citelně snižuje plynulost překreslování
obrazu na displeji. Jak ukazuje obrázek 2.15, počet snímků zobrazených za jednu
vteřinu se při dekódování pohybuje pouze okolo šesti. Výsledný dojem z plynulosti
snímání je tak u vytvořené QR čtečky nejhorší ze všech srovnávaných čteček.
Z výše uvedeného postupu předzpracování obrazu vyplývá, že pro detekci není
využita trojice kotvících bodů, kterou každý QR kód obsahuje a která slouží právě
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k detekci kódu v obraze. Od záměru využití kotvících bodů bylo již na počátku
práce upuštěno především z důvodu omezování maximální velikosti snímku ze strany
OpenCV. Ačkoliv tedy kamera testovacího zařízení (mobilní telefon) podporovala
rozlišení až 1920× 1088 obrazových bodů při 30 snímcích za sekundu, pracovat bylo
možné pouze s obrazem o rozměrech 800× 480 obrazových bodů. Malé objekty,
jakým kotvících bod je, tedy nejsou v obraze tak zřetelné, jako celý QR kód po ně-
kolikanásobné erozi, viz obrázek 2.7. Je však pravděpodobné, že se vzrůstajícím
výkonem mobilních zařízení bude toto omezení v některé z dalších verzí OpenCV
odstraněno. Mohly by tak být účinně potlačeny případy detekce objektů, které QR
kódem nejsou a které současný řetězec předzpracování obrazu za možný QR kód
považuje, jak dokládá obrázek 2.9.
Další možné vylepšení, o kterém bylo uvažováno, ale nakonec nebylo realizováno,
je využití dnes již běžných součástí mobilních zařízení – pohybových senzorů. Jak
dokládá například výzkum na Ústavu teorie informace a automatizace AV ČR [29],
lze data z těchto senzorů využít k sestavení bodové rozptylové funkce PSF a násled-
nou dekonvolucí rozostřeného obrazu s PSF docílit doostření v téměř reálném čase.
Z principu se však tato metoda nejeví jako vhodná tam, kde se pohybuje QR kód
a zařízení se čtečkou je stacionární.
Jako další použitelná, avšak zároveň v současnosti na výpočetní výkon vysoce
náročná [30] metoda pro doostřování obrazu se jeví tzv. vícekanálová slepá dekon-
voluce, pracující s více (rozostřenými) snímky stejné scény.
Experimentováno bylo krátce s implementací některé z knihoven pro práci s rozší-
řenou realitou (ARToolKit, ArUco, AndAR, Vuforia a další). Použitím těchto kniho-
ven je možné v obraze detekovat vyhledávací značky, ne nepodobné QR kódům,
případně jejich kotvícím bodům. Tyto knihovny jsou však zpravidla vydávány pod
méně svobodnou licencí, než je tomu u OpenCV a ZXing.
Představený řetězec metod předzpracovávající obraz a na něm založená QR
čtečka ukazují jednu z řady cest, jakým bylo možné zadání práce naplnit. Použité
metody pro potlačení tvarového i pohybového zkreslení QR kódu jsou principiálně
jednoduché, ale jak bylo v přímém srovnání s dalšími čtečkami ověřeno, účinné.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
* symbol pro operaci konvoluce
⊖ symbol pro operaci eroze
1D jednorozměrný – one-dimensional
2D dvourozměrný – two-dimensional
A Houghův prostor
ADT sada vývojových nástrojů pro Android – Android Development Tools
API rozhraní pro programování aplikací – Application Programming
Interface
AV ČR Akademie věd České republiky
C programovací jazyk
C++ programovací jazyk odvozený od C
CMOS Complementary Metal Oxide Semiconductor
CCD nabité vázané prvky – Charge coupled device
DVM virtuální stroj zvaný Dalvik – Dalvik Virtual Machine
EAN evropské číslo obchodní položky – European Article Number
fps počet snímků za sekundu – Frames Per Second
GNU grafické uživatelské prostředí – Graphical User Interface
HT Houghova transformace
HTC značka výrobce mobilních zařízení – High Tech Computer Corporation
IDE Vývojové prostředí – Integrated Development Environment -
iOS označení mobilního operačního systému od společnosti Apple Inc.
ISO Mezinárodní organizace pro normalizaci – International Organization
for Standardization
LoG Laplacian of Gaussian
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NDK sada vývojových nástrojů pro použití nativního zdrojového kódu v
C/C++ pro Android – Native Development Kit
OpenCV Open Source Computer Vision
PDF 417 kód Portable Data File 417
PSF bodová rozptylová funkce – Point Spread Function
QR rychlá odezva – Quick Response
RGB barevný model ze složek červené, zelené a modré – Red, Green, and
Blue
RGBA barevný model ze složek červené, zelené, modré a alfa kanál A s
informací o průhlednosti obrazového bodu – Red, Green, Blue and
Alpha
RSS kód Reduced Space Symbology
SDK sady vývojových nástrojů – Software Development Kit
SSL vrstva bezpečných socketů – Secure Sockets Layer
UPC univerzální kód produktu – Universal Product Code
URL řetězec znaků s definovanou strukturou – Uniform Resource Locator
X11 software, který umožňuje vytvořit grafické uživatelské prostředí
XML rozšiřitelný značkovací jazyk – Extensible Markup Language
Y intenzita šedé
e Eulerovo číslo
𝑓(𝑥, 𝑦) 2D obrazová funkce
𝐺(𝑥, 𝑦) Gaussova funkce
Δ rozdíl – diference
∇ gradient
𝜕 parciální derivace
𝜓 úhel
𝜌 délka normály přímky k počátku souřadnicového systému x,y
𝜃 úhel mezi normálou přímky a osou x
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A APLIKACE A ZDROJOVÉ KÓDY
Na přiloženém CD se nachází kompletní elektronická verze práce ve formátu PDF
a výsledná APK aplikace pro OS Android verze 2.2 nebo novější spolu s veškerými
vytvořenými zdrojovými kódy ve formě Eclipse projektů.
55
B SROVNÁVÁNÍ ROBUSTNOSTI ČTEČEKVŮČI
TVAROVÉMU ZKRESLENÍ QR KÓDU
Obr. B.1: Sestava pro měření úhlu při snímání QR kódu.
56
C PRŮBĚH SROVNÁVÁNÍ SCHOPNOSTI ČTE-
ČEK DETEKOVAT QR KÓD ZA POHYBU
Obr. C.1: Sestava pro měření schopnosti čteček dekódovat
QR kód za pohybu.
57
D DETAIL PRŮBĚHU SROVNÁVÁNÍ SCHOP-
NOSTI ČTEČEK DETEKOVAT QR KÓD ZA
POHYBU
Obr. D.1: Mobilní telefon s nainstalovanými čtečkami pro-
jíždějící nad QR kódem při srovnávání schopnosti čteček
dekódování za pohybu.
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