Let g(k) be the least integer > k + 1 such that all prime factors of ( k) are greater than k . The function g(k) appears to show quite irregular behavior and is hard to compute. This paper describes a method of computing g(k), using sieving techniques, and provides a table of values of g(k) for k < 140.
Introduction
In a symposium on computers in number theory held in 1969, Erdös [3] presented a paper consisting of problems he felt might be approachable by computational techniques. One of these was to determine an estimate for g(k), where g(k) is the least integer (> k + 1) such that all the prime factors of ( g[k) ) must exceed k. In a subsequent paper, Ecklund, Erdös, and Selfridge [2] provided a table of values of g(k). This table is complete for k < 40 ; also, three more entries are present for k = 42, 46, and 52. These are all the values of g(k) < 2500000 when k < 100.
Very little seems to be known about the behavior of g(k). It appears to increase rather rapidly with increasing k , and it is difficult to compute. Thus, it was thought that a larger table of g(k) might prove to be useful. The purpose of this paper is to discuss a method of computing g(k) by using sieving techniques, and to provide a complete table of values of g(k) for all k < 140.
We begin with a brief discussion of the generalized sieving problem. In general, a sieving problem P defines h linear congruences x = rh ,rh, ... , rin¡ (mod ra,) (i = 1, 2, ... , h; I < n¡ < m¡),
where the moduli mx,m2, ... , zri/, are positive integers. It may be assumed that the m, are relatively prime in pairs, and that each set of admissible residues R¡ = {/í,, r¡2, ... , rin) contains distinct, nonnegative integers less than m¡. The solution set S(P) for P is defined to be all integers x that lie within an interval or range specified by P, say A < x < b , such that
and satisfy any additional restrictions placed on ^ by P.
It is possible to construct very fast special purpose machines for finding solutions to sieve problems. Recently, Stephens and Williams [5] have described such a device, called OASiS. OASiS will search for values of x satisfying a sieving problem at the rate of 215 000000 trials per second. It should be pointed out that OASiS is just the most recent in a long series of such machines. For a history of the developments, we refer the reader to [5] . When sieving mechanisms are in use, it is customary to call the sets of admissible residues R¡ rings modulo m i and the process of determining values which should be in the i?, sets loading the rings. The execution of any sieve problem is made up of two phases: (1) loading the rings, (2) searching for the solution. The process of searching for a solution is performed by first producing values in the range satisfying (1.1) and then determining whether these values satisfy any additional restrictions. This latter operation is called filtering.
In the next sections we will show how the problem of determining g(k) can be converted to a sieve problem.
The algorithm
We need to determine the minimal number n > k + 1 such that no prime p < k is a divisor of ( \ ). In order to determine whether or not ( nk ) is divisible by a prime p , we first make use of a result which is essentially due to Kummer (see [1, p. 220] ). Then the e, are the "carry-overs" when performing the subtraction of k from zz in base p , and we have n-k = ^cipi -pt+xe, i=0 and 0 < c, < p. Since n -k > 0, we must have s, = 0, and we have found that the base-p representation of n -k is given by
We can now use the well-known theorem of Legendre on the highest power of p which divides the factorial of an integer to find that '°»G). 
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In order to make use of this past result, we need to be able to compute the coefficients of k in base p. If k = YlT=o a'P' > where m is such that pm < k < pm+x, i.e., z« = [logp k\ = [log/c/log/zj > 1, then the coefficients a¡ (i = 0, I, ... , m) can be easily computed by putting a0 = k (mod p) (0 < a0 < p), s0 = k, (2.1)
, . , Sii -a, ai+x = si+x (mod p) (0 < ai+x < p), sM = --.
Since we would like to convert our condition p \ ( "k ) into a sieving problem, we must determine the possible residues of zz modulo pm . Define the sets C, If we let Äm_i = {rx, r2, ... , rq), we obtain the following result.
Theorem 2. We have p \ (nk) if and only if n = rx, r2, ... , rq (mod pm) and [n/pm\ (mod p)>am.
This gives rise to the following sieving algorithm for determining g(k). From this it is easy to show that Bi = {pi+x-l} (0<i<a-l).
From our earlier results it is easy to deduce that p \ (k ) only if zz (mod pa) £ 5a_i ; that is, if p \ ( nk ) then n = -1 (mod pa). Since this must be true for all prime divisors of k + 1, we see that when k + 1 is composite we must have k + l\g(k)+l. D Thus, in this case, h(k) = (g(k) + l)/(k +1) is an integer, and in fact, N = (n + l)/(k + 1) must be an integer for all possible values zz for g(k). Hence, we can increase the speed of sieving by a factor of k + 1 by sieving for h(k) instead of g(k). We now explain how this can be done. We first require In the particular case k + 1 = /zm+1 , the congruence zz = -1 (mod pm) is always satisfied, and we do not need to include the modulus pm in the sieving process. So in the case of k + 1 being composite, we can modify our earlier algorithm by changing step (3) of part (a) to: for which this holds is g(k).
The table
In Table 1 we give all the values for g(k) for k < 140 . To get some idea of how long this took to do, we point out that OASiS required 2 hours 48 minutes to compute g (111) ; it required about 11 days 11 hours to compute the largest value found, g(l39) ; and it took 5 days 1 hour to compute g(l 12). For these last two values, the sieving times slightly exceeded the expected computation times of approximately 10 days and 4 days 21 hours, respectively (based on a rate of 215 000 000 trials per second). The reason for this is that OASiS verified the contents of its rings every hour, and each such checkpoint required around 9 minutes for g(139) and 2 minutes for g(H2). The checkpoints for g(l39) took significantly more time than those for g(112), since k = 139 required more congruences, so there were more rings to verify. We note here that in the cases of k = 111 and k = 139, sieving for h(k) did in fact achieve a speedup of roughly k + I relative to the expected time of sieving for g(k).
In [4] , Erdös pointed out that the values of g(k) appear to grow much faster than the lower bound kx+c given in [2] , where c is a positive constant. Our computations seem to confirm this. 
