Gebäudemanagementsoftware auf Basis des OSGi-Standards by Vandenhouten, Ralf & Kistel, Thomas
56
TFH Wildau, Wissenschaftliche Beiträge 2008
Gebäudemanagementsoftware auf Basis 
des OSGi-Standards
Ralf Vandenhouten, Thomas Kistel
Zusammenfassung
Der OSGi-Standard wurde für die Entwicklung kom-
ponentenbasierter Software in Java spezifi ziert. In 
diesem Artikel wird eine Architektur für Gebäude-
managementsoftware vorgestellt, die auf Basis von 
OSGi entwickelt wurde. Grundlage der Client-Server-
Architektur des entwickelten Systems ist das Eclipse-
Framework, das mit Equinox eine Implementierung 
des OSGi-Standards liefert. Die verwendeten OSGi-
Technologien ermöglichen eine modulare Integrati-
on unterschiedlicher Gebäudemanagement-Geräte 
verschiedener Hersteller in die Softwareplattform und 
dessen einheitliche Steuerung und Visualisierung. 
Die Client-Anwendung des Systems profi tiert dabei 
von der komfortablen Benutzeroberfl äche der Eclipse 
Rich-Client-Platform. Das Ergebnis ist eine fl exibel ein-
setzbare Softwarelösung für ein breites Anwendungs-
spektrum, das von der Überwachung von Indust-
rie- und Bürogebäuden bis hin zu Privathäusern mit 
Touch-Display-Bedienung reicht. Wesentliche Vorteile 
der Lösung sind die kontextsensitive Informationsbe-
reitstellung sowie die Unterstützung und Automatisie-
rung der Prozesse im Gebäudemanagement.
Der Artikel geht auf die technologischen Hintergrün-
de des Software-Systems ein und stellt die betriebs-
wirtschaft lichen Anwendungsfälle vor.
Abstract
The OSGi-Standard was designed for the component-
based development of software applications in Java. The 
architecture of a facility management software which 
was developed based on OSGi is presented in this article. 
Basis of the client-server architecture of the developed 
system is the Eclipse framework which provides an im-
plementation of the OSGi standard with Equinox. The 
OSGi technologies used allow for a modular integration 
of different facility management devices of different 
manufacturers into the software platform, and enable 
a consistent control and visualization. The client appli-
cation of the system benefi ts from the comfortable user 
interface of the Eclipse Rich-Client-Platform. The result is 
a fl exible software solution for a wide application range 
that reaches from the supervision of industry and offi ce 
buildings to private houses and touch display operation. 
Context-sensitive provision of information as well as the 
assistance and automation of the processes in the facility 
management are the essential advantages of the solu-
tion.
In this article the reader will be introduced into the tech-
nological backgrounds of the software system. Further-
more the business use-cases of the software application 
will be explained. 
1  Einleitung
Der Begriff Facility Management wird aus dem Engli-
schen oft direkt als »Gebäudemanagement« übersetzt. 
Facility Management ist jedoch umfassender und be-
schreibt nach [1] eine Managementdisziplin zur ergeb-
nisorientierten Handhabung von Facilities und Servi-
ces. Ziele der Facility Prozesse sind u. a. die Befriedigung 
von Grundbedürfnissen von Menschen am Arbeitsplatz 
und die Unterstützung der Kernprozesse von Unterneh-
men. Facility Management betrachtet dabei den gesam-
ten Lebenszyklus von Facilities: vom Planen, Erstellen, 
Gebäudemanagement bis zum Abriss der Liegenschaft. 
Gebäudemanagement ist somit nur ein Teil von Facility 
Management, wenngleich aber der komplexeste. Ge-
bäudemanagement lässt sich in folgende drei Kernbe-
reiche untergliedern:
 technisches Gebäudemanagement
 kaufmännisches Gebäudemanagement
 infrastrukturelles Gebäudemanagement
Das technische Gebäudemanagement wurde in den 
letzten Jahren in erster Linie durch die informations-
technischen Entwicklungen der Gebäudetechnik und 
Gebäudeleittechnik geprägt. Am Markt existiert eine 
Reihe von Softwarewerkzeugen für das Gebäudema-
nagement. Der Großteil dieser Softwarewerkzeuge ist 
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herstellerspezifi sch oder auf bestimmte Lösungszwecke 
zugeschnitten. An der Technischen Fachhochschule 
Wildau wurde zusammen mit der ixellence GmbH und 
der Gemtec GmbH die Gebäudemanagementsoftware 
Wotan entwickelt, die die Kontrolle und Verwaltung 
unterschiedlicher Gebäudeanlagen ermöglicht. Hierzu 
gehören unter anderem 
 Einbruchmeldeanlagen
 Brandmeldeanlagen
 Überwachungskameras
 Schaltsysteme
 Telefonanlagen
Zusammen ergibt dies ein fl exibles Gesamtsystem, 
welches sich in sehr unterschiedlichen Bereichen, wie 
in Einkaufscentern, Banken, Bürogebäuden, Bundes-
wehrkasernen, aber auch Privathäusern einsetzen lässt.
2  Anforderungen
Die Anforderungen an ein solches Softwaresystem sind 
vielfältig. Eines der Kernkriterien ist die Integration un-
terschiedlicher Gebäudetechniken von verschiedenen 
Herstellern. Diese müssen gemeinsam auf einer grafi -
schen Oberfl äche einer PC-Anwendung (Client) darge-
stellt werden, sodass der Nutzer schnell einen Überblick 
über alle technischen Anlagen im Gebäude bekommt. 
Weiterhin muss die Möglichkeit bestehen, mehrere Cli-
ents starten zu können. Die Konfi guration aller Anlagen 
soll aber dennoch zentral erfolgen. Gleichzeitig besteht 
die Einschränkung, dass nicht alle Gebäudeanlagen di-
rekt an einen Server angeschlossen werden können, da 
sich die Anlagen teilweise in verschiedenen Gebäuden 
befi nden. Aus diesem Grund ist auch eine Benutzerver-
waltung erforderlich, da nicht jeder Client alle Anlagen 
aus allen Gebäuden verwalten darf.
Eine Basisfunktion des Softwaresystems ist die Dar-
stellung der Zustände der einzelnen Gebäudeanla-
gen auf der grafi schen Oberfl äche der jeweiligen PC-
Anwendung. Weiterhin sollen diese Zustände ggf. 
verändert (geschaltet bzw. gesteuert) werden können. 
Als anschauliches Beispiel kann hier eine Einbruch-
meldeanlage (EMA) genannt werden. Die Zustände der 
einzelnen Melder und Sensoren werden in einer grafi -
schen Ansicht dargestellt. Außerdem soll in der PC-An-
wendung ersichtlich sein, ob die EMA scharf (löst bei 
Einbruch einen Alarm aus) oder unscharf (löst keinen 
Alarm aus) ist. In Bürogebäuden werden Alarmanlagen 
oftmals während der Betriebszeiten unscharf gestellt, 
um Fehlalarme zu vermeiden. Außerhalb der Betriebs-
zeiten (insbesondere am Wochenende) werden diese 
scharf geschaltet, um bei Einbruch einen Alarm zu sig-
nalisieren. Scharf und unscharf Schalten einer Ein-
bruchmeldeanlage sind somit ein täglich wiederkeh-
render Prozess, der automatisiert erfolgen kann. Aus 
diesem Grund müssen bestimmte Steuerungsaktionen 
des Softwaresystems auch zeitgesteuert ausgeführt wer-
den können.
3  Lösungskonzept
Das Softwaresystem Wotan wurde auf Basis der Eclip-
se Rich-Client-Platform (RCP) [2] entwickelt. Eclipse war 
ursprünglich nur eine Entwicklungsumgebung für 
die Programmiersprachen Smalltalk und Java und fi r-
mierte unter dem Produktnamen Visual Age von IBM. 
Heute wird das Eclipse-Projekt unter eclipse.org, einer 
Nonprofi t-Organisation, betrieben. Eclipse wurde auf 
Basis einer offenen und erweiterbaren Plugin-Struktur 
entwickelt, von der man schnell erkannte, dass diese 
auch für die generische Entwicklung anderer Anwen-
dungen genutzt werden kann. Da in Eclipse alle Funk-
tionen in unterschiedlichen Plugins realisiert sind, ist 
es auch möglich, Eclipse durch eigene Plugins zu erwei-
tern oder als Grundlage für eine eigene Applikation zu 
verwenden (Eclipse Rich-Client Anwendung).
Mit der Version 3.0 wurde Eclipse vollständig restruk-
turiert und die Ablaufplattform auf Basis von OSGi (Open 
Service Gateway Initiative) [3] gestellt, die das Kernstück 
von Eclipse bildet. Vom OSGi-Standard existieren un-
terschiedliche kommerzielle und nicht-kommerzielle 
(Open Source) Implementierungen. Im Eclipse-Projekt 
wird die OSGi-Implementierung unter dem Namen 
Equinox betrieben. Bei OSGi-basierten Anwendungen 
werden die Funktionen in einzelnen Bundles gekapselt. 
Das OSGi-Framework besteht dabei selbst aus ein oder 
mehreren System-Bundles (vgl. Abbildung 1).
Abb. 1: OSGi-Architektur
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Der OSGi-Standard bietet daher ein solides Rahmen-
werk für die Modularisierung von Software-Applikati-
onen. Ein großer Vorteil von OSGi ist, dass die Bundles 
dynamisch zur Laufzeit gestartet und gestoppt werden 
können, ohne dabei die Anwendung neu starten zu 
müssen. Dies ist insbesondere bei Serveranwendungen 
ein großer Vorteil, da dadurch ein unterbrechungs-
freier Betrieb gewährleistet wird. Weiterhin können 
auch Aktualisierungen (Updates) für einzelne Bundles 
während der Laufzeit durchgeführt werden. Neben 
der Bundle-Technologie bilden die OSGi-Services eine 
weitere wichtige Komponente dieser Architektur. Je-
des Bundle kann eigene Services exportieren, die von 
anderen Bundles dynamisch geladen und verwendet 
werden können.
Bei Eclipse Rich-Client-Anwendungen entspricht je-
des Plugin immer einem OSGi-Bundle. Eclipse-Plugins 
besitzen somit immer den Funktionsumfang, den der 
OSGi-Standard defi niert. Darüber hinaus gibt es bei 
Eclipse-Plugins einen Extension-Point-Mechanismus, 
mit dem es möglich ist, ein Plugin durch andere Plug-
ins zu erweitern. Dieser mächtige Mechanismus ist ei-
ner der Hauptgründe für die große Verbreitung der Ec-
lipse Rich-Client-Platform bei der Entwicklung eigener 
Anwendungen. Die populärsten Anwendungen, die auf 
Basis von Eclipse RCP entwickelt wurden, sind sicher-
lich die Jet Propulsion Laboratory Tools der NASA [4], 
die u. a. bei Steuerungsfunktionen in Mars-Missionen 
eingesetzt werden, und IBM’s Lotus Notes, welches seit 
der Version 8 auf Eclipse RCP basiert.
4  Nutzungsmöglichkeiten von Eclipse 
und OSGi
Zur Realisierung der genannten Anforderungen wurde 
eine Client-Server-Architektur gewählt, wie sie Abbil-
dung 2 zeigt. Die Gebäudeanlagen sind dabei jeweils 
an einem Anlagenserver angeschlossen, von dem ein 
oder mehrere vorhanden sein können. Die Konfi gurati-
onen der einzelnen Anlagenserver sind auf einem zen-
tralen Konfi gurationsserver hinterlegt. Die grafi sche 
Benutzeroberfl äche des Gebäudemanagementsoftware 
Wotan ist auf dem Client installiert, der ebenfalls Kon-
fi gurationsdaten, wie Benutzerdaten, vom Konfi gurati-
onsserver lädt und sich zu verschiedenen Anlagenser-
vern verbinden kann.
Abb. 2: Client-Server-Architektur des Wotan-Systems
Es existieren also drei verschiedenen Anwendungen, 
die das Wotan-System bilden:
 Client: grafi sche Benutzeroberfl äche und Interaktio-
nen
 Anlagenserver: Verbindungsschnittstelle zu den Ge-
bäudeanlagen
 Konfi gurationen: zentrales Laden und Speichern von 
Konfi gurationsdaten
Die Kommunikation der Anwendungen untereinan-
der erfolgt TCP-basiert und meist über Ethernet. Mög-
lich ist auch die Anbindung der Anlagenserver an das 
System, z. B. über ISDN-Leitungen.
Während die Client-Applikation eine grafi sche Be-
nutzeroberfl äche (GUI) auf Basis von Eclipse RCP be-
sitzt, kommen die beiden Server-Applikationen ohne 
GUI aus. Die Server-Applikationen können als reine OS-
Gi-Anwendungen betrachtet werden, obgleich sie den 
Extension-Point-Mechanismus von Eclipse verwenden. 
Die unterschiedlichen Anlagen, die an den Anlagenser-
ver angeschlossen werden können, sind softwaretech-
nisch in separaten OSGi-Bundles realisiert. Neue Geräte 
können somit einfach durch neue Bundles hinzugefügt 
werden. Die Geräte-Bundles sind selbst dafür verant-
wortlich, die Verbindungsdaten zu dem jeweiligen Ge-
rät auszulesen und sich mit der Anlage zu verbinden. Bei 
erfolgreicher Verbindung wird das Gerät an einer Gerä-
teplattform angemeldet, die dann im Wotan-System 
zur Verfügung steht. Die Geräteplattform ist für die Ver-
waltung aller an einem Anlagenserver angeschlossenen 
Geräte verantwortlich. Die Registrierung der Geräte bei 
der Geräteplattform erfolgte bislang über den Extensi-
on-Point-Mechanismus. In Zukunft soll dieser Mecha-
nismus durch OSGi-Services realisiert werden, da dieses 
Vorgehensmodell noch mehr Flexibilität liefert [5].
Bei der Clientanwendung werden ebenfalls Extensi-
on-Points verwendet, so zum Beispiel für die Integrati-
on von Wizards, Dialogen und Ansichten in die grafi -
sche Benutzeroberfl äche.
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Jedes Plugin der Clientanwendung steuert damit 
seine eigenen grafi schen Komponenten zur Gesamt-
anwendung bei. Beispielsweise existiert in der Client-
applikation ein Plugin, welches für die Erstellung und 
das Betrachten von Gebäudelageplänen verantwortlich 
ist. Dieses Plugin integriert einen Wizard zum Erstel-
len, einen Editor zum Bearbeiten und eine Ansicht zum 
Anzeigen der Lagepläne. Ist das Plugin nicht installiert, 
stehen diese Funktionen nicht mehr zur Verfügung. 
Dadurch sind die einzelnen Komponenten der Anwen-
dung lose aneinander gekoppelt, sodass keine Abhän-
gigkeiten zwischen den einzelnen Komponenten beste-
hen. Dies erhöht im hohen Maße die Wartbarkeit und 
Skalierbarkeit des komplexen Gesamtsystems.
Ein weiteres Beispiel für die Modularisierung des Ge-
samtsystems zeigt sich bei der Benutzerverwaltung. Hier 
wurde ein Core-Plugin entwickelt, das die Programmlo-
gik des Rechtesystems (Laden/Speichern von Benutzer-
daten, Überprüfung von Benutzerrechten) enthält. Die 
grafi schen Komponenten zur Einstellung der Benutzer-
rechte oder der Login-Dialog beim Client wurden in ei-
nem separaten UI-Plugin realisiert, das eine Abhängigkeit 
auf das Core-Plugin besitzt. Das UI-Plugin ist nur beim 
Client installiert, während das Core-Plugin zusätzlich 
auch beim Konfi gurationsserver installiert ist, da dort 
ebenfalls Benutzerrechte überprüft werden müssen. 
Damit werden Programmlogik und grafi sche Benutzer-
oberfl äche in separaten Plugins getrennt, die eine bes-
sere Wiederverwendbarkeit gewährleisten. Eine ähnlich 
fl exible Lösung wird auch bei anderen Funktionsmodu-
len des Systems, wie den Timern zum zeitgesteuerten 
Auslösen von bestimmten Aktionen, verwendet. Die Ti-
mer werden beim Client über einen Dialog konfi guriert 
und je nach Einstellung beim Client (z. B. Anzeige eines 
Dokuments) oder Anlagenserver (z. B. Scharfschalten 
einer Einbruchmeldeanlage) ausgeführt.
Abb. 3: Pluginstruktur des Wotan-Systems
Ein Großteil der Flexibilität der OSGi-Infrastruktur 
bzw. der Eclipse-Plugins besteht darin, dass Bundles 
der eigenen Anwendung andere Bundles dynamisch 
erweitern können. Dies kann zum einen über die OS-
Gi-Services erfolgen, zum anderen aber auch über den 
Eclipse-spezifi schen Extension-Point-Mechanismus. 
Letzterer wurde im Wotan-System verwendet, um die 
einzelnen Plugins erweiterbar zu gestalten. Die Para-
digmen zur Bereitstellung eigener Erweiterungen sind 
in [6] sehr gut beschrieben. Im Wotan-System wurden 
beispielsweise die Konfi gurationsdialoge mit Erwei-
terungspunkten ausgestattet, da a priori nicht klar ist, 
welche zusätzlichen Konfi gurationen durch das System 
später noch realisiert werden müssen. Dadurch bleibt 
die Anwendung leicht erweiterbar, ohne die Basisarchi-
tektur verändern zu müssen.
5  Anwendungsbeispiele
Die Anwendungsmöglichkeiten des Wotan-Systems 
sind äußerst vielfältig. Grundsätzlich werden in der Cli-
entapplikation zwei Betriebsmodi unterschieden:
 Designmodus: In diesem Modus können alle Konfi -
gurationseinstellungen am System vorgenommen 
werden.
 Nachrichtenmodus: Für den Überwachungsbetrieb 
der Gebäudemanagementsoftware
Abbildung 4 zeigt die Clientapplikation im Design-
modus. Hier stehen für die Konfi guration eine Reihe 
von Wizards, Dialoge und Editoren zur Verfügung.
Abb. 4: Clientanwendung im Designmodus
Durch den bereits genannten Extension-Point-Me-
chanismus können die GUI-Elemente auch in Zukunft 
durch zusätzliche Funktionen erweitert werden. Die 
wesentlichen Ansichten und Dialoge des Designmodus 
sind:
 Die Lageplanübersicht stellt alle mit dem Wizard er-
stellten Lagepläne in einer Baumansicht dar.
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 Die Modulansicht (vgl. Abbildung 5) visualisiert alle 
angeschlossenen Geräte der jeweiligen Anlagenser-
ver.
 Im Dialog für die Element-Konfi guration (vgl. Abbil-
dung 6) können alle Einstellungen für die Geräte, 
Maßnahmepläne, Folgeaktionen und Benutzerrech-
te vorgenommen werden.
 Im Timer-Dialog werden zeitgesteuerte Aktionen 
konfi guriert.
Abb. 5: Modulansicht
Die im Dialog Element-Konfi guration erstellten Maß-
nahmepläne werden im Nachrichtenmodus angezeigt, 
wenn ein bestimmter Melder in einen defi nierten Zu-
stand wechselt. So kann dem Nutzer ein Maßnahmen-
katalog angezeigt werden, wenn ein bestimmter Melder 
(z. B. Rauchmelder) ein Alarmsignal sendet. Ähnlich 
sind auch die Folgeaktionen zu betrachten, die im Ge-
gensatz zu den Maßnahmeplänen keine direkten Hand-
lungsanweisungen für den Nutzer darstellen, sondern 
Aktionen, die durch das Wotan-System automatisch 
ausgeführt werden. Folgeaktionen sind dabei beliebi-
ge Aktionen, die durch das Wotan-System ausgeführt 
werden sollen. Dies können Schaltbefehle von ange-
schlossenen Anlagen, das Öffnen oder Drucken von be-
stimmten Dokumenten oder aber auch das Öffnen von 
Kamerabildern sein.
Eine mögliche Folgeaktion für das Alarmsignal eines 
Rauchmelders kann z. B. das Ausdrucken einer Feuer-
wehrlaufkarte sein, die der eintreffenden Feuerwehr 
den Weg zum Brandherd zeigt.
Abb. 6: Konfi gurationsdialog für Wotan-Elemente
Der Nachrichtenmodus besitzt die Möglichkeit, auch 
in einem Vollbildmodus zu starten. In diesem Modus 
werden alle GUI-Elemente, wie Menüleiste oder Status-
leiste, ausgeblendet, sodass nur die Ansicht der Lage-
pläne auf dem Bildschirm sichtbar ist. Durch spezielle 
Funktions-Buttons, die auf den Lageplänen positioniert 
werden können, ist es auch möglich, die Anwendung 
als Touch-Screen-Applikation zu nutzen. Abbildung 7 
zeigt die Anwendung im Vollbild Nachrichtenmodus. 
Dargestellt ist dort eine Lageplanübersicht des Erdge-
schosses eines Gebäudes mit den verschiedenen Mel-
dern. Über die Funktions-Buttons kann zwischen den 
einzelnen Lageplänen der Gebäudeetagen navigiert 
werden.
Abb. 7: Clientanwendung im Vollbildmodus
Der Vollbildmodus wird oft bei Terminals eingesetzt, 
bei dem der Benutzer nicht die zugrunde liegende Win-
dows-Anwendung sehen soll, sondern nur ein Bedien-
panel. Einen weiteren Use-Case für den Vollbildmodus 
stellen Installationen des Wotan-Systems in Privathäu-
sern dar. Hier dienen die Funktions-Buttons nicht pri-
mär zum Navigieren zwischen verschiedenen Lageplä-
nen, sondern zum Öffnen der einzelnen Kameradialoge 
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der Überwachungskameras des Gebäudes. Abbildung 
8 zeigt den geöffneten Kamera-Dialog, der sich in ein 
Bild- und ein Steuerungsteil aufteilt. Der Bildteil des Ka-
mera-Dialoges passt sich automatisch der Bildgröße der 
Überwachungskamera an. Über die Pfeilbuttons des Ka-
mera-Dialoges kann die Kamera gesteuert werden. Mög-
lich sind je nach Kameramodell auch Zoomfunktionen 
und Fokussierung. Einige Kameramodelle unterstützen 
auch voreingestellte Kamerapositionen (Presets). Da 
diese Presets im Wotan-System auch als Folgeaktionen 
gespeichert werden, ist es möglich, ein Kamerabild mit 
einer voreingestellten Zoom- und Schwenkeinstellung 
zu öffnen. Ein häufi ger Use-Case dieser Funktion in Pri-
vathäusern ist z. B. das Öffnen des Bildes der Kamera 
des Vorderhauses, wenn an der Haustür geklingelt wird. 
Die Kamera schwenkt dann automatisch auf den Ein-
gangsbereich der Haustür, sodass die klingelnde Person 
auf dem Display der Wotan-Anwendung dargestellt 
wird. Der Benutzer kann danach entscheiden, ob er die 
Tür über die Wotan-Anwendung öffnet oder den Klin-
gelruf abweist.
Abb. 8: Kamera-Dialog
6  Fazit
Das vorgestellte Wotan-System ist eine Gebäudema-
nagementsoftware mit vielfältigen Einsatzmöglichkei-
ten in unterschiedlichen Bereichen. Die entwickelte 
Lösung ist herstellerneutral und hebt sich dadurch von 
den meisten am Markt verfügbaren Produkten ab. Ein 
großer Vorteil der Software ist die modulare Struktur 
auf Basis der Eclipse Rich-Client-Plattform und dem 
OSGi-Standard. Diese Architektur ermöglicht die fl exi-
ble Erweiterbarkeit des Systems, ohne bestehende Kom-
ponenten anpassen zu müssen. Dadurch können beste-
hende Funktionen separat erweitert werden oder neue 
Module und Geräte in das Gesamtsystem integriert 
werden. Die erstellte Softwarelösung ist so konzipiert, 
dass sich durch entsprechende Konfi gurationen sehr 
unterschiedliche Anwendungsfälle von Kunden reali-
sieren lassen, die das Facility Management im Rahmen 
des Gebäudemanagements unterstützen.
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