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ach je jednou z najznámej²ích logických hier. Jeho prvá forma pochádza zo
6. storo£ia z Indie. Po£as storo£í sa roz²íril po celom svete, postupne sa me-
nil, pridali sa nové pravidlá, vytvorila sa kopa rôznych variantov. Vºdy bol
povaºovaný za vhodný spôsob sú´aºenia logického my²lenia. Dnes je na¬ho
postavená profesionálna ²portová disciplína.
V £loveku popri tom, ºe sa chcel nau£i´ £o najlep²ie hra´, sa ukrývala aj
túºba vytvorenia stroja hrajúceho ²ach. Najznámej²í pokus patrí Wolfgan-
govi Kempelenovi, ktorý sa v 19. storo£í preslávnil so svojím ²achovým stro-
jom Turek [2]. Neskôr sa o ¬om dozvedelo, ºe to nebol ozajstný automat, ale
skrýval v sebe ²achistu. Naozajstné ²achové stroje sa vytvorili aº po prvých
po£íta£och. Prvý odborný £lánok zaoberajúci sa s touto problematikou vy²iel
v roku 1950 [10]. Necelých 50 rokov muselo uplynú´, kým prvýkrát po£íta£
vyhral zápas nad svetovým ²ampiónom: v roku 1996 program Deep Blue
porazil Garryho Kasparova v prvej hre turnaja [3].
1.1 truktúra bakalárskej práce
V kapitole 2 si ukáºeme za£iatok histórie po£íta£ových ²achov. Zavedieme
základný problém a ukáºeme moºné spôsoby rie²enia. V sekcii 2.1 opí²eme
základný algoritmus, rie²iaci ná² problém. V sekciách 2.2 aº 2.5 ukáºeme,
ako môºeme predchádzajúci algoritmus zefektív¬ova´. V sekcii 2.6 popí²eme
jeden slabý bod tohto algoritmu a ukáºeme rie²enie. Sekcia 2.7 poukazuje
na faktory, ktoré treba bra´ do úvahy pri kon²trukcii ohodnocovacej funkcie
stavov. Kapitola 3 obsahuje popis podobných projektov. Nakoniec kapitoly




Z poh©adu teórie hier, ²ach je deterministická hra (náhoda nehrá rolu) s
úplnou informáciou a s nulovým sú£tom (tzv. zero-sum game - sú£et ziskov
a strát v²etkých hrá£ov je rovný nule). V¤aka týmto vlastnostiam pre kaºdý
stav hry platí jeden z nasledujúcich tvrdení [7]:
• je výherný pre bieleho hrá£a (biely má výhernú stratégiu)
• je remízový (oba hrá£i môºu ma´ stratégiu, ktorá vedie k remíze)
• je výherný pre £ierneho hrá£a (£ierny má výhernú stratégiu).
Ke¤ by sme vedeli ur£i´ o danom stave hry, ºe do ktorej kategórie patrí, hrá£i
by mohli postupova´ pod©a optimálnej stratégie, a kaºdá hra by skon£ila rov-
nakým výsledkom. K tomu by sme potrebovali postavi´ strom hry - strom
moºných postupov hry, v ktorom uzly sú stavy hry, synovia uzla sú stavy,
ktoré môºu vzniknú´ jedným legálnym ´ahom zo stavu reprezentovaného
pôvodným uzlom, listy sú koncové stavy. O koncových stavoch vieme, ºe
do ktorej kategórie patria a ostatné stavy spiato£ne kategorizujeme pod©a
toho, £i hrá£ na ´ahu je schopný vykona´ ´ah, ktorý vedie do stavu, kde on
vyhráva, alebo aspo¬ remizuje. Priemerný po£et moºných ´ahov v danom
stave je 30 a priemerná d¨ºka jedného zápasu je 40 ´ahov pre oboch hrá£ov.
Z toho dostaneme odhad (30 ∗ 30)40 ≈ 10120 na po£et moºných postupov
hry [10]. Skon²truova´ taký strom je v sú£asnosti prakticky nemoºné, preto
dokonalú stratégiu pre ²ach nie je moºné nájs´. V¤aka tomuto faktu sa dá
táto oblas´ stále rozvíja´.
Cie©om je nájs´ £o najlep²iu stratégiu, teda algoritmus, ktorý v danom stave
hry vyberie ´ah, ktorý vedie smerom k výhre. Shannon v £lánku [10] sfor-
muloval dva moºné prístupy k tomuto problému:
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• stratégia typu A je zaloºená na tzv. ohodnocovacej funkcii, ktorá
pre daný stav hry vráti £íslo. ím je vä£²ie toto £íslo, tým je stav
lep²í pre prvého hrá£a a hor²í pre druhého. Algoritmus postaví strom
hry do ur£itej h¨bky, uzly na tejto úrovni ohodnotí. Prvý hrá£ chce
vybra´ ´ah smerujúci k najvä£²ej hodnote, druhý hrá£ k najmen²ej.
Takto spiato£ne z listov sa ohodnotia v²etky uzly a algoritmus nakoniec
vyberie ´ah.
• stratégia typu B nepostaví úplný strom v²etkých moºných ´ahov, ale
berie do úvahy len silné ´ahy, také, ktoré ove©a zmenia ohodnotenie
stavu (branie gúrky, promócia). Týmto dostane zriedkavej²í strom, a
s rovnakou výpo£tovou silou môºe preh©ada´ do vä£²ej h¨bky.
Vä£²ina úspe²nych programov je zaloºená na niektorom z týchto algoritmov.
Algoritmy typu A majú ve©kú výpo£tovú potrebu a preto môºu preh©adá-
va´ strom len do ve©mi malej h¨bky, ale zaiste vrátia ´ah smerujúci k naj-
lep²iemu moºnému výsledku v tej h¨bke. Algoritmy typu B naopak majú
men²ie potreby, preh©adávajú do vä£²ej h¨bky, ale ich efektivita závisí od
výberu preh©adávaných ´ahov. Jeden z prvých zápasov v po£íta£ových ²a-
choch sa odohrával medzi implementáciami týchto typov: v roku 1966 prog-
ram Kotok-McCarthy typu B zo Stanfordskej univerzity hral ²tyri hry proti
sovietskemu programu z Institute for Theoretical and Experimental Physics,
ktorý bol typu A. Ruský program zví´azil 3:1, a od tej doby sa algoritmy
typu A povaºovali za správny smer.
Existujú samozrejme iné prístupy, ktoré sú bu¤ optimalizáciami predchádza-
júcich algoritmov (alpha-beta a iné orezávania, opening- a endgame-tabu©ky),
alebo celkom odli²né experimenty (neurónové siete).
2.1 Minimax
Základný princíp stratégií typu A je úplne preh©adávanie stromu hry do
danej h¨bky. Hrá£i ´ahajú striedavo a majú opa£né ciele - prvý hrá£ chce
smerova´ k vysoko ohodnotenému stavu, druhý k nízkemu. Algoritmus mini-
max simuluje ich výbery: preh©adáva strom do h¨bky, na poslednej vrstve
zavolá ohodnocovaciu funkciu, získané hodnoty propaguje nahore vºdy vy-
braním minima alebo maxima z nich.
Algoritmus sa naj£astej²ie pouºíva vo forme Negamax, ktorý berie do úvahy
faktmax (ai) = −min (−ai) . Formálny popis algoritmu:
7
Negamax(stav, h¨bka):integer




for all potomok stavu do
result := max(result, -Negamax(potomok, h¨bka-1))
end for
return result
Algoritmus rekurzívne volá sám seba, preto jeho zloºitos´ môºeme mera´
po£tom volaní ohodnocovacej funkcie na poslednej vrstve. Tento po£et je
O(bd), kde b je priemerný po£et moºných ´ahov a d je h¨bka preh©adávania.
Tomu odpovedajú aj namerané hodnoty po£tu volaní ohodnocovacej funkcie
v listoch, uvedené v tabu©ke 2.1 ktoré som dostal ako priemer cez 1000 volaní
programu negamax.exe s ur£itou h¨bkou. Priemerný po£et moºných ´ahov
dostaneme ako príslu²nú odmocninu z nameraných hodnôt. Táto hodnota
vy²la menej ako 30 (priemerný po£et spomenutý v úvode tejto kapitoly),
£o môºe by´ odôvodnený tým, ºe opísanému algoritmu na konci hry môºe
dlho trva´, kým nájde cestu k matu. V týchto situáciách aspo¬ jeden hrá£
má málo moºných ´ahov. Hodnoty som meral cez celé zápasy hrané týmto
algoritmom, a tak situácie s malým po£tom moºných ´ahov dostali vä£²iu
váhu v priemere ako majú naozaj. Napriek tomu vidíme, ºe beh algoritmu
exponenciálne pred¨ºuje zvä£²ením h¨bky preh©adávania. Ak chceme dosiah-
nu´ lep²ie výsledky, musíme preh©adávanie zrýchli´.









Pri preh©adávaní stromu minimaxovým algoritmom sa £asto stane, ºe sa
preh©adávajú podstromy, ktoré nemajú ºiadny vplyv na výsledok. Uvaºujme
situáciu z obrázku 2.1 . Maximalizujúci hrá£ na prvej vrstve po preh©adá-
vaní prvého podstromu vie, ºe výsledná hodnota bude aspo¬ 4. Hodnota
druhého podstromu ale nemôºe by´ vä£²ia ako 2. Preto ostatné jeho pod-
stromy nemusíme preh©adáva´, lebo ich výsledok neovplyv¬uje hodnotu na
prvej vrstve. Vynechaním skúmania týchto podstromov by sme boli schopní
zjavne zrýchli´ beh algoritmu. K tomu potrebujeme si zapamäta´ interval
(α, β) vyhovujúcich výsledkov. Ke¤ maximalizujúci hrá£ nájde podstrom s
hodnotou vy²²ou ako β, alebo minimalizujúci hrá£ nájde podstrom s hod-
notou men²ou ako α, ostatné podstromy môºeme oreza´.
Formálny popis algoritmu:
Alphabeta(stav, h¨bka, α, β):integer
if (h¨bka = 0 or stav je koncový) then
return eval(stav)
end if
for all potomok stavu do








Pomer zrýchlenia závisí na poradí preskúmaných ´ahov. V najhor²om





Ak by sme mali optimálne zoradenie ´ahov, teda medzi v²etkými moºnými
´ahmi by sa ten najlep²í nachádzal na prvom mieste, mohli by sme dosiahnu´
maximálne zrýchlenie. Knuth v £lánku [5] rozdelil vrcholy stromu hry do
troch kategórií:
• vrchol typu 1 (tzv. PV-node) je ten, ktorého hodnota padne do inter-
valu (α, β). Preh©adávajú sa v²etky jeho podstromy. Kore¬ stromu hry
a prvé vrcholy z ©ava na v²etkých vrstvách sú typu 1.
• vrchol typu 2 (tzv. cut-node) je ten, ktorého hodnota je aspo¬ β. Má
aspo¬ jedného potomka typu 3. Vºdy sa preh©adáva aspo¬ jeden jeho
podstrom. Neohodnotí sa presnou minimaxovou hodnotou, ale dolnou
hranicou tej hodnoty.
• vrchol typu 3 (tzv. all-node) je ten, ktorého hodnota je men²ia alebo
rovná α. V²etky jeho potomkovia sú typu 2. Preh©adávajú sa v²etky
jeho podstromy. Dostane hodnotu hornej hranice jeho presnej mini-
maxovej hodnoty.
Ozna£me PV(d), cut(d), all(d) po£et listov v podstromoch h¨bky d s kore¬om
typu 1, 2 a 3. Platí: PV(0) = cut(0) = all(0) = 1. Pri optimálnom zoradení
prvý moºný vykonaný ´ah vedie k najvy²²ej hodnote. Vo vrcholoch typu
1 tento ´ah zvy²uje hodnotu α a v²etky ostatné vrcholy budu typu 2. Vo
vrcholoch typu 2 tento ´ah vedie do vrcholu typu 3 a ostatné podstromy sa
nepreh©adávajú. Pod©a tohto pozorovania pre d>1 platí:
cut(d) = all(d− 1)
all(d) = b ∗ cut(d− 1)
PV (d) = PV (d− 1) + (b− 1) ∗ cut(d− 1)
Z toho môºeme odvodi´ explicitné vz´ahy:
cut(d) = bbd/2c
all(d) = bdd/2e
PV (d) = bbd/2c + bdd/2e − 1
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. Algoritmus s takou zloºitos´ou by mohol preh©adáva´ strom do dvoj-
násobnej h¨bky vo£i Minimaxu. Optimálne zoradenie ´ahov je v²ak rovnako
´aºká úloha: keby sme vedeli ur£i´ optimálne poradie, nemuseli by sme strom
vôbec preh©adáva´, sta£ilo by vºdy ´aha´ ten prvý ´ah. Namiesto optimál-
neho poradia nám bude sta£i´ zoradenie, ktoré opí²eme v sekcii 2.4.
V tabu©ke 2.2 z nameraných hodnôt z programu negaalphabeta.exe aj bez
pouºitia ²peciálneho zoradenia ´ahov vidíme dôleºitos´ tejto idey. Tieto hod-
noty sú e²te ve©mi ¤aleko od teoretického minima, ale pridaním zoradenia









Pri preh©adávaní stromu hry sa ob£as stane, ºe sa s tým istým stavom hry
stretneme viackrát. Uvaºujme len prípad, ke¤ prvý hrá£ vyberie ´ah A, súper
odpovedá ´ahom B a prvý nakoniec zvolí C. Ke¤ legálnos´ vybraných ´ahov
sa nemenila po£as tejto hry, s ´ahmi C, B, A by sme sa dostali do tej istej
situácie. Takéto stavy nazývame transpozíciami. Ke¤ sa najlep²ia hodnota
propaguje hore z jedného z týchto stavov, algoritmus Alpha-beta nemôºe
oreza´ ºiadnu jej transpozíciu, naviac algoritmus Negascout opísaný v sekcii
2.5 bude na nich vykona´ opakované vyh©adávanie pôvodným intervalom. Z
týchto dôvodov by bolo dobré zapamäta´ výsledok preh©adávaní stavu, aby
ich transpozície by sme nemuseli znova preh©adáva´, ale rovno vráti´ pred-
chádzajúci výsledok. Táto idea je realizovaná s transpozi£nou tabu©kou, do
ktorej uloºíme výsledky preh©adávania stavu. Je indexovaná £as´ou k©ú£u
generovanej zo stavu hry.
Potrebujeme hashovaciu funkciu, ktorá stavy v strome hry danej h¨bky s
ve©kou pravdepodobnos´ou zahashuje na rôzne hodnoty. Jednu takú funkciu
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uviedol Zobrist v £lánku [12]. Zadenuje mnoºinu charakteristík, ako na-
príklad gúrka na danom mieste, hrá£ na ´ahu, moºnosti ro²ád a ´ahov
En passant. Kaºdý stav hry môºe by´ presne opísaný podmnoºinou týchto
charakteristík. Pri vykonaní ´ahu niektoré charakteristiky prestanú plati´,
iné zase za£nú. Ku kaºdej takej charakteristike vygeneruje náhodné £íslo.
Hashovacia hodnota stavu bude XOR náhodných £ísiel tých charakteristík,
ktoré platia pre daný stav. V¤aka autoinverznej vlastnosti operátoru XOR,
hodnota stavu po vykonaní ´ahu môºe by´ rýchlo vypo£ítaná z pôvodnej
hodnoty a zo zmenených charakteristík.
Hodnoty namerané z predchádzajúceho algoritmu, doplneného transpozi£-







Tabu©ka 2.3: Transpozi£ná tabu©ka
2.4 Usporiadanie ´ahov
Poradie preskúmaných ´ahov je dôleºité z poh©adu rýchlosti algoritmu. Ak
niektorý ´ah má za následok orezanie, je dobré ho preh©ada´ medzi prvými,
tak usporíme preh©adávanie ostatných. Ak ´ah nezaprí£i¬uje orezanie, ale
vedie do vysoko ohodnoteného stavu, je tieº dobré ho preh©ada´ skoro, tak
Alpha-beta môºe o viac zmen²i´ interval, algoritmus Negascout zase nemusí
preh©ada´ podstrom opakovane.
K zoradeniu ´ahov sa pouºívajú statické a dynamické metódy. Statické sú
zaloºené na teoretických znalostiach ²achu. Taká je napríklad idea preh©adá-
va´ brania pred nebraním. Samotné brania môºeme ¤alej usporiada´ heuris-
tikou najvä£²ia obe´ - najmen²í úto£ník , pod©a ktorého najprv preh©adá-
vame brania najsilnej²ích oponentových gúrok, a v prípade, ºe danú gúrku
môºeme bra´ s viacerími z na²ích, najprv skúsime s tým najslab²ím.
Dynamické metódy vyuºívajú informácie získané z preh©adanej £asti stromu.
Také metódy sú napr.:
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• Iteratívne h¨benie - preh©adávanie zavoláme najprv do h¨bky jedna,
potom na stále vä£²ie h¨bky tak, ºe vºdy sa preh©adávajú najprv naj-
lep²ie ´ahy z predchádzajúceho preh©adávania. Tieto ´ahy môºeme
uklada´ do transpozi£nej tabu©ky. Vyuºívame predpoklad, ºe k naj-
lep²ej hodnote vedie cesta tieº cez dobré hodnoty.
• Killer-heuristika - ´ah, ktorý zaprí£inil orezávanie v niektorom sused-
nom uzle na rovnakej h¨bke stromu hry, preh©adáme skoro. Vyuºíva
predpoklad, ºe dobrý ´ah by vo vä£²ine prípadov zostal rovnako dob-
rý, aj keby oponent na predchádzajúcej vrstve vykonal iný ´ah.
• History-heuristika - pre kaºdú ²tvoricu [x1, y1, x2, y2] si zapamätáme,
ºe príslu²ný ´ah z [x1, y1] do [x2, y2] ko©kokrát zaprí£inil orezanie. ahy
s vysokou hodnotou preh©adávame skôr.
Namerané hodnoty z algoritmu Alpha-beta, postupne doplneného týmito
metódami, pouºivajúce transpozi£nú tabu©ku sú uvedené v tabu©ke 2.4.
Vidíme z nich, ºe aplikovanie iteratívneho h¨benia môºe zvä£²i´ po£et lis-
tov. Po£et pridaných listov z predchádzajúcich preh©adávaní vo ve©kej h¨bke
je ale menej, neº ko©ko u²etríme touto metódou.
h¨bka transpoz. t. +statické +iteratívne +killer h. +history h.
1 20,6 20,6 20,6 20,6 20,6
2 120 68 90 90 90
3 1753 1025 1065 924 888
4 12098 5160 4636 3174 2913
5 118071 40027 30561 22866 20045
Tabu©ka 2.4: Alpha-beta s usporiadanými ´ahmi
2.5 Negascout
Alpha-beta v¤aka orezávaniam zjavne zníºila po£et volaní ohodnocovacej
funkcie. al²ie zrýchlenie môºeme dosiahnu´ pomocou preh©adávania s uº²ím
intervalom (tzv. null-window search). Idea je postavená na predpokladanom
dobrom zoradení ´ahov. Ak prvý moºný ´ah je ten najlep²í, podstromy os-
tatných ´ahov nemusíme precízne ohodnoti´, sta£í ak z nich dostaneme hod-
notu, ktorá nás presved£í, ºe nemôºe by´ lep²í ako ten prvý a ostatné uzly
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£o najskôr oreza´. Preto podstrom tohoto ´ahu preh©adávame intervalom
(α, α + 1). Takéto preh©adávanie hne¤ odreºe podstromy, ak je to moºné
a vráti hodnotu orezaného podstromu. Ak táto je men²ia alebo rovná α,
predchádzajúci ´ah bol naozaj aspo¬ tak dobrý a s úzkym intervalom sme
u²etrili ve©a. Ak návratová hodnota je vä£²ia ako β, podstrom sa iste odreºe
a tieº sme u²etrili. Ak hodnota padne do intervalu [α + 1, β), potrebujeme
presnú hodnotu podstromu, preto ju musíme preh©ada´ znovu s pôvodným
intervalom. Takéto preh©adávania sú £asovo náro£né, ale predpoklad nám
zais´uje, ºe tento prípad zriedka nastane, preto úspory na uº²om intervale
budú vä£²ie ako náklady na opätovné preh©adávania s celým intervalom.
Algoritmus, vyuºívajúci túto ideu navrhol Reineeld v £lánku [9] a nazval
ho Negascout. Je podobný Pearlovmu algoritmu Scout [8], ale je zaloºený na
Negamaxovu architektúru. Preh©adávanie opakuje len v prípade, ke¤ výsle-
dok prvého vyh©adávania padne do pôvodného intervalu a je vä£²í neº α, ke¤
nejde o preh©adávanie prvého podstromu (ten sa preh©adáva vºdy pôvodným
intervalom) a podstromy majú vý²ku aspo¬ 3 (v men²ích podstromoch úzke
preh©adávanie vráti rovnaký výsledok ako pôvodný).
Formálny popis algoritmu:
NegaScout(stav, h¨bka, α, β ):integer





for all potomok stavu do
t = -NegaScout (potomok, h¨bka-1, -b, -MAX(α, a) );
if ( (t > α) and (t < β) and (b 6= β) and (h¨bka > 1) ) then
t = -NegaScout (potomok, h¨bka-1, -β, -t );
end if
a = max( a, t );
if ( a >= β ) then
return a;
end if
b = α + 1;
end for
return a;
Namerané hodnoty z programu negascout.exe pouºívajúce metódy opísané










Doteraz opísané algoritmy preh©adávajú strom hry do danej h¨bky, tam sa
zastavia, ohodnotia stav a získanú hodnotu propagujú hore. Nevýhodou
týchto algoritmov je, ºe na poslednej vrstve môºu vybra´ ´ah, ktorý má
nepríjemné dôsledky. Uvaºujme o situácii, ke¤ na predposlednej vrstve sú
dva moºné ´ahy: posun na prázdne polí£ko, a branie súperovej gúrky dá-
mou. Algoritmy druhú moºnos´ ohodnotia lep²ie a jej hodnotu propagujú
nahor. Ale ak súper chránil branú gúrku, jeho odpove¤ bude branie na²ej
dámy. Reálna hodnota ná²ho vybraného ´ahu je teda hor²ia a algoritmus
by mal vybra´ tú druhú moºnos´. Predís´ takýmto chybám by sme mohli
zvý²ením h¨bky preh©adávania, tá by ale exponenciálne zvä£²ila zloºitos´, a
chyba by sa na¤alej mohla vyskytnú´ o vrstvu niº²ie.
Dôvodom tohoto javu je, ºe ohodnotené stavy hry nemusia by´ stabilné:
¤al²í vykonaný ´ah môºe ove©a zmeni´ ich hodnotu. Potrebovali by sme
roz²íri´ preh©adávanie tak, aby ohodnocovacia funkcia bola zavolaná len na
stabilné stavy. K tomu nám vyhovuje Shannonov algoritmus typu B, ktorý
preh©adáva len po silných ´ahoch. Ke¤ ºiadny silný ´ah nenájde, stav je sta-
bilný, zavolá ohodnocovaciu funkciu.
Za silné ´ahy sa obvykle povaºujú brania gúrok, promócie a odskoky z
²achu. Takých ´ahov je pomerne málo a re´azce z nich sú krátke, preto pre-
h©adávanie ich podstromov zhor²í celkový algoritmus o menej, ako pridanie
jednej vrstvy. Tabu©ka 2.6 obsahuje po£et listov hracieho stromu preh©adá-
vaného algoritmom Negascout bez a s roz²íreným preh©adávaním.
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Tabu©ka 2.6: Roz²írené preh©adávanie
2.7 Ohodnotenie stavov
Doteraz opísané algoritmy umoºnili, aby sme £o najviac stavov preskúmali
£o najrýchlej²ie. Ozajstnú silu ²achového enginu dáva správne ohodnotenie
stavov v listoch preh©adaného stromu hry. Také ohodnotenie je zaloºené na
hlbokých teoretických znalostiach ²achu. V tejto sekcii ukáºeme nieko©ko
faktorov, ktoré môºeme bra´ do úvahy pri zostrojení ohodnocovacej funkcie.
Základom ohodnotenia stavu je sú£et hodnôt gúrok na ²achovnici. Vzájomná
hodnota gúrok je dôleºitá, aby sme mohli správne rozhodnú´ pri výmenách.
Najpouºívanej²í pomer hodnôt gúrok pe²iak 1, jazdec 3, strelec 3, veºa 5,
dáma 9, rovnaký, ako denoval Shnannon v [10]. Krá© sa oby£ajne ohodnotí
rádovo vy²²ou hodnotou, aby jeho strate program skúsil zabráni´. Existujú
iné systémy pomerov hodnôt, ktoré ohodnotia strelca a jazdca vy²²ie, aby
predi²li ich výmene za troch pe²iakov.
Pomer hodnôt sa môºe zmeni´ po£as hry dynamicky:
• Klesaním po£tu pe²iakov jazdec stratí zo svojej hodnoty, lebo jeho sila
je skrytá v tom, ºe môºe preskakova´ súperove blokujúce gúrky.
• Naopak veºa tým získa hodnotu, lebo ona je efektívna, ak má na
tabu©ke ve©a vo©ného priestoru.
• Jeden strelec môºe ovládnu´ len polí£ka jednej farby a tak sa dá ©ahko
spred neho uniknú´. Preto ke¤ druhého strelca odoberú, zostávajúci
stratí zo svojej sily a tak i z hodnoty.
• Figúrky s vysokou mobilitou (po£tom moºných ´ahov) sú silnej²ie neº s
nízkou, lebo tým majú kontrolu nad cie©ovými polí£kami. Do mobility
je moºné pripo£íta´ aj polí£ka, kam by daná gúrka mohla sko£i´, ale
stojí tam gúrka rovnakej farby - tým je chránená.
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Ohodnotenie gúrok ¤alej môºe závisie´ na ich pozíciách na tabu©ke:
• Pe²iaci na st¨pcoch d a e by mali £o najskôr postupova´ dopredu,
aby ovládali stred tabu©ky a zárove¬ neblokovali strelcov. Preto na
pôvodných pozíciách dostanú nízku hodnotu, po skoku dopredu vy²²iu.
Naopak, pe²iakom na krajných st¨pcoch sa oplatí zosta´ na pôvodných
pozíciach, aby chránili krá©a po ro²áde. Oni tam dostanú vy²²iu hod-
notu ako po skoku. Ke¤ uº pe²iak bol posunutý, za kaºdý ¤al²í po-
sun môºe dosta´ stále vy²²iu hodnotu, aby s tým bol stimulovaný k
promócii.
• Strelec a jazdec by sa mali vyhýba´ okrajom tabu©ky, kde ich moºný
po£et ´ahov je nízky a tým stratia zo svojich síl. Takisto by mali zo
svojich pôvodných pozícií £o najskôr odsko£i´, aby uvo©nili krá©ovi
priestor pre ro²ádu. Tak ich hodnoty budú vysoké v strede tabu©ky,
nízke na okrajoch a najniº²ie na pôvodných pozíciách.
• Krá© má zosta´ v bezpe£ných pozíciách, ideálne po ro²áde v skrytí
pe²iakov.
Tieto zmeny hodnôt sa dajú naimplementova´ tabu©kami lokálnych hodnôt
(tzv. piece-square tables), ktoré pre danú gúrku a danú pozíciu obsahujú
zmenu jej ohodnotenia.
V tabu©ke 2.7 sú uvedené výsledky zápasov medzi algoritmami s rôznymi
ohodnocovacími funkciami. Samotné ohodnotenie materiálu (gúrok) oproti
ostatným ohodnoteniam je najslab²ie. Najlep²ie fungujúca metóda je pouºi-
tie tabu©ky lokálnych hodnôt.
hrá£ 2 \ hrá£ 1 A B C D E F G H
A (materiál) - 1 1 1 1 1 1 1
B (mat. + piece-square) 2 - 2 X 2 1 2 1
C (mat. + mobilita) 2 1 - 2 2 1 1 2
D (mat. + mob. + P.S.) 2 1 2 - 2 X 2 2
E (mat. + dynamic.) 2 1 1 1 - 1 2 1
F (mat. + dyn. + P.S.) 2 1 1 1 2 - 1 X
G (mat. + dyn. + mob.) 2 2 X 2 2 2 - 1
H (mat. + dyn. + mob. + P.S.) 2 1 X X 2 X 2 -




V tejto kapitole sa zoznámime s programami, ktoré môºu by´ pouºité pri
vývoji ²achového enginu.
3.1 XBoard
Xboard [11] (pod Windowsom WinBoard) je multiplatformové gracké roz-
hranie pre ²ach. Môºe by´ pripojený k rôznym ²achovým engineom, ktoré
komunikujú cez Chess Engine Communication Protocol. Môºe by´ pripojený
k internetovým hracím serverom a podporuje e-mailové kore²ponden£né zá-
pasy. Nepodporuje ale hru medzi viacerými umelými hrá£mi, a komunika£ný
protokol je tieº obmedzený na malý po£et ²achových variantov.
3.2 Arena
Arena [1] je gracké rozhranie pre ²ach, zamierené na porovnanie ²achových
enginov. Pre komunikáciu s enginmi podporuje Chess Engine Communica-
tion Protocol a Universal Chess Interface. Chýba ale podpora ²achových
variantov.
3.3 General Game Playing
Iný smer vývoja sa nezameriava na dokonalý algoritmus pre jednu danú hru,
ale na algoritmus schopný hra´ £o najviac hier. Hry sú zadané mnoºinou pra-
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vidiel a General game player [4] musí rozpozna´, ako hru správne a efektívne
hra´.
3.4 ChessNet
ChessNet je viachrá£ová, sie´ová implementácia doskových hier s klient-
serverovou architektúrou, ktorú som v rámci ro£níkového projektu vytvoril
s cie©om, aby tvorila základ bakalárskej práce. Podporuje rôzne typy hier,
ktoré k nemu môºu by´ pridané vo forme JavaScriptových súborov, obsahu-
júce pravidlá hier. Podporuje taktieº umelú inteligenciu, ktorá môºe by´
pridaná vo forme externých aplikácií. Aplikácie môºu by´ parametrizované,
aby splnili potreby pouºívate©ov na rôznej úrovni. Podporuje zápasy medzi
umelými hrá£mi. Je vhodný pre testovanie rôznych stratégií v hrách.





ChessNet je sie´ová implementácia tabu©ových hier typu ²achy s umelou in-
teligenciou. Je vyvíjaný v prostredí Visual Studio 2008 pod Windows XP.
Je postavený na multiplatformový toolkit Qt. Má klient-serverovú architek-
túru. Klient jednoducho zobrazuje aktuálny stav hry a po²le serveru správy
od uºívate©a. Server sa postará o pravidlá hier, o komunikáciu medzi uºí-
vate©mi, o uloºenie zmien do databázy, a o volanie umelej inteligencie. Hry
môºu by´ pridané vo forme skrípt, umelá inteligencia je po£ítaná externými
aplikáciami.
K prekladaniu zo zdrojového kódu je potrebné ma´:
• kniºnice Qt (pouºívaná verzia 4.5.1)
• kniºnice MySQL (pouºívaná verzia 5.1.46)
truktúra serveru je ilustrovaná na obrázku 4.1.Pozostáva zo ²tyroch hlavných
£astí: ServerNetwork, ConnectionManager, AiManager a ChessLogger.
ServerNetwork je potomok triedy QTcpServer, ktorý poslúcha na danom
porte. Pri pripojení hrá£a si vytvorí socket, cez ktorý sa potom vedie komu-
nikácia s hrá£om. Údaje o tomto socketu obsahuje QTcpServer, a sú identi-
kovate©né tzv. SocketDescriptorom. Pripojenie hrá£a ServerNetwork hlási
£asti ConnectionManager poslaním tohto identikátora.
ConnectionManager je trieda spravujúca pripojených uºívate©ov. Po ob-
drºaní správy od ServerNetworku, vytvorí in²tanciu triedy GameConnection,
ktorý je potomkom QThread. Je to vlákno, v ktorom budú beha´ v²etky
výpo£ty vz´ahujúce sa k danému uºívate©ovi a bude obsahova´ aj socket,
ktorý si vytvorí zo SocketDescriptoru. ConnectionManager si zaradí túto
in²tanciu do kontajneru tmpConnections, ktorý obsahuje pripojených, ale
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Obr. 4.1: truktúra serveru
zatia© neprihlásených hrá£ov. Ak hrá£ po²le svoje prihlasovacie údaje, ktoré
sú správne, pripojenie bude premiestnené do kontajneru connections, ktorý
je asociatívne pole, mapované pod©a userID - identikátor uºívate©a. Kaºdý
uºívate© môºe by´ naraz prihlásený iba s jedným klientom.
V prípade viacerých pripojených hrá£ov ConnectionManager podáva správy
medzi pripojeniami, alebo medzi pripojením a AiManagerom. Ak sa hrá£
odpojí, ConnectionManager vymaºe jeho pripojenie.
GameConnection je trieda reprezentujúca pripojeného uºívate©a. Je potomkom
triedy QThread, obsahuje informácie o uºívate©ovi, aktuálne stavy jeho otvore-
ných hier a sie´ové pripojenie ChessSocket.
ChessSocket £aká správy od klienta a spracuje ich. Pri poºiadavke o novú
hru na£íta skript zo súboru, informácie o novej hre uloºí a po²le klientovi.
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Pri poºiadavke o otvorenie star²ej hry na na£ítanom skripte uplat¬uje aj
doteraj²ie ´ahy, a informácie o aktuálnom stave po²le klientovi. Pri novom
´ahu uplat¬uje zmeny v skripte, stav uloºí do databázy a po²le súperovi.
AiManager je trieda starajúca sa o umelú inteligenciu. Pri poºiadavke za-
volá externú aplikáciu, po²le jej aktuálny stav hry a £aká, kým aplikácia vráti
nový stav - stav po vybranom ´ahu. Ten stav potom uloºí a po²le súperovi.
ChessLogger podáva ostatným £astiam programu sluºbu logovania. Pri spus-
tení programu vytvorí logovací súbor, do ktorého potom zapí²e v²etky logo-
vacie správy, vrátane £asu i odosielate©a. Slúºi k ©ah²iemu debugovaniu.
Uloºenie dát
Na uloºenie dát pouºíva server pripojenie k databáze MySQL. V databáze
má uloºené informácie o typoch hier, o botoch, o uºívate©och a o zápasoch.
truktúra databázy:
Tabu©ka users obsahuje informácie o uºívate©och:
UserID ID uºívate©a
UserName prihlasovacie meno uºívate©a
Password heslo uºívate©a
Description popis
Tabu©ka gametypes obsahuje informácie o typoch hier:
GameTypeID ID typu hry
GameTypeName názov typu hry
ScriptFile súbor obsahujúci skript hry
GameTypeDescription popis hry
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FileName súbor obsahujúci externú aplikáciu
Parameters parametre k volaniu externej aplikácie
GameTypeID ID typu hry, ktorej je bot ur£ený
Tabu©ka games obsahuje informácie o zápasoch:
GameID ID zápasu
GameTitle názov zápasu
GameTypeID ID typu hry
Player1ID ID bieleho hrá£a
Player2ID ID £ierneho hrá£a
LastSender ID odosielate©a poslednej správy
LastTime £as odosielania poslednej správy
Status popis stavu hry
BotIdle 1 ak bot tejto hry práve nebeºí,inak 0
Tabu©ka gameevents obsahuje hracie udalosti:
EventID ID udalosti
EventTime £as udalosti
GameID ID hry udalosti




Program podporuje ²achovnicové hry pre dvoch hrá£ov. achovnica je dvoj-
rozmerné pole ©ubovo©nej ve©kosti. Hrá£i nemusia striedavo ´aha´, ale vºdy
musí by´ presne ur£ené, ktorý hrá£ je na ´ahu. Pravidlá hier sú uloºené
v skriptách typu ECMAScript - je to ²tandardizovaná verzia JavaScriptu.
Skripta sa na£íta zo súboru, triedou QScriptEngine sa interpretuje a vrátená
QScriptValue hodnota sa uloºí do GameConnection-u hrá£a. Táto hodnota
bude obsahova´ vºdy aktuálny stav hry a bude vyhodnocova´ správnos´
nových ´ahov.
Musí obsahova´ nasledujúce poloºky:
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• gamestate - objekt obsahujúci aktuálny stav hry. Jeho obsah sa uloºí
do databázy. Jediná jeho povinná poloºka je
 onmove - Integer, £íslo hrá£a na ´ahu(1 alebo 2), alebo 0 na konci
hry.
• setGameState(gs) - funkcia, ktorá nastaví hodnotu objektu gamestate
na gs. Parameter musí by´ typu Objekt.
• startNewGame - funkcia, ktorá naplní gamestate s informáciami novej
hry
• clientData - funkcia, vráti objekt obsahujúci aktuálny stav hry vo
forme vhodnej pre klienta. Tento objekt má poloºky:
 rows - Integer, po£et riadkov na tabu©ke
 columns - Integer, po£et st¨pcov
 boarddata - String d¨ºky rows*columns, obsahuje tabu©u ako vidí
daný hrá£
 lastmove - String vo forme x1− y1[−x2− y2[. . .]] , obsahujúci
súradnice posledného ´ahu
 lastmovetext - String obsahujúci £itate©né informácie o posled-
nom ´ahu
 orientation - String, indikátor pre klienta o orientácii tabu©ky.
Ak má hodnotu switched , klient nakreslí tabu©ku oto£ene.
 showcaptions - String, indikátor pre klienta o zobrazení £íslova-
nia tabu©ky. Ak má hodnotu true , £íslovanie sa zobrazí
• isLegal(move) - funkcia, vráti Boolean TRUE, ak ´ah move je v ak-
tuálnom stave správny, inak vráti FALSE. Parameter move je String
tvaru x1− y1[−x2− y2[. . .]] .
• legalMoves - funkcia, vráti String, zoznam v²etkých správnych ´ahov
daného hrá£a v danom stave. ahy majú formu x1−y1[−x2−y2[. . .]]
a sú oddelené £iarkou.
• makeMove(move) - funkcia, nastaví gamestate na stav, ktorý nastane
po uplatnení ´ahu move. Parameter move je String tvaru x1−y1[−x2−
y2[. . .]] .
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• status - funkcia, vráti String, krátku vetu o aktuálnom stave hry.
• showDebug - Boolean, indikátor pre server, £i má logova´ zo skriptu
• debug - String, obsahujúci logy
Umelá inteligencia
Umelú inteligenciu zabezpe£uje trieda AiManager. Ak dostane správu, ºe na
´ahu je umelý hrá£, z databázy zistí, ktorú externú aplikáciu treba zavola´
a s akými parametrami. Vytvorí z nej in²tanciu triedy QProcess. Umelú in-
teligenciu po£ítajú aplikácie, ktoré na vstup dostanú ID a aktuálny stav hry,
a na výstup po²lú príkazy v tvare:
• MOVE x1− y1[−x2− y2[. . .]] - programom vybraný ´ah
• TEXT message - textová správa ur£ená pre hrá£a
Sie´ová komunikácia
Sie´ová komunikácia prebieha posielaním objektov typu ChessMsg, ktorý je
asociatívne pole s k©ú£mi aj hodnotami typu QString. Tento objekt má
povinný k©ú£ type, ktorý ur£í jeho typ. Ostatné k©ú£e závisia od typu.
Priebeh komunikácie je zobrazený na obrázku 4.2.
Obsah ChessMsg pod©a typu:
type login: po²le server po pripojení, obsahuje prihlasovacie údaje
type "login"
login prihlasovacie meno uºívate©a
password heslo
type loadgame: po²le klient, ak uºívate© chce pokra£ova´ hru
type "loadgame"
gameID ID vybranej hry
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Obr. 4.2: Priebeh sie´ovej komunikácie
type gameData: po²le server, obsahuje udalosti danej hry
type "gameData"
gameID ID hry
player1ID ID prvého hrá£a
player2ID ID druhého hrá£a
gameTitle názov hry
eventType1..n typ udalosti(text alebo data)
eventData1..n
obsah udalosti(textová správa alebo
stav hry)
eventTime1..n £as udalosti
sender1..n meno odosielate©a udalosti
eventCount po£et udalostí
legalMoves
zoznam správnych ´ahov hrá£a v
danom stave hry
statusText popis stavu hry
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type newgame: po²le klient, ak uºívate© chce za£a´ novú hru
type "newgame"
gameTypeID ID typu novej hry
player1ID ID bieleho hrá£a
player2ID ID £ierneho hrá£a
myColor farba odosielate©a(1-biela,2-£ierna)
gameTitle vybraný názov hry
gameCount po£et hier v AI reºimu








player1Name1..n meno bieleho hrá£a údaje




status1..n popis stavu hry
startedGamesCount po£et za£atých hier
newGameTypeID1..n ID typu hry údaje o moºných
newGameTypeName1..n meno typu hry typoch novej hry
newGamesCount po£et typov hier
botID1..n ID botu údaje o botoch
botName1..n meno botu
botCount po£et botov
opponentID1..n ID uºívate©a údaje
opponentName1..n meno uºívate©a o protihrá£och
opponentCount po£et uºívate©ov





type movemessage: po²le klient, ak uºívate© urobil ´ah
type "movemessage"
move Vybraný ´ah vo forme x1 − y1[−x2 −
y2[. . .]]
gameID ID hry





eventData0 obsah udalosti(textová správa)
eventTime0 £as udalosti
sender0 meno odosielate©a udalosti
eventCount po£et udalostí("1")
type moveNotification: po²le server interne, hlási tým vykonaný ´ah




eventData1..n obsah udalosti(stav hry)
eventTime1..n £as udalosti
sender1..n meno odosielate©a udalosti
eventCount po£et udalostí





Server programu ChessNet k správnemu fungovaniu potrebuje pripojenie k
databázovému serveru MySQL, k webserveru a otvorený port na rewalle. K
efektívnemu behu je odporú£ané ma´ databázový server na rovnakom po£í-
ta£i ako ChessNet server. Odporú£aná, jednoduchá, vo©ná distribúcia ob-
sahujúca v²etky potrebné veci je Wampserver. Po nain²talovaní treba v ¬om
vytvori´ databázu, s ktorou ChessNet bude pracova´. K tomu v ©ubovo©nom
prehliada£i na adrese http://localhost/phpmyadmin/ do textového po©a
zadáme vybraný názov databáze (napr. chessdb). Po vytvorení databázy je
odporú£ané vytvori´ uºívate©a databázy, ktorý má právo pracova´ s novo-
vytvorenou databázou, ale s ni£ím iným. K tomu v hornom riadku klikneme
na poloºku Privileges a potom na Add a new user . Na novej stránke
zadáme vybrané uºívate©ské meno a heslo a vyberieme predtým vytvorenú
databázu pre tohoto uºívate©a. Tieto nové údaje (názov DB, meno a heslo)
budeme potom pouºíva´ pri spustení servera.
Ak chceme povoli´ registráciu nových uºívate©ov, musíme nakopírova´ adresár
www od ²achového serveru do in²tala£ného adresára Wampserveru a v db.php
zada´ prihlasovacie údaje k databáze. Takto ke¤ pri spustení servera zadáme
verejnú adresu po£íta£a ako adresu webového servera, uºívatelia budú schopní
sa zaregistrova´ do hry cez webové rozhranie.
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Administrácia servera
Po spustení súboru server.exe sa aplikácia dostane do oine stavu. V
takom stave sa k nej nemôºu pripoji´ klienti. K prechodu do stavu online
musíme kliknú´ na tla£ítko Listen. V novom dialógovom okne (obrázok 5.1)
nastavíme informácie o databáze (adresa servera, názov DB, meno a heslo)
a o sieti (port, cez ktorý sa klienti pripojujú a adresa webového servera).
Ak sa aplikácia s danými nastaveniami úspe²ne pripojí k databáze a otvorí
poslúchací port, dostaneme sa do online stavu a nastavenia budú uloºené,
aby nabudúce uº nemuseli by´ znova vyplnené. V takom prípade sa aplikácia
uº hne¤ po spustení pripojí k databáze a pre prechod do online stavu sta£í
kliknú´ na tla£ítko Listen.
V stave online sa k serveru môºu pripoji´ klienti. Na obrázku 5.3 vidíme
okno servera v takom stave. Kaºdého pripojeného hrá£a uvidíme v pravej
£asti okna s názvom Connections.
Úpravy v databáze môºu by´ vykonané v ©avej £asti okna. Ak je server pripo-
jený k databáze, uvidíme tu dve tabu©ky: tabu©ku typov hier a tabu©ku s
botmi. S tla£ítkami nad tabu©kami môºeme prida´, editova´ a odobra´ jed-
notlivé skripty typov hier (obrázok 5.2) a jednotlivé boty (obrázok 5.4).
Skripty sú uloºené v adresári scripts. Boty sú v adresári bots spolu s tex-
tovými súbormi, opisujúcimi ich parametry. Pri pridaní botu máme vybra´
ku ktorej hre patrí, preto je treba najprv prida´ jeho hru.
Ak si chceme pozrie´ jednotlivé zápasy, musíme sa prihlási´ s klientom ako
uºívate© admin s heslom toor. Takto dostaneme preh©ad v²etkých zápasov
na serveri, a tieº moºnos´ za£a´ zápasy typu bot-bot. Pre zrýchlenie testo-
vania botov je moºné vytvori´ naraz viac zápasov medzi nimi. Po na£í-
taní vytvorených zápasov s tla£ítkami Force bot a Pause bot môºeme
spusti´ a zastavi´ bota na zistenie nasledujúceho ´ahu.
Zoznam aktuálne pracujúcich botov je v pravom £asti serverového okna s
názvom Active bots.
Pouºívanie klienta
Po spustení programu ChessClient.exe vyplníme svoje prihlasovacie údaje
a informácie o serveri. V prípade, ºe e²te nemáme registráciu, alebo chybne
sme vyplnili prihlasovací formulár, objaví sa spáva chybného prihlásenia s
moºnos´ou registrácie (obrázok 5.5). Ak administrátor servera to povolil (viz.
in²talácia servera), dostaneme sa na webovú stránku, kde sa môºeme zare-
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gistrova´.
Ak sa prihlasovanie úspe²ne uskuto£ní, zobrazí sa nám zoznam na²ich zá-
pasov, a zoznam nastavení pre spustenie nového zápasu (obrázok 5.6). Ak
si vyberieme pokra£ovanie alebo nový zápas, v novom tabu sa zobrazí hra-
cia plocha, a chatové okienko (obrázok 5.7). Tu si môºeme pozrie´ doteraj²í
postup hry, posiela´ správy súperovi, alebo vykona´ nové ´ahy. Pre vykonanie
´ahu si najprv kliknutím vyberieme gúrku. Ak má gúrka legálne ´ahy, tie
sa hne¤ zobrazia a kliknutím na cie©ové polí£ko potvrdíme ´ah. V prípade,
ºe sme sa rozhodli ´aha´ inou gúrkou, predchádzajúci výber môºeme zru²i´
kliknutím na polí£ko, kam vybraná gúrka nemôºe sko£i´.
Ak chceme ukon£i´ hru, okno jednoducho zavrieme.
Obr. 5.1: Formulár o nastavení servera
Obr. 5.2: Pridanie skripta typu hry
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Obr. 5.3: Okno servera
Obr. 5.4: Pridanie botu
Obr. 5.5: Správa chybného prihlásenia
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Obr. 5.6: Zoznam hier




Cie©om práce bolo vytvorenie ²achového enginu pre prostredie ChessNet a
v rámci vývoja porovna´ ²achové stratégie. V druhej kapitole sme ukázali
teóriu tejto problematiky a pomocou opísaných algoritmov sme postupne
vytvorili £asovo efektívnej²ie enginy. Ukázali sme spôsoby na zvý²enie kva-
lity hry a porovnali sme ich.
Vytvorený engine je schopný zmysluplne zahra´ ²ach na vy²²ej úrovni ako
sám autor. Nie je ale porovnate©ný enginmi, ktoré sa vyvíjajú dlhé roky a
sú zaloºené na rozsiahlych ²tatistických údajoch.
Ako slabý bod programu ChessNet môºe by´ spomenutá neintuitívna in-
²talácia (práca s phpMyAdmin, spustenie webového rozhrania). Databázový
server MySQL bol vybraný z dôvodu dobrej kompatibility s roz²írenými
technológiami. V ¬om uloºené dáta môºu by´ ©ahko spracované a prezento-
vané napr. na webe. al²ia práca by tak mohla by´ zameraná na doplnenie
webbového rozhrania napríklad AJAX-ovým klientom.
Program ChessNet bol prispôsobený k porovnaniu enginov. V¤aka podpory
rôznych doskových hier, ako napr. dáma, pí²kvorky a rôzne varianty ²achu,
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Sú£as´ou práce je priloºený CD-ROM. Jeho obsah je nasledovný:
• V adresári ChessNet sa nachádzajú dva súbory: bin.zip obsahuje
binárnu distribúciu programu ChessNet pre Windows spolu s botmi a
so skriptami hier. Súbor src.zip obsahuje zdrojové súbory projektu.
• Adresár soft obsahuje pouºité kniºnice (Qt 4.5.1, MySQL 5.1.46) a
distribúciu databázového servera WampServer.
• Súbor thesis.pdf obsahuje text tejto práce.
37
