is a simple temporal formalism that, given a set of event occurrences, derives the maximal validity intervals (MVIs) over which properties initiated or terminated by these events hold. It does so in polynomial time with respect to the number of events. Extensions of its query language with Boolean connectives and operators from modal logic have been shown to improve substantially its scarce expressiveness, although at the cost of an increase in computational complexity. However, signi cant sublanguages are still tractable. In this paper, we further extend EC queries by admitting arbitrary event quanti cation. We demonstrate the added expressive power by encoding a hardware diagnosis problem in the resulting calculus. We conduct a detailed complexity analysis of this formalism and several sublanguages that restrict the way modalities, connectives, and quanti ers can be interleaved. We also describe an implementation in the higher-order logic programming language Prolog.
Introduction
The Event Calculus, abbreviated EC 9] , is a simple temporal formalism designed to model and reason about scenarios characterized by a set of events, whose occurrences have the e ect of starting or terminating the validity of determined properties. Given a possibly incomplete description of when these events take place and of the properties they a ect, EC is able to determine the maximal validity intervals, or MVIs, over which a property holds uninterruptedly. In practice, since this formalism is usually implemented as a logic program, EC can also be used to check the truth of MVIs and process boolean combinations of MVI verication or computation requests. The range of queries that can be expressed in this way is however too limited for modeling realistic situations. A systematic analysis of EC has recently been undertaken in order to gain a better understanding of this calculus and determine ways of augmenting its expressive power. The keystone of this endeavor has been the de nition of an extendible formal speci cation of the functionalities of this formalism 3]. This has had the e ects of establishing a semantic reference against which to verify the correctness of implementations 4], of casting EC as a model checking problem 5], and of setting the ground for studying the complexity of this problem, which was proved polynomial 2]. Extensions of this model have been designed to accommodate constructs intended to enhance the expressiveness of EC . In particular, modal versions of EC 1], the interaction between modalities and connectives 5], and preconditions 6] have all been investigated in this context. In this paper, we continue this endeavor to enhance the expressive power of EC by considering the possibility of quantifying over events in queries, in conjunction with boolean connectives and modal operators. We also admit requests to check the relative order of two events. We thoroughly analyze the representational and computational features of the resulting formalism, that we call QCMEC . We also consider two proper sublanguages of it, EQCMEC, in which modalities are applied to atomic formulas only, and CMEC, which is quanti er-free. We show that QCMEC and its restrictions can e ectively be used to encode diagnosis problems. Moreover, we provide an elegant implementation in the higher-order logic programming language Prolog 10] and prove its soundness and completeness. As far as computational complexity is concerned, we prove that model checking in CMEC, EQCMEC, and QCMEC is PSPACE-complete. However, while solving an EQCMEC problem is exponential in the size of the query, it has only polynomial cost in the number n of events, thus making EQCMEC a viable formalism for MVI veri cation or computation. Since in most realistic applications the size of databases (n) dominates by several orders of magnitude the size of the query, n is asymptotically the parameter of interest. The main contributions of this work are: (1) the extension of a family of modal event calculi with quanti ers; (2) permitting queries to mention ordering information; (3) the use of the higher-order features of modern logic programming languages in temporal reasoning; and (4) analyzing the complexity of model checking in these extensions of EC . This paper is organized as follows. In Section 2, we formalize QCMEC and signi cant subcalculi. Section 3 exempli es how this calculus can adequately model certain hardware diagnosis problems. In Section 4, we brie y introduce the logic programming language Prolog, give an implementation of QCMEC in it and prove the soundness and completeness of the resulting program. We study the complexity of QCMEC and its sublanguages in Section 5. We outline directions of future work in Section 6.
Modal Event Calculi with Quanti ers
In this section, we rst brie y recall the syntax and semantics of a number of modal event calculi. We invite the interested reader to consult 1, 3, 5, 8, 9] for motivations, examples, properties, and technical details. We then extend these basic de nitions to give a semantic foundation to re nements of these calculi with quanti ers.
Event Calculus
The Event Calculus (EC ) 9] and the extensions we propose aim at modeling scenarios that consist of a set of events, whose occurrences over time have the e ect of initiating or terminating the validity of properties, some of which may be mutually exclusive. We formalize the time-independent aspects of a situation by means of an EC-structure 1], de ned as follows:
De nition 2.1 (EC-structure) 
2
The temporal aspect of EC is given by the order in which events happen. Unlike the original presentation 9], we focus our attention on situations where the occurrence time of events is unknown and only assume the availability of incomplete information about the relative order in which they have happened. We however require the temporal data to be consistent so that an event cannot both precede and follow some other event. Therefore, we formalize the time-dependent aspect of a scenario modeled by EC by means of a (strict) partial order, i.e. an irre exive and transitive relation, over the involved set of event occurrences.
We write W H for the set of all partial orders over the set of events E in an EC -structure H, use the letter w to denote individual orderings, or knowledge states, and write e 1 < w e 2 to indicate that e 1 precedes e 2 in w. The i: w j = 2( p (e 1 ; e 2 ) _ ') i w j = p (e 1 ; e 2 ) _ 2'; ii: w j = 3( p (e 1 ; e 2 )^') i w j = p (e 1 ; e 2 )^3':
In particular, for ' = false (resp. true), we have that w j = 2 p (e 1 ; e 2 ) (resp. w j = 3 p (e 1 ; e 2 )) i w j = p (e 1 ; e 2 ).
Modal EC with Connectives and Quanti ers
We will now enrich CMEC with explicit universal and existential event quanti ers that can be used freely in a query. We call the resulting formalism QCMEC . Indeed, a logic programming implementation of CMEC can emulate only restricted forms of existential quanti cation by means of uni cation, while universally quanti ed queries are out of reach. In order to accommodate quanti ers, we extend the query language of an EC -structure H = (E; P; i; h ]; ] ; ) in several respects. We rst assume the existence of in nitely many event variables that we denote x, possibly subscripted. We write e for a syntactic entity that is either an event in E or an event variable. The query language of QCMEC, denoted L H (QCMEC), is the set of closed formulas generated by the following grammar:
' ::= p( e 1 ; e 2 ) j e 1 < e 2 j :' j ' 1^'2 j ' 1 _ ' 2 j 2' j 3' j 8x: ' j 9x: ': This property hints at the possibility of compiling a QCMEC query to a quanti er-free formula. Observe however that this is possible only after an ECstructure has been speci ed. We will rely on the above lemma in order to analyze the explicit complexity of the formalism in Section 5. It is also possible to take advantage of it in order to structure an implementation of QCMEC into a preprocessor that expands quantiers into exhaustive sets of conjunctions or disjunctions, and a CMEC checker that veri es the resulting formula. We will however follow a more direct approach in Section 4. We conclude this section by de ning a quanti ed vari-371 ant of the previously introduced formalism ECMEC . The calculus EQCMEC di ers from QCMEC by imposing that propositional connectives and quanti ers be external to the scope of the modal operators.
Example
In this section, we consider a case study taken from the domain of hardware fault diagnosis that shows how an extension of EC with quanti ers, connectives and modalities can be conveniently used to model realworld applications. We focus our attention on the representation and information processing of fault symptoms that are spread over periods of time and for which current expert system technology is particularly de cient 11]. Consider the following example, which diagnoses a fault in a computerized numerical control center for a production chain.
A possible cause for an unde ned position of the tool magazine is a faulty limit switch S.
This cause can however be ruled out if the status registers R 1 and R 2 show the following behavior in every session: from a situation in which both registers contain the value 0, they assume the value 1 in successive and disjoint time intervals ( rst R 1 and then R 2 ), and then return to 0. A session is a time interval initiated when a special register C is set to 1 and terminated when C is reset to 0. recorded session has a similar pattern, the eventuality of S being faulty can be excluded. In order to verify this behavior, the contents of the registers must be monitored over time. Typically, each value (0 or 1) of a register persists for at least t time units. Measurements are made at xed intervals (sampling periods), asynchronously with the change of value of the registers. In order to avoid losing register transitions, measurements must be made frequently enough, that is, the sampling period must be less than t. However, it may happen that transitions of di erent registers take place between two consecutive measurements, making it impossible to recover their relative order. This situation is depicted in Figure 1 R 2 (e i 3 ; e i 4 ). In order to verify that the switch S is not faulty in session i, we must ensure that the registers R 1 and R 2 display the expected behavior in all re nements of the current knowledge state w. This amounts to proving that the CMEC -formula 2' i is true in w. If this is the case, there is no fault in session i, although other sessions might indicate that S is dysfunctional. If we want to determine the existence of at least one extension of w where the registers behave as displayed in Figure 1 , we must verify the truth of 3' i in w. If this CMEC -formula is true, we cannot be sure whether S is faulty or not.
Since I H i ; w j = 3' i and I H i ; w 6 j = 2' i , a faulty behavior of S in session i is possible but not certain.
Assume now that, unlike the actual situation depicted in Figure 1, 
Implementation
The Event Calculus 9] has traditionally been implemented in the logic programming language Prolog 13]. Recent extensions to EC have instead adopted Prolog 10] in order to achieve a declarative yet simple encoding, necessary to formally establish correctness issues 4]. In this section, we will rely again on Prolog to obtain an elegant encoding of QCMEC and to prove its correctness. Space reasons forbid discussing the implementation of its subcalculi.
Prolog in a nutshell
Due to space limitations, we shall assume the reader to be familiar with the logic programming language Prolog 13]. We will instead illustrate some of the characteristic constructs of Prolog at an intuitive level. We invite the interested reader to consult 10] for a more complete discussion, and 4] for a presentation in the context of the Event Calculus. Di erently from Prolog which is rst-order, Prolog is a higher-order language, which means that the terms in this programming language are drawn from a simply 373 typed -calculus. More precisely, the syntax of terms is given by the following grammar: as \sigma x \ G". We will also take advantage of negation-as-failure, denoted not. We will not rely directly on the other powerful constructs o ered by this language. Other connectives are denoted as in Prolog: \," for conjunction, \;" for disjunction, \:-" for implication with the arguments reversed. The only prede ned predicate we will use is the in x \=" that uni es its arguments. Given a well-typed Prolog program P and a goal G, the fact that there is a derivation of G from P, i.e. that G is solvable in P, is denoted P`G. See 4, 10] for details.
Prolog o ers also the possibility of organizing programs into modules. A module m is declared as \module m." followed by the declarations and clauses that de ne it. Modules can access other modules by means of the accumulate declaration. Finally, % starts a comment that extends to the end of the line.
Implementation of QCMEC in Prolog
We will now give an implementation of QCMEC in Prolog. The resulting module, called qcmec, is displayed in Appendix A. The rule to diagnose hardware faults and an example from Section 3 are included in Appendices B and C. This code has been tested using the Terzo implementation of Prolog, version 1.0b, which is available from http://www.cse.psu.edu/~dale/lProlog/.
We de ne a family of representation functions p q that relate the mathematical entities we have been using in Section 2 to terms in Prolog. Speci cally, we will need to encode EC -structures, the associated orderings, and the language of QCMEC . In the remainder of this section, we will refer to a generic EC -structure H = (E; P; i 
Quanti ers di er from the other syntactic entities of a language such as QCMEC by the fact that they bind a variable in their argument (e.g. x in 9x: ').
Bound variables are then subject to implicit renaming to avoid con icts and to substitution. Encoding binding constructs in traditional programming languages such as Prolog is painful since these operations must be explicitly programmed. Prolog and other higher-order languages permit a much leaner emulation since -abstraction (x \ M) is itself a binder and their implementations come equipped with (e cient) ways of handling it. The idea, known as higher-order abstract syntax 10], is then to use Prolog's abstraction mechanism as a universal binder. Binding constructs in the object language are then expressed as constants that take a -abstracted term as their argument (for example forSomeEvent is declared of type (event -> mvi) -> mvi). Variable renaming happens behind the scene, and substitution is delegated to the meta-language as -reduction. An example will shed some light on this technique.
Consider the formula ' = 9x: p(x; e 2 ), which representation is forSomeEvent (x (period x p e2))
where we have assumed that p and e 2 are encoded as the constants p and e2 of the appropriate type. It is easy to convince oneself that this expression is well-typed. In order to ascertain the truth of ', we need to check whether p(e; e 2 ) holds for successive e 2 E until such an event is found. Automating this implies that, given a candidate event e 1 (represented as e1), we need to substitute e1 for x in period x p e2. This can however be achieved by simply applying the argument of forSomeEvent to e1. Indeed, (x \ (period x p e2)) e1 is equal to period e1 p e2, modulo -reduction. This technique is used in clauses 12{13 in our implementation. We represent the truth of a formula in QCMEC by means of the predicate holds. Clauses 1 to 13 in Appendix A implement the speci cation of this language given in Section 2. More precisely, clauses 1 and 2 provide a direct encoding of De nition 2.1, where clause 2 faithfully emulates the meta-predicate br. Clause 3 captures the meaning of the precedence construct, while clauses 4 to 7 reduce the truth check for the connectives of QCMEC to the derivability of the corresponding Prolog constructs. Notice that implication is translated back to a combination of negation and disjunction in clause 7. Clauses 8 to 11 implement the semantics of the modalities as the recursive visit of all the extensions of the current knowledge state; further details can be found in 4]. Existential quantiers are handled similarly to connectives in clause 12. Although Prolog o ers a form of universal quantication, we are forced to take a detour and express our universal quanti ers as negations and existentials in clause 13. A lengthy discussion of the logical reasons behind this step can be found in 4].
Soundness and Completeness
The encoding we have chosen as an implementation of QCMEC permits an easy proof of its faithfulness with respect to the formal speci cation of this formalism. Key factors in the feasibility of this endeavor are the precise semantic de nition of QCMEC given in Section 2, and the exploitation of the declarative features of Prolog. We only show the statement of our soundness and completeness result since a fully worked out proof would require a very detailed account of the semantics of Prolog, and is rather long, although simple. Space constraints prevent us from doing so. The interested reader can nd the full development of a proof that relies on the same techniques in 4]. 
Complexity Analysis
This section is dedicated to studying the complexity of the various modal event calculi presented in Section 2. We assume the reader familiar with computational complexity theory 12]. Given an EC -structure 375 H, a knowledge state w 2 W H and a formula ' relative to any of the modal event calculi presented in Section 2, we want to characterize the complexity of the problem of establishing whether I H ; w j = ' is true, which is an instance of the general problem of model checking. We model our analysis around the truth relations given in De nitions 2.2, 2.3 and 2.5. We measure the complexity of testing whether I H ; w j = ' holds in terms of the size n of the input structure (where n is the number of recorded events) and the size k of the input formula (without loss of generality, we sometimes interpret k as the number of atomic formulas occurring in '). We obtain the same bound if we allow property-labeled intervals p(e 1 ; e 2 ), possibly pre xed with at most one modal operator 5]. This bound does not change if we consider precedence queries. An ECMEC -formula is the boolean combination of a number of atomic formulas, i.e. property-labeled intervals p(e 1 ; e 2 ) or precedence tests e 1 < e 2 , possibly pre xed with a modal operator.
Given an ECMEC -formula that contains k atomic formulas, checking it reduces to testing k atomic formu- In the following, we analyze the complexity of the quanti ed calculi de ned in Section 2. We begin our analysis with the complexity of EQCMEC, i.e. the quanti ed version of ECMEC . We have proved that model checking in ECMEC is polynomial timebounded (Theorem 5.2). However, the extension of ECMEC with quanti ers arises complexity beyond P. In particular, model checking in EQCMEC is PSPACE-complete, as proved by the following theorem.
Theorem 5.4 (Cost of model checking in EQCMEC)
Model checking in EQCMEC is PSPACE-complete. Proof. In order to prove that model checking in EQCMEC is in PSPACE, we show that it belongs to AP. In order to do so, we extend the alternating polynomial time algorithm used in the proof of Theorem 5.3. If ' = 8x: (resp. ' = 9x: ), the algorithm enters in an AND (resp. OR) state. It nondeterministically chooses one event, say e, and evaluates the formula obtained by replacing all occurrences of x in that are in the scope of the quanti er by e. If ' = :8x: (resp. ' = :9x: ), the algorithm evaluates 9x: : (resp. 8x: : ). In Section 4 we have transliterated the de nition of QCMEC and its subcalculi in the higher-order logic programming language Prolog 10] . The directness of the implementation allows checking easily that the complexity of the implemented algorithms coincide with the bounds proved in this section for the problems they implement.
Conclusions and Future Work
In this paper, we have extended a number of modal event calculi 1, 5, 9] with the possibility of using quanti ers and precedence tests in queries. The net e ect of these combined additions has been a substantial gain in expressiveness. The extra computational cost was shown acceptable for queries of a reasonable size in those subcalculi that are tractable without quanti ers. We have implemented the resulting formalisms in the higher-order logic programming language Prolog 10], which we used to encode case studies from the area of hardware and medical diagnosis. We intend gaining a better understanding of the interactions among the various operators of our calculi, in particular between quanti ers and modalities, in order to devise simpli cations of costly queries and thus better implementations. We also intend studying the integration of preconditions 6]. 
