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ΠΕΡΙΛΗΨΗ 
Η βιομηχανία ανάπτυξης λογισμικού είναι μια από της πιο ταχέως 
εξελισσόμενες. Τα προϊόντα της πρέπει να ανταποκρίνονται συνεχώς  και γρήγορα 
στις αλλαγές αλλά ταυτόχρονα να διατηρούν την υψηλή ποιότητά τους. Για να 
καλυφθούν αυτές οι απαιτήσεις μια σειρά νέων μεθοδολογιών ανάπτυξης λογισμικού 
έχουν πρόσφατα διατυπωθεί. Οι μεθοδολογίες αυτές αποκαλούνται «ευέλικτες» 
μεθοδολογίες, γεγονός που φανερώνει την  ικανότητα τους να προσαρμόζονται 
γρήγορα στις μεταβολές του περιβάλλοντος. Στα πλαίσια αυτής της διπλωματικής 
μελέτης επιχειρείται η συστηματική καταγραφή αυτών. 
Αρχικά θα παρουσιαστούν κάποιες παραδοσιακές μεθοδολογίες  στις οποίες 
βασίζονται οι νέες ευέλικτες μέθοδοι. Στη συνέχεια οι περισσότερες από τις 
υπάρχουσες ευέλικτες μεθοδολογίες θα καθοριστούν και θα ταξινομηθούν 
περιγράφοντας για καθεμίαν τις διαδικασίες, τους ρόλους και τις πρακτικές που τη 
χαρακτηρίζουν. Οι προκλήσεις για την εφαρμογή των πρακτικών αυτών συζητούνται  
στο τρίτο τμήμα της μελέτης αυτής. Τέλος παρατίθενται οι εμπειρίες και 
συνοψίζονται τα ευρήματα των εταιριών που εφάρμοσαν κάποια από τις ευέλικτες 
πρακτικές 
 
ABSTRACT 
The software development industry is one of the most fast growing industries. 
Its products must constantly and rapidly respond to change but at the same time 
maintain high standards of quality. In order to fulfill these needs a series of new 
software development methodologies has emerged. These methodologies are called 
“Agile”, as to denote their ability to adapt quickly to change. The present thesis aims 
to systematically review these methods. 
In the first part of this document some traditional methods, that pose the basis 
for agile methods, are reviewed. Then most of the agile methods are defined by 
describing for each one of them their process, the roles and practices. The challenges 
derived when applying these methods are discussed in the third part. Finally the 
application results of large organizations are presented. 
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1. Εισαγωγή 
 
Ο τομέας της ανάπτυξης λογισμικού δεν υστερεί στην εισαγωγή νέων 
μεθοδολογιών. Πράγματι, τα τελευταία 25 χρόνια, ένας μεγάλος αριθμός 
διαφορετικών προσεγγίσεων στην ανάπτυξη λογισμικού έχει προταθεί, αλλά μόνο 
λίγες  έχουν επιζήσει για να χρησιμοποιηθούν σήμερα. Μια μελέτη (Nandhakumar 
και Avison, 1999) υποστηρίζει ότι οι παραδοσιακές μεθοδολογίες ανάπτυξης 
συστημάτων πληροφοριών «αντιμετωπίζονται πρώτιστα ως απαραίτητα εφευρήματα 
για να παρουσιάσουν μια εικόνα του ελέγχου ή για να παρέχουν ένα συμβολικό 
κύρος». Η ίδια μελέτη υποστηρίζει ότι αυτές οι μεθοδολογίες είναι πάρα πολύ 
μηχανιστικές για να χρησιμοποιηθούν λεπτομερώς. Άλλοι  μελετητές (Truex et al, 
2000) υποστηρίζουν μια ακραία θέση και δηλώνουν ότι οι παραδοσιακές μέθοδοι 
είναι «μόνο ανέφικτα ιδανικά και υποθετικά σκιάχτρα που παρέχουν τις κανονιστικές 
οδηγίες για ουτοπιστικές καταστάσεις ανάπτυξης». Κατά συνέπεια, οι βιομηχανικοί 
υπεύθυνοι για την ανάπτυξη λογισμικού έχουν γίνει δύσπιστοι για τις «νέες» λύσεις 
που είναι δύσκολο να κατανοηθούν και παραμένουν έτσι αχρησιμοποίητες  (Wiegers, 
1998). Αυτό ήταν το κλίμα πριν από την εμφάνιση των ευέλικτων μεθόδων 
ανάπτυξης λογισμικού.  
Ενώ δεν υπήρχε καμία συμφωνία για το τι η έννοια του «ευέλικτου» 
πραγματικά περιέχει, έχει παραχθεί πρόσφατα πολύ ενδιαφέρον μεταξύ των 
επαγγελματιών του χώρου αλλά και στον ακαδημαϊκό κόσμο. Η εισαγωγή της 
«ακραίας μεθόδου προγραμματισμού» (Extreme Programming XP, Beck (1999a), 
Beck (1999b)) έχει αναγνωριστεί ευρέως ως αφετηρία για τις διάφορες ευέλικτες 
προσεγγίσεις ανάπτυξης λογισμικού. Υπάρχουν επίσης διάφορες άλλες μέθοδοι είτε 
που εφευρίσκονται είτε εκ νέου ανακαλύπτονται  και  ανήκουν στην ίδια οικογένεια 
των μεθοδολογιών. Τέτοιες μέθοδοι είναι, π.χ., «Μεθοδολογίες Κρυστάλλου» 
(Crystal Methods, Cockburn (2000)), η «ανάπτυξη οδηγούμενη από τα 
χαρακτηριστικά γνωρίσματα» (Feature-Driven Development, Palmer and Felsing 
(2002)), και η «εναρμόνισμένη ανάπτυξη λογισμικού» (Adaptive Software 
Development, Highsmith (2000)).  
Η «ευέλικτη» ανάπτυξη λογισμικού, λοιπόν, αναφέρεται σε μια ομάδα 
μεθοδολογιών ανάπτυξης λογισμικού βασισμένων στην επαναληπτική ανάπτυξη, 
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όπου οι απαιτήσεις και οι λύσεις εξελίσσονται μέσω της συνεργασίας 
αυτορυθμιζόμενων και διαγώνιος-λειτουργικών ομάδων. Ο όρος χρησιμοποιήθηκε 
για πρώτη φορά το έτος 2001 όταν διατυπώθηκε το ευέλικτο μανιφέστο. 
Οι ευέλικτες μέθοδοι προωθούν γενικά μια πειθαρχημένη διαδικασία 
διαχείρισης ενός έργου, που ενθαρρύνει τη συχνή επιθεώρηση και αναπροσαρμογή. 
Ευνοούνται δε , από μια φιλοσοφία ηγεσίας που ενθαρρύνει την ομαδική εργασία, 
την αυτό-οργάνωση και την υπευθυνότητα, ένα γενικότερο σύνολο καλύτερων 
πρακτικών εφαρμοσμένης μηχανικής που επιτρέπουν τη γρήγορη παράδοση υψηλής 
ποιότητας λογισμικού, καθώς και μια επιχειρησιακή προσέγγιση που ευθυγραμμίζει 
την ανάπτυξη με τις ανάγκες των πελατών και τους στόχους της επιχείρησης. Τα 
εννοιολογικά θεμέλια αυτού του πλαισίου βρίσκονται στις σύγχρονες προσεγγίσεις 
διοίκησης και την ανάλυση των διαδικασιών, όπως η λιτή παραγωγή , η μεθοδολογία 
των «μαλακών» συστημάτων και η μέθοδος των 6 Σίγμα 
Ενώ λίγα είναι γνωστά για τα πραγματικά οφέλη της επένδυσης που γίνεται 
για την οργάνωση των διαδικασιών μιας εταιρίας (Glass, 1999), ακόμα λιγότερο είναι 
γνωστά για το πόσο μια οργάνωση θα ωφεληθεί από τη χρήση των ευέλικτων 
μεθοδολογιών ανάπτυξης λογισμικού. Οι αρχικές εκθέσεις από τη βιομηχανία είναι 
κυρίως θετικές (π.χ., Anderson et al. (1998), Grenning (2001)). Αριθμητικά μέτρα  , 
εντούτοις, είναι δύσκολο να ληφθούν σε αυτή τη φάση.  
Κατά τη διάρκεια των τελευταίων χρόνων , καθώς οι δυνάμεις  της αγοράς, οι 
απαιτήσεις  των συστημάτων, η τεχνολογία  των εφαρμογών, και το προσωπικό  των 
προγραμμάτων άλλαζαν, ο ευέλικτος τρόπος  ανάπτυξης παρουσιάσει τα 
πλεονεκτήματά του ενάντια στο παραδοσιακό και το ενδιαφέρον της βιομηχανίας 
παράγωγης λογισμικού είναι συνεχώς αυξανόμενο. Εντούτοις, από ότι  μας είναι 
γνωστό, καμία συστηματική μελέτη  των μεθοδολογιών της ευέλικτης ανάπτυξης δεν 
έχει γίνει ακόμα. Ως αποτέλεσμα αυτού, αυτήν την περίοδο, υπάρχει αριθμός από 
διαδικασίες διαθέσιμες στον επαγγελματία για να επιλέξει αυτή  που θα φέρει το 
μέγιστο όφελος σε δεδομένες περιστάσεις.  
Ο στόχος της παρούσας εργασίας είναι να μελετήσει την υπάρχουσα 
βιβλιογραφία για τις ευέλικτες μεθοδολογίες ανάπτυξης λογισμικού. Αρχικά θα 
παρουσιαστούν κάποιες παραδοσιακές μεθοδολογίες  στις οποίες βασίζονται οι νέες 
ευέλικτες μέθοδοι. Στη συνέχεια οι περισσότερες από τις υπάρχουσες ευέλικτες 
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μεθοδολογίες θα καθοριστούν και θα ταξινομηθούν περιγράφοντας για καθεμίαν τις 
διαδικασίες, τους ρόλους και τις πρακτικές που τη χαρακτηρίζουν. Οι προκλήσεις για 
την εφαρμογή των πρακτικών αυτών συζητούνται  στο τρίτο τμήμα της μελέτης 
αυτής. Τέλος παρατίθενται οι εμπειρίες και συνοψίζονται τα ευρήματα των εταιριών 
που εφάρμοσαν κάποια από τις ευέλικτες πρακτικές  
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2. Μεθοδολογίες Ανάπτυξης Λογισμικού 
 
Η «μεθοδολογία ανάπτυξης λογισμικού» ή «η μεθοδολογία ανάπτυξης 
πληροφοριακών συστημάτων» στην επιστήμη των ηλεκτρονικών υπολογιστών είναι 
το μοντέλο που χρησιμοποιείται για να δομηθεί, να προγραμματιστεί, και να ελέχθη η 
διαδικασία της παραγωγής ενός λογισμικού  
Μια ευρεία ποικιλία τέτοιων μοντέλων έχει εξελιχθεί, το κάθε ένα με 
αναγνωρισμένες δυνάμεις και αδυναμίες. Μια μεθοδολογία ανάπτυξης λογισμικού 
δεν είναι απαραιτήτως κατάλληλη προς χρήση για κάθε δυνατό έργο. Κάθε μια από 
τις διαθέσιμες μεθοδολογίες είναι η καταλληλότερη για ένα  συγκεκριμένο είδος 
προγράμματος, ανάλογα με τα διαφορετικά τεχνικά και  οργανωτικά χαρακτηριστικά 
κάθε ομάδας και κάθε έργου. 
Το μοντέλο μιας μεθοδολογίας ανάπτυξης λογισμικού αποτελείται από:  
• Μια φιλοσοφία ανάπτυξης λογισμικού, με την προσέγγιση ή τις προσεγγίσεις 
στη διαδικασία ανάπτυξης λογισμικού  
• Πολλαπλά εργαλεία, μοντέλα και μεθόδους , για να βοηθήσουν στη 
διαδικασία ανάπτυξης λογισμικού. 
Αυτά τα μοντέλα είναι συχνά συνδεδεμένα με κάποια οργανισμό, o οποίος τα 
αναπτύσσει περαιτέρω, υποστηρίζει τη χρήση τους και προωθεί τη μεθοδολογία. Η 
μεθοδολογία είναι συχνά τεκμηριωμένη με κάποια επίσημη μορφή.  
Ένα από τα παλαιότερα εργαλεία ανάπτυξης λογισμικού είναι τα λογικά 
διαγράμματα, τα οποία αναπτύχθηκαν τη δεκαετία του '20. Η μεθοδολογία ανάπτυξης 
λογισμικού εμφανίστηκε στο προσκήνιο τη δεκαετία του '60. Η παλαιότερη 
τυποποιημένη μεθοδολογία για την δημιουργία  των πληροφοριακών  συστημάτων 
είναι ο κύκλος ζωής ανάπτυξης συστημάτων ( Software Development Life Cycle 
SDLC). Η κύρια ιδέα ήταν να ακολουθήσει η ανάπτυξη των συστημάτων 
πληροφοριών  έναν προμελετημένο, δομημένο και συστηματικό τρόπο. Ο 
παραδοσιακός κύκλος ζωής ανάπτυξης συστημάτων δημιουργήθηκε στη δεκαετία του 
'60 για να αναπτύξει τα λειτουργικά επιχειρησιακά συστήματα μεγάλης κλίμακας. Οι 
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δραστηριότητες συστημάτων πληροφοριών περιελάμβαναν τότε βαριές ρουτίνες 
επεξεργασίας δεδομένων. 
Από τότε διάφορες μεθοδολογίες ανάπτυξης λογισμικού έχουν αναπτυχθεί, 
όπως : 
• Δομημένος προγραμματισμός από το 1969  
• Δομημένη ανάλυση συστημάτων και μεθοδολογία σχεδιασμού (Structured 
Systems Analysis and Design Methodology, SSADM) από το 1980 και μετά  
• Ο αντικειμενοστραφής προγραμματισμός (Object-oriented programming, 
OOP) έχει αναπτυχθεί από την αρχή της δεκαετίας του '60, και έχει  
επικρατήσει  ως κυρίαρχη μεθοδολογία προγραμματισμού κατά τη διάρκεια 
τα μέσα της δεκαετίας του '90.  
• Γρήγορη ανάπτυξη εφαρμογών (Rapid application development, RAD) από 
1991,  
• Scrum (ανάπτυξη), από την πρόσφατη δεκαετία του '90  
• Διαδικασία λογισμικού ομάδας (Team software process)που αναπτύσσεται 
από τον Watt Humphrey στο SEI1  
• Ακραίος προγραμματισμός (Extreme Programming,XP) από το 1999  
• Λογική ενοποιημένη διαδικασία (Rational Unified Process , RUP) από 2003,  
• Ευέλικτη ενοποιημένη διαδικασία (Agile Unified Process, AUP) από το 2005 
από Scott Ambler 
 
Κάθε μεθοδολογία ανάπτυξης λογισμικού έχει λίγο πολύ τη δική της 
προσέγγιση στην ανάπτυξη λογισμικού. Υπάρχει ένα σύνολο γενικότερων 
προσεγγίσεων, οι οποίες αναπτύσσονται σε διάφορες συγκεκριμένες μεθοδολογίες. 
Αυτές οι προσεγγίσεις είναι: 
• O καταρράκτης (Waterfall): γραμμικός τύπος μοντέλου.  
• Η διαμόρφωση πρωτοτύπου (Prototyping): επαναληπτικός τύπος μοντέλου 
• Ο επαυξητικός (Incremental): συνδυασμός γραμμικού και επαναληπτικού 
τύπου μοντέλου 
• Η σπειροειδής (Spiral): γραμμικός και επαναληπτικός τύπος πλαισίου 
μοντέλου 
                                                            
1 Software Enginnerring Instutute 
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• Γρήγορη ανάπτυξη εφαρμογής( Rapid Application Development RAD): 
Επαναληπτικός τύπος μοντέλου 
 
Με σκοπό την καλύτερη κατανόηση των ευέλικτων μεθόδων στα επόμενα 
κεφάλαια δίνεται μια σύντομη περιγραφή των πέντε αυτών βασικών προσεγγίσεων. 
Αυτές πολλές φορές χρησιμοποιούνται ως βάση αναφοράς για τις ευέλικτες 
μεθοδολογίες. Για παράδειγμα η «Μέθοδος ανάπτυξης δυναμικών συστημάτων» 
βασίζεται στην γρήγορη ανάπτυξη εφαρμογής. Οι περισσότερες από τις ευέλικτες 
μεθόδους επιτρέπουν ή και προτείνουν την διαμόρφωση πρωτοτύπου σε κάποιο 
στάδιο τους, ενώ εξ ορισμού μια μέθοδος για να είναι «ευέλικτη» πρέπει να 
ακολουθεί έως ένα σημείο το  επαυξητικό μοντέλο. 
Επιπλέον αναφέρονται και οι αναγνωρισμένες δυνάμεις και αδυναμίες των 
προσεγγίσεων αυτών καθώς αυτές τις δυνάμεις θέλουν να εκμεταλλευτούν και αυτές 
αδυναμίες ήρθαν να καλύψουν οι ευέλικτες μέθοδοι. Εξάλλου όπως υποστηρίζει ο 
«ακραίος προγραμματισμός», μια από τις ευέλικτες μεθοδολογίες, τα ευεργετικά 
στοιχεία των παραδοσιακών πρακτικών ανάπτυξής λογισμικού λαμβάνονται στα 
«ακραία» επίπεδα. 
 
2.1 Το Μοντέλο του Καταρράκτη 
Το μοντέλο του καταρράκτη είναι μια διαδοχική διαδικασία ανάπτυξης, στην 
οποία η ανάπτυξη θεωρείται πως διατρέχει σταθερά προς τα κάτω (όπως σε έναν 
καταρράκτη) της φάσεις της ανάλυσης των απαιτήσεων (Requirements) , του σχεδίου 
(Design), της εφαρμογής (Implementation), της επικύρωσης (Verification), της 
ολοκλήρωσης, και της συντήρησης (Maintenance). Στην Εικόνα 2.1 φαίνεται το 
μοντέλο του καταρράκτη και οι επιμέρους φάσεις του Η πρώτη επίσημη περιγραφή 
του προτύπου καταρρακτών θεωρείται ότι  είναι ένα άρθρο που δημοσιεύτηκε από 
τον Winston W. Royce το 1970 αν και ο ιδιος ο Royce (1970) δεν χρησιμοποίησε τον 
όρο "καταρράκτης" σε αυτό το άρθρο.  
Για να ακολουθήσει κάποιος το πρότυπο του καταρράκτη, προχωρά από τη 
μια φάση στην επόμενη κατά τρόπο καθαρά διαδοχικό. Παραδείγματος χάριν, πρώτα 
ολοκληρώνονται οι προδιαγραφές των απαιτήσεων οι οποίες δεν τίθενται σε 
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περαιτέρω διαπραγματεύσεις. Όταν οι απαιτήσεις ολοκληρώνονται πλήρως, 
προχωρούμε με την  σχεδίαση του συστήματος . Το εν λόγω λογισμικό σχεδιάζεται 
και ένα προσχέδιο του δίνεται στους προγραμματιστές για να το ακολουθούν - αυτό 
το προσχέδιο πρέπει να είναι ένα σχέδιο για την εφαρμογή των απαιτήσεων που 
έχουν ήδη παγιωθεί. Όταν το σχέδιο ολοκληρώνεται πλήρως, μια εφαρμογή του 
σχεδίου γίνεται από τους προγραμματιστές. Προς τα τελευταία  στάδια της φάσης 
εφαρμογής, τα χωριστά τμήματα λογισμικού συνδυάζονται για να ολοκληρωθεί η νέα 
λειτουργία. Το πρότυπο του καταρράκτη υποστηρίζει ότι κάποιος μπορεί να κινηθεί 
προς μια φάση μόνο όταν ολοκληρώνεται η προηγούμενη φάση της. 
 
Εικόνα 2.1-Το μοντέλο του καταρράκτη  
(Πηγή: Wikipedia, Paul Smith,2009) 
Συμφώνα με τις βασικές αρχές του μοντέλου κάθε έργο διαιρείται σε 
διαδοχικές φάσεις, με κάποια επικάλυψη και κάποιες αναθεωρήσεις να είναι 
αποδεκτές μεταξύ των φάσεων. Έμφαση δίνεται στον προγραμματισμό , στα χρονικά 
προγράμματα, τις προβλεπόμενες ημερομηνίες, τους προϋπολογισμούς και την 
δημιουργία ενός ολόκληρου συστήματος συγχρόνως. Ο αυστηρός έλεγχος διατηρείται 
κατά τη διάρκεια της ζωής του προγράμματος μέσω της χρήσης εκτενούς γραπτής 
τεκμηρίωσης, καθώς επίσης και μέσω των επίσημων αναθεωρήσεων που έχουν την 
έγκριση του πελάτη.  
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 Δυνάμεις / Αδυναμίες 
Το μοντέλο αυτό είναι ιδανικό για να υποστηρίξει λιγότερο πεπειραμένες 
ομάδες και διευθυντές, ή ομάδες των οποίων σύνθεση κυμαίνεται. Η τακτική σειρά 
των βημάτων ανάπτυξης, οι αυστηροί έλεγχοι για την εξασφάλιση της επαρκούς 
τεκμηρίωσης και οι αναθεωρήσεις του σχεδίου εξασφαλίζουν την ποιότητα, την 
αξιοπιστία, και τη δυνατότητα συντήρησης του λογισμικού. Ένα επιπλέον 
πλεονέκτημα του μοντέλου είναι ότι η πρόοδος της ανάπτυξης των συστημάτων είναι 
μετρήσιμη. Τέλος ο εκτενείς προγραμματισμός του υπό ανάπτυξη λογισμικού βοηθά 
στην βέλτιστη χρήση των πόρων . 
Αντίθετα το μοντέλο του καταρράκτη χαρακτηρίζεται ως άκαμπτο, αργό, 
δαπανηρό και δυσκίνητο λόγω της σημαντικής δομής και των αυστηρών ελέγχων. Το 
πρόγραμμα προχωρά προς τα εμπρός, με πιθανή μόνο τη μικρή μετακίνηση προς τα 
πίσω. Στο εν λόγω πρότυπο υπάρχει μικρό περιθώριο για επαναληπτική χρήση και 
επαναχρησιμοποίηση του λογισμικού. Ακόμη πολλά εξαρτώνται από τον πρόωρο 
προσδιορισμό και καταγραφή των απαιτήσεων, όμως οι χρήστες μπορεί να μην είναι 
σε θέση να καθορίσουν σαφώς τι χρειάζονται τόσο νωρίς στην εξέλιξη του έργου. Οι 
ασάφειες των προδιαγραφών, τυχόν ελλείψεις σε τμήματα των συστημάτων, και οι 
απροσδόκητες ανάγκες σε υποδομές ανακαλύπτονται συχνά κατά τη διάρκεια του της 
κωδικοποίησης. Τα προβλήματα συχνά δεν ανακαλύπτονται μέχρι τη δοκιμή  των 
συστημάτων Η απόδοση του συστήματος  δεν μπορεί να εξεταστεί έως ότου το 
σύστημα κωδικοποιηθεί σχεδόν πλήρως, οπότε και είναι δύσκολο να διορθωθεί. 
Επιπλέον το μοντέλο του καταρράκτη είναι δύσκολο να ανταποκριθεί στις αλλαγές. 
Οι αλλαγές που εμφανίζονται αργά στον κύκλο ζωής του προγράμματος είναι 
δαπανηρές και η ενσωμάτωση τους είναι αποθαρρυντική . Το πρότυπο δε, παράγει 
υπερβολική τεκμηρίωση και η συνεχής ενημέρωσή της είναι χρονοβόρα. Τέλος 
πολλές φορές οι γραπτές προδιαγραφές είναι δύσκολο να κατανοηθούν και να 
αξιολογηθούν από τους χρήστες του προγράμματος , γεγονός που πολλές δημιούργει 
ένα χάσμα μεταξύ των υπευθύνων ανάπτυξης και των τελικών χρηστών  
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 2.2 To Μοντέλο της Δημιουργίας Πρωτότυπου 
 
Το μοντέλο δημιουργίας πρωτότυπων είναι μια τεχνική ανάπτυξης λογισμικού 
κατά την οποία δημιουργούνται ελλιπείς εκδόσεις του συνολικού προγράμματος  που 
θα  αναπτυχθεί. Ένα πρωτότυπο μιμείται τα χαρακτηριστικά, μερικές πτυχές των 
χαρακτηριστικών γνωρισμάτων του ενδεχόμενου προγράμματος, και μπορεί να είναι 
απολύτως διαφορετικό από την τελική  εφαρμογή.  
Ο συμβατικός σκοπός ενός πρωτοτύπου είναι να επιτραπεί στους χρήστες του 
λογισμικού να αξιολογήσουν τις προτάσεις των υπεύθυνων για την ανάπτυξη με το να 
δοκιμάζουν στην πράξη ένα προσχέδιο του  προϊόντος, παρά να πρέπει να 
ερμηνεύσουν και να αξιολογήσουν ένα σχέδιο βασισμένο στις περιγραφές. Η 
διαμόρφωση πρωτοτύπου μπορεί επίσης να χρησιμοποιηθεί από τους τελικούς 
χρήστες για να περιγράψουν τις απαιτήσεις που οι υπεύθυνοι για την ανάπτυξη δεν 
έχουν εξετάσει, έτσι «ο έλεγχος του πρωτοτύπου» μπορεί να είναι ένας βασικός 
παράγοντας στην εμπορική σχέση μεταξύ των προμηθευτών της λύσης και των 
πελατών τους.  
Στο μοντέλο της δημιουργίας πρωτοτύπου μετά την αρχική διεύρυνση ξεκινά 
ένας κύκλος προσδιορισμού των προδιαγραφών ,σχεδιασμού του συστήματος , 
κωδικοποίησης και δοκιμών κατά τον οποίο δημιουργείται το πρωτότυπο. Μετά την 
δημιουργία και την αξιολόγηση του πρωτοτύπου  υλοποιείται το λογισμικό. Στην 
τελευταία φάση μένει μόνο η συντήρηση του λογισμικού.  
Για πολλούς η δημιουργία πρωτοτύπων δεν είναι  μια αυτόνομη, πλήρης 
μεθοδολογία ανάπτυξης, αλλά μάλλον μια προσέγγιση στο χειρισμό επιλεγμένων 
τμημάτων μιας μεγαλύτερης, παραδοσιακότερης μεθοδολογίας ανάπτυξης όπως η 
επαυξητική, ή σπειροειδής. Στην ανάπτυξη λογισμικού με αυτή την μέθοδο γίνονται 
προσπάθειες να μειωθεί ο εγγενής  κίνδυνος ενός έργου με το σπάσιμο του σε 
μικρότερα τμήματα και την παροχή μεγαλύτερης προσαρμογής στην αλλαγή  κατά τη 
διάρκεια της διαδικασίας ανάπτυξης. Επιπλέον ο χρήστης περιλαμβάνεται σε όλη τη 
διαδικασία ανάπτυξης, γεγονός που αυξάνει την πιθανότητα της αποδοχής της 
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τελικής εφαρμογής. Τα μικρής κλίμακας πρωτότυπα του συστήματος αναπτύσσονται 
μετά από μια επαναληπτική διαδικασία τροποποίησης έως ότου εξελίσσεται το 
πρωτότυπο για να καλύψει τις απαιτήσεις των χρηστών. Ενώ τα περισσότερα 
πρωτότυπα αναπτύσσονται με την προσδοκία ότι θα απορριφθούν, είναι δυνατό σε 
μερικές περιπτώσεις να εξελιχθεί από το πρωτότυπο το ίδιο το σύστημα εργασίας. Η 
μέθοδος της δημιουργίας πρωτοτύπων θεώρει βασική την κατανόηση του 
θεμελιώδους επιχειρησιακού προβλήματος για να αποφευχθεί η λύση του 
λανθασμένου προβλήματος .  
 
Δυνάμεις / Αδυναμίες 
Η μεθοδολογία αυτή είναι ιδιαίτερα χρήσιμη για την ανάπτυξη λογισμικού με 
ασαφείς στόχους, για τον σχεδιασμό και την επικύρωση των προδιαγραφών των 
χρηστών, για τον πειραματισμό με ή και την σύγκριση των διάφορων λύσεων του 
προσχεδίου. Ταυτόχρονα υπάρχει η δυνατότητα να χρησιμοποιηθεί η γνώση που  
αποκτήθηκε από το πρωτότυπο και στο καθαυτό προϊόν. Ακόμη μπορούν πολύ νωρίς 
στον κύκλο ζωής του προϊόντος να προσδιοριστούν τα στοιχεία εκείνα που 
δημιουργούν σύγχυση ή δυσκολίες στην λειτουργία. Το μοντέλο ανάπτυξης 
λογισμικού μέσω πρωτοτύπων ευνοεί δε την καινοτομία  
Βέβαια η διαδικασία παράγωγης του πρωτοτύπου, αλλά και η τελική έγκρισή 
του δεν είναι ένα αυστηρά καθορισμένο γεγονός που μπορεί να οδηγήσει σε μια 
πλειάδα προβλημάτων. Η ανεπαρκής ανάλυση του προβλήματος μπορεί να 
εμφανιστεί με συνέπεια να καλύπτονται μόνο οι επιφανειακές ανάγκες. Οι 
προδιαγραφές μπορεί να αλλάζουν συνεχώς και σε μεγάλο βαθμό. Οι σχεδιαστές του 
πρωτοτύπου μπορεί να παράγουν το πρωτότυπο πολύ γρήγορα, αλλά χωρίς την 
ανάλυση των αναγκών του χρήστη να καταλήγει σε ένα άκαμπτό σχέδιο με στενή 
εστίαση κάτι που θα περιορίζει την μελλοντική επέκταση του συστήματος. Επιπλέον 
οι σχεδιαστές μπορεί να παραμελήσουν την τεκμηρίωση με συνέπεια την ανεπαρκή 
αιτιολόγηση του τελικού προϊόντος και ανεπαρκή στοιχεία για το μέλλον. Ο 
σχεδιασμός λειτουργικού με βάση την μεθοδολογία του πρωτοτύπου μπορεί να 
οδηγήσει σε κακώς σχεδιασμένα συστήματα, καθώς ανειδίκευτοι σχεδιαστές  
μπορούν να αντικαταστήσουν την διαμόρφωση πρωτοτύπου με αυτό καθεαυτό το 
προϊόν δημιουργώντας έτσι ένα «βρώμικο» σύστημα χωρίς σφαιρική εκτίμηση όλων 
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των λειτουργιών. Ενώ η αρχική ανάπτυξη του πρωτοτύπου χτίζεται συχνά για να 
είναι αναλώσιμο, η προσπάθεια να παραχθεί αναδρομικά ένα ολοκληρωμένο 
σύστημα μπορεί μερικές φορές να είναι προβληματική. Επιπλέον ένα πρωτότυπο 
πορεί να οδηγήσει στις ψεύτικες προσδοκίες, όπου ο πελάτης εσφαλμένα θεωρεί ότι 
το σύστημα είναι τελειωμένο όταν στην πραγματικότητα δεν είναι. Οι επαναλήψεις 
μέχρι την τελική διαμόρφωση του προϊόντος προσθέτουν στους προϋπολογισμούς και 
στα προγράμματα, κατά συνέπεια οι προστιθέμενες δαπάνες πρέπει να σταθμιστούν 
ενάντια στα πιθανά οφέλη. Τα πολύ μικρά προγράμματα μπορούν να μην είναι σε 
θέση να δικαιολογήσουν τους προστιθέμενους χρόνους και τα χρήματα, ενώ μόνο τα 
υψηλού κινδύνου τμήματα των πολύ μεγάλων, σύνθετων προγραμμάτων ωφελούνται 
από τη διαμόρφωση πρωτοτύπου.  
 
 
 
2.3 To Επαυξητικό Μοντελο 
 
Διάφορες μέθοδοι είναι αποδεκτές για το συνδυασμό των γραμμικών και 
επαναληπτικών μεθοδολογιών ανάπτυξης συστημάτων, με τον αρχικό στόχο κάθε 
μιας να μειωθεί ο έμφυτος κίνδυνος του προγράμματος με το σπάσιμο ενός 
προγράμματος στα μικρότερα τμήματα και την παροχή μεγαλύτερης  ευκολίας 
αλλαγής  κατά τη διάρκεια της διαδικασίας ανάπτυξης.  
Οι βασικές αρχές της επαυξητικής ανάπτυξης είναι:  
• μια σειρά μίνι-καταρρακτών εκτελείται, όπου όλες οι φάσεις του 
προτύπου ανάπτυξης καταρρακτών ολοκληρώνονται για ένα μικρό μέρος 
του συστήματος , πριν προχωρήσει η ομάδα στην επόμενη  επαύξηση, ή  
• οι γενικές απαιτήσεις καθορίζονται έτσι ώστε να οδηγήσουν  στην 
ανάπτυξη μίνι-καταρρακτών των μεμονωμένων αυξήσεων του 
συστήματος, ή  
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• η αρχική σύλληψη του λογισμικού, η ανάλυση  των απαιτήσεων, και ο 
κεντρικός σχεδιασμός του πυρήνα της αρχιτεκτονικής και του συστήματος 
καθορίζεται χρησιμοποιώντας την προσέγγιση καταρρακτών.  
 
 
Δυνάμεις / Αδυναμίες 
 
Ένα από τα δυνατά σημεία του επαυξητικού μοντέλου είναι ότι υπάρχει  η 
δυνατότητα να εκμεταλλευθεί τη γνώση που αποκτιέται σε μια πρόωρη αύξηση  στις 
επόμενες. Επιπλέον διατηρείται ο έλεγχος σε μέτρια επίπεδα κατά τη διάρκεια της 
ζωής του προγράμματος μέσω της χρήσης της γραπτής τεκμηρίωσης, της επίσημης 
αναθεώρησης και της έγκρισης του χρήστη και της διοίκησης σε ορισμένα σημαντικά 
κύρια σημεία. Στους συμμέτοχους  του προγράμματος μπορούν να δοθούν τα 
συγκεκριμένα στοιχεία της κατάστασης  προγράμματος σε όλο τον κύκλο ζωής του. 
Ακόμη βοηθά να μετριαστεί ο κίνδυνος από σφάλματα αρχιτεκτονικής αρκετά νωρίς . 
Ένα ακόμη σημείο που πλεονεκτεί το επαυξητικό μοντέλο είναι ότι επιτρέπει την 
παράδοση μιας σειράς εφαρμογών που είναι βαθμιαία πληρέστερες και μπορούν να 
πάνε στην παραγωγή γρηγορότερα ως επαυξητικές εκδόσεις . Τέλος η βαθμιαία 
εφαρμογή παρέχει τη δυνατότητα να ελεγχθεί η επίδραση των επαυξητικών αλλαγών, 
να απομονώσει τα ζητήματα και να διενεργηθούν οι προσαρμογές προτού  τα λάθη να 
επιδράσουν αρνητικά στην επιχείρηση. 
Αντίθετα, κατά χρησιμοποίηση μιας σειράς μίνι-καταρρακτών για ένα μικρό 
μέρος του συστήματος πριν την επόμενη αύξηση, υπάρχει συνήθως η έλλειψη της 
γενικής εκτίμησης του επιχειρησιακού προβλήματος και των τεχνικών απαιτήσεων 
του συστήματος. Ακόμη με δεδομένο ότι μερικές ενότητες θα ολοκληρωθούν πολύ 
νωρίτερα από άλλες, απαιτείται να είναι καθορισμένες με σαφήνεια οι 
αλληλεξαρτήσεις του συστήματος πολύ νωρίς. Ένας τελευταίος κίνδυνος που 
παρουσιάζεται κατά την χρήση του επαυξητικού μοντέλου είναι ότι τα δύσκολα 
προβλήματα τείνουν να ωθηθούν στο τέλος του προγράμματος ώστε αρχικά να 
επιδεικνύεται προς την διοίκηση κάποια πρόοδος. 
 
2.4 Το σπειροειδές μοντέλο  
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Το σπειροειδές πρότυπο καθορίστηκε από το Barry Boehm στο άρθρο του 
1988 του "Ένα σπειροειδές πρότυπο της ανάπτυξης και βελτίωσης λογισμικού ". 
Αυτό το πρότυπο δεν ήταν το πρώτο πρότυπο  που ανέφερε την επαναληπτική 
ανάπτυξη, αλλά ήταν το πρώτο πρότυπο για να εξηγήσει γιατί η επανάληψη κάνει τη 
διαφορά.  
Όπως αρχικά προέβλεπε, οι επαναλήψεις ήταν τυπικά της τάξης των 6 μηνών 
ή 2 ετών σε διάρκεια. Κάθε φάση αρχίζει με έναν στόχο σχεδίου και τελειώνει με τον 
πελάτη (που μπορεί  να είναι εσωτερικός) να αναθεωρεί την πρόοδο. Η ανάλυση και 
η εφαρμογή γίνονται σε κάθε φάση του προγράμματος, με στόχο  το τέλος του 
προγράμματος.  
Οι βασικές αρχές του μοντέλου είναι 
• η εστίαση είναι στην αξιολόγηση του κινδύνου και στην ελαχιστοποίησή 
του στο πρόγραμμα, με το σπάσιμο ενός προγράμματος σε μικρότερα 
τμήματα και την παροχή περισσότερης ευκολίας αλλαγής κατά τη 
διάρκεια της διαδικασίας ανάπτυξης, καθώς επίσης και την παροχή της 
ευκαιρίας να αξιολογηθούν οι κίνδυνοι και να γίνει η εκτίμηση της 
συνέχειας προγράμματος σε όλο τον κύκλο ζωής του προϊόντος  
• «Κάθε κύκλος περιλαμβάνει μια πρόοδο μέσω της ίδιας ακολουθίας 
βημάτων, για κάθε τμήμα του προϊόντος και για κάθε ένα από τα επίπεδα 
επεξεργασίας του, από ένα γενικό έγγραφο της επιθυμητής λειτουργίας 
έως την κωδικοποίηση κάθε μεμονωμένου προγράμματος.» (Boehm, 
1988)  
• Κάθε ταξίδι πάνω στη σπείρα διαπερνά τέσσερα βασικά τεταρτημόρια :  
1. καθορίστε τους στόχους, τις εναλλακτικές λύσεις, και τους 
περιορισμούς της επανάληψης (Determine objectives) 
2. αξιολογήστε τις εναλλακτικές λύσεις , προσδιορίστε και επιλύστε τους 
κινδύνους (Identify and resolve risks ) 
3. αναπτύξτε και ελέγξτε τα προϊόντα της  επανάληψης (Development 
and test) και 
4. σχεδιάστε τη επόμενη επανάληψη (Plan the next iteration). (Boehm, 
1988)  
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• «Αρχίστε κάθε κύκλο με τον προσδιορισμό των συμμετεχόντων  στο 
πρόγραμμα και των όρων επιτυχίας και τελειώστε  κάθε κύκλο με την 
αναθεώρηση και την δέσμευση των συμμετεχόντων για τον επόμενο 
κύκλο. (Boehm, 1988)  
 
Εικόνα 2.2 Σπειροειδές πρότυπο (Boehm 1988)  
(Πηγή Wikipedia, Conrad Nutschan, 2007) 
 
 
Δυνάμεις / Αδυναμίες 
 
Στα θετικά του σπειροειδούς μοντέλου είναι ότι ενισχύει την αποφυγή του 
κινδύνου. Επιπλέον είναι χρήσιμο για την επιλογή της καλύτερης μεθοδολογίας που 
θα ακολουθεί κατά την ανάπτυξη μιας δεδομένης επανάληψης λογισμικού. Ακόμη 
μπορεί να ενσωματώσει το μοντέλο του  καταρράκτη, τη διαμόρφωση πρωτοτύπου 
και τις επαυξητικές μεθοδολογίες ως ειδικές περιπτώσεις στο πλαίσιο του, και να 
παρέχει τις οδηγίες ως προς το ποιος συνδυασμός αυτών των προτύπων είναι ο 
καλύτερος να χρησιμοποιηθεί στη δεδομένη επανάληψη με βάση τον τύπο κινδύνου 
του προγράμματος. Παραδείγματος χάριν, ένα πρόγραμμα με χαμηλό κίνδυνο ως 
προς τις απαιτήσεις των χρηστών, αλλά με υψηλό κίνδυνο ως προς τον 
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προϋπολογισμό ή το χρονοδιάγραμμα θα ακολουθούσε ουσιαστικά μια προσέγγιση 
καταρρακτών στις επαναλήψεις του. Αν οι παράγοντες κινδύνου αντιστραφούν η 
σπειροειδής μεθοδολογία θα πρότεινε  μια επαναληπτική προσέγγιση. 
Αντίθετα στο μοντέλο είναι ιδιαίτερα δύσκολο να καθοριστεί η ακριβής 
σύνθεση των μεθοδολογιών ανάπτυξης που χρησιμοποιούνται  για κάθε επανάληψη 
γύρω από τη σπείρα. Επιπλέον είναι ιδιαίτερα προσαρμοσμένο σε κάθε πρόγραμμα, 
και είναι έτσι αρκετά σύνθετο, με περιορισμένη την ικανότητα 
επαναχρησιμοποίησης. Ένας ειδικευμένος και πεπειραμένος διευθυντής 
προγράμματος απαιτείται για να καθορίζει πώς το μοντέλο θα εφαρμοστεί σε 
οποιοδήποτε δεδομένο πρόγραμμα. Ακόμη δεν υπάρχει κανένας καθιερωμένος 
έλεγχος για την κίνηση από έναν κύκλο προς έναν άλλο κύκλο. Χωρίς ελέγχους, κάθε 
κύκλος μπορεί να παραγάγει περισσότερη εργασία για τον επόμενο κύκλο. Ένα 
τελευταίο μειονέκτημα είναι πως δεν υπάρχει καμία σταθερή προθεσμία. Οι κύκλοι 
συνεχίζονται χωρίς σαφή όριο λήξης, έτσι υπάρχει ένας έμφυτος κίνδυνος να 
ξεπεραστούν ο προϋπολογισμούς ή το χρονοδιάγραμμα. 
 
2.5 Η Γρήγορη Ανάπτυξη Εφαρμογής 
 
Η γρήγορη ανάπτυξη εφαρμογής (Rapid Application Development, RAD) 
είναι μια μεθοδολογία ανάπτυξης λογισμικού, η οποία περιλαμβάνει την επαυξητική 
ανάπτυξη και την κατασκευή πρωτοτύπων. Η γρήγορη ανάπτυξη εφαρμογής είναι 
ένας όρος που χρησιμοποιήθηκε αρχικά για να περιγράψει μια διαδικασία ανάπτυξης 
λογισμικού που εισάγε κατά τη διάρκεια της δεκαετίας του '80 στην ΙΒΜ o James 
Martin και την τυποποίησε τελικά με την έκδοση ενός βιβλίου το 1991.  
 Οι βασικές αρχές της μεθόδου όπως περιγράφονται από  τον Martin (1991) 
είναι : 
• Ο βασικός στόχος είναι η  γρήγορη ανάπτυξη και παράδοση ενός 
υψηλής ποιότητας συστήματος με σχετικά χαμηλό κόστος.  
• Προσπαθεί να μειωθεί ο εγγενής  κίνδυνος  του προγράμματος με το 
σπάσιμο του σε μικρότερα τμήματα και την παροχή μεγαλύτερης 
ευκολίας για αλλαγή κατά τη διάρκεια της διαδικασίας ανάπτυξης.  
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• Στοχεύει να παραγάγει υψηλής ποιότητας συστήματα γρήγορα, 
πρώτιστα μέσω της χρήσης της επαναληπτικής διαμόρφωσης 
πρωτοτύπου (σε οποιοδήποτε στάδιο ανάπτυξης), της ενεργού 
συμμετοχής των χρηστών, και των αυτοματοποιημένων εργαλείων 
ανάπτυξης. 
• Έμφαση δίνεται στην πραγματοποίηση των επιχειρησιακών αναγκών, 
ενώ η τεχνολογική τελειότητα είναι μικρότερης σπουδαιότητας.  
• Ο έλεγχος δίνει προτεραιότητα στην ανάπτυξη και τον καθορισμό των 
προθεσμιών παράδοσης ή των χρονικών περιθωρίων. Εάν το 
πρόγραμμα αρχίζει να ολισθαίνει,  έμφαση δίνεται είναι στη μείωση 
των απαιτήσεων για να χωρέσουν στα χρονικά περιθώρια και όχι στην 
μετακίνηση της προθεσμίας.  
• Γενικά περιλαμβάνει την από κοινού ανάπτυξη εφαρμογής (Joint 
Application Development JAD), όπου οι χρήστες περικλείονται έντονα 
στο σχεδιασμό  συστημάτων.  
• Η ενεργός συμμετοχή χρηστών είναι επιτακτική.  
• Παράγει  επαναληπτικά το λογισμικό, σε αντιδιαστολή με την χρήση  
ενός πρωτότυπου που δεν χρησιμοποιείται  
• Παράγει την τεκμηρίωση απαραίτητη να διευκολύνει τη μελλοντική 
ανάπτυξη και τη συντήρηση.  
• Οι τυποποιημένες τεχνικές ανάλυσης και σχεδιασμού συστημάτων 
μπορούν να εναρμονιστούν σε αυτό το μοντέλο. 
  
Δυνάμεις / Αδυναμίες 
Στα πλεονεκτήματα του μοντέλου είναι ότι η λειτουργική έκδοση μιας 
εφαρμογής είναι διαθέσιμη πολύ νωρίτερα απ' ότι στα υπόλοιπα πλαίσια. Επειδή το 
RAD παράγει τα συστήματα γρηγορότερα και με μια επιχειρησιακή εστίαση, αυτή η 
προσέγγιση τείνει να παραγάγει τα συστήματα σε χαμηλότερο κόστος. Ακόμη 
προκαλεί ένα μεγαλύτερο επίπεδο υποχρέωσης από τους συμμέτοχους του 
προγράμματος, και επιχειρησιακό και τεχνικό, από ότι το μοντέλο της σπείρας του 
καταρράκτη ή το επαυξητικό. Οι χρήστες θεωρούν πως κερδίζουν περισσότερα, 
έχοντας  ένα αίσθημα  ιδιοκτησίας του συστήματος, ενώ οι υπεύθυνοι για την 
ανάπτυξη θεωρούν πως κερδίζουν περισσότερη ικανοποίηση με το να παραγάγουν 
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επιτυχή συστήματα γρήγορα. Το μοντέλο επικεντρώνεται στα απαραίτητα στοιχεία 
συστημάτων από την άποψη χρηστών και παρέχει τη δυνατότητα να αλλαχτεί 
γρήγορα το σχέδιο του συστήματος όπως απαιτείται από τους χρήστες. Επιπλέον 
παράγει μια πιο στενή σχέση μεταξύ των απαιτήσεων των χρηστών και των 
προδιαγραφών των συστημάτων αποφεύγοντας έτσι τα περιττά στοιχεία. Γενικά 
παράγει δραματική αποταμίευση σε χρόνο, σε χρήματα, και σε ανθρώπινη 
προσπάθεια. 
Βέβαια η μεγαλύτερη ταχύτητα και το χαμηλότερο κόστος μπορεί να 
οδηγήσουν σε χαμηλότερης ποιότητας συστήματα. Υπάρχει πάντα ο κίνδυνος της μη 
ευθυγράμμισης του αναπτυγμένου συστήματος με την επιχείρηση λόγω της απώλειας 
των πληροφοριών και το πρόγραμμα μπορεί να καταλήξει με περισσότερες 
απαιτήσεις από ήταν απαιτημένες. Το μοντέλο μειονεκτεί καθώς μπορεί να 
δημιουργηθούν ασυμβίβαστα σχέδια μέσα και στα συστήματα. Επιπλέον υπάρχει  η 
δυνατότητα για την παραβίαση των προτύπων του προγραμματισμού. Πολλές φορές 
εμφανίζεται δυσκολία στην επαναχρησιμοποίηση τμημάτων σε μελλοντικά 
συστήματα. Καθώς επίσης το σχεδιασμένο σύστημα  μπορεί να στερηθεί της 
εξελισιμότητας. Ακόμη παρουσιάζεται υψηλό το  κόστος των υποχρεώσεων  εκ 
μέρους του βασικού χρήστη. Φυσικά οι επίσημες αναθεωρήσεις και οι λογιστικοί 
έλεγχοι είναι δυσκολότερο να εφαρμοστούν απ' ότι σε ένα το πλήρες σύστημα 
Εμφανίζεται δε η τάση τα δύσκολα προβλήματα να ωθούνται στο μέλλον για να 
επιδεικνύεται πρόωρη επιτυχία στη διοίκηση. Τέλος δεδομένου ότι μερικές ενότητες 
θα ολοκληρωθούν πολύ νωρίτερα από άλλες, οι διεπαφές απαιτείται να είναι 
καθορισμένες με σαφήνεια εξ αρχής. 
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 3. Ευέλικτη Ανάπτυξη Λογισμικού 
 
Οι ευέλικτες μεθοδολογίες ανάπτυξης λογισμικού είναι ένας σχετικά 
πρόσφατος τομέας στην ανάπτυξη λογισμικού. Ουσιαστικά, ο όρος ευέλικτη 
ανάπτυξη παρέχει την μια  εννοιολογική  «ομπρέλα» για έναν αριθμό μεθοδολογιών. 
Οι μεθοδολογίες αυτές δεν δημιουργήθηκαν πρώτα σε θεωρητικό επίπεδο, αλλά 
αναδύθηκαν μέσα από τον πειραματισμό των εταιριών ώστε  να καλύψουν  κάποιες 
εταιρικές ανάγκες  
Οι μικρές επιχειρήσεις παρουσιάζουν ενδιαφέρον για τις ευέλικτες μεθόδους 
επειδή αναζητούν τις εναλλακτικές λύσεις στις παραδοσιακές μεθοδολογίες 
ανάπτυξης λογισμικού, τις οποίες βρίσκουν πάρα πολύ δυσκίνητες, γραφειοκρατικές, 
και άκαμπτες. Αισθάνονται επίσης την πίεση να παράγουν περισσότερα με 
χαμηλότερο κόστος.  
Οι ίδιες ανάγκες, όμως, οδηγούν και τις μεγάλες επιχειρήσεις. Μια ομάδα στη 
Motorola προσδιόρισε μια ανάγκη κοινή σε όλες τις οργανώσεις και σε αυτήν την 
μελέτη παρατήρησαν ότι: «Οι ομάδες ανάπτυξης λογισμικού αντιμετωπίζουν μια 
συνεχή μάχη για να αυξήσουν την παραγωγικότητα διατηρώντας ή βελτιώνοντας την 
ποιότητα.» ( J. Bowers et al, 2002). Αυτό είναι πράγματι που οδηγεί τις περισσότερες 
επιχειρήσεις  για να ψάξουν νέους τρόπους  για να αναπτυχθεί το λογισμικό.  
Τα προβλήματα σχετικά με τις απαιτήσεις παρείχαν μια άλλη κοινή ανάγκη, 
και οι υπεύθυνοι για την ανάπτυξη σε τέσσερις μεγάλες εταιρίες, ABB, 
DaimlerChrysler, Motorola και Nokia (A. Domingo et. al, 2004) τα προσδιόρισαν ως 
ισχυρό κίνητρο. Παραδείγματος χάριν, επειδή οι ορισμένες ημερομηνίες παράδοσης 
απαιτούν ότι η ανάπτυξη λογισμικού θα αρχίζει με καθορισμένο μόνο ένα τμήμα των 
απαιτήσεων, η εταιρία πρέπει να ψάξει τους καλύτερους τρόπους για να διαχειριστεί 
τα προγράμματα για τα οποία οι απαιτήσεις δεν έχουν οριστεί πλήρως. Ένα άλλο 
πρόβλημα προκύπτει όταν οι απαιτήσεις μεταβιβάζονται στην ομάδα ανάπτυξης σε 
υψηλό επίπεδο. Αυτό μπορεί να καταστήσει δύσκολη την ανάλυση των απαιτήσεων 
σε λεπτομερείς προδιαγραφές λογισμικού. Αυτό το πρόβλημα οδηγεί την οργάνωση 
για να βρει τους τρόπους ώστε να γίνονται καλύτερα κατανοητές οι πραγματικές 
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ανάγκες των τελικών χρηστών. Επιπλέον, η εργασία για τον ορισμό των 
προδιαγραφών είναι ιδιαίτερα χρονοβόρα  και οι προδιαγραφές καταλήγουν συχνά  
να είναι ξεπερασμένες όταν πλέον οριστικοποιούνται. 
Εκτός από τα προβλήματα που συνδέονται με τις ανεπαρκώς καθορισμένες 
και υψηλού επιπέδου προδιαγραφές, οι γρήγορες αλλαγές στις απαιτήσεις και άλλοι 
περιβαλλοντικοί παράγοντες οδηγούν στην ανάγκη οι εταιρίες να προσαρμόζονται 
γρήγορα για να συμβαδίσουν με τις εξελισσόμενες αγορές και τις τεχνολογίες. Αυτό 
οδηγεί τις οργανώσεις για να επιδιώκουν μια ευέλικτη διαδικασία ικανή να χειρίζεται 
ασταθείς  απαιτήσεις. Η ανάγκη να παρουσιαστεί πρόοδος  πρόωρα στον πελάτη και  
να παρουσιαστεί στην ανώτερη διοίκηση μια πρώτη έκδοση προωθεί επίσης την 
χρήση των ευέλικτων μεθόδων αυτήν την συμπεριφορά.  
Ενώ οποιαδήποτε οργάνωση που αναπτύσσει λογισμικό μπορεί να 
αντιμετωπίσει αυτά τα προβλήματα, μερικά είναι πιθανότερο να εμφανιστούν στις 
μεγάλες οργανώσεις. Παραδείγματος χάριν, μερικοί συμμετέχοντες στην μελέτη που 
έγινε το 2004 (A. Domingo et. al, 2004) εξέθεσαν την απογοήτευσή τους με τις 
δύσκολες  προσεγγίσεις στη διαδικασία και τα τρέχοντα ποιοτικά συστήματα που 
είναι πάρα πολύ γενικά και σύνθετα για να παρέχουν καλή υποστήριξη. Οι μεγάλες 
οργανώσεις είναι πιθανότερο να εφαρμόζουν καθορισμένες διαδικασίες ανάπτυξης, 
συμπεριλαμβανομένου ενός συστήματος για την ποιότητα σε όλη τη διαδικασία 
ανάπτυξης λογισμικού. Αυτές οι διαδικασίες και τα συστήματα βάζουν συχνά 
περιορισμούς στην ομάδα ανάπτυξης γεγονός που περιορίζει ποιες πρακτικές 
ανάπτυξης μπορούν και πρέπει να χρησιμοποιήσουν, κάτι που  έχει επιπτώσεις στο 
πόσο γρήγορα μπορούν να αναπτύξουν το λογισμικό.  
Όταν μια ομάδα παραγωγής λογισμικού πιέζεται για να παραδώσει γρήγορα 
ένα προϊόν ώστε να προλάβει μια ευκαιρία της αγοράς, πρέπει να παλέψει 
ταυτόχρονα δύο μάχες – η μια για να αναπτύξουν ένα προϊόν σε σύντομο χρονικό 
διάστημα και η άλλη για να ικανοποιήσει τις απαιτήσεις του συστήματος ποιότητας . 
Η εύρεση των εναλλακτικών τρόπων να αναπτυχθεί το λογισμικό γρηγορότερα και 
πιο ελαστικά χωρίς συμβιβασμό των προτύπων υψηλής ποιότητας αυτών των 
οργανώσεων γίνεται πλέον έτσι ουσιαστική.  
Οι ευέλικτες μέθοδοι ήρθαν να καλύψουν όλες αυτές τις απαιτήσεις των 
εταιριών. Προσφέρουν την ευκαιρία να παραδίδει μια εταιρία πιο γρήγορα το προϊόν 
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της στους πελάτες της, να εκμεταλλεύεται τις ευκαιρίες τις αγοράς , να  
ανταποκρίνεται  πιο γρήγορα στις αλλαγές του περιβάλλοντος και  στις αλλαγές των 
απαιτήσεων των πελατών. Ακόμη οι ευέλικτες μέθοδοι επιτρέπουν στους 
εργαζόμενους να απομακρύνουν όλα τα περιττά τμήματα των διαδικασιών που 
δυσχεράνουν ή καθυστερούν την εργασία ους κάνοντάς τους πιο παραγωγικούς αλλά 
ταυτόχρονα μειώνοντας και τα περιττά κόστη. Οι ιδιότητες αυτές των ευέλικτων 
μοντέλων  τα έκανε ιδιαίτερα δημοφιλή στους κόλπους  της βιομηχανίας λογισμικού 
και κέρδισε το ενδιαφέρον τις επιστημονικής  κοινότητας. Πολλά από αυτά τα 
μοντέλα έχουν πλέον τεκμηριωθεί, τα οποία παρουσιάζονται  και συγκρίνονται στην 
συνέχεια αυτού του κεφαλαίου, αφού πρώτα δοθούν οι βασικές αρχές που κάνουν  
μια μέθοδο ευέλικτη. 
 
 
3.1  Το Μανιφέστο των Ευέλικτων Μεθοδολογιών 
Ανάπτυξης Λογισμικού 
 
 Το Φεβρουάριο του 2001, 17 άτομα μεταξύ των οποίων εμπειρογνώμονες της 
ανάπτυξης λογισμικού και σύμβουλοι επιχειρήσεων παράγωγης λογισμικού, 
μαζεύτηκαν στη Utah των Ηνωμένων Πολιτειών της Αμερικής για να συζητήσουν το 
μέλλον της ανάπτυξης λογισμικού. Αποτέλεσμα αυτών των συζητήσεων ήταν η 
διατύπωση του «Ευέλικτου Μανιφέστο»2 και ο σχηματισμός της «Ευέλικτης 
Συμμαχίας» . To μανιφέστο για την ευέλικτη ανάπτυξη λογισμικού (Agile Software 
Development) δηλώνει: 
 
«Ανακαλύπτουμε καλύτερους τρόπους ανάπτυξης λογισμικού με το να 
αναπτύσσουμε λογισμικό αλλά και με το να βοηθούμε άλλους που κάνουν το ίδιο. 
Μέσω αυτής της εργασίας έχουμε καταλήξει στο να εκτιμούμε περισσότερο:  
• τα άτομα και τις αλληλεπιδράσεις  από τις διαδικασίες και τα εργαλεία  
• το εν λειτουργία λογισμικό από την περιεκτική τεκμηρίωσή του  
                                                            
2 http://agilemanifesto.org/ 
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• την συνεργασία με τους πελάτες από τη διαπραγμάτευση συμβάσεων/ 
συμβολαίων  
• την ανταπόκριση στην αλλαγή από την εκτέλεση ενός σχεδίου 
Αυτό που εννοούμε είναι ότι ενώ υπάρχει αξία στα στοιχεία στο δεξί μέρος των 
παραπάνω προτάσεων εκτιμούμε τα στοιχεία στο αριστερό περισσότερο. » (Beck et 
al.,2003) 
 
Αρχικά, το ευέλικτο μοντέλο υπογραμμίζει την αλληλεγγύη μεταξύ των 
υπευθύνων για την ανάπτυξη λογισμικού και το ανθρώπινο ρόλο που απεικονίζουν οι 
συμβάσεις, σε αντιδιαστολή με τις θεσμοποιημένες διαδικασίες και τα εργαλεία 
ανάπτυξης. Στις υπάρχουσες ευέλικτες πρακτικές, αυτό φανερώνεται στις στενές 
σχέσεις των ομάδων, στο στενό εργασιακό περιβάλλον, στις ρυθμίσεις και τις άλλες 
διαδικασίες που προωθούν το ομαδικό πνεύμα.  
Δεύτερον, το μανιφέστο υποστηρίζει πως ο πρωταρχικός στόχος της ομάδας 
είναι να παράγει συνεχώς δοκιμασμένο, λειτουργικό λογισμικό. Οι νέες εκδόσεις του 
λογισμικού παράγονται ανά τακτά διαστήματα, σε μερικές προσεγγίσεις ακόμα και 
ανά μία ώρα ή καθημερινά, αλλά η πιο συνήθης πρακτική είναι διμηνιαία ή μηνιαία. 
Οι υπεύθυνοι για την ανάπτυξη ωθούνται για να κρατήσουν τον κώδικα απλό, εύκολα 
αναγνώσιμο, και όσο πιο τεχνικά προηγμένο γίνεται, ελαττώνοντας κατά συνέπεια το 
φορτίο της τεκμηρίωσης σε ένα κατάλληλο επίπεδο.  
Τρίτον, η σχέση και η συνεργασία μεταξύ των υπεύθυνων για την ανάπτυξη 
και των πελατών είναι προτιμητέα σε σύγκριση με τις ακριβείς συμβάσεις, αν και η 
σημασία μιας καλώς σχεδιασμένης σύμβασης αυξάνεται αναλογικά με το μέγεθος του 
λογισμικού. Η ίδια η διαδικασία διαπραγμάτευσης πρέπει να εξεταστεί ως μέσο 
επίτευξης και διατήρησης  μιας βιώσιμης σχέσης. Από επιχειρηματικής άποψης , η 
ανάπτυξη  λογισμικού εστιάζει στο να παραδίδεται αξία αμέσως στο έργο από την 
στιγμή της έναρξής του, μειώνοντας κατά συνέπεια τους κινδύνους μη- 
συμμόρφωσης με τη σύμβαση.  
Τέταρτον, η ομάδα ανάπτυξης, που περιλαμβάνει και τους υπεύθυνους για την 
ανάπτυξη λογισμικού και τους αντιπρόσωπους των πελατών, πρέπει να καλά 
πληροφορημένοι, ικανοί και εξουσιοδοτημένοι να εξετάζουν τις πιθανές ανάγκες που 
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προκύπτουν κατά τη διάρκεια του κύκλου ζωής της διαδικασίας ανάπτυξης και να την 
αναδιαμορφώνουν αντίστοιχα. Αυτό σημαίνει ότι οι συμμετέχοντες πρέπει να είναι 
έτοιμοι να κάνουν τις αλλαγές και ότι επίσης οι υπάρχουσες συμβάσεις 
διαμορφώνονται με τέτοια εργαλεία ώστε να  μπορούν να υποστηρίζουν και να 
επιτρέπουν τις αλλαγές .  
 
3.2 Οι Αρχές του Ευέλικτου Μανιφέστο  
 
 Στη συνέχεια παρουσιάζονται οι αρχές του ευέλικτου μανιφέστο όπως αυτές 
διατυπώθηκαν από τους δημιουργούς του. 
«Ακολουθούμε αυτές τις αρχές:  
1. Η πιο υψηλή προτεραιότητά μας είναι να ικανοποιήσουμε τον πελάτη μέσω 
της γρήγορης και συνεχούς παράδοσης του «πολύτιμου» λογισμικού.  
2. Καλωσορίζομε τις μεταβαλλόμενες απαιτήσεις / προδιαγραφές  ακόμη και αν 
αυτές φτάσουν αργά. Οι ευέλικτες διαδικασίες τιθασεύουν την αλλαγή 
δημιουργώντας ανταγωνιστικό πλεονέκτημα για τον πελάτη. 
3. Παραδώστε λειτουργικό λογισμικό συχνά, μέσα σε μια –δυο εβδομάδες ή σε 
ένα –δυο μήνες, με προτίμηση στο πιο σύντομο χρονοδιάγραμμα.  
4. Οι επιχειρησιακοί υπάλληλοι και οι προγραμματιστές  πρέπει να λειτουργούν 
μαζί καθημερινά.  
5. Δομήστε τα έργα  γύρω από τα άτομα με ισχυρή υποκίνηση. Δώστε τους το 
περιβάλλον και την υποστήριξη που αυτοί χρειάζονται και τους εμπιστευθείτε 
τους πως θα εκπληρώσουν την δουλειά  
6. Η αποδοτικότερη και αποτελεσματική μέθοδος για να μεταβιβάζονται οι 
πληροφορίες προς την ομάδα  αλλά και μέσα σε αυτήν είναι οι κατ’ ιδίαν 
συνομιλίες.  
7. Το εν λειτουργία  λογισμικό είναι το πρωταρχικό μέτρο της προόδου. 
8. Οι ευέλικτες διαδικασίες προωθούν τη βιώσιμη ανάπτυξη. Οι χορηγοί, οι 
υπεύθυνοι για την ανάπτυξη και οι χρήστες πρέπει να είναι σε θέση να 
διατηρούν έναν σταθερό ρυθμό επ’ αόριστο.  
9. Η συνεχής προσοχή στην τεχνική τελειότητα και ο καλός  σχεδιασμός  
ενισχύει την ευελιξία. 
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10. Η απλότητα -η τέχνη της μεγιστοποίησης του ποσού της εργασία που δεν 
γίνεται - είναι θεμελιώδης χαρακτηριστικό της ευελιξίας .  
11. Οι καλύτερες αρχιτεκτονικές, απαιτήσεις/προδιαγραφές και σχέδια 
προκύπτουν από αυτορυθμιζόμενες ομάδες  
12. Σε τακτά χρονικά διαστήματα, η ομάδα εξετάζει το πώς μπορεί να γίνει 
αποτελεσματικότερη, συντονίζει έπειτα και ρυθμίζει τη συμπεριφορά της  
αναλόγως. » (Beck et al.,2003) 
Οι αρχές ευέλικτου μοντέλου μπορούν να βρεθούν στην «λιτή παραγωγή» και 
τη μέθοδο των 6 Σίγμα. Αυτές οι έννοιες περιλαμβάνουν την εξάλειψη των λαθών, 
αποβάλλοντας τις περιττές διαδικασίες, δημιουργώντας μια σταθερή ροή, 
προσθέτοντας αξία στους πελάτες , και εξουσιοδοτώντας/ ενδυναμώνοντας  τους 
εργαζομένους. Οι έννοιες αυτές πρώτη φορά συγχωνεύτηκαν σε μια μεθοδολογία στις 
14 αρχές του «Τρόπου της TOYOTA», τη 5S μεθοδολογία, και τα 14 σημεία του  
Deming. Αυτές οι αρχές έχουν επίσης συνοψιστεί στα επτά σημεία της «λιτής» 
ανάπτυξης λογισμικού .  
 
 
3.3 Ευέλικτες μεθοδολογίες ανάπτυξης  
 
Οι κύριες πτυχές των ευέλικτων μεθόδων είναι η απλότητα και η ταχύτητα. Σε 
ένα ευέλικτο έργο ανάπτυξης, η ομάδα επικεντρώνεται μόνο στις λειτουργίες που 
απαιτούνται παραδίδοντας αυτές γρήγορα, συλλέγοντας την ανατροφοδότηση και 
αντιδρώντας στις λαμβανόμενες πληροφορίες. Αυτό που κάνει μια μέθοδο ανάπτυξης 
λογισμικού ευέλικτη εν τέλει είναι όταν αυτή είναι επαυξητική (μικρές εκδόσεις 
λογισμικού, με γρήγορους κύκλους), συνεταιριστική (πελάτης και υπεύθυνοι για την 
ανάπτυξη που λειτουργούν συνεχώς μαζί με στενή επικοινωνία), απλή (η ίδια η 
μέθοδος είναι εύκολο να μαθευτεί και να τροποποιηθεί), και προσαρμοστική (ικανή 
να κάνει τις τελευταίες αλλαγές στιγμής).  
 Με βάση τα παραπάνω κριτήρια ,στα επόμενα κεφάλαια παρουσιάζονται οι 
πλέον διαδεδομένες ευέλικτες μεθοδολογίες - οι διαδικασίες, οι ρόλοι και οι 
πρακτικές τους. Αυτές είναι  ο «Ακραίος  Προγραμματισμός»- Extreme Programming 
(Beck 1999b), το Scrum (Schwaber 1995; Schwaber and Beedle 2002), οι 
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«Μεθοδολογίες Κρυστάλλου» -Crystal family of methodologies (Cockburn 2002a), η 
«Ανάπτυξη με βάση τα χαρακτηριστικά» -Feature Driven Development (Palmer and 
Felsing 2002), η «Μέθοδος ανάπτυξης δυναμικών συστημάτων»-  Dynamic Systems 
Development Method (Stapleton 1997) και η «Εναρμονισμένη Ανάπτυξη 
Λογισμικού»- Adaptive Software Development (Highsmith 2000). 
 Ευέλικτες 
Μέθοδοι 
Συστήματα 
ανοικτού πηγαίου 
κώδικα 
Μέθοδοι με 
βάση τον 
προγραμματισμό 
Υπεύθυνοι για 
την ανάπτυξη 
Ευκίνητοι, 
πεπειραμένοι, 
συστεγασμένοι και 
συνεργάσιμοι 
Γεωγραφικά 
διανεμημένες, 
συνεργάσιμες, 
πεπειραμένες και 
ευκίνητες ομάδες 
Προσανατολισμένοι 
στο σχέδιο  με 
επαρκείς δεξιότητες 
και πρόσβαση στην 
εξωτερική γνώση 
Πελάτες   Αφοσιωμένοι, 
πεπειραμένος, 
συστεγασμένοι, 
συνεργάσιμοι, 
αντιπροσωπευτικοί 
και 
εξουσιοδοτημένοι 
Αφοσιωμένοι, 
πεπειραμένος, 
συνεργάσιμοι, και 
εξουσιοδοτημένοι 
Πρόσβαση στους 
πεπειραμένους, 
συνεργάσιμους, 
αντιπροσωπευτικούς 
και 
εξουσιοδοτημένους 
πελάτες 
Απαιτήσεις   Κατά ένα μεγάλο 
μέρος 
διαμορφούμενες , 
γρήγορες αλλαγές  
Κατά ένα μεγάλο μέρος 
διαμορφούμενες, 
γρήγορες  αλλαγές  
συνεχώς εξελίσσονται – 
ποτέ δεν 
οριστικοποιούνται 
Γνωστές πολύ νωρίς, 
κατά ένα μεγάλο 
μέρος σταθερές  
Αρχιτεκτονική Σχεδιασμένη για τις 
τρέχουσες 
απαιτήσεις 
Ανοικτή, σχεδιασμένη 
για τις τρέχουσες 
απαιτήσεις 
Σχεδιασμένη για τις 
τρέχουσες και 
προβλεπόμενες 
απαιτήσεις 
Αναδόμηση  Ανέξοδη   Ανέξοδη  Ακριβή 
Μέγεθος Μικρότερες  ομάδες 
και προϊόντα 
Μεγαλύτερες 
διασκορπισμένες ομάδες 
και μικρότερα προϊόντα 
Μεγαλύτερα ομάδες 
και προϊόντα 
Αρχικός 
στόχος 
 Η απόκτηση αξίας 
γρήγορα  
Η επίλυση ενός 
προκλητικού 
προβλήματος  
Υψηλή ασφάλεια 
Πίνακας 3.1. ‐Συγκριτικός πίνακας ευέλικτων και παραδοσιακών μεθόδων , επαυξημένος με 
στήλη για τα συστήματα ανοικτού πηγαίου κώδικα 
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 Ο Boehm (2002) αναλύει τις ευέλικτες μεθοδολογίες σε αντιπαράθεση με τις 
μεθοδολογίες που βασίζονται στις διαδικασίες ή όπως τις αποκαλεί τις μεθοδολογίες 
που βασίζονται στον προγραμματισμό. Ο Πίνακας 3.1αναλύει κάποιους τομείς της 
ανάπτυξης λογισμικού και δείχνει πώς το μοντέλο των συστημάτων του ανοικτού 
πηγαίου κώδικα ( Open Source Systems, OSS) τοποθετείται μεταξύ των δυο 
προηγουμένων. Το μοντέλο του OSS είναι ακόμα αρκετά νέο στο επιχειρησιακό 
κόσμο. Η προσέγγιση OSS ωστόσο μπορεί να θεωρηθεί ως μια παραλλαγή των 
ευέλικτων μεθόδων και εδώ θα αναλυθεί ως τέτοια.  
 
 
3.3.1 Ακραίος Προγραμματισμός (Extreme programming) 
Ο «ακραίος» προγραμματισμός (Extreme Programming,  XP) είναι μια 
μεθοδολογία που προορίζεται να βελτιώσει την ποιότητα του λογισμικού και την 
ανταπόκρισή του στις μεταβαλλόμενες απαιτήσεις πελατών. Ως τύπος ευέλικτης 
ανάπτυξης λογισμικού, υποστηρίζει τις συχνές εκδόσεις , τους σύντομους κύκλους 
ανάπτυξης , με σκοπό να βελτιώσει την παραγωγικότητα και να εισαγάγει εκείνα τα 
σημεία ελέγχου στα οποία  οι νέες απαιτήσεις των πελατών μπορούν να υιοθετηθούν. 
Αλλά στοιχεία του ακραίου προγραμματισμού είναι: ο προγραμματισμός ανά 
ζεύγη , η εκτενής αναθεώρηση του υπάρχοντος κώδικα, η δοκιμή όλου του κώδικα 
ανά μονάδα, η αναβολή του προγραμματισμού ορισμένων χαρακτηριστικών μέχρι 
αυτά να είναι απολύτως απαραίτητα, μια επίπεδη διοικητική δομή, η απλότητα και η 
σαφήνεια στον κώδικα, η πιθανότητα για αλλαγές των απαιτήσεων του πελάτη με το 
πέρασμα του χρόνου και όσο το πρόβλημα γίνεται καλυτέρα κατανοητό και  η συχνή 
επικοινωνία μεταξύ πελάτη και προγραμματιστή.  Η μεθοδολογία παίρνει το όνομά 
της από την ιδέα ότι τα ευεργετικά στοιχεία των παραδοσιακών πρακτικών ανάπτυξής 
λογισμικού λαμβάνονται στα «ακραία» επίπεδα, βασισμένο στη θεωρία ότι εάν κάτι 
είναι καλό, τότε πολύ περισσότερο από αυτό είναι ακόμη καλύτερο. Δεν πρέπει να 
συγχέεται βέβαια με τη «κωδικοποίηση καουμπόι», η οποία είναι περισσότερο 
ελεύθερη και μη σχεδιασμένη μορφή. Ακόμη δεν υποστηρίζει τα  εξοντωτικά 
προγράμματα εργασιών, αλλά αντί αυτού την εργασία σε έναν σταθερό ρυθμό.  
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Ο ακραίος προγραμματισμός δημιουργήθηκε από τον Kent Beck κατά τη 
διάρκεια της εργασίας του στο πρόγραμμα μισθοδοσίας της Chrysler Comprehensive 
Compensation System . Ο Beck έγινε ο υπεύθυνος του προγράμματος τον Μάρτιο του 
1996 και άρχισε να βελτιώνει  τη μέθοδο ανάπτυξης. Μετά από διάφορες επιτυχείς 
δοκιμές στην πράξη (Anderson et al. 1998), η μεθοδολογία XP καταγράφθηκε πρώτη 
φορά ως θεωρία με τις βασικές αρχές της και τις χρησιμοποιούμενες πρακτικές στο 
βιβλίο «Extreme Programming Explained» από τον Beck (Beck and Anders, 2005). Η 
Chrysler ακύρωσε το πρόγραμμα τον Φεβρουάριο του 2000, αφότου εξαγοράστηκε 
από Daimler-Benz.  
Αν και ο ακραίος προγραμματισμός είναι κάτι σχετικά νέο, πολλές από τις 
πρακτικές του προϋπήρχαν, εξάλλου η μεθοδολογία ωθεί τις «καλύτερες πρακτικές» 
στα ακραία. Παραδείγματος χάριν, η πρακτική του σχεδιασμού των δόκιμων πριν 
γίνει η υλοποίηση του προγράμματος αυτού καθ’ αυτού χρησιμοποιήθηκε από τον 
πρόγραμμα της NASA Mercury, στις αρχές της δεκαετίας του '60. Η αναδόμηση του 
κώδικα, η διαμόρφωση του σε τμήματα, η σχεδίαση από κάτω προς τα επάνω και 
επαυξητικός σχεδιασμός περιγράφηκαν πρώτη φορά από Leo Brodie στο βιβλίο του 
που δημοσιεύθηκε το 1984 ( Brodie, 1984).  
 
3.3.1.1 Διαδικασία 
Ο κύκλος ζωής του XP αποτελείται από πέντε φάσεις:  την διερεύνηση 
(Exploration) ,  τον προγραμματισμός (Planning), τις επαναλήψεις τις εκδόσεις 
(Iterations to release), την παράγωγη (Productionizing),  την συντήρηση 
(Maintenance)και  τον θάνατο (Death). 
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 Εικόνα. 2.1. Ο κύκλος ζωής της διαδικασίας XP 
(Πηγή: Pekka 2002) 
Παρακάτω, περιγράφονται αυτές οι φάσεις σύμφωνα με τον Beck (Beck and 
Anders 2005). 
Στη φάση εξερεύνησης, οι πελάτες καταγράφουν σε κάρτες «ιστορίας» (story 
cards) αυτό που επιθυμούν να περιληφθεί  στην πρώτη έκδοση. Κάθε κάρτα  ιστορίας 
περιγράφει ένα χαρακτηριστικό γνώρισμα που προστίθεται στο πρόγραμμα. 
Συγχρόνως η ομάδα του προγράμματος εξοικειώνεται με τα εργαλεία, την τεχνολογία 
και τις πρακτικές που θα χρησιμοποιούν στο πρόγραμμα. Η τεχνολογία που 
χρησιμοποιείται θα εξεταστεί και οι αρχιτεκτονικές δυνατότητες του συστήματος  
διερευνούνται με την δημιουργία ενός πρωτοτύπου του συστήματος. Η φάση 
εξερεύνησης διαρκεί από μερικές εβδομάδες έως μερικούς μήνες, κάτι  που εξαρτάται 
κατά ένα μεγάλο μέρος από το πόσο εξοικειωμένοι είναι με τη τεχνολογία οι 
προγραμματιστές.  
Στη φάση του προγραμματισμού τίθενται οι προτεραιότητες μεταξύ των 
ιστοριών και γίνεται μια συμφωνία για το περιεχόμενο της πρώτης μικρής έκδοσης. 
Οι προγραμματιστές υπολογίζουν αρχικά πόση προσπάθεια απαιτείται κάθε ιστορία 
και  έπειτα συμφωνείται το πρόγραμμα σχετικά με αυτές . Η χρονική έκταση του 
προγράμματος της πρώτης έκδοσης κανονικά δεν υπερβαίνει τους δύο μήνες. Η ίδια η 
φάση προγραμματισμού διαρκεί μερικές ημέρες.  
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Η φάση των επαναλήψεων μέχρι την έκδοση περιλαμβάνει διάφορες 
επαναλήψεις του συστήματος  πριν από την πρώτη έκδοση. Το πρόγραμμα που έχει 
συμφωνηθεί  στο στάδιο προγραμματισμού χωρίζεται σε διάφορες επαναλήψεις που 
κάθε μια μπορεί να διαρκέσει από μια έως τέσσερις εβδομάδες. Η πρώτη επανάληψη 
δημιουργεί ένα σύστημα, με την αρχιτεκτονική  που θα έχει ολόκληρο το σύστημα. 
Αυτό επιτυγχάνεται με την επιλογή των κατάλληλων ιστοριών. Ο πελάτης είναι αυτός 
που αποφασίζει τις ιστορίες που επιλέγονται να ενσωματωθούν σε κάθε επανάληψη. 
Οι λειτουργικές δοκιμές που δημιουργούνται από τον πελάτη τρέχουν στο τέλος κάθε 
επανάληψης. Στο τέλος της τελευταίας επανάληψης το σύστημα είναι έτοιμο για την 
παραγωγή.  
Η φάση παράγωγης απαιτεί επιπλέον δοκιμές και έλεγχο της απόδοσης του 
συστήματος προτού το σύστημα παραδοθεί στον πελάτη. Σε αυτήν την φάση, νέες 
αλλαγές μπορούν ακόμα να βρεθούν και πρέπει να ληφθεί η απόφαση εάν θα 
συμπεριληφθούν στην τρέχουσα έκδοση. Κατά τη διάρκεια αυτής της φάσης, οι 
επαναλήψεις μπορεί να πρέπει να επιταχυνθούν από τρεις έως  μια εβδομάδα. Οι 
ιδέες και οι προτάσεις που προκύπτουν, τεκμηριώνονται για να είναι δυνατή η 
εφαρμογή  τους κατά τη διάρκεια άλλων σταδίων , π.χ., της φάσης συντήρησης.  
Αφότου δοθεί η πρώτη έκδοση στους  πελάτες, το XP πρόγραμμα πρέπει και 
να κρατήσει το σύστημα στην παραγωγή εν λειτουργία και να παράγει νέες 
επαυξήσεις. Προκειμένου να γίνει αυτό, η φάση συντήρησης απαιτεί μια επιπλέον 
προσπάθεια για τις εργασίες υποστήριξης των πελατών. Κατά συνέπεια, η ταχύτητα 
της ανάπτυξης μπορεί να επιβραδυνθεί από την στιγμή που το σύστημα πάει στην 
παραγωγή. Η φάση συντήρησης μπορεί να απαιτήσει την εισαγωγή νέων ανθρώπων 
στην ομάδα και τη αλλαγή της δομή της ομάδας.  
Η φάση θανάτου έρχεται όταν ο πελάτης δεν έχει πλέον οποιεσδήποτε 
ιστορίες που χρειάζονται εφαρμογή. Αυτό απαιτεί ότι το σύστημα ικανοποιεί τις 
ανάγκες των πελατών από όλες τις απόψεις (π.χ., σχετικά με την απόδοση και την 
αξιοπιστία). Αυτή είναι η στιγμή  στη διαδικασία XP που γράφεται τελικά η 
απαραίτητη τεκμηρίωση του συστήματος καθώς καμία άλλη αλλαγή στην 
αρχιτεκτονική, στο σχέδιο ή στον κώδικα δεν γίνεται. Ο θάνατος μπορεί επίσης να 
εμφανιστεί εάν το σύστημα δεν αποδίδει το επιθυμητές αποτελέσματα, ή εάν να 
αρχίζει γίνεται πάρα πολύ ακριβό για περαιτέρω ανάπτυξη.  
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3.3.1.2 Ρόλοι και ευθύνες  
Υπάρχουν διαφορετικοί ρόλοι στο XP για  να εξυπηρετούνται διάφορες 
εργασίες και  διάφοροι σκοποί κατά τη διάρκεια της διαδικασίας και των πρακτικών 
του. Παρακάτω, αυτοί οι ρόλοι παρουσιάζονται σύμφωνα με τον  Beck (Beck and 
Anders, 2005). 
 
Προγραμματιστής.  
Οι προγραμματιστές γράφουν τις δοκιμές και διατηρούν τον κώδικα  του 
προγράμματος όσο το δυνατόν πιο απλούστερο και καθορισμένο. Το πρώτος 
παράγοντας που καθιστά  το XP επιτυχημένο  είναι η επικοινωνία  και ο συντονισμός 
μεταξύ των προγραμματιστών και των άλλων μελών της  ομάδας .  
Πελάτης  
Ο πελάτης γράφει τις ιστορίες και τις λειτουργικές δοκιμές, και αποφασίζει 
πότε κάθε απαίτηση έχει καλυφθεί. Ο πελάτης θέτει τις προτεραιότητες  εφαρμογής 
των απαιτήσεων . 
Ελεγκτής  
Οι ελεγκτές βοηθούν τον πελάτη να γράψει τις λειτουργικές δοκιμές. Τρέχουν 
λειτουργικές δοκιμές συχνά, ανακοινώνουν τα αποτελέσματα της δοκιμής και 
συντηρούν τα εργαλεία δοκιμών.  
Ιχνηλάτης  
Ο ιχνηλάτης δίνει την ανατροφοδότηση στο XP. Παρακολουθεί τις εκτιμήσεις 
που γίνονται από την ομάδα (π.χ. εκτιμήσεις προσπάθειας) και δίνει την 
ανατροφοδότηση για το πόσο  ακριβείς  ήταν προκειμένου να βελτιωθούν οι 
μελλοντικές εκτιμήσεις. Παρακολουθεί επίσης την πρόοδο κάθε επανάληψης και 
αξιολογεί εάν ο στόχος είναι εφικτός μέσα στους δεδομένους περιορισμούς των 
πόρων και χρόνου ή εάν οποιεσδήποτε αλλαγές απαιτούνται στη διαδικασία. 
Καθοδηγητής  
Ο καθοδηγητής είναι αρμόδιος για τη διαδικασία συνολικά. Μια συνολική 
κατανόηση  του XP είναι σημαντική από αυτόν τον ρόλο, για να επιτρέψει σε αυτόν 
να καθοδηγήσει  και τα άλλα μέλη των ομάδων στη διαδικασία.  
Σύμβουλος  
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Ο σύμβουλος είναι ένα εξωτερικό μέλος που κατέχει τις συγκεκριμένες 
τεχνικές γνώσεις που απαιτούνται. Ο σύμβουλος καθοδηγεί την ομάδα στην επίλυση 
των συγκεκριμένων προβλημάτων τους.  
Διευθυντής  
Ο διευθυντής λαμβάνει τις αποφάσεις. Προκειμένου να είναι σε θέση να κάνει 
αυτό, επικοινωνεί με την ομάδα προγράμματος για να καθορίσει την τρέχουσα 
κατάσταση, και για να διακρίνει οποιεσδήποτε δυσκολίες ή ανεπάρκειες στη 
διαδικασία.  
 
3.3.1.3 Πρακτικές  
Το XP είναι μια συλλογή των ιδεών και των πρακτικών που προέρχονται από 
τις ήδη υπάρχουσες μεθοδολογίες (Beck 1999). Το XP στοχεύει στη διευκόλυνση της 
επιτυχούς ανάπτυξης λογισμικού παρά τις ασαφείς ή συνεχώς μεταβαλλόμενες 
απαιτήσεις στις μικρομεσαίες ή μεσαίες μεγέθους ομάδες. Στον ακραίο 
προγραμματισμός έχουν καταγραφεί 12 πρακτικές ομαδοποιημένες  σε τέσσερις 
περιοχές (Beck 1999):  
• Λεπτομερής ανατροφοδότηση  
o Προγραμματισμός ανά ζεύγη  
o Παιχνίδι προγραμματισμού  
o Ανάπτυξη οδηγούμενη από τις δοκιμές  
o Ολόκληρη ομάδα  
• Συνεχής διαδικασία  
o Συνεχής ολοκλήρωση  
o Βελτίωση ή αναδιάρθρωση του συστήματος  
o Μικρές εκδόσεις   
• Κοινή κατανόηση  
o Πρότυπα κωδικοποίησης  
o Συλλογική ιδιοκτησία κώδικα  
o Απλό σχέδιο  
o Περιγραφή του συστημάτων με μεταφορές  
• Ευημερία προγραμματιστών  
o Βιώσιμος ρυθμός  
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 Προγραμματισμός ανά ζεύγη. 
 Ο προγραμματισμός ζευγαριού είναι μια τεχνική ανάπτυξης λογισμικού στην 
οποία δύο προγραμματιστές εργάζονται μαζί σε έναν σταθμό εργασίας. Κάποιος 
δακτυλογραφεί τον κώδικα ενώ άλλος αναθεωρεί  άμεσα κάθε γραμμή κώδικα καθώς 
δακτυλογραφείται. Αυτός που  δακτυλογραφεί καλείται «οδηγός». Το πρόσωπο που 
αναθεωρεί τον κώδικα καλείται  «παρατηρητής ή πλοηγός» . Οι δύο προγραμματιστές 
αντιστρέφουν ρόλους συχνά (ενδεχομένως κάθε 30 λεπτά). 
Παιχνίδι προγραμματισμού  
 Το παιχνίδι του προγραμματισμού φέρνει σε στενή αλληλεπίδραση τους  
πελάτες και τους  προγραμματιστές . Οι προγραμματιστές υπολογίζουν την 
προσπάθεια που απαιτείται για την εφαρμογή των ιστοριών των πελατών και ο 
πελάτης κατόπιν αποφασίζει για το πεδίο και το συγχρονισμό των εκδόσεων .  
Ανάπτυξη οδηγούμενη από τις δοκιμές  
Η ανάπτυξη λογισμικού οδηγείται από τις δοκιμές. Μέσα στον ακραίο 
προγραμματισμό, οι δοκιμές των μονάδων γράφονται προτού να κωδικοποιηθεί ο 
ενδεχόμενος κώδικας. Αυτή η προσέγγιση προορίζεται  για να υποκινήσει τον 
προγραμματιστή να σκεφτεί για τους όρους στους οποίους ο κώδικάς του/της θα 
μπορούσε να αποτύχει. Ο ακραίος προγραμματισμός υποστηρίζει ότι ο 
προγραμματιστής θεωρεί ότι ένα ορισμένο κομμάτι του κώδικα είναι τελειωμένο όταν 
δεν μπορεί να βρει περαιτέρω συνθήκες στις οποίο ο κώδικας του μπορεί να 
αποτύχει. 
Ολόκληρη ομάδα 
Μέσα στον ακραίο προγραμματισμό, ο «πελάτης» δεν είναι αυτός που 
πληρώνει το λογαριασμό, αλλά αυτός που χρησιμοποιεί πραγματικά το σύστημα. Ο 
ακραίος προγραμματισμός υποστηρίζει ότι ο πελάτης πρέπει να είναι σε ετοιμότητα 
πάντα και διαθέσιμος για τις ερωτήσεις. Παραδείγματος χάριν, η ομάδα που 
αναπτύσσει ένα οικονομικό σύστημα διοίκησης πρέπει να περιλάβει έναν οικονομικό 
διευθυντή.  
Συνεχής ολοκλήρωση  
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Ένα νέο κομμάτι του κώδικα ενσωματώνεται στον βασικό κώδικας μόλις είναι 
έτοιμο. Κατά συνέπεια, το σύστημα χτίζεται πολλές φορές ημερησίως.  Όλες οι 
δοκιμές τρέχουν και αφού τις περάσουν, οι αλλαγές στον κώδικα γίνονται αποδεκτές. 
Η ομάδα ανάπτυξης έτσι  δουλεύει στην πιο πρόσφατη έκδοση του λογισμικού. 
Βελτίωση ή αναδιάρθρωση του συστήματος 
Οι συνήγοροι του XP υποστηρίζουν ότι πρέπει να προγραμματίζεται μόνο 
αυτό που απαιτείται σήμερα, και όσο το δυνατόν απλούστερα,  αλλά κατά περιόδους 
αυτό μπορεί να οδηγήσει  σε ένα σύστημα που είναι τελματωμένο. Ένα από τα 
συμπτώματα αυτού είναι η ανάγκη για τη διπλή (ή πολλαπλάσια) συντήρηση. Οι 
λειτουργικές αλλαγές αρχίζουν να χρειάζονται να τροποποιηθούν  στα πολλαπλάσια 
αντίγραφα του ίδιου (ή παρόμοιου) κώδικα. Ένα άλλο σύμπτωμα είναι ότι οι αλλαγές 
σε ένα μέρος του κώδικα έχουν επιπτώσεις στα μέρη άλλων μερών. Το XP λέει ότι 
όταν εμφανίζεται αυτό, το σύστημα σας λέει από μόνο του ότι ο κώδικας χρειάζεται 
αναδιοργάνωση ώστε με την αλλαγή της αρχιτεκτονικής, να καταστήσει το σύστημα 
απλούστερο και γενικότερο 
Μικρές εκδόσεις 
Η παράδοση του λογισμικού γίνεται στις προκαθορισμένες εκδόσεις. Το 
σχέδιο παράδοσης  καθορίζεται κατά τον έναρξη του προγράμματος. Συνήθως κάθε 
έκδοση θα φέρει ένα μικρό τμήμα του συνολικού λογισμικού, το οποίο μπορεί να 
τρέξει χωρίς τα ανάλογα τμήματα που θα χτιστούν στο μέλλον. Οι μικρές εκδόσεις  
βοηθούν τον πελάτη να έχει εμπιστοσύνη στην πρόοδο του προγράμματος. Οι μικρές 
εκδόσεις είναι μόνο εικονικές και δεν προορίζονται  για το εν λειτουργία λογισμικό. 
Αυτό βοηθά να διατηρηθεί η έννοια  της «ολόκληρης της ομάδας» δεδομένου ότι ο 
πελάτης μπορεί τώρα να βρει προτάσεις του σχετικά με το πρόγραμμα. 
Πρότυπα κωδικοποίησης  
Τα πρότυπα κωδικοποίησης είναι ένα σύνολο κανόνων στο οποίο ολόκληρη  η 
ομάδα ανάπτυξης συμφωνεί να εμμείνει σε όλο το πρόγραμμα. Τα πρότυπα 
καθορίζουν ένα συνεκτικό ύφος και ένα σχήμα για τον κώδικα, μέσα στην επιλεγμένη 
γλώσσα προγραμματισμού, καθώς επίσης και διάφορες δομές και σχέδια 
προγραμματισμού που πρέπει να αποφευχθούν προκειμένου να μειωθεί η πιθανότητα 
λαθών. Τα πρότυπα κωδικοποίησης μπορούν να είναι τυποποιημένες συμβάσεις που 
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διευκρινίζονται από το προμηθευτή της γλώσσας ή να καθορίζονται από την ομάδα 
ανάπτυξης. 
Συλλογική ιδιοκτησία κώδικα  
Η συλλογική ιδιοκτησία κώδικα σημαίνει ότι ο καθένας είναι αρμόδιος για 
όλο τον κώδικα. Αυτό, στη συνέχεια, σημαίνει ότι καθένας έχει την άδεια να αλλάξει 
οποιοδήποτε μέρος του κώδικα. Ο προγραμματισμός ανά ζεύγη συμβάλλει σε αυτήν 
την πρακτική: δουλεύοντας ανά διαφορετικά ζευγάρια, όλοι οι προγραμματιστές 
μπορούν να δουν όλα τα μέρη του κώδικα. Ένα σημαντικό πλεονέκτημα που 
αποκτάται με τη συλλογική ιδιοκτησία είναι ότι επιταχύνει τη διαδικασία ανάπτυξης, 
επειδή εάν ένα λάθος εμφανιστεί στον κώδικα οποιοσδήποτε προγραμματιστής 
μπορεί να το διορθώσει.  
Δίνοντας σε κάθε προγραμματιστή το δικαίωμα να αλλάξει τον κώδικα, 
υπάρχει κίνδυνος εισαγωγής λαθών από τους προγραμματιστές που νομίζουν πως  
ξέρουν τι κάνουν, αλλά δεν προβλέπουν ορισμένες εξαρτήσεις. Οι αρκετά καλά 
καθορισμένες δοκιμές των μονάδων αντιμετωπίζουν αυτό το πρόβλημα. Εάν οι 
απρόβλεπτες εξαρτήσεις δημιουργήσουν τα λάθη, κατόπιν οι δοκιμές των μονάδων, 
θα εμφανίσουν αυτά τα λάθη.  
Απλό σχέδιο  
Οι προγραμματιστές πρέπει να  ακολουθούν την προσέγγιση ότι «το απλό 
είναι και το καλύτερο» κατά το σχεδιασμό του λογισμικού. Όποτε ένα νέο κομμάτι 
του κώδικα γράφεται, ο συντάκτης πρέπει να ρωτήσει  τον εαυτό του  « υπάρχει 
κάποιος απλούστερος τρόπος να εισαχθεί η ίδια λειτουργία». Εάν η απάντηση είναι 
ναι, ο απλούστερος τρόπος  πρέπει να επιλεχτεί. 
Περιγραφή του συστημάτων με μεταφορές  
Η μεταφορά συστημάτων είναι μια ιστορία που ο καθένας - πελάτες, 
προγραμματιστές, και διευθυντές - μπορεί να πει για το πώς λειτουργεί το σύστημα. 
Αυτή η ιστορία καθοδηγεί όλη την ανάπτυξη με το να  περιγραφεί  πώς το σύστημα 
λειτουργεί. Συχνά η ονοματολογία των υπό-συστημάτων βοηθά στο να «διηγείται» 
κάποιος την ιστορία . 
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Βιώσιμος ρυθμός  
Το νόημα του βιώσιμου ρυθμού είναι ότι οι προγραμματιστές ή οι υπεύθυνοι 
για την ανάπτυξη λογισμικού δεν πρέπει να εργάζονται για  περισσότερο από  40 
ώρες την  εβδομάδα, και εάν υπάρχουν υπερωρίες  την μια εβδομάδα, η επόμενη 
εβδομάδα δεν πρέπει να περιλάβει περισσότερες υπερωρίες. Επίσης, 
συμπεριλαμβάνεται σε αυτήν την έννοια είναι ότι οι άνθρωποι  δουλεύουν καλύτερα 
και ο πιο δημιουργικά εάν ξεκουράζονται. 
 
 
3.3.2 Scrum 
 
Το «Scrum» είναι ένα επαναληπτικό επαυξητικό μοντέλο  για την επίτευξη  
σύνθετων εργασιών (όπως η ανάπτυξη νέων προϊόντων) που χρησιμοποιείται 
συνήθως με την ευέλικτη ανάπτυξη λογισμικού. Αν και  το «Scrum»  προοριζόταν 
αρχικά  για τη διαχείριση των έργων ανάπτυξης λογισμικού, μπορεί να 
χρησιμοποιηθεί για να διοικηθούν και οι ομάδες συντήρησης λογισμικού, ή ως γενική 
διοικητική προσέγγιση έργου/προγράμματος.  
Το 1986, ο Hirotaka Takeuchi και ο Ikujiro Nonaka περιέγραψαν μια νέα 
ολιστική προσέγγιση η οποία αυξάνει την ταχύτητα και η ευελιξία στην ανάπτυξη 
ενός νέου  εμπορικού προϊόντος (Takeuchi and Nonaka 1986) . Αυτοί σύγκριναν 
αυτήν την νέα ολιστική προσέγγιση, στην οποία οι φάσεις επικαλύπτονται  έντονα και 
ολόκληρη η διαδικασία εκτελείται από μια διαγώνιος-λειτουργική ομάδα για όλες τις 
διαφορετικές φάσεις, με το ράγκμπι, όπου ολόκληρη η ομάδα προσπαθεί να καλύψει 
μια  στην απόσταση ως μία οντότητα , περνώντας την μπάλα προς – πίσω. Οι τότε 
μελέτες περιπτώσεων είχαν γίνει σε αυτοκινητοβιομηχανίες , σε βιομηχανίες 
φωτογραφικών μηχανών , υπολογιστών και εκτυπωτών.  
Το 1990, οι  DeGrace και Stahl, στο βιβλίο τους «Wicked Problems, 
Righteous Solutions»  (DeGrace  and  Stahl 1990) , αναφέρθηκαν σε αυτήν την 
προσέγγιση ως Scrum, ένας όρος ράγκμπι το οποίο αναφέρεται στο άρθρο των 
Takeuchi και Nonaka. Στις αρχές της δεκαετίας του '90, ο Ken Schwaber 
χρησιμοποίησε μια προσέγγιση στην επιχείρησή του που οδήγησε στο Scrum. 
Συγχρόνως,  οι Jeff Sutherland, John Scumniotales, και Jeff McKenna ανέπτυξαν μια 
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παρόμοια προσέγγιση στην εταιρία Εasel και ήταν οι πρώτοι που την ονόμασαν 
Scrum. Το 1995 οι Sutherland και Schwaber παρουσίασαν  από κοινού μια εργασία 
περιγράφοντας το Scrum στην OOPSLA '953 στο Ώστιν του Τέξας, όπου και η πρώτη 
δημόσια εμφάνισή του. Οι Schwaber και Sutherland συνεργάστηκαν κατά τη διάρκεια 
των επόμενων ετών να συγχωνεύσουν τις ανωτέρω γραφές, την εμπειρία τους, και τις 
καλύτερες πρακτικές βιομηχανίας σε αυτό που είναι τώρα γνωστό ως Scrum. Το 
2001, Schwaber συνεργάστηκε με το Mike Beedle για να ετοιμάσει ένα βιβλίο που 
καταγράφει την μεθοδολογία για την ευέλικτη ανάπτυξη λογισμικού με Scrum4.  
Η προσέγγιση Scrum έχει αναπτυχθεί για τη διαχείριση της διαδικασίας 
ανάπτυξης ενός συστήματος. Είναι μια εμπειρική προσέγγιση που εφαρμόζει την 
θεωρία του ελέγχου μιας βιομηχανικής διεργασίας στην ανάπτυξη συστημάτων κα 
καταλήγει να είναι μια προσέγγιση που επανεισάγει τις ιδέες της ευελιξίας, της 
προσαρμοστικότητας και της παραγωγικότητας (Schwaber and Beedle, 2008). Δεν 
καθορίζει συγκεκριμένες τεχνικές ανάπτυξης λογισμικού για τη φάση εφαρμογής. Το 
Scrum επικεντρώνεται στον τρόπο με τον οποίο τα μέλη της  ομάδας πρέπει να 
λειτουργήσουν προκειμένου να παραχθεί ένα ευπροσάρμοστο σύστημα σε ένα 
συνεχώς μεταβαλλόμενο περιβάλλον.  
Η κύρια ιδέα στο Scrum είναι ότι η ανάπτυξη συστημάτων περιλαμβάνει 
διάφορες μεταβλητές , είτε αυτές είναι τεχνικές είτε στο περιβάλλον  του συστήματος  
(π.χ. απαιτήσεις, χρονικό πλαίσιο, πόροι, και τεχνολογία) που είναι πιθανό να 
αλλάξουν κατά τη διάρκεια της διαδικασίας. Αυτό καθιστά τη διαδικασία ανάπτυξης 
απρόβλεπτη και σύνθετη, απαιτώντας τέτοια ευελιξία από την διαδικασία ώστε να 
είναι  σε θέση να ανταποκριθεί στις αλλαγές. Ως αποτέλεσμα της διαδικασίας 
ανάπτυξης, ένα σύστημα  που παράγεται είναι χρήσιμο  μόνο όταν παραδίδεται 
(Schwaber, K. 1995). 
Το Scrum βοηθά να βελτιώσει τις υπάρχουσες πρακτικές (π.χ. πρακτικές 
δοκιμής του λειτουργικού) σε έναν οργανισμό, γιατί περιλαμβάνει τις συχνές 
διοικητικές δραστηριότητες που στοχεύουν συνεχώς  να προσδιορίζουν οποιεσδήποτε 
ανεπάρκειες ή εμπόδια στη διαδικασία ανάπτυξης καθώς επίσης και τις καλύτερες 
πρακτικές που χρησιμοποιούνται ήδη.  
                                                            
3 Η   OOPSLA (Object-Oriented Programming, Systems, Languages & Applications) είναι η  ετήσια 
διάσκεψη  της Ένωσης Υπολογιστικών Μηχανημάτων (Association for Computing Machinery, ACM).  
4 http://www.scrumalliance.org/ 
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 3.3.2.1 Διαδικασία 
Η διαδικασία Scrum περιλαμβάνει τρεις φάσεις: πριν το παιχνίδι (Pre game) ,  
την ανάπτυξη (το παιχνίδι) (Development) και μετά το παιχνίδι (Post game) . 
Παρακάτω, αναλύονται οι φάσεις του Scrum σύμφωνα με  τους Schwaber και 
Beedle (Schwaber and Beedle. 2008) 
Η φάση πριν το παιχνίδι περιλαμβάνει δύο υπό-φάσεις:  
• Τον προγραμματισμό (Planning)και 
• Τον σχεδιασμό υψηλού επιπέδου/ την αρχιτεκτονικής (Architecture/High level 
design) 
 
 
Εικόνα 3.2 Διαδικασία Scrum 
(Πηγή: Pekka 2002) 
Ο προγραμματισμός περιλαμβάνει τον καθορισμό του συστήματος που θα 
αναπτυχθεί. 
Ένας κατάλογος ανεκτέλεστών προϊόντων (Product Backlog list)της 
παραγγελίας δημιουργείται περιέχοντας όλες τις απαιτήσεις που είναι την παρούσα 
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περίοδο γνωστές. Οι απαιτήσεις μπορεί να προέλθουν από τον πελάτη, τις πωλήσεις 
και το τμήμα μάρκετινγκ, την υποστήριξη πελατών ή τους  ίδιους τους υπεύθυνους 
για την ανάπτυξη λογισμικού. Οι απαιτήσεις κατατάσσονται ανάλογα με την 
προτεραιότητα τους και η προσπάθεια που απαιτείται για την εφαρμογή τους 
υπολογίζεται. Ο κατάλογος ανεκτέλεστων προϊόντων ενημερώνεται συνεχώς με νέα 
και πιο λεπτομερή στοιχεία, καθώς επίσης και με ακριβέστερες εκτιμήσεις για την 
αναγκαία προσπάθεια και με νέες προτεραιότητες. Ο προγραμματισμός περιλαμβάνει 
επίσης τον καθορισμό της ομάδας προγράμματος, των εργαλείων και άλλων πόρων, 
την αξιολόγησης του κινδύνου, της ανάγκες εκπαίδευσης και την διοικητική 
έγκρισης. Σε κάθε επανάληψη, ο ενημερωμένος κατάλογος ανεκτέλεστης παραγγελία 
αναθεωρείται από τη ομάδα Scrum ώστε να αποκτηθεί η δέσμευσή τους  για την 
επόμενη επανάληψη.  
Στη φάση αρχιτεκτονικής και του σχεδιασμού υψηλού επιπέδου η 
αρχιτεκτονικής προγραμματίζεται βασισμένη στα τρέχοντα στοιχεία που βρίσκονται 
στον κατάλογο ανεκτέλεστων εργασιών. Σε περίπτωση βελτίωσης ενός  υπάρχοντος 
συστήματος , οι αλλαγές που απαιτούνται για την εφαρμογή των στοιχείων του 
καταλόγου προσδιορίζονται μαζί με τα προβλήματα που μπορούν να προκαλέσουν. 
Μια συνεδρίαση για την αναθεώρηση του σχεδίου πραγματοποιείται για να ελέγξει 
τις προτάσεις για την εφαρμογή και να λάβει  αποφάσεις. Επιπλέον, τα 
προκαταρκτικά σχέδια για το περιεχόμενο τις επικείμενης νέας έκδοσης 
προετοιμάζονται.   
Η φάση ανάπτυξης (επίσης αποκαλούμενη η φάση του παιχνιδιού) είναι το 
ευέλικτο μέρος της προσέγγισης Scrum. Αυτή η φάση αντιμετωπίζεται ως «μαύρο 
κουτί» όπου όλα τα απρόβλεπτα αναμένονται. Οι διαφορετικές περιβαλλοντικές και 
τεχνικές μεταβλητές (όπως το χρονικό πλαίσιο, ποιότητα, απαιτήσεις, πόροι, 
τεχνολογίες και εργαλεία εφαρμογής, και ακόμη και μέθοδοι ανάπτυξης) που 
προσδιορίζονται στο Scrum και που μπορεί να αλλάξει κατά τη διάρκεια της 
διαδικασίας, παρατηρούνται και ελέγχονται μέσω των διάφορων πρακτικών του 
Scrum κατά τη διάρκεια των ορμών (Sprints) της φάσης ανάπτυξης. Αντί  να λάβει 
υπόψη αυτά τα θέματα μόνο στην αρχή της αναπτυξής του  έργου, το Scrum στοχεύει 
στο να ελέγχει τα παραπάνω, για  να είναι σε θέση συνεχώς να προσαρμόζεται στις 
αλλαγές.  
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Στη φάση ανάπτυξης το σύστημα αναπτύσσεται σε ορμές (Sprints) δηλαδή σε 
επαναληπτικούς κύκλους όπου η λειτουργία αναπτύσσεται ή εμπλουτίζεται  για να 
παραγάγει μικρά νέα κομμάτια (προσαυξήσεις). Κάθε ορμή περιλαμβάνει τις 
παραδοσιακές φάσεις ανάπτυξης λογισμικού: προδιαγραφές, ανάλυση, σχέδιο, 
εξέλιξη και παράδοση. Η αρχιτεκτονική και το σχέδιο του συστήματος εξελίσσονται 
κατά τη διάρκεια του σπριντ. Ένα σπριντ προγραμματίζεται για να διαρκέσει από μια 
εβδομάδα έως έναν μήνα. Μπορεί να υπάρξουν, παραδείγματος χάριν, τρία έως οκτώ 
σπριντ  σε μια διαδικασία ανάπτυξης προτού το σύστημα να είσαι έτοιμο για τη 
διανομή. Επίσης μπορεί να υπάρξουν περισσότερες  από μία μάδες που δουλεύουν 
παράλληλα για την ολοκλήρωση της ίδιας προσαύξησης  στο σύστημα . 
Η φάση μετά το παιχνίδι περιέχει την ολοκλήρωση της νέας έκδοσης . Σε 
αυτή τη φάση εισερχόμαστε  όταν γίνει μια συμφωνία ότι οι μεταβλητές του 
περιβάλλοντος όπως οι απαιτήσεις έχουν ολοκληρωθεί. Σε αυτήν την περίπτωση, δεν 
μπορούν να βρεθούν άλλα στοιχεία και ζητήματα ούτε κάποια νέα να εισαχθούν. Το 
σύστημα είναι τώρα έτοιμο για την έκδοση του  και η προετοιμασία για αυτό γίνεται 
κατά τη διάρκεια της φάσης «μετά το παιχνίδι», συμπεριλαμβανομένων των εργασιών 
όπως η προσαρμογή της προσαύξησης στο υπάρχον σύστημα (integration), η δοκιμή 
του συστήματος (system testing) και η τεκμηρίωση (documentation).  
 
3.3.2.2 Ρόλοι και ευθύνες  
Υπάρχουν έξι ρόλοι στο Scrum που έχουν τους διαφορετικούς στόχους και 
τους σκοπούς κατά τη διάρκεια της διαδικασίας και των πρακτικών του:  
• ο «κύριος» του  Scrum (Scrum Master), 
• ο ιδιοκτήτης των προϊόντων, 
• η ομάδα του Scrum,  
• ο  πελάτης, 
• ο χρήστης και 
• η διοίκηση . 
Παρακάτω, αυτοί οι ρόλοι παρουσιάζονται σύμφωνα με τους ορισμούς από 
τους Schwaber και Beedle (Schwaberand Beedle, 2008).  
38 
 
Ο Κύριος του Scrum  
Ο κύριος του Scrum είναι ένας νέος διοικητικός ρόλος που εισάγεται από 
Scrum. Ο κύριος Scrum είναι αρμόδιος για να εξασφαλίσει ότι το έργο διενεργείται  
σύμφωνα με τις πρακτικές, τις αξίες  και τους κανόνες του Scrum και ότι προχωρεί 
σύμφωνα με το πρόγραμμα. Ο κύριος του Scrum αλληλεπιδρά με την ομάδα 
προγράμματος καθώς επίσης και με τον πελάτη και τη διοίκηση κατά τη διάρκεια του 
προγράμματος. Είναι επίσης αρμόδιος για να εξασφαλίσει ότι οποιαδήποτε εμπόδια 
είτε απομακρύνονται είτε  αλλάζουν για να κρατήσουν την ομάδα όσο το δυνατόν πιο 
παραγωγική.  
Ιδιοκτήτης των προϊόντων  
Ο ιδιοκτήτης προϊόντων είναι ο επίσημα αρμόδιος για το πρόγραμμα, 
διαχειρίζεται, ελέγχει και γνωστοποιεί τον κατάλογο ανεκτέλεστων προϊόντων της 
παραγγελίας. Επιλέγεται από τον κύριο του Scrum, τον πελάτη και τη διοίκηση. 
Λαμβάνει τις τελικές αποφάσεις των στόχων σχετικών με τα ανεκτέλεστα προϊόντα, 
συμμετέχει στον υπολογισμό της προσπάθειας της ανάπτυξης για τα στοιχεία της 
ανεκτέλεστης παραγγελίας και μετατρέπει τα τμήματα στην ανεκτέλεστη παραγγελία 
σε χαρακτηριστικά/προδιαγραφές που αναπτύσσονται. 
Ομάδα Scrum  
Η ομάδα Scrum είναι η ομάδα του έργου που έχει την δικαιοδοσία για να 
αποφασίσει σχετικά με τις απαραίτητες ενέργειες και για να οργανωθεί  αυτόνομα 
προκειμένου να επιτευχθούν οι στόχοι κάθε σπριντ. Η ομάδα του Scrum εμπλέκεται, 
παραδείγματος χάριν, στην εκτίμηση προσπάθειας, που δημιουργεί τον κατάλογο του 
κάθε σπριντ, αναθεωρεί τον κατάλογο και προτείνει  τα εμπόδια που πρέπει να 
αφαιρεθούν από το έργο.  
Πελάτης  
Ο πελάτης συμμετέχει στις εργασίες που είναι σχετικές  με τα στοιχεία 
ανεκτέλεστης παραγγελίας προϊόντων για το σύστημα που αναπτύσσεται ή 
ενισχύεται.  
Η διοίκηση   
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Η διοίκηση είναι υπεύθυνη για τη λήψη της τελικής απόφασης καθώς και για  
τα πρότυπα και τις συμβάσεις που ακολουθούνται στο πρόγραμμα. Η διοίκηση 
συμμετέχει επίσης στον καθορισμό των στόχων και των απαιτήσεων.  Παραδείγματος 
χάριν, η διοίκηση εμπλέκεται  στην επιλογή του ιδιοκτήτη προϊόντων, τη μέτρηση της 
προόδου και τη μείωση της ανεκτέλεστης παραγγελίας με τον κύριο Scrum.  
 
3.3.2.3 Πρακτικές  
Το Scrum δεν απαιτεί ή δεν παρέχει οποιεσδήποτε συγκεκριμένες 
μεθόδους/πρακτικές ανάπτυξης λογισμικού. Αντ' αυτού, απαιτεί ορισμένες 
διοικητικές πρακτικές και εργαλεία στις διάφορες φάσεις  του Scrum για να 
αποφευχθεί  το χάος που προκαλείται από τη αβεβαιότητα και την πολυπλοκότητα 
(Schwaber, K. 1995).  
Παρακάτω δίνεται, η περιγραφή των πρακτικών του Scrum δίνεται βασισμένη 
στους  Schwaber και Beedle (Schwaber and Beedle, 2008)  
Ο κατάλογος της ανεκτέλεστης παραγγελίας του προϊόντος  (Product Backlog) 
Ο κατάλογος της ανεκτέλεστης παραγγελίας του προϊόντος  καθορίζει όλα 
αυτά που απαιτούνται στο τελικό προϊόν βασισμένο στην τρέχουσα γνώση. Κατά 
συνέπεια, ο  κατάλογος της  ανεκτέλεστης  παραγγελίας καθορίζει την εργασία που 
γίνεται στο πρόγραμμα. Περιλαμβάνει συνεχώς ενημερωμένο και δομημένο ανά 
σημαντικότητα  κατάλογο επιχειρησιακών και τεχνικών απαιτήσεων για το σύστημα 
που χτίζεται ή ενισχύεται. Τα στοιχεία του καταλόγου  μπορεί να περιλαμβάνουν τα 
χαρακτηριστικά γνωρίσματα, τις λειτουργίες, τις διορθώσεις, τις ατέλειες, τις 
ζητούμενες επαυξήσεις και τις τεχνολογικές βελτιώσεις. Επίσης περιλαμβάνει θέματα 
τα οποία  απαιτούν λύση προτού να μπορέσουν να γίνουν άλλα στοιχεία του 
κατάλογου. Πολλοί μπορούν να συμμετέχουν στην παραγωγή των στοιχείων του 
καταλόγου, όπως ο πελάτης, η ομάδα προγράμματος, το μάρκετινγκ και οι πωλήσεις, 
η διοίκηση  και η υποστήριξη πελατών. Αυτή η πρακτική περιλαμβάνει όχι μόνο την 
δημιουργία του κατάλογου, αλλά και τον συνεχή έλεγχό του με την προσθήκη, 
αφαίρεση, αναθεώρηση και επαναπροσδιορισμού της βαρύτητας  των εργασιών στον 
κατάλογο. Ο ιδιοκτήτης των προϊόντων είναι αρμόδιος για τη διατήρηση του 
καταλόγου ανεκτέλεστης παραγγελίας προϊόντων.  
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Εκτίμηση προσπάθειας (Effort estimation) 
Η εκτίμηση της προσπάθειας είναι μια επαναληπτική διαδικασία, στην οποία 
οι εκτιμήσεις των στοιχείων του καταλόγου της ανεκτέλεστης παραγγελίας 
στρέφονται σε ένα ακριβέστερο επίπεδο όταν περισσότερες πληροφορίες είναι 
διαθέσιμες. Ο ιδιοκτήτης των προϊόντων μαζί με τη ομάδα  του Scrum είναι αρμόδιοι 
για την εκτίμησης της προσπάθειας.  
Ορμή (Sprint) 
Η ορμή είναι η διαδικασία προσαρμογής στις μεταβαλλόμενες 
περιβαλλοντικές μεταβλητές (απαιτήσεις, χρόνος, πόροι, γνώση, τεχνολογία κ.λπ.). Η 
ομάδα του Scrum οργανώνεται για να παραγάγει μια νέα λειτουργική  επαύξηση στο 
πρόγραμμα σε μια ορμή που διαρκεί περίπου τριάντα ημερολογιακές ημέρες.  Τα 
εργαλεία εργασίας της ομάδας είναι συνεδριάσεις προγραμματισμού  της ορμής, ο 
κατάλογος των ανεκτέλεστων προϊόντων της ορμής και καθημερινές συνεδριάσεις 
Scrum. Η λειτουργία της ορμής  φαίνεται στην Εικόνα 3.3. 
 
Εικόνα 3.3. Η λειτουργία της ορμής 
(Πηγή: Pekka 2002) 
 
Συνεδρίαση  προγραμματισμού της ορμής(Sprint Planning meeting)  
Μια συνεδρίαση προγραμματισμού της ορμής είναι μια συνεδρίαση  με δυο 
φάσεις που οργανώνεται από τον κύριο του Scrum. Οι πελάτες, οι χρήστες, η 
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διοίκηση , ο ιδιοκτήτης των προϊόντων και η ομάδα  του Scrum συμμετέχουν στην 
πρώτη φάση της συνεδρίασης για να αποφασίσουν για τους στόχους και τη 
λειτουργία της επόμενης ορμής . Στη δεύτερη φάση της συνεδρίασης συμμετέχουν 
μόνο ο κύριος του Scrum και η ομάδα του Scrum και εστιάζουν στον τρόπο με τον 
οποίο η επαύξηση των προϊόντων θα πραγματοποιηθεί  κατά τη διάρκεια της ορμής.  
Ο κατάλογος ανεκτέλεστων εργασιών της ορμής (Sprint Backlog) 
Ο κατάλογος ανεκτέλεστων εργασιών της ορμής είναι η αφετηρία για κάθε 
ορμή. Είναι ένας κατάλογος στοιχείων που επιλέγονται για να παραχθούν  στην 
επόμενη ορμή. Τα στοιχεία επιλέγονται από την ομάδα του Scrum μαζί με τον κύριο 
του Scrum και τον ιδιοκτήτη των προϊόντων στην συνεδρίαση προγραμματισμού της 
ορμής, βάσει των πλέον σημαντικών στοιχείων και των στόχων που τίθενται για την 
ορμή. Αντίθετα από την κατάλογο της ανεκτέλεστης παραγγελίας του προϊόντος  
κατάλογος ανεκτέλεστων εργασιών της ορμής  είναι σταθερός έως ότου ολοκληρωθεί 
η ορμή (δηλ. 30 ημέρες). Όταν όλα τα στοιχεία στον κατάλογο ανεκτέλεστων 
εργασιών της ορμής ολοκληρωθούν, μια νέα έκδοση του συστήματος παραδίδεται.  
Καθημερινή συνεδρίαση  του Scrum ( Daily Scrum meeting) 
Οι καθημερινές συνεδριάσεις Scrum οργανώνονται για να παρακολουθείτε η 
πρόοδος της ομάδας του Scrum συνεχώς και χρησιμεύουν επίσης ως συνεδριάσεις 
προγραμματισμού: τι έχει γίνει από την τελευταία συνεδρίαση και τι είναι να γίνει 
πριν από την επόμενη. Επίσης τα προβλήματα και άλλα μεταβλητά θέματα 
συζητούνται και ελέγχονται σε αυτήν την σύντομη (περίπου 15 λεπτά) συνεδρίαση 
που πραγματοποιείται  σε καθημερινή βάση. Οποιαδήποτε ανεπάρκειες ή εμπόδια 
στις πρακτικές της διαδικασίας ή του τρόπου ανάπτυξης των συστημάτων 
διερευνούνται , προσδιορίζονται και αφαιρούνται για να βελτιώσουν τη διαδικασία. Ο 
κύριος του Scrum διευθύνει τις συνεδριάσεις του Scrum. Εκτός από την ομάδα Scrum 
επίσης η διοίκηση , παραδείγματος χάριν, μπορεί να συμμετέχει στη συνεδρίαση.  
Συνεδρίαση της αναθεώρησης ορμής (Sprint Review meeting) 
Την τελευταία ημέρα της ορμής, η ομάδα  του Scrum και ο κύριος  του Scrum 
παρουσιάζουν τα αποτελέσματα (δηλ. την επαύξηση  του προϊόντος ) της ορμής στη 
διοίκηση, στους πελάτες, στους χρήστες και στον ιδιοκτήτη των προϊόντων σε μια 
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άτυπη συνεδρίαση. Οι συμμετέχοντες αξιολογούν την επαύξηση στο προϊόν και 
λαμβάνουν την απόφαση για τις ακόλουθες δραστηριότητες. Η συνεδρίαση της 
αναθεώρησης μπορεί να αναδείξει  νέα στοιχεία ανεκτέλεστης παραγγελίας και να 
αλλάξει ακόμη και την κατεύθυνση  δημιουργίας του συστήματος.  
 
3.3.3 Οι Μεθοδολογίες Κρυστάλλου (Crystal methodologies) 
 
Η οικογένεια των «Κρυστάλλινων» μεθοδολογιών περιλαμβάνει έναν αριθμό 
από διαφορετικές μεθοδολογίες για να επιλέγεται κάθε φορά η καταλληλότερη 
μεθοδολογία για κάθε  πρόγραμμα. Εκτός από τις μεθοδολογίες, η προσέγγιση του 
«Κρυστάλλου» περιλαμβάνει επίσης τις αρχές για να τροποποιηθεί η μεθοδολογία τις 
ποικίλες περιστάσεις των διαφορετικών προγραμμάτων.  
Κάθε μέλος της οικογένειας των κρυστάλλινων μεθοδολογιών είναι 
μαρκαρισμένο με ένα χρώμα που δείχνει τη «ένταση» της μεθοδολογίας, δηλ. όσο 
σκοτεινότερο το χρώμα τόσο πιο εντατικά εφαρμόζεται η μεθοδολογία. Η προσέγγιση  
του «Κρυστάλλου» προτείνει το κατάλληλο χρώμα της μεθοδολογίας για ένα 
πρόγραμμα βασισμένο στο μέγεθος και την κρισιμότητα του (Εικόνα 3.4). Τα 
μεγαλύτερα προγράμματα είναι πιθανό να ζητήσουν περισσότερο συντονισμό και 
εντατικότερες  μεθοδολογίες από ότι τα μικρότερα. Όσο  πιο κρίσιμο το σύστημα που 
αναπτύσσεται  τόσο  περισσότερη ακρίβεια απαιτείται στη μεθοδολογία. Τα σύμβολα 
στην Εικόνα 3.4 δείχνουν την πιθανή απώλεια που προκαλείται από μια αποτυχία  
του συστήματος (δηλ. το επίπεδο της κρισιμότητας ):   Ανεση (Comfort, C), 
«Προαιρετικά» χρήματα (Discretionary money, D), Ουσιαστικά χρήματα (Essential 
money, E) και Zωή (Life, L) (Cockburn 2007). Με άλλα λόγια, το επίπεδο C της 
κρισιμότητας δείχνει ότι μια αποτυχία  συστημάτων λόγω των ατελειών προκαλεί την 
απώλεια άνεσης για το χρήστη ενώ οι ατέλειες σε ένα κρίσιμο σύστημα (επίπεδο L) 
μπορούν κυριολεκτικά να προκαλέσουν την απώλεια ζωής. 
Οι διαστάσεις της κρισιμότητας  και του μεγέθους αντιπροσωπεύονται από 
ένα σύμβολο κατηγορίας προγράμματος που περιγράφεται στην Εικόνα 3.4, 
παραδείγματος χάριν, το D6 δείχνει ένα πρόγραμμα με ένα μέγιστο έξι ατόμων που 
παραδίδουν ένα σύστημα της κρισιμότητας τις τάξης των «προαιρετικών» χρημάτων.  
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Εικόνα 3.4 Διαστάσεις των Κρυστάλλινων μεθοδολογιών 
(Πήγη: Cockburn, 2007) 
Υπάρχουν ορισμένοι κανόνες, χαρακτηριστικά γνωρίσματα και αξίες  που 
είναι κοινά για όλες τις μεθόδους στην οικογένεια των κρυστάλλινων μεθοδολογιών . 
Καταρχήν, τα προγράμματα χρησιμοποιούν πάντα τους επαυξητικούς κύκλους 
ανάπτυξης με ένα μέγιστο χρόνο  τεσσάρων μηνών, αλλά κατά προτίμηση μεταξύ 
ενός και τριών μηνών (Cockburn 2007).  Ιδιαίτερη έμφαση δίνεται στην επικοινωνία 
και τη συνεργασία των ανθρώπων. Οι μεθοδολογίες κρυστάλλου δεν περιορίζουν 
οποιεσδήποτε πρακτικές ανάπτυξης, εργαλεία ή προϊόντα εργασίας, επίσης 
επιτρέπουν την υιοθέτηση, παραδείγματος χάριν, του XP και του Scrum (Cockburn 
2007). Επιπλέον, η προσέγγιση κρυστάλλου ενσωματώνει στόχους για τα ενδιάμεσα 
προϊόντα εργασίας και τις συμβάσεις μέσα σε μια μεθοδολογία για κάθε πρόγραμμα 
και καθώς το πρόγραμμα εξελίσσεται.  
Υπάρχουν αυτήν την περίοδο τρεις κύριες μεθοδολογίες κρυστάλλου που 
έχουν δομηθεί: Το Καθαρό Κρύσταλλο (Crystal Clear),  το Πορτοκάλι Κρύσταλλο  
(Crystal Orange)και Πορτοκαλής Ιστός κρυστάλλου(Crystal Orange Web) (Cockburn 
2007). Οι δυο πρώτοι  έχουν δοκιμαστεί στην πράξη και αναλύονται παρακάτω. 
(Cockburn 1998, Cockburn 2007).  
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3.3.3.1 Διαδικασία 
Όλες οι μεθοδολογίες της οικογένειας κρυστάλλου παρέχουν τις οδηγίες των 
προτύπων της πολιτικής, των προϊόντων εργασίας, των «τοπικών θεμάτων», των 
εργαλείων, των προτύπων και των ρόλων που ακολουθούνται στη διαδικασία 
ανάπτυξης.  
Το «Καθαρό Κρύσταλλο» σχεδιάστηκε  για τα πολύ μικρά προγράμματα (D6 
κατηγορίας προγράμματος), περιλαμβάνοντας μέχρι έξι υπεύθυνους για την 
ανάπτυξη. Εντούτοις, με κάποια επέκταση στην επικοινωνία και τη δοκιμή μπορεί να 
εφαρμοστεί επίσης στα προγράμματα E8/D10. Μια ομάδα που χρησιμοποιεί το 
«Καθαρό Κρύσταλλο» πρέπει να βρίσκεσαι  σε ένα κοινό γραφείο  λόγω των 
περιορισμών στη δομή της επικοινωνίας (Cockburn 2007).  
Το «Πορτοκάλι Κρύσταλλο» σχεδιάστηκε για τα μέσου μεγέθους 
προγράμματα, με συνολικά 10 έως 40 μέλη προγράμματος (D40 κατηγορία), και 
διάρκειας προγράμματος ενός έως δύο ετών. Επίσης τα E50 προγράμματα μπορούν 
να λειτουργήσουν μέσα στο πλαίσιο του πορτοκάλι κρυστάλλου με τις προσθήκες 
στις επαλήθευση και τις δοκιμαστικής διαδικασίας. (Cockburn 2007). Στο 
«Πορτοκάλι Κρύσταλλο», το πρόγραμμα είναι χωρισμένο σε πολλές διαγώνιος -
λειτουργικές ομάδες χρησιμοποιώντας μια  ολιστική στρατηγική ποικιλομορφίας. 
Ακόμα, αυτή η μέθοδος δεν υποστηρίζει το διανεμημένο περιβάλλον ανάπτυξης.  Το 
«Πορτοκάλι Κρύσταλλο»  υπογραμμίζει τη σημασία του ζητήματος  του 
απαιτούμενου χρόνου για να εισαχθεί το πρόγραμμα στην αγορά. Επισημαίνει  ακόμη 
ότι οι κατάλληλες ισορροπίες πρέπει να βρεθούν μεταξύ  των εκτενών προϊόντων, της 
γρήγορης αλλαγής των απαιτήσεις και του σχεδιασμού ώστε να οδηγούμαστε  σε 
έναν περιορισμένο αριθμό προϊόντων επιτρέποντας να μειωθεί το κόστος τους, αλλά 
ταυτόχρονα να κρατείται η επικοινωνία  σε αποτελεσματικά επίπεδα μεταξύ των 
ομάδων (Cockburn 1998).  
Παρακάτω δίνονται οι διαφορές και οι ομοιότητες μεταξύ του  «Καθαρού» 
και του «Πορτοκαλί» σε κρυστάλλου σχέση με τα διαφορετικά στοιχεία που 
παρέχονται  από την οικογένεια των κρυστάλλινων μεθοδολογιών για  κάθε ένα από 
τα μέλη της. 
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Τα πρότυπα πολιτικής  
Τα πρότυπα πολιτικής είναι οι διαδικασίες που πρέπει να εφαρμοστούν κατά 
τη διάρκεια της διαδικασίας ανάπτυξης. Και το «Καθαρό Κρύσταλλο» και το 
«Πορτοκάλι Κρύσταλλο» προτείνουν τα ακόλουθα πρότυπα πολιτικής (Cockburn 
2007):  
• Επαυξητική παράδοση σε κανονική βάση  
• Παρακολούθηση της προόδου με την χρήση  των κρίσιμων σημείων 
βασισμένα σε παραδόσεις λογισμικού και σημαντικές αποφάσεις παρά σε 
γραπτά έγγραφα  
• Άμεση συμμετοχή των χρηστών 
• Αυτοματοποιημένη δοκιμή της προϋπάρχουσας  λειτουργίας  
• Δύο εξετάσεις από τους χρηστές  ανά έκδοση 
• Εργαστήρια για το  συντονισμό του προϊόντος  - και της μεθοδολογία- στην 
αρχή και στη μέση κάθε επαύξησης  
Η μόνη διαφορά μεταξύ των πολιτικών προτύπων αυτών των δύο 
μεθοδολογιών είναι ότι το «Καθαρό Κρύσταλλο»  προτείνει την επαυξητική 
παράδοση μέσα σε ένα χρονικό πλαίσιο δύο έως τριών μηνών ενώ στο «Πορτοκάλι 
Κρύσταλλο» οι αυξήσεις μπορούν να επεκταθούν σε τέσσερις μήνες στο μέγιστο. 
Τα πρότυπα πολιτικής αυτών των μεθοδολογιών κρυστάλλου είναι 
υποχρεωτικά αλλά μπορούν, εντούτοις, να αντικατασταθούν με τις ισοδύναμες 
πρακτικές άλλων μεθοδολογιών όπως του XP ή του Scrum (Cockburn 2007).  
Προϊόντα εργασίας  
Οι απαιτήσεις του Cockburn (2007) για τα προϊόντα εργασίας στο «Καθαρό 
Κρύσταλλο» και στο «Πορτοκάλι Κρύσταλλο» διαφέρουν μέχρι ένα σημείο. Τα 
παρόμοια προϊόντα εργασίας και τα δυο περιλαμβάνουν  τα ακόλουθα στοιχεία: η 
ακολουθία των εκδόσεων, κοινά αντικειμενικά μοντέλα, εγχειρίδιο χρηστών, 
περιπτώσεις δοκιμής, και κώδικας μεταφοράς . Επιπλέον, το «Καθαρό Κρύσταλλο» 
περιλαμβάνει τις σχολιασμένες περιπτώσεις χρήσης/τις περιγραφές χαρακτηριστικών 
γνωρισμάτων, ενώ «Πορτοκάλι Κρύσταλλο»  χρειάζεται  να τεκμηριωθούν οι 
απαιτήσεις. Στο «Καθαρό Κρύσταλλο»  , το πρόγραμμα είναι τεκμηριωμένο μόνο 
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στις δοκιμές  και τις παραδόσεις στους χρηστές, ενώ στο «Πορτοκάλι Κρύσταλλο» το 
συγκρίσιμο προϊόν εργασίας σε κάθε αύξηση είναι οι κατάλογοι  προγράμματος 
(Cockburn 2007), δείχνοντας μια ανάγκη για τον πιο εκτενή σχεδιασμό του 
προγράμματος. Η πιο ελαφριά φύση των προϊόντων εργασίας στο «Καθαρό 
Κρύσταλλο»  προκύπτει επίσης στην τεκμηρίωση του σχεδιασμού: ενώ στον 
«Πορτοκάλι Κρύσταλλο»  απαιτούνται τα έγγραφα σχεδίου και οι προδιαγραφές  των 
διά-ομάδων, στο «Καθαρό Κρύσταλλο»  μόνο  σκιαγραφήματα και σημειώσεις 
προτείνονται εάν είναι απαραίτητο.  Εκτός από αυτά τα προϊόντα εργασίας, στο 
«Πορτοκάλι Κρύσταλλο» απαιτούνται και  εκθέσεις προόδου.  
Τοπικά θέματα  
Τα τοπικά θέματα είναι οι διαδικασίες της μεθοδολογίας του κρυστάλλου που 
πρέπει να εφαρμοστούν, αλλά η πραγματοποίησή τους αφήνεται στο ίδιο το 
πρόγραμμα.  Τα τοπικά θέματα στον «Καθαρό Κρύσταλλο»  και στο «Πορτοκάλι 
Κρύσταλλο» δεν διαφέρουν κατά μεγάλο μέρος το ένα από το άλλο.Και οι δύο 
μεθοδολογίες προτείνουν ότι τα πρότυπα για τα προϊόντα εργασίας κα και την 
κωδικοποίηση, η δοκιμή του υπάρχοντος κώδικα και τα πρότυπα διεπαφής με τον 
χρήστη πρέπει να αποφασιστούν και να διατηρηθούν από η ίδια την ομάδα (Cockburn 
2002a).  Παραδείγματος χάριν, η τεκμηρίωση του προγράμματος απαιτείται αλλά το 
περιεχόμενο και η μορφή τους παραμένουν ένα τοπικό θέμα. Επιπλέον , οι τεχνικές 
που χρησιμοποιούνται από τους μεμονωμένους ρόλους στο πρόγραμμα δεν 
καθορίζονται  ούτε από το «Καθαρό Κρύσταλλο» ούτε το «Πορτοκάλι Κρύσταλλο» .  
Εργαλεία 
Τα εργαλεία που  απαιτούνται στο «Καθαρό Κρύσταλλο» είναι ο 
μεταγλωττιστής, και ένα εργαλείο διαμόρφωσης και διαχείρισης των εκδόσεων , και 
«πίνακες εκτύπωσης» (Cockburn 2007).  Οι «πίνακες εκτύπωσης» χρησιμοποιούνται, 
παραδείγματος χάριν, για την αντικατάσταση των επίσημων εγγράφων του 
σχεδιασμού και των περιλήψεων των συναντήσεων. Με άλλα λόγια, 
χρησιμοποιούνται για την αποθήκευση και την παρουσίαση του υλικού που ειδάλλως 
πρέπει να δακτυλογραφηθεί σε ένα  επίσημο έγγραφο  τεκμηρίωσης μετά από μια 
συνεδρίαση. Τα ελάχιστα εργαλεία που απαιτούνται από τον «Πορτοκάλι 
Κρύσταλλο»  είναι εκείνα που χρησιμοποιούνται για, τον προγραμματισμό, τη 
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δοκιμή, την επικοινωνία, την παρακολούθηση  του  προγράμματος, το σχεδιασμό, και 
τη μέτρηση απόδοσης. (Cockburn 1998). 
Πρότυπα 
Στο «Πορτοκάλι Κρύσταλλο»  προτείνονται  πρότυπα γραφής , συμβάσεις 
σχεδίου, πρότυπα μορφοποίησης και ποιοτικά πρότυπα (Cockburn 1998) που 
χρησιμοποιούνται στο πρόγραμμα.  
 
 
3.3.3.2 Ρόλοι και ευθύνες  
Σε ότι αφορά τους ρόλους της μεθοδολογίας της οικογένειας των 
«Κρυστάλλων», η βασική διαφορά ανάμεσα στον «Καθαρό Κρύσταλλο» και τον 
«Πορτοκάλι Κρύσταλλο»  είναι ότι στο πρώτο υπάρχει μόνο μια ομάδα σε ένα 
πρόγραμμα, ενώ στο δεύτερο υπάρχουν πολλαπλές ομάδες που ακολουθούν το 
πρόγραμμα. Και στις δύο μεθοδολογίες, μια εργασία μπορεί να περιλάβει τους 
πολλαπλούς ρόλους.  
Στο «Καθαρό Κρύσταλλο»  οι κύριοι ρόλοι που απαιτούν να είναι  χωριστά 
πρόσωπα είναι (Cockburn 2007) :ο χορηγός, ο ανώτερος σχεδιαστής-
προγραμματιστής, ο σχεδιαστής-προγραμματιστής και ο χρήστης.  Αυτοί οι ρόλοι 
ενσωματώνουν τους πολλαπλούς υπό-ρόλους. Παραδείγματος χάριν, ο σχεδιαστής-
προγραμματιστής αποτελείται από το σχεδιαστή επιχειρησιακής κατηγορίας, το 
προγραμματιστής, τον υπεύθυνο  τεκμηρίωση και τον ελεγκτή (Cockburn 1998).  Οι 
υπό-ρόλοι που μπορούν να οριστούν σε άλλους ρόλους είναι συντονιστής, ο 
επιχειρησιακός εμπειρογνώμονας και ο συντονιστής των απαιτήσεων (Cockburn 
2007). Ο επιχειρησιακός εμπειρογνώμονας αντιπροσωπεύει μια επιχειρησιακή άποψη 
στο πρόγραμμα, κατέχοντας τη γνώση για το συγκεκριμένο επιχειρησιακό πλαίσιο. 
Πρέπει να είναι σε θέση να φροντίσει το επιχειρησιακό σχέδιο, δίνοντας προσοχή σε 
αυτό που είναι σταθερό και τι αλλάζει (Cockburn 1998).  
Εκτός από τους ρόλους που εισάγονται στο «Καθαρό Κρύσταλλο», στο 
«Πορτοκάλι Κρύσταλλο»  προτείνει ένα ευρύ φάσμα των κύριων ρόλων που 
απαιτούνται στο πρόγραμμα.  Οι ρόλοι ομαδοποιούνται σε διάφορες ομάδες, όπως ο 
προγραμματισμός συστημάτων, ο μέντορας του  προγράμματος, η αρχιτεκτονική, η 
τεχνολογία, οι λειτουργίες, η υποδομή και οι εξωτερικές ομάδες δοκιμής (Cockburn 
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2007). Οι ομάδες διαιρούνται περαιτέρω σε διαγώνιος-λειτουργικές ομάδες που 
περιέχουν τους διαφορετικούς ρόλους. (Cockburn 2007). 
Στο «Πορτοκάλι Κρύσταλλο» εισάγονται διάφοροι νέοι ρόλοι (Cockburn 
1998, Cockburn 2007), όπως ο σχεδιαστής UI, ο σχεδιαστής βάσεων δεδομένων, ο 
ειδικός τεχνικός βοηθός χρήσης, ο επιχειρησιακός αναλυτής/ σχεδιαστής, ο 
αρχιτέκτονας, ο σύμβουλος σχεδίου, ο σύμβουλος επαναχρησιμοποίησης του κώδικα, 
ο συγγραφέας, και ο ελεγκτής. Στο «Πορτοκάλι Κρύσταλλο» (Cockburn 1998) επίσης 
περιλαμβάνονται δεξιότητες και τεχνικές που απαιτούνται προκειμένου να πετύχουν 
οι εργαζόμενοι σε  αυτούς τους ρόλους. Ένα μέλος προγράμματος μπορεί να 
κρατήσει πολλαπλούς ρόλους. Παραδείγματος χάριν, ο σύμβουλος 
επαναχρησιμοποίησης του κώδικα είναι ένας μερικής απασχόλησης ρόλος που μπορεί 
να εκτελεσθεί από έναν αρχιτέκτονα ή έναν σχεδιαστή-προγραμματιστή,(Cockburn 
1998). Αυτός ο ρόλος αναφέρεται στον προσδιορισμό των επαναχρησιμοποιήσιμων 
τμημάτων λογισμικού και την απόκτηση των εμπορικών συστατικών. Άλλοι ρόλοι 
που χρειάζονται περαιτέρω διευκρίνιση είναι ο τεχνικός συγγραφέας και ο 
επιχειρησιακός αναλυτής-σχεδιαστής. Ο ρόλος του συγγραφέα περιλαμβάνει την 
κατασκευή της εξωτερικής τεκμηρίωσης, όπως οι προδιαγραφές και ο οδηγός 
χρήστης (Cockburn, 1998). Ο επιχειρησιακός αναλυτής-σχεδιαστής επικοινωνεί και 
διαπραγματεύεται με τους χρήστες προκειμένου να διευκρινιστούν οι απαιτήσεις, και 
μπορεί να αναθεωρήσει το σχέδιο.  
Κάθε ομάδα αποτελείται από τουλάχιστον έναν επιχειρησιακό σχεδιαστή, 
σχεδιαστή UI, δύο έως τρεις σχεδιαστής-προγραμματιστές, έναν σχεδιαστή βάσεων 
δεδομένων και ενδεχομένως επίσης έναν ελεγκτή. Επίσης οι τεχνικοί βοηθοί μπορούν 
να απαιτηθούν από μια ομάδα. Ο λόγος για τις ομάδες να είναι διαγώνιος 
λειτουργικές είναι να μειωθούν τα παραδοτέα και να ενισχυθεί η 
επικοινωνία.(Cockburn 2007)  
 
3.3.3.3 Πρακτικές  
Όλες οι μεθοδολογίες κρυστάλλου περιλαμβάνουν διάφορες πρακτικές, όπως 
η επαυξητική ανάπτυξη. Στην περιγραφή του Πορτοκαλί Κρυστάλλου (Cockburn 
1998), η αύξηση περιλαμβάνει τις δραστηριότητες όπως η τμηματοποίηση (staging), 
ο έλεγχος (monitoring), η αναθεώρηση (reviewing), μαζί με τον παραλληλισμό 
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(parallelism) και τη ροή(flux) (Εικόνα 3.5). Επίσης άλλες δραστηριότητες και 
πρακτικές μπορούν να προσδιοριστούν. Σε αυτές  συμπεριλαμβάνονται στις 
ακόλουθες.  
 
Εικόνα 3.5 Πρακτικές του πορτοκαλί κρυστάλου 
 (Πηγή:Pekka 2002) 
Τμηματοποίηση  
Η τμηματοποίηση περιλαμβάνει τον προγραμματισμό της επόμενης αύξησης 
του συστήματος. Πρέπει να σχεδιαστεί έτσι ώστε να παραγάγει μια απελευθέρωση 
κάθε τρεις ή τέσσερις μήνες (Cockburn 1998) στο μέγιστο. Ένα πρόγραμμα ενός έως 
τριών μηνών προτιμάται . Η ομάδα επιλέγει τις απαιτήσεις που εφαρμόζονται στην 
αύξηση και σχεδιάζει τι αισθάνεται ότι είναι σε θέση να παραδώσει (Cockburn 1998).  
Έκδοση και αναθεώρηση  
Κάθε αύξηση περιλαμβάνει διάφορες επαναλήψεις. Κάθε επανάληψη 
περιλαμβάνει τις ακόλουθες δραστηριότητες: κατασκευή, επίδειξη και αναθεώρηση 
των στόχων της αύξησης (Cockburn 1998).  
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Έλεγχος  
Η πρόοδος ελέγχεται σχετικά με τα προϊόντα  των ομάδων κατά τη διάρκεια 
της διαδικασίας ανάπτυξης όσον αφορά την πρόοδο και τη σταθερότητά τους 
(Cockburn 1998). Η πρόοδος μετριέται από τα κύρια σημεία (η έναρξη, αναθεώρηση 
Α, αναθεώρηση Β, δοκιμή, παράδοση) και τα στάδια σταθερότητας (με μεγάλη 
διακύμανση, αρκετή διακύμανση και αρκετά σταθερό για  να αναθεωρήθει). Ο 
έλεγχος απαιτείται και στον Καθαρό κρύσταλλο  και στον Πορτοκάλι κρύσταλλο.  
Παραλληλισμός και ροή  
Μόλις ο έλεγχος της σταθερότητας δώσει το αποτέλεσμα «αρκετά σταθερό 
για να αναθεωρηθεί» για τα προϊόντα ο επόμενος στόχος μπορεί να αρχίσει. Στο 
πορτοκάλι κρύσταλλο, αυτό σημαίνει ότι οι πολλαπλές  ομάδες μπορούν να 
συνεχίσουν με το μέγιστο παραλληλισμό. Για να το εξασφαλίσουν αυτό, οι ομάδες 
ελέγχου και αρχιτεκτονικής αναθεωρούν τα σχέδια εργασίας, τη σταθερότητα και το 
συγχρονισμό τους. (Cockburn 1998). 
Ολιστική στρατηγική ποικιλομορφίας  
Στον Πορτοκάλι κρύσταλλο περιλαμβάνεται  μια μέθοδος που καλείται 
ολιστική στρατηγική ποικιλομορφίας η οποία διαχωρίσει τις μεγάλες λειτουργικές 
ομάδες σε  διαγώνιος-λειτουργικές ομάδες. Η κεντρική ιδέα αυτής είναι να 
περιληφθούν οι πολλαπλές ειδικότητες σε μια ενιαία ομάδα (Cockburn 1998). Η 
ολιστική στρατηγική ποικιλομορφίας επιτρέπει επίσης τις μικρές ομάδες με την 
απαραίτητη ειδική τεχνογνωσία, και εξετάζει επίσης τα ζητήματα όπως τον εντοπισμό 
των ομάδων, της επικοινωνίας και της τεκμηρίωσης και του συντονισμού των 
πολλαπλών ομάδων. (Cockburn 1998)  
Τεχνική συντονισμού της μεθοδολογία 
Η τεχνική συντονισμού  της μεθοδολογίας είναι μια από τις βασικές τεχνικές 
του καθαρού και του πορτοκαλί κρυστάλλου. Χρησιμοποιεί τις συνεντεύξεις 
προγράμματος και τα εργαστήρια ομάδων για να προσαρμόζει μια συγκεκριμένη 
μεθοδολογίας κρυστάλλου σε κάθε μεμονωμένο πρόγραμμα (Cockburn 2007). Μια 
από τις κεντρικές ιδέες της επαυξητικής ανάπτυξης είναι να επιτρέψει  την 
διαμόρφωση ή βελτίωση της διαδικασία ανάπτυξης (Cockburn 1998). Σε κάθε 
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αύξηση, το πρόγραμμα μπορεί να μάθει και να χρησιμοποιήσει τη γνώση που έχει 
αποκτήσει στην επόμενη αύξηση.  
Επιθεωρήσεις των χρηστών  
Δύο εξετάσεις χρηστών προτείνονται για το καθαρό κρύσταλλο ανά 
απελευθέρωση (Cockburn 2007). Στο πορτοκάλι κρύσταλλο, οι αναθεωρήσεις 
χρηστών πρέπει να οργανωθούν τρεις φορές για κάθε αύξηση (Cockburn 1998). 
Εργαστήρια ανασκόπησης  
Και το καθαρό και το πορτοκάλι κρύσταλλο περιλαμβάνουν τον κανόνα ότι 
μια ομάδα πρέπει να κάνει  πριν και μετά την αύξηση εργαστήρια ανασκόπησης  
(Cockburn 2007).  
 
Το «καθαρό» και το «πορτοκάλι» κρύσταλλο δεν καθορίζουν οποιεσδήποτε 
συγκεκριμένες πρακτικές ή τεχνικές που χρησιμοποιούνται από τα μέλη 
προγράμματος για τους στόχους ανάπτυξης λογισμικού τους. Η υιοθέτηση των 
πρακτικών από άλλες μεθοδολογίες όπως XP και Scrum επιτρέπεται στις 
μεθοδολογίες του κρυστάλλου για να αντικαταστήσουν μερικές  από τις πρακτικές 
της, όπως τα εργαστήρια ανασκόπησης , παραδείγματος χάριν.  
 
 
3.3.4 Ανάπτυξη με βάση τα χαρακτηριστικά (Feature driven 
development) 
 
Η προσανατολισμένη προς  το χαρακτηριστικό γνώρισμα ανάπτυξη (Feature 
Driven development, FDD) είναι μια ευέλικτη προσέγγιση για την ανάπτυξη των 
πληροφοριακών συστημάτων. Η προσέγγιση FDD δεν καλύπτει ολόκληρη την 
διαδικασία ανάπτυξης λογισμικού, αλλά εστιάζει περισσότερο στις φάσεις 
σχεδιασμού και της οικοδόμησης (Palmer και Felsing 2002). Εντούτοις, έχει ως 
σκοπό να λειτουργήσει μαζί με  άλλες δραστηριότητες ανάπτυξης  ενός  λογισμικού 
(Palmer και Felsing 2002) και δεν απαιτείται οποιοδήποτε συγκεκριμένο πρότυπο 
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διαδικασίας για να χρησιμοποιηθεί. Η προσέγγιση FDD ενσωματώνει την 
επαναληπτική ανάπτυξη με τις καλύτερες πρακτικές που είναι πιο αποτελεσματικές 
στη βιομηχανία παράγωγης λογισμικού. Δίνεται έμφαση στις πιο ποιοτικές πτυχές της  
διαδικασία και περιλαμβάνει συχνές και απτές παραδόσεις, μαζί με τον ακριβή έλεγχο 
της προόδου από του προγράμματος .  
 
3.3.4.1 Διαδικασία 
Η FDD μεθοδολογία αποτελείται από πέντε διαδοχικές διαδικασίες και 
παρέχει τις μεθόδους, τεχνικές και οδηγίες που χρειάζονται για να παραδοθεί το 
σύστημα. Επιπλέον, η FDD περιλαμβάνει τους ρόλους, τα χειροποίητα αντικείμενα, 
τους στόχους, και τις υποδείξεις ως προς το χρόνο που απαιτούνται σε ένα 
πρόγραμμα. (Palmer και Felsing 2002). Αντίθετα από μερικές άλλες ευέλικτες 
μεθοδολογίες, η FDD υποστηρίζει ότι είναι κατάλληλη για την ανάπτυξη των 
κρίσιμων συστημάτων (Palmer και Felsing 2002).  
Η FDD αναφέρθηκε αρχικά από τον Coad (Coad et Al 2000). Έπειτα 
αναπτύχθηκε περαιτέρω ως βάση εργασίας σε ένα μεγάλο έργο λογισμικού από τους 
Jeff Luca,Peter Coad and Stephen Palmer. 
Όπως αναφέρθηκε νωρίτερα, η FDD αποτελείται από πέντε διαδοχικές 
διαδικασίες κατά τη διάρκεια των οποίων ο σχεδιασμός και η οικοδόμηση του 
συστήματος πραγματοποιούνται (Εικόνα 3.6). Το επαναληπτικό μέρος των 
διαδικασιών FDD (σχέδιο και κατασκευή) υποστηρίζει την ευέλικτη ανάπτυξη με 
γρήγορες προσαρμογές στις πρόσφατες αλλαγές στις απαιτήσεις και τις 
επιχειρησιακές ανάγκες. Χαρακτηριστικά, μια επανάληψη ενός χαρακτηριστικού 
γνωρίσματος περιλαμβάνει μια περίοδο μιας έως τριών εβδομάδας εργασίας για την 
ομάδα. 
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 Εικόνα 3.6 Η διαδικασία του FFD 
(Πηγή :Palmer and Felsing 2002). 
 
Παρακάτω, κάθε μια από τις πέντε διαδικασίες περιγράφεται σύμφωνα με 
Palmer (2002).  
Αναπτύξτε ένα γενικό πρότυπο (Develop an Overall Model) 
Όταν η ανάπτυξη ενός γενικού προτύπου αρχίζει, οι «εμπειρογνώμονες των 
περιοχών» γνωρίζουν ήδη το πεδίο, το πλαίσιο και τις απαιτήσεις του συστήματος 
που χτίζεται (Palmer και Felsing 2002). Τεκμηριωμένες απαιτήσεις όπως οι 
περιπτώσεις χρήσης ή οι λειτουργικές προδιαγραφές είναι πιθανό να υπάρξουν σε 
αυτή τη φάση. Εντούτοις, η FDD μεθοδολογία δεν αντιμετωπίζει ρητά το ζήτημα της 
συλλογής και της διαχείρισης των απαιτήσεων. Οι εμπειρογνώμονες περιοχών 
παρουσιάζουν ένα αποκαλούμενο «πέρασμα» πάνω στο οποίο τα μέλη της ομάδας 
ανάπτυξης  και ο «κύριος αρχιτέκτονας» ενημερώνεται για την υψηλού επιπέδου 
περιγραφή του συστήματος. Η γενική περιοχή διαιρείται περαιτέρω σε διαφορετικά 
τμήματα και ένα περισσότερο λεπτομερές «πέρασμα» δημιουργείται από τους 
εμπειρογνώμονες κάθε περιοχής. Κατόπιν κάθε πέρασμα, διερευνάται από τις ομάδες 
εργασίας. Η ομάδα ανάπτυξης συζητά και αποφασίζει για τα κατάλληλα πρότυπα 
αντικειμένου για κάθε μια από τις περιοχές Ταυτόχρονα, μια γενική πρότυπη μορφή 
κατασκευάζεται για το σύστημα. (Palmer και Felsing 2002).  
Χτίστε έναν κατάλογο χαρακτηριστικών γνωρισμάτων (Build a Features List) 
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Τα «περάσματα», τα πρότυπα και η υπάρχουσα τεκμηρίωση των απαιτήσεων 
δίνουν μια καλή βάση για την οικοδόμηση ενός περιεκτικού καταλόγου με τα  
χαρακτηριστικά γνωρίσματα για το σύστημα που αναπτύσσεται. Στον κατάλογο αυτό, 
η ομάδα ανάπτυξης παρουσιάζει κάθε μια από της λειτουργίες που παρέχουν αξία 
στον πελάτη και περιλαμβάνονται στο σύστημα. Οι λειτουργίες παρουσιάζονται για 
κάθε μια από τις υπό-περιοχές και αυτές οι ομάδες λειτουργιών αποτελούν τα 
αποκαλούμενα «σημαντικά σύνολα χαρακτηριστικών γνωρισμάτων». Επιπλέον, τα 
σημαντικότερα σύνολα χαρακτηριστικών γνωρισμάτων διαιρούνται περαιτέρω σε 
σύνολα χαρακτηριστικών γνωρισμάτων. Ο κατάλογος χαρακτηριστικών 
γνωρισμάτων εξετάζεται από τους χρήστες και τους χορηγούς του συστήματος για 
την ισχύ και την πληρότητά του. 
Προγραμματισμός οδηγούμενος από το χαρακτηριστικό γνώρισμα (Plan by Feature) 
Ο προγραμματισμός βασισμένος στο χαρακτηριστικό γνώρισμα περιλαμβάνει 
τη δημιουργία ενός υψηλού επιπέδου σχεδίου, στο οποίο τα σύνολα χαρακτηριστικών 
γνωρισμάτων τοποθετούνται διαδοχικά σύμφωνα με την προτεραιότητα και τις 
αλληλεξαρτήσεις τους, ορίζεται δε από τους «κύριους προγραμματιστές». Επιπλέον, 
οι κατηγορίες που προσδιορίστηκαν κατά την ανάπτυξη του γενικού προτύπου 
ανατίθενται  στα άτομα που είναι υπεύθυνοι για την ανάπτυξη, δηλ. τους «ιδιοκτήτες 
κατηγορίας». Επίσης το πρόγραμμα και σημαντικά κύρια σημεία παραδόσεων μπορεί 
να τεθούν για τα σύνολα χαρακτηριστικών γνωρισμάτων.  
Ο σχεδιασμός και η οικοδόμηση του συστήματος οδηγούμενα από το χαρακτηριστικό 
γνώρισμα (Design by Feature and Build by Feature) 
Μια μικρή ομάδα χαρακτηριστικών γνωρισμάτων επιλέγεται από το σύνολο 
των χαρακτηριστικών γνωρισμάτων και η ομάδα του χαρακτηριστικού γνωρίσματος 
που απαιτείται για την ανάπτυξη των επιλεγμένων χαρακτηριστικών γνωρισμάτων 
διαμορφώνεται από τους ιδιοκτήτες κατηγορίας. Ο σχεδιασμός οδηγούμενος από το 
χαρακτηριστικό γνώρισμα και η οικοδόμηση του συστήματος με βάση τα 
χαρακτηριστικά γνωρίσματα είναι επαναληπτικές διαδικασίες, κατά τη διάρκεια των 
όποιων τα επιλεγμένα χαρακτηριστικά γνωρίσματα παράγονται. Μια επανάληψη 
μπορεί να πάρει από μερικές ημέρες έως ένα μέγιστο δύο εβδομάδων. Μπορεί να 
υπάρξουν πολλαπλές «ομάδες χαρακτηριστικών γνωρισμάτων» οι οποίες ταυτόχρονα 
σχεδιάζουν και χτίζουν το σύνολο χαρακτηριστικών γνωρισμάτων. Αυτή η 
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επαναληπτική διαδικασία περιλαμβάνει τέτοιες εργασίες όπως την επιθεώρηση 
σχεδίου, κωδικοποίηση, δοκιμή μονάδων, ολοκλήρωση και επιθεώρηση του κώδικα. 
Μετά από μια επιτυχή επανάληψη, ολοκληρωμένα τα χαρακτηριστικά γνωρίσματα 
προωθούνται στο κεντρικό σύστημα  χτίζοντας μια νέα έκδοση του λειτουργικού και 
η διαδικασία ξαναρχίζει  με μια νέα ομάδα χαρακτηριστικών γνωρισμάτων που 
λαμβάνονται από τον κατάλογο χαρακτηριστικών γνωρισμάτων. 
 
3.3.4.2 Ρόλοι και ευθύνες  
Το FDD ταξινομεί τους ρόλους του σε τρεις κατηγορίες: βασικοί ρόλοι, 
ενισχυτικοί ρόλοι και πρόσθετοι ρόλοι (Palmer και Felsing 2002). Οι έξι βασικοί 
ρόλοι σε ένα πρόγραμμα FDD είναι: διευθυντής προγράμματος, κύριος αρχιτέκτονας, 
διευθυντής ανάπτυξης, κύριος προγραμματιστής, ο ιδιοκτήτης κατηγορίας και οι 
εμπειρογνώμονες περιοχών. Οι πέντε ενισχυτικοί ρόλοι περιλαμβάνουν τον διευθυντή 
των εκδόσεων, τον γλωσσικό «δικηγόρο»/γλωσσικό γκουρού, το μηχανικό δόμησης, 
τον κατασκευαστή των εργαλείων και τον διοικητή των συστημάτων. Οι τρεις 
πρόσθετοι ρόλοι που απαιτούνται σε οποιοδήποτε πρόγραμμα είναι οι ελεγκτές, οι 
τεχνικοί ανάπτυξης και οι τεχνικοί συγγραφείς. Ένα μέλος της ομάδας μπορεί να 
παίξει το πολλούς ρόλους , και ένας ενιαίος ρόλος μπορεί να μοιραστεί σε πολλούς  
ανθρώπους (Palmer και Felsing 2002). Παρακάτω περιγράφονται εν συντομία. , οι 
στόχους και οι ευθύνες των διαφορετικών ρόλων, όπως παρουσιάζεται από τον 
Palmer (2002).  
Διευθυντής προγράμματος  
Ο διευθυντής προγράμματος είναι ο διοικητικός και οικονομικός ηγέτης του 
προγράμματος. Ένας από τους στόχους του είναι να προστατεύσει την ομάδα 
προγράμματος από τις εξωτερικές πηγές που αποσπάσουν την προσοχή της ομάδας  
και να παρέχει στην ομάδα τις κατάλληλες συνθήκες εργασίας. Στη μεθοδολογία 
FDD, ο διευθυντής προγράμματος έχει τον τελευταίο λόγο για το αντικείμενο, τον 
προγραμματισμό, και την επάνδρωση του προγράμματος.  
 
 
56 
 
Κύριος αρχιτέκτονας  
Ο κύριος αρχιτέκτονας είναι αρμόδιος για το γενικό σχέδιο του συστήματος 
και την διοργάνωση των εργαστηρίων του σχεδιασμού της (Palmer και Felsing 2002). 
Ο κύριος αρχιτέκτονας λαμβάνει επίσης τις τελικές αποφάσεις σχετικά με όλα τα 
ζητήματα σχεδίου. Εάν είναι απαραίτητο, αυτός ο ρόλος μπορεί να διαιρεθεί στους 
ρόλους του αρχιτέκτονα περιοχών και του τεχνικός αρχιτέκτονας. 
Διευθυντής ανάπτυξης  
Ο διευθυντής ανάπτυξης καθοδηγεί τις καθημερινές δραστηριότητες 
ανάπτυξης και λύνει οποιεσδήποτε συγκρούσεις που μπορούν να εμφανιστούν μέσα 
στην ομάδα. Επιπλέον, αυτός ο ρόλος περιλαμβάνει την ευθύνη της επάνδρωσης  του 
προγράμματος . Οι στόχοι αυτού του ρόλου μπορούν να είναι συνδυασμένοι με 
εκείνους του κύριου αρχιτέκτονα ή του διευθυντή προγράμματος.  
Κύριος προγραμματιστής  
Ο κύριος προγραμματιστής είναι ένας πεπειραμένος υπεύθυνος για την 
ανάπτυξη, ο οποίος συμμετέχει στην ανάλυση των απαιτήσεων και σχέδιο των 
προγραμμάτων. Ο κύριος προγραμματιστής είναι αρμόδιος για να καθοδηγεί τις 
μικρές ομάδες στην ανάλυση, το σχέδιο και την ανάπτυξη των νέων χαρακτηριστικών 
γνωρισμάτων. Επιλέγει τα χαρακτηριστικά γνωρίσματα από το σύνολο των 
χαρακτηριστικών γνωρισμάτων που θα αναπτυχτούν στην επόμενη επανάληψη της 
φάσης και προσδιορίζει τις κατηγορίες και τους ιδιοκτήτες κατηγορίας που 
απαιτούνται στην ομάδα για τη επανάληψη. Επίσης στις ευθύνες του κύριου 
προγραμματιστή ανήκει η συνεργασία με άλλους κύριους προγραμματιστές στην 
επίλυση τεχνικών ζητημάτων και ζητημάτων επάνδρωσης των ομάδων, η υποβολή 
εκθέσεων της εβδομαδιαίας προόδου της ομάδας . 
Ιδιοκτήτης κατηγορίας  
Οι ιδιοκτήτες κατηγορίας εργάζονται κάτω από την καθοδήγηση του κύριου 
προγραμματιστή σε εργασίες όπως ο σχεδιασμός, η κωδικοποίηση, η δοκιμή και η 
τεκμηρίωση. Είναι αρμόδιοι για ανάπτυξη της κατηγορίας που έχουν διοριστεί για να 
είναι ο ιδιοκτήτες. Οι ιδιοκτήτες κατηγορίας σχηματίζουν τις ομάδες 
χαρακτηριστικών γνωρισμάτων. 
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Εμπειρογνώμονας περιοχών  
Ο εμπειρογνώμονας περιοχών μπορεί να είναι ο χρήστης, ο πελάτης, ο 
χορηγός, ο επιχειρησιακός αναλυτής ή ένα μίγμα από αυτούς . Ο στόχος του είναι να 
κατέχει τη γνώση για το πώς οι διαφορετικές απαιτήσεις για το σύστημα υπό 
ανάπτυξη πρέπει να εκτελεστούν. Οι εμπειρογνώμονες περιοχών περνούν αυτήν την 
γνώση στους υπεύθυνους για την ανάπτυξη προκειμένου να εξασφαλιστεί ότι οι 
υπεύθυνοι για την ανάπτυξη παραδίδουν ένα λειτουργικό σύστημα. 
Διευθυντής περιοχών  
Ο διευθυντής περιοχών οδηγεί τους εμπειρογνώμονες περιοχών και επιλύει τις 
διαφορές τους άποψη σχετικά με τις απαιτήσεις για το σύστημα. 
Διευθυντής εκδόσεων  
Ο διευθυντής εκδόσεων  ελέγχει την πρόοδο της διαδικασίας, με την 
αναθεώρηση των εκθέσεων προόδου των κύριων προγραμματιστών και κάνοντας  
σύντομες συνεδριάσεις με αυτούς. Αυτός εκθέτει την πρόοδο στο διευθυντή 
προγράμματος. 
Γλωσσικός δικηγόρος/γλωσσικός γκουρού  
Ένα μέλος των ομάδων είναι αρμόδιο για την κατοχή μιας λεπτομερούς 
γνώσης, για παράδειγμα, μια συγκεκριμένη γλώσσα προγραμματισμού ή μια 
τεχνολογία. Αυτός ο ρόλος είναι ιδιαίτερα σημαντικός όταν εξετάζει η ομάδα 
προγράμματος κάποια νέα τεχνολογία. 
Μηχανικός δόμησης  
Ο μηχανικός δόμησης είναι αρμόδιος για την οργάνωση, τη διατήρηση και το 
τρέξιμο της διαδικασίας κατασκευής, συμπεριλαμβανομένων των στόχων το σύστημα 
ελέγχου έκδοσης και την τεκμηρίωση. 
Κατασκευαστής των εργαλείων 
Ο κατασκευαστής των εργαλείων είναι ένας ρόλος για την οικοδόμηση των 
μικρών εργαλείων για την ανάπτυξη, τη δοκιμή και τα δεδομένα των ομάδων του  
προγράμματος. Επίσης, ο κατασκευαστής των εργαλείων μπορεί να βοηθά 
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διατηρώντας τις βάσεις δεδομένων και τους ιστοχώρους για το συγκεκριμένο 
πρόγραμμα.  
Διοικητής συστημάτων  
Ο στόχος ενός διοικητή συστημάτων είναι να διαμορφώσει, να διαχειριστεί 
και να ανιχνεύσει λάθη στους κεντρικούς  υπολογιστές, το δίκτυο των τερματικών 
σταθμών και την ανάπτυξη του περιβάλλοντος δοκιμών που χρησιμοποιούνται  από 
την ομάδα προγράμματος. Επίσης, ο διοικητής συστημάτων μπορεί να συμμετέχει 
στο σύστημα που αναπτύσσεται.  
Ελεγκτής  
Οι ελεγκτές ελέγχουν ότι το σύστημα που παράγεται θα καλύψει τις 
απαιτήσεις του πελάτη. Μπορεί να είναι ανεξάρτητη ομάδα ή ένα μέλος της ομάδας 
προγράμματος.  
Τεχνικός ανάπτυξης  
Η εργασία των τεχνικών ανάπτυξης συμπεριλαμβάνει  τη μετατροπή των 
υπαρχόντων στοιχείων στη απαιτημένη από το νέο σύστημα  μορφή. Μπορεί να είναι 
ανεξάρτητη ομάδα ή ένα μέλος της ομάδας προγράμματος  
Τεχνικός συγγραφέας  
Η τεκμηρίωση του συστήματος για τους  χρηστές  προετοιμάζεται από τους 
τεχνικούς συγγραφείς, οι οποίοι μπορούν να διαμορφώνουν μια ανεξάρτητη ομάδα ή 
είναι ένα μέρος της ομάδας προγράμματος.  
 
3.3.4.3 Πρακτικές  
Το FDD αποτελείται από ένα  σύνολο «καλών πρακτικών» και οι υπεύθυνοι 
για την ανάπτυξη της μεθόδου υποστηρίζουν ότι ακόμα κι αν οι επιλεγμένες 
πρακτικές δεν είναι νέες, το συγκεκριμένο μίγμα αυτών των συστατικών καθιστά τις 
πέντε διαδικασίες  του FDD μοναδικές για κάθε περίπτωση. Οι Palmer και Felsing 
(2002) επίσης υποστηρίζουν ότι όλες οι διαθέσιμες πρακτικές πρέπει να 
χρησιμοποιηθούν για να επιτύχουμε το μεγαλύτερο όφελος της μεθόδου δεδομένου 
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ότι ούτε μια πρακτική δεν αποτελεί  ολόκληρη τη διαδικασία . Το FDD περιλαμβάνει 
τις ακόλουθες πρακτικές:  
• Η μοντελοποίηση των κυρίων περιοχών: Η εξερεύνηση και εξήγηση της 
περιοχής του προβλήματος Τα αποτελέσματα  παρατίθενται σε ένα πλαίσιο 
όπου τα χαρακτηριστικά γνωρίσματα προστίθενται.  
• Ανάπτυξη  με βάση το χαρακτηριστικό γνώρισμα: Ανάπτυξη και 
καταγραφή της προόδου μέσω ενός καταλόγου μικρών λειτουργικά 
τμηματοποιήμενων λειτουργιών από τον πελάτη.  
• Προσωποποιημένη  ιδιοκτησία του κώδικα: Κάθε κομμάτι κώδικα  έχει  
ένα μεμονωμένο πρόσωπο για να είναι αρμόδιο για τη συνέπεια, την απόδοση 
και την εννοιολογική ακεραιότητα του 
• Ομάδες χαρακτηριστικών γνωρισμάτων: Αναφέρεται στις μικρές, δυναμικά 
διαμορφωμένες ομάδες  
• Επιθεώρηση: Αναφέρεται στη χρήση των πιο γνωστών μηχανισμών 
ανίχνευσης των λαθών.  
• Συχνές εκδόσεις : Αναφέρεται στη  εξασφάλιση ότι υπάρχει πάντα ένα 
λειτουργικό σύστημα διαθέσιμο. Οι συχνές εκδόσεις  διαμορφώνουν τη 
βασική γραμμή στην οποία τα νέα χαρακτηριστικά γνωρίσματα προστίθενται.  
• Διαχείριση της δομής : Επιτρέπει τον προσδιορισμό και την ιστορική 
καταγραφή των πιο πρόσφατων εκδόσεων κάθε ολοκληρωμένου αρχείου 
κώδικα πηγής.  
• Υποβολή Εκθέσεων: Η πρόοδος βασισμένη στην πλήρη εργασία αναφέρεται 
προς  όλα τα απαραίτητα οργανωτικά επίπεδα.  
Η ομάδα προγράμματος πρέπει να βάλει όλες τις ανωτέρω πρακτικές στη 
χρήση προκειμένου να συμμορφωθεί με τους κανόνες ανάπτυξης του FDD. 
Εντούτοις, η ομάδα έχει την άδεια για να τις προσαρμόσει σύμφωνα με το επίπεδο 
εμπειρίας τους.  
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3.3.5 Μέθοδος Ανάπτυξης Δυναμικών Συστημάτων (Dynamic 
Systems Development Method)  
 
Από την απαρχή της το 1994, , η μέθοδος ανάπτυξης δυναμικών συστημάτων 
(Dynamic Systems Development Method DSDM), έχει γίνει βαθμιαία η υπ’ αριθμό 
ένα μέθοδος  για τη γρήγορη ανάπτυξη εφαρμογών (Rapid Application Development 
RAD) στο Ηνωμένο Βασίλειο (Stapleton 1997).  Το DSDM είναι ένα μη 
κερδοσκοπικό και μη καλυπτόμενο από πνευματικά δικαιώματα  πλαίσιο για την 
ανάπτυξη RAD, που διατηρείται από τον οργανισμό του DSDM5. Οι υπεύθυνοι για 
την ανάπτυξη της μεθόδου υποστηρίζουν ότι εκτός από να χρησιμεύσει ως μια 
μέθοδος υπό τη γενικά αποδεκτή έννοια  το DSDM παρέχει επίσης ένα πλαίσιο 
ελέγχων για το RAD, που συμπληρώνεται με την καθοδήγηση σχετικά με το πώς να 
χρησιμοποιηθούν αποτελεσματικά αυτοί οι  έλεγχοι.  
Η θεμελιώδης ιδέα πίσω από  το DSDM είναι ότι αντί του  να καθορίζεται το 
ποσό της λειτουργίας σε ένα προϊόν, και  έπειτα να ρυθμίζονται ο χρόνος και οι πόροι 
για να επιτευχθεί εκείνη η λειτουργία, προτιμάται για να καθορίσει το χρόνο και τους 
πόρους, και να ρυθμίσει έπειτα το ποσό λειτουργίας αναλόγως.  
 
3.3.5.1 Διαδικασία 
 Το DSDM αποτελείται από πέντε φάσεις: τη μελέτη σκοπιμότητας (feasibility 
study), την επιχειρησιακή μελέτη (business study),  την λειτουργική πρότυπη 
επανάληψη (functional model iteration), το σχέδιο και τη δομή της επανάληψης 
(design and build iteration), και την εφαρμογή (implementation) (Εικόνα 3.7) . Οι 
πρώτες δύο φάσεις είναι διαδοχικές, και γίνονται μόνο μια φορά. Οι τελευταίες τρεις 
φάσεις, κατά τη διάρκεια των οποίων το πραγματικό έργο ανάπτυξης γίνεται, είναι 
επαναληπτικές και επαυξητικές. Το DSDM προσεγγίζει τις επαναλήψεις ως χρονικά 
παράθυρα. Ένα χρονικό παράθυρο διαρκεί για μια προκαθορισμένη χρονική περίοδο, 
και η επανάληψη πρέπει να τελειώσει μέσα αυτό. Ο χρόνος που επιτρέπεται σε κάθε 
επανάληψη είναι εκ των προτέρων  καθορισμένος , μαζί με τα αποτελέσματα  που η 
επανάληψη εγγυάται για τα προϊόντα. Στο DSDM, μια χαρακτηριστική διάρκεια των 
                                                            
5 www.dsdm.org 
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παραθύρων είναι από μερικές ημέρες σε μερικές εβδομάδες. 
 
Εικόνα Error! No text of specified style in document.3.7 Διάγραμμα διαδικασίας DSDM  
(Πηγη: Stapleton 1997). 
 
Στο στάδιο  της μελέτης σκοπιμότητας  αξιολογείται αν το DSDM είναι το 
καταλληλότερο για το δεδομένο πρόγραμμα. Κρίνοντας  από τον τύπο  του 
προγράμματος, προ πάντων των οργανωτικών και  ανθρώπινων ζητημάτων,  
παίρνεται η απόφαση για τη χρήση του DSDM ή όχι. Επιπλέον, στο στάδιο μελέτης 
σκοπιμότητας διαπιστώνονται οι τεχνικές δυνατότητες της προώθηση του και οι 
κίνδυνοι που ελλοχεύουν από αυτό. Δύο προϊόντα εργασίας προετοιμάζονται - μια 
έκθεση του σκοπιμότητας, και ένα  συνοπτικό σχέδιο της  ανάπτυξη. Προαιρετικά, 
ένα γρήγορο πρωτότυπο μπορεί επίσης να γίνει εάν η επιχείρηση ή η τεχνολογία δεν 
είναι γνωστή αρκετά καλά να ώστε η εταιρία να είναι σε θέση να αποφασίσει εάν να 
προχωρήσει στην επόμενη φάση ή όχι. Το στάδιο μελέτης σκοπιμότητας δεν 
αναμένεται για να πάρει περισσότερο από μερικές εβδομάδες. 
Η επιχειρησιακή μελέτη είναι μια φάση όπου τα ουσιαστικά χαρακτηριστικά 
της δραστηριότητας  και της τεχνολογίας αναλύονται. Η συνιστώμενη προσέγγιση 
είναι να οργανωθούν εργαστήρια, όπου ένας ικανοποιητικός αριθμός 
εμπειρογνωμόνων του πελάτη συγκεντρώνεται  για να είναι σε θέση να εξετάσει όλες 
τις σχετικές απόψεις του συστήματος, και να είσαι σε θέση να συμφωνήσει σχετικά 
με τις προτεραιότητες ανάπτυξης. Οι επηρεαζόμενες  επιχειρησιακές διαδικασίες και 
οι κατηγορίες των χρηστών περιγράφονται στον «Ορισμό της Επιχειρησιακής 
Περιοχής». Ο προσδιορισμός των επηρεαζόμενων κατηγοριών χρηστών βοηθά τον 
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πελάτη, δεδομένου ότι οι βασικοί άνθρωποι στην οργάνωση του πελάτη μπορούν να 
αναγνωριστούν και να αναμιχθούν σε ένα αρχικό στάδιο.  
Άλλα δύο αποτελέσματα παράγονται  στο στάδιο  της επιχειρησιακής μελέτης. 
Το ένα είναι ο  «Ορισμός  της Αρχιτεκτονικής  των Συστημάτων», και  το άλλο το 
«Σχέδιο Διαμόρφωσης Πρωτοτύπου». Ο «Ορισμός  της Αρχιτεκτονικής  των 
Συστημάτων»  είναι το πρώτο σκίτσο της αρχιτεκτονικής και επιτρέπεται να αλλάξει 
κατά τη διάρκεια του προγράμματος DSDM. Το «Σχέδιο Διαμόρφωσης 
Πρωτοτύπου» πρέπει να δηλώνει τη στρατηγική διαμόρφωσης πρωτοτύπου για τα 
ακόλουθα στάδια και ένα σχέδιο για τη διαχείριση  της δομής .  
Η  φάση της λειτουργικής πρότυπης επανάληψης είναι η πρώτη 
επαναληπτική και επαυξητική φάση. Σε κάθε επανάληψη, το περιεχόμενο και η 
προσέγγιση για την επανάληψη προγραμματίζονται, μετά το τέλος της επανάληψης  
τα αποτελέσματα αναλύονται για τις περαιτέρω επαναλήψεις. Τόσο  η ανάλυση όσο 
και η κωδικοποίηση γίνονται, τα πρωτότυπα χτίζονται και οι εμπειρίες που 
αποκτιούνται χρησιμοποιούνται στη βελτίωση των προτύπων ανάλυσης. Τα 
πρωτότυπα δεν πρόκειται να απορριφθούν εξ ολοκλήρου, αλλά βαθμιαία να 
οδηγηθούν προς τέτοια ποιότητα ώστε να  μπορούν να περιληφθούν στο τελικό 
σύστημα. Ένα λειτουργικό πρότυπο παράγεται ως έξοδος αυτής της φάσης και  
περιέχει τον κώδικα  του πρωτοτύπου και τα πρότυπα ανάλυσης. Η δοκιμή είναι 
επίσης ένα συνεχές , ουσιαστικό μέρος αυτής της φάσης.  
Υπάρχουν τέσσερα περαιτέρω αποτελέσματα στη φάση (στα διαφορετικά 
στάδια στη φάση). Οι λειτουργίες κατά σειρά προτεραιότητας (Prioritized 
functions) είναι ένας κατάλογος  των πλέον σημαντικών λειτουργιών που 
παραδίδονται στο τέλος της επανάληψης.  Τα λειτουργικά έγγραφα αναθεώρησης 
της διαμόρφωσης πρωτοτύπου (Functional prototyping review documents) 
συλλέγουν τα σχόλια των χρηστών για την τρέχουσα επαύξηση, χρησιμοποιούμενα 
ως  δεδομένα εισόδου για τις επόμενες επαναλήψεις. Οι μη λειτουργικές απαιτήσεις 
(Non-functional requirements) παρατίθενται, για να εξεταστούν κυρίως στην 
επόμενη φάση. Η ανάλυση κινδύνου της περαιτέρω ανάπτυξης (Risk analysis of 
further development)είναι ένα σημαντικό έγγραφο στη λειτουργική πρότυπη 
επανάληψη, επειδή από την επόμενη φάση και μετά, θα είναι δυσκολότερος  να 
αντιμετωπιστούν τα προβλήματα.  
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Το «σχέδιο και δομή της επανάληψη» είναι η φάση που χτίζεται το 
σύστημα. Το προίον αυτής της φάσης είναι ένα δοκιμασμένο σύστημα που ικανοποιεί 
τουλάχιστον το ελάχιστο συμφωνηθέν σύνολο απαιτήσεων. Η φάση αυτή  είναι 
επαναληπτική, και το σχέδιο και τα λειτουργικά πρωτότυπα αναθεωρούνται από τους 
χρήστες. Η  περαιτέρω ανάπτυξη είναι βασισμένη στα σχόλια των χρηστών.  
Η τελική φάση  της εφαρμογής είναι  εκεί όπου το σύστημα μεταφέρεται από 
το περιβάλλον ανάπτυξης στο πραγματικό περιβάλλον παραγωγής. Η εκπαίδευση  
παρέχεται στους χρήστες, και το σύστημα που παραδίδεται σε αυτούς. Εάν η 
παρουσίαση στο κοινό  αφορά έναν ευρύ αριθμό χρηστών, η φάση εφαρμογής μπορεί 
επίσης να επαναληφθεί. Εκτός από το παραδοθέν σύστημα, προϊόντα  της φάσης 
εφαρμογής είναι επίσης το εγχειρίδιο χρηστών, και η έκθεση αναθεώρησης 
προγράμματος. Το τελευταίο συνοψίζει την έκβαση του προγράμματος και βάση στα 
αποτελέσματα τίθεται η πορεία της περαιτέρω ανάπτυξης. Το DSDM καθορίζει 
τέσσερις πιθανές πορείες της ανάπτυξης. Εάν το σύστημα ικανοποιεί όλες τις 
απαιτήσεις, καμία περαιτέρω εργασία δεν απαιτείται. Αντίθετα, εάν ένα ουσιαστικό 
ποσό απαιτήσεων είχε αφεθεί κατά μέρος (παραδείγματος χάριν, εάν δεν 
ανακαλύφθηκαν όσο το σύστημα ήταν στην ανάπτυξη), η διαδικασία μπορεί να 
οργανωθεί πάλι. Εάν κάποια λιγότερο-κρίσιμη λειτουργία είχε  παραλειφθεί, η 
διαδικασία μπορεί να οργανωθεί πάλι από τη φάση της λειτουργική πρότυπη 
επανάληψης και μετά. Τελικά, εάν μερικά τεχνικά ζητήματα δεν μπορούν να 
αντιμετωπιστούν λόγω των χρονικών περιορισμών, μπορούν να γίνουν τώρα 
ξεκινώντας από τη φάση του σχεδίου και τη δομής .  
 
3.3.5.2 Ρόλοι και ευθύνες  
 
 Το DSDM καθορίζει 15 ρόλους για τους χρήστες και τους υπεύθυνους για 
την ανάπτυξη. Οι πιο κυρίαρχοι, όπως περιγράφονται  ακολούθως συμφώνα με τον 
Stapleton (1997). 
Οι υπεύθυνοι για την ανάπτυξη και οι ανώτεροι υπεύθυνοι για την 
ανάπτυξη είναι οι μόνοι ρόλοι ανάπτυξης. Η κατανομή γίνεται με βάση την εμπειρία 
του υπεύθυνου αλλά ακόμη δείχνει και το επίπεδο ηγεσίας μέσα στην ομάδα. Οι 
υπεύθυνοι για την ανάπτυξη και οι ανώτεροι ρόλοι υπεύθυνων για την ανάπτυξη 
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καλύπτουν όλο το προσωπικό ανάπτυξης, είτε πρόκειται για αναλυτές, σχεδιαστές, 
προγραμματιστές ή ελεγκτές. Ένας τεχνικός συντονιστής καθορίζει την 
αρχιτεκτονική των συστημάτων και είναι αρμόδιος για την τεχνική ποιότητα στο 
πρόγραμμα. Είναι επίσης αρμόδιος για τον τεχνικό έλεγχο προγράμματος, όπως η 
χρήση της διαχείρισης της δομής του  λογισμικού.  
Από τους ρόλους των χρηστών, ο σημαντικότερος είναι ο πρεσβευτής των 
χρηστών. Τα αντίστοιχα καθήκοντα είναι να παρουσιάσει τη γνώση της κοινότητας  
των χρηστών στο πρόγραμμα να διαδώσει τις  πληροφορίες για την πρόοδο του 
προγράμματος σε άλλους χρήστες. Αυτό εξασφαλίζει ότι ένα επαρκές ποσό 
ανατροφοδότησης  παραλαμβάνεται από τους χρηστές. Ο πρεσβευτής των χρηστών 
πρέπει να προέλθει από την κοινότητα χρηστών που θα χρησιμοποιήσει τελικά το 
σύστημα. Δεδομένου, εντούτοις, ότι ο πρεσβευτής των χρηστών είναι απίθανο να 
αντιπροσωπεύσει όλες τις απαραίτητες απόψεις χρηστών, ένας πρόσθετος ρόλος του 
συμβούλου-χρήστη καθορίζεται. Ο σύμβουλός των χρηστών μπορεί να είναι 
οποιοιδήποτε χρήστης  που αντιπροσωπεύει μια σημαντική άποψη από την άποψη 
του προγράμματος.  
Ο οραματιστής είναι ο χρήστης  που έχει την ακριβέστερη αντίληψη για τους 
επιχειρησιακούς στόχους του συστήματος και του προγράμματος. Ο οραματιστής 
είναι πιθανώς επίσης αυτός με την αρχική ιδέα της οικοδόμησης του συστήματος. Ο 
στόχος του οραματιστή είναι να εξασφαλίσει ότι οι ουσιαστικές απαιτήσεις γίνονται 
αντιληπτές και ότι το πρόγραμμα συνεχίζει τη σωστή κατεύθυνση από την άποψη 
εκείνων των απαιτήσεων.  
Ο εκτελεστικός χορηγός είναι το πρόσωπο από την οργάνωση  των χρηστών 
που έχει τη σχετική οικονομική  δύναμη και ευθύνη. Ο εκτελεστικός χορηγός 
επομένως έχει το τελευταίο λόγο στη λήψη των αποφάσεων.  
 
 
 
 
3.3.5.3 Πρακτικές  
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Εννέα πρακτικές καθορίζουν την ιδεολογία και τη βάση για όλη τις  
δραστηριότητες  στο  DSDM. Οι πρακτικές αυτές , αποκαλούνται  αρχές στο  DSDM, 
είναι (Stapleton 1997).: 
• Η ενεργός συμμετοχή χρηστών είναι επιτακτική. Μερικοί πεπειραμένοι 
χρήστες πρέπει να είναι παρόντες σε όλη την ανάπτυξη του συστήματος για 
να εξασφαλίσουν έγκαιρη και ακριβή ανατροφοδότηση.  
• Οι ομάδες DSDM πρέπει να εξουσιοδοτηθούν για να λαμβάνουν 
αποφάσεις. Οι μακροχρόνιες διαδικασίες λήψης αποφάσεων δεν μπορούν να 
λειτουργήσουν  στους γρήγορους  κύκλους ανάπτυξης. Οι χρήστες που 
συμμετέχουν στην ανάπτυξη του συστήματος  έχουν τη γνώση για να κρίνουν 
που το πρέπει να οδηγηθούν.  
• Βαρύτητα δίνεται στη συχνή παράδοση των προϊόντων. Οι λανθασμένες 
αποφάσεις μπορούν να διορθωθούν, εάν ο κύκλος παράδοσης είναι σύντομος 
και οι χρήστες μπορούν να παρέχουν ακριβή ανατροφοδότηση.  
• Η καταλληλότητα για τον επιχειρησιακό σκοπό είναι το ουσιαστικό 
κριτήριο για την αποδοχή των προϊόντων.  "Χτίστε το σωστό προϊόν 
προτού να το χτίσετε σωστά". Προτού να ικανοποιηθούν οι επιχειρησιακές 
ανάγκες  του πυρήνα του συστήματος, η τεχνική τελειότητα στις λιγότερο 
σημαντική περιοχή και πρέπει να επιτευχθεί δεύτερη.  
• Η επαναληπτική και επαυξητική ανάπτυξη είναι απαραίτητη για να 
συγκλίνει σε μια σωστή επιχειρησιακή λύση. Οι απαιτήσεις συστημάτων 
παραμένουν σπάνια άθικτες από την έναρξη ενός προγράμματος έως το τέρμα 
της. Με το  να αφήσουν τα συστήματα να εξελιχθούν μέσω της 
επαναληπτικής ανάπτυξης, τα λάθη μπορούν να βρεθούν και διόρθωθούν 
νωρίς.  
• Όλες οι αλλαγές κατά τη διάρκεια της ανάπτυξης είναι αντιστρέψιμες. 
Κατά τη διάρκεια της ανάπτυξης, μια λανθασμένη πορεία μπορεί εύκολα να 
ληφθεί. Με τη χρησιμοποίηση των σύντομων επαναλήψεων και την 
εξασφάλιση ότι οι προηγούμενές καταστάσεις στης  ανάπτυξης  μπορούν να  
ανακτηθούν, η λανθασμένη πορεία μπορεί ακίνδυνα να διορθωθεί.  
• Οι απαιτήσεις είναι βασισμένες σε υψηλό επίπεδο. Το πάγωμα των κυρίων 
απαιτήσεων πρέπει μόνο να γίνει σε υψηλό επίπεδο, για να επιτρέψει τις 
λεπτομερείς απαιτήσεις να αλλάζουν όπως απαιτείται. Αυτό εξασφαλίζει ότι 
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οι ουσιαστικές απαιτήσεις συλλαμβάνονται σε ένα αρχικό στάδιο, αλλά η 
ανάπτυξη επιτρέπεται να αρχίσει προτού να παγώσει κάθε απαίτηση. Καθώς η 
ανάπτυξη προχωρά, περισσότερες  των απαιτήσεων πρέπει να παγώνουν 
καθώς γίνονται σαφείς . 
• Η δοκιμή είναι ενσωματωμένη καθ' όλη τη διάρκεια του κύκλου της 
ζωής. Με  τους σφιχτούς  χρονικούς περιορισμούς , η δοκιμή τείνει να 
παραμεληθεί εάν αφήνεται στο τέλος του προγράμματος. Επομένως, κάθε 
τμήμα  των συστημάτων πρέπει να εξεταστεί από τους υπεύθυνους για την 
ανάπτυξη και τους χρήστες καθώς αναπτύσσεται. Η δοκιμή είναι επίσης 
επαυξητική, και γίνεται πιο περιεκτικότερη καθώς το πρόγραμμα προχωρά. Η 
δοκιμή του κώδικα βάσης  υπογραμμίζεται ιδιαίτερα λόγω του εξελικτικού 
ύφους  της ανάπτυξης.  
• Μια συνεργάσιμη και συνεταιριστική προσέγγιση  από  όλους τους 
συμμετόχους  του προγράμματος είναι ουσιαστική. Για να λειτουργήσει το 
DSDM, η εταιρία πρέπει  να δεσμεύει σε αυτό, και τα τμήματά  να 
συνεργάζονται. Η επιλογή αυτού που παραδίδεται στο σύστημα και το τι 
αφήνεται έξω είναι πάντα ένας συμβιβασμός, και απαιτείται μια  κοινή 
συμφωνία. Σε μια μικρότερη κλίμακα, οι ευθύνες του συστήματος 
μοιράζονται, έτσι η συνεργασία χρηστών/υπεύθυνων για την ανάπτυξη πρέπει 
επίσης να λειτουργήσει χωρίς εμπόδια   
 
 
 
 
 
 
 
3.3.6 Εναρμονισμένη  ανάπτυξη λογισμικού  (Adaptive Software 
Development) 
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 Η εναρμονισμένη  ανάπτυξη λογισμικού (Adaptive Software Development, 
ASD), αναπτύχθηκε και δημοσιεύτηκε από τον James A. Highsmith ΙΙΙ, (2000). 
Πολλές από τις αρχές του ASD προέρχονται από την προηγούμενη έρευνα Highsmith 
για τις επαναληπτικές μεθόδους ανάπτυξης.  
Το ΑSD εστιάζει κυρίως στα προβλήματα κατά την ανάπτυξη των σύνθετων, 
μεγάλων συστημάτων. Η μέθοδος ενθαρρύνει την επαυξητική, επαναληπτική 
ανάπτυξη, με τη συνεχείς διαμόρφωσης πρωτοτύπου. Πρωταρχικά, το ASD είναι για 
«να ισορροπεί στην άκρη του χάους» - ο στόχος του είναι να παράσχει  ένα πλαίσιο  
με τόση καθοδήγηση ώστε να αποτρέψει τα προγράμματα από το να περιέλθουν στο 
χάος, αλλά όχι τέτοια που  θα μπορούσε να καταστείλει τη δημιουργικότητα.  
 
3.3.6.1 Διαδικασία 
Ένα εναρμονισμένο έργο  ανάπτυξης λογισμικού εκτελείται σε κύκλους τριών 
φάσεων. Οι φάσεις των κύκλων είναι Σκέπτομαι/ Υποθέτω (Speculate), Συνεργάζομαι 
(Collaborate) και Μαθαίνω (Learn)(Εικόνα 3.8).  
 
Εικόνα 3.8. Ο κύκλος ASD 
(Πηγή: Highsmith 2000). 
Οι φάσεις ονομάζονται με τέτοιο τρόπο ώστε να υπογραμμιστεί ο ρόλος της 
αλλαγής στη διαδικασία. «Υπόθεση» χρησιμοποιείται αντί του «προγραμματισμού», 
δεδομένου ότι ένα «σχέδιο» θεωρείται γενικά ως κάτι όπου η αβεβαιότητα είναι μια 
αδυναμία και από το οποίο πλάνο οι αποκλίσεις δείχνουν την αποτυχία. Ομοίως, το  
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"Συνεργάζομαι" υποδεικνύει  τη σημασία της ομαδικής εργασίας ως μέσο ανάπτυξης 
συστημάτων υψηλού ρυθμού αλλαγών. Το «Μαθαίνω» υπογραμμίζει την η ανάγκη  
για να αναγνωρίζονται τα λάθη και να  υπάρχει αντίδραση σε αυτά, και το γεγονός ότι 
οι απαιτήσεις μπορούν να αλλάξουν ριζικά κατά τη διάρκεια της ανάπτυξης.  
Οι Εικόνα 3.9 παρακάτω επεξηγεί τους κύκλους ανάπτυξης του ASD 
λεπτομερέστερα. Η φάση έναρξης προγράμματος (Project Initiation) καθορίζει τους 
ακρογωνιαίους λίθους του προγράμματος και αρχίζει με τον καθορισμό της 
αποστολής προγράμματος. Η αποστολή θέτει βασικά ένα χονδροειδές πλαίσιο για το 
τελικό προϊόν, και όλη η ανάπτυξη οδηγείται έτσι ώστε να ολοκληρωθεί η αποστολή. 
Ένα από τα σημαντικότερα πράγματα στον καθορισμό της αποστολής  του 
προγράμματος είναι να  καθοριστούν οι πληροφορίες  που απαιτούνται προκειμένου 
να εκτελεσθεί το πρόγραμμα. Οι σημαντικές απόψεις της αποστολής καθορίζονται με 
τρία στοιχεία: το χάρτη οράματος του προγράμματος, το φύλλο στοιχείων  του 
προγράμματος, και μια περίληψη  των προδιαγραφών  των προϊόντων (Highsmith 
2000). Η φάση έναρξης του προγράμματος καθορίζει το γενικό πρόγραμμα, καθώς 
επίσης και τα προγράμματα και τους στόχους για των κύκλων ανάπτυξης. Οι κύκλοι 
συνήθως  διαρκούν μεταξύ των τεσσάρων και οκτώ εβδομάδων.   
 
Εικόνα 3.9. Οι φάσεις κύκλου της ζωής του ASD ¨ 
(Πηγή Highsmith 2000). 
 
Το μοντέλο ASD είναι ρητά προσανατολισμένο στα συστατικά παρά 
προσανατολισμένο προς τις εργασίες. Στην πράξη, αυτό σημαίνει ότι η εστίαση 
γίνεται περισσότερο στα αποτελέσματα και τη ποιότητά τους παρά τους στόχους ή τη 
69 
 
διαδικασία που χρησιμοποιείται για την παραγωγή του αποτελέσματος. Ο τρόπος που 
το ASD υποστηρίζει αυτήν την άποψη είναι μέσω των προσαρμοστικών κύκλων 
ανάπτυξης (Adaptive development cycles) που περιέχουν τη φάση της συνεργασίας 
(Collaborate phase) , όπου διάφορα συστατικά μπορούν να είναι υπό ταυτόχρονη 
ανάπτυξη(Concurrent Component Engineering). Ο προγραμματισμός των κύκλων 
είναι ένα μέρος της επαναληπτικής διαδικασίας, δεδομένου ότι οι ορισμοί των 
συστατικών καθαρίζονται συνεχώς για να απεικονίσουν οποιεσδήποτε νέες 
πληροφορίες, και για να φροντίσει τις αλλαγές στις απαιτήσεις  των συστατικών. 
Η βάση για τους περαιτέρω κύκλους (το «βρόχο εκμάθησης» (Learning Loop) 
στην Εικόνα 3.9 δημιουργείται από τις επαναλαμβανόμενες ποιοτικές αναθεωρήσεις, 
οι οποίες εστιάζουν στην επίδειξη της λειτουργίας του λογισμικού που αναπτύσσεται 
κατά τη διάρκεια του κύκλου. Ένας σημαντικός παράγοντας στην εκτέλεση των 
αναθεωρήσεων είναι η παρουσία του πελάτη, ως ομάδα εμπειρογνωμόνων. 
Εντούτοις, δεδομένου ότι οι ποιοτικές αναθεωρήσεις είναι μάλλον λιγοστές 
(πραγματοποιούνται μόνο στο τέλος κάθε κύκλου), η παρουσία πελατών στο ASD 
υποστηρίζεται από τις συνόδους κοινής ανάπτυξης της εφαρμογής (Joint application 
development , JAD). Μια σύνοδος JAD είναι ουσιαστικά ένα εργαστήριο, όπου οι 
υπεύθυνοι για την ανάπτυξη και οι αντιπρόσωποι των πελατών συναντιούνται για να 
συζητήσουν τα επιθυμητά χαρακτηριστικά γνωρίσματα  των προϊόντων. 
Το τελικό στάδιο σε ένα ASD έργο λογισμικού είναι το τελικό στάδιο της 
διασφάλιση της ποιότητας και  της απελευθέρωσης (Final Q/A and Release). Το ASD 
δεν εξετάζει πώς η φάση πρέπει να πραγματοποιηθεί, αλλά τονίζει τη σημασία της 
μάθησης από τα προηγούμενα λάθη.  Η ανασκόπηση του προγράμματος θεωρείται ως 
αυστηρά σημαντική  για τα προγράμματα μεγάλης ταχύτητας και υψηλού ρυθμού 
αλλαγής, όπου η ευέλικτη ανάπτυξη πραγματοποιείται.  
Τέλος , η προσαρμοστική φύση της ανάπτυξης με  ASD χαρακτηρίζεται από 
τις ακόλουθες ιδιότητες σύμφωνα με τον Highsmith (2000) 
• Προγράμματα οδηγούμενα από την αποστολή  
Οι δραστηριότητες σε κάθε κύκλο ανάπτυξης πρέπει να 
δικαιολογηθούν ενάντια στη γενική αποστολή προγράμματος. Η 
αποστολή μπορεί να ρυθμιστεί, καθώς η ανάπτυξη προχωρά.   
• Προγραμματισμός βασισμένος στα συστατικά   
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Οι δραστηριότητες ανάπτυξης δεν πρέπει να είναι προσανατολισμένες 
προς τις εργασίες, αλλά να εστιάζουν στην ανάπτυξη ενός 
λειτουργικού λογισμικού, δηλ., χτίζοντας το σύστημα ένα μικρό 
κομμάτι κάθε φορά. 
• Επαναληπτικό μοντέλο  
Μια τμηματική μέθοδος καταρρακτών λειτουργεί μόνο στα καλά 
κατανοητά και καθορισμένα με σαφήνεια περιβάλλοντα.  Συνήθως η 
ανάπτυξη είναι ταραχώδης και η προσπάθεια ανάπτυξης πρέπει 
επομένως να στραφεί  στο «να ξανακάνει αντί να κάνει το σωστό την 
πρώτη φορά».  
• Χρονικά καθορισμένο  
Η ασάφεια στα σύνθετα προγράμματα λογισμικού μπορεί να 
ανακουφιστεί με τον καθορισμό των απτών προθεσμιών σε κανονική 
βάση. Η χρονικά καθορισμένη διαχείριση του προγράμματος 
αναγκάζει τους συμμετέχοντες να λάβουν  τις αναπόφευκτες, σκληρές 
αποφάσεις  νωρίς στο πρόγραμμα.  
• Ανεκτικό στην αλλαγή 
Οι αλλαγές είναι συχνές στην ανάπτυξη λογισμικού. Επομένως, είναι 
σημαντικότερο να είναι σε θέση να προσαρμοστεί σε αυτές, από το να 
προσπαθεί να τις ελέγξει. Για να χτίσουν ένα σύστημα ανοικτό στις 
αλλαγές, οι υπεύθυνοι για την ανάπτυξη πρέπει συνεχώς να 
αξιολογούν εάν τα συστατικά που χτίζουν είναι πιθανό να αλλάξουν.  
• Οδηγημένο από τον κίνδυνο  
Η ανάπτυξη των υψηλού κινδύνου στοιχείων (π.χ., ο πιο λίγο γνωστών 
ή κρισιμότερων εάν μεταβληθούν) πρέπει να αρχίσει το νωρίτερο 
δυνατόν.  
 
 
3.3.6.2 Ρόλοι και ευθύνες  
 
Η διαδικασία ASD προέρχεται κατά ένα μεγάλο μέρος από την επιχειρησιακή 
και διοικητική φιλοσοφία και, ειδικά, τη σημασία των συνεργαζόμενων ομάδων και 
της ομαδικής εργασίας. Σε όλα αυτά τα ζητήματα δίνεται έμφαση ο Highsmith 
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(2000). Η προσέγγιση, εντούτοις, δεν περιγράφει τις δομές  των ομάδων λεπτομερώς. 
Επιπλέον, πολύ λίγοι ρόλοι ή ευθύνες παρατίθενται. Ένας «εκτελεστικός χορηγός» 
αναφέρεται ως το πρόσωπο με τη γενική ευθύνη για το προϊόν που αναπτύσσεται. Οι 
συμμετέχοντες σε μια κοινή σύνοδο ανάπτυξης εφαρμογής είναι οι μόνοι άλλοι ρόλοι  
που αναφέρονται (ένας βοηθός για να προγραμματίσει και να οδηγήσει τη σύνοδο, 
έναν γραφέα για να κάνει τα πρακτικά, το διευθυντή προγράμματος, και τους 
αντιπροσώπους πελατών και υπεύθυνων για την ανάπτυξη).  
 
3.3.6.3 Πρακτικές  
Το ASD προτείνει πολύ λίγες πρακτικές για το καθημερινό έργο ανάπτυξης 
λογισμικού. Βασικά, ο Highsmith (2002) ρητώς αναφέρεται σε τρεις : στην 
επαναληπτική ανάπτυξη, στο προγραμματισμό βασισμένος στα  χαρακτηριστικά 
(συστατικά) και στις αναθεωρήσεις της ομάδας εστίασης πελατών. Πράγματι, ίσως το 
σημαντικότερο πρόβλημα με ASD είναι ότι οι πρακτικές του είναι δύσκολο να 
προσδιοριστούν, και αφήνουν πολλές λεπτομέρειες ανοικτές.  Το ASD έχει μετά βίας 
οποιεσδήποτε πρακτικές που πρέπει να γίνουν τα περισσότερα ζητήματα που 
καλύπτονται στο βιβλίο είναι μάλλον παραδείγματα αυτού που θα μπορούσε να γίνει. 
 
 
3.3.7 Ανάπτυξη λογισμικού ανοικτού πηγαίου κώδικα (Open source 
software development) 
Η ανάπτυξη λογισμικού με την μεθοδολογία « Λογισμικό ανοικτού πηγαίου 
κώδικα» (Open Source Software (OSS)) έχει διάφορες ομοιότητες με άλλες ευέλικτες 
μεθόδους  ανάπτυξης λογισμικού, αλλά έχει επίσης τις ιδιαιτερότητές της. Ο 
συνδυασμός της εφεύρεσης του συστήματος πινάκων ανακοινώσεων και της  
συνήθειας  των υπεύθυνων για την ανάπτυξη λογισμικού να μοιράζονται τον κώδικα 
ελεύθερα μεταξύ των συναδέλφων έγινε πιο εντατικός και πλέον πιθανός σε 
παγκόσμια κλίμακα με την επέκταση του Διαδικτύου στη δεκαετία του '90. Αυτή η 
διαδικασία ανάπτυξης ενέπνευσε ένα νέο παράδειγμα στην  ανάπτυξη λογισμικού , το 
OSS, που προσφέρει έναν καινοτόμο τρόπο να παραχθούν οι εφαρμογές. Αυτό 
ανέγειρε αυξανόμενο ενδιαφέρον μαζί με άφθονες ερευνητικές προσπάθειες και 
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συζητήσεις σχετικά με τις δυνατότητες και τη σημασία του παραδείγματος του OSS 
για το σύνολο της βιομηχανίας παράγωγης λογισμικού. Αυτό το ενδιαφέρον έχει 
αυξηθεί ειδικότερα μετά από αρκετές  επιτυχημένες περιπτώσεις μεταξύ αυτών είναι 
ο «Apache server», η γλώσσα  προγραμματισμού  Perl, και το λειτουργικό σύστημα 
Linux. Η Microsoft  δε έχει αποδεχτεί τελευταία ως πιο σκληρό ανταγωνιστή της την 
αγορά των συστημάτων που λειτουργούν με βάση τους κεντρικούς υπολογιστές όπως 
όλα τα λειτουργικά OSS.  
Το παράδειγμα τον OSS προτείνει ότι ο πηγαίος κώδικας είναι ελεύθερα 
διαθέσιμος για τροποποιήσεις και ανακατανομή χωρίς οποιεσδήποτε δαπάνες. Οι 
Feller και Fitzgerald (2000) παρουσιάζουν τα ακόλουθα ως κίνητρα για την ανάπτυξη 
λογισμικού με την μέθοδο OSS:  
1) Τεχνολογικά - η ανάγκη για το σταθερό κώδικα, γρηγορότεροι κύκλοι 
ανάπτυξης , υψηλότερα πρότυπα ποιότητας, αξιοπιστίας και σταθερότητας, 
και πιο ανοικτά πρότυπα και πλατφόρμες  
2) Οικονομικά - η εταιρική ανάγκη για το καταμερισμένο του κόστους και του 
κίνδυνου  
3) Κοινωνικοπολιτικά - διερευνά και προωθεί τις προσωπικές επιθυμίες των 
υπεύθυνων για την ανάπτυξη,  αναδεικνύει τους προγραμματιστές ανάμεσα 
στους ομότιμους τους, ενώ ταυτόχρονα αναπτύσσεται και η αίσθηση της 
κοινότητας τον προγραμματιστών OSS. 
Τα περισσότερα γνωστά OSS έργα αφορούν τα εργαλεία ανάπτυξης ή  άλλες 
πλατφόρμες που χρησιμοποιούνται από τους επαγγελματίες, οι οποίοι  συχνά έχουν 
συμμετάσχει στην προσπάθεια ανάπτυξης  και οι ίδιοι, κατά συνέπεια έχοντας το 
ρόλο του πελάτη και του υπεύθυνου για την ανάπτυξη συγχρόνως. Η πρακτική του  
OSS δεν είναι μια καλά καθορισμένη διαδικασία. Αντ' αυτού, περιγράφεται καλύτερα 
από τις  διαφορετικές  άδειες  για τη διανομή του λογισμικού και ως ένας 
συνεργατικός τρόπος για την παράγωγη λογισμικού σε μικρές και συχνές 
προσαυξήσεις από ευρέως διασκορπισμένα άτομα. Η «Πρωτοβουλία για τον ανοικτό 
πηγαίο κώδικα» (Open Source Initiative6 ) παρακολουθεί και χορηγεί τις άδειες για 
το λογισμικό που συμμορφώνεται με  τους κανόνες του OSS. Διάφοροι ερευνητές, 
                                                            
6 www.opensource.org  
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π.χ. (Gallivan 2001, Crowston και Scozzi 2002), προτείνουν ότι ένα πρόγραμμα OSS 
αντιπροσωπεύει στην πραγματικότητα μια εικονική οργάνωση.  
3.3.7.1 Διαδικασία 
Ακόμα κι αν ο Cockburn (2007) σημειώνει ότι η ανάπτυξη OSS διαφέρει από 
τους ευέλικτους  τρόπους ανάπτυξης σε φιλοσοφικό, οικονομικό και δομικό επίπεδο,  
η μέθοδος OSS από πολλές απόψεις ακολουθεί τις ίδιες γραμμές και πρακτικές με  
άλλες ευκίνητες μεθόδους. Παραδείγματος χάριν, η διαδικασία ανάπτυξης με OSS 
ξεκινά με πρόωρες και συχνές εκδόσεις, ταυτόχρονα στερείται πολλούς από τους 
παραδοσιακούς μηχανισμούς που χρησιμοποιούνται για το συντονισμό της ανάπτυξης 
λογισμικού όπως τα πλάνα, τα σχέδια πολλών επιπέδων του συστήματος, τα 
προγράμματα και τις καθορισμένες διαδικασίες. Χαρακτηριστικά, ένα πρόγραμμα 
OSS αποτελείται από τις ακόλουθες ορατές φάσεις (Sharma et Al 2002):  
1. Η ανακάλυψη  του προβλήματος  
2. Η εύρεση των εθελοντών  
3. Ο προσδιορισμός  της λύσης  
4. Η ανάπτυξη και η δοκιμή του κώδικα  
5. Η αναθεώρηση και αλλαγή του κώδικα  
6. Ο κώδικας παγιώνεται  και τεκμηριώνεται  
7. Η διαχείριση της έκδοσης  
Ακόμα κι αν είναι δυνατό να απεικονιστούν οι μέθοδοι ανάπτυξης λογισμικού 
OSS με τα ανωτέρω στάδια επανάληψης, το ενδιαφέρον βρίσκεται στο πώς αυτή η 
διαδικασία ρυθμίζεται, όπως αυτό φαίνεται από τα χαρακτηριστικά που αποδίδονται 
στη μέθοδο ανάπτυξης OSS από τον Mockus (2000):  
• Τα συστήματα χτίζονται από τους ενδεχομένως μεγάλους αριθμούς εθελοντών  
• Η εργασία δεν ορίζεται, οι άνθρωποι οι ίδιοι επιλέγουν το έργο που τους 
ενδιαφέρει  
• Δεν υπάρχει κανένα ρητό σχέδιο σε συστημικό επίπεδο  
• Δεν υπάρχει κανένα πλάνο, πρόγραμμα ή κατάλογος παραδοτέων - Το 
σύστημα δημιουργείται με τις μικρές αυξήσεις  
• Τα προγράμματα δοκιμάζονται συχνά 
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Σύμφωνα με  τους Feller και Fitzgerald (2000), η διαδικασία ανάπτυξης OSS 
είναι οργανωμένη ως μια ογκώδης παράλληλη προσπάθεια ανάπτυξης και διόρθωσης. 
Αυτό περιλαμβάνει αόριστα-συγκεντρωμένες, συνεταιριστικές και δωρεάν 
συνεισφορές από τους μεμονωμένους υπεύθυνους για την ανάπτυξη. Εντούτοις, 
υπάρχουν επίσης σημάδια που αυτή η «ελεύθερη» ιδέα ανάπτυξης αλλάζει. Η 
διαδικασία ανάπτυξης OSS δεν περιλαμβάνει οποιοδήποτε προκαθορισμένο επίσημο 
κανόνα ή συνηθισμένες πρακτικές τεκμηρίωσης. Εντούτοις, η διαδικασία 
περιλαμβάνει τις συνήθειες και τα ταμπού που μαθαίνονται και γίνονται αντιληπτά 
από την εμπειρία.  
 
3.3.7.2 Ρόλοι και ευθύνες  
Η διαδικασία ανάπτυξης OSS φαίνεται να είναι αρκετά ελεύθερη και «άγρια». 
Εντούτοις, πρέπει να έχει κάποια δομή, ειδάλλως δεν θα ήταν σε θέση ποτέ να 
επιτύχει τέτοια αξιοπρόσεκτα αποτελέσματα όπως έχει στα προηγούμενα έτη. Επίσης 
παλαιές και εγκεκριμένες επιχειρήσεις έχουν  αρχίσει να παρουσιάζει ενδιαφέρον για  
το OSS, μεταξύ αυτών η ΙΒΜ, η Apple, η Oracle, η Corel, η Netscape, η Intel και η 
Ericsson (Feller και Fitzgerald 2000). Σε αυτές τις προσπάθειες, ειδικά στα 
μεγαλύτερα προγράμματα OSS, οι προηγούμενες  επιχειρήσεις έχουν πάρει το ρόλο 
του συντονιστής και του μεσολαβητή, ενεργώντας κατά συνέπεια ως διευθυντές  του 
προγράμματος.  
Ένα άλλο νέο φαινόμενο είναι η εμφάνιση της «δημοπρασίας» ή των 
αποθηκευτικών περιοχών όπως τα Freshmeat 7   και SourceForge8 , τα οποία έχουν 
καθιερώσει την ανάπτυξη  ιστοχώρων ανάπτυξης με μεγάλη ποικιλία από κώδικα και 
εφαρμογές OS διαθέσιμων στο διαδίκτυο. Αυτές οι περιοχές παρέχουν συνήθως 
ελεύθερες υπηρεσίες σε OSS προγραμματιστές, συμπεριλαμβανομένης της 
φιλοξενίας  των προγραμμάτων , του ελέγχου έκδοσης, της καταγραφής και 
παρακολούθησης των προβλημάτων, της διαχείρισης του προγράμματος, των 
αντίγραφων και των αρχείων, μαζί με την επικοινωνία και τους πόρους  συνεργασίας. 
Δεδομένου ότι καμία πρόσωπο με πρόσωπο συνεδρίαση δεν χρησιμοποιείται στο 
OSS πλαίσιο, η σημασία του διαδικτύου είναι προφανής. Η διαδικασία ανάπτυξης 
αναπόφευκτα χρειάζεται ένα καλά λειτουργούν λογισμικό εκδόσεων που 
                                                            
7 freashmeat.net 
8 sourceforge.net 
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παρακολουθεί αυστηρά και επιτρέπει την υποβολή και τη γρήγορη δοκιμή του νέου 
κώδικα πηγής. Ο ρόλος αυτών των εργαλείων δεν μπορεί να υποτιμηθεί, καθώς το 
αναπτυσσόμενο λογισμικό πρέπει να συντονίζεται και να λειτουργεί συνεχώς, μέρα 
και νύχτα, και καθώς οι ίδιοι οι  υπεύθυνοι για την ανάπτυξη έχουν ιδιαίτερα ποικίλα 
επίπεδα ικανότητας και γνώσης.  
Η χαρακτηριστική δομή μιας προσπάθειας ανάπτυξης OSS, σύμφωνα με 
Gallivan (2001), αποτελείται από διάφορα επίπεδα εθελοντών:  
1) Οι υπεύθυνοι προγράμματος, που έχουν τη γενική ευθύνη για το πρόγραμμα 
και  οι οποίοι συνήθως έχουν γράψει τον αρχικό κώδικα  
2) Οι εθελοντές υπεύθυνοι για την ανάπτυξη, που δημιουργούν και υποβάλλουν 
τον κώδικα για το πρόγραμμα. Ανάμεσα σε αυτούς διακρίνονται οι :  
•  Τα ανώτερα μέλη ή οι κεντρικοί υπεύθυνοι για την ανάπτυξη που έχουν 
ευρύτερη εξουσία   
•  Οι περιφερικοί υπεύθυνοι για την ανάπτυξη που παράγουν και 
υποβάλλουν τις αλλαγές του κώδικα  
•  Οι περιστασιακά συνεισφέροντες  
• Οι συντηρητές και διαπιστευμένοι υπεύθυνοι για την ανάπτυξη  
3) Άλλα άτομα που, κατά τη διάρκεια της χρησιμοποίησης του λογισμικού, 
εκτελούν δοκιμές, προσδιορίζουν τα λάθη και παραδίδουν εκθέσεις 
προβλημάτων του λογισμικού  
4) Άτομα που συμμετέχουν συχνά στις ομάδες πληροφόρησης και τις 
συζητήσεις, αλλά  δεν κάνουν καμία κωδικοποίηση.  
Ο Sharma (2002) δηλώνει ότι τα αναπτυξιακά OSS έργα διαιρούνται συνήθως  
από τους  κύριους αρχιτέκτονες σε μικρότερους και ευκολότερα διαχειρίσιμους  
στόχους, οι όποιοι αντιμετωπίζονται περαιτέρω από άτομα ή ομάδες. Οι εθελοντές 
υπεύθυνοι για την ανάπτυξη είναι χωρισμένοι κατά  άτομα ή μικρές ομάδες. 
Επιλέγουν ελεύθερα τους στόχους που επιθυμούν να ολοκληρώσουν. Κατά συνέπεια 
η λογική τμηματοποίηση του γενικού προγράμματος είναι ουσιαστική για να 
επιτρέψει την επιτυχή έκβαση της διαδικασίας ανάπτυξης. Επιπλέον, αυτά τα 
τμήματα  πρέπει να είναι ενδιαφέροντα  ώστε να προσελκύσουν τους υπεύθυνους για 
την ανάπτυξη.  
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 3.3.7.3 Πρακτικές  
Για να αρχίσει  κάποιος ή για να αποκτήσει την ιδιοκτησία ενός 
προγράμματος OSS μπορεί να χρησιμοποιήσει διάφορους τρόπους: να δημιουργήσει 
ένα νέο,  να του το παραδώσει ο προηγούμενος ιδιοκτήτης ή για να πάρει εθελοντικά 
ένα τρέχον πρόγραμμα (Bergquist και Ljungberg 2001). Συχνά αυτοί που θα είναι 
πραγματικά χρήστες καθορίζουν το προϊόν (πρόγραμμα) και κάνουν επίσης την 
κωδικοποίηση. Η διαδικασία είναι συνεχής, δεδομένου ότι η ανάπτυξη λογισμικού 
εξελίσσεται ατέλειωτα. Ακόμα κι αν εκατοντάδες των εθελοντών συμμετέχουν στα 
αναπτυξιακά OSS έργα, συνήθως υπάρχει μόνο μια μικρή ομάδα υπεύθυνων που 
εκτελεί του κύριου μέρους της εργασίας (Ghosh και Prakash 2000, Mockus et Al 
2000, Dempsey et Al 2002). 
Ο Sharma (2002) περιγράφει μερικές από τις κεντρικές οργανωτικές πτυχές 
στην προσέγγιση OSS, π.χ. το τμήμα της εργασίας, ο μηχανισμός συντονισμού, η 
διανομή της λήψης αποφάσεων,  τα οργανωτικά όρια, και η  άτυπη δομή του 
προγράμματος. Ο Mockus (2000) χαρακτηρίζει την ανάπτυξη OSS ως εξής:  
• Τα συστήματα OSS χτίζονται από ενδεχομένως μεγάλους αριθμούς εθελοντών  
• Η εργασία δεν ορίζεται, οι άνθρωποι αναλαμβάνουν την εργασία που 
επιλέγουν να αναλάβουν  
• Δεν υπάρχει κανένα ρητό σύστημα ή ακόμα και λεπτομερές σχέδιο  
• Δεν υπάρχει κανένα σχέδιο του προγράμματος , ή κατάλογος προγράμματος 
προϊόντων.  
Για να λειτουργήσουν επιτυχώς, τα γεωγραφικά διασκορπισμένα άτομα καθώς 
επίσης και οι μικρές ομάδες υπεύθυνων για την ανάπτυξη πρέπει να έχουν εύρυθμα  
και ανοικτά κανάλια επικοινωνίας, ειδικά δεδομένου ότι οι υπεύθυνοι για την 
ανάπτυξη δεν συναντιούνται συνήθως πρόσωπο με πρόσωπο.  
 
 
3.4 Πλεονεκτήματα των μεθόδων 
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Οι ευέλικτες μέθοδοι μπορεί να μην ταιριάζουν σε  κάθε πρόγραμμα, 
παρέχουν όμως πολύτιμα οφέλη όταν εφαρμόζονται ενάντια σε συγκεκριμένα 
επιχειρησιακά προβλήματα. Κάθε ένα από αυτά τα οφέλη θα πρέπει να εξετάζονται 
κατά την αξιολόγηση εάν κάποια ευέλικτη τεχνική μπορεί να είναι χρήσιμη καθώς 
κάθε τεχνική δίνει διαφορετική έμφαση σε διαφορετικά οφέλη.  
Υπάρχουν τρεις κύριες κατηγορίες οφελών από τις ευέλικτες τεχνικές: η 
μείωση του κινδύνου, η βελτίωση του ελέγχου και η βελτίωση των επικοινωνιών. 
Κάθε ένα από αυτά τα οφέλη έχει τα διάφορα πτυχές που παρουσιάζονται 
λεπτομερώς παρακάτω συμφωνά με την μελέτη του K. Aguanno(2004). 
 
3.4.1 Μείωση του κινδύνου 
Από και τους τρεις τύπους οφελών, η μείωση του κινδύνου είναι ίσως η 
σημαντικότερη. Τα οφέλη από το βελτιωμένο έλεγχο και τις βελτιωμένες 
επικοινωνίες οδηγούν κατά ένα μεγάλο μέρος σε μειωμένους κινδύνους, έτσι πρέπει 
να δώσουμε πρόσθετη έμφαση στη συζήτηση της χρήσης των ευέλικτων τεχνικών για 
τη μείωση του κινδύνου. Παρόλο που οι κίνδυνοι μπορούν να ταξινομηθούν με 
πολλούς διαφορετικούς τρόπους, σε αυτό το κεφάλαιο θα εξετάσουμε τρεις 
συγκεκριμένους κινδύνους: ο κίνδυνος της δημιουργίας του λάθους προγράμματος, ο 
κίνδυνος της δημιουργίας του σωστού προγράμματος αλλά με κακή ποιότητα και ο 
κίνδυνος να προσκολληθεί το πρόγραμμα σε έναν ατελείωτο κύκλο αναπροσαρμογών 
και αναθεωρήσεων του σχεδίου λόγω των μεταβαλλόμενων απαιτήσεων ή υψηλών 
επίπεδών πολυπλοκότητας.  
 
Αποφυγή δημιουργίας του λάθους προγράμματος  
Πολλές φορές όταν οι σύμβουλοι επιχειρήσεων  μπαίνουν σε ένα 
προγράμματα, παίρνουν  συνέντευξη από όλους τους κύριους συμμετόχους  του 
προγράμματος. Κάτι που ακούν επανειλημμένα από τους χορηγούς των 
«προβληματικών» προγραμμάτων είναι μια παραλλαγή της φράσης «Μου παρέδωσαν 
κάτι που ίσως να είχα ζητήσει αλλά δεν ήταν αυτό που εννοούσα.» (K. 
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Aguanno2004). Αυτό είναι η ένδειξη ενός σοβαρού χάσματος  στις προσδοκίες που 
μπορεί να βελτιωθεί με καλύτερη επικοινωνία. 
Δεν υπάρχει τίποτα καλύτερο σε ένα πρόγραμμα από το να έχει ενεργούς  
συμμέτοχους που συνεργάζονται στενά με την ομάδα προγράμματος και  αναθεωρούν 
την εργασία υπό εξέλιξη, απαντώντας στις ερωτήσεις καθώς προκύπτουν και 
παρέχοντας άμεση ανατροφοδότηση. Σε ένα από τα ευέλικτα προγράμματα δεν θα 
ανησυχούσατε ποτέ για την αποδοχή των τελικών προϊόντων, δεδομένου ότι οι 
«πελάτες» σας παρείχαν τη ανατροφοδότησή τους κατά την διάρκεια όλου του 
προγράμματος και εξασφαλίζουν ότι αυτό που δημιουργήθηκε ευθυγραμμίστηκε με 
τις προσδοκίες τους. Οι ευέλικτες μεθοδολογίες  συνειδητοποιούν ότι η τεκμηρίωση 
είναι ένας φτωχός τρόπος επικοινωνιών. Το να υπάρχουν γραπτές οι απαιτήσεις 
μπορεί να βοηθά μερικούς ανθρώπους να καταλάβουν καλύτερα  αυτό που 
επιθυμούν, αλλά πρέπει να συμπληρωθούν πολλά γραπτά έγγραφα με πολλές 
συζητήσεις και κοινές αναθεωρήσεις σχεδίου για να εξασφαλιστεί ότι 
περιλαμβάνονται στις προδιαγραφές όλες οι πτυχές που δεν μπορούν μερικές φορές 
να τεθούν επάνω στο έγγραφο.  
Στην ευέλικτη  ανάπτυξη λογισμικού, η εφαρμογή των  «περιπτώσεων 
χρήσης» ή των «ιστοριών  των χρηστών» δίνει έναν απλό, προσανατολισμένο προς η 
τον στόχο  τρόπο να κατανοείται η άποψη των ανθρώπων  που θα  χρησιμοποιούν το 
σύστημα. Οι προδιαγραφές δημιουργούνται από την προοπτική του χρήστη, 
εστιάζοντας  σε λειτουργίες  που είναι αποδείξιμες  και που εκτελούν κάποια 
επιχειρησιακή λειτουργία. Αντίθετα δεν περιγράφονται αλγόριθμοι βελτιστοποίησης 
βάσεων δεδομένων - κανένας χρήστης ή χορηγός δεν θα είναι σε θέση πιθανώς να 
καταλάβει τις τεχνικές λεπτομέρειες ενός τέτοιου τμήματος εργασίας, εκτός από τα 
γενικότερα επίπεδα - οι συμμέτοχοι δεν σκέφτονται τέτοια χαρακτηριστικά 
γνωρίσματα. Μπορεί όμως να περιγραφεί μια περίπτωση συναλλαγής ή χρήσης και οι 
αλλαγές που εμφανίζονται σε εκείνη την διεπαφή καθώς τα διάφορα βήματα της 
περίπτωσης χρήσης ολοκληρώνονται. Αυτό θα βοηθήσει τους σπόνσορες του 
προγράμματος  να έχουν μια καλύτερη αίσθηση γιατί το τι προτείνεται, μπορούν 
καλύτερα να καταλάβουν το πως θα εκτελούν τις καθημερινές τους εργασίες τους και 
μπορεί να υπάρχει κάποια πρόωρη ανατροφοδότηση και η δυνατότητα 
χρησιμοποίησης αυτής. 
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Φυσικά έχουν πλέον περάσει οι καιροί που οι τεχνικοί άνθρωποι συνέτασσαν 
μια γραπτή προδιαγραφή για το πως θα  δημιουργηθεί κάτι, και  στην συμφωνία 
αυτού του έγγραφου τελείωνε η συμμετοχή των χορηγών του προγράμματος. Τώρα, 
οι χορηγοί απαιτούν  μια πιο ολιστική άποψη  για την επιτυχία του  προγράμματος: το 
πραγματικό μέτρο της επιτυχίας που χρησιμοποιούν δεν είναι  η συμμόρφωση με τις  
γραπτές απαιτήσεις, αλλά μάλλον η επίτευξη των στόχων της επιχειρησιακής 
περίπτωσης που προέτρεψαν τη χρηματοδότηση του προγράμματος. Οι χορηγοί 
απαιτούν την ενεργή συμμετοχή τους και μια πιθανότητα να παρέχουν κάποια 
ανατροφοδότηση κατά τη διάρκεια της ανάπτυξης του προϊόντος του προγράμματος. 
Η στενή συμμετοχή των χορηγών και άλλων συμμέτοχων κατά τη διάρκεια 
της επαναληπτικής ανάπτυξης προϊόντων μέσω της χρήσης  της πρακτικής των 
ευέλικτων μεθόδων για αναθεωρήσεις στο τέλος της επανάληψης, επιτρέπει στους 
συμμέτοχους να παρέχουν τις  κατάλληλες οδηγίες στην ομάδα  του προγράμματος, 
γεγονός που μειώνει τα προβλήματα από το επικοινωνιακό χάσμα . Έχει επίσης ένα 
προστιθέμενο όφελος, μια πιο προσαρμοστική προσέγγιση στις μεταβαλλόμενες 
απαιτήσεις. 
Σε πολλά προγράμματα, ειδικά όπου το πρόγραμμα δημιουργεί κάτι που οι 
χορηγοί δεν είχαν ποτέ πριν, οι αληθινές απαιτήσεις δεν είναι συχνά γνωστές ή 
κατανοητές. Μερικές φορές αυτά τα προγράμματα είναι αντιδράσεις στις εξωτερικές 
δυνάμεις πέρα από τον έλεγχο του χορηγού, και για τα οποία λίγα είναι αυτήν την 
περίοδο γνωστά:  
• Νέα κυβερνητική νομοθεσία που θα αλλάξει τους κανονισμούς και  έχουν 
επιπτώσεις στο πώς η εταιρία δραστηριοποιείται,  
• Μεταβαλλόμενες καταναλωτικές προτιμήσεις, και  
• Πελάτες που απαιτούν τα νέα χαρακτηριστικά γνωρίσματα για να ταιριάξουν  
με αυτά που πρόσφατα απλά αναγγέλθηκαν από κάποιο ανταγωνιστή.  
 
Σε αυτές τις καταστάσεις, ο χορηγός δεν ξέρει όλες τις λεπτομερείς 
απαιτήσεις στην έναρξη του προγράμματος. Αντ' αυτού, αρκετά θα είναι γνωστά για 
να γίνει η αρχή και το υπόλοιπο των απαιτήσεων θα ανακαλυφθεί ή θα εξερευνηθεί 
πλήρως κατά τη διάρκεια του προγράμματος. Σε αυτές τις περιπτώσεις, είναι μερικές 
φορές καλύτερο απλά να ξεκινήσει το πρόγραμμα και να υπολογιστούν έπειτα οι 
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λεπτομέρειες. Οι ευέλικτες μέθοδοι δίνουν το κατάλληλο υπόβαθρο για να 
διαχειριστούν τέτοια προγράμματα καθώς η οικοδόμηση του συστήματος αρχίζει με 
τα πιο σταθερά κομμάτια και σε κάθε επαύξηση πλησιάζει όλο και πιο πολύ στην 
τελική μορφή του συστήματος . Οι παραδοσιακές μέθοδοι, εξάλλου, όπου πρέπει να 
υπογραφεί πρώτα ένα μεγάλο έγγραφο απαιτήσεων πριν αρχίζει η εργασία, οδηγούν 
σε μακροχρόνιες καθυστερήσεις.  
 
Αποφυγή της δημιουργίας του σωστού προγράμματος με κακή ποιότητα 
 
Υποθέτοντας ότι έχει χτιστεί το σωστό πρόγραμμα  δηλαδή υπάρχεί ένα 
προϊόν που ικανοποιεί όλες τις ανάγκες και προσδοκίες του πελάτη υπάρχει ακόμα 
ένας σημαντικός κίνδυνος που μένει να εξετάσει, η ποιότητα  
Στον κόσμο της ανάπτυξης λογισμικού, η ποιότητα εξετάζεται συνήθως μέσω 
των διάφορων τύπων δοκιμών στο τέλος της διαδικασίας ανάπτυξης λογισμικού: η 
δοκιμή μονάδων, η δοκιμή ολοκλήρωσης, η δοκιμή δυνατότητας χρησιμοποίησης, 
και άλλες που όλες καταλήγουν στη δοκιμή αποδοχής των πελατών. Ένας από τους 
σημαντικότερους λόγους για τους οποίους τα περισσότερα αναπτυξιακά έργα 
λογισμικού υπερβαίνουν τον προϋπολογισμό και καθυστερούν  του προγραμματισμού 
είναι ότι αυτή η δοκιμή συμβαίνει μόνο στο τέλος του προγράμματος. Οι ατέλειες 
βρίσκονται αργά στον κύκλο της ζωής προγράμματος, αφήνοντας λίγο χρόνο να 
διορθωθούν. Όταν μια ατέλεια του σχεδίου βρίσκεται, οι επιπτώσεις είναι 
καταστρεπτικές - η ομάδα του προγράμματος πρέπει να αναθεωρήσει  τα αρχικά 
σχέδια, να κάνει τις αναπροσαρμογές, να αλλάξει το λογισμικό που αναπτύχθηκε 
βασισμένη στα  ενημερωμένα σχέδια και αρχίζει έπειτα την δοκιμαστική διαδικασία 
ξανά. Ακριβώς μια από αυτές τις ατέλειες μπορεί να οδηγήσει σε μια καθυστέρηση 
πολλών μηνών και να αυξήσεις τις σχετικές δαπανών.  
Μια λύση σε αυτό το πρόβλημα,  είναι αυτή που προτείνουν οι ευέλικτες 
μεθοδολογίες, η συνεχής  δοκιμή. Όλες οι ευέλικτες μέθοδοι είναι δομημένες γύρω 
από την επαναληπτική και επαυξητική ανάπτυξη. Χρησιμοποιώντας αυτές τις 
μεθόδους, κάθε επανάληψη παραδίδει πλήρως δοκιμασμένα και λειτουργικά 
προϊόντα. Η πληρότητα των προϊόντων αυξάνεται με κάθε επιτυχημένη επανάληψη, 
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αλλά τα τμήματα που αναπτύσσονται σε κάθε επανάληψη πρέπει να λειτουργούν 
κατάλληλα  για να θεωρείται η επανάληψη πλήρης. Αυτό σημαίνει ότι η δοκιμή 
πρέπει να συμβαίνει σε κάθε επανάληψη.  
Η δοκιμή κατά τη διάρκεια κάθε επανάληψης σημαίνει ότι οι ατέλειες 
βρίσκονται πολύ νωρίτερα στον κύκλο ανάπτυξης. Αυτό επιτρέπει περισσότερο 
χρόνο από τις παραδοσιακές μεθόδους «δοκιμής στο τέλος» για αυτές τις ατέλειες. Το 
πιο σημαντικό είναι ότι οι κρίσιμες, σχετικές με το σχέδιο ατέλειες μπορούν να 
αποκαλυφθούν πολύ πιο σύντομα. Ο προσδιορισμός των ατελειών σχεδίου σε αρχικό  
στάδιο είναι κρίσιμος.  
Ένα άλλο όφελος της δοκιμής σε κάθε επανάληψη, που υιοθετούν οι 
ευέλικτες μέθοδοι, είναι το μεγαλύτερο ποσό των δοκιμών που πραγματοποιείται 
γενικά κάτω από αυτές τις προσεγγίσεις. Επιπλέον, μέσω των δοκιμών ολοκλήρωσης 
που απαιτούνται για να εξασφαλίσουν ότι η επαυξητική ανάπτυξη δεν καταστρέφει 
τα τμήματα που αναπτύχθηκαν νωρίτερα, τα αρχικά αναπτυγμένα τμήματα 
εξετάζονται επανειλημμένως, αυξάνοντας την πιθανότητα ότι αυτά λειτουργούν όπως 
προορίστηκαν. Ένας τρόπος να εξασφαλιστεί αυτό είναι μέσω της πρακτικής της 
ανάπτυξης οδηγούμενης από τις δοκιμές, όπου σχεδιάζονται  πρώτα οι δοκιμές - με 
σκοπό να εξετάσουν ότι η εφαρμογή θα καλύψει τις απαιτήσεις - και 
χρησιμοποιούνται έπειτα οι δοκιμές αυτές ως σχέδιο που εισάγεται στη διαδικασία 
ανάπτυξής μας. Με αυτό τον τρόπο χρησιμοποιούνται οι ενδεχόμενες «δοκιμές 
αποδοχής» και ως δοκιμές των μονάδων  και εκτελούνται από τους προγραμματιστές. 
Το τρέξιμο των σχετικών δοκιμών αποδοχής σε κάθε επανάληψη σημαίνει ότι ο 
κώδικας είναι πιθανότερο να αποδίδει όπως αναμένεται, δεδομένου ότι υπάρχει ένας 
μεγαλύτερος αριθμός ευκαιριών να καθοριστούν οι ατέλειες και να επανελεγχτούν 
κατά τη διάρκεια των επόμενων επαναλήψεων.  
 
Αποφυγή των συνεχών αναθεωρήσεων του σχεδίου 
 
Οι ευέλικτες μέθοδοι δεν είναι απαραιτήτως οι καλύτερες μέθοδοι για κάθε 
πρόγραμμα εντούτοις, έχουν πολλά να προσφέρουν για ορισμένους τύπους 
προγραμμάτων. Τα προγράμματα που ωφελούνται των περισσότερων από τη χρήση 
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των ευέλικτων μεθόδων είναι εκείνα στα οποία οι απαιτήσεις είναι είτε ασαφείς είτε 
ασταθείς. Σε αυτά συνήθως οι παραδοσιακές μέθοδοι δεν λειτουργούν. 
Χρησιμοποιώντας τις παραδοσιακές μεθόδους σε προγράμματα που συνεχώς 
αλλάζουν οι απαιτήσεις ή οι προδιαγραφές μπορεί αυτό να παραμένει για μεγάλο 
χρονικό διάστημα στη φάση του σχεδιασμού. Οι συνεχείς αναθεωρήσεις των τόμων 
των γραπτών προδιαγραφών μπορεί να  οδηγήσουν στην μη παράδοση του 
συστήματος στον απαιτούμενο χρόνο.  
Οι ευέλικτες μέθοδοι προτείνουν αρχικά την δημιουργία των κομματιών που 
είναι σαφώς κατανοητά, εύλογα καθορισμένα. Με την ολοκλήρωση αυτών των 
κομματιών γίνεται ορατή η πρόοδος στους συμμέτοχους του προγράμματος. Βέβαια 
ενώ τα πρώτα τμήματα χτίζονται η ομάδα σχεδιασμού μπορεί να αποσαφηνίζει και να 
παγιώνει τις λεπτομέρειες του σχεδίου για τα επόμενα τμήματα . Αυτή η διαδικασία 
λειτουργεί εφ' όσον χρησιμοποιείται  ένα γενικό σχέδιο με ανοικτά πρότυπα. 
Ένα άλλο δευτερεύον όφελος αυτής της ευέλικτης  προσέγγισης είναι η 
δυνατότητα να καθυστερεί - ότι είναι σωστό, να καθυστερήσει . Εάν υπάρχει ένα 
στοιχείο του  προγράμματος όπου οι απαιτήσεις δεν είναι σταθερές,  ο σχεδιασμός 
και η υλοποίηση του μπορούν να καθυστερήσουν  καθ' όσο αυτό είναι δυνατό. Η 
εργασία γίνεται σε  άλλα κομμάτια κατά τη διάρκεια των αρχικών επαναλήψεων και 
ωθεί το σύνολο των στοιχείων  της αβεβαιότητας στις μελλοντικές επαναλήψεις. Με 
αυτόν τον τρόπο, μπορεί σκόπιμα να καθυστερήσει η εργασία στα συστατικά  των 
οποίων απαιτήσεις είναι πιθανό να αλλάξουν για όσο το δυνατό περισσότερο. Μόλις 
μια απαίτηση είναι αρκετά σταθερή αρχίζει η εργασία, αυτός είναι ο χρόνος να 
αρχίσει – αν είχε  αρχίσει νωρίτερα, υπάρχει ο κίνδυνος για πάρα πολλή σπαταλημένη 
προσπάθεια. Φυσικά οι ευέλικτες μέθοδοι δεν υποστηρίζουν ότι όλα τα στοιχεία 
υψηλής  αβεβαιότητας θα πρέπει να αφήνονται για το τέλος. Αλλά οι υπεύθυνοι των 
προγραμμάτων θα πρέπει να εξισορροπούν τα οφέλη την έναρξη ενός τμήματος 
προγράμματος με τις ασταθείς απαιτήσεις με τους αντίστοιχους κίνδυνους. 
 
3.4.2 Βελτίωση του ελέγχου  
 
Εκτός από τη μείωση του κινδύνου, οι ευέλικτες  μέθοδοι επιτρέπουν στο 
διευθυντή προγράμματος να βελτιώσει τον έλεγχό του/της του προγράμματος. Αυτό 
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μπορεί να ηχεί λίγο αντιφατικό, αλλά στην πράξη ισχύει: η χρησιμοποίηση μιας 
λιγότερο άκαμπτης, δομημένης προσέγγισης επιτρέπει στο διευθυντή για να ελέγξει 
καλύτερα το πρόγραμμα σε καταστάσεις που θα υπάρχουν υψηλά επίπεδα αλλαγής 
στο πρόγραμμα. Στην πραγματικότητα, οι ευέλικτες  μέθοδοι επιτρέπουν στο 
διευθυντή  να ανταποκριθεί καλύτερα και να προσαρμοστεί στις μεταβαλλόμενες 
απαιτήσεις με έναν τρόπο που δεν οδηγεί σε συνεχείς αναθεωρήσεις του σχεδίου, σε 
αντιπαραθετικές διαπραγματεύσεις συμβάσεων και σε δυσαρεστημένους 
συμμέτοχους.  
Γενικά, ο έλεγχος βελτιώνεται μέσω διάφορων μηχανισμών που είναι κοινά 
αποτελέσματα όλων των ευέλικτων  μεθόδων:  
• Η συχνή παράδοση του κώδικα εργασίας σημαίνει ότι η πρόοδος είναι 
αντικειμενικά μετρήσιμη, 
• Περισσότερες πιθανότητες για τους συμμέτοχους να παρέχουν την 
πρόωρη ανατροφοδότηση και να επαναπροσανατολίσουν τις 
προτεραιότητες προγράμματος  κάτι που είναι απαραίτητο για να 
αυξηθεί η πραγματική αξία,  
• Οι  παρανοήσεις  εμφανίζονται νωρίτερα, αποφεύγοντας τις αλλαγές 
του σχεδίου αργά στον  κύκλο ζωής, και   
• Ο χορηγός έχει τη δυνατότητα να τελειώσει ένα πρόγραμμα νωρίς και 
να πάρει ακόμα τα μετρήσιμα οφέλη.  
 
 
Η συχνή παράδοση σημαίνει μετρήσιμη πρόοδο  
 
Οι ευέλικτες μέθοδοι σπάζουν τον κύκλο της ζωής προγράμματος  σε 
διάφορες σύντομες, επαναλαμβανόμενες επαναλήψεις (σχέδιο – ανάπτυξη –δοκιμή) . 
Η λειτουργία που αναπτύσσεται και καλύπτει κάποιες επιχειρησιακές απαιτήσεις 
μπορεί να παραδοθεί σε μικρές αυξήσεις, που κάθε μια  παρέχει την επιχειρησιακή 
αξία. Όταν αντιμετωπίζουν ιδιαίτερα σύνθετα ή επικίνδυνα προγράμματα, οι χορηγοί 
και οι διευθυντές μπορούν να δουν πολύ καλύτερα την πραγματική πρόοδο ενός 
προγράμματος όταν είναι ορατή σε συχνή βάση. Χωρίς τη διαφάνεια της πραγματικής 
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προόδου, υπάρχει λίγος διοικητικός έλεγχος που μπορεί να ασκηθεί με σημασία για 
να διορθώσει την πορεία του προγράμματος ή για να εξετάσει τα ζητήματα απόδοσης.  
Αν εξετάσουμε  μια παραδοσιακή διαδικασία ανάπτυξης του τύπου του 
καταρράκτη, η ομάδα σχεδιάζει μια λύση, την χτίζει, κατόπιν την εξετάζει και 
τελειοποιεί πριν την  δώσει ολόκληρη σε έναν χορηγό προγράμματος για την 
αναθεώρηση και την αποδοχή. Εάν αυτή η ολόκληρη διαδικασία διαρκούσε 18 μήνες, 
ο χορηγός δεν θα έχει κανένα μέσο με το οποίο να μετρήσει την πρόοδο έως ότου του 
παραδοθεί  το ολοκληρωμένο προϊόν για την αναθεώρηση αποδοχής.  
Αντ' αυτού, οι ευέλικτες μέθοδοι επιτρέπουν την βελτίωση της  διαφάνειας  
στην πραγματική πρόοδο εστιάζοντας σε ορατά στον χρήστη χαρακτηριστικά 
γνωρίσματα ή τις συναλλαγές. Παραδείγματος χάριν, εξετάστε μια εφαρμογή με δέκα 
χαρακτηριστικά γνωρίσματα ορατά στον χρήστη. Όταν τα τέσσερα από τα δέκα είναι 
πλήρη, έχουμε μετρήσιμη πρόοδο της τάξης του 40% .Η ορατή πρόοδος μειώνει την 
αβεβαιότητα. Η παρουσίαση της πραγματικής προόδου μειώνει τις ανησυχίες των 
χορηγών, αυξάνει την ικανοποίησή τους και μειώσει την ανάγκη τους να ελέγχουν τη 
ομάδα.  
 
 
Η ανατροφοδότηση και ο επαναπροσανατολισμός προσθέτουν αξία στο πρόγραμμα.  
 
Οι αναθεωρήσεις στο τέλος κάθε  επανάληψης δίνουν στους χορηγούς και 
στους άλλους συμμέτοχους την πιθανότητα να αναθεωρήσουν την εργασία που έχει 
γίνει. Αυτό εισάγει μια ευκαιρία για αυτούς να παρέχουν ανατροφοδότηση. Μπορεί 
να δηλώσουν ότι ο κώδικας που αναπτύχθηκε ήταν τέλειος. Πιθανότερα, όμως  η 
ανατροφοδότηση θα είναι ένα από τα εξής:  
• Αυτό που παραδώσατε μπορεί να είναι αυτό που ζήτησα, αλλά όχι 
αυτό που εννοούσα (μια παρανοημένη απαίτηση).  
• Αυτό που παραδώσατε δεν λειτουργεί κατάλληλα (μια ατέλεια).  
• Τώρα που βλέπω τι έχετε χτίσει, έχω σκεφτεί κάτι που θα το βελτίωνε 
ακόμα (μια νέα απαίτηση).  
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• Τώρα που βλέπω τι έχετε χτίσει, συνειδητοποιώ ότι ξεχάσαμε κάτι 
(μια  απαίτηση που έχει παραβλεφθεί).  
• Κάτι έχει προκύψει – υπάρχει ανάγκη  για ένα διαφορετικό τρόπο (μια 
αλλαγή). (K. Aguanno2004) 
Όποια τις παραπάνω ανατροφοδοτήσεις  και αν ληφθεί, εάν είναι δυνατόν να 
ενσωματωθεί  στην επόμενη επανάληψή, θα φέρει το πρόγραμμα πιο κοντά στην 
παράδοση της επιχειρησιακής αξίας που ο χορηγός χρειάζεται. Δεν υπάρχει κανένα 
νόημα  να εμμείνει ένα πρόγραμμα στην αρχική βασική γραμμή σχεδιασμού και να 
αναβληθεί η αλλαγής μέχρι το τέλος του προγράμματος (ή για μια άλλη  έκδοση) 
καθώς  έτσι θα σημάνει ότι παραδίδετε κάτι στο χορηγό που δεν μπορεί να 
χρησιμοποιήσει. Δεδομένου ότι δεν υπάρχει προσαρμογή στις μεταβαλλόμενες 
επιχειρησιακές απαιτήσεις, το παραδοτέο είναι τώρα βασισμένος στις ξεπερασμένες 
απαιτήσεις και θα είναι απλώς  μια άχρηστη προσπάθεια και δαπάνες των κεφαλαίων.  
Η σύλληψη και η αντίδραση στην ανατροφοδότηση στο τέλος κάθε 
επανάληψης βοηθούν να ανταποκρίνεται ένα πρόγραμμα στις μεταβαλλόμενες 
επιχειρησιακές προτεραιότητες του χορηγού και βοηθούν να παραδίδεται ένα 
καλύτερο προϊόν. Η ανατροφοδότηση δεν είναι μόνο αλλαγές σε αυτό που ήδη έχει 
χτιστεί, αλλά βοηθά επίσης για τον προγραμματισμό των μετέπειτα κομματιών, ώστε 
να εξασφαλιστεί η εστίαση σε κομμάτια που θα παραδώσουν τα μέγιστα οφέλη. Και 
ο χορηγός και ο διευθυντής προγράμματος μπορούν καλύτερα να ελέγξουν την 
παράδοση της επιχειρησιακής αξίας.  
 
Η πρόωρη ανατροφοδότηση σημαίνει χαμηλότερο κόστος αλλαγής 
 
Ένα πάρει την ανατροφοδότηση νωρίτερα ένα πρόγραμμα θα επιτρέψει στις 
αλλαγές για να ενσωματωθούν νωρίτερα. Οι αλλαγές σχεδίου έχουν μεγαλύτερη 
πιθανότητα εμφάνισης και οι αλλαγές θα γίνουν νωρίτερα στον κύκλο ανάπτυξης 
προϊόντων, όταν οι δαπάνες εκείνων των αλλαγών είναι οι χαμηλότερες. 
 
Γρήγορο τέλος με τα μετρήσιμα οφέλη  
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Ένα άλλο όφελος των ευέλικτων μεθοδολογιών είναι ότι επιτρέπει τον έλεγχο 
του επιπέδου  της ποιότητας (πληρότητα) του προϊόντος  στους χορηγούς στο τέλος 
του προγράμματος. Στο τέλος κάθε επανάληψης, τα συμπεριλαμβανόμενα 
χαρακτηριστικά γνωρίσματα πρέπει να είναι πλήρως λειτουργικά και δοκιμασμένα. 
Θεωρητικά, θα ήταν δυνατό για το χορηγό να απελευθερώσει το προϊόν στο τέλος 
οποιασδήποτε επανάληψης, γεγονός που επιτρέπει στο χορηγό να πραγματοποιήσει 
διάφορα οφέλη:  
• Εάν το προϊόν είναι το πρώτο για να εξετάσει μια θέση στην αγορά, η πρόωρη 
απελευθέρωση μπορεί να επιτρέψει στο χορηγό για να κερδίσει το μερίδιο αγοράς 
πριν από οποιοδήποτε ανταγωνισμό. Εάν το περιεχόμενο των πρόωρων 
επαναλήψεων επιλέγεται προσεκτικά, ο χορηγός μπορεί να επιλέξει να εκδώσει 
ένα μερικώς ολοκληρωμένο προϊόν για να αποκομίσει τα άμεσα οφέλη των 
ολοκληρωμένων μερίδων, προτού να ολοκληρωθεί το πλήρες προϊόν. Σε μερικές 
περιπτώσεις, τα οφέλη από την πρόωρη έκδοση μπορούν να βοηθήσουν να 
αντισταθμίσουν (ή ακόμα και να πληρώσουν) τις δαπάνες το πλήρες προϊόν.  
• Εάν το περιεχόμενο των επαναλήψεων αναθεωρείται συνεχώς στην έναρξη κάθε 
επανάληψης, που εστιάζει στα στοιχεία που είναι σημαντικότερα πρώτα ,τότε  
αργότερα στο πρόγραμμα, όλα τα στοιχεία προτεραιότητας θα έχουν αναπτυχθεί, 
και τα μόνα στοιχεία που θα υπολείπονται θα είναι οριακής αξίας στο χορηγό. Ο 
χορηγός μπορεί να αποφασίσει να αποποιηθεί της ανάπτυξης αυτών των 
χαρακτηριστικών γνωρισμάτων χαμηλής προτεραιότητας, κρίνοντας το προϊόν για 
να είναι αρκετά καλό για γενική διαθεσιμότητα.  
 
3.4.3 Βελτίωση των επικοινωνιών  
 
Τέλος, οι ευκίνητες μέθοδοι ενθαρρύνουν την καλύτερη επικοινωνία μεταξύ 
των μελών ομάδων από τις παραδοσιακές μεθόδους ανάπτυξης προϊόντων. Οι 
επικοινωνίες είναι βασικές σε οποιοδήποτε πρόγραμμα, και όλοι οι διευθυντές 
προγράμματος ξέρουν ότι 80% της εργασίας ενός καλού διευθυντή προγράμματος 
είναι να διευκολύνει τις επικοινωνίες, είτε αυτό είναι να επικοινωνεί τη κατάσταση 
του προγράμματος, είτε να συζητά τις λύσεις στα προβλήματα, να δηλώνει τις 
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αλληλεξαρτήσεις, ή να εξασφαλίζει ότι ο καθένας μοιράζεται το ίδιο όραμα και την 
ίδια στρατηγική για το προγράμματος. Ένα καλά σχεδιασμένο πρόγραμμα 
επικοινωνιών, μεγιστοποιεί τη ροή πληροφοριών και γνώσης.  
 
Συστεγασμένες ομάδες 
 
Υπάρχει τεράστια αξία που κερδίζεται από τη χρησιμοποίηση των 
συστεγασμένων ομάδων σε ένα πρόγραμμα. Αυτές είναι ομάδες όπου τα περισσότερα 
(εάν όχι όλα) τα μέλη των ομάδων είναι στην ίδια θέση, κατά προτίμηση σε 
παρακείμενα γραφεία. Τα άμεσα οφέλη των συστεγασμένων ομάδων γίνονται 
κατανοητά μέσω διάφορων μέσων.  
Πίνακες διαγραμμάτων. Αντί της επεξεργασίας των μακροσκελών , 
περίπλοκων ηλεκτρονικών ταχυδρομείων ή εγγράφων που περιγράφουν τα ζητήματα 
και που προτείνουν τις προσεγγίσεις σχεδίου, όταν τα μέλη ομάδων είναι όλα σε μια 
θέση, κάποιος μπορεί απλά να χτυπήσει τον ώμο των άλλων και να τους ζητήσει να 
συγκεντρωθούν γύρω από ένα πινάκα. Με το σχεδιασμό των διαγραμμάτων, την 
παραγωγή των γρήγορων αλλαγών, το σβήσιμο και την απόσυρση, και μέσω της 
άμεσης ανατροφοδότησης από τους άλλους, οι λύσεις στα προβλήματα μπορούν 
γρήγορα και αποτελεσματικά να περιγραφούν, να τροποποιηθούν, και να 
συμφωνηθούν ή να απορριφθούν. Αυτό είναι που ο Cockburn (2007) περιγράφει  ως 
επικοινωνίες υψηλού εύρους. Αυτό καταργεί τις μακροχρόνιες καθυστερήσεις στην 
προσπάθεια να γίνει η ίδια επίλυση προβλήματος μέσω των μακριών σειρών 
ηλεκτρονικών ταχυδρομείων μεταξύ των μελών των ομάδων, ή μέσω των αργά 
εξελισσόμενων εγγράφων.  
Μη λεκτικές επικοινωνίες. Η πλειοψηφία των πληροφοριών που 
μεταβιβάζουμε (περίπου 70%, από μερικές εκτιμήσεις) είναι μέσω των μη λεκτικών 
μέσων. Αυτό περιλαμβάνει τη γλώσσα του σώματος (νευρικότητα, δισταγμός), τον 
τόνο της φωνής (σαρκασμός, αβεβαιότητα), και της επαφής των ματιών (ή της 
έλλειψης της ). Μερικές φορές, περισσότερα αποκαλύπτονται από τα θέματα που 
αποφεύγονται απ' ότι από τα θέματα που συζητούνται. Δουλεύοντας σε ένα 
περιβάλλον, αποφεύγουμε τη χρήση των απρόσωπων επικοινωνιών όπως το 
ηλεκτρονικό ταχυδρομείο και τα έγγραφα που μεταβιβάζουν μόνο 30% της έννοιας. 
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Αντ' αυτού, χρησιμοποιούμε τις πρόσωπο με πρόσωπο συνομιλίες που επιτρέπουν σε 
μας για να εκμεταλλευθούν το 100% των πληροφοριών που διαβιβάζονται. Αυτό 
επιτρέπει τις γρηγορότερες και πιο λεπτομερείς επικοινωνίες με μεγαλύτερη 
κατανόηση και γρηγορότερη μεταφορά της γνώσης και των πληροφοριών. 
 
 
Καθημερινές συνεδριάσεις  
 
Με την πραγματοποίηση των τακτικών (αλλά συντόμων) καθημερινών 
συνεδριάσεων των ομάδων, τα μέλη μπορούν να μοιραστούν τις επιτυχίες και τα 
προβλήματά τους το ένα με το άλλο. Ακολουθώντας την πρακτική του Scrum, οι 
ευέλικτες  συνεδριάσεις είναι καλύτερες όταν μοιράζονται εν συντομία τα μέλη 
ομάδων τρία κομμάτια πληροφοριών:  
1. Τι ολοκλήρωσαν μόλις - έτσι ώστε άλλοι που ίσως εξαρτώνται από την 
ολοκλήρωση εκείνης της εργασίας να πάρουν την άμεση ειδοποίηση της 
ετοιμότητάς του, αλλά ταυτόχρονα  δίνεται ένα μέτρο της ορατής προόδου στις 
προσπάθειες της ομάδας.  
2. .Σε τι είναι έτοιμοι να απασχοληθούν έπειτα - έτσι ώστε τα μέλη ομάδων να 
γνωρίζουν αυτά που οι άλλοι κάνουν και να είναι ικανοί να βοηθήσουν ή να 
παρέχουν τις συμβουλές που βασίζονται σε προηγούμενη εμπειρία. Αυτό μπορεί 
επίσης να φέρει άλλες εξαρτήσεις στο φως που η ομάδα δεν μπορεί να γνώριζε 
πρώτα.  
3.  Οποιαδήποτε ζητήματα που επιβραδύνουν ή σταματούν την πρόοδο - εάν 
υπάρχουν τεχνικά ζητήματα, άλλα μέλη της ομάδας  μπορει να είναι σε θέση να 
βοηθήσουν, ή ο διευθυντής προγράμματος μπορει να είναι σε θέση να βρει τη 
βοήθεια από έξω από την ομάδα. Εάν τα ζητήματα είναι οργανωτικά ή διοικητικά, 
ο διευθυντής προγράμματος μπορεί να λάβει άμεσα μέτρα για να καταργήσει τα 
εμπόδια. Εάν τα ζητήματα είναι προσωπικά, ο διευθυντής προγράμματος μπορεί 
να αναζητήσει τη βοήθεια, κατάρτιση, ή οποιοσδήποτε άλλη βοήθεια απαιτείται 
για τα μέλη για να μεγιστοποιήσει την απόδοσή τους.  
Η χρησιμοποίηση των σύντομων καθημερινών συνεδριάσεων επιτρέπει στο 
διευθυντή προγράμματος να είναι γρήγορα ενήμερος για τα προβλημάτων και έτσι  
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να έχει περισσότερο χρόνο να ενεργήσει. Επιπλέον, οι διευθυντές προγράμματος 
μπορούν καλύτερα να εξασφαλίσουν την σταθερή πρόοδο με αυτές τις συνεδριάσεις 
δίνοντας έμφαση στις αλληλεξαρτήσεις και προσφέροντας  την πιθανότητα στα μέλη 
να μοιραστούν τη γνώση τους για να λύσουν ζητήματα. 
Φυσικά, οι μεγάλοι διάλογοι που μπορεί να απαιτηθούν για να μεταδώσουν τη 
γνώση ή να λύσουν τα προβλήματα δεν συμβαίνουν στη συνεδρίαση - 
αντιμετωπίζονται μέσω ακόλουθων συνομιλιών μεταξύ των ενδιαφερόμενων μελών, 
οι συνεδριάσεις χρησιμοποιούνται για να δώσουν έμφαση στην ανάγκη για αυτές τις 
ακόλουθες συνομιλίες.  
 
Στενή συμμετοχή πελατών (χορηγών)  
Ένας άλλος τρόπος την βελτίωση του έλεγχου του προγράμματος μέσω των 
βελτιωμένων επικοινωνιών είναι με την συμμετοχή του χορηγού του προγράμματος, 
ή ενός αντιπρόσωπου των πελατών στις  καθημερινές συνεδριάσεις του 
προγράμματος. Η άμεση και τακτική πρόσβαση σε κάποιον που καταλαβαίνει την 
επιχειρησιακή κατάσταση που προκάλεσε το πρόγραμμα, που καταλαβαίνει τις 
απαιτήσεις, και που εξουσιοδοτείται για να λάβει τις αποφάσεις σχετικά με το 
πρόγραμμα μπορεί να βελτιώσει πολύ τον έλεγχο του προγράμματος, του 
προϋπολογισμού, και του πεδίου. Στον ακραίο προγραμματισμό, καλούμε αυτό 
επιτόπιο πελάτη, ενώ στο Scrum, αυτό αναφέρεται ως ιδιοκτήτης προϊόντων. 
Υπάρχουν τρεις κύριοι τρόποι με τους οποίους αυτό το βελτιωμένο επίπεδο 
επικοινωνιών με το χορηγό μπορεί να χρησιμοποιηθεί για να βοηθήσει το πρόγραμμα.  
Γρήγορη και εύκολη κλιμάκωση. Από την κατοχή της  πρόσβασης σε έναν 
ιθύνοντα που καταλαβαίνει τις επιχειρησιακές απαιτήσεις και την επιχειρησιακή 
περίπτωση του προγράμματος, ο διευθυντής προγράμματος μπορεί γρήγορα να 
κλιμακώσει οποιαδήποτε ζητήματα που απαιτούν μια απόφαση ή μια δράση μέσα 
στην οργάνωση του χορηγού. Συνήθως, αυτός ο ρόλος είναι κάποιος με την εξουσία 
να κινήσει τα «οδοφράγματα» που ο διευθυντής προγράμματος δεν μπορεί να 
επιλύσει χωρίς βοήθεια. Η γρήγορη επικοινωνία αυτών των ζητημάτων επιταχύνει το 
πρόγραμμα, αποφεύγοντας τις δαπανηρές καθυστερήσεις.  
Άμεση λήψη αποφάσεων. Εκτός από τη δυνατότητα να κλιμακωθούν γρήγορα 
τα ζητήματα στο χορηγό ή άλλους βασικούς ιθύνοντες, η στενή συμμετοχή των 
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πελατών σε καθημερινή βάση στο πρόγραμμα επιτρέπει σε στην ομάδα να έρθει σε 
επαφή με έναν ιθύνοντα αμέσως όταν απαιτείται μια άμεση απόφαση. Δεν χρειάζεται 
προσπάθεια για να βρεθεί ένας ιθύνοντας  και να πάρει μια απόφαση. Έχοντας 
κάποιον ο οποίος είναι εξουσιοδοτημένος (και πρόθυμος) για να λάβει τις αποφάσεις, 
μπορούν τα αιτήματα να μετατραπούν σε απόφασής γρήγορα 
Στιγμιαία ανατροφοδότηση. Όπως αναφέρθηκε και νωρίτερα σε αυτό το 
κεφάλαιο, ένα από τα μεγάλα οφέλη των ευέλικτων μεθόδων ανάπτυξης είναι ότι 
υπάρχουν τακτικές  ευκαιρίες για την ανατροφοδότηση  των συμμέτοχων στο τέλος 
κάθε επανάληψης. Η στενή συμμετοχή πελατών στο πρόγραμμα, εντούτοις,  είναι 
ακόμη μεγαλύτερη δύναμη. Αντί της αναμονής το τέλος των αναθεωρήσεων 
επανάληψης για την ανατροφοδότηση, τα μέλη ομάδων μπορούν να δοκιμάσουν  τις 
ιδέες τους  ή τις προσεγγίσεις τους στον πελάτη σε οποιοδήποτε σημείο κατά τη 
διάρκεια του προγράμματος για να αποκτηθεί η άμεση, πολύτιμη ανατροφοδότηση.  
Όλα τα παραπάνω προσδίδουν τις  τρεις κύριες κατηγορίες οφελών από την 
χρησιμοποίηση  των ευέλικτων  μεθόδων ανάπτυξης στα προγράμματα, και κάθε μια 
διαδραματίζει έναν σημαντικό ρόλο στη βελτίωση του ελέγχου προγράμματος. Ενώ 
οι ευέλικτες μέθοδοι δεν είναι η σωστή λύση για κάθε κατάσταση προγράμματος, 
παρέχουν τα μέσα με τα οποία αυξάνεται ο έλεγχος των προγραμμάτων που οι 
απαιτήσεις αλλάζουν συνεχώς - προγράμματα που είναι εμφανώς δύσκολο να 
ελεγχθούν με την χρησιμοποίηση των παραδοσιακών μεθόδων.  
 
 
3.5 Σύγκριση των μεθόδων 
 
Όλες ευέλικτες μέθοδοι είναι βασισμένες σε  ένα μείγμα χάους και τάξης, 
όλες μοιράζονται ένα παρόμοιο σύνολο συνεργατικών αξιών και αρχών και εκτιμούν 
την ύπαρξη μίας μόλις ικανοποιητικά ορισμένης  μεθοδολογίας (Highsmith 2002).  
Εντούτοις, κάθε μέθοδος προσεγγίζει τα προβλήματα που αντιμετωπίζονται 
στην τεχνολογία λογισμικού από μια διαφορετική οπτική. Ο πίνακας 3.2 συνοψίζει 
κάθε μέθοδο χρησιμοποιώντας τρεις πτυχές τους: τα βασικά σημεία, τα ειδικά 
χαρακτηριστικά γνωρίσματα και οι αναγνωρισμένες ανεπάρκειες. Όπως δηλώνεται, 
τα βασικά σημεία απαριθμούν τις κύριες πτυχές ή τις λύσεις των μεθόδων και τα 
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ειδικά χαρακτηριστικά γνωρίσματα περιγράφουν μια ή περισσότερες πτυχές των 
μεθόδων που τις διαφοροποιούν από άλλες. Τέλος, οι αναγνωρισμένες ανεπάρκειες 
αφορούν μερικές πτυχές μιας μεθόδου που λείπουν σαφώς ή άλλες πτυχές που έχουν 
τεκμηριωθεί. 
 
 Βασικά σημεία Ειδικά χαρακτηριστικά 
γνωρίσματα 
Αναγνωρισμένες 
ανεπάρκειες 
XP Προσαρμοσμένη ανάπτυξη  
στις ανάγκες του πελάτη, 
μικρές  ομάδες, καθημερινές 
προσαυξήσεις του κώδικα 
Αναδόμηση - ο συνεχής 
επανασχεδιασμός του 
συστήματος για να 
βελτιώσει τη απόδοση  του 
και την ανταπόκριση στις 
αλλαγές . 
Ενώ οι μεμονωμένες 
πρακτικές είναι κατάλληλες 
για πολλές καταστάσεις, στο 
σύνολο του συστήματος  & 
στις διοικητικές πρακτικές 
δίνεται η λιγότερη προσοχή. 
Scrum Ανεξάρτητές , μικρές,  
αυτορυθμιζόμενες ομάδες 
ανάπτυξης, κύκλοι 
απελευθέρωσης 30-ημέρών 
Επιβάλει τη μετατόπιση από 
τον «καθορισμένο και 
επαναλαμβανόμενο» τρόπο 
ανάπτυξης στο «νέο τρόπο 
ανάπτυξης  προϊόντων, 
Scrum.» 
Ενώ το Scrum  δίνει  
συγκεκριμένες λεπτομέρειες  
για το πώς διαχειρίζεται η 
απελευθέρωση  των 30-
ημέρων , η ολοκλήρωση και 
δοκιμές αποδοχής δεν είναι 
λεπτομερής.  
Crystal Μια οικογένεια μεθόδων. 
Καθεμία έχει τον ίδιο 
πυρήνα από αρχές αλλά οι 
τεχνικές, οι ρόλοι, τα 
εργαλεία και τα πρότυπα 
ποικίλλουν.  
Δυνατότητα  να επιλέξει 
κανείς  την καταλληλότερη 
μέθοδο βασισμένη μέγεθος 
προγράμματος και την 
κρισιμότητα του 
Πάρα πολύ νωρίς για να 
αναθρέφουν: Μόνο δύο από  
τις τέσσερις προτεινόμενες 
μεθόδους  υπάρχουν.  
FDD Διαδικασία πέντε-βημάτων, 
αντικειμενοστραφής 
ανάπτυξη βασισμένη στα 
χαρακτηριστικά 
γνωρίσματα. Πολύ σύντομες 
επαναλήψεις: από ώρες έως  
2 εβδομάδες.  
Η απλότητα της μεθόδου, ο 
σχεδιασμός και η εφαρμογή 
του συστήματος από τα 
χαρακτηριστικά 
γνωρίσματα, η διαμόρφωση 
αντικειμένων 
Το FDD εστιάζει μόνο 
επάνω στο σχεδιασμό και  
την εφαρμογή. Υπάρχει 
ανάγκη και για άλλες 
ενισχυτικές προσεγγίσεις.  
DSDM Εφαρμογή για τον έλεγχο 
του RAD, χρήση  της 
τμηματοποίησης  του 
χρόνου, ενεργή κοινοπραξία 
για την ανάπτυξη μεθόδου 
Πρώτη αληθινά ευέλικτη 
μέθοδος  ανάπτυξης 
λογισμικού , χρήση των 
διαμορφώσεων πρωτοτύπου, 
αρκετοί  νέοι ρόλοι: 
«πρεσβευτής», 
«οραματιστής» και 
«σύμβουλος». 
 
Ενώ η μέθοδος είναι 
διαθέσιμη, μόνο μέλη  της 
κοινοπραξίας έχουν 
πρόσβαση στα έγγραφα που 
δηλώνουν  την πραγματική 
χρήση της μεθόδου. 
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ASD Προσαρμοστική κουλτούρα 
, η συνεργασία, 
επαναληπτική ανάπτυξη 
βασισμένη στα συστατικά  
Οι εταιρίες θεωρούνται ως  
προσαρμοστικά συστήματα. 
Δημιουργείται  μια 
προκύπτουσα τάξη από έναν 
ιστό διασυνδεόμενων 
ατόμων.  
ASD είναι περισσότερο ένα 
σετ από έννοιες παρά μια 
πρακτική  
OSS Σε εθελοντική βάση, 
διανεμημένη ανάπτυξη, 
συχνά η περιοχή 
προβλήματος είναι 
περισσότεροι μια πρόκληση 
παρά ένα εμπορικό προϊόν.  
Πρακτική χορήγησης 
αδειών. Ο κώδικας πηγής  
είναι ελεύθερα διαθέσιμος 
σε όλα τα συμβαλλόμενα 
μέρη. 
Το OSS δεν είναι μια 
αυτόνομη μέθοδος. Έχει τη 
δυνατότητα να 
μετασχηματιστεί για την 
εμπορική ανάπτυξη 
λογισμικού.  
 
Πίνακας 3.2 Γενικά χαρακτηριστικά γνωρίσματα των ευέλικτων μεθόδων ανάπτυξης 
λογισμικού 
 
Το XP αντιπροσωπεύει τη μέθοδο προσανατολισμένη  στην πρακτική 
εφαρμογή. Περιέχει διάφορες εμπειρικά επικυρωμένες πρακτικές που είναι χρήσιμες 
από τους επαγγελματίες. Υπό αυτήν τη άποψη, είναι  πολύτιμη. Προσφέρεται για 
ομάδες μικρού ή μεσαίου μεγέθους , μεταξύ τριών και είκοσι ατόμων . Στο XP είναι 
ιδιαίτερα σημαντικό η ομάδα να είναι συστεγασμένη, ώστε η επικοινωνία να είναι 
εφικτή ανά πάσα στιγμή. Μάλιστα οι ιδρυτές του XP θεωρούν ότι η μεθοδολογία δεν 
θα πρέπει να χρησιμοποιείται ακόμη και όταν η ομάδα είναι σε διαφορετικούς 
ορόφους. Απαραίτητο για την εφαρμογή του XP είναι και το κατάλληλο εργασιακό 
κλίμα καθώς ακόμη και μια μικρή αντίσταση στην αλλαγή από την διοίκηση , τους 
συμμέτοχους ή τον πελάτη μπορεί να οδηγήσει το πρόγραμμα σε αποτυχία.  Ακόμη 
το XP δεν προτείνεται όταν η χρησιμοποιούμενη τεχνολογία δεν μπορεί να 
υποστηρίξει εύρυθμα τις αλλαγές  ή χρειάζεται πολύ καιρός για  να έχουμε 
αποτελέσματα και ανατροφοδότηση.  
Το Scrum είναι μια προσέγγιση διοίκησης του προγράμματος που στηρίζεται 
στις αυτορυθμιζόμενες ανεξάρτητες ομάδες ανάπτυξης για την εφαρμογή ενός 
προγράμματος λογισμικού στους κύκλους 30-ημέρων , τις ονομαζόμενες ορμές. Το 
βιβλίο της μεθόδου όμως δεν είναι πολύ σαφές , π.χ., οι δοκιμές ολοκλήρωσης και 
αποδοχής δεν περιγράφονται. Το Scrum προτείνεται για οποιοδήποτε μέγεθος 
προγράμματος, αλλά η ομάδα του Scrum μπορεί να είναι μεταξύ πέντε και εννιά 
ατόμων. Για τα μεγάλα προγράμματα σχηματίζονται πολλαπλές ομάδες Scrum. 
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Κάποιος άλλος τεχνικός περιορισμός δεν εμφανίζεται για την εφαρμογή του Scrum 
καθώς είναι περισσότερο μια μεθοδολογία διοίκησης του προγράμματος .  
Η οικογένεια των μεθοδολογιών του κρυστάλλου είναι  η μοναδική μέθοδος 
που προτείνει ρητά στις αρχές του σχεδιασμού και επιτρέπει την προσαρμογή τους 
ανάλογα με το μέγεθος και την κρισιμότητα του προγράμματος. Αυτό είναι μια 
σημαντική πτυχή δεδομένου ότι η προσαρμογή των μεθόδων ανάλογα με το μέγεθος 
των προγραμμάτων είναι ένα από τα σημαντικότερα προβλήματα των ευέλικτων 
μεθόδων. Παρόλα αυτά οι μεθοδολογίες αυτές δεν καλύπτουν τα πολύ κρίσιμα 
προγράμματα, καθώς δεν υπάρχει το κατάλληλο σύστημα επικύρωσης. Ένας άλλος 
περιοριστικός παράγοντας είναι ότι οι ομάδες πρέπει να είναι συστεγασμένες .  
Το FDD δεν προσπαθεί να παρέχει μια ολόκληρη λύση στην ανάπτυξη 
λογισμικού, αλλά στρέφεται σε μια απλή προσέγγιση πέντε-βημάτων, η οποία είναι 
βασισμένη στον προσδιορισμό, το σχεδιασμό και την εφαρμογή των 
χαρακτηριστικών γνωρισμάτων. Το FDD προϋποθέτει ότι κάποια εργασία για το 
πρόγραμμα έχει γίνει ήδη. Συνεπώς, δεν καλύπτει τις πρόωρες φάσεις ενός 
προγράμματος. Το FDD προτείνεται για ομάδες από τέσσερα έως είκοσι άτομα. Οι 
ιδρυτές του FDD θεωρούν ότι είναι κατάλληλο για τους οργανισμούς που θέλουν να 
παραδώσουν  εγκαίρως και με ποιότητα κρίσιμα λειτουργικά συστήματα. Βέβαια 
πρέπει να αναφέρουμε ότι πρακτικές αποδείξεις για αυτόν τον ισχυρισμό δεν 
υπάρχουν μέχρι στιγμής.  
Το DSDM διαφοροποιείται από τις άλλες μεθόδους με τη χρήση της  
διαμόρφωσης πρωτοτύπου. Το DSDM προτείνει  επίσης μερικούς ρόλους που άλλοι 
δεν έχουν  επανεξετάσει. Τέτοιοι ρόλοι χρηστών (ή σχετικών με τους πελάτες) είναι ο 
πρεσβευτής, ο οραματιστής και ο σύμβουλος. Αυτοί οι ρόλοι χρηστών 
αντιπροσωπεύουν τις διαφορετικές απόψεις των πελατών. Το μειονέκτημα του 
DSDM είναι η απαίτηση να ανήκει  κανείς στην κοινοπραξία  του DSDM 
προκειμένου να έχει μια πρόσβαση στη βιβλιογραφία  που συζητά τις διαφορετικές 
πτυχές της μεθόδου. Οι ομάδες στο DSDM κυμαίνονται μεταξύ των δυο και των έξι 
ατόμων. Το ελάχιστο των δυο ατόμων απαιτείται γιατί χρειάζεται τουλάχιστον ένας 
χρήστης και ένας προγραμματιστής. Το DSDM μπορεί να χρησιμοποιηθεί με την ίδια 
ευκολία και σε μικρά και σε μεγάλα συστήματα με την προϋπόθεση ότι αυτά 
τμηματοποιούνται. Μάλιστα προτείνεται και για σύνθετες επιχειρησιακές εφαρμογές. 
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Η ASD είναι η πιο αφηρημένη μέθοδος ανάπτυξης λογισμικού. Αν και πολύ 
ελκυστικός, ο βασικός της στόχος - «να δημιουργείται μια προκύπτουσα τάξη από 
έναν ιστό διασυνδεόμενων ατόμων» - μπορεί, εντούτοις, να είναι δύσκολο να 
επιτευχθεί. Αυτό είναι η σημαντικότερη ανεπάρκειά της δεδομένου ότι οι 
επαγγελματίες μπορούν να αντιμετωπίσουν τις δυσκολίες στη μετάφραση των «νέων» 
εννοιών της μεθόδου στη καθημερινότητα τους. Ένα ενδιαφέρον σημείο του ASD 
είναι ότι δεν απαιτεί  την ύπαρξη συστεγασμένων ομάδων όπως κάνουν οι 
περισσότερες ευέλικτες μέθοδοι. Η δημιουργία πολύπλοκων συστημάτων απαιτεί την 
βαθιά γνώση πολλών τεχνικών και κατά συνέπεια  είναι σημαντικό να 
συγκεντρωθούν πολλές ομάδες ειδικών. Συχνά πρέπει αυτοί να δουλεύουν σε 
διαφορετικούς χώρους και χρόνους. Το ASD θεωρεί ότι οι δυσκολίες για αυτό το 
διανεμημένο περιβάλλον  βρίσκονται στις κοινωνικές , πολιτιστικές και συνεργατικές 
ικανότητες των ατόμων. Για αυτό το ASD προτείνει μια σειρά από στρατηγικές και 
επικοινωνιακά εργαλεία που έχουν σκοπό να υποστηρίξουν την εργασία εξ 
αποστάσεως. 
Παρόμοια με  το ASD, OSS είναι περισσότερος μιας φιλοσοφίας ανάπτυξης 
από μια μέθοδο αυτή καθ' εαυτή. Εντούτοις, πολλά επιτυχή προγράμματα έχουν 
αναφερθεί στη βιβλιογραφία. Ένα ειδικό χαρακτηριστικό γνώρισμα  του OSS είναι η 
πρακτική χορήγησης αδειών, η οποία απαιτεί ότι ο κώδικας πηγής τίθεται ελεύθερα 
στην διάθεση όλων των συμβαλλόμενων μερών. Ο κώδικας πηγής μπορεί έπειτα να 
διαβαστεί, να τροποποιηθεί, να συνταχθεί και να ανακατανεμηθεί έπειτα δωρεάν. Η 
ανάπτυξη λογισμικού με την μέθοδο του OSS δεν υπόκειται σε περιορισμούς από την 
άποψη του μεγέθους της ομάδας ανάπτυξης ή του τομέα εφαρμογής. Βέβαια τα πιο 
επιτυχημένα προγράμματα OSS έρχονται από τον τομέα της ανάπτυξης εφαρμογών 
για το διαδίκτυο. Εκεί που φαίνεται να είναι ιδιαίτερα χρήσιμό το μοντέλο είναι σε 
εταιρίες που είναι γεωγραφικά διανεμημένες, με ανθρώπινο δυναμικό διαφορετικού 
πολιτισμικού υπόβαθρου.  
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 4. Προκλήσεις της εφαρμογής των ευέλικτων 
πρακτικών  
 
Οι υπεύθυνοι για την ανάπτυξη λογισμικού  με τους παραδοσιακούς τρόπους 
και οι διευθυντές τους διαπιστώνουν σχεδόν πάντα δύο κάπως αντιφατικές ιδέες 
σχετικά με τις ευέλικτες πρακτικές ανάπτυξης λογισμικού. Διαπιστώνουν ότι στα 
μικρά, αυτόνομα προγράμματα, οι ευέλικτες πρακτικές είναι λιγότερο φορτικές και 
περισσότερο εν αρμονία με τις αυξανόμενες ανάγκες της βιομηχανίας λογισμικού για 
γρήγορη ανάπτυξη και αντιμετώπιση της συνεχούς αλλαγής. Εντούτοις, είναι 
απογοητευμένοι με τη δυσκολία προσαρμογής τους στα παραδοσιακά συστήματα , 
που ακολουθούν κλασσικές οργανωτικές δομές και το δικαιολογούν δίνοντας μια 
αποθαρρυντική ακολουθία από λόγους.  
Τον Μάρτιο του 2004, στο πανεπιστήμιο της Νότιας Καλιφόρνιας  στο τμήμα 
του Κέντρου της τεχνολογίας λογισμικού  στα πλαίσια της ετήσιας  ερευνητικής 
αναθεώρησης των εταιριών τεχνολογίας λογισμικού διενέργησε το τέταρτο σε μία 
σειρά των ετήσιων εργαστηρίων9 για να προσδιορίσει όσο το δυνατόν περισσότερα 
από αυτά τα εμπόδια και για να συζητήσει εάν αντιπροσώπευσαν ή όχι τις 
πραγματικές συγκρούσεις με την παραδοσιακή μεθοδολογία. Οι συμμετέχοντες 
περιέλαβαν τους υπεύθυνους για την ανάπτυξη με ευέλικτους τρόπους, τους 
υπεύθυνους για την ανάπτυξη τεχνολογιών του αεροδιαστήματος και 
τηλεπικοινωνιών με παραδοσιακούς τρόπους, τους δημιουργούς της ευέλικτης 
μεθόδου και  ακαδημαϊκούς.  
Τα αποτελέσματα ήταν η συλλογή των προκλήσεων  σχετικών με την αλλαγή 
από την μία μέθοδο στην άλλη και ένας κατάλογος σχεδόν 40 αντιληπτών εμποδίων 
στην εφαρμογή  των ευέλικτων μεθόδων. Οι συμμετέχοντες έφθασαν σε μια 
συναίνεση ότι μερικά από αυτά τα αντιληπτά εμπόδια δεν ήταν πραγματικά 
προβλήματα. Για τα «μη προβληματικά σημεία» το συνέδριο έδειξε ότι είτε η 
αντίληψη ήταν λανθασμένη (ένας μύθος) ή ότι οι εταιρίες  θα μπορούσαν εύκολα να 
αποβάλουν το ζήτημα χωρίς σημαντικές αλλαγές είτε  με τους ευέλικτους είτε με τους 
παραδοσιακούς τρόπους. Ταξινόμησαν δε τα υπόλοιπα εμπόδια είτε ως προβλήματα 
                                                            
9 http://cse.usc.edu/events/2004/arr/presentations.html 
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μόνο από την άποψη του πεδίου είτε της κλίμακας, είτε ως γενικότερα σημαντικά 
ζητήματα που χρειάζονται επίλυση. Αυτά τα εμπόδια ανά κατηγορία είναι: 
 
Μη προβληματικά σημεία : 
• Η συνεργασία με τα συστήματα εξασφάλισης της ποιότητας.  
• Οι ευέλικτες μέθοδοι δίνουν ανεπαρκής τρόπους για τη διαχείριση των 
ελαττωματικών.  
• Η αναδόμηση του κώδικα είναι διπλή δουλειά. 
• Οι ευέλικτες μέθοδοι δεν τμηματοποιούνται.  
• Η ποσοτική διαχείριση.  
•  Η επέκταση/αποτελεσματικότητα της αυτόματης δοκιμής στην ολοκλήρωση 
και στην αποδοχή των συστημάτων.  
• Η αντίληψη πως οι ευέλικτες μέθοδοι είναι ακραίες ή επιπόλαιες.  
• Τα ευέλικτα προγράμματα δεν απαιτούν διοικητικούς ρόλους. 
 
Προβλήματα μόνο από την άποψη του μεγέθους ή του πεδίου: 
• Διαχείριση της δομής του συστήματος  
• Εργαλεία προστιθέμενης αξίας: Οι ευέλικτες μεθοδολογίες εστιάζουν στα 
χαρακτηριστικά γνωρίσματα και την επιχειρηματική αξία, ενώ  οι 
παραδοσιακές εστιάζουν στις δραστηριότητες. 
• Οι συμμετέχοντες υπογράφουν / εγκρίνουν τις απαιτήσεις.  
• Ο προγραμματισμός της τεκμηρίωσης.  
• Η εφαρμογή, υποστήριξη του κύκλου ζωής (κατάρτιση): Μακροπρόθεσμη 
συγκράτηση κύκλων ζωής,το ποσοστό αποσύνθεσης υπάρχουσας γνώσης  
• Η διαχείριση του κινδύνου.  
• Τα προγραμματισμένα, προσυμφωνημένα κρίσιμα σημεία.  
• Οι διαδικασίες διασφάλισης ποιότητας / οι τυποποιημένες διαδικασίες.  
•  Τα πρότυπα διαδικασίας.  
•  «Ο σχεδιασμός για τη μάχη, όχι για τον πόλεμο»  
 
 
Σημαντικά ζητήματα  
• Η υπερφόρτωση των πόρων, ο έλεγχος του χρόνου, η αξιολόγηση του 
κεφαλαίου 
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• Η απαραίτητη γεωγραφική συντοποθέτηση των προγραμματιστών, η 
πρόσβαση των πελατών  
• Οι μη λειτουργικές απαιτήσεις.  
• Η τεκμηρίωση. 
• Οι κρίσιμες αναθεωρήσεις σχεδίου (κύρια σημεία).  
• Τα ζητήματα συμβατικών υποχρεώσεων και επιλογής των πηγών.  
• Η διασύνδεση και η ολοκλήρωση με άλλες μεθοδολογίες /αρχές   
• Η προβλεψιμότητα, η τέλεια γνώση του συστήματος   
• Νομικοί/ ρυθμιστικοί περιορισμοί  
• Οι πολιτικές και διαδικασίες της διοίκησης ανθρώπινων πόρων.  
• Ο έλεγχος των διεπαφών των συστημάτων  
• Ρόλοι, ευθύνες, και δεξιότητες  
• Η ευέλικτη εργασία στα κληροδοτημένα συστήματα  
• Οι επίσημες απαιτήσεις  
•  Το πρότυπο V-διαδικασίας των μηχανικών συστημάτων  
• Οι αξιολογήσεις ωριμότητας 
• Οι παραδοσιακές μετρήσεις των μηχανικών  
• Η εκτίμηση  των δαπανών  
 
Από αυτές τις δύο τελευταίες κατηγορίες, μπορεί κανείς να προσδιορίσει τρεις 
περιοχές συγκρούσεων, την περιοχή της ανάπτυξης, της επιχειρησιακής διαδικασίας, 
και των ανθρώπων - που αποτελούν κρίσιμες προκλήσεις για τους διευθυντές 
λογισμικού των μεγάλων επιχειρήσεων έτσι ώστε να χρησιμοποιήσουν τις ευέλικτες 
μεθόδους στα προγράμματά τους.  
 
 
4.1 Προβλήματα στη διαδικασίας ανάπτυξης  
 
Αυτό είναι ο πρώτος και ίσως ο προφανέστερος τομέας των δυσκολιών. Πώς  
να συγχωνευτούν οι ευέλικτες διαδικασίες με τις τυποποιημένες βιομηχανικές 
διαδικασίες χωρίς είτε να εξαλειφθεί η ευελιξία είτε να υπονομευθούν τα χρόνια που 
ξοδεύθηκαν για τον καθορισμό και τον συντονισμό των συστημάτων και των 
διαδικασιών της τεχνολογίας λογισμικού. Η σφυρηλάτηση τέτοιων ανόμοιων υλικών 
98 
 
είναι τεχνικά και διοικητικά μια πρόκληση και οι διευθυντές πρέπει να είναι 
δημιουργικοί για να  το πετύχουν.  
Ετήσια συνέδρια έχουν δείξει ότι διάφοροι μεγάλοι κατασκευαστές και 
επιχειρήσεις πληροφορικής έχουν αρχίσει τον πειραματισμό με τις ευέλικτες 
μεθόδους (όπως περιγράφεται και στο κεφάλαιο 5). Οι περισσότεροι έχουν 
χρησιμοποιήσει ενθουσιώδη ευέλικτα μικρά πειραματικά προγράμματα που 
αποτελούνται είτε από τις καθαρές ευέλικτες μεθόδους που εφαρμόζονται σε 
απομονωμένα  έργα είτε ένα υβρίδιο των ευέλικτων και παραδοσιακών μεθόδων σε 
γενικά χαμηλού κινδύνου εφαρμογές. Ενώ σχεδόν όλοι αυτοί οι πιλότοι είναι 
επιτυχείς, οι επιχειρήσεις είναι μόνο ελάχιστα ικανές να επεκτείνουν, να εξελίξουν, ή 
να επικοινωνήσουν τις ευέλικτες διαδικασίες.  
 
4.1.1 Μεταβλητότητα  
 
Η διαχείριση της μεταβλητότητας στα υποσυστήματα και τις ομάδες έχει 
αποδειχθεί πολλή δύσκολη. Εάν ευέλικτες και παραδοσιακές ομάδες αναπτύσσουν το 
λογισμικό για το ίδιο προϊόν, μπορούν να αναπτύξουν ριζικά διαφορετικά 
αντικείμενα που να μην ενσωματώνονται εύκολα. Χωρίς μερικά μέσα του 
συντονισμού, οι υποθέσεις  εργασίας των περιοχών της ευέλικτης ομάδας, μπορεί να 
διαφέρουν σημαντικά από τις υποθέσεις εργασίας των αντίστοιχων άλλων υπεύθυνων 
για την ανάπτυξη. Η λειτουργίες των προϊόντων μπορεί να αλλάξουν κατά την 
παράδοση, ή η ευέλικτη ομάδα να αλλάξει τις λεπτομέρειες σχεδίου της καθώς 
αλλάζουν οι ιδιότητες που προκύπτουν και καθώς η ομάδα ενσωματώνει την 
ανατροφοδότηση λαμβάνει από  τους πελάτες.  
Για παράδειγμα ας εξετάσουμε τους ορισμούς  των διεπαφών. Εάν η ευέλικτη 
ομάδα εξελίσσει τις διεπαφές της, αφήνει άλλα μέρη της ομάδας εκτιθέμενα στο 
κίνδυνο των μεταβαλλόμενων πρότυπων. Εντούτοις, η παραδοσιακή προσέγγιση του 
κλειδώματος των προδιαγραφών των διεπαφών νωρίς θα μπορούσε να εμποδίσει την 
ανάγκη της ευέλικτης ομάδας  να αναδομήσει κάποιο μέρος του σχεδίου της. 
Οι μεγαλύτερες επιχειρήσεις πρέπει να δώσουν συγκεκριμένη προσοχή στον 
προσδιορισμό του συγχρονισμού των ομάδων. Μερικές εταιρίες  έχουν δοκιμάσει τα 
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με επιτυχία με τις μέσου μεγέθους υπό - ομάδες των ομάδων αλλά οι πολλαπλές  
καθημερινές συνεδριάσεις των 15 λεπτών μπορεί να μην είναι εφικτές. Η εύρεση 
αρκετών ικανών ηγετών για τις ομάδες που  να κατέχουν το απαραίτητο μίγμα 
τεχνικών και ανθρώπινών δεξιοτήτων μπορεί επίσης να αποδειχθεί δύσκολη. 
 
4.1.2 Διαφορετικοί κύκλοι ζωής  
Η εργασία με τους διαφορετικούς κύκλους ζωής είναι επίσης δύσκολη. Οι 
ευέλικτες διαδικασίες εστιάζουν στο να παραδώσουν αμέσως τη λειτουργία, ενώ οι 
παραδοσιακές μέθοδοι εστιάζουν στη βελτιστοποίηση της ανάπτυξης κατά τη 
διάρκεια μιας πιο μεγάλης περιόδου. Οι παραδοσιακοί πιο μακροχρόνιοι κύκλοι ζωής 
απαιτούν προσαρμογή στις ευέλικτες διαδικασίες. Παραδείγματος χάριν, οι 
παραδοσιακές μέθοδοι τεκμηρίωσης απαιτούνται για την εκπαίδευση και την 
υποστήριξη αλλά αυτό δεν είναι ένα φυσικό παράγωγο των ευέλικτων μεθόδων. 
Αφ' ετέρου, ο σχεδιασμός βασισμένος στις το δοκιμές είναι ένα παράδειγμα 
μιας ευέλικτης διαδικασίας που υποστηρίζει εύκολα την εργασία στη φάση 
συντήρησης με το να παράσχει αυτόματα τις δοκιμές του προϋπάρχοντος . Στην 
πραγματικότητα, η ευέλικτη ανάπτυξη κάνει ολόκληρο τον κύκλο ανάπτυξης 
περισσότερο σαν μια φάση συντήρησης με  το να έχει μικρές, απότομες επαναλήψεις.  
 
4.1.3 Προϋπάρχοντα Συστήματα  
 
 
Η εφαρμογή των ευέλικτων διαδικασιών στα προϋπάρχοντα συστήματα, είτε  
στη φάση συντήρησης είτε ως νέα ανάπτυξη, αναδεικνύει πολυάριθμα ζητήματα. Τα 
προϋπάρχοντα συστήματα δεν είναι γενικά εύκολο να αναδομηθούν ή  να 
αποσυνθέτουν για να προσαρμοστούν στις ευέλικτες πρακτικές. Τα συστήματα αυτά 
επίσης μπορεί να θεσμοποιήσουν αδέξιες και συχνά σκληρές  επιχειρησιακές 
διαδικασίες που ενσωματώνονται στην κουλτούρα της εταιρίας και δεν είναι εύκολο 
να απομακρυνθούν.  
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4.1.4 Απαιτήσεις  
Οι διαφορές στον τρόπο που οι ευέλικτες και οι παραδοσιακές προσεγγίσεις 
εκτελούν τη διαδικασία καταγραφής των απαιτήσεων μπορεί επίσης να προκαλέσει 
προβλήματα. Οι ευέλικτες απαιτήσεις τείνουν να είναι πρώτιστα λειτουργικές και 
εύλογα άτυπες. Αυτό μπορεί και να μην λειτουργήσει στην προσέγγισή της  
επαλήθευσης και επικύρωσης του συστήματος. Η ευέλικτη προσέγγισης καταγραφής 
των απαιτήσεων πρέπει να ενισχυθεί για να παρέχει τις απαραίτητές πρόσθετες 
πληροφορίες. Παραδείγματος χάριν, πρέπει να προστεθούν στις πληροφορίες ιστορίες 
ή άλλες δηλώσεις απαιτήσεων για να εξεταστούν πιο συγκεκριμένα  οι μη 
λειτουργικές απαιτήσεις όπως η αξιοπιστία ή η ασφάλεια. 
 
 
 
4.2 Προβλήματα στις εταιρικές διαδικασίες 
 
Μια συχνά αγνοημένη διαφορά μεταξύ των ευέλικτων και  των παραδοσιακών 
διαδικασιών είναι ο τρόπος που καθημερινά διευθύνεται επιχείρηση. Η εκτίμηση, η 
ανάθεση των πόρων, και οι κατ’ εκτίμηση υπολογισμοί μπορούν να ποικίλουν 
σημαντικά. Το επίπεδο  της αβεβαιότητας και της ασάφειας που υπάρχει σε 
οποιαδήποτε εξελικτική ή επαναληπτική διαδικασία, ιδιαίτερα σε μακροπρόθεσμες 
προβλέψεις είναι πιθανότατα υψηλότερο με τις ευέλικτες προσεγγίσεις. Οι σύγχρονες 
επιχειρησιακές διαδικασίες απαιτούν σχεδόν τέλειες προβλέψεις σε δύσκολα 
εκτιμούμενους στόχους και κάθε άλλο παρά ενθαρρύνουν τον πειραματισμού και την 
εξέλιξη με αναγνωρίσιμα βραχυπρόθεσμα αποτελέσματα αλλά με μια αποδεκτή 
μακροπρόθεσμη αοριστία.  
 
4.2.1 Ανθρώπινο δυναμικό  
Οι εταιρίες πρέπει να μάθουν να προσαρμόζουν τα ζητήματα ανθρώπινου 
δυναμικού όπως, οι κατανομή των ωρών, οι περιγραφές θέσης εργασίας, οι 
ανταμοιβές προσανατολισμένες στην ομάδα και όχι στο άτομο , και οι απαιτούμενες 
δεξιότητες. Τα μέλη των ευέλικτων ομάδων ανάπτυξης διασχίζουν συχνά τα όρια 
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μεταξύ των τυποποιημένων περιγραφών θέσης ανάπτυξης και απαιτείται από αυτά 
σημαντικά περισσότερες δεξιότητες και εμπειρία για να αποδώσουν επαρκώς. 
Παραδόξως, τα τμήματα ανθρωπίνων πόρων και οι διαδικασίες τους δυσκολεύουν 
την υιοθέτηση των νέων πρακτικών αφού  απαιτούν από τις εταιρίες να 
αναθεωρήσουν νομικές και ελεγχόμενες πολιτικές και διαδικασίες.  
 
4.2.2 Μέτρηση της προόδου  
 
Οι παραδοσιακές συμβάσεις, τα κρίσιμα σημεία, και οι τεχνικές μέτρησης 
προόδου μπορεί να είναι ανεπαρκείς για να υποστηρίξουν το γρήγορο ρυθμό των 
ευέλικτων διαδικασιών. Οι παραδοσιακές διαδικασίες προστιθέμενης  αξίας είναι 
δύσκολο εάν όχι αδύνατο να ισχύσουν για την ευέλικτη εργασία λόγω της 
ανεπαρκούς δομικής ανάλυσης της εργασίας και της ευελιξίας που απαιτείται για το 
εργασιακό ωράριο. Σε μερικές περιπτώσεις, οι ευέλικτες μετρήσεις, όπως ο αριθμός 
απαιτήσεων ή λειτουργιών στον κατάλογο ανεκτέλεστης παραγγελίας που έχουν 
ολοκληρωθεί, έχουν χρησιμοποιηθεί επιτυχώς ως λογικά υποκατάστατα των 
παραδοσιακότερων μέτρων.  
 
4.2.3 Τυποποιημένες αξιολογήσεις της διαδικασίας  
Ένας τομέας σύγκρουσης για τις ώριμες οργανώσεις είναι το πώς οι ευέλικτες 
διαδικασίες έχουν επιπτώσεις στις εκτιμήσεις τους όσον αφορά το ISO, ή άλλα 
πρότυπα διαδικασίας. Θεωρούμε ότι  οι ευέλικτες πρακτικές εστιάζουν στο να 
βελτιώνουν συνεχώς την απόδοση. Δυστυχώς, οι περισσότερες ευέλικτες μέθοδοι δεν 
υποστηρίζουν το βαθμό τεκμηρίωσης και υποδομής που απαιτείται  για τη 
πιστοποίηση, στην πραγματικότητα, αυτό μπορεί να καταστήσει τις ευέλικτες 
μεθόδους λιγότερο αποτελεσματικές. Είναι δυνατό βέβαια ότι οι εκτιμητές των 
προτύπων μπορεί να βρουν τους τρόπους  για να περιλάβουν τις ευέλικτες μεθόδους 
ως εναλλακτικές πρακτικές σε πολλές περιπτώσεις, αν και  σε κρίσιμες για την 
ασφάλεια περιοχές ή σε συστατικά που απαιτούν κάποια μορφή πιστοποίησης οι 
αξιολογήσεις είναι πιο αυστηρές. 
102 
 
 4.3  Προβλήματα σε ανθρώπινα ζητήματα 
 
Τα ζητήματα των ανθρώπινων σχέσεων είναι κατά πολύ τα κρισιμότερα στη 
βελτίωση της διοίκησης του προσωπικού ανάπτυξης. Η εξέταση τους είναι ζωτικής 
σημασίας στην υιοθέτηση και την ένταξη των ευέλικτων μεθόδων και των πρακτικών 
στις διαδικασίες. Τα ανθρώπινα ζητήματα είναι στην καρδιά του ευέλικτου μοντέλου, 
και ένα μεγάλο μέρος της αλλαγής στοχεύει να εξουσιοδοτήσει τα άτομα με την 
υποστήριξη των λογικών στόχων, των πιο σύντομων κύκλων ανατροφοδότησης, της 
ιδιοκτησίας του κώδικα και της ευελιξίας.  
 
4.3.1 Διοικητική νοοτροπία 
Η αλλαγή από τις παραδοσιακές στις ευέλικτες διοικητικές πρακτικές  μπορεί 
να είναι δύσκολη. Οι μεγάλης κλίμακας διοικητικές διαδικασίες όπως ο στατιστικός 
έλεγχος διεργασίας εξελίχθηκαν και παγιώθηκαν με τέτοιο τρόπο που υποσκελίζουν 
την ανθρώπινη πρωτοβουλία. Οι διευθυντές τείνουν επίσης να συνδέουν τους 
υπαλλήλους με τους συγκεκριμένους ρόλους κάτι που να προκαλεί δυσκολία στα 
πολλαπλά καθήκοντα των μελών των ευέλικτων ομάδων. Οι διευθυντές 
προγράμματος στις περισσότερες ευέλικτες μεθόδους διαδραματίζουν δύο αρχικούς 
ρόλους:  του προστάτης και του προπονητή. Ενεργούν ως όριο μεταξύ της οργάνωσης 
και της ομάδας για να ελαχιστοποιήσουν την περιττή διαταραχή κατά τη διάρκεια 
ενός κύκλου ανάπτυξης και παρέχουν πεπειραμένη τεχνική βοήθεια όταν χρειάζεται. 
 
4.3.2 Υλικοτεχνικά ζητήματα 
Μερικά υλικοτεχνικά ζητήματα έχουν επιπτώσεις άμεσα στους ανθρώπους 
στα ευέλικτα περιβάλλοντα. Οι ευέλικτες ομάδες πρέπει σχεδόν πάντα να βρίσκονται 
στον ίδιο χώρο. Ο χαρακτηριστικός ευέλικτος χώρος εργασίας απαιτεί σταθμούς 
εργασίας για ζεύγη προγραμματιστών, τοίχους για τα διαγράμματα, μια διαρρύθμιση 
που επιτρέπει στα μέλη ομάδων να συζητούν εύκολα για να μοιράζονται τις 
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πληροφορίες, και ικανοποιητικό εξοπλισμό για να υποστηρίξει τη συνεχή δοκιμή 
ολοκλήρωσης.  
 
4.3.3 Επιτυχής διαχείριση των πιλοτικών προγραμμάτων. 
Οι αρνητικές επιδράσεις για το πώς οι οργανώσεις χειρίζονται την επιτυχία 
των πιλοτικών έργων αγνοούνται συχνά στην υποβολή εκθέσεων. Μια πάρα πολύ 
συχνά παρατηρηθείς τακτική  σε ένα επιτυχή ευέλικτο πιλότο είναι: «Απολύστε ή 
προάγετε το διευθυντή ή/και διασπάστε την ομάδα» (Boehm and Turner2005). Φυσικά, 
αυτό κάνει τρία πράγματα: καταστρέφει τις σχέσεις ομάδων, και τεχνικές και 
προσωπικές, αλλοιώνει τη γνώση που αποκτήθηκε και στέλνει το μήνυμα ότι  το να 
δοκιμάσει  κανείς νέα πράγματα να είναι επικίνδυνο στη σταδιοδρομία του. 
 
4.3.4 Διαχείριση αλλαγής  
Οι εμπειρογνώμονες της διοίκησης των αλλαγών περιγράφουν συχνά τα 
οργανωτικά αντισώματα που αρχίζουν να μαζεύονται  μόλις εμφανίζεται κάτι νέο 
στον υπάρχοντα οργανωτικό πολιτισμό. Οι ανησυχίες της ανεπάρκειας ή των 
κατεστημένων πρακτικών, της ζηλοτυπίας για τις αναθέσεις και τα επιχειρησιακά 
εφόδια ξυπνούν και οι αμυντικοί μηχανισμοί επεκτείνονται γρήγορα. Αυτό μπορεί να 
οδηγήσει σε διάφορες καταστρεπτικές συμπεριφορές, συμπεριλαμβανομένης της 
σκόπιμης δολιοφθοράς των προγραμμάτων μέσω των άμεσων ή έμμεσων μεθόδων.  
Κατόπιν υπάρχουν και οι υπάλληλοι που αρνούνται απλά να χρησιμοποιήσουν 
τις νέες μεθόδους και θέτουν εκτός λειτουργίας οποιασδήποτε ομάδα. Οι ευέλικτες 
ομάδες στηρίζονται σε μεγάλο ποσοστό στην εμπιστοσύνη και την κοινή γνώση για 
να υποστηρίξουν τον προγραμματισμό ζευγαριού και την κοινή ιδιοκτησία. Αυτό 
καθιστά επίσης αμφισβητήσιμες οποιεσδήποτε προσπάθειες να μετρηθούν τα 
αποτελέσματα.  
Οι άνθρωποι μέσα στην εταιρία  δεν είναι οι μόνοι που επηρεάζονται από την 
εισαγωγή των ευέλικτων μεθόδων. Οι συμμέτοχοι, ιδιαίτερα  οι πελάτες, πρέπει να 
διαδραματίσουν σημαντικά διαφορετικούς ρόλους. Πολλές ευέλικτες  μέθοδοι 
απαιτούν (ή τουλάχιστον έντονα προτείνουν) τους πελάτες να βρίσκονται εντός του 
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τμήματος παραγωγής του λογισμικού, τη σημαντική αλληλεπίδραση και την 
ανατροφοδότηση  των πελατών, και τον πελάτη που εισάγεται για τη δοκιμή 
αποδοχής. Η προσοχή στο ταίριασμα  της διαδικασίας και στην εκπαίδευση  των 
πελατών είναι απαραίτητα για να λειανθεί η μετάβαση.   
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 5. Μελέτες περιπτώσεων  
 
Τα τελευταία χρόνια, η χρήση, το ενδιαφέρον, και οι συζητήσεις που 
περιβάλλουν τις ευέλικτες μεθόδους παράγωγης λογισμικού έχουν αυξηθεί 
εντυπωσιακά-όπως έχουν αυξηθεί και τα στοιχεία για την αποτελεσματικότητα των 
ευέλικτων μεθόδων σε ορισμένα περιβάλλοντα και για σε συγκεκριμένους τύπους 
προγράμματος.  Εντούτοις, σε ποια ακριβώς περιβάλλοντα και σε ποια πλαίσια οι 
ευέλικτες μέθοδοι μπορούν να λειτουργήσουν είναι κάτι που παραμένει ασαφές. Μια 
ομάδα ανάπτυξης στη Motorola, παραδείγματος χάριν, σημείωσε ότι, «ένας μεγάλος 
αριθμός υποκειμενικών στοιχείων υπάρχει για να υποστηρίξει τη χρήση των 
ευκίνητων μεθόδων ανάπτυξης στα μη -κρίσιμα προγράμματα λογισμικού.» ( J. 
Bowers et al, 2002). Ακόμα η ομάδα δεν βρήκε καμία πληροφορία για τη 
χρησιμοποίηση της προσέγγισης στην ανάπτυξής  κρίσιμων προϊόντων λογισμικού. 
 
 
5.1  Εφαρμογή και αξιολόγηση των ευέλικτων πρακτικών 
 
Πριν εισάγει τις νέες πρακτικές η ομάδα ανάπτυξης πρέπει να καταλάβει τα 
αποτελέσματα και τις επιπτώσεις τους. Αν και οι εταιρίες γνωρίζουν τις μελέτες  που 
δείχνουν ότι οι ευέλικτες  μέθοδοι πράγματι λειτουργούν, παραμένουν μη 
πεπεισμένες ότι αυτές οι πρακτικές θα λειτουργούσαν για τις ίδιες .Παραδείγματος 
χάριν, πρέπει να αξιολογήσουν εάν οι ευέλικτες  πρακτικές θα αυξήσουν την 
παραγωγικότητα και θα μειώσουν τον κύκλο ζωής , διατηρώντας το τρέχον επίπεδο 
ποιότητας και συντηρησιμότητας. Επιπλέον, οι εταιρίες πρέπει να εξετάσουν εάν θα 
μπορούσαν να χρησιμοποιήσουν τις ευέλικτες  πρακτικές για να αναπτυχτούν μεγάλα, 
σύνθετα, κρίσιμα για την ασφάλεια συστήματα που θα  μπορούσαν να διατηρούνται 
για δεκαετίες. Επίσης πρέπει να αξιολογούν εάν θα μπορούσαν να χρησιμοποιήσουν 
τις ευέλικτες  πρακτικές  για να σμικρύνουν την ανάπτυξη των προϊόντων. 
Για να αξιολογήσουν τις ευέλικτες μεθόδους, τέσσερις  μεγάλες οργανώσεις 
έχουν διευθύνει πολυάριθμα πιλοτικά έργα, μελέτες , και άλλες δραστηριότητες. (A. 
Domingo et. al, 2004). Οι πιλότοι όλοι χρησιμοποίησαν και προσάρμοσαν το XP με 
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κάποιο τρόπο, είτε επέλεξαν κάποιες  πρακτικές XP και ενσωμάτωσαν αυτές στις 
κανονικές διαδικασίες τους, ή χρησιμοποίησαν τους όρους του XP για να αναφερθούν 
στις πρακτικές που χρησιμοποίησαν ήδη.  
Κάθε οργάνωση πρέπει να εξετάσει διάφορες σημαντικές πτυχές των 
αποτελεσμάτων εισαγωγής των ευέλικτων μεθόδων. Από μια επιχειρησιακή άποψη 
είναι ουσιαστικό, να παραδώσει το υψηλής ποιότητας λογισμικό εγκαίρως και μέσα 
στο εκτιμώμενο κόστος και προσπάθεια. Στα πλαίσια της εφαρμογής των ευέλικτων 
πρακτικών,  το να γίνεται αντιληπτό ποιες πτυχές της διαδικασίας έγιναν πιο 
ευέλικτες είναι εξίσου σημαντικό.  
Άλλες πτυχές που πρέπει εξεταστούν περιλαμβάνουν το πόσο δύσκολη θα 
είναι η  εισαγωγή και η στήριξη των πρακτικών, οι επιθυμητές και ανεπιθύμητες 
παρενέργειές τους, και ικανοποίηση των υπαλλήλων με τη χρησιμοποίηση των 
μεθόδων. Με βάση τα εσωτερικά τεστ  αποδοχής και τα προκαταρκτικά 
αποτελέσματα της δοκιμής  των προϊόντων, του  πιλοτικού  έργου στην ABB 
προέκυψε ότι το  προϊόν είχε υψηλότερη ποιότητα από τις προηγούμενες εκδόσεις. 
Επιπλέον, το προϊόν ικανοποιούσε τια αρχικές προδιαγραφές του, και το πρόγραμμα 
είχε μόνο ελαφρώς υπερέβη τον απαραίτητο χρόνο παράδοσης. (A. Domingo et. al, 
2004) 
Ο προκύπτων κώδικας είχε υψηλή ποιότητα, χάριν  και στον προγραμματισμό 
ανά ζεύγη, που απέτρεψε το σύνθετο σχεδιασμό, και στις αυτοματοποιημένες 
δοκιμές, οι οποίες απέτρεψαν την εισαγωγή των λαθών ή το να μην βρεθούν αυτά . 
Συνεχής ολοκλήρωση βοήθησε στο να βελτιωθεί η ποιότητα των αλλαγών με  το να 
ανακαλύπτονται νωρίς γρήγορα να αποκαλύψει τα προβλήματα ολοκλήρωσης.  
Η αυξανόμενη ευελιξία  απεικονίστηκε στην ταχύτητα με την οποία οι 
υπεύθυνοι για την ανάπτυξη εφάρμοσαν τα αιτήματα αλλαγής. Τα μέλη  της ομάδας 
αντιμετώπισαν λιγότερες δυσάρεστες εκπλήξεις στο τέλος του κύκλου ανάπτυξης, και 
διατηρούσαν  μια κοινή άποψη  για το πρόγραμμα. Επιπλέον, ο προγραμματισμός 
ζευγαριού βοήθησε να διαδοθούν οι πληροφορίες και η γνώση σε όλη την ομάδα, και 
οι καθημερινές συνεδριάσεις βελτίωσαν την πειθαρχία στην εργασίας. 
Οι υπεύθυνοι για την ανάπτυξη σημείωσαν ότι θα μπορούσαν εύκολα να 
μάθουν XP χωρίς  να χρειάζονται σημαντικές  επενδύσεις  σε εργαλεία ή κατάρτιση.  
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Η εμπειρία στην DaimlerChrysler  έδειξε ότι η χρησιμοποίηση των ευέλικτων 
μεθόδων συνδυασμένων με συνεχείς δοκιμές και άλλες κλασσικές τεχνικές 
διασφάλισης της ποιότητας παρήγαγαν υψηλής ποιότητας λογισμικό σε όλα τα 
προγράμματά της (A. Domingo et. al, 2004). Η πρακτική της ανάπτυξης  κάποιων 
προκαταρκτικών αντί  των λεπτομερών προδιαγραφών παρήγαγε επίσης μείωση 
κόστους, η οποία μείωσε την ανάγκη για τις αναπροσαρμογές προδιαγραφών και 
οδήγησε στην περαιτέρω αποταμίευση. 
Η ευελιξία των συστημάτων αυξήθηκε με διάφορους τρόπους. Παραδείγματος 
χάριν, η ευελιξία αυξήθηκε μέσω των γρηγορότερων αντιδράσεων  στις 
μεταβαλλόμενες απαιτήσεις, και της αύξησης  της ταχύτητας ανάπτυξης καθώς οι  
εφαρμογές τελείωσαν γρηγορότερα.  
Μια ομάδα στη DaimlerChrysler ανέφερε ότι χρησιμοποιώντας XP περιέκοψε  
τις δαπάνες επιτυγχάνοντας υψηλά επίπεδα ποιότητας και ικανοποίησης πελατών.  Η 
ομάδα ανάπτυξης θεώρησε το πρόγραμμα μια επιτυχία, που οφείλεται στο μεγάλο 
μέρος στον αντίκτυπο της υιοθέτησης των πρακτικών XP.  Αυτό το πρόγραμμα έδειξε 
ότι η προσαρμογή των ευέλικτων στοιχείων για χρήση σε ένα συμβατικό περιβάλλον 
θα μπορούσε να οδηγήσει σε αξιοπρόσεχτη μείωση κόστους διατηρώντας υψηλή  την 
ποιότητα. Επιπλέον , η επικοινωνία μεταξύ των μελών προγράμματος και του πελάτη 
βελτιώθηκε ουσιαστικά χάριν σε μια παραλλαγή στην πρακτική της «ολόκληρης 
ομάδας » και την πρακτική «παιχνιδιών προγραμματισμού» (A. Domingo et. al, 
2004). 
Αν και τα πιλοτικά προγράμματα που έγιναν στη Motorola ακολούθησαν  όλα 
τις ελαφρώς διαφορετικές διαδικασίες, παρουσίασαν σχετικά συνεπή αποτελέσματα 
βασισμένα στα συλλεχθέντα στοιχεία και στις ποιοτικές και ποσοτικές πτυχές της 
διαδικασίας ( J. Bowers et al, 2002). Τα στοιχεία δείχνουν ότι τα προγράμματα 
επέτυχαν ποιοτικά επίπεδα συγκρίσιμα με ή  και καλύτερα από άλλες διαδικασίες. Η 
πυκνότητα  των λαθών , παραδείγματος χάριν, μετρήθηκε σε  σημαντικά καλύτερα  
επίπεδα από το μέσο όρο τμήματος. 
Οι ομάδες ανάπτυξης χρησιμοποίησαν τις  συνήθης επίσημες τεχνικές 
αναθεωρήσεις για να εξασφαλίσουν ότι το πρόγραμμα  θα παρήγαγε ένα 
συντηρήσιμο κώδικα.  Όταν ερωτήθηκαν , 82 τοις εκατό των υπεύθυνων για την 
ανάπτυξη στα πιλοτικά προγράμματα  θεώρησαν ότι το σχέδιο και ο κώδικας που 
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παρήχθησαν χρησιμοποιώντας  το XP ήταν κατανοητός  και συντηρήσιμος. Επιπλέον, 
88 τοις εκατό θεώρησαν τα προϊόντα που παρήχθησαν χρησιμοποιώντας το XP 
επαρκή για μελλοντική ανάπτυξη και τη συντήρηση. Οι πειραματικές ομάδες 
παρουσίασαν  σημαντική αύξηση στην παραγωγικότητα  των μηχανικών  τους έναντι 
των παρόμοιων ομάδων μέσα στη Motorola που χρησιμοποίησαν διαφορετικές 
διαδικασίες ανάπτυξης. ( J. Bowers et al, 2002) 
Μια έρευνα που διενεργήθηκε στους υπεύθυνους για την ανάπτυξη που 
συμμετέχουν στα πιλοτικά προγράμματα παρουσίασε ότι το ηθικό ομάδων αυξήθηκε, 
η καμπύλη εκμάθησης για τους νέους μηχανικούς μίκρυνε, και  το εύρος κάλυψη  των 
δοκιμών βελτιώθηκε. Μεταξύ των εναγομένων, 85 τοις εκατό έδειξαν ότι απόλαυσαν  
το XP, και 80 τοις εκατό ανέφεραν ότι είχαν περισσότερη εμπιστοσύνη στο σχέδιο 
και  στο κώδικα παρήγαγαν ενώ χρησιμοποίησαν  την τεχνική του προγραμματισμού 
ανά ζεύγη από ότι εάν λειτούργησαν μόνοι τους. (A. Domingo et. al, 2004) 
Αυτά τα πιλοτικά έργα πέτυχαν επειδή η ομάδα παρήγαγε και εξέτασε τον 
κώδικα νωρίτερα. Επιπλέον, ανέπτυξαν το σύστημα και το εκτέλεσαν σε μικρότερα 
κομμάτια. Συνολικά, αυτό σήμανε ότι οι ομάδες θα μπορούσαν να ανιχνεύσουν και 
να καθορίσουν τα προβλήματα νωρίτερα.  
Όλα τα πιλοτικά έργα που αυτή η μελέτη (A. Domingo et. al, 2004) καλύπτει 
είχαν την παρόμοια θετική εμπειρία. Τα υποκειμενικά και αντικειμενικά μέτρα 
δείχνουν ότι αυτά τα προγράμματα πέτυχαν από την άποψη της αυξανόμενης 
ευελιξίας  και είχαν βελτιώσεις σε μια ή περισσότερες από τις ακόλουθες ιδιότητες: 
ικανοποίηση πελατών, ποιότητα, παραγωγικότητα, και κόστος. Επιπλέον, οι 
περισσότεροι υπεύθυνοι για την ανάπτυξη που συμμετέχουν στα προγράμματα είχαν 
θετική εμπειρία,  το ηθικό ομάδων ήταν αυξανόμενο, και η εισαγωγή των πρακτικών 
δεν αποδείχθηκε δαπανηρή. Συνολικά, οι ομάδες που εφαρμόζουν τις XP  πρακτικές 
είδαν την εμπειρία τους ως πολύ επιτυχή.  
 
5.2 Τα συμπεράσματα της εφαρμογής   
 
Η μέγιστη πρόκληση στην υιοθέτηση των ευέλικτων  πρακτικών περιλαμβάνει 
την ενσωμάτωση κάθε πιλότου με τις υπάρχουσες διαδικασίες του περιβάλλοντος  
του προγράμματος.  
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 5.2.1  Η Προσαρμογή  του XP  
 
Και οι τέσσερις οργανώσεις έμαθαν την απόλυτη ανάγκη της προσαρμογής 
XP στις ιδιαίτερες απαιτήσεις τους. Η εμπειρία στη Nokia έδειξε ότι η εισαγωγή του 
XP χωρίς εκτενή προσαρμογή σε μια μεγάλη οργάνωση είναι γενικά 
απραγματοποίητη (T. Kähkönen, 2004, J. Vanhanen et. al.. 2003). Η Motorola είχε 
μια παρόμοια εμπειρία: Το XP δεν είναι μια διαδικασία ανάπτυξης λογισμικού, που 
ταιριάζει  ομοιόμορφα στα πάντα . ( J. Bowers et al, 2002) 
 
.
Εικόνα 5.1. Προκλήσεις προσαρμογής του XP. 
(Πηγή A. Domingo et. al, 2004) 
 
Η εικόνα 5.1 δείχνει ότι οι προκλήσεις βρίσκονται όχι το ίδιο στο ευκίνητο 
πρόγραμμα και τις νέες πρακτικές που υποβάλλει τη θέση, αλλά στη διεπαφή μεταξύ 
των νέων και υπαρχουσών πρακτικών. Σε μια μεγάλη οργάνωση, ένα πρόγραμμα δεν 
μπορεί να είναι αληθινά ανεξάρτητο, αλλά πρέπει να αλληλεπιδράσει με και να 
ακολουθήσει τους κανόνες της οργάνωσης συνολικά. 
Το ποσό προσαρμογής ποικίλλει από το πρόγραμμα σε πρόγραμμα. Για 
παράδειγμα, μια ομάδα στη Motorola προσάρμοσε τη διαδικασία με  το να 
τροποποιήσει το ρόλο πελατών, τη δημιουργία μιας αρχιτεκτονικής βασικών 
γραμμών, την προσθήκη και την τροποποίηση κάποιας τεκμηρίωσης και την 
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προσθήκη μερικών επίσημων αναθεωρήσεων. Μια άλλη ομάδα Motorola υιοθέτησε 
μερικές πρακτικές XP, απέρριψε άλλες, και συμπλήρωσε με τις παραδοσιακές 
πρακτικές. ( J. Bowers et al, 2002) Σε αυτήν την περίπτωση, το μίγμα των 
παραδοσιακών και ευέλικτων  πρακτικών οδήγησε σε μια κατάσταση στην οποία 
«ένας ξένος θα μπορούσε εύκολα να ερμηνεύσει  ως μια διαδικασία βασισμένη στο  
CMM (SEI’s , Capability Maturity Model. ) με μερικές από τις πρακτικές XP» ( J. 
Bowers et al, 2002). 
Ενώ μερικές από τις προσπάθειες προσαρμογής στόχευσαν να θέσουν σε 
λειτουργία τις πρακτικές για ένα ιδιαίτερο πιλοτικό έργο, οι περισσότερες προκλήσεις 
αφορούσαν το να κάνουν το  πιλοτικό έργο να δουλέψει σύμφωνα με το οργανωτικό 
περιβάλλον. Η DaimlerChrysler, παραδείγματος χάριν, έμαθε ότι είναι ουσιαστικό να 
τροποποιηθούν οι πρακτικές XP έτσι ώστε ευθυγραμμιστούν με το περιβάλλον και το 
υπόλοιπο του προγράμματος. Η ABB εκθέτει μια παρόμοια εμπειρία, σημειώνοντας 
ότι οι περισσότερες δυσκολίες βρέθηκαν στο περιβάλλον προγράμματος, όχι  στο XP 
(A. Domingo et. al, 2004). Η Motorola είχε μια συγκρίσιμη εμπειρία και αναφέρει ότι 
αν και μερικές παραδοσιακές πρακτικές, όπως η επιτροπή ελέγχου  των αλλαγών 
(Change Control Board CCB), δεν μπόρεσαν να συλλειτουργήσουν με την XP 
πρακτική-λίγες ατέλειες θα μπορούσαν να καταλογιστούν άμεσα στο XP. ( J. Bowers 
et al, 2002)  
Τα μεμονωμένα προγράμματα σε μια μεγάλη οργάνωση εξαρτώνται συχνά 
από το περιβάλλον τους με διάφορους τρόπους. Παραδείγματος χάριν, η εργασία 
διανέμεται συχνά σε διάφορες ομάδες. Η ομάδα πρέπει να είναι σε θέση να 
επικοινωνήσει και  να είναι συντονισμένη με άλλες ομάδες στην οργάνωση, και το 
αναπτυσσόμενο λογισμικό πρέπει να ενσωματώνεται ομαλά μέσα σε ένα μεγαλύτερο 
σύστημα λογισμικού. Επιπλέον, η ομάδα πρέπει να εφαρμόσει τις τυποποιημένες 
διαδικασίες και τα ποιοτικά συστήματα που καθορίζονται από την εταιρία. 
 
5.2.2 Η υποστήριξη της επικοινωνίας των ομάδων 
 
 Ο τρόπος προσαρμογής των πρακτικών του  XP και η υποστήριξης της  
επικοινωνίας ομάδων ήταν ένα σημαντικό «μάθημα», ιδιαίτερα στη Nokia. (T. 
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Kähkönen, 2004). Οι μεγάλες οργανώσεις διανέμουν συχνά τις ομάδες σε διάφορες 
φυσικές θέσεις. Εντούτοις, οι πρακτικές XP στοχεύουν να αυξήσουν την ευελιξία της 
ανάπτυξης του λογισμικού με το να βρίσκεται η ομάδα  στον ίδιο χώρο. Συνεπώς, οι 
πρακτικές XP δεν εξετάζουν τα προβλήματα που προκύπτουν από την επικοινωνία 
και το συντονισμό μεταξύ των πολλαπλών ομάδων (T. Kähkönen, 2004). Αυτό 
δημιουργεί την ανάγκη για πιο επίσημη επικοινωνία, όπως οι συνεδριάσεις και η 
τεκμηρίωση. Κατά συνέπεια, η επικοινωνία μεταξύ των ομάδων είναι λιγότερο 
αποτελεσματική απ'ό,τι μέσα στις ομάδες, κάτι που δημιουργεί τον πρόσθετο  φόρτο 
εργασίας στην ανάπτυξη (T. Kähkönen, 2004) και που μειώνει την ευελιξία του 
προγράμματος.  
Οι πολιτιστικές διαφορές μεταξύ των ομάδων προσθέτουν σε αυτό το 
πρόβλημα. Στη Motorola, παραδείγματος χάριν, η διοίκηση  του προγράμματος 
παρατήρησε σε πολλές  περιπτώσεις ότι οι ομάδες XP είχα δυσκολία  να 
επικοινωνήσουν με τις ομάδες που χρησιμοποιούν τις παραδοσιακές διαδικασίες 
ανάπτυξης. Παραδείγματος χάριν, όταν μοιράστηκαν δύο τύποι ομάδων την εργασία 
για μια διεπαφή, η ομάδα XP θέλησε ακριβώς ένα ή δύο κομμάτια της διεπαφής για 
να λειτουργήσει με σε έναν χρόνο, ενώ η παραδοσιακή ομάδα θέλησε να αναπτύξει 
και να αναθεωρήσει ολόκληρη την διεπαφή πρίν τη παρέχει στην ομάδα XP ( J. 
Bowers et al, 2002). 
Η Nokia θεωρεί ότι μια λύση σε αυτό το πρόβλημα βρίσκεται στην 
ελαχιστοποίηση της ανάγκης για την επικοινωνία μεταξύ των ομάδων. Αυτό είναι 
δυνατό όταν, παραδείγματος χάριν, αναπτύσσει κάθε ομάδα ανεξάρτητα  τα 
υποσυστήματα και καταλαμβάνει ένα φυσικό χώρο. Η εμπειρία της Nokia, εντούτοις, 
δείχνει ότι η επίτευξη και η διατήρηση της κοινής οπτικής και  της αρχιτεκτονικής 
μπορεί να είναι δύσκολο σε μια μεγάλη οργάνωση. Ακόμα κι αν να είναι δυνατό να 
επιτευχθεί μια τέτοια ευθυγράμμιση μία φορά, η αρχιτεκτονική θα εξελιχθεί, 
προκαλώντας την απώλεια της ευθυγράμμισης. Ο τρόπος με τον οποίο οι υπεύθυνοι 
για την ανάπτυξη μπορούν να μειώσουν την πολυπλοκότητα δομών επικοινωνίας για 
να ελαχιστοποιήσουν την ανάγκη για επικοινωνία  μεταξύ των ομάδων 
μεγιστοποιώντας τις συμπράξεις μέσα στις ομάδες παραμένει μια ανοικτή ερώτηση. 
Μια άλλη προσέγγιση που η Nokia έχει ερευνήσει για να υπερνικήσει αυτό το 
πρόβλημα  είναι η  συχνή χρήση  επιβοηθούμενων εργαστηρίων μεταξύ των ομάδων. 
Διάφορα προγράμματα στη Nokia ανέφεραν ότι αυτά τα εργαστήρια, που 
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συγκέντρωναν  τους ανθρώπους από τα διαφορετικά μέρη της εταιρίας για να 
εκτελέσουν έναν συγκεκριμένο, καθορισμένο με σαφήνεια στόχο, μπορούν να 
χρησιμοποιηθούν αποτελεσματικά για να λύσουν τα ζητήματα που εκτείνονται τις 
πολλαπλάσιες ομάδες(T. Kähkönen, 2004). 
 
 
 
 
5.2.3 Οι συγκρούσεις παραδοσιακών και Ευέλικτων πρακτικών 
 
5.2.3.1 Η συνεχής αναδόμηση του κώδικα σε σύγκρουση με το CCB  
 
XP ενθαρρύνει την κάπως αμφισβητούμενη πρακτική συνεχούς αναδόμησης 
του κώδικα. Αυτή η πρακτική μπορεί εύκολα να συγκρουστεί  με τα υπάρχοντα 
συστήματα ποιοτικού ελέγχου, όπως η χρησιμοποίηση ενός CCB για να επιτηρήσει 
τη διαχείριση των αλλαγών στον πηγαίο κώδικα. Η αναδόμηση καλύπτει τις αλλαγές 
στο σύστημα που αφήνουν τη συμπεριφορά του αμετάβλητη και βελτιώνουν την 
ποιότητά του. Αυτές οι αλλαγές έχουν στόχο την απλότητα, την ευελιξία, την 
αναγνωσιμότητα και την απόδοση. Το XP  εξαρτάται από την  συλλογική ιδιοκτησία 
δηλαδή ότι οποιοσδήποτε υπεύθυνος για την ανάπτυξη μπορεί να αλλάξει 
οποιαδήποτε γραμμή κώδικα.  Η αναδόμηση , ένα αναπόσπαστο τμήμα XP, κάνει την 
αλλαγή των κωδίκων ευκολότερη, με αυτόν τον τρόπο επιτρέπει την εφαρμογή των 
τροποποιημένων απαιτήσεων πελατών χωρίς  την αποδόμηση του σχεδιασμού. 
Οι περισσότερες έρευνες  με το θεωρούν την αναδόμηση του κώδικα 
ευεργετική για τα συστήματα. Μια ομάδα της Nokia θεώρησε ακόμη και την 
πρακτική αυτή έναν παράγοντα στην επιτυχία ενός προγράμματος «επειδή οι 
αρχιτέκτονες παρέμειναν στο πρόγραμμα, αναδομούσαν συνεχώς την  αρχιτεκτονική 
και κατάφεραν  την επιβίωση και την εξέλιξη της αρχιτεκτονικής» (J. Vanhanen et. 
al.. 2003). Ένα πρόγραμμα  της Motorola, εντούτοις, αντιμετώπισε κινδύνους όταν η 
αναδόμηση του κώδικα δημιούργησε σημαντικές ατέλειες προγράμματος ( J. Bowers 
et al, 2002). 
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Διαφωνίες εγείρονται κυρίως καθώς η αναδόμηση του κώδικα έρχεται σε 
αντίθεση στη συνήθως εφαρμοσμένη πρακτική «εάν δεν είναι σπασμένο, δεν το 
φτιάχνεις». Σε έναν πολιτισμό που ενθαρρύνει «το να το κάνεις σωστά με την πρώτη 
φορά» , πολλοί θεωρούν την ανάγκη για αναδόμηση ως αποτυχία διαδικασίας. ( J. 
Bowers et al, 2002) 
Η αναδόμηση  μπορεί επίσης εύκολα να διαφωνήσει με τη χρησιμοποίηση  
των CCB, τα οποία διαχειρίζονται και περιορίζουν τις αλλαγές στον κώδικα. Μια 
ομάδα στη Motorola ανέφερε ότι ήρθε σε ρήξη με το CCB που ήθελε να 
ελαχιστοποιηθούν οι αλλαγές στον κώδικα βάσης. Για να ομαλοποιηθεί αυτή η 
διαφορά, η Motorola εισήγαγε διάφορες τροποποιήσεις στη διαδικασίας. 
Παραδείγματος χάριν, η διοίκηση  ενθάρρυνε κάθε υπεύθυνο για την ανάπτυξη για να 
σκεφτεί οι ιδέες αλλά ζητήσει άδεια από το CCB πριν τις  εφαρμόσει ( J. Bowers et 
al, 2002). 
 
 
5.2.3.2  Η συνεχής ολοκλήρωση σε σύγκρουση με το CCB  
 
Η συνεχής ολοκλήρωση είναι μια πρακτική του XP που μοιάζει με  την 
αναδόμηση του κώδικα στο πώς αλληλεπιδρά με τις υπάρχουσες διαδικασίες. Η 
εμπειρία δείχνει, παραδείγματος χάριν, ότι αυτή η πρακτική μπορεί εύκολα να έρθει 
σε αντίθεση με το CCB. Συνεχής ολοκλήρωση σημαίνει ότι οι υπεύθυνοι για την 
ανάπτυξη πρέπει να ενσωματώσουν και να εκδίδουν τον κώδικα στην αποθήκη 
κώδικα όποτε είναι δυνατόν, τουλάχιστον μια φορά την ημέρα. Η συνεχής 
ολοκλήρωση συμβάλλει στην ευελιξία  ενός προγράμματος με το να ανιχνεύει και να 
αφαιρεί σχετικές με τις την ολοκλήρωση ατέλειες νωρίς και με το να διαιρεί την 
εργασία της  ολοκλήρωσης σε μικρότερα, ευκολότερα να διαχειριστούν κομμάτια. 
Τα περισσότερα προγράμματα αναφέρουν θετική εμπειρία με τη συνεχή 
ολοκλήρωση. Στη ABB, παραδείγματος χάριν, έδειξε ότι η συνεχής ολοκλήρωση που 
συνδυάζεται με τις μικρές απελευθερώσεις εγγυάται τη σταθερή διαθεσιμότητα ενός 
εκτελέσιμου συστήματος. Κατά συνέπεια, η ομάδα θα μπορούσε πάντα να παραδώσει 
το εν λειτουργία  λογισμικό όποτε χρειαστεί. (A. Domingo et. al, 2004) 
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Η Motorola αντιμετώπισε μερικές δυσκολίες όταν άρχισε το CCB  να ασκεί τη 
δύναμή του για να ελέγξει ποιες αλλαγές θα ήταν ενσωματωμένες. Το CCB 
συναντούταν  εβδομαδιαία για να προγραμματίσει την επόμενη έκδοση, και για αυτό 
οι ολοκληρώσεις του κώδικα πραγματοποιούνταν εβδομαδιαία. Αυτή η εξάρτηση με 
το CCB μείωσε την ευέλιξια του προγράμματος. Σε μια περίπτωση, το CCB ανέβαλε 
την ολοκλήρωση στον κώδικα ενός  δευτερεύοντος λάθους. Εν τω μεταξύ, ο κώδικας 
υποβλήθηκε σε σημαντικές αλλαγές προτού το CCB να εγκρίνει την ολοκλήρωση  
της διόρθωσης του λάθους. Στο μεταξύ, η έκδοση αρχείων με την διόρθωση της 
ατέλειας διέφερε σημαντικά από την κεντρική έκδοση και, συνεπώς, τη συγχώνευση 
απαιτούσε μεγάλο κόπο και  δεν μπορούσε να γίνει αυτόματα ( J. Bowers et al, 2002). 
 
5.2.4  Οι Εταιρικές διαδικασίες  παραγωγής λογισμικού  
 
Οι μεγάλες εταιρίες ακολουθούν συχνά καθορισμένες διαδικασίες λογισμικού, 
οι οποίες μπορεί να οδηγήσουν σε διπλή εργασία όταν εφαρμοστούν τα προγράμματα 
και οι νέες πρακτικές που δεν έχουν ενσωματωθεί καλά μέσα στις παραδοσιακές 
διαδικασίες. Αυτό ισχύει και για τα δεδομένα  εισόδου και για τα παραγόμενα από το 
πρόγραμμα και προκύπτουν τα ακόλουθα ζητήματα.  
 
5.2.4.1 Ο προγραμματισμός  του πεδίου  δράσης και της παράδοσης.   
Μια ομάδα στην ABB αντιμετώπισε το διπλό φόρτο εργασίας όταν 
επικαλυφτήκαν ή συγκρούστηκαν οι παραδοσιακές διαδικασίες με τις ευκίνητες 
πρακτικές. Παραδοσιακά μέσα στην ABB, το πρόγραμμα καθόρισε το χρόνο, το 
πεδίο δράσης και παράδοσης για το έργο εκ των προτέρων, και το ίδιο έκανε και για 
το πειραματικό XP πρόγραμμα (A. Domingo et. al, 2004). Το παραδοσιακό 
πρόγραμμα, παραδείγματος χάριν, ανάπτυσσε σχέδια εκ των προτέρων, με ελάχιστη ή 
καμία συμμετοχή των ομάδων ανάπτυξης. Το πρόγραμμα επίσης απαιτούσε  ότι η 
τεκμηρίωση παγώνει πριν  αρχίσει ο σχεδιασμό και η εφαρμογή. Η ανάπτυξη των 
σχεδίων χωρίς την ανάμειξη της ομάδας και πάγωμα της τεκμηρίωσης διαφωνεί με τις  
βασικές ιδέες του XP.  
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5.2.4.2 Η διαχείριση των απαιτήσεων.  
Εξ ορισμού ,το XP αναμένει αρχικά χονδροειδείς απαιτήσεις, αλλά η 
παραδοσιακή προσέγγιση στην ABB για την δημιουργία λογισμικού που εφάρμοσαν 
XP απαιτούσε  τις λεπτομερείς απαιτήσεις του έργου εκ των προτέρων. Αυτές οι 
απαιτήσεις δεν έπαιρναν τη μορφή των «ιστοριών» των  χρηστών, δεν ήταν 
καθορισμένες με τη συμμετοχή των υπεύθυνων για την ανάπτυξη και ήταν σπάνια 
ακριβείς όταν πλέον άρχιζε πραγματικά η ανάπτυξη. Για το πειραματικό πρόγραμμα, 
αυτό οδήγησε σε διπλή εργασία επειδή η ομάδα έργου ανέλυσε και αποσυνέθεσε τις 
απαιτήσεις της αγοράς δύο φορές, πρώτα στις παραδοσιακές απαιτήσεις έργου στο 
επίπεδο του προγράμματος, και  έπειτα στις ιστορίες χρηστών και τους στόχους των 
μηχανικών κατά τη διάρκεια του ίδιου του πειραματικού(A. Domingo et. al, 2004). 
 
5.2.4.3 Η  διαχείριση των δοκιμών αποδοχής του προγράμματος  
Το XP αναμένει τις δοκιμές αποδοχής να διενεργούνται συνεχώς κατά τη 
διάρκεια της ανάπτυξης, αλλά  η ABB απαιτεί παραδοσιακά το πρόγραμμα πρώτα να 
σχεδιαστεί και να υλοποιηθεί ο κώδικας,  και κατόπιν να αφήσει μια άλλη ομάδα να 
εκτελέσει τη δοκιμή αποδοχής του προϊόντος .Αυτή η διαδικασία ανάγκασε τους 
υπεύθυνους για την ανάπτυξη για να δουν τις δοκιμές αποδοχής που έγιναν στο XP 
πρόγραμμα ως εσωτερικές  μόνο και κατά συνέπεια απαίτησαν έναν άλλο κύκλο των 
δοκιμών αποδοχής αφότου είχαν τελειώσει το πρόγραμμα. Η διπλή δοκιμή αποδοχής 
εμφανίστηκε επειδή οι πελάτες και τα ποιοτικά συστήματα απαιτούν συχνά τέτοιες 
ανεξάρτητες δοκιμές με ελάχιστη ή καμία συμμετοχή υπεύθυνων για την ανάπτυξη. 
Επιπλέον, οι ελεγκτές εκτελούν συχνά αυτές τις δοκιμές σε ένα σύστημα για το οποίο 
πολλές διαφορετικές ομάδες μπορεί να έχουν αναπτύξει. Κατά συνέπεια, η δοκιμή 
αποδοχής που διενεργεί η ομάδα του πειραματικού προγράμματος χρησιμεύει ως μια 
δοκιμή ενός τμήματος του συστήματος (A. Domingo et. al, 2004).  
5.2.4.4 Ποιοτική διαχείριση.  
Το XP διαβεβαιώνει ότι όταν χρησιμοποιείται κατάλληλα, ο 
προγραμματισμός ζευγαριού εξαλείφει την ανάγκη για τις επίσημες αναθεωρήσεις. 
Αλλά η εξάλειψη των επίσημων αναθεωρήσεων διαφωνεί με τα παραδοσιακά 
ποιοτικά συστήματα. Στις περισσότερες περιπτώσεις, τα πιλοτικά έργα διαπίστωσαν 
ότι χρειάστηκαν ένα πρόσθετο στρώμα εξασφάλισης ποιότητας. 
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Μια ομάδα στη  Motorola, παραδείγματος χάριν, εισήγαγε τον 
προγραμματισμό ζευγαριού και αντικατέστησε τις εξουσιοδοτημένες επίσημες 
τεχνικές αναθεωρήσεις με τις άτυπες αναθεωρήσεις. ( J. Bowers et al, 2002).Όταν 
αργότερα ομάδα διενέργησε τις περιπτώσεις δοκιμής τυπικά, βρήκαν δοκιμές  που 
έλειπαν και προσδιόρισαν τους τρόπους για να βελτιωθεί η διαδικασία δοκιμής. 
Στο σύνθετο περιβάλλον της Motorola, ένα ζευγάρι ανθρώπων δεν θα είναι σε 
θέση να εξετάσει όλα τα αποτελέσματα σε ολόκληρο  το σύστημα, το οποίο καθιστά 
απίθανο ότι ο προγραμματισμός ζευγαριού θα αποβάλει όλα τα λάθη κατά τη 
διάρκεια της κωδικοποίησης. Περαιτέρω, η διοίκηση  του προγράμματος έκρινε 
πολύτιμες τις συζητήσεις που πραγματοποιούνται στις αναθεωρήσεις που 
περιλαμβάνουν υπεύθυνους για την ανάπτυξη με πολλές διαφορετικές απόψεις. Έτσι 
κατέληξαν στο συμπέρασμα ότι οι επίσημες αναθεωρήσεις του κώδικα και οι δοκιμές 
μπορούν να συμπληρώσουν τον προγραμματισμό ζευγαριού( J. Bowers et al, 2002). 
Η Motorola απέτρεψε επίσης μια άλλη ομάδα από το να παραλείψει τη αυστηρή 
διαδικασία αναθεώρησης επειδή εκείνη η ομάδα ανέπτυσσε προϊόντα που θα 
μπορούσαν να έχουν επιπτώσεις στη δημόσια ασφάλεια( J. Bowers et al, 2002).  
Η DaimlerChrysler ανέμεινε ότι οι ευέλικτες  διαδικασίες δεν θα 
μπερδεύονταν με το συμβατικότερο περιβάλλον του προγράμματος(A. Domingo et. 
al, 2004). Και αυτό είναι ακριβώς που συνέβη: Και τα διοικητικά τμήματα ελέγχου 
και το τμήμα ποιότητας απαίτησαν την ίδια τεκμηρίωση ως  απόδειξη της προόδου 
προγράμματος για αυτήν την ειδική περίπτωση, ακριβώς όπως για οποιοδήποτε 
τυποποιημένο πρόγραμμα. Οι συνεργάτες στο προγράμματος επομένως αποφάσισαν 
να μεταχειριστούν το πρόγραμμα ως ένα συμβατικό για το εξωτερικό, που ικανοποιεί 
όλες τις απαιτήσεις που καθορίστηκαν από την διαχείριση ποιότητας .  
Παραδείγματος χάριν, η ομάδα οργάνωσε σχέδια ποιότητας  σύμφωνα με τα 
τυποποιημένα πρότυπα. Αν και αυτό δεν θα ήταν απαραίτητο στο XP, η διαδικασία 
βοήθησε να αποφευχθούν οι συγκρούσεις με το τμήμα ελέγχου και άλλες 
οργανωτικές μονάδες.  
 
5.3 Μελλοντικές προοπτικές εφαρμογής στις εταιρίες  
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Με βάση αυτήν την εμπειρία, ABB κατέληξε στο συμπέρασμα ότι 
οποιαδήποτε οργάνωση που αναπτύσσει τα μικρά στοιχεία συστημάτων με μικρές 
ομάδες θα μπορούσε να δοκιμάσει  το XP. Περαιτέρω, θεώρησε  ότι τίποτα δεν 
αποτρέπει τις μεγάλες οργανώσεις από να δοκιμάσουν το  XP σε μικρή κλίμακα. Οι 
περισσότερες πρακτικές XP μπορούν, από μόνες τους, να είναι χρήσιμες στα 
παραδοσιακά αναπτυξιακά έργα και μπορούν να γίνουν μέρος της εργαλειοθήκης που 
προσφέρεται στα προγράμματα. Μερικές πρακτικές έχουν διαδοθεί ήδη έξω από την 
ομάδα ανάπτυξης. Μια ευρύτερη εφαρμογή  του XP, εντούτοις, θα απαιτούσε τις 
αλλαγές στην οργανωτική κουλτούρα πολιτισμό ABB και το τρέχον ποιοτικό 
σύστημα(A. Domingo et. al, 2004).   
Η DaimlerChrysler αναγνωρίζει ότι οι ώριμες διαδικασίες απαιτούν τις 
δραστηριότητες όπως η ποιοτική διαχείριση, η τεκμηρίωση, και η μέτρηση. Επίσης 
συνειδητοποίησε ότι η μείωση του χρόνου για τη εισαγωγή του προϊόντος  στην 
αγορά έχει γίνει όλο και πιο δύσκολη. Η επιχείρηση κατέληξε στο συμπέρασμα ότι οι 
ευέλικτες  πρακτικές μπορούν να βοηθήσουν τις ώριμες οργανώσεις. Η κατοχή των 
ώριμων διαδικασιών ήδη σε ισχύ θα εξασφαλίσει ότι οι προσπάθειες να γίνουν πιο 
ευέλικτες  δεν θα μετατρέπουν μια ώριμη οργάνωση σε μια χαοτική. Η 
DaimlerChrysler προσδιορίζει έτσι τις ευέλικτες μεθόδους ως ένα άλλο εργαλείο στην 
εργαλειοθήκη βελτίωσης διαδικασίας λογισμικού που περιλαμβάνει, παραδείγματος 
χάριν, το CMM (A. Domingo et. al, 2004).  
Η επιτυχία των πιλοτικών έργων έπεισε την ομάδα της Motorola ότι είναι 
δυνατό να χρησιμοποιηθεί XP για να αναπτύξει τα μεγάλα, σύνθετα, κρίσιμα για την 
ασφάλεια συστήματα με μακροχρόνιους κύκλους ζωής. Οι υπεύθυνοι για την 
ανάπτυξη στην Motorola σημειώνουν, εντούτοις, ότι η ενσωμάτωση μιας ευέλικτης  
διαδικασίας σε μια επιχείρηση με έναν πολιτισμό που ευνοεί τις παραδοσιακότερες 
διαδικασίες ανάπτυξης μπορεί να είναι δύσκολη. Η τυποποιημένη διαδικασία XP 
χρειάζεται προσαρμογή  για να ενταχθεί καλύτερα με τις συγκεκριμένες περιστάσεις 
μιας οργάνωσης.  Η προσεκτική  εισαγωγή των  ευέλικτων διαδικασιών παράγει τα 
θετικά αποτελέσματα, εντούτοις ( J. Bowers et al, 2002).  
Η Nokia σημειώνει ότι οι μικρές ομάδες ανάπτυξης λογισμικού είναι 
παραγωγικότερες από  τις μεγάλες. Κατά συνέπεια, προσπαθούν να εφαρμόσουν την 
πλέον κατάλληλη μέθοδο ανάπτυξης για  κάθε έργο και  θεωρούν τις ευέλικτες 
μεθόδους ως ένα άλλο εργαλείο στην εργαλειοθήκη βελτίωσης διαδικασίας 
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λογισμικού (K. Känsälä, 2004). Η Nokia αποφάσισε ότι το XP λειτουργεί καλύτερα 
για μικρά, ανεξάρτητα προγράμματα , στα οποία όλοι οι συμμετέχοντες βρίσκονται 
στον ίδιο χώρο, και ότι η χρησιμοποίηση των επιλεγμένων ευέλικτων  τεχνικών θα 
γίνει όλο και πιο συχνή. Οι ευέλικτες μέθοδοι θα επηρεάσουν πρώτιστα άλλες 
διαδικασίες. Οι υβριδικές διαδικασίες με διαφορετικά επίπεδα επιρροής από τις 
ευέλικτες διαδικασίες θα είναι ο αρχικός τρόπος εφαρμογής τους. Για να επιτύχει την 
οργανωτική ευελιξία , η Nokia έχει καθορίσει ένα σύνολο ευέλικτων  σχεδίων 
τεχνολογίας λογισμικού που οι οργανωτικές ομάδες μπορούν να χρησιμοποιήσουν για 
να επιλέξουν τις ευέλικτες  πρακτικές που τους ταιριάζουν  αντί  να επιβάλουν την 
εφαρμογή μιας καθολικής λύση. 
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 6. Συμπεράσματα 
 
Οι ευέλικτες μεθοδολογίες ανάπτυξης λογισμικού είναι ένας σχετικά 
πρόσφατος τομέας στην ανάπτυξη λογισμικού. Ουσιαστικά, ο όρος ευέλικτη 
ανάπτυξη εφευρέθηκε το Φεβρουάριο του 2001 όταν 17 άτομα μεταξύ των οποίων 
εμπειρογνώμονες της ανάπτυξης λογισμικού και σύμβουλοι επιχειρήσεων παράγωγης 
λογισμικού, μαζεύτηκαν στη Utah των Ηνωμένων Πολιτειών της Αμερικής για να 
συζητήσουν το μέλλον της ανάπτυξης λογισμικού. Αποτέλεσμα αυτών των 
συζητήσεων ήταν η διατύπωση του «Ευέλικτου Μανιφέστο» το όποιο παρέχει την 
μια εννοιολογική  «ομπρέλα» για έναν αριθμό μεθοδολογιών.  
Ανάμεσα σε αυτές τις μεθοδολογίες συγκαταλέγονται ο «Ακραίος 
Προγραμματισμός» (Extreme programming), το Scrum, οι «Μεθοδολογίες 
Κρυστάλλου» (Crystal methodologies), η «Ανάπτυξη με βάση τα χαρακτηριστικά» 
(Feature driven development), η «Μέθοδος Ανάπτυξης Δυναμικών Συστημάτων» 
(Dynamic Systems Development Method) η «Εναρμονισμένη  ανάπτυξη λογισμικού» 
(Adaptive Software Development) και η «Ανάπτυξη λογισμικού ανοικτού πηγαίου 
κώδικα» (Open source software development) 
Οι μεθοδολογίες αυτές αναδύθηκαν μέσα από τον πειραματισμό των εταιριών 
ώστε να καλύψουν κάποιες εταιρικές ανάγκες όταν αναζητούσαν  εναλλακτικές 
λύσεις στις παραδοσιακές μεθοδολογίες ανάπτυξης λογισμικού, τις οποίες έβρισκα 
πάρα πολύ δυσκίνητες, γραφειοκρατικές, και άκαμπτες. Τα προβλήματα σχετικά με 
τις απαιτήσεις παρείχαν μια άλλη ανάγκη για την δημιουργία νέων μοντέλων 
ανάπτυξης καθώς επίσης  και οι γρήγοροι ρυθμοί αλλαγών των απαιτήσεων αλλά και 
του επιχειρηματικού περιβάλλοντος. 
Οι ευέλικτες μέθοδοι ήρθαν να καλύψουν όλες αυτές τις απαιτήσεις των 
εταιριών. Προσφέρουν την ευκαιρία να παραδίδει μια εταιρία πιο γρήγορα το προϊόν 
της στους πελάτες της, να εκμεταλλεύεται τις ευκαιρίες τις αγοράς, να  
ανταποκρίνεται  πιο γρήγορα στις αλλαγές του περιβάλλοντος και  στις αλλαγές των 
απαιτήσεων των πελατών. Ακόμη οι ευέλικτες μέθοδοι επιτρέπουν στους 
εργαζόμενους να απομακρύνουν όλα τα περιττά τμήματα των διαδικασιών που 
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δυσχεράνουν ή καθυστερούν την εργασία ους κάνοντάς τους πιο παραγωγικούς αλλά 
ταυτόχρονα μειώνοντας και τα περιττά κόστη. Στα οφέλη των ευέλικτων μεθόδων  
είναι και η μείωση του κινδύνου, η βελτίωση του ελέγχου και των επικοινωνιών. 
Όλες ευέλικτες μέθοδοι βέβαια είναι βασισμένες σε  ένα μείγμα χάους και 
τάξης, όλες μοιράζονται ένα παρόμοιο σύνολο συνεργατικών αξιών και αρχών και 
εκτιμούν την ύπαρξη μίας μόλις ικανοποιητικά ορισμένης μεθοδολογίας. Εντούτοις, 
κάθε μέθοδος προσεγγίζει τα προβλήματα που αντιμετωπίζονται στην τεχνολογία 
λογισμικού από μια διαφορετική οπτική. Φυσικά κάθε μεθοδολογία δεν είναι 
κατάλληλη για οποιοδήποτε πρόγραμμα. Επιπλέον υπάρχει μια σειρά από 
προβλήματα που κάθε εταιρία μπορεί να αντιμετωπίσει κατά την μετάβαση της από 
τις παραδοσιακές πρακτικές στις ευέλικτες. 
Η  συγχώνευση των ευέλικτων διαδικασιών με τις τυποποιημένες 
βιομηχανικές διαδικασίες χωρίς είτε να εξαλειφθεί η ευελιξία είτε  να υπονομευθούν 
τα χρόνια που ξοδεύθηκαν για τον καθορισμό και τον συντονισμό των συστημάτων 
και των διαδικασιών της τεχνολογίας λογισμικού είναι μια από τις μεγαλύτερες 
προκλήσεις . Η διαχείριση της μεταβλητότητας στα υποσυστήματα και τις ομάδες 
έχει αποδειχθεί πολλή δύσκολη. Εάν ευέλικτες και παραδοσιακές ομάδες 
αναπτύσσουν το λογισμικό για το ίδιο προϊόν, μπορούν να αναπτύξουν ριζικά 
διαφορετικά αντικείμενα που να μην ενσωματώνονται εύκολα. Η εργασία με τους 
διαφορετικούς κύκλους ζωής είναι επίσης δύσκολη. Οι ευέλικτες διαδικασίες 
εστιάζουν στο να παραδώσουν αμέσως τη λειτουργία, ενώ οι παραδοσιακές μέθοδοι 
εστιάζουν στη βελτιστοποίηση της ανάπτυξης κατά τη διάρκεια μιας πιο μεγάλης 
περιόδου. Τα προϋπάρχοντα συστήματα δεν είναι γενικά εύκολο να αναδομηθούν ή  
να αποσυνθέτουν για να προσαρμοστούν στις ευέλικτες πρακτικές. Οι διαφορές στον 
τρόπο που οι ευέλικτες και οι παραδοσιακές προσεγγίσεις εκτελούν τη διαδικασία 
καταγραφής των απαιτήσεων μπορεί επίσης να προκαλέσει προβλήματα. 
Μια συχνά αγνοημένη διαφορά μεταξύ των ευέλικτων και  των παραδοσιακών 
διαδικασιών είναι ο τρόπος που καθημερινά διευθύνεται επιχείρηση. Οι εταιρίες 
πρέπει να μάθουν να προσαρμόζουν τα ζητήματα ανθρώπινου δυναμικού όπως, οι 
κατανομή των ωρών, οι περιγραφές θέσης εργασίας, οι ανταμοιβές 
προσανατολισμένες στην ομάδα και όχι στο άτομο , και οι απαιτούμενες δεξιότητες. 
Τα μέλη των ευέλικτων ομάδων ανάπτυξης διασχίζουν συχνά τα όρια μεταξύ των 
τυποποιημένων περιγραφών θέσης ανάπτυξης και απαιτείται από αυτά σημαντικά 
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περισσότερες δεξιότητες και εμπειρία για να αποδώσουν επαρκώς. Ακόμη οι 
παραδοσιακές συμβάσεις, τα κρίσιμα σημεία, και οι τεχνικές μέτρησης προόδου 
μπορεί να είναι ανεπαρκείς για να υποστηρίξουν το γρήγορο ρυθμό των ευέλικτων 
διαδικασιών. Ένας άλλος  τομέας σύγκρουσης για τις ώριμες οργανώσεις είναι το πώς 
οι ευέλικτες διαδικασίες έχουν επιπτώσεις στις εκτιμήσεις τους όσον αφορά το ISO, ή 
άλλα πρότυπα διαδικασίας. 
Τα ζητήματα των ανθρώπινων σχέσεων είναι κατά πολύ τα κρισιμότερα στη 
βελτίωση της διοίκησης του προσωπικού ανάπτυξης. Η αλλαγή από τις παραδοσιακές 
στις ευέλικτες διοικητικές πρακτικές  μπορεί να είναι δύσκολη. Οι μεγάλης κλίμακας 
διοικητικές διαδικασίες όπως ο στατιστικός έλεγχος διεργασίας εξελίχθηκαν και 
παγιώθηκαν με τέτοιο τρόπο που υποσκελίζουν την ανθρώπινη πρωτοβουλία. Οι 
αρνητικές επιδράσεις για το πώς οι οργανώσεις χειρίζονται την επιτυχία των 
πιλοτικών έργων αγνοούνται συχνά στην υποβολή εκθέσεων. Τέλος όπως κάθε 
αλλαγή πρέπει να εξεταστεί, να δομηθεί και να διοικηθεί κατάλληλα ώστε να είναι 
επιτυχής. 
Οι εταιρίες που έχουν εφαρμόσει πιλοτικά προγράμματα ακλουθώντας τις 
ευέλικτες μεθόδους φαίνεται να έχουν αντιμετωπίσει όλα τα παραπάνω προβλήματα. 
Εντούτοις δεν παραγνωρίζουν και τα ευεργετικά στοιχειά που φέρουν οι μέθοδοι. 
Αυτά τα στοιχεία είναι που κάνουν τις περισσότερες να συνεχίζουν να χρησιμοποιούν 
στοιχεία των ευέλικτων μεθόδων σε όλα τους τα προγράμματα, αλλά και να 
συνεχίζουν να προσπαθούν να μετατρέψουν τις οργανωτικές τους δομές  σε πιο 
συμβατές με τις ευέλικτες μεθοδολογίες.  
 
 
 
 
122 
 
 7. Επίλογος 
Κατά τη διάρκεια των πρόσφατων δεκαετιών, ενώ οι δυνάμεις της αγοράς, οι 
απαιτήσεις  των συστημάτων, η τεχνολογία  των εφαρμογών και το προσωπικό των 
προγραμμάτων άλλαζαν σε ένα σταθερά αυξανόμενο ποσοστό, ένας διαφορετικός 
τρόπος ανάπτυξης, ο ευέλικτος, παρουσίασε τα πλεονεκτήματά του πέρα από το 
παραδοσιακό. Αυτός ο ευέλικτος τρόπος της ανάπτυξης εξετάζει άμεσα στα 
προβλήματα των γρήγορων αλλαγών. 
Ο όρος ευέλικτη ανάπτυξη, είναι πλασμένος από μια ομάδα ανθρώπων 
πεπειραμένη στην ανάπτυξη του λογισμικού και έχει δύο ευδιάκριτες υποδηλώσεις. Η 
πρώτη είναι η ιδέα ότι οι κόσμοι  των επιχειρήσεων και τεχνολογίας έχουν γίνει 
ταραχώδεις, υψηλής ταχύτητας και αβέβαιοι, απαιτώντας μια διαδικασία που 
ταυτόχρονα να δημιουργεί και να ανταποκρίνεται γρήγορα στην αλλαγή. Η πρώτη 
δήλωση υπονοεί το δεύτερη: Μια ευέλικτη διαδικασία απαιτεί ανθρώπους και 
οργανώσεις με καλά αντανακλαστικά στις αλλαγές. Η ευέλικτη ανάπτυξη εστιάζει 
στα ταλέντα και τις δεξιότητες των ατόμων και διαμορφώνει τη διαδικασία  γύρω από 
τους συγκεκριμένους ανθρώπους και τις ομάδες.  
Κατά την διάρκεια αυτής της μελέτης παρουσιάστηκαν οι σύγχρονες 
μεθοδολογίες ευέλικτης ανάπτυξης λογισμικού μέσω των διαδικασιών, των ρόλων 
και των πρακτικών που διακατέχουν την κάθε μια. Στη συνέχεια παρουσιάστηκαν τα 
προβλήματα που οι ειδήμονες της βιομηχανίας ανάπτυξης λογισμικού  συναντούν 
κατά την εφαρμογή των μεθόδων και κάποια παραδείγματα της εφαρμογής σε 
μεγάλες διεθνείς επιχειρήσεις.  
Δυστυχώς παραδείγματά εφαρμογής των ευέλικτων μεθόδων δεν υπάρχουν 
για την ελληνική πραγματικότητα. Οι επιχειρήσεις παράγωγης λογισμικού στην χώρα 
μας είναι συνήθως είτε μικρού μεγέθους είτε παραρτήματα κάποιων πολυεθνικών 
επιχειρήσεων. Θεωρούμε ότι και στις δύο περιπτώσεις υπάρχει αρκετό πεδίο έρευνας.  
Για παράδειγμα, παρόλο που φαίνεται ότι οι ευέλικτες μέθοδοι λειτουργούν καλύτερα 
στις μικρές επιχειρήσεις, δεν υπάρχουν μελέτες στον ελληνικό χώρο που να δείχνουν 
κατά πόσο οι ευέλικτες μέθοδοι, καταρχήν, χρησιμοποιούνται ή ακόμη και σε ποίο 
βαθμό αυτό συμβαίνει ( αυτούσιες ή αποσπασματικά) . Φυσικά δεν υπάρχουν και τα 
αντίστοιχα δεδομένα για το πόσο αποτελεσματικές είναι αυτές στην ελληνική 
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πραγματικότητα. Στη δεύτερη περίπτωση, όπου οι εταιρίες είναι παραρτήματα 
πολυεθνικών, η έρευνα θα μπορούσε να στραφεί σε άλλη κατεύθυνση. Σε αυτές τις 
εταιρίες μπορεί να διερευνηθεί ο τρόπος με τον οποίο τα ευέλικτα μοντέλα μπορούν 
να λειτουργήσουν σε διανεμημένες ομάδες και πως η ελληνική νοοτροπία μπορεί να 
συνδυαστεί με τις διαφορετικές κουλτούρες  στα πλαίσια της ευέλικτης ανάπτυξης. 
Ελπίζουμε ότι η παρούσα μελέτη θα αποτελέσει ένα έναυσμα για την διερεύνηση 
όλων αυτών των παραγόντων. _ 
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