Abstract-Many software systems need to be developed with adaptation in mind, where at runtime they need to detect changes in their operating environments and adapt themselves to cope with these changes while achieving or preserving the overall system goals. In recent years, there has been much research in the communities of context-aware systems and selfadaptive systems with their own foci. However, addressing context awareness and self-adaptation in a consistent and integrated manner remains a major challenge. In this paper, we introduce a novel approach to modeling and realizing such context-aware adaptive software systems. Our approach explicitly separates but relates the context model and the system model, so that their relationships, changes, and change impacts across the system and its contexts can be clearly captured and managed. In particular, we differentiate management context from operational context as to whether or not context changes cause system adaptation. To enable runtime changes to the system, its contexts, and their relationships, they all have their runtime representation, so that they can be manipulated and managed at runtime. Our component model for realizing the approach directly supports component interface definitions for context and management as well as functionality. Furthermore, we have developed a tool to generate the system implementations from their models and to validate and verify their context-aware adaptive behavior. We demonstrate our approach through the modeling and realization of a context-aware vehicle route planning system.
INTRODUCTION
There is an increasing demand for software systems that dynamically adapt their behavior at run-time in response to changes in their requirements, users' preferences, operational environments, and underlying infrastructure [1] [2] . Changes can also be induced by failures or unavailability of parts of a software system itself [3] . In these circumstances, it is necessary for a software system to change itself as necessary to continue achieving or preserving its new and existing goals. A challenge is how to specify, design, verify, and realize such systems that evolve at runtime [1] [2] [3] [4] [5] .
We focus in this paper on software systems that need to cope with the runtime context changes (i.e. changes in or to their operating environments), which we call context-aware adaptive software systems. Existing research into systems that adapt themselves in response to context changes has been carried out largely in two research communities with their own foci: self-adaptive systems [1] [2] [3] [4] [5] and context-aware systems [6] [7] [8] . On the one hand, research in context-aware systems is more concerned with how to represent, process, and manage the context information, but limited on how the system adapts itself in response to changes in the context information. On the other hand, research in self-adaptive systems is more about how to adapt the system in response to changes by separating the system functionality from its management and has paid less attention to how context is represented, processed, managed, and made available to the system. As a consequence, the system complexity is increased by hardwiring the context processing and management operations together with the system functionality and its management.
In this paper, we propose an approach that considers both the context-aware and self-adaptive perspectives in a holistic manner by capturing the system-context relationships explicitly over the stages of system modeling, realization and execution. Compared to existing work, our approach has the following novel features. Firstly, we explicitly separate but relate the system model and the context model, so that their relationships, changes, and change impacts across the system and its contexts can be clearly captured and managed. Secondly, in considering the system-context relationships, we differentiate management context from operational context. Operational context information is needed for the system to continue its normal operation while management context information causes the system to adapt itself. Thirdly, our approach enables the runtime changes to the system, its contexts and their relationships. We do so by maintaining runtime models for them, and these models are used in realising the changes while the system is in operation. Finally, we have introduced a component model for realising our approach that explicitly supports in the component interfaces the definition of the required and provided functionalities, context information and management actions.
A prototype tool has been developed to generate the context-aware adaptive software system implementations from their models. The tool also supports visual validation and formal verification of the systems' context-aware adaptive behaviour through a graphical user interface.
The remainder of the paper is organized as follows. We start by introducing a motivating scenario in section two. Our modeling and realization approach is given in section three. In section four, we demonstrate our approach and tool through the development of a context-aware adaptive route planning software system. Section five analyzes existing work with respect to our approach. Finally, we conclude the paper in section six.
II. RESARCH MOTIVATION AND REQUIRMENTS ANALYSIS
The vehicle route planning software system helps the driver to plan his journey by providing suitable routes from the current location to a destination. Below are a few scenarios where this system takes into account different sources of context information in dynamically planning the travel route.
The context information may include (a) the dynamic traffic information available from road side units or a traffic information service provider (through Wi-Fi, DSRC and/or 3G technologies), and (b) the driver preferences (such as shortest or fastest or most carbon-efficient route) from his mobile phone. However, vehicles come in different models and with different enabling technologies. For example, some vehicles do not have the ability to communicate with the driver's mobile to get his preferences. The traffic information may or may not be available depending on the communication technologies installed and the availability of the road side units or traffic information provider. Therefore, the vehicle route planning system should use different variants (i.e. algorithms) to compute the possible routes based on the available context information.
When the vehicle is running in high speed such as over 70 km/h, it is difficult for the driver to concentrate on both the road and the displayed route map. In this situation, therefore, the system should use voice instruction for the vehicle route to reduce driver distraction. As such, the system should add the voice instruction component when the vehicle is moving in high speed and the driver is not using the voice instruction option.
The above scenarios show a number of general requirements. First, the system needs to take into account the context information to operate effectively (i.e. contextaware). For example, the traffic information and the driver preferences affect the possible routes computed by the route planner algorithms (i.e. part of the operational relationships between the system and its contexts). Second, the system should adapt itself (i.e. adaptive) in response to context changes. For example, adding the voice instruction component when the vehicle is moving in high speed (i.e. part of the management relationships between the system and its contexts). Third, the system should have the ability to change the context model, because different vehicles have different context information available depending on their communication technologies and some of this information may become unavailable for periods of time. Furthermore, the system should have the ability to change the systemcontext relationships at runtime. If the vehicle loses the ability to acquire the traffic information (due to communication failure or information unavailability), for example, then both the context model concerning traffic information and the corresponding system-context relationships need not be maintained to reduce system overhead. Therefore, the modeling and realization of the route planning system needs to consider both the contextaware and self-adaptive perspectives.
III. THE APPROACH In this section, we introduce our approach to modeling and realizing context-aware adaptive software systems. We start with our meta-model followed by our context-aware adaptive systems component model (CAMP), and then the context-aware adaptive systems development tool (CAST). To address the requirements highlighted in the above scenarios, our approach is aimed at (a) capturing clearly the system model, the context model, and their relationships, and (b) enabling their runtime adaptation in response to the context changes.
A. A Meta-Model for Context-aware Adaptive Systems
Our meta-model for context-aware adaptive software systems is shown in Figure 1 . It is both a design-time and runtime model to support both system modelling and runtime context and system change. It consists of three composites that correspond to the context model (i.e. context), the system model (i.e. functional system) and their management relationships (i.e. change management). We discuss below the architecture and elements of this meta-model. The Architectural considerations in the meta-model: The meta-model is particularly designed to address the requirements identified above.
(1) Separate the context model from the functional system model. Our meta-model (see Figure 1 ) represents the context model and the system model as two separate but related composites. As a consequence, the two aspects (i.e. the functional system and its context) and their relationships can be clearly captured.
(2) Capture the operational and management systemcontext relationships. As shown in Figure 1 , we represent the operational system-context relationships via the direct links between the context and the functional system composites (e.g. providing the traffic information to the route planner component). The management system-context relationships are captured by the links between the context and the management composites and between the management and functional system composites. The management composite decides the adaptation actions in response to the context changes received from the context or the functional system composites, and then these adaptation actions are used to adapt any of the three composites. For example, the availability of the traffic information from the context triggers an adaptation action in the management, which in turn selects a specific realisation for the route planner component.
(3) Enable the runtime adaptation of the context model, the functional system, and their relationships. To enable the runtime change of the aforementioned system elements in response to the context changes, our meta-model captures both the static and dynamic aspects of the system elements.
The static system aspect concerns the structural (definitional) elements of the context model and the functional system, including the entities in the context representation and the components and connectors in the functional system representation (see Figure 1) . The dynamic system aspect concerns the execution of the system, including the system states and execution path(s). The system states define the possible situations that the system elements can be in during execution, including the component state field of the functional system and the entity attribute of the context model in Figure 1 . Examples are the response time of a functional system component and the current location of the vehicle. The execution path(s) are a set of rules that guide the transition between the different states of the system elements, i.e. the management composite in Figure 1 . Based on the rule condition(s) (e.g. vehicle speed is greater than 70 km/h), a set of adaptation actions are triggered. These adaptation actions are for adding, removing, replacing, or modifying the system elements (e.g. adding the voice instruction component).
In the meta-model, we separate the system element definition (i.e. the runtime representation) from its realization (i.e. the actual system execution code). For example, we have the functional system component definition and its realization in the functional system composite, the entity attribute definition and its realization (i.e. context provider) in the context model composite, and the adaptation action definition and its realization in the change management composite (see in Figure 1 ). Doing so enables the change or swap of the element realization at runtime without affecting the system's overall structure and its elements relationships that are maintained at the system runtime representation layer. Furthermore, the runtime representations (and their realizations) can be changed at runtime to make the system have the ability to cope with the context changes. The elements of the meta-model: Let us examine the metamodel in detail as shown in Figure 1 .
(1) The Context Model (the top composite in Figure 1 ): To enable runtime adaptation of the context model, we have a runtime representation of the context model elements that are separate from but bound to the context providers.
(1.a) The runtime representation of the context model: The context is the information about the entities that are relevant to the system operation and/or adaptation. In Figure  1 , we define the context model as a set of entities (e.g. the traffic information) that can have multiple attributes. These attributes can be low level context (i.e. single attribute such as vehicle location), or high level context (i.e. multiple attributes with a condition on them such as the dangerous driving situation that is deduced when the vehicle speed is greater than 70 km/h and the driver uses the route planner without voice instructions).
The context composite is an entity itself, and as such the context can have hierarchal levels for easy modelling and context information access. In addition, the context composite supports changes to the context model itself by adding, removing, or replacing a context entity or a context attribute to reduce the monitoring overhead at runtime.
(1.b) Context providers: The context information is provided by a set of context providers that can be hardware sensors (e.g. the On-Board Diagnostic (OBD) system for providing the vehicle speed), or software sensors such as the software component that provides the driver preferences (e.g. shortest or quickest route). A benefit of separating the context representation from the context providers is to enable the runtime selection of the context providers based on the required context quality level (e.g. context information accuracy, freshness, etc.). For example, the time period that passed between sensing the traffic information and sending it to the vehicle route planning application may make the received traffic information different from the actual one. Therefore, the system should take into account the traffic information freshness in selecting its provider (e.g. selecting the provider that has the up-to-minute traffic information).
(2) The Functional System (the bottom composite in Figure 1 ): We have a runtime representation of the functional system that the change management layer can acquire the running system state from, and manipulate to achieve the runtime adaptation. We again separate the functional system realization from its representation. The functional system consists of a set of components that provide the system's core functionality (e.g. the component that displays the vehicle routes), and connectors that capture the interactions between these components. The change management layer needs to know the current system state to take the suitable adaptation actions if needed. Therefore, each element in our functional system representation contains the state field to provide the current status of the component (e.g. the driver does not use the vehicle route voice instruction component) as well as the definition field for defining the system functionality (e.g. the vehicle route voice instruction function).
The functional system composite is a component itself and therefore supports system modelling at different levels of abstraction. In addition, it can be adapted by adding, removing, and/or replacing the system components and their connectors. Furthermore, the functional system composite is linked with the context composite for obtaining the required context information to continue its operation (i.e. the operational system-context relationships). For example, the functional system obtains the driver route preferences to be used by the route planning algorithm.
(2.b) Functional system realizations: The system components in the system representation layer are place holders for actual realization of component variations. For example, different realizations (algorithms) for the route planner can be available and one of them is used depending on the context information available. In addition, the system state information in the representation layer (e.g. the route planning algorithm response time) is provided by monitors in the functional system realization part.
(3) The Changes Management (the middle composite of Figure 1 ): This composite is responsible for capturing the management system-context relationships in the form of adaptation rules. The context and/or the system state changes are used to trigger the evaluation of the adaptation rules conditions. When the conditions are evaluated to true, a set of adaptation actions are specified, and then they are performed on any of the three composites. The rule definitions are captured in the representation part, while their execution is by the adaptation action realization component.
An adaptation rule (as shown in Figure 1 ) is defined as having a set of conditions specifying when this rule is activated, and a set of actions defining the required adaptations when the rule conditions are evaluated to true. For example, when the traffic information becomes available in the context, the corresponding route planning algorithm in the functional system realization is selected.
In our meta-model, we use a set of general adaptation actions (add, remove, modify and replace) to simplify the diagram and they can be used for adapting any of the context model, the functional system, and the change management itself. However, they can be extended to include specific adaptation actions such as adding/removing context entity. Furthermore, the adaptation actions can have a system specific realization to ensure that they are performed without affecting the system consistency. For example, the component state can be transferred from a realization to another, in the case of switching between two different realizations for a system component.
We represent the adaptation rules as first class entities at runtime. Therefore, the change management itself can be adapted at runtime to improve the decision making performance by removing unwanted adaptive behaviours. For example, when the vehicle speed information is not available, its corresponding adaptation rules are disabled (to increase system efficiency).
B. A Component Model for Context-aware Adaptive Systems
To realize context-aware adaptive software systems using our meta-model, we introduce a context-aware adaptive systems component model (CAMP), i.e. all the aspects of the meta-model are realized through software components. As shown in Figure 2 , the specialized component model is based on the concepts introduced in our meta-model, incorporating specific context and adaptation-related features into a traditional component model.
(1) Required and provided function ports: For representing the system functionality, our component model has the required and provided function ports. These ports are used for connecting the system components together. A component is connected with another if the former requires a function that is provided by the latter. For example, the route planning display component requires the computed routes that are provided by the route planning algorithm component and these two components are so connected. In addition, the provided function ports of multiple components can be connected with the required function port of another component to allow runtime selection, such as the selection of a route planning algorithm/component among the variants.
(2) Required and provided context information ports: The functional system needs the context information to continue its operation, e.g. the use of the traffic information in the route planning algorithm for computing the possible routes. Furthermore, the change management composite requires the system states from the system monitors to make adaptation decisions. Consequently, we explicitly reflect the requirement and provision of such context information in our component model through the required and provided context information ports. The change management composite is used to decide the required adaptation actions, and then its components (i.e. those related to adaptation rules) should explicitly define these required adaptation actions. In addition, actual adaptation actions need to be performed on the relevant components that should specify explicitly what adaptation actions they support. For example, the route planner component has the ability to switch between different route planning realizations. As such, our component model has explicit required and provided adaptation action ports as shown in Figure 2 .
(4) Enabling condition: In our meta-model, we represent the system management as a set of adaptation rules, each of which in turn is as a set of conditions and actions. Therefore, we add the enabling condition element to our component model (see Figure 2) for the rule condition definition (e.g. vehicle speed is greater than 70 km/h).
In our component model, a component can be a simple component (i.e. Figure 2) or a composite component which consists of a group of components that are connected with each other. For example, Figure 3 shows a composite component that is composed of two simple components that are connected with each other via required and provided ports. In addition, the two required and provided ports of the simple components are exposed as required and provided ports of the composite component itself. This hierarchical view (i.e. component composition) enables system modeling at different levels of abstraction details. Following the meta-model shown in Figure 1 , an instantiated model that can be used by the software engineer to develop a context-aware adaptive software system using our component model is shown in Figure 4 . It maps the concepts in the meta-model to our component model. Firstly, the context providers and the functional system monitor components are represented as components that have only the provided context ports (e.g. Context Provider1, and Monitor1). Secondly, the context model, the functional system and the change management composites are represented as three separate composite components.
Thirdly, the context composite consists of subcomponents that correspond to the meta-model entity concept (e.g. Entity2). Each sub-component has a set of provided context ports which correspond to the attribute concept in our meta-model (e.g. Attribute1). Furthermore, the context composite has provided adaptation actions to enable the context model adaptation (e.g. Remove Entity2). Finally in Figure 4 , the change management composite consists of sub-components that represent the system adaptation rules (i.e. the management system-context relationships). Each sub-component (e.g. R2) has the rule enabling condition(s) (e.g. Attribute2 > 40), and the rule action(s) as a required adaptation action port (e.g. Add Component2). In addition, the context attributes and system states in the rule conditions are exposed as required context ports of the rule component to obtain their values from the context or functional system composites. Furthermore, this composite also has some provided adaptation action ports to enable its own adaptation (e.g. Remove R2).
C. Development Tool for Context-aware Adaptive Systems
To support the development of context-aware adaptive software systems using our approach, we have developed a tool based on our meta-model and component model, the context-aware adaptive systems development tool (CAST). Its main screen is shown in Figure 5 . It enables the software engineer to model and generate the system implementation, and to validate and verify the system's context-aware adaptive behaviour [9-11]. The following are the steps that the software engineer should follow when developing a context-aware adaptive software system using our approach and tool:
Step 1: Create a system model using our tool based on the component model and meta-model described above. Then a corresponding XML file can be generated automatically, capturing the system's model and following the XML schema shown in Listing 1. This schema describes the system as having at least three components (i.e. the functional system, the change management, and the context model), and each component has required and provided functionality (i.e. 
and, or).
Step 2: Verify the system adaptive behavior. Using our tool, first, the system adaptive behavior model is transformed to a Petri Net. Second, the properties that need to be checked (e.g. adaptation rules redundancy, circularity, etc.) are generated in the form of temporal logic. Finally, a model checker is used to check the Petri Net model against these properties. More details about this formal verification step can be found in [11] .
Step 3: Generate the system implementation. A set of Java classes corresponding to the system model is generated automatically. The generated classes for the context providers, the functional system realizations and the adaptation action realizations need to be completed by the system developer as their code is system specific.
Step 4: Validate the context-aware adaptive behaviour of the system visually. The system and the context providers are visualized and the software engineer can put specific context values. Then he can press the "Adapt to the Context Information Changes" button to see the context changes effect into the system. This feature enables the detection of missing and incorrect adaptation behaviours visually as will be shown in the next section. These two errors are not detected by the formal verification automatically, where they are related the system's adaptation requirements.
Step 5: After completing the system adaptive behavior test. If new adaptive behaviors are defined or the defined behaviors are changed, steps 1 through 4 are repeated again. When the software engineer is satisfied with the model, he passes the generated implementations to the system developer to complete the required code.
Listing 1: Context-aware adaptive system XML schema <xsd:complexType name="System"> <xsd:sequence> <xsd:element name="Component" type="Component Des" minOccurs="3"/> </xsd:sequence> </xsd:complexType> <xsd:complexType name="Component Des"> <xsd:sequence> <xsd:element name="Name" type="xsd:string"/> <xsd:element name="ReqFunction" type="ReqFunction Des" minOccurs="0"/> <xsd:element name="ProFunction" type="xsd:string" minOccurs="0"/> <xsd:element name="ReqContext" type="ReqContext Des" minOccurs="0"/> <xsd:element name="ProContext" type="xsd:string" minOccurs="0"/> <xsd:element name="ReqAction" type="ReqAction Des" minOccurs="0"/> <xsd:element name="ProAction" type="xsd:string" minOccurs="0"/> <xsd:element name="Condition" type="Condition Des" minOccurs="0"/> <xsd:element name="SubComponent" type="xsd:string" minOccurs="0"/> </xsd:sequence> </xsd:complexType> <xsd:complexType name="ReqFunction Des"> <xsd:sequence> <xsd:element name="Name" type="xsd:string"/> <xsd:element name="FunctionProvider" type="xsd:string" minOccurs="0"/> </xsd:sequence> </xsd:complexType> <xsd:complexType name="ReqContext Des"> <xsd:sequence> <xsd:element name="Name" type="xsd:string"/> <xsd:element name="ContextProvider" type="xsd:string" minOccurs="0"/> </xsd:sequence> </xsd:complexType> <xsd:complexType name="ReqAction Des"> <xsd:sequence> <xsd:element name="Name" type="xsd:string"/> <xsd:element name="ActionProvider" type="xsd:string" minOccurs="0"/> </xsd:sequence> </xsd:complexType> <xsd:complexType name="Condition Des"> <xsd:sequence> <xsd:element name="Attribute" type="xsd:string"/> <xsd:element name="ArithmeticOperator" type="xsd:string"/> <xsd:element name="Value" type="xsd:string"/> <xsd:element name="LogicalOperator" type="xsd:string"/> </xsd:sequence> </xsd:complexType>
IV. CASE STUDY
In this section, we follow the steps discussed above to develop the context-aware adaptive vehicle route planning software system as described in section two.
A. The System Model
We first create a model for the vehicle route planning software system as shown in Figure 6 (Step 1) . This model has the following elements.
Context providers: In Figure 6 , the context providers are: (a) the On-Board Diagnostic (OBD) system for providing the vehicle speed and its availability information; (b) the driver's mobile for providing his route preferences; (c) the traffic information service provider and road side units for providing the traffic congestion information.
Context representation: The context model has three entities (components): the vehicle information, the driver preferences, and the traffic information as shown in Figure 6 . These entities represent the environment information that is needed by the route planning system to continue its operation or for triggering the system adaptation. In addition, the context composite is able to add, remove, or replace the context entities (e.g. remove the traffic information entity).
Functional system representation:
It represents the system functionality and has two components as shown in Figure 6 . First, the route planner provides the possible routes between the current location and destination. These routes are computed by different algorithms based on the available context information. The route planner component has the ability to switch among these different route planning algorithms implementations. For example, route planning two is used when the traffic information and the driver preferences are both available. Second, the route planning display presents to the driver the route computed by the route planner onto a map together with the journey progress and voice instructions. There are two variants for this component: (a) only the map with journey progress information over it (i.e. only the map component is used); (b) the map with the journey progress and voice instructions for the selected route (i.e. both the map and the voice instruction components are used). This variation is achieved by adding and removing the voice instruction component. The route planning one component considers the driver route preferences in calculating the routes. In addition, its state (i.e. the component is selected and used by the system or not) is provided by route planning one monitor. The component route planning two provides the available routes based on both the traffic congestion information and the driver route preferences. Besides, there are realizations for displaying the computed route onto a map and for providing the voice instructions for the selected vehicle route.
Change management: This composite component consists of a set of rules that are used to determine the required adaptation actions in response to the context changes. Our example has many adaptation rules. To save space, we show only three adaptation rules that represent different adaptation categories (the middle part of Figure 6 ). These rules are for adapting the context model (R1), the functional system (R2), and the change management (R3).
(1) When the driver uses route planning one, the system needs to consider the driver route preference only, and then the traffic information context entity needs to be disabled to reduce the monitoring overhead. As such, component rule one in Figure 6 has the enabling condition "is the driver uses route planning one (i.e. active)?" and the required adaptation action "remove traffic information" context entity.
(2) In Figure 6 , we define R2 as a component that evaluates to true when the vehicle speed is greater than 70 km/h (i.e. the rule enabling condition), and has the adding (i.e. enabling) of the voice instruction component as the required adaptation action to reduce the driver distraction.
(3) When the vehicle speed is not available, the evaluation of rule two is unwanted, and it adds overhead to the system and as such this rule should be removed or disabled. Therefore, the component R3 defines the unavailability of the vehicle speed as its enabling condition and has removal of R2 as the required adaptation action.
B. The XML Description
Following the XML schema of Listing 1, a part of the generated XML file for the context-aware adaptive route planning system model (i.e. Figure 6 ) is given in Listing 2. The XML file is structured as follows. Firstly, the context model is described as a set of components that represent the context entities. In Listing 2, the vehicle information context entity is a component, which has the vehicle speed as a context attribute. This attribute is provided via another component called the OBD system (i.e. a context provider).
Secondly, the functional system is described by a set of components that provide the system functionality and they are connected with each other via required and provided function ports. For example, the Route Instructions required port in the Voice Instructions component is connected with the Route Instructions provided port in the Voice Instructions Realization as shown in the middle part of Listing 2.
Finally, the change management is made of a set of components that represent the system adaptation rules. For example in Listing 2, component R2 describes a rule that has a condition, "if vehicle speed is greater than 70 km/h", and the "add voice instruction" adaptation action. The complete XML description of the system model can be found in [10] .
C. Verfying the System Adaptive Behavior Formally
The system adaptive behaviour may have errors such as inconsistency, redundancy, circularity, and incompleteness. First, the adaptation actions that are fired concurrently may contradict each other (i.e. inconsistent). For example, the fired adaptation actions are to add and remove the same system component. Second, if the same adaptation action is fired twice in the same context situation, then there is a redundancy in the system adaptive behaviour. Third, a chain of adaptation actions are fired continuously means that there is a cycle within the adaptation rules. Finally, if there is a context situation that has no reaction from the system, then the system adaptive behaviour is incomplete. As such, the system adaptive behaviour needs to be verified to detect these errors (Step 2).
Listing 2: Route planning system XML description
<Name> VehicleInformation </Name> <ProContext> VehicleSpeed </ProContext> <ReqContext> <Name> VehicleSpeed <Name> <ContextProvider> ODBSystem <ContextProvider>
<Name> VoiceInstructions </Name> <ProFunction> RouteInstructions </ProFunction> <ReqFunction> <Name> RouteInstructions <Name> <FunctionProvider> VoiceInstructionsRealization <FunctionProvider>
<Name> R2 </Name> <ReqContext> <Name> VehicleSpeed </Name> </ReqContext> < ReqAction > <Name> Add_ VoiceInstructions </Name> </ ReqAction > <Condition> <Attribute> VehicleSpeed </Attribute> <ArithmeticOperator> GreaterThan </ArithmeticOperator> <Value> 70 </Value> <LogicalOperator> null </LogicalOperator> </Condition> </Component> … For enabling the system adaptive behaviour verification, we linked our CAST tool with the Romeo tool [12] . This link is performed through generating two input files to the Romeo tool. First, a Petri Net corresponds to the system adaptive behaviour model is generated as an XML file. Second, a file is generated which has the properties (in the form of Timed Computational Tree Logic) that need to be checked (e.g. is the system adaptive behaviour consistent). Then, the Romeo tool is used to verify the system adaptive behaviour. After that, we obtain the verification results and display them in our tool in a user friendly manner.
We enable the specification of the Petri Net initial marking using our tool through a GUI that visualizes the context providers (the left part of Figure 7 ). Using this GUI, the software engineer specifies the context values (e.g. the vehicle speed is 75 km/h). These values are used for evaluating the adaptation conditions. When, a condition is evaluated to true (e.g. vehicle speed is greater than 70 km/h), its corresponding input place in the Petri Net is activated.
The adaptation rules in Figure 6 are simple, where we had simplified the system model, and then they do not have errors except missing adaptive behaviours. To show a type of error, we added a rule that remove the voice instruction component when the vehicle speed is lower than 80 km/h (R4). As such, when the vehicle speed is equal to 75 (the left part of Figure 7) , the adaptation rules two and four are evaluated to true at the same time. As a consequence, the adaptation actions in this case are adding and removing the voice instruction component (i.e. inconsistent adaptation actions as shown in the right part of Figure 7) . Details of our approach to verifying the system adaptive behavior and a complete case study can be found in [11] . 
D. Validating the System Adaptive Behavior Visually
After the system model is created and its adaptive behaviour is formally verified (i.e. Steps 1 and 2) , the system implementation is generated (i.e.
Step 3). After that, the system adaptive behaviour is visually validated with regard to the system adaptation requirements by choosing "Run the System Adaptive Behaviour Test" from the tool's menu (i.e.
Step 4). To do so, we generate a code that makes an instance of the system implementation and a GUI that is linked with this instance. This GUI visualizes the context providers, the context model, the functional system and the change management. Using this GUI, the software engineer can change the context situation by providing specific context values in the displayed textboxes. Then, by pressing the "Adapt to the Context Information Changes" button, the system implementation instance is adapted to the context changes and its state is displayed in the GUI. Figure 8 shows an example, where the software engineer changes the vehicle speed availability value to be "inactive" and the route planning one state to be "active". This context situation activates the adaptation rules one and three: (a) the context model is changed by removing the traffic information context entity and (b) the change management is adapted by disabling the adaptation rule two. By repeating this process, (a) missing adaptation rules can be detected, if providing a context situation has no reaction from the system; (b) incorrect adaptation rules can be detected, if context changes lead to unexpected system reactions. After the detection and correction of the system's adaptive behaviour errors and the system engineer is satisfied with the design models, the generated implementation is completed by the system developers (i.e.
Step 5). Details of this case and other case studies can be found in [9] [10] [11] . 
V. RELATED WORK AND DISCUSSIONS
A number of approaches have been proposed to support the development of context-aware adaptive software systems from self-adaptive and context-aware perspectives. We have performed an analytical survey of the existing research from both of these perspectives [13] . In this section, we briefly analyze the existing and our approaches in relation to the requirements we have identified.
Separation of Concerns: Existing approaches follow one of the two ways in system modeling. First, some separate the system functionality from its management but consider the context representation implicitly, i.e. no separate context model, as found in self-adaptive systems research [1] . As a consequence, the system modeling, realization and evolution become complex and error prone. Second, other approaches have an explicit context representation but hard-code the system management with its functionality, as found in context-aware systems research [6] . As such, they limit the system's runtime adaptation capability. In our approach, we separate the three aspects and keep them integrated from modeling to implementation and to runtime execution by capturing the system-context relationships explicitly. As such, we can clearly capture and manage the system model, the context model, and their relationships.
Runtime changes of the context model: The context model needs to be changed at runtime to reduce the monitoring overhead by only selecting the context model elements that are needed by the functional system. Most of the existing approaches have only a design time context model [7] , and even those approaches that have a runtime context representation do not provide a method for managing the context model, i.e. they left this task to the system [14] [15] [16] . Therefore, the complexity of the (functional) system is increased, and the runtime context model changes become difficult. For example, in the MUSIC project [16] , the context model elements are represented at runtime and when an element is needed it is activated. But, they do not provide a method of managing the context model, which they left that as the system's responsibility. Our approach has a runtime representation of the context model and its management enables its runtime changes.
Two types of contexts: There are two types of context information that needs to be considered: (1) the environment context, which is the environment information that affects the system operation; (2) the system context, which is the system states that the system management needs to know to initiate the adaptation process if needed. Current research considers either the environment context [15, [17] [18] [19] [20] , or the system context [21] [22] [23] . Our approach takes into account both the environment and the system contexts explicitly.
System-context relationships: The system-context relationships can be classified into operational relationships, and management relationships. Most of existing approaches consider these relationships implicitly [21, [23] [24] . As such, the complexity of the system increases and the modeling and change of system becomes error prone. Even the approaches that consider these relationships explicitly [15, 20] consider only one type of these relationships (see Table 1 ). In our approach, we represent the two types of relationships explicitly and separately. 
Relationships runtime changes: Existing approaches do not maintain a runtime representation of the system-context relationships, and do not take their runtime changes into consideration [13] . Our approach maintains a runtime representation of these relationships to enable their runtime change based on the context and system changes.
Relationships specification and validation: Existing approaches use state-based models [23, 30] or utility functions [22, 33] to capture the management system-context relationships. But the process of specifying and implementing the management relationships using their techniques is complex in case of having a large number of adaptation behaviors [13] . In addition, using the conditionaction rules to express them is easy [24, 31] , but needs to be validated. In our approach, we adopted the condition-action rules where they are expressive. In addition, our component model supports their visual representation, and our tool is used to visually validate and formally verify these relationships as shown in section four.
System realization: The existing systems' component models only define explicitly the required and provided functional interfaces (e.g. Acme [36] , Darwin [37] , and etc.) or further have the provided adaptation actions interfaces (e.g. Fractal [38] , ArchJava [39] , and etc). Our component model extends them to include explicitly the (a) required and provided context information, (b) required adaptation actions, and (c) adaptation conditions (i.e. the component enabling condition) that define the situations where the system needs to adapt itself. As such, it provides an easy way to represent the operational system-context relationships by linking the required and provided context ports of the system components, and the management system-context relationships as a set of components. These management components specify the required adaptation actions interfaces based on the context state. Then, the required adaptation actions are linked to the system components that have the provided adaptation actions. Table 1 summaries the analysis above and highlight (as shaded) our contributions as discussed above, and more details about this comparison can be found in [10] .
VI. CONLUSIONS AND FUTURE WORK
In this paper, we have proposed an approach to modeling and realizing context-aware adaptive software systems. We have considered the functional system model, the context model, and their relationships explicitly from system modeling to realization and to execution. In addition, we have proposed a component model (CAMP) that incorporates explicitly support for definition of the system's functionality, context and management. It makes the capturing of the system-context operational and management relationships easier. Furthermore, we have developed a prototype tool (CAST) for generating the system implementations from their models, and verifying and validating the system adaptive behavior. We have also demonstrated our approach through the modeling and the realization of a context-aware adaptive vehicle route planning software system.
Compared to existing approaches, our approach has the following key contributions. First, the separation of the context model from the system model enables that the system-context relationships be clearly captured and managed. Second, it further differentiates and represents the operational system-context relationships from management ones to enable appropriate support. Third, it supports the runtime adaptation of the context model and the systemcontext relationships to reflect the runtime changes to the system and its contexts and reduce system overhead. Fourth, the system modeling task is made easier using our component model that directly incorporates context and management support. Furthermore, the system implementations can be generated from their models and the system adaptive behavior can be formally verified and tested visually.
As future work, our approach can be enhanced in several directions. First, software systems are usually deployed in environments which are not totally anticipated at the system design time. While we have a runtime representation of the system aspects (including rule-based management) to be able to cope with unanticipated context changes, runtime system management strategies and decision-making techniques are required to fully realize this capability. Second, we have applied our approach to several case studies [9] [10] [11] , and the results were promising. We will perform more validations to assess the applicability and practicality of our approach. Finally, our approach supports only the changes in the system's parameters and structures. We will further consider the system's behavior changes [30] .
