Abstract: This work-in-progress paper will present our experiences in developing a new Software Testing and Quality Assurance (QA) course that integrates evidence from research and new developments in software testing as well as engineering education. The specific goals are: 1. To incorporate empirical studies in software engineering to supplement instruction in testing of all aspects, including safety, security, reliability, and performance. 2. To increase focus on particular topics of high relevance such as formal testing of safetycritical systems and software inspection through targeted pedagogical interventions. 3. To leverage existing instructional materials from the software engineering education community to create and explore blended learning models such as a flipped classroom. 4. To integrate and promote inclusive and reflective teaching practices in computer engineering courses, in general.
Introduction
Evidence-based instruction or education is generally considered as the utilization of existing evidence from research and literature on education 1 . While findings from educational research are critical, appraisal of discipline-specific research is often overlooked or not well-integrated into instruction. We propose a unique research-to-practice model that combines evidence from research on education as well as the discipline itself. As a case in point, research literature in software testing is rich in empirical studies on software testing techniques, tools, and processes, encompassing systematic testing of both traditional stand-alone software systems as well as the increasingly larger systems of systems and embedded software 2 . Educators and educational researchers, on the other hand, have equally contributed towards pedagogical methods and instructional materials for software engineering education. In this paper, we present our experiences in developing a new Software Testing and Quality Assurance (QA) course that integrates evidence from research and new developments in software testing as well as engineering education.
Background
Our department is currently developing several new courses in an effort to expand the undergraduate and graduate curriculum in crosscutting areas of software engineering, embedded systems, and cybersecurity. The software engineering curriculum (Table I) , in particular, has been expanded significantly during the 2014-15 academic year with the introduction of three new area-specific courses (CS 6027 -Requirements Engineering, CS 6028 -Large-scale Software Engineering and EECE 6032 -Software Testing and Quality Assurance) and one cross disciplinary course (CS 7040 -Trustworthy System Design, Implementation, and Analysis). These new courses build upon the undergraduate introductory software engineering course 3 and complement the existing embedded systems curriculum 4, 5 . 
Methods (Courseware)
The overall goal of the EECE 6032 -Software Testing and Quality Assurance course was for each student to understand the basic principles of software testing and quality, and their role in contemporary software engineering. An additional goal for graduate students was to examine research areas of interest, and be prepared to conduct research in software engineering in general. The ABET student learning outcomes of the course were:
• To understand how to develop a test plan for a set of software requirements and how to measure the quality of software and the development process itself (a, e)
• To comprehend the software testing and quality assurance processes for both traditional and distributed projects (a, g)
• To apply testing and quality assurance concepts to small-scale software projects (a, c, e, g, k)
• To comprehend formal verification methods (a, e)
The course was designed to include in-class learning through group problem-solving and traditional lectures, out-of-class learning through online lectures and/or research literature reading for selected topics, and a semester-long team project focused on application of testing techniques as well as performing QA activities. Additionally, graduate students were required to complete a research component.
Course Topics
The topics in the EECE 6032 course were primarily aligned with two Knowledge Areas (KAs) in the Software Engineering Body of Knowledge (SWEBOK): software testing (KA5) and software quality (KA10), with some overlap in other relevant KAs such as software configuration management, software engineering process, and software engineering models and methods (see Table II for details).
Course Delivery
We used different instructional modalities and methods based on the nature and priority of topics. For example, traditional lectures on most testing techniques were followed by in-class group problem solving (marked as  in Table II ). These in-class activities were designed to immediately apply and reinforce concepts covered in the lecture.
Selected concepts such as test selection criteria, test oracles, exploratory testing, and the complexity (or perhaps, the impossibility) of complete/exhaustive testing, were offered as "blended learning (flipped)" modules i.e., students watched video lectures outside of class (marked as  in Table II ) and spent the class time for group problem-solving and discussion. Although there was no reduction in face-to-face (F2F) time, we refer the combination of F2F interactions and out-of-class online instruction as "blended learning". This was made possible by the availability of publicly-available instructional materials that were developed through federally funded projects for the sole purpose of improving education in software testing (see "Acknowledgment" section for details).
Integration of Evidence from Software Engineering Research
A number of empirical studies in the software engineering research literature were utilized to supplement instruction of several topics (marked as  in Table II ) throughout the course. Such studies, particularly the results, were introduced as a part of in-class lectures or discussions. Students were then asked to critically review the study as an out-of-class assignment, reflect on how the concepts and results related to their current understanding, and report a summary and reflection, with particular emphasis on quantitative results. For example, to highlight the inefficacy of code coverage as a metric of test suite quality, we incorporated a recent study by Inozemtseva and Holmes 6 . A total of eight experimental studies [6] [7] [8] [9] [10] [11] [12] [13] , one case study 14 , and two survey/review articles 15, 16 were integrated into the course content. Of these, five studies/articles had accompanying required "review-reflect-and-report" assignments. It is noteworthy that reflection was a critical aspect of these assignments. Students were explicitly asked to retrospect on their prior experiences in software engineering projects and identify how it relates to concepts, results and/or arguments in their reading assignments. 
Team Project and Research
Each student team consisted of 3-4 members with at least one graduate student and one student in the computer science program. The goal of the team project was to provide an opportunity for students to apply some specific testing techniques or tools to one or more chosen System Under Test(s) (SUTs) of interest (either open-source software, or software that they developed for other projects). The minimum project requirements were: (1) including both testing and QA components, although it was up to each team to decide on the proportion of both components, (2) developing and executing a test plan, even if testing was a small part of the project, and (3) performing a manual software inspection for selected modules or the whole SUT.
Students were encouraged to leverage publicly-available SUTs and test suites to apply testing techniques and tools. Here, we provide a summary of resources that other educators can use as well as provide as recommendations to their students.
• Software Assurance Reference Dataset (SARD) 17 : Developed and maintained by the National Institute of Standards and Technology (NIST), SARD provides a collection of test programs and test suites, along with known defects and vulnerabilities (most defects are security-related). The test cases in the dataset are well-documented and allows for understanding the defects as well as writing new test cases.
• Recommended open-source test suites and test programs: apache-poi 18 , google-vis 19 , jdom 20 , jfreechart 21 , jgrapht 22 , jmeter 23 , joda-time 24 , and weka 25 .
For the research component, graduate students were required to identify and answer a research question of interest. Undergraduate students shadowed graduate student mentors in their team and completed a short abstract along with a reflection of their experience. To allow for interactions with different programs within engineering and computer science, the research component was integrated into assignments, and the second offering (Fall 2015) increased focus on interdisciplinary team projects, including tool-supported test management and testing of large-scale software-intensive systems.
Targeted Pedagogical Interventions
In order to increase focus on topics of high relevance to testing of software-intensive safetycritical systems 26, 27 (formal verification and software inspection), two interventions were implemented:
1. Besides regular instruction and learning activities on formal methods, a leading researcher and proponent of formal methods was invited to construct and present a follow-up talk on formal verification of safety-critical systems. The goal of this intervention was to emphasize on construction of formal specifications for automatic static analysis and symbolic model checking, both, in the context of testing software in aerospace systems.
2. For software inspection, students were required to perform manual inspection of their SUTs as a part of their team project. Additionally, an invited lecture was arranged to promote an awareness of intellectual property and its implications for software testing, particularly during manual or tool-supported inspection.
Inclusive Teaching Practices
As a part of our personal interest in creating inclusive learning experiences for engineering students, we adopted several strategies to uphold inclusivity in teaching and learning. We report these ideas and methods here for several reasons: (1) some of these strategies were inspired by diversity initiatives led by ASEE as well as our own institutional/departmental working groups and therefore, we believe that reporting our experiences will highlight and better capture the impact of such initiatives, (2) inclusiveness is presumably perceived and actualized in different ways in engineering education, and it may be important to identify and share the differences and similarities in inclusive practices and its significance in development of engineers, and (3) we believe this will stimulate educators to consider, develop, and report such practices as a part of their course or program development. Here, we summarize a few inclusive approaches as they relate to software engineering education.
• Developing and including a statement of inclusion in the syllabus such as, "The diversity of the participants and their ideas are a valuable source of ideas and software engineering creativity…", and mindfully putting the statement into practice throughout the course delivery and interactions with students.
• Featuring pioneers in software engineering during in-class discussions and presentations: Kent Beck and Eric Gamma (unit testing), Richard Battin and Margaret Hamilton (safetycritical systems), Martin Fowler (continuous integration, extreme programming), Grace Hopper (who coined the term software "bug" and "debugging"), John Musa (software reliability and usage-based statistical testing), and Mary Shaw (software architectures). Contributions of these pioneers and brief historical perspectives were integrated at appropriate places into course activities and materials.
• Ensuring diversity in reading materials (see assigned articles [6] [7] [8] [9] [10] [11] [12] [13] ) and guest speakers.
Assessment
Students were assessed based on the following grade distribution: In-class activities and participation (10%), out-of-class assignments (25%), two exams (15% each), testing and QA team project (35%).
Preliminary Results
The course has been offered twice so far (Spring 2015 and Fall 2015) serving a total of 46 students from three program areas (computer science, electrical engineering, computer engineering). Figure 1 and Figure 2 show demographics of course participants. While the course was open to both undergraduate seniors and graduate students, only the first offering had students from both levels (13 graduate and 9 undergraduate seniors); participants in the second offering were all graduate students. Table III shows qualitative feedback obtained from students on various course activities. The majority of students found the course to be well-structured and collaborative. The in-class activities, in particular, received positive reviews. 
Course activity
Excerpts from student feedback
In-class group activities "One of my favorite parts were the in-class activities because it allowed me to apply the material that we just learned as well as work with other students and get to know them."
Intervention on formal methods "The idea of formal methods and automated testing is absolutely amazing. After this talk, it definitely makes logical sense how it is done. All of this relates to my current work experience and I am eager to get back to work and apply them to a project that might not have these tools implemented yet!"
Blended learning "This style of teaching is still relatively new to me. The videos that were posted articulate the material well. I think this course could be done with a reverse (flipped) class room setting if the size stays small."
"Regarding the proposed new model of the class of watching some videos or reading some papers then discussing them in class, I do not really like it. I do find it useful to review the current literature and research on the topics, but I think it would be more worthwhile to watch the videos or read the articles in class and discuss them as a whole."
Limitations and Future Work
First, there were no quantitative methods or a control group to statistically measure the impact of pedagogical interventions. However, based on the qualitative results, we believe that our implementation was successful, particularly in emphasizing and promoting formal methods and software inspection. Furthermore, the integrated inspection component in the team project and the two invited in-house experts are sustainable resources for subsequent offerings of this course.
Second, tool-supported test plan management was highly encouraged, but not mandated in team projects. Streamlining tool usage for test management as well as static and dynamic code analysis are a part of ongoing work. Last, blending learning was limited to a few topics and does not represent the true scope of the technique. We are currently developing an online version of the course and exploring how we can leverage the online content for our on-campus students.
Conclusion
In summary, we have successfully developed and implemented a new course in software testing and quality assurance that integrates blended learning, evidence from software engineering research, and topic-specific interventions. We believe that this work will be of interest to practitioners of evidence-based instruction and other educators in the software engineering community.
