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Abstrakt
Práca sa zaoberá vytváraním aplikácie pre OS Android, získavaním informácií o za-
riadení a testovaním výpočtového výkonu. V tejto práci sa hovorí o historii, vývoji a
architektúre OS Android. Je tu opísaný postup práce vývoja aplikácie pre OS Android.
Výstupom tejto práce je aplikácia na zistenie informácii o mobilnom zariadení a na tes-
tovanie jeho výpočtového výkonu.
Summary
The work deals with creating applications for the Android OS, gathering information
on mobile device and testing of computing power. In this theisis we talk about the his-
tory, development and architecture of the Android OS. Described here the application
development fo Android OS. Process The output of this work is an application for finding
information on the mobile device and to test the computational performance.
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1. ÚVOD  
Android je operačný systém, ktorý sa v poslednom období stal veľmi 
obľúbený pre mobilné platformy a to či už pre mobilné telefóny tak aj pre tablety 
a iné mobilné zariadenia a to hlavne vďaka tomu, že je voľne šíriteľný, čiže je ho 
možné získať zadarmo a aj pre svoju rozšírenú podporu vo svete a hlavne ponúka 
široké možnosti pre vývojárov softvéru, takže je naň aj veľký výber aplikácií. 
V tejto bakalárskej práci sa budem venovať vlastnostiam a testovaniu 
mobilných zariadení s operačným systémom Android. Na Začiatku by som chcel 
ozrejmiť základné teoretické informácie o Androide, ako vznikol a jeho vývoj. 
Prešiel by som aj štruktúru a architektúru tohto operačného systému. 
Mojou úlohou je preskúmať ako je možné  získať informácie o hardvéry 
a softvéry v mobilnom zariadení na ktorom je operačný systém Android. Tieto 
údaje je potrebné následne interpretovať v mnou vytvorenej aplikácii. Moja 
predstava je aby bola aplikácia prehľadná a ľahko pochopiteľná a pritom spĺňala 
požiadavky ktoré sú zadané. Mal by to byť prehľadný výpis informácií roztriedený 
do skupín. Chcel by som pomocou aplikácie zistiť čo najviac údajov o hardvéry 
a pritom zachovať prehľadnosť. 
Ďalšou úlohou je zistiť ako by bolo možné realizovať testovanie 
výpočtového výkonu mobilného zariadenia a následné navrhnutie a vývoj 
aplikácie.  Túto časť úlohy by som chcel zrealizovať pomocou viacerých overených 
výpočtových operácií. Zistil by som si aké typy výpočtov sa používajú na testovanie 
výpočtového výkonu zanalyzoval by som ich a na ich základe by som zrealizoval 
vlastný výpočtový test, ktorý by preveril mobilné zariadenie. Kvôli praktickosti 
mám v pláne obe aplikácie zlúčiť do jednej tak, aby si jej užívateľ mohol v menu 
vybrať vždy či chce zistiť informácie alebo či chce testovať výpočtový výkon 
mobilného zariadenia. 
Z nadobudnutých skúseností následne zostavím laboratórne úlohy do 
počítačových cvičení, čo je mojou ďalšou úlohou.  Prvé cvičenie by bolo venované 
výberu vývojového prostredia, jeho následná inštalácia a aj inštalácia potrebných 
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doplnkov. Tiež by som ukázal postup ako si vytvoriť prvý projekt na 
programovanie pre Android. Následne by som prešiel k tvorbe a návrhu 
jednoduchej aplikácie. Táto aplikácia by mala za úlohu naučiť základy o tom aká je 
štruktúra súborov, aké sú možnosti pri tvorbe projektu a celkové zoznámenie sa so 
základnou štruktúrou kódu.  V druhom počítačovom cvičený by som chcel 
nadväzovať na predchádzajúce cvičenie a predstaviť pokročilejšie funkcie. Ukázal 
by som ako sa tvorí základné menu či ako sa prenášajú dáta v rámci jednej 
aplikácie. 
Mojou poslednou časťou práce je porovnanie procesorov a čipových sad, 
ktoré som spracovával a ich aktualizovanie. 
V tejto práci by som chcel dosiahnuť všetky spomenuté úlohy a to s čo 
najväčším prínosom. Zároveň by som chcel ešte čo najviac prehĺbiť svoje znalosti 




2. HISTÓRIA OPERAČNÉHO SYSTÉMU ANDROID  
V októbri roku 2003 vznikla spoločnosť Android Inc. v meste Palo Alto v 
Kalifornii. Za jej vznikom stáli traja ľudia a to Andy Rubin, Rich Miner a Nick Sears. 
Informácií, ktoré by odhaľovali presne ako sa projekt vyvíjal pri jeho začiatku je 
málo, nakoľko firma v tom čase všetko utajovala a jediné čo je známe je, že vyvíjala 
produkt pre chytré mobilné zariadenia. 
O dva roky neskôr sa o projekt začala zaujímať firma Google a 17. Augusta 
2005 nakoniec spoločnosť Android kupuje aj  jej zakladateľmi a vývojármi. 
Verejnosť presne nemala žiadne presné informácie o tom čo spoločnosť Android 
robila, takže vznikali iba dohady že firma Google by chcela vstúpiť do oblasti 
mobilných zariadení. 
Vývoj projektu pod vedením firmy Google prebiehal s čo najmenšou 
medializáciou. Pôvodný vývojár Andy Rubin bol na čele projektu a mal za úlohu 
vytvoriť systém pre mobilné zariadenia na základoch Linuxu. Google začal v tom 
čase informovať výrobcov mobilných zariadení, že vyvíja nový druh operačného 
systému pre chytré telefóny, ktorý bude flexibilný a ľahko vylepšiteľný. 
O dôležitosti tohto projektu svedčil aj fakt, že Google si v tom čase nechal uznať 
veľa patentov ktoré sa týkali aplikácií pre mobilné zariadenia. 
Dňa 5. Novembra 2007 bola založená organizácia OHA (Open Handset 
Alliance). Toto zoskupenie zastrešovalo skupinu viac ako 30 technologických 
firiem. V tejto aliancii boli spoločnosti ako Google, Motorola, Samsung, LG, Intel, 
Nvidia, T-Mobile, atď. Podľa vyjadrenia zakladateľov bolo cieľom organizácie 
vytvorenie spoločných otvorených štandardov pre mobilné zariadenia. V ten istý 
deň ohlásila organizácia OHA aj svoj prvý produkt a to platformu pre mobilné 
zariadenia ktorá mala základ v Linuxovom jadre a nazvali ju Android Open Source 
Project (AOSP). Ďalší členovia sa do organizácie pripojili v Decembri 2008, 
napríklad ARM Holding, Sony Ericsson, atď. Organizácia OHA vyvíja okrem 
systému Android aj nástroj Android SDK, čo je nástroj pre programátorov, ktorý 




3. VERZIE OPERAČNÉHO SYSTÉMU ANDROID  
Android 1.0 
Prvá komerčná verzia operačného systému bola Android 1.0, ktorú 
predstavili 23. Septembra 2008 v zariadení HTC Dream. Na trh sa dostal 22. 
Októbra 2008 v USA a v Európe bol až v apríli 2009. Keďže bol telefón veľmi 
úspešný prerazil do celého sveta. Rozbaľovcie okno s upozornením, ktoré sa 
používa dodnes bolo súčasťou už od prvej verzie.  
Bol prístupný aj Android Market, ktorý obsahoval približne 30 aplikácií. Vo 
februári 2009 vyšla aktualizácia Android 1.1 ktorá opravovala hlavne chyby. 
V tejto verzii boli obsiahnuté nasledujúce funkcie: Android Market, 
Internetový prehliadač, Google mail, Google maps, Google contacts, Google 
calendar, odosielanie textových správ, prehrávač médií, LED notifikácie, Hlasové 
vytáčanie, WiFi, Bluetooth, Alarm, Kalkulačka, ...  
 
Android 1.5 
Ďalšia verzia Android 1.5 tiež označovaná ako ‚Cupcake‘ bola vydaná 30. 
Apríla 2009 a ako základ mala Linuxové jadro verzie 2.6.27. Táto aktualizácia 
priniesla systému niekoľko nových funkcií a zlepšila používateľské rozhranie. 
V tomto čase sa nachádzalo v Android Markete už cez 3000 aplikácií. Ako hlavné 
zmeny boli:  
 Podpora virtuálnych klávesníc od tretích strán s podporou vlastných 
slovníkov 
 Nahrávanie a prehrávanie videa vo formátoch MPEG-4 a 3GP 
 Vylepšenie registra hovorov 
 Funkcia kopírovať, funkcia vložiť 
 Nahrávanie videí na YouTube 
 Podpora párovania a stereo pre Bluetooth (A2DP) 
 Widgety – jedná sa o mini aplikácie, ktoré mohli byť umiestnené na 











Táto verzia sa objavila v septembri 2009 na zariadeniach HTC Hero 
a Motorola CliQ. Mala označenie ‚Donut‘ . V tejto verzii boli hlavné zmeny:  
 Integrovanie Google vyhľadávania priamo do systému 
 Podpora prevodu hlasu na text 
 Vylepšená rýchlosť vyhľadávania a kamery/fotoaparátu 
 Podpora displejov s vyšším rozlíšením (WVGA) 
 Bezplatná navigácia založená na aplikáciách od Google 
 Android Market obsahuje obrázky od vývojárov a hodnotenia od 
užívateľov 
 Podpora VPN 
 
Android 2.0/2.1 
Verzia Android 2.0 označovaná ako ‚Ecliar‘ sa zakladala na tom istom jadre 
ako minulá verzia. Vydaná bola 26. Októbra roku 2009, pričom išlo o rozsiahlu 
aktualizáciu. V Android Markete sa nachádzalo okolo 20000 aplikácií. 
Najdôležitejšie zmeny boli:  
 Bluetooth 2.1 
 Prehľadávanie SMS a MMS správ 
 Podpora HTML5 
 Vylepšenie Google Maps 
 Výrazná optimalizácia výkonu a používateľského rozhrania 
 Podpora veľkého množstva rozlíšení displejov 
 Rýchlejšie písanie na virtuálnej klávesnici 
 Podpora Exchange serverov pre e-maily 
 Podpora prisvetlovacej diódy 
 Digitálny zoom 
 
Android 2.2 
20. mája 2010 prišla na svet aktualizácia 2.2 s názvom ‚Froyo‘ . Linuxové 
jadro bolo vylepšené taktiež a to na verziu 2.6.32. Počet aplikácií na Android 
Markete presiahol hranicu 100000. Hlavné zmeny sú:  
 Podpora Adobe Flash a JavaScript 
 Možnosť inštalovať aplikácie na externú pamäť 
 Významná optimalizácia používania pamäte a celkového výkonu 
 Možnosť automatických aktualizácii aplikácií z Android Marketu 




Táto verzia bola predstavená 6. Decembra 2010 a bola nazvaná ako 
‚Gingerbread‘. Bolo vylepšené Linuxové jadro na verziu 2.6.35. Vývojári sa snažili 
urobiť rozhranie čo najviac užívateľský prívetivé a čo najrýchlejšie. Zmeny:  
 Podpora internetových hovorov (VoIP) 
 Vylepšená správa napájania 
 Podpora viacerých kamier a senzorov 
 Podpora NFC 
 Vylepšená kontrola na spustenými aplikáciami 
 Vylepšená aplikácia Gmail 
 Prepracovaná virtuálna klávesnica 
 
Android 3.0/3.1/3.2 
Táto verzia operačného systému Android bola ako prvá určená výhradne 
pre použite v tabletoch a mala názov ‚Honeycomb‘. Vydaná bola 22. Februára 2011 
a prvé zariadenie ktoré túto verziu používalo bola Motorola Xoom. Bol tu upravený 
multitasking a systém bol optimalizovaný pre veľké obrazovky. Taktiež pribudla 
podpora USB príslušenstva.  
 
Android 4.0 
19. októbra 2011 bola vypustená verzia 4.0 nazvaná ‚Ice Cream Sandwich‘. 
Táto verzia odstraňuje rozdiely medzi verziami pre mobilné zariadenia a verziami 
pre tablety. Hlavné zmeny boli: 
 Nový internetový prehliadač 
 Video vo FullHD 
 Integrácia sociálnych sietí do kontaktov 
 Hardvérová akcelerácia pre užívateľské rozhranie 
 Schopnosť vypnúť aplikácie ktoré používajú mobilne dáta v pozadí 
 Možnosť odomknutia pomocou tváre 
 Možnosť pridať si skratky na zamknutú obrazovku 
 
Android 4.1/4.2/4.3 
Táto verzia s označením ‚Jelly Bean‘ vyšla 9. Júla 2012 a priniesla zmeny: 
 Google Now – vylepšené vyhľadávanie 
 Možnosť prepínania užívateľov na tablete 
 Project Butter – výrazné zrýchlenie vykreslovania obrazu 




Posledná verzia operačného systému Android s označením ‚KitKat‘ bola 
predstavená 3. Septembra 2013 a ako v prvom zariadení bol použitý v Nexusi 5. 
Táto aktualizácia prináša veľké zmeny: 
 Vylepšená plynulosť a rýchlosť celého systému 
 Vylepšená podpora zariadení s viacjadrovými procesormi 
 Zmenšené nároky na operačnú pamäť 
 Inteligentné vypínanie nepotrebných procesov na pozadí 




4. ARCHITEKTÚRA OPERAČNÉHO SYSTÉMU ANDROID  
Táto časť bude zameraná na zloženie operačného systému Android a budú 
popísané jednotlivé vrstvy.  Architektúra operačného systému Android  sa dá 









4.1. JADRO OPERAČNÉHO SYSTÉMU ANDROID  
Táto vrstva zaisťuje hlavne komunikáciu s hardvérom a taktiež základné 
systémové služby ako bezpečnosť, správa pamäte a procesov, správa napájania 
a sieťové pripojenia. 
Android sa zakladá na Linuxovom jadre verzie 2.6 . Avšak Linuxové jadro 
Androidu má niektoré zmeny, ktoré ho odlišujú od klasickej počítačovej verzie 
Linuxu. Z dôvodu rozdielu medzi jednotlivými zariadeniami bola v Androide 
vytvorená HAL ( hardvér abstrahujúca vrstva). HAL vytvára bod pre komunikáciu 
s vyššími vrstvami systému s hardvérom a uľahčuje tak vývojárom aplikácií od 
toho, aby poznali hardvérové špecifikácie všetkých zariadení.  
Použitím Linuxového jadra bolo možné využiť overené funkcie systému 
Linux a zároveň sa sprístupnila možnosť rozsiahlej komunity vývojárov 
a množstvo už hotových ovládačov. Zmeny Linuxového jadra sa týkali hlavne 
podpory ARM architektúry a špecifického hardvéru mobilných telefónov. 
V spustenom operačnom systéme ostáva linuxové jadro pre bežného 
používateľa neprístupné a skryté. 
Zo začiatku bol v OS Android používaný súborový systém YAFFS2 
(YetAnotherFlashFileSystem2) a to hlavne z dôvodu, že riešil rovnomerné 
opotrebovanie pamäte. Jeho nevýhodou ale bolo, že umožňoval jeden prístup do 
pamäte. S príchodom verzie OD Android 2.3 bolo na niektorých zariadeniach použitý 
ako súborový systém ext4, ktorý už umožňoval viacnásobný súčasný prístup do 
pamäte a tým zásadne urýchlil prácu operačného systému. 
Súborový systém Androidu má tri hlavné prípojné body a to systémová časť 
s operačným systémom a systémovými aplikáciami, ďalším bodom je časť pre 
aplikácie a posledným je pamäťová karta. V operačnom systéme Android je 
špecifické to, že systémová časť je pripojená ako oblasť len na čítanie a teda nieje 
do nej možné počas behu operačného systému zapisovať. [7] 
BEZPEČNOSŤ 
Ako bezpečnostné riziko možno označiť priamu medziprocesovú 
komunikáciu, avšak keďže sú aplikácie a služby spúšťané v oddelených procesoch, 
často potrebujú komunikovať medzi sebou. Android tento problém vyriešil 
vlastným medziprocesorovým ovládačom komunikácie a volania metód zvaným 
Binder, ktorý vychádza z projektu OpenBinder. Binder zaisťuje vysoký výkon 
vďaka tomu, že používa zdieľanú pamäť, pričom dáta sú predávané ako jednotlivé 
balíčky. Binder počíta a mapuje vzájomné referencie naprieč systémom, takže 
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objekty presúvané medzi systémom môžu byť vysledované a zrušené v prípade 
potreby. Týmto sa zaisťuje kontrola nad komunikáciou procesov. 
Všetky aplikácie sa pri spustení zaregistrujú v službe Service Manager. Keď 
potrebuje nejaký proces komunikovať s iným procesom obráti sa práve na Service 
Manager, ktorý poskytne potrebné informácie a následne sa proces obráti priamo 
na požadovanú službu, pričom Binder slúži pri komunikácii ako Proxy 
(prostredník). [7] 
SPRÁVA PAMÄTE 
Hlavnou požiadavkou na správu pamäte je dynamické a efektívne 
využívanie pamäte bežiacim programom, keďže je Android určený práve na 
mobilné zariadenia, ktoré majú oproti počítačovým výraznejšie obmedzenú oblasť 
pamäte. Z tohto dôvodu sú v Androide implementované viaceré nástroje na správu 
pamäte. Prvým je Physical Memory (PMEM) ktorý spravuje súvislú fyzickú pamäť 
zdieľanú medzi procesmi. Ďalším nástrojom je AnonymousSHaredMEMory (ASHEM), 
ktorý pracuje s virtuálnou pamäťou zdieľanou medzi procesmi.  
Ďalším nástrojom je LowMemoryKiller, ktorý je spúšťaný z používateľského 
rozhrania v prípade kritického nedostatku pamäte, kedy ich ukončí pri dodržaní 
vopred stanovených podmienok. [7] 
SPRÁVA NAPÁJANIA 
Pri operačnom systéme Android je nevyhnutné, keďže je určený pre 
mobilné zariadenia, ktoré sú napájané z batérie, prispôsobiť čo najefektívnejšie 
napájanie. Pri návrhu systému bolo zabezpečené, že keď to nebude nevyhnutné tak 
budú procesor a obrazovka, čo sú energeticky najnáročnejšie časti vypnuté, 
takzvaný režim spánku. 
Avšak, aby bolo možné niektoré aplikácie používať bez prechodu do režimu 
spánku, napríklad navigáciu, existuje systém zámkov nazývaný Wakelocks, ktorý 
nechá zariadenie aktívne pokiaľ beží požadovaná aplikácia. Existujú celkovo 4 
úrovne Wakelocks, ktoré sa dajú aktivovať podľa potreby. 
Implementácia Alarm Timers slúži nato, aby služby ako budík či alarm 




4.2. KNIŽNICE A SERVERY OPERAČNÉHO SYSTÉMU ANDROID  
Druhá vrstva obsahuje knižnice napísane v jazykoch C a C++. Tým umožňuje 
mobilným zariadeniam pracovať s rôznymi typmi dát. Tieto knižnice sú využívané 
viacerými časťami a komponentmi systému. Knižnice a servery poskytujú funkcie 
ktoré sú nevyhnutné pre beh operačného systému Android a rozšírenie jeho 
vlastností. Tieto knižnice sú väčšinou obsluhované z Java rozhrania z vyšších 
vrstiev systému. 
Sú tam obsiahnuté napríklad knižnice systémová C knižnica, LibWebCore, 
SGL, FreeType, SQLite, Media Framework, Media Librares, WebKit, Surface 
Manager ... 
Systémová C knižnica sa nazýva Bionic LibC, ktorá je optimalizovaná pre 
mobilné zariadenia, takže neponúka možnosti klasickej C knižnice, ale obsahuje len 
časti ktoré sú potrebné pre potreby operačného systému Android, z dôvodu 
dosiahnutia menšej veľkosti. Knižnica zaberá približne 200 kB. Táto knižnica nieje 
kompatibilná s ostatnými klasickými Linuxovými knižnicami. Táto knižnica bola 
hlavne optimalizovaná pre použitie s ARM architektúrov. 
Na podporu prehliadania webových stránok slúžia knižnice LibWebCore, 
ktoré sú založené na WebKit rámci. Ponúkajú dokonca možnosť plného 
vykreslenia stránok. 
Pre multimédiá tu je subsystém Media Framework založený na PacketVideo 
OpenCore, ktorý poskytuje väčšinu bežne používaných kodekov na prehrávanie 
audia aj videa. Medzi podporovanými kodekmy sú: H.263, H.264, MPEG-4, Ogg 
Vorbis, MP3, MIDI, AMR, AAC, AACv1, AACv2, ... Podporuje takisto funkciu media 
stream a aj funkciu video hovorov. 
Grafický systém Surface Flinger je náhradou ku klasickému Linuxovému 
grafickému systému. Tento systém zabezpečuje konečnú kompozíciu grafického 
výstupu viacerých aplikácií do súvislého toku dát, ktorý smeruje do grafickej 
vyrovnávacej pamäte, z ktorej prebieha vykreslenie na obrazovku. 
 
 






Audio Flinger prijíma audio výstup zo všetkých aplikácií a zabezpečuje buď 
zlúčenie alebo presmerovanie na požadované výstupy. Poskytuje jednotné 
rozhranie aplikačnému rámcu, čím mu umožňuje využiť sadu aplikačných rozhraní 
ktoré zabezpečujú prehrávanie a záznam zvuku. 
 
 
Obrázok 3 - Audio Flinger[10] 
 
SQLite je v súčasnosti pravdepodobne najrozšírenejší neserverový 
databázový systém, hlavne vďaka svojim nízkym nárokom. V systéme Android je 
implementovaný nástroj sqlite3 Database Tool, pomocou ktorého umožňuje 




4.3. ANDROID RUNTIME  
Operačný systém Android obsahuje aj základnú zbierku knižníc 
poskytujúcich väčšinu funkcionalít dostupných v knižniciach jazyka Java. Čiže 
v tejto vrstve sú obsiahnuté základné knižnice Java a virtuálny stroj Dalvik. Dalvik 
Virtual Machine od spoločnosti Google je vytvorená ako náhrada miesto Java 
Virtual Machine, ktorá ju vytvorila z dôvodov licenčných podmienok, ktoré Java 
Virtual Machine zakazovali voľne šíriť a taktiež snaha o optimalizáciu pre mobilné 
zariadenia. 
Android používa Dalvik Virtual Machine pre spustenie každej aplikácie 
ktorá má vlastný proces, vďaka čomu nie sú spustené aplikácie na sebe závislé 
a pokiaľ by došlo k chybe tak sa neovplyvnia ostatné procesy a ani samotný 
systém. Dalvik Virtual Machine bolo vytvorené tak, aby bolo možné spúšťať 
viacero virtuálnych strojov naraz. Virtuálny stoj funguje tak, že Java kód 
skompiluje do Dalvik byte kódu, ktorý je optimalizovaný na minimálne používanie 
systémovej pamäte a ten je následne spustený na Dalvik Virtual Machine. 
Dalvik Virtual Machine pracuje na princípe 16 bitových registrov, ktorý 
umožňuje rýchlejší beh aplikácie na úkor ich veľkosti po kompilácii.  
 
 
Obrázok 4 - Rozdiel medzi Java a Dalvik byte kódom [11] 
Dalvik Virtual Machine kompiluje štandardné Java súbory pomocou 
nástroja DX, ktorý je súčasťou SDK. Základným rozdielom je, že všetky triedy sú 
skompilované do jedného súboru a vďaka tomuto je možné dosiahnuť veľkú 
úsporu miesta.  
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Základné knižnice poskytujú väčšinu komponentov a funkcií ktoré sú 
dostupné v Java Virtual Machine knižniciach, avšak nie všetky a to z dôvodu, že 
Dalvik nieje plne kompatibilný s Dalvik Virtual Machine. Naviac zahŕňajú aj 
knižnice so špeciálnymi funkciami pre systém Android. [7,9,11] 
 
4.4. APLIKAČNÝ RÁMEC OPERAČNÉHO SYSTÉMU ANDROID  
Aplikačný rámec (Application Framework) poskytuje jednoduchý spôsob na 
ovládanie funkcií mobilného telefónu a príslušenstva. Pomocou rámcu môžu 
vývojári ľahko sprístupniť aplikácii dáta, užívateľské rozhranie a ďalšie služby. 
Architektúra aplikačného rámca je navrhnutá tak, aby zjednodušovala používanie 
komponentov bežiacich v systéme. Aplikačný rámec je vykonávaný v prostredí 
Dalvik Virtual Machine. [7] 
 
4.5. APLIKAČNÁ VRSTVA A APLIKÁCIE OPERAČNÉHO SYSTÉMU ANDROID  
Aplikačná vrstva je najvyššou vrstvou v architektúre operačného systému 
Android. Táto časť systému vystupuje priamo pred koncového užívateľa. V tejto 
vrstve sú uložené samotné aplikácie. Niektoré aplikácie sú už predinštalované a to 
základné ako SMS, domovská obrazovka, kalendár, mapy, prehliadač, kontakty atď. 
Všetky aplikácie sú písané v Jave, takže môžu byť spustené na každom zariadení 
s OS Android, keďže sú hardvérovo nezávislé. [7] 
 
4.6. VZÁJOMNÉ PÔSOBENIE VRSTIEV OPERAČNÉHO SYSTÉMU ANDROID  
Často sa stáva, že aplikácie ktoré bežia vo virtuálnom stroji potrebujú 
komunikovať so službami alebo knižnicami z nižších vrstiev operačného systému. 
Toto sa dá vyriešiť pomocou JNI (Java natívne rozhranie), ktoré umožňuje 
vývojárovi aplikácie pridať natívne metódy v inom programovacom jazyku do 
programu v Jave. V tomto prípade sa jedná o jazyk C a C++. 
Vhodným príkladom je navigácia ktorá používa GPS modul. Aplikácia 
privolá GPSLocationProvider, ktorý potom komunikuje s natívnou časťou cez JNI 
a následne dynamicky nahrá knižnicu libgps.so, ktorá ďalej už komunikuje priamo  




4.7. INICIALIZÁCIA OPERAČNÉHO SYSTÉMU ANDROID  
Inicializácia systému je podobná väčšine Linuxových systémov. Nasledujúce 
riadky opisujú priebeh inicializácie systému : 
1.  Po zapnutí zariadenia a stabilizácií napätia sa spustí  bootloader . 
Tento načíta jadro systému, a spustí proces  init(/system/init) a 
začne spracovávať  /init.rc a /init.%názov_hárdveru%.rc 
(špecifický pre každé zariadenie). 
2.  Init spustí systémových démonov ako  usbd,  adbd,  
debuggerd,  rild,  vold,  netd, installd, atď. Všetky sú 
implementované v kóde jadra systému. Väčšina sa nachádza v  
/system/bin/ . 
3.  Init spustí proces  zygote .  Zygote je základným procesom, ktorý: 
a. je rodičovským procesom inicializujúcim inštancie Dalvik Virtual 
Machine, 
b. načíta sadu knižníc a tried a počúva na sokete požiadavky na 
spustenie VM, 
c. na požiadanie vytvorí vlastnú kópiu ( fork ) za účelom vytvorenia 
ďalších inštancií Dalvik Virtual Machine, 
d. využíva copy-on-write (skutočnú kópiu vytvorí až pri prvom použití) 
optimalizáciu. 
e. načúva na požiadavky na  /dev/socket/zygote . 
4.  Init spustí  runtime proces. Inicializuje službu  Service 
Manager. Táto zodpovedá z spravovanie IPC pre Binder. Má na starosti 
registráciu služieb. Poskytuje previazanie služieb z ich názvami. 
5.  Runtime proces vyžiada od zygote spustenie  System Server -a. 
Zygote vykoná fork a spustí novú inštanciu Virtual Machine a spustí 
službu. 
6.  System Server spustí natívne systémové servery, vrátane  
SurfaceFlinger a Audio Flinger . Natívne systémové servery sa 
zaregistrujú v  Service Manageri ako cieľové služby pre IPC. V tomto 
momente je možne používať obrazovku zariadenia a audio. 
7.  System server spustí v ďalších inštanciách spravovacie služby, 
ako  Window Manager, Activity Manager, Package 
Manager, Power Manager,  Content Manager, Telephony 
Service, Bluetooth Service,  Connectivity Service, 
Location Manager. Všetky tieto služby sa zaregistrujú v  Service 
Manageri, aby  ich mohli využívať ostatné aplikácie. 
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8.  Po načítaní všetkých služieb, je systém pripravený. Nasleduje 
spustenie domovskej obrazovky (aplikácia  Launcher, prípadne iná 
aplikácia dodaná výrobcom telefónu spravujúca domovskú obrazovku).  
V závislosti od používateľa sú podľa potreby spúšťané ďalšie aplikácie. Pri 
spustení novej aplikácie vytvorí proces  zygote  svoju kópiu a následne 




5. ŠTRUKTÚRA ANDROID APLIKÁCIE 
V tejto kapitole sú popísané jednotlivé prvky ktoré sa používajú pri 
programovaní aplikácií pre operačný systém Android. 
5.1. AKTIVITY  
Aktivitu si je možno predstaviť ako okno aplikácie, teda ako množinu 
prvkov, ktoré sa zobrazujú v samotnom okne. Aplikácie môže mať niekoľko aktivít, 
ale vždy môže byť spustená len jedna aktivita. Usporiadanie aktivít je hierarchické, 
čo znamená, že po spustení aplikácie sa spustí najprv hlavná spúšťacia aktivita 
(Lunch) z ktorej je následne možné púšťať ostatné aktivity. Každá aktivita má 
rôzny príznak a to buď spustená/pozastavená/zastavená/zrušená. Pri zmene 
príznaku môže vývojár zavolať metódu. Toto sa nazýva životný cyklus aktivity 
[8,13,14]. Je znázornený na obrázku 5. 
 
Obrázok 5 - Životný cyklus aktivity [14] 
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5.2. SLUŽBY  
Služba je tá časť aplikácie, ktorá beží v pozadí a nemá používateľské 
rozhranie. Rôzne časti aplikácie môžu spúšťať služby, ktoré budú naďalej bežať 
v pozadí. Ako názorný príklad sa dá uviesť prehrávanie hudby alebo sieťová 
komunikácia. 
Tak isto ako aktivity, tak aj služby je potrebné definovať v súbore 
AndroidManifest.xml . 
Služby majú 2 základné stavy , ktoré môžu nadobudnúť buď jednotlivo 
alebo aj oba stavy zároveň : 
Spustená služba - služba bude bežať na pozadí a to aj v prípade, že súčasť ktorá 
službu pustila je už zastavená. Ak služba svoju operáciu 
dokončí mala by sa ukončiť. 
Viazaná služba -  služba poskytuje klient - server rozhranie, cez ktoré môžu 
súčasti spolupracovať so službou, posielať požiadavky, 
získavať výsledky a komunikovať. Viazaná služba beží iba 
dovtedy pokiaľ je k nej pripojená súčasť, pričom k jednej 
službe môže byť pripojených viacero súčastí. Keď sa odpojí aj 
posedná služba sa skončí. 
Rovnako ako pri aktivitách aj služby majú definované metódy ktorými 
riadime ich životný cyklus[13,15]. Obrázok 6 ho názorne ukazuje. 
 
Obrázok 6 - Životný cyklus služby [15] 
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5.3. POSKYTOVATELIA OBSAHU  
 
Poskytovatelia obsahu definujú úroveň abstrakcie rôznych dát, ktoré sú 
uložené v samotnom zariadení. Takže rôzne aplikácie môžu pristupovať k údajom 
ostatných aplikácií ktoré vystupujú ako poskytovatelia obsahu. Toho je možné si 
vytvoriť samostatne alebo je možné použiť taký ktorý je v systéme už vytvorený. Je 
to jediný spôsob ako zdieľať údaje medzi aplikáciami. Primárne je Android 




5.4. ZÁMERY  
Zámery sú objekty do ktorých sa zadefinuje určitá vlastnosť ktorou sa povie 
operačnému systému Android nech ho vykoná. Zámery sa používajú napríklad na 
zavolanie novej aktivity alebo komponenty. Sú to vlastne systémové správy, ktoré 
upozorňujú na zmenu hardvérovej konfigurácie, napr. vloženie SD karty. Sú známe 
dva druhy zámerov a to : 
 
Explicitné zámery -  samostatne sa definuje ktorá konkrétna Java trieda má 
byť vykonaná 
 
Implicitné zámery -  bližšie sa nešpecifikuje trieda  ktorá sa má vykonať, len 




5.5. KONFIGURAČNÉ SÚBORY  
Ako sa už spomínalo, fungovanie aplikácie v klasickej Jave a v Jave pre 
Android sa líši. Pri klasickej Jave  si určí programátor ktorá trieda bude spustená, 
kdež to pri jave pre Android je to iné, keďže obsahuje niekoľko konfiguračných 
súborov.[8] 
 
5.5.1 ANDROIDMANIFEST.XML  
 
AndroidManifest.xml je hlavný súbor, ktorý každá aplikácia musí 
obsahovať, a to preto lebo obsahuje mnoho dôležitých informácií potrebných pre 
správnu funkcionalitu.  
 
Kľúčové funkcie ktoré obsahuje: 
 Pre aplikáciu definuje samotne Java balíčky 
 Definuje minimálne API Systému Android ktoré je potrebné pre spustenie 
aplikácie 
 Definuje práva ktoré sú potrebné pre správnu funkciu aplikácie 
 Popisuje a nastavuje rôzne komponenty ako aktivity, služby, ... 
 Definuje názov balíka ktorý slúži ako jedinečný identifikátor 
 Určuje kam sa má aplikácia nainštalovať 
 
 
5.5.2 VZHĽAD AKTIVITY  
 
Sú 2 možnosti ako sa dá definovať vzhľad aktivity a to : 
 Priamo v kóde, vytvoria sa jednotlivé prvky ktoré sa zobrazia 
v aktivite 
 Pomocou XML súboru ktorý je určený ešte pred spustením samotnej 
aplikácie 
Pri rozhodovaní, ktorý spôsob definovania je vhodnejší, tak to asi bude 
definovanie v XML súbore, keďže má niekoľko zásadných výhod: 
 Oddelenie kódu medzi vykreslením vzhľadu a kódom aplikácie – 
prehľadnosť 
 Možnosť zobrazenia vzhľadu ešte pred spustením aplikácie 
 Prehľadnejšie definovanie vzhľadu 
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6. VÝVOJ VLASTNEJ APLIKÁCIE  
 
Základné poznatky, potrebné pre tvorbu aplikácií pre OS Android už boli 
objasnené, takže v tejto časti bude poskytnutý pohľad na praktickú realizáciu. Ako 
bolo spomenuté v úvode bude sa jednať o aplikáciu na zistenie hardvérovej 




6.1. NÁVRH APLIKÁCIE  
 
Aplikácia by sa mala skladať z troch obrazoviek. Úvodná by mala byť 
informatívna. Na ďalšej obrazovke by mali byť hardvérové informácie ktoré by 
zaberali celú obrazovku. Na poslednej tretej obrazovke by mala byť testovacia 
časť. Čiže sa tu bude dať otestovať výkon. Malo by stačiť jedno tlačidlo štart, 










6.2. VÝBER VÝVOJOVÉHO PROSTREDIA  
 
Mojím ďalším krokom, po návrhu, bolo vybranie vhodného nástroja na 
vývoj aplikácie. Väčšina aplikácií je napísaných v Jave pomocou vývojového 
prostredia Eclipse a Android SDK nástrojov. Táto varianta je najvhodnejšia 
vzhľadom k tomu, že je na ňu k dispozícii najviac návodov, tutoriálov a iných 
zdrojov, ktoré popisujú vývoj v tomto vývojárskom prostredí.  Zdroj ktorý som 
najviac používal bol oficiálny web Android vývojárov, na ktorom je ku všetkému 
dokumentácia a je prístupný na http://developer.android.com/ . 
 
6.3. INŠTALÁCIA VÝVOJOVÉHO PROSTREDIA  
 
Pre programovanie v Jave je potrebné si stiahnuť a nainštalovať Java 
Development Kit (JDK), ktorý je voľne dostupný na stránkach spoločnosti Oracle:  
http://www.oracle.com/technetwork/java/javase/downloads/jdk7-downloads-
1880260.html 
Po stiahnutí ho stačí len nainštalovať. 
Ďalším krokom je už len stiahnutie voľne prístupného balíčku zo stránky 
vývojárov Androidu konkrétne tohto : 
http://developer.android.com/sdk/index.html . 
Tento kompletný balíček obsahuje :  
 Vývojové prostredie Eclipse + ADT plugin  
 Android SDK Tools  
 Android Platform-tools  
 Najnovšie Android platformy  
 Najnovší Android systémový emulátor 
 
Po stiahnutí som balíček ‚rozzipovať‘ na ľubovoľné miesto. Po rozbalení mi 
vznikli 2 priečinky (eclipse, sdk) a jeden spustiteľný súbor s názvom SDK 
Manager. Pomocou SDK Manager-a som si stiahol potrebné verzie a doplnky 
vývojových kitov, dokumentácií, systémových obrazov a aj potrebné ovládače pre 
Windows. 
Po stiahnutí a nainštalovaní zvolených doplnkov som už mohol spustiť 
v zložke eclipse  aplikáciu eclipse.exe kde som si nastavil po spustený 




6.4. VOĽBA API LEVELU  
 
Teraz je dôležitým krokom správne si zvoliť level API. Ten  určuje pre ktoré 
verzie operačného systému bude aplikácia určená. Prehľad levelov API je 
zobrazený na obrázku 7. 
 
 
Obrázok 8 - Prehľad levelov API [16] 
Platí, že všetky predchádzajúce funkcie sú zahrnuté v nasledujúcej verzii 
API. Čiže pokiaľ by som potreboval využiť nejakú najnovšiu funkciu, ktorá je 
novinkou v poslednej verzii API, musel by som si vybrať práve túto úroveň API. 
Tým by som však obmedzil fungovanie na starších verziách, kde aplikácia fungovať 
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nebude. Preto je nutné nájsť kompromis medzi množstvom funkcií v novej API a jej 
zastúpením na trhu. K tomu mi pomohla tabuľka s grafom na obrázku 8. [16] 
 
Obrázok 9 - Podiel verzií Androidu ku dňu 01.05.2014 [16] 
 
Takže keby som si zvolil napríklad level API 16, tak aplikácia bude funkčná 
na levely API 16 a viac, čiže zastúpenie na trhu bude 69,3%. To je síce pomerne 
veľké obsiahnutie, avšak skoro tretina užívateľov by danú aplikáciu nemohla 
používať. Preto som sa rozhodol pre API level 10, čiže aplikácia bude fungovať na 
rovných 99% zariadení, čo je veľmi uspokojivé. Tým, že moja aplikácia nepoužíva 





6.5. NASTAVENIE PROJEKTU V ECLIPSE  
Pri spustení som si vybral zložku, kde sa bude ukladať projekt. Vďaka 
Android Development Tools sa dajú v Eclipse vytvárať projekty pre vývoj Android 
aplikácií.  
Najprv som si otvoril nový Android projekt: File -> New -> Android 
Application Project. Ďalej som si zvolil Application Name, s toho sa automaticky 
doplní Project Name, ktoré je možné v prípade záujmu zmeniť a nakoniec som 
v Package Name musel zvoliť unikátny názov ako vidno na obrázku 9. Teraz už 
bolo potrebné nastaviť vybrané API. V ďalšom okne  som nič nemenila dal Next. 
Teraz som si mohol vybrať obrázok mojej aplikácie. Pokračoval som Next. Mohol 
som si zvoliť či sa vytvorí na úvod aktivita alebo nie a poprípade si vybrať druh 
aktivity. V ďaľšom kroku som aktivitu pomenoval a následne už len potvrdil 
kliknutím na Finish. 
 
 
Obrázok 10 - Nový Android projekt –voľba API [zdroj: vlastný] 
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6.6. AKTIVITY  
 
Keďže som si zvolil pri návrhu, že budem mať tri obrazovky, tak z toho 
vyplýva, že veľmi pravdepodobne budem mať aj tri aktivity. Každá bude mať svoju 
vlastnú úlohu. Teraz opíšem základné úlohy každej aktivity. Podrobnejšie sa  im 
budem venovať v rozbore. 
 
 Prvá aktivita má meno MainActivity, čiže to bude hlavná aktivita, 
ktorá sa aj zobrazí ako úvodná. Tak isto to bude aj hlavná aktivita, do 
ktorej sa budem vracať z ostatných aktivít. Je v nej spracované menu, 
pomocou ktorého sa dá dostať do podriadených aktivít.  
 
 Druhá aktivita je InfoActivity, v ktorej sú obsiahnuté informácie 
o hardvéry a softvéry v mobilnom zariadení. Vzhľadom na počet 
informácií  obsahuje aj scrollbar na vertikálny pohyb textu. 
 
 Poslednou treťou aktivitou je TestActivity, kde je samotný test 
na výkon zariadenia. Test sa spúšťať jedným tlačidlom. Tlačidlo sa  









6.7. ROZBOR VLASTNEJ APLIKÁCIA  
Každá aktivita sa skladá z dvoch súborov a to z JAVA súboru obsahujúceho 




Main aktivita, čiže hlavná aktivita, pozostáva zo súborov 
MainActivity.java a activity_main.xml. najprv sa pozriem ako je 




    xmlns:tools="http://schemas.android.com/tools" 
    android:layout_width="match_parent" 
    android:layout_height="match_parent" 
     android:padding="5dp" 
     android:orientation="vertical" 
    tools:context="${packageName}.${activityClass}" > 
... 
 
V tomto kóde som si určil hlavnú vrstvu (LinearLayout), na ktorej sa 
nachádzajú ostatné prvky. Pozíciovanie je zvolené lineárne. Riadky 
android:layout_width  a android:layout_height  určujú pomocou 
premennej match_parent to, že hlavná vrstva sa má roztiahnuť čo najviac ako 
do šírky tak aj do dĺžky. Pomocou parametru android:padding som zaistil, aby 
bolo všetko kúsok vzdialene od okraju obrazovky, pre prípad , že by tam bolo 
miesto ktoré by nebolo vidieť. Parameter 
android:orientation="vertical" určuje, že obrazovka bude mať 
vertikálnu orientáciu. 
 
    <TextView 
  android:layout_width="wrap_content" 
  android:layout_height="wrap_content" 
   android:layout_marginTop="10dp" 
   android:layout_marginBottom="10dp" 
   android:textSize="24sp" 
   android:textStyle="bold" 
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   android:gravity="center" 
   android:layout_gravity="center_horizontal" 
        android:text="@string/vitajte" /> 
 
TextView slúži na zobrazovanie. Je možné si ho zobraziť či už ako statické 
hodnoty tak aj premenné. V kóde umiestnené "wrap_content" slúži nato, aby  
to dalo hodnotu najmenšiu aká je možná, aby bol text celý.  Čiže ikona sa 
prispôsobí popisu ktorý má na sebe. Položka android:gravity="center" 
pôsobí, že text je centrovaný na stred. Zato riadok 
android:layout_gravity="center_horizontal" pôsobí, že objekte na 
vrstve centrovaný na stred v horizontálnom smere. "@string/vitajte"  je 
vlastne premenná, ktorá sa zobrazuje v textovom poly. Je výhodné používať 
premenné a to z viacerých dôvodov, skôr než písanie textu natvrdo. A to napríklad 
z dôvodu, keby som chcel niekedy aplikáciu lokalizovať do iného jazyka, stačí 
premenovať premenné v zložke strings.xml a zmenili by sa mi popisky 
v aktivite. Položky marginBottom a marginTop udávajú, koľko bude objekt 
odsadený od objektu nad ním a pod ním. 
 
   <TextView 
        android:id="@+id/textView1" 
        android:layout_width="match_parent" 
        android:layout_height="match_parent" 
        android:layout_gravity="top" 
        android:gravity="center" 
        android:padding="40dp" 
        android:text="@string/uvod" /> 
 
V poslednej časti kódu je nová už len položku padding . Táto hodnota  
určuje o koľko má byť objekt zmenšený vo všetkých smeroch, od svojej pôvodnej 
veľkosti. Týmto som prešiel súbor XML hlavnej aktivity. Pomocou týchto prvkov 
som  určil vzhľad aktivity. 
Keďže je toto hlavná východisková aktivita, tak bude obsahovať aj menu, 
ktoré sa dá vyvolať po stlačení tlačidla ‚možnosti‘. Menu je zadefinované zase pre 
každú aktivitu zvlášť v XML súbore ktorý sa nachádza v zložke menu. Môj sa volá 





V nasledujúcej ukážke je vidno, že hlavné značenie objektu je <menu>. 
V tejto položke sa potom pomocou označenia <item pridávajú ďalšie položky do 
menu. Priradí sa každej položke id a názov, pričom je možné priradiť ďalšie veci 




<item     
    android:id="@+id/infomenu"  
    android:title="@string/info"> 
</item> 
<item     
    android:id="@+id/testmenu"  




Teraz prichádza na radu hlavný súbor a to MainActivity.java, ktorý 
obsahuje naprogramovaný kód v jazyku JAVA.  
Každý JAVA súbor by mal začínať položkou s názvom balíčku. V mojom 
prípade to je  
package cz.vut.xruzic24; 
Ďalej nasleduje importovanie potrebných knižníc, ktoré zaistia, aby 
aplikácia mala k dispozícii potrebné funkcie. Potom začína samotná aktivitka ktorá 
je zapísaná následovne: 
public class MainActivity extends Activity { 
tu vididno, že to je aktivita s názvom MainActivity. Do nej sa potom zapisujú všetky 
potrebné funkcie, definície premenných, ...  
Ako prvá je funkcia protected void onCreate(Bundle 
savedInstanceState), ktorá sa pridá automaticky po vytvorení projektu. Táto 
funkcia sa spustí automaticky po spustení aktivity. V tejto funkcii sa nastavujú 
základné vlastnosti a aj používateľské rozhranie. Napríklad položka 
setContentView(R.layout.activity_main); určuje, z akého súboru sa  
má načítať vzhľad. 
 
public boolean onCreateOptionsMenu(Menu menu) { 
 getMenuInflater().inflate(R.menu.activity_main,me
nu); 




Funkcia onCreateOptionsMenu() slúži na vytvorenie menu ktoré sa 
vyvolá po stlačení tlačidla možnosti. V tejto funkcii sa opäť definujú základné 
vlastnosti a používateľské rozhranie. Položka getMenuInflater().inflate 
(R.menu.activity_main, menu); určuje odkiaľ sa má nahrať vzhľad 
a nastavenie menu a jeho názov. 
Vo funkcii public boolean onMenuItemSelected() sa  nastaví čo 
sa má vykonať po vybraní/stlačení nejakej položky v menu. Bude tu potreba intent. 
Použil som funkciu switch, vďaka ktorej si do každej položky case môžem priradiť 
id danej položky v menu, ktoré je definované v XML a podľa vybranej položky sa  
vykoná zadaná akcia. V mojom prípade som chcel vyvolať ďalšiu aktivitu a nechcel 
som vracať žiadnu hodnotu do tejto aktivity, takže výsledný kód je: 
i = new Intent(this, InfoActivity.class); 
startActivity(i); 
 
Týmto som uzavrel kompletne rozbor prvej aktivity. Zadefinoval som si 




Teraz sa pozriem bližšie na InfoActivity. Súbor XLM už nebudem popisovať, 
keďže jeho základné prvky som popísal pri prvej aktivite, a jeho syntaxa sa nemení. 
Popíšem teraz jednotlivé funkcie v JAVA súbory. 
Rovnako ako pri hlavnej aktivite, aj tu začínam definovaním balíčka 
a importovaním potrebných knihovien. Hneď na začiatok si do aktivity definujem 
položku TextWiev , ktorú použijem na vytvorenie premennej, ktorá  určuje obsah 
textových polí.  
private TextView     zobrazInfo; 
 
Túto premennú s názvom zobrazInfo budem používať, aby som 
v aktivite zobrazil systémové informácie, ktoré pomocou rôznych funkcií najskôr 
načítam.  Vo funkcii onCreate()som priradil TextWiev premennej 
zobrazInfo textové pole ktoré mám zadefinované a určené v XML súbory.  
 




Následne som vytvoril WifiManagera vďaka čomu si neskôr budem môcť 
pozrieť informácie o WiFi sieti. Taktiež som spravil premennú ipAdress 
a pomocou masky som jej priradíme správny tvar. 
 
WifiManager myWifiManager = (WifiManager) 
getSystemService(WIFI_SERVICE); 
WifiInfo myWifiInfo = myWifiManager.getConnectionInfo(); 






Aby som sa dozvedel počet pixlov na výšku a šírku v displeji a jeho 
obnovovaciu frekvenciu, musel som definovať premennú dis play, kde som 
následne vďaka funkciám getRefreshRate() getHeight()getWidth() 
mohol zistiť jeho frekvenciu a rozlíšenie. 
 
Display display = ((WindowManager) 
getSystemService(Context.WINDOW_SERVICE)).getDefaultDisplay(); 
float refreshRating = display.getRefreshRate(); 
int dihe = display.getHeight(); 
int diwi = display.getWidth(); 
 
Teraz  popíšem funkcie ktoré zisťujú informácie o mobilnom zariadení a nie 
sú súčasťou žiadnej Android knižnice, čiže som musel sám vytvoriť funkciu ktorá 
sa k takýmto informáciám dostane.  
Začnem funkciou getMaxCPUFrekvMHz() . Táto funkcia zisťuje 
maximálnu frekvenciu procesoru. Táto informácia je dostupná v 
/sys/devices/system/cpu/cpu0/cpufreq/stats/time_in_state, 
kde sa dá dostať pomocou funkcie RandomAccessFile() . Tento súbor si sa 
načíta a následne sa jeho obsah uloží do premennej. Keďže v súbore je viac hodnôt 
je potrebné vybrať tú najvyššiu, ktorá určí požadovanú maximálnu frekvenciu. 
Funkcia nemá žiadny vstupný parameter, len výstupný a to v podobe čísla v MHz, 
ktoré udáva frekvenciu procesora. 
Funkcia getStavFrekv() určuje aktuálnu frekvenciu. Jej hodnota je uložená v 
/sys/devices/system/cpu/cpu0/cpufreq/cpuinfo_cur_freq , pričom je súbor opäť 
prístupný pomocou funkcie RandomAccessFile()  ktorá s parametrom r 
načíta hodnotu. Daná hodnota sa ale nachádza v premennej typu String, preto som 
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ju previedol do typu int, aby sa dala následne previesť z kHz v ktorých frekvenciu 
zaznamenáva systém Android do MHz. V prípade problému to je ošetrené, že 
funkcia vráti hodnotu 0. 
Funkcia  getNumCores() určuje celkový počet jadier v procesore. 
Funkcia pracuje na princípe že v zložke /sys/devices/system/cpu/ nájde 
všetky podzložky ktoré sú v tvare cpu# pričom # je číslo. Android si totiž pre 
každé jadro vytvorí jednu zložku kde sú vždy aktuálne nastavenia. Funkcia vracia 
číselnú hodnotu rovnú počtu jadier a v prípade že nenájde žiadnu zložku vráti 
hodnotu 1, keďže v tom prípade Android nedetekoval viac jadier. 
Aby sa dal zistiť počet aktuálne používaných jadier, nieje potrebné robiť 
vlastnú funkciu, stačí aby sa využila funkcia ktorá je už definovanú, pričom túto 
číselnú hodnotu som priradil do premennej pocetJadier. 
Int  pocetJadier  =   Runtime.getRuntime().availableProcessors(); 
Tak isto ako na zistenie stavu batérie nebolo potrebné napísať vlastnú 
funkciu, tak isto to je aj na zistenie aktuálneho stavu použitia pamäte RAM. Stačí 
použiť už systémom definovanú funkciu. 
        long freeSize = Runtime.getRuntime()..freeMemory(); 
        long totalSize = Runtime.getRuntime()..totalMemory(); 
        long usedSize = totalSize - freeSize; 
 
Teraz popíšem funkciu getKapBat() . Tá určuje kapacitu baterky 
v miliAmpérhodinách (mAh). Táto informácia je dostupná v súbore 
/sys/class/power_supply/battery/energy_full ku ktorému opäť získam prístup 
pomocou funkcie RandomAccessFile()   pričom si jej obsah uložím do 
premennej ktorú opäť prevediem na typ int a vydelím aby som mal hodnotu 
v mAh a nie v nAh ako si ju uchováva systém Android. Výstupná hodnota je číslo. 
 
public static String getStavBat()  
{ 
 String bat = null;    
 try { RandomAccessFile reader3 = new 
RandomAccessFile( "/sys/class/power_supply/battery/capacity", 
"r" );  
 bat = reader3.readLine();  }  






Vo funkcii getStavBat() skúmam percentuálny stav batérie. Táto 
hodnota je v súbore /sys/class/power_supply/battery/capacity. 
Funkcia vracia hodnotu ako String. 
Nakoniec mám vo funkcii onCreate() ktorá ako bolo už spomenuté, sa spustí 
hneď po aktivovaní aktivity pokyn na zobrazenie získaných informácií. 
 
zobrazInfo.setText( *********** ) 
 
Táto funkcia ktorej vstupné parametre sú zadaný text + rôzne premenné 




Nakoniec sa pozriem na najzložitejšiu aktivitu a to TestActivity, ktorá 
slúži na testovanie výkonu mobilného zariadenia. Nastavenie vzhľadu a popis 
funkcií ktoré boli už popísané v predchádzajúcich aplikáciách už budú len 
spomenuté. 
XML súbor obsahuje oproti predchádzajúcim aktivitám aj definovanie 
tlačítka. Na začiatku JAVA súboru je opäť názov balíčka, importované knižnice 
a definované premenné. 
Funkciu onCreate() som už podrobne rozobral v predchádzajúcich 
aktivitách. 
Funkcia clear() slúži na vyčistenie plochy textového pola, napríklad po 
opätovnom spustení testu.  Sú tam vlastne do pola premennej postupne vkladané 
prázdne riadky a popisky riadkov bez nejakých hodnôt. 
Funkcia displayAll() slúži na zobrazenie hodnôt ktorú už sú načítané 
v premennej. Používa sa napríklad po skončení testu nato, aby načítala hodnoty do 
textového pola. 
Funkcia resetTest() slúži na vynulovanie hodnôt. Používa sa po 
skončení testu. 
Teraz tu je trieda mojaUloha ktorá má implementované rozhranie 
Runnable . Rozhranie Runnable definuje metódu run, určenú na to, aby sa do 
nej zapísal kód, ktorý sa má vykonať vo vlákne. Vo funkcii run() sa zaznamená 
počiatočný čas pri ktorom sa spustil test a konečný čas pri ktorom test skončil. 
Pomocou rozdielu týchto dvoch hodnôt sa dá určiť celková dĺžka testu. Dalej sú 
v tejto funkcii definované niektoré formáty Stringov. Funkcia spustí ďalšiu funkciu 
z názvom spustTest(), ktorá samotná vykoná záťažový test, a následne volá 
35 
 
funkciu displayAll() ktorá vypíše údaje na obrazovku. Nakoniec sa vyresetujú 
premenné z testu pomocou funkcie resetTest().  
Funkcia onClick() vykonáva akciu po kliknutí na tlačítko. V podmienke je 
dané, že keď to stlačené tlačítko bude naše tlačítko ‚Spustiť Test‘, tak sa 
vykoná funkcia mojaUloha() ktorá spustí test a zapíše výsledné hodnoty do 
textového pola. Taktiež funkcia vypíše správu o tom, že sa spustil test. 
Nakoniec tu máme funkciu spustTest() ktorá spustí samostatný 
záťažový test. Na začiatku funkcie definujem potrebné premenné. Funkcia vykoná 
8 rôznych podfunkcií/testov ktoré sa prepínajú pomocou funkcie switch(). 
Tento test je založený na princípe benchmarku Whenston[17] ktorého 
počiatky siahajú až do roku 1972, ktorý vyvinuli vo Veľkej Británii. Celkový výkon 
meria v jednotkách MIPS  (Million Instructions Per Second), pričom pre lepšiu 
prehladnosť sú jednotlivé testy merané v MOPS (Millions Operations Per Second) 
alebo MFLOPS (Millions Floating Point Operations Per Second). Každý jednotlivý 
test je spustený po dobu minimálne jednej sekundy, kým ju nepresiahne bude sa 
v slučke opakovať. Celkové skóre v MIPS sa počíta ako 10000 / (Celkový súčet 
časov trvania jednej slučky každého testu v milisekundách). Ako Výslednú hodnotu 
je vidieť 8x hodnotu v MFLOPS/MOPS, 8x hodnotu trvania jednej slučky a 8x 
výsledok ktorý test vypočítal. Potom vidno Celkové skóre v MIPS a celkový súčet 
časov trvania jednej slučky všetkých testov v ms. Nakoniec sa zobrazí dĺžka trvania 
celého testu.  
 
 
Teraz ukážem bližšie na jednotlivé testy.  
 Prvý test počíta s prvkami pola 
 Druhý test počíta s polom ako s parametrom 
 Tretí test používa podmienené skoky 
 Štvrtý test používa celočíselnú aritmetiku 
 Piaty test využíva trigonometrické funkcie ( sínus, kosínus, tangens, ..) 
 Šiesty test využíva počty s plávajúcou desatinou čiarkou pri vektoroch 
 Siedmy test používa odkazy na pole 
 Posledný ôsmy test používa funkcie ako odmocnina, exponent, 
logaritmus 
 
Celkovo test vyťaží procesor na desať až dvadsať sekúnd, čo je vlastne aj 





Ako som si stanovil v úvode prešiel som históriu operačného systému 
Android a vývoj jeho verzií. Pri jednotlivých verziách som uviedol aké novinky 
priniesli jednotlivé verzie a v akom časovom horizonte vychádzali. 
Ďalej som sa zameral na architektúru operačného systému Android. To 
zahŕňalo popísanie a priblíženie všetkých jeho 5 vrstiev. Začal som od  jadra 
operačného systému cez rôzne knižnice až po samotné aplikačné rozhranie 
Androidu. Tiež som sa pozrel ako týchto päť vrstiev na seba vzájomne pôsobí 
a preskúmal aj ich inicializáciu. Na koniec teoretických informácií som ukázal aká 
je štruktúra Android aplikácií. Tým som zhrnul všetky potrebné teoretické 
informácie. 
Mojou nasledujúcou úlohou bolo preskúmanie toho, ako získať informácie 
o hardvéry a softvéry mobilných zariadení s operačným systémom Android. Na 
zistenie týchto informácií bolo potrebné naštudovať si dostupnú dokumentáciu 
o funkciách ktoré Android obsahuje. Taktiež bolo dôležité aj zistiť akým spôsobom 
samotný Android pristupuje k týmto informáciám a kam si ich ukladá. Postupne 
som začal od najjednoduchších, čiže najľahšie dostupných informácií, na ktoré 
stačilo použiť len funkciu ktorá už bola obsiahnutá v dostupnej knižnice 
operačného systému Android. Potom som sa sústredil na tvorenie funkcií ktoré by 
mi zaistili ďalšie informácie. Pri niektorých stačilo len prečítanie určitého súboru 
ktorý je v systémovej časti Androidu, pri iných bolo treba použiť sofistikovanejšie 
postupy a zamyslieť sa ako čo najjednoduchšie získať potrebnú informáciu. 
Druhá časť aplikácie mala za úlohu otestovať výpočtový výkon mobilného 
zariadenia. Pri tejto úlohe som si musel naštudovať a preskúmať rôzne metódy 
ktoré sa používajú na testovanie výkonu, porovnať ich medzi sebou a zistiť ich 
výpovednú hodnotu. Po dôslednom preskúmaní a naštudovaní som sa rozhodol 
pre  testovanie na princípe benchmarku Whenston, ktorý sa mi zdal ako 
najkomplexnejšie preverenie výpočtového výkonu. 
Pri tvorbe tejto aplikácie som sa po prvý krát pri tejto práci stretol 
s problémami. Prvým problémom bolo správne nastavenie vývojového prostredia.  
A to z dôvodu, že sa mi nedarilo rozchodiť simulátor (virtuálne mobilné 
zariadenie) a pri exporte aplikácie nastávali pravidelne rôzne chyby, čiže reálne 
testovanie aplikácie bolo komplikované. Tento problém som ale našťastie nemusel 
dlho riešiť, lebo na oficiálnom webe vývojárov pre Android sa objavila hotová 
zostava presne potrebných a už nakonfigurovaných balíčkov integrovaných 
priamo vo vývojovom prostredí.  
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Ďalším problémom s ktorým som sa stretol bolo zistenie informácií 
o grafickom čipe v mobilnom zariadení. Skúšal som všetky dostupné metódy ktoré 
som našiel o tom ako získať tieto informácie. Tieto informácie sú obsiahnuté 
v OpenGl, čo bolo jadro samotného problému, keďže z tohto modulu sa mi 
nepodarilo údaje získať. Z tohto dôvodu sa údaje o grafickom čipe v aplikácii 
nenachádzajú. 
Po nadobudnutých skúsenostiach z tvorby vlastnej aplikácie som následne 
zostavil dva návody do počítačových cvičení.  Zostavené boli tak ako som si aj 
v úvode určil. V prevej úlohe sa okrem výberu vývojového prostredia a jeho 
následnej inštalácie nachádza aj návod ako vytvoriť projekt a aj návod ako 
exportovať zdrojový kód do aplikácie pre mobilné zariadenie s Androidom. Na 
názornú ukážku čo to je aktivita a aké procesy prebiehajú pri spustení aplikácie 
som spravil sprievodcu na vytvorenie jednoduchého odpočítavala. Toto 
odpočítavalo po stlačení tlačidla začalo odpočítavať čas a následne sa zobrazila 
informácia o ukončení odpočítavania. 
V druhej laboratórnej úlohe som nadväzoval na aplikáciu z prevej úlohy. 
Cieľom bolo rozšíriť túto aplikáciu o možnosť zadať si na ukazovateli vlastnú 
hodnotu času, ktorý má odpočítavalo odpočítať. K tomu bolo treba vytvoriť 
najskôr menu a spojiť ho s hlavnou aktivitou. Nasledovalo konfigurovanie novej 
aktivity, ktorá mala informáciu o zvolenej hodnote predať hlavnej aktivite. 
Nakoniec bolo potrebné ešte pozmeniť hlavnú aktivitu tak aby prijímala posielanú 
informáciu. Nakoniec som sa venoval aktualizácii informácií v práci o porovnaní 
procesorov a čipových sád.  
Úlohy ktoré som si stanovil v úvode práce na základe zadania bakalárskej 
práce som splnil najlepšie ako som vedel aj napriek drobným ťažkostiam počas ich 
realizácie. Do budúcnosti by mohla byť navrhnutá aplikácia otestovaná na čo 
najväčšom vzorku mobilných zariadení a podľa výsledkov aplikáciu ešte 
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10. PRÍLOHY  
[1] Laboratórna úloha č.1 
Laboratórna úloha sa zaoberá výberom, inštaláciou a nastavením 
vývojového prostredia. Následne je spracovaný nenáročná aplikácia na 
pochopenie základných princípov 
 
[2] Laboratórna úloha č.2 
Laboratórna úloha nadväzuje na predošlú úlohu. Pokračuje vo vývoji 
aplikácie. Tvorí sa tu menu a rieši sa prenášanie informácií medzi 
aktivitami 
 
[3] Srovnání procesorů a čipových sad pro chytré telefony 
História a vývoj procesorov ARM a Intel. Vysvetľuje sa čo je to systém na 
čipe(SoC). Uvedení sú výrobcovia SoC a sú porovnané ich produkty. 
 
[4] Aplikácia + zdrojový kód (cd) 
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1 LABORATÓRNA ÚLOHA Č.1 
 
 
V tejto laboratórnej úlohe sa pozrieme nato ktoré vývojové prostredie je vhodné na 
vývoj aplikácií pre OS Android, ako ho nainštalovať, ako ho nastaviť a následne si spravíme 
prvú jednoduchú aplikáciu.  
Operačný systém Android sa postupom času stáva stále viac populárnym medzi 
bežnými používateľmi a aj po celom svete. Rovnako aj obchod s aplikáciami Google Play 
zaznamenáva progresívny rast počtu aplikácií a Android sa tak stáva výbornou platformou pre 
programovanie aplikácií. API (aplication programming interface) alebo rozhranie pre 
programovanie aplikácií, je v tomto prípade výborne zdokumentované a jednoduché pre 
použitie.  
Dnes bude naším hlavným cieľom zoznámiť sa s aktivitou. Aktivitu si je možno 
predstaviť ako okno aplikácie, teda ako množinu prvkov, ktoré sa zobrazujú v samotnom 
okne. Aplikácie môže mať niekoľko aktivít, ale vždy môže byť spustená len jedna aktivita. 
Usporiadanie aktivít je hierarchické, čo znamená, že po spustení aplikácie sa spustí najprv 
hlavná spúšťacia aktivita (Lunch) z ktorej je následne možné púšťať ostatné aktivity. Každá 
aktivita má rôzny príznak a to buď spustená/pozastavená/zastavená/zrušená. Pri zmene 





1.1 Výber vývojového prostredia 
Na začiatok sa musíme rozhodnúť ktoré vývojové prostredie použiť. Keďže aplikácie 
pre OS Android sú písané v jazyku JAVA, ako vhodné vývojové prostredie pripadá Eclipse, 
ktoré je primárne určené na programovanie v jazyku JAVA. Avšak pre mobilné aplikácie je 
potrebný aj potrebné toto prostredie rozšíriť o Android SDK nástroje, ktoré nám umožnia 
pracovať priamo s knižnicami pre OS Android. Toto vývojové prostredie má aj tú výhodu, že 
je medzi vývojármi pre OS Android najrozšírenejšie, a tým je k dispozícii aj veľa návodov, 
tutoriálov a iných zdrojov, ktoré popisujú vývoj aplikácií v tomto vývojárskom prostredí. 
1.2 Inštalácia vývojového prostredia 
Pre programovanie v Jave je potrebné si stiahnuť a nainštalovať Java 
Development Kit (JDK), ktorý je voľne dostupný na stránkach spoločnosti Oracle:  
http://www.oracle.com/technetwork/java/javase/downloads/jdk7-downloads-1880260.html 
Po stiahnutí už stačí len nainštalovať. 




Ďalším krokom je už len stiahnutie voľne prístupného balíčku zo stránky 
vývojárov Androidu konkrétne tohto : http://developer.android.com/sdk/index.html . 
Tento kompletný balíček obsahuje :  
 Vývojové prostredie Eclipse + ADT plugin  
 Android SDK Tools  
 Android Platform-tools  
 Najnovšie Android platformy  
 Najnovší Android systémový emulátor 
 
 
Obrázok 2 - Stiahnutie balíčka pre vývoj 
 
Po stiahnutí stačí balíček ‚rozzipovať‘ na ľubovoľné miesto. Po rozbalení nám 
vznikli 2 priečinky (eclipse, sdk) a jeden spustiteľný súbor s názvom SDK 
Manager. Pomocou SDK Manager-a si môžeme stiahnuť potrebné verzie a doplnky 
vývojových kitov, dokumentácií, systémových obrazov a aj potrebných ovládačov pre 
Windows. 
Po stiahnutí a nainštalovaní zvolených doplnkov už stačí len v zložke eclipse 
spustiť aplikáciu eclipse.exe kde si nastavíme po spustený zložku s pracovným 
priestorom a môžeme sa pustiť do vývoja aplikácie. 
 
1.3 Nastavenie projektu v Eclipse 
 
Pri spustení si vyberieme zložku, kde sa bude ukladať projekt. Vďaka Android 







Na začiatok si vytvoríme nový Android projekt: File -> New -> Android Application Project. 
 
Ďalej si zvolíme Application Name, s toho sa nám automaticky doplní Project Name, 
ktoré si v prípade záujmu môžeme zmeniť a nakoniec si v Package Name musíme zvoliť 
unikátny názov. Teraz si nastavíme potrebné API. Klikneme na Next. 
 
 
V ďalšom okne nebudeme nič meniť a dáme zase Next. 
 





Teraz si môžeme zvoliť či sa nám vytvorí na úvod aktivita alebo nie a poprípade si 
môžeme vybrať druh aktivity. Zvolíme si Empty Activity. Pokračujeme Next. 
 
V ďalšom poslednom kroku si aktivitu pomenujeme a následne už len potvrdíme 
kliknutím na Finish. 
Teraz sa nám otvorí pracovná plocha, kde môžeme na ľavej strane vidieť 

















1.4 Prvá aplikácia 
Teraz sa môžeme pustiť do vývoja našej prvej aplikácie. Ako prvý program si 
vytvoríme jednoduchý časovač. Tento časovač odpočíta 10 sekúnd po kliknutí na tlačidlo. Na 
začiatok, skôr než sa budeme venovať písaniu kódu si vytvoríme rozhranie, teda tú časť 
programu ktorú užívateľ vidí. V prieskumníku vľavo pôjdeme do adresára res/layout kde 
nájdeme súbor ###.xml kde ### je názov aktivity ktorý sme si zvolili. Otvoríme ho. Vývojové 
prostredie nám ponúka dve možnosti ako upraviť rozhranie a to použitím grafického editora 
alebo ručne pomocou XML kódu. Výhodnejšie je použiť druhú možnosť, keďže sa dá  presne 
definovať vlastnosti daného prvku, avšak pre niekoho môže byť zo začiatku lahšie použiť 
grafický editor. 
Na začiatku máme vytvorenú vrstvu a v nej jedno textové pole. Na výber je viac 
druhov vrstiev, pričom na začiatok je asi najľahšie použiť vrstvu LinearLayout. Ďalej si 
upravíme textové pole TextView. Najprv upravíme ID tohto pola a následne si zvolíme text 
v poli, pričom ho tam nevložíme ‚na tvrdo‘ ale použijeme premennú. Nastavíme aj odsadenie 
od horného okraja. Teraz pridáme tlačidlo ktorému tak isto dáme vlastné ID a text do 
premennej ktorý bude obsahovať. Do riadkov s android:layout_width a  
android:layout_height môžeme pridať konštanty fill_parent, match_parent a  wrap_content. 
Prvá a druhá konštanta nám nastaví šírku/výšku na maximálnu možnú hodnotu, ale tretia 
konštanta nám nastaví veľkosť na najmenšiu možnú.  Výsledný XML kód by mal vyzerať 
veľmi podobne: 
<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android" 
    xmlns:tools="http://schemas.android.com/tools" 
    android:layout_width="match_parent" 
    android:layout_height="match_parent"  
    android:orientation="vertical"> 
    <TextView 
        android:id="@+id/cas" 
        android:layout_width="wrap_content" 
        android:layout_height="wrap_content" 
        android:layout_marginTop="60dp" 
        android:text="@string/odpocitavanie" 
        android:layout_gravity="center_horizontal" /> 
      <Button 
          android:id="@+id/tlacidlo" 
          android:layout_width="wrap_content" 
          android:layout_height="wrap_content" 
          android:layout_marginTop="40dp" 
          android:text="@string/start"  





Keďže sme použili dve premenné, musíme ich definovať v res/values/strings.xml . 
Tento XML súbor uchováva premenné. XML kód v tomto súbore by mal byť nasledovný: 
<?xml version="1.0" encoding="utf-8"?> 
<resources> 
 
    <string name="app_name">prva</string> 
    <string name="odpocitavanie">10:00</string> 




Teraz sa budeme zaoberať samotným JAVA kódom nášho časovača. Takže si 
otvoríme v editore JAVA súbor, ktorý sa nachádza v zložke src v balíčku s názvom ktorý sme 
si zadali. Tento súbor by mal obsahovať automaticky vygenerovanú funkciu onCreate(), ktorá 
slúži nato, že po otvorení a aktivovaní aktivity sa automaticky spustí. Pod riadok v ktorom je 
definovaná aktivita si definujeme premenné a konštanty. Bude to konštanta obsahujúca čas 
odpočítavania a premenná Button a  TextView ktorej priradíme ID textového pola zo súboru 
XML. Pridáme aj premennú triedy CountDownTimer, ktorá nám bude slúžiť ako odpočítadlo.  
Bude potrebné aj importovať nové knižnice, ktoré majú v sebe zahrnutý časovač, TextView 
a Button. 
Teraz priradíme premenným TextView a Button konkrétne textové pole a tlačidlo 
v XML pomocou metódy findViewById() . nato aby tlačidlo fungovalo musíme vytvoriť 
podtriedu setOnClickListener() s metódou onClick() ktorá zavolá metódu zobrazCas(). 
Teraz si vytvoríme samotnú metódu zobrazCas().Tá bude obsahovať časovač 
CountDownTimer, ktorý bude odpočítavať čas plus pridáme výstupné hodnoty, ktoré sa majú 












public class MainActivity extends Activity { 
 
   private static final int CAS = 10; 
   private TextView      displej; 
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   private Button   start; 
   private CountDownTimer casovac; 
    
 @Override 
 protected void onCreate(Bundle savedInstanceState) { 
  super.onCreate(savedInstanceState); 
  setContentView(R.layout.activity_main); 
   
  displej = (TextView) findViewById(R.id.cas); 
  start = (Button) findViewById(R.id.tlacidlo); 
     start.setOnClickListener(new View.OnClickListener()  
     { 
      public void onClick(View view)  
       { 
         try { zobrazCas(CAS * 1000); }  
         catch (NumberFormatException e) { } 
       } 
     }); 
 } 
 
 private void zobrazCas(int zostavajuciCas) { 
    if(casovac != null) { casovac.cancel(); } 
    casovac = new CountDownTimer(zostavajuciCas, 1000) { 
    @Override 
    public void onTick(long millisUntilFinished) { 
     displej.setText("Zostávajúci čas: " + 
      millisUntilFinished / 1000); 
    } 
    @Override 
      public void onFinish() { 
     displej.setText("Koniec!"); 
      } 
    }.start(); 
  } 
} 
 
Aplikáciu je možné otestovať v Android emulátore, ktorý je súčasťou vývojového 
prostredia. Keď chceme aplikáciu exportovať do súboru .apk je najlepšie použiť vstavanú 









Spustí sa nám sprievodca exportovaním. V prvom ktoku si vyberieme projekt ktorý 
chceme exportovať. V ďalšom kroku si musíme vytvoriť kľuč pomocou ktorého sa šifruje 
súbor a zvoliť si heslo. Kľuč sa uchováva v textovom súbore .txt, takže si vyberieme 
umiestnenie súboru a doplníme názov . 
 
Ďalším krokom je vyplnenie potrebných informácií, vytvorenie hesla, a dĺžka validity 
v rokoch. 
 
Posledným krokom je zvolenie umiestnenia výslednej .apk. Tým nám vznikla samotná 
aplikácia a kľuč, ktorý môžeme použiť aj do budúcna. Teraz si môžeme aplikáciu poslať do 
mobilu nainštalovať a vyskúšať. 
 
Zdroje: 
 Android Developers [online] Android Developers,  Dostupné na internete: 
<http://developer.android.com/guide/> 




1 LABORATÓRNA ÚLOHA Č.2 
 
 
V minulom cvičení sme sa zoznámili s vývojovým prostredím a vytvorili sme 
jednoduchú aplikáciu na odpočítavanie času. Dnes sa pozrieme bližšie na štruktúru Android 
aplikácií a vytvoríme si menu, naučíme sa vytvoriť novú aktivitu. 
Menu alebo ponuka sú veľmi často používané pri návrhu používateľského prostredia v 
mnohých typoch aplikácií. Zariadenia so systémom vyšším než Android 3.0 (API level 11), 
už nie sú povinné poskytovať vyhradené tlačidlo pre vyvolanie Menu. S touto zmenou 
migrovali aplikácie od tradičných šesť položkových ponúk a namiesto toho poskytujú  
takzvaný Action Bar.  
V Androide máme dva typy ponuky menu. Tzv. Options Menu, ktoré sa zobrazí ak 
používateľ stlačí menu tlačidlo (na spomínaných starších zariadeniach) alebo je zobrazené v 
Action bare (novšie Androidy). Dnes použijeme prvé spomínané Options menu, ktoré nám 
umožní nastaviť čas odpočítavania. 
Na prenos medzi aktivitami sa používa Intent (zámer). Zámery sú objekty do ktorých sa 
zadefinuje určitá vlastnosť ktorou sa povie operačnému systému Android nech ho vykoná. 






Menu je veľmi často používané, a preto je výhodné sa ním zaoberať. V súčasnosti 
máme v Androide dva typy menu a to : 
 Options Menu – vyvolá sa po stlačení tlačidla možnosti 
 Action Bar – menu ktoré sa nachádza väčšinou v hornej lište ( od API 11) 
Dnes sa pozrieme na použitie Options Menu, ktoré funguje vo všetkých verziách 
Androidu. Na začiatok si musíme vytvoriť triedu ktorá nám menu vytvorí. Táto trieda sa 
nazýva onCreateOptionsMenu(). V nej pomocou funkcie getMenuInflater() vytvoríme odkaz 
na XML súbor kde máme menu definované. Najprv si musíme v prieskumníkovi v našom 
projekte vytvoriť novú zložku ktorá sa nazýva menu a následne do nej pridať XML súbor, 
v ktorom bude menu definované. 
 
V tomto súbore si musíme definovať samotné menu a jej položku. Stačí im pridať ID 
a premennú s názvom. Nezabudnime premennú deklarovať v súbore Strings.xml. 
<?xml version="1.0" encoding="utf-8"?> 
<menu xmlns:android="http://schemas.android.com/apk/res/android" > 
 <item     
    android:id="@+id/zadaj"  
    android:title="@string/zadajCas"> 
</item>    
</menu> 
1.2 Aktivity 
Teraz v JAVA súbore pomocou funkcie onMenuItemSelected()  dosiahnuť toho, aby 
sa po stlačení tlačidla vykonala naša funkcia zadajCas(). Funkciu si následne vytvoríme. 
Bude obsahovať Intent ktorý nám spustí novú aktivitu. Tú si musíme vytvoriť. Zvolíme 









Teraz nám pribudli nové položky v zložke src a layout, čiže JAVA súbor a XML 
súbor. 
Do súboru XMl si pridáme prvky Spinner a 2x Button. Spiner nám slúži na výber 


























 android:text="@string/OK" /> 
</LinearLayout> 
Tým máme hotový vzhľad. Teraz sa zameriame na funkciu v JAVA súbore. Na 
začiatok si definujeme všetky premenné a to bude Spinner a rozsah čísel pre Spinner 
a Adapter. K tomu bude potrebné importovať aj knižnice. 
Bude potrebné si aj vytvoriť nové metódy ku tlačidlám OK a Zrušiť. Metódy by mali 
obsahovať Intent, ktorý nám vráti hodnotu a na konci by mal volať funkciu finish(), ktorá určí 
aktuálnu aktivitu. Uchovanie hodnoty v Intente sa robí pomocou Bundle, ktorý slúži na 
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ukladanie informácií, aby mohli byť predané do inej aktivity. Tlačidlo Zrušiť Bundle 















public class ZadanieCasu extends Activity { 
 
 int nastavSec; 
 private Spinner spinner; 
 private ArrayList<Integer> spinnerList; 
 private ArrayAdapter<Integer> adapter; 
  
 @Override 
 protected void onCreate(Bundle savedInstanceState) { 
  super.onCreate(savedInstanceState); 
  setContentView(R.layout.activity_zadanie_casu); 
  
    spinner = (Spinner) findViewById(R.id.spinner); 
    spinnerList = new ArrayList<Integer>(); 
    for (int i = 1; i <= 99; i++) { spinnerList.add(i); } 
     
    adapter = new ArrayAdapter<Integer>(this, 
            android.R.layout.simple_spinner_item, 
spinnerList); 
    adapter.setDropDownViewResource( 
android.R.layout.simple_spinner_dropdown_item); 
     
    spinner.setAdapter(adapter); 
    spinner.setOnItemSelectedListener(new 
OnItemSelectedListener() { 
      public void onItemSelected(AdapterView<?> parent, 
        View view, int pos, long id) { nastavSec = 
(Integer)parent.getItemAtPosition(pos); } 
      public void onNothingSelected(AdapterView<?> parent) 
{ } 
    }); 
 } 
  
 public void tlacidloOK (View view) { 
    Intent i = new Intent(); 
    Bundle bundle = new Bundle(); 
    bundle.putInt("sekundy", nastavSec); 
    i.putExtras(bundle); 
    setResult(RESULT_OK, i); 




 public void tlacidloZrusit (View view) { 
    Intent i = new Intent(); 
    setResult(RESULT_CANCELED, i); 
    finish(); 
  } 
} 
 
Týmto sme ukončili prácu na aktivite ZadanieCasu. Teraz musíme spracovať 
informáciu v hlavnej aktivite od Intentu. Na tento účel nám slúži metóda onActivityResult(). 
Musíme si ešte definovať jednu novú premennú do ktorej sa nám uloží hodnota z Intentu. 
Túto premennú potom musíme aj zameniť za konštantu ktorá nám zadávala čas odpočtu. 













public class MainActivity extends Activity { 
 
   private TextView      displej; 
   private Button   start; 
   private CountDownTimer casovac; 
   private int sekundyOdpocitavania; 
    
 @Override 
 protected void onCreate(Bundle savedInstanceState) { 
  super.onCreate(savedInstanceState); 
  setContentView(R.layout.activity_main); 
   
  displej = (TextView) findViewById(R.id.cas); 
  start = (Button) findViewById(R.id.tlacidlo); 
     start.setOnClickListener(new View.OnClickListener()  
     { 
      public void onClick(View view)  
       { 
         try { zobrazCas(sekundyOdpocitavania * 1000); }  
         catch (NumberFormatException e) { } 
       } 
     }); 
 } 
 
 private void zobrazCas(int zostavajuciCas) { 
    if(casovac != null) { casovac.cancel(); } 
    casovac = new CountDownTimer(zostavajuciCas, 1000) { 
    @Override 
    public void onTick(long millisUntilFinished) { 
6 
 
     displej.setText("Zostávajúci čas: " + 
      millisUntilFinished / 1000); 
    } 
    @Override 
      public void onFinish() { 
     displej.setText("Koniec!"); 
      } 
    }.start(); 
  } 
 
 @Override 
 public boolean onCreateOptionsMenu(Menu menu) { 
     getMenuInflater().inflate(R.menu.activity_main, menu); 
     return true; } 
  
    public boolean onMenuItemSelected(int id, MenuItem item) { 
       switch(item.getItemId()) { 
         case R.id.zadaj: 
           zadajCas(); 
           return true; 
         default: 
       } 
       return super.onMenuItemSelected(id, item); 
     } 
     
    private void zadajCas() { 
       Intent i = new Intent(getBaseContext(), ZadanieCasu.class); 
       startActivityForResult(i, 1); } 
     
    protected void onActivityResult(int requestCode, int resultCode, Intent i) 
{ 
       super.onActivityResult(requestCode, resultCode, i); 
       if (resultCode == RESULT_CANCELED) { 
         return; 
       } 
       assert resultCode == RESULT_OK; 
       switch(requestCode) { 
         case 1:  
           Bundle extras = i.getExtras(); 
           sekundyOdpocitavania = extras.getInt("sekundy"); 
           displej.setText(Long.toString(sekundyOdpocitavania)); 
           break; 
         default: 
         } 
       } 
} 
Teraz si môžeme aplikáciu vyskúšať v Android Virtual Machine, alebo si ju tak ako na 
minulom cvičení exportovať a pridať do mobilného telefónu. 
V tomto cvičení sme sa dozvedeli ako prenášať premenné medzi aktivitami, ako si 
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<http://www.mojandroid.sk/ > 
 
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA ELEKTROTECHNIKY A KOMUNIKAČNÍCH
TECHNOLOGIÍ
ÚSTAV TELEKOMUNIKACÍ
FACULTY OF ELECTRICAL ENGINEERING AND COMMUNICATION
DEPARTMENT OF TELECOMMUNICATIONS
SROVNÁNÍ PROCESORŮ A ČIPOVÝCH SAD PRO
CHYTRÉ TELEFONY
AUTOR PRÁCE SILVESTR RUŽIČKA
AUTHOR







1 Úvod .................................................................................................................................... 2 
2 História architektúry Advanced RISC Machine (ARM) ..................................................... 3 
2.1 Prehľad rodín Advanced RISC Machine (ARM) ........................................................ 3 
2.2 Technológie Advanced RISC Machine (ARM) ........................................................... 8 
2.3 Zreťazenie pri Advanced RISC Machine (ARM) ...................................................... 10 
3 História rodiny x86 Intel Atom ......................................................................................... 13 
3.1 Delenie Intel Atom ..................................................................................................... 13 
3.2 Technológie Intel Atom ............................................................................................. 17 
4 Systém na čipe (SOC) ....................................................................................................... 19 
4.1 Procesory ................................................................................................................... 19 
4.2 Čipová sada ................................................................................................................ 20 
4.3 Súčasné  Systémy na Čipe (SoC) ............................................................................... 21 
5 Porovnanie ......................................................................................................................... 25 
6 Záver.................................................................................................................................. 28 
7 Zoznam použitých obrázkov ............................................................................................. 29 





1 ÚVOD   
V súčasnosti sa istotne každý človek denno-denne stretáva s mobilnými telefónmi a 
technológiami s nimi spojenými. Určite tiež minimálne jedno alebo dokonca i viac 
zariadení postavených na mobilnom operačnom systéme i vlastní. Rovnako ako počítač, 
tak aj zariadenie, ktoré nosíme vo vrecku musí mať svoj operačný systém. Väčšina ľudí 
považuje práve počítačovú gramotnosť za jednu zo základných ukazovateľov uplatnenia na 
trhu práce. Prečo zabúdame na podobnú gramotnosť pri mobilných telefónoch a tabletoch? 
Hrajú snáď v našich životoch menšiu úlohu ako počítače? Budúcnosť ukazuje, že tomu tak 
nie je. Na trhu existuje viacero operačných systémov určených práve pre mobilné 
zariadenia. Môžeme medzi ne zaradiť systémy ako Android, iOS, Windows Phone, 
BlackBerry, Ubuntu a zabudnúť by sme nemali ani na rýchlo ustupujúcu platformu 
Symbian. Mnoho z týchto systémov nájdeme i v nemobilných zariadeniach ako napríklad 
pračky, počítače, televízie, domáce multimediálne centrá, počítače v automobiloch a 
dokonca i fotoaparáty a podobne. 
V tejto práci sa bližšie pozrieme hlavne na platformy ARM a Intel Atom. Budeme sa 
venovať vývoji architektúry ARM od počiatku až po dnešné riešenia systém na čipe. 
Podobne aj pri architektúre Intel Atom sa pozrieme na jej vývoj až po súčasné riešenia 
systému na čipe. Popíšeme si jednotlivé technológie ktoré sa používajú. Pozrieme sa aj 
nato čo je vlastne systém na čipe (SoC) a z čoho sa skladá. Ukážeme si aj príklady 
dnešných bežne používaných riešení systému na čipe. 
Na záver si vyhodnotíme výhody a nevýhody jednotlivých platforiem a pozrieme sa 




2 HISTÓRIA ARCHITEKTÚRY ADVANCED RISC MACHINE 
(ARM)  
2.1 Prehľad rodín Advanced RISC Machine (ARM)  
Je dôležité si na začiatok vysvetliť značenie pri ARM procesoroch, ktoré môže na 
prvý pohľad pôsobiť mätúco. 
Architektúra  ARMv1, ARMv2, ... , ARMv8 
Rodina Zviazaná s architektúrou, ale má odlišné číslovanie.  
Napr.:  architektúra ARMv3 rodiny ARM6 a ARM7 
Jadro  Obsahuje čipy so spoločnými modulmi (MMU, cache, ...) 
  Napr.: ARMv3 – ARM7 – ARM 700, ARM 710, ARM 710a, ... 
 
ARM1 
 Architektúra ARMv1 
 Jadro ARM1 
Rodina ARM1 bola tzv. „Proof of concept“ čiže nebola 
použitá v žiadnom komerčnom produkte. Bola to vôbec prvá 
implementácia jadra ARM. Po strádala hardwarovú násobičku a tak 




 Architektúra ARMv2 
 Jadro ARM2 
Rodina ARM2 bola prvá komerčne používaná. Bola pridaná 
hardwarová násobička. Typická frekvencia bola 8 MHz a 
dosahovaný výkon bol cca 4 MIPS. 
 
• Architektúra ARMv2a 
• Jadro ARM250 
Obr. č.  1 - ARM1 
Obr. č.  2 - ARM2 
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V novom jadre rodiny ARM2 A250 bola novinkou integrovaná Jednotka správy 
pamäti (MMU) . Boli pridané aj nové inštrukcie (SWP a SWPB) a ďalšou zásadnou vecou 
ktorá bola pridaná bol grafický I/O procesor. Frekvencie dosahovali až 12 MHz a 
priemerný dosahovaný výkon bol 7 MIPS [2] [4] [5]. 
ARM3 
 Architektúra ARMv2a 
 Jadro ARM3 
Keďže operačná pamäť je už brzdou, tak v tejto rodine 
bola pridaná konečne aj cache, a to konkrétne o veľkosti 4 kB. 
Frekvencie dosiahli 25 MHz a výkon bol priemerne 12 MIPS 
[2] [4] [5]. 
 
ARM4 a ARM5 
Označenie rodiny ARM4 a ARM5 neboli nikdy použité, ale ARM vytvoril rezervu 
pre ARM4 a ARM5 pre prípad, že by chcel isť do jednoduchších produktov. Ale vzhľadom 
na zmenu firmy z Arcon na ARM Holdings bolo číslovanie zmenené. Ako také boli ARM4 
a ARM5 preskočené [4] [5]. 
ARM6 
 Architektúra ARMv3 
 Jadro ARM60 / ARM600 / ARM610 
Po prvý krát bolo použité plné 32bitové adresovanie (doteraz bolo len 24 alebo 
26bitové). Cache bola podľa typu jadra buď nulová (ARM60) alebo o veľkosti 4 kB 
(ARM600 / ARM610). Frekvencia bola 33 MHz a dosahovaný výkon až 28 MIPS. 
Procesory ARM610 boli použité v produktoch Apple – Newton PDA [2] [4] [5]. 
ARM7 
 Architektúra ARMv3 
 Jadro ARM700 / ARM710 / ARM750 
Rozdiel medzi ARM7 a ARM6 spočíva hlavne vo väčšej cache, ktorá tu je až 8kB a 
integrovaný System-on-a-chip (SoC), frekvenciu mali až 56 MHz. Vychádzala z Von 
Neumannovej architektúry. Mali podporu JTAG, ktorá umožňuje ľahšie ladenie, 
hardwarové break pointy, ... [2] [4] [5]. 
 
 




 Architektúra ARMv4T / ARMv5TEJ 
 Jadro ARM7TDMI / ARM710T / ARM720T / ARM740T / ARM7EJ-S 
Táto rodina priniesla podporu 16-bitových inštrukčných sád Thumb, ktoré 
potrebovali  o 40% menej priestoru oproti 32-bitvému ARM kódu, ale boli o niečo menej 
efektívne. Jadrá z tejto rodiny boli veľmi obľúbené a používali sa o väčšine iPod 
prehrávačov. ARM7TDMI je založený na 3-stupnovej pipeline podobne ako prvý ARM 
(Fetch, Decode, Execute) a obsahoval len 30000 tranzistorov. Frekvenciu dosahovali 59,8 
MHz a výkonnosť 60 MIPS. 
 Architektúra ARMv5TEJ 
 Jadro ARM7EJ-S 
Nová architektúra priniesla hlavne podporu 5-stupnovej pipeline (Fetch, Decode, 
Execute, Memory, Writeback) a technológiu Jazelle, ktorá slúžila na zvýšenie podpory pre 
programovací jazyk Java [2] [4] [5]. 
StrongARM 
 Architektúra ARMv4 
 Jadro SA-110 / SA-1110 
Rodina StrongARM vznikla spoluprácou firmy Digital Equipment Corporation 
(DEC) a ARM. Čipy sa používali hlavne v PDA, set-top boxoch, Apple MessagePad, 
Acron Computer RISC PC, ... 
Prvé jadro SA-110 z tejto rodiny bolo dostupné od roku 1996. Využívalo skalárnu 
architektúru a bolo In-order a využívalo už 5-stupnovú pipeline (Fetch, Decode, Execute, 
Memory, Writeback). Cache mala veľkosť 16kB. Jadrá boli vyrábané 0,35 um 
technológiou a obsahovali 2,5 milióna tranzistorová pracovali až na frekvencii 203MHz. 
Druhé jadro SA-1110 bolo založené na  jadre SA-110. Bolo užšie zamerané na 
PDA, z toho dôvodu malo integrovaný radič pamäti, riadenia LCD a PCMCIA (Personal 
Computer Memory Card International Association). Dalej malo 5 sériových I/O kanálov a 
to USB, IrDA, SDLC (Synchronous Data Link Control) a 2x UART (Universal 
Asynchronous Receiver and Transmitter). Kvôli veľkosti bola nutnosť zmenšiť cache na 8 
kB. Jadro obsahovalo zhodne ako SA-1100 2,5 milióna tranzistorov a pracovalo na 






 Architektúra ARMv4 
 Jadro ARM810 
Táto rodina je v podstate totožná s rodinou StrongARM, ale jadro bolo navrhnuté 
samotnou spoločnosťou ARM Holdings. Mala 8 kB cache a taktiež už využivala 5-
stupnovú pipeline. Na rozdiel od StrongARM mala nižšiu frekvenciu 78 MHz [2] [4] [5]. 
ARM9 , ARM10 
 Architektúra ARMv5TE / ARMv5TEJ 
 Jadrá ARM9xxE-S / ARM9xxEJ-S 
Táto rodina priniesla novú architektúru ARMv5 ktorá bola navrhnutá špeciálne na 
mieru Thumb inštrukčnej sade, ale je možné ich využívať aj s ARM inštrukčnou sadou. Je 
taktiež doplnená o DSP inštrukcie Tie podporujú aritmetike so saturáciou. Prišla na svet 
v roku 1999. 
O rok neskôr prišla upravená architektúra ARMv5TEJ ktorá naviac podporovala 
technológiu Jazelle vďaka ktorej mala zvýšenú podporu a zníženú spotrebu pri Java 
aplikáciách. 
 Rodina ARM9 už obsahuje 5 fázové zreťazenie, rozhranie AMBA Advanced High-
performance Bus ktoré slúži na na rýchlu vzájomnú komunikáciu medzi viacerými jadrami 
procesoru, ďalej ETM rozhranie pre trasovanie v reálnom čase a rozšírenú násobičku 
16x32bit . 
Rodina ARM10 naviac oproti rodine ARM9 obsahuje 6 fázové zreťazenie 
inštrukcií a matematický koprocesor VFP10 [2] [4] [5]. 
 
XScale 
 Architektúra ARMv5TE  
XScale je rodina procesorov s architektúrov ARMv5 implementovaná firmami Intel 
a Marvell. Súčasťou implementácie nie je podpora inštrukcii pre prácu s čislama 
s pohyblivou desatinou čiarkou. XScale je nástupca starších StrongARM, ktoré Intel kúpil 






 Architektúra ARMv6 
 Jadrá ARM11 MPCore / ARM11xx 
Rodina ARM11 s novou architektúrou ARMv6 bola vypustená na svet v roku 2001 
a charakterizovali ju zlepšenia v oblasti pamäťového systému, komunikácie a teda aj lepšia 
podpora pre multiprocesorové aplikácie. ARMv6 vkladá mediálne inštrukcie podporujúce 
vykonávanie softwaru so Single Instruction Multiple Data (SIMD). Je to rozšírenie pre 
spracovanie audio a video kodekov. 
Tiež obsahuje 64bitovú dátovú zbernicu, ktorá umožňuje vyzdvihnutie naraz 2 
inštrukcií a uložiť hodnotu dvoch registrov v jednom cykle [1] [2]. 
Cortex 
 Architektúra ARMv7 
 Jadrá Cortex 
Pri tejto rodine ukončil ARM Holding už dosť neprehľadný systém pomenovania 
a prišiel s novým označením a to Cortex za ktorým nasleduje písmeno ktoré označuje druh 
využitia a číslica, ktorá označuje generáciu jadra, čiže čím vyššia tým novšia. Písmeno M 
značí Microcontroller písmeno R značí Real-Time a písmeno A značí Application. 
Oproti ARMv6 podporuje inštrukčnú sadu Thumb-2 ktorá komprimuje kód, ale aj 
napriek tomu podporuje predchádzajúce inštrukčné sady. Najnovším prírastkom je 
technológia NEON rozširujúca SMID a zároveň poskytuje podporu plávajúcej  desatinnej 
čiarke vyžadovanej v 3D grafike, animáciách a hrách. Taktiež je tu prítomná technológia 
TrustZone ktorá poskytuje dva oddelené adresové priestory. Obsahuje aj rozhranie 
AMBA3 ktoré slúži na ľahšiu a rýchlejšiu realizáciu a komunikáciu medzi viacerými 




 Architektúra ARMv8 
 Jadro Cortex-A5x 
Táto rodina ešte nieje na trhu k dispozícii. Hlavnou zmenou je, že bude postavená 
na 64bitovej verzii inštrukčnej sady. Vďaka tomu bude možné adresovať viac ako 4GB 




2.2 Technológie Advanced RISC Machine (ARM) 
Thumb 
Táto technológia sa začala používať v architektúre ARMv4. Podporuje šírku 
inštrukcií o šírke 16 bitov oproti ARM inštrukciám ktoré majú šírku 32 bitov. Je to vlastne 
podmnožina najčastejšie používaných pôvodných inštrukcií ARM. Thumb bolo 
optimalizované s ohľadom na prekladače C a C++. Thumb neumožňuje podmienené 
prevádzanie inštrukcií, čiže je potrebné sa vrátiť k využitiu podmienených skokov. Napriek 
tomu, že inštrukcie v Thumb potrebujú približne o 40% menej miesta sú aj o 40% pomalšie 
oproti ARM inštrukciám čo môže byť nevýhoda [2]. 
 
Thumb2 
Novinkou tejto technológie oproti Thumb je to že podporuje kombinácie 32 a 16 
bitových inštrukcií. Thumb2 je spätne kompatibilná s Thumb. Má väčšiu hustotu 
strojového kódu. Zmysel použitia Thumb2 je v situácii rýchleho CPU, pomalej DRAM a 
výkonnej Cache. Výkonnosť je porovnateľná s ARM režimom [2]. 
 
OptimoDE 
Je to nástroj na rýchlu a nepretržitú prácu s údajmi v reálnom čase ako napríklad je 
spracovanie zvuku a obrazu [2]. 
 
Vector Floating Point (VFP) 
Ide o podporu pre výpočet s pohyblivou/plávajúcou desatinou čiarkou. Poskytuje 
presnosť pre výpočty na jednojitú alebo dvojitú pohyblivú/plávajúcu desatinnú čiarku plne 
kompatibilnú s ANSI/IEE 754-1985. VFP je výhodné pre PDF, smartfóny, hlasovú 
kompresiu a dekompresiu, 3D grafiku, digitálne audio, ... 
VFPv1 bola zastaralá a ani sa nepoužívala v ARM architektúre. VFPv2 bola 
dostupná ako volitelné rozšírenie v ARM inštrukčnej sade od architektúry ARMv5. VFPv3 
bola už dostupná ako v ARM inštrukčnej sade, tak aj v Thumb inštrukčnej sade a to od 








Prichádza s architektúrou ARMv5. Je to implementácia hardwarového virtuálneho 
stroja Java, ktorý umožňuje ARM procesorom spúšťať Java kód (bajtkód JVM) [2].  
TrustZone 
Je to zabezpečená oblasť pamäti, ktorá uľahčuje používanie operačných systémov 
napríklad Windows CE, Linux, Apple [2]. 
Intelligent Energy Manager 
  Riadi optimálnu záťaž procesoru za účelom zníženia odobranej energie pri 





2.3 Zreťazenie pri Advanced RISC Machine (ARM)  
 





Je použité od ARM7TDMI. Štruktúra je znázornená na Obr.č.4a. Je to klasické 
prevedenie Fetch – Decode –  Execute, ktoré v prípade neexistencie nebezpečenstva a 
prístupnej pamäte, dokončí jednu inštrukciu za cyklus. V prvej fáze sa načítajú inštrukcie z 
pamäte a zvýši hodnotu inštrukčnej adresy registru ktorý ukladá hodnotu ďalšej inštrukcie 
k načítaniu. Táto hodnota je taktiež uložená v registri PC. V ďalšej fázy sa dekóduje 
inštrukcia a spracujú sa riadiace signály ktoré sú potrebné pre jej vykonanie. V tretej fázy 
sa spraví práve ta skutočná práca a to načítanie operandov z registra, vykonanie ALU 
operácií, čítanie a zápis z/do pamäte ak je to potrebné a nakoniec sa zapíše späť zmenená 
hodnota do registra [2] [4]. 
 
Päťfázové zreťazenie 
Päťfázové zreťazenie je používané od ARM9TDMI. Štruktúra je znázornená na 
obr.č.4b. Pri trojfázovom zreťazení sa predpokladá dostupnosť jedného pamäťového portu, 
čo znamená, že každý prenos inštrukcií spôsobí, že pipeline stojí, pretože ďalšia inštrukcia 
nemôže byť načítaná keď pamäť číta alebo zapisuje. Spôsob ako to vyriešiť je práve 
použitie rozdelenie pamäte zvlášť na inštrukcie a zvlášť na dáta, ktoré je v 5-stupňovej 
pipeline. To nám umožňuje zabrániť tomu, aby inštrukcie stáli pri prenose dát. Aby bolo 
pipeline viac vyváženejšie posunie register krok čítania k dekódovacej fáze, pretože fáza 
dekódovania inštrukcie je oveľa kratšia ako fáza spúšťania (Execute). Ďalej je tretia fáza 
(Execute) rozdelená do troch častí. Prvá časť vykonáva aritmetické výpočty. Druhá časť 
vykonáva prístupy do pamäti. Tretia časť zapisuje výsledky späť do registra. 
To všetko má za následok oveľa vyváženejšie zreťazenie, ktoré môže mať oveľa rýchlejšiu 
frekvenciu [2] [4]. 
 
Šesťfázové zreťazenie 
Používané od jadra ARM10, kde prišlo k ďalšiemu vylepšeniu štruktúry. Návrhári 
si uvedomili, že výkon pipeline je obmedzovaný hlavne šírkou pásma pamäti. Preto urobili 
64-bitovú dátovú zbernicu. Vo fáze načítania tak umožňuje načítať dve inštrukcie za jeden 
cyklus, čo umožňuje zavedenie statickej predikcie jednotky. Pri spúšťacej časti (execution) 
z pipeline 64-bitová dátová zbernica umožní zlepšiť výkon pri viacnásobnom registrovom 





Jadro ARM11 s Osemfázovým  zreťazením  predstavilo dve hlavné zmeny na 
architektúre zreťazenia viď Obr.č.4d . Prvá je, že operácia posunu sa rozdelí na samostatnú 
fázu zreťazenia, druhá je, že inštrukčné a dátové prístupy sú teraz distribuované cez dve 
fázy zreťazenia . 
Z Obr.č.4d vidno, že spúšťanie inštrukcií (execution) realizované 8-stupňovou pipeline 
je rozdelené do troch samostatných pipeline, ktoré môžu pracovať súčasne  v niektorých 
prípadoch a môžu pripustiť inštrukcie out-of-order. Napriek tomu, načítacia a dekódovacia 




3 HISTÓRIA RODINY X86 INTEL ATOM 
  V  roku 2008 prišiel na trh ultra úsporných procesorov Intel so svojou značkou 
Atom. Procesory x86 Intel Atom boli rozdelené do troch hlavných kategórii a to: 
• Mobile Internet Device (MID) – čo sú vlastne procesory pre PDA 
a smartphony 
• Nettop – čiže lacné stolné počítače 
• Netbook –  lacné miniatúrne notebooky 
Intel v mene miniaturizácie a spotreby použil pri Atomoch spracovávanie inštrukcií 
v poradí tzv. in-order, keďže táto architektúra je menej náročná na počet tranzistorov. 
Avšak pridal aj algoritmus Safe Instruction Recognition (SIR), ktorý dovolí vo veľmi 
špecifických prípadoch aj spracovanie inštrukcie mimo poradie. 
Koncepcia inštrukčnej sady x86 bola definovaná v dobách, kedy počítače slúžili 
predovšetkým pre prácu, dôraz bol teda kladení na vysoký výpočtoví výkon, a tým trpí 
spotreba. Chýba tu väčšia špecializácia (hudba, video, ...) a často sa to rieši hrubým 
výkonom čím sa zvyšuje spotreba. Výhodou je, že vďaka rozšíreniu koncepcie x86 je 
možné používať plnohodnotné a dlhodobo vyvíjané aplikácie [3] [6] [7]. 
3.1 Delenie Intel Atom  
Mikroarchitektúra Bonnell 
Bonnell je mikroarchitektúra používaná v procesoroch Intel Atom prvej generácie 
s použitím spracovávania inštrukcií v poradí (in-order). Táto architektúra umožňuje 
spracovávať až dve inštrukcie za cyklus vďaka použitiu superskalárnej architektúry, tzv. 
Hyperthreading. Taktovacie frekvencie sa pohybujú v rozmedzí 0,8 – 2,13 GHz a používa 
16-fázové zreťazenie. Obsahuje 47 miliónov tranzistorov. Táto mikroarchitektúra má dve 
generácie jadier pre použitie v tabletoch a smartphonoch a to Silverthorne a Lincroft. 
 Silverthorne 
Jadrá boli vyrábané pomocou  45 nm výrobného procesu a mali rozmer 13 mm  x 
14 mm x 1,6 mm . Ich spotreba sa pohybuje v rozmedzí 0,65 W – 2,64 W podľa modelu 
procesoru. Procesory obsahovali iba jedno jadro.  
Od čias Pentia Pro sa v procesoroch Intel CISC inštrukcie dekódovali na menšie 
a jednoduchšie inštrukcie, takzvané mikroinštrukcie. Tie sa potom spracovávali na RISC 
jadre v procesore. S príchodom Pentium M začal Intel niektoré mikroinštrukcie spojovať 
do komplexnejších inštrukcií, ktoré sú v procesoroch spracované atomicky. Vďaka tomuto 
prístupu sa zvyšuje výkon procesoru a procesor sa javí akoby spracovával viac 
mikroinštrukcií súčasne. V jadre šlo ale stále o RISC procesor. Pri procesoroch Atom sa 
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dokonca niektoré inštrukcie nedekódujú do mikroinštrukcií a prechádzajú procesorom ako 
jedna veľká inštrukcia. Ide predovšetkým o inštrukcie ktorých jednu alebo viac častí tvorí 
operácia s pamäťou. Tento prístup je efektívny,  keďže ide o procesory so spracovaním 
inštrukcií v poradí (in-order).  
Obsahuje všetky dnes bežne rozšírené inštrukčné sady ako MMX, SSE, SSE2, 
SSE3, EIST a XD. Pri niektorých modeloch je možné nájsť aj podporu virtualizácie [3] [6] 
[7]. 




Atom Z500 800 MHz 512 KB 0.712–1.1 V 0.65 W 
Atom Z510 1.1 GHz 512 KB 0.75–1.1 V 2 W 
Atom Z510P 1.1 GHz 512 KB 0.8–1.1 V 2.2 W 
Atom Z510PT 1.1 GHz 512 KB 0.75–1.1 V 2.2 W 
Atom Z515 1.2 GHz 512 KB 0.712–1 V 1.4 W 
Atom Z520 1.33 GHz 512 KB 0.75–1.1 V 2 W 
Atom Z520PT 1.33 GHz 512 KB 0.9–1.1 V 2.2 W 
Atom Z530 1.6 GHz 512 KB 0.75–1.1 V 2 W 
Atom Z530P 1.6 GHz 512 KB 0.8–1.1 V 2.2 W 
Atom Z540 1.87 GHz 512 KB 0.75–1.1 V 2.4 W 
Atom Z550 2 GHz 512 KB 0.75–1.1 V 2.4 W 
Atom Z560 2.13 GHz 512 KB 0.75–1.1 V 2.5 W 
Tab. č.  1 - Prehľad procesorov s jadrom Silverthorne 
 
 Lincroft 
Jadrá Lincroft boli jadrá druhej generácie mikroarchitektúry Bonnell. Jadrá boli 
naďalej vyrábané pomocou 45nm výrobného procesu a opäť boli použité len jednojadrové 
modely. Počet použitých tranzistorov vzrástol až na 140 miliónov, oproti 47 miliónom 
v predchádzajúcej generácii. 
Zásadnou novinkou ktorá nastala bolo pri niektorých modeloch pridanie grafického 
jadra GMA 600, čím vzniklo riešenie systém na čipe (SoC) ktoré ale neobsahovalo čipovú 












Atom Z600 1.2 GHz 200 MHz 512 KB 0.76–1.1 V 1.3 W 
Atom Z605 1 GHz N/A 512 KB 0.75–1.15 V 2.2 W 
Atom Z610 800 MHz N/A 512 KB 0.75–1.15 V 1.3 W 
Atom Z612 900 MHz N/A 512 KB 0.75–1.15 V 1.3 W 
Atom Z615 1.6 GHz 400 MHz 512 KB 0.76–1.1 V 2.2 W 
Atom Z620 900 MHz N/A 512 KB 0.75–1.15 V 1.3 W 
Atom Z625 1.9 GHz 400 MHz 512 KB 0.76–1.1 V 2.2 W 
Atom Z650 1.2 GHz 400 MHz 512 KB 1.1–1.5 V 3 W 
Atom Z670 1.5 GHz 400 MHz 512 KB 1.1–1.5 V 3 W 
Tab. č.  2 - Prehľad procesorov/SoC s jadrom Lincroft 
 
Mikroarchitektúra Saltwell 
Saltwell je druhá generácia mikroarchitektúry Intel Atom, ktorá oproti 
predchádzajúcej generácii mikroarchitektúry priniesla jednu hlavnú zmenu a to bol 
prechod z 45nm na 32nm výrobný proces. Taktiež vybrané modely používajú  
superskalárnu architektúru, tzv. Hyperthreading.  
Táto mikroarchitektúra sa už používa výhradne v  riešeniach systém na čipe (SoC), 
čiže vždy obsahuje grafické jadro aj čipovú sadu. Modely používané v tabletoch už 
obsahujú dve jadrá a ich  veľkosť L2 cache pamäte je 1 MB. Táto mikroarchitektúra sa 
používa v riešeniach systém na čipe s názvom Penwell v ktorej sa ako grafické jadro 









Atom Z2420 1.2 GHz 400 MHz 512 KB 
Atom Z2460 1.3-1.6 GHz 400 MHz 512 KB 
Atom Z2480 1.3-2.0 GHz 400 MHz 512 KB 
Atom Z2610 1.3-1.6 GHz 400 MHz 512 KB 
Atom Z2520 1.2 GHz 300 MHz 1 MB 
Atom Z2560 1.6 GHz 400 MHz 1 MB 
Atom Z2580 2.0 GHz 400 MHz 1 MB 
Atom Z2760 1.8 GHz 533 MHz 1 MB 
Tab. č.  3 - Prehľad procesorov/SoC s jadrom Silvermont 
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 Mikroarchitektúra Silvermont 
Mikroarchitektúra sa pri jadrách Intel Atom za 5 rokov od uvedenia v roku 2008 
výrazne nezmenila, až architektúra Silvermont prináša zásadné zmeny. 
Jednou z hlavných zmien je spracovávanie inštrukcií mimo poradia (out-of-order), 
čiže mikroprocesor nečaká keď nemá potrebný operand k dispozícii ale začne spracovávať 
inštrukcie aby sa k potrebnému operandu dostal. Tým sa zrýchli spracovávanie . Prináša to 
ale aj nevýhodu v podobe väčšej spotreby a veľkosti jadra. 
Exekučné jednotky majú výrazne nižšiu odozvu, čo znamená, že niektoré operácie 
s plávajúcou desatinou čiarkou alebo celočíselné operácie môžu byť spracované výrazne 
rýchlejšie. Pribudla aj možnosť spracovať jednu load a jednu store operáciu paralelne. 
Pribudli aj inštrukčné sady SSE4.1, SSE4.2 , POPCNT a AES-NI. 
 Zreťazenie je tu veľmi podobné zreťazeniu pri predchádzajúcich generáciách. 
Bonnell mal 16-fázové zreťazenie ktoré bolo spracovávané v poradí (in-order) 
a nevýhodou bolo, že sa všetky operácie museli prejsť všetkými úrovňami dátovej cache aj 
keď s ňou nepracovali. Pri mikroarchitektúre Silvermont dovoľuje spracovávanie mimo 
poradia (out-of-order) premostiť tie úrovne, ktoré nepotrebujú dáta z pamäte, čo bude mať 
za následok výrazné skrátenie zreťazenia, cez ktoré musia dáta prejsť. 
V súčasnosti je dostupných pár prototypov riešení založených na architektúre 
Silvermont. To by sa ale v blízkej dobe, približne 2-3 mesiacoch malo zmeniť, kedy by sa 
mali systémy na čipe s architektúrou Silvermont začať sériovo vyrábať[3] [6] [7] [10].  
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3.2 Technológie Intel Atom  
 
Hyper-threading 
Technológia Hyper-threading, ktorú Intel používa paralelné spracovanie inštrukcií. 
Technológia vytvára z jedného fyzického procesoru dva virtuálne a to tak, že sú 
v procesore aktivované dve riadiace jednotky. Takto môže systém prezentovať dva logické 
procesory. Vďaka Hyper-threading sa lepšie využíva hardware procesoru, znižuje sa 
odozva systému, zrýchlia sa výpočty. Druhý virtuálny procesor môže samo zrejme 
využívať len tie prostriedky vo fyzickom procesore, ktoré prvý virtuálny procesor 
nevyužíva. Zvýšenie výkonu je teda spôsobené optimalizáciou využitia fyzického 
procesora. Technológia Hyper-threading musí byt nielen v procesore, ale musí ju 
podporovať aj čipová sada [3]. 
 
Enhanced Intel SpeedStep Technology (EIST) 
Technológia Enhanced Intel SpeedStep Technology umožňuje v závislosti na 
vyťažení systému dynamicky prispôsobovať napájacie napätie a frekvenciu procesora. 
Tým dochádza k zníženiu spotreby elektrickej energie a taktiež dochádza k menšiemu 
zahrievaniu procesoru vďaka zníženiu stratového výkonu [3]. 
 
Intel Virtualization Technology (VT-x) 
 Táto technológia umožňuje fungovanie procesoru ako niekoľko paralelne 
pracujúcich procesorov. Umožňuje využívať súčasne niekoľko operačných systémov na 
jednom počítači. Každý operačný systém môže mať spustené ďalšie programy, ktoré sú 
pod ním prevádzané. Jednotlivé operačné systémy potom pracujú na virtuálnom procesore 
respektíve virtuálnom stroji [3]. 
 
eXecute Disable (XD) 
Je to technológia, ktorá slúži na oddelenie pamäti pre inštrukcie procesoru a pamäti 
pre dáta. Táto technológia sa používa z bezpečnostných dôvodov. Operačný systém 
s podporou eXecute Disable môže označiť určité oblasti pamäti ako nespustitelné. Procesor 




Intel Burst Performance Technology (BPT) 
Táto technológia slúži na dočasné zvýšenie výkonu. Keď pri viacjadrových 
procesoroch zostane nejaké jadro nevyužité, vďaka technológii Enhanced Intel SpeedStep 
Technology klesne jeho frekvencia a spotreba na minimum, a toho práve technológia Intel 
Burst Performance Technology využíva. Ak nastane takýto stav a ostatné prevádzkové 
parametre to umožňujú, tak sa aktuálne vyťažené jadrá pretaktujú, čiže sa zvýši ich 
pracovná frekvencia, čím vzrastie ich výkon [3].  
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4 SYSTÉM NA ČIPE (SOC)  
Systém na čipe z anglického ‚System on Chip‘ (SoC) je pomenovanie pre jeden čip 
na ktorom je umiestnený celý elektronický systém. Je zostavený z jednotlivých blokov 
zvaných vnorene jadrá. Tieto jadrá môžu byť už vytvorené danou existujúcou technológiou 
alebo sa môžu skladať z podblokov, ktoré plnia určitú funkciu. S nástupom systémov na 
čipe vzniká aj nový pohľad na tržné hospodárstvo, ktorý zavádza dodávateľa jadier ako 
subjekt, ktorý dodáva už hotové funkčné jadrá a používateľ jadier, ktorý sa vzhľadom 
k jadru chová ako spotrebiteľ, integruje potrebné jadrá a komponenty do jedného čipu 
a vytvára tak funkčné SoC obvody. Ďalšie subsystémy okrem procesoru sú napríklad 
subsystémy pre spracovanie grafiky, zvuku alebo pripojených periférií. Integráciou na 
jeden čip sa redukuje výsledná cena, ale aj sa optimalizuje výkon a spotreba. Taktiež sa 
zvyšuje aj spolahlivosť. 
Typická štruktúra systému na čipe je: Procesor, Pamäťové bloky, Zdroje časovania, 
Externé vstupy, Analógové vstupy , Regulátory napätia a príkonu a Zbernice [1] [10]. 
 
4.1 Procesory  
Procesor tvorí základ systému na čipe (SoC). Väčšina dnes používaných systémov 
na čipe (SoC) v mobiloch, tabletoch či ďalších mobilných zariadeniach používa 
architektúru Advanced RISC Machine (ARM). Procesory od Intelu majú približne do 9% 
podiel na trhu mobilných zariadení  [11]. 
 
Výrobca Podiel na trhu 
Qualcomm (ARM) 52,30% 
MediaTek (ARM) 14,90% 
Intel 8,40% 
Broadcom (ARM) 5,60% 
STMicroelectronics (ARM) 5,30% 
Ostatný 13,50% 
Celkovo 100,00% 




4.2 Čipová sada 
Čipová sada je v podstate skupina čipov na základnej doske, ktorá je navrhnutá pre 
skupinovú spoluprácu. Obstaráva spoluprácu komponentov a je prostredníkom pri 
komunikácii procesora s pamäťou, vstupno-výstupnými zariadeniami a ďalšími 
zariadeniami. Určuje na akej rýchlosti bude procesor pracovať, aké budú rýchle zbernice, 
či aký typ pamätí možno použiť. Čipová sada je vlastne podpornou jednotkou celého 
systému. 
 Čipové sady je možné rozdeliť podľa rôznych kritérií. Jedno z najznámejších je 
delenie podľa mostíkov severný most  a južný most : 
 Severný most (North Bridge) komunikuje s procesorom pomocou zbernice 
a zaisťuje komunikáciu procesoru s ostatnými časťami (pamäte, zbernice, južný 
most,...) Tiež sa stará o prístup k pamätiam a grafickému jadru. 
 Južný most (South Bridge) zaistuje predovšetkým komunikáciu z ‚pomalšími‘ 
zariadeniami napríklad dátové úložisko. Uskutočňuje taktiež komunikáciu 
s externými zariadeniami ako napríklad USB. 
Čipové sady tiež možno rozdeliť podľa toho či obsahujú integrované grafické jadro, 
alebo ho neobsahujú [12]. 
Vzhľadom k vysokej integrácii sa v dnešnej dobe používa jednočipová varianta 
a postupne sa prechádza aj s tým, že sa čipová sada integruje priamo do procesora (SoC) . 
 
System Controller Hub (SCH) 
V mobilných zariadeniach poslednej doby sa už v drvivej väčšine čipová sada 
nachádza integrovaná priamo v systéme na čipe (SoC). Ešte ale do roku 2011 používal 
Intel čipovú sadu mimo SoC. Volala sa System Controller Hub (SCH) a bola určená pre 
procesory Intel Atom. Táto čipová sada obsahuje aj grafické jadro Intel  GMA 500 [12]. 
Platform Controller Hub (PCH) 
Ďalšou rodinou čipových sád ktoré Intel používal sú Platform Controller Hub (PCH). 
Tie mali v sebe len funkcie niektoré funkcie severného mostíku a funkcie južného mostíka, 
keďže procesor už mal v sebe integrované niektoré funkcie z severného mostíka, napríklad 




4.3 Súčasné  Systémy na Čipe (SoC)  
 
V súčasnosti systémy na čipe (SoC) postupne nahradzujú samostatné procesory, 
čipové sady, grafické jadrá,...  Dalo by sa povedať, že mobilné systémy na čipe dnes 
používajú jadrá vo väčšine od firmy ARM Holding a v podstatne menšej miere aj od firmy 
Intel. Kedže ARM Holding procesory len vyvíja a licencuje tak výrobcov ktorých SoC su 
založené na architektúre ARM je viacero na rozdiel od Intelu ktorý si SoC založené na 
procesoroch Intel Atom aj sám vyrába [1] [7] [10]. 
 
Intel Moorestown, Medfield 
Najprv sa pozrieme na systémy na čipe od Intelu. Intel začal používať systém na čipe 
s príchodom platformy Moorestown, ktorá používala procesory s jadrom Lincroft. 
V tomto systéme na čipe bola integrovaná grafická karta Intel GMA 600. Taktiež tu bol aj 
video kóder a dekóder a pamäťový radič. Systémy na čipe založené na platforme 
Moorestown komunikovali s čipovou sadou PCH s názvom Langwell. 
Ďalšia generácia systémov na čipe od Intelu bola založená na platforme Medfield. Tá 
využívala procesory s jadrom Saltwell a obsahovala aj grafické jadro PowerVR SGX 540 
od firmy PowerVR. Tento celistvý SoC obsahoval aj čipovú sadu a dosal označenie 
Penwell[1] [3] [10]. 
 
Apple A-series 
Apple má vo svojich zariadeniach systémy na čipu, ktorých označenie začína 
velkým A a pôvodne nan naväzovala jedna čislica. Pre Apple vyrába tieto čipy Samsung. 
Apple vydal prvý SoC s označením A4 spoločne s uvedením tabletu iPad v roku 2010, 
a hned nato bol použitý aj v smartphonoch iPhone4 a dalších zariadeniach. Tento čip mal 
frekvenciu 1GHz a bol vyrábaný 45 nm výrobným procesom. Kombinuje v sebe ARM 
Cortex-A8 procesor spoločne s grafickým procesorom PowerVR GPU. Zameranie tohto 
čipu je predovšetkým na výkon skôr ako na výdrž. Čip A4 nezahrnuje RAM ale umožnuje 
PoP (package on package) inštaláciu. Rok nato bol čip nahradené novším čipom 
s označením A4 ktorý už mal dve procesorové jadrá Corex-A9 a obsahoval už 512 MB 
integrovanej RAM. V terajšej tretej generácii ma čip označenie A5X a ako novinku 






Exynos od spoločnosti Samsung je systém na čipe vyrábaný primárne pre mobilné 
zariadenia. Samsung má bohatú históriu výroby systémov na čipe. Jeho prvý systém na 
čipe mal procesor s frekvenciou 66MHz. V roku 2010 vyšiel Hummingbird, ktorý dostal 
neskôr označenie Exynos 3110 a bol súčasťou mobilného telefónu Samsung Galaxy S. 
Začiatkom roka 2011 sa začali vyrábať Samsung Galaxy SII s Exynos 4210, ktorý 
obsahuje aj linuxové jadro. Vtedy obsahoval dvojjadrový procesor ARM Cortex A-9 
s frekvenciou 1,5 GHz vyrábaný 42nm výrobnou technológiou. Koncom roka vydal 
Samsung procesor Exynos 4212 ktorý už mal frekvenciu 1,5 GHz a bol vyrábaný 32nm 
výrobnou technológiou. V roku 2012 vydal ďalší model a to 4412 ktorý mal miesto 2 
jadier až štyri jadrá. Posledná séria modelov s Označením Exynos 5 využíva 4 jadrový 
ARM Cortex-A15 a je vyrábaný 28nm výrobnou technológiou [7] [10]. 
 
ST-Ericsson NovaThor / Nova 
ST-Ericsson vznikla rovnakým podielom spoločností Ericsson a STMicroeleronics. 
Ich systém na čipe s názvom NovaThor alebo Nova sa objavuje v rôznych smartphónoch 
a tabletoch od roku 2011. Na konci roku 2011 spoločnosť Nokia oznámila, že ich bude 
používať miesto Systémov na čipe od Qualcomm. Čipy sa taktiež objavili aj 
v smartphonoch Samsung Galaxy S advance alebo HTC Sensation Z710T. ST-Ericsson sa 
zameriava hlavne na šetrenie energie a používanie novej technológie tranzistorov. Jej čipy 
nesú označenie NovaThor U8500/U9500, obsahujú ARM Cortex A-9 a pracujú na 
frekvencii 1/1,2 GHz a sú vyrábané 45 nm výrobnou technológiou [7] [10]. 
 
Texas Instruments OMAP 
Texas Instruments vydal prvý OMAP 1 v roku 2009 a bol implementovaný 
v tabletoch Nokia 770. OPAM 4 už bolo možné nájsť aj v smartphonoch rôznych výrobcov 
ako Motorola, Samsung, LG, Huawei, BlackBerry, Toshiba, Panasonic alebo Fujisu. Texas 
Instruments má v portfóliu velké množstvo roznych modifikácii piatich generácií OPAM1 
až OPAM5 [7] [10]. 
 
Qualcomm Snapdragon 
Qualcomm vyrobil prvý Snapdragon založený na ARM technológii na konci roku 
2008. V roku 2010 bol tento systém v smartphone HTC Nexus Ones procesofom na 
frekvencii 1 GHz. Postupne sa nasadzoval do všetkých smartphonov od HTC. Qualcomm 
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chcel zjednodušiť názov na označovanie pomocou písmena S a číslice, takže čím 
výkonnejší bude procesor v systéme na čipe, tým vyššie číslo dostane. Neskôr prešiel z 1 
ciferných čísel k označovaniu pomocou 3 ciferných čísel.  Qualcomm má v dnešnej dobe 
až osem generácií systémov na čipe Snapdragon. A to sú Snapdragon S1, S2, S3, S4, 200, 
400, 600, 800. Každá z týchto generácií má obrovské množstvo variant. Qualcomm je 
najväčším výrobcom riešení systém na čipe pre mobilné zariadenia, s približne 50% 
podielom na trhu  [7] [11] [10]. 
NVIDIA Tegra 
NVIDIA prišla na trh so Systémom na čipe v roku 2008 s čipom, ktorý obsahoval 
procesor Tegra APX 2500 s frekvenciou 600NHz a celý systém na čipe dostal označenie 
Tegra. Tegra bola skorej používaná v zariadeniach s operačným systémom Windows 
mobile. Od roku 2009 boa používaná aj s operačným systémom Android. V roku 2010 
vydala spoločnosť NVIDIA novú sériu s označením Tegra 2. V roku 2011 NVIDIA 
oznámila príchod svojho prvého systému na čipe so štvorjadrovým procesorom. Tento 
systém pomenovala Kal-El ale viac sa ujal názov Tegra 3. Tegra 3 má procesor 
s frekvenciou 1,5 GHz a je vyrábaný pomocou 40 nm výrobnej technológie. Tegra 4 
(Wayne) používa štvorjadrový procesor ARM Cortex-A 15 ktorý má frekvenciu až 1,9 
GHz. NVIDIA používa svoje vlastné grafické jadrá  [7] [10]. 
 Na ďalšej strane sa nachádza prehľad súčasných systémov na čipe od spomínaných 
výrobcov. Sú tam najvýznamnejšie SoC, pri ktorých je uvedené kto ho vývoja, názov 
rodiny, názov konkrétneho modelu, použitý mikroprocesor, počet jadier mikroprocesora 
a ich frekvencia . Ďalej je uvedený grafický čip so svojou frekvenciou, pokiaľ to bolo 




Tab. č.  5 - Prehľad čipov na platforme ARM 
Vývoj Rodina Model CPU Počet jadier Frekvencia CPU GPU Frekvencia GPU Dostupnosť
A4 APL0398 Cortex-A8 1 0,8-1,0 GHz PowerVR SGX535 250 MHz 2010
A5 APL0498 Cortex-A9 2 0,8-1,0 GHz PowerVR SGX543MP2 250 MHz 2011
A5x APL0598 Cortex-A9 2 1,0 GHz PowerVR SGX543MP4 250 MHz 2012
A6 APL0598 Swift 2 1,3 GHz PowerVR SGX543MP3 266 MHz 2012
A6X APL5598 Swift 2 1,4 GHz PowerVR SGX554MP4 266 MHz 2012
A7 APL0698 Cyclone 2 1,3 GHz PowerVR G6430 200 MHz 2013
Exynos 3 3110 Cortex-A8 1  1,0-1,2 GHz PowerVR SGX540 200 MHz 2010
Exynos 4 Dual 4210 Cortex-A9 2  1,2-1,4 GHZ Mali-400 MP4 266 MHz 2011
Exynos 4 Quad 4212 Cortex-A9 2 1,5 GHz Mali-400 MP4 400 MHz 2011
Exynos 4 Quad 4412 Cortex-A9 4 1,4 GHz Mali-400 MP4 400 MHz 2012
Exynos 5 Dual 5250 Cortex-A15 4 1,7 GHz Mali-T604 533 MHz 2012
Exynos 5 Octa 5410 Cortex-A15 + Cortex-A7 8 1,6 / 1,2 GHz PowerVR SGX544MP3 480 MHz 2013
Exynos 5 Octa 5420 Cortex-A15 + Cortex-A7 8 1,8 / 1,3 GHz Mali-T628 533 MHz 2013
Exynos 5 Octa 5422 Cortex-A15 + Cortex-A7 8 2,1 / 1,5 GHZ Mali-T628 695 MHz 2014
Exynos 5 Octa 5800 Cortex-A15 + Cortex-A7 8 2,1 / 1,3 GHz Mali-T628 695 MHz 2014
Exynos 5 Hexa 5260 Cortex-A15 + Cortex-A7 6 1,7 / 1,3 GHz Mali-T624 ? MHz 2014
NovaThor U8500 Cortex-A9 2 1,0 GHz Mali-400MP ? MHz 2011
NovaThor U9500 Cortex-A9 2 1,0 GHz Mali-400MP ? MHz 2011
Nova A9500 Cortex-A9 2 1,8 GHz Mali-400MP ? MHz 2011
Nova A9540 Cortex-A9 2 1,2 GHz PowerVR SGX 544 ? MHz 2013
Nova A9600 Cortex-A9 2 2,5 GHz PowerVR Series 6 ? MHz 2013
OMAP3 OMAP3640 Cortex-A8 1 1,2 GHz PowerVR SGX530 ? MHz 2010
OMAP4 OMAP4470 Cortex-A9 2 1,3-1,5 GHz PowerVR SGX544 384 MHz 2012
OMAP5 OMAP5432 Cortex-A15 + Cortex-M4 4 1,5 / 1,7 GHz PowerVR SGX544MP2 ? MHz 2013
Snapdragon S1 QSD8650 Scorpion 1 1,0 GHz Adreno 200 ? MHz 2008
Snapdragon S2 MSM8255 Scorpion 1 1,4 GHz Adreno 205 ? MHz 2010
Snapdragon S3 MSM8260 Scorpion 2 1,7 GHz Adreno 220 ? MHz 2010
Snapdragon S4 Play MSM8225 Cortex-A6 2 1,2 GHz Adreno 203 ? MHz 2012
Snapdragon S4 Plus MSM8960 Krait 200 2 1,5 GHz Adreno 225 ? MHz 2012
Snapdragon S4 Pro APQ8064 Krait 200 4 1,5 GHz Adreno 320 400 MHz 2012
Snapdragon 200 8225Q Cortex-A5 4 1,4 GHz Adreno 203 ? MHz 2013
Snapdragon 400 8930 Krait 200 2 1,7 Ghz Adreno 305 ? MHz 2013
Snapdragon 410 8916 Cortex-A53 4 1,8 GHz Adreno 306 553 MHz 2014
Snapdragon 600 APQ8064T Krait 300 4 1,7 GHz Adreno 320 400 MHz 2013
Snapdragon 610 8936 Cortex-A53 4 1,8 GHz Adreno 405 800 MHz 2014
Snapdragon 615 8939 Cortex-A53 8 1,8 / 1,0 GHz Adreno 406 800 MHz 2014
Snapdragon 800 8274 Krait 400 4 2,26 GHz Adreno 330 450 MHz 2013
Snapdragon 801 8974-AC Krait 400 4 2,5 GHz Adreno 330 578 MHz 2014
Snapdragon 805 APQ8084 Krait 450 4 2,7 GHz Adreno 420 500 MHz 2014
Snapdragon 808 MSM8992 Cortex-A57 + Cortex-A53 6 2,0 GHz Adrebo 418 ? MHz 2015
Snapdragon 810 MSM8994 Cortex-A57 + Cortex-A53 8 2,0 GHz Adreno 418 ? MHz 2015
Tegra APX 2500 ARM11 MPCore 1 0,6 GHz GeForce ULP ? MHz 2008
Tegra 2 Tegra 250 T20 Cortex-A9 2 1,0 GH GeForce ULP 333 MHz 2010
Tegra 3 Tegra 3 T30 Cortex-A9 4 1,4 GHz GeForce ULP 520 MHz 2012
Tegra 4 Tegra 4 T114 Cortex-A15 4 1,9 GHz GeForce ULP 672 MHz 2013
Tegra 4i Tegra 4 Tgrey Cortex-A9 R4 4 2,3 GHz GeForce ULP 660 MHz 2014









5 POROVNANIE  
Intel sa v mobilných zariadeniach zameriava na procesory s inštrukčnou sadou x86, 
ktorá je oproti ARM inštrukčnej sade komplexnejšia. Intel musí ale aj v dnešnej dobe 
meniť stratégiu v honbe za čo najväčším výkonom na úkor spotreby. Výkon už nie je tým 
hlavným čo užívatelia pri mobilných riešenia očakávajú. Dôležitým parametrom je aj 
efektivita vzhľadom na nízku spotrebu. Posledná rada Intel Atom je už dostatočne úsporná 
aby sa mohla využívať aj v mobilných zariadeniach a zároveň je jej výkon dostačujúci či 
už výpočtovo alebo aj v oblasti grafiky. Intel v blízkej dobe zaradí do sériovej výroby 
úplné nové jadrá ktoré výrazne ovplyvnia jeho postavenie na mobilnom trhu. Intel 
preferoval hlavne desktopové riešenia ktoré dával do popredia a pri ktorých nasadzoval 
najmodernejšie technológie, to sa však už teraz mení, keďže je Intel tlačený úspechom 
architektúry ARM v oblasti mobilných riešení. Keďže procesory na ARM architektúre 
vyrába veľa výrobcov, má Intel veľa konkurentov. 
Dôležité však nie je len samotné jadro ale celý systém na čipe, čiže aj grafický čip, 
čipová sada, ... Vďaka miniaturizácii je stále viac a viac častí integrovaných do jedného 
celku, hlavný je však celkový výkon a spotreba. 
Výhody použitia x86 architektúry v mobilných zariadeniach sú: 
 Veľká škála aplikácií 
 Procesory majú dostatok výkonu na viacej úloh naraz 
 Fungujú na nich Windows 
Nevýhod použitia x86 architektúry v mobilných zariadeniach sú: 
 Chýba väčšia špecializácia, čo sa následne rieši hrubým výkonom 
 Výkonné modely sa väčšinou musia chladiť aktívne 
Výhody použitia ARM architektúry v mobilných zariadeniach sú: 
 Veľká ponuka aplikácii, väčšinou však skôr na zábavu 
 Procesory majú viacej jadier a lepšie si rozdeľujú úlohu 
 Dlhá výdrž na baterky 
 Menšie zahrievanie 
Nevýhod použitia ARM architektúry v mobilných zariadeniach sú: 
 Chýba výpočtový výkon pre náročné úlohy 
 Obmedzená ponuka aplikácií na prácu 
 Aplikácie z Windows nefungujú, čo je pre veľkú časť užívateľov problém 
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Na porovnanie ARM architektúry a x86 Intel Atom architektúry som si vybral od 
spoločnosti Intel systém na čipe Intel Atom Z2760 s dvoj jadrovým procesorom založeným 
na mikroarchitektúre Saltwell . Z konkurenčnej ARM architektúry som si vybral od 
výrobcu NVIDIA systém na čipe Tegra 3 T30 v ktorom je 4-jadrový ARM Cortex-A 9. 
V Tab. č.  6  sú technické špecifikácie oboch systémov na čipe. Ako vidno NVIDIA 
Tegra 3 T30 má výhodu v 4 samostatných jadrách, kdežto Atom má vyššiu frekvenciu 
procesoru , podporuje dvojkanálový režim, čo je technológia ktorá umožňuje zdvojnásobiť 
šírku zbernice čo teoretický zvýši rýchlosť pamätí  [2] [3]. 
 
 
Keďže testovanie samotného systému na čipe nie je dostupné, boli vybraný 
zástupcovia Acer W510 ktorý obsahuje Intel Atom Z2760 založený na x86 architektúre 
a Microsoft Surface ktorý má v sebe NVIDIA Tegra 3 T30L založený na ARM 
architektúre . 
Pri testovaní výkonu pomocou nástroja GeekBench mal Tegra 3 skóre 1491 zatiaľ 
čo Atom mal skóre 1418. Tento nástroj testuje a porovnáva reálny výkon zariadenia a jeho 
vplyv na každodenné používanie testuje a je uznávaný mnohými internetovými médiami 
zameranými na hardware.  
V teste s nástrojom RIABench ktorý meria výkon pomocou JavaFX, Silverlight 
a HTML5 dokončilo úlohu riešenie s Intel Atom za 3959 ms, zatiaľ čo riešenie s Tegra 3 ju 
dokončilo až za 5880 ms čo je o 48% viac času. Podobne dopadli výsledky aj pri použití 
nástroja SunSpider ktorý pomocou JavaScriptu zisťuje výkon. Intel Atom stihol úlohu 
dokončiť za 730,8 ms a Tegra 3 až za 981,1 ms čo je zase dlhšie približne o 35 %. 
Pri meraní spotreby v zapnutom stave bez záťaže sa pohybovali priemerné hodnoty 
pri Intel Atom na hranici 2,6 W a pri Tegra 3 W to bolo približne 3,3 W. To je približne o 
27% menšia spotreba. Maximálna spotreba v záťaži bola pri Intel Atom 5 W a pri Tegra 3 
bola až 8 W. Aj pri meraní spotreby grafického čipu v záťaži dopadlo riešenie s Intel Atom 
lepšie so spotrebou 0,7 W oproti 1,7 W pri Tegra 3. 
Pri teste výdrže počas zaťaženia vydržalo riešenie s NVIDIA Tegra3 7,85 hodiny 















Intel Atom Z2760 2/4 1,8 GHZ 1 MB 0,5 MB 533 MHz Dual Chennel 32 nm 
NVIDIA Tegra 3 T30L 4/4 1,3 GHz 1 MB 0,25 MB 520 MHz Single Channel 40 nm 
Tab. č.  6 - Technické parametri Intel a NVIDIA (ARM) 
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o 0,9 hodiny čo je 54 minút dlhšie ako riešenie s Tegra 3. Dôležité je ale spomenúť, že  
kapacita batérie bola pri Intel Atom riešení približne o 15% nižšia. 
 
 Z daných meraní je zrejmé, že Intel Atom s architektúrou x86 je efektívnejší než 
Tegra 3  s architektúrou ARM. Intel má výhodu aj vďaka použitiu 32 nm výrobnej 
technológie. Intel Atom Z2760 zvíťazil vo všetkých testoch okrem jedného a to 
GeekBench ktorý meral reálny výkon. 
Testy sa týkali efektivity a spotreby hlavnej výpočtovej časti mobilného zariadenia, 
ale vo výsledku ide o celé zariadenie, ktoré je nutné hodnotiť taktiež. V tejto oblasti má 
výhody architektúra ARM ktorá má lepšie portfólio a integráciu. Napríklad pri prehrávaní 
hudby alebo videa sa pri ARM architektúre aktivuje špecializovaný procesor a výkonné 
výpočtové jadrá sú nečinné, naproti tomu sa pri x86 architektúre takéto prehrávanie 
odohráva skrz hlavné jadrá, ktoré sú síce podtaktované, ale aj tak majú výrazne vyššiu 




Model GeekBench RIABench SunSpider 
Ø spotreba 




GPU v záťaži  
Intel Atom Z2760 1418 3959 ms 730,8 ms 2,6 W 5 W 0,7 W 
NVIDIA Tegra 3 T30L 1491 5880 ms 981,1 ms 3,3 W 8 W 1,7 W 
Tab. č.  7 - Výsledky meraní 
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6 ZÁVER  
Dozvedeli sme sa  vývoj Advanced RISC Machine (ARM) architektúry v čase, 
používané technológie v Advanced RISC Machine architektúre a aj uplatnenie Advanced 
RISC Machine architektúry v riešeniach systém na čipe (SoC) ktoré sa dnes používajú 
v mobilných zariadeniach. Takisto sme si prešli vývoj mobilnej verzie architektúry x86 – 
Intel Atom, použité technológie a jej použitie v riešeniach systém na čipe (SoC). 
Oboznámili sme sa čo je to systém na čipe, kde sa používa a aké sú jeho výhody oproti 
samostatným komponentom. Tiež sme si predstavili súčasné riešenia od rôznych výrobcov. 
Cieľom práce bolo porovnanie tiež porovnanie architektúry x86 Intel Atom 
a architektúry ARM. Porovnanie prebehlo najprv na teoretickej úrovni kde sa zdalo že 
efektívnejšie sú riešenia s platformou ARM. Ale po preskúmaní praktických testov vyšlo 
najavo, že platforma Intel Atom má mierne navrch skoro vo všetkých testoch. Treba ale 
podotknúť, že ani pri  jednom z testovaných zariadení neboli použité najnovšie 
technológie, ktoré u platformy ARM sú už dostupné a u platformy Intel Atom budú 
dostupné v blízkej budúcnosti – približne 2-3 mesiace. Pri platforme ARM sa jedná o 
ARM Cortex-A15 a pri platforme Intel Atom ide o mikroarchitektúru Silvermont. To 
znamená, že v blízkej budúcnosti sa môže významne zmeniť to čo teraz odlišuje jednotlivé 
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