Computer science is both a science and an art. Its scientific aspects range from the theory of computation and algorithmic studies to code design and program architecture. Yet, when it comes time for implementation, there is a combination of artistic flare, nuanced style, and technical prowess that separates good code from great code.
This is important because just as every person may draw a unique meaning or experience from a single piece of artwork, every developer or reader of code may infer different meanings from the code depending on naming and other conventions, despite the architecture and design of the code.
From another angle, programming may also be seen as a form of "encryption." In various ways the programmer devises a solution to a problem and then encrypts the solution in terms of a program and its support files. Months or years later, when a change is called for, a new programmer must decrypt the solution. This is usually not an enviable task, which can mainly be blamed on a failure of clear communication during the initial "encryption" of the project. Decrypting information is simple when the necessary key is present, and so is understanding old code when special attention has been paid to what the code itself communicates.
To address this issue, some works have defined a single coding standard for an entire programming language, 7 while others have acquiesced to accepting naming conventions as long as they are consistent. 6 Beautiful code has been defined in general terms as readable, focused, testable, and elegant. 1 The more extreme case is the invention of an entire programming language built around a concrete set of ideals, such as Ruby or Python. Ruby emphasizes brevity, simplicity, flexibility, and balance. 4 The principles behind Python are clear in The Zen of Python, 5 where the focus lies on beauty, simplicity, readability, and reliability.
Our approach to this issue has been to develop a system of coding guidelines (available online   3 ).
While these guidelines come from an educational environment, they are designed to be useful to practitioners as well. The guidelines are based on a few broad principles that capture some fundamental principles of communication and elevate the notion of coding conventions to a higher level. The use of these conventions will also improve the sustainability of a code base. This article looks at these underlying principles.
One area not considered here is the use of syntax highlighting or IDEs. While either one may make code more readable (because of syntax highlighting, code folding, etc.) and easier to manage (for example, quickly looking up or refactoring functions and/or variables), our guidelines have been developed to be IDE-and color-neutral. They are meant to reflect foundational principles that are important when writing code in any setting. Also, while IDEs can help improve readability and understanding in some ways, the features found in these tools are not standard (consider the different features found in Visual Studio, Eclipse, and VIM, for example). Likewise, syntax highlighting varies greatly among environments and may easily be changed to match personal preference. The goal of the following principles is to build a foundation for good programming that is independent of the programming IDE.
CONSIDER A PROGRAM AS A "TABLE"
In a recent ACM Queue article Poul-Henning Kamp 2 makes the fascinating point that much of the style of programming languages stems from the ASCII character set and typewriter-based terminals.
Programming languages make no use of the graphical properties and options of modern devices. 
LET SIMPLE ENGLISH BE YOUR GUIDE
A programmer creates a name for something with full knowledge of its use, and often many names make sense when one knows what the name represents. Thus, the programmer has this problem:
Example of cluttered and difficult-to-read code figure 2 showing tabular structure creating a name based on a concept. The true challenge, however, is precisely the opposite: inferring the concept based on the name! This is the problem that the program reader has.
Consider the simple name sputn, taken from the common C++ header file <iostream.h>. An inexperienced or unfamiliar programmer may suddenly be mentally barraged with a bout of questions such as: Is it an integer? A pointer? An array or a structure? A method or a variable? Does sp stand for saved pointer? Is sput an operation to be done n times? Do you pronounce it sputn or s-putn or sput-n or s-put-n?
We advocate basing names on conventional English usage-in particular, simple, informal, abbreviated English usage. Consider the following more specific guidelines.
• Variables and classes should be nouns or noun phrases.
• Class names are like collective nouns.
• Variable names are like proper nouns.
• Procedure names should be verbs or verb phrases.
• Methods used to return a value should be nouns or noun phrases.
• Booleans should be adjectives.
• For compound names, retain conventional English syntax.
• Try to make names pronounceable.
Some examples of this broad principle are shown in figure 4.
There is an interesting but small issue when considering examples such as:
While countFiles is a good name, it is not an optimal name since it is a verb. Verbs should be We suggest that numFiles = fileCount(directory); is a slight improvement. More importantly, this enforces the general rule that verbs denote procedures, and nouns or adjectives denote functions.
RELY ON CONTEXT TO SIMPLIFY CODE
All other things being equal, shorter programs are always better. As an example, local variables that 
Keeping names short and simple
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• Around a group of logically connected statements of some length
• Between declarations and the executable statements that follow
Consider the code listing in figure 6 . Individual blank spaces should also be used to show the logical structure within a single statement. Strategic blank spaces within a line simplify the parsing done by the human reader. At a minimum, blank spaces should be included after the commas in argument lists and around the assignment operator "=" and the redirection operators "<<" and ">>".
On the other hand, blank spaces should not be used for unary operators such as unary minus (-), address of (&), indirection (*), member access (.), increment (++), and decrement (--).
Also, if it makes sense, put two to three statements on one line. This practice has the effect of simplifying the code, but it must be used with discretion and only where it is sensible to do so.
LET DECISION STRUCTURES SPEAK FOR THEMSELVES
The case statement used in figure 1 brings up a general point: very simple decision statement structures can be tersely presented, showing the alternative code simply, and, if possible, without braces, as in the example in figure 7 .
Example of code that uses white space well Decision statement structure, tersely presented It is not uncommon for simple conditions to be mutually exclusive, creating a kind of generalized case statement. This, as is common practice, can be printed as a chain, as in figure 8.
Of course, it may be that the structures are truly nested, and then one must use either nested spacing or functions to indicate the alternatives. Again, the general point is to let the structure drive the layout, not the syntax of the programming language.
In the brace wars, we do not take a strong stand on the various preferences shown in figure 9, but we do feel strongly that the indent is vital, as it is the indent that shows the structure.
Case statement presented as a chain
Examples of K&R, ANSI, and Whitesmiths coding styles
Example of a systems-programming coding style
FOCUS ON THE CODE, NOT THE COMMENTS
The ability to communicate clearly is an issue that is faced in all facets of the human experience.
Programmers must achieve a level of clarity, continuity, and beauty when writing code. This means focusing on the code and its clarity, balance, and symmetry, not on its length or comments. While this concept does not advocate the removal of comments or negate their use and importance in appropriate situations, it does suggest that programmers must use comments wisely and judiciously.
The focus should be on developing code that, for the most part, clearly communicates intent and functionality. This practice will automatically reduce the need for many comments.
Example of a textbook coding style
DISCUSSION
Although the guidelines presented here are used in an educational setting, they also have merit in industrial environments. Students who are educated using these guidelines will most likely use them (or some variant) as they enter industry. To demonstrate this, we have developed an example that applies these guidelines to two very different styles. The first is the Unix style. It is terse, often making use of vowel deletion, and is often found in realistic applications such as operating-system code. This is not to imply that all or most system programmers use this style, only that it is not unusual. Figure 10 shows a small example of this style.
We call the second style the textbook style, as illustrated in figure 11 . Again, this in no way means to imply that all or most textbooks use this style, only that the style in the example is not unusual.
In this style the focus is on learning. This means that there is frequent commenting, and the code is well spread out. For the purposes of learning and understanding the details of a language, this style can be excellent. From a practical perspective or for any program of some scale, this style does not work well as it can be overwhelming to use or to read. Moreover, this style makes it difficult to see the overall design, as if one is stuck under the trees and cannot see the forest around. Figure 12 is a rework of the function in figures 10 and 11, using the guidelines discussed here to make a smooth transition between academic and practical code. This figure shows a balance of both styles, relying more directly on the code itself to communicate intent and functionality clearly.
Compared with the textbook style, the resultant code is shorter and more compact while still clearly
Example of a coding style using the guidelines presented here communicating meaning, intent, and functionality. When compared with the Unix style, the code is slightly longer, but the meaning, intent, and functionality are clearer than the original code. Figure 13 illustrates the guidelines presented here in another setting. This is a function taken from a complex program (10,000 lines) related to power-system reliability and energy use regarding PHEVs (plug-in hybrid electric vehicles). The program makes numerous calculations related to the effect that such vehicles will have on the current power grid and the effect on generation and transmission systems. This program attempts to evaluate the reliability of power systems by developing a model for reliability evaluation using a Monte Carlo simulation. // Set Generators for(int i = 0; i<numGens; i++){ systemData >> dataLine; Utils::tokenizeString(dataLine, dataItem,",");
gens.push_back(Generator( atof(dataItem [3] .c_str()), atof(dataItem [4] .c_str()), atof(dataItem [5] .c_str()), atof(dataItem [6] .c_str()), atof(dataItem [7] .c_str()), atoi(dataItem [0] .c_str())) );
Realistic and complex example of code following the guidelines presented here While the previous examples show the merit of the guidelines presented here, one argument against such guidelines is that making changes to keep a certain coding style intact is timeconsuming, particularly when a version-control system is used. In the face of a time-sensitive project or a project that most likely will not be updated or maintained in the future, the effort may not be worthwhile. Typical cases include class projects, a Ph.D. thesis, or a temporary application.
If, however, the codebase in question has a long lifespan or will be updated and maintained by others (for example, an operating system, server, interactive Web site, or other useful application), .c_str()), atoi(dataItem [1] .c_str()), atoi(dataItem [2] .c_str()), atof(dataItem [3] .c_str()), atof(dataItem [4] .c_str()), atof(dataItem [5] .c_str()), atof(dataItem [6] .c_str()), atof(dataItem [7] .c_str()), atof(dataItem [8] .c_str()), atof(dataItem [9] .c_str()), atof(dataItem [10] .c_str()), atof(dataItem [11] .c_str()), atof(dataItem [12] .c_str()), atof(dataItem [13] .c_str())) ); dataItem.clear(); } // Set bus loadings for(int i=0; i<numBuses; i++){ systemData >> dataLine; Utils::tokenizeString(dataLine, dataItem,","); buses.push_back(Bus( atoi(dataItem [0] .c_str()), atoi(dataItem [1] .c_str()), atoi(dataItem [6] .c_str()), atoi(dataItem [10] .c_str()), atof(dataItem [2] .c_str()), atof(dataItem [3] .c_str()), atof(dataItem [4] .c_str()), atof(dataItem [5] .c_str()), atof(dataItem [6] .c_str()), atof(dataItem [7] .c_str()), atof(dataItem [12] .c_str()), atof(dataItem [11] .c_str()), atof(dataItem [9] .c_str())) ); dataItem.clear(); } systemData.close(); } }
