E xtensible Markup Language (XML) and the XML Path Language (XPath) are introduced with software examples demonstrating how one can use them to write laboratory data management programs. Topics explored include XML document creation, manipulation, and searching. Programming examples make use of the Microsoft ® XML Parser library and the Visual Basic programming language. The problem of managing microplate screening data is used as an illustration. Source code for all examples can be downloaded from http://www.labprogrammer.net.
INTRODUCTION
One of the main functions of many automated laboratory systems is the management and exchange of data. It is common for automation-related data to be exchanged with corporate data systems, with archival storage devices, and among automated instruments. A certain amount of local data management is almost always necessary. For example, it is well known that measured data destined for a database server should be cached locally before being uploaded. This allows an automated system to continue to run if the network or database management system stops operating.
How should these data be formatted? Many ad hoc formats have been created, and this continues to occur. The lack of standardization has made the exchange of automation data difficult and error prone. With the introduction of the Extensible Markup Language (XML) 1 open standard, ad hoc data exchange formats are no longer necessary. In fact, in many cases XML can be used not only for data exchange, but for data storage and manipulation as well. Furthermore, the openness of the XML standard translates into many benefits, including the ability to leverage an ever-growing list of third-party tools.
XML formats allow a much richer representation of data than is possible with a simple comma-separated tabular file. An XML document organizes data as a hierarchy -an inverted tree structure. It is no longer necessary to repeat long columns of plate barcodes or compound identifiers in large tabular files. A plate barcode or compound identifier can be listed once with any amount of structured data existing below it in the hierarchy. Moreover, XML documents are represented in plain text. An XML document stored in a file can be created or modified using a simple text editor.
By itself, XML is not enough to initiate the storage and exchange of data. XML comprises only the rules to be used to generate a representation. A structure must be built upon the XML standard foundation.
Many efforts are underway to build standard scientific XMLbased data formats. For several examples refer to: references 2.3.4. Often, for automation systems of limited scope, a suitable custom XML-based format can be devised.
Once an XML-based format has been adopted, there is no reason to write a laboratory data parser. Every popular programming language has made freely available one or more XML processing libraries. These libraries provide the ability to parse XML documents into a structure that can be manipulated programmatically, as well as the ability to search for and transform XML data. The XML processor that is used for the examples in this paper is the Microsoft ® XML Parser (MSXML) version 3.0. 5 If Internet Explorer 5.x or later is installed on a computer, chances are good that a version of the Microsoft ® XML Parser is also present.
In addition to parsing and searching XML documents, the XML standard also includes the ability to validate the structure of an XML document by providing what is called a Document Type Declaration (DTD). 1 DTDs provide a way to express a grammar that defines the structure allowed in an XML formatted document. Corrupted or malformed data documents can be detected automatically, potentially saving many hours of manual database repair. More recently, the XML community is moving toward the use of XML Schemas as the standard for defining XML document classes. Currently, the XML Schema specification is approved as a World Wide Web Consortium recommendation. 6 Among the advantages of using XML Schemas over DTDs is that they are represented using XML and, thus, can be parsed and manipulated using the same tools as would be used for XML documents. The current version of MSXML (version 4.0) supports the World Wide Web Consortium's final recommendation for XML Schemas.
A BRIEF ANATOMY OF AN XML DOCUME NT
An XML document is a hierarchical collection of data storage units, called entities. An example of a complete entity is as follows. <measurement sequence="25"> 12. 3 
</measurement>
This format is reminiscent of Hypertext Markup Language (HTML). 7 Each entity has a start tag (in this case <measurement sequence="25">) and an end tag (</measurement>), with data or other markup between. 1,2.3 Entities can have attributes, which are name-value pairs stored within the start tag that delineates the entity. For example, our "measurement" entity has a "sequence" attribute -a number indicating where the measurement belongs in a sequence of data points.
XML documents should begin with an XML declaration, which specifies the version of XML being used. To date only the first version of XML has been released. Therefore, a proper declaration should read as follows. <?xml version="1.0"?> Comments can be inserted anywhere in an XML document except within attribute values or tags. Text contained in a comment is ignored by an XML processor (i.e., not parsed). In XML, comments are formatted using the same syntax as comments in Hypertext Markup Language -they are placed between a "<!--" and a "-->". <!--This is a comment --> <!--<tag> this markup will not be parsed </tag> --> By definition, every XML document must have a single document element at its root. This is the element that contains all other elements in the document. The example XML document given in Listing 1 has at its root the "experiment" element. For a complete definition of XML documents, see reference 1.
THE DOCUM ENT OBJECT MODEL
As mentioned, an XML document can be parsed into a set of objects that are used to manipulate the document. These objects belong to something called a Document Object Model (DOM). 8 The DOM defines an application programmer's interface (API) for well-formed XML documents. This API is also an open standard that can be implemented in an XML parser library. Once you are familiar with the API, you can move easily from library to library and language to language and still have a common method for programmatically manipulating XML documents.
Several of the more popular DOM objects are listed in Table  1 . Included in this table along with each object type is the associated variable type used by the MSXML library and a brief description. Tables 2 and 3 describe properties and methods of the Document, Node and Element DOM objects, that are used in the examples included in this paper. For a complete list with all details refer to reference 8. Consider the problem of storing information about compounds tested in one or more 96-well plates. We want to be able to store data identifying the compounds that are tested in each well, as well as measurement values. We would like this representation to be sufficiently flexible so as to allow zero or more compounds in a single well (mixtures) and zero or more single point test results for a well. Also, we would like to label each well positively (as opposed to indicating a well by its position in a document) and allow empty wells to be excluded from the document. Listing 1 is an example of a small XML document that satisfies these requirements.
Since XML documents are represented using plain text, they can be created and modified easily with a simple text editor. There are several special-purpose editors created specifically for XML that offer many additional features. Online resources such as xml.org 9 provide lists of tools currently available. A nice tool that one can use to get started is XML Notepad, which is available free of charge from the Microsoft â web site. 10 
LOADING AND DISPLAYING A DOM
In this paper all of our examples will make use of version 3.0 of the Microsoft â XML parser. To access that parser from the Visual Basic Integrated Development Environment (IDE), or from an application that includes Visual Basic as its scripting engine, one must first check off the "Microsoft XML, v3.0" item in the References dialog. In the Visual Basic IDE, the References dialog can be found under the Project menu. In Excel, look under the Tools menu in the Visual Basic Editor. Earlier versions of the XML Parser will also run the examples as is, or with minor changes.
An XML document can be parsed from a file into a DOM using the load method of the Document object. After creating a Document object, called DOMDocument in the Microsoft ® XML Parser, call the Document object's load method with an XML file name as the argument (see Listing 2). The load method will return False if an error occurs while parsing the XML file. In the event that loading a document fails, the parseError property of the DOMDocument contains comprehensive information about the origin of the failure. This feature is indispensable for pinpointing problems when debugging or troubleshooting XML applications. In Listing 2, the parseError property is used to build and display a detailed error string on the occurrence of a parse failure.
Since a DOM's structure is hierarchical, a convenient way to write a routine that displays all the nodes is to use a recursive procedure. The DisplayElement subroutine in Listing 3 will print all element tag names (the nodeName property value) indented to reflect the level of the element in the DOM. Refer back to Tables 1, 2, and 3 for a further explanation of each object's properties and methods.
Listing 4 gives a complete example illustrating how to load an XML document and display it using the DisplayElement procedure. Since the root element of the DOM (the documentElement property value of the DOMDocument object) is passed to the display procedure, all elements in the document are displayed in the Immediate window of the Visual Basic Integrated Development Environment. The DOM API includes methods to create new objects and append them to a document as well as to remove existing objects in the document hierarchy. Once an XML document structure is devised, it is convenient to create functions that encapsulate the details of creating new entities. Listing 5 gives two such functions.
The first is used to create a new plate entity and the second to create a new well entity. The Document object's createElement function is used to create the new element and the setAttribute method to add attributes to the element.
Creating a new element does not add it to the document hierarchy. Use the appendChild method to add one element as a child of another. In Listing 6 the new well element is added to the new plate element, and then the plate element, which now contains the new well element, is added to the documentElement of the DOM.
Following is the output resulting from running the Example2 subroutine given in Listing 6. Note the addition of the new plate and well elements. experiment plate well compound compound measurement well compound measurement measurement plate well
USING XPATH TO SEARCH AND SELECT FROM A DOM
More than just storage and manipulation, it is possible to search and select from XML documents using another standard called XML Path Language, or XPath. 11 Similar to Structured Query Language (SQL), a popular language used to select from and manipulate relational databases, XPath defines a non-proce- dural query language in which queries can be formulated and executed on a DOM to retrieve nodes.
When using XPath, it is helpful to think of the DOM as a Unix-style directory/file hierarchy. In this analogy, elements are the files or directories that contain files or other directories. For example, the pattern well/measurement will match all measurement entities contained as a child in well entities starting from the current context.
Nodes selected at each level of the hierarchy can be limited further using filters. Filters are placed between square brackets right after the element name at any level of the hierarchy. For example, the pattern well [measurement] will find all well elements that have a child measurement element. The pattern
will match only well elements that have a child measurement element with a value greater than 100.
Attributes can be named in a filter by preceding the attribute name with an "@" symbol. For example, the pattern /experiment/plate[@barcode='10001']/well[@row='1']/measurement will match any measurement element in any well with a row attribute value of '1', in any plate with a barcode attribute value of '10001', in the top-level experiment element.
To run an XPath query, the Microsoft â XML library has extended the Worldwide Web Consortium's (W3C) DOM API to include a function called selectNodes. This function takes an XPath query string as an argument and returns a NodeList object. The MSXML parser also provides a function called selectSingleNode, which returns a Node object containing the first entity matched by the query. Refer to reference 5 for other useful extensions of the DOM API.
The subroutine in Listing 7 loads the XML document stored in the file experiment.xml, selects all measurements from any well in column 1, and displays it along with the row and column of the well. The parentNode property is used to get the parent well node of each measurement so that the row and column attributes can be displayed.
Running the Example3 subroutine in Listing 7 produces the following output. row=1 col=1 measurement=45.3 row=2 col=1 measurement=45.9 row=2 col=1 measurement=61.4
The XPath query in the previous example can be extended further to match only measurements in the first column that have a value greater than 60.
/experiment/plate/well[@column='1']/measurement[.>60]
The dot (.) in this query represents the current node in the hierarchy.
CONCLUSION
As an open standard, there are many benefits to be gained by adopting XML for the storage and exchange of laboratory data. To begin, it is not necessary to write a laboratory data parser since XML parsing libraries are available for all major programming languages and operating systems. Once the Document Object Model is understood, XML documents can be manipulated programmatically using a standard application programmer's interface. Furthermore, the ever-growing body of related software tools automatically can be leveraged, and data can be exchanged readily with others who have adopted the standard. The plain text nature of XML makes it possible to create and modify XML documents using a simple text editor. No longer is it necessary to have special database drivers or other proprietary software to access data.
More than storing and exchanging laboratory data, the XPath standard allows those data to be searched and selected. While XML will never replace relational database systems, with XPath there exists a simple, but powerful, mechanism for processing data on a local computer. This is a feature that usually is not enjoyed by automated laboratory systems and offers the possibility of enhancing the capabilities of automated system interface functionality. The many benefits of adopting an open and widely accepted standard are available with the use of XML to manage laboratory data.
Listing 7. Select all measurements from column 1 wells and display.
