The public key of the integer homomorphic encryption scheme which was proposed by Van Dijk et al. is long, so the scheme is almost impossible to use in practice. By studying the scheme and Coron's public key compression technique, a scheme which is able to encrypt n bits plaintext once was obtained. The scheme improved the efficiency of the decrypting party and increased the number of encrypting parties, so it meets the needs of cloud computing better. The security of the scheme is based on the approximate GCD problem and the sparse-subset sum problem.
Introduction
Full homomorphic encryption (FHE) was proposed by Rivest, Adleman, and Dertouzos in 1978 [1] . This encryption method can perform operations on ciphertext. After decryption, the same operation is performed on the corresponding plaintext. The results are consistent. With such characteristics, the data can be encrypted and handed over to the cloud for processing, which not only utilizes the computing power of the cloud, but also reduces the amount of local computing and ensures the security of the data [2] [3] .
To this end, many scholars have studied how to construct a homomorphic encryption scheme, and proposed a variety of encryption schemes that satisfy partial homomorphism [4] - [9] . In 2009, Gentry et al. [10] proposed the first true homomorphic encryption scheme based on the ideal lattice on a polynomial ring, but because it is too complicated and inefficient, it has larger difficulty in prac-tical applications. In 2010, Dijk et al. [11] improved the above ideal lattice scheme and proposed an integer homomorphic encryption scheme, namely the DGHV scheme. The public key size of this scheme is ( ) 10 
O λ


. In 2011, Coron et al. [12] optimized the DGHV scheme. For the problem of the large number of public keys in the DGHV scheme, a scheme for generating public key integers in quadratic form was proposed, which shortened the public key length to ( )
The following year, Coron et al. [13] proposed a "public key compression technique" for the problem of excessive public key elements in the DGHV scheme, shortening the public key length to ( )
Through comparison and research, it is found that the above schemes are composed of one encryption party and also a single decryption party, which is difficult to meet the problem of multi-party interaction in the cloud computing environment. In view of the above problems, this paper studies Coron's public key compression technology, shortens the size of the public key, expands the plaintext space in the scheme to n bits, and expands the number of encryption parties to achieve multiple encryption methods. A solution composed of a decryption party is more in line with the application needs of actual scenarios such as cloud computing. The public key size of this scheme is
Basic Symbols and Concepts
Fully Homomorphic Encryption
A compact encryption scheme E encrypts the plaintext according to the encryption method in scheme E. After the obtained ciphertext is arbitrarily operated, the result is decrypted and the result is the same as the plaintext, and the scheme E is fully homomorphic Encryption scheme. Expressed as a mathematical formula as:
, , , , , ,
Enc is an encryption algorithm, Dec is a decryption algorithm, f is an arbitrary function, c n is ciphertext, and m n is plaintext.
In general, a fully homomorphic encryption algorithm consists of four parts:
Key generation algorithm KeyGen (λ): Generate public key pk, private key sk. Encryption algorithm Encrypt (pk, m): encrypts the plaintext m with the public key pk to obtain the ciphertext c.
Decryption algorithm Decrypt (sk, c): Decrypt the ciphertext c with the private key sk to obtain the plaintext m.
The ciphertext calculation algorithm Evaluates ( ) 
The public key size of this scheme is
In order to ensure security, the approximate maximum common divisor problem is introduced. In the encryption process, some ciphertext i x encrypted by 0, 
When encrypting, a subset of the set is randomly added to the ciphertext, and the encryption algorithm is
The addition of the approximate greatest common divisor problem means that the attack on the program is due to an attack on the approximate greatest common divisor problem, so the scheme is safe [14] .
Many-to-One Homomorphic Encryption
The many-to-one fully homomorphic encryption scheme [15] contains a plurality of encryption parties 
2) The encrypting party i cannot use its own private key i sk to decrypt the message encrypted by the encrypting party j with its own public key
3) The message encrypted by the encrypting party i with its own public key i pk can be decrypted by the decrypting party P with its own private key sk, that is, 
5) Different messages encrypted by different encrypting party i and encrypting party j have homomorphism under the operation of decrypting party P, that is, ( )
Improved N-Bit "One-to-One" Homomorphic Encryption Scheme
The DGHV scheme can only encrypt 1 bit of plaintext at a time, and the size of the public key element is too large. This section extends the plaintext space to n bits, and uses the public key compression technique to improve the key generation algorithm, using pseudo-random number generation. The f and the seed se generate a set of integers i χ having the same number of bits as i x , so that it is not necessary to store the large integer i x , and it is only necessary to store the difference between i χ and i
x as a public key element.
Program Establishment
KeyGen: randomly generate a large prime number 
is a random odd number.
Initialize the pseudo-random number generator f and the seed se, and generate τ integers by using ( ) 
Encrypt: Randomly select the integer vector ( ) 
Proof of Correctness
( ) 
Improved N-Bit "Many-to-One" Fully Homomorphic Encryption Scheme
Based on the scheme given in Section 3.1, this section changes the key generation algorithm, expands the number of encryption parties, and gives a "many-to-one" fully homomorphic encryption scheme for processing n-bit plaintext, and corrects it. Sex and homomorphism have been proved.
Program Establishment
KeyGen: There are multiple encryption parties ( ) 
Proof of Correctness
1) ( )
, pk sk is the public-private key pair generated by P. It can be seen from 3.2 that P can perform correct encryption and decryption.
2) i P can correctly decrypt i c using the key
x is the largest, it can be written as ( So i P can correctly decrypt i c using the key i i sk p = .
3) P can correctly decrypt i c using the key sk p = prove:
As can be seen from 2), 
Test of Homomorphism
1) P has the homomorphism of the decrypted ciphertext. Proof from 3.3 is known.
2) The encrypting party i P has homomorphism to the encrypted ciphertext. 
) ,1 ,2 3) The decryption party P has homomorphism to the encrypted ciphertext. 
) ,1 ,2 Therefore, the decryption party P has homomorphism to the encrypted ciphertext.
4) The decryption party P has homomorphism for different encryption parties 
Compression and Decryption Circuit
In order to avoid excessive noise generated during the encryption process and affect the correctness of the homomorphic operation, the ciphertext needs to be re-encrypted, and the condition of re-encryption is that the decryption circuit can be operated in the Evaluate algorithm. This requires that the depth of the decryption circuit is less than the maximum depth allowed by the Evaluate algorithm. Therefore, the decryption circuit needs to be compressed to preprocess some of the calculations in the decryption circuit.
