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Les syste`mes de controˆle de processus par re´gulation font
intervenir plusieurs modes de fonctionnement (lois de com-
mandes) en fonction du contexte. Dans un environnement
naturel fortement perturbe´, il est alors ne´cessaire de re´-
pondre aux trois questions suivantes vis-a`-vis des modes de
fonctionnement :
1. Quels sont les modes de fonctionnement pertinents ?
2. Comment enchaˆıner plusieurs modes ?
3. Comment parame´trer les modes ?
Pour re´pondre a` ces questions, l’approche propose´e s’appuie
sur une architecture logicielle et une me´thodologie e´paule´es
par des outils de simulation et de mise au point incre´men-
tale par essais/corrections. Le choix des modes de fonction-
nement, la manie`re de les enchaˆıner et de les parame´trer
reposent sur une expertise. Les diffe´rents modes (lois de
commande) sont associe´s a` des contextes c’est-a`-dire a` des
e´tats de l’environnement. L’enchaˆınement des lois de com-
mande s’effectue par commutation et est ge´re´ par un auto-
mate. Enfin les diffe´rents parame`tres des modes de´pendent
du contexte et sont tabule´s. L’architecture pre´sente´e est
inde´pendante des technologies des capteurs et des action-
neurs (interaction avec l’environnement). La partie controˆle
est compose´e de trois controˆleurs dits re´actif, expert et
adaptatif fonctionnant de manie`re paralle`le et asynchrone.
Le controˆleur re´actif est charge´ de l’application temps re´el
d’une loi de commande choisie par le controˆleur expert et
parame´tre´e par le controˆleur adaptatif.
L’approche est valide´e sur le pilotage automatique d’un voi-
lier en s’appuyant sur un environnement virtuel pour la si-
mulation.
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1. INTRODUCTION
Les syste`mes de controˆle de processus sont de plus en plus
utilise´s pour assister l’activite´ humaine, y compris dans des
environnements incertains. Dans ce contexte, disposer d’ou-
tils d’aide au de´veloppement et de simulation devient cru-
cial. Un syste`me de controˆle utilise des capteurs pour obtenir
des informations sur le processus a` controˆler ainsi que sur
son environnement physique (voir figure 1). D’autre part,
des actionneurs permettent d’appliquer les commandes de´-
termine´es par le syste`me de controˆle. De tels syste`mes sont
souvent spe´cifiques a` chaque domaine, voire a` chaque pro-
cessus a` cause des contraintes lie´es a` l’environnement ainsi
que celles lie´es aux mate´riels eux-meˆmes. Ils sont donc sou-
vent de´veloppe´s au cas par cas, ce qui pose des proble`mes











Figure 1: Syste`me de controˆle
oriente´es objets et, plus re´cemment, l’inge´nierie dirige´e par
les mode`les (IDM [2, 20]) offrent un cadre pour la maˆıtrise
du de´veloppement de ce type d’applications. En particulier,
l’architecture dirige´e par les mode`les (MDA pour Model Dri-
ven Architecture [17]) se concentre plus particulie`rement sur
la se´paration des proble`mes en proposant trois mode`les ap-
pele´s PIM 1, PM 2 et PSM 3. Par la suite on appellera en-
vironnement le processus ainsi que son environnement phy-
sique.
Dans ce contexte, l’architecture IMOCA (pour archItecture
for MOde Control Adaptation) se focalise sur les syste`mes
de controˆle de processus dans un environnement naturel per-
turbe´ ou` l’inte´grite´ physique du processus peut eˆtre remise
en cause. Les avions, les engins spatiaux, les ve´hicules ter-
restres ou lunaires, les bateaux ou encore les drones sont des
exemples typiques de cette cate´gorie de processus.
1. Platform Independent Model
2. Platform Model
3. Platform Specific Model
Dans ces syste`mes, les lois de controˆle font intervenir plu-
sieurs modes de fonctionnement ou lois de commande soit
parce que plusieurs actionneurs sont pre´sents (pour mou-
voir un bras articule´ et entraˆıner des roues par exemple)
soit parce qu’il est important de pouvoir agir de diffe´rentes
manie`res sur un meˆme actionneur (ne serait-ce que pour
passer d’un e´tat de marche a` un e´tat d’arreˆt par exemple).
Dans la pratique peu d’entre eux s’ave`rent utilisables, ce qui
ne´cessite de re´pondre aux trois questions suivantes :
1. Quels sont les modes de fonctionnement pertinents ?
2. Comment enchaˆıner plusieurs modes ?
3. Comment parame´trer les modes ?
Ce document pre´sente comment inte´grer, dans une approche
MDA avec l’architecture IMOCA, les spe´cificite´s d’un sys-
te`me de controˆle tout en re´pondant a` ces trois questions.
L’architecture IMOCA, parce qu’il est important de se´parer
l’application de controˆle du processus lui-meˆme, est base´e
sur trois couches appele´es cible, interpre´tation et controˆle.
Le controˆleur est lui-meˆme compose´ de trois controˆleurs dits
re´actif, expert et adaptatif fonctionnant de manie`re pa-
ralle`le et asynchrone. Le controˆleur re´actif est charge´ de l’ap-
plication temps re´el d’une loi de commande choisie par le
controˆleur expert et parame`tre´e par le controˆleur adaptatif.
La suite de ce document est organise´e comme suit : apre`s
une pre´sentation de l’e´tat de l’art, l’architecture IMOCA
est de´crite en de´tail puis une me´thodologie destine´e a` aider
le concepteur du syste`me de controˆle a` choisir, combiner et
parame´trer les modes est fournie. Enfin, en guise de valida-
tion, une solution pour le cas du pilotage automatique des
voiliers est de´veloppe´e conforme´ment a` la me´thodologie et a`
l’architecture pre´sente´es.
2. ETAT DE L’ART
IMOCA est une architecture [5] pour de´composer un sys-
te`me en sous-syste`mes en offrant des outils conceptuels pour
la maˆıtrise (mise au point) de chaque partie. De ce fait,
IMOCA inte`gre divers paradigmes existants, vus comme des
briques de base conceptuelles pour l’architecture. D’abord,
une se´paration claire est propose´e entre la plateforme (la
cible qui correspond a` la plateforme re´elle) et l’application
(le controˆle qui s’appuie sur une plateforme abstraite). On
reprend ici le paradigme MDA [17, 7] et plus pre´cise´ment le
style architectural SAIA [8] ou` les entre´es/sorties de haut-
niveau (les donne´es du controˆle) sont se´pare´es des donne´es
de bas niveau (le monde vu au travers des capteurs/ action-
neurs) [16]. Cette dernie`re vue correspond a` une plateforme
abstraite explicite [14]. Au niveau du controˆle, IMOCA in-
troduit plusieurs niveaux a` travers divers controˆleurs [13]
pour permettre une adaptation au contexte. La politique
d’adaptation est de type Model Reference Adaptive Control
[4] en s’appuyant sur une observation de l’environnement
et une expertise du controˆle pour assurer une robustesse
dans le comportement adaptatif. Le controˆle s’appuie lui
sur des modes de fonctionnement parame´trables. Les modes
de fonctionnement sont classiques dans les applications de
controˆle [18, 9]. Ils permettent via des automates (le controˆ-
leur expert) de de´finir une politique d’adaptation en fonc-
tion d’e´ve´nements (ici des e´ve´nements externes ou des chan-
gements de´tecte´s dans l’environnement). IMOCA introduit
une autre capacite´ d’adaptation via l’adaptation des para-
me`tres des politiques de controˆle. Cette adaptation est lie´e
au contexte et est pre´-tabule´e comme dans de nombreux sys-
te`mes embarque´s via des look-up tables [10], essentiellement
pour des raisons de performance et de pre´dictibilite´. Il existe
beaucoup de travaux concernant les modes dans les architec-
tures, par exemple dans AADL. Ces travaux apportent soit
des outils de formalisation a` base d’automates, par exemple
des re´seaux de Petri temporise´s, pour la validation du com-
portement (absence de deadlock, comportement temporel)
des syste`mes comme dans [1] ; soit des outils de gestion de
la reconfiguration des modes a` l’exe´cution comme dans [3].
Pour sa part, IMOCA s’inte´resse a` l’aide a` la mise en place
(choix et mise au point) des modes en se concentrant sur
l’aspect applicatif (qualite´ de controˆle). IMOCA est com-
ple´mentaire de ces approches. L’originalite´ d’IMOCA est de
proposer un composant de mise au point des tables pour
le controˆle [15] par simulation via une interface de´die´e. En-
fin, l’utilisation de mode`les [20] permet de se concentrer sur
les donne´es du proble`me pour ge´ne´rer l’application et son
environnement de mise au point.
3. ARCHITECTURE IMOCA
3.1 Principes de l’architecture IMOCA
L’architecture IMOCA est base´e sur SAIA [7] qui est elle-
meˆme une approche MDA pour permettre le de´veloppement
d’un syste`me de controˆle de processus inde´pendamment d’une
technologie de capteurs et d’actionneurs. Cette inde´pendance
est primordiale pour limiter l’impact sur l’application d’un
changement de capteur ou d’actionneur. En effet, dans un
environnement fortement perturbe´, c’est-a`-dire soumis a` de
rapides et importantes variations (tempe´rature, pression, ac-
ce´le´ration ...) les pannes peuvent eˆtre courantes. De plus,
dans un contexte e´conomique concurrentiel, les optimisa-
tions de mate´riel sont incessantes. L’architecture IMOCA
pre´sente´e figure 2 est constitue´e de trois couches dites Cible,
Interpre´tation et Contro^le. La cible est un mode`le de la
plateforme mate´rielle et le contro^le utilise une vue ide´ale
de l’environnement, les donne´es, pour prendre des de´cisions
appele´es commandes qui sont transmises aux actionneurs.
L’adaptation entre la cible et le contro^le est re´alise´e par
la couche d’interpre´tation qui se charge de faire le lien
entre capteurs et actionneurs d’un coˆte´, et donne´es et
commandes de l’autre coˆte´. Cette configuration assure l’inde´-
pendance de la partie controˆle vis-a`-vis de la plateforme ma-
te´rielle. Des e´ve´nements externes peuvent intervenir (panne
de capteur, changement de consigne par exemple). Ils in-

























Les cadres repre´sentent des composants, les fle`ches de´crivent des
flux d’information
Figure 2: Principes de l’architecture IMOCA
simulation et de re´glage est ajoute´ fournissant les outils ne´-
cessaires a` la mise au point de l’application de controˆle. Il est
apte a` prendre la main sur cette dernie`re afin de permettre a`
un expert de tester diffe´rentes lois de commande, de valider
leurs enchaˆınements et de re`gler leurs parame`tres.
Les principaux composants de l’architecture IMOCA sont
de´taille´s ci-apre`s.
3.2 Données
Pour pouvoir choisir et parame´trer la bonne loi de com-
mande, l’application de controˆle a besoin de se faire une
image de l’environnement appele´e e´galement contexte. La
construction du contexte se fait en deux e´tapes. Dans la
premie`re, l’environnement est mesure´ a` l’aide de capteurs.
Les donne´es issues de ces capteurs sont ensuite transfor-
me´es en donne´es de haut-niveau. Au sein de la cible, le
capteur se re´duit a` des spe´cifications purement techniques
masquant les aspects bas-niveau. Un capteur se caracte´-
rise par (voir figure 3 ou` un capteur est de´note´ Sensor)
un nom sensorName, une valeur courante value de type
double, une fre´quence frequency. Des me´thodes set_data
et get_data de mise a` jour et de lecture de la valeur du
capteur existent pour chaque classe. Ces me´thodes n’appa-
raissent pas dans le me´tamode`le car leur signature et com-
portement par de´faut sont ge´ne´re´es automatiquement. Le
comportement est comple´te´ par la suite en fonction de l’ex-
pertise me´tier. Les capteurs de´livrent des donne´es brutes
qu’il va falloir interpre´ter pour obtenir des donne´es de haut-
niveau. L’ensemble des donne´es est de´termine´ par exper-
tise du domaine d’application en re´pondant a` la question
”Quelles sont les donne´es qui permettent de prendre des de´-
cisions par rapport au controˆle ?”. Il s’agit de donne´es de
haut-niveau qui ne comportent aucun de´tail sur la manie`re
de les obtenir. Les donne´es ou data figure 3 sont caracte´-
rise´es par un nom dataName, un type, une valeur value,
une fre´quence frequency ainsi que des ope´rations de mise a`
jour et de lecture. Deux grandes cate´gories de donne´es sont
distingue´es, les donne´es continues ContinuousData pouvant
prendre toute valeur entre deux bornes minimalBound et
maximalBound et les donne´es de type e´nume´re´ EnumeratedData
ne pouvant prendre qu’un nombre fini de valeurs. Certaines
donne´es, pour indiquer une modification de l’environnement,
peuvent ge´ne´rer un e´ve´nement.
L’interpre´teur de donne´es est charge´ de faire le lien entre
les capteurs et les donne´es (figure 4). Les donne´es issues des
capteurs sont filtre´es, on peut choisir par exemple de ne
prendre qu’une donne´e sur trois ou d’effectuer une moyenne
sur feneˆtre glissante ou encore d’utiliser un filtre de Kalman.
Ensuite la valeur obtenue est formate´e c’est-a`-dire convertie
dans une unite´ du Syste`me International. Cela comporte un
de´calage d’offset ainsi qu’une mise a` l’e´chelle par multiplica-
tion par un coefficient de calibration. Ensuite la valeur est
stocke´e dans un buffer circulaire permettant des traitements
d’ordre statistique : moyenne, e´cart type, pente de la droite
de re´gression... Enfin une phase de combinaison permet de
fournir une donne´e a` la couche de controˆle. Cette phase peut
eˆtre re´duite a` la transmission de la valeur filtre´e et formate´e
si la donne´e ne´cessaire au controˆle correspond a` la donne´e
de´livre´e par le capteur.
A partir des donne´es, le controˆle agit pour produire les com-

















Le controˆle s’effectue a` l’aide de lois de commande ou modes
de fonctionnement. L’application doit toujours eˆtre capable
d’appliquer un mode dit courant. D’autre part, il est connu
que les lois de commande sont tre`s sensibles aux variations
de l’environnement. Il s’ave`re donc ne´cessaire soit de chan-
ger de mode courant (pour re´pondre a` la question 2 de
l’introduction ”Comment enchaˆıner plusieurs modes ?”), soit
de modifier ses parame`tres (pour re´pondre a` la question 3
de l’introduction ”Comment parame´trer les modes ?”). Pour
cela, l’application de controˆle est elle-meˆme compose´e de
trois entite´s fonctionnant en paralle`le et de manie`re asyn-
chrone (figure 5). La premie`re dite re´activeController est
charge´e a` haute fre´quence (fre´quence du capteur le plus ra-
pide, environ 100Hz) du controˆle temps re´el du syste`me, elle
utilise des donne´es qui correspondent directement a` celles
des capteurs (filtre e´le´mentaire sans phase de combinaison
dans la couche d’interpre´tation) pour calculer les commandes
a` appliquer a` partir du mode impose´ par l’expertController.
Ce dernier est controˆle´ par un automate (liste de Transition)
qui change d’e´tat sur un trigger (e´ve´nement) (figure 6). En-
fin, l’adaptativeController ajuste, a` basse fre´quence (de
l’ordre de 0.1Hz), les diffe´rents parame`tres de la loi de com-
mande afin de la rendre plus performante par rapport a` l’en-
vironnement mesure´.
3.3.2 Contrôleur réactif et modes
Les Modes (voir figures 5 et 6) se caracte´risent par un nom
modeName, un ensemble de parame`tres configuration, un
ensemble de consignes setpoints et une loi de commande
control. Le controˆleur re´actif effectue une boucle de type
perception/action qui consiste a` lire un certain nombre de
donne´es pour nourrir un mode impose´ par le controˆleur ex-
pert et de´livrer une commande. La loi de commande est une
fonction qui de´pend a` la fois de parame`tres, de donne´es di-
rectement interpre´tables et de consignes qui proviennent du
controˆleur expert. Par exemple, pour une re´gulation de type
PID de vitesse d’un ve´hicule, les parame`tres sont les coeffi-
cients P, I et D (voir figure 5), les donne´es la vitesse du ve´-
hicule et la consigne est fournie par le conducteur. Des data
sont de´die´es a` la surveillance de donne´es capteurs (temps
re´el) qui sont sense´es rester dans un certain intervalle de
valeurs afin d’assurer une utilisation robuste de la loi de
commande. En cas de de´passement un e´ve`nement est ge´-
ne´re´. Dans le cas par exemple du pilotage d’un voilier, si la
re´gulation se fait sur l’angle de gˆıte, il est important de sur-
veiller le cap du bateau pour e´viter de gros e´carts de route
[11]. Cette surveillance doit se faire sur des donne´es temps
re´el pour obtenir une bonne re´activite´ car un changement
de contexte est par essence lent a` repe´rer. Pour une donne´e
issue d’un capteur, sortir de l’intervalle spe´cifie´ signifie que
la loi de commande n’est plus adapte´e. Le controˆleur expert
Figure 3: Me´tamode`le simplifie´ des donne´es, commandes, capteurs, actionneurs et e´ve`nements
Figure 5: Les diffe´rents e´le´ments du controˆleur
Figure 6: Controˆle et modes
commute alors sur une autre loi. Cette nouvelle loi peut eˆtre
pre´vue dans l’enchaˆınement normal des lois pour l’accom-
plissement d’une taˆche donne´e, ou eˆtre une loi par de´faut
dans le cas ou` le comportement observe´ n’est pas conforme
a` l’expertise effectue´e. Il est donc important de disposer d’au
moins une loi robuste a` la plupart des contextes pour pou-
voir s’y re´fugier en cas de ne´cessite´.
Pour prendre en compte les e´volutions de l’environnement,
il faut eˆtre capable d’adapter les parame`tres des modes afin
de maintenir un bon niveau de performance dans le nou-
veau contexte. En effet, plutoˆt que de changer de mode, il
se peut qu’un changement de parame´tre soit plus pertinent.
Par exemple, dans le cadre de la re´gulation en cap d’un voi-
lier, l’augmentation de l’amplitude des angles de barre peut
suffire pour re´pondre a` l’augmentation de celle des vagues.
C’est le controˆleur adaptatif pre´sente´ dans la partie suivante
qui est charge´ de cette adaptation.
3.3.3 Contrôleur adaptatif et table des paramètres
Le controˆleur adaptatif repe`re les caracte´ristiques basses fre´-
quences de son environnement pour parame´trer les modes.
Il utilise pour cela (figure 5) une table Adaptation donnant
pour chaque mode et chaque contexte identifie´ (une Data)
une configuration, c’est-a`-dire les valeurs des diffe´rents pa-
rame`tres intervenant dans le mode. La table est construite
par expertise a` l’aide notamment du composant de simula-
tion et de mise au point. Un exemple de table des parame`tres
est la table 2 pre´sente´e dans la section 5.
Afin de garantir une utilisation cohe´rente de la table des
parame`tres il est ne´cessaire que deux contextes distincts ne
puissent eˆtre valides simultane´ment. Enfin si aucun contexte
propose´ ne correspond au contexte courant il est important
de pre´voir des parame`tres par de´faut.
Le controˆleur expert, pre´sente´ maintenant, se charge de l’en-
chaˆınement des modes qui de´pendent a` la fois du type d’ac-
tionneur commande´, des objectifs a` atteindre mais e´gale-
ment de l’environnement.
3.3.4 Contrôleur expert et automate
Le controˆleur expert se´lectionne la loi de commande et les
consignes a` appliquer. C’est un automate fini de´terministe
Transition (figure 5) muni d’un e´tat initial ou` chaque e´tat
est associe´ a` une loi de commande. Ses transitions sont e´ti-
quete´es par des e´ve´nements et lors d’un changement d’e´tat
(trigger) les consignes setPoint sont e´value´es afin de pou-
voir effectuer la commutation de modes. Ces consignes sont
de´finies par expertise. Un exemple simple de comportement
pour le controˆleur expert est mode´lise´ figure 7 a` l’aide de
re´seaux de Petri interpre´te´s [6]. Bien qu’il n’y ait pas ici
de paralle´lisme sous-jacent, nous utilisons ce formalisme car
il est couramment employe´ pour la mode´lisation des sys-
te`mes a` e´ve´nements discrets [12]. Une place correspond a` un
e´tat et est associe´e a` un mode. Nous avons ici un comporte-
ment simple base´ sur deux modes. Le jeton indique le mode
courant. Les transitions sont e´tiquete´es par un e´ve´nement
evt_i et une fonction c_i servant a` calculer les consignes.
Lorsqu’un e´ve´nement arrive et qu’une transition valide´e est
e´tiquete´e par cet e´ve´nement, la fonction c_i est exe´cute´e et
la transition tire´e.
3.3.5 Evènements
Les e´ve´nements sont soit externes (mise en route du syste`me






Figure 7: Exemple de comportement simple pour le
controˆleur expert
certaines data. Ils indiquent un changement de contexte qui
ne´cessite une re´-e´valuation du mode courant, qui peut ne
plus eˆtre approprie´. Les e´ve´nements provoquent l’e´valuation
de la fonction de transition de l’automate, la re´cupe´ration
des parame`tres associe´s au mode obtenu et l’e´valuation des
consignes.
3.3.6 Modèles et code
Une fois les mode`les de´crits, le de´veloppeur peut s’appuyer
sur un certain nombre de librairies me´tiers fournies aussi
bien pour la couche interpre´tation (conversions usuelles,
calibration, offset, outils statistiques, filtres ...), que pour
la couche contro^le (contextes, automates, tables ...) ou en-
core pour le composant de simulation et de re´glage (widgets,
IHM ...). Ainsi, une fois l’architecture spe´cifie´e, le squelette
du code est obtenu par ge´ne´ration de code, puis le code fi-
nal est obtenu par inte´gration et adaptation des librairies
propose´es. Pour des raisons de place, cette partie, base´e sur
des transformations de mode`les, n’est pas de´taille´e dans cet
article.
4. MÉTHODOLOGIE
L’utilisation d’IMOCA ne garantit pas en soi que l’applica-
tion de lois de controˆle re´ponde aux trois questions pose´es
en introduction :
1. Quels sont les modes de fonctionnement pertinents ?
2. Comment enchaˆıner plusieurs modes ?
3. Comment parame´trer les modes ?
Le choix des modes de fonctionnement (question 1) possibles
est d’autant plus difficile que de nombreuses donne´es sont
disponibles et combinables. Cependant, toute loi de com-
mande n’est pas bonne, encore faut-il qu’elle ait un sens
(on ne peut de´cemment controˆler la vitesse d’une voiture
en fonction de la tempe´rature exte´rieure par exemple), et
qu’elle soit re´ellement efficace, c’est-a`-dire, que le controˆle
re´sultant soit de bonne qualite´. La mesure de la qualite´ d’un
controˆle est e´galement un proble`me difficile car de nombreux
crite`res, parfois qualitatifs plutoˆt que quantitatifs peuvent
intervenir : robustesse, suˆrete´, se´curite´, consommation, re´-
ponse a` un e´chelon, conformite´ a` une expertise effectue´e
de l’activite´ concerne´e... Le proble`me de l’enchaˆınement des
lois de commande (question 2) est e´galement tre`s difficile
car de´pendant de l’environnement, de la taˆche a` effectuer et
de crite`res parfois difficilement quantifiables comme ”avoir
une belle trajectoire”. Pour re´pondre a` ce proble`me, la me´-
thodologie propose´e repose sur une expertise pour le choix
des modes de fonctionnement (question 1), la manie`re de
les enchaˆıner (question 2) et de les parame`trer (question 3).
L’expert est aide´ lui-meˆme par des outils de simulation et
de mise au point incre´mentaux par essais/corrections via
le composant de simulation et de re´glage. La me´thodologie
comporte 4 e´tapes :
Etape 1 mise a` disposition d’un environnement re´el ou si-
mule´, construction de la couche cible et du contro^leur
re´actif.
Etape 2 construction de la bibliothe`que de lois de com-
mande et de la table des parame`tres
Etape 3 caracte´risation des donne´es ou contextes en fonc-
tion des capteurs
Etape 4 construction de l’automate et de´finition des e´ve`-
nements
La premie`re e´tape a pour but de pouvoir jouer avec le pro-
cessus a` controˆler. Le couˆt des plateformes re´elles ainsi que
les contraintes et les risques lie´s a` leur utilisation font qu’il
est avantageux de simuler le processus ainsi que son envi-
ronnement pour permettre le rejeu et ainsi tester diffe´rentes
configurations. L’expert est d’autant mieux e´paule´ que la si-
mulation est re´aliste. Dans ce cadre, la re´alite´ virtuelle par
son coˆte´ immersif est particulie`rement inte´ressante. Une fois
cet environnement disponible la couche cible peut eˆtre de´-
veloppe´e ainsi que le controˆleur re´actif qui peut eˆtre en lien
direct avec les capteurs dans un premier temps.
Ensuite la construction d’une interface permettant de choisir
et construire diffe´rentes lois de commande permet a` un ex-
pert de se´lectionner celles qui semblent les plus pertinentes.
Cette interface prend en lieu et place le roˆle du contro^leur
expert et permet de de´finir les donne´es ne´cessaires aux lois
de commande se´lectionne´es. L’expert teste les lois dans dif-
fe´rentes conditions et de´finit les parame`tres qui paraissent
les plus adapte´s. L’e´tablissement des parame`tres conduit a`
la de´finition des contextes dans lesquels ils ope`rent efficace-
ment et a` la construction du contro^leur adaptatif.
Dans une troisie`me e´tape, les contextes doivent eˆtre carac-
te´rise´s en fonction des capteurs ce qui entraˆıne la de´finition
de la couche d’interpre´tation de l’architecture.
On peut ensuite s’inte´resser a` la construction de l’automate,
c’est-a`-dire a` la construction du contro^leur expert, pour
lequel, l’intervention d’un expert est primordiale. En effet,
l’enchaˆınement des modes de´pend des taˆches a` effectuer (al-
ler chercher un objet ne´cessite de se de´placer puis de mani-
puler un bras et enfin de revenir par exemple), de contraintes
me´caniques (s’arreˆter avant de pouvoir reculer par exemple
et pour s’arreˆter il peut eˆtre ne´cessaire de freiner avant)
ou encore d’une analyse me´tier de comment il faut faire.
L’e´laboration de l’automate ame`ne a` de´finir les diffe´rents
e´ve´nements qui vont permettre de changer d’e´tat. Ces e´ve´-
nements sont lie´s d’une part a` des changements de contexte
et, d’autre part, a` la surveillance temps re´el de certains cap-
teurs. Il est alors souvent ne´cessaire de de´finir de nouvelles
donne´es et de les relier aux capteurs.
5. UNE ÉTUDE DE CAS : LE PILOTAGE
AUTOMATIQUE DES VOILIERS
Dans cette section l’architecture IMOCA et la me´thodolo-
gie propose´e pre´ce´demment sont mises en oeuvre dans le
but de de´velopper un pilote automatique de voilier. C’est
un proble`me crucial que d’affranchir le marin d’une taˆche
Figure 8: Le bateau (en vert) et son clone (en mauve)
re´pe´titive et fastidieuse tout en veillant a` sa se´curite´ et en
pre´servant une conduite performante le tout dans un envi-
ronnement, mer, vent, voilier, par essence tre`s perturbe´. Les
lois de commande choisies sont de type PID. La validation
repose sur l’utilisation d’un environnement virtuel offrant
une excellente qualite´ d’expe´rience et permettant de compa-
rer diffe´rents types de pilotage.
5.1 Position du problème
En course a` la voile au large et en solitaire le skipper pour
pouvoir manœuvrer, re´gler, manger ou tout simplement dor-
mir utilise un pilote automatique. Les pilotes automatiques
commerciaux utilise´s sont de simples re´gulateurs de cap et
d’allure qui n’agissent que sur la barre via un unique ac-
tionneur. Ils sont peu performants et conduisent parfois a`
des situations critiques entraˆınant des de´gats irre´versibles
comme des de´maˆtages ou des chavirages. L’ame´lioration de
ces pilotes est une demande forte des coureurs ainsi que des
industriels les concevant.
5.2 Construction du pilote
5.2.1 Etape 1 : mise à disposition d’un environne-
ment réel ou simulé, construction de la couche
cible et du barreur réactif
Pour la mer et le vent le mode`le IPAS [19] pour Interactive
Phenomenological Animation of the Sea imple´mente´ dans le
langage ARe´Vi 4 est utilise´. Un mode`le de voilier, base´ sur la
dynamique des syste`mes mate´riels, a e´te´ de´veloppe´ ; sa ge´o-
me´trie est de´finie via un fichier VRML qui permet un rendu
de qualite´. Par de´faut, le bateau est muni d’un pilote de type
commercial, c’est-a`-dire un re´gulateur de cap. L’environne-
ment offre la possibilite´ de cloner le bateau pour effectuer
des comparaisons de performance sur la loi de controˆle. On
peut voir figure 8 le bateau (en vert) dans son environnement
physique avec son clone (en mauve).
Le bateau est e´quipe´ de tous les capteurs Sensor habituels :
ane´mome`tre, girouette, speedome`tre, GPS, compas, sondeur,
angle de barre, plus quelques uns plus spe´cifiques comme
4. ARe´Vi (Atelier de Re´alite´ Virtuelle) est une biblio-
the`que de simulation et de rendu 3D.
une centrale inertielle ou des jauges de contrainte 5. Un ac-
tionneur Actuator, un ve´rin line´aire agissant sur les safrans
a` une vitesse constante, est e´galement de´fini ainsi qu’une
interface qui permet au skipper de notifier la consigne de
cap ExternalEvent a` suivre et de la modifier (a` l’image des
boˆıtiers de commande disponibles dans le commerce). L’en-
vironnement virtuel offre la possibilite´ a` l’utilisateur d’agir
a` sa guise sur le vent, l’e´tat de la mer et sur les re´glages du
voilier.
La de´finition des capteurs, de l’actionneur et des e´ve`nements
externes, lie´s aux actions effectue´es sur l’interface pilote, de
la couche cible est ici directe.
5.2.2 Etape 2 : construction de la bibliothèque de
lois de commande et de la table des paramètres
Au niveau du controˆle, le seul actionneur a` commander est le
ve´rin. Mais, les nombreux capteurs autorisent de multiples
re´gulations. L’expertise a permis d’opter pour de la re´gu-
lation de type PID car il s’agit d’une solution industrielle
e´prouve´e et ses avantages et inconve´nients sont bien connus
par les marins donc exploitables. Pour autant, il existe de
nombreuses imple´mentations (PPIDD, PDD, ...) de cette loi.
Par exemple, le mode cap est une re´gulation de type PDD
qui tient compte du roulis a` cause de son importance pour
l’anticipation :
θbarre = Kc(Kcap(cap−consCap)+Klacetlacet+am.Kroulisroulis)
θbarre est l’angle de barre absolu, cap la data donnant le cap
magne´tique du bateau, consCap la consigne de cap a` respec-
ter, lacet la vitesse de rotation en degre´s par seconde du
bateau par rapport a` un axe vertical (lie´ a` la centrale iner-
tielle) et roulis la vitesse de rotation par rapport a` l’axe du
bateau (dirige´ de l’arrie`re vers l’avant). Kcap, Klacet, Kroulis
et le gain Kc sont ajuste´s en fonction de l’environnement par
le barreur adaptatif. Le terme am devant Kroulis vaut ±1 en
fonction de l’amure du bateau. Pour de´terminer les bonnes
lois et les parame´trer, une table de mixage (cf. figure 9) est
cre´e´e. C’est l’interface du composant de mise au point. En se´-
lectionnant le bouton correspondant, le mode de fonctionne-
ment courant est choisi (les modes sont ici appele´s Cap, Gı^te,
Vitesse, Vent, Gı^te rel et Vitesse rel sur la figure). Et
les diffe´rents parame`tres ou coefficients (indique´s ici avec a`
leur gauche les modes dans lesquels ils interviennent) sont
re´glables a` l’aide de scroll bar. Les 6 modes de barre retenus
sont de´taille´s dans la table 1.
Une partie de la table des parame`tres choisis est donne´e en
aperc¸u dans la table 2.
5.2.3 Etape 3 : caractérisation des données en fonc-
tion des capteurs
De nombreuses donne´es sont presque directement de´finis-
sables a` partir des capteurs au formatage pre`s. C’est le cas
de la vitesse, de la position, du cap, de la force et de la direc-
tion du vent apparent... D’autres donne´es sont plus de´licates
a` obtenir. Par exemple la direction et la force du vent re´el
sont issues d’un calcul faisant intervenir vitesse, cap du ba-
teau et angle et vitesse du vent re´el. Le re´sultat peut eˆtre
5. Les jauges de contraintes servent a` mesurer les de´for-
mations des mate´riaux sur lesquels elles sont fixe´es.
MODES DE BARRE
Mode cap :
θbarre = Kc(Kcap(cap− consCap) +Klacetlacet+ am.Kroulisroulis)
Mode cap relatif :
θbarre = Kc(Kcap(cap− consCap) +Klacetlacet+ am.Kroulisroulis) + θreel
Mode vent re´el :
θbarre = Kvr(KTWA(TWA− consTWA) +Klacetlacet+ am.Kroulisroulis)
Mode gˆıte :
θbarre = sgn.Kg(Kgite(gite− consGite) + am.Kroulisroulis+
Ksb(sensabarre− consSB) +Kdsb( dsensabarredt ))
Mode gˆıte relatif :
θbarre = sgn.Kgr(Kgite(gite− consGite) + am.Kroulisroulis+
Ksb(sensabarre− consSB) +Kdsb( dsensabarredt )) + θreel
Mode gain :
θbarre = −Kgr(Kgite(gite− consGite) + am.Kroulisroulis+
Ksb(sensabarre− consSB) +Kdsb( dsensabarredt )) + θreel













































Table 2: Extrait de la table des parame`tres
Figure 9: Table de mixage employe´e pour le re´glage
des PID
affine´ en exploitant la centrale inertielle pour tenir compte
de l’attitude du bateau.
De plus,un certain nombre de contextes tel que Largue et
Mer Calme sont ne´cessaires a` l’adaptation des modes. Un
contexte combine plusieurs informations. Pour Largue et
Mer Calme, la premie`re concerne les allures et la deuxie`me
les e´tats de mer. Chaque contexte correspond au final a` une
donne´e de type e´nume´re´. Certaines comme l’e´tat de mer sont
base´es sur une analyse fre´quentielle des mouvements du ba-
teau et sur une double inte´gration sur des acce´le´rations four-
nies par la centrale inertielle pour estimer la hauteur des
vagues. Ensuite l’e´chelle de Douglas 6 sert de re´fe´rence pour
qualifier les diffe´rents e´tats de mer. D’autres comme les al-
lures du bateau sont base´es sur l’angle au vent re´el moyenne´
sur une dizaine de secondes.
Les donne´es ne´cessaires sont au final tre`s nombreuses. Outre
les donne´es continues qui donnent des valeurs de type cap-
teurs, celles de type e´nume´re´ peuvent se classer en 5 grandes
cate´gories en fonction de ce qu’elles permettent de caracte´-
riser : le bateau, la mer, le vent, la route du bateau et les
contextes pour les modes de barre. Cette classification est
relative au me´tier et non inte´gre´e a` l’architecture. Elle ap-
parait dans les librairies de mode`le et de code spe´cifique.
5.2.4 Etape 4 : construction de l’automate et défini-
tion des événements
La dernie`re e´tape porte sur la construction de l’automate,
c’est-a`-dire le barreur expert. La figure 10 en donne une
version simplifie´e sous la forme d’un re´seau de Petri inter-
pre´te´. Dans cette vue, les transitions ne sont pas e´tiquete´es.
Cette e´tape oblige a` de´finir les derniers e´ve´nements ne´ces-
saires et donc quelques nouvelles donne´es. Par exemple le
passage entre le mode cap et le mode vent re´el peut se faire
6. L’e´chelle de Douglas est celle mondialement utilise´e


















Figure 10: Automate controˆlant le barreur expert
sur une notion de stabilite´ lie´e a` la fois au vent, a` la mer, aux
mouvements de la barre et a` l’allure du bateau. Les consignes
se calculent elles directement a` partir des donne´es.
Cette mise au point incre´mentale justifie pleinement l’utili-
sation de l’architectural, de la librairie me´tier et de l’envi-
ronnement de mise au point. Le de´veloppement devient alors
un assemblage formate´ et adaptable de composants logiciels
me´tier.
5.3 Expérimentation
L’environnement virtuel permet de tester le pilote dans des
conditions de mer et de vent varie´es. Diffe´rents e´le´ments
du bateau sont re´glables comme les voiles, la quille ou la
position du skipper. Cependant, tester la qualite´ d’un pilo-
tage est difficile car il s’agit toujours d’un compromis entre
plusieurs crite`res comme performance, se´curite´, consomma-
tion e´nerge´tique et trajectoire. Aussi le bateau est clone´
pour pouvoir comparer le pilote construit selon l’architecture
IMOCA, appele´ barreur virtuel, avec un simple re´gulateur de
cap proche d’un pilote commercial, appele´ PID. Un certain
nombre de cas (rafale, de´part en surf, clapot ...) connus pour
prendre en de´faut ces pilotes commerciaux servent pour la
comparaison. La figure 11 pre´sente la trajectoire du clone
ainsi que du barreur virtuel. Les deux voiliers naviguent tra-
vers au vent dans 20 noeuds de vent par mer calme lorsque
survient une rafale a` 23 noeuds qui dure une quarantaine de
secondes avant que le vent ne reprenne sa force initiale. Au
de´part (a` gauche sur la figure) les deux voiliers sont quasi-
ment superpose´s. Quand la rafale arrive ils abattent le´ge`re-
ment pour essayer de contrecarrer le surcroˆıt de puissance
mais ils finissent par partir au lof, c’est-a`-dire par se tourner
brutalement vers le vent. Le barreur virtuel passe en mode
gˆıte et accompagne cette aulofe´e alors que le PID cherche a`
lutter contre l’e´cart a` la consigne en donnant beaucoup de
barre (voir la figure 12). Lorsque la rafale se termine le bar-
reur virtuel repasse en mode cap et le clone finit par venir
s’aligner a` l’arrie`re de l’autre voilier.
barreur virtuel
PID


























Figure 12: Angles de barre
Les courbes des figures 12 et 13 donnent une explication de
ce qui se passe en donnant les angles de barre et les vitesses
des deux bateaux.
Alors que le barreur virtuel change de mode (les change-
ments de mode apparaissent avec des croix en X) et parvient
ainsi a` conserver une bonne vitesse, le PID cherche a` com-
penser la de´viation de trajectoire en donnant beaucoup de
barre ce qui freine le bateau.
6. CONCLUSION
Ce document pre´sente l’architecture IMOCA et une me´tho-
dologie de´die´s aux syste`mes de controˆle de processus par
re´gulation en environnement perturbe´. Le principe est d’ef-
fectuer de la commutation de modes en fonction des e´volu-
tions de l’environnement ; les modes, leurs parame`tres, leur


























IMOCA offre des mode`les et des outils pour la mise au point
incre´mentale des donne´es et des parame`tres du syste`me de
controˆle. Cette architecture et cette me´thodologie ont e´te´
applique´es au cas du de´veloppement d’un pilote automatique
pour voiliers et donnent un re´sultat ope´rationnel apportant
un gain a` la fois en performance mais e´galement en se´curite´.
Dans les perspectives, nous visons la mise en place d’un code
ope´rationnel embarquable, adaptable et reconfigurable sur
voilier re´el. Nous pensons aussi augmenter les librairies dis-
ponibles pour viser d’autres domaines d’application.
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