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Introduzione
L’obiettivo di questa tesi e` la progettazione e realizzazione di una gestione
tramite Badge Elettronico (Smart Badge) delle Timbrature del Personale
per l’Istituto di Fisiologia Clinica.
L’istituto di Fisiologia Clinica reputa dispendioso e obsoleto l’utilizzo del
badge magnetico (attualmente in uso in alcune sedi) per gestire le timbrature
di entrata ed uscita del personale dalle proprie strutture.
La richiesta e` quindi di sviluppare un sistema che, tramite un’applica-
zione per smartphone, permetta di effettuare le timbrature del personale e
che permetta di sfruttare le potenzialita` hardware di questi dispositivi per
fornire nuove funzionalita` a supporto della facilita` di utilizzo da parte degli
utenti. Obiettivi non secondari sono il contenimento dei costi realizzativi,
la robustezza del sistema rispetto ai sistemi convenzionali a tessera magne-
tica, e l’integrazione con il sistema esistente di autenticazione (Idea Identity
Manager) e il relativo modulo di timbratura.
A fronte di questi requisiti, e` stato sviluppato un sistema chiamato Smart
Badge System che si compone di un server che coordina le comunicazioni
fra i vari componenti esistenti e realizzati, di un lettore di badge realizzato
tramite un micro pc equipaggiato con una telecamera, e di una applicazione
mobile per smartphone Android.
iv
Capitolo 1
Analisi del Problema e
Requisiti
L’Istituto di Fisiologia Clinica ha necessita` di implementare una nuova ge-
stione delle timbrature dei cartellini del personale. L’ idea e` quella di creare
una gestione di timbrature elettroniche che esula dall’utilizzo di badge fisici.
L’Istituto ha varie sedi sparse in Italia spesso ospitate all’interno di altre
strutture in cui non e` possibile, o difficoltoso, installare impianti complessi
e proprietari.
L’Istituto di Fisiologia Clinica ha sviluppato al suo interno una gestione
dei dati degli utenti che si chiama Idea Manager, un sistema modulare che
espone delle interfacce di comunicazione per l’interconnessione con altri si-
stemi. E’ quindi richiesto che la nuova gestione che si sviluppera` si integri
con il sistema esistente.
Un’ulteriore richiesta e` di sviluppare un sistema che permetta agli utenti
del sistema di effettuare le timbrature di entrata e di uscita mediante il
semplice utilizzo dei propri smartphone.
La soluzione e` quindi quella di sviluppare un applicazione per smart-
phone, basati su sistemi Android ed iOS, che permetta il riconoscimento
dell’utente tramite la generazione di un barcode sullo schermo che verra`
mostrato ad una postazione di lettura installata all’ingresso delle varie sedi.
1.1 Requisiti Generali
In questa sezione si individueranno i requisiti che sono generali del sistema
e che quindi sono comuni sia al Lettore di Badge che all’AM.
Una primo requisito per la realizzazione del sistema e` quella di essere
integrato con il sistema Idea Identity Manager; cos`ı facendo l’utente con le
stesse credenziali puo` avere accesso a tutte le funzionalita` necessarie allo
svolgimento del suo lavoro.
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E’ richiesto anche di creare un sistema piu` robusto rispetto alle tessere
badge tradizionali basate su banda magnetica in cui il codice e` sempre lo
stesso, ma utilizzare un protocollo One Time Password (OTP) che permetta
la generazione pseudocausale di un codice che abbia una durata limitata nel
tempo. In questo modo non sara` possibile, a meno di cedere le proprie
credenziali di accesso all’intero sistema dell’Istituto, far timbrare un’altra
persona al proprio posto. Questo e` un rischio calcolato ed accettato dal
committente.
E’ infine necessario contenere i costi realizzativi dell’intero progetto e
quindi studiare le possibili soluzioni anche da questa prospettiva.
Riepilogando, i requisiti generali del sistema sono:
1. Contenuti costi realizzativi
2. Integrazione con il sistema di autenticazione esistente
3. Utilizzo di un codice a barre generato al volo ed utilizzabile solo una
volta (One Time Password) per il riconoscimento dell’utente
1.2 Requisiti Applicazione Mobile
Per la realizzazione dell’applicazione mobile una richiesta e` quella di essere
implementata per le piu` diffuse piattaforme mobile quali Android e iOS.
Bisogna anche tenere conto e sfruttare le potenzialita` degli smartphone
in modo da rendere il suo utilizzo piu` funzionale possibile, nello specifico e`
richiesto di utilizzare il posizionamento GPS per 2 funzionalita`, la segnala-
zione, tramite notifica, dell’approssimarsi di una postazione di timbratura
e la possibilita` di effettuare timbrature remote tramite invio della posizione
GPS.
L’autenticazione dell’utente dovra` avvenire la prima volta sotto connet-
tivita` internet, ma poi il suo funzionamento dovra` essere possibile anche in
modalita` Oﬄine, e quindi l’applicazione dovra` avere un database interno in
cui memorizzare i dati di accesso dell’utente.
E’ richiesto che sia tramite l’applicazione che l’utente abbia l’opportunita`
di scegliere se passare una timbratura di entrata oppure di uscita. Sfrut-
tando la conoscenza dell’ultima timbratura effettuata, l’applicazione dovra`
proporre all’utente l’opportuna timbratura, con comunque la possibilita` di
variarla.
Riepilogando, i requisiti dell’Applicazione Mobile sono:
1. Realizzazione su piattaforma mobile in ambiente Android e iOS
2. Riconoscimento utente tramite autenticazione su repository centrale
3. Funzionamento anche in assenza di connettivita` internet
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4. Memorizzazione locale dati autenticazione
5. Generazione del codice a barre One Time Password
6. Utilizzo dei sensori interni agli smartphone per facilitare l’utilizzo
dell’applicazione di timbratura (Gps per vicinanza lettore)
7. Timbratura con utilizzo posizionamento direttamente da smartphone
in assenza di lettore badge
8. Impostazione automatica secondo l’ultima timbratura dell’Entrata o
Uscita.
1.3 Requisiti Lettore Badge Elettronico
Una delle richieste per la realizzazione del Lettore di Badge Elettronico
e` quelle di essere facile da installare e configurare; nello specifico, di non
richiedere necessariamente installazioni murarie permanenti e di richiedere
pochi cablaggi.
Deve poter funzionare anche in assenza di connessione internet e quindi
deve avere al suo interno un database con l’elenco degli utenti autorizzati
e l’elenco delle timbrature effettuate. Al ripristino della connessione dovra`
essere in grado di effettuare una sincronizzazione dei dati e quindi inviare le
timbrature effettuate dagli utenti del sistema.
E’ necessario esporre un interfaccia utente in cui si avvisi dell’avvenuta
timbratura o per segnalare eventuali problemi.
Riepilogando, i requisiti del Lettore di Badge sono:
1. Facilita` di installazione e configurazione
2. Funzionamento anche in assenza di connettivita` internet
3. Memorizzazione informazioni Utenti autorizzati e timbrature
4. Controllo del codice a barre One Time Password e riconoscimento
dell’utente
5. Sincronizzazione database utenti autorizzati e letture appena possibile
con il repository centrale
6. Interfaccia utente per segnalazioni e notifiche
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1.4 Ambiente
L’ambiente in cui si andra` ad integrare il nostro progetto e` un applica-
zione distribuita realizzata dall’Istituto di Fisiologia Clinica denominata
“ideaManager” acronico di Identity and authentication manager.
L’idea del progetto si basa sul concetto di Identita` digitale, definita dalla
ISO 24760 come l’insieme di attributi relativi ad un’identita` (persona fisica,
oggetto, etc. ), questo poiche` la nostra identita` e` ormai, all’interno anche di
una stessa organizzazione, frammentata sui vari database dei servizi a cui
si accede ( Figura 1.1 ). Questo comporta diverse problematiche come la
ripetizione di informazioni e l’eventuale consistenza delle stesse nelle varie
locazioni in caso di variazione. Un altro aspetto degno di nota e` che non
sempre si vuole fornire tutti i nostri dati per l’utilizzo di un servizio, ne
spesso sarebbe necessario.
Figura 1.1: Frammentazione Identita`
IdeaManager e` in pratica un collettore di informazioni che riguardano
l’identita` digitale di un utente relativamente ad un contesto che puo` essere
anche fuori della stessa organizzazione ( Figura 1.2 ). I suoi obiettivi sono
quindi:
• gestire l’intero ciclo di vita delle identita` digitali associate al personale
affiliato a vario titolo
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• poter disporre delle informazioni inerenti il proprio rapporto e la pro-
pria attivita` in maniere completa ed integrata.
• essere modulare e quindi adattabile al contesto e scalabile
• essere distribuita come software open source in modo da permettere
l’integrazione con altri moduli e servizi
Figura 1.2: Integrazione della Identita`
Per la realizzazione sono state utilizzale le seguenti tecnologie:
• le Resource Oriented Architecture (Servizi RESTful)
• i DB relazionali ed i DB NoSQL.
• gli strumenti per l’autenticazione e l ’autorizzazione federata (SAML,OpenAuth?)
• gli strumenti per aggregare attributi (Virtual Organization)
Idea Manager, come si puo` vedere in Figura 1.3, e` suddiviso in due parti:
il Frontend ed il Backend.
E’ presente un Frontend a cui e` possibile accedere via internet tramite
Browser, che si preoccupa di gestire l’interfaccia utente, l’accesso ed i dati e
ed i servizi messi a disposizione dell’utente.
Il Frontend e` connesso tramite API RESTful al Core Backend che con-
tiene di dati personali in un base dati Ldap.
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Figura 1.3: Architettura del Sistema
Il Frontend gestisce anche delle estensioni, suddivise in Extentions e
Plugins, la prima orientata piu` a servizi a livello di organizzazione, i secondi
piu` specifici. Queste estensioni a sua volta comunicano con moduli esterni
tramite le API che possono anche essere rese pubbliche e indirizzate verso
alte organizzazioni.
Capitolo 2
Stato dell’arte e studi
preliminari
Per studiare il problema e` stato necessario analizzare molti aspetti del pro-
getto, dalla scelta dell’hardware e delle tecnologie piu` adatte, alla scelta
della soluzione software piu` congeniale. Per questo sono stati fatti degli stu-
di sullo stato dell’arte per conoscere le varie tecnologie esistenti che possono
facilitare l’utilizzo dello strumento da parte degli utenti del sistema.
Nello studiare le tecnologie si e` tenuto conto dei requisiti del progetto,
quali ad esempio, il contenimento dei costi, la semplificazione dell’utilizzo e
l’effettiva disponibilita` delle varie tecnologie negli smartphone del personale
dell’Istituto.
2.1 Tecnologie di Identificazione Radio
Di seguito si andra` ad analizzare NFC e iBeacon che sono le tecnologie di
identificazione radio presenti ad oggi nei vari smartphone.
2.1.1 Near Field Communication
L’NFC [1] acronimo di Near Field Communication, e` una tecnologia che,
con hardware dedicato, fornisce connettivita` wireless bidirezionale a corto
raggio (fino a un massimo di 10 cm). La tecnologia NFC e` un evoluzione
dell’identificazione senza contatto o RFID (Radio Frequency Identification
– Identificazione a Radio Frequenza) combinata con altre tecnologie di con-
nettivita`. Contrariamente ai piu` semplici dispositivi RFID, NFC permette
una comunicazione bidirezionale, ovvero quando due apparecchi NFC ven-
gono accostati entro un raggio di 4 cm, viene creata una rete peer-to-peer
tra i due ed entrambi possono inviare e ricevere informazioni. La tecnologia
NFC opera alla frequenza di 13,56 MHz e puo` raggiungere una velocita` di
trasmissione massima di 424 kbit/s. Puo` essere realizzato direttamente tra-
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mite un chip integrato oppure tramite l’uso di una speciale scheda esterna
che sfrutta le porte delle schede SD o micro SD. Questa tecnologia e` stata
sviluppata congiuntamente da Philips, LG, Sony e Nokia.
Le specifiche tecniche della tecnologia NFC si basano sugli standard ISO
15693, 18092 e 21481, ECMA 340, 352 e 356 ed ETSI TS 102 190. NFC e`
inoltre compatibile con la diffusa architettura delle smart card contactless,
basate su ISO 14443 A/B, NXP (ex Philips Semiconductors) MIFARE e
Sony FeliCa.
Alcuni esempi di applicazioni possibili di questa tecnologia sono:
• Download e pagamento su dispositivi NFC.
• Download da un PC ad un dispositivo portatile, avvicinandolo o toc-
cando la postazione abilitata in albergo, al gate di ingresso o di par-
tenza.
• Trasferimento e visualizzazione di fotografie da una macchina fotogra-
fica o telefono cellulare NFC a una postazione abilitata per la stampa
o ad una televisione o computer per la visione.
• Trasferimento facilitato di file o messa in rete fra sistemi wireless.
Un altro esempio degno di nota e` la partenza della sperimentazione nel 2011
a Milano della tecnologia NFC per comprare e validare i biglietti dell’autobus
o della metropolitana.
Per gli smartphone la tecnologia e` stata adottata ed integrata nei sistemi
Android e nei Windows Phone ma non nei dispositivi Apple.
Per i dispositivi Android[2] sono disponibili tre modalita` :
1. Reader/writer mode, permette ai dispositivi NFC di leggere e/o scri-
vere postazioni ed adesivi NFC
2. P2P mode, permette ad un dispositivo NFC di comunicare e scambiarsi
informazioni con altri dispositivi NFC, per esempio lo scambio di un
file.
3. Card emulation mode, permette ai dispositivi NFC di emulare una
tessera, e permette ad un lettore NFC esterno di identificare l’indivi-
duo, per esempio puo` essere un emulatore di una carta di credito e
permettere pagamenti.
2.1.2 iBeacon
Da iOs7 Apple ha sviluppato lo standard di comunicazione iBeacon[3], la
risposta alla creazione dello standard NFC sviluppato ed adottato dagli altri
operatori.
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iBeacon sfrutta la tecnologia Bluetooth Smart introdotta proprio con
lo standard 4.0. Questo consente il trasferimento di dati elaborati tramite
un posizionamento GPS, ottimizzando ovviamente i consumi energetici su
smartphone e tablet. Tramite una connessione e un’applicazione iBeacon-
ready predisposta dalle attivita` commerciali (perche´ e` prevalentemente a
queste che la tecnologia e` indirizzata), e` possibile ricevere determinati con-
tenuti in base al contesto in cui ci si trova. In pratica se si entra in un
area con antenne iBeacon, questo individuando la posizione, puo` inviare
informazioni piu` precise e puntuali.
Il primo vantaggio di questa tecnologia e` che si basa sullo standard blue-
tooth ed e` quindi facilmente implementabile su tutti i dispositivi che hanno
come versione minima la 4.0; non e` quindi una tecnologia potenzialmente
ristretta a dispositivi Apple.
Altro vantaggio, almeno in base a quanto e` fino ad ora noto, e` una
caratteristica fisica davvero importante: l’NFC si limita a connessioni ad
una distanza molto ristretta, massimo 10 centimetri, mentre iBeacon puo`
garantire un corretto funzionamento con una distanza massima di 50 metri
tra dispositivo ricevente e antenna dedicata.
Cosa che pero` va nettamente a svantaggio della nuova tecnologia e` si-
curamente l’attuale margine di adozione. I chip NFC sono ormai diventati
un punto di riferimento e stanno per essere accolti all’interno di moltissi-
me attivita` commerciali, oltre ad essere presente gia` in svariati accessori che
consentono un pairing rapido fra periferiche e dispositivi. I vantaggi di iBea-
con potrebbero velocizzare i tempi con cui la nuova tecnologia potra` essere
accolta, ma NFC ha un altro vantaggio, ed e` quello di essere stato proposto
prima di tutti all’interno del meccanismo relativo de “l’Internet delle Cose”
2.2 Tecnologie di Identificazione Ottica
Di seguito si analizzeranno le tecnologie di identificazione ottica basate su
barcode, come richiesto dai requisiti del committente.
2.2.1 Barcode 1D - 2D
I Barcode, visibile in Figura 2.1 sono un insieme di elementi grafici a contra-
sto elevato disposti in modo da poter essere letti da un sensore a scansione
e decodificati per restituire l’informazione contenuta. I codici a barre si
dividono in codici lineari (Barcode 1D) e codici bidimensionali (Barcode
2D).
Tra i Barcode 1D piu` diffusi si trova senz’altro il codice EAN che vie-
ne utilizzato nella grande distribuzione, seguito dal Farmacode o Code 32
(una rielaborazione matematica del Code 39), adottato per l’identificazione
dei farmaci e delle specialita` vendibili al banco nelle farmacie. Nell’ambito
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Figura 2.1: Barcode 1D e 2D
industriale hanno trovato grande diffusione il Code 128, il Code 39 (alfanu-
merico) e il 2/5 (si legge 2 di 5) interlacciato. A seconda del tipo di codice
adottato vi sono dei limiti nel ridimensionamento, nel numero e nel tipo
caratteri rappresentabili. Ad esempio, il gia` citato codice EAN13 puo` rap-
presentare solo dodici caratteri numerici, il codice UCC/EAN-128, utilizzato
nel settore medico, puo` rappresentare l’intero set di caratteri ASCII.
La maggior parte dei codici ha un codice di controllo (check digit) che
l’unita` di lettura e` in grado di ricalcolare e verificare per assicurare la corretta
lettura e l’integrita` dei dati.
I Barcode 2D sono codici a barre a 2 dimensioni, adatti per essere letti
con apparecchi fotografici e smartphone. I piu` utilizzati Barcode 2D sono
sicuramente i QRCode, utilizzati in giornali, riviste, musei, e internet e
i Datamatrix ( rettangolari ) che sono utilizzati per esempio dalle Poste
Italiane per i bollettini postali.
Il vantaggio principale di questo tipo di tecnologia, oltre ad una piu` facile
lettura con apparecchi dotati di fotocamere, e` che riescono a portare al loro
interno piu` informazion; per esempio i QRCode in un solo crittogramma
possono contenere o 7.089 caratteri numerici o 4.296 alfanumerici, o 2KB di
dati.
2.2.2 QRCode
Un QRCode, visibile in Figura 2.2, e` un codice a barre bidimensionale (o
codice 2D), ossia a matrice, composto da moduli neri disposti all’interno
di uno schema di forma quadrata. Viene impiegato per memorizzare infor-
mazioni generalmente destinate a essere lette tramite un telefono cellulare
o uno smartphone. In un solo crittogramma sono contenuti 7.089 caratte-
ri numerici o 4.296 alfanumerici. Il nome QR e` l’abbreviazione dell’inglese
quick response (risposta rapida), in virtu` del fatto che il codice fu sviluppato
per permettere una rapida decodifica del suo contenuto.
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Figura 2.2: Esempio di QRCode
I codici QR possono contenere sia indirizzi internet, che testi, numeri di
telefono, o sms. Sono leggibili da qualsiasi telefono cellulare e smartpho-
ne muniti di una fotocamera e di un apposito programma di lettura (QR
reader).
Nei codici QR e` utilizzato il codice Reed-Solomon per la rilevazione e cor-
rezione d’errore: nel caso in cui il QR fosse in parte danneggiato, per esempio
da macchie o graffi sul supporto cartaceo, l’applicazione Reed-Solomon per-
mette di ricostruire i dati persi, ripristinando, durante la decodifica, fino al
30% delle informazioni codificate.
2.2.3 Barcode Image Processing
Nell’idea del contenimento dei costi e` stata fatta una ricerca anche per
quanto riguarda il Barcode Image Processing, una tecnologia che consen-
te il riconoscimento dei barcode con l’utilizzo di una semplice webcam ed un
elaborazione software, per questo sono state fatte delle ricerche per trovare
delle librerie che permettessero in modo efficiente questo procedimento e che
fossero open source. Si e` quindi individuato le librerie Zxing e Zbar che sono
descritte in seguito.
Zxing [4] acronico di Zebra Crossing e` una libreria open source per il barco-
de image processing sviluppata principalmente per Android e JavaSE
ma che prevede anche dei porting per .Net, iPhone, C++ e JRuby. Il
funzionamento della libreria e` per i formati UPC-A, UPC-E, EAN-
8, EAN-13, Code 39, Code 93, Code 128, Codebar, ITF, RSS-14,
RSS-Expanded, QR-Code, DataMatrix, Aztec (beta), PDF 417 (be-
ta). Oltre al Barcode Image Processing, permette anche la creazione
dei barcode sopra citati.
Zbar [5] e` una suite open source per la lettura dei barcode da varie sorgenti,
come un flusso video ( webcam per esempio) o un file di immagine.
Supporta i piu` popolari tipi di barcode, quali AN-13/UPC-A, UPC-E,
EAN-8, Code 128, Code 39, Interleaved 2 of 5 e QR Code. L’imple-
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mentazione data a questa suite rende facile la scansione e la decodifica
dei barcode per qualsiasi applicazione, sia utilizzata in maniera stand-
alone utilizzando la GUI e l’interfaccia a riga di comando inclusa, sia
integrandola con il widget per la scansione nei progretti Qt, GTK+ or
PyGTK GUI, sia con l’interfaccia e gli script per Python, Perl e C++.
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2.3 Identificazione Sicura
Di seguito si analizzera` la tecnologia di identificazione sicura basate su One
Time Password, come richiesto dai requisiti del progetto.
2.3.1 One Time Password
Una One-Time Password, definita nell’RFC 4226[6], e` una password valida
solo per una singola sessione di accesso o una transazione. La OTP evita
una serie di carenze associate all’uso della tradizionale password (statica); il
piu` importante dei quali e` la non vulnerabilita` agli attacchi con replica. Cio`
significa che, se un potenziale intruso riesce ad intercettare una OTP che
e` stata gia` utilizzata per accedere a un servizio o eseguire una transazione,
non sara` in grado di riutilizzarla, in quanto non sara` piu` valida. D’altra
parte, una OTP non puo` essere memorizzata da una persona. Essa richiede
quindi una tecnologia supplementare per poter essere utilizzata.
Gli algoritmi di generazione delle OTP in genere fanno uso di numeri
casuali. Cio` e` necessario perche´ altrimenti sarebbe facile prevedere l’OTP
futuro osservando i precedenti. Gli algoritmi OTP che sono stati realizzati
sono abbastanza diversi tra loro.
I vari approcci per la generazione di OTP sono:
• Algoritmi basati sulla sincronizzazione temporale tra server di auten-
ticazione e client che fornisce la password (le OTP sono valide solo per
un breve periodo di tempo)
• Algoritmi matematici che generano una nuova password in base alla
password precedente (le OTP sono, di fatto, una catena di password
legate tra loro, e devono essere utilizzate in un ordine predefinito)
• Algoritmi matematici dove la password e` basata su una sfida (per
esempio, un numero casuale scelto dal server di autenticazione o dai
dettagli della transazione) e/o su un contatore.
Ci sono anche diversi modi per rendere note all’utente le successive OTP da
usare. Alcuni sistemi elettronici prevedono l’uso di speciali token che l’utente
porta con se´, che generano le OTP e le mostrano utilizzando un piccolo
display; per esempio le chiavette utilizzate per l’Home Banking. Altri sistemi
sono costituiti da un software che gira sul telefono cellulare dell’utente. Altri
sistemi generano le OTP sul lato server e le trasmettono all’utente su un
canale fuori banda, come ad esempio un canale di messaggistica SMS. Infine,
in alcuni sistemi le OTP sono stampate su carta, che l’utente e` tenuto a
portare con se´.
Per il nostro sistema si implementeranno le OTP basate su sincroniz-
zazione temporale, o come descritte nell’RCF 6238 Time-Based One-Time
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Password Algorithm, TOTP[7], in cui troviamo una sua implementazione in
Java che sara` utilizzata nel nostro sistema.
2.4 Rilevazione della Posizione
Di seguito si analizzeranno le varie tecnologie presenti su smartphone per la
rilevazione della posizione, quali Gps, Network e A-GPS.
2.4.1 GPS - A-GPS
Il Sistema di Posizionamento Globale e` un sistema di posizionamento e na-
vigazione satellitare civile che, attraverso una rete satellitare dedicata di sa-
telliti artificiali in orbita, fornisce ad un terminale mobile o ricevitore GPS
informazioni sulle sue coordinate geografiche ed orario, in ogni condizione
meteorologica, ovunque sulla Terra o nelle sue immediate vicinanze ove vi
sia un contatto privo di ostacoli con almeno quattro satelliti del sistema. La
localizzazione avviene tramite la trasmissione di un segnale radio da parte di
ciascun satellite e l’elaborazione dei segnali ricevuti da parte del ricevitore.
Il sistema GPS e` gestito dal governo degli Stati Uniti d’America ed
e` liberamente accessibile da chiunque sia dotato di un ricevitore GPS. Il
suo grado attuale di accuratezza e` dell’ordine dei metri in dipendenza dalle
condizioni meteorologiche, dalla disponibilita` e dalla posizione dei satelliti
rispetto al ricevitore, dalla qualita` e dal tipo di ricevitore, dagli effetti di
radiopropagazione del segnale radio in ionosfera e troposfera (es. riflessione)
e dagli effetti della relativita`.
Con la diffusione dei sistemi GPS, ed il conseguente abbattimento dei
costi dei ricevitori, molti produttori di telefoni cellulari/smartphone hanno
cercato di inserire un modulo GPS all’interno dei loro prodotti, aprendosi
quindi al nuovo mercato dei servizi (anche sul web) basati sul posizionamento
(o LBS, location based services). Tuttavia, la relativa lentezza con cui un
terminale GPS acquisisce la propria posizione al momento dell’accensione (in
media, tra i 45 e i 90 secondi), dovuta alla necessita` di ricercare i satelliti in
vista, ed il conseguente notevole impegno di risorse hardware ed energetiche,
ha frenato in un primo momento questo tipo di abbinamento.
Negli ultimi anni, pero`, e` stato introdotto in questo tipo di telefoni il
sistema Assisted GPS, detto anche A-GPS, con cui e` possibile ovviare a tali
problemi: si fanno pervenire al terminale GPS, attraverso la rete di telefonia
mobile, le informazioni sui satelliti visibili dalla cella radio a cui l’utente e`
agganciato. In questo modo un telefono A-GPS puo` in pochi secondi rica-
vare la propria posizione iniziale, in quanto si assume che i satelliti in vista
dalla cella siano gli stessi visibili dai terminali sotto la sua copertura radio.
Tale sistema e` molto utile anche come servizio d’emergenza, ad esempio per
localizzare mezzi o persone ferite in seguito ad un incidente.
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2.4.2 Network
E’ in pratica una sottoparte del sistema A ( Assisted ) dell’A-GPS. Que-
sto sistema, molto meno preciso del GPS, consente di conoscere la propria
posizione tramite la cella radio cellulare a cui si e` collegati e/o reti Wi-Fi
conosciuto visibili al modulo di rete.
Questo sistema, anche se meno accurato, nell’ordine dei 100 metri, offre
il vantaggio di avere una stima senza che sia presente o attivo il modulo
GPS sull’apparato, con notevole risparmio di batteria ed una risposta piu`
immediata.
2.4.3 Android Location Strategies
Android Location Strategies e` una piattaforma specifica di Android per la
rilevazione della posizione. La piattaforma, disponibile come API di sistema,
e` disponibile attraverso il package android.location.
Google Location Services API, che e` parte di Google Play Services, pre-
dispone un piu` potente framework ad alto livello per la gestione dei sistemi
di localizzazione, la relazione del movimento dell’utente e l’accuratezza della
posizione. Gestisce anche la politica di aggiornamento della posizione basata
sui parametri di consumo della batteria impostabili.
Quando si sviluppano applicazioni basate sul posizionamento per an-
droid, si puo` utilizzare sia le informazioni che arrivano dal GPS, oppure
quelle relative al Network Location Provider.
Nonostante il GPS sia piu` accurato funziona solo in spazi aperti, consuma
molta batteria, e non restituisce la posizione cos`ı velocemente come spesso
vuole l’utente, Android’s Network Location Provider determina invece la
posizione dell’utente tramite le cella radio ed i segnali Wi-Fi, provvedendo
a fornire indicazioni sulla posizione sia all’esterno che all’interno di edifici,
risponde piu` velocemente ed utilizza meno batteria.
A seconda del contesto e della necessita` e` possibile sviluppare le appli-
cazione prevedendo entrambe le soluzioni, oppure una sola.
2.5 Sistemi Hardware
Oltre a controllare i Lettori di Badge esistenti sul mercato ed i loro prezzi,
si e` valutato come sviluppare una soluzione ad hoc. Per questo motivo si e`
esaminato un micro PC, il Raspberry PI, di cui si era gia` dotati all’interno del
dipartimento. Esisto comunque diversi concorrenti di mercato del Raspberry
Pi, come il Banana Pi e i piu` recenti ODROID, dispositivi anche quad-core
su cui e` installabile anche il S.O. Android.
CAPITOLO 2. STATO DELL’ARTE E STUDI PRELIMINARI 16
Figura 2.3: Raspberry PI
2.5.1 Raspberry PI
Il Raspberry PI [8] e` micro pc sviluppato nel regno unito dall’omonima fon-
dazione a partire dal febbraio 2012. L’idea di base e` quella di sviluppare un
dispositivo economico per stimolare l’insegnamento di base dell’informatica
e della programmazione nelle scuole.
Il progetto ruota attorno a un SoC Broadcom BCM2835 che incorpora
un processore ARM1176JZF-S a 700 MHz, una GPU VideoCore IV, e 256 o
512 Megabyte di memoria ( a seconda del modello ) e si affida ad una scheda
SD per il boot e per la memoria non volatile, il tutto ad un prezzo che varia
tra i 25 ed i 35 dollari.
La scheda, visibile in Figura 2.3, e` stata progettata per ospitare sistemi
operativi basati su un kernel Linux o RISC OS.
Nonostante l’idea di base fosse quella della programmazione nelle scuole,
il dispositivo ha trovato numerosi altri sviluppi, tanto da far crescere intorno
a lui una comunita` di sviluppo open source di HW e SW.
Si possono trovare numerosi progetti e componenti HW che incrementano
le funzionalita` del dispositivo che lo rendono una base valida per progettare
un Lettore di Badge ad hoc per il nostro progetto.
Dette queste considerazioni sono state fatte delle ricerche su come utiliz-
zare al meglio il Raspberry PI per la lettura di barcode, la scelta e` ricaduta
sul testare il raspberry con la sua webcam ufficiale, la camera pi, utilizzando
e testando le librerie per il Barcode Image Processing.
La Camera PI e` una videocamera installata su un circuito dedicato ad
alte prestazione, ha una risoluzione video in FULL HD e una risoluzione
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fotografica a 5MP.
2.5.2 Raspberry PI 2
Nel febbrario 2015 [9] e` stato annunciato l’aggiornamento hardware per il
Raspberry, Raspberry PI 2, che ora e` dotato di una CPU quad-core ARM
Cortex A7 a 900Mhz, 1GB LPDDR2 SDRAM, sempre ad prezzo dichiarato
di 35 dollari. E’ dichiarato che e` compatibile con i tutti i dispositivi gia`
sviluppati per la piattaforma precedente e che la sua potenza e` tale che
potrebbe essere installato sia il nuovo S.O. Windows 10 che una distribuzione
Linux completa come ad esempio Snappy Ubuntu Core
2.6 Test Preliminari
Per arrivare a scegliere la tecnologia piu` opportuna sono stati fatti vari test
preliminari.
2.6.1 Riconoscimento Barcode tramite Barcode Image Pro-
cessing
• Obiettivi del test: verificare quali tipologie di barcode sono piu` facil-
mente riconoscibili tramite Barcode Image Processing.
• Configurazione del Test: creazione di un programma java che tramite
l’utilizzo della libreria Zxing acquisce le immagini dalla webcam del
pc e avvia su di esse il Barcode Image Processing.
E’ stata inizialmente testata la lettura dei barcode in formato QRCode, il
test ha verificato che la velocita` e prossimita` di lettura siano tali da non far
percepire un problema di sistema, entrando nello specifico il barcode viene
riconosciuto in una distanza compresa tra 15 e 30cm e i tempi di risposta
sono inferiori a 1-2 secondi.
Sono stati poi ripetuti i test anche con i barcode tradizionali 1D, per
esempio tramite un codice EAN13, Code39 o Code128, in tutti questi ca-
si il riconoscimento dei barcode e` stato soggetto a molte letture fallite,
indipendentemente dalla distanza di posizionamento.
Sempre tramite l’utilizzo di questo programma e` stato verificato tramite
un’applicazione gratuita per Android, Barcode Generator, il riconoscimento
dei barcode rappresentati sullo schermo dello smartphone. I test hanno come
risultato gli stessi di cui sopra ed in definitiva solamente il QRCode e` stato
riconosciuto con successo.
Da questi test e` stato confermato che il Barcode Image Processing e` piu`
efficace con HW non dedicati per i barcode 2D.
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2.6.2 Riconoscimento Barcode tramite Hardware Dedicati
• Obiettivi del test: verificare quali tipologie di barcode sono piu` facil-
mente riconoscibili tramite Hardware dedicati
• Configurazione del Test: utilizzo di una pistola laser collegata ad un pc
per il riconoscimento di barcode stampati o rappresentati sullo schermo
dello smartphone.
E’ stato inizialmente testato il riconoscimento dei barcode 1D stampati tra-
mite la pistola laser, si e` notato che il riconoscimento e` immediato. Successi-
vamente e` stato testato il riconoscimento degli stessi barcode rappresentati
sullo schermo dello smartphone, in questo caso il riconoscimento non av-
viene poiche´ lo schermo di vetro dello smartphone riflette la luce del laser
rendendo inefficace il lettore. Da questi test si e` quindi avuto conferma che
se si intende utilizzare il barcode riprodotto su di uno schermo e` necessario
utilizzare il Barcode Image Processing a meno di non acquistare hardware
appositi costosi che effettuano la lettura con lo stesso metodo.
2.6.3 Riconoscimento Barcode tramite Raspberry PI e Web-
cam USB
• Obiettivi del test: verificare se il Raspberry PI puo` essere utilizzato
per la lettura dei QRCode
• Configurazione del Test: Raspberry PI opportunamente configurato
con le librerie necessarie e collegato ad una webcam usb con illumina-
zione led.
E’ stato configurato e installato il S.O. Raspbian sul Raspberry PI e
collegata una Webcam USB che dispone su richiesta di led per l’illuminazione
dell’ambiente, e` stata impostata di default la risoluzione di 1024x720 pixel
per la fotocamera. E’ stato poi installato e avviato sul sistema il programma
di test in java che sfrutta la libreria Zxing utilizzata nei test precedenti. Dai
test effettuati e` stato notato che il Raspberry con questa configurazione
lavora al massimo della CPU e la velocita` di lettura non e` accettabile, piu`
precisamente, il barcode non viene riconosciuto se non viene tenuto fermo
per almeno 2/3 secondi quando passato davanti alla webcam.
Come seconda fase e` stata diminuita progressivamente la qualita` dell’im-
magine letta, passando alle risoluzioni 640x480 e 480x320. Nonostante que-
ste variazioni la velocita` di riconoscimento non e` ancora accettabile, anche
se inferiore al precedente test.
Durante questi test, inoltre, e` stato verificato che, indipendentemente
dal fatto che l’ambiente circostante sia illuminato o meno la velocita` di
riconoscimento non ne risente. Infatti, la retroilluminazione dello schermo
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dello smartphone che visualizza il QR-Code e` sufficiente per permettere alla
webcam di leggere correttamente il codice.
2.6.4 Riconoscimento Barcode tramite Raspberry PI e Ca-
mera PI
• Obiettivi del test: verificare se il Raspberry PI puo` essere utilizzato
per la lettura dei QRCode
• Configurazione del Test: Raspberry PI opportunamente configurato
con le librerie necessarie e collegato alla Camera PI
E’ stato configurato e installato il S.O. Raspbian sul Raspberry PI e la
Camera PI, la webcam ufficiale e installata su porta dedicata.
E’ stato poi installato e avviato sul sistema il programma di test in java
che sfrutta le librerie Zxing utilizzato nei test precedenti. Visto il collega-
mento su porta dedicata, le librerie java per l’acquisizione via usb non sono
adeguate, quindi e` stato riconfigurato il programma in modo da sfruttare i
comandi shell nativi del Raspberry per l’acquisizione dalle immagini dalla
Camera PI, aprendo in pratica un collegamento pipe con essi.
Dai test effettuati e` stato notato che il Raspberry ha aumentato legger-
mente le prestazioni, merito del bus ad alta velocita` dedicato alla Camera
PI, ma comunque non ancora in linea con le aspettative.
2.6.5 Riconoscimento Barcode tramite Raspberry PI e Zbar
• Obiettivi del test: verificare se il Raspberry PI puo` essere utilizzato
per la lettura dei QRCode
• Configurazione del Test: Raspberry PI opportunamente configurato
con le librerie Zbar e collegato alla Camera PI
Viste le prestazioni non soddisfacenti del riconoscimento tramite la li-
breria Zxing si e` passati a testare la libreria Zbar. Zbar mette a disposizione
un programma eseguibile specifico, zbarcam, per l’analisi del flusso video
proveniente da una webcam e restituendo i barcode letti, tramite questo
programma si e` testato il riconoscimento.
Sono stati fatti i test come in precedenza facendo variare la risoluzione
della webcam. I test si sono concentrati sulle risoluzioni 640x480,480x320
e 320x240 verificando che la velocita` di lettura e il range della distanza di
riconoscimento fossero ottimali all’utilizzo richiesto.
Dai test effettuati con risoluzione 640x480 non e` stato notato nessun mi-
glioramento per quanto riguarda la distanza di lettura, mentre la velocita` di
riconoscimento e` peggiore delle risoluzioni minori.La risoluzione 320x240 au-
menta invece le prestazioni per quanto riguarda la velocita` di riconoscimento
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ma, data la bassa qualita`, non permette di avere un range di distanza accet-
tabile e quindi causa molte letture mancate.Dai test e` stato quindi verificato
che la risoluzione 480x320 e` la risoluzione migliore per il riconoscimento dei
QRCode, la distanza di riconoscimento varia tra i 15 e i 40 cm e la velocita` di
lettura e` minore di 1-2 secondi. Alcuni esempi di letture sono presenti nelle
Figure 2.4, 2.5 e 2.6. Un esempio di lettura errata perche` troppo distante e`
visibile in Figura 2.7
E’ stato notato in questi test che la CPU del Raspberry e` comunque
sfruttata al massimo della potenza. Nonostante cio` e` stato notato che il
sistema risponde ai comandi esterni e quindi, con questa libreria, e` possi-
bile effettuare piu` operazioni in contemporanea. Altro vantaggio di questa
libreria, e` che, se un barcode viene mostrato e rimane visibile, questo fatto
non viene interpretato come un nuovo tentativo di lettura; per avviare una
nuova lettura il barcode deve uscire prima dal campo visivo.
Figura 2.4: Barcode riconosciuto tramite Raspberry Pi con Camera PI e
risoluzione 480x320 distanza 15cm
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Figura 2.5: Barcode riconosciuto tramite Raspberry Pi con Camera PI e
risoluzione 480x320 distanza 40cm
Figura 2.6: Barcode riconosciuto anche se non ben allineato correttamente
tramite Raspberry Pi con Camera PI e risoluzione 480x320 distanza 40cm
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Figura 2.7: Barcode NON riconosciuto tramite Raspberry Pi con Camera
PI e risoluzione 480x320 distanza 45cm
Capitolo 3
Architettura e
Implementazione
3.1 Scelte Implementative
Sulla base delle ricerche e dei test effettuati, e` stato deciso, assieme all’Istitu-
to di Fisiologia Clinica, di sviluppare il sistema con hardware “non dedicato”
e quindi costruire un sistema ad hoc. La decisione e` stata presa in modo
da contenere i costi realizzativi ed essere piu` facilmente integrabile con il
sistema esistente.
3.1.1 Applicazione Mobile
Per lo sviluppo della Applicazione Mobile e` stato deciso di concentrarsi
inizialmente sulla piattaforma Android, essendo questa la piu` diffusa so-
prattutto negli smartphone di fascia medio-bassa ma gia` con caratteristiche
sufficienti a far funzionare l’applicazione.
Sempre per motivi di accessibilita` alla tecnologia utilizzabile e` stato deci-
so di non sviluppare per il momento lo scambio di informazioni tramite tec-
nologia NFC e iBeacon, nulla vieta pero` una sua implementazione aggiuntiva
futura.
Per facilitare poi l’utilizzo dello Smart Badge System potra` essere svilup-
pata anche un’interfaccia web che riproduca la generazione del barcode come
nell’Applicazione Mobile, in modo che un qualsiasi dispositivo dotato di un
browser e di connettivita` possa essere utilizzato come Badge Elettronico.
La scelta della tipologia di barcode e` caduta sul QRCode che, come
dimostrato dai test, permette di avere maggiori prestazioni con l’utilizzo
della tecnica di Barcode Image Processing. Per la creazione dei barcode
nell’Applicazione Mobile verra` utilizzata la libreria Zxing.
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3.1.2 Lettore Badge Elettronico
Per lo sviluppo del Lettore di Badge Elettronico dati i risultati dei test
e l’immediata disponibilita`, la piattaforma scelta e` il Raspberry PI, vista
anche la sua ampia diffusione ed il suo costo contenuto.
Data la risposta positiva dei test effettuati, si e` scelto di utilizzare co-
me tecnologia di riconoscimento dei barcode il Barcode Image Processing e
quindi l’utilizzo della webcam. Conseguentemente alla scelta del Raspberry
PI, la webcam scelta per lo sviluppo e` la Camera PI, vista la nativa inte-
grazione con la piattaforma e anche il basso costo e l’alta resa di questo
dispositivo.
Il Lettore di Badge si dotera` anche di un LCD che visualizzera` l’inter-
faccia per l’interazione con l’utente.
La libreria per il Barcode Image Processing scelta in questo caso, a diffe-
renza dell’Applicazione Mobile, e` Zbar poiche´ mette a disposizione un pro-
gramma eseguibile che analizza il flusso video della webcam e restituisce uno
per uno i barcode letti. Una funzionalita` di rilievo e` quella di non ripetere la
lettura di un barcode se questo staziona per un certo periodo sotto la web-
cam. Un’altra considerazione importante e` che fornisce maggiori prestazioni
sulla piattaforma Raspberry PI di quanto invece non faccia Zxing.
Il Lettore di Badge sara` anche dotato di un database locale per la
memorizzazione dei dati degli utenti del sistema e delle timbrature effettuate.
3.2 Architettura del sistema
Sulla base dell’analisi dei requisiti e delle scelte implementative, il sistema
realizzato, denominato nel suo insieme come Smart Badge System, e` stato
progettato come un modulo del sistema Idea Identity Manager, ma con la
capacita` di poter essere estrapolato da questo contesto ed utilizzato in altri
ambiti.
In Figura 3.1 si puo` notare come lo Smart Badge System si interfaccia
con Idea Identity Manager e con il Modulo Timbrature ed altres`ı come inte-
ragiscono al suo interno i vari componenti. In particolare, l’interfacciamento
con Idea Identity Manager e` utilizzato per due finalita`:
1. per la verifica delle credenziali ed i permessi di accesso al sistema degli
utenti, ovvero oltre a riconoscere l’utente, viene anche controllato se
lo stesso puo` accedere a questo specifico servizio.
2. per fornire l’elenco degli utenti abilitati all’utilizzo dello Smart Badge
System.
L’interfacciamento con il Modulo Timbrature, e` stato realizzato tramite le
API fornite. Le API offrono funzionalita` per l’inserimento delle timbrature
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Figura 3.1: Architettura di Base del Sistema
provenienti dai lettori e per la gestione della timbratura oﬄine tramite coor-
dinate GPS; permettono inoltre di reperire l’elenco delle ultime timbrature
di un utente.
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L’interfacciamento con l’Identity Provider avviene tramite il protocollo
Shibbolet. Il componente che implementa questo interfacciamento e` lo Smart
Badge Service Provider che esponendo Web-Services RESTful, permette ai
Lettori di Badge e agli Smartphone di inviare e ricevere timbrature e dati
degli Utenti del sistema.
Lo Smart Badge Service Provider e` quindi il punto di ingresso e di astra-
zione dai sistemi esterni rispetto ai Lettore di Badge e agli Smartphone.
Questa soluzione rende il sistema piu` flessibile, in quanto disaccoppia il Mo-
dulo Timbrature dal sistema di gestione degli utenti e dell’autenticazione, e
rende quindi possibile sostituire uno di questi componenti senza intervenire
sugli altri.
Si evidenziano quindi i componenti Hardware del sistema e i componenti
Software.
3.3 Componenti Hardware
I componenti hardware che interagiscono con il sistema sviluppato si pos-
sono sintetizzare come si vede in Figura 3.2 in Server Ldap, Server Identity
Provider, Server Modulo Timbrature, Server Smart Badge Service Provider,
Lettore di Badge e Smartphone.
3.3.1 Server Ldap
E’ il server che contiene il database con le informazioni degli utenti del
sistema Idea Identity Manager implementato tramite LDAP, un protocollo
standard per l’interrogazione e la modifica di un qualsiasi raggruppamento
di informazioni in record di dati organizzati in modo gerarchico.
3.3.2 Server Identity Provider - Shibboleth
E’ il server su cui e` implementato il servizio di autenticazione Identity Pro-
vider, tramite Shibboleth[10], un protocollo per lo scambio dati di autenti-
cazione e autorizzazione tra sistemi distinti.
Shibboleth e` un’implementazione open-source del protocollo SAML[11],
un protocollo basato su XML che prevede 2 entita`: un Identity Provider ed
un Service Provider.
L’Identity Provider e` l’entita implementata su questo server, che svol-
ge le funzionalita` di autenticazione e fornisce le informazioni sull’identita`
dell’utente autenticato.
Il Service Provider e` invece un entita` che, date le informazioni fornite
dall’Identity Provider, fornisce servizi ad applicazioni esterne o direttamente
all’utente.
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Figura 3.2: Architettura Hardware del Sistema
3.3.3 Server Modulo Timbrature
E’ il server che ospita il Modulo Timbrature realizzato da una societa` ester-
na. Contiene il database delle timbrature effettuate e mette a disposizione
delle API per l’inserimento e le interrogazioni degli accessi degli utenti.
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3.3.4 Server Smart Badge Service Provider
E’ il server che implementa l’entita` Service Provider del protocollo SAML
che espone i servizi verso gli Smartphone ed i Lettori di Badge, mettendoli
in comunicazione con il Server Identity Provider e con il Server Modulo
Timbrature. Per fare cio` espone dei Web-Services RESTful.
3.3.5 Lettore di Badge
Il Lettore di Badge e` il componente dello Smart Badge System che permette
di leggere le varie timbrature degli utenti.
Il Lettore e` composto a livello Hardware dal micro computer Raspberry
PI, da uno schermo LCD per l’interazione con l’utente e una videocamera
Camera PI utilizzata per il riconoscimento ottico del QRCode per la tim-
bratura. Per il suo ottimale funzionamento e` necessario che il Lettore sia
connesso, anche se saltuariamente, ad Internet. La connessione e` possibile
tramite una scheda di rete LAN presente sulla mainboard, oppure tramite
una scheda WIFI collegabile tramite interfaccia USB.
3.3.6 Smartphone
Lo smartphone e` il componente hardware di proprieta` dell’utente su cui si
installera` la nostra Applicazione Mobile che provvedera` a generare i QRCode
che verranno letti dal Lettore di Badge e che comunica con il Service Provider
per le altre funzionalita`.
Gli smartphone supportati sono tutti i dispositivi Android con versione
minima 2.3.
3.4 Componenti Software
Per spiegare piu` nel dettaglio il funzionamento del sistema sviluppato si
evidenziano ora i componenti software del sistema, visibili in Figura 3.3, le
loro specifiche realizzative e le loro funzionalita`.
3.4.1 LDAP
E’ il servizio server che implementa il protocollo LDAP e che permette l’in-
terrogazione e la modifica dei dati degli utenti del sistema Idea Identity
Manager. E’ utilizzato dell’Identity Provider come repository dei dati di
autenticazione e delle informazioni personali degli utenti utilizzati nei va-
ri servizi esposti dal sistema. Il servizio effettua un’aggregazione dei dati
memorizzati in piu` collezione e le organizza in modo gerarchico. Questo si-
stema permette di sganciarsi dalla formalita` dei DBMS SQL e di avere una
struttura piu` flessibile per l’organizzazione delle informazioni.
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Figura 3.3: Architettura Software del Sistema
3.4.2 Identity Provider
E’ il servizio su cui e` implementato l’Identity Provider di Shibboleth che
accedendo a LDAP espone i servizi tramite protocollo SAML per l’autenti-
cazione e l’autorizzazione utilizzati dai Service Provider e dalle applicazione
che vogliono autenticarsi sul sistema Idea Identity Manager. Gestisce inoltre
l’invio dell’apposito sottinsieme di dati degli utenti ai vari Service Provider
che provvederanno poi a gestirli nel modo piu` opportuno.
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3.4.3 Modulo Timbrature
E’ il servizio, sviluppato da una societa` esterna, che si preoccupa della gestio-
ne delle timbrature a livello di sistema. Contiene il database delle timbrature
effettuate e mette a disposizione delle API RESTfull per l’inserimento e le
interrogazioni degli accessi degli utenti. Prevede sia l’inserimento delle tim-
brature da postazioni fisse che le timbrature remote con la memorizzazione
delle coordinate GPS. E’ stato sviluppato con predisposizione nel futuro di
essere integrato come plugin ad Idea Manager per permettere agli utenti
un’interrogazione delle proprie timbrature all’interno delle stesso sistema.
3.4.4 Smart Badge Service Provider
Lo Smart Badge Service Provider e` un servizio che espone i Web-Services
RESTful e che permette l’astrazione dai sistemi esterni il Lettore di Badge
e l’Applicazione Mobile sullo smartphone.
Come anticipato in precedenza questo servizio riceve tutte le richieste
da parte dell’Applicazione Mobile e del Lettore di Badge e le elabora per
interfacciarsi con il sistema Idea Identity Manager e le API del Modulo
Timbrature.
Per l’autenticazione degli utenti e dei lettori di badge e` integrato con l’I-
dentity Provider che, tramite il sistema Shibboleth, controlla gli accessi ed i
permessi degli stessi. Si ha quindi un accesso univoco all’Applicazione Mo-
bile e gli altri servizi presenti in Idea Identity Manager. Sempre con questo
sistema si gestisce l’identificazione e l’autenticazione dei Lettori di Badge,
che saranno dei veri e propri utenti nel sistema Idea Identity Manager.
Il servizio, accessibile all’indirizzo https://smartbadge.ifc.cnr.it, mette a
disposizione i seguenti Web-Services suddivisibili in 2 gruppi, AM e LB.
I Web-Services di interfacciamento verso AM sono:
1. user/getInfo : permette di recuperare le informazioni dell’utente e
l’elenco delle Sedi per la timbratura
2. checkin/insert : permette di inviare la timbratura remota
3. checkin/last : premette di recuperare l’elenco delle ultime 10 timbra-
ture
I Web-Services di interfacciamento verso il LB sono:
1. login/readerId : permette di recuperare, dopo la login, le informazioni
del Lettore e la propria sede
2. user/list/readerId: permette di recuperare l’elenco degli utenti abili-
tati alla timbratura con i rispettivi token privati.
3. checkin/insert : permette di inviare le timbrature memorizzate in
locale al SP
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3.4.5 Lettore di Badge
Il Lettore di Badge e` il componente dello Smart Badge System che permette
di leggere le varie timbrature degli utenti.
il Lettore di Badge e` stato realizzato su S.O. Raspbian, un Debian Linux
specifico per Raspberry PI e liberamente scaricabile dal sito della comunita`
di sviluppo, dalla libreria Zbar per il riconoscimento ottico dei barcode, pre-
cedentemente studiata, utilizzata nel programma di gestione vero e proprio
che e` stato sviluppato in Java e eseguito sulla JVM ufficiale della Sun svi-
luppata per questo tipo di sistema HW. Il Lettore e` stato poi dotato di un
database locale per la memorizzazione dell’elenco degli utenti e delle tim-
brature, il database scelto e` H2 Database, un database SQL stand-alone
utilizzabile tramite libreria java.
Si elencano qui di seguito le principali iterazioni del Lettore di Badge
con gli altri componenti del sistema:
1. Inizializzazione, tramite scambi di messaggi con il Service Provider e
l’Identity Provider
2. Lettura delle Timbrature tramite QRCode dallo smartphone e visua-
lizzazione messaggi all’Utente
3. Invio al Service Provider delle Timbrature effettuate dagli utenti e
ricezione elenco Utenti assegnati e gestibili, e ricezione dei token privati
utilizzati nel controllo della One Time Password presente nel QRCode.
3.4.6 Applicazione Mobile
L’Applicazione Mobile e` il componente del sistema sviluppato che installato
sullo smartphone dell’utente permette di effettuare le timbrature.
L’AM e` stata sviluppata per S.O. Android con versione minima 2.3.
Particolare attenzione e` stata riservata per non creare limitazioni HW sullo
smarthone dell’utente per l’utilizzo dell’applicazione. Tutti gli smarthone
conosciuti con questo sistema sono gia` dotati dell’eventuale sistema GPS
che si andra` a sfruttare in alcune funzionalita`, e permettono la connessione
ad Internet.
L’AM mette a disposizione due tipi di timbrature:
1. Timbratura locale tramite QRCode
2. Timbratura remota tramite GPS
La timbratura tramite QRCode avviene facendo rilevare il barcode da un
Lettore di Badge. La timbratura remota avviene tramite rilevazione della
posizione GPS dell’utente, questa viene accettata dall’AM solo in presenza di
una posizione GPS valida. Questa metodologia di timbratura viene inserita
nel database locale dell’applicazione e successivamente all’attivazione di una
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connessione internet, verra` inviata al server. La rilevazione della posizione
GPS e` stata integrata con Google Maps permettendo all’utente di verificare
anche graficamente la propria localizzazione.
Per facilitare l’utilizzo della stessa da parte del numero piu` elevati di
utenti, dopo la fase di inizializzazione obbligatoria sotto connessione inter-
net, l’AM e` utilizzabile per timbrature anche in modalita` oﬄine. Si ritiene
molto importante questo aspetto visto che non tutti hanno sempre una con-
nessione disponibile; ad esempio all’interno di alcune strutture potrebbe non
esserci segnale telefonico o nel caso di trasferte all’estero potrebbe non essere
attiva la connettivita` sul proprio contratto telefonico.
Sempre nell’ottica della semplificazione dell’utilizzo da parte dell’uten-
te finale e` stata implementata una notifica di prossimita` per le Sedi della
struttura dotate di Lettore di Badge. Il suo funzionamento avviene creando
una notifica nell’area apposita dello smartphone che rimanda direttamente
all’AM per il passaggio della timbratura. Oltre a questo, a seconda del-
l’ultima timbratura conosciuta, verra` preimpostato all’utente il passaggio di
Entrata o Uscita; quest’ultima potra` sempre essere corretta dall’utente in
caso di problemi.
Le iterazioni che riguardano l’AM con il sistema sono:
1. Inizializzazione tramite scambi di messaggi con il Service Provider e
l’Identity Provider verifica le credenziali di accesso dell’utente e recu-
pera i dati personali quali il token privato per la generazione della One
Time Password
2. Invio timbratura di Entrata o Uscita tramite QRCode al Lettore di
Badge
3. Invio timbratura remota con coordinate GPS verso il Service Provider
4. Ricezione elenco Sedi con coordinate GPS, dati dell’utente e ultime
timbrature dal Service Provider
3.5 Interazioni Principali del Sistema
Sulla base dell’architettura proposta si esaminano ora le iterazioni principali
del sistema tra le varie componeti e l’utente finale. Si identificano quindi
come attori: L’Utente, l’Applicazione Mobile (AM), il Lettore di Badge
(LB), il sistema Idea Identity Manager (IM), l’Identity Provider (IP), lo
Smart Badge Service Provider (SP), il Modulo Timbrature (MT), Server
LDAP (LDAP)
3.5.1 Inizializzazione Applicazione Mobile
Il processo di inizializzazione dell’AM, come si puo` vedere Figura 3.4, inizia
dal momento successivo in cui l’Utente scarica ed installa sul proprio smart-
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phone l’Applicazione Mobile. Per effettuare l’inizializzazione e` obbligatoria
una connessione Internet.
L’Utente avvia l’applicazione, l’AM presenta all’utente la pagina di Lo-
gin con indicazione del sistema Idea Manager quale gestore delle credenziali.
L’utente immette nella schermata di accesso username e password di IM e
preme il pulsante Login. A questo punto l’AM inizia un processo trasparen-
te all’utente (passaggi 4-14 in Figura3.4) che porta al riconoscimento delle
esatte credenziali. Per fare questo l’AM si connette via HTTP al Service
Provider ( 3.4-4 ), che risponde con una redirezione verso l’IP ( 3.4-6 ) che
restituisce la pagina html di login. Vengono quindi inviate le credenziali
immesse dall’utente all’IP ( 3.4-8 ) che verifica le stesse sull’LDAP ( 3.4-9 ).
Una volta che l’autenticazione e` avvenuta LDAP ( 3.4-10 ) risponde con un
approvazione all’AM ( 3.4-11 ) ed invia anche la redirezione verso il SP. In
contemporanea invia i dati di accesso dell’utente al SP tramite il back chan-
nel ( 3.4-12 ). A questo punto l’AM accede ai Web-Services del SP ( 3.4-13
), il quale riconosce l’utente e ne permette l’accesso per recuperare i dati
anagrafici e di sistema. Infine notifica all’utente l’avvenuta autenticazione (
3.4-15 ).
3.5.2 Timbratura tramite QRCode
Il processo di timbratura tramite QRCode, come si puo` vedere dalla Figura
3.5, coinvolge l’Utente, l’Applicazione Mobile, il Lettore di Badge e lo Smart
Badge Service Provider. Come premessa si ha che l’AM e il LB siano stati
precedentemente inizializzati.
Il processo inizia quanto l’Utente avvia l’AM ( 3.5-1 ) e visualizza la
schermata di timbratura tramite QRCode ( 3.5-2 ).
In contemporanea il Lettore di Badge sara` in uno stato di attesa at-
tiva per il posizionamento e la successiva lettura del QRCode dalla sua
fotocamera.
L’utente avvicina quindi lo smartphone con l’AM alla postazione di let-
tura ( 3.5-3 ). Il Lettore di Badge legge il codice ( 3.5-4 ) e verifica il codice
letto tramite la generazione interna della OTP appena comunicata. Il Let-
tore di Badge avvisa in tutte le sue fasi l’utente tramite la segnalazione di
messaggi attraverso lo schermo LCD di cui e` dotato . Verificata la OTP il
LB notifica all’utente l’avvenuta timbratura ( 3.5-5 ) ed inserisce nel proprio
database locale la timbratura in attesa di invio ( 3.5-6 ).
Solo in caso di presenza di connessione verso il SP, il LB avvia la pro-
cedura di invio timbratura ( 3.5-8 ), una volta completata la trasmissione
e ricevuta la risposta positiva dal SP ( 3.5-9 ), rimuovera` anche lo stato di
attesa invio dal proprio database locale ( 3.5-10 ).
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3.5.3 Timbratura Fuori Sede
Il processo di timbratura Fuori Sede, come si puo` vedere dalla Figura3.6,
coinvolge l’Utente, l’Applicazione Mobile e lo Smart Badge Service Provider.
Come premessa si ha che l’AM sia stata precedentemente inizializzata.
L’utente avvia l’AM ( 3.6-1 ) e si apre la schermata di timbratura remota
( 3.6-2 ). L’AM mostra la schermata di attesa invio timbratura ( 3.6-3 )
ed attende la ricezione di una locazione GPS esatta dell’utente ( 3.6-4 );
appena ricevuta, attiva il pulsante di invio timbratura ( 3.6-5 ). L’utente
quindi preme il pulsante ed invia la timbratura ( 3.6-6 ).
La timbratura viene memorizzata dall’AM in attesa invio nel database
dell’AM ( 3.6-7 ) e notifica all’utente l’avvenuta timbratura ( 3.6-8 ).
Nel caso di connessione attiva l’AM effettua la connessione al SP e invia
la timbratura in attesa invio ( 3.6-9 ), riceve la risposta dal SP ( 3.6-10 ) e
nel caso sia positiva rimuove l’attesa invio dal Database ( 3.6-11).
3.5.4 Sincronizzazione Lettore di Badge
Il processo di sincronizzazione del Lettore di Badge, visibile in Figura 3.7,
coinvolge 2 attori, il Lettore di Badge e lo Smart Badge Service Provider.
Le premesse sono che il Lettore di Badge sia inizializzato e connesso alla
rete.
Inizia con l’evento scatenato da un processo schedulato ( 3.7-1 ) che av-
via un thread del LB che si occupa della corretta sincronizzazione dei dati.
La sincronizzazione avviene principalmente in due fasi, l’invio delle timbra-
ture e la sincronizzazione dei dati degli utenti del sistema. Si prendono dal
database l’elenco delle timbrature in stato di attesa ( 3.7-1 e 3.7-2 ) e si
inviano al SP( 3.7-4 ) che risponde con un ACK di operazione completata
con successo ( 3.7-5 ) e dopo questo si varia stato di attesa invio delle tim-
brature sul database locale ( 3.7-6 ). Al termine di questa fase si richiede
al SP l’elenco degli utenti abilitati all’utilizzo del LB ( 3.7-7 ), si elabora la
risposta ( 3.7-8 ) e quindi si aggiornano i dati degli utenti contenenti nome,
cognome, id, e token sul database locale ( 3.7-9 ).
3.5.5 Sincronizzazione Applicazione Mobile
Il processo di sincronizzazione dell’AM, visibile in Figura 3.8, coinvolge 2
attori, l’AM e lo Smart Badge Service Provider. Le premesse sono che l’AM
sia inizializzata e connessa alla rete.
Inizia con l’evento scatenato da un processo schedulato ( 3.8-1 ) che
avvia un servizio dell’AM che si occupa della corretta sincronizzazione dei
dati. La sincronizzazione avviene in tre fasi: l’invio delle timbrature remote
in stato di attesa, la ricezione delle ultime timbrature e la ricezione dei dati
dell’utente e delle sedi con le relative coordinate GPS.
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Si prendono dal database le timbrature remote in stato di attesa ( 3.8-2
) e ( 3.8-3 ) e si inviano al SP ( 3.8-4 ) e si riceve la risposta ( 3.8-5 ). Si
cambia quindi lo stato delle timbrature sul database ( 3.8-6 ).
Nella seconda fase si richiede al SP l’elenco delle ultime timbrature del-
l’utente ( 3.8-7 ), si riceve la risposta ( 3.8-8 )e quindi si aggiornano l’elenco
sul database ( 3.8-9 ).
Nell’ultima fase si richiede al SP l’aggiornamento dei dati dell’utente
delle sedi ( 3.8-10 ), si ricevono ( 3.8-11 ) e poi si aggiornano sul database (
3.8-12 ). Infine si aggiorna il servizio di notifica delle prossimita` delle sedi (
3.8-13 ) per notificare sulle nuove coordinate GPS.
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Figura 3.4: Inizializzazione
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Figura 3.5: Timbratura tramite QRCode
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Figura 3.6: Timbratura Fuori Sede
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Figura 3.7: Sincronizzazione LB
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Figura 3.8: SincronizzazioneAM
Capitolo 4
Descrizione del Codice
Questo capitolo presenta piu` approfonditamente alcuni aspetti della pro-
grammazione dei componenti sviluppati per il sistema, piu` precisamente lo
Smart Badge Service Provider, il Lettore di Badge e l’Applicazione Mobile.
4.1 Smart Badge Service Provider
E’ il componente di infrastruttura, implementato dall’ Istituto di Fisiolo-
gia Clinica, come un’ applicazione Web. Risiede su un server Unix con
web-server Apache con supporto a Php 5.3.3 ed implementa l’entita` Service
Provider del sistema Shibboleth. Per fare cio` utilizza le chiamate SAML per
interfacciarsi con l’Identity Provider per le fasi di autenticazione e recupero
dati del sistema.
Oltre a questo si interfaccia tramite API RESTful al Modulo Timbrature
per le funzionalita` di inserimento e lettura timbrature effettuate.
Espone a sua volta dei Web-Services RESTful implementati in linguaggio
php per le comunicazioni da e verso il Lettore di Badge e l’Applicazione
Mobile. Cos`ı facendo crea un’interfaccia intermedia ed univoca tra il Lettore
di Badge e l’Applicazione Mobile e l’infrastruttura esistente.
Descriviamo ora nel dettaglio i web-services esposti e ed i messaggi di
interscambio che andremo poi ad utilizzare all’interno delle applicazioni
realizzate.
4.1.1 Web-Services verso l’Applicazione Mobile
Questa sezione presenta i web-services di comunicazione tra il Service Pro-
vider e l’Applicazione Mobile.
Recupero informazioni utente: user/getInfo
Il web-service user/getInfo, accessibile tramite il link https://smartbadge.
ifc.cnr.it:443/sb-server/api/v1/m/user/getInfo, permette di recu-
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perare le informazioni dell’utente e l’elenco delle sedi per la timbratura. Il
web-services, tramite una chiamata HTTP GET, restituisce un Json come
mostrato nel Tabella 4.1.
{
"status": "OK",
"request_time": "1424015747",
"human_time": "2015-02-15T16:55:47+01:00",
"user": {
"uid": "edop84",
"eppn": "edop84@ifc.cnr.it",
"office": "pisa",
"common_name": "Edoardo Pocci",
"display_name": null
},
"offices": {
"pisa": {
"name": "Sede di Pisa",
"city": "Pisa",
"lat": 43.7181,
"lng": 10.4232,
"address": "Via G. Moruzzi, 1",
"zip_code": 56126
},
"lecce": {
"name": "Sede di Lecce",
"city": "Lecce",
"lat": 10,
"lng": 12,
"address": "-",
"zip_code": "-"
}
},
"session": {
"token": "9e0679fc571f453e7654c134f2bd23a3",
"token_created": "2014-12-16T10:15:56+01:00",
"persistent_id": "https://idea.ifc.cnr.it/idp/shibboleth!"
}
}
Tabella 4.1: Esempio Codice Json - Recupero Informazioni Utente ed elenco
Sedi
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Nella Tabella 4.1, si nota che vengono restituiti nell’oggetto user le in-
formazioni base dell’utente Edoardo Pocci ( common name: Edoardo Pocci
), comprensive dell’identificativo univoco ( uid: edop84 ) e la sede di riferi-
mento ( office: pisa ) che saranno utilizzate nelle successive comunicazioni.
Viene restituito anche un array (offices) contenenti l’elenco delle sedi ( “pi-
sa” e “lecce” ) con nome, citta`, latitudine e longitudine, indirizzo e cap. Le
informazioni sulle sedi saranno utilizzate per la notifica di prossimita`.
Inserimento Timbratura Remota: m/checkin/insert
Il web-services m/checkin/insert, accessibile tramite il link https://smartbadge.
ifc.cnr.it:443/sb-server/api/v1/m/checkin/insert, permette, trami-
te una chiamata HTTP POST, di inviare la timbratura remota.
I parametri richiesti sono:
• uid: di tipo string in cui passare l’identificativo univoco dell’utente
recuperato in precendenza
• lat: di tipo float in cui passare la latitudine della timbratura
• lng: di tipo float in cui passare la longitudine della timbratura
• accuracy: di tipo float in cui passare l’accuratezza della timbratura
• timestamp: di tipo string, la data ed ora in formato stringa della
timbratura
• checkin status: di tipo string, con valore in per timbratura di entrata,
out per quella di uscita.
• office: identificativo della sede di riferimento dell’utente.
La chiamata del web-services potra` poi restituire questi valori di HTTP
Status Code che verranno utilizzati dall’applicazione per stabilire se la chia-
mata ha avuto successo o meno:
• 201: OK
• 400: Bad Request
• 401: User Unauthorized
• 403: Access Forbidden
• 404: IndicatedAnswers not found
• 405: Method not allowed
• 500: Error during insertion
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Recupero Ultime Timbrature: checkin/last
Il web-service checkin/last, accessibile tramite il link https://smartbadge.
ifc.cnr.it:443/sb-server/api/v1/m/checkin/last, permette di recu-
perare l’elenco delle ultime timbrature. Il web-services, tramite una chia-
mata HTTP GET, restituisce un Json come visibile in Tabella 4.2.
{
"status": "OK",
"request_time": "1424017097",
"human_time": "2015-02-15T17:18:17+01:00",
"count": 2,
"last_checkin": [
{
"office": "pisa",
"checkin_status": "in",
"timestamp": "2015-02-09T14:15:07+01:00",
"check_in_reader": false,
"smart_reader_id": null,
"lat": 43.718396666667,
"lng": 10.423485,
"accuracy": 12.699999809265
},
{
"office": "pisa",
"checkin_status": "out",
"timestamp": "2015-02-09T19:01:02+01:00",
"check_in_reader": true,
"smart_reader_id": "1",
"lat": null,
"lng": null,
"accuracy": null
}
]
}
Tabella 4.2: Esempio Codice Json - Recupero Ultime Timbrature
Nella Tabella 4.2 si osservano 2 timbrature recuperate ( count: 2 ) re-
stituite all’interno di un array ( last checkin ) contenenti le loro informa-
zioni. Possiamo notare che la prima timbratura e` stata di entrata ( chec-
kin status: in ) alle ore 14:15 del giorno 9/02/2015 ( timestamp: 2015-02-
09T14:15:07+01:00 ), che e` stata una timbratura remota ( check in reader:
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false ) con coordinate 43.718, 10.423 ( lat: 43.718396666667, lng: 10.423485,
accuracy: 12.699999809265 ) ed un accuratezza di 12 metri ca; la sede di
riferimento ( office: pisa ) in questo caso e` la sede di lavoro dell’utente,
quindi non significativa. La seconda timbratura e` una timbratura di uscita (
checkin status: out ) dello stesso giorno ore 19:01 ed e` invece stata eseguita
tramite la postazione di lettura ( check in reader: true ) nella sede di pisa (
office: pisa ).
4.1.2 Web-Services verso il Lettore di Badge
Questa sezione presenta i web-services di comunicazione tra il Service Pro-
vider e il Lettore di Badge.
Recupero Informazioni Sede Lettore: login/{readerId}
Il web-service login/{readerId}, accessibile tramite il link https://smartbadge.
ifc.cnr.it:443/sb-server/api/v1/r/login/\{readerId\}, permette di
recuperare le informazioni del Lettore e la propria sede. Il web-services, tra-
mite una chiamata HTTP GET, sostituendo {readerId} con l’id del Lettore
di Badge, restituisce un Json come visibile in Tabella 4.3.
{
"status": "OK",
"request_time": "1424017496",
"human_time": "2015-02-15T17:24:56+01:00",
"office_id": "pisa",
"office": {
"name": "Sede di Pisa",
"city": "Pisa",
"lat": 43.7181,
"lng": 10.4232,
"address": "Via G. Moruzzi, 1",
"zip_code": 56126,
"office_id": "pisa"
}
}
Tabella 4.3: Esempio Codice Json - Recupero Informazioni Lettore di Badge
e Sede di riferimento
Nella Tabella 4.3 possiamo notare che vengono restituite le informazioni
della sede di installazione del Lettore di Badge. Notiamo che viene resti-
tuito l’identificativo della sede, in questo caso pisa ( office id: pisa ), e le
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informazioni generiche dentro un oggetto ( “office” ) quali nominativo, citta`,
latitudine e longitudine, indirizzo, e cap.
Recupero Elenco Utenti: users/list/{readerId}
Il web-service users/list/{readerId}, accessibile tramite il link https://
smartbadge.ifc.cnr.it:443/sb-server/api/v1/r/users/list/\{readerId\
}, permette di recuperare l’elenco degli utenti abilitati alla timbratura con i
rispettivi token privati. Il web-services, tramite una chiamata HTTP GET,
sostituendo {readerId} con l’id del Lettore di Badge, restituisce un Json
visibile in Tabella 4.4.
{
"status": "OK",
"request_time": "1424017482",
"human_time": "2015-02-15T17:24:42+01:00",
"count": 1,
"user": [
{
"uid": "edop84",
"eppn": "edop84@ifc.cnr.it",
"office": "pisa",
"common_name": "Edoardo Pocci",
"display_name": null,
"token": "8e0679fc571f453e6895c13fd5bd23a3"
},
{
"uid": "france",
"eppn": "france@ifc.cnr.it",
"office": "pisa",
"common_name": "Francesco Sansonei",
"display_name": null,
"token": "9f125776c351a151b9435c13ac7ff54"
}
]
}
Tabella 4.4: Esempio Codice Json - Recupero Elenco Utenti
Si nota nella Tabella 4.4 come l’elenco degli utenti vengono restituiti
tramite un array (user), in questo caso di un elemento (count: 2 ). Per gli
utenti restituiti si notano l’identificativo univoco dell’utente ( uid: edop84
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) ed i token utilizzati per la generazione della One Time Password ( token:
8e0679fc571f453e6895c13fd5bd23a3 ) .
Inserimento Timbratura: r/checkin/insert
Il web-services r/checkin/insert, accessibile tramite il link https://smartbadge.
ifc.cnr.it:443/sb-server/api/v1/r/checkin/insert, permette, trami-
te una chiamata HTTP POST, di inviare le timbrature memorizzate in locale
al Service Provider.
I parametri richiesti sono:
• uid: di tipo string in cui passare l’identificativo univoco dell’utente
recuperato in precendenza
• timestamp: di tipo string, la data ed ora in formato stringa della
timbratura
• checkin status: di tipo string, con valore in per timbratura di entrata,
out per quella di uscita.
• office: identificativo della sede di riferimento dell’utente.
• smart reader id: identificativo della postazione di Lettura.
La chiamata del web-services potra` poi restituire questi valori di HTTP
Status Code che verranno utilizzati dall’applicazione per stabilire se la chia-
mata ha avuto successo o meno:
• 201: OK
• 400: Bad Request
• 401: User Unauthorized
• 403: Access Forbidden
• 404: IndicatedAnswers not found
• 405: Method not allowed
• 500: Error during insertion
4.2 Lettore di Badge
Lo sviluppo del Lettore di Badge si basa su una configurazione di librerie
necessarie al suo funzionamento.
Il Lettore di Badge e` composto da un Raspberry PI model B su cui e`
installato il S.O. Linux Raspbian e una webcam Camera PI.
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L’applicazione per il Lettore di Badge e` stata sviluppata in Java. In
seguito mostriamo la fase di Configurazione del Raspberry, le strutture dati
e successivamente l’applicazione Java sviluppata.
4.2.1 Configurazione
La configurazione del Raspberry inizia dall’installazione dei driver grafici
per l’interazione con la Camera PI, che sono i driver UV4L[12] e nello spe-
cifico il driver uv4l-raspicam specifico per questo tipo di videocamera. Per
installare questo driver bisogna eseguire queste operazioni tramite la shell
del raspberry:
• Eseguire il comando per recuperare le chiavi del repository ad aggiun-
gerle alla lista:
wget http://www.linux-projects.org/listing/uv4l_repo/lrkey.asc
& sudo apt-key add ./lrkey.asc
• Aggiungere ai repository di installazione in /etc/apt/sources.list il
repository del driver:
deb http://www.linux-projects.org/listing/uv4l_repo/raspbian/
wheezy main
• Eseguire i comandi per l’aggiornamento delle librerie gia` presenti del
raspberry e poi richiedere l’installazione del driver:
$ sudo apt-get update
$ sudo apt-get install uv4l uv4l-raspicam
• Per permettere di avviare il driver in automatico si deve installare
anche questa libreria:
$ sudo apt-get install uv4l-raspicam-extras
• Questo comando serve invece ad avviare il servizio appena installato:
$ sudo service uv4l_raspicam restart
• Infine dobbiamo aggiornare il firmware del raspberry e riavviare il
dispositivo
$ sudo rpi-update
$ sudo reboot
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• Dopo aver installato UV4L si deve installare la libreria Zbar, per fare
cio` si esegue questo comando:
$sudo apt-get install zbar-tools
In questo modo si ha a disposizione il comando zbarcam che permette di
elaborare il flusso video proveniente dalla Camera PI e decodificare i barcode.
Per eseguire l’applicazione di lettura badge, sviluppata in Java, e` neces-
sario installare la JVM specifica per raspberry. Esiste una versione ufficiale
Oracle per il sistemi arm-linux e la rispettiva guida[13].
4.2.2 Strutture Dati
Figura 4.1: Tabella Config del Lettore di Badge
Figura 4.2: Tabella Checkin del Lettore di Badge
Per lo sviluppo dell’applicazione Java e` stato necessario creare tre tabelle
per la memorizzazione dei dati, questo e` avvenuto all’interno di un database,
H2 Database, sviluppato in Java.
Le tabelle sono create in una fase di inizializzazione dell’Applicazione e
sono le seguenti:
• Config (Figura 4.1): che contiene le informazioni di configurazione del
LB
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Figura 4.3: Tabella User del Lettore di Badge
• Checkin (Figura 4.2): che contiente l’elenco delle timbrature effettuate
• User (Figura 4.3): che contiene l’elenco degli utenti assegnati al LB.
Config
La tabella Config, che contiene le informazioni di configurazione del LB, e`
composta dai seguenti campi:
• reader id: di tipo VARCHAR(50), che contiene l’identificativo unico
della postazione LB. E’ la Chiave primaria della tabella.
• username: di tipo VARCHAR(255), che contiene l’username associato
al LB utilizzato per l’autenticazione verso il SP.
• password: di tipo VARCHAR(255), che contiene la password associata
all’username per l’autenticazione verso il SP.
• office id: di tipo VARCHAR(255) e` l’identificativo della sede in cui e`
installato il LB.
• name: di tipo VARCHAR(255) e` il nome della sede in cui e` installato
il LB.
• city: di tipo VARCHAR(255) e` la citta` della sede in cui e` installato il
LB.
• lat: di tipo Double e` la latitudine della sede in cui e` installato il LB.
• lng: di tipo Double e` la longitudine della sede in cui e` installato il LB.
• address: di tipo VARCHAR(255) e` l’indirizzo della sede in cui e` in-
stallato il LB.
• zipcode: di tipo VARCHAR(5) e` il cap della sede in cui e` installato il
LB.
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User
La tabella User, che contiene le informazioni dell’utente che puo` accedere
utilizzando il Lettore di Badge, e` composta dai seguenti campi:
• uid: di tipo VARCHAR(255), che contiene l’identificativo unico del’u-
tente. E’ la Chiave primaria della tabella.
• eppn: di tipo VARCHAR(255), che contiene un identificativo di IM
del’utente.
• office id: di tipo VARCHAR(255) e` l’identificativo della sede di riferi-
mento dell’utente.
• common name: di tipo VARCHAR(255), che contiene il nome di si-
stema del’utente.
• display name: di tipo VARCHAR(255), che contiene il nominativo
del’utente.
• token: di tipo VARCHAR(255), che contiene il token per la OTP
del’utente.
Checkin
La tabella Checkin, che contiene le informazioni della timbratura dell’utente,
e` composta dai seguenti campi:
• id: di tipo Integer, che contiene il Progressivo della timbratura. E’ la
Chiave primaria della tabella.
• uid: di tipo VARCHAR(255), che contiene l’identificativo univoco
del’utente.
• tipo: di tipo VARCHAR di lunghezza 1 contiene il tipo di timbratura
effettuata, E per Entrata, U per Uscita.
• dataora: di tipo TIMESTAMP, che contiene la data e l’ora della
timbratura.
• sincr server: di tipo Integer che contiene 0 se la timbratura non e` stata
inviata la server, 1 se e` stata inviata.
4.2.3 Applicazione Java
L’applicazione per il Lettore di Badge e` stata sviluppata con package
it.cnr.ifc.smartbadge, l’implementazione e` multithread per permettere l’e-
secuzione di piu` operazioni concorrentemente. Nello specifico le operazioni
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concorrenti sono: lettura dei barcode dallo stream video, controllo del bar-
code letto tramite la OTP, connessione allo Smart Badge Service Provider
per aggiornamento del database utenti e invio delle timbrature.
Per lo sviluppo sono state utilizzate le seguenti librerie:
• HttpClient[14]: libreria di Apache Foundation che permette tutte le
tipologie di chiamate HTTP tramite anche la memorizzazione in cache
dei cookie a volta necessari, piu` precisamente e` necessaria per l’auten-
ticazione dell’utente verso l’IP e le successive chiamate ai web-services
RESTful del SP.
• JSoup[15]: un parser HTML utilizzato per l’autenticazione dell’utente
con l’Identity Provider.
• H2 database[16]: un database SQL implementato interamente in Ja-
va che memorizza in file disco le tabelle. Oltre a questa libreria era
stato testato il database SQLite ma non esisteva un’implementazione
funzionante per la piattaforma arm-linux.
• JSON.simple[17]: una libreria della community di google che permetta
la manipolazione di JSON in java. Questa libreria e` stata utlizzata per
la manipolazione dei messaggi ricevuti tramite i web-services RESTful.
Il package it.cnr.ifc.smartbadge e` composto, come visibile in Figura 4.4,
da delle classi in cui possiamo individuare 3 sotto gruppi principali: Classi di
Strutture Dati, Classi dei Thread, Classi di Servizio o Interfaccia Utente. Nel
Diagramma delle Classi, possiamo notare i collegamenti di implementazione
di interfacce ( freccia con linea tratteggiata ), le ereditarieta` ( freccia a finale
bianco ), l’uso degli oggetti definiti come attributi delle classi ( freccia nera
barrata ) e le classi interne ( linea con cerchio barrato ).
Classi di Strutture Dati sono le classi Config,User e Checkin che decri-
vono le rispettive tabelle del database e mettono a disposizione metodi
per la manipolazione e la gestione degli stessi.
Classi dei Thread sono le classi BarcodeListener, CheckCheckin, SincrU-
sers e SincrCheckin che svolgono le operazioni di lettura e sincroniz-
zazione dei dati e sono strutturate in modo da essere concorrenti al-
l’interno del sistema. Esiste anche la classe CatchControlC che viene
implementata all’interno del BarcodeListener per gestirne la chiusura
in modo appropriato.
Classi di Servizio e Interfaccia Utente sono le classi BarcodeReader,
Connection, DatabaseManager, InitialSetting, MessageForm e TOTP
che mettono a disposizione servizi per i Thread o le Strutture Dati,
gestiscono l’avvio del sistema e l’interfaccia Utente.
Verranno ora analizzate una per una nel dettaglio.
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Config
E’ la classe che descrive la tabella Config e che contiene i seguenti attributi:
• private String reader id: contiene l’identificativo unico della postazione
LB.
• private String username: contiene l’username associato al LB utilizza-
to per l’autenticazione verso il SP.
• private String password: che contiene la password associata all’user-
name per l’autenticazione verso il SP.
• private String office id: e` l’identificativo della sede in cui e` installato
il LB.
• private String name: e` il nome della sede in cui e` installato il LB.
• private String city: e` la citta` della sede in cui e` installato il LB.
• private Double lat: e` la latitudine della sede in cui e` installato il LB.
• private Double lng: e` la longitudine della sede in cui e` installato il LB.
• private String address: e` l’indirizzo della sede in cui e` installato il LB.
• private String zipcode: e` il cap della sede in cui e` installato il LB.
• private static PreparedStatement insert: oggetto del package java.sql
che viene condiviso staticamente dalla classe a tutte le sue istanze e
predispone l’esecuzione della query SQL per inserire i dati sulla tabella
del database.
Espone per l’accesso agli attributi i rispettivi metodi set e get. Oltre a
questi espone anche i seguenti metodi:
• public void parseFromDB(Resultset rs): dato l’oggetto java.sql.ResultSet
che descrive la riga della tabella Config, inizializza l’oggetto con i dati
presenti sul database.
• public void parseFromJson(JSONObject office): dato l’oggetto Json
che descrive la Configurazione Iniziale, inizializza opportunamente gli
attributi dell’oggetto.
• public int writeToDb(Connection con): data la connessione al data-
base verifica che l’attributo insert sia inizializzato altrimenti crea l’og-
getto PreparedStatement, ed effettua, dopo una cancellazione della
tabella, l’inserimento della configurazione sul database; questo poiche`
la configurazione puo` essere una sola per dispositivo. Restituisce 1 se
ha avuto successo.
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User
E’ la classe che descrive la tabella User e che contiene i seguenti attributi:
• private String uid: contiene l’identificativo unico del’utente.
• private String eppn: che contiene un identificativo di IM del’utente.
• private String office id: e` l’identificativo della sede di riferimento del-
l’utente.
• private String common name: che contiene il nome di sistema del’u-
tente.
• private String display name: che contiene il nominativo del’utente.
• private String token: che contiene il token per la OTP del’utente.
• private static PreparedStatement insert: oggetto del package java.sql
che viene condiviso staticamente dalla classe a tutte le sue istanze e
predispone l’esecuzione della query SQL per inserire i dati sulla tabella
del database.
• private static PreparedStatement update: oggetto del package java.sql
che viene condiviso staticamente dalla classe a tutte le sue istanze e
predispone l’esecuzione della query SQL per aggiornare i dati sulla
tabella del database.
• private static PreparedStatement select: oggetto del package java.sql
che viene condiviso staticamente dalla classe a tutte le sue istanze e
predispone l’esecuzione della query SQL per ricercare l’utente sulla
tabella del database.
Espone per l’accesso agli attributi i rispettivi metodi set e get. Oltre a questi
espone anche i seguenti metodi:
• public void parseFromDB(Resultset rs): dato l’oggetto java.sql.ResultSet
che descrive la riga della tabella User, inizializza l’oggetto con i dati
presenti sul database.
• public void parseFromJson(JSONObject office): dato l’oggetto Json
che descrive l’Utente, inizializza opportunamente gli attributi dell’og-
getto.
• public int writeToDb(Connection con): data la connessione al data-
base verifica che gli attributo insert, select e update siano inizializzati
altrimenti crea gli oggetto PreparedStatement. Effettua l’inserimen-
to o l’aggiornamento dei dati a seconda se l’utente sia gia` rpesente o
meno. Restituisce 1 se ha avuto successo.
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Checkin
E’ la classe che descrive la tabella Checkin e che contiene seguenti attributi:
• private int id: che contiene l’identificativo della timbratura.
• private String uid: che contiene l’identificativo univoco del’utente.
• private String tipo: contiene il tipo di timbratura effettuata, E per
Entrata, U per Uscita.
• private Date dataora: che contiene la data e l’ora della timbratura.
• private int sincr server: che contiene 0 se la timbratura non e` stata
inviata la server, 1 se e` stata inviata.
• private static PreparedStatement insert: oggetto del package java.sql
che viene condiviso staticamente dalla classe a tutte le sue istanze e
predispone l’esecuzione della query SQL per inserire i dati sulla tabella
del database.
• private static PreparedStatement update: oggetto del package java.sql
che viene condiviso staticamente dalla classe a tutte le sue istanze e
predispone l’esecuzione della query SQL per aggiornare i dati sulla
tabella del database.
Espone per l’accesso agli attributi i rispettivi metodi set e get. Oltre a questi
espone anche i seguenti metodi:
• public int insertToDb(Connection con): data la connessione al data-
base verifica che l’attributo insert sia inizializzato altrimenti crea l’og-
getto PreparedStatement, ed effettua l’inserimento della timbratura
sul database. Restituisce 1 se ha avuto successo.
• public void parseFromDB(Resultset rs): dato l’oggetto java.sql.ResultSet
che descrive la riga della tabella Checkin, inizializza l’oggetto con i dati
presenti sul database.
• public int updateToDb(Connection con): data la connessione al da-
tabase verifica che l’attributo update sia inizializzato altrimenti crea
l’oggetto PreparedStatement, ed effettua l’aggiornamento della tim-
bratura sul database. Restituisce 1 se ha avuto successo.
BarcodeListener
La classe BarcodeListerner e` il Thread che recupera le letture del barcode.
Questo Thread esegue sulla shell il programma zbarcam e resta in attesa
per la gestione dei barcode restituiti. Quando viene restituito un barco-
de istanzia il Thread CheckChekin passandogli il barcode letto che verra`
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opportunamente gestito; fatto cio` si mette in uno stato di attesa per 3 se-
condi e libera momentaneamente la CPU. Al suo interno e` dichiarata una
classe CatchControlC che implementa l’interfaccia Runnable che viene regi-
strata sull’evento di sistema Runtime.getRuntime().addShutdownHook per
intercettare la chiusura dell’applicazione e chiudere, se attivo, il processo
zbarcam.
CheckCheckin
La classe BarcodeListerner e` il Thread che controlla la lettura di un barcode
passato.
Il costruttore della classe public CheckCheckin(String barcode) riceve
come parametro il barcode da controllare.
Una volta avviato, questo Thread, verifica se il barcode e` corretto oppure
no richiamando i metodi statici della classe TOTP per verificare la One
Time Password. Se corretto inizializza l’oggetto Checkin e ne richiama il
metodo insertToDb passandogli la connessione al database condivisa dalla
classe BarcodeReader, se l’inserimento e` andato a buon fine avvia il Thread
SincrCheckin per inviare la timbratura immediatamente al server. Durante
la sua esecuzione utilizza i metodi della classe MessageForm per avvisare
l’utente di ogni fase.
SincrCheckin
La classe SincrCheckin e` il Thread che gestisce l ‘invio delle timbrature in
stato di attesa al SP.
Questo Thread, utilizzando l’oggetto della classe DatabaseManager con-
diviso staticamente dalla classe BarcodeReader, legge tutte le timbrature
in stato di attesa dal database tramite il metodo parseFromDB della classe
Checkin e richiama sull’oggetto della classe Connection il metodo insert-
Checkin per inviare al SP la timbratura. Controlla il risultato del’invio e
se positivo imposta l’attributo di sincr server a 1 dell’oggetto Checkin e ne
richiama il metodo updateToDb per salvarlo sul database.
SincrUsers
La classe SincrUsers e` il Thread che gestisce l ‘invio delle timbrature in stato
di attesa al SP.
Questo Thread utilizzando gli oggetti delle classi Connection e Config
condivisi staticamente dalla classe BarcodeReader e richiama il web-services
https://smartbadge.ifc.cnr.it:443/sb-server/api/v1/r/users/list/
<reader_id> tramite il metodo httpGet di Connection. Restituito il Json di
risposta utilizza il metodo parseJson della classe User per leggere gli utenti
e il metodo writeToDb per inserirli o aggiornarli sul database.
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BarcodeReader
La classe BarcodeReader e` la classe che contiene e definisce il main dell’ap-
plicazione. Controlla se l’inizializzazione e` stata effettuata o meno e quindi
decide se avviare la lettura dei barcode o il pannello di configurazione. Si
preoccupa inoltre di schedulare l’avvio dei Thread SincrCheckin e SincrUsers
per effettuare le sincronizzazioni periodiche dei dati. Condivide, in maniera
statica, i seguenti attributi:
• public static Connection c: l’oggetto Connection di quasto package
che permette di effettuare l’autenticazione e richiamare i web-services
necessari.
• public static DatabaseManager db: l’oggetto della classe DatabaseMa-
nager che ci occupare di creare e mantenere la connessione al database.
• public static Config lb: e` l’oggetto della classe Config che descrive
la configurazione iniziale dell’applicazione. Viene utilizzato per l’au-
tenticazione nella classe Connection e per i dati reader id ed office id
necessari per l’invio delle timbrature.
• public static MessageForm: e` l’oggetto della classe MessageForm che
implementa l’interfaccia utente e i metodi per le notifiche all’utente.
Definisce il metodo main(String[] args) dove vengono eseguite tutte le
operazioni iniziali.
Connection
Connection e` la classe utlizzata per tutte le comunicazioni tra il LB ed il
SP. Utilizza la libreria HttpClient per effettuare sia la login sull’Identity
Provider tramite la simulazione della compilazione della form web di au-
tenticazione, sia per le chiamate GET e POST utilizzate dei web-services
RESTful. Questa classe e` utilizzata anche nell’AM.
I metodi che espone sono:
• public Connection(): il costruttore senza parametri al suo interno
inizializza l’oggetto HttpClient che sara` utilizzato in tutti i metodi
dell’oggetto.
• public String[] httpGetWithEndpoint(String url): riceve un url come
parametro ed effettua una chiamata GET del protocollo HTTP/HTTPS
e restituisce sia il risultato della chiamata sia l’endpoint di ritorno nel
caso sia stato richiesto dalla pagina online un redirect.
• public String httpGet(String url): riceve un url come parametro ed
effettua una chiamata GET del protocollo HTTP/HTTPS e restituisce
il contenuto della pagina
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• public StatusLine insertCheckin(Checkin c,String office,String smart reader id):
riceve i parametri della timbratura ed effettua una chiamata POST al
Web-Services RESTfull all’indirizzo https://smartbadge.ifc.cnr.
it:443/sb-server/api/v1/r/checkin/insert inviando la timbra-
tura. Restituisce l’oggetto StatusLine risultante dal’operazione, in
modo da permettere al chiamante di individuare e gestire eventuali
errori.
• public String authenticate(String url, String username, String pas-
sword): riceve come parametri l’url di connessione e l’username e la
password di autenticazione e con una serie di chiamate http GET e
POST effettua l’autenticazione dell’utente su di un sistema di Shib-
boleth. Piu` precisamente, crea la prima volta una connessione all’url
( che sara` quello del Service Provider ) tramite il metodo httpGetWi-
thEndpoint. Restituito l’endpoint di redirect, effettua una chiamata
tramite il metodo httpGet che rispondera` con la pagina Html di login.
Analizzato il codice della pagina, vengono individuati l’action della
form di login ed i campi username e password. A questo punto viene
fatta una chiamata Http Post con i parametri username e password
opportunamente mappati. A questo punto tramite altre 2 chiamate
Http Get necessarie per il protocollo, verra` restituita la pagina di lo-
gin effettuato, ovvero la prima pagina dell’url passato come parametro
iniziale.
DatabaseManager
DatabaseManager e` la classe che si interfaccia con la libreria H2 Database
per la creazione, interrogazione e modifica del database dove risiedono le tre
tabelle dell’applicativo.
I metodi che espone sono:
• DatabaseManager: il costruttore senza parametri effettua la connes-
sione al database e lo inizializza nel caso non fosse esistente.
• public boolean checkAndSet(): questo metodo restituisce il valore boo-
leano true nel caso che il lettore sia inizializzato e quindi che sia pre-
sente un entrata nella tabella config, ed inizializza i parametri globali
dei dati del LB. Altrimenti restituisce false.
• inizializzaApparato: riceve come parametro un oggetto java.sql.Statement,
effettua tramite l’oggetto della classe Connection presente nella clas-
se BarcodeReader la richiesta al web-services https://smartbadge.
ifc.cnr.it:443/sb-server/api/v1/r/login/<id> per ottenere i pa-
rametri iniziali e tramite l’oggetto statement li memorizza su database.
Al termine avvia il Thread SincrUsers per il recupero dell’elenco degli
utenti.
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• public String getToken(String uid): dato un identificativo di un utente
effettua la ricerca e restituisce il token utilizzato nel controllo della
OTP.
InitialSetting
InitialSetting e` la classe che eredita da JForm che crea e gestisce l’interfac-
cia per la prima configurazione del Lettore di Badge. Richiede l’id, lo user-
name e la password e richiama il metodo inizializzaApparato dell’oggetto
DatabaseManager presente nella classe BarcodeReader.
MessageForm
MessageForm e` la classe che eredita da JForm e gestisce l’interfaccia verso
l’utente finale, visualizza lo stato del sistema e notifica l’utente delle opera-
zioni in corso come ad esempio l’avvenuta timbratura o l’eventuale errore.
Le notifiche avvengono visualizzando sull’interfaccia un messaggio testuale
ed un’icona.
Espone dei metodi richiamati dagli altri oggetti per notificare all’utente:
• public void checkBadge(): notifica l’utente del controllo badge in corso.
• public void errorCheckIn(String errore): notifica l’utente dell’errore
passato come parametro.
• public void resetMessage(): restituisce nello stato di attesa lettura
barcode.
• public setCheckIn(String tipo): prende come parametro il tipo ti tim-
bratura e visualizza il messaggio di avvenuta timbratura all’utente.
• public void setInfoMessage(String msg): visualizza il messaggio di
informazioni passato come parametro.
• public void warningMessage(String msg,String bottom): visualizza il
messaggio di attenzione passato sia nel centro dello schermo che nella
parte bassa.
TOTP
TOTP e` la classe che, contenuta nell’RFC 6238, implementa il protocollo
di generazione della Timed One Time Password. Anche questa classe come
Connection, sara` contenuta nell’AM. Espone i seguenti metodi statici:
• generateTOTP(String key, String time, String returnDigits): metodo
che data la chiave da criptare, i ms del timestamp, un numero di
caratteri che deve ritornare, restituisce la OTP codificata con funzione
hash HmacSHA1.
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• generateTOTP256(String key, String time, String returnDigits): me-
todo che data la chiave da criptare, i ms del timestamp, un numero di
caratteri che deve ritornare, restituisce la OTP codificata con funzione
hash HmacSHA256.
• generateTOTP512(String key, String time, String returnDigits): me-
todo che data la chiave da criptare, i ms del timestamp, un numero di
caratteri che deve ritornare, restituisce la OTP codificata con funzione
hash HmacSHA512.
• generateTOTP(String key, String time, String returnDigits, String
crytp): metodo con 4 parametri di cui l’ultimo definisce il meto-
do di criptazione e richiama uno dei metodi generateTOTP definiti
precedentemente e ne restituisce il risultato.
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Figura 4.4: Diagramma delle Classi per l’Applicazione del Lettore di Badge
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4.3 Applicazione Mobile
L’AM e` stata sviluppata su S.O. Android utilizzando come ambiente di
sviluppo Android Studio[18], il nuovo IDE da pochi mesi scaricabile da sito
ufficiale. E’ stata sviluppata per essere compatibile con Android versione
minima 2.3. Il linguaggio di programmazione e` Java, essendo il linguaggio ad
alto livello dell’SDK Android. Per questo S.O. e` possibile anche sviluppare
librerie in C++ ( specifici per le varie architetture hardware ) nel caso
di funzionalita` piu` specifiche e complesse non presenti nell’SDK; questo e`
possibile visto che Android e` un S.O. basato su kernel Linux.
Il codice di svilippo Android e` suddiviso in :
• cartella java che contiene il codice Java dell’applicazione.
• cartella res che contiene tutte le risorse dell’applicazione, quali lay-
out, stili, file di lingua, immagini. Alcune di queste risorse, come lay-
out e immagini, possono, tramite un’organizzazione a cartelle, essere
ottimizzate per la risoluzione dei vari schermi dei dispositvi.
• AndroidManifest.xml, il file xml che descrive l’applicazione; come ad
esempio la versione, l’elenco dei componenti dell’applicazione e le sue
autorizzazioni (es. accesso alla posizione GPS, accesso ad Internet).
Per lo sviluppo dell’applicazione sono state utilizzate le seguenti librerie:
• HttpClient[14]: versione integrata in Android della classe HttpClient
di Apache Foundation utilizzata per tutte le iterazioni con lo Smart
Badge Service Provider e per l’autenticazione con l’Identity Provider.
• JSoup[15]: un parser HTML utilizzato per l’autenticazione dell’utente
con l’Identity Provider.
• Zxing: la libreria, introdotta negli studi preliminari,che verra` utilizzata
per la creazione del QRCode da mostrare al Lettore di Badge.
In seguito si analizzera` le Strutture Dati dell’AM, e le cartelle java e src.
4.3.1 Strutture Dati
Per lo sviluppo dell’applicazione e` stato necessario creare tre tabelle per la
memorizzazione dei dati dell’utente e per il suo funzionamento oﬄine. Per
fare cio` e` stato utilizzato un database, SQLite, integrato su Android per lo
sviluppo delle applicazioni.
Il database e` creato in una fase di inizializzazione dell’Applicazione ed e`
composto dalle seguenti tabelle:
• User ( Figura 4.5 ): che contiene le informazioni di login e di anagrafica
dell’utente.
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Figura 4.5: Tabella User dell’Applicazione Mobile
Figura 4.6: Tabella Checkin dell’Applicazione Mobile
Figura 4.7: Tabella Office dell’Applicazione Mobile
• Checkin ( Figura 4.6 ): che contiene l’elenco delle ultime timbrature
effettuate e delle timbrature remote non sincronizzate.
• Office ( Figura 4.7 ): che contiene l’elenco delle sedi con le rispettive
coordinate GPS.
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User
La tabella User, che contiene le informazioni dell’utente, e` composta dai
seguenti campi:
• username: di tipo TEXT, che contiene l’username dell’utente per
l’autenticazione verso il SP. E’ la chiave primaria della tabella.
• password: di tipo TEXT, che contiene la password associata all’user-
name per l’autenticazione verso il SP.
• uid: di tipo TEXT, che contiene l’identificativo unico del’utente.
• eppn: di tipo TEXT, che contiene un identificativo di IM del’utente.
• office id: di tipo TEXT e` l’identificativo della sede di riferimento
dell’utente.
• common name: di tipo TEXT, che contiene il nome di sistema del’u-
tente.
• display name: di tipo TEXT, che contiene il nominativo del’utente.
• token: di tipo TEXT, che contiene il token per la OTP del’utente.
Checkin
La tabella Checkin, che contiene le informazioni della timbratura dell’utente,
e` composta dai seguenti campi:
• id: di tipo Integer, che contiene un progressivo interno della timbra-
tura. E’ la Chiave primaria della tabella.
• sincr server: di tipo Integer che contiene 0 se la timbratura non e` stata
inviata la server, 1 se e` stata inviata.
• lat: di tipo Double, che contiene la latitudine della timbratura, e`
valorizzato solo se la timbratura e` remota.
• lng: di tipo Double, che contiene la longitudine della timbratura, e`
valorizzato solo se la timbratura e` remota.
• accuracy: di tipo Double, che contiene in metri l’accuratezza della
posizione della timbratura, e` valorizzato solo se la timbratura e` remota.
• tipo: di tipo VARCHAR(1) contiene il tipo di timbratura effettuata,
E per Entrata, U per Uscita.
• checkin reader: di tipo VARCHAR(1) contiene S se la timbratura e`
avvenuta su una postazione di lettura, N se remota.
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• office id: di tipo TEXT e` l’identificativo della sede di timbratura.
• timestamp: di tipo TIMESTAMP, che contiene la data e l’ora della
timbratura.
Office
La tabella Office, che descrive la sede in cui e` possibile passare il Badge, e`
composta dai seguenti campi:
• office id: di tipo TEXT e` l’identificativo della sede. E’ la chiave
primaria della tabella.
• name: di tipo TEXT, che contiene il nome della sede.
• city: di tipo TEXT, che contiene citta` della sede.
• lat: di tipo Double, che contiene la latitudine della sede.
• lng: di tipo Double, che contiene la longitudine della sede.
• accuracy: di tipo Double, che contiene in metri la tolleranza per la
notifica di prossimita` della sede.
• address: di tipo TEXT, che contiene l’indirizzo della sede.
• zipcode: di tipo TEXT, che contiene il cap della sede.
4.3.2 Cartella java
Nella cartella java e` inserito il package con i sorgenti java dell’applicazione,
il nome del package dovra` essere univoco per la pubblicazione su Google
Play, e` questa la chiave per riconoscere un’app dall’altra, mentre non ci
sono restrizioni per il nome dell’applicazione.
Il package sviluppato e` it.cnr.ifc.smartbadge e` composto, come vediamo
nelle Figure 4.8 e 4.9, da delle classi che possiamo suddividere in: Classi
di Strutture Dati, Classi di Interfaccia, Classi Gestione Eventi, Classi dei
Servizi e Classi di Utilita`. Nel Diagramma delle Classi possiamo notare i
collegamenti di implementazione di interfacce ( freccia con linea tratteggiata
), le ereditarieta` ( freccia a finale bianco ), l’uso degli oggetti definiti come
attributi delle classi ( freccia nera barrata ) e le classi interne ( linea con
cerchio barrato ).
Classi di Strutture Dati sono le classi User, Checkin e Office che decri-
vono le rispettive tabelle del database e mettono a disposizione metodi
per la manipolazione e la gestione degli stessi.
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Classi di Interfaccia sono le classi SplashScreen, Login, Interfaccia, Bad-
geFragment, RemoteBadgeFragment, CheckinFragment e Setting che
creano e gestiscono le schermate dell’applicazioni e le rispettive fun-
zionalita`.
Classi Gestione Eventi sono le classi BootReceiver, ConnectionReceiver
e ProximityReceiver che si preoccupano di gestire gli eventi di sistema
a loro collegati.
Classi dei Servizi sono le classi ProximityService e SincrService che ge-
stiscono servizi in esecuzione in background.
Classi di Utilita` solo le classi Connection, DatabaseHelper e TOTP che
espongono funzionalita` utilizzate dalle altre classi.
Verranno ora analizzate una per una nel dettaglio.
User
E’ la classe che descrive la tabella User, contiene le informazioni dell’utente,
e` ha i seguenti attributi:
• private String username: contiene l’username dell’utente per l’auten-
ticazione verso il SP.
• private String password: contiene la password associata all’username
per l’autenticazione verso il SP.
• private String uid: contiene l’identificativo unico dell’utente.
• private String eppn: contiene un identificativo di IM del’utente.
• private String office id: e` l’identificativo della sede di riferimento del-
l’utente.
• private String common name: contiene il nome di sistema del’utente.
• private String display name: contiene il nominativo del’utente.
• private String token: contiene il token per la OTP del’utente.
Espone per l’accesso agli attributi i rispettivi metodi set e get. Oltre a questi
espone anche i seguenti metodi:
• public void parseFromDB(Cursor c): dato l’oggetto Cursor che de-
scrive la riga di lettura da database, inizializza l’oggetto con i dati
presenti.
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• public void parseFromJson(JSONObject office): dato l’oggetto Json
che descrive l’utente, inizializza opportunamente gli attributi dell’og-
getto.
• public int writeToDB(DatabaseHelper dh): dato l’oggetto Database-
Helper che gestisce il database, cancella il vecchio e memorizza il nuovo
sul database
Checkin
E’ la classe che descrive la tabella User, contiene le informazioni della
timbratura, e` ha i seguenti attributi:
• private int id: contiene un progressivo interno della timbratura.
• private int sincr server: contiene 0 se la timbratura non e` stata inviata
la server, 1 se e` stata inviata.
• private Double lat: contiene la latitudine della timbratura.
• private Double lng: contiene la longitudine della timbratura.
• private Double accuracy: contiene in metri l’accuratezza della posizio-
ne della timbratura.
• private String tipo: contiene il tipo di timbratura effettuata, E per
Entrata, U per Uscita.
• private String checkin reader: contiene S se la timbratura e` avvenuta
su una postazione di lettura, N se remota.
• private String office id: e` l’identificativo della sede di timbratura.
• private Date timestamp: contiene la data e l’ora della timbratura.
Espone per l’accesso agli attributi i rispettivi metodi set e get. Oltre a questi
espone anche i seguenti metodi:
• public void parseFromDB(Cursor c): dato l’oggetto Cursor che de-
scrive la riga di lettura da database, inizializza l’oggetto con i dati
presenti.
• public void parseFromJson(JSONObject office): dato l’oggetto Json
che descrive la timbratura, inizializza opportunamente gli attributi
dell’oggetto.
• public int writeToDB(DatabaseHelper dh): dato l’oggetto Database-
Helper che gestisce il database, inserisce l’oggetto sul database.
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Office
E’ la classe che descrive la tabella Office, contiene le informazioni della sede,
e` ha i seguenti attributi:
• private String office id: e` l’identificativo della sede.
• private String name: contiene il nome della sede.
• private String city: contiene la citta` della sede.
• private Double lat: contiene la latitudine della sede.
• private Double lng: contiene la longitudine della sede.
• private Double accuracy: contiene in metri la tolleranza per la notifica
di prossimita` della sede.
• private String address: contiene l’indirizzo della sede.
• private String zipcode: contiene il cap della sede.
Espone per l’accesso agli attributi i rispettivi metodi set e get. Oltre a questi
espone anche i seguenti metodi:
• public void parseFromDB(Cursor c): dato l’oggetto Cursor che de-
scrive la riga di lettura da database, inizializza l’oggetto con i dati
presenti.
• public void parseFromJson(JSONObject office): dato l’oggetto Json
che descrive la sede, inizializza opportunamente gli attributi dell’og-
getto.
• public int writeToDB(DatabaseHelper dh): dato l’oggetto Database-
Helper che gestisce il database, cancella il vecchio record e memorizza
il nuovo sul database
• public static void sinchronizeOffices(DatabaseHelper dh,JSONObject
offices): dato l’oggetto DatabaseHelper e l’oggetto Json che descrive
l’elenco delle sedi, cancella i vecchi record delle sedi dal database, fa
il parsing delle nuove tramite il metodo parseFromJson e poi le scrive
sul database tramite il metodo writeToDB.
SplashScreen
SplashScreen e` la classe che eredita da Activity e definisce la prima scher-
mata di accesso con il logo dell’Istituto di Fisiologia Clinica. Controlla se e`
stata effettuata la configurazione iniziale e decide se avviare la schermata di
Login oppure l’interfaccia principale.
Implementa il seguente metodo:
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• protected void onCreate(Bundle savedInstanceState): riscrittura del
metodo della classe Activity che viene richiamato alla creazione del-
l’oggetto, utilizzando il metodo getUser del DatabaseManager verifi-
ca se e` stata o meno inizializzata l’AM e avvia l’interfaccia di Login
oppure la schermata iniziale del’applicazione Interfaccia.
Login
Login e` la classe che eredita da Activity che crea l’interfaccia per l’inizializza-
zione dell’applicazione e piu` precisamente della login dell’utente. Utilizza la
classe Connection per l’autenticazione e il DatabaseHelper per memorizzare
i risultati.
Per fare cio` definisce le seguenti classi e metodi:
• protected void onCreate(Bundle savedInstanceState): metodo dello
standard che si occupa dell’inizializzazione della grafica e della re-
gistrazione degli eventi sui vari componenti; nello specifico registra
l’evento click del pulsante di Login che avviera` un oggetto della clas-
se LoginTask, passandogli come parametro la classe privata statica
LoginHolder.
• classe LoginHolder: e` una classe privata statica che permette il passag-
gio dei parametri alla classe LoginTask, contiente gli attributi pubblici
ProgressDialog progressDialog, Context con, Login instance;
• classe LoginTask: e` la classe che estende AsyncTask, una classe a cui e`
permesso in android effettuare operazione in background e manipolare
lo UI thread. Questa classe implementa un metodo protected String
doInBackground(Void... voids) che effettua tramite la classe Connec-
tion l’autenticazione ed il recupero delle informazioni dell’utente tra-
mite il web-services https://smartbadge.ifc.cnr.it/sb-server/
api/v1/m/user/getInfo ed aggiorna il ProximityService, ed un me-
todo protected void onPostExecute(String result) che ricevera` il valore
di ritorno del metodo doInBackground e gestira` gli elementi dell’inter-
faccia ed informera` l’utente dell’ avvenuta autenticazione o no e in
caso positivo avviera` poi l’interfaccia principale.
• public boolean onCreateOptionsMenu(Menu menu): implementa il
menu` per la login che e` composto solo dall’opzione Esci.
• public boolean onOptionsItemSelected(MenuItem item): gestisce la
selezione del menu`, se viene selezionata l’opzione Esci termina l’appli-
cazione.
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Interfaccia
Interfaccia e` la classe che eredita da FragmentActivity e che fa da conte-
nitore per le classi di interfaccia BadgeFragment, RemoteBadgeFragment
e CheckinFragment; implementa il menu` composto da Sincronizza Dati,
Impostazioni, Disconnetti ed Esci.
Per fare cio` implementa i seguenti metodi:
• protected void onCreate(Bundle savedInstanceState): metodo dello
standard per le classi Activity che viene richiamato alla creazione in cui
si predispone il layout, e inizializza i componenti grafici. Nello specifico
crea un oggetto definito all’interno per la gestione delle visualizzazione
a tab su android. Inizializza gli oggetti Fragment per visualizzarli nelle
varie schermate.
• public boolean onCreateOptionsMenu(Menu menu): e` il metodo del-
lo standard che si preoccupa della creazione del menu` definito nella
cartella res.
• public boolean onOptionsItemSelected(MenuItem item): e` il metodo
che gestisce l’evento click su di una voce di menu`, ed, a seconda dell’op-
zione scelta, viene o chiusa l’applicazione, o viene disconnesso l’utente,
o lanciata la sincronizzazione dei dati, o creata la classe Settings per
la gestione delle impostazioni.
BadgeFragment
La classe BadgeFragment estende la classe Android Fragment che permette
di essere inserita in un interfaccia a scorrimento laterale. Questa classe crea
l’interfaccia che si occupa della timbratura tramite QRCode, utilizzando la
libreria Zxing e la classe TOTP per la generazione del barcode con la One
Time Password.
Implementa i seguenti metodi:
• public View onCreateView(LayoutInflater inflater, ViewGroup contai-
ner, Bundle savedInstanceState): metodo dello standard che viene ri-
chiamato alla creazione della View di interfaccia; predispone il layout,
e inizializza i componenti grafici. Associa gli aventi al pulsante per il
cambio di passaggio della timbratura da Entrata a Uscita e viceversa.
Recupera, utilizzando un oggetto della classe DatabaseHelper, l’ultima
timbratura e preimposta il passaggio della stessa per facilitare l’utente.
Richiama il metodo generateQRCode per generare il barcode.
• protected void generateQRCode(): calcola e visualizza il QRCode par-
tendo dal token, il timestamp e dalle informazioni dell’utente tramite
l’utilizzo della classe TOTP la OTP e sfruttando la libreria Zxing.
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RemoteBadgeFragment
RemoteBadgeFragment e` la classe che estende Fragment e che gestisce l’in-
terfaccia e la procedura per timbratura remota tramite coordinate GPS.
Utilizza le API Google Play Service per visualizzare la mappa di google e
notificare all’utente la propria posizione. Utilizza il LocationManager per ri-
cevere le coordinate GPS da vari Provider: Network e sensore GPS. Una vol-
ta ricevuta la posizione stabilisce se l’approssimazione sia inferiore a 100m,
distanza ritenuta accettabile per l’applicazione in oggetto, ed in questo caso
permette all’utente di effettuare la timbratura. Inizialmente la timbratura
sara` memorizzata nel database interno tramite la classe DatabaseHelper in
uno stato di attesa invio al server e sara` visibile nel CheckinFragment. Fat-
to questo se e` presente una connessione utilizzando la classe Connection si
autentica e invia le timbrature al SP.
Per fare cio` implementa i seguenti metodi:
• public View onCreateView(LayoutInflater inflater, ViewGroup contai-
ner, Bundle savedInstanceState): metodo dello standard che viene ri-
chiamato alla creazione della View di interfaccia; predispone il layout, e
inizializza i componenti grafici. Recupera, utilizzando un oggetto della
classe DatabaseHelper, l’ultima timbratura e preimposta il passaggio
per facilitare l’utente. Registra nel LocationManager la ricerca della
posizione GPS dell’utente e nel mentre invalida il pulsante di invio
timbratura. Associa l’evento click al pulsante e inserisce la timbratu-
ra nel database in stato di attesa invio, notifica all’utente l’avvenuta
timbratura ed attiva, se presente la connessione, il SincrService.
• private void makeUseOfNewLocation(Location location): e` il meto-
do a cui viene passata la posizione trovata dal LocationManager che
stabilisce se la posizione trovata e` precisa e oppure no. Se corretta
notifica all’utente la posizione trovate e attiva il pulsante per l’invio
della timbratura.
• protected boolean isBetterLocation(Location location, Location cur-
rentBestLocation) : controlla se la prima posizione e` migliore della
seconda passata ( visto che si puo` ricevere la posizione dal sensore
GPS e dalla rete Network ) controllando l’accuratezza ritornata dal-
la stessa e se e` abbastanza recente, ovvero al massimo nei 2 minuti
precedenti.
• public void onLocationChanged(Location l2): e` il metodo che viene
richiamato dal LocationManager per notificare una nuova posizione,
che viene poi passata al metodo makeUseOfNewLocation.
• public void onResume(): metodo che viene chiamato in caso di ri-
presa esecuzione dell’interfaccia, controlla se tutti gli elementi sono
inizializzati.
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• public void onDestroyView(): metodo che viene richiamato in caso di
rimozione dell’interfaccia in cui si cui viene rimossa la registrazione
della ricerca della posizione e viene rimossa l’integrazione con Maps.
• public void onDestroy(): in caso di chisura dell’applicazione cancella
la sua registrazione della ricerca della posizione.
CkeckinFragment
CheckinFragment e` una classe che eredita da Fragment, che implementa
l’interfaccia per la visualizzazione delle ultime timbrature effettuate. Per
fare cio` implementa i seguenti metodi o classi:
• public View onCreateView(LayoutInflater inflater, ViewGroup contai-
ner, Bundle savedInstanceState): metodo dello standard che viene ri-
chiamato alla creazione della View di interfaccia; predispone il layout,
e inizializza i componenti grafici. Nello specifico crea un oggetto defi-
nito all’interno per la gestione delle visualizzazione a lista che estende
BaseAdapter.
• MainListAdapter: classe che estende BaseAdapter e che nel suo co-
struttore, richiamando il database e la classe Checkin crea la lista
delle ultime timbrature.
• public void refreshAdapter(): metodo utilizzato per aggiornare la lista
delle ultime timbrature.
Settings
Settings e` la classe che gestisce l’interfaccia e le funzionalita` per la gestio-
ne delle impostazioni predefinite dell’applicazione, in questo caso gestira` se
l’utente vuole o no che sia attiva la notifica di prossimita` alle varie sedi di
timbratura.
Per fare cio` implementa i seguenti metodi:
• public void onCreate(Bundle savedInstanceState): metodo richiamato
all’istanziazione dell’activity e che si preoccupa di costruire l’inter-
faccia partendo dall’xml di descrizione delle impostazioni, definito da
standard Android.
• public void onDestroy(): metodo che viene richiamato all’uscita delle
impostazioni, cancella o riattiva il servizio ProximityService a seconda
dell’impostazione scelta dall’utente.
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BootReceiver
BootReceiver e` una classe che eredita da BroadcastReceiver, facente parte
dello standard Android per la gestione degli eventi di sistema, che e` asso-
ciata all’evento di avvio dello smartphone e serve per attivare la notifica di
prossimita` avviando il servizio ProximityService. Per fare cio` implementa il
metodo public void onReceive(Context context, Intent intent).
ConnectionReceiver
ConnectionReceiver e` una classe che eredita da BroadcastReceive associata
all’evento di sistema di attivazione della connessione. Questa classe appena
ricevuto l’evento attiva il processo di sincronizzazione tramite un ogget-
to SincrService. Per fare cio` implementa il metodo public void onRecei-
ve(Context context, Intent intent).
ProximityReceiver
ProximityReceiver e` la classe che estende BroadcastReceiver ed implementa
la gestione dell’evento prossimita` GPS, questa classe nel caso di esecuzione
visualizzera` o rimuovera` la notifica sullo smartphone l’avvicinarsi di una po-
stazione timbratura. Si basa sulle coordinate GPS delle varie sedi inviategli
dallo Smart Badge Service Provider.
Per fare questo implementa il metodo public void onReceive(Context
context, Intent intent).
ProximityService
ProximityService estende la classe Service di Android ed e` il servizio che si
occupa di registrare i punti di notifica di prossimita` (coordinate GPS delle
sedi) nel LocationManager, oggetto dell’SDK Android, che gestisce tutte le
funzionalita` riguardanti il servizio di localizzazione.
Per fare cio` implementa i seguenti metodi:
• protected void onCreate(Bundle savedInstanceState) verifica che non
sia gia` stato avviato il servizio tramite l’utilizzo di una variabile sta-
tica, in tal caso termina il servizio obsoleto, e poi richiama il metodo
stopAndRestart.
• public void stopAndRestart(): recupera dal DatabaseHelper l’elenco
delle sedi ed utilizza il metodo addProximityAlert del LocationMana-
ger per registrate le sedi all’evento ricevuto da ProximityReceiver.
• public void onDestroy(): metodo standart di Android che viene ri-
chiamato in caso di rimozione del servizio; in questo caso cancella la
registrazione dei punti di notifica dal LocationManager.
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SincrService
SincrService estende la classe Service di android ed implementa il servizio
effettua le sincronizzazioni dei dati con il server, utilizza la classe Connection
e il DatabaseHelper per rispettivamente interrogare i web-services del SP e
memorizzare le informazioni sul database. Se ci sono timbrature in attesa
invio al server, vengono inviate e rimosse dallo stato di attesa.
Per fare questo utilizza i seguenti metodi e classi:
• public void stopAndRestart(): gestisce l’inserimento della notifica nel-
lo spazio apposito sullo smartphone e avvia il SyncTask passandogli
come parametro un oggetto della classe statica SyncHolder.
• SyncHolder: e` la classe statica private utilizzata per passare i parame-
tri alla classe SyncTask, si compone di 2 attributi pubblici: Notifica-
tionManager mNotificationManager e Context con.
• SyncTask: e` la classe che eredita da AsyncTask di android che ef-
fettua le chiamate tramite la classe Connection per la sicronizzazione
dei dati. Questa classe implementa un metodo protected String doIn-
Background(Void... voids) che effettua tramite la classe Connection
l’autenticazione ed il recupero delle informazioni dell’utente tramite il
web-services https://smartbadge.ifc.cnr.it/sb-server/api/v1/
m/user/getInfo, le ultime timbrature tramite il web-services https:
//smartbadge.ifc.cnr.it:443/sb-server/api/v1/m/checkin/last
ed infine controlla se ci sono timbrature remote da inviare e tramite il
metodo insertCheckin della classe Connection lo invia al server. Nel
metodo protected void onPostExecute(String result) cancella la noti-
fica all’utente e aggiorna l’elenco delle ultime timbrature sulla classe
CheckinFragment.
Connection
Connection e` la classe utlizzata per tutte le comunicazioni tra l’AM ed il SP.
A sua volta utilizza la libreria HttpClient per effettuare la login sull’Identity
Provider tramite la simulazione della compilazione della form web di login.
Permette inoltre di effettuare le chiamate GET e POST utilizzate dei web-
services RESTful. Questa classe e` utilizzata anche nel LB.
I metodi che espone sono:
• public Connection(): il costruttore senza parametri al suo interno
inizializza l’oggetto HttpClient che sara` utilizzato in tutti i metodi
dell’oggetto.
• public String[] httpGetWithEndpoint(String url): riceve un url come
parametro ed effettua una chiamata GET del protocollo HTTP/HTTPS
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e restituisce sia il risultato della chiamata sia l’endpoint nel caso sia
stato richiesto dalla pagina online un redirect.
• public String httpGet(String url): riceve un url come parametro ed
effettua una chiamata GET del protocollo HTTP/HTTPS, restituendo
il contenuto della pagina.
• public StatusLine insertCheckin(User u,Checkin checkin): riceve i pa-
rametri dell’utente e della timbratura comprensivi di coordinate GPS
ed effettua una chiamata POST al Web-Services RESTfull all’indi-
rizzo https://smartbadge.ifc.cnr.it:443/sb-server/api/v1/m/
checkin/insert ed invia la timbratura remota. Restituisce il codice
di ritorno della chiamata per verificare se l’operazione e` andata a buon
fine oppure no.
• public String authenticate(String url, String username, String pas-
sword): riceve come parametri l’url di connessione e l’username e la
password di autenticazione e con una serie di chiamate http GET e
POST effettua l’autenticazione dell’utente.
DatabaseHelper
DatabaseHelper e` la classe che eredita da SQLiteOpenHelper che gesti-
sce la creazione, l’aggiornamento e le interrogazioni del database locale
dell’applicazione; per Android il database e` SQLite.
Per fare questo espone i seguenti metodi :
• public void onCreate(SQLiteDatabase database): e` un metodo chia-
mato dal sistema solo quando deve essere creato il database e che
esegue i comandi sql per la creazione delle tabelle
• public void onUpgrade(SQLiteDatabase database, int oldVersion, int
newVersion): e` un metodo che viene chiamato solo quando c’e` un
cambio di versione del database, viene passato il numero della vecchia
versione e quello della nuova per stabilire i passaggi da fare durante
l’upgrade.
• public boolean deleteUser(String key): e` il metodo che rimuove l’utente
dal database. E’ utilizzato per la disconnessione e gli aggiornamenti.
Restituisce true se ha avuto successo, false altrimenti.
• public boolean deleteOffice(String key): e` il metodo che cancella una
sede. Restituisce true se ha avuto successo, false altrimenti.
• public User getUser(): e` un metodo che restituisce l’oggetto User se
l’utente e` configurato o null se non lo e`.
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TOTP
TOTP e` la classe che, contenuta nell’RFC 6238, implementa il protocol-
lo di generazione della Timed One Time Password. Questa classe, come
Connection, e` contenuta ance nel LB. Espone i seguenti metodi statici:
• generateTOTP(String key, String time, String returnDigits): metodo
che data la chiave da criptare, i ms del timestamp, un numero di
caratteri che deve ritornare, restituisce la OTP codificata con funzione
hash HmacSHA1.
• generateTOTP256(String key, String time, String returnDigits): me-
todo che data la chiave da criptare, i ms del timestamp, un numero di
caratteri che deve ritornare, restituisce la OTP codificata con funzione
hash HmacSHA256.
• generateTOTP512(String key, String time, String returnDigits): me-
todo che data la chiave da criptare, i ms del timestamp, un numero di
caratteri che deve ritornare, restituisce la OTP codificata con funzione
hash HmacSHA512.
• generateTOTP(String key, String time, String returnDigits, String
crytp): metodo con 4 parametri di cui l’ultimo definisce il meto-
do di criptazione e richiamata il metodo precedente generateTOTP
opportuno.
4.3.3 Cartella res
La cartella res contiene una gerarchia di cartelle che definisce le risorse
dell’applicazione.
Le sue sotto-cartelle sono:
• drawable: cartella che contiene le immagine standard e le descrizioni
xml degli stili dei componenti dell’applicazione.
• drawable-hdpi, drawable-mdpi,drawable-xhdpi e drawable-xxhdpi: so-
no delle cartelle specializzate a seconda della risoluzione del dispositivo
che contengono, ne necessarie, le versione per differenti risoluzioni della
cartella base drawable.
• layout: cartella che contiene dei file xml in uno specifico formato che
descrivono il layout delle varie schermate dell’applicazione
• menu: cartella che contiene le descrizioni dei vari menu` dell’applica-
zione.
• values: cartella che contiene gli stili generici dell’applicazione, i colori
predefiniti, e la definizione dei file delle possibili traduzioni dell’appli-
cazione.
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• xml: contiene dei file xml per la creazione del menu` standard per il
controllo delle impostazioni dell’applicazione.
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Figura 4.8: Diagramma delle Classi per l’Applicazione Mobile (1)
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Figura 4.9: Diagramma delle Classi per l’Applicazione Mobile (2)
Capitolo 5
Validazione del Sistema
In questo capitolo si spiegheranno le validazioni effettuate sul sistema per
testarne le funzionalita`.
5.1 Inizializzazione Applicazione Mobile
L’obiettivo di questo test e` verificare che l’inizializzazione dell’Applicazione
Mobile funzioni correttamente e l’utente venga informato in modo opportuno
nella fase di autenticazione. Per fare cio` l’Applicazione Mobile deve essere
installata su di uno smartphone e non inizializzata.
Il primo test effettuato e` volto a verificare l’autenticazione tramite cre-
denziali esatte.
Si avvia l’applicazione e dopo la schermata iniziale con il logo dell’Istituto
di Fisiologia Clinica, visibile in Figura 5.1a, viene presentata la schermata
che riporta il logo di Idea Manager ( Figura 5.1b ) che richiede l’inserimento
delle credenziali di Istituto dell’utente. Dopo l’inserimento, dello username
e della password dell’utente ( Figura 5.2a ), viene mostrata una schermata di
attesa controllo credenziali ( Figura 5.2b ). Completata la verifica ( Figura
5.3a ), il sistema visualizza la schermata di passaggio del barcode ( Figura
5.3b ).
Il secondo test e` volto a verificare la corretta segnalazione all’utente nel
caso di autenticazione errata.
Si avvia l’applicazione e nella schermata di inserimento credenziali si in-
seriscono dei dati errati. Dopo la verifica, l’applicazione mostra correttamen-
te il messaggio di errore login, visibile in Figura 5.4, e successivamente, una
volta confermata la lettura del messaggio, l’applicazione mostra nuovamente
la schermata di inserimento credenziali.
I test sono stati ripetuti, in entrambi i casi, variando le credenziali di
accesso un numero di volte considerato accettabile per verificare il corretto
funzionamento del sistema.
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(a) Schermata di Avvio (b) Schermata di Login
Figura 5.1
(a) Inserimento credenziali di
accesso
(b) Verifica credenziali di accesso
Figura 5.2
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(a) Conferma Credendiali Accet-
tate
(b) Schermata Passaggio Barcode
Figura 5.3
Figura 5.4: Credenziali Errate
5.2 Inizializzazione Lettore di Badge
L’obiettivo di questo test e` verificare che l’inizializzazione del Lettore di
Badge funzioni correttamente, per fare cio` e` necessario che il Lettore sia stato
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configurato con le librerie necessarie al suo funzionamento ed il programma
Java installato ma non inizializzato. E’ necessario anche che il Lettore sia
connesso alla rete. L’inizializzazione del Lettore di Badge coinvolge anche
lo Smart Badge Service Provider che deve validare le credenziali di accesso
e rispondere con i dati relativi al dispositivo e l’elenco degli utenti abilitati.
E’ stato quindi avviato il Lettore di Badge. Non essendo inizializzato,
il LB mostra l’interfaccia di inserimento credenziali,visibile in Figura 5.5,
richiedendo l’id univoco assegnato dal sistema Idea Manager al lettore e le
credenziali dell’utente associato al lettore all’interno dell’Istituto di Fisio-
logia Clinica. Confermando l’inserimento e visionando i log di sistema si e`
verificato che l’autenticazione avvenisse correttamente. La conferma e` avve-
nuta una volta apparsa la schermata di attesa lettura, visibile in Figura 5.6.
Dai Log di sistema si e` inoltre verificato l’avvio della fase di sincronizzazione
degli utenti associati al Lettore di Badge. Il test e` stato ripetuto, variando
le credenziali, un numero di volte necessario e sufficiente per garantire il
corretto funzionamento del sistema.
Figura 5.5: LB in fase di inizializzazione
Figura 5.6: Lettore di Badge Configurato ed in attesa lettura barcode
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5.3 Sincronizzazione Lettore di Badge
• Obiettivo: verificare la sincronizzazione dei dati tra Lettore di Badge
e Smart Badge Service Provider, sia in presenza di connessione, sia
dopo un ripristino della stessa.
• Configurazione: Lettore di Badge inizializzato e connesso inizialmente
alla rete.
Per effettuare questo test si e` avviato il Lettore di Badge e si e` lasciato
attivo e collegato alla rete un tempo sufficiente a dimostrare che il sistema
funzioni correttamente. La verifica e` avvenuta controllando i Log di sistema
che il Lettore di Badge produce, in cui viene segnalato l’inizio delle varie fasi
di sincronizzazione (Utenti ed Invio Timbrature) ed il loro svolgimento. Sono
state passate delle timbrature ed e` stato verificato, controllando prima sul log
l’avvenuta sincronizzazione, sullo Smart Badge Service Provider l’avvenuta
ricezione delle stesse. Successivamente e` stato fatto il test per il controllo di
sincronizzazione degli utenti, per fare cio` e` stato variato il nome di un utente
sul SP, e dopo il tempo necessario all’aggiornamento, e` stato verificato sul
LB che il nome fosse stato aggiornato con successo.
Successivamente e` stato fatto il secondo test programmato, ovvero, e`
stato scollegato il Lettore di Badge per un periodo sufficiente a far si av-
viassero le sincronizzazioni schedulate. Dai Log di sistema e` stato notato
come il Lettore gestisse il caso di connessione mancante segnalando in mo-
do corretto l’anomalia. Durante questo periodo sono state effettuate delle
timbrature che sono state mantenute in memoria del dispositivo; memoria
che possiamo ritenere, ai fini dell’uso dell’applicazione, pressoche` illimitata,
in quanto la memorizzazione avviene tramite un database sul file system.
Dopo un periodo sufficiente e` stata riconnessa la rete ed il Lettore di Badge
ha ripreso la sua normale sincronizzazione schedulata. E’ stato verificato sul
SP che le timbrature arrivassero correttamente.
Questi due test sono stati ripetuti in numero sufficiente a dimostrare la
correttezza del sistema.
5.4 Sincronizzazione Applicazione Mobile
• Obiettivo: verificare la sincronizzazione dei dati tra Applicazione Mo-
bile e Smart Badge Service Provider.
• Configurazione: Applicazione Mobile installata e inizializzata.
Per effettuare questi test e` stata attivata la connessione Wi-Fi sullo
smartphone in cui e` installata l’AM. Appena collegato e` apparsa la noti-
fica di sincronizzazione dati, vedi Figura 5.7, che e` poi stata rimossa alla
fine della sincronizzazione.
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Per verificare la correttezza della sincronizzazione sono stati fatti 2 test.
Nel primo test, con la connessione non attiva, e` stata passata una tim-
bratura tramite QRCode ed il Lettore di Badge. Dopo la timbratura e` stato
atteso un tempo necessario alla sincronizzazione del LB e poi e` stata attivata
la connessione sull’AM, al termine della sincronizzazione e` stato verificato
che l’elenco delle ultime timbrature mostrasse quella effettuata nel test.
Nel secondo test e` stata effettuata una timbratura remota in modalita`
Offiline. Una volta effettuata, nella schermata delle ultime timbrature, ap-
pare la stessa in stato di attesa invio server. E’ stata quindi riattivata la
connessione ed e` stato verificato che lo stato timbratura cambiasse in inviata
al server.
Il test e` stato ripetuto piu` volte in modo da accertarsi del funzionamento
del sistema.
Figura 5.7: AM-Sincronizzazione Dati
5.5 Timbratura con QRCode
• Obiettivo: Verificare che il LB riconosca i QRCode validi dall’AM e
che informi l’utente correttamente sullo stato del sistema.
• Configurazione: LB installata e configurata, AM installata su uno
smartphone Android e inizializzata.
Il test si articola su varie fasi:
• Passaggio di un barcode valido.
• Passaggio di un barcode errato.
• Passaggio di un barcode valido nella struttura ma con One Time
Password errata.
• Passaggio di un barcode valido ma con One Time Password scaduta.
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In tutti questi test e` stata installata e inizializzata l’AM in uno smart-
phone Android ( come in Figura 5.3b ) e il Lettore di Badge configurato e
in attesa del passaggio del barcode come si puo` vedere in Figura 5.8. Per
Figura 5.8: Lettore di Badge in stato di Attesa Lettura Badge
il primo test e` stato passato il barcode sotto la Camera PI, il sistema ha
risposto prima avvisando dell’avvenuto riconoscimento di un barcode ( Fi-
gura 5.9) e poi confermando l’avvenuto passaggio dell’Entrata ( Figura 5.10
) o dell’Uscita ( Figura Figura 5.11 ). Il test e` stato ripetuto alternando in
Figura 5.9: Lettore di Badge nello stato di verifica di un barcode letto
maniera casuale l’entrata e l’uscita nell’AM. Nell’ambito di questo test sono
stati anche verificati i tempi di risposta del sistema, andando a misurare il
tempo di risposta all’atto del passaggio del barcode ed il range di distanza
di riconoscimento. I test si sono dimostrati in linea con i Test Preliminari
effettuati in fase si analisi; la gestione del database e dell’interfaccia utente
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Figura 5.10: Lettore di Badge nello stato Entrata Passata
Figura 5.11: Lettore di Badge nello stato Uscita Passata
non hanno fatto notare rallentamenti del sistema. Rispetto comunque a quei
test, e` stato impostato uno stop di 3 secondi del processo di lettura barcode
ad ogni riconoscimento, in modo da liberare momentaneamente la CPU e
quindi permettere un controllo piu` reattivo.
Dopo questi test di verifica del riconoscimento di un barcode valido, sono
stati effettuati dei test con barcode errati.
Il secondo test, passaggio di un barcode errato, e` stato effettuato con un
QRCode qualsiasi, quindi in un formato non valido, il LB ha risposto corret-
tamente dando un indicazione corretta del problema, indicando il barcode
come “non conforme”, come si puo` vedere in Figura 5.12.
Il terzo test, passaggio di un barcode con OTP errata, e` stato fatto
generando tramite un programma, un QRCode con i dati dell’utente e con
una OTP casuale. E’ stato quindi verificato in questo casola segnalazione
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Figura 5.12: Lettore di Badge nello stato di Barcode Non Conforme
che il barcode passato era Errato ( Figura 5.13 ) e non piu` “non conforme”
come il test precedente.
Figura 5.13: Lettore di Badge nello stato di Barcode Errato
Il quarto test e` stato quello di passare un Barcode valido ma piu` vecchio
di 5min, tempo massimo di tolleranza impostato per la validita` della OTP.
Questo e` stato possibile creando uno screenshot del display dello smartphone
e ripresentandolo per il passaggio al LB. E’ stato quindi verificato che il LB
ha individuato ed isolato il problema correttamente, segnalando il l’errore
all’utente, e suggerendo di reimpostare l’orologio sullo smartphone (Figura
5.14), nel caso fosse questo il problema.
Tutti i test sono stati ripetuti varie volte, in modo sufficiente a dimostrare
il corretto funzionamento del sistema sviluppato.
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Figura 5.14: Lettore di Badge nello stato di Barcode Non Piu` Valido
5.6 Timbratura Remota
• Obiettivo: Verifica del funzionamento della Timbratura Remota e della
corretta segnalazione all’utente nelle varie fasi.
• Configurazione: L’AM deve essere stata installata ed inizializzata.
Per effettuare il test e` stata avviata l’AM sulla schermata relativa alla
Timbratura Remota ( Figura 5.15a ). Dopo l’attesa per il riconoscimento
della posizione GPS ( Figura 5.15b ), individuato dall’indicazione delle coor-
dinate recuperate e dal pulsante attivo per l’invio, e` stato possibile effettuare
la timbratura ( Figura 5.16a ).
Il test e` stato effettuato sia nel caso in cui sia presente una connessione
internet, sia nel caso di timbratura oﬄine.
Nel primo caso l’AM ha immediatamente inviato la timbratura ( Figura
5.16b ); questo e` stato verificato sia dall’AM tramite la schermata di visua-
lizzazione delle ultime timbrature, sia sul SP richiamando il Web-Services
per la lettura delle ultime timbratura.
Nel secondo caso, in mancanza di connessione, controllando la schermata
delle ultime timbrature, veniva segnalata in rosso ( Figura 5.17 ), nello stato
di attesa di invio al server. Successivamente, all’attivarsi delle connessione,
come verificato nei test precedenti, ha effettuato la sincronizzazione della
timbratura correttamente.
Questi test sono stati ripetuti diverse settimane, da diverse localizzazioni.
E’ stato verificato che non sempre e` necessario il sensore GPS attivo per
la rilevazione della posizione, ma a seconda dei luoghi, viene calcolata sulla
base della rete cellulare o tramite la connessione Wi-Fi ed e` immediatamente
disponibile.
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(a) AM schermata Invio Timbra-
tura Remota - Attesa posizione
GPS
(b) AM schermata Invio Tim-
bratura Remota - Posizione GPS
trovata
Figura 5.15
(a) AM Conferma Invio Timbra-
tura Remota
(b) AM Elenco Ultime Timbratu-
re, tutte inviate
Figura 5.16
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Figura 5.17: AM Elenco Ultime Timbrature, ultima timbratura remota in
attesa invio al server
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5.7 Notifica della Prossimita`
• Obiettivo: verificare se l’AM notifica all’utente l’approssimarsi di una
sede provvista di Lettore di Badge.
• Configurazione: l’AM installata ed inizializzata.
Per la verifica di questa funzionalita` sono state inserite sullo Smart Bad-
ge Service Provider delle posizioni GPS di test e tramite la sincronizzazione
dell’AM sono state inserite nelle posizioni di notifica. Fatto questo sono
iniziati i veri e propri test, che hanno permesso di verificare che a partire da
un raggio di circa 300 metri l’AM notificava l’approssimarsi della postazione
di timbratura, come visibile in Figura 5.18. Allontanandosi adeguatamente
dalla sede, la notifica veniva automaticamente cancellata. E’ stato verifi-
cato che cliccando sulla notifica si accede direttamente alla schermata di
passaggio del barcode.
Dai test e` stato evidenziato che la notifica di prossimita` non e` sempre
costante, questo perche` il meccanismo di notifica della prossimita` su Android
e` improntato al risparmio energetico, visto che si tratta di dispositivi a
batteria. Per la notifica sfrutta sia il posizionamento Gps se attivo, oppure
le informazioni date dalle rete cellulare o dalla rete internet; queste ultime
due non essendo molto precise creano queste differenze. Per questo motivo la
notifica e` impostata per non riprodurre nessun suono sul cellulare, in modo
da non disturbare l’utente nel caso in cui non sia necessario.
Figura 5.18: AM - Notifica Prossimita` Postazione di timbratura
Capitolo 6
Conclusioni
In questa tesi e` stato realizzato un sistema di Badge Elettronico che sostitui-
sce il badge a banda magnetica attualmente in uso in alcune sedi dell’Istituto
di Fisiologia Clinica. Il sistema si compone di un’applicazione per smartpho-
ne, Android in questo caso, e un dispositivo ad hoc per la lettura dei barcode
di timbratura tramite la programmazione di un micropc, il Raspberry PI.
L’Applicazione Android permette di effettuare le timbrature sia tramite
l’utilizzo di un QRCode con sistema One Time Password, sia una timbratu-
ra remota tramite coordinate GPS sfruttando quindi le tecnologie presenti
negli smartphone. Sempre sfruttando il sistema di localizzazione e` stata im-
plementata la notifica di prossimita` alle sedi di lavoro, in questo modo gli
utenti sono facilitati nell’utilizzo in quanto l’applicazione avvisa della possi-
bilita` di procedere alla timbratura; inoltre l’applicazione consente la verifica
delle timbrature recenti tramite il proprio smartphone.
Il sistema e` stato integrato con i sistemi di gestione delle credenziali,Idea
Identity Manager, e timbrature dell’Istituto di Fisiologia Clinica. In que-
sto modo con una credenziale univoca di accesso l’utente puo` effettuare le
timbrature, ed accedere a tutte le funzionalita` presenti nel sistema interno
dell’Istituto.
La creazione dell’applicazione Smart Badge per la timbratura getta le
basi per l’implementazione futura di nuove funzionalita` esportabili dal siste-
ma Idea Manager esistente, come la consultazione di documenti di lavoro,
l’integrazione dell’agenda degli appuntamenti, etc...
Quello che posso aggiungere e` che questa tesi mi ha arricchito professio-
nalmente, sia in ambito di sviluppo software che nell’ambito di ricerca delle
tecnologie hardware per lo sviluppo di sistemi personalizzati, facendomi co-
noscere da un lato l’ambiente di sviluppo Android e le sue potenzialita`,
e dall’altro le potenzialita` hardware, oltretutto a basso costo, di sistemi
micropc come il Raspberry PI.
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