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Az olvasó 2018 őszén íródott szakdolgozatomat olvashatja. Ezen dolgozathoz tartozik 
egy prezentációs szoftver is, ami szintén a szakdolgozat részét képezi. Annak forráskódja 
valamint számos saját adatállomány megtalálható a szakdolgozathoz tartozó DVD-n. A 
szoftver telepítéséről és használatáról továbbiakban olvashat a Felhasználói 
dokumentáció fejezetben. A dolgozatomban továbbá írok a szakmai interjúkról, a 
piackutatásom eredményeiről és törekszem a jelenkori tudás akvizíciós technológiák 
bemutatására. Amennyiben esetleg kérdése merülne fel a szakdolgozatommal 
kapcsolatban keressen meg bátran. 
 Köszönöm konzulensemnek Gombos Gergőnek az értékes tanácsait és észrevételeit, 
valamint édesanyámnak Szabó Évának, a dolgozat korrektúrájában nyújtott segítségét! 
1.1) Megoldani kívánt feladat 
 
Dolgozatomban az angolszász típusú önéletrajzok -azaz CV-k- gyorsított gépi 




Tavasszal csatlakoztam az ELTE Innolab programjába, ahol Málnay Barnabás 
támogatásával pár ELTE-s programtervező, egy Corvinusos közgazdász és egy 
Pázmányon tanuló pszichológus hallgatóval elhatároztuk, hogy csapatban működve 
elkészítünk egy ATS (applicant tracking system – jelentkező kezelő) típusú HR-es 
eszközt. A projektben végzett munkám miatt nagyobb rálátásom lett a HR iparághoz 
tartozó informatikai rendszerekre és elkezdett érdekelni, hogyan lehetne piacképes ATS-
t előállítani. 
Több személyes interjút készítettem HR-es szakemberekkel, hogy jobban 
megismerhessem a felhasználói oldal igényeit. Kollégámmal, Barna Istvánnal 
számtalanszor feltettük azt a kérdést fejvadászoknak, hogy ha lenne egy HR-es 
varázspálcájuk egy szoftverben, akkor mire használná? Ezzel a kérdéssel ihletet 
próbálunk szerezni új funkcionalitások tervezéséhez. Tapasztalataink szerint jó lenne, ha 
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az idő során felhalmozódott rengeteg CV-ből, ami egy fejvadászcéghez bekerül ki 
lehetne szűrni azokat a jelölteket, akik szóba jöhetnek egy-egy új pozíció 
betöltéséhez. Illetve hasznos lenne, ha az aktuális jelentkezők önéletrajzából hasznos 
információkat tudnánk kiszűrni. Interjúink során úgy tapasztaltuk, hogy jelenleg ma 
Magyarországon -főleg mérnöki és informatikai területeken- nincs elég jelentkező, hogy 
betöltse a piacon rendelkezésre álló pozíciókat. Ez motiválja a HR-es szakembereket, 
hogy szuboptimális jelölteket is vizsgáljanak. 
A piacon működő, általam vizsgált ATS-ek a magyar nyelvet nem megfelelően 
támogatják és csak kulcsszó alapú vizsgálatot tesznek lehetővé a felhasználóknak. 
Kívánatos lenne, hogy ezek a szoftverek képesek legyenek bizonyos szavakból további 
asszociációkat levonni az adott jelöltre vonatkozóan. Például, ha említi a jelölt, hogy 
ismeri a Django-t (Python alapú webes keretrendszer), akkor ebből tudjunk arra is 
következtetni, hogy rendelkezik alapvető információkkal a HTML jelölőnyelvről. 
 
1.3) ATS-ekkel kapcsolatos piackutatás 
Piackutatási munkálataim során azt vizsgáltam, hogy a hazai piacon milyen ATS-ek 
elterjedtek és hogy milyen konvenciókat szoktak meg a felhasználók. A kutatásnak 
továbbá tárgyát képezték a legújabb cégek (főként startupok) innovációs eredményei. 
Kutatásomat úgy foglalnám össze, hogy jelenleg a piacon legelterjedtebb ATS-ek (Taleo, 
Jobvite, Homegrown)[1] elsősorban kulcsszó alapú keresést tesznek lehetővé. Ezeknek a 
rendszereknek az a velejárója, hogy ha a jelölt az önéletrajzában nem hangsúlyoz 
bizonyos kulcsszavakat, esetleg szinonimát használ, akkor ezen önéletrajzok nem 
kerülnek át a rostán, az úgynevezett „előszűrésen”. Ez valójában a piac kevésbé hatékony 
működését okozza, felesleges frusztrációt okoz egyes, egyébként az adott pozícióra 
alkalmas jelöltek esetében és kevesebb potenciális jelölt közül választhatnak a 
fejvadászok. 
 
A magyar piacon vannak hazai fejlesztésű termékek is, kiemelném a HRSzoftver-t, amely 
termék marketing felületein hangsúlyozza, hogy mesterséges intelligenciával segíti a 
fejvadászok munkavégzését. Egy másik hazai cég az Indivizio Zrt. zászlósterméke az 
indivizio+ egy olyan ATS rendszer, ami videó interjúk automatizált kielemzését nyújtja 
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felhasználóinak. A Hiventures kockázati tőkebefektető cég kiemelten nagy összegű seed 
funding-al (magvető finanszírozással) szállt be az indivizo projektbe[2]. 
Világviszonylatban említésre méltónak tartom a Riminder nevű projektet, akik a neves 
Techcrunch Distrupt 2017-en mutatkoztak be. A csapat egy olyan ATS eszközt fejleszt, 
ami deep learning-gel próbál automatizált kapcsolatot teremteni jelölt és pozíció között. 
A startup versenyen 2.3 M dollár befektetést sikerült megszerezniük[3]. 
 
1.4) Munkavégzés jellegének átalakulása a XXI. században 
 
Meggyőződésem, hogy évtizedeken belül drasztikusan átalakul a modern társadalmakban 
a munkavégzés keretrendszere. Nagyobb hangsúlyt fognak kapni a projekt alapú, 
ideiglenes munkavégzési formák és háttérbe fog szorulni, a ma megszokott klasszikus, 
fix munkaidős, heti 40 órát kitevő modell. Továbbá, ha a munkaerőpiaci átalakulást 
vizsgáljuk nem hagyhatjuk figyelmen kívül az automatizációs rátát. Az átalakuló 
munkaerő piacon fajsúlyos szempont lesz, hogy gyorsan egymásra találhassanak a 
munkaerő megvásárlásában és saját munkaerejének eladásában érdekelt felek. Kívánatos 
cél továbbá stabil párosításokat létrehozni, ahol a munkaerőt megvásárló és az eladó fél 
is elégedett.  
A McKinsey intézet kiadott 2017 Januári Executive Summary[15]-ja összefoglalja a 
mélyreható tanulmányt, melyben az automatizáció munkaerőpiacra és gazdaságra 
gyakorolt hatását vizsgálták. Számításaik szerint, közel 16 trillió dollár kerül kifizetésre 
munkabér formájában olyan munkafolyamatok ellátásáért, amik potenciálisan 
automatizálhatók lennének. További jóslatuk az, hogy azon munkahelyek, amik az 
automatizációból fakadó átalakulás mentén feleslegessé válnak új típusú munkahelyekkel 
lesznek pótolva és a gépek munkáját inkább kiegészíteni fogja az emberi munkaerő. 
Hasonlatot állít fel az ipari forradalom során bekövetkező átalakuláshoz: olyan lesz a 
mostani változás, mint ahogy az agráriumból kivonult a munkaerő nagy része. 
Jóslatukban az szerepel, hogy 2055-re az automatizálható termelési folyamatok fele 
sikeresen automatizálva lesz. 
A projekt alapú munkavégzéssel kapcsolatban megfogalmazott jóslatom, a Deloitte 
könyvvizsgáló és tanácsadó cég által fémjelzett Transitioning to the Future of Work and 
the Workplace Embracing Digital Culture, Tools, and Approaches[16] című cikke 
támasztja alá. Ez a cikk elsősorban arról szól, hogy a rendelkezésre álló digitális eszközök 
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átformálták a klasszikus hierarchiára épülő munkaszervezési modellt egy projekt és 
csapat központú, térben elosztott munkavégzési irányba. A digitális transzformáció 
negatív hatásaként emeli ki a cikk, hogy sok manager nagyobb információs zajban kell, 
hogy eligazodjon. Felkeléstől számítva sokaknak több tíz vagy akár száz emailt is át kell 
futnia mire elalszik. Megszaporodott a státusz meetingek, a telefon hívások és az emailek 
száma és ez végülis a managerek figyelmének fragmentálásához vezet. 
1.5) Automatizációs ráta 
 
Az automatizációs rátával azt kísérem meg kifejezni, hogy egy profit képző 
tevékenységet folytató entitás, a saját termelési folyamatában, milyen fokon képes az 
emberi munkaerőt informatikai rendszerekre és gépi munkaerőre cserélni. 
Könnyen rájöhetünk, hogy ez a fogalom közel sem triviális és többféle módon 
megragadhatjuk. Vizsgálhatnánk akár az emberi munkaerőből megspórolt órák számát, 
vagy egy automatizálást nem használó, hasonló termelési tevékenységet folytató szereplő 
profit termelési képességének hatékonysági fokát. Felbonthatnánk egy termelési 
folyamatot több lépésre, majd összeszámolhatnánk, hogy hány lépést teljesít emberi 
munkaerő és hány lépést végez gépi.  
Valószínűnek tartom, hogy a fentiek közül egyik megközelítés sem téves, azonban 
teljesen különböző eredményeket szülhet. 
Az automatizációs rátára a következő számítási módot javaslom: 𝐴𝑢𝑅 = 1 −𝑀𝐶/𝑇𝑃𝐶 
Az AuR jelölje az automatizációs rátát. 
Az MC (Manpower Cost - emberi erőforrás költsége) jelentése, egy termelési folyamat 
emberi erőforrásának a költsége, mint például a munkabér, munkaruha stb. Ezek a 
költségek abból fakadnak, hogy egy termelési folyamat vagy részfolyamat ellátásáért 
emberi munkaerőért fizet egy entitást. 
A TPC (Total Producer Cost – össztermelési erő költsége) pedig mindennemű költség, 
ami termelői erő megvásárlásából fakad. A TPC-be tehát beleértjük a teljes MC-t és 
további forrásokat, amik nem emberi eredetű termelési erőt biztosítanak. Ide érthetjük 
például a programozók munkabérét, akik elkészítik a termelési folyamatot ellátó gépek 
logikáját, vagy az áram költséget, ami a gépek fogyasztásából fakad. 
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A következő gyakorlatias jellegű példában bemutatom az AuR kiszámításának módját, 
ahol két kisbolt kifli sütési és eladási tevékenységének automatizációs rátáját számítjuk 
ki. 
Költségek típusa Kisbarack közért Pajkos póni közért 
Tészta 5 5 
Pék  3 3 
Árufeltöltő 2 2 
Kasszás 2 0 
Önkiszolgáló kassza 0 1 
MC 3+2+2 = 7 3+2 = 5 
TPC 7 3+2+1= 6 
1. ábra Total Producer Cost – Manpower Cost számítása példával 
A tészta költsége értelemszerűen nem képezi sem a TPC sem az MC részét. 
Az Kisbarack közért esetében az AuR értéke a fenti képletbe behelyettesítve 0, azaz a 
termelési folyamat nem tartalmaz automatizációból fakadó költséget és a nincs ingyen 
ebéd elv alapján konkrét automatizációt sem. 
A Pajkos póni közért esetében az AuR értéke 1/6, ez azt jeleni, hogy a termelési erő 
költségeinek 1/6 része nem emberi erőforrásból származik. 
Könnyen észrevehető, hogy ez az értékelési rendszer, amennyiben hatékonyabb 
(valamilyen szempontból olcsóbb) automatizálást használ egy termelő, akkor 
alacsonyabb automatizálási rátát rendel hozzá. Hangsúlyos példa lehetne ezen értékelési 
rendszer ellen, hogy egy ideális automatizálás, ami teljesen ingyenes és termelési 
folyamatot lát el, nem képezné a TPC részét, így az automatizációs rátában nem 
jelentkezne. A nincs ingyen ebéd elve, az én olvasatomban kizárja ezt az esetet, azaz nem 
lehetséges költség nélkül automatizálni. Úgy gondolom, hogy az, hogy egy termelő 
mennyit költ egy termelési módra, az jól kifejezi, hogy milyen fokon vesz részt az a 
termelési mód, a termelési folyamatban. 
Előnye ennek az értékelési rendszernek, hogy abszolút, nem szükséges két termelőt 
összehasonlítanunk, hogy megkaphassuk egymáshoz viszonyított értéküket. Nem 
szükséges feltételeznünk egy olyan ideális termelőt, aki csakis emberi erővel végeztet, 
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mindenfajta termelési folyamatot, hogy azzal összehasonlítva láthassuk, hány munkaórát 
vagy mennyi munkabért spórol meg a termelőnek az automatizáció. 
Úgy gondolom, hogy ha nem is az én meghatározásom, de egy meghatározás szükségessé 
fog válni a jövőben, ugyanis érvelhető, hogy ha egy termelő nagy fokú automatizációs 
rátával rendelkezik az közterhet jelent, hiszen ezzel (az egyébként racionális) döntésével 
emberek által betölthető munkahelyeket tesz szükségtelenné.  
További értelmezéseket ismerhet meg az olvasó autótermelői szemszögből bemutatva T. 
Fujimoto: What Do You Mean by Automation Ratio? Definitions by the Japanese Auto 
Makers[17] című cikkében, ami a Transforming Automobile Assembly Experience in 
Automation and Work Organization című könyvben is szerepel. 
1.6) A szakdolgozat szoftveres jellemzői 
 
A következő részekben elsősorban a szoftverrel és annak fejlesztésével kapcsolatos 
információkat gyűjtöttem össze. 
A dolgozatom szoftveres komponensét Python(3.6.5)-ben, a Django nevű webes 
keretrendszert használva írtam meg. Azért választottam webes környezetet, mert 
szeretném, hogy a későbbiekben, a munkámból kiindulva létrehozhassak egy SaaS 
(Software as a Service) alapú eszközt. A rendszerem jelenleg is alkalmas, hogy egy 
webszerveren keresztül elérhető legyen. 
Autentikáció után a felhasználó feltölthet önéletrajzokat és a rendszer a feltöltést 




A szoftver fejlesztése során, különösen mivel webes szoftverről van szó, ügyeltem a 
biztonságra. A szoftver védett több nevezetes támadással szemben is: SQL injektálástól, 
oldalak közti scripteléstől (XSS), oldalak közti kéréshamisítástól (CSRF). A felhasználó 
által készített fiók jelszava csak azután kerül lementésre, hogy azon alkalmaztunk 
kriptográfiai hasítófüggvényt (SHA256). 
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1.8) Elemzési stratégia 
 
A bemeneti önéletrajzon miután nyelvfelismerést végez a szoftver, különböző 
eljárásokkal megkeresi az önéletrajzban az alapadatokat. Kihasználja az önéletrajz 
formátum sajátosságait, bízunk abban például, hogy az önéletrajzban az első személynév 
a jelentkező neve lesz.  
Az alap információk összegyűjtése után megpróbálunk kulcsszavak alapján különféle 
szakértelmeket összegyűjteni, valamint ügyes algoritmusokkal megkeressük, hogy a 
jelölt milyen oktatási intézményekkel volt érintkezésben illetve, hogy milyen cégeknél, 
alapítványoknál stb. dolgozott. Keresünk továbbá a beszélt nyelvekre is. 
1.9) Későbbi célok 
 
Későbbi célom, hogy ezekből az adatokból, főleg a szaktudást leíró kulcsszavakat 
figyelembe véve további elemzéseket hajtson végre a szoftver. Terveimben a 
legfontosabb elemzés a Latent semantic analysis (LSA) lesz, mely segítségével azonos 
foglalkozási csoportokhoz tartozó szavak halmazát leszek képes felállítani, megfelelő 
mennyiségű bemenetre, ezzel észlelve akár a hasonlóságot két önéletrajz között, vagy 
lehetőségem nyílik, hogy kifejezhessem „mennyire programozó?” egy vizsgált önéletrajz 
anélkül, hogy konkrét kulcsszavakra próbálnék keresni. Az LSA elemzés nem áll másból, 
mint egy dokumentum gyűjteményre felállított tf-idf (term frequency-inverse document 
frequency) mátrix felállításából, ami azt a célt szolgálja, hogy egy-egy szóról 
kifejezhessük, hogy mennyire fontos egy-egy fogalom az adott dokumentumban, 
mennyire egyedi az a szó a többi dokumentumhoz képest. Amint sikeresen felállítottuk a 







2.0) Felhasználói dokumentáció 
 
2.1) A szoftverről röviden 
 
A szoftver önéletrajzok feldolgozására alkalmas. Feltölthet önéletrajzokat, majd azokat a 
szoftver elemzi és az elemzés eredményét eltárolja. Ezeket az eredményeket később 
törölhetjük, módosíthatjuk. A szoftver egy webapplikáció, ami egy felhasználói felületet 
biztosít, amit böngészőn keresztül érhet el. A használathoz el kell indítania a szervert is a 
saját rendszerén, de ha egy nyilvánosan elérhető webszerverre telepíti fel a környezetet, 
akkor más gépről is használhatóvá válik a felhasználói felület. 
2.2) Jelmagyarázat 
 
Ebben a fejezetben az áttekinthetőség kedvéért bevezetek új jelöléseket.  
• Ez a magyarázó szöveg. 
• Parancs, amit beír a konzolba 




A szoftver alkalmas arra, hogy egy távoli elérésű szerverre feltelepítve egy távolról 





1. A szakdolgozathoz mellékelt adathordozóról másolja át a thesis mappát a 
számítógépére. 
 
2. Amennyiben a Python 3.6.5. interpreter nincs telepítve a számítógépén akkor ezt 
a weboldalt felkeresve letöltheti az operációs rendszeréhez tartozó verziót. 
https://www.python.org/downloads/release/python-365/ 
 
3. Telepítse fel a Python 3.6.5 interpretert a számítógépén, majd adja hozzá a Path 
nevű környezeti változóhoz a Python 3.6.5 elérési útját. Az alábbiakban 
részletezem ennek menetét.  
Nyomjuk le a Windows gombot és keressünk rá, hogy „environment variables”-
ra, hogy szerkeszthessük a környezeti változókat. Magyar nyelv esetén 
„environment variables” helyett a „környezeti változók” kifejezésre keressünk 
rá, majd kattintson az „environment variables” vagy „környezeti változók” 
gombra. A környezeti változók között keressük meg a Path nevű környezeti 
változót és írjuk bele a Python 3.6.5-nek az elérési útvonalát. 
4. ábra PATH módosítása Windows alatt 
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4. Amennyiben sikeresen hozzáaadta a Path-hoz a Python3 elérési útvonalát, akkor 
indítson el egy command promtot a windowsban adminisztrátori jogkörrel. (Elég 
csak a keresőbe beírni, hogy cmd majd a megjelenő ikonra kattintva elindíthatjuk 
a command promt-ot. Tesztelje le, hogy működik-e a python interpretere. Írja be 
az alábbi utasítást a konzolba: python majd egy enter lenyomása után, ha az 
alábbi ablakot látjuk, akkor eddig a telepítés sikeres. 
5. exit() parancs kiadásával visszajuthatunk a command promth-oz. 
 
6. A Python pip3 csomagkezelő modulját fogjuk innentől kezdve használni a 
telepítés során. Az adattárolóról letöltött thesis mappa tartalmaz egy 
requirement.txt fájlt. A feladata, hogy a cd utasítást a command promt-
ból megfelelően használva elnavigáljon a thesis mappába. Amennyiben az 
asztalon helyeztük el a mappát, akkor a helyes paraméterezés az alábbi lehet:  
cd Desktop\thesis A lényeg, hogy a thesis mappa elérési útvonalát adja 
meg paraméterül. 
7. Amennyiben sikerült elnavigálnia a thesis mappába, akkor adja ki a következő 
utasítást, a command promton belül  
pip install -r requirements.txt Ezzel utasítást adunk a pip-nek, 
hogy telepítse fel a szükséges python csomagokat, amik dependenciái a 
projektnek. A telepítéshez internet kapcsolat szükséges. 
8. Ezzel befejeződött a környezet telepítése. 
2.5) Telepítés Linux disztribúció alatt 
 
A telepítés módja linux disztribúciók esetében is hasonló lépésekből áll. Amennyiben a 
rendszere nem rendelkezik minimum python 3.6.5-ös verziószámú pythonnal, akkor 
telepítse fel a disztribúció által biztosított csomagkezelő segítségével. Ezután telepítsük 
fel a pip3-at. A python csomag dependenciákat ugyanúgy ajánlom a 
requrirements.txt segítségével feltelepíteni, mivel a szükséges dependenciák 
5. ábra Python konzol 
14 
 
verziószámát itt megfelelően állítottam be így nem ütközhet olyan problémába, hogy nem 
megfelelő verziójú csomagot telepít föl. 
2.6) Dependencia lista 
 
csomag neve verziószám elérhetőség 
langdetect 1.0.7 https://pypi.org/project/langdetect/ 
Django 2.1.3 https://pypi.org/project/Django/ 
pdfminer.six 20181108 https://pypi.org/project/pdfminer.six/ 
docx 0.2.4 https://pypi.org/project/docx/ 
6. ábra Szükséges külső Python modulok 
2.7) A szerver futtatása 
 
Amint sikeresen befejezte a telepítési lépéseket, rátérhet a rendszer üzembehelyezésére. 
Amennyiben el szeretné indítani a Django szervert, akkor indítson el egy command 
promtot majd a cd parancs segítségével navigáljon a thesis mappába. A cd parancs 
használatáról és a command promt elindításáról olvashat a Telepítés fejezetben a 11. és 
12-ik oldalon. 
A szervert a command promtból alábbi utasítással futtatható. 
python manage.py runserver 
A parancs kiadása után, kis várakozást követően a command promt-on a következő üzenet 
jelenik meg. 
 
Írja be a böngészőbe a http://127.0.0.1:8000/cvanalyzer/ címet, ha el akarja érni a 
felhasználói felületet. 
7. ábra Sikeresen elindított szerver 
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2.8) A szerver leállítása 
 
Alapértelmezetten a CTRL+C billentyűkombináció command promt-on belüli 
lenyomásával leállíthatja a szerver futását. 
2.9) Új felhasználó készítése 
 
Új felhasználót a szükséges jogosultságokkal a command promt-ban kiadott megfelelő 
paranccsal tud készíteni. 
python manage.py createsuperuser 




Amennyiben először látogatja meg böngészőnkből a weboldalt, akkor egy bejelentkezési 
felületet fog látni. 
 
Az Username mezőhöz adja meg a felhasználó készítésénél választott felhasználónevet. 
A Password mezőhöz írja be a választott jelszavát. 
 
8. ábra Belépési felület 
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Alapértelmezett felhasználónév: test 
Alapértelmezett jelszó: almafa123 
2.11) Alapfunkciók 
 
Sikeres bejelentkezés után a kezdőképernyő lesz látható. 
 
1 – Vezérlő sáv  
• Upload File:   Új önéletrajzot tölthetünk fel a rendszerbe. 
• Change Password:  Módosíthatjuk jelenlegi jelszavunkat. 
• Log out:   Kiléphetünk a felhasználói fiókból. 
2 – Analízis eredmények 
Az Applicants linkre kattintva megnézhetjük az eddigi analízisek eredményeit és a „+ 
Add”-ra kattintva felvihetünk kézzel egy új jelentkezőt a rendszerbe. 
3 – Történet  
A Recent actions alatt megtekintheti a közelmúltban végzett adatbázis műveleteket. 
 
2.12) Önéletrajz elemzése 
 
A szoftver fő funkcionalitása a feltöltött önéletrajzok elemzése. Támogatott 
fájlformátumok: docx, pdf, txt 
A rendszer végez nyelvfelismerést a beérkező dokumentumon. Amennyiben a feltöltött 
dokumentum nyelve nem magyar, akkor nyelvfelismerés után a rendszer lezárja az 
elemzést, mert az elemző függvények jelenleg csak magyar nyelvre léteznek. 
.9  ábra Főmenü 
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Ahhoz, hogy új elemzést indíthasson, kattintson a vezérlő sáv>upload file -ra. Majd a 
megjelenő oldalon válassza ki a feltölteni kívánt fájlt és kattintson a Submit gombra. 
Amennyiben sikeresen lefutott az eredmény egyből az adatbázisban tárolt analízis 
eredmények megjelenítésére szolgáló listát fogjuk magunk előtt látni. Itt időrendi 
sorrendben vannak listázva az analízis eredmények. A legfelsőre kattintva megnézheti a 
legújabb analízis eredményét. 
Amennyiben nem támogatott fájlformátumú állományt töltött fel, akkor az alábbi választ 
fogja kapni a webszervertől. Nem kell megijednie, ebből probléma nem származik. 
Ilyenkor a Back-re kattintva visszakerülhet a főoldalra. 
10. ábra Analízis eredmények listázása 




2.13) Az Analízis eredménye 
 
Az analízis eredmények közül, ha rákattint egyre, akkor a rendszer elnavigálja az 
eredményt megjelenítő oldalra. 
A szövegmezőkbe kattintva átírhatja az analízis eredményét.  
Legfelül található egy ischecked felíratú checkbox. Amennyiben ezt bepipálja és lementi 
az analízis eredményét, akkor az analízis eredményeket tartalmazó listán ez látszódni fog. 
Ennek segítségével jelölheti magának, hogy mely analízis eredményeket nézte már át 
megfelelően. 
  




Jelenleg a nyelvfelismerésen kívül a következő információk megtalálására végez analízist 
a szoftver, ezekhez található szövegmező az analízis eredmény oldalon: 
Programban található megnevezés Magyar megfelelő 
Surname Vezetéknév 
Firstname Keresztnév 
Prefixes Név előtagok (pl.: dr) 
Gender Nem 
Birthdate Születési dátum 
Emails Email címek 
Phone nums Telefonszámok 
City Város 
Info skills Informatikai tudás 
Address Lakcím 
Language skills Nyelvi tudás 
Skills Egyéb tudás 
Organizations Szervezetek/Cégek 
Job titles munkahelyi pozíciók 






2.14) Analízis eredmény – Törlés/Mentés 
Megnyitott analízis eredmény felhasználói felületén alul találhatunk egy vezérlő sávot. 
Delete gombra kattintva, megerősítés után törölheti az analízis eredményt. 
Save and add another gomb segítségével mentheti a jelenlegi állapotot és új jelöltet vihet 
be a rendszerbe. 
Save and countinue editing funkcionalitás arra való, hogy az eddigi módosításokat 
rögzítsük az adatbázisban, de a jelölt oldalán maradjunk. 
Save gomb segítségével pedig lementhetjük az eddigi munkánkat. 
 
2.15) Adatbázis gyors ürítése 
 
Tömegesen törölhet elemzési eredményeket az adatbázisból az alábbi módon. 
 
15. ábra Tömeges törlés 
Navigáljon az analízis eredményeket tartalmazó listához. Ezután a következő lépéseket 
hajtsa végre. 
1 – Kattintson a Name felíratú checkboxba 
2 – Válassza ki a Delete selected applicants utastást. 
14. ábra Analízis eredményének törlése/mentése 
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3 – Kattintson a Go felíratú gombra és erősítse meg a törlési szándékot. 
 
 
2.16) Jelszó módosítása 
 
Annak céljából, hogy módosíthassa a felhasználóhoz tartozó jelszót kattintson a felső 
vezérlősávban a Change password feliratra. 
 
1 – Ide kerüljön régi jelszava. 
2 – Ezen két mezőbe kerüljön az új jelszó. 
Amint kiválasztott egy minimum 8 karakter hosszúságú jelszót, amely nem lehet tisztán 




A vezérlősávban található Logout feliratú gomb lenyomásával kijelentkezhet a 
webapplikációból. A főoldal ismételt meglátogatása esetén a webszerver a bejelentkezést 
biztosító felületre fogja irányítani.  
  
16. ábra Jelszó módosítása 
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3.0) Fejlesztői dokumentáció 
 
3.1) Megoldási terv 
 
Szakdolgozatom elsődleges célja természetes-nyelvi feldolgozást biztosító sajátos 
algoritmusok implementációja. Azonban a későbbi használat szempontjából és azért, 
hogy a szakdolgozat egy egységes program legyen szükségesnek tartottam, hogy ne csak 
egy konzolos alkalmazást valósítsak meg, hanem egy webes környezetbe helyezzem el 
megoldásaimat. 
A szoftver elkészítésénél a Django nevű webes keretrendszer mellett döntöttem. Erőssége 
ennek a rendszernek, hogy nyílt forráskódú és az MVC (Model-View-Controller) 
architektúrára nagyon hasonlító MVT (Model-View-Template) achitektúra mintával 
rendelkezik. Ez a típusú architektúra jól szeparálja a különböző feladatot ellátó 
szoftverkomponenseket. Bár megnehezítette a feladatot, hogy mind a Python nyelv, mint 
a Django számomra teljesen új volt, de a Webes Alkalmazások Fejlesztése nevű tárgyam 
teljesítése közben megismerkedtem egy másik MVC architektúrára épülő rendszerrel, a 
.NET Core-al. Az ott megszerzett tudás birtokában annyira nem volt idegen ez a rendszer 
sem. 
A Django alkalmas arra, hogy együtt fusson Apache vagy Nginx webszerverekkel. Ez 
nagyban segít a load balance-t megoldani. Én a későbbiekben Nginx-et tervezek 
használni, mivel tudomásom szerint az Apache webszervernek nagyobb a memória 
igénye, mert minden új beérkező kérés esetén külön thread-et indít. 
A megjelenítés és a felhasználó autentikáció megoldásához, mivel a természetes-
nyelvfeldolgozó algoritmusaimat leszámítva a szoftver egy CRUD (Create Read Update 
Delete) alkalmazás, ezért célszerűnek tartottam a Django admin site céljaimnak 
megfelelő módon történő felüldefiniálását. A Django admin site része a Django 
projektnek és egy remekül használható igényes felületet nyújt. A felhasználók és 
jelszavaik tárolásáról a django.contrib.auth Django modul gondoskodik. Ez SHA-256-
os típusú kriptográfiai hasítófüggvénnyel végzi a jelszavak tárolás előtti titkosítását. 
Nagyon hálás dolog egy természetes-nyelv feldolgozó projektet Python3-ban elkezdeni, 
mert sok beépített nyelvi eszköz könnyűvé teszi a stringekkel való bánásmódot. Valamint, 
mivel az adattudósok között nagy népszerűségnek örvend a nyelv, ezért rengeteg kész és 
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szabadon hozzáférhető/tanulmányozható modul közül válogathat az ember. Egy nagyon 
jól megírt C vagy C++ programmal hatékonyság terén a Python nehezen tud labdába 
rúgni. Azonban „nehezebben lövi magát az ember lábon” ezzel a multiparadigmális 
nyelvvel. A Python nyelven íródott programok könnyen felhasználhatók más közegben 
is, hiszen a forráskódot nem kell külön operációs rendszer és hardver architektúrára külön 
lefordítani összehasonlításban a C++-al, ugyanakkor ezért áldozatot kell hoznunk, hiszen 
például a modern C++ fordítók sok hatékony optimalizációs lépést végeznek. 
A fejlesztés során a legfontosabb segédeszközöm a Django dokumentációját tartalmazó 
weblap volt. Ez egy remek dokumentáció és tartalmaz egy nagyon jó tutorial-t[4], amiben 
részletezve vannak, hogyan lehet könnyen létrehozni egy új projektet a Djangoban. 
Azoknak, akik szívesen átalakítanák a forráskódot, de nem találkoztak még a Djangoval 
mindenképp ajánlom a tutorial lépések teljesítését.  
3.2) uWSGI – nginx 
 
Az uWSGI[8] egy C-ben íródott, a WSGI (Web Server Gateway Interface)-t támogató 
szerver alkalmazás, ami a Django applikációnak biztosít egy szerver containert. A WSGI 
egy konvenció a webszerverek számára, arra nézve, hogy hogyan továbbítsanak kéréseket 
Python programozási nyelven íródott applikációknak. Az uWSGI egy kliens-szerver 
modellt követve funkcionál. A web szerverünk (pl.: nginx, Apache) a django-uwsgi 
„worker” processel kommunikál.  
Az uWSGI lényegében egy szükséges „middleware” a kommunikációs láncolatban, 
mivel az nginx nem ismeri a WSGI konvenciót[6], azonban a Django alkalmazásunk a 
WSGI-ben specifikált kommunikációs formát várja. Azonban jegyezzük meg, hogy az 
uWSGI önmagában is egy teljes http szerver, ami önmagában is alkalmas arra, hogy 
kiszolgálja a http kliensek kéréseit.  
Felmerülhet a kérdés, hogy miért tartom szükségesnek az Nginx használatát. Az Nginx 
egy webszerver[5], ami használható reverse proxy-ként és load balancer-ként is. Az 
Nginx-et Igor Sysoev orosz szoftvermérnök alkotta azért, hogy megoldja a C10k 
problémát. A C10k probléma[7] egy optimalizációs feladatként is felfogható, ahol 
network socket-etek működését kell optimalizálni úgy, hogy nagy mennyiségű klienst ki 




Egy reverse proxy védelmet kínálhat alkalmazásunknak úgy, hogy tűzfalként funkcionál, 
így védve a webapplikációt például DoS támadásoktól. A szoftveres load balancer 
alkalmas lehet arra, hogy ne terheljünk túl olyan szervereket, amik már így is elfoglaltak 
más kérések kiszolgálásával. 
3.3) Rendszer architektúrális felépítése 
 
A szoftver különböző komponenseit a thesis django projekt fogja össze. Egy django 
projektet egy vagy több django app építi fel. Ebben a projektben egy app található, ez a 
projekt központi komponense is egyben, ez pedig a cvanalyzer. A projektben ezen 
felül megtalálható egy mappa, aminek a neve megegyezik a projekt nevével, azaz 
thesis. A thesis mappában többek között megtalálható a projekttel kapcsolatos 
kulcsfontosságú konfigurációs beállításokat tartalmazó settings.py. Ezt a python 
fájlt a fejlesztés során megfelelően kell beállítanunk. A projekthez tartozik még egy 
upload, ami temporális fájlok tárolását valósítja meg és egy utilities, ami pedig 
egy a természetes-nyelvfeldolgozás során használt szójegyzékek megfelelő alakra 
hozását megvalósító függvényeket tartalmazó mappa. A projekthez mindezeken 
túlmenően tartozik egy adatbázis is, aminek a típusa sqlite. 
A thesis projektben, ahogy írtam egy app található meg, ez a Cvanalyzer. Röviden 





Komponens neve Feladata 
Gazettes Itt találhatók az elemzéshez használt szószedetek 
migrations Az adatbázis eddigi migrációit tartalmazó fájl 
templates Template html fájlok, ezek dinamikusan renderelődnek 
__init__.py Minden applikációnak része, nem került módosításra 
admin.py Felüldefiniálásokat tartalmaz a django adminhoz 
analyzer.py A legfontosabb komponens, itt találhatók az analizáló fv-k 
apps.py Konfigurációs fájl 
forms.py Fájlbeküldésnél használt webform 
models.py Adatbázis tábláinak szignatúráját tartalmazza 
urls.py url „match”-elésért felelő komponens 
utils.py fájl feltöltését valósítja meg, kiterjesztést ellenőriz 
views.py MVC architektúra alapján, a nevével ellentétben, itt 
találhatók a kontrollerek 
17. ábra A szoftver komponenseinek listája 
Látható, hogy a models.py egy Python fájl. A Django „Code-First” funkcionalitását 
kihasználva nem szükséges kézzel írott SQL utasításokat kiadnunk, hogy létrehozzuk a 
megfelelő szignatúrájú táblákat, hanem osztályokat adunk meg és minden models.py-
ban megfelelően megadott osztályhoz a Django generál egy új táblát az adatbázison belül. 
Az analyzer.py-ben találhatók saját, regexekre és más fajta keresési eljárásokra 
épülő, algoritmusaim gyűjteménye, amik a természetes-nyelvfeldolgozást végzik. Egy 
külön bekezdést szentelek a fejlesztői dokumentációban ezen algoritmusok működési 
elvének leírására, ezért itt részletesen nem kerülnek kifejtésre. 
Az urls.py végzi a kliens által elérni próbált linkek egyeztetését. Az egyeztetéshez 








Adatbázis kezeléshez sqlite-ot használok. Az sqlite-nak több előnye is van, például nincs 
szerver oldala, ezért nem szükséges telepíteni, konfigurálni. Bárhol tárolható egy fájlból 
álló adatbázis. Igazodik a projekt cross-platform jellegéhez. Az adatbázis egyetlen 
táblából áll, feladata, hogy tárolja az analízis eredményeket. Az adatbázis egy rekordja 
egy elemzési eredménynek felel meg. Az adatbázis egyetlen táblája az Applicant. 
Az adatbázis egyed-kapcsolat diagrammja 
Az id nevű attribútumot a django alapértelmezettenen legeneráltatja az sqlite-al.  
A language mezőben kerül tárolásra az elemzett önéletrajz nyelve. 
A phone_nums mezőben az elemzett önéletrajzban található telefonszámokat tároljuk. 
 Az emails mezőben a fellelt email címek kerülnek tárolásra.  
18. ábra Egyed-kapcsolat diagram 
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A birthdate mezőben a feltételezett születési dátumot tároljuk.  
A gender a keresztnévhez tartozó nemet tárolja.  
A firstname a keresztnevet a surname pedig a vezetéknevet rögzíti.  
Az ischecked mező azt tárolja, hogy átnézte-e már valaki az analízis eredményeit.  
A prefixes-ben a nevet megelőző előtagokat tároljuk, mint dr. vagy prof.  
A city-ben a lakcímhez tartozó város kerül letárolásra.  
Az address-ben a megtalált lakcím maradékát tároljuk a város nélkül. 
Az info_skills-ben informatikai skilleket, a language_skills-ben a felsorolt 
nyelvismereteket rögzítjuk. 
A skills attribútumhoz tartozó mezők feladata, hogy egy általános skillgyűjtemény 
alapján megtalált skilleket elraktározza. 
A pub_date-ben időbélyeg mező, itt rögzítésre kerül a rekord létrejöttének dátuma. 






















19. ábra Appilcant tábla attribútumainak Django-ban megadott típusa 
3.5) Adatbázis migrálás 
 
Amennyiben az adatbázis létrejötte után szeretnénk módosítani egy táblának az 
attribútum listáján anélkül, hogy új adatbázis fájlt készítenénk a legegyszerűbb, ha 
migráljuk az adatbázist. Ezt két lépésben tehetjük meg a Django segítségével. 
Ezt a következő módon tehetjük meg: 
• Módosítjuk a kódrészletet, ami alapján az adatbázis generálás történik. Ezt a 
cvanalyzer/models.py-ban eszközölhetjük jelen projekt esetében. 
• A python manage.py makemigrations utasítás konzolon belüli 
kiadásával elkészítjük a migrációs fájlt. 
• A python manage.py migrate utasítással alkalmazzuk a migrációsfájlt az 
adatbázison. Ezzel sikeresen migráltuk az adatbázist. 
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3.6) Modul szerkezeti diagram 
 
Az alábbi diagramm leírja, hogy milyen különböző komponensek alkotják a szoftvert és 
ezek miképpen lépnek egymással interakcióba. Egy alapvető működési eset a weboldalon 
történő navigáció. 
Felhasználó navigációja az oldalon: 
• A kliens felől egy HTTP GET üzenetben fogadunk egy url-t, amit az urls modul 
feldolgoz, majd az url alapján a megfelelő viewhoz irányít. 
• Az adott view függvény esetleg egy template segítségével, amennyiben szükséges 
akkor az adatbázisból olvasva egy HTTP Response-t állít elő. 
• A HTTP Resonse-t fogadja a kliens. 
Új önéletrajz feltöltése: 
• A kliens HTTP POST üzenet formájában elküld egy fájlt a szerver felé. 
• Az upload_file view függvény ebben az esetben temporálisan eltárolja a feltöltött 
önéletrajzot. 
• Az upload_file függvény példányosítja az Analyzer osztályt és átadja 
létrehozáskor az objektumnak paraméterül a feltöltött temporális fájl elérési 
útvonalát. 
• Az Analyzer objektumban lefutnak az analízist végző metódusok. Saját futása 
során használja a Gazettees néven említett szószedet gyűjteményt. 
• Az elemzés végén a leszűrt eredményeket beírja az adatbázisba. 
• Miután bekerültek az adatbázisba az eredmények a django admin által biztosított 





A Django által biztosított MVT architektúrában egyedül a model igényli és támogatja az 
osztály használatát. Az adatbázis Code First elv mentén generáljuk ki. Az Adatbázis 
című fejezetből kiderül, hogy egy táblát használunk az analízis eredmények eltárolására.  
  
20. ábra Modul szerkezeti diagram 
21. ábra Applicant osztálydiagramja 
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A Djangoban egy tábla egy osztálynak felel meg. Az osztály mezői, a tábla 
attribútumainak felel meg, melyekhez sajátos a Django által biztosított „típust” 
rendelhetünk, ami meg fogja határozni a kigenerálandó SQL kódot. A sajátos adatbázis 
típusokat és a generálás menetét a beépített django.db-ben található models modul 
biztosítja. 
A Django architektúrának nem képezi részét az Analyzer komponens. Egyedül az 
adatbázissal lép kapcsolatba, amikor beleír. A feltöltést kezelő view függvény, az 
upload_file használja ezt a komponenst. Minden futó analízist egy osztály enkapszulál. 
Ennek az az előnye, hogy az analízis során beolvassuk az önéletrajz szövegét és azt a 
memóriában tároljuk. Az analízist végző függvények ennek az osztálynak a metódusai és 
az analízishez szükséges adatokat elég egyszer beolvasnunk. Az analízis befejeztével 
garantált, hogy az objektum élettartamának végéhez ér és az általa használt erőforrások 
felszabadulnak. 
A következő osztálydiagramm az Analysis nevű osztály pontos leírását tartalmazza. Az 
Analyzer osztály pontos működését a 3.8) Analyzer.py működésének leírása című 











22. ábra Az Analysis osztálydiagramja 
33 
 
3.8) Use Case Diagram 
 
Szoftvereket általában emberi használatra tervezünk (természetesen számos kivétel van). 
A validációs interjúk alatt megtanultam, hogy érdemes a végfelhasználókkal a fejlesztés 
során folyamatosan valamilyen formában tartani a kapcsolatot. Onnantól kezdve pedig 
különösen, hogy van valamilyen kezdetleges felhasználói felület, amit kipróbálhatnak. 
Nagyon sok időt és energiát spórolhat meg az ember, ha szán a végfelhasználókkal való 
folyamatos konzultációra időt a fejlesztő. 
Úgy válhat sikeres szoftverfejlesztővé valaki, ha legalább akkora figyelmet szentel azokra 
az emberekre, akiknek készíti a termékét, mint az optimalizálásra és megoldásainak 
szépségére. Hiába beszélünk egy jól skálázható, optimális futási idővel és 
memóriahasználattal rendelkező szoftverről, ha a nap végén nem veszi meg senki. 
A Use Case Diagram egy jó eszköz a fejlesztés korai szakaszában, hogy szem előtt 
tarthassuk magunk előtt a tervezett funkciók halmazát. Egy másik általam kedvelt és a 
való életben is viszonylag sikeresen alkalmazott eszköz a MoSCoW metodika. Ez a korai 
tervezési szakaszban ad egy lehetőséget prioritási lista felállítására a különböző tervezett 
funkcionalitások között. Ötletelés után soroljuk a következő négy kategóriába a 
csapat/saját ötleteinket: (Must have, Should have, Could have, Won’t have) Erőforrásaink, 
időnk és pénzünk végesek és az ilyen praktikák segíthetnek előre azonosítani a 
kulcsfontosságú elemeket egy projekt szempontjából. 
 
 




3.9) Analyzer.py működésének leírása 
 
Az Analyzer.py az Analysis nevű osztályban enkapszulálja az elemzést/kereséseket végző 
metódusokat és elvégzi az eredmények adatbázisba írását. Az elemző metódusok 
általában reguláris kifejezésekre történő illeszkedésvizsgálattal és karaktersorozatokon 
végzett keresések kombinációjával ad eredményt. Némely elemző metódus használ külső 
szószedetet (például: név keresés, város keresés) más elemző metódusok nem használnak 
(pl.: telefonszám, email kereső). 
A továbbiakban bemutatom metódusainak működését. 
__init__(self, relative_path): 
Az __init__ a Python nyelvben az osztályok konstruktor függvénye. Az 
osztályhoz tartozó metódusok első paraméterén keresztül magát az objektumot és 
a hozzátartozó metódusokat vagy mezőket érhetjük el. Konvenció szerint a 
Pythonban ennek a paraméternek a neve a self. 
A relative_path a felhasználó által feltöltött, majd lementésre került fájl relatív 
helyét tartalmazza a fájlrendszeren belül. 
Az __init__ függvény feladata, hogy létrehozza az adatmezőket és beolvassa a 
szükséges szószedeteket. A szószedetekről részletesen írok a 3.9) Szószedetek 
gyűjteménye – Gazettees fejezetben. A beolvasások után elindítja az elemzést a 
run_analysis függvény meghívásával. 
run_analysis(self) 
A függvény mindenekelőtt beolvassa a feltöltött fájl tartalmát a read_input_file() 
kiadásával. Ezután megfelelő sorrendben meghívja az elemző függvényeket. 
Először megvizsgáljuk, hogy az elemzett dokumentum nyelve magyar-e. Az 
elemzés -tekintve, hogy jelenleg, csak a magyar nyelvű önéletrajzok 
támogatottak- csak akkor folytatódik, ha a dokumentumról úgy sejtjük, hogy 
magyar nyelvű. Magyar és más nyelv esetén is azonban létrehozunk egy analízis 
eredményt, és beírjuk az adatbázisba a create_new_analysis_result() metódussal. 
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Amennyiben megszakítottuk az elemzést a nem támogatott nyelv miatt, akkor az 
analízis eredménybe erről kerül be információ. 
read_input_file(self) 
Ez a függvény a feltöltött fájl kiterjesztésétől függően, vagy egy pdf, vagy egy txt 
vagy egy docx beolvasást hajt végre. A txt beolvasása nem használ külső modult. 
A pdf beolvasását a pdfparser() függvényem végzi, amit a pdfminer modul 
felhasználásával írtam meg. A docx beolvasásáért pedig a docxparser() felel. Ezen 
függvény elkészítéséhez a docx nevű külső modult használtam. 
detect_language(self) 
Beolvasott karakterláncról eldönti, hogy magyar vagy más nyelven íródott-e. 
Ennek a függvénynek a megírásához a langdetect külső modult használtam fel. 
find_hungarian_name(self) 
Ez a függvény azért felelős, hogy az önéletrajzban vezetéknevet és keresztnevet 
keressen, a név alapján megállapítsa az önéletrajzban szereplő ember nemét és 
esetleg a név előtt szerepelő prefixeket összegyűjtse. Teljes név alatt egy 
vezetéknév és egy keresztnév kombinációját értem. Általánosságban megjegyzem 
a magyar nevekről, hogy legfeljebb kettő tagból állhat a keresztnév és legfeljebb 
kettő tagból állhat a vezetéknév is. A vezetéknévre sok megszorítást nem tudunk 
tenni azon túl, hogy a szó elején nagybetűvel írandó. Bármilyen szó lehet 
vezetéknév, akár bejegyzett keresztnév is pl.:Sebők Tamás, hiszen a Sebők 
bejegyzett férfi keresztnév. A keresztnevekre tudunk megszorítást tenni, csak 
bejegyzett keresztnév szerepelhet a névben. Ezt ki fogjuk használni a megoldási 
stratégia felállítása során. Először a bemenetet, ami egy nagy karakterlánc a 
szóközök között karakterláncok listájává daraboljuk. Addig iterálunk ezen a 
listán, amíg nem sikerül elkészítenünk az első teljes nevet. Amennyiben szerepel 
az aktuális szó vagy a férfi vagy a női keresztnevek között, akkor először jobbra 
terjesztjük ki a keresést. Megnézzük, hogy tőle jobbra szerepel-e olyan szó, amit 
tartalmaz a keresztnevek gyűjteménye. Azért fontos ez, mert különben a Sebők 
Tamás jellegű neveket nem tudnánk sikeresen detektálni. Amennyiben jobbra 
nem találunk további keresztnév lehetőségeket közvetlenül, akkor elindulunk az 
első keresztnév találattól számítva balra. Bal oldalon egy speciális vezetéknevek 
36 
 
mintáját leíró reguláris kifejezésre való illeszkedést figyelünk. Amennyiben van 
illeszkedés, akkor hozzávesszük a szót, de csak akkor ha az adott szó nem szerepel 
a tabuhalmazban szereplő szavak között. Amennyiben sikerül szeparálnunk egy 
vezetéknevet és egy keresztnevet ilyen módon, akkor befejezzük a keresést, 
egyébként a névkeresés lezárul. A nemet az alapján állapítjuk meg, hogy a 
keresztnevek közül a hátsó milyen nemhez tartozik. A függvény az elemzéshez a 
hu_female_forename.txt, hu_male_forename.txt és a taboo_hun.txt tartalmát 
használja. 
find_email(self) 
Ez a függvény nem használ külső szószedetet működéséhez. Az iterálás a 
bemeneti karakterlánc szóközök mentén feldarabolt karakterlánc listán zajlik. Az 
email címek sajátos formáját leíró reguláris kifejezésre vizsgálunk illeszkedést. 
Az első megtalált email címnél nem áll le a keresés, összegyűjtünk minden 
megadott email címet. 
find_hungarian_phonenum(self) 
Telefonszámok esetében hasonlóképpen járunk el mint az emailek esetében, 
reguláris kifejezéseket használunk. Az elsődleges reguláris kifejezéssel 
megnézzük, hogy van-e +36-al vagy 06-al kezdődő telefonszám. Amennyiben 
nem találunk, akkor használjuk a másodlagos reguláris kifejezést, amivel gyakori 
hívószámok alapján keresünk illeszkedő karakterláncot. A másodlagos reguláris 
kifejezés használatától azért ódzkodom, mert nagyobb eséllyel produkál 
falspozitív eredményt. A reguláris kifejezés megenged a megfelelő számú 
számkarakter között töltelék karaktereket, ugyanis a telefonszámokat nagyon 
sokféleképpen szokás írásban tagolni. A töltelékkarakterektől miután 
összegyűjtöttük a találatokat megszűrjük a szavakat. 
 
skill_detect(self) 
Ez a függvény felel az informatikai szaktudás, a nyelvi ismeretek és az egyéb 
tapasztalatok/készségek felismeréséért. Az elemzés során három nagy méretű, 
saját gyűjtésű szószedetet használ, az info_skills.txt-t, lang_skills.txt-t és 
hu_skills_translated.txt-t. Először a gyűjtemények tartalmán iterálunk végig, 
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majd ha felismerjük, hogy a bemeneti karakterláncnak egy része valamelyik szó 
az egyik gyűjteményben, akkor egy reguláris kifejezést alakítunk ki a szóból. A 
reguláris kifejezésre ezután illeszkedést vizsgálunk az eredeti karakterlánc 
bemenettel. Amint megtaláltunk egy tapasztalat egységet a hozzá tartozó szót 
eltávolítjuk a függvény által vizsgált karakterláncból, hogy elkerüljük a 
duplikátumokat. 
job_title_detect() 
A jelölt által betöltött pozíciók keresésére szolgáló függvény. Működési elve 
nagyon hasonlít a skill_detect() metódus működéséhez. A működéséhez az 
eng_titles.txt-t használja. 
find_hungarian_entities(self, Mode) 
Ez a metódus felel a jelölttel összefüggésbe hozható oktatási intézmények és 
cégek/szervezetek felderítéséért. Belső működést tekintve rokonságban van a 
névkeresés megvalósításával, de annál egyszerűbb. Először is attól függően, hogy 
milyen módban használjuk a metódust -ezt paraméterként adjuk meg- vagy 
oktatási vagy egyéb szervezeti horgonyokat fogunk keresni a bemeneti 
karakterláncban. Amennyiben egy horgonyt fedezünk fel a szövegben 
megvizsgáljuk, hogy a horgonytól balra (visszafele) haladva a szavak 
illeszkednek-e egy olyan reguláris kifejezésre, ami nagy betűvel kezdődő szavakat 
ír le. Egy egyszerű példa: 
„Elmentem az iskolabusszal az Alma dűlőn át a Verseghy Ferenc Gimnáziumba.” 
A gimnázium egy alkalmas horgony, ha oktatási módban használjuk a függvényt, 
tehát attól balra fogjuk kiterjeszteni a keresést. A Ferenc illeszkedik a nagybetűvel 
kezdődő szavak reguláris kifejezéséhez, ezért hozzávesszük az iskola nevéhez és 
folytatjuk a keresést. A Verseghy szintén illeszkedő, ezért azt is hozzávesszük az 
intézmény nevéhez. Az „a” szó nem illeszkedik, ezért a keresés leáll és mivel a 
horgonyt ki tudtuk egészíteni ezért a keresés egyben sikeres is, hozzáadjuk a 
felderített intézmények közé a Verseghy Ferenc Gimnáziumot. 
find_hungarian_dates(self) 
Ezzel a metódussal különféle formátumban írt, magyar dátumokat deríthetünk fel 
a szövegben. Magyar dátum alatt olyan dátumozást értek, ami szigorúan a tágabb 
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időhatározótól halad a szűkebb fele. Jelenleg támogatott formátum az Év, 
Év/Hónap, Év/Hónap/Nap. Külön reguláris kifejezéseket készítettem az évszám, 
a hónap és a nap detektálásához. Először az évszámot keressük meg és 
horgonyként fogja az algoritmus használni. Miután találtunk egy évszámot a 
keresést tőle jobbra folytatjuk egy 10 karakter hosszúságú környezetben. Hasonló 
módon, egyedi reguláris kifejezés keresi a hónapot. A hónap megtalálása nem 
feltétele annak, hogy elfogadjunk egy dátumot. Azonban, ha találunk hónapot, 
akkor utána azt másodlagos horgonyként fogjuk használni a nap felderítéséhez. 
Ennek a metódusnak a nagy hátránya, hogy nehéz lenne átalakítani úgy, hogy más 
dátumformátumokat is támogasson (Nap/Hónap/Év), (Hónap/Nap/Év). 
find_hungarian_address(self): 
Ennek a metódusnak az a feladata, hogy felfedezzen magyar címeket. A 
címkereséshez először a címben található várost kíséreljük meg felfedezni a 
bemeneti karakterláncban. Amennyiben nem találunk várost úgy további 
címkeresést nem végzünk. Abban az esetben, ha találunk egy várost, akkor azt 
horgonyként használva a környezetében fogjuk a további címkeresést folytatni, 
annak sikertelensége esetén a következő várossal próbálkozunk. A városnevek 
felfedezéséhez a hu_cities.txt gyűjteményt használom. Gyakran előfordul, hogy 
egy városnév egyben egy keresztnév is. Továbbá gyakran előfordul, hogy az 
emberek a saját nevüket és a címüket egymás közelébe írják, ez könnyen 
összezavarhatja a későbbiekben a címkeresőt és meglepő eredmények 
születhetnek, ezért úgy láttam jónak, hogy csak olyan várost használhat az 
algoritmus horgonynak, ami nem egyezik meg a jelölt már megtalált 
keresztnevével. Ez azt jelenti, hogy időben nem független a két metódus lefutása, 
előbb kell elvégeznünk a névfelismerést és csak utána jöhet a cím keresése. 
Továbbá azt is jelenti, hogy ha a jelölt neve megegyezik a település nevével, ahol 
él címkeresést nem folytatunk le, ami világos hátrány, de jóval kevesebbszer 
fordul elő, mint a fent említett eset. A horgony felfedezése után az algoritmus a 
következőképpen folytatja a futását. Balra és jobbra 6-6 szó távolságot 
megengedve keres egy közterület határozószócskát, mint az út, utca, dűlő stb. A 
pontos közterület határozószócskák gyűjteményét tartalmazó gyűjtemény a 
hu_street.txt fájl tartalmazza. Amennyiben találtunk egy ilyen szócskát, azt 
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horgonyként használva elindulunk tőle balra és hozzáveszünk minden nagybetűs 
szót, amíg találunk, kivétel magát a várost. 
3.10) Szószedetek gyűjteménye – Gazettees 
 
A szószedetek karbantartásához létrehoztam egy saját függvénygyűjteményt, a 
manage_gazettee.py-t. Pontos helye a projekten belül a 
utilities/manage_gazettee.py. Az itt található függvények segítségével 
elvégezhetők az általam használt rendezések (pl.: csökkenő sorrend betűk száma szerint) 
és segítségével halmaz szerűen kezelhetjük a gyűjteményeket. Így kiszedhetjük a 
fölösleges duplikátumokat és pár alapvető halmazműveleteket végezhetünk a 
szószedeteken (unió, metszet, különbség). A továbbiakban bemutatom az egyes 
szószedetek tartalmát. 
eng_all_skills_filtered.txt 
A szószedet forrása a LinkedIn[10]. Összesen 36967 darab szaktudást/skillt leíró 
szót tartalmaz a jelenben, angol nyelven. Az analyzer osztály egyetlen metódusa 
sem használja, az angol nyelvű támogatás elkészítésénél lesz rá a jövőben 
szükség. A szószedet sorba lett rendezve az alapján, hogy hány betűből állnak a 
kifejezések, csökkenő sorrendben. 
eng_titles.txt 
Angol nyelven tartalmaz munkahelyi pozíció megnevezéseket. 74393 elem 
szerepel benne. Az angol nyelvű pozíció megnevezéseket egy külső Python 
modulban találtam [11]. Az elemzésben a job_title_detect() függvény használja. 
hu_cities.txt 
Magyar települések gyűjteménye. Forrásként a magyar Wikipédia[9] szolgált, 
3177 elemet tartalmaz. 
hu_female_forename.txt 
Magyar női keresztnevek gyűjteménye. Forrásként a Magyar Tudományos 
Akadémia letölthető jegyzékét[12] használtam fel, ami az anyakönyvezhető 
keresztneveket tartalmazza. 1999 darab női keresztnevet tartalmaz. A 




Ez egy jelenleg nagyon rövid szószedet, magam állítottam össze. A 
find_hungarian_entities(Mode) használja a különböző oktatási intézmények 
detektálásához. 13 elemet tartalmaz. 
hu_street.txt 
Ez a gyűjtemény a címfelismeréshez kerül felhasználásra a 
find_hungarian_address() metódus által. Forrásként a magyar Wikipédiát 
használtam. 39 elemet tartalmaz. 
hu_male_forename.txt 
Magyar férfi keresztnevek gyűjteménye. Forrásként a Magyar Tudományos 
Akadémia letölthető jegyzékét[12] használtam fel, ami az anyakönyvezhető 
keresztneveket tartalmazza. 1528 darab férfi keresztnevet tartalmaz. A 
gyűjteményt a find_hungarian_name() metódus használja fel. 
hu_skills.translated.txt 
Ez a gyűjtemény magyar nyelvű tapasztalatokat, szaktudásokat tartalmaz. Úgy 
állítottam elő, hogy írtam egy segédprogramot, ami a google translate API-t 
használva átfordítja angol nyelvről magyar nyelvre a kapott bemenetet. Ezzel a 
segédprogrammal sikeresen átfordítottam az eng_all_skills_filtered.txt tartalmát 
magyar nyelvre. A gyűjteményt a skill_detect() metódus használja működéséhez. 
hu_organization.txt 
Kis méretű gyűjtemény, magyar cég és egyéb szervezetek nevének azonosítására 
használja a find_hungarian_entities(Mode) függvény. Jelenleg 30 elemet 
tartalmaz. 
info_skills.txt 
Kifejezetten informatikával kapcsolatos kifejezések, technológiák gyűjteménye. 
Ezt a szószedetet a skill_detect() metódus használja fel. A gyűjtemény több 
forrásból származik, elsődleges forrás az angol Wikipédián talált aggregáló 
gyűjtemény[14]. Ebben a Wikipédia szócikkben különböző szoftver 
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kategóriákhoz tartozó listákat találtam és ezen listák alapján állítottam össze a 
gyűjteményt. Jelenleg 1195 elemet tartalmaz. 
lang_skills.txt 
Nyelvek felsorolása található ebben a gyűjteményben. A skill_detect() metódus 
használja, a különböző nyelvtudások detektálásához. Több forrást használtam fel 
a gyűjtemény összeállítására, a fő forrásom egy hálózaton talált gyűjtemény 
volt[13]. Jelenleg 220 elemet tartalmaz. 
taboo_hun.txt 
Ez a gyűjtemény a globális tabuhalmaz elemeit tartalmazza. Olyan elemeket 
gyűjtöttem ide, amik előfordulhat, hogy megzavarják az elemzést. Például sokszor 
előfordul, hogy egy önéletrajzban a következő karakterlánc szerepel: „Név Veres 
Márton”. Az elemző számára a „Név” szócska ugyanúgy elfogadható 
vezetéknévként, mint a „Veres”, ezért a „név” például bekerült a tabuhalmaz 
elemei közé. Saját magam által összeállított, folyamatosan bővülő lista. Jelenleg 
32 elemet tartalmaz. 
3.11) Tesztelői jegyzőkönyv 
 
A dolgozat teszteléséhez beszereztem barátaimtól, ismerőseimtől 27 darab magyar nyelvű 
önéletrajzot. Angol elemzéshez készítettem több automatizált adatgyűjtő programot, 
aminek a segítségével tízezres nagyságrendű adatbázist fogok építeni a közeljövőben, 
hogy befejezhessem az angol nyelvű analizátorok megírását is. A program tesztelését a 
27 önéletrajzzal végeztem el, valamint írtam saját kézzel írott teszteseteket. Olyan 
teszteseteket is megfogalmaztam, amik nem az analízis kielemzésére szolgálnak, hanem 
a szoftver megbízhatóságát ellenőrzik. 
3.12) Rendszerteszt 
 
Hibás jelszó vagy felhasználónév megadása 
Mikor/Hol: Bejelentkező menünél 
Mit kell látnunk: Nem fogadjuk el a felhasználó hitelesítését és figyelmeztető 
üzenetet kap, hogy helyes jelszót és felhasználónevet adjon meg.  
42 
 
A teszteseménynek a szoftver megfelel 
Applicants linkre kattintunk 
Mikor/Hol: A főmenüben 
Mit kell látnunk: A szoftver átirányítja a felhasználót az elemzések eredményéhez. 
A teszteseménynek a szoftver megfelel 
Tetszőleges személynévre kattintva kiválasztunk egy analízis eredményt 
 Mikor/Hol: Az analízis eredményeket tartalmazó menüben 
 Mit kell látnunk: A szoftver megjeleníti az analízis eredményét 
 A teszteseménynek a szoftver megfelel 
Rákattintunk az Ischecked felíratú checkboxra,majd a save-el lementjük 
 Mikor/Hol Egy analízis eredményt megjelenítő felületen 
Mit kell látnunk: Bepipálódik a checkbox, majd a savere kattintás után átirányít 
minket a program az analízis eredményeket tartalmazó menübe, itt egy üzenetet 
kapunk a sikeres mentésről és a listában az ischecked mezőnél piros x helyett zöld 
pipa szerepel. 
A teszteseménynek a szoftver megfelel 
Elemzési eredményeket törlünk az eredményeket listázó felületen 
 Mikor/Hol: Az analízis eredményeket tartalmazó felületen 
Mit kell látnunk: Az elemzések melletti négyzetre kattintva jelöljünk ki egyet 
vagy többet. Ezután a felső akció menüsorban vállaszuk ki az egyetlen lehetséges 
törlés akciót és kattintsunk a Go feliratú gombra. A szoftver mielőtt törölné az 
adott analízis eredményét meggyőződik a felhasználó szándékáról ismét, majd 
törli a kiválasztott eredményt. 
A teszteseménynek a szoftver megfelel 
Jelszómódosítás után kilépünk és belépünk 
Mikor/Hol: Bármely felületen elérhető, mivel része a fő navigációs menünek a 
jelszó módosítás és a kilépés. 
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Mit kell látnunk: Miután a Change Password-re kattintottunk és sikeresen 
módosítottuk a jelszavunkat, a régi jelszóval többé nem enged be a szoftver, csak 
az újjal, miután kilépünk. 
A teszteseménynek a szoftver megfelel 
Kézzel adunk hozzá új jelöltet a rendszerhez 
Mikor/Hol: A főmenüben az Applicants melletti Add gombra kattintva, vagy az 
analízis eredményeket listázó felületen az Add applicant gombra kattintva. 
Mit kell látnunk: Miután átirányít minket a szoftver egy üres elemzést tartalmazó 
felületre kézzel megadhatunk tetszőleges adatokat. Ezután, ha lementjük a 
jelentkezőt, az rögzítésre kerül az adatbázisban. 
A teszteseménynek a szoftver megfelel 
Elemzési eredmény módosítása 
Mikor/Hol: Egy elemzési eredmény megtekintése során átírunk tetszőleges számú 
mezőt. 
Mit kell látnunk: Miután elmentettük az elemzést a változások bekerülnek az 
adatbázisba és amikor ismételten megtekintjük az elemzés eredményét az új 
adatokat láthatjuk bent. 
A teszteseménynek a szoftver megfelel 
Törlés az elemzés oldalán 
Mikor/Hol: Az elemzés eredményét megjelenítő felületen kattintsunk a Delete 
feliratú gombra és erősítsük meg a törlési szándékot. 
Mit kell látnunk: Sikeres az elemzés törlése, többé nem látjuk a listában. 
A teszteseménynek a szoftver megfelel 
3.13) Analízist végző modul tesztelése 
 
Az analízis tesztelését különböző txt, pdf és docx formátumú fájlok feltöltésével és 
elemzésével végeztem. A 27 általam birtokolt önéletrajzot egyesével leelemeztem 
többször is. Minden mezőre külön figyeltem a pontosságot. A skill_detect(), mivel nagy 
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méretű szószedetekkel dolgozik többször előfordul, hogy váratlan találatot hoz. A 
skill_detect() függvény eredményeit a későbbiekben az adott önéletrajz osztályozására és 
kategorizálására fogom felhasználni, apróbb pontatlanságokkal számolok ennek a 
függvénynek működésével. A többi elemző metódus pontossága a 90%-ot közelíti, vagy 
meghaladja azt.  
3.14) Teljesítmény 
 
Az elemző teljesítményét a niki.pdf önéletrajzon mutatom be. Ez az önéletrajz egy 
hagyományos 3 oldalas magyar nyelvű, europass típusú önéletrajz. A teszteket 
Windows10-es 64 bites környezetben egy Lenovo Y50-70 típusú számítógépen 
végeztem. A processzor típusa Intel Core i7-4720HQ, magjainak száma 4, az órjel üteme 
2.60 GHz. A futtatást 8-szor végeztem el és számtani átlaguk kerültek az alábbi 
táblázatba.  
Végzett feladat Végrehajtás ideje (másodperc) 
Teljes 0,712 
Név keresés 0.002 
Email cím keresés 0.001 
Telefonszám keresés 0.001 
Dátum keresés 0.001 
Edukáció keresés 0.003 
Cégek/szervezetek keresése 0.005 
Cím keresés (utca) 0.027 
Skill keresés 0.307 
Pozíció keresés 0.360 
24. ábra Szoftveren belüli időmérések eredményei 
Látható, hogy a skill keresése és a pozíció keresése két nagyságrenddel több időt vesz 
igénybe, mint a többi keresés. Ennek az az oka, hogy ezek a keresések jóval nagyobb 
szószedeteken iterálnak keresztül, mint a többi keresőalgoritmus. Szükséges lesz a 
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Mellékletek 
A szakdolgozat mellékletei a szakdolgozathoz tartozó DVD-n találhatók. A mellékleteket 
három mappába gyűjtöttem össze: Források, Ábrák és thesis. Megtalálható még az 
adathordozó gyökérkönyvtárában maga a dolgozat és a témabejelentő pdf formátumban. 
A Források mappába helyeztem az irodalomjegyzékben említett cikkeket és a könyvet 
pdf formátumban. Az Ábrák mappában találhatók a szakdolgozathoz készített ábrák. A 
thesis mappában pedig maga a szoftver és az üzembehelyezéséhez szükséges fájlok 
kerültek. 
