A fully autonomous quadrotor is an aerial drone that utilizes four propellers to achieve stable flight through the use of obstacle avoidance, attitude control, and altitude control algorithms. In this research we created a simulator for a group of coordinated autonomous quadrotors that employs parallel computing and dynamic behavior to formulate a real time scalable and adaptable system. In addition to simulating laws of physics, we have also simulated several sensors that the quadrotors can utilize to interact with the environment. The simulator allows for the comparison of the performance of different configurations and control of quadrotor systems in various environments. We implemented several algorithms for obstacle avoidance, attitude and altitude control and flocking techniques. For space limitations, we only present the mathematical model and simulation results of three attitude controllers namely, Kemper, Hoffman and Dikmen.
INTRODUCTION
There are many applications that can benefit from the use of quadrotors. For example, they could be used to scan a building for search and rescue missions, or to report on certain terrain or weather conditions. Simulation of fully autonomous quadrotors is beneficial as one can study the behavior of the quadrotors to determine the best way to implement a system in different environments. In previous research, communication and control of the quadrotors were centralized through a base station. Our simulator is dynamic in the sense that one can add more members to the group at any time, without the need to reconfigure or restart the system. The key benefit of this model is that each quadrotor is capable of changing its behavior at any time. Rather than the base station applying rules to the entire set of quadrotors collectively, each quadrotor can dynamically enable, disable, edit the parameters of, and apply individual behaviors at will without affecting the other quadrotors.
There are several proposals in the literature that attempt to create quadrotors that are controlled by separate units. The Stanford Testbed of Autonomous Rotorcraft for Multi-Agent Control (STARMAC) is one of the more notable ones. STARMAC seems to have a host of foci. Two of the more important ones are the research on aggressive maneuvering by Huang et al. (2009) , and acrobatics in a real life setting by Gillula et al. (2010) . STARMAC's actual control and decision making was done via a computer which was used to notify the quadrotor to fill in the parameters for the actions it needed to take at that moment e.g. how high to fly, what position to end at, when to flip….etc.. Grzonka et al. (2012) created an autonomous indoor quadrotor that involved intent collision detection and mapping to provide itself with a proper route that would aid in reaching its destination. The control was done onboard the quadrotor, yet it was designed to get inputs via the user over a laptop feed as to where it needed to start and stop. Any complex calculations were done on an offboard computer that then returned the results for the next iteration of control. Miller (2011) designed and created a micro quadrotor that weighed about 70 grams, making it one of the lightest autonomous quadrotors. Millers design was to use 2 attitude control systems, one on board the quadrotor, and another system on a base station that would integrate with a camera to constantly analyze the position of the quadrotor. The quadrotor send the base station its current attitude feed from its Inertial Measurement Unit (IMU), and then received a result defined by a fusion of both its own IMU feed and the feed produced by the camera analyzation system. Vasarhelyi et al. (2014) used multiple quadrotors that had each quadrotor communicate with each other to form a small cluster of quadrotors . This allowed to build a flocking mechanism where each quadrotor knew where its neighbor was and therefore flew in a group. Each quadrotor did its own calculations on the movement that it needed to do in relation to the group. That is, each quadrotor did its own collision detection and flight path creation. A ground control station was used to control the entire group's velocity and its final position.
THE SIMULATOR
We developed a parallel simulator for quadrotors in Java. The simulator has two main components, the multicopter component and the hub component. The multicopter component operates by placing Multicopter objects into a virtual environment that is simulated in the Environment class with many natural forces and aerodynamic effects. Each multicopter is designed to utilize an attitude, altitude, and collision avoidance technique. Each object in the virtual environment is first classified by its type (Movable vs Immovable vs Force objects) that have relevant properties. For instance a Movable object must keep track of Velocity, Acceleration, and Inertia, a Force object must keep track of the changing or unchanging forces that it needs to apply, and an Immovable object doesn't need that information for the purposes of the simulation. As shown in Figure 1 , the environment contains a collection of objects, all of which are either of type movable, immovable, or force. These objects all extend the environmental object class that gives the objects a shape, linear position, angular position, name, and color. The environment is set in a three dimensional Euclidian space where the coordinate system is cartesian, split into x, y, and z standard. The x direction states the length, the y direction states the width, and the z direction states the height. The purpose of the immovable object type is to act as an obstacle in the environment. There is not a single difference between the Environmental Object and the Immovable object. The purpose of the movable object type is that they can move freely inside the entire environment, that means that the object must now follow Newtonian mechanics, meaning that the movable object must now be concerned with a system of forces acting on it. The movable object contains more than just a position in a 3 dimensional space, it also contains the linear and angular velocities and accelerations. The movable object has a set of all of the forces that are acting on it, torques that are acting on the system, mass of the movable object, and an inertia that follow that shape of the movable object. These attributes allow the environment to calculate out the changes in the linear and angular positions, velocities, and accelerations allow for a fully movable object. The force object is a system of forces as it simulates the forces of wind and other movement. The force object is there to act as a disturbance to the movable object and can add to the set of forces as well as torques of the movable object. The force object only affects the movable object when the movable object is inside of the force object. When this happens the environment adds the force of the force object on to the system of forces of the movable object. If the movable object is only halfway inside of the force object then, just as if wind was blowing on half of a quadrotor, there would be a torque on the system such that the force of the force object is affecting the movable object. The class diagram for the multicopter is shown in Figure 2 . It represents an autonomous quadrotor that receives inputs from the Network Socket class as to which position it needs to go all while taking into account its own surroundings and discerning where it can and cannot go. This is where the quadrotor takes action based off of the attitude control, altitude control, and the obstacle avoidance methods are decided upon runtime. In this paper we focus only on the attitude controller part of the simulator.
MATHEMATICAL MODEL FOR ATTITUDE CONTROL
There has been much research in the best forms of attitude control of the quadrotor, that is, how the quadrotor is controlled via an input and what its reactions are to be. Comparison of the best method is key to building a proper controlling mechanism tailored specifically to the quadrotors design as each attitude control method has its up and down sides. Kemper (2014) concludes that the best control method is a combination of the PID and PD controller as its attitude control algorithm. Hoffman et al. (2009) 
Kemper's Attitude Control
In this method, the quadrotor requires 3 different PID controllers for the , , and linear positions. The , , and angular coordinates are controlled by their own respective PD controllers. The controller itself runs as follows:
1. The position control expressions give the 'commanded' linear accelerations that are required to drive the system to the desired state. 2. Given the commanded linear accelerations, the necessary total thrust, pitch, and roll are determined. 3. The commanded torques about the three axes of the quadrotor are given by the PD controllers using the commanded yaw, pitch, and roll as angular set points. 4. Given the commanded total thrust and total torques, the motor speeds can be determined. 5. Once the motor speeds are known the system model can be used to obtain the updated state of the system. 6. Repeat steps 1-5.
The end result of this attitude control algorithm is to get the speeds with which to control the motors. In the case of the PID model, Equation 1 shows the current position of the quadrotor, , and the desired location of the quadrotor, .
The Equation for the PID controller is shown in Equation 2 where ̈ is the vector of commanded accelerations. , , and are the proportional, integral, and derivative controllers, respectively, each in the form of a 3 1matrix.
For the PD controllers, a relation from the linear to the angular coordinate system is used to derive Equations 3-5, where, and are the proportional and derivative constants, respectively, while is a representation of an angular coordinate. , , and , are the commanded roll, pitch and total thrust, respectively.
where
The motor output given from the knowledge of steps 1-3 are represented in Equations 6-9 . They explained that initially the PD controller is "sufficient enough to bring the" quadrotor "toward the commanded pitch." As the speed increased the blade flapping caused the restoring moments to increase creating unrest in the quadrotor flight.
̈= ( − ) + �̇−̇� (10) The motor output is then computed similarly to Equations 6-9 where the commanded pitch, roll, and total thrust are found from the linear accelerations found in Equation 10. Dikmen et al. (2009) compared several different methods for attitude control, the PD, inverse, backstepping, and sliding mode controller. They concluded that the controller with the best performance is the sliding mode control as it has better performance and responds better to higher initial conditions. "The sliding mode approach is a method which transformed a higher-order system into a first-order system." "The Lyapunov stability method is applied to keep the nonlinear system under control." Dikmen et al. (2009) 
Dikmen's Attitude Control
The stability of the system follows the standards shown in Equation 17 where is the change of the system. The control law then follows in Equation (18).
where,
The application of the sliding mode control equations to the quadrotor system where U is split into 3 parts to show the total thrust of the motors, the roll movement from motors 2 and 4 and the pitch movement of motors 1 and 3. This is represented as 1 , 2 , and 3 shown in Equations 19-21, respectively, where is the representation of the stable space for the roll angle, . similarly are the representations of the stable space for both the pitch and yaw angles respectively. 
SIMULATION RESULTS
We studied the attitude controllers in ideal and non-ideal scenarios. The simulation results display the movement of the Quadrotor as it flies through its environment. For our results we state that a smooth motion is positive effect and a jittery motion is a negative effect. Smooth motion will allow the quadrotor to have better metrics for calculating the relative position and therefore will allow the quadrotor to send more accurate positioning information to the cloud. We determine smooth motion by using the locally weighted scatterplot smoothing, LOESS, nonparametric regression function in the R language to calculate the standard error from the returned value. The lower the standard error the smoother the line is. We use the value of one for the span and two for the degree. The number of observations ranged from 1397 to 2013. The graphs show how the attitude controller moves from an initial position of (0,0,0) to its set desired position (1,1,1 ). In the case of the attitude controller we wanted the smoothest motion in the angular movement. where it also jitters in the phi and theta positions, it eventually stabilizes itself after the 30 millisecond mark. The standard error for Dikmen's attitude controller is 11.69. Hoffman's attitude controller does not focus on the psi position as such it spikes whenever the altitude of the quadrotor changes dramatically which is at the 0 second mark and the 30 millisecond mark. The standard error for Hoffman's attitude controller is 3.68.
Without Sensor Noise
We calculated the standard error of the three investigated attitude controllers. The results are presented in Table 1 . Based on these results, one can conclude that Hoffman's PD controller method was the smoothest as its average standard error was 4.69290308 in comparison to Kemper's average standard error of 5.4937965 and Dikmen's of 6.32369. Overall the final average of the attitude controllers shows that their smoothness is only best at certain angular and linear directions, and the difference in smoothness is less than one un an ideal scenario.
With Sensor Noise
We tested the attitude controllers performance by adding in white noise to the sensors. The graphs below show a comparison of the attitude controller with and without noise. The noise variance used in the attitude controller comparison graphs is 0.05.
Dikmen's With Sensor Noise
Figure 5: Dikmen's comparison with and without noise in X, Y and Z directions As shown in Figure 5: • The standard error in the X direction with noise is 4.622.
• The standard error in the Y direction with noise is 3.785.
• The standard error in the Z direction with noise is 7.995. • The standard error in the phi direction with noise is 11.12.
• The standard error in the theta direction with noise is 10.51.
• The standard error in the theta direction with noise is 11.89. • The standard error in the x direction with noise is 4.338.
Kemper's With Sensor Noise
• The standard error in the y direction with noise is 3.51.
• The standard error in the z direction with noise is 10.176. • The standard error in the phi direction with noise is 5.867.
Micklisch, Hilliard, and ElAarag
• The standard error in the theta direction with noise is 5.791.
• The standard error in the psi direction with noise is 11.877.
Hoffman's With Sensor Noise
Figure 9: Hoffman's X ,Y,Z comparison with and without noise As shows in Figure 9: • The standard error in the x direction with noise is 5.644.
• The standard error in the y direction with noise is 2.135.
• The standard error in the z direction with noise is 5.032. • The standard error in the phi direction with noise is 13.837.
• The standard error in the theta direction with noise is 12.308.
• The standard error in the psi direction with noise is 11.82.
Summary of Comparison of Attitude Controllers with Noise
We calculated the standard error of the three investigated attitude controllers with noise scenario. The results are presented in Table 2 . Based on these results, the attitude controller that has the smoothest motion with noise is Kemper with the average standard error being 5.94701. Dikmen's average standard error is 8.319959 and Hoffmans is 9.880259. Kemper has better performance as the difference between it and Dikmen's is greater than 2. 
CONCLUSION
In this paper we presented a simulator for fully autonomous quadrotors. Fully autonomous quadrotors are very beneficial in various situations such as rapidly mapping indoor and outdoor areas and scalable search and rescue in emergency situations like a forest fire or a mine collapsing. We have presented the software design to construct the system. Our system is scalable and provides a valuable tool to realistically study a system of quadrotors in different scenarios and environments. We have provided the mathematical model of the three attitude controllers currently implemented in the system. We used our simulator to compare their performance in ideal and nonideal scenarios.
