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REUSABLE SOFTWARE REVISITED 
R. W. Hamming April 1997 
We read a great deal about reusable software and what it is 
supposed to save; unfortunately the words "reusable software" do 
not have a unique meaning and hence are of limited application at 
best. 
Even Babbage had the idea of reusable software in the form of 
a library of programs. In the early years of computing we all had 
such libraries. But the managers of computing service soon learned 
that they could not take a program that was claimed to be good and 
put it in the library, though in the earliest years this was done 
occasionally at some places. 
We found that a library is not a collection of miscellaneous 
programs, but rather to be useful it must have unity, emphasis, and 
coherence. Furthermore, we gradually learned that we had to 
subject all library programs to careful editing and documentation 
by trained personal before letting them into general use, otherwise 
we would have too many nasty errors. Thus the idea that you can 
take bits and pieces from here and there and put them together 
reliably without this careful inspection is simply an invitation to 
disaster, such as the Ariadne missle had. 
If you have written a number of, say, text editors then you 
can expect to use large parts of old ones to create the next text 
editor (if it is of the same logical construction} . But if you are 
doing an essentially new thing then you cannot expect to use much 
old programming, or old documentation. Everyone pretty well knows 
that the documentation is generally more costly than is the 
original programming, and it must be considered part of the costs, 
not just the initial program writing. It is perhaps true that the 
testing of the reused blocks is a bit easier, but I suspect that 
the testing of the interrelationship between them is greater than 
for initially written programs, so that the expected gain in 
testing time is not all you wish it were. 
In short, when you look at the whole job, writing, testing, 
and documentation, reusable software can be useful in areas where 
you have regularly worked and have good documentation either 
written out or in the form of memories of the people doing the 
work, but in essentially new areas it is doubtful that it will give 
you much gain. Experience generally shows that the pieces do not 
fit together as they were supposed to do, that there will be 
troubles because of poor documentation of the parts you are not 
familiar with, and the supposed gain may turn out to be a net loss. 
