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1. ábra A Telenor kültéri 4G lefedettsége 
Forrás: https://www.portfolio.hu/vallalatok/telekom/telekom-telenor-vodafone-
kie-a-legnagyobb.242833.html ,2018 
1. BEVEZETÉS  
Szakdolgozatomat a 21. századot meghatározó, 3. ipari forradalomként is emlegetett 
digitalizációs folyamatok inspirálták. Napjaink fejlett országaiban gyakorlatilag elkép-
zelhetetlen bármilyen szolgáltatás valamilyen valós idejű, éjjel-nappal elérhető kommu-
nikációs platform nélkül, legyen szó akár pusztán információ gyűjtésről (szolgáltatás 
helye, rendelkezésre állási ideje stb.), akár a szolgáltatás valamely részének konkrét 
igénybevételéről (megrendelés, időpontfoglalás, panasztétel stb.). Nincs ez másképp 
nálunk, Budapesten sem. Évekkel ezelőtt még nehéz lett volna elképzelni, hogy a BKV 
járatait percre pontosan nyomon lehessen követni, hogy egy üzlet mellett elhaladva tele-
fonunk jelezze, hogy a bevásárlólistánkon szereplő tételek fellelhetők közvetlen kör-
nyezetünkben, illetve, hogy vásárlásaink végösszegét akár mobilunk érintésével is ren-
dezhetjük. A felsorolt innovációk ugyan mind különálló programok önálló komponen-
sei, a szolgáltatások mégis hasonló alapokra épülnek. A rendszerek működéséhez min-
den esetben szükség van valamilyen szenzorra (például egy okostelefon helymeghatáro-
zó és NFC szenzora.), egy kommunikációs csatornára, melyet jellemzően mobilinternet 
hálózat biztosít (Iránymutatásként a Telenor országos kültéri lefedettségi adatai az első 
ábrán láthatóak), egy, a felhasználó számára fejlesztett interakciós felületre (például IOS 
vagy Android[1] alkalmazás, esetleg egy weblap, de a legtöbb esetben az adott szolgál-
tatás ezek közül mindhárom platformon elérhető), illetve az adatok tárolásához egy 






















Az általam tervezett okos öntözőrendszer képes valós időben, távoli eléréssel öntö-
zést indítani, illetve a választott beállításoknak megfelelően, emberi beavatkozás nélkül 
automatizáltan ellátni az öntözési feladatát. Programom alapjait a következő komponen-
sek alkotják 
• Szenzorok és működtetett hardverek: 
˗ ESP32 fejlesztő lap 
˗ Vízpumpa 
˗ Relé 
˗ DS3231 valós idejű óra modul 
˗ HC-SR04 ultrahang szenzor 
˗ Talajnedvességmérő 
• Hardveres kiegészítők: 
˗ Próbapanelek 
˗ BBPSU-32 tápegység próbapanelhez 
• kommunikációs csatorna: 
˗ WiFi 
• Interakciós felület: 






2. FELHASZNÁLÓI DOKUMENTÁCIÓ 
2.1. Felhasználási kritériumok 
 
A WateringSystem alkalmazás Android 4.0 ICE CREAM SANDWICH-et, vagy 
magasabb verziószámú Androidot futtató okostelefonra érhető el. A program indításá-
hoz aktív internetkapcsolat szükséges. 




A WateringSystem Android alkalmazás telepítése a szoftverben elhelyezett Wa-
teringSystem_1.0.apk ([4] APK) file segítségével lehetséges. 
A telepítő file pontos elérési útja: 
WateringSystem\app\release 
A készülékre történő telepítéshez először ezt a file-t kell a telefonra másolni, majd 
elindítani. A telefonra történő másolásnak a két legegyszerűbb módja, ha a készüléket a 
hozzá biztosított adatkábellel a számítógépre csatlakoztatjuk, vagy ha a telepítő file-t 
egy általunk választott felhő alapú tárhelyre feltöltjük (például Google Drive, Microsoft 
OneDrive, Dropbox stb.) majd onnan telefonunkra letöltjük. 
Ezt követően a másolatot keressük meg készülékünk file kezelő programjával, és 
annak ikonjának érintésével indítsuk el. 
Telefonunk Android verziójának függvényében előfordulhat, hogy a sikeres telepí-
téshez engedélyeznünk kell az ismeretlen forrásoktól származó alkalmazások telepíté-
sét, a beállítások menüben. A beállítás megkereséséhez javaslom a telefon gyártójától 






3. ábra Kezdőképernyő 
 
1. A navigációs sáv megnyitása 
2. Az utolsó talajnedvességmérés eredménye. Az alkalmazás indítása során min-
den esetben történik egy mérés. 
3. Öntözés indítása. A gomb érintése esetén egy 10 másodperces locsolás veszi 
kezdetét, amennyiben elegendő mennyiségű víz ál rendelkezésre, ellenkező 
esetben egy értesítő ablak jelzi, hogy a víztartály újra töltésé elengedhetetlen a 
locsoláshoz. (4. ábra) 
 




2.4.2. A navigációs sáv 
 
Az alkalmazás komponensei közötti kohéziót a navigációs sáv biztosítja, A navigá-




5. ábra A navigációs sáv 
 
1. A statisztikák megnyitása 
2. A beállítások megnyitása 
2.4.3. Statisztikák 
 
A Statisztikák komponensben tekinthetőek meg a mérési eredmények, itt készíthető 




6. ábra Statisztikák 
 
1. Statisztika funkciók megnyitása 
2. Talajnedvesség mérési adatok 
3. Új mérés készítése 
2.4.4. Statisztika funkciók 
 
A statisztika funkciók felugró menüből van lehetőségünk mintaadatok importálásá-





7. ábra Statisztika funkciók 
 
1. Mintaadatok importálása 
2. Adatok törlése 
3. Grafikon megnyitása 
2.4.5. Grafikon ismertetése 
 
A grafikon a talajnedvesség %-ban kifejezett változásait ábrázolja az eltelt idő 
függvényében.  A vízszintes tengely reprezentálja az időt, kezdőpontjában az első mérés 
dátumát, végpontjában az utolsó mérés dátumát feltüntetve, míg a függőleges tengely a 








A Beállítások komponensben szabhatjuk személye öntözőrendszerünket. Lehetősé-
günk van a két fő működési elv, azaz a talajnedvesség alapján, illetve a meghatározott 
napok alapján történő öntözés kiválasztására, valamint a kiválasztott működés paramé-
terezésére. 
 
9. ábra Beállítások 
 
1. Az automatizált öntözési módszer kiválasztása 
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2. Minimális talajnedvesség beállítása 
3. Öntözési napok beállítása 
 
10. ábra Az automatizált öntözési módszer kiválasztása 
 
1. Minimális talajnedvesség alapján történő öntözés 
2. Kiválasztott napokon történő öntözés 
3. Visszavonás 
 
11. ábra Minimális talajnedvesség beállítása 
 
1. 40%-os talajnedvesség alatt történő locsolás 
2. 50%-os talajnedvesség alatt történő locsolás 
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3. 60%-os talajnedvesség alatt történő locsolás 
4. Visszavonás 
 
12. ábra Öntözési napok kiválasztása 
 
1. Öntözési nap kiválasztása 
2. Napok listája 
3. Visszavonás 
4. Beállítás véglegesítése  
2.5. Funkciók és elérésük 
 
A WateringSystem Android alkalmazás funkcionalitása az egyszerű és gyors hasz-
nálat érdekében jól szeparált. A funkciók pontos elérése az alkalmazáson belül a követ-
kező alfejezetekben kerül kifejtésre. 
2.5.1. Öntözés indítása 
 
A kezdőképernyőn nyomjuk meg a WATER NOW! gombot (lsd. 2.4.1 - A kezdőfe-
lület), ezzel egy 10 másodpercig tartó öntözés indítunk, amennyiben elegendő mennyi-
ségű víz ál rendelkezésre, ellenkező esetben egy értesítő ablak jelzi, hogy a víztartály 
újra töltésé elengedhetetlen a locsoláshoz. 
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2.5.2. Talajnedvesség mérése 
 
Nyissuk meg a Statistics oldalt a navigációs sávon keresztül (lsd. 2.4.2 – A navigá-
ciós sáv), majd érintsük meg a képernyő jobb alsó sarkában található gombot. (lsd 2.4.3 
Statisztikák) Ezt követően mérési adataink frissülnek az éppen aktuális talajnedvesség 
értékkel. 
2.5.3. Minta adatok betöltése 
 
Nyissuk meg a Statistics oldalt a navigációs sávon keresztül (lsd. 2.4.2 – A navigá-
ciós sáv), majd nyissuk meg a statisztika funkciókat (lsd. 2.4.3 Statisztikák), ezt követő-
en válasszuk ki az Import sample data funkciót, mely felülírja összes korábbi adatunkat 
tíz előre tárolt mérési értékkel. 
2.5.4. Adatok törlése 
 
Nyissuk meg a Statistics oldalt a navigációs sávon keresztül (lsd. 2.4.2 – A navigá-
ciós sáv), majd nyissuk meg a statisztika funkciókat (lsd. 2.4.3 Statisztikák), ezt követő-
en válasszuk ki az Delete data funkciót, mely törli az összes tárolt mérési adatot.  
2.5.5. Grafikon megnyitása 
 
Nyissuk meg a Statistics oldalt a navigációs sávon keresztül (lsd. 2.4.2 – A navigá-
ciós sáv), majd nyissuk meg a statisztika funkciókat (lsd. 2.4.3 Statisztikák), ezt követő-
en válasszuk ki az Chart funkciót. A megnyitás feltétele, hogy legalább két mérési adat 
álljon rendelkezésünkre, ellenkező esetben az alkalmazás a Need at least 2 measure-
ments jelzést küldi. A grafikon a talajnedvesség %-ban kifejezett változásait ábrázolja 
az eltelt idő függvényében.  A vízszintes tengely reprezentálja az időt, kezdőpontjában 
az első mérés dátumát, végpontjában az utolsó mérés dátumát feltüntetve, míg a függő-






A Beállítások oldal eléréséhez nyissuk meg a Settings oldalt a navigációs sávon ke-
resztül (lsd. 2.4.2 – A navigációs sáv). 
A WateringSystem alkalmazás kétféle automatizált öntözési módszert tesz lehetővé. Az 
egyik lehetőség, hogy a talajnedvességmérő szenzorra támaszkodva, minimális 
talajnedvesség elérését követően indít locsolást a rendszer (10. ábra 1-es pont), míg a 
másik esetben a hét kiválasztott napjain történik az öntözés. (10. ábra 2-es pont) A 
kiválasztott módszer tekintetében további beállítások válnak elérhetővé. (9. ábra 2-es és 
3-as pont) A két beállítás között bármikor szabadon változtathatunk. A választható 
minimális talajnedvesség értékek 40%, 50%, illetve 60% (11. ábra), míg napra történő 
ütemezés esetén természetesen a hét bármely napja beállítható (12. ábra). Az éppen 
megnyitott beállítás ablakból bármikor visszaléphetünk a „Mégse” gomb érintésével, 




Előfordulhatnak esetek mikor a WateringSystem Android alkalmazás használata so-
rán nem várt működést tapasztalunk, ezek leggyakoribb okait a következő alfejezetek-
ben részletezem. 
2.6.1. Az alkalmazás nem indul el 
 
Amennyiben az alkalmazás, indítását követően, No internet connection hibaüzenet-
tel bezárul, ellenőrizzük a telefon internet kapcsolatát. Amennyiben hibaüzenet nélkül 
történik ugyan ez, ellenőrizzük, hogy a 2.1 pontban meghatározott kritériumok közül 
teljesül-e, hogy a használt telefon legalább Android 4.0 ICE CREAM SANDWICH-et, 
vagy magasabb verziószámú Androidot futtat. A beállítások ellenőrzése készülékenként 
eltérő lehet, segítségkéréssel minden esetben a gyártóhoz szükséges fordulni. 
2.6.2. Nem nyílik meg a grafikon 
 
Győződjünk meg róla, hogy legalább két mérési eredmény elérhető, különben a 
funkció nem használható. 
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2.6.3. Arduino offline, check connection! hibaüzenet fogad 
 
Ha a WateringSystem Android alkalmazás használata során az Arduino offline, 
check connection! hibaüzenet jelenik meg, akkor a kommunikáció az alkalmazás és az 
Arduino öntöző rendszer között meghiúsult. Ennek okai a következők lehetnek: 
• Használat közben a WateringSystem Android alkalmazás elvesztette az internet 
kapcsolatot. 
• Az Arduino öntöző rendszer nincs áram alatt. 
Megoldásként biztosítsa telefonja internet elérését, illetve győződjön meg róla, 
hogy az Arduino rendszer áram alatt van, szükség esetén áramtalanítsa, majd helyezze 
ismét áram alá a rendszert. 
A hibaüzenettel az alábbi esetekben találkozhat: 
• Alkalmazás indítását követően 
• WATER NOW! gomb érintését követően 
• Új talajnedvesség mérési eredmény lekérését követően 
Beállítások változtatásánál 
2.6.4. Water level is low, please refill the tank figyelmeztetést kapok. 
 
A hibaüzenettel találkozhatunk az alkalmazás indítását, illetve öntözés indítását kö-
vetően. Ilyenkor mindkét esetben a vízszint kritikus mennyiség alá süllyedt, a víztartály 
újra töltése szükséges. 
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3. FEJLESZTŐI DOKUMENTÁCIÓ 
3.1. Fejlesztési terv 
 
A program megvalósításához az Android platformot választottam user interface-
nek, az Arduino programozható hardvert az öntözési feladatok ellátására, és a WiFi-n 
keresztül történő RESTful[5] komunikációt a komponensek közötti szinkron megterem-
tésére. Választásaim okai a következő alfejezetekben részletezem. 
3.1.1. Frontend 
 
Frontend területén reális választás lett volna a másik elterjedt mobil operációs rend-
szer az IOS, egy weblap esetleg valamilyen desktop program is. A feladat jellegéből 
adódóan a desktop alkalmazást lehetett a legkönnyebben kizárni, hiszen napjaink soft-
ware-eiről általánosságban is elmondható, de egy öntözőrendszer esetén különösen igaz, 
hogy a hét minden napján, a nap bármely szakaszán elérhető kell, hogy legyen. Asztali 
számítógépet igen ritkán, de laptopot se minden esetben hord magánál az ember, ellen-
tétben a mobil eszközökkel, így a kör leszűkült a mobilalkalmazásokra, vagy egy 
webalkalmazásra. Miután céleszköznek a mobiltelefonok mellett döntöttem, jobbnak 
ítéltem egy natív alkalmazás elkészítését, mintsem egy webalkalmazásét, mely magával 
vonná egy köztes réteg, a web böngészők bevonását. Végül a két mobil platform közül a 
piacon elterjedtebb Androidra esett a választásom. 
3.1.2. Programozható hardware 
 
A programozható hardware-ek világában napjaink két legelterjedtebb terméke az 
Arduino és a Raspberry Pi. Mindkét termékből elérhető több modell is a kereskedelmi 
forgalomban, a modellek közti eltérést tipikusan a lapra szerelt portok, a rendszer belső 
memóriájának méretbeli különbségei és az eszköz tényleges fizikai dimenziói adják. A 
projekt témáját adó okos öntözőrendszerhez az alapvető funkciók legpraktikusabb ellá-
tása érdekében a legfontosabb az volt, hogy az eszköz rendelkezzen WiFi porttal, és a 
mérete lehetőség szerint minimális legyen. Ezen szempontok alapján esett a választá-
som az ESP32 Arduino modellre (13. ábra), mely az elvárásoknak megfelelően rendel-
18 
 
kezik beépített WiFi porttal, illetve 27×50mm -es méretét tekintve lényegesen kisebb, 
mint például a 85,60×56,5mm -es Raspberry Pi B modell. 
 




Talán a kommunikációs módszer kiválasztása volt a legegyszerűbb feladat a terve-
zés során, hiszen nehéz lenne elképzelni egy olyan IoT megoldást, ahol a user inteface 
használatához fizikailag rá kellene csatlakoznunk a szenzorokra. Például a bevezetőben 
említett BKV menetrend alkalmazást valószínűleg nem sokan használnák, ha ehhez 
telefonunkat fizikailag össze kellene kötni, mondjuk egy micro usb kábel segítségével, 
egy erre a célra közterületre kihelyezett hardware-rel. Mind a felhasználói kényelem, 
mind az üzemeltetés egyszerűsítése, költségcsökkentése céljából jobb, ha a kommuni-
káció interneten keresztül történik, ezen belül pedig a legelterjedtebb, az internet böngé-
szők által is használt szoftverarchitektúra típus, a REST. 
3.1.4. Adattárolás 
 
Az okos öntözőrendszert úgy terveztem, hogy alkalmas legyen a mérési adatok per-
zisztens tárolására. Az adatbázis elhelyezése a software architektúrában nem volt de-
terminisztikus döntés, lehetséges lett volna mind az Android alkalmazásban, mind az 
Arduino webserveren, vagy akár egy különálló webserveren létrehozni. A tárolandó 
adat a talajnedvesség mérések eredménye és ideje, ennek függvényében mindhárom 
módszert mérlegelni kellett: 
• Tárolás az Android alkalmazásban 
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+ A már tárolt adatok utólag elérhetőek internetkapcsolat nélkül is 
+ Közvetlen elérés a user interface-nek 
+ Dinamikus adatmegjelenítés lehetősége a user inteface-en 
+ Relatív nagy belső tárhely 
− Egy eszközön keresztül férünk csak hozzá az adatokhoz 
• Tárolás az Arduino webserveren 
+ Konzisztens adatok, több eszközön történő használat esetén is 
+ Szenzor adatok közvetlen elérése 
− A minimális tárhely adattárolási kompromisszumokhoz vezetne, 
illetve memória kezelési feladatokat hozna magával 
− Internet kapcsolat nélkül nem megjeleníthetőek a mérési adatok a 
user inteface-en. 
• Tárolás külön webserveren 
+ Konzisztens adatok, több eszközön történő használat esetén is 
+ Nincsenek tárhely problémák 
− A tárolandó adatok méretéhez viszonyítva túlzó 
− Az új komponens egyben újabb hibaforrás 
− Mind az Android mind az Arduino alkalmazás esetén újabb prog-
ramozási feladat az új komponens kezelése. 
A felsorolt érvek alapján a végső választásom az Android alkalmazásban történő tá-
rolásra esett. 
 
3.2. Az okos öntözőrendszer megvalósítása 
 
Az elkészített okos öntözőrendszer a fejlesztési tervnek megfelelően, két jól elkülö-
níthető, önmagában is teljes értékű komponensre és a köztük lévő kommunikációra ala-
pul. Az első alkotórész a WateringSystem android alkalmazás mely magában foglal egy 
perzisztens SQLite adatbázist, és melynek fő feladatai: 
• A felhasználótól érkező kérések fogadása 
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• A kérés továbbítása az adatbázis vagy az Arduino wifi szerver felé. 
• Eredmény megjelenítése 
 
A második fő komponens az Arduino WiFi szerver, melynek részei: 
• ESP32 fejlesztő lap 
• Vízpumpa 
• DS3231 valós idejű óra modul 
• HC-SR04 ultrahang szenzor 
• Talajnedvességmérő 
Az ESP32 fejlesztő lap ezek közül a rendszer központi eleme, feladatai: 
• A talajnedvességmérő kezelése 
• A vízpumpa relén keresztül történő kezelése 
• DS3231 valós idejű óramodul kezelése 
• HC-SR04 ultrahang szenzor kezelése 
• Kliensek kiszolgálása 
• Automatizált öntözési feladat ellátása 
 
A komponensek közt WiFi-n keresztül REST (Representational State Transfer) 
kommunikáció történik. Kliens nem kizárólag a WateringSystem alkalmazás le-




14. ábra Alapvető működés 
 
3.2.1. Csatlakoztatott hardware-ek és feladataik 
 
• ESP32 Arduino lap 
˗ Az ESP32 Arduino lap az okos öntözőrendszer legfontosabb, központi 
eleme. Egyrészről a beprogramozott működésnek megfelelően kezeli az 
összes rákötött hardware-t, másrészt WiFi szerverként üzemelve folya-
matosan kezeli a klienseket. 
• BBPSU32 tápegység próbapanelhez 
˗ A BBPSU32 tápegység a bemenetként érkező hálózati áramot alakítja át 
az ESP32 működéséhez szükséges 5V feszültségűre. 
• HC-SR04 ultrahang szenzor 
˗ Az ultrahang szenzor a felelős a víztartály vízszintjének ellenőrzéséért, 
az alá helyezett tartályban lévő víz mennyiségét a kibocsátott ultrahangok 
visszaverődési idejéből számítja a hangsebesség felhasználásával: 
s = t * 0,034 / 2 
• DS3231 óra modul 
˗ Az óramodul segítségével fogjuk tudni biztosítani, hogy öntözőrendszer 
áramellátásától függetlenül, mindig a pontos idő álljon rendelkezésünkre. 
Mindez elengedhetetlen a napokra ütemezett öntözések biztosításához, il-
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letve ahhoz, hogy egy nap egynél több automatizált öntözés ne történhes-
sen. 
• Talajnedvességmérő 
˗ A talajnedvességmérő az öntözendő virág földjébe helyezve képes digitá-
lis és analóg jel formájában is kifejezni a talajnedvességét. Esetünkben a 
lényegesen precízebb, 0 és 4095 közötti értékkel visszatérő analóg jelet 
használjuk, ahol a 0 reprezentálja az eláztatott talajt, míg a 4095 a legszá-
razabbat. 
• Vízpumpa 
˗ A vízpumpa működése meglehetősen egyszerű, áram alatt folyamatosan 
szivattyúzza a tartályba helyezett vizet, és azt a ráerősített szilikoncsövön 
keresztül juttatja a virágföldbe. 
• Relé 
˗ A relé nyitja meg, illetve zárja le a vízpumpa áramkörét az ESP32-től ka-
pott jel függvényében. (Relé működése: 15. ábra) 
 
15. ábra Relé 
Forrás: https://openlabpro.com/guide/relays-and-actuators/ , 2018 
3.2.2. Az Arduino WiFi szerver 
 
Arduino WiFi szervernek neveztem a kódot mely az ESP32 lapon fut, tekintve, 
hogy legfontosabb feladata a WateringSystem Android klienstől érkező kérések kiszol-
gálása. 
Kód írásához a hivatalos fejlesztőkörnyezet az Arduino IDE[6], mely elérhető Li-
nuxra, Mac OS-re, és Windowsra egyaránt. Kódot CPP -ban tudunk írni, és segítségül 
kapjuk az Arduino.h könyvtárat, mely tartalmaz olyan alapvető Arduinohoz köthető 
funkciókat, mint a digitális jel írására és olvasására szolgáló digitalWrite() és digialRe-
ad(), az analóg jel írására és olvasására szolgáló analogWrite() és analogRead(), vagy az 
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IDE képernyőjére történő kiíráshoz használt Serial.print(). Érdekes lehet, hogy sem az 
Arduino WiFi szerverben, sem egyéb interneten található programokban nincs kiírva az 
#include <Arduino.h> import. Ennek oka, hogy a sor beillesztése pre-processzing fordí-
tási fázisban automatikusan megtörténik. 
A kód struktúráját tekintve három részt különíthetünk el. Az első szakaszban hivat-
kozzuk be a felhasznált könyvtárakat, itt definiáljuk a C/CPP világából már ismert mak-
rókat, illetve itt deklarálhatunk és inicializálhatunk változókat. 
Esetünkben a WiFi.h, Wire.h és a RTCLib.h könyvtárak importálására lesz szükség, 
melyekből az első lesz felelős a szerver létrehozásáért, és a kliensek kiszolgálásáért, 
míg a másik kettőt fogjuk használni a pontos idő nyilvántartásához. 
• #include <WiFi.h> 
• #include <Wire.h> 
• #include <RTCLib.h> 
A konvenciónak megfelelően az Arduino.h importot nem tüntetjük fel. 
Ezt követően a 3.3.1-es pontban leírt konfiguráció és 3.4.1-es pontban leírt szintaxis 
szerint megírjuk az ESP32 lábkiosztását tartalmazó makrókat. 
• #define ANALOG_PIN_MOISTURE 36 
• #define DIGITAL_PIN_PUMP 2 
• #define SONIC_TRIGGER 33 
• #define SONIC_ECHO 32 
• #define CLOCK_SDA 21 
• #define CLOCK_SCL 22 
Végül szükségünk lesz pár változóra, amikben eltároljuk a mért talajnedvességet, 
vízszintet, az automatizált öntözés módját, a napokat melyeken öntözni kell, a minimá-
lis talajnedvességet, egy logikai változót melyben nyilván tartjuk, hogy az aktuális na-
pon történt-e öntözés, valamint itt hozzuk létre a WiFi servert is ami esetünkben a 80-as 
porton fog figyelni és itt adjuk meg a hálózatra való csatlakozáshoz szükséges adatokat. 
• int soil_moisture; A mért talajnedvesség. 
• long duration; Az ultrahang szenzor által történt mérésezredmásodpercben. 
• int distance; A ultrahangszenzor által miért időből kalkulált távolság. 
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• boolean automatedByMoisture; Logikai változó, mely, ha igaz akkor minimális 
talajnedvesség alapján történik az automatizált öntözés, különben a beütemezett 
napokon. 
• int minimal_water_level; Minimális vízszint. 
• boolean days_to_water[7]; Hét elemű logikai tömb, mely a hét napjait reprezen-
tálják vasárnaptól szombatig. Ha egy adott naphoz tartozó indexnél a tömb érté-
ke igaz, akkor arra a napra van beütemezett öntözés, máskülönben nem. 
• boolean alreadyWateredToday=false; Ebben a változóban tároljuk, hogy az ak-
tuális napon történt-e öntözés. 
• WiFiServer server(80); A WiFi server létrehozása, illetve paraméterként megad-
juk a 80-as portot amin figyelni fog. 
• const char* ssid     = "HALOZAT NEVE"; 
• const char* password = "JELSZO"; 
 
A kód következő logikailag elkülöníthető szakasza a void setup() függvény és tart-
alma. Ez a függvény egyszer fut le a program indításakor (mikor az Arduino lap áramot 
kap), tipikusan itt kötünk funkciókat az Arduino lap lábaihoz, itt nyitjuk meg a felhasz-
náló felé a kommunikációs csatornát (Serial monitor), illetve esetünkben itt fogjuk elin-
dítani a WiFi szervert. A megfelelő működés érdekében nem is engedjük tovább a ve-
zérlést amíg a WiFi szerver elindítása nem volt sikeres. 





    Serial.begin(9600); 
    pinMode(DIGITAL_PIN_PUMP, OUTPUT);    // set the water pump pin mode 
    pinMode(SONIC_TRIGGER, OUTPUT); // Sets the trigPin as an Output 
    pinMode(SONIC_ECHO, INPUT); // Sets the echoPin as an Input 
    delay(10000); 
    // We start by connecting to a WiFi network 
    Serial.println(); 
    Serial.println(); 
    Serial.print("Connecting to "); 
    Serial.println(ssid); 
    WiFi.begin(ssid, password); 
    while (WiFi.status() != WL_CONNECTED) { 
        delay(1000); 
        Serial.print("."); 
    } 
    Serial.println(""); 
    Serial.println("WiFi connected."); 
    Serial.println("IP address: "); 
    Serial.println(WiFi.localIP()); 
    server.begin(); 
} 
Érdemes megfigyelni az első szakaszban definiált makrók szerepét. 
A kód utolsó logikailag elkülöníthető szakasza a void loop() függvény és a benne fog-
laltak. A loop() függvénybe írt kódrészlet végtelen ciklusban fut, itt fogjuk elvégezni a 
felhasználó által kért beállítások alapján az öntözési feladatokat, illetve itt fogjuk ki-





16. ábra Alap funkcionalitás 
 
A talajnedvesség, illetve beállított napok alapján történő automatizálás részleteseb-
ben: 
 







18. ábra Beállított napokon történő öntözés 
 
Az öntözési feltételbe mindkét esetben beletartozik, hogy az adott napon még nem 
történt öntözés, ezentúl minimális talajnedvesség esetén, még az, hogy a minimális ta-
lajnedvesség értéket elértük, öntözött napok esetén pedig, hogy az aktuális napra van 
beütemezett öntözés. 
A kliensek kiszolgálása a 3.2.3-as pontban foglaltak szerint történik. 
3.2.3. Kommunikáció 
 
Kommunikáció során a WateringSystem Android app REST hívásokat küld az 
Arduino szerver felé, az Arduino szerver feldolgozza azt, elküldi válaszát, végül ezt a 
WateringSystem app kezeli. A REST hívások és válaszok az alábbiak lehetnek: 
1. Kérés: ArduinoBaseURL/measureMoisture, metódus: GET 
Válasz: 0-4095 közötti szám, stringként ábrázolva, 0 a legnagyobb mérhető ta-
lajnedvesség, 4095 a legkissebb, azaz a legszárazabb talaj állapot. 
Válasz kódja: HTTP 200 OK 
Elvégzett művelet: A talajnedvességmérő szenzor aktuális értékének leolvasása 
az analóg lábról. 
2. Kérés: ArduinoBaseURL/waterLevel, metódus: GET 
Válasz: Egész szam stringkent ábrázolva, mely az ultrahang szenzorból kibocsá-
tott ultrahanggal érintkező felület távolságát jelenti centiméterben. Például: „24” 
jelentése: 24 cm -re jutott el a kibocsátott ultrahang mielőtt visszaverődött. 
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Válasz kódja: HTTP 200 OK 
Elvégzett művelet: Az ultrahangszenzoron keresztül ultrahang kibocsátása, a 
visszaverődés fogadása, az eltelt időből távolság számítása az alábbi képlettel: 
s = t * 0,034 / 2 
 
3. Kérés: ArduinoBaseURL/startPump, metódus: POST 
Válasz: HTTP 200 OK 
Elvégzett művelet: A vízpumpára kötött relének magas feszültség küldése ezzel 
megnyitva a vízpumpa áramkörét. Végeredményül a locsolás elindul.  
4. Kérés: ArduinoBaseURL/stopPump, metódus: POST 
Válasz: HTTP 200 OK 
Elvégzett művelet: A vízpumpára kötött relének alacsony feszültség küldése ez-
zel elzárva a vízpumpa áramkörét. Végeredményül a locsolás leáll.  
5. Kérés: ArduinoBaseURL/minimalWater, metódus: POST 
Válasz: HTTP 200 OK 
Elvégzett művelet: Az Arduino öntöző rendszer beállítása minimális talajned-
vesség esetén történő öntözésre. 
6. Kérés: ArduinoBaseURL/scheduledDays, metódus: POST 
Válasz: HTTP 200 OK 
Elvégzett művelet: Az Arduino öntöző rendszer beállítása kiválasztott napokon 
történő öntözésre.  
7. Kérés: ArduinoBaseURL/under40, metódus: POST 
Válasz: HTTP 200 OK 
Elvégzett művelet: Minimális talajnedvesség 40%-ra állítása. 
8. Kérés: ArduinoBaseURL/under50, metódus: POST 
Válasz: HTTP 200 OK 
Elvégzett művelet: Minimális talajnedvesség 50%-ra állítása. 
9. Kérés: ArduinoBaseURL/under60, metódus: POST 
Válasz: HTTP 200 OK 
Elvégzett művelet: Minimális talajnedvesség 60%-ra állítása. 
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10. Kérés: ArduinoBaseURL/<napok listája>, metódus: POST 
ahol a napok listájának minden eleme az alábbiak egyike: 
Monday, Tuesday, Wednesday, Thursday, Friday, Saturday, Sunday 
A napok egymást követően, elválasztás nélkül, egybeírva kerülnek felsorolásra, 
például: ArduinoBaseURL/MondayThursdayWednesday 
Válasz: HTTP 200 OK 
Elvégzett művelet: Az elküldött napokhoz öntözés beütemezése. 
11. Kérés: ArduinoBaseURL/noDaySelected, metódus: POST 
Válasz: HTTP 200 OK 
Elvégzett művelet: Az ütemezett napok listájának ürítése. 
 
Az ArduinoBaseURL minden esetben a szerver indításakor dől el, és az Arduino 
IDE Serial Monitorjára kerül kiírásra. 
3.2.4. A WateringSystem Android alkalmazás felépítése 
 
A WateringSystem Android alkalmazás jelentős szerepet tölt be az okos öntöző-
rendszerben. Egyrészről ez az applikáció a kizárólagos user inteface, másrészről magába 
foglalja az adatbáziskezelőt, harmadrészt megteremti a szinkront a felhasználó által el-
várt működés, és az Arduino rendszer között. 
Az alkalmazás három fő része a kezdőképernyőt kiszolgáló MainActivity, mely 
egyben az applikáció kapuja, a Beállítások felületért felelős SettingsActivity, és a Sta-
tisztikák felületért felelős StatActivity. 
A MainActivity a user szeme elől elrejtve nagyon fontos feladatokat lát el az alkal-
mazás indítása során, a void syncSettings() függvény meghívásával. Ez a függvény el-
lenőrzi az eltárolt öntözési beállításokat, és elküldi azokat az Arduino WiFi szerver felé 
a 3.2.3-as pontban foglalt API hívások segítségével. Szintén itt történik az internet el-
érés ellenőrzése is, mely a program használatának előfeltételeként lett megfogalmazva. 
Ezen kívül a MainActivity felelős a Kezdőképernyőn megjelenített talajnedvesség adat 
betöltéséért és a WaterNow! gomb érintését követő öntözés indításáért. 
A StatActivity a Statisztikák oldalon dinamikusan jeleníti meg a felhasználó felé az 
adatbázisban tárolt talajnedvesség mérési adatokat, ezzel párhuzamosan lehetőséget 
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kínálva új mérési adat lekérésére. Az Arduinotól érkező 0-4095 közé eső mérési ered-
ményt a következő függvény képezi le a 0-100% intervallumra: 
    private int calculatePercentage(int analogInput) 
    { 
        return (int)((((double)analogInput/4095)*100)-100)*-1; 
    } 
 
A mért adatok dinamikus megjelenítéséhez, illetve SQLite adatbázisban történő tárolá-
sához az Android Room Persistence Libraryjét használtam, melynek dokumentációja az 
alábbi linken található: 
https://developer.android.com/topic/libraries/architecture/room  
Az adatbázis kizárólag egy táblából áll, melyet Measurementsnek nevezem el, és mely-
nek sémája a következő: 
 
 
19. ábra Adatbázis 
 
A SettingsActivity kezeli le a felhasználó által a Beállítások képernyőn meghatáro-
zott beállításokat, és tárolja el azokat, egy, az egész alkalmazás számára elérhető 
SharedPreference objektumban. A beállítások változását az Android által biztosított 
OnSharedPreferenceChangeListener figyeli, melyhez a megváltoztatott opció kulcsa 
alapján tudunk személyre szabott funkcionalitást rendelni. Például a következő kódrész-
let felelős azért, hogy a user inteface-en kizárólag az éppen aktív automatizált öntözési 





    @Override 
    public void onSharedPreferenceChanged(SharedPreferences 
sharedPreferences, String key) { 
        if(key.equals(BASIC_BEHAVIOUR)) { 
            disabeOptions(sharedPref); 
} 
 
private void disabeOptions(SharedPreferences sharedPref) { 
    if(sharedPref.getString(BASIC_BEHAVIOUR,"").equals("Minimal water 
moisture")) 
    { 
        findPreference(MINIMAL_MOISTURE).setEnabled(true); 
        findPreference(SCHEDULED_DAYS).setEnabled(false); 
    } 
    else if(sharedPref.getString(BASIC_BEHAVIOUR,"").equals("Scheduled 
days")) 
    { 
        findPreference(SCHEDULED_DAYS).setEnabled(true); 
        findPreference(MINIMAL_MOISTURE).setEnabled(false); 





3.3. Konfiguráció és telepítés 
 
Az okos öntözőrendszer használatához konfigurálnunk és telepítenünk kell a kom-
ponenseket, minek részleteit a következő alfejezetekben fejtem ki. 
3.3.1. A hardware-ek összeszerelése 
 
Az Arduino komponens használatához a legelső feladat, melyet el kell végeznünk a 




20. ábra Hardware összeszerelése 
 
Az összeszerelésének legegyszerűbb és véleményem szerint legpraktikusabb módja, 
ha próbapanelt használunk. A próbapanel előnyei többek között: 
• Egy darab BBPSU-32 -es (lsd.21. ábra) vagy hasonló 220V-ot 5V-ra átalakító 
áramforrással biztosíthatjuk az összes felhasznált eszköz áramellátását. 
• Ha a rendszer bővülne, vagy akár kikerülnének részei, könnyen újraépíthetjük 
az áramköröket. 




21. ábra BBPSU-32 
 
A dokumentáció további részeiben végig erre a megoldásra fogok hivatkozni. Ter-
mészetesen ettől függetlenül a rendszer használható próbapanel nélkül is, a szükséges 
forrasztások elvégzését követően, de ebben az esetben végig kell gondolnunk a kompo-
nensek áramellátásának megoldását is. Mindennek figyelembevételével az eszközöket a 
20. ábrán látható módon a következők szerint szereljük össze: 
• ESP32 Arduino lap 
˗ Helyezzük el úgy a próbalapon, hogy mindkét oldalán minden lába mel-
lett legalább egy üres hely legyen. 
• Áramforrás 
˗ A próbapanel mindkét oldalára kössünk be 1-1 5V-os áramforrást. (Pl. 
BBPSU32) 
• HC-SR04 ultrahang szenzor 
˗ A VCC jelzésű lábat vezessük a próbapanel oldalán a 2X2es tápbusz po-
zitív sávjába 
˗ A GND jelzésű lábat a tápbusz ugyan ezen oldalán vezessük a negatív 
sávba. 
˗ Az ECHO lábat kössük az ESP32 32-es lábára. 
˗ A TRIGGER lábat kössük az ESP32 33-as lábára. 
• DS3231 óra modul 




˗ A GND jelzésű lábat a tápbusz ugyan ezen oldalán vezessük a negatív 
sávba. 
˗ Az SCL lábat kössük az ESP32 22-es lábára. 
˗ Az SDA lábat kössük az ESP32 21-es lábára. 
• Talajnedvességmérő 
˗ A VCC jelzésű lábat vezessük a próbapanel oldalán a 2X2es tápbusz po-
zitív sávjába 
˗ A GND jelzésű lábat a tápbusz ugyan ezen oldalán vezessük a negatív 
sávba. 
˗ Az AO jelzésű lábat kössük az ESP32 VP feliratú 36-os lábára. 
• Relé és pumpa 
˗ A relé VCC jelzésű lábát vezessük a próbapanel oldalán a 2X2es tápbusz 
pozitív sávjába 
˗ A relé GND jelzésű lábát a tápbusz ugyan ezen oldalán vezessük a nega-
tív sávba. 
˗ A relé S jelzésű lábát kössük az ESP 32 2-es lábára 
˗ A relé COM kimenetét kössük a próbapanel másik oldalán lévő tápbusz 
pozitív sávjába 
˗ A relé NC (normally closed) kimenetére kössük a vízpumpa VCC kábe-
lét. 
˗ A vízpumpa GND kábelét kössük a próbapanel tetszőleges oldalán a 
2X2-es tápbusz negatív sávjába. 
Fontos megjegyezni, hogy az ESP32 Arduino lap nem minden lába egyenértékű, 
például nem mindegyik alkalmas analóg jel olvasására, sőt a DS3231 óra modul működ-
tetéséhez szükséges SCL és SDA lábak kizárólag a 22-s és 21-es lábak. 
3.3.2. Az óramodul inicializálása 
 
Az öntözőrendszer megfelelő működésének elengedhetetlen feltétele a pontos idő 
ismerete, függetlenül az esetleges áram kimaradásoktól. Ezt a célt szolgálja a rendszer-
ben használt DS3231 óramodul, mely egy kezdeti inicializálást követően az öntözőrend-
szer többi komponensétől függetlenül megőrzi a pontos időt. 
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Miután a 3.3.1-es pontban leírtaknak megfelelően bekötöttük a DS3231 óramodult a 
rendszerbe, az alábbiak szerint inicializálhatjuk: 
• Indítsuk el az Arduino IDE-t 
• Nyissuk meg a Sketch/Include Library/ Manage Libraries… ablakot 
• Keressünk rá az RTCLib kulcsszóra 
• A 22. ábrának megfelelően kattintsunk az Install gombra az RTCLib by Adafru-
it librarynél. 
• Zárjuk be a Library Managert 
• Nyissuk meg a következő példa file-t: File/Examples/RTCLib/DS3231 
• Írjuk be a megfelelő dátumot a következő sorba: 
rtc.adjust(yyyy,mm,dd,hh,mm,ss); 
Ahol az „yyyy” helyébe írhatjuk az aktuális évet az „mm” helyére az aktuális 
hónapot, a „dd” helyére az aktuális napot, a „hh” helyére az aktuális órát, az 
„mm” helyére az aktuális percet, az „ss” helyére az aktuális másodpercet. 
Például, ha 2014 január 21.e hajnali 3 órát szeretnénk beállítani, ezt írjuk: 
rtc.adjust(DateTime(2014, 1, 21, 3, 0, 0));  
• Töltsük fel a kódot az Arduinora, ezzel befejezve az óra beállítását. 
 




3.3.3. Az Arduino wifi szerver telepítése 
 
1. Töltsük le majd telepítsük az Arduino IDE legfrissebb verzióját a software hiva-
talos honlapjáról: https://www.arduino.cc/en/Main/Software  
2. Adjuk hozzá az ESP32 Arduino lapot az Arduino IDE fejlesztőkörnyezethez 
a. Nyissuk meg a File/Preferences ablakot 
b. Írjuk be a következő sort a Additional Board Manager URLs -hez: 
https://dl.espressif.com/dl/package_esp32_index.json  
c. Nyissuk meg a Tools/Board/Boards manager ablakot 
d. Keressünk rá a ESP32 by Espressif Systems -re majd telepítsük 
3. Csatlakoztassuk számítógépünkhöz az ESP32 lapot a mikrousb porton keresztül. 
4. Válasszuk ki az ESP 32 Arduino lapot a Tools/Board menüből 
5. A File/Open ablakban válasszuk ki az Arduino wifi szervert (Wa-
teringSystem/WiFiServer/WiFiServer.ino) 
6. Töltsük fel a kódot az ESP32 lapra az Upload gombra kattintva. 
3.3.4. Az Arduino wifi szerver indítása 
 
Helyezük áram alá a rendszert, mely automatikusan futtatni fogja a rátelepített kó-
dot. 
3.3.5. A WateringSystem android alkalmazás telepítése 
 
A WateringSystem Android alkalmazás telepítéséhez a program lebuildelt APK-jára 
van szükség. Ennek eredeti, 1.0-ás verziója elérhető a WateringSystem\app\release 
mappában, telepítésének részletei pedig a felhasználói dokumentációban, a 2.2-es pont 
alatt lettek kifejtve. 
3.3.6. Új WateringSystem build telepítése közvetlenül a készülékre 
 
1. Töltsük le majd telepítsük az Android Studio[7] legfrissebb verzióját a software 
hivatalos honlapjáról: https://developer.android.com/studio/ 
2. A File/Open ablakban válasszuk ki a WateringSystem alkalmazást 
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3. Várjuk meg a Gradle build tool futását 
4. Csatlakoztassuk okostelefonunkat a használt számítógéphez 
5. A Run ’app’ ikonra kattintva, vagy a Shift + F10 billentyűkombinációval futtas-
suk az alkalmazást 
6. A felugró Select deployment target ablakban válasszuk ki a csatlakoztatott esz-
közünket 
7. Várjuk meg míg az alkalmazás elindul telefonunkon. 
8. Válasszuk le a telefont a számítógépről 
3.3.7. Új WateringSystem APK file készítése 
 
1. Töltsük le majd telepítsük az Android Studio legfrissebb verzióját a software 
hivatalos honlapjáról: https://developer.android.com/studio/ 
2. A File/Open ablakban válasszuk ki a WateringSystem alkalmazást 
3. Várjuk meg a Gradle build tool futását 
4. Nyissuk meg a Build/Generate Signed Bundle or APK ablakot 
5. Válasszuk ki az APK menüpontot 
6. Adjuk meg a kívánt elérési útvonalat, ahova az APK-t buildelni kívánjuk, majd 
a finish gombbal véglegesítsük a folyamatot. 
3.4. Kódszinten tárolt konfigurációk módosítása 
 
Előfordulhat, hogy olyan beállításokat kívánunk módosítani, melyek nem lettek ki-
szervezve a felhasználói felületre. A következő alfejezetekben megtalálhatók a konfigu-
rációval kapcsolatos kódrészletek. 
3.4.1. Az ESP32 lábakhoz rendelt hardware-ek 
 
Amennyiben valamilyen oknál fogva szeretnénk a telepítési útmutatóban leírtaktól 
eltérő módon csatlakoztatni a hardware-eket az ESP32 laphoz, úgy az Arduino WiFi 
szerver kódját is ennek megfelelően kell módosítani. 
A hardware-ek csatlakozási pontjai a file elején, még az első függvényhívás (void 
setup()) előtt, makrókban vannak definiálva a következő szintaxissal: 
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#define <hardware és annak csatlakozási pontjának neve> <ESP32 lábának száma> 







Míg az ESP 32 lábait jelölő számok a 23. ábráról leolvashatóak: 
 
23. ábra ESP32 lábak számozása 
Forrás: https://lastminuteengineers.com/esp32-arduino-ide-tutorial/, 2018 
3.4.2. Az öntözési idő módosítása 
 
A WateringSystem Android alkalmazásban nyissuk meg a 




private class stopWateringTask extends AsyncTask<Void, Void, Void> { 
    protected Void doInBackground(Void... param) { 
 
        try { 
            sleep(10000); 
            stringRequest = new StringRequest(Request.Method.POST, baseUrl 
+ stopPumpUrl, new Response.Listener<String>() { 
                @Override 
                public void onResponse(String response) { 
                    Context context = getApplicationContext(); 
                    CharSequence text = "Watering stopped"; 
                    int duration = Toast.LENGTH_SHORT; 
                    Toast toast = Toast.makeText(context, text, duration); 
                    toast.show(); 
                } 
            }, new Response.ErrorListener() { 
                @Override 
                public void onErrorResponse(VolleyError error) { 
                    Context context = getApplicationContext(); 
                    CharSequence text = "Something went wrong"; 
                    int duration = Toast.LENGTH_SHORT; 
                    Toast toast = Toast.makeText(context, text, duration); 
                    toast.show(); 
                } 
            }); 
            mRequestQueue.add(stringRequest); 
            return null; 
        } catch (InterruptedException e) { 
            e.printStackTrace(); 
            return null; 
        } 
    } 
} 
 
A függvény az öntözés indítását követően hívódik meg, és egy tíz másodperces késlelte-
téssel indul, ezért külön szálon (AsyncTask) fut, hogy a program működését ne szakítsa 
meg. A meghívott sleep(10000) függvény újra paraméterezésével (paraméterként a kés-
leltetés idejét kell megadni ezredmásodpercben) tudjuk az öntözés idejét változtatni. A 
késleltetést követően POST kérésként elküldi az öntözés leállítására szolgáló URL-t az 
Arduino WifiServernek, majd a válasz alapján visszajelzést ad a felhasználónak. 
3.4.3. A kritikus vízszint módosítása 
 
Az okos öntözőrendszer része egy vízszintmérő modul. A működés lényege, hogy a 
rendszer, a víztartály felé rögzített ultrahang szenzor segítségével, a vízfelszínről történő 
ultrahang visszaverődés alapján megállapítja a rendelkezésre álló víz mennyiségét. Érte-
lemszerűen a távolság növekedése a vízszint csökkenését jelenti. Az összekészített pro-
totípus esetén a kritikus távolságot 20 cm -re állítottam, ezt módosítani a következő file-




A file-on belül a criticalWaterLevel nevű, integer típusú konstansnak szükséges új 
értéket adni. 
3.4.4. Beállítások felüldefiniálása 
 
Amennyiben a WateringSystem Android alkalmazáson belül az öntözés beállításait 




A settings.xml file sorolja fel az elérhető beállításokat, ezek a WateringSystem ere-




Új beálltás létrehozása esetén a már létrehozott elemek szintaxisát kell követnünk, 
például: 
<ListPreference 
    android:key="basic_behaviour" 
    android:title="@string/pref_basicBehaviour" 
    android:entries="@array/pref_basicBehaviour_entries" 
    android:entryValues="@array/pref_basicBehaviour_values" 
    android:defaultValue="@string/pref_basicBehaviour_default_value" 
    android:dialogTitle="@string/pref_basicBehaviour_dialog_title"/> 
 
Paraméterezése pedig a következők szerint történik: 
• Az xml tag egy Android Preference típus lehet: 
https://developer.android.com/reference/android/preference/Preference 
• Az android:key értékében szereplő stringre fog hivatkozni az alkalmazás. Al-
kalmazáson belül egyedinek kell megválasztanunk. 
• Az android:title az a string ami a Settings képernyőn lesz megjelenítve. 




• Az android:entryValues az a lista, ami az entriesben tárolt listához határozza 
meg az alkalmazásban ténylegesen tárolandó értékeket.  
• Az android:defaultValue az alapértelmezettnek választott felvehető érték. 
• Az android:dialogTitle az a string, ami beállítás kiválasztását követő felugró ab-
lak címe lesz. 
A strings.xml-be érdemes kiszervezni a beállításokhoz használt címeket és listákat, 
például a basic_behaviour android:title-jében hivatkozott 
"@string/pref_basicBehaviour" így néz ki: 
<string name="pref_basicBehaviour">Basic watering behaviour</string> 
 
Az android:entryValues -ban hivatkozott ="@array/pref_basicBehaviour_values" 
pedig így: 
<string-array name="pref_basicBehaviour_values"> 
    <item>Minimal water moisture</item> 
    <item>Scheduled days</item> 
</string-array> 
 
A beállítások végeztével, ellenőrizzük, hogy szükséges-e a beállított értékekhez tár-




    @Override 
    public void onSharedPreferenceChanged(SharedPreferences 
sharedPreferences, String key) { 
        if(key.equals(BASIC_BEHAVIOUR)) 
        { 
            disabeOptions(sharedPref); 
        } 
    } 
}; 
 
A módosítandó kódrészlet a megváltoztatott beállítás kulcsához tartozó „if” ág.  
3.5. Tesztek 
 
A felhasználói dokumentációban kifejtett funkcionalitását az okos öntözőrendszer-
nek az alábbi teszt esetekkel fedem le: 
1. A WateringSystem Android applikáció indítása internet kapcsolat nélkül. 
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Elvárt működés: No internet connection hibaüzenet mellett az alkalmazás 
bezár. 
Tapasztalt működés: No internet connection hibaüzenet mellett az alkalma-
zás bezár. 
Teszt: Sikeres. 
2. A WateringSystem Android applikáció indítása internet kapcsolat mellett, offli-
ne Arduinoval. 
Elvárt működés: Az alkalmazás elindul, majd Arduino offline, check con-
nection! hibaüzenetet küld. 
Tapasztalt működés: Az alkalmazás elindul, majd Arduino offline, check con-
nection! hibaüzenetet küld. 
Teszt: Sikeres. 
3. A WateringSystem Android applikáció indítása internet kapcsolat mellett, on-
line Arduinoval. 
Elvárt működés: Az alkalmazás elindul és kijelzi az aktuális talajnedvességet a 
kezdőképernyőn. 
Tapasztalt működés: No internet connection hibaüzenet mellett az alkalmazás 
bezár. 
Teszt: Sikeres. 
4. A WateringSystem Android applikáció indítása internet kapcsolat mellett, on-
line Arduinoval, de nem elegendő vízmennyiséggel. 
Elvárt működés: Az alkalmazás elindul, de nem enged tovább a fő képernyőre, 
amíg nem töltjük újra a víztartályt. 
Tapasztalt működés: Az alkalmazás elindul, de nem enged tovább a fő képer-
nyőre, amíg nem töltjük újra a víztartályt. 
Teszt: Sikeres. 
5. WATER NOW! funkció használata offline Arduinoval. 
Elvárt működés: Az alkalmazás Arduino offline, check connection! hibaüzene-
tet küld. 





6. WATER NOW! funkció használata online Arduinoval. 
Elvárt működés: Az öntözőendszer locsolni kezd majd 10s múlva leáll. A fel-
használó először Watering started, majd Watering stopped üzeneteket kap ezzel 
párhuzamosan. 
Tapasztalt működés: Az öntözőendszer locsolni kezd. A felhasználó először 
Watering started, majd Watering stopped üzeneteket kap ezzel párhuzamosan. 
Teszt: Sikeres. 
7. WATER NOW! funkció használata online Arduinoval, de nem elegendő víz-
mennyiséggel. 
Elvárt működés: Water level is low, please refill the tank hibaüzenet. 
Tapasztalt működés: Water level is low, please refill the tank hibaüzenet. 
Teszt: Sikeres. 
8. A Statisztikák oldalon új mérés indítása online Arduinoval 
Elvárt működés: Új mérési adattal frissül az oldal. 
Tapasztalt működés: Új mérési adattal frissül az oldal. 
Teszt: Sikeres. 
9. A Statisztikák oldalon új mérés indítása offline Arduinoval 
Elvárt működés: Arduino offline, check connection! hibaüzenet 
Tapasztalt működés: Arduino offline, check connection! hibaüzenet 
Teszt: Sikeres. 
10. Statisztikák megőrzése alkalmazás újra indítását követően. 
Elvárt működés: Újra indítás követően nem vesznek el a tárolt adatok. 
Tapasztalt működés: Újra indítás követően nem vesznek el a tárolt adatok. 
Teszt: Sikeres. 
11. Statisztikák oldalon Import sample data funkció használata 
Elvárt működés: Korábbi adatok törlése, 10 mintaadat megjelenítése. 
Tapasztalt működés: Korábbi adatokat törölte, illetve üres tábla esetén is 10 




12. Statisztikák oldalon Delete data funkció használata 
Elvárt működés: Összes adat törlése. 
Tapasztalt működés: Összes adatot törölte, üres tábla esetén se okoz hibát a 
programban. 
Teszt: Sikeres. 
13. Statisztikák oldalon Chart megnyitása kevesebb mint két mérési adattal. 
Elvárt működés: Need at least 2 measurements hibaüzenet. 
Tapasztalt működés: Need at least 2 measurements hibaüzenet. 
Teszt: Sikeres. 
14. Statisztikák oldalon Chart megnyitása legalább két mérési adattal. 
Elvárt működés: Megnyílik a Chart és a tárolt mérési adatokat használja. 
Tapasztalt működés: Megnyílik a Chart és a tárolt mérési adatokat használja. 
Teszt: Sikeres. 
15. Basic watering behaviour alapján a Beállítások GUI dinamikus változtatása 
Elvárt működés: Minimal soil moisture kiválasztása esetén kizárólag a Minimal 
moisture opció érhető el, míg Scheduled days esetén kizárólag a Watering Days. 
Tapasztalt működés: Minimal soil moisture kiválasztása esetén kizárólag a Mi-
nimal moisture opció érhető el, míg Scheduled days esetén kizárólag a Watering 
Days. 
Teszt: Sikeres. 
16. Beállított Minimal moisture és öntözés kapcsolata. 
Elvárt működés: Beállított Minimal moisture esetén történik öntözés, ha a talaj-
nedvesség a határérték alatt van, de csak naponta egyszer. 
Tapasztalt működés Beállított Minimal moisture esetén történik öntözés, ha a ta-
lajnedvesség a határérték alatt van, de csak naponta egyszer. 
Teszt: Sikeres. 
17. Beállított Watering days és öntözés kapcsolata. 
Elvárt működés: A beállított napokon történik pontosan egy öntözés. 
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