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Реферат 
Выпускная квалификационная работа выполнена на 114 страницах, 
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Объектом исследования является автоматизированная система 
«АПЕКС» управления асфальтобетонным заводом.  
Цель работы – Спроектировать и реализовать эмулятор 
технологического оборудования автоматизированной системы «АПЕКС» 
управления асфальтобетонным заводом. 
В процессе исследования проводился анализ управляющего 
программного обеспечения системы «АПЕКС», прошивок весовых 
дозирующих контролеров ДВК-288/388 и КАМ-1209. 
В результате исследования был спроектирован и разработан эмулятор 
технологического оборудования автоматизированной системы «АПЕКС» 
управления асфальтобетонным заводом. 
Основные конструктивные, технологические и технико-
эксплуатационные характеристики: выполнение данного проекта позволит 
повысить качество и скорость разработки программного обеспечения. 
Степень внедрения: разработанный эмулятор используется при 
разработке управляющего программного обеспечения автоматизированной 
системы «АПЕКС». 
Область применения: разработка программного обеспечения верхнего 
уровня систем АСУ ТП. 
Экономическая эффективность/значимость работы проекта можно 
оценить лишь косвенно. К косвенным показателем отнесем уменьшение 
ошибок при разработке ПО АСУ «АПЕХ» как следствие уменьшение 
издержек на этапе внедрения АСУ «АПЕХ» на площадке заказчика. 
В будущем планируется расширение функциональных возможностей 
эмулятора путем добавления эмуляций технологического оборудования.  
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Введение 
Актуальность 
При разработке программного обеспечения автоматизированной 
системы управления асфальтобетонными заводами «АПЕХ» применяется 
водопадная модель жизненного цикла ПО. Основная идея модели 
заключается в том, что процесс разработки делится на пять фаз которые 
выполняться строго последовательно. Водопадная модель состоит из 
следующих фаз: 
Разработка требований: сбор бизнес-требований заказчика, анализ 
существующего производства и их преобразование в функциональные 
требования к программному продукту. 
Анализ и дизайн: разработка модели предметной области, 
проектирование мнемосхемы технологического процесса, 
пользовательского интерфейса и т.п. 
Реализация: создание продукта по разработанным на предыдущем 
этапе спецификациям. 
Тестирование: включает проверку на соответствия функциональных 
требований заказчика к разработанному программному обеспечению, а 
также поиск ошибок в реализации алгоритмов управления технических 
процессов. 
Развертывание: обучение пользователей, инсталляция системы, 
перевод в промышленную эксплуатацию. 
Основная проблема при разработке программного обеспечения 
возникает на фазе реализация, тестирование и развертывание. 
Суть проблемы такова. При разработке программного обеспечения 
необходимо учесть особенности работы оборудования как в отдельности, 
так и вместе, протестировать все нештатные ситуации которое могут 
возникнуть на производстве при эксплуатации автоматизированной 
системы управления «АПЕКС» 
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К внештатным ситуациям можно отнести: 
 отказ оборудования; 
 неправильные действия оператора; 
 отсутствие подтверждения выполнения сформированной 
команды; 
 самопроизвольное изменение состояния контролируемого 
объекта; 
 превышение допустимых уровней. 
На этапе «Тестирования» нет возможности настроить должным 
образом разработанное программное обеспечения и сформировать схему 
подключения оборудования к управляющему программному обеспечению. 
Невозможность настроить программное обеспечение несет за собой 
существенные издержки в виду увеличения этапа внедрения, так как 
приходиться настраивать все по месту на площадке заказчика и вносить 
корректировки в программное обеспечение если были выявлены недостатки 
или ошибки на предыдущих этапах. 
Цель и задачи 
Целью данной работы является разработка эмулятора 
технологического оборудования автоматизированной системы «АПЕКС» 
управления асфальтобетонным заводом. Который позволит эмулировать 
работу дозирующих весовых контроллеров ДВК-288/388, модулей 
ввода/вывода КАМ-1209 и исполнительных устройств. 
Для достижения поставленной цели необходимо решить следующие 
задачи: 
• Разработать архитектуру эмулятора.  
• Реализовать протокол обмена данных. 
• Разработать графический интерфейс эмулятора и эмулирующих 
им устройств. 
• Реализовать эмуляцию работы ДВК-288/388 и КАМ-1209. 
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• Реализовать эмуляцию нештатной работы оборудования. 
• Реализовать регулирование качества эмулированного сигнала. 
• Реализовать ансинхронную обработку пакетов (команд). 
Результатом выпускной квалификационной работы будет 
разработанный эмулятор технологического оборудования 
автоматизированной системы «АПЕКС» управления асфальтобетонным 
заводом. Эмулятор повысит качество и скорость разработки управляющего 
программного обеспечения автоматизированной системы «АПЕКС», снизит 
издержки предприятия на этапе внедрения АСУ «АПЕКС» на площадке 
заказчика. 
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1 Обзор литературы 
Для разработки архитектуры эмулятора использовались следующие 
источники:  
 Дж. Д. Мейер (J. D. Meier), Давид Хилл (David Hill). Руководство 
Microsoft по проектированию архитектуры приложений [2].  
 Мартин Фаулер. Архитектура корпоративных программных 
приложений. Москва • Санкт-Петербург • Киев 2006. 541 с [3]. 
В данных источника собраны рекомендации по применению лучших 
практик для проектирования архитектуры приложения, а также шаблоны и 
принципы проектирования с использованием технологий Microsoft. 
Проектирование эмулятора велось с помощью унифицированного 
языка моделирования (Unified Modeling Language, UML) в качестве 
источников были взяты: 
 Джим Арлоу. Айла Нейштадт. UML 2 и Унифицированный 
процесс [4]. 
 Дж. Рамбо. М. Блаха. UML 2 Объектно-ориентированное 
моделирование и разработка [5]. 
Данные источники раскрывают процесс объектно-ориентированного 
анализа и проектирования с помощью унифицированного языка 
моделирования (Unified Modeling Language, UML). 
Для разработки эмулятора применялся API-интерфейс Windows 
Presentation Foundation (WPF) и паттерн MVVM в качестве источников были 
взяты: 
 MSDN [Электронный ресурс] / Джош Смит. Приложения WPF с 
шаблоном проектирования модель-представление-модель 
представления [6].  
 Professorweb.ru [Электронный ресурс] / Паттерн MVVM [7].  
 Professorweb.ru [Электронный ресурс] / WPF - Windows Presentation 
Foundation [8]. 
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 MSDN [Электронный ресурс] / Общие сведения о языке XAML (WPF) 
[9].  
 Адам Натан. WPF4 Подробное руководство [10]. 
В данных источниках раскрывается технология создания современных 
приложения для настольных систем Windows с привлекательным 
пользовательским интерфейсом.  
Для организации сетевого взаимодействия по средствам TCP/IP 
использовались следующие источники: 
 Professorweb.ru [Электронный ресурс] / Сокеты [11].  
 Professorweb.ru [Электронный ресурс] / Протокол TCP [12]. 
 Э. Кровчик. NET Сетевое программирование для 
профессионалов [13]. 
 FieldBus.asu.in.ua [Электронный ресурс] / Modbus протокол [14].  
 Алекс Дэвис. Асинхронное программирование в C# 5.0 [15]. 
В данных источниках рассматривается сетевое программирование с 
использованием потоковых сокетов, транспортный протокол TCP и протокол 
прикладного уровня Modbus.  
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2 Объект и методы исследования 
2.1 Автоматизированная система управления 
асфальтобетонными заводами «АПЕКС» 
Объектом исследования является автоматизированная система 
«АПЕКС» управления асфальтобетонным заводом. Система предназначена 
для управления технологическим процессом приготовления 
асфальтобетонной смеси в ручном, полуавтоматическим и автоматическом 
режиме. 
Система выполняет основные функции: 
 Весовое дозирование, перемешивание компонентов 
асфальтобетонной смеси по заданному алгоритму: 
- фракции каменных материалов («0-5», «5-10», «10-20», 
«20-40»); 
- битум; 
- минеральный порошок. 
 Управление агрегатом предварительного дозирования с 
помощью частотных преобразователей. 
 Управление вибраторами бункеров инертного материала с 
помощью датчиков наличия материала на ленте питателя. 
 Управление исполнительными механизмами АБЗ:  
- последовательный запуск объектов; 
- последовательный останов объектов; 
- контроль аварийного останова объектов; 
- зависимые отключения при аварийном останове объектов. 
 Автоматическое регулирование температуры каменных 
материалов материала на выходе из сушильного барабана. 
 Измерение температуры: 
- каменных материалов на выходе из сушильного барабана; 
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- битума в магистрали; 
- отходящих газов; 
- теплоносителя; 
- топлива. 
 Дистанционное измерение температуры готовой смеси. 
 Три режима приготовления асфальтобетонной смеси: 
- ручной; 
- полуавтомат; 
- автомат. 
 Архивация основных параметров технологического процесса 
приготовления асфальтобетонной смеси.  
2.1.1 Основные технические данные и характеристики системы 
Дозирование каменных материалов 
 Метод дозирования - весовой, тензометрический. 
 Тип первичного преобразователя - тензорезисторный S-образный 
датчик растяжения. 
 Наибольший предел измерения веса первичного преобразователя 
– 500кг. 
 Класс точности первичного преобразователя – С3 (по ГОСТ 
30129). 
 Количество первичных преобразователей – 4. 
 Количество дозируемых фракций – 4. 
 Точность дозирования – ±1%. 
Дозирование битума, минерального порошка и стабилизирующих 
добавок 
 Метод дозирования - весовой, тензометрический. 
 Тип первичного преобразователя - тензорезисторный S-образный 
датчик растяжения. 
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 Наибольший предел измерения веса первичного преобразователя 
– 100кг. 
 Класс точности первичного преобразователя – С1 (по ГОСТ 
30129). 
 Количество первичных преобразователей– 2. 
 Точность дозирования – ±1%. 
Измерение температуры  
 Тип датчика – термопреобразователь с унифицированным 
выходным сигналом. 
 Диапазон измеряемых температур – -50…600 °С. 
 Погрешность измерения температуры – 2%. 
Дистанционное измерение температуры готовой смеси  
 Тип датчика – инфракрасный. 
 Диапазон измеряемых температур – 0…500 °С. 
 Погрешность измерения температуры – 1%. 
Управление агрегатом предварительного дозирования 
 Управляемые объекты - трехфазный асинхронный 
электродвигатель ленточного питателя. 
 Способ управления – изменение частоты питающего напряжения 
электродвигателя. 
Управление исполнительными механизмами  
 Способ управления – формирование управляющих сигналов по 
средствам ДВК-288/388 и КАМ-1209. 
 Контроль работы исполнительных механизмов – установка 
датчиков положения. 
 Тип датчика положения - бесконтактный индуктивный датчик. 
Отображение параметров технологического процесса 
 Устройство отображение информации – TFT широкоформатный 
монитор. 
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Перечень отображаемой информации: 
- мнемосхема контролируемых исполнительных механизмов; 
- график изменения температуры каменных материалов на выходе 
из сушильного барабана; 
- гистограммы дозирования компонентов асфальтобетонной 
смеси; 
- параметры текущего рецепта; 
- значение температуры готовой смеси и отходящих газов; 
- параметры предварения; 
- параметры работы частотных преобразователей. 
 
2.1.2 Состав системы 
Автоматизированная система управления состоит из следующих 
компонентов: 
1. Дозирующих весовых контроллеров ДВК-288/388 
2. Блок управления 
3. Модулей ввода/вывода КАМ-1209 
4. Промышленный компьютер 
5. Блок коммутации 
6. Блок управления электродвигателем ленточного питателя 
7. Термопреобразователи и дистанционное измерение температуры 
8. Тензометрические датчики 
9. Датчики положения бесконтактные 
10. Программа управления процессом 
2.2 Описание и технические характеристики оборудования 
2.2.1 Дозирующий весовой контроллер ДВК-288/388 
Дозирующий весовой контроллер ДВК предназначен для управления 
процессом дозирования одного или нескольких компонентов смеси путем 
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формирования управляющих сигналов, поступающих на исполнительные 
механизмы дозатора. Внешний вид контроллера показан на рисунке 2.2.1.1. 
 
Рисунок 2.2.1.1 — Дозирующий весовой контроллер 
Технические характеристики контроллера: 
 тип первичного преобразователя: тензорезисторный; 
 питание первичного преобразователя знакопеременное, В: 5; 
 тип линии связи с первичным преобразователем: 
четырехпроводная; 
 максимальная длина связи с первичным преобразователем, м:  10; 
 максимальное кол-во подключаемых первичных 
преобразователей:  4 х 350 Ом; 
 количество дискретных входов:  8; 
 количество дискретных выходов:   8; 
 интерфейс связи: RS485; 
 напряжение питания постоянного тока, В:  18... 36; 
 потребляемая мощность, ВА, не более:  3; 
 рабочий диапазон температур, °С: -5... +55; 
14 
 
 габаритные размеры, мм: 280 x 130 x 50; 
 масса, кг, не более: 0,5. 
Основные функции ДВК: 
 обработка аналоговых сигналов, поступающих от первичных 
преобразователей; 
 формирование управляющих сигналов, поступающих на 
исполнительные механизмы дозатора; 
 обработка дискретных сигналов, поступающих от датчиков 
положения исполнительных механизмов дозатора. 
2.2.2 Модуль ввода/вывода КАМ-1209 
Модуль предназначен для формирования управляющих сигналов, 
поступающих на исполнительные механизмы и контроля 
функционирования управляемых агрегатов. Внешний вид контроллера 
показан на рисунке 2.2.2.1. 
 
Рисунок 2.2.2.1 — Модуль ввода/вывода КАМ-1209 и ДВК-288 
Технические характеристики модуля: 
 количество каналов дискретного ввода: 16; 
 количество каналов дискретного вывода: 16; 
15 
 
 индикация состояния каналов: светодиодная; 
 гальваническая изоляция каналов: оптоэлектронная, групповая; 
 количество каналов аналогового ввода: 4; 
 диапазон входного аналогового сигнала, мА: 4-20; 
 количество каналов связи: 2; 
 интерфейс связи: RS-485; 
 напряжение питания, В: 24; 
 потребляемая мощность, ВА, не более: 10; 
 габаритные размеры, мм: 185х125х35. 
Основные функции модуля ввода/вывода: 
 формирование управляющих сигналов; 
 контроль выполнения сформированных команд; 
 обработка аналоговых сигналов, получаемых от 
термопреобразователей; 
 обмен данными с промышленным компьютером. 
2.2.3 Программное обеспечение 
Программа управления (ПУ) предназначена для отображения 
параметров и управления технологическим процессом приготовления 
асфальтобетонной смеси, а также организации взаимодействия между 
оператором и программно-аппаратным комплексом системы.  
Графический интерфейс ПУ реализован с помощью мнемосхемы 
технологического процесса, гистограмм веса дозируемых компонентов и 
графиков изменения температур различных сред. 
Графическое отображение информации позволяет: 
 облегчить оператору обработку поступающей информации; 
 осуществлять своевременную техническую диагностику при 
отклонениях процесса от номы; 
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 выработать оптимальные решения при формировании 
управляющих воздействий. 
Мнемосхема программы отображает как общую картину состояния 
системы, так и состояние отдельных агрегатов и подсистем. 
Программа управления установлена на флеш-карту промышленного 
компьютера и работает под управлением операционной системы Windows 
XP и выше.  
Основное окно программного обеспечения автоматизированной 
системы управления «АПЕКС» (рисунок 2.2.3.1) включает в себя 
следующие функциональные области: 
 мнемосхема технологического процесса дозирования 
компонентов смеси;  
 область «Агрегат питания»; 
 область «Исполнительные механизмы»; 
 область «Температура каменных материалов»; 
 параметры предварение; 
 параметры приготовления смеси; 
 режимы приготовления смеси; 
 статистика; 
 связь с блоками. 
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Рисунок 2.2.3.1 — Основное окно программы АСУ «АПЕКС» 
 
2.3 Описание существующей модели разработки ПО 
На производстве используется водопадная модель (waterfall model или 
последовательная разработка) разработки программного обеспечения 
автоматизированной системы управления «АПЕКС». 
 Водопадная модель была описана в статье Ройса (W.W.Royce) в 1970 
году. Основная идея модели заключается в том, что процесс разработки 
делится на пять фаз которые выполняться строго последовательно. 
Название «водопад» появилось из-за внешнего вида диаграммы, 
изображающей процесс (рисунок 2.3.1). Водопадная модель состоит из 
следующих фаз: 
Разработка требований: сбор бизнес-требований заказчика, анализ 
существующего производства и их преобразование в функциональные 
требования к программному продукту. 
Анализ и дизайн: разработка модели предметной области, 
проектирование мнемосхемы технологического процесса, 
пользовательского интерфейса и т.п. 
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Реализация: создание продукта по разработанным на предыдущем 
этапе спецификациям. 
Тестирование: включает проверку на соответствия функциональных 
требований заказчика к разработанному программному обеспечению, а 
также поиск ошибок в реализации алгоритмов управления технических 
процессов. 
Развертывание: обучение пользователей, инсталляция системы, 
перевод в промышленную эксплуатацию. 
Разработка 
требований 
Анализ и 
дизайн
Реализация
Тестирование
Развертывание
 
Рисунок 2.3.1 — «Водопадная» модель разработки программного 
обеспечения 
2.3.1 Основная проблема при разработке ПО 
Основная проблема при разработке программного обеспечения 
возникает на фазе реализация, тестирование и развертывание (рисунок 
2.3.1). 
Суть проблемы такова. При разработке программного обеспечения 
необходимо учесть особенности работы оборудования как в отдельности, 
так и вместе, протестировать все нештатные ситуации которое могут 
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возникнуть на производстве при эксплуатации автоматизированной 
системы управления «АПЕКС». 
К внештатным ситуациям можно отнести: 
 отказ оборудования; 
 неправильные действия оператора; 
 отсутствие подтверждения выполнения сформированной 
команды; 
 самопроизвольное изменение состояния контролируемого 
объекта; 
 превышение допустимых уровней. 
На этапе «Тестирования» нет возможности настроить должным 
образом разработанное программное обеспечения и сформировать схему 
подключения оборудования к управляющему программному обеспечению. 
Невозможность настроить программное обеспечение несет за собой 
существенные издержки в виду увеличения этапа внедрения, так как 
приходиться настраивать все по месту на площадке заказчика и вносить 
корректировки в программное обеспечение если были выявлены недостатки 
или ошибки на предыдущих этапах. 
2.4 Постановка задачи 
2.4.1 Разработка эмулятора 
В результате проведенного анализа существующей 
автоматизированной системы управления «АПЕКС», физического стенда, 
протокола обмена данными, прошивками дозирующих весовых 
контроллеров ДВК-288/38, модуля ввода/вывода КАМ-1209 и согласно 
функциональных требований к разработке ПО, планируется спроектировать 
и реализовать эмулятор по следующим пунктам:  
 реализовать протокол обмена данных применяемый на 
предприятие; 
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 спроектировать и реализовать графический интерфейс эмулятора 
и эмулирующих им устройств; 
 реализовать эмуляцию работы ДВК-288/388 и КАМ-1209; 
 реализовать эмуляцию нештатной работы оборудования; 
 реализовать регулирование качества эмулированного сигнала; 
 реализовать ансинхронную обработку пакетов (команд). 
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3 Проектирование 
3.1 Архитектура 
Планируемый язык разработки эмулятора C# c API-интерфейсом 
Windows Presentation Foundation далее (WPF). Технология WPF позволит 
создать интерактивный графический интерфейс с векторной системой 
визуализации. WPF предоставляет широкий спектр возможностей по 
созданию интерактивных настольных приложений: 
Привязка данных (англ. Binding), механизм, который позволяет через 
расширения разметки XAML связывать различные данные. 
Стили (англ. Style), стилевое оформление элементов. 
Шаблоны элементов управления (англ. ControlTemplate) позволяют 
менять графическое оформление элементов и его структуру. 
Шаблоны данных (англ. DataTemplate) определяют, как 
структурировать конкретную модель-представления или особое состояние 
модели-представления. 
Шаблон MVVM (рисунок 3.1.1) имеет три основных компонента:  
Модель (англ. Model), представляет собой функциональную логику 
приложения (слой бизнес логики). Модель оповещает представление о том, 
что произошло изменение. 
Представление (англ. View) это графический интерфейс приложения, 
который содержит разметку и элементы управления. К элементам 
управления можно привязать свойства и команды модели представления. 
Привязка может работать в две стороны, при изменении подписчики 
привязки получают уведомления, что данные изменились и автоматически 
меняют их. 
Модель представления (англ. ViewModel) является посредником 
между представлением и моделью. В модели представления содержится 
логика представления (команды) и ссылка на модель.  
Функциональная схема шаблона MVVM показана на рисунке 3.1.1. 
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 Рисунок 3.1.1 — Функциональная схема шаблона MVVM 
 
Разработанная архитектура эмулятора технологического оборудования 
автоматизированной системы «АПЕХ» управления асфальтобетонным 
заводом вынесена в приложение А рисунок А.1. 
 
3.2 Интерфейс  
Основное окно эмулятора рисунок 3.2.1 будет состоять из четырех 
областей. 
Лента — в данной области будут располагаться кнопки управления 
основными функциями эмулятора. 
Рабочая область — состоит из множества документов на которых 
пользователь располагает для эмуляции устройства.  
Панель устройств — на данной панели отображаются разнообразные 
группы элементов устройств, которые можно добавить на документ в 
рабочую область, путем перетаскивания или двойным нажатием левой 
клавишей мыши на элементе устройства.  
Журнал событий — состоит из трех вкладок для удобного просмотра 
и анализа сообщений. На вкладке «Сеть» регистрируются состояние TCP 
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сервера, все входящие и исходящие сообщения. На вкладке «Процесс» 
регистрируется информационные сообщения о запуске и останове процесса. 
На вкладке «Ошибки» регистрируются фатальные ошибки эмулятора. 
Панель устройств
Журнал событий
Главная Настройки
Рабочие пространство
Новый 
проект
Открыть 
проект
Сохранить
проект
Сохранить
проект как
Эмуляция
Запустить Остановить
Документы
Новый 
документ
Закрыть 
документ
Закрыть 
все 
документы
DWC-388
ДВК
DWC-288
DWC-388
КАМ
КАМ-1209
Сеть Процесс Ошибки
Исполнительные 
устройства
Бункер
Весы
  .
Рабочая область
Лента
Документ 1 Документ 2
Весы
Бункер
 
Рисунок 3.2.1 — Прототип главного окна эмулятора 
Для эмулирующих устройств необходимо создать стиль и шаблон 
данных отражающие их функциональное назначение и предоставляющее 
пользователю текущее состояние устройства. 
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3.3 Сетевое взаимодействие посредством TCP 
С помощью технология потоковых сокетов будет устанавливаться 
двунаправленная связь между эмулятором и управляющим программным 
обеспечением АСУ «АПЕКС» далее «ПО АПЕКС». Эмулятор будет 
обрабатывать поступающие пакеты от управляющего ПО АПЕКС 
эмулировать работу ДВК 288/388 и КАМ-1209 устройств. Функциональная 
схема взаимодействия клиента с сервером показана на рисунке 3.3.1. 
Для потоковых сокетов путь формируется до начала передачи 
сообщений. Тем самым гарантируется, что обе участвующие во 
взаимодействии стороны принимают и отвечают. Если приложение 
отправляет получателю два сообщения, то гарантируется, что эти 
сообщения будут получены в той же последовательности [11]. Однако, 
отдельные сообщения могут дробиться на пакеты для их соединения будет 
использоваться буфер. 
Сервер TCP
Открывает сокет
(Socket)
Назначает сокет
(Bind)
Слушает входящие 
соединение
(Listen)
Соглашается на 
соединение с клиентом
(Accept)
Получает данные
(Recelve)
Закрывает сокет
(Close)
Отправляет данные
(Send)
Клиент TCP
Подключается к серверу
(Connect)
Получает данные
(Recelve)
Закрывает сокет
(Close)
Отправляет данные
(Send)
 
Рисунок 3.3.1 — Функциональная схема взаимодействия клиента с 
сервером 
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3.4 Протокол обмена данных 
Протокол обмена данными между управляющим программным 
обеспечением АСУ «АПЕКС» и дозирующими весовыми контроллерами 
DWC-288/388 и КАМ основан на промышленном протоколе MODBUS 
ASCII. На рисунке 3.4.1 указана схема обмена данными между 
устройствами. 
Конвертер 
интерфейсов
Управляющее программное 
обеспечение 
АСУ АПЕХ
Контроллер
DWC 288/388
 1
КАМ 1209
 11
Исполнительное
устройство 1
Исполнительное
устройство 2
Исполнительное
устройство 3
TCP/IP RS-232
Контроллер
DWC 288/388
 2
Исполнительное
устройство 4
Исполнительное
устройство 5
Исполнительное
устройство 6
Исполнительное
устройство 7
 
Рисунок 3.4.1 — Схема обмена данными 
Управляющее ПО АСУ «АПЕКС» отправляет и получает пакеты 
данных от конвектора интерфейсов по протоколу TCP/IP. Конвектор 
интерфейсов каждые 100 мс. отпрашивает подключенные к нему 
устройства, работающие в режиме «ведомый». Время ответа устройства на 
команду не должно превышать 10 мс. 
Началом команды рисунок 3.4.2 (нулевой байт) является символ 
двоеточия «:» (0x3A в шестнадцатеричном представлении). Первый байт 
содержит номер устройства, для DWC-288/388 диапазон номеров от 1 до 10, 
для КАМ от 11 – 255. Второй байт номер функции. Последний байт 
контрольная сумма. Между вторым байтом и контрольной суммы 
располагаются данные. Для каждого типа команды индивидуальный состав 
данных. 
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Номер устройства: Функция Данные Контрольная сумма
 
Рисунок 3.4.2 — Структура обобщенной команды 
На основе обобщенных данных необходимо создать базовый класс 
Command внешний вид класса показан на рисунке 3.4.3. 
 
Рисунок 3.4.3 — Базовый класс 
 
Пакет состоит из множества команд и заканчивается нулевой командой 
рисунок 3.4.4. Конвектор интерфейсов, получив весь пакет, разбивает его на 
команды и вычисляет контрольную сумму для всех байтов команды, 
исключая нулевой байт и контрольную сумму. В случае если принятая и 
вычисленная контрольные суммы равны, принимается решение о 
достоверности принятой команды и отправке широковещательным 
запросом. В противном случае команда считается недостоверной и 
конвектор интерфейсов ее игнорирует. 
 
Номер устройства: Функция Данные Контрольная сумма NUL
Номер устройства: Функция Данные Контрольная сумма NUL
: NUL
 
Рисунок 3.4.4 — Пакет команд 
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3.4.1 Пользовательские команды 
На основе базово класса Command спроектируем пользовательские 
команды управления. 
Команда включения-отключения устройства — предназначена для 
включения или отключения исполнительного устройства с указанием 
номера дискретного выхода для отслеживания открытия или закрытия. 
Структура команды предоставлена в таблице 3.4.1.1. Внешний вид класса 
показан на рисунке 3.4.1.1. 
Таблица 3.4.1.1 — Структура команды включения-отключения 
устройства 
№ байта 1 2 3 4 5 6 7 
Назначение 
байта 
Номер 
ДВК 
Функция Номер D/O Включить/выключить 
Контрольная 
сумма 
Значение 
Hex 
10 … 80 50 0000 … 7000 5500/АА00 00 … FF 
 
 
Рисунок 3.4.1.1 — Команда включения-отключения устройства 
Команда формирования массива АЦП — предназначена для включения 
или отключения формирования массивов измерений АЦП. Структура 
команды предоставлена в таблице 3.4.1.2. Внешний вид класса показан на 
рисунке 3.4.1.2. 
Таблица 3.4.1.2 — Структура команды формирования массива АЦП 
№ байта 1 2 3 4 5 
Назначение 
байта 
Номер 
ДВК 
Функция 
Флаг 
формирования 
массивов 
измерений АЦП 
Флаг синхронизации 
тех. процесса с АЦП 
Контрольная 
сумма 
Значение 
Hex 
10 … 80 61 00 … 10 00 … 10 00 … FF 
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Рисунок 3.4.1.2 — Команда формирования массива АЦП 
 
Команда дозировки — предназначена для управления процессом 
дозирования сыпучих материалов имеет три команды: отмена, дозирование, 
слив. Структура команды предоставлена в таблице 3.4.1.3. Внешний вид 
класса показан на рисунке 3.4.1.3. 
Таблица 3.4.1.3 — Структура команды дозировки 
№ байта 1 2 3 4 5 6 7 
Назначение 
байта 
Номер 
ДВК 
Функция Номер D/O Номер D/I Уровень D/I План в кодах 
Значение Hex 10 … 80 34 00 … 80 00 … 80 00 … 10 0000 … FFFF 
№ байта 8 9 10 11 12 
 Назначение 
байта 
Время ожидания Предварение Команда 
Контрольная 
сумма 
Значение Hex 0000 … FFFF 00 … FF 00 … FF 00 … FF 
 
 
Рисунок 3.4.1.3 — Команда дозировки 
 
Команда коэффициент фильтра Калмана — предназначена для 
установки коэффициент фильтра Калмана, на практике используется 
значения от 1 до 100. Структура команды предоставлена в таблице 3.4.1.4. 
Внешний вид класса показан на рисунке 3.4.1.4. 
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Таблица 3.4.1.4 — Структура команды коэффициент фильтра Калмана 
№ байта 1 2 3 4 5 
Назначение 
байта 
Номер 
ДВК 
Функция Калман Контрольная сумма 
Значение 
Hex 
10 … 80 E0 0000 … FFFF 00 … FF 
 
 
Рисунок 3.4.1.4 — Команда коэффициент фильтра Калмана 
 
Команда экстренного отключения — предназначена для экстренного 
отключения исполнительных устройств. Структура команды предоставлена 
в таблице 3.4.1.5. Внешний вид класса показан на рисунке 3.4.1.5. 
Таблица 3.4.1.5 — Структура команды экстренного отключения 
№ байта 1 2 3 4 5 6 
Назначение 
байта 
Номер 
ДВК 
Функция Выключить Выключить Выключить Выключить 
Значение 
Hex 
10 … 80 61 00 … 10 00 … 10 00 … 10 00 … 10 
№ байта 7 8 9 10 11 
Назначение 
байта 
Выключить Выключить Выключить Выключить Контрольная сумма 
Значение 
Hex 
00 … 10 00 … 10 00 … 10 00 … 10 00 … FF 
 
 
Рисунок 3.4.1.5 — Команда экстренного отключения 
Полная диаграмма спроектированных классов показана на рисунке 
3.4.1.6. 
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Рисунок 3.4.1.6 —Диаграмма классов команд  
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3.5 Устройства 
Необходимо спроектировать и описать в парадигме ООП сущности 
эмулированных устройств. Для этого создадим базовый класс Device и 
вынесем в него общую для наследников функциональность. По 
функциональным характеристикам устройства разделим на два типа. 
Первый тип «Контроллер». К данному типу отнесем дозирующие 
весовые контроллеры DWC-288/388 и КАМ. 
Второй тип «Исполнительные механизмы». К исполнительным 
устройствам отнесем бункер, весы, делитель потоков и т.д. 
Диаграмма спроектированных классов показана на рисунке 3.5.1. 
 
Рисунок 3.5.1 — Диаграмма классов устройств 
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3.5.1 Прошивки 
У класса Controller есть свойство Firmware (прошивка), прошивка 
реализует всю логику работы контроллера. Создадим базовый класс 
Firmware и разделим прошивки на два типа. 
Первый тип ДВК прошивки. К данному типу отнесем прошивки 
дозирующих весовых контроллеров. 
Второй тип КАМ прошивки. К данному типу отнесем прошивку КАМ-
1209. 
Диаграмма спроектированных классов показана на рисунке 3.5.1.1. 
 
Рисунок 3.5.1.1 — Диаграмма классов прошивок 
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3.6 Датчики 
В эмуляторе будет два вида датчиков. Первый аналоговый датчик, 
второй тензометрический датчик. Первый вид датчиков в данной работе 
рассматривается не будет, будет создан класс без реализации. 
Спроектируем базовый класс Sensor с общими методами и свойствами. 
На основе базового класса спроектируем два класса. Класс AnalogSensor –
аналоговый датчик и класс StrainGaugeTransducer – тензометрический 
датчик. Диаграмма спроектированных классов показана на рисунке 3.6.1 
 
Рисунок 3.6.1 — Диаграмма классов датчиков 
 
С тензометрического датчика будем снимать показания текущего веса 
в кодах, диапазон кодов от 1 до 65500. Для правильного расчета и 
отображения кодов необходима первоначальная калибровка датчика.  
Калибруется датчик по линейной функции  
𝑌 = 𝑎 ∙ 𝑋 + 𝑏  (3.1) 
где a – наклон прямой, определяемый чувствительностью датчика;  
b – постоянная составляющая (т.е. уровень выходного сигнала при 
отсутствии сигнала на входе).  
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3.6.1 Помехи 
По заданию необходимо спроектировать сигнал от тензометрического 
датчика с помехами, уровень помех должен задавать пользователь. 
К линейной функции необходимо добавлять помехи для этого изменим 
линейную функцию (3.1) на: 
𝑌 = 𝑎 ∙ 𝑋 + 𝑏 + 𝑟 (3.2) 
где r – случайная величина с нормальным распределением. 
На рисунке 3.6.1.1 показан калибровочный график с диапазоном помех. 
Коды
Вес
0
Y1
Ось X
О
сь
 Y
Х1 Х2
Диапазон 
помех
 
Рисунок 3.6.1.1 — Калибровочный график 
 
Что бы пользователь мог задавать диапазон помех необходимо 
запрашивать среднее значение распределения и стандартное отклонение 
распределения, тогда: 
𝑉1 = 2 ∙ 𝑅1 − 1 (3.3) 
𝑉2 = 2 ∙ 𝑅2 − 1 (3.4) 
где 𝑅1, 𝑅2-случайные числа равномерно распределенных на участке (0, 
1); 
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𝑉1, 𝑉2- независимые величины, удовлетворяющие стандартному 
нормальному распределению (-1, 1). 
Тогда 
𝑆 = (𝑉1)
2 + (𝑉1)
2  (3.5) 
Если выполняется условие 0 < S <= 1, тогда 
𝑟 = 𝑉1 ∙ √−2 ∙
log(𝑠)
𝑠
∙ 𝑠𝑖𝑔𝑚𝑎 +𝑚𝑢  (3.6) 
где mu - среднее значение распределения (по умолчанию равно нулю); 
sigma - стандартное отклонение распределения (по умолчанию 
равно единице); 
Алгоритм генерации случайной величины r преобразованием Бокса — 
Мюллера приведен в приложение Б рисунок Б.1. 
 
3.6.2 Фильтр Калмана 
Сигнал с помехами необходимо фильтровать. Для решения этой задачи 
будем использовать фильтр Калмана. 
Алгоритм фильтра Калмана состоит из двух фаз: предсказание и 
корректировка. 
Предсказание – на данной фазе рассчитывается предсказание 
состояния в следующий момент времени (с учетом неточности их 
измерения). 
Предсказания состояние системы: 
?̂?𝑘 = 𝐹?̂?𝑘−1 + 𝐵𝑢𝑘−1 (3.7) 
где ?̂?𝑘- предсказание состояния системы в текущий момент времени; 
?̂?𝑘−1- состояние системы в прошлый момент времени; 
F – матрица перехода между состояниями; 
B – матрица применения управляющего воздействия; 
𝑢𝑘−1- управляющее воздействие в прошлый момент времени. 
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Предсказание ошибки ковариации 
𝑃𝑘 =  𝐹𝑃𝑘−1 ∙ 𝐹
𝑇 + 𝑄 (3.8) 
где 𝑃𝑘 – предсказание ошибки; 
𝑃𝑘−1 – ошибка в прошлый момент времени; 
Q – ковариация шума процесса. 
 
Корректировка – на данной фазе, новая информация с датчика 
корректирует предсказанное значение (также с учетом неточности и 
зашумленности этой информации). 
Вычисление усиления Калмана 
𝐾𝑘 = 𝑃𝑘 ∙ 𝐻
𝑇 ∙ (𝐻𝑃𝑘 ∙ 𝐻
𝑇 + 𝑅)−1 (3.9) 
где 𝐾𝑘- усиление Калмана; 
H – матрица измерений отображающая отношение измерений и 
состояния; 
R - ковариация шума измерения. 
 
Обновление оценки с учетом измерения 𝑍𝑘 
?̂?𝑘 = ?̂?𝑘 + 𝐾𝑘 ∙ (𝑍𝑘 − 𝐻?̂?𝑘) (3.10) 
где 𝑍𝑘- измерение в текущий момент времени. 
Обновление ошибки ковариации 
𝑃𝑘 = (𝐼 − 𝐾𝑘𝐻) ∙ 𝑃𝑘 (3.11) 
где I – матрица идентичности. 
 
Блок схема алгоритма фильтра Калмана показана в приложение В 
рисунок В.1.  
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4 Реализация эмулятора 
4.1 Интерфейс 
Пользовательский интерфейс разрабатываемого эмулятора построен с 
использованием современных технологий таких как WPF. В подразделе 3.2 
был спроектирован прототип основного окна эмулятора. Основное окно 
было разбито на четыре области. Графический интерфейс программы 
приведен в приложение Г рисунок Г1-3. 
4.1.1 Лента 
Для реализации области «Лента» была задействована свободно 
распространяемая библиотека Microsoft Ribbon для WPF. Лента 
представляет собой панель команд для организации функций приложения в 
виде серии вкладок, расположенных вверху окна приложения. Она заменяет 
традиционную строку меню и панели инструментов. С помощью 
декларативного языка разметки XAML опишем область «Лента» пример 
кода показан на рисунке 4.1.1. 
 
Рисунок 4.1.1 — Листинг разметки XAML группы «Рабочее пространство» 
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К элементам управления RibbonButton привяжем (binding) команды, 
объявленные в ViewModel, пример привязки показан на рисунке 4.1.1. 
Готовая область «Лента» показана на рисунках 4.1.2 и 4.1.3 
 
Рисунок 4.1.2 — Внешний вид ленты 
 
Рисунок 4.1.3 — Внешний вид ленты 
 
4.1.2 Рабочая область 
Для реализации рабочей области будет использована библиотека 
элементов управления WPF AvalonDock. Библиотека AvalonDock состоит из 
модели макета, серии элементов управления, отображающих 
представления, и класса DockingManager, отображающего области 
закрепления, куда пользователь может перетаскивать документы и панели 
инструментов. 
Разметку таким областям как «Рабочая область», «Панель устройств», 
«Журнал событий» создадим с помощью библиотеки AvalonDock, а 
реализацию интерфейса вынесем в пользовательские элементы управления. 
Для этого нам понадобиться следующие классы: 
1. DockingManager - центральный элемент в AvalonDock. Он 
упорядочивает содержащиеся в нем панели, управляет 
плавающими окнами и документами. 
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2. LayoutPanel – эта панель упорядочивает дочерние панели по 
заданному направлению (выбранному с помощью параметра 
«Ориентация»), добавляя возможность изменения размеров. 
3. LayoutAnchorablePane – этот элемент макета содержит 
коллекцию объектов LayoutAnchorable. Обычно он 
упорядочивает содержимое в виде закладок. 
4. LayoutDocumentPane – панель данного типа будет содержать 
документы (объекты типа DocumentContent) 
5. LayoutAnchorable. прикрепляемый контент представляет собой 
контейнер для элементов управления приложения будет 
использоваться для панели устройств и журнала событий. 
DockingManager необходимо привязать к DockManagerViewModel, 
которая будет содержать коллекцию рабочих документов, на которых 
пользователь будет располагать эмулируемые устройства. Так же 
необходимо определить шаблон данных для рабочих документов и 
настроить привязку к DeviceViewModel конкретного документа. Пример 
листинга показан на рисунке 4.1.4. 
 
Рисунок 4.1.4 — Листинг XAML разметки AvalonDock 
Для отображения эмулирующих устройств создадим пользовательский 
элемент управления DesignerControl. Данный элемент управления будет 
состоять из элемента ListView и ContextMenu с меню: конфигурация, 
удалить, удалить все. Пример разметки показан на рисунке 4.1.5. 
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Рисунок 4.1.5 — Интерфейс рабочей области 
4.1.3 Панель устройств 
Создадим и добавим к разметке, сделанной в подразделе 4.1.2 рисунок 
4.1.3.1 пользовательский элемент управления DevicesPanelView.  
 
Рисунок 4.1.3.1 — Листинг XAML разметки AvalonDock 
Данный элемент управления будет состоять из трех элементов 
управления ListView: 
 дозирующих весовых контролеров; 
 КАМ; 
 исполнительных устройств. 
Пользовательский элемент DevicesPanelView будет привязан к 
DevicesPanelViewModel. 
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4.1.4 Журнал событий 
Для журнала событий так же создадим и добавим к разметке, сделанной 
в подразделе 4.1.2 рисунок 4.1.4.1 пользовательский элемент управления 
LoggerView. 
 
Рисунок 4.1.4.1 — Листинг XAML разметки AvalonDock 
Данный элемент управления будет состоять из одного элемента 
управления TabControl с вкладками (сеть, процесс, ошибки) и трех ListView 
для отображения сообщений: 
Пользовательский элемент LoggerView будет привязан к 
LoggerViewModel. 
 
4.1.5 Стили устройств 
Стили устройств реализуем максимально похожими на реальные 
устройства что бы воссоздать виртуальный образ технологического 
процесса. Каждому устройству создадим шаблон данных который будет 
отображать значения параметров устройств текстом, графическими 
элементами и анимацией. Внешний вид устройств показан на рисунке 
4.1.5.1 и 4.1.5.2.  
В шаблоне данных реализована привязка к классам устройств. Так же 
каждому устройству реализовано окно «Конфигурация» отвечающее за 
настройку. Окна конфигурации показаны на рисунках 4.1.5.3 и 4.1.5.4. 
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Рисунок 4.1.5.1 — Внешний вид DWC и КАМ 
 
Рисунок 4.1.5.2 — Внешний вид исполнительных устройств 
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Рисунок 4.1.5.3 — Окно конфигурации бункера 
 
Рисунок 4.1.5.4 — Окно конфигурации весов 
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4.2 Сетевое взаимодействие посредством TCP 
Для реализации задуманного в подразделе 3.3 нам понадобиться два 
класса: TcpListener и TcpClient из пространства имен System.Net.Sockets. 
Класс TcpListener предоставляет методы, предназначенные для 
ожидания и приема входящих запросов на подключения.  
Класс TcpClient предоставляет методы подключения, отправки и 
приема данных по сети. 
В классе MainViewModel рисунок 4.2.1 созданы два метод Start и метод 
Stop которые отвечают за запуск и остановку TCP-сервера.  
Метод AcceptClientsAsync дает согласие на ожидающий запрос 
соединения и возвращает объект TcpClient. 
Метод ListenForClientAsync в асинхронном режиме ожидает 
подключения клиента. Если клиент подключился данный метод в 
бесконечном цикле прослушивает входящие сообщения, получает и 
отвечает на них. 
Метод ExecuteCommands принимает в качестве аргумента команды из 
метода ListenForClientAsync и передает их на дальнейшую обработку в 
DockManagerViewModel. 
Метод SendAsync асинхронно отправляет клиенту сообщения. 
Метод SendLog записывает в журнал сообщений все действия методов. 
Цепочку вызовов методов класса MainViewModel можно увидеть на 
диаграмме зависимостей рисунок 4.2.2. 
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Рисунок 4.2.2 — Класс MainViewModel 
 
 
 
Рисунок 4.2.2 — Диаграмма зависимостей MainViewModel 
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4.3 Протокол обмена данными 
Обмен данными внутри эмулятора можно представить схемой 
информационных потоков рисунок 4.3.1. 
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Рисунок 4.3.1 — Информационные потоки эмулятора 
 
Входящий поток байт от управляющего программного обеспечения 
АСУ АПЕХ необходимо разбить на команды проверить контрольную сумму 
всех команд и отправить на обработку в DockManagerViewModel. 
Для этого создадим класс TcpParser рисунок 4.3.2 который и будет 
отвечать за данный функционал. 
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Рисунок 4.3.2 — Класс TcpParser 
 
У класса TcpParser есть один публичный метод Parse который 
принимает массив байт и возвращает коллекцию команд. Массив байт 
разбивается на блоки по ключевому символу «:» (0x3A в 
шестнадцатеричном представлении), данный символ является началом 
команды. Пример разбивки массива байт на команды показан на рисунке 
4.3.3.  
 
  
Рисунок 4.3.3 — Результат разбивки массива на команды 
Метод CreateCommand отвечает за правильный выбор типа команды по 
номеру функции рисунок 3.4.2 и передает в универсальный метод Create. 
Метод Create создает команду рисунок 3.4.3 и вызывает на ней метод 
Parse передавая в качестве аргумента массив байт, команды имеет 
собственный перезагруженный метод Parse.  
Метод SheckSum проверяет контрольную сумму массива байт. 
Метод SendLog записывает в журнал сообщений все действия методов. 
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Цепочку вызовов методов класса TcpParser можно увидеть на 
диаграмме зависимостей рисунок 4.3.4. 
 
  
Рисунок 4.3.4 — Диаграмма зависимостей TcpParser 
 
Разработанная диаграмма классов показана в приложение Д рисунок 
Д.1. 
4.4 Устройства 
Устройства будут реализованы по ранее спроектированной UML 
диаграмме классов подраздел 3.5 рисунок 3.5.1. Реализованная диаграмма 
классов показана в приложение Е рисунок Е.1. 
4.4.1 DWC-288/388 и КАМ 
Дозирующий весовой контроллер DWC-288/388 опишем классом Dwc. 
Данный класс будет потомком от абстрактного класса Controller. В 
родительском классе объявлен публичный метод ExecuteCommand который 
получает команду и передает на обработку в прошивку (Firmware) 
контроллера рисунок 4.4.1.1. Метод Configure позволяет задать количество 
дискретных входов и выходов контроллера при его объявлении. Методы 
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GetOutputsBytes и GetInputsBytes возвращают статус дискретных входов или 
выходов в байтах. 
Аналогичная реализация будет и для КАМ. 
 
 
Рисунок 4.4.1.1 — Диаграмма зависимостей Dwc 
4.4.2 Бункер 
Бункер опишем классом FeedHopper рисунок 4.4.2.1. Класс является 
потомком абстрактного класса ExecutionUnit.  
Метод DeviceIsEnabledChangedAsync вызывается при изменении 
свойства IsEnabled, он запускает или останавливает процесс отгрузки 
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фракции при этом учитывается время запуска устройства, которое 
указывает пользователь в настройках.  
Метод StartUnloadFraction запускает таймер, который вызывает 
каждые 30 мс. метод UnloadFractionAsync.  
Метод StopUnloadFraction прекращает процесс отгрузки фракции и 
останавливает таймер. 
Метод UnloadFractionAsync отгружает фракцию по выбранному 
пользователю алгоритму. 
Метод GetLinearWeight линейный алгоритм отгрузки фракции, 
пользователь задает количество килограмм в секунду рисунок 4.4.2.2, 
данное значение делиться на 1000 мс. и умножается на интервал, интервал 
равен 30 мс. 
Метод GetRandomWeight динамический алгоритм отгрузки. 
Пользователь указывает минимальные и максимальные значения для веса и 
время, за которое данный вес должен отгрузиться. 
Цепочку вызовов методов класса FeedHopper можно увидеть на 
диаграмме зависимостей рисунок 4.3.4.3. 
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Рисунок 4.4.2.1 — Класс FeedHopper 
 
Рисунок 4.4.2.2 — Настройка выгрузки материала 
 
 
 
Рисунок 4.4.2.3 — Диаграмма зависимостей FeedHopper 
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4.4.3 Весы 
Весы опишем классом Libra рисунок 4.4.3.1. Так как функциональность 
весов схожа с бункера то наследуем от класса FeedHopper. 
 
Рисунок 4.4.3.1 — Класс Libra 
 
Классу Libra добавляем метод LoadFractionAsync который принимает 
вес фракции от других устройств в частности от бункера. 
Принимаемый вес фракции передаётся в класс StrainGaugeTransducer 
для дальнейшей обработки. 
4.5 Прошивка DWC-288/388 
Прошивка содержит логику работы контроллера, при создании класса 
Dwc или Kam задаётся версия прошивки. Согласно подразделу 3.5.1 UML 
диаграмме классов рисунок 3.5.1.1 реализуем класс DwcFirmware рисунок 
4.5.1. Блок-схему алгоритма дозирования вынесем в приложение Ж рисунок 
Ж.1. 
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Рисунок 4.5.1 — Класс DwcFirmware 
Класс имеет один публичный метод ExecuteCommand который 
принимает и обрабатывает поступившее команды. 
Метод EmergencyStop останавливает запущенную процедуру 
дозировки и устанавливает статус дискретных входов в отключено тем 
самым отключает устройство связанные с данными входами.  
Метод GetCondition возвращает текучее состояние контроллера. 
Метод OnOff устанавливает статус дискретного входа в отключено или 
включено. 
Метод SetKalmanCoefficient устанавливает коэффициент фильтра 
Калмана. 
Метод SetFlagsAnalogDigitalConverter устанавливает флаг 
формирования массивов АЦП в истина или ложь. 
Метод StartDosingAsync запускает процедуру дозировки по набору. 
Метод StartDrainingAsync запускает процедуру дозировки по сливу. 
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Метод StopDosing останавливает запущенную процедуру дозировки. 
Метод GetActualWeightFractions рассчитывает вес фракции с учетом 
предварения. 
Цепочку вызовов методов класса DwcFirmware можно увидеть на 
диаграмме зависимостей рисунок 4.5.2. 
 
 
Рисунок 4.5.2 — Диаграмма зависимостей DwcFirmware 
 
4.6 Тензометрический датчик 
Тензометрический датчик опишем классом StrainGaugeTransducer 
рисунок 4.6.1. Данный класс является потомком абстрактного класса Sensor. 
Метод RegisterWeightAsync регистрирует вес фракции. Согласно 
подразделу 3.6.1 рассчитывается вес в кодах с учетом помех. 
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Метод RegisterWeight получает в качестве аргумента вес фракции в 
кодах с помехами, фильтрует это значение и записывает результат в класс 
Calculation.  
Пример обработки сигнала показан на рисунке 4.6.2. 
 
 
Рисунок 4.6.1 — Диаграмма классов 
 
 
Рисунок 4.6.2 — Обработка сигнала 
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Цепочку вызовов методов класса StrainGaugeTransducer можно 
увидеть на диаграмме зависимостей рисунок 4.6.3. 
 
 
 
Рисунок 4.6.3 — Диаграмма зависимостей StrainGaugeTransducer 
 
4.7 Фильтр Калмана 
Реализуем класс KalmanFilter рисунок 4.7.1 согласно подразделу 3.6.2. 
 
 
Рисунок 4.7.1 — Класс KalmanFilter 
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Метод SetState устанавливает начальное значение состоянию и ошибки 
ковариации. 
Метод SetCoefficient устанавливает ковариацию шума процесса. 
Метод Correct фильтрует входящее значение по алгоритму В.1. 
Цепочку вызовов методов класса KalmanFilter можно увидеть на 
диаграмме зависимостей рисунок 4.7.2. 
 
 
Рисунок 4.7.2 — Диаграмма зависимостей KalmanFilter 
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Заключение 
Целью написания данного дипломного проекта являлась разработка и 
внедрение в эксплуатацию эмулятора технологического оборудования 
автоматизированной системы «АПЕКС» управления асфальтобетонным 
заводом. 
В ходе реализации эмулятора технологического оборудования АСУ 
«АПЕКС» были рассмотрены основные подходы к проектированию 
архитектуры приложений, устоявшиеся и зарекомендовавшие себя 
шаблоны проектирования. В рамках работы были выявлены основные 
требования к эмулятору технологического оборудования АСУ «АПЕКС», 
спроектирована архитектура на основе этих требований, реализовано 
приложение на платформе .NET Framework, решающее поставленные 
задачи. Изучен и реализован протокол обмена данными между 
управляющим программным обеспечением АСУ «АПЕКС» и 
контроллерами АСУ «АПЕКС». Спроектирован и реализован графический 
интерфейс приложения и технологического оборудования. Реализована 
эмуляция штатной и нештатной работы ДВК-288/388 и КАМ-1209, 
регулирование качества эмулированного сигнала. 
Результатом работы стало внедрение разработанного эмулятора 
технологического оборудования на предприятии, что позволяет повысит 
качество и скорость разработки управляющего программного обеспечения 
АСУ «АПЕКС», снизит издержки предприятия на этапе внедрения АСУ 
«АПЕКС» на площадке заказчика. 
В качестве перспектив развития хотелось бы отметить расширения 
номенклатуры эмулированных устройств, усложнения алгоритмов 
эмуляции. 
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Приложение А 
Архитектура ПО 
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Рисунок А.1 — Архитектура программного обеспечения 
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Приложение Б 
Преобразование Бокса — Мюллера 
Начало
Пользователь задал:
cреднее значение распределения mu;
стандартное отклонение распределения sigma.
Генерация чисел R1 И R2 равномерно распределенных на участке (0, 1)
V1 = 2 ·  R1 -1; V2 = 2 ·  R2-1
V1 и V2 равномерно распределенных на участке (-1, 1)
S > 1 || S == 0
Конец
𝑆 = (𝑉1)
2 + (𝑉2)
2 
Нет
Да
𝜉 = 𝑉1 ∙  −2 ∙
log(𝑠)
𝑠
∙ 𝑠𝑖𝑔𝑚𝑎 +𝑚𝑢 
 
Рисунок Б.1 — Блок-схема алгоритма преобразование  
Бокса — Мюллера 
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Приложение В 
Алгоритм фильтра Калмана 
Начало
Конец
Начальные значения ?̂?𝑘−1 и 𝑃𝑘  
Предсказание: 
1. Предсказания состояние системы 
?̂?𝑘 = 𝐹?̂?𝑘−1 + 𝐵𝑢𝑘−1 
2. Предсказание ошибки ковариации 
𝑃𝑘 =  𝐹𝑃𝑘−1 ∙ 𝐹
𝑇 + 𝑄 
Корректировка: 
1. Вычисление усиления Калмана 
𝐾𝑘 = 𝑃𝑘 ∙ 𝐻
𝑇 ∙ (𝐻𝑃𝑘 ∙ 𝐻
𝑇 + 𝑅)−1 
2. Обновление оценки с учетом измерения 𝑍𝑘  
?̂?𝑘 = ?̂?𝑘 + 𝐾𝑘 ∙ (𝑍𝑘 −𝐻?̂?𝑘) 
3. Обновление ошибки ковариации 
𝑃𝑘 = (𝐼 − 𝐾𝑘𝐻) ∙ 𝑃𝑘  
 
Рисунок В.1 — Блок-схема алгоритма фильтра Калмана 
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Приложение Г 
Графический интерфейс 
 
Рисунок Г.1 — Графический интерфейс эмулятора 
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Рисунок Г.2 — Графический интерфейс эмулятора   
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Рисунок Г.3 — Графический интерфейс эмулятора 
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Приложение Д 
Диаграмма классов команд 
 
 
Рисунок Д.1 — Диаграмма классов команд
 66 
 
Приложение Е 
Диаграмма классов устройств 
 
Рисунок Е.1 — Диаграмма классов устройств
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Приложение Ж 
Алгоритм дозирования 
Текущий вес 
>= 
Плановый вес
Статус дозировки = 
Дозировка по набору 
завершена
Да
Конец
Статус дозировки = 
Дозировка по набору 
выполняется
Нет
Отправить команду на 
открытие бункера
Устройство 
открылось
Отправить команду на 
закрытие бункера.
Статус дозировки = 
Ошибка открытия
Нет
Дозировка
Текущий вес 
<= 
Плановый вес
Отправить команду на 
закрытие бункера.
Статус дозировки = 
Дозировка по набору 
завершена
Да
Нет
Да
Начало
 
Рисунок Ж.1 — Блок-схема алгоритма дозирования сыпучих 
материалов 
