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1. Justificación y objetivos 
 
Mesas AVE: Aplicación Web para dispositivos móviles con PhoneGap [10] y acceso a servicios 
REST [11]  es un proyecto que nace con la motivación de potenciar el consumo colaborativo 
entre usuarios a la hora de viajar en trenes de tipo AVE de Renfe. Su principal objetivo es poner 
en contacto usuarios que desean viajar en el mismo tren para realizar una compra conjunta de 
una mesa de 4 plazas para ahorrar en el precio del trayecto, ya que Renfe establece unas tarifas 
reducidas para grupos de viajeros de 4 personas. 
 
El Consumo colaborativo es un sistema económico en el que los bienes y los servicios son 
compartidos e intercambiados a través de plataformas en internet. Se refiere a la manera 
tradicional de compartir, intercambiar y prestar gracias a las tecnologías de la información y la 
comunicación alojadas en internet. 
 
Este movimiento del consumo colaborativo está potenciado por los medios sociales en nuestra 
cultura, ya sea a través de aplicaciones móviles, aplicaciones web o redes sociales propiamente 
dichas, ya que estas permiten poner en contacto a personas reales, interactuar y llegar a 
transformar todo ese flujo de información en acciones humanas en la vida real. La confianza en 
este tipo de consumo se consigue gracias a las valoraciones entre los propios usuarios, las 
referencias y los sistemas de votos,  lo que da origen a nuevas maneras de relacionarse, 
intercambiar, y monetizar habilidades y/o bienes económicos, lo que era impensable hace unos 
años. 
 
Hemos dedicado una parte del proyecto a estudiar las diferentes alternativas o aplicaciones 
similares que existen en el mercado a día de hoy. Pensamos que es importante saber cuál es el 
estado actual del mercado al que queremos llegar, para valorar así los puntos débiles o puntos 
fuertes que existen en las posibles alternativas a nuestro proyecto. Todo esto lo explicaremos 
más a fondo en el apartado correspondiente, pero básicamente se resume en que hemos intentado 
hacer una aplicación móvil similar a las que ya intentan resolver el problema de ahorrar en viajes 
de tren AVE pero quitando a añadiendo aquellas cosas que nos parecían desventajas o ventajas. 
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En definitiva, lo que persigue nuestra aplicación pues, es que los usuarios que vayan a viajar en 
trenes de tipo AVE hagan uso de este consumo colaborativo o economía colaborativa. Por ello 
hemos desarrollado esta aplicación móvil que permite de una forma fácil contactar con aquellas 
personas que busquen realizar el mismo viaje que tu en trenes AVE. Explicaremos todo lo 
relacionado con el flujo de la aplicación móvil en los apartados correspondientes, para demostrar 
así cómo funciona y cuál sería el recorrido de un usuario que quisiera hacer uso de este consumo 
colaborativo o economía colaborativa. 
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4. Introducción 
 
Nos encontramos ante el problema de poder crear una aplicación que haga uso del consumo 
colaborativo a la hora de viajar en trenes de tipo AVE de Renfe para que los usuarios ahorren 
dinero a la hora de viajar, ya que Renfe establece unas tarifas reducidas para grupos de 4 
personas. Dicha aplicación debe ser lo suficientemente usable y sencilla para que cualquier 
persona pueda utilizarla sin tener que aprender ningún conocimiento extra. Por tanto debemos 
plantear una interfaz sencilla que no dé lugar a dudas y que además el usuario encuentre una 
cierta “similitud” con el resto de sus aplicaciones a la hora de realizar acciones. 
 
Además, debemos evitar todas aquellas barreras que impiden que los usuarios utilicen la 
aplicación, es por eso que hemos hecho una fase de investigación sobre las carencias de las 
aplicaciones similares que existen actualmente en el mercado. Lo explicaremos más 
detalladamente en el apartado correspondiente al estado del arte. Gracias a esto conseguiremos 
mantener a los usuarios en la aplicación, y que sean ellos los que “alimenten” la aplicación. 
 
A nivel técnico, nos hemos puesto como reto también el utilizar tecnologías y lenguajes de 
programación modernos que nos permitan adaptarnos a los usuarios actuales y darles un 
producto software de calidad, ya que el sentido de todo esto es que los usuarios utilicen la 
aplicación móvil.  
 
Es por ello que hemos utilizado arquitecturas, tecnologías y lenguajes de programación 
modernos que nos permitan escalar y adoptar nuevos cambios con facilidad, desacoplando pues 
la parte del Cliente o “Frontend” y la parte del servidor o “Backend”. En el lado del servidor o 
“Backend” contamos con NodeJS [12] con el framework Express [9] y una base de datos 
NoSQL: MongoDB [13]. En cuanto a la aplicación móvil o “Frontend” hemos utilizado una 
aplicación híbrida multiplataforma desarrollada con HTML5, CSS3, JavaScript y el framework 
Ionic [7] (Basado en AngularJS [8]). 
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Para alojar el API REST [11] que contiene los servicios y hace uso de la base de datos que 
necesita nuestro sistema de información hemos utilizados proveedores como Heroku [14] y 
MongoLab [15]. 
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4.1. Objetivos 
 
Nuestro trabajo fin de máster tiene como objetivo principal la creación de una aplicación móvil 
capaz de poner en contacto a usuarios que desean viajar en trenes de tipo AVE de Renfe para 
ahorrar en la compra de los billetes, ya que Renfe ofrece una tarifa reducida para grupos de 4 
personas. 
 
Para ello hemos dividido el objetivo principal en pequeños objetivos que se deberían ir 
cumpliendo para alcanzarlo: 
 
● La aplicación móvil será totalmente gratuita, no dispondrá de micro pagos dentro de la 
aplicación ni nada parecido. Con esto fomentaremos su uso y conseguiremos un mayor 
número de usuarios activos. 
 
● El usuario deberá poder encontrar y reconocer con facilidad la aplicación gracias a un 
diseño que deje claro para qué sirve la aplicación. Que todos los aspectos de la aplicación 
sean lo más intuitivos posible y relacionados con la temática en la que se enmarca. 
 
● Capacidad de que el usuario pueda usar ciertas partes de la aplicación móvil sin 
necesidad de hacer un registro o autenticarse con alguna de sus cuentas en redes sociales 
o correo electrónico (OAuth [16]). Al usuario sólo se le pedirá registrarse o identificarse 
en la aplicación para hacer alguna tarea que realmente lo requiera, como crear una mesa, 
editar una mesa, o eliminar una mesa. 
 
● Poder buscar por fecha y estaciones en la aplicación móvil las mesas que otros usuarios 
han dado de alta para ponerse en contacto con ellos. Así mismo se deberá poder guardar 
estos datos para tener una lista de “Búsquedas frecuentes” 
 
● Deberá ser lo menos intrusiva posible, es decir sólo pediremos al usuario los datos 
necesarios para que la aplicación móvil funcione, evitando pues obligarles a identificarse 
con Facebook para poder hacer uso de la aplicación. 
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● Cualquier usuario registrado tendrá la posibilidad de publicar una mesa en la aplicación 
en una fecha y en un trayecto determinado. Aparecerá pues cuando otros usuarios hagan 
una búsqueda que coincida con estos parámetros. 
 
● Los usuarios deberán tener la posibilidad de administrar las mesas que hayan publicado, 
ya sea para actualizar algún dato de la mesa (como que se ha añadido una nueva personas 
y las plazas disponibles se han reducido) o para eliminar por completo la mesa y que deje 
de aparecer en la aplicación móvil. 
 
● La aplicación móvil no se hará responsable de la compra de los billetes, sólo se encargará 
de poner en contacto a usuarios que quieran hacer un mismo trayecto, gracias a la 
publicación del nombre y el número de teléfono o email de la persona que publica una 
mesa. 
 
El usuario por tanto podrá publicar mesas dentro de la aplicación y gestionarlas posteriormente 
cuando un nuevo pasajero se ponga en contacto con él para comunicarle que quiere unirse a la 
mesa hasta conseguir las 4 personas necesarias. 
 
Por último, y fuera del ámbito de los usuarios finales, toda la aplicación móvil deberá estar 
desarrollada con arquitecturas, tecnologías y lenguajes de programación modernos y punteros 
que nos permitan escalar y adaptarnos a los cambios con facilidad, ofreciendo un producto 
software de la mejor calidad que exige el mercado actual. 
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5. Marco teórico o Estado del arte 
 
Ray Algar acuñó en el boletín Leisure Report [21] de abril de 2007  por primera vez el término 
del consumo colaborativo [22], pero es en 2010 cuando comenzó a popularizarse entre nuestra 
sociedad, en parte, gracias al libro "What's Mine Is Yours: The Rise of Collaborative 
Consumption" [23] de Rachel Botsman, que además en mayo de 2010 ofreció una charla acerca 
del consumo colaborativo en la conferencia TEDxSydney. Aproximadamente entre 2012 y 2013 
el consumo colaborativo se empezó a poner en práctica “notablemente”, sobre todo en el sector 
turístico. 
 
Tanto es así que fuentes como la revista Time afirmaron que el consumo colaborativo es una de 
las diez grandes ideas que cambiarán el mundo, ya que crea nuevas formas de emprender sobre 
la propiedad. Por otro lado el MIT estima que el potencial de este movimiento podría ascender 
hasta unos 110.000.000.000 dólares, ya que hoy ronda los 26.000. y genera unos beneficios de 
3.500. Algunos economistas explican que el impulso de todo esto es la posibilidad de acceder a 
bienes que no pueden poseer y se conforman con probar. 
 
Como suele pasar en estos casos, cuando algo nuevo empieza a crecer entre la sociedad es 
necesario que la ley actúe para evitar problemas y poner los límites necesarios. A principios de 
2014 fue redactado un dictamen que regulaba el consumo colaborativo por parte de la Unión 
Europea, decía así: «El consumo colaborativo representa la complementación ventajosa desde el 
punto de vista innovador, económico y ecológico de la economía de la producción por la 
economía del consumo. Además supone una solución a la crisis económica y financiera en la 
medida que posibilita el intercambio en caso de necesidad». Como comentan algunos 
economistas, el consumo colaborativo es una alternativa a la ineficiencia del mundo. Ponen 
algunos ejemplos como que el 40% de los alimentos se desperdicia o que los coches pasan el 
95% de su tiempo parados. No hablamos pues del tiempo que se desperdicia en buscar 
aparcamiento. 
 
Dicho esto y una vez puestos en contexto acerca de la base o la categoría en la que se enmarca 
nuestro proyecto pasamos a analizar el estado actual del mercado. Pensamos que era de vital 
13 
importancia realizar una fase previa de investigación que nos otorgará la información suficiente 
para guiar nuestro proyecto de una forma correcta, evitando reinventar la rueda y volver a pasar 
por errores ya solucionados.  
 
Por ello, una parte de las horas dedicadas a nuestro proyecto las empleamos en buscar en internet 
y en las tiendas de aplicaciones (Android e iOS) que aplicaciones existían que ayudasen a poner 
en contacto a personas que deseen viajar en el mismo trayecto de trenes AVE de Renfe para 
ahorrar dinero a la hora de comprar el billete gracias a las tarifas reducidas para grupos de 4 
personas que propone Renfe. Existían varias, algunas mejores y otras peores, pero todas nos 
sirvieron para sacar algo positivo, ya sea para hacerlo igual que ellos o para hacerlo totalmente 
distinto. 
 
Estuvimos pues analizando los comentarios o recomendaciones que hacían los usuarios sobre las 
aplicaciones en Google Play o en la App Store, para intentar extraer que cosas les gustaba y que 
cosas no les gustaba de cada aplicación. Nos fijamos también en cómo era el flujo que seguían 
los usuarios desde el momento en que iban a realizar un viaje y buscaban encontrar personas para 
comprar el billete conjuntamente hasta el momento de la compra final. Esto era de vital 
importancia porque podría condenar a una aplicación al fracaso o llevarla hasta el éxito y nos 
guiaba en cómo debíamos diseñar las pantallas y la navegación de la aplicación móvil. 
 
Veamos pues algunas aplicación que podríamos considerar las de mayor competencia, 
analizando sus ventajas y desventajas: 
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Billetes Tren Mesa AVE Renfe: 
 
 
Figura 1.1 App Billete Tren Mesa Ave. Captura 1 
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Figura 1.2 App Billete Tren Mesa Ave. Captura 2 
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Figura 1.3 App Billete Tren Mesa Ave. Captura 3 
 
 
Figura 1.4 App Billete Tren Mesa Ave. Captura 4 
 
Ventajas: 
 
● Interfaz moderna, atractiva usable. 
● Difusión de los anuncios en redes sociales. 
● Tiene bastante usuarios. 
 
Desventajas: 
● No funciona si no tienes Facebook. 
● Accede a cierta información de tu perfil de Facebook. 
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iTrenes: 
 
 
Figura 1.5 App iTrenes. Captura 1 
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Figura 1.6 App iTrenes. Captura 2 
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Figura 1.7 App iTrenes. Captura 3 
 
     
 
 
Figura 1.8 App iTrenes. Captura 4 
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Ventajas: 
 
● Interfaz moderna, atractiva. 
● Tiene bastante usuarios. 
● Funciona sin necesidad de Facebook 
 
Desventajas: 
● No muestra el teléfono del creador de la mesa. 
● Contiene bugs o posibles mejoras todavía, como que requiere hacer login cada vez que se 
inicia la aplicación. 
 
 
Comparte Mesa Tren 
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Figura 1.9 App Comparte Mesa Tren. Captura 1 
 
 
 
 
Figura 1.10 App Comparte Mesa Tren. Captura 2 
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Figura 1.11 App Comparte Mesa Tren. Captura 3 
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Figura 1.12 App Comparte Mesa Tren. Captura 14 
 
 
 
 
Ventajas: 
 
● Interfaz usable. 
● Integrado con BlaBlaCar. 
● Funciona sin necesidad de Facebook. 
 
Desventajas: 
● Diseño demasiado llamativo, poco agradable. 
● No está especializada sólo en viajes de trenes. 
 
 
 
 
 
24 
6. Metodología 
 
Para el desarrollo del proyecto hemos utilizado una metodología dividida en tres fases 
fundamentales: análisis de mercado, diseño inicial y desarrollo incremental. 
 
6.1. Análisis del mercado 
 
Tanto para tomar ideas como para descubrir puntos débiles a los que atacar, nos hemos fijado en 
varias aplicaciones ya existentes que podríamos considerar competencia directa. Entre ellos 
caben destacar: 
 
●  “Billetes Tren Mesa AVE Renfe”  
 
● “iTrenes”  
 
● “Comparte Mesa Tren”.  
 
Como hemos desarrollado más en detalle en el apartado de Marco teórico o Estado del arte, el 
fijarnos en estas aplicaciones ya hechas no ha ayudado a guiar nuestro proyecto hacia su 
objetivo, evitando reinventar la rueda y pasar por errores ya solucionados en estos tipos de 
aplicaciones. Además leer los comentarios de los usuarios de estas aplicaciones nos ha dado unas 
pistas muy valiosas de lo que les gusta y no les gusta de cada aplicación. 
 
6.2. Diseño inicial 
 
Antes de comenzar con el desarrollo vimos necesario plasmar algunas directrices y la visión 
global del sistema a crear, todo ello teniendo en cuenta el análisis previo de mercado. Esto dio 
lugar los siguientes bocetos de aplicación móvil: 
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Figura 2.1. Bocetos iniciales 
 
Los cuales describían claramente cuales iban a ser los servicios en el lado del servidor que iba a 
necesitar la aplicación móvil. Todo esto valorado y refinado por nuestro tutor. 
 
Además, en este momento decidimos la arquitectura, el lenguaje de programación y tecnologías 
adecuadas para el proyecto. 
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6.3. Desarrollo incremental 
 
Para implementar las funcionalidades utilizamos una metodología incremental, consistente en 
elegir una funcionalidad, aplicar los pequeños cambios necesarios en la base de datos, librerías y 
pantallas visuales en forma de “commits” en el repositorio local y, una vez estimada correcta 
dicha funcionalidad, subir los cambios al repositorio real. 
 
Las implicaciones de esta metodología de desarrollo son varias y hacen que el flujo de trabajo y 
los artefactos generados cambien con respecto a una metodología más clásica. Por ejemplo, para 
la base de datos, pese a que teníamos un boceto de las entidades deseables y algunos de sus 
datos, no había un diseño detallado propio y creció conforme a las necesidades de la aplicación. 
Esto es posible con un sistema moderno como es NodeJS [12] y MongoDB [15] que permite 
tanto ejecutar pequeños cambios en la base de datos como deshacerlos y que nos mantiene en 
sincronía. Por tanto, nuestra capacidad de adaptación a los cambios de decisión o a nuevos 
requisitos ha sido máxima. 
 
 
6.4. Herramientas utilizadas 
 
Para una mejor comprensión, vamos a dividir esta sección en 3 partes: 
 
● Para empezar tenemos el lado del servidor o “Backend”, es decir, la aplicación o sistema 
de información que accede a la base de datos y provee los servicios necesarios a la 
aplicación móvil en forma de API REST [11] que se comunica mediante el formato 
JSON [17]. 
 
● Por otro lado el lado del cliente o “Frontend”, es decir, la aplicación móvil propiamente 
dicha que instalaríamos en nuestro teléfono y que se “alimentaría” gracias a la 
comunicación con el lado del servidor o “Backend” para obtener, insertar, actualizar y 
eliminar datos del sistema de información o base de datos. 
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● Por último, todas aquellas tecnologías que hemos utilizado y no se enmarcan dentro del 
lado del servidor o “Backend” o del lado del cliente o “Frontend”, como serían los 
editores de texto utilizados, los proveedores de alojamiento de aplicaciones, los 
repositorios de código fuente, etc. 
 
6.4.1 Lado del servidor  o “Backend” - API REST [11] 
 
La primera decisión a tomar fue el lenguaje de programación y el marco de trabajo. Valoramos 
diversas alternativas, aunque los dos candidatos más fuertes fueron PHP con el framework 
CodeIgniter y NodeJS [12] con el framework Express [9]. Las utilidades, la potencia y el 
atractivo de NodeJS [12] con Express [9] fueron la baza determinante, además del poderoso 
sistema de paquetes que posee. Un punto a su favor también fue la buena integración que este 
tenía con la base de datos que teníamos pensado utilizar: una base de datos NoSQL como es 
MongoDB [13]. 
 
 
Figura 3.1 Express, NodeJS y MongoDB logos. 
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Estuvimos estudiando las ventajas de utilizar una base de datos NoSQL como MongoDB [13], 
algunas de ellas estaban muy relacionadas con nuestro tipo de aplicación: 
 
● Escalabilidad: Se pueden escalar con relativa facilidad ante demandas puntuales de 
sobrecarga de datos. 
 
● Rendimiento: Para obtener un mejor rendimiento en el procesamiento de los datos sólo es 
necesario añadir más recursos en la plataforma hardware o priorizar cual son los servicios 
críticos en cada momento. 
 
● Estructura: Los desarrolladores de aplicaciones que trabajan con bases de datos 
relacionales muchas veces encuentran problemas con la cartografía de los datos y su 
impedancia. En las bases de datos NoSQL, esto no es generalmente un problema, ya que 
los datos no se almacenan de la misma manera. 
 
● Activación/Desactivación: Debido a la naturaleza distribuida de los datos, los modelos 
NoSQL responden muy bien ante la activación/desactivación de los servicios en base a 
las necesidades puntuales de demanda por parte de los usuarios o del mismo sistema. 
 
 
Por supuesto, la combinación del lenguaje de programación NodeJS [12] con el framework 
Express [9] y la base de datos NoSQL MongoDB [13] siguen el patrón MVC (Modelo-Vista-
Controlador) para construir el API REST [11] que hemos creado.  
 
Hablaremos más a fondo sobre la arquitectura del proyecto en el apartado “Arquitectura”. 
 
6.4.2 Lado del cliente  o “Frontend” - Aplicación móvil 
 
Llegados a este punto era hora de decidir cómo íbamos a implementar la aplicación móvil, esta 
fue una de las decisiones más importantes ya que es la parte que ve el usuario final y que podía 
llevar el proyecto al éxito o al fracaso. Pasamos varios días leyendo en internet multitud de 
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artículos y charlas acerca del debate entre aplicaciones nativas, aplicaciones híbridas y 
aplicaciones web. Veamos un breve explicación de qué es cada una: 
 
• Aplicaciones nativas: una app nativa es una aplicación que se desarrolla directamente en 
el lenguaje nativo de cada terminal. Por eso, si vamos desarrollar una App nativa 
tendremos que utilizar un lenguaje diferente para cada Sistema Operativo. Su desarrollo 
es más costoso pero son con las que mejor rendimiento se obtiene. Además se puede 
acceder a todo el hardware del teléfono. Digamos que es la opción de “más bajo nivel”. 
 
• Aplicaciones híbridas: generalmente consisten en Apps que contienen en su interior el 
navegador web del dispositivo, es decir, una aplicación nativa que únicamente tiene una 
vista que es una “WebView” y es ahí donde se ejecuta la aplicación híbrida. Para su 
desarrollo se utilizan frameworks de desarrollo basados en lenguajes de programación 
web (HTML, CSS y JS). En la actualidad están apareciendo frameworks que obtienen un 
rendimiento muy parecido a las apps nativas, aunque no igual (de momento). Permiten el 
acceso a ciertas partes del hardware. 
 
• Aplicaciones Web: es una web a la que se accede a través de una URL en el navegador 
del dispositivo (Safari, Chrome o el que sea) y se adapta al formato de tu pantalla para 
que tenga aspecto de navegación App. Los navegadores de los móviles permiten crear un 
acceso directo en nuestro escritorio de esta web, así que esa será la manera de “instalarla” 
(si se le puede llamar así) en nuestro dispositivo. El rendimiento no es malo, pero esta 
bastante lejos de las 2 opciones anteriores. 
 
 
Sin duda mi elección fue clara: Aplicaciones Híbridas. Veamos algunas ventajas de las 
aplicaciones híbridas: 
 
● Un mismo código se compila a todas las plataformas. 
 
● Permite acceso a casi todo el hardware del dispositivos (y cada vez más). 
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● Dado que se compila a una aplicación nativa con una WebView embebida, se puede 
publicar en las tiendas de aplicaciones de cada plataforma. 
 
● Si está bien desarrollada, el usuario podría notar la misma sensación que al utilizar una 
aplicación nativa. 
 
● Gran apoyo por parte de la comunidad en fomentar este tipo de aplicaciones siempre que 
el proyecto lo permita, ya que decrementa el tiempo y coste de desarrollo. 
 
 
 
Sólo hay una cosa que no podría tolerar a la hora de elegir una tecnología o lenguaje de 
programación en el lado del cliente, y esta es que la experiencia de usuario no cumpliera unos 
mínimos de calidad (con todo lo que ello conlleva: rendimiento, diseño, usabilidad). Realmente 
tenía bastante preocupación por el hecho de que la calidad final de una aplicación híbrida no iba 
a estar a la altura de una aplicación nativa para este proyecto en concreto, pero esa preocupación 
desapareció cuando descubrí el resultado de las aplicaciones que se obtenían con frameworks de 
desarrollo como Ionic [7]: un rendimiento casi a la altura del nativo, un “look & feel” más que a 
la altura del nativo y una velocidad a la hora de desarrollar que dejaba atrás a la aplicaciones 
nativas. 
 
Dicho esto la decisión fue clara: utilizaríamos una aplicación híbrida con el ecosistema HTML5, 
CSS3 y JavaScript sobre el framework Ionic [7] (Basado en AngularJS [8]). 
 
Ionic [7] es una herramienta o framework, gratuita y open source, para el desarrollo de 
aplicaciones híbridas basadas en HTML5, CSS y JS. Está construido con Sass y optimizado con 
AngularJS [8]. Además, trabaja bajo Apache Cordova [10] para poder acceder a todos sus 
plugins que le permiten el acceso al hardware. 
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Por otro lado, Apache Cordova o PhoneGap [10] (Es lo mismo, sólo que este último es de Adobe 
y ofrece alguna herramienta extra) son una serie de APIs o plugins que permiten acceder al 
hardware del teléfono desde javascript. 
 
 
 
Figura 3.2. HTML5, JavaScript y CSS3 logo. 
                             
 
 
Figura 3.3. Ionic Framework y Apache Cordova logos. 
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Figura 3.4. AngularJS Framework logo. 
 
6.4.3 Otras herramientas y tecnologías 
 
Dejando a un lado los lenguajes de programación utilizados, cabe destacar una serie de 
herramientas y tecnologías en las que nos hemos apoyado para desarrollar el proyecto.  
 
Por un lado tenemos el editor de texto que hemos utilizado: Sublime Text [19]. Su velocidad y la 
cantidad de paquetes que le puedes instalar hace que sea un editor de texto más que potente para 
escribir código en el lenguaje que se necesite.  
 
 
Figura 3.5. Sublime Text logo. 
 
 
El repositorio de código se aloja en Bitbucket [18] pues permite repositorios privados de manera 
gratuita. Utilizamos para ello la herramienta git. 
 
 
Figura 3.6. Bitbucket logo. 
 
En cuanto a proveedores de alojamiento hemos utilizado la plataforma de aplicaciones Heroku 
(PaaS) [14], la cual nos permite tener nuestra aplicación en producción con un simple commit, 
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ella sola se encarga de desplegarla y ponerla en producción. Además nos permite escalar con 
facilidad. 
 
 
Figura 3.7. Heroku logo. 
 
La base de datos la hemos alojado aparte, en la plataforma MongoLab (DBaaS) [15], ya que 
dispone de un plan gratuito de hasta 500MB y una interfaz web para acceder a la información. 
En este caso también nos permite escalar fácilmente. 
 
 
 
 
Figura 3.8. MongoLab logo. 
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6.5. Arquitectura 
 
A día de hoy, y más en concreto en el mundo de la aplicaciones móviles, ya no tiene sentido 
mantener una arquitectura software donde el lado del cliente o “Frontend” esté acoplado con el 
lado del servidor o “Backend”. Cuanto más segmentados estén los componentes que forman la 
arquitectura más fácil nos será adoptar nuevos cambios y escalar cualquier parte de la 
arquitectura. Consiguiendo pues un bajo acoplamiento y alta cohesión, esa es la base de nuestra 
arquitectura.  
 
Para esto me gustaría poner un ejemplo sobre como nos lo contó un profesor en la universidad. 
Imaginemos que nuestro cliente nos pide hacer una tarta de tres chocolates: chocolate blanco, 
chocolate con leche y chocolate puro, es decir, tres capas una encima de otra. Si mantenemos la 
tarta cortada en triángulos y el día de mañana el cliente nos dijese que quiere añadir más 
chocolate con leche, deberíamos modificar cada triángulo por separado, añadiendo esa cantidad 
de chocolate con leche a la capa de chocolate con leche de cada triángulo. Además, justamente 
esa es la capa que se encuentra en el medio de las 3, por lo que habría que ir levantando la capa 
superior en cada uno de los triángulos. Por el contrario, si nosotros mantenemos la tarta separada 
por cada una de las tres capas, bastaría con modificar la capa del chocolate con leche, sin afectar 
a las demás. 
 
Tanto en el lado del cliente como en el del servidor, utilizamos el patrón MVC (Modelo-Vista-
Controlador).  Es un patrón de software que consiste en separar la lógica de negocio (Modelo), la 
presentación de los datos o interfaz (Vista) y el modulo que responde a los eventos y se encarga 
de la comunicación entre ambos anteriores (Controlador). Este patrón, al separar la aplicación en 
3 partes, facilita la reutilización de código y el poder trabajar de forma colaborativa, además de 
una estructura bien organizada y ordenada. 
 
Entrando en aspectos técnicos ya, podríamos decir que nuestra arquitectura tiene 3 componentes 
fundamentales: 
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1. Lado del cliente o “Frontend”. Es la programación o aplicación móvil propiamente dicha 
que se instala en los dispositivos móviles. En esta parte entra en juego los siguientes 
lenguajes o tecnologías: HTML5, CSS3 y JavaScript sobre el framework Ionic [7] 
(Basado en AngularJS [8]). A su vez, esta parte de la arquitectura sigue el patrón MVC 
(Modelo-Vista-Controlador). 
 
2. Lado del servidor o “Backend”. Es la programación o sistema de información que 
gestiona la base de datos, obteniendo, insertando, editando y eliminando sus datos. A su 
vez, ésta parte de la arquitectura sigue el patrón MVC (Modelo-Vista-Controlador) y 
expone una serie de servicios web para acceder desde el exterior en forma de API REST 
[11] con el formato de comunicación de los datos JSON [17]. Aquí es donde entra en 
juego los siguientes lenguajes de programación o tecnologías: NodeJS  [12] con el 
Framework Express [9] y el ODM Mongoose [20] para acceder a una base de datos de 
tipo MongoDB [13]. Esta aplicación se encuentra desplegada en la plataforma de 
aplicaciones Heroku (PaaS: Platform as a Service) [14]. 
 
3. Base de datos. Es la parte que contiene almacenados los datos de nuestra aplicación, de 
tipo NoSQL y sobre MongoDB [13]. Esta parte se encuentra desplegada en MongoLab 
(DBaaS: Data Base as a Service) [15]. 
 
Veamos todo esto resumido en una sola imagen: 
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Figura 4.1 Todas las tecnologías usadas. 
 
 
 
Como podemos ver al tener la arquitectura segmentada de esta forma conseguimos un bajo 
acoplamiento y alta cohesión de cada una de las partes que la componen. Podríamos añadir más 
aplicaciones en el lado del cliente o “Frontend” que hiciesen uso del resto de la arquitectura, 
como una nueva versión paralela, aplicaciones móviles de terceros, etc. Y todo esto sin tocar una 
línea de código y reutilizando las partes ya desarrolladas. 
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6.6. Diario de desarrollo 
 
A continuación se expone una lista ordenada cronológicamente de cada uno de los hitos 
alcanzados en el desarrollo del proyecto, como una muestra del recorrido del mismo. 
 
● Una vez que se nos había ocurrido la idea estuvimos haciendo una fase previa de 
investigación para ver aplicaciones similares, como estaban diseñadas, como estaba 
estructurada la navegación, etc. Con esto conseguimos hacernos una idea de que debería 
o no debería tener nuestra aplicación móvil. 
 
● Hecho esto pasamos a hacer unos bocetos de cómo serían las pantallas de nuestra 
aplicación. Fuimos refinando una y otra vez estas pantallas hasta tener un prototipo que 
cumpliese nuestros objetivos. 
 
● Esas pantallas nos daban la suficiente información para crear el sistema de información 
(base de datos) en el lado del servidor: cuales era las entidades, que atributos tenían, etc. 
Asimismo, nos servían para ir dividiendo todo el proyecto en pequeñas iteraciones o 
historias de usuario ordenadas prioritariamente. 
 
● Con esto ya empezamos a implementar todo el código del lado del servidor o “Backend”. 
Creamos el API REST [11] con todos los servicios que necesitaba la aplicación móvil 
para funcionar con su correspondiente documentación en el repositorio de código de 
bitbucket. Desplegamos todo el código en producción sobre la plataforma Heroku [14] y 
la base de datos sobre la plataforma MongoLab [15]. Ya teníamos toda la parte del 
servidor o “Backend” funcionando, sólo faltaba una aplicación móvil con una interfaz 
atractiva que se instalará en los dispositivos móviles e hiciese uso de estos servicios. 
 
● Comenzamos a desarrollar el lado del cliente o “Frontend”, es decir, la aplicación móvil 
propiamente dicha que se instalaría en los dispositivos móviles de los usuarios. 
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● A medida que íbamos desarrollando pantallas reales que ya podíamos probar y “tocar”, 
nos dimos cuenta de algunos aspectos que se podían mejorar. Gracias a nuestra 
metodología incremental pudimos adaptarnos rápidamente a cualquier cambio, ya que 
este tipo de cosas no se puede prevenir con un primer boceto “dibujado”. 
 
● Surgieron también algunos problemas técnicos a nivel de rendimiento de la aplicación 
móvil, pero se solucionaron de forma fácil cacheando vistas y datos que no era necesario 
pedirlos constantemente al servidor. Fue una gran mejora para el poco esfuerzo que 
supuso. 
 
● El tutor aportó varias mejoras a la aplicación, por ejemplo una de ellas fue ocultar en el 
menú  aquellas opciones que no se pudiesen hacer si no estas identificado, ya que esto 
podía llevar a confusión. Se realizaron dichos cambios sin problema. 
 
● Se dedicó unos días a refactorizar el código, eliminar la “deuda técnica”, añadir los 
comentarios necesarios y corregir pequeños bugs. 
 
● Finalmente, se actualizaron las versiones de las librerías o frameworks que estábamos 
utilizando, comprobando que todo seguía funcionando con normalidad. 
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7. Cuerpo del trabajo 
 
En este apartado queremos presentar los resultados de nuestro proyecto. Para ello lo haremos en 
forma de demostración con algunas capturas de pantalla de lo que ha sido el proyecto. Cabe 
destacar que para no extendernos mucho con las imágenes vamos a hacer una demostración 
resumida de los procesos más importantes. 
 
Para mayor claridad, separaremos este apartado en dos partes, la parte del cliente o “Frontend” y 
la del servidor o “Backend”. Cómo la parte del servidor no es algo “visual” que podamos 
mostrar, simplemente vamos a documentar todo los servicios que ofrece el API REST [11]. 
 
7.1. Lado del cliente o “Frontend” - App móvil 
 
Toda la documentación sobre el lado del cliente o “Frontend” así como el código fuente se 
encuentra alojada en el repositorio de código fuente Bitbucket [18]: 
 
https://bitbucket.org/jonathanmartinez/mesasaveapp 
 
Si se desea acceder al contenido de este repositorio póngase en contacto con el autor para 
solicitar una invitación. 
 
 
Sin embargo aquí haremos un resumen de las partes más importantes: 
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1. Pantalla principal de la aplicación, muestra las mesas que han añadido los usuarios 
recientemente con su información más importante, las plazas disponibles y el precio por billete 
en caso de que exista. Si se pulsa sobre una mesa podemos ver su información detallada, así 
como la información de contacto de usuario creador de la mesa. Debemos entender “mesa” como 
un trayecto o viaje entre 2 estaciones de tren que dispongan de tarifa reducida para 4 personas: 
 
 
 
 
Figura 5.1. Mesas AVE. Captura 1 y 2. 
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2. Aquí podemos ver el menú principal de la aplicación con las opciones que tenemos 
disponibles y una ventana “Modal” con el formulario que aparecería tras pulsar en el botón 
“Buscar” de la vista principal, para buscar mesas en un rango de fechas y estaciones concretas. 
 
 
 
Figura 5.2. Mesas AVE. Captura 3 y 4. 
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3. Para acceder a ciertas partes de la aplicación, como a la vista “Mis mesas” es necesario estar 
registrado, por ello si intentamos acceder a esta parte de la aplicación nos saltará una ventana 
“Modal” indicándonos que nos identifiquemos o nos creemos una cuenta. Una vez hecho esto 
accederíamos a la sección para gestionar nuestras mesas (verlas, editarlas, publicar nuevas o 
eliminar alguna). 
 
 
 
 
Figura 5.3. Mesas AVE. Captura 5 y 6. 
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  4. Aquí vemos un ejemplo de cómo sería el proceso para entrar en el detalle de una de 
nuestras mesas o publicar una nueva. 
 
 
 
Figura 5.4. Mesas AVE. Captura 7 y 8. 
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  5. A continuación vemos también cómo sería la pantalla para editar una mesa y la de 
nuestro perfil, en la que a su vez podríamos editar nuestro perfil o cambiar la contraseña. 
 
Figura 5.5. Mesas AVE. Captura 9 y 10. 
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7.2. Lado del servidor o “Backend” - API REST 
 
Toda la documentación sobre el lado del servidor o “Backend” así como el código fuente se 
encuentra alojada en el repositorio de código fuente Bitbucket [18]: 
 
https://bitbucket.org/jonathanmartinez/mesasave 
 
Si se desea acceder al contenido de este repositorio póngase en contacto con el autor para 
solicitar una invitación. 
 
 Sin embargo aquí haremos un pequeño resumen de algunas partes: 
 
1. Como ya hemos comentado anteriormente, en el lado del servidor o “Backend” tenemos 
un API REST [11] que ofrece una serie de servicios que pueden ser accedidos desde 
cualquier aplicación mediante el protocolo HTTP y utilizando el formato JSON [17]. En 
forma de resumen, estos son los servicios que ofrece: 
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Figura 6.1. Listado de servicios. 
 
 
 
 
 
 2. La documentación del API ofrece también una serie de términos dentro del dominio de 
la aplicación para que sea más fácil su comprensión. 
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 Figura 6.2. Terminología de los servicios. 
 
3. Por último, veamos un ejemplo de cómo está documentado cada uno de los servicios: 
 
 
 Figura 6.3. Ejemplo de un servicio. 
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8. Conclusiones y trabajo futuro 
 
Una vez terminada los pilares básicos de la implementación de nuestro trabajo fin de máster 
podemos afirmar que hemos conseguido el objetivo principal: la creación de una aplicación 
móvil capaz de poner en contacto a usuarios que desean viajar en trenes de tipo AVE de Renfe 
para ahorrar en la compra de los billetes, ya que Renfe ofrece una tarifa reducida para grupos de 
4 personas. 
 
Cabe destacar que hemos ido encontrando ciertas dificultades en la implementación que nos ha 
ido obligando a remodelar el proyecto a medida que avanzábamos. Gracias a la metodología 
iterativa incremental que decidimos utilizar, como hemos comentado en el apartado 4.4 
Metodología hemos podido adaptarnos a los nuevos cambios e imprevistos que iban surgiendo y 
solucionándolos de la forma más óptima posible. Como es normal estos imprevistos no aparecen 
hasta que no te pones a implementar el proyecto, de ahí que eligiésemos una metodología que no 
nos obligase a tenerlo todo especificado desde el principio y nos permitiese adaptarnos al 
cambio. 
 
He de decir también que  se trata de un proyecto muy ambicioso, es decir, es un proyecto que se 
podría ampliar mucho más, con lo que hay que llevar cuidado y establecer unos límites reales de 
hasta dónde se pretende llegar. Es por ello que desde un principio tuvimos que establecer que 
haría nuestra proyecto y que NO haría. 
 
Por ello hay una serie de tareas que hemos dejado fuera del proyecto y forman parte del futuro 
del proyecto, algo ya a nivel personal. Tenemos pensado publicar la aplicación en las tiendas de 
aplicaciones de Android e iOS, pero hemos preferido esperar a pasar la evaluación del proyecto 
ya que seguro que sacamos consejos y mejoras de todo esto, que hará que mejore la aplicación. 
Llegado ese día tendremos el problema de cómo promocionar la aplicación y conseguir usuarios, 
ya que el contenido de la aplicación depende totalmente de los usuarios, ellos son quien lo crean. 
Para eso hemos pensado crear anuncios “falsos” en el momento del lanzamiento que hagan que 
cuando un usuario real instale la aplicación por primera vez no se encuentre con una aplicación 
“vacía”. Además facilitaremos la tarea a la hora de insertar contenido. 
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Como conclusión personal me gustaría añadir que este proyecto me ha enseñado mucho a la hora 
de afrontar un proyecto real. La solución a los errores que nos hemos ido encontrando a medida 
que avanzábamos en el desarrollo han hecho posible aprender de ellos para que en futuros 
proyectos del ámbito profesional o personal no nos vuelva a ocurrir. Además, el tener que haber 
indagado en el temario del consumo colaborativo nos ha formado un poco más en la materia. 
 
En cuanto a los resultados obtenidos, están indicados en forma de demostración gráfica en el 
apartado 4.5 Cuerpo del trabajo. 
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