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This paper briefly outlines research activities on formal languages, methods and
tools at the department of Telematics, NTNU. Since the early 1970’s the focus has
been on modelling approaches to provide practical industrial benefits. The current
research focus is on model driven service engineering using roles and actors.
1 Background
NTNU and SINTEF started very early to apply formal methods to industrial
development projects for the Norwegian industry 2 . The author was responsi-
ble for one early method, called SOM, that was used on an industrial scale by
several companies during the late 1970s early 1980s and demonstrated that
the quality of complex real time systems could be managed at reasonable
cost by applying a model driven methodology based on communicating state
machines. Experiences from its ﬁrst ﬁve years of use can be found in [1].
Based on positive experiences with SOM and similar methodologies, sev-
eral Norwegian companies joined forces in the SISU project aiming to further
develop and disseminate such methodologies. SISU funded parts of the Norwe-
gian contributions towards the MSC-92 language and to make SDL-92 object
oriented. This eﬀort on standardization was complemented with development
of a methodology using SDL-92 and MSC-92 in combination with a notation
called SOON 3 for general object modeling. The method was documented in
1 Email: rolv.braek@item.ntnu.no
2 By formal we understand methods based on languages with rigorous, operational seman-
tics, and not necessarily mathematical semantics.
3 SOON was used for the same purposes as UML are used for when combined with SDL:
general conceptual descriptions and deployment descriptions. The main reason for using
SOON was that there were no UML available at that time.
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[2] and was further developed into TIMe, The Integrated Method [4], based
on SDL-96 and MSC-96 combined with UML. State machine languages with
well deﬁned semantics, like SDL, enable automatic generation of product qual-
ity code, which allow companies to move a step up in maturity from being
implementation oriented to being design oriented, i.e. working mainly with
abstract design models rather than with implementation code. In order to
stimulate and support this, a ﬂexible code generator, ProgGen, was developed
that could be adapted to diﬀerent platforms and target languages with mod-
est eﬀort. It was used by several companies both in Norway and abroad to
support design oriented development of industrial products.
The UML community has long preferred informal designs and gradual elab-
oration of implementations rather than formal designs and automatic trans-
lation. With the introduction of the Model Driven Architecture, MDA, of
OMG, this is about to change. MDA strongly advocates automatic transla-
tion, and may therefore be considered a design oriented approach. It is with
some satisfaction we note that the separation between platform independent
models (PIM) and platform speciﬁc models (PSM) advocated by MDA is lit-
tle more than what the SISU method and TIMe recommended 10 years ago.
TIMe even proposed that the (Time variant of) PSM should be developed as
a framework with the (TIMe variant of) PIM as the application part [3].
2 Our Current Model framework
The overall model framework we use is organized in three main abstraction
layers [6]:
Functionality is a conceptual abstraction modeling logical behavior and in-
formation. The purpose is to describe logical behaviour and information as
clearly as possible. And to do so in terms that enable users and develop-
ers to communicate precisely, to establish a common understanding, and to
ensure that the descriptions of functionality correctly represent the existing
domain and/or the system being developed. Functionality is described in
terms of structures of active and passive objects with associated object be-
haviors. Possible notations are UML, SDL and MSC. The functionality is
normally split into a platform independent application part (a PIM), and a
platform speciﬁc framework part (a PSM).
Implementation design/Deployment deﬁnes the architecture of the real-
ization (the physical system) and deﬁnes the mapping between functionality
and realization by identifying the technologies used and by describing how
and where the functionality is realized. It should focus on aspects that come
in addition to the functionality, such as distribution, hardware/software al-
location and use of middleware. UML deployment diagrams and component
diagrams may be used here. Deployment models and Functionality models
together constitute the main design documentation.
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Realisation is the precise technical deﬁnition of the realization in terms of
the diﬀerent technologies used, such as mechanics, electronics and software.
This view is necessary to actually produce a working system.
The three main abstractions deal with aspects that are largely independent
and complement each other 4 . They are not tied to particular phases but are
all needed to make up the ﬁnal documentation. Still they may be developed in
a sequence that will support milestones and quality control in a phased, model
oriented, development process. On each abstraction layer there are object mod-
els and property models. Property models are not constructive, but are used to
characterize a system or an object from the outside. There are many kinds of
properties: behaviour properties, performance properties, maintenance prop-
erties, etc. This is the perspective that is focused in speciﬁcations. UML
collaboration diagrams, MSC diagrams, test cases in TTCN, and performance
ﬁgures are all examples of property descriptions. Properties associated with
functionality are often called functional properties, while properties associated
with deployment and realization are called non-functional properties.
We judge the interplay between property descriptions and object descrip-
tions to be central to systems development, both to achieve quality by con-
struction and to support veriﬁcation and validation. This is quite obvious on
the system level where the usual ﬁrst step is to specify the required properties;
then to use the properties as input to synthesize a design (deﬁned by means
of object models); and ﬁnally to verify that the design satisfy the properties.
It is less obvious, but probably more important, on the component level, as
it helps to support component based development and dynamic composition.
For this to work well it is essential that the relationships between properties
and objects can be formally deﬁned and supported by tools.
3 Using Roles and Actors
In the past we considered systems as quite static entities that were modeled
and analyzed as a whole. This static view is now being replaced by a far more
dynamic view where systems grow and change over their lifetime. Instead
of a static system we need an architectural framework that can accommo-
date changes, supported by methods and tools that allow new services and
components to be rapidly created, deployed, discovered, used, modiﬁed and
replaced. A major theoretical and practical challenge is to enable this to take
place without sacriﬁcing quality. Central to our work in this area is the notion
of roles. Roles are a kind of properties that have gained much attention and
popularity within systems engineering [5] during recent years. We believe that
much is to be gained from further formalizing and utilizing the notion of roles.
Two notions of roles are central to our work:
4 A further refinement is normally needed, but this serves to illustrate the main points.
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Service roles (s-roles) that describe the visible behavior of an (anonymous)
object participating in a service, function or task.
Association roles (a-roles) that describe the visible behavior of an object,
or a service role, at an association end. A special case of association role is
an interface role, which describes the visible behaviour at an interface.
These roles can be seen as subsets of the object properties observable from
diﬀerent angles, like projections. An s-role is a projection onto a service, while
an a-role is a projection onto an association end. By separating between the
roles (properties) and the actors (objects) that play roles it is possible to gain
both theoretical and practical advantages.
One of the challenges of rapid service development is to enable services
to be modelled, analysed and designed separately and then be composed and
deployed incrementally without undesirable interactions. The solution to this
challenge lies in a solution to role modelling, role design and role composi-
tion. This is because services normally involve collaboration among several
distributed objects each performing one s-role in the service. Objects on the
other hand, will often participate in several services, possibly at the same
time, and thus play several diﬀerent s-roles. A recent Ph.D. work by Jacque-
line Floch has provided important contributions in this area. [9], [10], [11].
Just like projections, roles are useful in several areas:
Architecture definitions. Interface roles are central to system architec-
tures, because interface roles can be used to deﬁne interfaces precisely with-
out binding the types of objects that uses the interface. This is a central
point in a Plug-and-Play architecture. Static interface deﬁnitions like those
of CORBA IDL, UML and SDL are a necessary minimum, but not suf-
ﬁcient to guarantee that objects will inter-work correctly in all cases. A
better guarantee can be given if interface deﬁnitions also specify the dy-
namic interface-role behavior.
Reuse. Roles are reuse entities in their own right. This follows from the inde-
pendence between roles and actors and the fact that a given role sometimes
is to be provided by many diﬀerent types of actors. All types accessing a
given interface, for instance, must provide the same interface roles. Roles
can also be used as search criteria to ﬁnd types and objects that can play
given roles, for instance as part of a traders functionality.
Design synthesis When designing an object type (class), the roles it shall
provide serve as speciﬁcations for the type design. It should be noted here
that role-behaviours only specify behaviour properties. They are not be-
haviour design units. Design synthesis requires that information is added,
and that roles are composed. Therefore the insight of a human designer
is needed in most cases, although precisely deﬁned role-behaviours may
greatly facilitate the design process. Behaviour design synthesis is an open




Design verification. A given design should be veriﬁed against the roles it
shall provide. This means either to check that the roles can be derived
from the design by making projections, or to check that the roles will be
performed by the design.
Validation of associations and links. Association roles can be used like
plugs and sockets to validate associations (between types) and links (be-
tween objects). As explained in [2], and elaborated in [10] roles also enable
useful checks on the internal design consistency to be performed. Simple
rules have been formulated that can be checked for each type with very
limited eﬀort, even manually, without needing to compose objects and per-
forming state space exploration.
Our theoretical work on roles and actors is supplemented by practical ex-
perimentation. The Plug and Play project [13], [14], [15] has developed an ar-
chitecture supporting dynamic plug and play based on the theater metaphor.
Another eﬀort has been to develop a service execution environment for ad-
vanced heterogeneous services based on roles and actors. This has resulted
in a service architecture and a Java based framework for service execution
developed in collaboration with Ericsson [7]. The idea here is to model appli-
cations and services in terms of roles that are played by actors as parts of plays
performed by a layered execution framework. ServiceFrame provides a service
architecture and service execution environment on top of ActorFrame, which
is a generic application framework supporting Actors and Roles. Both are im-
plemented in Java using JavaFrame, which provide support for StateMachines
and asynchronous communication according to UML2.0. Here ActorFrame
and ServiceFrame, provide the framework part of a model based development
kit (MDK) that follows the principles of TIMe and the OMG Model Driven
Architecture MDA. This framework is now being applied in a research labo-
ratory developed jointly by Telenor, Ericsson and NTNU to experiment with
advanced telecom services. The laboratory has access to live network resources
in the Telenor network, and can support mobility, call control, location based
services, messaging, context awareness and so forth [12]. It is heavily used by
student projects and to support our long-term research on service engineering.
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