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第1章
序論
1.1 研究背景
現在，映画やゲーム，アニメーション等の様々なエンターテイメントコンテンツにおいて，
コンピュータグラフィックス (CG)による表現が多く用いられている．そして，そのCGで
描かれた世界にリアリティを持たせるために，CGアニメーションのクオリティが重要とな
る．従来，それらの CGアニメーションのクオリティは，クリエイターの技量に依存する
ところが大きく，作業量も膨大であった．しかし近年，物体の動きを現実の物理法則などに
基づいて計算する物理シミュレーションが研究されてきたことにより，CGアニメーション
は高い品質を保ちながら，効率よく量産することが可能となった．例えば，カーチェイスの
ようなシーンは実際に走った様子の撮影を行わなくとも，車体の速度，角度，地面との摩擦
係数などから車体の動きを計算してアニメーションを作ることができ，水や炎，煙などの流
動体についても初期速度，密度などの要素からどのように流体が動くかを計算することで，
CGでリアルな自然現象を再現しやすくなった．このように，新たな物理シミュレーション
手法が開発されることで，CGで現実世界の現象をよりリアルに表現することが可能となる．
しかし，CGコンテンツの要件によっては，シミュレーション手法の物理的正確さよりも計
算効率が重視されることもあり，その要件に適したシミュレーション手法の開発が求められ
ることもある．
例えば，アクションジャンルの映画やゲームでは，ビルなどの巨大な建造物の倒壊シーン
や，弾丸によって窓ガラスが割られるシーン等，物体の破壊シーンを多く含んでいる．しか
し，その破壊を表現するための手法に求められる要件は，映画とゲームとで大きく異なる．
映画は，一般的にプリレンダリングで作られているため，シミュレーションに要する計算量
の大小よりも，物理的な正確さや視覚的なリアルさが重視される．それに対して，ゲームは
一部のムービーシーン等を除き，プレイアブルの部分はユーザの操作に対して動的に反応し，
リアルタイムで描画を返す必要があるため，物理的に正確な結果よりも，シミュレーション
に要する計算量が少なく，高速に実行可能なことが重視される．
次に，本研究で対象とする破壊現象のゲームでの表現について詳しく説明する．破壊シー
ンが多く盛り込まれているアクションゲームでは，プレイヤーがキャラクターを自由に移動
させて，攻撃のアクションを好きなタイミングで発動できることが多い．そして，キャラク
ターが持っている剣やハンマーなどの武器を用いて，周囲の木箱や樽などの小物のオブジェ
クトを破壊できたり，爆弾を使ってコンクリートの建材を破壊できたりする．破壊可能なオ
ブジェクトの種類は制作側が事前に決めておくことができるが，破壊のタイミングや，破壊
方法はプレイヤーの操作に委ねられることになるため，事前に破壊のパターンを予測するこ
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とが困難である．
このような条件の中で，リアルタイムでの破壊表現として，以下の 3つの従来手法が実際
のアプリケーションで用いられている．
1. エフェクト置換手法
2. 事前分割手法
3. 動的分割手法
これらの手法について，以下で簡単な説明をしていく．
1.1.1 エフェクト置換手法
オブジェクトが破壊されたときに，元のオブジェクトを削除し，オブジェクトの破片を表
現したエフェクトをその場に発生させることで，元のオブジェクトが破壊されたことを表現
する手法である．例えば，木箱が破壊されたときには，木箱の元オブジェクトを消去し，代
わりに細かい木片のオブジェクト群を木箱があった位置から周囲に発散させることで，あた
かも木箱が粉々に砕け散ったかのように見せかける．特別な物理計算も必要無く，エフェク
トを作るクリエイターの技量次第で派手な演出を作ることも可能なため，現在，非常に多く
のゲームで用いられている手法である．しかし，元のオブジェクトの形状や壊し方とはほと
んど無関係にエフェクトが生成されるため，物理的な正確さは無く，不自然な見た目になる
ことも多い．
1.1.2 事前分割手法
破壊対象オブジェクトを予め破片形状に切り分けておき，破壊が発生するまでは，破片形
状に拘束条件を課して，全体でひとつの剛体として扱う．そして，大きな力がかかって破壊
が発生した瞬間に，破片形状の接続情報を解除することで，ひとつの剛体が割れて複数の破
片形状が生成されたかのように見せかける手法である．力がかかる位置に近い部分の接続情
報を解除する，力が大きいほど広い範囲の接続情報を解除する，等の調節も可能なため，壊
し方によって破壊の見た目にバリエーションを出すことが可能である．しかし，どのように
壊れるかという分割形状は予め決められてしまっているため，繰り返し同じオブジェクトの
破壊を試みても，事前に決めておいた破片形状よりも細かく破壊することは不可能である．
また，どの位置や方向に力を加えても破片形状自体は変化しない．
1.1.3 動的分割手法
事前分割手法が破壊発生前に破片形状を決めてしまっていたのに対して，動的分割手法は
破壊が発生するタイミングでオブジェクトの分割を行う．こうすることで，同じオブジェク
トに対して破壊を繰り返し行って細かく破壊することも可能となり，また，力の加えた位置
を中心として破片形状を変えることもできる．形状の分割をリアルタイムで行う必要はある
ものの，破壊表現のリアリティは上記 2つの方法と比べて非常に高い．そのため，本研究で
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も，この動的分割手法を用い，その表現を実際の物理現象により近づけることで，より現実
感の高い CG作成を可能とする．
1.2 研究目的
現実の破壊現象を観測すると，物体が壊れるときは破壊発生位置から徐々に亀裂が進展し
ていき，元のオブジェクトから分離した部分が破片形状として生成されるはずである．実
際には亀裂の進展は非常に速いものであるが，CGでの破壊シーンには，継続的な力で徐々
に亀裂が進んだり，破壊をスローモーションで表現するときがあり，この亀裂の進展の表現
が重要となる．しかし，エフェクト置換手法，事前分割手法，動的分割手法のどれにおいて
も，破壊が生じた直後には破片形状が生成されており，亀裂の進展については考慮されてい
ない．破壊表現をスローモーション再生できるようにすることは，リアルタイムアプリケー
ションにおける新しい表現の獲得であり，コンクリートの建造物などに亀裂が徐々に進展し
ていき，緩やかに破壊が行われる様は，従来の分割が一瞬で完了する破壊表現に比べて臨
場感のある表現が可能であると考える．従って，本研究では，リアルタイム破壊シミュレー
ションに亀裂の進展表現を組み込むことを目的とし，グラフ構造を用いた段階的なリアルタ
イム破壊シミュレーションを提案する．また，これらの手法を 2D，3Dシミュレータに導入
し，提案手法の効果を実際に評価する．
1.3 関連研究
1.3.1 エフェクト置換手法に関する先行研究
エフェクト置換手法はエフェクトとして生成された破片形状が，コリジョンを持つものと，
持たないもので区別できる．コリジョンを有している場合でも，一定時間後にはシーン上か
ら消失する場合が一般的である．ここでは，実際のゲームに用いられている例として「スー
パーマリオ 3Dワールド」での破壊シーンを紹介する．[4]に示す動画の再生時間 3:30付近
に，サッカーボール型の爆弾を石の壁にぶつけて壁を破壊するシーンがある．レンガのよう
に石のブロックを組み上げて作られている壁が爆破の直後には完全に消去され，代わりに，
ひとつひとつの石のブロックと多数の丸い石ころが飛び散るエフェクトが突如として生成
される．生成されたエフェクトはコリジョンを有しておらず，周囲のオブジェクトと重なり
合って描画されながら地面下へとすり抜けて落ちていく様子が観察できる．このように，エ
フェクト置換手法は破壊のリアルさを重視しない場合や，同一シーン中にありふれて存在す
る木箱や樽など，小物のオブジェクトの破壊演出などに多用される．
1.3.2 事前分割手法に関する先行研究
事前分割手法は一般的な手法であるが，いかにして分割形状を決定するかという点でいく
つかの研究がある．Raghavachary[11]は，元オブジェクトのポリゴンメッシュ上でボロノイ
図を構築して分割形状を定義する手法を提案した．Mould[9]は，アーティスト制御を重視
して，亀裂として表現したい入力線画を元オブジェクトの表面テクスチャに適合させ，オブ
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ジェクトの表面のひび割れを表現する手法を提案した．また，2011年には Coumansら [7]
は，事前分割手法を大規模シーンに実際に導入した例を紹介している．
1.3.3 動的分割手法に関する先行研究
Mullerら [10]は，先に述べた動的分割手法 (1.1.3節)を，効率的に実現する方法を提案し
た．本研究でもこの手法を用いて破片形状を決定する．動的分割手法では，オブジェクトを
切断する際にどのように切断を行うか，という問題がある．Mullerらは，ボロノイ図を分割
パターンとして用い，衝撃が加わった位置と元オブジェクトのサイズから，衝撃点の位置が
なるべくボロノイ図の中心となるようにし，元オブジェクトを包括するサイズのボロノイ図
を分割パターンとした．元オブジェクトを分割パターンのボロノイ図に基づいて切断を行い，
破片のオブジェクトを生成する．図 1.1は，その分割の流れを模式的に示したものである．
図 1.1: 元オブジェクトを分割する流れを表した模式図（文献 [10]より引用）
左図の黒い点が衝撃点であり，それを中心として赤線で示した分割パターンを生
成，元の形状を中央の図のように分割し，さらに右図のように衝撃の範囲に基づ
いて実際の分割を行う．
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第2章
提案手法
本研究では，1.2節で述べたように，リアルタイム破壊シミュレーションに亀裂の進展表
現を組み込むことを目的としている．その実現のために，事前分割手法や動的分割手法と同
じように，オブジェクトの分割形状は分割パターンによって定義するものとする．そして，
破壊対象の元オブジェクトから破片形状への分割の際にグラフ構造の発想を取り入れること
で，亀裂の進展に伴って，段階的に破壊が進んでいく手法を提案する．本節では，提案手法
の理論の説明を与えるとともに，実際に 2D，3Dシミュレータに導入した際の実装部分での
知見も併せて説明していく．以下では，まず提案手法の流れ (2.1)と分割パターンの生成方
法 (2.2)を示す．そして，2Dシミュレータにおける提案手法を説明 (2.3)，最終的に 3D拡
張について述べる (2.4)．
2.1 提案手法の流れ
本研究では，亀裂の進展を表現するための手法を複数パターン提案する．各パターンは細
かな部分では異なるが，共通の全体の流れとしては以下の手順となる．
1. 分割パターンの定義
2. 分割パターンによる破片形状の生成
3. 破片形状への段階的な分割
オブジェクトを破壊したときにどのような破片形状に分割されるかを定義するために分割パ
ターンをまず定義する必要がある．そして，オブジェクトに破壊が発生するほどの力が加え
られたとき，分割パターンを基に破片形状を生成する．このときにはまだ破片形状剛体をま
とめてひとつの剛体として扱う．そして手順 3で亀裂の進展を表現できるように，ひとつの
複合剛体から徐々に破片形状に分割していく．次の節で，まず本研究で用いた分割パターン
の生成方法について詳細を説明する．
2.2 分割パターンの生成方法
分割パターンとは，破壊対象のオブジェクトをどのように切り分けるかを定義する図形の
ことであり，例えば，1.3.3節で紹介した図 1.1の赤線で示された図形が分割パターンであ
る．本研究でも，Mullerら [10]の手法と同様に，ボロノイ図を分割パターンとして用いる．
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2.2.1 ボロノイ図
ボロノイ図とは，ある空間に任意に配置された複数個の点 (母点)に対して，同一空間内
を「どの母点に近いか」という基準で領域分けした図のことである．ボロノイ図の例を図
2.1に示す．
図 2.1: ボロノイ図の例 (緑色の点は母点，赤色の点はボロノイ点を表している)
図 2.1は，二次元平面を 5つの母点で領域分けした結果の図となっている．緑色の点が母
点であり，赤色の点をボロノイ点と呼ぶ．ボロノイ点同士で結ばれた線分をボロノイ辺 (ボ
ロノイ境界)と呼び，各母点に近い領域 (図 2.1で色がついている領域)をそれぞれボロノイ
セル (ボロノイ領域)と呼ぶ．図 1.1の赤線はボロノイ辺を表している．主に，ボロノイ図は
「一番近い避難所はどこか」「一番近い基地局はどこか」などの社会地理学的な問題に対する
空間解析に用いられるが，ランダムな点に対するボロノイセルの形状が，硬い物体が破壊し
たときの破片形状に似ていることから破壊シミュレーションにも用いられている．
ボロノイ図を母点の集合から求めるためのアルゴリズムは，半平面交差法や平面走査アル
ゴリズム (Fortuneのアルゴリズム)[8]などがあるが，本研究では，ボロノイ図と密接な関係
にあるドロネー図 (ドロネー三角形分割)に注目し，比較的作図が容易なドロネー図と，そ
の双対関係からボロノイ図を求める方法を用いる．ボロノイ図とドロネー図の双対関係につ
いては，2.2.3節で詳細を述べる．
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2.2.2 ドロネー図
ドロネー図とは，点群からある性質を満たすように構築された三角形分割のことであり，
ドロネー三角形分割とも呼ばれる．ある性質とは「三角形分割によって定義された三角形の
うち，どの三角形の外接円の内部にも点群を構成する頂点が含まれていない」という性質で
あり，ドロネー性とも呼ばれる．ドロネー図の例を図 2.2に示す．
図 2.2: ドロネー図の例 (緑色の点が点群の各頂点を表し，右図の赤色の点は外接円の中心
を表している)
右図は左のドロネー図に各三角形の外接円を書き足したものであり，
ドロネー性を満たしていることを明らかにしたものである．
図 2.2で緑色の点で表された，点群の各頂点をドロネー点と呼ぶ．ドロネー点同士で結ば
れた線分をドロネー辺と呼び，ドロネー点同士を結んで構成された三角形をそれぞれドロ
ネー三角形と呼ぶ．図 2.2の右図では，各ドロネー三角形の外接円の中心を赤色の点で表し
ている．右図の通り，すべてのドロネー点は外接円の円周上に存在しており，外接円の内部
に含まれるドロネー点は存在していないことがわかる．
点群からドロネー三角形分割を行うアルゴリズムとして，本研究では遂次添加法 [12]を用
いている．これは，予めドロネー三角形分割が完了しているところにひとつずつ新たな点を
追加していき，その都度ドロネー性を満たすように修正を繰り返す手法である．その修正操
作は辺フリップと呼ばれるものであり，操作の詳細を図 2.3に示す．辺フリップはドロネー
性を満たしていない三角形分割から，ドロネー性を満たした三角形分割にするための修正操
作である．図 2.3左の三角形分割の図では，三角形ABCの外接円に頂点Dが含まれており
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図 2.3: 不正な辺を取り除いて正当な辺に置き換える修正操作「辺フリップ」
(また逆に，頂点Aも三角形DBCの外接円に含まれている)，ドロネー性を満たしていない．
このときの辺BCは不当な辺と呼ばれ，図 2.3右のように，代わりに辺ADで繋いで三角形
分割をやり直すことでドロネー性を満たした状態に修正する．
ある点群に対して順番に点を追加しつつ，ドロネー辺を生成する際に前述の辺フリップが
必要となる．例えば，三角形ABCがあるとして，その三角形の内部に点Pを追加したとき，
三角形ABCは三角形ABP,BCP,CAPの 3つの三角形に分割が可能である．このとき，三角
形ABCが独立して存在している場合，頂点 Pが追加される前の三角形ABCは間違いなく
ドロネー性を満たしており，三角形ABCはそれひとつでドロネー図であるといえる．さら
に，頂点Pを追加した後も，三角形ABP,BCP,CAPはいずれもドロネー性を満たしており，
ドロネー図であるといえる．しかし，三角形ABCの周囲に隣接して別の三角形が存在して
いる場合，頂点Pの追加によって不当な辺が発生してしまっている可能性があり，ドロネー
図を得るためには必要に応じて辺フリップを実行しなければならない．以前まで正当であっ
た辺が正当でなくなるというのは，その辺で隣接する三角形のひとつに変化が生じた場合で
ある．すなわち，ドロネー三角形分割が完了しているところに頂点 Pが追加され，新たな
三角形ABP,BCP,CAPが生成されたとき，辺AB,BC,CAが不当な辺の候補となる．また，
ここで不当な辺が発見され辺フリップが発生した場合，そこでも三角形の構造が変化するた
め，さらに周囲の辺を不当な辺の候補として，再帰的にチェックを行っていく．このように
して三角形分割する方法が逐次添加法である．逐次添加法でドロネー三角形分割を行う実際
の処理の流れをAlgorithm1に示す．
Algorithm1では最初に点群の全てを内包する架空の巨大な三角形を定義している．この
架空の三角形はただひとつ存在しているので，間違いなくドロネー性を満たしておりドロ
ネー図であるといえる．この三角形内部に点群の各頂点を追加していく．追加された頂点で
単純に三角形分割を行うのが 4行目～5行目である．そして，新しい頂点が追加されたこと
で不当な辺になる可能性があるものをスタックに入れる (6行目)．8行目～12行目で不当な
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辺かどうかの判定と，辺フリップを行っている．辺フリップが行われた場合，三角形の構造
が変化するため，新たな不当な辺の候補をスタックにいれて再帰的する (13行目)．すべて
の頂点の追加が修了したら，最初に定義した架空の巨大三角形を取り除き (18行目)，ドロ
ネー三角形分割が完了する．
Algorithm 1 ドロネー三角形分割: 逐次添加法
入力: n個の点群 P
出力: 点群 P から構成されるドロネー三角形分割の三角形リスト Tlist
1: 点群 P を内包する巨大な外部三角形 T0を求め，リスト Tlistに追加
2: for i = 1 to n do
3: 辺を扱うスタック Sを定義
4: 点群 P の i番目の頂点 Piを自身の三角形内部に含む4ABC を Tlistから見つける
5: 4ABC を Tlistから削除し，代わりに4ABPi,4BCPi,4CAPiを Tlistに追加
6: 辺AB,辺BC,辺 CAをスタック Sに push
7: while スタック Sが空ではない do
8: スタック Sから要素をひとつ popして，これを辺A0B0とする
9: if 辺A0B0を含む三角形が 2つ存在する then
10: 辺A0B0を含む 2つの三角形を4A0B0C 0,4A0B0D0とする
11: if 4A0B0C 0の外接円に頂点D0が含まれる then
12: 4A0B0C 0,4A0B0D0を Tlistから削除し，4A0C 0D0,4B0C 0D0を Tlistに追加
13: 辺A0C 0,A0D0,B0C 0,B0D0をスタック Sに push
14: end if
15: end if
16: end while
17: end for
18: 外部三角形 T0と T0を構成していた頂点を有している全ての三角形を Tlistから削除
2.2.3 ボロノイ図とドロネー図の双対関係
2.2.1節で述べた通り，ボロノイ図とドロネー図には双対関係が存在する．同一の点群か
ら構成されたボロノイ図とドロネー図を図 2.4に示す．ボロノイ図における母点をドロネー
点としてみたとき，図 2.4の中央の図から，ボロノイ点とドロネー三角形の外心が一致して
いることがわかる．また，ボロノイ辺の接続関係はドロネー三角形の隣接関係に一致してお
り，ボロノイ辺はドロネー三角形の対応する辺に直交している．この双対関係を用いれば，
ドロネー図からボロノイ図を容易に抽出することができる．
9
図 2.4: 左: ボロノイ図，　中央: ボロノイ図とドロネー図， 右: ドロネー図
同一の点群からボロノイ図とドロネー図を構成．
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2.2.4 Poisson Disk Sampling
本研究では，先述の通りボロノイ図を分割パターンとしており，各ボロノイセルの形状を
破片形状として扱う．ボロノイ図の形状は母点がどのように配置されているかで決まるた
め，母点のサンプリングを制御することで，ボロノイ図の形状，つまり，破片形状をある程
度制御することが可能である．
本研究では，母点のサンプリング法として Poisson Disk Sampling[6]を用いる．Poisson
Disk Samplingは，任意のサンプリング点同士がある距離以上離れることを保証したランダ
ムサンプリング手法である．サンプリング領域に対し，ランダムに点を発生させ，その追加
点を中心とする任意半径の円の内部に，すでに他の点が存在している場合はその追加点を
棄却し，既存の点と任意距離以上離れている場合にのみ，その追加点を正式なサンプリング
点として採用する．通常，新しい点を追加するたびに既存点すべてとの距離の比較を行うこ
とになるため，非常に処理時間がかかってしまうという問題がある．そのため本研究では，
Bridson[5]が提案した高速な Poisson Disk Samplingを用いる．Bridsonはサンプリング領
域をグリッドで区切ることで，点を追加しようとしたときの近傍探索を効率よく行えるよう
にした．図 2.5に母点を通常のランダムサンプリングと Poison Disk Samplingのそれぞれ
でサンプリングした場合のボロノイ図の違いを示す．通常のランダムサンプリングでは，母
図 2.5: 左: 通常のランダムサンプリング，　右: Poisson Disk Sampling
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点が密な部分，疎な部分の偏りに規則性がなく，サンプリングの度にボロノイ図の形状が大
きく変わっていたのに対して，Poisson Disk Samplingを用いた結果では，母点を毎回均一
に配置することができるため，複数回サンプリングを行った場合も，均一な面積のボロノイ
セルで構成されたボロノイ図を得ることができる．
また，Poisson Disk Samplingでは図 2.5の右図のような，均一なサンプリングだけでは
なく，母点の密な部分，疎な部分を制御することも可能である．図 2.5の右図では，母点同
士の間隔を最低でも一律して rだけ離すように設定していたが，その rの値を母点の位置に
よって変化させられるように分布関数を定義することで，母点の分布の偏りを制御すること
ができる．図 2.6に母点を Poisson Disk Samplingで均一にサンプリングした場合と，意図
的に偏りを持たせた場合のボロノイ図の違いを示す．図 2.6の右では，円の中心ほど密にな
るように分布関数を定義してサンプリングを制御している．その母点から生成されるボロノ
イ図も中心ほどボロノイセルが密集して小さくなっており，母点のサンプリングを制御する
ことで，ある程度自由に分割パターンをデザインすることが可能である．
図 2.6: 左: 密度一定の Poisson Disk Sampling
右: 中心ほど密になる分布関数を用いた Poisson Disk Sampling
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2.3 亀裂進展の表現方法
従来手法ではオブジェクトが破壊された 1フレームの内に，破片形状を表す剛体が元オブ
ジェクトから分離して生成され，それ以降の各破片形状は完全に独立して動く．そのため，
そこに亀裂が進んでいく様子は含まれていない．そこで，本論文ではこの破片形状の分離の
タイミングを意図的にずらすことによって，亀裂の進展を表現する手法を提案する．
図 2.7: 分割パターン適用後のオブジェクト
緑色の物体が破壊対象オブジェクトを表しており，赤色の点が分割パターン適用
後の破片形状の各頂点 (ボロノイ点)を表している．実線で囲まれたひとつひとつ
のボロノイセルが破片形状であり，この状態ではどれも分離せずに一体のオブジェ
クトとして存在している．
図 2.7に分割パターン適用後のオブジェクトを示す．隣接する破片形状同士は赤色のボロ
ノイ点やそれぞれのボロノイ辺で接続していると考え，破片形状同士の接続点の役割を果た
すそれぞれのボロノイ点に，破壊中心位置からボロノイ辺を辿っていき徐々に分離判定を与
えることで，破片形状の分離のタイミングを制御可能であると考えられる．この方法を実現
するために，提案手法では，分割パターン適用後の図形にグラフ構造を適用する．具体的に
は，それぞれのボロノイ点をグラフのノード (節点)として，ボロノイ点同士を繋いでいる
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ボロノイ辺をグラフのエッジ (枝)として捉える．そして，破壊開始ノードからグラフのエッ
ジ上を辿って，各ノードへと分離判定を伝播させていくことで，各ノードの分離するタイミ
ングをずらして，段階的な破壊表現を実現する．
グラフはその構造により，ノード間に順序が定義されていない (エッジに方向が定義され
ていない)無向グラフ，ノード間に順序が定義されている (エッジに方向が定義されている)
有向グラフ，エッジに重み (コスト)が定義されている重み付きグラフ（重み付き無向グラ
フ，重み付き有向グラフ)など，いくつかの種類分けができる．本研究では，グラフの定義
の仕方を変えることで，いくつかのパターンの亀裂の進展表現を可能にする．以下の節で，
各パターンについての詳細な説明を与えていく．
2.3.1 幅優先探索に基づいた段階的な破壊表現
まずはボロノイ点同士の隣接関係のみを考慮し，重み無しの単純無向グラフとして解釈し
た場合の破壊表現について説明する．グラフの構築の実例を図 2.8に示す．
図 2.8: 単純無向グラフの構築図
グラフのノードを赤色のボロノイ点で示し，グラフのエッジを黄色のボロノイ辺
で示している．
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グラフ構築における注意点として，図 2.8に示すように，オブジェクトのコーナーを表す
4つの点はグラフのノードとして含んでいないこと，そして，オブジェクトの輪郭線を表す
辺をグラフのエッジとして含んでいないことの 2点がある．本研究では，亀裂はオブジェク
トの内部で進展していくものと仮定しており，2.3節で述べた通り，分離判定はグラフのエッ
ジ上を辿らせていく．仮に，オブジェクトの表面もグラフの一部とした場合，他の破片形状
と接続してもいない表面上を亀裂が走っていく状況が生まれることになるため，これは不自
然な伝播であり，現実には起こらない現象であるとして，提案手法ではオブジェクト表面上
をグラフに含まないものとする．
重み無し単純無向グラフを用いた本節の手法では，破片形状同士がグラフのノード点を介
して隣り合う破片形状と接続しているものと仮定して，各ノードに分離フラグという論理型
変数の属性を与える．分離フラグがOFF(FALSE)のときには，そのノードは他のオブジェ
クトと繋がっているものとして，分離フラグがON(TRUE)のときには，そのノードは他の
オブジェクトから分離したものとする．オブジェクトが破壊するほどの力が加えられた場
合，まずその力の加えられた位置に一番近いノードを探し，そのノードを亀裂の進展開始位
置と仮定して根ノードとして設定，その根ノードの分離フラグをONにする．そして，離散
時間で実行されるシミュレーションの各ステップにおいて，タイムでユーザが設定した一定
時間毎に，根ノードと直接の接続関係のある他のノードへ探索を進めて，その新しく見つけ
たノードの分離フラグをONにする．更に，次のステップでは探索済みの各ノードから直接
の接続関係のある未探索のノードへと探索を進めて，新しく見つけたノードの分離フラグを
ONにする．以上の処理を繰り返していき，あるボロノイセルを構成するボロノイ点の分離
フラグがすべてONになったときに，そのボロノイセルに対応する破片形状を元のオブジェ
クトから分離する．この方法により，破片形状の分離するタイミングを全体でずらすことが
可能となる．根ノードからのグラフの探索には全探索アルゴリズムである幅優先探索を用い
る．そしてこの探索の際に，各ノードが探索済みであるかどうかを表すフラグとして，先に
定義した分離フラグを用いる．本節の手法では，幅優先探索を終端ノードまで一度に行うの
ではなく，伝播処理を実行する度に探索する深さをひとつずつ進めていく．そのまま処理を
進めるとオブジェクト全体がすべて破片に分離する．これは局所的な破壊を表現する際に問
題となるため，探索を中断できるようにする必要がある．
本節の手法では伝播処理をAlgorithm2に示す手順で実現した．最初にオブジェクトを破壊
する力が加えられたときに，力を加えられた位置からの最近傍ノードを見つけて，それを根
ノードとして探索キューQに追加した後，Algorithm2の伝播処理を実行する．Algorithm2
の 1行目で現在の探索キューQの要素数を保持しておき，その要素数分だけキューから要
素を取り出して探索処理を行うことで，深さを一段階ずつに区切った探索を行っている．ま
た，どの深さまで探索を行うかを表した値を最大探索レベルという形で予め設定しておくこ
とで，任意の深さで分離判定の伝播を止めることも可能である．
図 2.8のオブジェクトに対して，実際に破壊開始時からの分離判定の伝播を行った結果を
図 2.9に示す．図 2.9に示すように，グラフの探索の深さを毎回ひとつずつ進めていって各
ノードの分離フラグを ONにしている．本節の手法を用いることで，分離のタイミングを
ある程度制御可能になったが，本節の手法は重み無しのグラフを用いているので，グラフの
エッジである各ボロノイ辺の幾何学的距離は一切考慮されていない．次節では，重み付きグ
ラフを用いた破断伝播表現について述べる．
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根ノードのみ 伝播処理 1回適用
伝播処理 2回適用 伝播処理 3回適用
伝播処理 4回適用 伝播処理 5回適用
図 2.9: 単純無向グラフを用いた分離判定の伝播
分割フラグが ONのノードを赤色の点で示す．物体上部から力がかかった場合を
シミュレーションしている．伝播処理 (グラフの探索)を繰り返すたびに隣接する
ノードへと分離判定が段階的に伝わっていく様子がわかる．
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Algorithm 2 単純無向グラフの幅優先探索に基づいた伝播処理関数
入力: 探索キューQ，最大探索レベル Lmax，現在の探索レベル Lcurrent
出力: 更新された探索キューQ，更新された Lcurrent
1: num = キューQの要素数
2: if (num == 0) or (最大探索レベル Lmax <現在の探索レベル Lcurrent) then
3: return
4: end if
5: for i = 1 to num do
6: キューQから先頭要素のノードを取り出してこれをノードNaとする
7: for ノードNaから繋がっているノード数の分繰り返す do
8: ノードNaと接続関係のあるひとつのノードをNbとする
9: if ノードNbの分離フラグがOFF then
10: ノードNbの分離フラグをONにする
11: ノードNbをキューQに追加
12: end if
13: end for
14: end for
15: 現在の探索レベル Lcurrentをインクリメント
2.3.2 幾何学的距離を重みとした重み付きグラフによる段階的な破壊表現
本節では，ボロノイ点同士の隣接関係だけを考慮するのではなく，分割パターン適用後の
図の幾何学的情報を考慮した段階的な破壊表現について説明する．幾何学的情報とは具体的
には各ノード間の間隔，すなわちボロノイ辺の幾何学的距離である．2.3.1節では，重み無
しのグラフを用いていたのに対して，本節の手法では，ボロノイ辺の幾何学的距離をエッジ
の重み (コスト)とした，重み付き無向グラフを用いる．グラフのノードとエッジの構築自
体は 2.3.1節の手法の図 2.8と同じだが，追加の情報として各エッジの重み (対応するボロノ
イ辺の幾何学的距離)を別途保持しておく．
ノードに分離フラグの情報を付与し，グラフの探索の進行に合わせて探索済みのノードの
分離フラグをONにしていく処理と，力が加えられた位置の最近傍点を破壊開始位置として
根ノードとするところまでは 2.3.1節の方法と同じだが，本節の手法は重み付きグラフを用
いているため，グラフの探索アルゴリズムを適したものに修正する必要がある．本節の手法
のエッジの重みは幾何学的距離を採用しているため，必ず全てのエッジの重みは正の値とな
る．グラフ理論において，全てのエッジの重みが非負数である重み付きグラフの場合，ダイ
クストラ法が最短経路問題を解くための最適なアルゴリズムとして知られている．ダイクス
トラ法は，最良優先探索と呼ばれる探索アルゴリズムのひとつであり，最良優先探索とは，
ある規則に従って次に探索する予定のノードに優先度をつけた幅優先探索である．つまり，
ダイクストラ法は経路の重み (コスト)が最小になるノードを優先するように規則づけた幅
優先探索法の拡張版であるといえる．
2.3.1節では，伝播処理を実行するたびに深さを一段階ずつ進める探索を実行していたが，
本節の手法では，現在どれだけの距離の探索が進んでいるかを扱う変数を用意し，伝播処理
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関数の実行のたびにその探索距離の値を増加させていく．そして，根ノードから各ノードへ
の最短経路値が現在の探索距離値を下回ったノードについて，分離フラグを ONにすると
いった流れで分離判定の伝播を行う．幅優先探索では通常のキューを探索用のキューとして
用いていたが，ダイクストラ法では探索キュー内のノードを経路値 (コスト値)の昇順で評
価するため，ソートが可能なデータ構造が好ましい．そのため一般的には優先度付きキュー
が用いられる．本研究でも，優先度付きキューを用いてAlgorithm3に示した手順で探索を
実現した．
優先度付きキューをコスト値の昇順で自動的にソートするようにすることで，キューの先
頭には常にコスト値が最小のノードがくる．6行目に示すように，キューの先頭要素，すな
わちコスト値の最小のノードまでの距離が探索距離よりも大きくなるまで分離判定を繰り返
す．また，14行目で新たなノードの情報をキューに追加するとき，すでに同じノードにつ
いて，コスト値が異なるデータがすでにキューに追加されている場合がある．例えば，ノー
ド番号 iのノードNiについて，隣接するノードNAから求められたコスト値が設定された
データAと，もうひとつの隣接するノードNBから求められたコスト値が設定されたデータ
Bが，ともにキューに追加されてしまう場合などである．しかし，キュー内に同じノードに
ついてのコスト値が異なるデータが複数あったとしても，キュー内は常にコスト値でソート
された状態なので，先に分離処理の対象となるのはコスト値が小さいデータとなる．データ
Aとデータ Bでコスト値がデータAの方が小さい場合，データAの表す経路が最短経路で
あり，データAに基づいてノードNiの分離処理が行われる．その時点でデータAはキュー
から削除されるが，データBはまだキュー内に残った状態である．そのままでは，後に探索
が進み，データBに基づいてノードNiの分離処理が重複して行われてしまうため，それを
除外するために 8行目の分離フラグによる判定を設けている．
図 2.8のオブジェクトに対して，実際に破壊開始時からの分離判定の伝播を行った結果を
図 2.10に示す．本節の手法は，ボロノイ辺の幾何学的距離をエッジの重み (コスト)とした．
重み付き無向グラフを用いたことで，破片形状同士の破断面の大きさを考慮した分離タイミ
ングのずれが表現できる．
2.3.3 加えられた力のパラメータを考慮した段階的な破壊表現
本節では，加えられた力の情報を考慮した手法について述べる．前節までの手法では，根
ノードを求める際に力の加えられた位置を考慮しているが，その力がどの向きから加えられ
たかまでは考慮していなかった．力の方向を考慮することで，その力の方向と同じ向きに亀
裂が進展しやすい物体，あるいは，その方向と直交する向きに亀裂が進展しやすい物体など
が表現可能になり，物体に材質の情報を持たせることができる．これらを実現するためにグ
ラフ構造は 2.3.2節と全く同じものを用いるが，コスト値の計算方法を変更する．2.3.2節で
は，コスト値を純粋にボロノイ辺の幾何学的距離で計算していたが，本節では，ボロノイ辺
の方向と加えられた力の方向から算出される係数を用いてコスト値の修正を行う．例えばあ
るグラフの一部を取り出し，図 2.11に示したように 3つのノードNA，NB，NC を持つ部分
グラフを例として説明する．NAとNB を繋ぐエッジの重みをWAB，NB とNC を繋ぐエッ
ジの重みをWBCとして，各ノードのコスト値をそれぞれC(NA)，C(NB)，C(NC)とすると，
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Algorithm 3 重み付きグラフのダイクストラ法に基づいた伝播処理関数
入力: コスト値を自動的に昇順で扱う優先度付き探索キューQ，
最大探索距離Dmax，現在の探索距離Dcurrent，探索距離の変位量D
出力: 更新された探索キューQ，更新されたDcurrent
1: if (キューQの要素数 == 0) or (最大探索距離Dmax <現在の探索距離Dcurrent) then
2: return
3: end if
4: Dcurrent = Dcurrent +D
5: while キューQの先頭要素のノードのコスト値 5 探索距離Dcurrent do
6: キューQから先頭要素のノードを取り出してこれをノードNaとする
7: if ノードNaの分離フラグがOFF then
8: ノードNaの分離フラグをONにする
9: for ノードNaから繋がっているノード数の分繰り返す do
10: ノードNaと接続関係のあるひとつのノードをNbとする
11: if ノードNbの分離フラグがOFF then
12: ノードNaのコスト値にNaNb間のエッジの重みを加算して
ノードNbのコスト値を求める
13: ノードNbをコスト値と共に優先度付きキューQに追加
14: end if
15: end for
16: end if
17: end while
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根ノードのみ 伝播処理 4回適用
伝播処理 8回適用 伝播処理 10回適用
伝播処理 12回適用 伝播処理 15回適用
図 2.10: 重み付きグラフを用いた分離判定の伝播
分割フラグがONのノードを赤色の点で示す．グラフの深さではなく，エッジの
幾何学的距離に基づいて優先的な伝播が行われているの様子がわかる．
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2.3.2節の手法では，以下の式で重みを求めた．
C(NB) =WAB + C(NA)
C(NC) =WBC + C(NB)
ここで，エッジごとにある係数 cAB，cBC を定義して，以下のようにコスト値を求める式を
修正すれば，エッジごとの破壊の伝わりやすさを表現できる．
C(NB) =WAB  cAB + C(NA)
C(NC) =WBC  cBC + C(NB)
例えば，図 2.11の右側にあるように，加えられた力の方向ベクトル !F が分かっているとき，
エッジの方向ベクトルと比較して，加えられた力のベクトルとエッジの破壊が進む方向のベ
クトルが近ければ近いほど，破壊が伝わりやすいようにしたい，といった表現も係数を工夫
することで実現できる．このための係数を，以下では方向係数と呼称する．加えられた力の
方向ベクトル !F と，NB とNC を繋ぐエッジの方向ベクトルを  !BC として，それらの始点
を重ね合わせた場合の図を図 2.12に示す．  !BC と !F ともに，正規化済みの場合，
c =
  !
BC   !F = cos  (2.1)
一時的な係数 cは式 (2.1)で求められ，その取りうる範囲は  1  c  1である．エッジの
重みは非負数でなければならないが，cが負の場合，エッジの重みも負になってしまうため，
値の範囲を修正する必要がある．また，亀裂の伝播のしやすさをユーザが制御しやすいよう
に，これをユーザ定義の 3つの係数 ，， > 0を用いて値の範囲を修正する．図 2.12に示
すように， !F と   !BC の方向が一致するときに cBC = ， !F と   !BC の方向が直交するとき
に cBC = ， !F と  !BCの方向が正反対のときに cBC = となるようにしたとき，方向係数
cBC は，以下の式 (2.2)で求められる．
cBC =
8<:  c+ (1  c) (c 2 [0; 1]のとき)  ( c) + f1  ( c)g (c 2 [ 1; 0)のとき) (2.2)
つまり，ノード NX から NY に繋がる任意のエッジ EXY の方向係数 cXY は方向ベクトル  !
XY と加えられた力の方向ベクトル !F から，以下の式 (2.3)で求められ，ノードNY のコス
ト値 C(NY )は式 (2.4)で求められる．
cXY =
8<:  (
  !
XY   !F ) + f1  (  !XY   !F )g ((  !XY   !F ) 2 [0; 1]のとき)
  f (  !XY   !F )g+ [1  f (  !XY   !F )g] ((  !XY   !F ) 2 [ 1; 0)のとき)
(2.3)
C(NY ) =WXY  cXY + C(NX) (2.4)
式 (2.3)と式 (2.4)を Algorithm3の 12行目に適用すれば，加えられた力の方向を考慮した
伝播処理が可能となる．
図 2.8のオブジェクトに対して，実際に破壊開始時からの分離判定の伝播を適用した結果
を図 2.13に示す．
21
AB
C
F
ঀشॻ
ग़ॵ४
N
A
N
B
N
C
図 2.11: グラフの一部の例と加えられた力の方向ベクトル (赤矢印)
θ α
β
γ
図 2.12: エッジ方向ベクトルと力の方向ベクトルの始点を重ね合わせた図
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根ノードのみ 伝播処理 1回適用
伝播処理 5回適用 伝播処理 7回適用
伝播処理 9回適用 伝播処理 10回適用
図 2.13: 力とエッジの方向を考慮した分離判定の伝播
分割フラグがONのノードを赤色の点で示す．力は鉛直下方向に加えられたもの
としており，(; ; ) = (0:2; 2:0; 3:0)と設定してある．図 2.10と比較して，鉛直
方向に伝播しやすくなっている様子がわかる．
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2.3.4 破断点モデルを導入した段階的な破壊表現
これまでの節で提案した手法は，いずれもグラフのノードに到達するごとに分離判定が行
われており，亀裂はエッジであるボロノイ辺上で連続的に進展していくのではなく，ひとつ
のボロノイ辺の端点からもう片方の端点で区切られた離散的な進展をしていた．本節では，
ボロノイ辺上のどこまで亀裂が進展しているのかの表現を連続的なものにするための破断点
モデルを提案する．前節までは，破片形状の分離するタイミングを，その破片形状を構成す
るボロノイ点の分離フラグのみで判定していたが，本節の手法では，エッジ上でも亀裂の進
展を表現するため，エッジであるボロノイ辺にも分離フラグを持たせる．そして，破片形状
が分離するタイミングは，その破片形状を構成する全てのボロノイ点とボロノイ辺の分離フ
ラグがONになったときとする．
次に，破断点モデルを用いた伝播の細かな挙動について説明する．本研究において，破断
点とは根ノードから発生し，グラフに沿って伝播していく点であり，破断点が通過すること
で分離判定が行われる点であると定義する．すなわち，根ノードから発生した破断点が隣接
するノードまで到達したとき，隣接するノードの分離フラグをONにするだけでなく，破断
点が辿ってきたエッジの分離フラグもONにする．そして，破断点はグラフのノードに到達
したとき，まだ辿っていない経路があればその経路上に伝播する．辿っていない経路が複数
ある場合はそれらすべての経路に破断点を伝播させる．つまり，経路が分岐するたびに破断
点が増えていく．また，ひとつのエッジ上に破断点が 2つ存在し，エッジ上で破断点同士が
ぶつかり合ったとき，両方の破断点を削除して，そのエッジの分離フラグをONにする．以
上の定義より，破断点を表 2.1に示すデータ構造を用いて格納する．表 2.1の displacement
値と rest値が具体的にどこを指すのかを図 2.14に示す．ここですべてのエッジは 2つの頂
点から構成され，1つ目の頂点をA，2つ目の頂点をBと表す．どちらの頂点がAでどちら
がBなのかはエッジごとに一意に定められている．破断点P は座標値のデータを直接持って
いないが，edgeが示すエッジの方向ベクトル  !ABと displacent値を用いて，以下の式 (2.5)
で求めることができる．
position(P ) = position(NA) +
  !
AB  displacement (2.5)
新しく破断点がエッジ上に生成されたとき，rest = edgeの長さ と初期化され，isForward
がTRUEならば displacement = 0，isForwardが FALSEならば displacement = edgeの
長さ と初期化される．破断点の定義は以上の通りだが，1つのエッジ上で 2つの破断点がぶ
つかったときの処理を効率よく行うために，別途各エッジにも分離していない部分の長さを
表す値として rest値を定義する．すべてのエッジの rest値は破壊が発生したときにエッジ
の長さで初期化される．
以上で説明した通りの動きを実現する破断点伝播処理のアルゴリズムを Algorithm4に
示す．まず破壊が発生したときに，根ノードから繋がるすべてのエッジ上に破断点を生成
し，破断点リスト Lに追加しておく．そしてリスト Lとユーザーが設定した伝播距離Dを
Algorithm4に入力することで処理が進む．6行目～30行目までのループ部分は，この伝播
処理で分岐が発生する破断点について優先的に処理するための部分である．例えば破断点を
伝播させるときに優先度をつけなかった場合，1つの同じノードN を目指す 2つの破断点
P;Qがあったときに，N により近くに存在している P よりも Qについての伝播処理が先
に行われてしまい，P がN に到達した際にはすでにN の分離判定が行われた後となってし
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表 2.1: 破断点モデルのデータ構造
CrackPoint (破断点)
変数の型 変数名 説明
int edge エッジへの参照 (破断点がどのエッジ上にあるかを表す)
bool isForward 破断点の進行方向を表す　　　　　　　　　　　　　　　　
（エッジAB上をA! Bに向かうとき TRUE）
double displacement エッジの端点Aからのエッジ上での変位量
double rest エッジ上のもう片方の端点までの残り距離
まう．QによるN の分離判定が行われた際に，破断点の分岐処理が発生するが，そこで新
しく発生した破断点がどこまで進むかは，(伝播処理の変位量  QN 間の距離)で求められ
るため，本来N により近いはずである P から伝播処理を行わなければ，新しく発生する破
断点の伝播距離が実際よりも短くなってしまうという問題が生じる．その問題を回避するた
め，6行目～30行目に示すように，破断点の伝播は伝播を進める距離Dの分だけ，全ての
破断点を一括で進めるのではなく，今回の伝播処理のなかでエッジの端点に到達する破断点
が存在する場合は，その端点に到達する分だけを先に伝播させるという手法をとる．8行目
の tmpDispはその伝播処理を少しずつ行うための値である．10行目～13行目で，tmpDisp
値の分だけ全ての破断点を伝播させる．そして，端点に到達したときの破断点の分岐処理を
行っているのが 14行目～22行目である．ここまでの処理は破断点の rest値が 0になったと
きに行われるように設計されているので，破断点が端点に到達したというイベントを見落と
すことはない．しかし，2つの破断点がひとつのエッジ上でぶつかるというイベントを検知
することはできない．破断点同士がエッジ上でぶつかるときは，まだどちらの破断点の rest
値も 0ではないからである．このイベントを検知するために追加されている情報が，先に
述べたエッジの rest値である．エッジの rest値はそのエッジ上を破断点が伝播するたびに
減少していく (12行目)．そのため，破断点同士がひとつのエッジ上でぶつかるとき，破断
点の rest値が 0でなくても，エッジの rest値は 0以下になっている．その情報に基づいて，
エッジの分離処理，消滅するべき破断点の削除の操作を行っているのが 23行目～28行目で
ある．30行目までのループはエッジの端点に到達する破断点が存在する分しか実行されな
いので，最後にループを抜けたときに残っている disp値の分だけ全ての破断点の伝播処理
(31行目)を行い，エッジ上で破断点がぶつかるときの検知も行う (32行目)．
Algorithm4を用いて，実際に破壊開始時からの分離判定の伝播を行った結果を図 2.15に
示す．
2.4 3D拡張
2.3節では，2Dで提案手法の理論を説明した．提案手法のグラフ構造はボロノイ点同士の
接続関係に基づいて構築されるため，手法の 3Dへの拡張も容易である．拡張する際も特に
25
Algorithm 4 破断点モデルを用いた伝播処理関数
入力: 破断点リスト L，伝播を進める距離D
出力: 更新された破断点リスト L
1: if (リストLの要素数 == 0) then
2: return
3: end if
4: disp =伝播を進める距離D
5: Lmin =リスト中で rest値が最小の破断点
6: while Lminの rest値 < disp do
7: リストから Lminの情報を削除
8: tmpDisp = Lminの rest値
9: disp = disp  tmpDisp
10: for リスト L中の要素数の分繰り返す do
11: 要素 Liの displacement値と rest値を tmpDisp分更新
12: Liの存在するエッジの rest値を tmpDisp分減少させる
13: end for
14: if Liが到達したノードN の分離フラグがOFF then
15: ノードN の分離フラグをONにする
16: Liが存在していたエッジの分離フラグをONにする
17: for ノードN から繋がっているエッジ数の分繰り返す do
18: if ノードN から繋がるエッジEj の分離フラグがOFF then
19: エッジEj 上に新たな破断点を生成してリスト Lに追加
20: end if
21: end for
22: end if
23: for リスト L中の要素数の分繰り返す do
24: if 要素 Liが存在するエッジEの rest値 5 0 then
25: エッジEの分離フラグをONにする
26: リストから要素 Liの情報を削除
27: end if
28: end for
29: Lmin =リスト中で rest値が最小の破断点
30: end while
31: 残っている disp分だけ全ての破断点の伝播を進める (10行目～13行目と同じ処理)
32: エッジ上で破断点の交差が発生していた場合の処理 (23行目～28行目と同じ処理)
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図 2.14: 破断点モデルの模式図
上図: エッジAB上をA! Bに向かう破断点
下図: エッジAB上をB ! Aに向かう破断点
問題となる箇所は存在しない．本節では，提案手法を 3Dに拡張する際に，特別に考慮しな
ければならない点について説明する．
2.4.1 3D分割パターン
まず変更をしなければならない点が，分割パターンの生成方法である．3D空間で提案手
法を用いる際の分割パターンは，当然 3Dオブジェクトとして定義されていなければならな
い．3Dでも 2Dと同様にボロノイ図による分割パターンの生成を行う場合に，考慮しなけ
ればならないのは，母点を 3D空間でサンプリングすることと，その母点に基づいて 3Dの
ボロノイ図を生成することの 2点である．
まず，母点の 3D空間でのサンプリングについては，2Dのときと同じく Bridson[5]の高
速な Poisson Disk Samplingを用いる．これは n次元に適用可能な方法となっているため，
拡張は難しくない．ただし，近傍探索のためのグリッド幅には注意する必要がある．サンプ
リング点同士の最低距離を rと設定したとき，グリッド幅を rp
n
と定義する．例えば，2D
の場合はグリッド幅 rp
2
となるので，最低距離が rならば各グリッドには最大でも点が 1つ
しか入らないことが保証される．そして，3Dの場合はグリッド幅を rp
3
とすれば，2Dのと
きと同様に各グリッドに格納される点は最大でも 1つとなることが保証される．近傍探索の
際に比較対象とするグリッド数は 2Dのときよりも多くなってしまうが，それでもリアルタ
イム実行が十分可能な速度であるため，この方法を採用する．
次に，3Dのボロノイ図の生成については，ユーザ定義した領域を任意のサンプリング点
でボロノイ分割することが可能なオープンソースライブラリ「Voro++」[3]を用いた．母点
を 3Dの Poisson Disk Samplingで配置し，Voro++を用いて立方体内部でボロノイ分割を
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根ノードのみ 伝播処理 4回適用
伝播処理 18回適用 伝播処理 24回適用
伝播処理 30回適用 伝播処理 35回適用
図 2.15: 破断点モデルを用いた分離判定の伝播
破断点を赤色の点で表し，分離フラグがONになったエッジを赤線で表している．
ノードの位置でなくても亀裂がどこまでのびているかを観測することができる．
18回目～24回目の破断点が交差する部分でも問題なく分離が行われている．
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行って生成した 3D分割パターンを図 2.16に示す．
2.4.2 3Dでの破断点の伝播と破断面の構築
2.3.4節の破断点モデルによる段階的な破壊表現は，ノードの位置でなくても破断点の位
置から破壊がどこまで進んでいるかを観測できるという利点があった．2Dではノードと破
断点を結んだ線分 (以下では破断辺と呼ぶ)を描画するだけで亀裂を可視化できていた．し
かし，この手法を 3Dに拡張する際には，破断辺の次元もあわせて拡張しなければ破壊がど
こまで進んでいるかを可視化することができない．以下では，破断辺を 3Dに拡張した概念
を破断面と呼ぶことにする．本節では，破断点モデルの伝播による破壊表現を 3Dに拡張す
る際の，破断面の構築方法について説明する．
破断点の伝播はグラフに沿って行われるため，3D拡張された際もボロノイ図の辺をグラ
フのエッジとすることでその伝播処理のアルゴリズムは変わることなくAlgorithm4を用い
ることができる．次に，破断面の構築の例を図 2.17に示す．ボロノイ点 A;B;C;Dから構
成されるボロノイ面があるとして，面を構成する辺上に破断点 a; b; c; dがあるとする．この
状況の場合，破断面は図 2.17下に示すように面ABCDに対して 2つ存在するが，それを図
2.17上の状態から求める手順を以下で説明する．
まず，ボロノイ面上を図 2.17 上の青矢印で示すように，ボロノイ面上をループするよ
うに走査して，存在するボロノイ点と破断点のリスト L を構築する．図 2.17 では L =
A; a;B;C; b;D; c; d となっている．ここで，破断面の頂点となりうるのは破断点と，分離
フラグが ON のボロノイ点である．破断面の頂点となりえない B;C をリスト L から除
外すると L = A; a; b;D; c; dとなる．ボロノイ点の分離フラグが ONになっているという
ことは，破断点が通過したということであり，破断点はボロノイ点を通過するときに分
岐するという性質を持っている．このことから，ボロノイ面上を一方向にループして走
査したとき，破断点!ボロノイ点;ボロノイ点!ボロノイ点;ボロノイ点!破断点 とい
う並びは必ず破断面の辺のひとつとなることがわかる．よって，図 2.17の並びの場合は，
b! D ! c; d! A! a という一連の並びの部分が，破断面の連続した辺であることがわか
る．そしてその一連の並びの始点と終点の破断点を繋ぐことで，破断面を構成できる．実際
に 3Dで伝播していく破断点から破断面を構築して描画した結果が図 2.18である．
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図 2.16: 3D分割パターン
母点を緑色の点で表し，3Dボロノイ図の辺を青線で表している
30
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図 2.17: 破断面の構築の例 (赤色のボロノイ点は分離フラグがONになっている)
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図 2.18: 破断点の伝播に基づいた破断面の構築
進展途中の破断面を青色で示し，完全に分離判定が伝播し終えた面を赤色で示す．
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第3章
結果と考察
3.1 結果
本章では，2Dシミュレータ，および 3Dシミュレータ上で提案手法を用いて，実際に破
壊前の元オブジェクトを表す単一の剛体から，各破片形状を表す剛体への分割を行った結果
を示し，それに対する考察を述べる．シミュレータはいずれもオープンソースの物理演算
ライブラリを用いており，2Dシミュレータとして「Box2D」[1]，3Dシミュレータとして
「Bullet Physics」[2]を用いている．
2.3.1節，2.3.2節のそれぞれの手法を用いて 2Dシミュレータ上で段階的な破壊を行った
結果を図 3.1，図 3.2に示す．また，2.3.3節の手法について，重み修正パラメータ (; ; )
の値を変えた結果を 2種類 (図 3.3，図 3.4)示す．2.3.4節の手法を用いて 2Dシミュレータ上
で段階的な破壊を行った結果を図 3.5に示し，3Dシミュレータ上に導入した結果を図 3.6に
示す．2Dの結果の図 (図 3.1～図 3.5)は緑色で描画されている物体が元オブジェクトを表し
ており，黄色で描画される物体が元オブジェクトから完全に分離した破片形状を表している．
いずれの結果も，破片形状の分離するタイミングにずれが生じており，段階的に破壊が進
行していく様が観察できる．特に，力の加わった位置の付近は破片形状が早い段階で飛び
散っているのに対して，まだ分離していない破片形状が多く残っている様子から，分離のタ
イミングに差があることが分かる．また，力の方向を考慮した手法の結果である図 3.3と図
3.4は，同じ分割パターンを用いて，同じ箇所から鉛直下向きの力を加えているにも関わら
ず，結果は大きく異なっており，パラメータ (; ; )による効果が十分に認められる．パラ
メータを (; ; ) = (0:5; 1:5; 1:0)と設定した図 3.3では，縦方向 (力と同一の方向)に亀裂
が進展しやすくなっている結果が得られ，パラメータを (; ; ) = (1:5; 0:5; 1:0)と設定し
た図 3.4では，破壊が縦方向には伝わりにくく，横方向 (力と直交する方向)に亀裂が進展し
やすくなっており，表面付近で広がるように伝播する結果が得られた．図 3.5は他の 2Dの
方法と比べて亀裂がどこまで進展しているかが明確に可視化されており，破断点モデルを用
いた利点がはっきりと結果に表れている．図 3.6から，破断点モデルでの伝播処理は 3Dで
も問題なく使用でき，段階的な破壊が行われていることがわかる．
すべての結果の計算環境はプロセッサ:1.7GHz Intel Core i5，メモリ:4GB 1600MHz DDR3
である．図 3.6の結果はノード数 261，エッジ数 518，面数 308，セル数 50のボロノイ図か
ら構成されているが，分割から段階的な破片形状の分離まで，リアルタイム (30fps以上)で
動作している．
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(a) f = 31 (b) f = 61
(c) f = 91 (d) f = 121
(e) f = 151 (f) f = 211
(g) f = 271 (h) f = 331
図 3.1: 幅優先探索に基づいた段階的な破壊 (30fps)
一辺 10mの正方形オブジェクト．シミュレーション速度は現実の 150 倍．
30フレーム毎に 1回，伝播処理を行っている．
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(a) f = 67 (b) f = 160
(c) f = 220 (d) f = 284
(e) f = 368 (f) f = 445
(g) f = 502 (h) f = 595
図 3.2: 幾何学距離を重みとした重み付きグラフによる段階的な破壊 (30fps)
一辺 10mの正方形オブジェクト．シミュレーション速度は現実の 1300 倍．
亀裂進展速度 300m=s，最大伝播距離 20m．
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(a) f = 26 (b) f = 75
(c) f = 148 (d) f = 212
(e) f = 275 (f) f = 334
(g) f = 406 (h) f = 457
図 3.3: 加えられた力のパラメータを考慮した段階的な破壊 (パターンA)(30fps)
一辺 10mの正方形オブジェクト．シミュレーション速度は現実の 1300 倍．
亀裂進展速度 300m=s，最大伝播距離 15m．
力の方向ベクトル = (0:0; 1:0)，(; ; ) = (0:5; 1:5; 1:0)．
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(a) f = 62 (b) f = 107
(c) f = 172 (d) f = 235
(e) f = 294 (f) f = 349
(g) f = 400 (h) f = 461
図 3.4: 加えられた力のパラメータを考慮した段階的な破壊 (パターン B)(30fps)
一辺 10mの正方形オブジェクト．シミュレーション速度は現実の 1300 倍．
亀裂進展速度 300m=s，最大伝播距離 15m．
力の方向ベクトル = (0:0; 1:0)，(; ; ) = (1:5; 0:5; 1:0)．
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(a) f = 5 (b) f = 90
(c) f = 175 (d) f = 260
(e) f = 345 (f) f = 430
(g) f = 515 (h) f = 600
図 3.5: 破断点モデルを導入した段階的な破壊 (2D)(30fps)
一辺 10mの正方形オブジェクト．シミュレーション速度は現実の 1300 倍．
亀裂進展速度 300m=s，最大伝播距離 20m．
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(a) f = 5 (b) f = 90
(c) f = 175 (d) f = 260
(e) f = 345 (f) f = 430
(e) f = 515 (f) f = 600
図 3.6: 破断点モデルを導入した段階的な破壊 (3D)(30fps)
一辺 1mの立方体オブジェクト．シミュレーション速度は現実の 1300 倍．
亀裂進展速度 100m=s，最大伝播距離 3m．
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3.2 考察
本提案手法は，物体に力が加えられたときに分割パターンを用いて元オブジェクトを破片
形状に分割する．後の段階的な破壊は最初に分割パターンによって定義されたときのグラフ
に従って進行するのみであり，破壊の伝播を行っている最中に再度グラフを作り直す必要が
ある場面は想定していない．1つの物体に，ほぼ同じタイミングで同じ程度の大きさの力が
ほぼ同じ位置に加わったのならば，最初に構成されたグラフ上の探索キューあるいは探索リ
ストに両者のノード情報を追加することで，ある程度の対処が可能であると考えられる．し
かし，加わる力の大きさに差がありタイミングにも隔たりがあった場合，つまり，最初に構
成したグラフでは両者に対応できない場合，それぞれの力の位置，大きさを考慮してグラフ
を修正できることが望ましい．そのためには破断が進行している途中でも動的にグラフを作
り変えられるように手法を拡張する必要がある．
また， 2.3.3節の手法では，力の方向とエッジの方向を考慮してパラメータ (; ; )を組
み合わせることで，物体にある程度の材質の情報を持たせることを可能にしたが，加えられ
た力の向きに関わらず，常に特定の方向に割れやすいといった異方性のある物体 (木材など)
の表現には現状の手法では対応できない．例えば図 3.3の結果は，上からの力に対して横，
つまり水平方向に広がりやすい性質を再現しているが，同じ力を右から加えたときには，鉛
直方向に広がりやすい結果になることが予想される．すなわち，異方性のある材質を再現す
るには，入力の方向に関わらず，エッジの延びる方向のみを考慮した重みの修正を行う必要
がある．また，さらに特殊な割れ方をする物体を扱いたいのならば，分割パターンを毎回ラ
ンタイムで生成するのではなく，予めオブジェクトの種類ごとにいくつかのデザインされた
分割パターンを用意しておくことも手法のひとつであると考えられる．このような場合でも
グラフさえ構成できれば，本提案手法は適用可能である．
2.3.4節の破断点モデルは，ノード以外の箇所でも亀裂の進展していく様子を観察できる
ことが利点のひとつであるが，その亀裂を目で見える形にするには描画上の工夫が必要であ
る．図 3.5では破断点までを破断エッジとして描画することで亀裂を目に見えやすい形にし
ている．2.4.2節で示した 3Dでの破断面は，オブジェクト表面を透明で描画することで破断
面を見えるようにしているが，これはガラスなどの透明な材質の物体にしか適用できない．
不透明な物体にも効率的に用いるには，描画上，破断面の部分だけ局所的に破片形状の頂点
をずらして描画し，ひび割れているように見せかけるか，Mould[9]の方法のように，亀裂
を表す線をオブジェクトのテクスチャ上に適合するという方法が考えられる．
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第4章
結論
4.1 まとめ
本論文では，動的分割手法に基づいたリアルタイム破壊シミュレーションに，グラフ構造
の考え方を取り入れることで，破壊対象オブジェクトを徐々に破片形状へと分離させる段階
的な破壊表現手法を提案した．オブジェクトの分割形状を定義する分割パターンにボロノイ
図を用いて，ボロノイ図の頂点とボロノイ辺をそれぞれグラフのノードとエッジとして捉
え，破壊開始位置のノードから分離判定をグラフに沿って伝播させていくことで，各ボロノ
イ点 (ノード)の分離するタイミングをずらすことを可能とした．これらの方法により破片
形状が元のオブジェクトから分離するタイミングを制御できるようにし，段階的な破壊を実
現した．
まず，ノード間の接続関係のみを考慮した単純無向グラフとしてグラフを構築，幅優先探
索によって隣接ノードへ分離判定を徐々に伝播させていく方法を検証し，その結果から段階
的な破壊表現としてグラフ構造を用いることが効果的であることを確認した．次に，ボロノ
イ辺の幾何学的距離をエッジの重みとした重み付き無向グラフとしてグラフを構築，ダイク
ストラ法で最短経路を求め，破壊開始ノードから距離が近いノードへと優先的に分離判定を
伝播させる方法を検証し，効果を確認した．また，重みを与えられた力の方向と，エッジの
方向から修正するように重み付きグラフの方法を拡張することで，ユーザ定義のパラメータ
で破断方向の優先度をつけた制御が可能となり，その効果を結果に示した．さらに，グラフ
上を伝播し，通過することで分離判定を行う破断点モデルを新たに提案し，ノード箇所以外
でも亀裂の進展を表現が可能になった．最後に，提案した理論を 2Dシミュレータと 3Dシ
ミュレータ上で実際に動作させ，リアルタイム破壊シミュレーションで提案手法の有用性を
確認した．
4.2 今後の課題
今後の課題としては，構築済みのグラフを動的に修正可能にする手法の検討，求められた
亀裂の効果的な可視化手法の検討，段階的な破壊をより直感的に制御できるグラフ構造，分
割パターンの検討，提案手法を弾塑性体の破断シーン向けに拡張することなどが挙げられ
る．今後はこれらの問題を解決していくことで，亀裂の進展表現に更に拡張していくことを
目指す．
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