In this letter, we propose a data hiding approach to embed the indexing keys inside the JPEG compressed images for their retrieval, inspired from the spirit of digital watermarking. At the stage of database population, the existing approach is to compress all images by standard JPEG in order to save their storage space, but ignored the compression of their indexing keys under the notion that the size of each indexing key is negligible. When a large image database is established, however, this part of storage space becomes non-trivial. By hiding the indexing keys inside the JPEG compressed codes, significant advantages are gained that the indexing keys can be compressed naturally by JPEG without any additional cost. Our experiments on hiding an indexing key of 256 bytes illustrate that: (a) no noticeable distortion is introduced in comparison with non-watermarked images; and (b) their storage space is reduced into the region of 7%~27% of their original size.
approaches [9] . The main problem, however, is that the users often do not interpret the content in terms of those l ow-level features. As a result, poor performances are encountered for most of these existing systems. This is particularly true for those semantic queries. On the other hand, as the rich content of multimedia tends to be increased at an explosive speed, super large image databases or image libraries can be expected, and thus brings more challenges to the research community for efficient and effective content management and content access. To this end, research efforts have now been introduced to carry out the image indexing and retrieval in compressed domain [10] [11] . This provides enormous advantages in storage savings, accessing speed improvement, and computing cost reduction. As the main direction of the existing research in this area is focused on compression of images, efficient accommodation of those indexing keys are often ignored since it is widely envisaged that the indexing keys are small compared with the size of images. When millions of images are stored inside a database, however, the storage space for those indexing keys becomes significant, and hence any attempt for reducing their storage proves to be worthwhile.
In this letter, we describe our recent efforts in addressing this issue by adopting a simple watermarking technique to hide the indexing key inside its corresponding JPEG compressed image, which is also compressed together with the image. Our experiments show that not only significant savings on storage is achieved, but also a competitive quality of reconstructed images is maintained.
Algorithm Design: Research on information hiding has been active in the area of data security and copyright protection, in which some messages are embedded inside digital products and contents for copyright notification, authentication and covert communication. The existing research on information hiding can be broadly classified into two major categories, one is carried out in spatial domain and the other is in transform-domain. While the purpose of information hiding in those areas is essentially for information security and protection, we intend to pioneer some of those ideas to embed the indexing keys inside the JPEG compressed images and see if any storage space can be saved without compromising the image quality.
To design the indexing key hiding algorithm and carry out the feasibility study or test, our content-based image indexing and retrieval system can be summarized in Figure 1 , which mainly takes original input image into the database and extract a LBP-based texture key [13] for indexing this image before it is compressed by JPEG. This provides a platform for our information hiding, in which the host data can be taken as the DCT coefficients in JPEG compressed domain and the message is taken as the texture-based indexing key. The LBP texture analysis is essentially examining the intensity differences between each pixel and its surrounding eight pixels. Specifically, assuming that x is the pixel being examined, its surrounding pixels can be represented by y i (i = 0, 1, …7). Depending on whether the intensity of x is larger than or smaller than that of its surrounding pixel, one bit value can be specified by the following
As a result, one byte, } ... ( )
Where k e represents the elements of the histogram, and η stands for the counting operator, which records the number of times that
has occurred.
This histogram gives us a total of 256 bytes as the texture-based indexing key for each image, which is also the message to be embedded inside the JPEG compressed codes. As visual perception is often sensitive to high details and the information hiding will inevitably introduce a certain level of distortion, the message hiding should preferably be carried out in those DCT coefficients that contain the most part of the energy. To minimize the distortion introduced to the JPEG compressed image quality, we only hide four bits inside the first four coefficients of each block along the zig-zag scanning route. This works out that a total of 512 blocks of DCT coefficients are required in order to embed the texture-based indexing key. Considering most of images contain more than 512 blocks, this approach is feasible in practice.
Therefore, given the four-bit message, x={x 0 , x 1 , x 2 , x 3 }, and the DCT coefficients {d 0 , d 1 , d 2 , d 3 }, our information hiding can be described by the following procedure:
For (i=0 to 3){ If (d i is odd and x i =0)d i =d i +1;

Else if (d i is even and x i =1) d i =d i +1;
} This is essentially using those even DCT coefficients to represent bit 0's and those odd DCT coefficients to represent bit 1's. Considering the fact that some DCT coefficients may coincidentally be even for those bit 0's and odd for those bit 1's, it is expected that the impact of indexing key hiding upon the quality of reconstruction at the decoding end can be expected to be very small.
To make the information hiding robust and survive the JPEG compression, the above operation given in (3) is carried out after quantization and before the entropy coding. Hence, the indexing key can be guaranteed to be recovered at the decoding end. At present, we did not add any additional protection to those indexing keys, since the main purpose of the work is different in nature from those in digital watermarking.
However, we did find out from our experiments that any re-encoding by JPEG could wipe out the indexing keys. In applications where sensitive information is included, extra efforts may be needed to add protection to those indexing keys such as RSA [12] encryption keys etc.
Experimental Results:
In our experiments, the primary aim is to test the performance of the indexing key hiding rather than the precision of image retrieval. To this end, a small database of around 10,000 images in BMP format is established by subjecting each image to those processing stages specified in Figure 1 . As JPEG compressors have variable quality settings and these settings can affect the resolution of the quantization matrices used to compress the images, we choose two representative settings, one is 70 and the other 100, to implement our experiments, which covers the normal range most commonly used in practice. In principle, the major impact upon the information hiding by those settings is that the encoded watermarks are more visible for lower quality settings since those high frequency components are ignored.
However, since our approach incurs very little change upon those DCT coefficients, further experiments also show that the reconstructed image quality remain s to be good even at lower settings. This translates as a key compression of between 79% and 93%. As the storage cost for indexing keys is 2.5mb for 10,000 images, our savings achieved by the proposed approach are 1.975mb and 2.325mb for the two quality levels tested.
Conclusions:
In this letter, we described an efficient approach to hide the indexing keys inside the JPEG compressed images via digital watermarking technology. This approach proves to have a number of advantages, which include: (a) storage space required for indexing keys is reduced to the region of 7%~21%
of that required by uncompressed keys; (b) the quality of reconstruction at the decoding end remains almost unchanged; (c) the computing cost incurred is ignorable compared with the existing JPEG compression; (d) significant potential exists for more data hiding since only the four DCT coefficients are involved inside each block and the number of blocks is fixed at 512. Therefore, further research can be carried out to investigate the possibility of embedding more indexing keys as digital watermarks inside the compressed images.
It may seem that the data hiding approach could affect the efficiency since the indexing keys need to be recovered from the compressed codes. Considering the fact that: (a) the key hiding only involves the first four DCT coefficients of each block, (b) recovering the indexing keys only requires entropy decoding (no IDCT); and (c) even a partial decoding proves to be a negligible overhead in comparison with full decompression [14] , the effect upon the indexing efficiency, if any, would be negligible.
