Many geographic information systems (GISs) attempt to imitate the manual process of laying transparent map layers over one another on a light table and analyzing the resulting configurations. While this map-overlay metaphor, familiar to many geo-scientists, has been used as a design principle for the underlying architecture of GISs, it has not yet been visually manifested at the user interface. To overcome this shortage, a new direct manipulation user interface for overlay-based GISs has been designed and prototyped. It is characterized by the separation of map layers into data cubes and map templates such that different thematic data can be combined and the same kind of data can be displayed in different formats. This paper introduces the conceptual objects that the user manipulates at the screen surface and discusses ways to visualize effectively the objects and operations upon them.
Introduction
Sophisticated user interfaces have employed metaphor to improve the user's level of understanding. Metaphors are concepts with which humans associate specific basic tasks, because they map from a source domain, which the user is presumably familiar with, to a target domain, which the user is trying to master [1] . Additionally, a metaphor can be extended to include concepts that are not in the source domain, but that improve the usability of the final product, without disrupting one's understanding of the metaphor [2] . In order for a metaphor to be effective for a particular target domain, there must be a morphism between the source and target domains [3] . At the user interface, metaphors can be employed to manipulate the target domain, without the need for the user to fully understand the underlying architecture. In humancomputer interaction, the direct manipulation paradigm has proven to be an effective user interface design, as evidenced by the enormous popularity of Macintosh computers. The direct manipulation paradigm is the result of a metaphorical mapping from the way humans perceive haptic space-that is based on experiences of touch and movement through space-onto the way humans interact with digital data in a computer [4] . Examples of successfully used direct manipulation metaphors in user interface design are the desktop with its folders and the trash can [5, 6] .
Despite the current dominance of graphical user interfaces that build on metaphor and utilize direct manipulation, many user interfaces to geographic information systems (GISs) are still abstract and command line based. This shortcoming is partially to be attributed to the conceptual complexity of geographic data, which presents an assortment of unique interaction problems [7] . Only recently, investigations of metaphors appropriate for dealing with geographic data [4, 8, 9] have influenced the design of some GIS and image processing user interfaces [10, 11] . The primary metaphor employed is "pan and zoom," which allows the user to wander around in geographic space and to change the level of detail in the space displayed [9] . This metaphor is a first step in designing advanced GIS user interfaces as it provides an intuitive way of browsing through geographic space. Using the analogy of the complex desktop metaphor, zoom may correspond to "double clicking on a file icon to open a view on a document" and pan is "scrolling in a text document to see another piece." It is necessary to incorporate such ways of viewing geographic data into a larger framework in which users can also explore the thematic content of a geographic database. The scope of this paper is the investigation of the larger setting, the geographer's desktop, on which a variety of spatial manipulations are performed.
The source domain for the geographer's desktop is borrowed from environmental planning and landscape architecture. Professionals in these disciplines use the "map overlay" paradigm, which is based on the idea of drawing a separate, single-factor transparent sheet for each theme, placing them over one another on a light table, and viewing the resulting integrated spatial information that would not have been visible on a single sheet. Here, we use this method of exploratory access to geographic information as the basis for the design of a direct-manipulation GIS user interface. Like the planner who puts transparencies on a light table, we envision that GIS users will select different kinds of geographic data resident in a GIS, and move them onto a viewing platform, where an integrated view of the data will be available. Complementary methods of achieving this kind of analysis involve spatial query languages [7, 12] to access data if users have explicit knowledge about values of objects and constraints among them; and browsing [13] if users navigate quickly through geographic or attribute spaces.
The remainder of this paper investigates the principles of designing a direct-manipulation user interface that employs the map-overlay metaphor at the screen surface, and presents one possible implementation of visualizing and interacting with the relevant objects in terms of a guided tour. It follows the design of a user interface based on data cubes and maps [14] , which are representations of the separation of thematic layers into retrieval and presentation specific query operations [15] . The primary concern is with the visualization of the objects presented to the user at the screen surface and the implementation of direct-manipulation operations. One of the goals is to overcome some of the limitations discussed above by emphasizing that GIS user interface design should not just focus on the way people interact with computers, but should be based on how people go about problem solving when interacting with geographic information itself [16] . We will attempt this by proposing a direct manipulation language in which users manipulate objects rather than circumscribing the actions by constructing sentences. It is exactly this property that distinguishes our language from Kirby and Pazner's [17] or Lanter and Essinger's [18] iconic languages for map overlay. In our language, operations on geographic information are performed as actions rather than by structuring sentences with static icons.
The next section reviews previous approaches to designing user interfaces for overlay-based GISs. Section 3 details the objects which users deal with in our user interface and discusses the corresponding operations. Section 4 describes the visualization of the objects and their operations, concentrating on the methods to convey feedback to the user. Section 5 presents a guided tour through our system, visualizing the primary concepts. The conclusions in section 6 describe our prototype and discuss future research within the proposed framework.
Map Overlay
Map overlay consists of manually overlaying transparent "maps," such that one can see different thematic layers in the same geographic extent [19] . The process involves drawing single-factor maps of different thematic information on transparent media at the same scale and over the same geographic extent. Once the maps are drawn they can be laid on top of one another in various combinations to examine the spatial relationships between different themes (Figure 1 ).
Disciplines that utilize the manual map overlay technique extensively include environmental planning, landscape architecture, and geo-sciences. See Chan and White [20] for a comprehensive review of the history of map overlay. 
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Map Overlay in GIS
Map overlay has been used successfully as a design principle for geographic information systems by separating geographic data into thematic map layers [21, 22] . GISs that have been built on this concept have used such terminology as layers, coverages, and themes to embody this concept. An extensive discussion of the types of applications suitable for implementation in a GIS is available in [23] . A comprehensive discussion of GIS operations in terms of a "map algebra" is given in Dana Tomlin's Map Analysis Package [24] , which describes informally the kinds of manipulations that are usually done with map layers.
In addition to a simulation of the manual overlay process, the computerized map overlay process allows GIS users to perform other analytical operations, also called computational overlays. An example of a typical computational overlay is the creation of a buffer zone around sensitive ecological areas such as wetlands. This kind of operation takes as its input the layer containing spatial information about wetlands and a distance parameter specifying the size of the buffer zone. It returns a layer specifying the spatial extent of the area within the specified buffer distance around the wetlands. This is an established example of how the map overlay metaphor has been extended to include additional GIS operations.
The manual map overlay process includes the inherent connection between the geographic data and their graphical presentation. In a cartographic environment, graphical presentation is an important means to convey information [25] . Applied to the map layers, a new layer has to be drawn whenever some display parameters such as color, line width, or filling pattern, need to be changed. In a computational environment, this limitation can be overcome by separating the layer into a data component and a component with the visualization parameters [14, 15] . This method of access to geographic information is exploratory because: (1) users need only little knowledge about particular values of the data involved; and (2) users examine visually the integration of different kinds of spatial data, looking for interesting patterns, neighborhoods, or coincidence. For example, one may want to find areas that are threatened by land slides. To do so, one would overlay a layer of "soils" with a layer of "terrain steepness" to identify whether there is somewhere a particular area of an unstable soil type that coincides spatially with a critically steep slope.
Map Overlay in GIS User Interfaces
While the overlay metaphor has been used for the conceptual model and architecture of these systems, it has not been used effectively at the user interface level. Such a user interface would be highly desirable for a number of GIS user groups, as it supports the users' familiar spatial concepts [26] . Traditionally, overlay based GIS have had command line interfaces requiring the user to learn a cryptic language and extensive vocabulary to operate the system. This can be very confusing for the user as the number of commands in a given package increases. For example, ARC/INFO contains over 1,200 different commands [27] . An advanced implementation of a GIS based on Tomlin's MAP algebra offers a menu-based user interface [28] . In a further step, Kirby and Pazner [17] proposed to visualize the commands through icons for the objects involved and the operations upon them. Users formulate queries with direct manipulations on the icon operations, rather than executing the operations on the objects immediately. While these advanced interaction technique release the users from remembering and typing the commands, they still preserve the initial command structure of the underlying language and users have to think in terms of constructing "sentences."
Data Cubes and Templates
As an alternative to the command-based language for map overlay, we propose a visual, directmanipulation language based on the overlay metaphor. In this language, users perform actions much like the professional experts do in their familiar environment. They also receive immediate informational feedback about the status of operations being performed. This approach is superior to languages that describe operations verbally, because it reduces the "gulf of execution" (e.g., the extra effort required of users to successfully complete a task) at the user interface [29] .
This section introduces the primitive user objects of our "map-overlay" language and describes the semantics of the operations that a user can perform with them. The separation of the "map layer" into data and their display parameters led to a language consisting of data cubes representing the data and templates that contain the display parameters for the data. Furthermore, the viewing platform is introduced as the location where overlays may occur.
Data Cubes
A data cube, or briefly cube (Figure 2 ), represents the spatial and attribute data of a single class, coverage, theme, or layer. This is similar to a table in relational algebra [30] ; however, each cube has an inherent spatial location, orientation, and extent such that it may be considered a "spatial relation" to which also specific spatial operations apply [15, 31] .
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Figure 2: The data cube
It is important to note at this point that a cube is only a representation of data, without any knowledge about their presentation to the users. The structure of a cube was chosen for several reasons. One is that cubes are very basic to human understanding of spatial relationships, which are also probably acquired through bodily experience [1], and to graphic communication [32] . Consider that most humans as children experience learning through "building blocks," and it becomes clear that cubes are appropriate as objects for spatial manipulations. Cubes "afford" stacking them [29] and, therefore, provide a strong clue to the operation users can execute on spatial data represented as cubes. A second reason is that cubes naturally convey the multidimensionality of the data that they represent. One can see that the minimum number of dimensions needed for storing GIS data is two for the spatial extent and a third for some kind of attribute information [14] . The different faces of the cube can also be used to suggest that data can take on multiple views [33] . For example, the data of a layer could be viewed geographically, statistically, or in tabular form such that each face of a cube represents a different analytical technique (Figure 3 ). Depending on the task at hand, the user may choose to explore the data in one or the other way. A third reason for using the cube structure is that it frees the naive user from needing to know how data is stored and retrieved from the database. Much like the object-oriented concepts of information hiding and data encapsulation [34] , GIS users would see only a "black box." They would know about the contents of that box, but would not have to understand the internal representation. Cubes over the same geographic extent can be combined by stacking them on top of one another, much like the layers that are put on top of one another in map-overlay, into a stack of cubes. It is assumed that the data of the cubes to be stacked cover the same area, with the same orientation and map-projection. Otherwise, more complex combinations apply, some of which will be covered later in this paper, others being disallowed due to meaningless semantics. For example, combining cubes that cover areas at different orientations, without accounting for them, is impractical.
A stack of data cubes associates with it the usual stack operations such as pushing a cube onto the stack (Figure 4a ). In addition, a cube may be inserted into the stack at any place, not only on top of the stack (Figure 4b) , and any cube of the stack may be removed without forcing the user to pop all cubes above it and to push them afterwards (Figure 4c) . Likewise, the stacking order may be changed by reshuffling a cube to a new position without removing the cubes above (Figure 4d) . A stack of cubes can be "locked" into a data set ( Figure 5 ) to reduce the user's memory load and to facilitate better management of screen real estate. This operation is analogous to the desktop action of placing several files into a folder as opposed to merging them into one long file. A data set behaves like a cube, except that it cannot be included into another data set. In addition, a data set can be unlocked such that the constituent cubes appear as individuals.
Data Set
Figure 5: A stack of cubes can be 'locked' into a data set
Templates
A template is a rule set that describes how to render the data in a cube in the different types of views. Cubes are placed onto a template to apply the display specification to their content ( Figure  6 ). A template is mandatory in order to view a cube. Without an appropriate template, a cube is merely raw data, unable to be explored by the user. In cases where no template is available for a certain kind of cube, a default template can be used to determine the initial rendering of these newly viewed cubes. For example, a default template might only contain the rule: "Draw all objects in black." The default can be altered either by direct manipulation of the graphic symbols, tables, or statistical renderings, or in the abstract via dialog boxes. This is very similar to the use of paragraph settings in a word processor where default font, size and style are initially offered and changes can be made by making a selection and choosing, for example, a different font, or by accessing a dialog box to set the paragraph parameters in the abstract. These changes are recorded and applied in future instances where the rules are called upon for rendering.
Just as there are stacks of cubes, there are also stacks of templates as concise representations of combinations of templates. The major difference between a stack of templates and a stack of cubes is that the stacking order of templates affects the rendering of the data while the stacking order of cubes does not. Later we will see what effects this has on operations performed by the user.
Like a stack of cubes, a stack of templates can be "locked" into a symbol set (Figure 8 ). Symbol sets may contain only one kind of template, and not a variety of templates that specify multiple views. For example, there should not be a graphical template and a statistical template in the same symbol set; however, one could apply a graphical symbol set and a statistical symbol set to the same stack of cubes or data set. The concept of a symbol set allows users to create concise representations on the screen for such complex display specifications as a USGS 1:24,000 topo sheet. 
Viewing Platform
Initially, cubes and templates are located anywhere on the geographer's desktop. Users select the cubes and templates of interest with a direct-manipulation device and combine them. When manipulating objects on the geographer's desktop, users must have a way of distinguishing between actions intended for "house cleaning" (i.e., moving things around), and actions meant to initiate operations upon the objects. The viewing platform is the object that enables users to differentiate these two fundamentally different kinds of actions. It is associated with a set of viewing windows in which the multiple views of the data may be displayed concurrently. A viewing platform is a vital ingredient of the map-overlay metaphor as it represents the "light table" in the source domain. Users place cubes and templates onto the platform in order to see the contents of the cubes as rendered by the appropriate templates ( Figure 9 ) or remove them from the platform to erase them from the current view. 
Visualization and Feedback
A crucial step in the successful implementation of this user interface is the visualization of the concepts discussed thus far. This section will describe how to present cubes, templates, and platforms as natural and intuitive objects. These primitives are visualized as icons on the geographer's desktop, which embodies standard direct manipulation user interface guidelines. Typical direct manipulation techniques such as selection, dragging, and individual naming apply to all of the icons. The icons are dynamic since they change their appearances when they are in different states. As operations are performed by dragging cubes and templates around the geographer's desktop, users must encounter feedback so that they can determine if the operations are producing the desired results. Conceptually, one can clearly separate feedback that is normally associated with direct manipulation from feedback that results from the semantics of the language. Direct-manipulation feedback is governed by standard WYSIWYG interface design guidelines [5] . For example, when the user selects a group of cubes and templates those objects will highlight so the user understands that any actions performed will be executed on those highlighted objects. If the user then selects a menu, only those menu items whose operations could be applied to the selected objects at that time will be available. Alternatively, if the user decides to drag these objects, their grayed outlines will follow the mouse, indicating to the user that the objects are currently in the process of being moved. Semantic feedback gives for each operation an immediate effect about its outcome. For example, the attempt to stack two cubes over different geographic areas is rejected by pulling the cube off the platform, much like repelling magnetic forces. Combining direct-manipulation feedback and semantic feedback produces the object states necessary to keep users informed of what is happening at any given moment of interaction and ensuring that they have obtained the desired result.
Data Cube Visualization
A data cube is visualized as an icon representing a 3-dimensional cube and labeled with a unique cube name. Placing a cube on top of a template will initiate the rendering of the data in the cube as specified by the rules in the template. The cube's faces visualize the different states during the overlay, providing feedback to the user. A cube may be in two distinct states with respect to a corresponding template: it may be viewable, i.e., it is placed on the platform together with a template such that the template can render the cube; or the cube may be unviewable, i.e., it is either inactive (not placed on the platform) or on the platform, but without a corresponding template. We have selected to display these two different states through changes of the cube icon. A viewable cube displays a color icon on its face to indicate which view is currently available for the user to explore, while an unviewable cube icon reflects no information about the cube's display status. Orthogonal to these two view stages, a cube may be in different direct manipulation stages. These manipulation stages are (1) unselected, (2) selected, and (3) selected and being dragged. For these states, the usual Macintosh conventions of regular, highlighted, and outlined icons, respectively, have been adopted. Combining these orthogonal view stages gives all of the possible states that a cube icon can take on ( Figure 10 ).
Currently Unviewable
Being Dragged Selected
Currently Viewable Unselected Figure 10 : Visualization of the data cube in different stages of feedback Prior to combining cubes and templates on the platform, templates that correspond to a particular cube may be identified by holding the SHIFT key down when selecting a cube or template. As long as the key is pressed down, all templates that could render that cube on the platform would also highlight. This operation works correspondingly to identify all cubes that apply to a particular template. If a template were selected with the SHIFT key, all cubes that could be rendered by that template would also be highlighted As meaningful combinations of cubes and templates are stacked on the viewing platform, feedback is provided in two ways: (1) the results of operations are shown in the appropriate viewing windows, and (2) visual clues are given by the icons themselves. Initially, data cubes are gray in tone, indicating that the data exists, but that it is not viewable without the aid of a template. When a cube is dragged and placed on an appropriate template that specifies a particular rendering, a color icon on one of the cube faces will appear to tell users that they have performed a meaningful operation. If the template happened to be inappropriate for the particular cube, then the face of the cube will stay unchanged, i.e., gray. In this way, the user can see immediately which cubes are appearing in the view window and which need a template to be seen.
As the stack of cubes grows and is altered by users, it is automatically cleaned up after each manipulation. For example, when removing a cube, the gap in the stack is closed; when adding a cube into the stack, space is inserted at locations to which the new cube was moved. Automatic performance of these tasks by the system frees users from having to worry about continually neatening up the geographer's desktop. It also ensures that the visualization presented to users is always consistent so that users do not have to bridge a mental gap between the changing style of how information is shown on the screen and their own concept of how the information should appear.
Data Set Visualization
Data sets are aggregates of cubes. We have selected a visualization of data sets that suggests a multitude of cubes, lined up one behind the other. Its similarity to the cube icon reflects that the users can execute the same operations they can do with cubes. On the other hand, data sets contain more than one cube, which is immediately observable from the icon. Like the cube, the faces of a data set also reflect its viewability, but with an additional stage necessary for partially viewable sets.
Users can make data sets by selecting several cubes and performing a "create data set" operation on the cubes. Once the data set is created, users can put additional cubes into the set by dragging them onto the set's icon so that it highlights (much like the trash can), and releasing the mouse button. Double clicking on the data set restores the cubes into the state in which they were previously.
Like data cubes, data sets can also be visualized in the different stages of direct manipulation. There is an additional stage of viewability, as a data set could be partially viewable. This would be true if there were fewer templates onto which the data set is stacked than are necessary to display all of its cubes. A data set that is partially viewable displays its corresponding face in gray. Combining the data set's two orthogonal view stages results in visualizations shown in (Figure 11 ). There can be additional information about which kind of cube the template is to render as well as what kind of view the rendering will specify. Thus, there are many different graphical template icons to indicate, for example, that a template rendering roads is different from a template rendering rivers ( Figure 13 ). This is also true for certain other kinds of views, i.e., a statistical scatter-plot template might have a different icon than one specifying a bell curve. 
Platform Visualization
Viewing platforms enter the usual direct manipulation stages and need to provide other (i.e., semantic) feedback to users as well. There is a need for the viewing platform to provide semantic feedback as a means to differentiate between meaningful operations and "house cleaning" actions. To reduce errors by users, it is necessary to provide this feedback before the intended action is performed.
During typical interaction, users can drag a group of objects and can drop them onto the viewing platform by releasing the mouse in the zone above it. The platform will attract the objects, similar to magnetic force, and stack them neatly on top of itself. Hence the platform must provide feedback to users telling them when the release of the mouse will result in the desired actions, i.e., before the mouse button is actually released. It does this by highlighting when the mouse moving the selected objects is in the zone above the platform The feedback is followed by some induced activity. This active feedback is very similar to that of the trash can on the Macintosh desktop, which highlights when a file is dragged over it, absorbing that file when the mouse button is released.
The visualization of the platform in these different stages ( Figure 15 ) may at first seem contradictory, because the two stages "not ready to accept objects being dragged" and "ready to accept objects being dragged" have some of the same icons. There are additional components in the interaction process, however, that prevent users from being confused by this. Namely, users know by sense of touch whether or not they are holding down the mouse button and dragging objects around on the screen. Thus, a user seeing the selected platform but not actively dragging objects on the screen should not be fooled into believing that the platform is in the "ready to accept objects being dragged" stage. 
A Guided Tour Through an Overlay User Interface
Based on the design above, a map overlay user interface has been prototyped. The design process we followed began by first generating a number of "thumbnail sketches" of interface scenarios and proposed objects. It then became necessary to experiment with the actual media that would be used (i.e., the Macintosh screen), and a subsequent set of thumbnail sketches were drawn with the application Canvas™. From these drawings of icons, algebraic specifications of the interface objects and their operations were written. Next, an animated mockup of the interface was created with Macromind Director™. By viewing the animated mockup and comparing it with the algebraic specifications, we were able to determine how accurate the formalization was, and subsequent tweaking of both the mockup and the specifications made them compatible. Finally, a working prototype was developed in the visual, object-oriented programming language Prograph™.
Our guided tour through a prototype overlay interface consists of five screen snapshots detailing various points during a simple interactive session. It is important to remember that this prototype is one visualization of the concepts discussed, and that there could be other successful (but different) visualizations as well. We present a scenario in which the user wants to explore some of the attributes associated with Maine's ski areas and compare them with their geographic locations.
The user begins by launching the application and opening an object window (entitled "Data Window"), in which users directly manipulate the icons that represent the retrieval and presentation components of geographic information. The user then creates a viewing platform in the object window and loads into that window several cubes and templates. The user names the viewing platform "Maine Ski Areas", and specifies that it be associated with it the two view windows on the right. The top window is where geographical rendering takes place, and therefore it has the platform's name plus the suffix ".map" as its title. Similarly, the bottom window is for tabular rendering and it is appropriately titled "Maine Ski Areas.tab." The three cubes loaded by the user include Maine Roads and Maine Boundaries, which are included to provide needed contextual information for a geographic frame of reference; and Maine Recreation, which contains information about the ski areas in Maine that the user is interested in. The four templates loaded by the user specify how to render the cubes in the view windows. Three graphical templates, Roads, Boundaries, and Recreation, determine how the three cubes are to be rendered in the map view window; while the tabular template, Recreation, specifies rendering the Maine Recreation cube as an alphanumeric table in the tab view window. The screen as it appears to the user at this stage in the interaction is showing in (Figure 16 ).
The user now wishes to see the geographic locations of ski areas in the state of Maine, and moves some cubes and templates onto the viewing platform. First the three graphic templates are moved, and then two of the cubes, Maine Boundaries, and Maine Recreation, are also added. When a user moves an object onto a viewing platform, an alias of that object appears on the screen in that position. This happens so that the system can efficiently handle multiple stacks of objects that utilize several of the same cubes and templates, without having to duplicate the information stored in each of the objects. This also prevents inconsistencies from arising when a user has several copies of the same information and needs to update. When the operation is complete, the user immediately receives feedback that it was successful, as is indicated by the colored graphic icons on the face of the two cubes and the rendering of the data in the map window as specified by the templates (Figure 17 ).
Satisfied with the success of the system thus far, the user decides to add the remaining cube and template to the platform. The user selects these two objects and drags them into a position where the platform can take them and stack them neatly on top of itself. As the objects are being dragged, the platform highlights when the cursor enters the zone directly above the platform (Figure 18 ), thus informing the user that releasing the mouse at this time will result in the desired action.
When the mouse is released the data in Maine Roads is added to the map view and the tabular view becomes active, displaying all of Maine's ski resorts and some of their attribute data. The Maine Recreation cube, located on the platform, indicates that this additional view of its data is available by showing a colored tabular icon on another side of the cube (Figure 19, left) . Next, the user decides to readjust the order in which templates are stacked because it is affecting the readability of the map view. Because the order in which templates are stacked affects the rendering of the data-when the layers are drawn in the view window, the back to front drawing order of the layers follows the bottom to top stacking order of the templates-the user needs to reshuffle the templates so that boundaries will not be drawn over the recreation areas, which the user is most interested in. After making this adjustment, the user decides that s/he is only interested in the geographic location of ski areas with a vertical drop greater than 2,000 feet, and a quick scan through the list in the tab window reveals that there are only two. Curious to see if there is a geographical similarity in the locations of these two resorts, the user selects them in the tab window, and immediately the results of the selection are also shown in the map window (Figure 19, right) . As a result of this selection, the user can clearly see that the two ski areas in question are indeed very close to one another.
After some additional exploratory interaction, the user inadvertently removed the two Recreation templates from the viewing platform. A bit confused as to why the recreation data is no longer available in the view windows, the user needs only to glance at the stacks on the viewing platform ( Figure 20) to discover what the problem is. It is obvious from the lack of colored icons on the face of the Maine Recreation cube that it currently unviewable, and adding the proper templates to the stack would surely solve the problem. The user then imagines that as a stack of cube grows in size this obvious visual feedback will become very valuable in making problems easier to identify.
We have presented the design of a visual language for access to geographic information based on the map-overlay metaphor. The major components of the language are the data cube, a representation for geographic data; the template describing their display parameters; and the viewing platform as the location where users combine cubes and templates to explore geographic data.
The visualization of the objects and their operations in terms of an iconic language was discussed and one particular implementation was presented. Appropriate feedback about the semantics of the language and the state of direct manipulation were identified as critical components of this user interface. Emphasis was placed on a user interface appearance that is consistent with the Macintosh desktop metaphor. The geographer's desktop is close to the user's conceptual model of map overlay as it is easy to evaluate-we continually tell the users what actions are possibleand easy to execute-we always tell the users if the system is in the desired state.
Five stages of an implementation have been completed: first, the objects and their operations were formally specified in terms of algebraic formalizations. Second, thumbnail sketches of the objects and some typical operations were drawn with paper and pen. Third, icons were designed, using a drawing program on a Macintosh. Fourth, a mockup of the geographer's desktop was implemented as a canned movie. This allowed us to receive feedback from potential users and to identify design problems in the visualization and interaction, prior to making an actual implementation. Finally, a prototype of a subset of the geographer's desktop was implemented on a Macintosh using Prograph, simulating the GIS interface through data stored in files.
The geographer's desktop is a novel and promising user interface for geographic information systems. The ideas presented comprise only a framework, which needs extensions in order to become practical. A number of these issues are the subject of ongoing or future research:
• Currently, the only overlay operation offered is an OR applied to the cubes. Other computational operations, such as creating a buffer zone or adding and averaging several layers, must be incorporated into this simple framework of stacking cubes and templates.
• Extend the stacking of cubes to allow users to assemble cubes over disjoint areas.
• Design a language to describe and manipulate templates.
• Resolve conflicts about rendering data if two templates with contradicting rules for the same cube are applied.
• Apply other direct-manipulation techniques, such as pan and zoom, to the map viewing window.
• Link the user interface implementation with a GIS.
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