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Abstract
This paper describes a case study in WCET analysis of an on-board spacecraft software system.
The attitude control system of UPMSat-2, an experimental micro-satellite which is scheduled
to be launched in 2013, is used for an experiment on analysing the worst-case execution time
of code automatically generated from a Simulink model. In order to properly test the code, a
hardware-in-the-loop configuration with a simulation model of the spacecraft environment has
been used as a test bench. The code has been analysed with RapiTime, with some modifications
to the original instrumentation routines, in order to take into account the particularities of the
test configuration. Results from the experiment are described and commented in the paper.
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1 Introduction
UPMSat-2 is a project aimed at developing an experimental micro-satellite that can be used
as a technology demonstrator for several research groups at UPM, the Technical University
of Madrid. The Real-Time Systems Group at UPM (STRAST)1 is responsible for designing
and building all the on-board and ground-segment software for the satellite. The software
is being coded in Ada with the Ravenscar profile tasking restrictions [4], and runs on a
LEON3 [9] computer board. The GNATforLEON compilation chain [14], including the Open
Ravenscar Real-time kernel (ORK) [5], is being used for software development.
Software standards for on-board spacecraft software [8, 7] require schedulability analysis
to be used in the verification process. This kind of analysis, in turn, requires the worst case
execution time (WCET) of each task to be known. Therefore, WCET measuring methods and
tools [16] must be used as a first step in performing timing analysis on embedded on-board
systems.
This paper describes the approach that the authors have taken to calculate the WCET of
the UPMSat-2 Attitude Determination and Control System (ADCS) subsystem. The ADCS
functional code has been automatically generated from a Simulink2 engineering model, and
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then integrated with concurrent, real-time container code following a model-driven approach.
The WCET of the resulting code has been analysed using RapiTime3, a well-known tool for
hard real-time systems analysis.
The rest of the paper is organised as follows: Section 2 describes the ADCS subsystem
and its relationship to other components of the UPMSat-2 software. Section 3 presents the
methodological approach to WCET analysis and the details of the analysis process. Section 4
summarizes the results obtained so far. Finally, section 5 presents the conclusions of the
analysis and some ideas for future work.
2 System description
2.1 Hardware platform
All the computer-related functions on board of the UPMSat-2 satellite will be executed on a
single computer platform, called the On-Board Computer (OBC) [6]. The OBC hardware
will be based on a LEON computer with SRAM main memory and a solid state disk (SDD),
as well as a number of peripherals for interaction with the satellite sensors and actuators.
The LEON family of processors4 is a 32-bit synthesizable VHDL processor core that
implements the SPARC V8 architecture [15]. The flight version of the OBC, which will be
based on LEON3, is still under development. For this reason, an engineering model has
been used for this experiment. The engineering model is based on a GR-XC3S1500 Spartan3
development board5 with a LEON2 processor at 40 MHz clock frequency and 64 MB of
SDRAM. Cache memory is not used in this implementation. The main difference between
the LEON2 processor used in the engineering model and the envisaged production LEON3
are that the latter has a 7-stage pipeline instead of the 5-stage pipeline of LEON2. Other
differences, such as the presence of an MMU and SMP support in LEON3, are not significant
as these features are not used in this project. Since the purpose of this work is to validate
the WCET calculation methodology, it can be assumed that the engineering model is a
representative instance of the flight computer.
2.2 Software architecture
The on-board software system is composed of the following subsystems (figure 1):
Platform monitoring: this subsystem is in charge of assessing the state of the satellite
by periodically reading housekeeping sensor data (battery and solar panel voltages and
currents, temperatures at various points of the spacecraft, etc.)
Telemetry and telecommand (TMTC): this subsystem interacts with the telecommunica-
tions hardware (TMC) in order to send messages (telemetry) to a ground-based station
and receive telecommands from it.
Attitude determination and control system (ADCS): this subsystem computes the orienta-
tion (attitude) of the satellite with respect to the Earth, and takes corrective actions in
order to keep it within the specified values. The attitude is derived from 3-axis measure-
ments of the Earth magnetic field made with special sensors called magnetometers (MM).
Control actions are performed by means of magnetorquers (MT), which are electromagnets
3 http://www.rapitasystems.com/rapitime
4 http://www.gaisler.com/leonmain.html
5 http://www.pender.ch/products_xc3s.shtml
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Figure 1 UPMSat-2 software architecture.
that can develop a magnetic field that is used to change the attitude of the satellite as
needed.
In addition to the above main subsystems, there is another software component which
manages the operation of the satellite payload. In this case, the payload consists of a series
of experiments to be performed when ordered by specific telecommands.
The code for the UPMSat-2 software is written in Ada [1], and is being produced
using a model-driven approach which was first developed in a previous project [11]. Under
this approach, a software system is made of a number of components with well-defined
interfaces. The internals of a component have three main parts, which implement separation
of concerns between the functional, concurrent, and synchronisation aspects of the component.
In particular, functional code generated with high-level modelling tools such as Simulink
can be incorporated in the functional part of a component, leaving the complexity of
concurrency, timing and synchronization to the other parts (figure 2). Concurrency and
synchronization are implemented by Ada tasks as restricted by the Ravenscar profile, i.e.
the number of tasks if fixed, the scheduling method is fixed-priority pre-emptive scheduling
(FPPS), and communication among tasks is limited to shared data objects accessed with an
immediate ceiling priority protocol (ICPP) [4]. The concurrent constituents of components
are automatically generated from a reduced set of archetypes [3, 12]. Since the code of the
concurrent elements is derived from a few simple patterns, the key issue for analysing the
timing behaviour of the system is to get accurate estimates of the WCET of the functional
code. This code can be rather complex, depending on the particular functions that are
executed by each component. In the following, we will centre on the functional code of the
ADCS subsystem as a representative example of the issues involved.
2.3 The Attitude Determination and Control System (ADCS)
The attitude of the satellite is represented by three angles measuring the orientation of the
spacecraft with respect to an Earth-based reference frame. The attitude angles are computed
from the readings of three magnetometers, which measure the intensity of the Earth magnetic
field on the platform reference axes. There are also three magnetorquers that are used as
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Figure 2 Structure of a software component.
actuators in order to adjust the attitude to the required angle values.
The angular orientation of the satellite may change due to perturbations originated at
the environment, mainly by the fluctuation of the Earth magnetic field, but also by the drag
of residual atmosphere and the solar radiation pressure. There are three magnetorquers
that are used as actuators in order to adjust the attitude to the required angle values in the
presence of perturbations. A control algorithm is used to compute the appropriate values for
the magnetorquers intensity signals.
The attitude control algorithm is designed by aerospace engineers based on a mathematical
model of the spacecraft dynamics and the torque perturbations. Due to the complexity
of the model, a simulation model has been created using Simulink in order to design, test
and validate the structure of the control algorithm and to tune its parameters to the most
appropriate values.
Figure 3 shows the general structure of the simulation model. The blocks represent the
spacecraft dynamics and the environment elements that are relevant for the design, including
the Earth magnetic field, environmental perturbations, and the changes in the gravitational
acceleration. The variables in the model represent different torques acting on the spacecraft,
the quaternions representing the attitude of the satellite with respect to a vertical reference
frame, the rotation matrix from the vertical reference frame to the satellite reference frame
(CBV), and the angular velocity of the body with respect to the vertical reference frame
(pqr).
The block labelled “controller” represents the control algorithm, which has as inputs the
measurements of the magnetic field provided by the magnetometers (Bb_T) and its derivatives
(Bdot). The outputs of the control block are the intensity supplied to the magnetorquers
(IA) and the corresponding actuator torques (TNm). It must be noted that the sensor and
actuator models are included in the controller model.
The functional code of the attitude controller is automatically generated using the Simulink
code generation tools. In order to do this, and to properly model the interface elements
as well, a discrete-time model of the attitude controller is required. While a discrete-time
model could be obtained from a continuous-time controller model, a direct approach using
discrete-time blocks in the whole model has been followed. A sampling frequency of 1Hz
has been used for this purpose, based on the control engineers’ knowledge of the spacecraft
dynamics.
The current version of the controller functional code is comparatively simple, with no loops
or conditional control structures. It has about 50 lines of C code, which are integrated with
the concurrent and control constituents of the ADCS subsystem by means of the Ada interface
facilities. The code implements the well-known PID (proportional-integral-derivative) control
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Figure 3 ADCS simulation model.
algorithm [2]. Further developments in the control algorithm are expected to produce longer
and more complex code.
3 Analysis of the ADCS execution time
3.1 Object of the analysis
The code that has been analysed is the ADCS functional code automatically generated by
the above described simulation model. While using a purely static code analysis could be
feasible, a measurement-based approach has been used in order to get accurate estimates on
the WCET on real hardware [16]. The hardware platform is the engineering version of the
OBC that was introduced in section 2.1. As it has already been discussed, this platform is
representative of the final flight computer hardware which is still to be built.
An important aspect of the analysis is the software context in which the code runs.
In this work we have chosen to execute the ADCS functional code on its own, with only
the underlying ORK kernel in place. The only active interrupt source is the system clock
interrupt, which has a fairly low frequency, about 0.59Hz. The execution of the interrupt
handler would only add a few tens of microseconds to the measured value of execution time
in the rare case that the interrupt occurs while the ADCS task is executing.
It could be argued that measuring the execution time in isolation does not account
for cache interference and other effects that may result from preemption in a concurrent
execution environment. Since the current configuration of the OBC does not include a cache,
we can still consider that executing the code in isolation provides realistic measurements of
the execution time, at least for the engineering model. Further development of the flight
version of the OBC are open to using the LEON3 cache, though, which should be taken
into account in future measurements. Another question is the possible effects of control flow
breaks on the processor pipeline. The SPARC V8 architecture does not perform branch
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prediction, using delayed branching instead. Therefore, in this case such effects can be safely
ignored.
3.2 Test environment
As it frequently happens in real-time embedded system projects, it is not possible to test the
satellite software in its real environment. Hardware-in-the-loop (HIL) techniques provide
a useful testing framework in such cases. The basic idea is to test the embedded system
against a simulation model instead of the real environment. The test environment is built
from the simulation model depicted in figure 3 above, replacing the controller block by the
real computer and controller software. Some additional components have been included as
well, in order to model the sensors and actuators that carry out the interaction between the
computer and the modelled environment.
Spacecraft model!
sensors!
actuators!
ADCS controller!
Simulation computer! On-board computer!
interface!
Figure 4 ADCS test configuration.
Figure 4 shows the architecture of the ADCS test configuration. The simulation model
is implemented in Simulink on a PC-based platform, whereas the system under test is the
ADCS code running on an engineering version of the satellite computer board. The interface
between them is built on a serial line during the first stages of the development cycle, to
be replaced with actual analog lines as the OBC implementation is advanced enough. This
interface is modelled by replacing the original controller model (controller block in figure 3)
with two new blocks: one than sends magnetic field data from the simulation model to the
computer by means of the serial line, and another one that receives actuator data from the
computer and inputs them to the attitude simulation block.
3.3 WCET measurement
We have chosen RapiTime6 for WCET measurements as we are interested in on-target
execution time measurements, using the above described test configuration. The version
used is RVS 3.0.
RapiTime collects execution traces to generate time measurement statistics, among which
worst case execution time measurements as required for schedulability analysis. In order to
do this, RapiTime analyses the structure of the source code and adds instrumentation points
at relevant places. The instrumentation points are calls to a procedure that records the
execution time at which the point is reached. The instrumented code is repeatedly executed
long enough to acquire relevant statistical information about the executions. Once this is
6 http://www.rapitasystems.com
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Listing 1 Instrumentation procedure
procedure Ipoint ( Id : Natural ) is
begin
trace_buffer(trace_idx ). ident := Id ;
trace_buffer(trace_idx ). timestamp := Ada.Real_Time.Clock ;
trace_idx := trace_idx + 1;
end Ipoint;
done, the generated trace is checked for the correct format and compliance with previously
extracted structural information, and a statistics report is generated.
In our case, the ADCS functional code has been instrumented with the RapiTime tools.
In a first step, only the auto-generated controller code has been analysed, leaving out the
interface code that is required for reading the magnetometers, which is simulated in the test
platform.
The default setup for the RapiTime instrumentation, in which the trace is output to
a serial line during the execution, is not suitable for our test platform, due to the bias
that the serial communication would add to the measurement. Therefore, we changed the
instrumentation code so that it writes the traces to an array instead. The trace elements are
pairs of system time values and instrumentation point identifiers. The Ada.Real_Time.Clock
function provided by ORK was used for system time measurements. The clock granularity is
100ns, and the time type representation is 64 bits long. RapiTime uses natural number values
as instrumentation point identifiers, which were mapped to 32 bit Ada integers. Consequently,
trace values use 12 bytes for each instrumentation point. The trace array is stored in the
target computer memory, and later extracted to the developer workstation with the GRMON7
debugging tool. Listing 1 shows the code of the instrumentation procedure.
In order to have enough data for the results to be relevant, the simulation should cover at
least one complete orbit. The reason for it is the need to cover different values of the Earth
magnetic field at different orbital positions. Since the devised orbital period for the satellite
is about 1.64 hours, 5930 iterations of the control method have to be executed to cover a full
orbit at the specified 1Hz rate. The size of the trace array, considering that there are two
instrumentation points for each iteration, is thus 140 KB, which can be easily stored in the
64 MB RAM of the target computer.
The final step is to process the data on the development workstation. The results are
described in the next section.
4 Results
In addition to WCET measurements, RapiTime generates a large amount of data about the
ADCS code. The most relevant data refer to code coverage. RapiTime reports the number of
times that each instrumentation point has been reached, which can be easily used to derive
the execution count for every possible execution path.
For our purposes, the main results refer to statistics of time measurements. Figure 5
shows the minimum (Min-ET), average (A-ET), high water mark (H-ET), and maximum
(Max-ET) execution time registered for the ADCS controller function, together with an
estimate of the worst case execution time (W-ET) [13]. The term “Self” in the figure means
7 http://www.gaisler.com/
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that subprogram calls are not included, which is all right in this case as the code user test
does not make any such calls. WCET estimation, which does not necessarily match the
worst execution time registered in the experiments, is one of the features that make this tool
really powerful for systems validation. “Over” refers to measurements including function
calls. “Freq” refers to the number of times the code has been executed during the test.
Figure 5 Execution time results for the ADCS control function.
In our case, the WCET estimate has a value of 2100 (210µs). Since the controller task
period is 1s, the processor utilization is 0.21%, which is a fairly low value leaving time for
more complex control algorithms if needed, and for the rest of the subsystems as well.
As can be seen from figures 5 and 6, the difference between the minimum and the worst
case execution time is just 8.7µs, and the mode is 207µs with a probability of 0.147. With
such a small difference, the distribution spans a very narrow range. However, the most
interesting point is that, although the actual WCET might be greater than the estimated
value of 210µs, the probability of such a situation is very low, 1.69 · 10−4. We can take
this result as an indication that we can safely use the estimated WCET for response time
analysis.
Figure 6 Probability distribution of execution time.
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5 Conclusions and future work
The UPMSat-2 project provides an excellent testbed for many of the results obtained by
UPM researchers over the recent years. In spite of being an experimental satellite, it is still
a relevant project in terms of size and complexity. In particular, using the ORK technology
developed by the real-time systems group, together with timing analysis methods such as
implemented by RapiTime and other tools, provides an opportunity to validate the technology
on a real satellite mission and consolidate our approach to embedded software development.
Hardware in the loop, supported by RapiTime and Simulink tools, has proved to be
a successful approach to WCET analysis in terms of time, cost and results. Accordingly,
it will be one of the techniques used for the final validation of the attitude determination
and control system of the UPMSat-2, as well other subsystems of the spacecraft on-board
software. Although the current implementation of the controller function is very simple and
consequently does not require some of the advanced WCET techniques implemented by the
tool, the experiment has shown that the testing infrastructure is valid and can be used to
analyse the execution time of other, more complex functions as the development advances.
Future work includes adding real sensors and actuators to the test environment. This
will allow us to get real and complete timing measurements on the whole system and not
just the auto-generated code. The next step is to perform measurements with all the OBC
subsystems in place, and use response time analysis tools to estimate the time behaviour of
the full system, including interference among different tasks and blocking due to access to
common resources. This may require optimizing the instrumentation routine in order to get
a more efficient implementation of measurements.
The flight version of the OBC will include a LEON3 processor with cache memory. The
issue of the effects of multitasking on cache affinity will have to be further investigated. A
possible way to improve timing predictability may be freezing the cache during the execution
of interrupt handlers, so that the interrupted task preserves its cache affinity, at the possible
cost of increasing the execution time of interrupt handlers. It is also possible to disable the
cache during the execution of critical application tasks, making the cache control registers
part of the task context. This technique has been implemented in an extension to ORK that
has been used in a related project [10].
On-going work also includes higher-level modelling of the on-board software using some
of the tools developed in the CHESS project.8
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