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Abstract
This work, entitled “Design and Implementation of 3-RRR Spherical Parallel Robot with
Three Coaxial Actuators” has had the scope to analytically study the kinematics (both inverse
and forward one) of a coaxial configuration of a spherical manipulator. The complete 3D
design of the robot has been realised, building it thanks to a 3D printing process called FDM
Technology (fused deposition modelling). Moreover, it has been modelled a Feed-Forward
Position Control in order to move the three electrical motors, in Matlab environment.
As for the state of the art, this thesis has distanced itself from the literature before
[5, 4, 6, 3], not using a Denavith-Hartenberg’s approach or a loop equation process, in order
to describe the kinematics, but investigating on new method, that could be more efficient in
a computational terms, and exploiting its peculiar characteristics and functioning.
For these reasons, it has been chosen a geometric method [20] to realise the analytical
model of the manipulator. This approach has involved only constant and variable distances,
relative to a set of fundamental points, after defining the parameters of the robot’s architec-
ture.
In the end, these choices, mentioned before, lead to obtain, as a results, a clear simulation
of the robot, in order to better manage it and to focus on the core of both the kinematics
and implementations, instead of the traditional process to obtain them, already investigated
in literature.
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Chapter 1
Introduction
This thesis, called “Design and Implementation of 3-RRR Spherical Parallel Robot (S.P.R.)
with Three Coaxial Actuators”, has been carried out in the research center “Institut de Robot-
ica i Informatica Industrial” (I.R.I.) in cooperation with the “Universitat Politecnica de
Catalunya (U.P.C. - E.T.S.E.I.B.)”, during the mobility period of Erasmus between U.P.C.
and Politecnico di Torino.
It has had the goal to investigate on a coaxial configuration of the SPR, given that this
symmetric chosen architecture has several benefits with respect to other configurations [4],
such as the advantage to use a mechanical transmission with only one motor, the possibility
to have a more regular spherical workspace and a better stiffness than a serial wrists, with
the same task.
First, it has been defined the characteristic angles of the robot, in order to realise and
analytically implement in terms of inverse an forward kinematics. Thanks to this particular
configuration, it has been possible to base on the Euler Angles theory the study of the in-
verse kinematics, not following the classic literature [6]. In fact, as it can be found in several
paper, it used to treat each chain of the robot as a serial one, identifying each link through
the Denavit-Hartenber parameters. Therefore, by trigonometric transformations and substi-
tutions to make linear the equations, knowing the given orientation of the End Effector (EE),
it is possible to achieve the actuator angles. On the contrary, following the Euler Angles
ZYX convention, it is easier to obtain the active joint angles, because the needed inputs of
the process are only the referent frame (RF) of base and the actuator joints, the chosen zero
configuration of the motor and the orientation of the EE.
The following step has been to examine forward kinematics, by distancing itself from the
state of art [5, 4, 6, 3]. In literature, it used to obtain the two independent loop equations for
the three legs of the robot, starting from the three matrices relations that characterise the
inverse kinematics. However, this process is not the best strategy to solve the forward one,
because of different reasons such as the non linear trigonometric system (obtained after ma-
nipulating the equations) and the high computational complexity of the algorithm to solve.
So, after comparing common resolute theories, it has been chosen a geometric approach based
on the use of only unknown and known square distances [20, 17, 21, 7, 18] of characteristic
lengths of the robot, leading to obtain a octic linear polynomial without trigonometrical vari-
ables. In also this case, this decision has resulted in many advantages, in terms of simplicity,
generality, and optimality.
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Moreover, it has been physically implemented the robot, by studying how to move the
three motors and by realising the final 3D concept of this prototype.
As for the design of the prototype, it is based on the use of three electrical motors to
actuate the respective degrees of freedom. The transmission system is basic and is made of
only one gear-mate with 1:1 ratio between each coaxial shaft and the gear motor, in order to
realise the prototype very fast. In fact, most of the parts of the robot have been printed, us-
ing a process called FDM Technology (fused deposition modelling) and only the support part
and other threaded pivots has been made of in Aluminium (1060 Alloy), being the backbone
of the model. Furthermore, for making the system reconfigurable, it has been separated the
transmission system from the robot assembly. This choice has complicated the design, but,
at the same time, will allow to change the characteristic angle of the robot, if required, and
to reprint it in a cheapest and fastest way.
After getting the final 3D model, it has been defined the model of the motor for the
mechanical transmission. It has been firstly chosen three electrical motor on a smaller scale
(Robotis Dynamixel XL-320, in order to understand how to control the angular position in a
Feed-Forward Position Control. Many experiments has been led for finding the respective gain
of the closed loop and the response of the system to several disturbs and in different working
conditions. In the end, starting from the results of these experiments and the optimization
of the design, it has been chosen a set of three motors (Robotis Dynamixel Mx-64AT ) with
higher performances, coherently with the scope, the dimensions and the weight of the robot
at stake.
2
Chapter 2
Overview on the Coaxial 3-RRR S.P.M.
2.1 A Brief Description
The scope of the design is to obtain an isotropic configuration in order to have a Jacobian
matrix J proportional to an orthogonal one, by properly adjusting the geometric parameters.
Parallel manipulator has important advantages when compared to their serial counter-
parts:
 better stiffness, obtained with a small mass of the manipulator allowing high precision
and high speed of movements;
 moment of inertia: the heavy actuators may often be centrally mounted on a single
base platform, the movement of the arm taking place through struts and joints alone.
This reduction in mass along the arm permits a lighter arm construction, thus lighter
actuators and faster movements. This centralisation of mass also reduces the robot’s
overall moment of inertia, which may be an advantage for a mobile or walking robot.
As for the applications, there are several fields in which we can use parallel robot for
resolving an orientation problem such as:
 Orientation of solar panels;
 Orientation of parabolic antennas;
 Orientation of machine tools or work-piece.
To explain the reason why the chosen design presents the axes of the base pyramid coaxial
it is better to describe the kinematic architecture of a general spherical parallel robot, given
in the follow figure.
The manipulators consist of three identical kinematic sub-chains connecting the
base to a common end effector (EE). On each chain, there is one fixed actuated revolute
joint whose rotation is associated with angle ϑi , and two free revolute joints connecting,
respectively, the proximal and distal links and the distal link with the end effector. The rota-
tion of the two free joints are represented by angles ϕi and σi respectively. The characteristic
feature is that the axes of rotation of all the joints intersect at a common point called the
geometric center of the manipulator, the point around which every element of the robot
rotates.
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The base and the end effector can be thought of as two pyramidal modules having one
vertex in common; this vertex is the geometric center of the robot. The axes of the revolute
joints of the base and of the end effector are located on the edges of the pyramids. For
purposes of symmetry, the triangle at the base of each pyramid will be an equilateral triangle.
Angle γ1 is the angle between two edges of the base pyramid, and angle γ2 is the angle between
two edges of the end effector pyramid.
Figure 2.1: General Architecture of a SPM [4].
Furthermore, βi is the angle be-
tween one edge and a line passing
through the center of the manipu-
lator and perpendicular to the base
of the pyramid. It is to be noted
that only one of these two angles -
βi or γi - is necessary to uniquely
define the base or the platform of
a manipulator. Angles α1 and α2
represent the angular length asso-
ciated with the intermediate links.
Again, by symmetry, these angles
will be the same for each of the
sub-chains of the manipulator. The
Kinematic Architecture of Coax-
ial S.P.M., can be considered as a
particular case of the general one,
where the angle γ1 = 0 and γ2 = 2pi/3.
2.2 Initial Choice as for the Design
The idea of considering a spherical parallel manipulator with coaxial axes in the base pyra-
mid is due to the fact that the coaxial one has a more regular workspace and it could bring to a
lesser number of singularities, inner to the workspace itself.
Figure 2.2: Initial Design.
The first approximate design has
these characteristic angles
 α1 = pi/2;
 α2 = pi/2;
 γ1 = 0;
The final design might change, at
the end of the study as for the for-
ward kinematic, inverse kinemat-
ics and workspace. In fact, by do-
ing an analytical implementation
of the robot, it will be possible
to parametrize these characteristic
angles and also to confirm or mod-
ify these optimised values.
4
Chapter 3
Inverse Kinematics Analysis
3.1 Introduction
To describe the matrix transformation to move an auxiliary referent frame from the base
to the E.E., it can be noticed that the orientation could be expressed through following
rotation matrices, instead of the classical D-H general approach.
On each chain, there is one fixed actuated revolute joint whose rotation is associated with
angle θi, and two passive revolute joints connecting, respectively, the proximal φi and distal
links and the distal link σi with the end effector.
All the axes of these revolute joints, intersect in a geometric point, called center of the
mechanism (C.M.). The problem is only rotational; no translation is involved, because the
work space is spherical, centred on geometric point.
Figure 3.1: Reference Frame E.E and Base of the Robot.
The inverse kinematics use the
known orientation of the End ef-
fector (E.E.), to solve joint an-
gles, giving two solution for the
same transformation matrix per
leg. So, considering the whole
robot, it is obtained 8 analyt-
ical solutions even if not all
of them can be accepted because
of physical interference above the
parts.
In order to literally write the
orientation matrix of the EE, re-
ferred to each chain, we can use
an auxiliaryRFaux, coincident with
the RFBase.
Then, for each chain, it is ro-
tated from the base to the E.E.
with follow rotation around respec-
tively the z-axes, y-axes, x-axes, in
order to align RFaux to RFE.E . In the end, we obtain three matrices to explain the orientation
5
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of EE with respect to each chain of the robot.
3.2 Transformation Matrix for Each Leg
By writing the following rotation matrices to align the auxiliary referent frame with E.E,
it is possible to notice that transformation matrix for each chain can be expressed through
the Euler Angles ZYX and an extra rotation around z-axes, as follows:
(1) R = Rz (θ1) ·Ry (φ1) ·Rx (σ1) (3.1)
(2) R = Rz (θ2) ·Ry (φ2) ·Rx (σ2) ·Rz
(
2pi
3
)
(3.2)
(3) R = Rz (θ3) ·Ry (φ3) ·Rx (σ3) ·Rz
(−2pi
3
)
(3.3)
(3.4)
In order to resolve the inverse kinematics of ROLL-PITCH-YAW ANGLES (RPY AN-
GLES), it can be simplified in this way:
(1) R1 = R = Rz (θ1) ·Ry (ϕ1) ·Rx (σ1) (3.5)
(2) R2 = R ·RTz
(
2pi
3
)
= Rz (θ2) ·Ry (ϕ2) ·Rx (σ2) (3.6)
(3) R3 = R ·RTz
(−2pi
3
)
= Rz (θ3) ·Ry (ϕ3) ·Rx (σ3) (3.7)
(3.8)
where de matrix respectively R1, R2, R3 are known.
3.2.1 Resolving of Inverse Kinematics as the Computation of Euler Angles
The generic matrix can be written in the following way:
R = Rz (θ) ·Ry (ϕ) ·Rx (σ) (3.9)
(3.10)
R =
cϕ · cϑ cϑ · sϕ · sσ − cσ · sϑ sσ · sϑ + cσ · cϑ · sϕcϕ · cϑ sϑ · sϕ · sσ + cσ · cϑ −sσ · cϑ + cσ · sϑ · sϕ
−sϕ cϕ · sσ cϕ · cσ
 , i = 1, 2, 3 (3.11)
where c and s represent respectively the functions cosine and sine.
It can be seen how the the generic R matrix, depend on the value of sinφ:
 sinφ 6= ±1: 2 unique solutions;
 sinφ = ±1: 1 dependent solution;
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3.2.1.1 Solving the Two Unique Solution.
Given R, it be calculated respectively the value of φ, σ and ϑ, obtaining the two set of
angles for the two solution.
 First Solution: 
ϑI = a tan 2
(
R21
cosϕ ,
R11
cosϕ
)
ϕI = a sin (−R31)
σI = a tan 2
(
R32
cosϕ ,
R33
cosϕ
) (3.12)
 Second Solution: 
ϑII = ϑI + pi
φII = pi − ϕI
σII = σI + pi
(3.13)
3.2.1.2 Solving the Dependent Solution.
When sinφ = ±1 the inverse kinematics turns 1 dependent solution. So the literal terms
of the generic matrix R change depending on the value of the sinφ and cosφ.
So, the generic matrix begins:
 sinϕ = 1 (ϕ = pi/2):
R =
 0 cϑ · sσ − cσ · sϑ sσ · sϑ + cσ · cϑ0 sϑ · sσ + cσ · cϑ −sσ · cϑ + cσ · sϑ
−1 0 0
 =
 0 −sϑ−σ cϑ−σ0 −cϑ−σ sϑ−σ
−1 0 0
 =
=
 0 R12′ R13′0 R22′ R23′
−1 0 0

 sinϕ = −1 (ϕ = 3pi/2):
R =
0 −cϑ · sσ − cσ · sϑ sσ · sϑ − cσ · cϑ0 −sϑ · sσ + cσ · csϑ −sσ · cϑ − cσ · sϑ
1 0 0
 =
0 −sϑ+σ −cϑ+σ0 cϑ+σ −sϑ+σ
1 0 0
 =
=
0 R12′′ R13′′0 R22′′ R23′′
1 0 0

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It is possible to solve the inverse kinematics in these cases using the function atan2,
obtaining:
 sinϕ = 1:
σ = a tan 2(R12
′
,−R22′) + ϑ ∀ϑ; (3.14)
 sinϕ = −1:
σ = a tan 2(−R12′′ , R22′′)− ϑ ∀ϑ; (3.15)
3.3 Example and Implementation
Is it possible to show in the figure below, how the RF is coincident, for each chain, plotting
the different RF associated to the:
 Given orientation matrix of the E.E.;
 Orientation Matrix to the E.E., calculated using the set angles of the first solution of
the ikine;
 Orientation Matrix to the E.E., calculated using the set angles of the second solution
of the ikine.
In this example, the given matrix R is obtained thanks to the follow rotation matrix.
REE = Rx (pi/3) ·Ry (pi/6) ·Rz (pi/2)
In the table, the number 1 represents a possible solution, while the number 0 an impossible
one, because of the physical interference among the legs. So, given that the degrees of freedom
is defined starting from three fixed frames that are 120◦ between each other, it is possible to
accept the solution only if it is respected this boolean condition:
(120◦ − ϑ1 + ϑ2 > 30◦)(120◦ − ϑ2 + ϑ3 > 30◦)(120◦ − ϑ3 + ϑ1 > 30◦) (3.16)
where 30◦ is the limit angle, chosen to not have physical interference among the legs.
Possible configuration
Sol θ1 [
◦] φ1 [◦] ψ1 [◦] θ2 [◦] φ2 [◦] ψ2 [◦] θ3 [◦] φ3 [◦] ψ3 [◦] Y/N
I 90 -60 30 9 41 55 -140 13 -64 0
II 270 240 210 9 41 55 -140 13 -64 0
III 90 -60 30 189 139 235 -140 13 -64 1
IV 270 240 210 189 139 235 -140 13 -64 0
V 90 -60 30 9 41 55 40 167 116 0
VI 270 240 210 9 41 55 40 167 116 0
VII 90 -60 30 189 139 235 40 167 116 0
VIII 90 -60 30 189 139 235 40 167 116 0
Table 3.1: Possible Configuration of the Ikine.
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Chapter 4
Forward Kinematics Analysis
4.1 Introduction
In this work, the forward kinematics of a 3-RRR coaxial spherical parallel robot has been
investigated and studied, obtained the best process to describe the direct kinematics itself.
First, it was analysed how to obtain the two independent loop equation for the three legs
of the robot. So, it was considered the three matrices equations, described in the inverse
kinematics and based on the Euler Angles ZYX Convention.
However, not being the good strategy to solve the forward, it has been compared and
explained different resolute methods, in order to choose the best one in analytical and physical
terms.
In the end, after identifying the best one, it has been elaborated an example in order to
show how the algorithm resolution works.
As it has been mentioned above, it has been firstly identified the two independent loop
equations. It can be seen in figure 4.1, how the three legs lead to three respective loop
relations, but one (3) is a linear combination of the other two (1, 2).
Starting from the base referent frame R0 −O0x0y0z0, for each leg, it is possible to arrive
to the End Effector (EE) orientation REE−OEExEEyEEzEE , by using the rotation matrices
Rz(ϑi), Ry(ϕi), Rx(σi) of the Euler Angles ZYX convention.
(1) R = Rz (θ1) ·Ry (φ1) ·Rx (σ1) (4.1)
(2) R = Rz (θ2) ·Ry (φ2) ·Rx (σ2) ·Rz
(
2pi
3
)
(4.2)
(3) R = Rz (θ3) ·Ry (φ3) ·Rx (σ3) ·Rz
(−2pi
3
)
(4.3)
(4.4)
Therefore, it can be generated three loop equations, matching the equations in this way:
 (1) = (2):
Rz (θ1) ·Ry (φ1) ·Rx (σ1) = Rz (θ2) ·Ry (φ2) ·Rx (σ2) ·Rz
(
2pi
3
)
(4.5)
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𝒙𝟎 𝒚𝟎
𝒛𝟎
𝑹𝒛(𝝑𝟏)
𝑹𝒚(𝝋𝟏)
𝑹𝒙(𝝈𝟏)
𝑹𝒛(𝝑𝟐)
𝑹𝒚(𝝋𝟐)
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𝑹𝒛(𝝑𝟑)
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𝒚𝑬𝑬
𝒛𝑬𝑬
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(𝟏) (𝟐) (𝟑)
𝒙𝟎 𝒚𝟎
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𝒚𝑬𝑬
𝒛𝑬𝑬
𝒙𝑬𝑬
(𝟏)
(𝟐)
(𝟑)
(𝟏)
(𝟐)
(𝟑)
Figure 4.1: Identification of the Two Independent Loop Equations.
.
 (1) = (3):
Rz (θ1) ·Ry (φ1) ·Rx (σ1) = Rz (θ3) ·Ry (φ3) ·Rx (σ3) ·Rz
(−2pi
3
)
(4.6)
 (2) = (3): linear dependent of the other two.
In this case, there are 2 matrices equations that lead to 6 scalar equations (2·(3x3)), while
the unknown (ϑ1, φ1, σ1, ..., σ3) are 9. In order to solve the forward kinematics, it should be
rearranged the two loop equations, obtaining two identity matrices (I1−2, I1−3) on the left
side of the relations and took 6 terms, from the right one. Then, it should be chosen 3 angles
as an input (eg. φ1, φ2, φ3) to have 6 equations in 6 unknowns.
Given that working with the trigonometric function has a high computational complexity,
and it is difficult to simplify the matrix equations, other analytical processes have been
investigated to solve the forward kinematics of a 3-RRR coaxial spherical parallel robot, such
as:
 Gosselin’s method [4, 6];
 Wampler’s method [3]: based on Spherical Four-Bar Linkage theory;
 Thomas’ method [20]: based on closure polynomial of tetrahedral strip and distance
geometry.
Both Gosselin’s and Wampler’s methods consider two loop equations (three chains of the
robot have been involved), that are based on trigonometrical function for describing the
orientation of each link with respect to a fixed referent frame. The last one uses unknown
12
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and known square distances of characteristic lengths of the robot, leading to a polynomial
without trigonometrical variables.
Moreover, in each method, giving both a set of actuator angles (ϑ1, ϑ2, ϑ3) and/or the
characteristic parameters and angles as for the architecture of the robot, it is possible to
achieve an octic polynomial, in order to solve the roots them relative solutions of the forward
kinematics itself.
Therefore, even if these methods use a different starting point in order to define the same
solutions of Forward Displacement Analysis (FDA), the scopes and result are the same.
Last but not least, it has been chosen the last method, closure polynomial for strips
of tetrahedra, for the following reasons:
 simplicity: elimination of the trigonometric functions from the algorithm: it is based
on only square distances;
 generality: the possibility of extending this method to other mechanisms such as
3-RRR SPM; decoupled platform, 4-4 platform with planar base and platform, etc...;
 optimality: obtaining the polynomial of the minimal degree, by eliminating the sin-
gularity of the formulation in the polynomial expression;
 moreover, the use of a potentiometer extra-sensor to read online, as a feedback,
the length of the rod, used as the unknown on the analytical process. In this way,
considering the read distance like an input, it will be possible to identify the exact
solution of the forward kinematics, among all the possible one.
Figure 4.2: Potentiometer Sensor.
.
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4.2 Gosselin’s Method
First of all, Gosselin’s method starts by considering the geometry of a generic spherical
parallel manipulator and identifies two symmetric pyramids with an equilateral triangle
as a base, (one for the mobile platform and another one for the fixed base), joined in the
vertex, called center of the mechanism (CM). The axes of all the revolute parts intersect
in the CM point. The base and the platform are connected thanks to two links per leg:
the proximal one, linked to the base, and the distal one, linked on the platform (or End
Effector, E.E).
In the coaxial configuration, it is lost the base pyramid (it degenerates in only one axes),
because the three actuators axes are coincident with the z-axes of the whole referent frame.
So, the following considerations are valid for all the configurations, even if the characteristic
parameters of the robot change. In order to better illustrate the difference between the general
arrangement and the coaxial one, it can be see the comparison of the schematic shape and
angles in both the figure 4.3 and the table 4.1.
SPM – 3-RRR Generic Architecture
𝒁𝒊𝟏
𝒁𝒊𝟐
𝒁𝒊𝟑
𝒖𝒊
𝒘𝒊
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𝜶𝟏
𝜶𝟐
𝜷𝟏 𝜸𝟏
𝜸𝟐
𝜷𝟐
𝑪.𝑴.
𝒙𝟎
𝒚𝟎
𝒛𝟎
𝒙𝑬𝑬
𝒚𝑬𝑬
𝒛𝑬𝑬
𝜼𝟏 = 𝟎
𝜼𝟐 = 𝟐𝝅/𝟑
𝜼𝟑 = 𝟒𝝅/𝟑
SPM – 3-RRR Coaxial Architecture
Proximal 
Link
Distal 
Link
End 
Effector
𝒙𝑬𝑬
𝒚𝑬𝑬
𝒛𝑬𝑬
𝑪.𝑴.
𝜸𝟐
𝜷𝟐
𝜶𝟏
𝜶𝟐
𝜸𝟏 = 𝜷𝟏 = 𝟎
𝒙𝟎
𝒚𝟎
𝒛𝟎
𝜼𝟏 = 𝜼𝟐 = 𝜼𝟑 = 𝟎
𝒁𝒊𝟏
𝒁𝒊𝟐
𝒁𝒊𝟑
𝒖𝒊
𝒘𝒊
𝒗𝒊
𝝑𝒊
𝝋𝒊
𝝈𝒊
𝝑𝒊
𝝋𝒊
𝝈𝒊
Figure 4.3: Comparison Between Two Configurations of 3-RRR SPM
.
After defining the geometrics parameters for the robot, a fixed referent frame (RF) to the
base, a fixed one to the platform and the unit vectors of the axes of actuators, distal and
proximal links and end effector EE, it is possible to explain the Gosselin’s algorithm.
 Definition of all the characteristic parameters of the robot, through geomet-
ric relations:
sinβ =
2
√
3
3
sin
(γ
2
)
(4.7)
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Configurations
Angles 3-RRR SPM - Generic 3-RRR SPM - Coaxial
ϑ1, ϑ2 , ϑ3 d.o.f d.o.f
α1 chosen chosen
α2 chosen chosen
β1 chosen chosen
β2 chosen chosen
γ1 calculated, f(β1) calculated, f(β1)
γ2 calculated, f(β2) calculated, f(β2)
ψ1 calculated, f(β1, γ1) calculated, f(β1, γ1)
ψ2 calculated, f(β2, γ1) calculated, f(β2, γ1)
η1 0 0
η2 2pi/3 0
η3 4pi/3 0
Table 4.1: Configurationfs for a 3-RRR SPM.
ψ = β + a tan
 sin γ2√
3− 4 sin2 (γ2)
 (4.8)
these geometric relations are valid for both the two pyramids.
 Identification of the Denavit-Hartenberg parameters (α1, α2, ϑi, ϕi) and the
respective matrices:
Denavit - Hartenberg Parameters
Link αi ai di qi
1 0 0 α1 ϑi
2 0 0 α2 ϕi
Table 4.2: Denavit - Hartenberg Parameters
Qi1 = Rz(ϑi) ·Rx(α1) =
cos(ϑi) − cos(α1) sin(ϑi) sin(α1) sin(ϑi)sin(ϑi) cos(α1) cos(ϑi) − sin(α1) cos(ϑi)
0 sin(α1) cos(α1)
 , i = 1, 2, 3
(4.9)
 expressing of vectors v1, v2, v3 with respect to REE −OEExEEyEEzEE :
[v1]REE =
00
1
 [v2]REE =
sin γ20
cos γ2
 [v3]REE =
cosψ2 sin γ22sinψ2
cosψ2 cos
γ2
2
 (4.10)
 using the Euler Angles ZYZ Convention to express the orientation of the EE with
respect to the fixed referent frame R0 −O0x0y0z0:
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Q1 =
cosφ1 − sinφ1 0sinφ1 cosφ1 0
0 0 1
 Q2 =
 cosφ2 0 sinφ20 1 0
− sinφ2 0 cosφ2
 Q3 =
cosφ3 − sinφ3 0sinφ3 cosφ3 0
0 0 1

(4.11)
Q = Q1Q2Q3 =
q11 q12 q13q21 q22 q23
q31 q32 q33
 (4.12)
these three angles φ1, φ2, φ3 are the unknowns of the analytical process and the whole
matrix transformation is used to pass from the RF12 − O12x12y12z12 to the RFEE ,
chosen for each leg, as a simplification.
 referring the RF of the proximal link of each leg with respect to the fixed RF,
by using the β1 and ηi angles.
Ri =
cos(ηi) cos(β1) sin(ηi) sin(β1) sin(ηi)sin(ηi) − cos(β1) cos(ηi) − sin(β1) cos(ηi)
0 sin(β1) − cos(β1)
 , i = 1, 2, 3 (4.13)
η1 = η2 = η3 = 0 (4.14)
 writing the distal link unit vectors w1, w2, w3 with respect to the fixed RF:
[wi]R0 = RiQi1
00
1
 i = 1, 2, 3 (4.15)
 writing the EE unit vectors v1, v2, v3 with respect to the fixed RF:
[vi]R0 = RiQ11Q[vi]REE i = 1, 2, 3 (4.16)
 specifying of the geometric constrain to obtain the two loop equations:
wi · vi = cos(α2) i = 1, 2, 3 w.r.t. RF0 (4.17)
As a consequence of the set of Euler Angles used in this Cartesian coordinates, the first
equation can e simplified as:
cosφ2 = cosα2 (4.18)
The last two equations can be expressed in function of cosine and sine (cφ1, sφ1, cφ3, sφ3)
and a constant terms, depended on the characteristic angles of the robot, as follows:
I1 sinφ1 + I2 cosφ1 + I3 = 0 (4.19)
J1 sinφ1 + J2 cosφ1 + J3 = 0 (4.20)
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I1 = A sinφ3 +B cosφ3 + F (4.21)
I2 = G sinφ3 +H cosφ3 + J (4.22)
I3 = K cosφ3 + L (4.23)
J1 = M sinφ3 + P cosφ3 +Q (4.24)
J2 = R sinφ3 + S cosφ3 + T (4.25)
J3 = V sinφ3 +W cosφ3 + U (4.26)
 Solving of the linear system in function of sφ1 and cφ1 :
sinφ1 =
−I3J2+I2J3
−I2J1+I1J2
cosφ1 =
−I3J1+I1J3
−I2J1+I1J2
(4.27)
 Using the trigonometric identity, for obtaining only one unknown (φ3):
sin2 φ1 + cos
2 φ1 = 1 (4.28)
−I22J21 + I23J21 + 2I1I2J1J2 − I21J22 + I23J22 − 2I1I3J1J3 (4.29)
− 2I2I3J2J3 + I21J23 + I22J23 = 0 (4.30)
I1J2 6= I2J1 (4.31)
 Substituting of the trigonometric function in sφ3 and cφ3 with an only parameter
t (tan-half), to obtain a linear polynomial of 8 degrees with only one unknown:
cosφ3 =
1− t2
1 + t2
sinφ3 =
2t
1 + t2
t = tan
φ3
2
(4.32)
 Rearranging and solving the polynomial to achieve the 8 roots:
8∑
i=0
Nit
i = 0 i = 1, 2, .., 8 (4.33)
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4.3 Wampler’s Method
As it has been said before, SPM does not allow for a closed-form solution of the FDA, due
to the peculiar multi-loop architecture, and because of the non linear trigonometric equations,
the resolution of the algorithm has a high complexity. For these reasons, Wampler’s approach
has been used with the objective of extending the kinematics of a four-bar linkages to the
3-RRR Coaxial SPM. The advantages are mainly two:
 managing the two loop equations with compact constant coefficients;
 solving the equations in a semi-graphically way.
The consideration as for the geometry of the robot in different configurations (eg. general,
coaxial) are exactly the same; for this reason, the dissertation should be done on the general
architecture of SPM and in literary shape.
(𝟐)
(𝟏)
Figure 4.4: Spherical Four-Bar Linkages Aapplies on 3-RRR SPM [3].
The characteristic parameters of the robot are the same as those already used in the
Gosselin’s method.
In fact, knowing the orientation of the ui an wi axes of the revolute joints, one of the
target of the FDA is to identify the orientation of the vi axes, expressing them with
respect to fixed RF:
 using the same three unit vectors of the mobile platform as unknowns:
vi · vj = cosα3 i, j = 1, 2, 3, i 6= j ||vi|| = 1 (4.34)
where cosα3 is the angle between two distal joints of two different legs of the robot.
 using the Euler angles of the mobile platform as unknowns:
[vi]R0 = Q[vi]REE Q = Q(ϕ) ϕ = [ϕ1, ϕ2, ϕ3]
T (4.35)
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 using the actuated joint angles as unknowns:
[vi]R0 = Ri[vi]REE Ri = Ri(ϑi, φi, ψi) i = 1, 2, 3 (4.36)
in this case, the actuator angle ϑi are the input and the unknowns are the passive ones
of the remained joints.
Before entering in the core of the algorithm, it is possible to do an explanation, considering
a schematic spherical four-bar loop, in order to identify the loop equation. Then, this theory
will be extended to the SPM, involving two spherical four-bar linkages.
Figure 4.5: Spherical Four-Bar Linkages [3].
As it possible to see in figure 4.5, by moving from A-point to D-point, two kinds of
rotations are considered in this loop:
 joint rotation: it describes the relative orientation (it is constant) of each neighbouring
pair of joint axes of a link;
 side rotation: that is variable.
The loop equations can be expressed as follows:
I = Z4S4Z1S1Z2S2Z3S3 (4.37)
Z1 = Rz(φ) Z2 =Rz(pi − ψ) Z3 = Rz(ϑ3) Z4 = Rz(ϑ4)
Si = Rx(αi) i = 1, 2, 3, 4
By manipulating the equation, let it write:
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zTST3 z = z
TS4Z1S1Z2S2z z = [0, 0, 1]
T (4.38)
Expliciting the relation below, it has been achieved the final expression, based on constant
terms (depending on the characteristic angles) and the unknowns φ and ψ angles.
k1 + k2 cosψ + k3 cosψ cosφ− k4 cosφ+ k5 sinψ sinφ = 0 (4.39)
k1 = cα1cα2cα4 − cα3
k2 = sα1sα2cα4
k3 = cα1sα2sα4
k4 = sα1cα2sα4
k5 = sα2sα4
Therefore, the resolute algorithm can be shown, considering two spherical four-bar
linkages for the 3-RRR SPM ( A1C1C2A2, A1C1C3A3), as you can see in figure 4.4.
 definition of the unit vectors of the joints:
ui =
− sin ηi sinβ1cos ηi sinβ1
− cosβ1
 wi =
−sηisβ1cα1 + (cηisϑi − sηicβ1cϑi)sα1−cηisβ1cα1 + (sηisϑi − cηicβ1cϑi)sα1
−cβ1cα1 + sβ1cϑisα1
 (4.40)
[v1]RFEE =
00
1
 [v2]RFEE =
sin γ20
cos γ2
 [v3]RFEE =
cosψ2 sin γ22sinψ2
cosψ2 cos
γ2
2
 (4.41)
 identification and calculation of the angles on the sphere:
α4 = cos
−1(w1 · w2) α4 ∈ (0, pi] (4.42)
α3 = cos
−1([v1]REE · [v3]REE ) α3 ∈ (0, pi] (4.43)
α¯3 = cos
−1([v1]REE · [v3]REE ) α¯3 ∈ (0, pi] (4.44)
(4.45)
{
cosα5 = w1 · w3
sinα5 = ||w1 × w3||
(4.46)
{
cosα45 = w2 · w3
sinα45 = ||w2 × w3||
(4.47)
σ = 2pi − cos−1[(cosα45 − cosα4 cosα5)/(sinα4 sinα5) (4.48)
µ = cos−1[(csc2α3)(cosα3 − cos2 α3)] µ ∈ (0, pi]; (4.49)
φ¯ = 2pi − φ− σ (4.50)
ψ¯ = 2pi − ψ − µ (4.51)
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 selection of the two loop equations:
– Loop Equation (1):
k1 + k2 cosψ+k3 cosψ cosφ− k4 cosφ+ k5 sinψ sinφ = 0 (4.52)
A1(φ)cψ +B1(φ)sψ + C1(φ) = 0 (4.53)
where the constant terms are function of characteristics angles:
ki = F (α2, α3, α4) i = 1, 2, .., 5
– Loop Equation (2):
j1 + j2 cos ψ¯+j3 cos ψ¯ cos φ¯− j4 cos φ¯+ j5 sin ψ¯ sin φ¯ = 0 (4.54)
A2(φ¯)cψ¯ +B2(φ¯)sψ¯ + C2(φ¯) = 0 (4.55)
it is possible to express the second equation in function of φ and ψ, in order to
solve the linear system in sinψ and cosψ. Moreover, the constants ji are function
of:
ji = F (α2, α¯3, α5, µ, σ) j = 1, 2, .., 5
 solving the linear system, in function of φ and ψ angles:
sinψ = −B2C1+B1C2−A2B1+A1B2
cosψ = −A2C1+A1C2−A2B1+A1B2
(4.56)
Figure 4.6: Semi-Graphical Resolution.
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 semi-graphical equation solving: assuming the denominator −A2B1 + A1J2 6= 0
and evaluating the trigonometric identity, it is possible to obtain:
sin2 ψ1 + cos
2 ψ1 = 1 (4.57)
C22A
2
1 + C
2
2B
2
1 + 2A2B2A1B1 −B22A21 +A22C21 − 2A2C2A1C1 (4.58)
− 2B2C2B1C1 −A22B21 +B22C21 = 0 (4.59)
Rearraging the new equation in function of cosφ and sinφ, it has been achieved the
eight solutions, coming from the intersection with these two curves, as shown in figure
4.6: {
x = cosφ
y = sinφ
⇒
{
f(x, y) = 0
x2 + y2 = 1
(4.60)
 solving the octic polynomial, using the tan-half identities:
8∑
i=0
Nit
i = 0 i = 1, 2, .., 8 (4.61)
substituting sφ and cφ with an only parameter t (tan-half)
cosφ =
1− t2
1 + t2
sinφ =
2t
1 + t2
t = tan
φ
2
(4.62)
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4.4 Thomas’ Method
As it has been mentioned in the previous section, this method has many advantages in
both analytical and physical terms and it is very interesting for these reasons:
 simplicity: elimination of the trigonometric functions from the algorithm: it is based
on only square distances;
 generality: the possibility of extending this method to other mechanisms such as
3-RRR SPM; decoupled platform, 4-4 platform with planar base and platform, etc...;
 optimality: obtaining the polynomial of the minimal degree, by eliminating the sin-
gularity of the formulation in the polynomial expression;
 moreover, the use of a potentiometer extra-sensor to read online, as a feedback,
the length of the rod, used as the unknown on the analytical process. In this way,
considering the read distance like an input, it will be possible to identify the exact
solution of the forward kinematics, among all the possible one.
First, let it do a short explanation as for to identify constant and variable distances in a
generic strip of tetrahedra.
Theory of the Tetrahedral strip and Closure Polynomials
A tetrahedral strip is a tetrahedron-tetrahedron truss where any tetrahedron has two
neighbours except those in the extremes which have only one.
Figure 4.7: Generic Tetrahedral Strip [20].
It is possible to see that each strip has two endpoints Pa and Pb, as shown in figure 4.7
and, for this reason, any rod length cannot be freely chosen. Therefore, unless any of the
tetrahedra degenerate, such a truss is rigid.
The distance between the strip endpoints is first derived by iterating a basic operation
involving only two neighbouring tetrahedra over the whole strip, leading to a scalar equation
containing radical terms.
Given a set of points in the strip, the valid distances between them can be characterized
using the theory of Cayley-Menger determinants [17, 21, 7], defined for two sets of
points Pi1 , ..., Pin and Pj1 , ..., Pjn . In this case, the two sets of the points are the same and
the determinant of these sets of points became D(i1, ..., in) = D(i1, ..., in; i1, ..., in) and it is
proportional to the squared volume of the simplex spanned by Pi1 , ..., Pin in R
n−1.
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D(i1, ..., in; j1, ..., jn) = 2
(
−1
2
)n ∣∣∣∣∣∣∣∣∣
0 1 . . . 1
1 si1,j1 . . . si1,jn
...
...
. . .
...
1 sin,j1 . . . sin,jn
∣∣∣∣∣∣∣∣∣
where si,j stands for the squared distance between Pi and Pj .
Figure 4.8: Reduction of Tetrahedra.
Considering the two neighbouring tetrahedra, shown in figure 4.8. The square distance
between Pl and Pm can be calculated as:
sl,m =
2
D(i, j, k)
(
D(i, j, k, l; i, j, k,m) |sl,m=0 ±
√
D(i, j, k, l)D(i, j, k,m)
)
(4.63)
The ± sign is due to the two possible solutions depending on the relative orientation
between two tetrahedra.
It has been introduced a notation to express these square distances:
sl,m = Ψl,i,k,m (4.64)
If some distances, that are involved in Ψl,i,ik,m, are a unknown, it can be explicated as:
sl,m = Ψl,i,k,m(si,j) (4.65)
Moreover, if one of the points in the set Pi, Pj , Pk does not belong to any other tetrahedron
in the strip, it can be removed from it, connecting the point Pl and Pm with a road, with a
length in according to the formulation 4.63. This reduces the number of tetrahedra in the
strip into only one.
After repeating this operation until the strip contains only two tetrahedra, the distance
between the tetrahedral strip endpoints is finally obtained as a 2n−2 - valued function, where
n is the number of tetrahedra in the strip, before rearranging.
Once it has been treated the theory at the base of the tetrahedral strip, it is possible to
introduce the algorithm, used to solve the roots of the polynomial.
 define the square distances through the Cayley-Menger determinant;
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 clearing radicals to obtain a closure condition as a polynomial in terms of a given
rod length:
a0 + a1
√
r + a2(
√
r)2 + a3(
√
r)3 + ... = 0 (4.66)
the first step consists in taking the numerator of the rational form of the obtained
function and then clearing radicals. As radicals will appear nested, they are cleared
using an iterative process starting from the outer one. At each step of this process, the
expressions involving a radical will have the general form as in eq. 4.66, that can be
rearranged , considering both of the sign, as follows in the equation 4.70:
(a0 + a2r + a4r
2...) +
√
r(a1r + a3r + a5r
2 + ...) = 0 (4.67)
(a0 + a2r + a4r
2...)−√r(a1r + a3r + a5r2 + ...) = 0 (4.68)
(4.69)
Given that the process is interested in the roots of both equations, it has been considered
the product of them, achieving:
(a0 + a2r + a4r
2...)2 − r(a1r + a3r + a5r2 + ...)2 = 0 (4.70)
 eliminating of the singularity of the formulation, in order to obtain a polynomial
of a minimal degree: if a rod with variable length belongs to a shared face, this face
degenerates for some values of si,j . When this happens, the three points defining the
face get aligned and the tetrahedral strip can be decomposed into two parts so that one
can freely rotate with respect the other about the axis defined by these three aligned
points. These terms corresponding to these degenerate configurations will appear in
the closure polynomial and they can be easily removed by iteratively dividing the clo-
sure polynomial by the function that describes the area of this shared face, until the
remainder is not null.
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4.5 Example and Implementation
In order to apply the technique explained above to solve the kinematics of a 3-RRR
Coaxial SPM, in the figure 4.9 it has been shown a schematic representation with arches and
tetrahedra of the kinematics of the robot itself.
Figure 4.9: Generic Tetrahedral Strip.
As it can be possible, the workspace it has been identified as a sphere, neglecting the
limitations due to both the physical constrains and singularities. The arches represent the
proximal and distal link of each chain of the robot (1◦ leg-black, 2◦ leg-blue, 3◦ leg-red), while
the violet lines symbolize the square distances, used in the whole process. The center of
the mechanism (CM) is the point P3, while the points of the platform are P1, P2 and
P4. However the points P5, P6 and P7 represent the connection between the proximal and
the distal link. As it is possible to see, the two tetrahedra that describe the platform (red
one) and the fixed base (blue one) orientations degenerate into two triangles, centred in the
CM.
In this representation all of the constant square distances depend on the radius of the
sphere, that it has been chosen unitary. It follows the S7x7 matrix of the square distances
that are involved into the seven points (P1, P2, ..., P7), representative of the mechanism.
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S =

0 s12 s13 s14 s15 s16 s17
s21 0 s23 s24 s25 s26 s27
s31 s32 0 s34 s35 s36 s37
s41 s42 s43 0 s45 s46 s47
s51 s52 s53 s54 0 s56 s57
s61 s62 s63 s64 s65 0 s67
s71 s72 s73 s74 s75 s76 0

=

0 3 1 3 2 ? ?
3 0 1 3 ? ? 2
1 1 0 1 1 1 1
3 3 1 0 ? ? ?
2 ? 1 ? 0 2.6840 2.5176
? ? 1 ? 2.6840 0 3.6383
? 2 1 ? 2.5176 3.6383 0

(4.71)
where the constant square distances have been calculated as follows:
pˆ50 = [rsphere, 0, 0, 1]
T pˆ60 = Rˆz
(
2pi
3
)
pˆ50 pˆ70 = Rˆz
(
4pi
3
)
pˆ50 (4.72)
Rˆ1 = Rˆz(ϑ1), ϑ1 = 15
◦ Rˆ2 = Rˆz(ϑ2) ϑ2 = 5◦ Rˆ3 = Rˆz(ϑ3) ϑ2 = 30◦ (4.73)
pˆ5 = Rˆ1pˆ50 pˆ6 = Rˆ2pˆ60 pˆ7 = Rˆ3pˆ70 (4.74)
s56 = ||p5 − p6||2 = 2.6840 s57 = ||p5 − p7||2 = 2.5176 s67 = ||p6 − p7||2 = 3.6383
(4.75)
s35 = s36 = s37 = s13 = s23 = s34 = r
2
sphere = 1 (4.76)
s12 = s14 = s24 = (
√
3rsphere)
2 = 3 (4.77)
s51 = s46 = s72 = (
√
2rsphere)
2 = 2 (4.78)
while the unknowns depend on the square distance s25
s25 = s17 = s16 = s45 = s46 = s47 =? (4.79)
s54 = Ψ5,3,2,1,4(s52) s74 = Ψ7,5,3,2,4(s52; s54) s64 = Ψ6,7,5,3,4(s654; s74) (4.80)
This dependence can be seen in the figure 4.10, where it is shown the reduction of tetra-
hedra in number of two, as the theory says.
In the end, it has been attached the solution for the case that has been studied in figure
4.11 and a table 4.5 with the 7 Cartesian coordinates for the set of points.
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𝑷𝟔 𝑷𝟓 𝑷𝟐 𝑷𝟒
𝑷𝟏𝑷𝟑𝑷𝟕
𝑷𝟔 𝑷𝟓 𝑷𝟐 𝑷𝟒
𝑷𝟑𝑷𝟕
𝑷𝟔 𝑷𝟓 𝑷𝟒
𝑷𝟑𝑷𝟕
𝒔𝟓,𝟐 = 𝜳𝟓,𝟑,𝟐,𝟏,𝟒
𝒔𝟓,𝟒 = 𝜳𝟓,𝟑,𝟐,𝟏,𝟒(𝒔𝟓,𝟐)
𝒔𝟕,𝟒 = 𝜳𝟕,𝟓,𝟑,𝟐,𝟒(𝒔𝟓,𝟐 , 𝒔𝟓,𝟒)
𝒔𝟔,𝟒 = 𝜳𝟔,𝟕,𝟓,𝟑,𝟒(𝒔𝟕,𝟒 , 𝒔𝟓,𝟒)
𝒔𝟓,𝟒 = 𝜳𝟓,𝟑,𝟐,𝟏,𝟒(𝒔𝟓,𝟐)
Figure 4.10: Elimination of Tetrahedra.
Solution of Forward Kinematic (ϑ1 = 15
◦, ϑ2 = 5◦, ϑ3 = 30◦)
P1 P2 P3 P4 P5 P6 P7
-0,3134 0,8411 0 -0,5277 -0,8192 0,8192 -0,3420
0,4476 0,3061 0 -0,7537 -0,5736 -0,5736 0,9397
0,8375 -0,4459 0 -0,3917 0 0 0
-0,3134 0,8411 0 -0,5277 -0,8192 0,8192 -0,3420
0,4476 0,3061 0 -0,7537 -0,5736 -0,5736 0,9397
-0,8375 0,4459 0 0,3917 0 0 0
0,3134 -0,8411 0 0,5277 -0,8192 0,8192 -0,3420
-0,4476 -0,3061 0 0,7537 -0,5736 -0,5736 0,9397
0,8375 -0,4459 0 -0,3917 0 0 0
0,3134 -0,8411 0 0,5277 -0,8192 0,8192 -0,3420
-0,4476 -0,3061 0 0,7537 -0,5736 -0,5736 0,9397
-0,8375 0,4459 0 0,3917 0 0 0
Table 4.3: Solution of Forward Kinematics.
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Figure 4.11: Solutions for the Forward Kinematics.
29

Chapter 5
On the Design of Coaxial 3-RRR SPM
5.1 Introduction
The first design of the 3-RRR Coaxial Spherical Parallel Motor is based on the use of
three motors to actuate the respective degrees of freedom and a very simple transmission
system made of only one gear mates with 1 : 1 ratio, in order to realise the prototype very
fast. In fact, most of the parts of the robot will be printed using ABS plastics (P430-Nat,
388.96 kg/cm3) and only the support part and other threaded pivots will be in Aluminium
(1060 Alloy).
For these reasons, it has been preferred to not complicate the transmission mechanism in
order to focused to both the functioning and the optimization of the robot. Moreover, this
concept allows to rearrange the robot configuration, changing the characteristic angles and
printing only the legs of the robot in a easy and cheap way, so far as this does not change
the transmission mechanism of the power.
Figure 5.1: 3-RRR Coaxial SPM.
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At the same time, it will be studied a new prototype with a complex transmission, using
only one motor, three electro-brakes and a system with pulley and belt to move the robot,
in order to reduce the operative costs of the robot itself.
5.2 As for the Used Equipment and Printing Process
In order to print the CAD parts two different 3D Printer have been used, namely in the
following table 5.1 and shown in figures 5.2
Company 3D Printer Building Size Model Material Layer Thinness
Proto3000 1200es Series 254 x 254 x 305 mm ABSplus-P430 0,330 mm
Stratasys uPrint SE 203 x 152 x 152 mm ABSplus-P430 0,254 mm
Table 5.1: 3D printes used.
Figure 5.2: uPrint SE (left) - 1200es Series (right).
Even if the tolerance of the two printers are more or less the same, it has been preferred
to print several parts (eg. shafts, gears, etc...) for which the precision and the mechanical
properties are highly important with the uPrint SE model, because the result of printing
has been better than the other, after several attempts. The base, the cover and the upper-base
have been printed with the 1200es Series model, because of the needed dimensions of these
parts.
The 3D-printer process uses the FDMTM Technology (fused deposition modelling), build-
ing the 3D model and its support material, layer by layer, from the bottom to the top on a
removable modelling base.
The accuracy on the flat plane is 0.1 mm and the mechanical strength in this plane is bigger
than in the other planes.
It was necessary to take into account of this printing features in the design of each model,
making compromises among the optimization of the design, the limit and capability of the
3D printer and the functioning of the mechanism. This aspect leads it to complicate the
drawing of the parts, splitting them into different ones, making the 3D printer to do its best.
It is possible to see in the figure 5.3 and 5.4 below, different orientations for the same
part, in order to show how the quality of a part can change, by only adapting the design.
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Figure 5.3: Example as for a Limit Orientation.
A software, namely, CatalystEx provides to transform the CAD model (part.sdlprt),
converted before in a (part.stl ), into a printed one, layer by layer as shown in figure 5.3
and 5.4. In the fist orientation of both the two parts (End Effector on the left side, Housing
bBearing on the right one) it has been obtained a bad surface and mechanical quality of
either the cylinder and of the hole.
Moreover, there is more accuracy on the plane xy than on the planes zx and zy and the
circle of the cylinder will be approximated with the precision of the layer thickness
For these reason, it has been preferred to realise the End Effector and the respective
housing for the bearing into two separated parts, saving quality and mechanical characteristics
of the parts themselves, but also materials and wast of time.
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Figure 5.4: Example as for a Limit Orientation.
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5.3 Design Using Three Motors
As it can be seen in the figure 5.3, the three motors are fixed to the base using the
screw-nut mate (M2.5) and they are arranged in a symmetrical pattern. In the middle of the
base, it has been allocated, through the support, the mechanism composed of the three
coaxial shafts with the respective couple of radial ball bearing. In the bottom, each shaft
has an in-built gear that has been mated with the respective motor one.
Therefore, the gears are connected with the motor thanks to the relative servo-horn
through a scree mate M2.5 (figure 5.8). To prevent the longitudinal bend due to the radial
force generated during the engaging of the gear teeth, a pivot connects each gear to the
upper platform. It is fixed with respect to the gear, while it has been mated with a bearing
to the upper platform, in order to allow the rotation of the gear with the pivot itself. A
bearings it has been inserted on the upper-base, to prevent the same longitudinal bend for
the shaft mechanism.
The cover with the upper platform closes the transmission mechanism thanks to three
threaded pivots (M5) and the respective mate screw-nut.
For making the system reconfigurable, it has been separated the transmission sys-
tem from the robot assembly (figure 5.5). This choice has complicated the design, but, at
the same time, allows to change the characteristic angle of the robot and to reprint it in a
cheapest and fastest way.
Moreover, the legs of the robot have been used to do the bearing arrangement of the
shaft mechanism (figure 5.8). In fact, through the building of the respective shaft abutment
shoulder, the using of spacers and the particular realization of the terminal part of the leg it
has been possible to complete the shaft bearing housing system of the shaft-mechanism.
As for the legs, the distal links and the End Effector (E.E.), these bodies have been
divided into different parts, because the shape of them is very complex to realize in a single
part and there are several driven orientation in contrast with each other, during the creation
of the layer by the 3D printer (figure 5.5, 5.7). For these reasons, it has been preferred
to separate that bodies to save the mechanical quality and characteristics such as stiffness,
bend, torsion and density even though the design appear tricky. In particular, the head, the
leg and the top have been fixed together in the mounting by using acetone, that is able to
dissolve the ABS, jointing these parts and making only one body.
In the end, the realisation of the three independent degrees of freedom and the respective
relative rotation among the legs, arms and the E.E. it has been possible thank to a couple of
ball bearing, inserted in each head of these bodies and a pivot that realises this connection
8 figure 5.10, 5.11). The choice to use a couple of bearing has been made in order to reduced
sensitivity the misalignment of the pivots during the mounting of the robot.
It follow in the table below, the bill of materials of the assembly.
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BOM - Bill Of Materials
ITEM NO. PART NUMBER MATERIAL QTY.
1 Base ABS - Printed 1
2 Motor Dynamixel 64T Engineering Plastic 3
3 Dynamixel-64T-Servohorn Aluminium 3
4 ISO 7045 - M2.5 x 10 - Z - 10S Commercial Screw 16
5 ISO - 4035 - M2.5 - S Commercial Nut 24
6 ISO - 4034 - M5 - N Commercial Nut 10
7 Pivot-Base M5 Aluminium 1060 Alloy 3
8 Support ABS - Printed 1
9 ISO 7045 - M2,5 x 16 - Z - 16S Commercial Screw 8
10 ISO 4762 M3 x 8 - 8N Commercial Screw 3
11 Washer ISO 7090 - 5 Commercial Washer 7
12 ISO 7045 - M5 x 20 - Z - 20S Commercial Screw 4
13 Spacer-Shaft1 ABS - Printed 1
14 Shaft1 ABS - Printed (m3, z26) 1
15 Spacer-Shaft2 ABS - Printed 1
16 Shaft2 ABS - Printed (m3, z26) 1
17 Spacer-Shaft3 ABS - Printed 1
18 Shaft3 ABS - Printed (m3, z26) 1
19 SKF - 61800 - 14,DE,NC,14-68 Commercial Bearing 2
20 SKF - 61805 - 22,DE,NC,22-68 Commercial Bearing 2
21 SKF - 61908 - 20,DE,NC,20-68 Commercial Bearing 2
22 Flange-Pin Aluminium 1060 Alloy 1
23 Pin Aluminium 1060 Alloy 1
24 ISO 7046 - M5 x 40 - Z - 40S Commercial Screw 1
25 Washer ISO 7089 - 5 Commercial Washer 1
26 ISO - 4161 - M5 - N Commercial Nut 1
27 Washer ISO 7089 - 4 Commercial Washer 16
28 ISO 7045 - M4 x 16 - Z - 16S Commercial Screw 4
29 Upper-Base ABS - Printed 1
30 Bearings RS Pro 618 - 9979 Commercial Bearing 3
31 Top ABS - Printed 3
32 Cover ABS - Printed 1
33 Semileg1-2 ABS - Printed 1
34 Semileg1-1 ABS - Printed 1
35 Semileg1-3 ABS - Printed 1
36 Housing-Bearing-Leg ABS - Printed 9
37 Bearings RS Pro 618 - 9890 Commercial Bearing 24
38 Spacer-head ABS - Printed 12
39 ISO - 4036 - M4 - N Commercial Nut 16
40 ISO - 4032 - M3 - W - N Commercial Nut 6
41 ISO 8738 - 3 Commercial Washer 6
42 ISO 7045 - M3 x 16 - Z - 16S Commercial Screw 6
43 Pivot Head M4 High-speed steel 3
44 Spacer-Pivot-Bearing ABS - Printed 6
45 Semileg2-2 ABS - Printed 1
46 Semileg2-1 ABS - Printed 1
47 Semileg2-3 ABS - Printed 1
48 Semileg3-2 ABS - Printed 1
49 Semileg3-1 ABS - Printed 1
50 Semileg3-3 ABS - Printed 1
51 Gear-Motor ABS - Printed (m3, z26) 3
52 ISO 7045 - M2.5 x 12 - Z - 12S Commercial Screw 12
53 Pivot-R1 Aluminium 1060 Alloy 1
54 Spacer-Pivot-R1 ABS - Printed 1
55 Pivot-R2 Aluminium 1060 Alloy 1
56 Spacer-Pivot-R2 ABS - Printed 1
57 Pivot-R3 Aluminium 1060 Alloy 1
58 Spacer-Pivot-R3 ABS - Printed 1
59 EE ABS - Printed 1
60 Housing-Bearing-EE ABS - Printed 3
61 Pivot-EE M4 High-speed steel 3
62 Arm ABS - Printed 3
63 SKF - 6014 - 18,DE,NC,18-68 Commercial Bearing 1
64 Top-Bearing ABS - Printed 3
65 Tap ABS - Printed 2
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Figure 5.6: View 2.
Figure 5.7: View 3.
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Figure 5.8: View 4.
Figure 5.9: View 5.
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Figure 5.10: View 6.
Figure 5.11: View 7.
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5.4 Mounting
In order to establish the mounting process, it has been described the different phases of
it, dividing the assembly in two macro-phases:
 assembly of the transmission system;
 assembly of the robot.
The several phases are written in the following itemize.
 TRANSMISSION MECHANISM:
– Sub-assembly Motor-base:
* insert the hexagonal nuts M5 (6) in the respective housing of the base (1);
* put the base (1) on the table;
* take the pivot-base (7) and screw them on the base;
* put the three motors Dynamixel MX-64T (2) with the respective servo-horns
(3) on the base, securing them with 8 screws (4) and hexagonal nuts (5);
* fix the support (8) on the base with screw (12 ), hexagonal nuts (6) and
washers (11), after referring it with two tap (65);
* make the pin assembly, by mating the flange-pin (22) and the pin (23), through
the screw (24);
* mate the pin assembly (22-23-24) with the support (8) through screw (28),
hexagonal nuts (39) and washers (27);
– Sub-assembly Shaft Mechanism:
* insert the Bearing (19) on the pin assembly (22-23-24);
* mate shaft1 (14) with the bore diameter of bearing (19);
* insert the spacer-shaft1 (13) in the pin (22);
* put the Bearing (19) in the housing bore diameter of the shaft1 (14);
* put the conic washer (25) and screw the Nut (26) on the thread of the pin (22);
* insert the Bearing (20) on the shaft1 diameter (14);
* insert the spacer-shaft2 (15) in the shaft1 (14);
* mate shaft2 (16) with the bore diameter of bearing (20);
* put the Bearing (20) in the housing bore diameter of the shaft2 (16);
* insert the Bearing (21) on the shaft2 diameter (16);
* mate shaft3 (18) with the bore diameter of bearing (21);
* insert the spacer-shaft3 (17) in the shaft2 (16);
* put the Bearing (21) in the housing bore diameter of the shaft3 (18);
– Sub-assembly Motor Gear:
* force the pivot-R1 (53), pivot-R2 (55) and pivot-R3 (57) on the respective
gear motor (51);
* insert the spacer (54, 56, 58) in the respective gear pivot (53, 55, 57);
* mate the gears (51) on the servo-horn (3) of the motor fixed with screws (4);
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* realisation of the mechanical mate between shaft and gear (ratio 1:1);
– Sub-assembly Upper Base:
* put the cover (31) on the base (1);
* put the Bearings (26) in the housing bore diameter of the holes of the upper
base (25);
* mate the upper-base (25) with cover (32) and base (1), centring the pivots of
the gears (53, 55, 57) with the respective inner diameter of the bearings (30);
* insert the bearings (63), in order to allow thee relative rotation between the
upper-base and the shaft mechanism;
– insert the nut (6) in the housing of the upper base (29);
– put the top bearings (64) on the upper base (29);
– close the mechanism system, by assembling through the screw-nut mate (6,11 ,7),
(conic washer are included);
– cover the holes of the upper base (31) with the three top (31) the housing of the
previous nuts.
 3-RRR COAXIAL SPM:
– Sub-assembly Leg Robot (X3):
* fix the semileg#-2 (33) with semileg#-3 (35), through acetone;
* fix the head-leg (36) with semileg#-2 (33), through acetone;
* insert the two Bearing (37) in the head (36), by putting the relative spacers
(38);
* inset the respective threaded pivot (45) and screw the pivot with nut (41) and
washer (42);
* mate the semileg#-2 (34) and the semileg#-1 (35) with screws (44), washers
(43) and nuts (42) on the top of the respective shaft, locking the respective
bearings too;
– Sub-assembly Arm Robot (X3):
* fix the two head-arm (36) with the arm (62), through acetone;
* insert the two Bearing (37) in the head (36), by putting the relative spacers
(38);
* mate the arm assembly with the respective leg one through the head and
realise the mate pivot - bearings, by putting the spacer pivot bearing (45)
screwing the nut (39) and washer (27) in the head of the arm;
– Sub-assembly E.E.:
* insert the two Bearing (37) in the head-EE (60) by putting the relative spacers
(38);
* fix with acetone the head-EE (60) with the EE (59) face (X3);
* insert the threaded pivot (61) for the EE and screw both the nuts (39) an
washer (27) of the head-EE (60) and head-arm (35), after putting the spacer
pivot bearing (44).
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5.5. Future Works 5. ON THE DESIGN OF COAXIAL 3-RRR SPM
5.5 Future Works
After achieving the 3D model, the next step is to print the whole robot; in the figure it
is possible to see part of the prototype, including the shaft mechanism and the motor with
the gear, already printed, in order to give you an idea of the final result:
Figure 5.12: An Overview on the Final Printed prototype.
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Moreover, starting from the mentioned design, the goal of the project is to define a final
concept by using only only one motor, in order to reduce the operative costs of the robot
itself. As it can be seen, the transmission is composed of three electro-brakes and a system
with pulley and belt to move the robot, even if the last power system will be determined
at the end of the project itself. At the moment, the three electro-brakes have the task to
stop the rotation of the relative shafts when each leg achieve the needed angle of rotation.
This mechanism uses the encoder of the motor, which allows to send on-line the On-Off
information to the electro-brakes, depending on the status of the control. It follows the figure
5.13 as for the concept of the next prototype.
Figure 5.13: Concept of the Future Prototype.
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Chapter 6
On the Motors and Control System
6.1 Introduction
In this chapter, it has been physically implemented the robot, by studying the way how
to move the three motors and by realising the final 3D concept of this prototype. As for the
mechanical transmission it has been firstly used with an electrical motor ( Robotis Dynamixel
XL-320) on a smaller scale, in order to understand how to control the angular position in
a Feed-Forward Position Control. Many experiments has been led for finding the respective
gain of the closed loop and the response of the system to several disturbs and in different
working conditions.
Overall, starting from the results of these experiments and the optimization of the de-
sign, it has been chosen a set of three motors Robotis Dynamixel Mx-64 AT with higher
performances, coherently with the scope, the dimensions and the weight of the robot at stake.
6.2 Specification of the Motor XL-320
6.2.1 The Dynamixel System Interface among Drivers, Robot, PC and
Programmes
In order to move and to control the motor Robotis Xl-320 through the computer, it is
important to do a brief explanation as for both the hardware and software that work together.
It is possible to describe the Robot System as in the figure below:
First, you can see that the informations and the instructions, travel in the both two
directions:
 from the pc to the robot: by using Matlab, as a program to control and move
the motor, the Dynamixel Control Driver, intalled in the PC, allows to translate the
instructions from the Matlab language to a .ddl one, in order to elaborate them inside
the USB2 Dynamixel Hardware. This one, through the .dll function is able to read
and write into the addresses of the RAM of the motor. In the end, the Motor with
its sensor, its µP and its drivers can elaborate the instructions and can move the axes,
according to these information themselves.
 from the robot to the pc: in the same way, the information starts from the sensor
and the addresses of the RAM, and with an inverse process arrive on the PC, ready to
be elaborated in the Matlab code.
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Figure 6.1: Blocks Diagram of the Part of the System.
6.2.2 Model and Features of the Motor
The Model Robotis XL-320 has the following specification, collected in this table.
Features Of the Motor
Item Specification
Baud rate 7343 bps - 1Mbps
Resolution 0.29 ◦
Running Degree 0 ◦-300 ◦
Weight 16.7 g
Dimensions (WxHxD) 24mm x 36mm x 27mm
Gear Ratio 238:1
Stall Torque 0.39 Nm @ 7.4V, 1.1A
No Load Speed 114 rpm @ 7.4V, 1.1A
Opering Temperature -5◦C - +70◦C
Input Voltage 6V - 8.4V (Recommended 7.4)
Protocol Type 2.0
Physical Connection TTL
ID 0 -252
Feedback Position, Temperature, Load, Input Voltage, etc...
Material Engineering Plastic
The Control Table is a structure of data implemented in the DYNAMIXEL. Users can
read a specific data to get status of the DYNAMIXEL with READ instruction packets, and
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Figure 6.2: Robotis Motor XL-320 [14].
modify data as well to control DYNAMIXEL with WRITE instruction packets. The address
is a unique value when accessing a specific data in the control table with instruction packets.
In order to read or write data, users must designate a specific address in the instruction
packet.
It is possible to explain:
 Area (EEPROM, RAM): the control table is divided into 2 Areas. Data in the RAM
area is reset to initial values when the power is reset (Volatile). On the other hand,
data in the EEPROM Area is maintained even when the DYNAMIXEL is powered off
(non-volatile). Data in the EEPROM Area can only be written to if Torque Enable is
cleared to 0 (Off);
 Size of the data: it varies from 1 to 4 bytes, depends on their usage;
 Type of Access: the control table has two different access properties. RW property
stands for read and write access permission while R stands for read only access permis-
sion. Read only property (R) is generally used for measuring and monitoring purpose,
and read write property (RW ) is used for controlling DYNAMIXEL;
 Initial Value: is restored to initial values when the DYNAMIXEL is turned on. De-
fault values in the EEPROM area are initial values of the DYNAMIXEL (factory default
settings).
As it is explained below, the control and the managing of the motor through the PC, pass
from the reading and the writing of the addresses of the RAM, in either the volatile part and
the non-volatile one.
In order to understand which address it was used, it is represented in a table, the most
important part of the whole Control Table of the Motor.
6.2.3 Functioning, Types of Control and Consideration as For the Motor
The functioning of the motor depends on the type of control, but it used to work with a
Modulation of the Power - PWM, writing a percentage of Voltage in bits, in the address
of the Moving Speed (32). Modulating this percentage means to write an amount of the
maximum Power, given that the current is fixed.
The Robotis XL-320 Motor has two types of control: Joint Mode (2) and Wheel Mode
(1). Depending on the value that it is written in the Control Mode address (11), it is possible
to write and read different quantities in the respective addresses of the RAM:
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CONTROL TABLE of EEPRON AREA
Address Size [byte] Data Name Access Initial Value Min Max
3 1 ID RW 1 0 252
4 1 Baud Rate RW 3 0 3
11 1 Control Mode RW 2 1 2
CONTROL TABLE of RAM AREA
Address Size [byte] Data Name Access Initial Value Min Max
24 1 Torque Enable RW 0 0 1
30 2 Goal Position RW - 0 1023
32 2 Moving Speed RW - 0 2047
37 2 Present Pos. RW - 0 1023
39 2 Present Speed RW - 0 1023
 Joint Mode: with this type of control, it is possible to write the read the angular
position of the motor, in order to control it. It is not possible to control the velocity,
but it is only avoided to limit the maximum of the velocity the motor uses to arrive to
the goal position, writing this value in the address of the velocity.
 Wheel Mode: in this status, it is possible to control the velocity, by modulating the
Power from zero to the maximum. The value in this address move from 0bit to 2047bit,
where:
– From 0 to 1023 (CCW), it is possible to modulate the power (and the velocity,
too) from 0 to the maximum; for example writing 512 means to used 50% of the
power;
– From 1024 to 2047 (CW), it is possible to modulate the power in the clock wise
direction.
It is important to do several consideration about the value that can be read in both two
controls of the motor:
 Write and read Position: it is allowed to write and read from 0◦ (0 bit) to 300◦
(1023 bit) even if the motor does not have any kind of physical constrain. The range
between 300◦ − 360◦ is an invalid angle, so the value read from the present position
address (37) has no sense in this range;
 Write and read in Moving Speed and Present Speed address: the consideration
done before is worth only in a NO LOAD CONDITION. The direct proportionality
between the power and velocity is only true without any external loads, because, on
the contrary, the power is used both to compensate this interference and to move the
axis of the motor at this desire velocity.
 Read Velocity: it is not possible to read the velocity in wheel mode, it must be
calculated as a derivation of the position; for these reason it was necessary to do an
experiment in order to find the law between the percentage of voltage %V written
in the Moving Speed and the respective desire velocity for this amount of the power.
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6.3 On the Joint Control Mode
6.3.1 Experiment in Order to Find the Motor Response
First, it has been put the system in Joint Mode and it has been given different goal
positions, starting from the same present position of 10◦. For each value, in 2s by step of 0.1s
the present position has been read, in order to evaluate the Motor response.
Figure 6.3: Graph as for Different Desire Position.
It can be seen that the behaviour of the motor is more or less similar for each final angle,
but the only one difference is in the transient state before it arrives to the desire position.
Greater is the final angle, less is the transient, because the motor uses more power and it is
readier. There are no overshoots, because the inner PID Gains of the motor is optimized to
follow the step-response.
This experiment is the only one that it has been done, because it has been believed the
wheel mode control is more interesting as compared to the joint one.
6.4 On the Wheel Control Mode
6.4.1 Experiment as for the Law Velocity-Voltage
As stated in the previous chapter, it is impossible to read the present speed in the wheel
mode control. For this reason, starting from the present position the velocity has been
calculated as the incremental ratio of two follow reading of the angular position. So, for each
value included in the range of %V ol = [−200 : 200], 5 experiment have been carried out
where the process has involved in these steps:
51
6.4. On the Wheel Control Mode 6. ON THE MOTORS AND CONTROL SYSTEM
 reading and storing the present position during the time of the experiment, step by
step;
 Calculating the velocity;
 Plotting the velocity;
 Calculating the mean, corresponded to the respective value of the Voltage, using
only the data after the transient state (figure 6.4, 6.5).
After these several experiments, done for all of the voltage values, the collected data has
been elaborated and plotted in order to find the law between the Velocity and the % of
Voltage. It is possible to show different graphs about the experiment.
By analysing both the data and graph of V elocity-%V olt (figure 6.6, it is clear that the
law it is more or less proportional, even if the function in not continuous but a piecewise
one.
In fact it is possible to determine the different value of the gain K:
K =

0.81◦/sbit if %V = [0 : 200]
0.71◦/sbit if %V = [−100 : 0]
0.78◦/sbit if %V = [−200 : −100]
(6.1)
Moreover, watching the enlargement graph for the lowest value of the Voltage (figure 6.8),
it can be seen the existence of a dead band, where for these value of a %V , the motor is
not able to move its axis.
Therefore, in order to finding the final relationship between the desire velocity and the
respective voltage that comes more nearer to the real behaviour of the motor, it has been
considered a safety zone from %V = [−20 : 20], in which the motor does not move.
Finally, the inverse function as for the graphs, shown in the figure 6.7 and 6.9, becames:
%V [bit] = f(V el[◦/s]) =

1.24 · V el if %V = [20 : 200]
16 if %V = [0 : 20]
−14 if %V = [−20 : 0]
1.41 · V el if %V = [−100 : −20]
1.28 · V el if %V = [−200 : −100]
(6.2)
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Figure 6.4: %V olt = 200bit
Figure 6.5: %V olt = −200bit
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Gain Experiment
Volt Exp1 Exp2 Exp3 Exp4 Exp5 Mean Gain
-200 -158,36 -158,32 -161,23 -157,84 -158,67 -158,88 0,79
-190 -151,48 -152,57 -148,09 -149,53 -151,40 -150,61 0,80
-180 -143,80 -141,39 -142,39 -143,45 -141,87 -142,58 0,80
-170 -134,07 -133,02 -132,35 -133,31 -130,65 -132,68 0,79
-160 -125,76 -124,55 -126,17 -125,90 -125,88 -125,65 0,79
-150 -114,34 -116,78 -116,68 -116,82 -116,15 -116,15 0,76
-140 -107,26 -107,04 -106,11 -109,57 -109,56 -107,91 0,77
-130 -102,30 -99,68 -100,47 -101,80 -100,37 -100,92 0,79
-120 -92,41 -92,45 -96,16 -88,88 -92,07 -92,40 0,77
-110 -82,01 -86,85 -83,93 -80,27 -81,57 -82,93 0,75
-100 -77,57 -74,22 -74,62 -72,45 -77,24 -75,22 0,78
-90 -66,65 -69,24 -67,43 -70,62 -69,01 -68,59 0,74
-80 -58,64 -58,02 -59,46 -56,69 -58,84 -58,33 0,73
-70 -48,84 -51,98 -53,75 -48,60 -52,40 -51,11 0,70
-60 -42,06 -42,92 -44,91 -40,11 -44,35 -42,87 0,70
-50 -36,16 -36,33 -36,36 -36,18 -36,21 -36,25 0,72
-40 -28,52 -25,07 -29,93 -25,60 -28,11 -27,44 0,71
-30 -20,64 -18,37 -18,70 -22,34 -19,93 -20,00 0,69
-20 -10,42 -11,02 -11,84 -10,66 -11,03 -11,00 0,52
-15 -6,00 -5,69 -5,90 -5,90 -5,90 -5,88 0,74
-10 0,00 0,00 0,00 0,00 0,00 0,00 0,74
10 8,73 8,81 9,45 9,46 9,05 9,10 0,87
15 11,71 11,44 11,48 11,64 13,43 11,94 0,78
20 15,32 16,66 15,62 15,15 17,75 16,10 0,77
30 24,33 24,28 25,45 25,20 24,51 24,76 0,81
40 33,40 33,50 33,32 33,47 32,32 33,20 0,83
50 41,99 41,36 40,74 41,07 40,31 41,09 0,84
60 48,98 48,77 48,73 48,94 48,38 48,76 0,82
70 57,01 56,07 57,04 56,58 56,94 56,73 0,81
80 64,54 64,01 66,04 64,84 64,77 64,84 0,81
90 72,05 72,68 72,99 72,64 73,13 72,70 0,80
100 80,83 81,14 81,33 80,15 80,63 80,82 0,81
110 87,94 89,40 87,09 90,39 88,56 88,68 0,80
120 96,51 94,17 98,57 96,71 95,54 96,30 0,80
130 105,03 104,48 104,72 104,94 104,76 104,79 0,81
140 112,31 110,86 110,75 111,11 111,41 111,29 0,80
150 120,33 119,65 121,51 120,01 121,39 120,58 0,80
160 129,20 128,14 127,37 127,67 128,71 128,22 0,81
170 137,82 135,67 136,69 136,56 134,48 136,24 0,81
180 146,25 145,76 144,41 145,75 144,03 145,24 0,81
190 150,62 151,38 150,99 151,97 151,54 151,30 0,79
200 161,73 158,45 161,04 159,19 157,97 159,68 0,81
Positive 0,81
Negative -100/0 0,71
Negative -200/-100 0,78
Continuous Function 0,77
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Figure 6.6: Velocity with respect to Voltage.
Figure 6.7: Voltage with respect to Velocity.
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Figure 6.8: Enlargement: Velocity with respect to Voltage.
Figure 6.9: Enlargement: Voltage with respect to Velocity.
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6.4.2 Feed-Forward Position Control
The goal of this type of control is to follow the theoretical curve of the position, for a given
timing trajectory, evaluating in real time the error of position between the desire position
and the real one, as shown in figure 6.12. The algorithm works in this way, for each step:
 Reading the position ϑFB;
 Calculating the error: Err = ϑSET − ϑFB;
 Proportional Control: in order to obtain a compensated velocity;
 Compensating the desire velocity: ϑ˙ = ˙ϑSET + ˙ϑErr;
 Writing in the moving speed address this value.
Figure 6.10: Feed Forward Control.
In each step, if the error is positive, the written voltage in the motor is more than the
desire one, to get readier the motor itself and to follow better the position curve.
It can be noted that the Proportional Control of the Position ins enough for this appli-
cation, while if the application requests more accuracy a PID is better in order to have the
desire behaviour.
For understanding how the motor works with this control, several experiments have been
done, using a Cubic Polynomial Timing Law, shown in the figure 6.11:
 Finding the best proportional gain K, in different conditions:
– free configuration: linear, without any kind of load;
– under a constant load: linear, increasing the value of the weight;
– under a variable load: non linear because of the changing in magnitude and
direction of the Momentum, increasing the value of the weight.
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 Evaluating the motor behaviour for different value of maximum velocity,
depended on:
– the final time tf ;
– the final angular position qf .
Figure 6.11: Cubic Polynomial Timing Law.
6.4.3 Consideration and Future Works
First, analysing all of the graphs, it can be seen how there is a start delay in all of the
graphs, due to a low speeds, that correspond to a low percentage of voltage to modulate
the power. For this range, there is the dead band, analysed before, that makes the motor
not ready to follow the cubic timing law. In this first approach, this phenomenon has been
neglected.
By analysing the linear response without any load in the figure 6.13, it is clear that
it is not necessary an higher proportional gain to follow the theoretical curve, but the KP = 4
is enough to obtain a good approximation.
On the contrary, the linear response with a growing constant load (shown in figure
6.14,6.15 needs more gain in order to reflect the actual behaviour. However, increasing the
constant load, the behaviour is more or less the same, due to the linear situation in which
the motor works.
Moreover, seeing the graphs in figure 6.16 and 6.17, under a non linear condition, the
motor response changes due to both the variations of the gains and the weight. Only with
the maximum gain K = 10, it is possible to have got a good compromise, while for low gain
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the behaviour cannot be accepted. It is easy to understand how the error grows up when the
gain goes down and, on equal gain, the error is bigger when the non-linear load increases.
In the end, it is possible to analyse the dependence to the parameters final time tf
and ∆q = qf − qi on the shape of the cubic timing law. For high value of ∆q and low tf , the
velocity of the law increases, making the motor readier (figure 6.20,6.19,6.21). On the other
hand, for low value of ∆q and high tf , the motor response is not so good and acceptable,
either for the delay in the first steps and for the real shape of the position that is far from
the theoretical one.
Figure 6.12: Diagram of Mechatronics Quantities with G10 - tf = 2s - qi = 10
◦ - qi = 100◦ .
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Many different adaptations, tests, and experiments have been left for imminent future; in
particular future work concerns deeper analysis as for:
 the introduction of the safety band in the motor to considerer its real behaviour
in the dead-band;
 the implementation of different types of control suck as PI or PID in order to
find the best response of the motor to follow the position curve;
 the optimization and the research of the best value of the gains KP , KI and
KD, for controlling the real and non-linear condition.
6.5 Graphs about the Conducted Experiments
6.5.1 FFC-Free Configuration - Linear Condition
Figure 6.13: FFC-Free Configuration.
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6.5.2 FFC-Under a Constant Load - Linear Condition
Figure 6.14: FFC-Under a Constant Load: weight 1.
Figure 6.15: FFC-Under a Constant Load: weight 2.
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6.5.3 FFC-Under a Variable Load - Non Linear Condition
Figure 6.16: FFC-Under a Variable Load: weight 1.
Figure 6.17: FFC-Under a Variable Load: weight 2.
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6.5.4 FFC-Influence of the Final Time tf
Figure 6.18: FFC-Influence of the tf = 1s
Figure 6.19: FFC-Influence of the tf = 3s
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6.5.5 FFC-Influence of the Final Angle qf
Figure 6.20: FFC-Influence of the tf = 3s
Figure 6.21: FFC-Influence of the qf = 30s
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Chapter 7
Conclusions
In this concluding chapter it has been summarized the contributions of this thesis and
discussed the important directions of future work.
7.1 Summary of Thesis Contributions
This work firstly has had the scope to investigate on the coaxial configuration of a spher-
ical parallel manipulator, by studying its kinematics (inverse and forward one), the relative
singularities, the resulting optimization of the spherical workspace and by developing the 3D
model design and the control of the electrical motors. Both the two cores of the work, the
study and the physical implementation, have been carried out in parallel, leading to change
and to rearrange the final proposal of the thesis itself.
One of the goal of this research has been to analytically implement the kinematics of
this robot, in a new way, distancing itself from the common literature [5, 4, 6, 3], as it
has been debated in the relative chapter above. The implementation of Thomas’ Method
[20, 17, 21, 7, 18] for this particular architecture has led to obtain the expected results with
a process, which turned out to be the best one for simplicity, generality, and optimality. In
fact, it has been possible to solve the forward kinematics with a linear polynomial equation
that has the minimal degree, for all the set of actuator angles, chosen as the input of the
process.
However, the time that has been spent in research and investigation for identifying the
best algorithm, have slowed down the study of the singularities and the workspace of the
robot, and for this reason will be listed as a future work.
As for the 3D model of the robot, the first concept has been developed as a design with
only one motor, the use three electro-brakes and a system of pulley-belt to move the robot.
Nevertheless, in order to actually build it during the working period on the research center,
it has been preferred to not complicate the transmission mechanism and to only focus on the
functioning, leaving out a complex prototype as a future task. Therefore the final prototype
is based on the use of three electrical motors to actuate the respective degrees of freedom
with a base transmission system made of only one gear mates with 1:1 ratio between each
coaxial shaft and the gear motor.
Moreover, during the development of the concept there were some issues not only in
terms of optimisation of the design, but also as for the printing process. The 3D drawing
has been continuously updated, taking into account the limits of the 3D printer and the
supplies of materials and mechanical components, in the research center. This aspect has
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led to sacrifice, sometimes, the best optimisation for respecting these constrains, justifying
several choices and decisions that could be unusual for a traditional best practice in a design
terms.
In the end, thanks to several attempts it has been possible to achieve the best design for
the configuration that uses three motors, respecting the principle of saving material, time
and costs, even if there were these technical compromises.
7.2 Direction for Future Work.
As mentioned in the previous section, in order to manage the time available, different
points and initial proposals have been listed for future works, as follows:
 studying the singularities and the workspace: this analytical part should complete the
implementation and simulation of the robot, in order to use this computational model
to optimise the workspace and to confirm or not the characteristic parameters of the
robot, that have been chosen in the preliminary study.
 finishing to print and the assembly the 3D model : because of the waste of process time,
the managing and repairing the 3D printer, it has been finished to build the robot.
Hopefully, in no time, the model will be printed and assembly, in order to get ready for
the first experiments.
 controlling the motor with a P.I.D.: this study has been delayed, placing greater em-
phasis on the development of the design. This improvement on the control has been
postponed, when the definitive model of the motors will come.
 optimising the design with only one motor : a first concept has been drown, favouring,
later, a concept with three motor, for the reasons already explained. However, it should
be interesting to optimise this other prototype, because it could be reduced the operative
cost of the robot, from industrial standpoint.
 putting a camera on the End Effector platform, for realising a path motion: it could be
relevant to investigate on the behaviour of the robot when the camera follows a ball in
a track. It could be possible, in this case, to extract the following orientation of the
robot, to rebuilt the path motion realised by the robot, for analysing it.
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Attachments
8.1 Inverse Kinematics
1 %% Initialization code
2 clear;
3 close all;
4 clc;
5 %% Given matrix
6 Ree = rotx(pi/3)*roty(pi/6)*rotz(pi/2);
7
8 %% Calculation and drawing the eight solution
9 figure()
10 % 1º
11 subplot(241)
12 [eul1(1,:), eul2(1,:), eul3(1,:)] = DrawRobot(Ree, 1, 1, 1);
13 title('Sol 1');
14 % 2º
15 subplot(242)
16 [eul1(2,:), eul2(2,:), eul3(2,:)] = DrawRobot(Ree, 2, 1, 1);
17 title('Sol 2');
18 % 3º
19 subplot(243)
20 [eul1(3,:), eul2(3,:), eul3(3,:)] = DrawRobot(Ree, 1, 2, 1);
21 title('Sol 3');
22 % 4º
23 subplot(244)
24 [eul1(4,:), eul2(4,:), eul3(4,:)] = DrawRobot(Ree, 2, 2, 1);
25 title('Sol 4');
26 % 5º
27 subplot(245)
28 [eul1(5,:), eul2(5,:), eul3(5,:)] = DrawRobot(Ree, 1, 1, 2);
29 title('Sol 5');
30 % 6º
31 subplot(246)
32 [eul1(6,:), eul2(6,:), eul3(6,:)] = DrawRobot(Ree, 2, 1, 2);
33 title('Sol 6');
34 % 7º
35 subplot(247)
36 [eul1(7,:), eul2(7,:), eul3(7,:)] = DrawRobot(Ree, 1, 2, 2);
37 title('Sol 7');
38 % 8º
39 subplot(248)
40 [eul1(8,:), eul2(8,:), eul3(8,:)] = DrawRobot(Ree, 1, 2, 2);
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41 title('Sol 8');
42 Sol=rad2deg([eul1 eul2 eul3 zeros(8,1)]);
43 Dof=[Sol(:,1) Sol(:,4) Sol(:,7) Sol(:,10)];
44 %% Extraxt the degrees of freedom from the eigth solutions.
45 for i=1:8
46 if (sign(Sol(i,1))==sign(Sol(i,4)))&&(sign(Sol(i,4))==sign(Sol(i,7)))
47 if (Sol(i,1)<Sol(i,4)-15)&&(Sol(i,4)<Sol(i,7)-15)
48 % Configuration without interference
49 Sol(i,end)=1;
50 subplot(2,4,i)
51 [x,y,z] = sphere;
52 surf(x,y,z, 'EdgeColor', 'none', 'Facecolor', 'g','FaceAlpha', 0.1);
53 else
54 subplot(2,4,i)
55 [x,y,z] = sphere;
56 surf(x,y,z, 'EdgeColor', 'none', 'Facecolor', 'r','FaceAlpha', 0.1);
57 end
58 elseif (sign(Sol(i,1))==sign(Sol(i,4)))&&(sign(Sol(i,4))~=sign(Sol(i,7)))
59 if Sol(i,1)<Sol(i,4)-15
60 % Configuration without interference
61 Sol(i,end)=1;
62 subplot(2,4,i)
63 [x,y,z] = sphere;
64 surf(x,y,z, 'EdgeColor', 'none', 'Facecolor', 'g','FaceAlpha', 0.1);
65 else
66 subplot(2,4,i)
67 [x,y,z] = sphere;
68 surf(x,y,z, 'EdgeColor', 'none', 'Facecolor', 'r','FaceAlpha', 0.1);
69 end
70 elseif (sign(Sol(i,1))~=sign(Sol(i,4)))&&(sign(Sol(i,4))==sign(Sol(i,7)))
71 if Sol(i,4)<Sol(i,7)-15
72 % Configuration without interference
73 Sol(i,end)=1;
74 subplot(2,4,i)
75 [x,y,z] = sphere;
76 surf(x,y,z, 'EdgeColor', 'none', 'Facecolor', 'g','FaceAlpha', 0.1);
77 else
78 subplot(2,4,i)
79 [x,y,z] = sphere;
80 surf(x,y,z, 'EdgeColor', 'none', 'Facecolor', 'r','FaceAlpha', 0.1);
81 end
82 else
83 Sol(i,end)=0;
84 end
85 i
86 Sol(i,end)
87 Dof(i,1:end-1)
88 end
89 Sol
90 Dof=[Sol(:,1) Sol(:,4) Sol(:,7) Sol(:,10)]
91 Dof physical=[Dof(:,1), -120+Dof(:,2), 120+Dof(:,3)]
1 function [eul1, eul2, eul3] = DrawRobot(T, cf1, cf2, cf3)
2 %UNTITLED4 Summary of this function goes here
3 % Detailed explanation goes here
4
5 % cf=1 flag, first solution
6 % cf=2 flag, second solution [eulII(1) eulII(2) eulII(3)]=...
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7 % [eulI(1)+pi, pi-eulI(2), eulI(3)+pi]
8
9 eul1 = rot2eulZYX(T);
10 eul2 = rot2eulZYX(T*rotz(-2*pi/3));
11 eul3 = rot2eulZYX(T*rotz(2*pi/3));
12
13 trplot(eye(3), 'color', 'r', 'arrow', 'text opts', ...
14 {'FontSize', 12, 'FontWeight', 'bold'});
15 hold on;
16
17 trplot(T, 'color', 'g', 'arrow', 'text opts', ...
18 {'FontSize', 12, 'FontWeight', 'bold'});
19 hold on;
20
21 % [x,y,z] = sphere;
22 % surf(x,y,z, 'EdgeColor', 'none', 'Facecolor', 'interp','FaceAlpha', 0.4);
23
24 %%% First leg
25
26 if cf1 == 1
27 R1 = rotz(eul1(1));
28 DrawSphericalArc([0 0 -1], R1(:,2)', 'k');
29 R2 = R1*roty(eul1(2));
30 DrawSphericalArc(R1(:,2)', R2(:,1)', 'k');
31 R3 = R2*rotx(eul1(3));
32 DrawSphericalArc(R2(:,1)', R3(:,3)', 'g');
33 end
34 if cf1 == 2
35 R1 = rotz(eul1(1)+pi);
36 DrawSphericalArc([0 0 -1], R1(:,2)', 'k');
37 R2 = R1*roty(pi-eul1(2));
38 DrawSphericalArc(R1(:,2)', R2(:,1)', 'k');
39 R3 = R2*rotx(eul1(3)+pi);
40 DrawSphericalArc(R2(:,1)', R3(:,3)', 'g')
41 eul1=[eul1(1)+pi, pi-eul1(2), eul1(3)+pi];
42 end
43
44 %%% Second leg
45
46 if cf2 == 1
47 R1 = rotz(eul2(1));
48 DrawSphericalArc([0 0 -1], R1(:,2)', 'b');
49 R2 = R1*roty(eul2(2));
50 DrawSphericalArc(R1(:,2)', R2(:,1)', 'b');
51 R3 = R2*rotx(eul2(3));
52 DrawSphericalArc(R2(:,1)', R3(:,3)', 'g');
53 end
54
55 if cf2 == 2
56 R1 = rotz(eul2(1)+pi);
57 DrawSphericalArc([0 0 -1], R1(:,2)', 'b');
58 R2 = R1*roty(pi-eul2(2));
59 DrawSphericalArc(R1(:,2)', R2(:,1)', 'b');
60 R3 = R2*rotx(eul2(3)+pi);
61 DrawSphericalArc(R2(:,1)', R3(:,3)', 'g');
62 eul2=[eul2(1)+pi, pi-eul2(2), eul2(3)+pi];
63 end
64
65 %%% Third leg
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67 if cf3 == 1
68 R1 = rotz(eul3(1));
69 DrawSphericalArc([0 0 -1], R1(:,2)', 'r');
70 R2 = R1*roty(eul3(2));
71 DrawSphericalArc(R1(:,2)', R2(:,1)', 'r');
72 R3 = R2*rotx(eul3(3));
73 DrawSphericalArc(R2(:,1)', R3(:,3)', 'g');
74 end
75
76 if cf3 == 2
77 R1 = rotz(eul3(1)+pi);
78 DrawSphericalArc([0 0 -1], R1(:,2)', 'r');
79 R2 = R1*roty(pi-eul3(2));
80 DrawSphericalArc(R1(:,2)', R2(:,1)', 'r');
81 R3 = R2*rotx(eul3(3)+pi);
82 DrawSphericalArc(R2(:,1)', R3(:,3)', 'g');
83 eul3=[eul3(1)+pi, pi-eul3(2), eul3(3)+pi];
84 end
85 end
1 function eul = ikine(rotm)
2 if rotm(3,1) < 1
3 if rotm(3,1) > -1
4 % case 1: if r31 ~= +-1
5 % Solution with positive sign. It limits the range of the values
6 % of theta y to (-pi/2, pi/2):
7 eul(1) = atan2(rotm(2,1), rotm(1,1)); % theta z
8 eul(2) = asin(-rotm(3,1)); % theta y
9 eul(3) = atan2(rotm(3,2), rotm(3,3)); % theta x
10 else
11 % case 2: if r31 = -1
12 % theta x and theta z are linked --> Gimbal lock:
13 % There are infinity number of solutions for
14 % theta x - theta z = atan2(-r23, r22).
15 % To find a solution, set theta x = 0 by convention.
16 eul(1) = -atan2(-rotm(2,3), rotm(2,2));
17 eul(2) = pi/2;
18 eul(3) = 0;
19 end
20 else
21 % case 3: if r31 = 1
22 % Gimbal lock: There is not a unique solution for
23 % theta x + theta z = atan2(-r23, r22),
24 % by convention, set theta x = 0.
25 eul(1) = atan2(-rotm(2,3), rotm(2,2));
26 eul(2) = -pi/2;
27 eul(3) = 0;
28 end
29 end
8.2 Forward Kinematics
1 %% Cleaning Code
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2 clear
3 close all
4 clc
5 %% Calculation of the Square Distances Matrix S
6 % Initialization of the matrix of squared distances according
7 % to Nico's data: Section V of
8 % http://www.iri.upc.edu/people/thomas/papers/ICRA2013.pdf
9
10 S=sym('S',[7,7]); % using 7 points (3+4)
11
12 % Platform has 4 points 1,2,3,4
13 % Base has 3 points 5 6 7
14 % The translated point is '3'
15
16 M = struct();
17
18 M.t1 = deg2rad(15);
19 M.t2 = deg2rad(5);
20 M.t3 = deg2rad(30);
21
22 M.r sphere = 1;
23
24 [M] = square distances(M);
25
26 % Square distances of platform
27 S(1,2)= M.s12;
28 S(1,4)= M.s14;
29 S(2,4)= M.s24;
30
31 % Square distances between platform and CM
32 S(1,3)= M.s13;
33 S(2,3)= M.s23;
34 S(3,4)= M.s34;
35
36 % Square distances among the legs and the arms
37 S(1,5)= M.s15; % leg
38 S(2,7)= M.s27; % leg
39 S(4,6)= M.s46; % leg
40
41 % Square distances among the arms and the CM
42 S(3,5)= M.s35; % leg
43 S(3,6)= M.s36; % leg
44 S(3,7)= M.s37; % leg
45
46
47 % Square distances among the head of the legs
48 S(5,6)= M.s56;
49 S(5,7)= M.s57;
50 S(6,7)= M.s67;
51
52 %% Ensure that the input matrix is symmetric
53 S=Symmetrize(S);
54
55 %% Define the strip of tetrahedra
56 ST={[3 5 7 2 6] [2 3 5 1 6] [1 2 3 4 6]};
57
58 % The trilateration sequence to generate coordinates
59 T={[5 6 7 3] [5 3 7 2] [5 2 3 1] [1 2 3 4]};
60
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61 % Sign of the tetrahedra in the trilateration sequence
62 SG=[0 0 0 1];
63
64 %% Determine the univariate closure polynomial and its roots
65 P=UCPolynomial(S,ST);
66
67 %% Find the roots of the polynomial
68 [R,V]=SolveSystem(S,P);
69
70 %% Obtain coordinates from the roots
71 C = GetCoordinates(S,T,SG,R,V,1e-4);
72 %% Plot the results
73 % DrawRobot(C,M);
74
75 %% Rearranging Solution
76 Sol1 = C{1};
77 Sol1 = Sol1 - Sol1(:,3);
78
79 Sol2 = C{2};
80 Sol2 = Sol2 - Sol2(:,3);
81
82 Sol3 = C{9};
83 Sol3 = Sol3 - Sol3(:,3);
84
85 Sol4 = C{10};
86 Sol4 = Sol4 - Sol4(:,3);
87
88 M.Sol = [Sol1
89 Sol2
90 Sol3
91 Sol4];
92 filename = 'Solution.xlsx';
93 xlswrite(filename,M.Sol)
94 %% Remove intermediate variables
95 clear V;
1 function [M] = square distances(M)
2
3 R1 = trotz(M.t1);
4 R2 = trotz(M.t2);
5 R3 = trotz(M.t3);
6 p50 = transl(M.r sphere,0,0);
7 p50 = p50(:,4);
8 p60 = trotz(2*pi/3)*p50;
9 p70 = trotz(4*pi/3)*p50;
10
11 p5 = R1*p50;
12 p5 = p5(1:3);
13
14 p6 = R2*p60;
15 p6 = p6(1:3);
16
17 p7 = R3*p70;
18 p7 = p7(1:3);
19
20 % Square distances among the head of the leg
21 M.s56 = (norm(p5 - p6))ˆ2;
22 M.s57 = (norm(p5 - p7))ˆ2;
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23 M.s67 = (norm(p6 - p7))ˆ2;
24
25 % Square distances from the center of the mechanism CM
26 M.s35 = M.r sphereˆ2;
27 M.s36 = M.r sphereˆ2;
28 M.s37 = M.r sphereˆ2;
29
30 M.s13 = M.r sphereˆ2;
31 M.s23 = M.r sphereˆ2;
32 M.s34 = M.r sphereˆ2;
33
34 % Square distances among the edges of the mobile platform
35 M.s12 = (sqrt(3)*M.r sphere)ˆ2;
36 M.s14 = (sqrt(3)*M.r sphere)ˆ2;
37 M.s24 = (sqrt(3)*M.r sphere)ˆ2;
38
39 % Square distances among the links
40 M.s46 = (M.r sphere*sqrt(2))ˆ2;
41 M.s15 = (M.r sphere*sqrt(2))ˆ2;
42 M.s27 = (M.r sphere*sqrt(2))ˆ2;
43
44 end
1 % Ensures that a matrix is symmetric
2 %
3 % Inputs:
4 % S: The matrix with only the upper triangular part filled.
5 %
6 % Outputs:
7 % S: The compleated matrix.
8 %
9 function S=Symmetrize(S)
10 [np,np1]=size(S);
11 if np~=np1
12 error('Non squared input distance matrix');
13 end
14 for i=1:np
15 S(i,i)=0;
16 for j=1:i-1
17 S(i,j)=S(j,i);
18 end
19 end
1 % Computes the univariate closure polynomial for a problem
2 % defined by
3 % S: The matrix of squared distances.
4 % T: The strip of tetrahedra.
5 %
6 % The outputs are:
7 % P: The univariate closure polynomial.
8 % R: The roots of the univariate closure polynomial.
9 %
10 function P=UCPolynomial(S,ST)
11
12 % closure squared distance (save it before computing it analytically)
13 cs=S(ST{end}(4),ST{end}(5));
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14
15 % Number of steps in the trilateration sequence
16 nt=size(ST,2);
17
18 % Auxiliar variables
19 DS = sym('DS', [1, nt]); % Symbol used to represent the square root
20 DD = sym('DD', [1, nt]); % The contents of the square root
21 A = sym('DS', [1, nt]); % The expression of the refence area (if variable)
22
23 fprintf('Chaining over the strip : ');
24 tic;
25
26 for i=1:nt
27 st=ST{i};
28 n=nt-i+1;
29 [S,DD(n),A(n)]=FillDistance(S,st(1),st(2),st(3),st(4),st(5),DS(n));
30 end
31
32 % closure condition
33 c=S(ST{end}(4),ST{end}(5))-cs;
34 [P,~] = numden(c);
35
36 fprintf('%u seconds\n',toc);
37
38 fprintf('Removing square roots : ');
39 tic;
40
41 % Eliminate the square roots
42 for i=1:nt
43 if DD(i)~=0 % If the square root is not null
44 P=EliminateSquareRoot(P,DS(i),DD(i));
45 end
46 end
47
48 fprintf('%u seconds\n',toc);
49
50 fprintf('Removing non-null factors: ');
51 tic;
52
53 % Remove the non-null factors (variable areas)
54 for i=1:nt
55 if ~isempty(symvar(A(i))) % if the area is variable
56 P=RemoveFactor(P,A(i));
57 end
58 end
59 fprintf('%u seconds\n',toc);
60
61 % simplify
62
63 fprintf('Normalizing : ');
64 tic;
65 lcof=feval(symengine,'lcoeff',P);
66 P=P/lcof;
67 fprintf('%u seconds\n',toc);
1 % Solves a system of equations
2 %
3 % Inputs:
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4 % S: The matrix of squared distances. Used to get the row/column of
5 % the variables in the system.
6 % P: The system of equations (a cell array).
7 % Outputs:
8 % R: The roots. A cell array. R{i}.v is the i-th valid value for the
9 % first variable and R{i}.VS is a root structure with the valid
10 % values for the remaining variables, assuming the first is
11 % already assigned. Essentially R is recursive structure.
12 % V: The variables (row/column in S for each variable)
13 %
14 function [R,V]=SolveSystem(S,P)
15
16 n=size(P,2); % number of equations
17 fprintf('Solving the system : ');
18 tic;
19 switch n
20 case 1
21 if iscell(P)
22 E=P{1};
23 else
24 E=P;
25 end
26
27 v=symvar(E);
28 if length(v)~=1
29 error('A single equation with more than one variable');
30 end
31 [r,c]=find(S==v,1);
32 % sol=vpa(roots(sym2poly(E)),15);
33 sol=feval(symengine,'numeric::polyroots',expand(E));
34 ns=length(sol);
35 R=cell(1,ns);
36 for i=1:ns
37 R{i}.v=sol(i);
38 R{i}.VS={};
39 end
40
41 V={[r c]};
42
43 case 2
44 v1=symvar(P{1});
45 v2=symvar(P{2});
46 v=union(v1,v2);
47
48 if length(v)~=2
49 error('Two equation with less/more than two variables');
50 end
51
52 if length(v1)==1 | | length(v2)==1
53
54 if length(v1)==1
55 P1=P{1};
56 P2=P{2};
57 else
58 P1=P{2};
59 P2=P{1};
60 end
61
62 % Solve P{1}, replace in P{2}, and solve
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63 %sol1=vpa(roots(sym2poly(P1)),15);
64 sol1=feval(symengine,'numeric::polyroots',expand(P1));
65 ns1=length(sol1);
66
67 R=cell(1,ns1);
68
69 for i=1:ns1
70 R{i}.v=sol1(i);
71 if isreal(sol1(i)) && sol1(i)>=0
72 P2s=subs(P2,v1,sol1(i));
73 %sol2=vpa(roots(sym2poly(P2s)),15);
74 sol2=feval(symengine,'numeric::polyroots',expand(P2s));
75 ns2=length(sol2);
76 R{i}.VS=cell(1,ns2);
77 for j=1:ns2
78 R{i}.VS{j}.v=sol2(j);
79 R{i}.VS{j}.VS={};
80 end
81 else
82 R{i}.VS={};
83 end
84 end
85
86 else
87
88 % Compute the resultant in one variable and solve
89 R1=feval(symengine,'polylib::resultant',P{1},P{2},v1(1));
90 % sol1=vpa(roots(sym2poly(R1)),15);
91 sol1=feval(symengine,'numeric::polyroots',expand(R1));
92
93 % Now the resultant in the other variable and solve
94 R2=feval(symengine,'polylib::resultant',P{1},P{2},v1(2));
95 % sol2=vpa(roots(sym2poly(R2)),15);
96 sol2=feval(symengine,'numeric::polyroots',expand(R2));
97
98 % Patch the results
99 ns1=length(sol1);
100 ns2=length(sol2);
101 R=cell(1,ns1);
102 for i=1:ns1
103 R{i}.v=sol1(i);
104 if isreal(sol1(i)) && sol1(i)>=0
105 R{i}.VS=cell(1,ns2);
106 for j=1:ns2
107 R{i}.VS{j}.v=sol2(j);
108 R{i}.VS{j}.VS={};
109 end
110 else
111 R{i}.VS={};
112 end
113 end
114
115 end
116
117 [r1,c1]=find(S==v(1),1);
118 [r2,c2]=find(S==v(2),1);
119 V={[r1 c1] [r2 c2]};
120
121 otherwise
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122 error('Can not solve systems with more than 2 equations');
123 end
124 fprintf('%u seconds\n',toc);
1 function DrawSol(M)
2 ns=length(M.Sol(:,1))/3;
3 k=1;
4 for i=1:ns
5 % pp=C{i};
6 % pp=pp-pp(:,3);
7 pp = M.Sol(k:k+2,:);
8 CreateFigure(pp);
9
10 % The legs
11 line([pp(1,3);pp(1,5)],[pp(2,3);pp(2,5)],[pp(3,3);pp(3,5)], ...
12 'LineWidth', 2, 'Color', [1 0 1]);
13 line([pp(1,3);pp(1,6)],[pp(2,3);pp(2,6)],[pp(3,3);pp(3,6)], ...
14 'LineWidth', 2, 'Color', [1 0 1]);
15 line([pp(1,3);pp(1,7)],[pp(2,3);pp(2,7)],[pp(3,3);pp(3,7)], ...
16 'LineWidth', 2, 'Color', [1 0 1]);
17 line([pp(1,1);pp(1,5)],[pp(2,1);pp(2,5)],[pp(3,1);pp(3,5)], ...
18 'LineWidth', 2, 'Color', [1 0 1]);
19 line([pp(1,2);pp(1,7)],[pp(2,2);pp(2,7)],[pp(3,2);pp(3,7)], ...
20 'LineWidth', 2, 'Color', [1 0 1]);
21 line([pp(1,4);pp(1,6)],[pp(2,4);pp(2,6)],[pp(3,4);pp(3,6)], ...
22 'LineWidth', 2, 'Color', [1 0 1]);
23
24
25 % The plagform
26 h1=fill3(pp(1,[1 2 4])', pp(2,[1 2 4])', pp(3,[1 2 4])', ...
27 [0.9 0.3 0.3]); set(h1,'facealpha',1)
28 h1=fill3(pp(1,[1 3 4])', pp(2,[1 3 4])', pp(3,[1 3 4])', ...
29 [0.9 0.3 0.3]); set(h1,'facealpha',1)
30 h1=fill3(pp(1,[1 2 3])', pp(2,[1 2 3])', pp(3,[1 2 3])', ...
31 [0.9 0.3 0.3]); set(h1,'facealpha',1)
32 h1=fill3(pp(1,[2 3 4])', pp(2,[2 3 4])', pp(3,[2 3 4])', ...
33 [0.9 0.3 0.3]); set(h1,'facealpha',1)
34
35 % The base
36 h2=fill3(pp(1,5:7)', pp(2,5:7)', pp(3,5:7)', [0.3 0.3 0.9]); ...
37 set(h2,'facealpha',1)
38
39
40 Sol=pp;
41 p0=[0, 0, -M.r sphere];
42 p1=Sol(:,1);
43 p2=Sol(:,2);
44 p3=Sol(:,3);
45 p4=Sol(:,4);
46 p5=Sol(:,5);
47 p6=Sol(:,6);
48 p7=Sol(:,7);
49
50
51 % Leg1
52 [x,y,z] = sphere;
53 % surf(x,y,z, 'EdgeColor', 'none', 'Facecolor', 'g','FaceAlpha', 0.1);
54 surf(x,y,z, 'EdgeColor', 'none','FaceAlpha', 0.25);
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55 DrawSphericalArc(p0, p5', 'k');
56 DrawSphericalArc(p5', p1', 'k');
57
58 % Leg2
59 DrawSphericalArc(p0, p6', 'b');
60 DrawSphericalArc(p6', p4', 'b');
61
62
63 % Leg2
64 DrawSphericalArc(p0, p7', 'r');
65 DrawSphericalArc(p7', p2', 'r');
66 xlim([-1.1 1.1]);
67 xlabel('x');
68 ylim([-1.1 1.1]);
69 ylabel('y');
70 zlim([-1.1 1.1]);
71 zlabel('z');
72 view([-45,-60,30])
73 title(['3-RRR Coaxial SPM - SOL = ',num2str(i)]);
74 k=k+3;
75 end
76 end
1 % Creates a nes figure to draw a robot.
2 %
3 % Inputs
4 % pp: The points on the robot. Represented by a circle and a
5 % label.
6 % f: [optionla] Handler of the figure. Only used when
7 % redrawing.
8 % H: [optional] Handler of the figure elements. If provided the
9 % figure is just re-drawn. Otherwise a new figure is
10 % created.
11 %
12 % Outputs:
13 % f: Handler of the figure.
14 % H: Handler of the figure elements.
15
16 function [f,H]=CreateFigure(pp,varargin)
17
18 if isempty(varargin)
19 redraw=false;
20 H=[];
21 else
22 redraw=true;
23 f=varargin{1};
24 H=varargin{2};
25 end
26
27 if redraw
28 figure(f);
29 nh=length(H);
30 set(H(1),'Xdata',pp(1,:),'Ydata',pp(2,:),'Zdata',pp(3,:));
31 for i=2:nh
32 set(H(i),'Position',pp(:,i-1));
33 end
34 else
35 f=figure;
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36 hold on;
37 %grid minor;
38 grid on;
39 axis equal;
40 set(gcf, 'Renderer', 'opengl');
41
42 % The points
43 H=scatter3(pp(1,:)',pp(2,:)', pp(3,:)', 'MarkerEdgeColor','k', ...
44 'MarkerFaceColor',[0 .75 .75]);
45
46 % Labels for the points
47 np=size(pp,2);
48 for i=1:np
49 h=text(pp(1,i), pp(2,i), pp(3,i),[' ' sprintf('P%u',i)], ...
50 'HorizontalAlignment','left','FontSize',9);
51 H=[H h];
52 end
53
54 % Point of view
55 view([1 1 1]);
56 end
57
58 % Axis dimensions
59 up=max(pp,[],2);
60 lo=min(pp,[],2);
61 sz=(up-lo)*0.1;
62 axis([lo(1)-sz(1) up(1)+sz(1) lo(2)-sz(2) up(2)+sz(2) lo(3)-sz(3) ...
63 up(3)+sz(3)]);
1 function DrawSphericalArc(pt1, pt2, color)
2 %UNTITLED2 Summary of this function goes here
3 % Detailed explanation goes here
4
5
6 pt1 = pt1/norm(pt1);
7 pt2 = pt2/norm(pt2);
8
9 if abs(dot(pt1,pt2)) == 1
10 return;
11 end
12
13 pt3 = cross(pt1, pt2);
14 pt4 = cross(pt3, pt1);
15
16 R = [pt1; pt4/norm(pt4); pt3/norm(pt3)]';
17
18 ang = atan2(norm(pt3),dot(pt1,pt2));
19
20 samples =100;
21
22 oldpt = R(:,1);
23
24 for i = 0:1:samples
25 RT = R*rotz((i/samples)*ang);
26 newpt = RT(:,1);
27 plot3([oldpt(1) newpt(1)], [oldpt(2) newpt(2)], [oldpt(3) newpt(3)], ...
28 color,'LineWidth',3);
29 oldpt=newpt;
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30 end
31
32
33 end
1 % Eliminates a square root from an expression
2 %
3 % Inputs:
4 % P: The expression with the square root
5 % DS: The sympol representing the square root in P.
6 % DD: The expression in the square root (DSˆ2=DD)
7 %
8 % Outputs:
9 % P: The expression without the square root.
10 %
11 function P=EliminateSquareRoot(P,DS,DD)
12 [co,te]=coeffs(P,DS);
13 nc=size(co,2);
14 if nc>1
15 O=0;
16 E=0;
17 for j=1:nc
18 d=feval(symengine,'degree',te(j));
19 %d=nc-j;
20 if mod(d,2)==0
21 % even
22 E=E+co(j)*DDˆ(d/2);
23 else
24 % odd
25 O=O+co(j)*DDˆ((d-1)/2);
26 end
27 end
28 P=DD*Oˆ2-Eˆ2;
29 end
1 % Determines the coordinates of the points given
2 %
3 % S: The initial squared distance matrix.
4 % T: The trilateration sequence.
5 % SG: Sign of each tetrahedron, if any.
6 % R: The roots. This is a recursive structure defined in SolveSystem.
7 % V: The variables (fiven as row/columns of S). Also defined in
8 % SolveSystem.
9 % error: Tolerance to accept a solution.
10 % pt: [optional] If true we print timing information. If not provided it
11 % is set to true.
12
13 % Outputs
14 % C: Set of valid coordinates for the points (one valid set per row).
15 % vs: Valid solutiosn. Solutions that lead to a valid coordenalization.
16 %
17 function [C,vs]=GetCoordinates(S,T,SG,R,V,error,varargin)
18
19 if isempty(varargin)
20 pt=true;
21 else
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22 pt=varargin{1};
23 end
24
25 % Ensure that the input matrix is symmetric
26 S=Symmetrize(S);
27
28 % The set of valid coordinates (so far empty)
29 C={};
30 vs={};
31
32 if pt
33 fprintf('Generating coordinates : ');
34 tic;
35 end
36
37 % Fix the variables and generate coordinates
38 [C,vs]=FixVariable(S,T,SG,R,V,1,vs,C,[],error);
39
40 if pt
41 fprintf('%u seconds\n',toc);
42 end
43
44 end
45
46 % Recursive routine to fix the values of the different variables and then
47 % trilaterate.
48 %
49 % Input
50 % S: The input matrix with know squared distances.
51 % T: The trilateraion sequence.
52 % SG: The sign of each trilatertion step, if any.
53 % R: The root structure. Recursive structure with values for the
54 % different variables in the problem.
55 % V: The variables in the problem (given as row/columns of S).
56 % cv: The variable being assigned at the current recursion level.
57 % C: The current set of solutions.
58 % vs: Valid solutions. Solutions that lead to a valid coordenalization.
59 % cs: Current assigment of variables. Initially empty.
60 % error: The tolerance.
61 %
62 % Outputs:
63 % C: The new set of solutions.
64 % vs: Valid solutiosn. Solutions that lead to a valid coordenalization.
65 %
66 function [C,vs]=FixVariable(S,T,SG,R,V,cv,C,vs,ca,error)
67
68 nv=size(V,2);
69 if cv<=nv
70 % We still have variables to be assigned
71
72 r=V{cv}(1);
73 c=V{cv}(2);
74 n=size(R,2);
75 for i=1:n
76 v=R{i}.v;
77 if (~isempty(R{i}.VS) | | cv==nv) && v>=0 && isreal(v)
78 S(r,c)=v;
79 S(c,r)=v;
80 [C,vs]=FixVariable(S,T,SG,R{i}.VS,V,cv+1,C,vs,[ca v],error);
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81 end
82 end
83
84 else
85 % Once all variables are assigned, trilaterate
86
87 % number of points to trilatrate
88 np=size(T,2)+3;
89
90 % coordinates of the points
91 pp=zeros(3,np);
92
93 % The first three points are always the same
94 i=T{1}(1);
95 j=T{1}(2);
96 k=T{1}(3);
97
98 pp(:,i) = [0;0;0];
99 pp(:,j) = [sqrt(S(i,j));0;0];
100 phi = acos((S(i,j)+S(i,k)-S(j,k))/(2*sqrt(S(i,j)*S(i,k))));
101 pp(:,k) = double([sqrt(S(i,k))*cos(phi);sqrt(S(i,k))*sin(phi);0]);
102
103 % fixed poitns so far
104 fixed=false(1,np);
105 fixed([i j k])=true;
106
107 [C,vs]=RTrilaterate(S,fixed,pp,1,T,SG,C,vs,ca,error);
108 end
109
110 end
111
112 % Recursive trilateration. Used when all variables are fixed.
113 %
114 % Input
115 % S: The input matrix with know squared distances.
116 % fixed: Points already fixed.
117 % pp: Coordinates determined so far (for the fixed points).
118 % level: Current trilateration level
119 % T: The trilateraion sequence
120 % SG: The sign of each trilatertion step, if any.
121 % C: The current set of solutions.
122 % vs: Valid solutions so far.
123 % ca: Current assigment of variables.
124 % error: The tolerance.
125 %
126 % Outputs:
127 % C: The new set of coordinates.
128 % vs: The new set of solutions.
129 %
130 function [C,vs]=RTrilaterate(S,fixed,pp,level,T,SG,C,vs,ca,error)
131
132 np=size(S,1);
133 i=T{level}(1);
134 j=T{level}(2);
135 k=T{level}(3);
136 l=T{level}(4);
137
138 if SG(level)==0
139 ndx=[-1 1];
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140 else
141 ndx=SG(level);
142 end
143
144 for sg=ndx
145 coord=Trilaterate(pp(:,i),pp(:,j),pp(:,k),S(l,i),S(l,j),S(l,k),sg);
146
147 %ok=(norm(imag(coord))<error);
148 ok=(norm(imag(coord))<1e-6);
149 coord=real(coord);
150 u=1;
151 while ok && u<=np
152 if fixed(u) && (u~=i) && (u~=j) && (u~=k) && (u~=l) && ...
153 isempty(symvar(S(l,u))) && (S(l,u)>0)
154 ok=(abs(double(norm(coord-pp(:,u))-sqrt(S(l,u))))<error);
155 end
156 u=u+1;
157 end
158 if ok
159 fixed(l)=true;
160 pp(:,l)=real(coord);
161 if level==size(T,2)
162 C=[C pp];
163 vs=[vs ca];
164 else
165 [C,vs]=RTrilaterate(S,fixed,pp,level+1,T,SG,C,vs,ca,error);
166 end
167 %else
168 % fprintf('Error (level->%u d->%u e->%f)\n', ...
169 % level,u-1,abs(double(norm(coord-pp(:,u-1))-sqrt(S(l,u-1)))));
170 end
171 end
172 end
1 % Removes a factor from an expression
2 %
3 % Inputs
4 % P: The expression to simplify
5 % A: The factor to remove
6 %
7 % Outputs:
8 % P: The simplified expression without the factor.
9 %
10
11 function P=RemoveFactor(P,A)
12
13 %A2=Aˆ2; % Assuming that they always appear in pairs
14 P=expand(P);
15 ok=~isempty(symvar(A)) && ~isempty(symvar(P));
16 while ok
17 Q=feval(symengine,'divide',P,A);
18 if Q(2)==0
19 P=Q(1);
20 else
21 ok=false;
22 end
23 end
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1 % Determines the position of a point given the distance to 3 fixed points.
2 % This is a trilateratin in Cartesian space.
3 % Note that two solutions are possible.
4 %
5 % Inputst
6 % p1: The coordinates of the first reference point.
7 % p2: The coordinates of the second reference point.
8 % p3: The coordinates of the third reference point.
9 % d1: Squared distance from p1 to the point to locate.
10 % d2: Squared distance from p2 to the point to locate.
11 % d3: Squared distance from p3 to the point to locate.
12 % sg: Sign of the trilateration (+1/-1)
13 %
14 % Outputs:
15 % p: The coordinates of the trilaterated point.
16 %
17 function p=Trilaterate(p1,p2,p3,d1,d2,d3,sg)
18 % http://en.wikipedia.org/wiki/Trilateration
19
20 r1=double(d1);
21 r2=double(d2);
22 r3=double(d3);
23
24 vx=p2-p1;
25 d=norm(vx);
26 vx=vx/d;
27
28 v=p3-p1;
29 i=(vx'*v);
30 vy=v-i*vx;
31 vy=vy/norm(vy);
32 j=vy'*v;
33
34 vz=cross(vx,vy);
35
36 x=(r1-r2+dˆ2)/(2*d);
37 y=(r1-r3+iˆ2+jˆ2)/(2*j)-i*x/j;
38 d=r1-xˆ2-yˆ2;
39
40 z=sqrt(d); % This may be imaginary
41
42 R=[vx vy vz];
43
44 p=R*[x;y;sg*z]+p1;
1 % Determines the distance l-m in function of the distance between
2 % {i,j,k,l,m}.
3 %
4 % Inputs:
5 % S: The matrix of squared distances. Some entries are constants
6 % and others are symbolic expressions.
7 % i: Index of the first point.
8 % j: Index of the second point.
9 % k: Index of the third point.
10 % l: Index of the fourth point.
11 % m: Index of the fifth point.
12 % DS: Symbol to represent the square root that may appear in
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13 % the s lm expression.
14 %
15 % Output:
16 % S: The updated matrix, with the computed s lm entry.
17 % DD: The expression inside the square root (may be 0).
18 % A: Area of the {i,j,k} triangle.
19 %
20 function [S,DD,A]=FillDistance(S,i,j,k,l,m,DS)
21
22 T=[ 0 1 1 1
23 1 0 S(i,j) S(i,k)
24 1 S(i,j) 0 S(j,k)
25 1 S(i,k) S(j,k) 0 ];
26 A=det(T);
27
28 x=sym('x');
29 B=[ 0 1 1 1 1 1;
30 1 0 S(i,j) S(i,k) S(i,l) S(i,m)
31 1 S(i,j) 0 S(j,k) S(j,l) S(j,m)
32 1 S(i,k) S(j,k) 0 S(k,l) S(k,m)
33 1 S(i,l) S(j,l) S(k,l) 0 x
34 1 S(i,m) S(j,m) S(k,m) x 0];
35 sol = solve(det(B));
36
37 [N1,D1]=numden(sol(1));
38 [N2,~]=numden(sol(2));
39
40 DD=((N1-N2)/2)ˆ2; % The discriminant
41
42 if DD==0
43 S(l,m)=sol(1); % Both solutions are equal
44 else
45 S(l,m)=((N1+N2)/2+ DS)/D1; % Substitute the square root by a symbol
46 end
47 S(m,l)=S(l,m);
8.3 Studying the Electrical Motor
1 %% Clearing Code
2 clear
3 clc
4 %% Theorical Cubic Polynomial Timing Law
5 % flag = 2;
6 qi=10;
7 dq=20;
8 qf=qi+dq;
9 tf=3;
10 step=0.1;
11 [qvec,qdvec,qddvec,T] = cubic poly timing law P2P JS(qi,qf,tf,step);
12 %% Control Velocity
13 dxl=struct();
14 dxl.k pos=1023/300;
15 dxl.k vel=1023/114;
16 dxl.P pos=3;
17 for k=1:length(dxl.P pos)
18 dxl.P vel=1/0.8;
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19 %% Read and load library dll
20 lib name = '';
21
22 if strcmp(computer, 'PCWIN')
23 lib name = 'dxl x86 c';
24 elseif strcmp(computer, 'PCWIN64')
25 lib name = 'dxl x64 c';
26 elseif strcmp(computer, 'GLNX86')
27 lib name = 'libdxl x86 c';
28 elseif strcmp(computer, 'GLNXA64')
29 lib name = 'libdxl x64 c';
30 elseif strcmp(computer, 'MACI64')
31 lib name = 'libdxl mac c';
32 end
33
34 % Load Libraries
35 if ~libisloaded(lib name)
36 [notfound, warnings] = loadlibrary(lib name,...
37 'dynamixel sdk.h', 'addheader', 'port handler.h',...
38 'addheader', 'packet handler.h');
39 end
40 %% Setting the address of the different value of the motor
41 % Check in Roboplus the number of the Com Port, Baudrate, and the ID Motor
42 % Check in Robotics Schedule of Dynamixel model Motor XL-320 the value.
43
44 % Create a structure with different value of the motor
45 dxl.qvec=qvec;
46 dxl.qdvec=qdvec;
47 dxl.qddvec=qddvec;
48 dxl.T=T;
49 dxl.step=step;
50 dxl.qi=qi;
51 dxl.qf=qf;
52 dxl.tf=tf;
53
54 % Control table address
55 dxl.ADDR PRO TORQUE ENABLE = 24;
56 dxl.ADDR PRO GOAL POSITION = 30; % Goal Position [0 1023]
57 dxl.ADDR PRO PRESENT POSITION = 37;
58 dxl.ADDR PRO GOAL VELOCITY = 32; % Moving Speed [0 2047]
59 dxl.ADDR PRO PRESENT VELOCITY = 39;
60
61 dxl.ADDR CONTROL MODE = 11; % 1 for WM, 2 for JM
62 dxl.CONTROL MODE = 2;
63
64 % Protocol version
65 dxl.PROTOCOL VERSION = 2.0;
66
67 % Default setting
68 dxl.DXL ID = 1;
69 dxl.BAUDRATE = 1000000;
70 dxl.DEVICENAME = 'COM3';
71 %% Initialize PortHandler Structs
72 % Set the port path
73 % Get methods and members of PortHandlerLinux or PortHandlerWindows
74 dxl.port num = portHandler(dxl.DEVICENAME);
75 %% Initialize PacketHandler Structs
76 packetHandler();
77 dxl.error = 0; % Dynamixel error
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78 dxl.present position = 0; % Present position
79 dxl.TORQUE ENABLE = 1; % Value for enabling the torque
80 dxl.TORQUE DISABLE = 0; % Value for disabling the torque
81
82 dxl.THRESHOLD POS = 5; % Dynamixel threshold position
83 dxl.THRESHOLD VEL = 1; % Dynamixel threshold velocity
84
85 dxl.COMM SUCCESS = 0; % Communication Success
86 dxl.COMM TX FAIL = -1001; % Communication Tx Failed
87 dxl.comm result = dxl.COMM TX FAIL; % Communication result
88 %% Open port
89 if (openPort(dxl.port num))
90 fprintf('Succeeded to open the port!\n');
91 else
92 unloadlibrary(lib name);
93 fprintf('Failed to open the port!\n')
94 input('Press any key to terminate...\n');
95 return;
96 end
97 %% Set port baudrate
98 if (setBaudRate(dxl.port num, dxl.BAUDRATE))
99 fprintf('Succeeded to change the baudrate!\n');
100 else
101 unloadlibrary(lib name);
102 fprintf('Failed to change the baudrate!\n');
103 input('Press any key to terminate...\n');
104 return;
105 end
106 %% Disable Dynamixel Torque
107 run disable torque
108 %% Write Control Mode
109 run write control mode
110 %% Enable Dynamixel Torque
111 run enable torque
112 %% Set Initial Position
113 flag pos=1;
114 run read position
115 if abs((ceil(dxl.qi*dxl.k pos) - dxl.present position))>dxl.THRESHOLD POS
116 dxl.goal position=dxl.qi*dxl.k pos;
117 run write position
118 while flag pos==1
119 % Read present position
120 run read position
121 fprintf('[ID:%03d] GoalPos:%03d PresPos:%03d\n',...
122 dxl.DXL ID, dxl.goal position, dxl.present position);
123 if ~(abs(dxl.goal position - dxl.present position) > dxl.THRESHOLD POS)
124 flag pos=0;
125 end
126 end
127 end
128 %% reset Dynamixel Control
129 % Disable Dynamixel Torque
130 run disable torque
131 dxl.CONTROL MODE = 1;
132 % Write Control Mode
133 run write control mode
134 % Enable Dynamixel Torque
135 run enable torque
136
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137 %% Timer Function
138 t = timer;
139 set(t,'ExecutionMode','fixedRate');
140 t.Period = dxl.step;
141 t.TasksToExecute = dxl.tf/dxl.step+1;
142 i=1;
143 tic
144 dxl.time(1)=0;
145 set(t,'TimerFcn','[dxl,i,k] = control position(dxl,i,k);'...
146 'dxl.qt(i)=dxl.q; dxl.qdt(i)=dxl.qd; dxl.qr(i)=dxl.q robot;'...
147 'dxl.qdr(i)=dxl.qd robot; dxl.voltage(i)=dxl.vel;'...
148 'dxl.desire(i)=dxl.desire vel; dxl.velocity(i)=dxl.vel/dxl.P vel;'...
149 'dxl.err(i)= dxl.err pos;dxl.corr(i)=dxl.vel correction/dxl.P vel;'...
150 'dxl.time(i)=dxl.t; i=i+1; toc');
151 set(t,'StopFcn', 't plot(dxl)');
152 start(t)
153 pause
154 %% Stop Test
155 dxl.goal velocity=0;
156 run write velocity
157 A=[dxl.err' dxl.desire' dxl.velocity'];
158 %% Disable Dynamixel Torque
159 run disable torque
160 %% Close port
161 closePort(dxl.port num);
162 %% Unload Library
163 unloadlibrary(lib name);
164 end
165 %% Plotting
166
167 figure(2)
168 subplot(2,1,1)
169 plot(dxl.time, dxl.qt,'LineWidth',1.5);
170 title('Angular Position [º]');
171 hold on
172 xlabel('time [s]');
173 ylabel('[º]');
174 xlim([0 dxl.tf]);
175 ylim([0 dxl.qt(end)+2]);
176 s='';
177 for k=1:length(dxl.P pos)
178 s=[s sprintf('Gain=%d ',dxl.P pos(k))];
179 if k==length(dxl.P pos)
180 s=[s 'Theorical'];
181 end
182 end
183 s=split(s)';
184 legend(s);
185 grid on
186 subplot(2,1,2)
187 plot(dxl.time, dxl.desire,'LineWidth',1.5);
188 title('Volt [bit]');
189 xlabel('time [s]');
190 ylabel('Volt [bit]');
191 xlim([0 dxl.tf]);
192 grid
193
194 % Mechatronics quantities
195 figure()
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196
197 subplot(511)
198 plot(dxl.time, dxl.qt, 'b','LineWidth',1.5);
199 hold on
200 plot(dxl.time, dxl.qr, 'b-.','LineWidth',1.5);
201 grid on
202 title('\theta {set} / \theta {FB}');
203 legend('\theta {set}', '\theta {FB}');
204 ylim([dxl.qt(1) dxl.qt(end)+2]);
205 xlabel('time [s]');
206 ylabel('[°]');
207
208 subplot(512)
209 plot(dxl.time, dxl.err, 'r','LineWidth',1.5);
210 grid on
211 title('Error Angular position');
212 xlabel('time [s]');
213 ylabel('Err [°]');
214
215 subplot(513)
216 plot(dxl.time, dxl.corr, 'r-.','LineWidth',1.5);
217 grid on
218 title('Velocity compensation');
219 xlabel('time [s]');
220 ylabel('Vel {compensation} [°/s]');
221
222 subplot(514)
223 plot(dxl.time, dxl.qdt, 'g','LineWidth',1.5);
224 hold on
225 plot(dxl.time, dxl.velocity, 'g-.','LineWidth',1.5);
226 grid on
227 title('Desire Velocity / Velocity with Compensation');
228 legend('Desire','Compensated');
229 xlabel('time [s]');
230 ylabel('[°/s]');
231
232 subplot(515)
233 plot(dxl.time, dxl.voltage, 'k','LineWidth',1.5);
234 grid on
235 title('%Voltage');
236 xlabel('time [s]');
237 ylabel('%Voltage [bit]');
1 function [dxl,i,k] = control position(dxl,i,k)
2 % Theoretical Law
3 dxl.t=toc;
4 a3=-2*(dxl.qf-dxl.qi)/dxl.tfˆ3;
5 a2=3*(dxl.qf-dxl.qi)/dxl.tfˆ2;
6 a1=0;
7 a0=dxl.qi;
8
9 dxl.q=a3*dxl.tˆ3+a2*dxl.tˆ2+a1*dxl.t+a0;
10 dxl.qd=3*a3*dxl.tˆ2+2*a2*dxl.t+a1;
11 % Read Position
12 run read position
13 dxl.q robot = dxl.present position/dxl.k pos;
14 % Error position
15 dxl.err pos = (dxl.q - dxl.q robot);
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16 % Proportional Control P pos of Position
17 dxl.vel correction=dxl.err pos*dxl.P pos(k)*dxl.P vel;
18 % Desire Velocity
19 dxl.desire vel= dxl.qd*dxl.P vel;
20 % Write Moving Speed Address, as a PWM technique
21 dxl.vel = (dxl.vel correction + dxl.desire vel);
22 % Saturation
23 if dxl.vel>1023||dxl.vel<-1023
24 % CCW
25 if dxl.vel>0
26 dxl.vel=1023;
27 % CW
28 else
29 dxl.vel=-1023;
30 end
31 % Correction
32 end
33 if dxl.vel<0
34 dxl.vel=1024-dxl.vel;
35 end
36 dxl.goal velocity=dxl.vel;
37 % Write Velocity
38 run write velocity
39 if i==length(dxl.T)
40 dxl.goal velocity=0;
41 % Write Velocity
42 run write velocity
43 end
44 dxl.qd robot=dxl.goal velocity;
45 end
1 function t plot(dxl)
2 figure(2)
3 subplot(2,1,1)
4 hold on
5 plot(dxl.time, dxl.qr,'-.','LineWidth',1);
6 hold on
7
8 subplot(2,1,2)
9 title('Velocity [º/s]');
10 grid
11 hold on
12 plot(dxl.time, dxl.qdr, '-.','LineWidth',1);
13 hold on
14 end
1 %% Write goal position
2 write2ByteTxRx(dxl.port num, dxl.PROTOCOL VERSION,...
3 dxl.DXL ID, dxl.ADDR PRO GOAL POSITION, ...
4 typecast(int16(dxl.goal position), 'uint16'));
5 dxl.comm result = getLastTxRxResult(dxl.port num, dxl.PROTOCOL VERSION);
6 dxl.error = getLastRxPacketError(dxl.port num, dxl.PROTOCOL VERSION);
7 if dxl.comm result ~= dxl.COMM SUCCESS
8 fprintf('%s\n', getTxRxResult(dxl.PROTOCOL VERSION, dxl.comm result));
9 elseif dxl.error ~= 0
10 fprintf('%s\n', getRxPacketError(dxl.PROTOCOL VERSION, dxl.error));
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11 end
1 %% Read Present position
2 % Read present position
3 dxl.present position = read2ByteTxRx(dxl.port num,...
4 dxl.PROTOCOL VERSION, dxl.DXL ID, dxl.ADDR PRO PRESENT POSITION);
5 dxl.comm result = getLastTxRxResult(dxl.port num, dxl.PROTOCOL VERSION);
6 dxl.error = getLastRxPacketError(dxl.port num, dxl.PROTOCOL VERSION);
7 if dxl.comm result ~= dxl.COMM SUCCESS
8 fprintf('%s\n', getTxRxResult(dxl.PROTOCOL VERSION, dxl.comm result));
9 elseif dxl.error ~= 0
10 fprintf('%s\n', getRxPacketError(dxl.PROTOCOL VERSION, dxl.error));
11 end
1 %% Write goal velocity
2 write2ByteTxRx(dxl.port num, dxl.PROTOCOL VERSION,...
3 dxl.DXL ID, dxl.ADDR PRO GOAL VELOCITY,...
4 typecast(int16(dxl.goal velocity), 'uint16'));
5 dxl.comm result = getLastTxRxResult(dxl.port num, dxl.PROTOCOL VERSION);
6 dxl.error = getLastRxPacketError(dxl.port num, dxl.PROTOCOL VERSION);
7 if dxl.comm result ~= dxl.COMM SUCCESS
8 fprintf('%s\n', getTxRxResult(dxl.PROTOCOL VERSION, dxl.comm result));
9 elseif dxl.error ~= 0
10 fprintf('%s\n', getRxPacketError(dxl.PROTOCOL VERSION, dxl.error));
11 end
1 %% Read Present velocity
2 % Read present velocity
3 dxl.present velocity = read2ByteTxRx(dxl.port num,...
4 dxl.PROTOCOL VERSION, dxl.DXL ID, dxl.ADDR PRO PRESENT VELOCITY);
5 dxl.comm result = getLastTxRxResult(dxl.port num, dxl.PROTOCOL VERSION);
6 dxl.error = getLastRxPacketError(dxl.port num, dxl.PROTOCOL VERSION);
7 if dxl.comm result ~= dxl.COMM SUCCESS
8 fprintf('%s\n', getTxRxResult(dxl.PROTOCOL VERSION, dxl.comm result));
9 elseif dxl.error ~= 0
10 fprintf('%s\n', getRxPacketError(dxl.PROTOCOL VERSION, dxl.error));
11 end
1 write1ByteTxRx(dxl.port num, dxl.PROTOCOL VERSION, ...
2 dxl.DXL ID, dxl.ADDR PRO TORQUE ENABLE, dxl.TORQUE DISABLE);
3 dxl.comm result = getLastTxRxResult(dxl.port num, dxl.PROTOCOL VERSION);
4 dxl.error = getLastRxPacketError(dxl.port num, dxl.PROTOCOL VERSION);
5 if dxl.comm result ~= dxl.COMM SUCCESS
6 fprintf('%s\n', getTxRxResult(dxl.PROTOCOL VERSION, dxl.comm result));
7 elseif dxl.error ~= 0
8 fprintf('%s\n', getRxPacketError(dxl.PROTOCOL VERSION, dxl.error));
9 else
10 fprintf('Dynamixel TORQUE DISABLE has been successfully disconnected \n');
11 end
1 write1ByteTxRx(dxl.port num, dxl.PROTOCOL VERSION,...
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2 dxl.DXL ID, dxl.ADDR PRO TORQUE ENABLE, dxl.TORQUE ENABLE);
3 dxl.comm result = getLastTxRxResult(dxl.port num, dxl.PROTOCOL VERSION);
4 dxl.error = getLastRxPacketError(dxl.port num, dxl.PROTOCOL VERSION);
5 if dxl.comm result ~= dxl.COMM SUCCESS
6 fprintf('%s\n', getTxRxResult(dxl.PROTOCOL VERSION, dxl.comm result));
7 elseif dxl.error ~= 0
8 fprintf('%s\n', getRxPacketError(dxl.PROTOCOL VERSION, dxl.error));
9 else
10 fprintf('Dynamixel TORQUE ENABLE has been successfully connected \n');
11 end
1 write1ByteTxRx(dxl.port num, dxl.PROTOCOL VERSION,...
2 dxl.DXL ID, dxl.ADDR CONTROL MODE, dxl.CONTROL MODE);
3 dxl.comm result = getLastTxRxResult(dxl.port num, dxl.PROTOCOL VERSION);
4 dxl.error = getLastRxPacketError(dxl.port num, dxl.PROTOCOL VERSION);
5 if dxl.comm result ~= dxl.COMM SUCCESS
6 fprintf('%s\n', getTxRxResult(dxl.PROTOCOL VERSION, dxl.comm result));
7 elseif dxl.error ~= 0
8 fprintf('%s\n', getRxPacketError(dxl.PROTOCOL VERSION, dxl.error));
9 else
10 fprintf('Dynamixel Write Control Mode has been successfully written \n');
11 end
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