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Abstract 
This project is about the design and implementation of a generative music system, which uses 
Markov Chains and formal grammar to create musical structure. To some extent, generative music 
systems, seems to be absent of musical structure, which this project seeks to address. Additionally, 
also how simple synthesizers can be implemented, into a generative music system, with the use of 
PureData and libpd. The main application is programmed in java. The result is a generative music, 
partly based on deterministic rules with a stochastic element. Sets of rules are made as an xml-
document and written by a user. In the conclusion of this project it is confirmed that it is possible to 
make a generative system, which incorporates musical structure, in a sense that it progresses 
throughout the composition, which can be described as musical.  
1 Indledning 
Dette projekt omhandler design og implementeringen, af et generativt musiksystem, der ved brug af 
regler og algoritmer komponerer non-lineært musik.  
Idéen til dette projekt, udspringer af de muligheder, der ved brug af generativ og adaptiv musik, kan 
bruges til at forbedre oplevelsen af interaktive medier. Her refereres der til interaktive medier som 
computerspil, installationer osv., men også hvordan generativ musik i sig selv kan skabe 
musikoplevelser. 
Hvis vi forestiller os computerspilmediet, som eksempel, vil det være muligt at generere et 
sammenhængende stykke baggrundsmusik, der dynamisk tilpasser sig temaer, brugerinput og 
handlingsskift i spillet. Når spillet bliver mere intenst vil musikken typisk skifte til et andet 
tilsvarende intenst musikspor, for at underbygge en bestemt stemning. I filmmediet er 
baggrundsmusik ofte klippet, komponeret og tilpasses filmens scener og deres delelementer. I 
computerspil, er rækkefølge og timing af de forskelle scener, ofte ikke, i samme grad fastlagt. Dette 
behov for stemningsskift, i interaktive medier via baggrundsmusik, kunne blive mødt i et generativt 
musiksystem. Dette kunne gøres ved at baggrundsmusikken ændre karakter imens det afspilles. 
Således vil musikstykket tilpasses det interaktive handlingsmønstre. 
I dette projekt vil vi designe og implementere et generativt musiksystem. Projektet ligger vægt på 
tilføjelsen af musikalsk struktur til generativ musik, ved at benytte sig af Markov Chains og en 
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udvidet udgave af formel grammatik, der tilføjer et elementer af tilfældighed. Musiksystemet er 
skrevet i programmeringssprogene Java og PureData og henvender sig til studerende eller andre, 
med kendskab til programmering og interesse for generative musiksystemer. 
 
Det er en fordel for læseren at besidde en grundlæggende kendskab til Java og PureData, men vi 
tilstræber at gøre rapporten forståelig for folk uden dybere kendskab til disse emner.  
Bagerst i rapporten er der at finde en ordliste med valgte termer, som eventuelt kan kræve 
uddybning. 
1.1 Live, optaget og generativ musik 
For at give et indblik i hvad generativ musik er, kan det ses i kontekst til livemusik og optaget 
musik. 
Musik bliver primært enten nydt gennem afspilning, af et medie (CD, LP, mp3 osv.), via en 
afspiller (radio, grammofon, computer osv.), eller ved en live koncert (eller lignende begivenhed).  
I et citat, af Brian Eno, foreslås der generativ musik som en ny måde at lytte musik på. 
“Until 100 years ago, every musical event was unique: music was ephemeral and unrepeatable 
and even classical scoring couldn’t guarantee precise duplication. Then came the gramophone 
record, which captured particular performances and made it possible to hear them identically 
over and over again. 
But now there are three alternatives: live music, recorded music and generative music. 
Generative music enjoys some of the benefits of both its ancestors. Like live music it is always 
different. Like recorded music it is free of time-and-place limitations – you can hear it when and 
where you want. 
I really think it is possible that our grandchildren will look at us in wonder and say: “you mean 
you used to listen to exactly the same thing over and over again?” (Smith 2009: 122)  
Som udgangspunkt er et indspillet musikstykke altid det samme hver gang det bliver afspillet, altså 
lineært. I live musik er musikken aldrig helt den samme, selvom de stykker musik, der spilles har 
ens notation, altså nonlineær. Musik fra en CD, LP eller andet medie til musikoptagelser, er derfor 
det tætteste vi kommer på lineær musik. Dog kan en grammofon eksempelvis ændre 
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afspilningshastighed og der kan være støv og ridser på pladen, der gør at lyden ændres. Derfor er 
afspillet musik afhængig af mediets og udstyrets egenskaber. (Paulus 2001: 5). 
1.2 Generativ musik 
Et af de tidligste eksempler på at tilføje, tilfældigheder til musik, var i det 18. århundrede med det 
såkaldte ”Musikalisches Würfelspiel”, baseret på kompositioner, af blandt andre Mozart (Brown 
2005: 222). Denne form for musik kaldes aleatorisk musik. 
Her blev musikstykkets sammensætning og rækkefølge af stykker og komposition bestemt forinden, 
ved at kaste en terning. Derved var musikkens struktur og form overlagt til tilfældigheder, frem for 
at være bestemt af komponisten.  
Et andet eksempel på musik genereret ved hjælp af tilfældighed, er et simpelt vindspil (klokker af 
forskellig klang der slås an af en klods skubbet af vinden). Her er materialerne og klokkernes klang 
bestemt af håndværkeren, men det er vindens styrke og retning som bestemmer den egentlige 
komposition (Brown 2005: 217 – 218). Derved er den musik som skabes af klokkerne tilfældig og 
uforudsigelig.  
”Generative music is created by the composition of music within a system or process which 
means that musicians, artists, producers, and to some extent the composer, are absent from the 
creation process” (Brown 2005: 215) 
I takt med at computeres regnekraft er øget, bliver der eksperimenteret i nye retninger, som har 
betydning for hvordan musik kan skabes. En retning inden for computerskabt kunst, kaldet 
generativ kunst, er opstået - heriblandt generativ musik.(Brown 2005: 225). Hvor det tidligere var 
komponisten og musikeren, er det i generativ musik computeren, der er skaberen. Computeren 
komponerer eller genererer musikken ved procedurer og algoritmer.  
Ordet generativ musik blev første gang brugt i offentligheden af den eksperimentale og anerkendte 
musiker Brian Eno, med udgivelsen af hans album ”Generative Music 1”. Hans musik er nemlig 
komponeret med det generative musiksystem ”SSEYO Koan Software” (Brown 2005: 215). Dog var 
det ikke første gang Brian Eno have brugt computer algoritmer til at komponerer musik. Allerede på 
albummet Descrete Music havde Brian Eno brugt generative teknikker til komponeringen af 
musikstykker (Tingen 2005). 
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Dog var det endelig stykke musik stadig blot en indspilning af et stykke musik, som var komponeret 
med et generativt musiksystem. Når en generativ musikkomposition er indspillet bliver det 
kategoriseret som ”fixed generative music”. For at en generativ musikkomposition kan være ”pure 
generative music” må dette ikke være indspillet, men kun eksistere i det øjeblik det bliver 
komponeret og spillet (Brown 2005: 221). Denne form for ren generativ musik er i de seneste år 
blomstret, i takt med at nye medier som videospil og enheder som smartphones og tablets, har givet 
adgang til nye måder at lytte til musik på. Hvis musikken skal kunne ændres af brugerinput må den 
komponeres i realtid (mens den afspilles) og derfor være ren generativ musik. På Björks album 
”Biophilia” eksperimenteres der, via en smartphone app med interaktion og generative teknikker til 
at skabe et unikt stykke musik, der altid er forskelligt (Holtoug 2011). Også computerspillet Spore, 
som Brian Eno også var involveret i, benytter sig af et generativt soundtrack (Kirn 2007), der er 
unikt for den enkelte computerspiller.  
Vi er fascinerede af computerskabt musik og de muligheder den giver for at lytte til musikken på 
nye måder. Vi vil derfor bygge et system, der komponere musik baseret på procedurer og 
algoritmer. I projektet vil vi prøve at lave musik der er computerskabt men stadig indeholder 
struktur. 
Den musik, som bliver skabt skal ikke blot indeholder toner i tilfældige sammenhæng, men en 
overordnede struktur. 
2 Problemanalyse 
Et af hovedmålene for projektet er at programmet skal være dynamisk. Dynamisk i denne kontekst 
er at der er klare skift i den musikalske struktur og de individuelle stykker. Vi vil derfor undersøge 
hvordan vi kan skabe den musikalske struktur ved at computeren laver tilfældige skift i strukturen. 
Ved at analysere en musikalsk kompositions forskellige lag kan vi bruge dette i designet af 
programmet. For at designe dette program er det derved både nødvendigt at undersøge hvilke 
algoritmer, der bruges i skabelsen af generativ musik og hvordan de kan bruges til at skabe struktur 
og dynamik i musikken.  
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Da musik er et matematisk sprog er én måde at undersøge mulighederne, at identificere de 
“mønstre” som indgår i musik. Heriblandt skalaer, tonalitet, opbygningen af stykker og 
rytmestruktur, temaer etc.  
Et generativt musiksystem må desuden have instrumenter i form af synthesizere til skabelsen af den 
egentlige lyd. For at gøre dette ordentligt er det nødvendigt med den tilstrækkelige forståelse for 
begreberne indenfor lydsyntese, f.eks. klangfarve, amplitude og frekvens. 
Vi ønsker desuden at dette generative musiksystem skal være baseret på regler og retningslinjer, der 
kan bestemmes af en bruger. Således vil sådan et regelsæt svarer til en musikalsk komposition. I 
stedet for at vores komposition er gemt som en lydfil (i f.eks. Wave-format), vil det være i et 
tekstdokument (i xml-format).  
I stedet for at blive afspillet, sættes der retningslinjer for, hvordan musiksystemet skal generere 
musikken. Dette vil, hvis komponering og afspilning foregår samtidig, give grundlaget for at kunne 
lade musikken afhænge af bestemte input. Derved tilføjes musikken et adaptiv element.  
Når musikalske kompositioner bliver genereret ud fra det samme regelsæt, vil de have de samme 
karakteristikker uden at være helt ens. Strukturen og kompositionen vil være overlagt 
tilfældigheder.  
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2.1 Problemformulering 
Hvordan kan vi skabe et generativt musiksystem, der inkorporerer musikalske strukturer i 
kompositionerne, samtidig med at de er aleatoriske? 
Underspørgsmål 
1. Hvordan kan vi tilpasse algoritmerne til at skabe struktur i musikken uden at de bliver 
deterministisk og musikken forudsigelig? 
2. Hvordan skal den tekniske del designes (hvilke komponenter er nødvendige) så vi bedst og 
nemmest kan inkludere simpel lydsyntese i programmet? 
3. Hvilken regler skal inkluderes i vores regelsæt, så tekst-filen bliver både funktionel og 
overskuelig? 
4. Hvordan sikre vi at hvert regelsæt giver musik, der både rummer internt genkendelige 
elementer, samtidig med at stykket vi kunne virke friskt og uforudsigeligt over tid? 
3 Kravspecifikationer og designovervejelser 
I dette afsnit afklares programmets kravspecifikationer. Disse kravspecifikationer er en 
designmæssig forlængelse af vores problemformulering. Vi vil præsentere de indledende 
designovervejelser af systemet og hvordan programmet er opbygget.  
3.1 Kravspecifikationer 
For at lave et generativ musiksystem skal der være et ”regelsæt”, som bestemmer parametre som 
instrumentering, skala, tempo, samt definere aspekter hvorpå algoritmerne og metoder skal opføre 
sig. Dette regelsæt skal give retningslinjer, på alle væsentlige parametre, for hvordan musikken skal 
genereres til programdelen, vi kalder ”komponisten”. Når komponisten generere den musikalske 
struktur og data, sendes de individuelle toner og parameter til ”performeren” som er den programdel 
der sørger for at spille musikken.  
Vi har opstillet en række specifikationer som vi mener, bør indgå i implementereingen af 
programmet: 
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 Musikken skal genereres i realtid og være non-lineær, så komponering og afspilning foregår 
samtidigt og med et element af tilfældighed i rækkefølgen af musikkens stykker. 
 Musikken skal være forskellig hver gang den afspilles, selvom den er baseret på dette 
samme regelsæt. 
 Komponisten skal kunne læse en fil der repræsentere en opskrift til en musikalsk 
komposition, men ikke den egentlige notation af musik, som man kender det fra node-
notation.  
 Komponisten har en række redskaber eller algoritmer, som kan generere musikalske 
mønstre, såsom melodier, rytmer osv. 
 For at skabe variationer og musikalsk struktur må komponisten bruge tilstande, som 
repræsenterer forskellige stykker svarende til en kompositions intro, A-stykke, B-stykke 
osv. og transponeringer i disse stykker. 
 Komponisten skal også fungere som en mikserpult, der bestemmer hvilke instrumenter der 
spiller i musikkens forskellige stykker. 
 Performeren skal som minimum kunne holde takten og genenere de egentlige toner ud fra de 
data den får fra komponisten ved simple synthesizere og samplere. 
 
3.2 Designovervejelser 
Programmet er opdelt i tre dele: Regelsæt, komponist og Performer. Vi har valgt at skrive 
programmet i to forskellige programmeringssprog Java og PureData. For at disse kan 
kommunikerer og sende data til hinanden, benytter vi os yderligere af et eksternt Java bibliotek ved 
navn libpd, som gør det muligt at afvikle patches (som programmer kaldes i PureData) i Java 
 
figur 1 – Data flow over de tre dele 
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I figur 1 vises forholdet og dataflowet af de tre dele. Regelsæt delen er en liste af regler og 
retningslinjer som komponisten bruger til at komponere musikken. Disse regler er gemt i et 
filformatet XML og indlæses i program under opstarten. Vi har valgt dette format, da det på denne 
måde er nemmere at bestemme inputtet uden for selve systemet ved at skrive sine egne regelsæt til 
programmet.  
Komponistens ansvar er den egentlige generering og komponering af musik. Denne del vil således 
indeholde programmets algoritmer og metoder. Dette er størstedelen af projektet og programmet, da 
det er herfra at musikken skal opbygges.  
Performerens ansvar er at holde takt og afspille lyd med en række synthesizere og samplere, der kan 
forstås som et ensemble af instrumenter.  
3.2.1 Regelsættet 
Et regelsæt forstås som en musikalsk komposition. For eksempel kan der være et regelsæt, som 
prøver at imitere et jazz nummer og et andet regelsæt der forsøger at imitere et technonummer. 
Hvert regelsæt vil derfor have forskellige regler, som på sin vis definerer en genre og en 
komposition. En bruger kan redigere indholdet af regelsættet og bestemmer derigennem det meste 
af det, der vedrører komponistens arbejde og derved forme musikken i den retning brugeren ønsker. 
3.2.2 Komponisten 
Komponisten er ansvarlig for at læse regelsættet og ud fra dette genererer notationen af 
musikstykket. I modsætning til en menneskelig komponist, sker dette i realtid og den musikalske 
struktur skabes derved imens at musikken afspilles. Men komponisten har ikke friheden til at skrive 
musikken som den vil. 
Ved at brug af formel grammatik kan der konstrueres forskellige mønstre der hver isæt kan have 
variationer. Et mønstre forstås ved en række toner i en bestemt rytme.  
Skabelsen af den overordnede struktur og de forskellige musikstykker (A, B og C stykker), kan 
defineres gennem tilstande, som er mønstre i forskellige transponeringer. Transponeringerne sker i 
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forhold til en bestemt skala hvor grundtonen er fastlagt af regelsættet. Derved vil patterns altid 
tilpasses skalaer og grundtone i hver af musikstykkets tilstande. 
Der kan også skabes dynamik i musikken ved at ændre på hvor mange og hvilke instrumenter, der 
spiller. Eksempelvis kan der være tidspunkter med få eller ét enkelt instrument, og tilsvarende 
tidspunkter hvor alle instrumenter spiller. Derfor er det nødvendigt at der også implementeres en 
slags mikserpult, som bestemmer hvilke instrumenter der spilles. 
3.2.3 Performer 
Performeren holder takten og så længe der er noder fra komponisten, vil performeren spille disse. 
Tempoet er bestemt af komponisten (ud fra regelsættet), men det er performerens metronom, der 
opretholder en kontinuerlig puls i programmet. 
Performerens synthesizere skal kunne spille flere toner samtidigt, og parametrene i disse skal kunne 
ændres i realtid. Synthesizerne skal trods deres simple opbygning, være i stand til at producere 
mange forskellige lyde, ud fra relativt få parametre. Disse synthesizere, vil bruge ”single cycled 
waveforms” til deres oscillatorer. Single cycled waveforms, er meget korte lydfiler, der blot består 
af en enkelt periode af en lydbølge. Samplerinstrumenter kan afspille et udvalg af forud-indspillede 
trommelyde (eller loops), som eksempelvis kan tilhører forskellige stilarter, for at muliggøre en 
tilnærmelse af en bestemt genre af musik.  
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4 Teori afsnit 
I dette afsnit vil vi uddybe teorien bag de algoritmer vi benytter os af til generering af musikken, 
samt kort at introducere musik og lydteori. Til sidst vil vi redegøre for hvordan disse algoritmer kan 
bruges i et generativt musiksystem, til at skabe dynamik og struktur. Algoritmerne indgår i 
komponistdelen.  
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4.1 Markov Chains 
Til transponeringen af musikken, benytter vi den stokastiske metode Markov Chain. Denne giver 
mulighed for at skifte mellem forskellige tilstande, med en vis sandsynlighed. Vi vil benytte dette til 
at skifte imellem forskellige transponeringer af instrumenternes mønstre. Det vil sige at hver af 
tilstandene er forskellige transponeringer. Markov Chains er velegnede til generativ musik. Alt efter 
hvordan den er konstrueret, vil den kunne producere alt fra et genkendeligt og gentagende til et 
spontant og tilfældigt stykke musik (Paulus 2001: 15). 
Ved et tilstandsskift vil næste tilstand, der skiftes til være afhængig af den nuværende tilstand. En 
Markov Chain vises som en tabel, hvor sandsynlighederne for skift fra én bestemt tilstand til en 
anden bestemmes, som vist i figur 2. 
Hver række i en Markov Chain svarer til en tilstand, som en Markov Chain kan befinde sig i. En 
Markov Chain starter, i vores tilfælde altid i tilstand 1. Hver kolonne angiver hvilken tilstand der 
kan skiftes til og sandsynlighederne er værdier fra 0 til 1 inklusivt, der er angivet i tabellens celler. 
Er tallet i tilstanden ”1” er der 100 % sandsynlighed for at dette er Markov Chainens næste tilstand. 
Er tallet ”0,2” vil sandsynligheden være 20 %. 
 
figur 2 - En Markov Chain. Hver række giver summen "1" 
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I figur 2, illustreres en Markov Chain. Hvis den nuværende tilstand er ”tilstand 1” (tabellens første 
række) vil der være 30 % sandsynlighed for at den næste tilstand også vil være ”tilstand 1”. Dette er 
angivet ved tallet 0,3 i rækkens første kolonne. På samme vis er der 10 % sandsynlighed for at 
skifte til tilstand 2 og et skift til denne tilstand vil bruge i tabellens anden række ved det 
efterfølgende tilstandsskift. Der 0% sandsynlighed for et skift fra tilstand 1 til tilstand 3, 20 % til 4, 
40 % til 5 og endelig 0% sandsynlighed for at skifte fra tilstand 1 til tilstand 6. 
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4.2 Formelle grammatikker 
Til opbygning af mønstre og derved de enkelte toner og rytmer i musiksystemet benyttes formelle 
grammatiker. Disse gør os i stand til at definere, hvilke sammenhængende toner og rytmer vi 
ønsker. For at disse ikke er ens hver gang, vil de vi tilføje sandsynlighed i de formelle 
grammatikker. 
Når man stiller en sætning op på dansk er der defineret et sæt af regler for, hvordan ordene skal 
opstilles i forhold til hinanden.  
Sætningen 'tasken en spiser frø' er ikke en gyldig sætning, og giver desuden ingen mening, men 
sætningen 'en frø spiser tasken' er gyldig. Vi er ikke interesseret i om meningen i sætningens 
semantik, kun dens syntax. Det vil sige om en sætnings struktur er korrekt, i forhold til et opstillet 
sæt af regler, også kaldet sprogets grammatik. Læg desuden mærke til at 'deiner frø eats tasken' 
heller ikke er gyldig, da der bliver brugt ord der ikke stammer fra det danske sprog.  
De grammatikregler, der benyttes til naturlige sprog, såsom dansk, tysk og engelsk, er som regel 
utrolig kompliceret. Et formelt sprog er derimod defineret ved et specifikt sæt af regler, som kaldes 
for en formel grammatik. En formel grammatik giver således en beskrivelse af den mængde af ord 
der er i det formelle sprog (Rosen 2007: 848).  
Følgende er et eksempel på en enkel grammatik, der kan generere ”en frø spiser tasken”:  
 En sætning er sammensat af grundled efterfulgt af et udsagnsled efterfulgt af et 
genstandsled. 
 Et grundled er sammensat af en artikel efterfulgt af et navneord. 
 En artikel er 'en' eller, 
 en artikel er 'min'. 
 Et navneord er 'frø' eller, 
 et navneord er 'pige'. 
 Et udsagnsled er 'spiser' eller, 
 et udsagnsled er 'stiller'. 
 Et genstandsled er 'tasken' eller, 
 et genstandsled er 'fluen'. 
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Ved at starte fra en sætning kan vi ved at se ud fra de givne regler, at sætning kan erstattes med en 
sætning der følger sammensætningen: artikel grundled udsagnsled genstandsled. Ved at 
fortsætte, med at udfører disse udskiftninger, vil det til sidst ikke længere være muligt at udskifte 
ordene og vil vi ender med en sætning. 
Opbygningen af en sætning kan også beskrives ved brug af phase-structure grammar (Rosen 2007: 
849) med definitionen:  
            
Mængden V beskriver ordforrådet (eng: vocabulary) og er alle de symboler, som kan bruges i 
sproget. I eksempelet vil disse være følgende: 
    
                                                                                         
Mængden T beskriver terminalsymboler, som er de symboler eller ord, som en gyldig sætning 
består af. Disse er i eksemplet: 
    
                                          
Symbolet S beskriver startsymbolet og er i denne grammatik:  
                                           
Mængden P er produktionsregler (eng: productions), der bestemmer hvilke symboler, der kan 
erstatte andre symboler. Disse erstatninger finder sted indtil en sætning kun består af terminaler. 
Produktionsreglerne for eksemplet vil således være. 
     
                                          
           | |    
             | |      
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                  | |        
                   | |        
  
Ved yderligere at tilføje en sandsynlighed til grammatikken, vil vi kunne opbygge alle mulige 
sætninger i dette sprogeksempel. Der er to muligheder, ”en” eller ”min”, for at erstatte ”artikel”. 
Ved at tilføje en sandsynlighed til produktionsregler kan vi bestemme om erstatningen vægter mod 
”en” eller ”min”. 
I figur 3 angives de mulige sætninger og den fulde liste af ord, dette simple formelle sprog dækker 
over: 
 
 
figur 3 - tabeller over mulige sætninger med det valgte ordforråd 
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4.3  Musikteori 
Dette afsnit indeholder musikteori, som er nødvendig for den grundlæggende forståelse af forholdet 
mellem toner, skalaer og akkorder, samt måden vi repræsenterer disse data i vores program. 
Afsnittet er opdelt i 4 dele: Toner, skaler, akkorder og nodelængder. Her vil vi først afklare de 
fundamentale notationer af musikteori, som er relevante samt vores repræsentations af disse.  
4.3.1 Toner 
 
figur 4 - klaviatur med de tolv toner som udgører en oktav 
Vestlig musik består af 12 grundtoner, som tilsammen udgør en oktav. Hvert skridt mellem disse 
kaldes for en semitone. En C-dur (Ionian-skala) skala består af syv toner, som på et klaviatur (figur 
4) er repræsenteret af de hvide tangenter med noderne "C, D, E, F, G, A, B". Enver tone kan være 
formindsket eller forhøjet, hvilket betyder at den tone er én semitone lavere eller højere. De sorte 
tangenter noteres med henholdsvis "b" (formindsket) eller "#" (forhøjet) som fortegn, relativt til de 
sidelæggende toner. Den sorte tangent imellem ”C” og ”D” kan således både hedde ”C#” eller ”Db”  
(Snoman 2009: 202). 
 
figur 5 - c-dur skala (ionian-skala) 
På figur 5 ses en oktav fra tonen c til c hvori de syv hvide tangenters toner indgår på nodepapir. 
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4.3.2 Forholdet mellem toner 
I figur 6 nedefor ses forholdet mellem toner og hvordan de kan noteres. Yderligere er der også her 
noteret hver frekvens til den enkelte tone. Tone er yderligere noteret med et ”4” tal som 
repræsenterer oktaven. 
I dette projekt benytter vi os af MIDI notationen til at repræsentere tonehøjde. MIDI numrene går 
fra 0 til 127, som svarer til noder der dækker oktaverne fra C-1 til C9. 
dog har vi også brug for toners frekvenser og benytter derfor formlen (Six 2011: 2): 
                   
n er MIDI nummeret på tonen og f er frekvensen. 
  
Tone og oktav Interval 
relations/Toneinterval 
(Snoman 2009: 207) 
Semitone afstand fra C Frekvens MIDI 
C4 Unison 0 262 60 
C#4 / Db4 Minor second  1 277 61 
D4 Major second  2 294 62 
D#4 / Eb4  Minor third  3 311 63 
E4 Major third 4 330 64 
F4 Perfect fouth 5 349 65 
F#4 / Gb4 Tritone 6 370 66 
G4 Perfect fifth 7 392 67 
G#4 /Ab4 Minor sixth 8 415 68 
A4 Major sixth  9 440 69 
A#4 / Bb4 Minor seventh  10 466 70 
B4 Major seventh 11 494 71 
C5 Oktave 12 523 72 
figur 6 – toners forskellige angivelser  
4.3.3 Skalaer 
Et musikstykke er skrevet i en bestemt skala og bestemmer hvilke toner der er tilladt at spille. Der 
findes mange forskellige skalaer, men de oftest brugte, består af syv toner per oktav. En 
ionian/major skala i tonen C (dansk: c-dur skala) består således af de syv hvide tangenter på 
klaviaturet. De syv normalt anvendte skalaer er: ionian/major (C), dorian, (D), phrygian(E), lydian 
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(F), mixolydian (G), aeolean/minor (A), locrian (B) (Snoman 2009: 206). Skalaer er udover, at 
bestemme hvilke toner der er tilladt, også vigtige fordi de bestemmer stemningen af et stykke 
musik. Hvis et musikstykke skal være opmuntrende eller glad vil komponisten således bruge en 
ionian skala i modsætning til en aeolian skala, som vil få musikken til at fremstå mere alvorlig 
(Snoman 2009: 206). 
Ionian skalaen kan også repræsenteres i form af en række semitone skridt: 2,2,1,2,2,2,1 
Hvis grundtonen er C4 (MIDI nummer 60) kan dette også noteres som følgende: 60, 62, 64, 65, 67, 
69, 71, 72 
Ved at repræsentere skalaen på denne måde kan den transponeres til enhver anden grundtone end C, 
da skalaen blot er forhold i afstand imellem toner. 
Yderligere kan denne skala kan også læses, som en tabel med indekstal. N = 42 i dette eksempel da 
C4 er den sjette oktav (fordi den nederste oktav er -1). Så det vil svarer til 7 * 6 = 42. 
Indeks N + 0 N+1 N+2 N+3 N+4 N+5 N+6 N+7 
MIDI 60 62 64 65 67 69 71 72 
4.3.4 Akkorder 
En akkord er opbygget af tre eller flere toner, som spilles samtidigt. Den mest almindelige akkord er 
således, grundtonen + tertsen + kvinten (eng: perfect fifth). 
Hvis grundtonen er C4 vil en dur akkord, som har en forstørret terts (eng: major third), se således 
ud: 
 
figur 7 - C-dur akkord 
Denne er sammensat af tre følgende MIDI numre: ”60,64 og 64”, eller indeks ”N+0, N+2 og N+4”. 
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figur 8 c-mol akkord 
En C-mol akkord vil derimod have en formindsket terts (eng: minor third). 
I en aeoleon skala, hvor indeks N+2 er 63 i stedet for 64, vil det være de samme indekstal akkorden 
er opbygget af. Derved vil en treklang altid bestå af indekstallene ”N+0, N+2 og N+4”, men skalaen 
bestemme om det er en dur eller en mol akkord. 
Vi vil bruge de relative indekstal i stedet for MIDI numre, da vi derfor ikke skal tænke i de enkelte 
toner men blot et relativt tal i forhold til indekstal. 
4.3.5 Nodelængder  
Vi vil kort redegøre for nodelængder. En taktart er opbygget af takter (eng: bars) og taktslag (beats). 
Således vil en taktart i 4/4 dele, have fire taktslag per takt. En taktart i 3/4 har således 3 taktslag per 
takt. Et taktslag kan også forstås som en fjerdedelsnodes længde. På figur 9 vises alle mulige længer 
af noder.(Snoman 2005: 216-217) 
 
figur 9 - illustration af nodelængder 
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4.4 Lydteori 
En del af vores program omhandler genereringen af lyd. Vi vil derfor her introducere nogle 
kernebegreber omhandlende lydteori. Dette afsnit vil beskæftige sig med begreber som ”frekvens”, 
”amplitude” og ”klangfarve”, samt koncepter som ADSR envelopes og limiters, da dette senere 
bruges i implementeringen af performeren. Det er ikke et omfattende afsnit, men er nødvendigt for 
at forstå den senere beskrivelse af performeren. 
4.4.1 Lydbølger 
Når der tales om lydbølger, eller generelt bølger, benyttes der begreber som frekvens, hertz og 
periode. Frekvens er en enhed for hvor ofte noget gentages pr. tidsenhed. Ved lyd benyttes der 
enheden hertz(Hz), som er antallet af svingninger pr. sekund. Dernæst har vi en periode, som er 
tiden en svingning tager i sekunder.  
 
Yderligere er der begreber som samplerate og bitdepth, der bør redegøres for når der tales om 
digital lyd. Opdateringsraten er oftest, 44100 samples per sekund. Det vil sige at der er en 
samplerate på 44100. Et sample er en værdi imellem -1 og 1 og repræsentere et punkt i svingningen.  
Normalt har lyd en bitrate på 16bit. Et sample har en værdi imellem 1 og -1 og måles i amplitude. 
Bitdepth bestemmer hvor mange værdier der er imellem 1 og -1. Dette er også illustreret på figur 
10, hvor tykkelsen af de grå bokse repræsentere samplerate og bitdepth. Yderligere er et sample 
fremhævet, som et af de blå punkter på lydbølgen. (Snoman, 2005: 127-133). 
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figur 10 - en lydbølge med fremhævede samplerate og bitdepth 
 
4.4.2 Digital repræsentation af lydbølger 
En lydbølge kan visuelt repræsenteres digital på to måder: gennem et spektrogram eller et 
oscilloskop. På et spektrogram refererer x-aksen til hertz og y-aksen som dB. I et oscilloskop er x-
aksen tid og y- aksen amplitude eller dB. dB er logaritmisk enhed til at måle lydstyrke. Ved at se på 
en lydbølge gennem disse repræsentationer, kan der fortælles noget om lydens karakteristik.  
 
Forholdet mellem dB og amplitude kan ses på figur 11 (Giri 2010: 15) 
Amplitude dB SPL 
1 0 
0,5 -6 
0,25 -12 
0,125 -18 
0,1 -20 
0,01 -40 
0.001 -60 
figur 11 - amplitude og dB 
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Vi vil her kort gå igennem henholdsvis repræsentationen i et oscilloskop og et spektrogram. 
På figur 12 ses en sinus lydbølge gennem et oscilloskop. 
 
figur 12 - en lydbølges periode. Den røde firkant illustrerer én periode. En single cycled waveform lydfil indeholder kun én 
periode. 
En bølges frekvens afgør den opfattede tonehøjde (eng: pitch) og måles i Hz. Er perioderne korte, 
vil frekvensen være høj. Er perioderne lange vil frekvensen være lav. En lydbølge med en lang 
periode vil derfor have en dyb klang. En lydbølges styrke, som er forskellen mellem hviletilstanden 
og bølgens højeste udsving. Dette kaldes kalder vi for tonestyrken (eng: amplitude) og måles i 
enheden dB. 
 
figur 13 - En savtakket (eng: sawtooth) bølgeform 
 
Bølgens kompleksitet afgør den resulterende lyds klangfarve (eng: timbre). En sinus bølgeform har 
kun en frekvens uden overtoner. Overtoner er frekvenser, som er ikke er grundfrekvensen i 
lydbølgen. Jo flere overtoner, desto mere kompleks bølgeform. På figur 13 ses en savtakket 
bølgeform. Denne type lydbølge har i modsætning til sinus, mange overtoner. Dette er nemmest 
illustreret hvis de to lydbølger ses gennem et spektrogram.  
 
På figur 14 og figur 15 ses henholdsvis en sinus bølgeform og en savtakket bølgeform. Her er 
tydeligt at den savtakkede bølgeform er rig på overtoner, mens sinusbølgen er enkel i sin form. 
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figur 14 - Spektrogram af en sinus bølge 
 
figur 15 - Spektrogram af en savtakket bølge 
4.4.3 Envelope generatoren 
I vores performer bruges der en envelope generator til at kontrollere parametre, når en tone slås an. 
Ofte er det lydstyrken som er denne parameter, da man på den måde kan styre hvordan lydstyrken 
af en tones anslag. 
Den mest almindelige envelope generator type er en såkaldt ADSR (Attack, Decay, Sustain og 
Release) envelope (Snoman 2009 : 20)  
Vi benytter os dog af den mere simple udgave kaldet AD (Attack og Decay).  
Grunden til dette er at vores performer kun får besked om hvornår en tone slås an, men ikke en 
besked om hvornår den slippes igen. Dette kan sammenlignes med forskellen på et klaver og en 
xylofon. På et klaver kan en tangent godt holdes nede, hvorimod en xylofon kun har et anslag.  
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En envelope kan dog også bruges til at kontrollere andre parameterer end lydstyrke. Eksempelvis 
kan parametre som filter (filter envelope) og tonehøjde (pitch envelope) også kontrolleres af en 
envelope. 
På figur 16 ses en graf over en AD envelope.  
 
figur 16 - AD envelope, lydstyrken er målt i max amplitude 
Denne envelope har to parametre: Attack og Decay. 
Attack 
Attack bestemmer hvor langt der går fra anslag til maksimum tonestyrke. Hvis denne parameter er 
høj vil det give tonen et langsomt fade-in. Hvis den er kort vil lyden starte umiddelbart efter den 
slås an (Snoman 2009: 21). 
Decay 
Decay bestemmer hvor langt der går fra maksimum tonestyrke til stilhed. Hvis denne parameter er 
høj vil det give tonen et langsomt fade-out. Hvis den er kort vil lyden hurtigt forsvinde, når lyden er 
nået dens maksimum tonestyrke (Snoman 2009: 21). 
4.4.4 Limiter 
En limiter bruges en for at kontrollere at lydstyrken af det samlede signal ikke overstiger 0db 
svarende til en amplitude på 1. En limiter skruer ned for lydsignalet, når det overstiger 0db eller en 
amplitude på over 1. Derved undgår signalet digital overstyring (Snoman 2009: 46). 
Dette er vigtigt at implementere, da vi ikke selv kan kontrollere det samlede lydsignals lydstyrke, i 
et generativt musiksystem. 
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4.5 Musikalsk Struktur 
Et af hovedemnerne i dette projekt er skabelsen af mønstre og musikalsk struktur i generativ musik. 
Dette afsnit skal klargøre de metoder og algoritmer, som skal give vores system musikalsk struktur 
og dynamik.  
En vigtig faktor i skabelsen af dynamik, er at have klare skift mellem de forskellige stykker i 
musikken. Derfor er det nødvendigt at undersøge, hvordan vi kan bruge de metoder og algoritmer til 
at skabe struktur. Vi har tidligere i rapporten introduceret teorier omkring Markov Chains og 
Formal grammatik, som vi i dette afsnit vil bruge. 
4.5.1 Struktur analyse af en musikalsk komposition 
Ved at analysere hvordan en musikalsk komposition er opbygget, vil vi få et overblik over hvordan 
vi kan implantere struktur i det generative musiksystem.  
På figur 17 ses en repræsentation af et musikstykke opdelt i niveau.¨ 
 
figur 17 - nedbrydning af et musikstykke 
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På niveau 1 (i figur 17) er den overordnede musikalske kompositions form. En komposition vil 
typisk indeholde en intro, midte og outro, opdelt i forskellige stykker. Dette kan også kaldes 
kompositionens arrangement, som svarer til A-stykke, B-stykke osv. Ofte er et enkelt stykke et 
givet antal takter langt. Det kan typisk variere fra 4 til 32 takter, hvor der skiftes mellem forskellige 
akkorder. 
På niveau 2 ses at disse stykker. Stykkerne er opbygget af forskellige akkorder eller 
transponeringer. Eksempelvis er dette en rundgang af akkorder Gm, A, Cm, Dm. Dette kunne også 
være repræsenteret af transponeringer fra skalaens grundtone. Hvilket så ville kunne oversættet, 
hvis C er grundtonen, i semitone skridtene: 7, 9, 0, 2.     
Niveau 3 består af de enkelte mønstre og rytmer som bliver spillet af individuelle instrumenters. 
Her kan det samme mønster gå igen i et helt stykke, men blot blive transponeret til niveau 2’s 
transponeringer.  I dette niveau bestemmes tonerhøjder og rytmer. Der kan også være gentagelser 
med variationer.  
Det sidste niveau beskæftiger sig med musikken på et mikroplan. Her er der tale om individuelle 
noders amplitude, frekvens og klangfarve, altså de enkelte toners lyd og karakter. 
For at skabe et dynamisk musiksystem, er det nødvendigt at det er opbygget af og tager højde for 
alle disse niveauer. Systemet må således have en funktionalitet der gør det muligt at generere og 
sammensætte stykker der hver især varier meget. Vi vil nu beskrive hvordan vi vil bruge Markov 
Chains og formel grammatik i de fire niveauer. 
4.5.2 Niveau 1 og 2 – Arrangementet og Akkordrundgange 
Arrangementet handler hovedsagligt om de individuelle stykker og deres relation til hinanden. En 
musikalsk komposition er konstrueret af en række stykker, som skal være forskellige.  
Vi vil bruge en Markov Chain til at opbygge disse stykker. En tilstand, vil svarer til en enkelt 
transponering eller akkord. Et stykke består derfor af en eller flere sammenhængende tilstande eller 
transponeringer.  
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En bestemt musikalsk komposition kan eksempelvis bestå af 2 stykker. Dette kan nemt gøres i en 
Markov Chain ved at sætte sandsynlighederne, i tilstandene, på en sådan måde at der skabes en 
kæde af transponeringer. 
På figur 18 ses en Markov Chain, der efterligner en musikalsk komposition med to stykker. A- 
stykket består således af tilstand 1,2,3 og 4 og B-stykket består af 5,6,7 og 8.  
 
figur 18 En Markov Chain, der efterligner en musikalsk komposition med to stykker 
Når nuværende tilstand er 4 og 8, vil der være 50 % sandsynlighed for enten at skifte til det andet 
stykke eller starte det samme stykke forfra. På denne måde vil musikken tilfældigt vælge mellem to 
serier af akkordrundgange. 
Imellem hver tilstand kan det også være nødvendigt at tænke på hvilke instrumenter der spiller. E 
musikalsk komposition kan spille de samme stykker igen, men med forskellige instrumenter for at 
skabe variation og samtidigt bibeholde genkendeligheden. Ved at tilføje funktionalitet til systemet, 
som der kan aktivere og slukke for instrumenter eller ændre klangfarven på instrumentet kan der 
opnås variationer mellem stykkerne. Andre parametre i synthesizerne kan med fordel også ændres 
for at skabe variation. 
4.5.3 Niveau 3 og 4 – Rytmestruktur, mønstre og mikrostruktur 
I mikrostrukturen bestemmes de enkelte toners parametre. Hver tone har udover en tonehøjde også 
en tilhørende amplitude, klangfarve og andre parametre, der definere en tone alt efter synthesizerens 
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funktionalitet. Disse parametre kan ændre sig fra tone til tone og på denne måde være essentielle for 
det endelige resultat.  
Disse to niveauer implementeres via formel grammatik, hvor hver terminal består af tone eller en 
pause med forskellige parametre.  
For at eksemplificere, bruger vi en meget simpel grammatik, hvor hver terminal har en angivet 
tonehøjde eller ingen og er derved en pause. 
Ordforrådet i eksemplet er: 
                         
Terminalerne i eksemplet er:  
                
Produktionsreglerne er i eksemplet:  
    
     
     
                  , 
                    
                   
  
Terminalernes værdier er: 
Terminal Tonehøjde 
a 60 
b 62 
c 64 
d 65 
x Ingen (Pause) 
I dette eksempel vil de tre mulige sætninger således være: 
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(1)                 , (2)                  og (3)                 .  
På figur 19 ses de tre sætninger som nodenotation. Pauserne tillægges efter en tone, så det svarer til 
en længere tone. ”                  ” er således fire fjerdelsnoder, hvor   er C4 og   er D4. 
 
figur 19 - de mulige sætninger 
 
Yderligere vil der kunne tillægges en vægt til produktionsreglerne. Så de to produktionsregler 
”                  ” og ”                  ” forekommer med forskellig 
sandsynlighed. 
Dette er blot et meget simpelt eksempel, men ved at udbygge disse regler kan der opnås mønstre 
som både er genkedelige og foranderlige. 
Tilføjelsen af en vægt til hver regel kan bestemme hvilke regler der bruges ofte og hvilke som kun 
bruges enkelte gange.  
  
Musikalsk struktur i generative musiksystemer, RUC efterår 2012, Bachelor på datalogi. 
Anders Bjørn Rørbæk Pedesen (abrp@ruc.dk), Henrik Kinch Knudsholt Jessen (hkinchj@ruc.dk), 
Morten Hansen (morthan@ruc.dk)  
Side 33 af 143 
 
5 Beskrivelse af programmet 
I de næste afsnit vil vi gennemgå og beskrive programmet. Det vil være opdelt i tre dele: 
regelsættet, komponisten og performeren. Komponisten er skrevet i Java og performeren er skrevet 
i PureData.  
5.1 Regelsættet 
Regelsættet er som tidligere nævnt en fil i XML format. Denne fil indeholder retningslinjer for, 
hvordan musikken skal komponeres og spilles i programmet. Komponisten læser reglerne med 
metoder i RulesReader, fra Java klassen og gemmer dem i Rules klassen. Disse regler bliver 
brugt som variabler gennem hele programmet. Ideen er at som mange af programmets parametre 
som muligt, skal kunne bestemmes i dette regelsæt og at der i en del tilfælde er mulighed for at 
variere graden af tilfældighed i parametrene. 
<rules> 
  <global>...</global> 
  <structure>...</structure> 
  <instuments>...</instuments> 
</rules> 
eksempel 1 
XML filens overordnede struktur, som vist i eksempel 1, tre dele beskrevet herunder: 
<global> indeholder faste værdier som skala, tempo, og overordnet transponering, samt 
parametre, der hver angiver hvornår musikken skal ændre sig og mange takter, der går mellem 
ændringer af transponeringer og instrumenteringer. <structure> indeholder regler for markov 
chain og formel grammatik. Disse metoder styrer musikstykkets struktur. <instuments> 
indeholder regler for hvordan instrumenterne lyder. 
5.1.1 <globlal> - regelsættets globale parametre 
I eksempel 2 ses <global> delen. 
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<global> 
  <scales> 
    <scale> major </scale> 
  </scales> 
  <transpose>0</transpose> 
  <bmp>60</bmp> 
  <beats>4</beats> 
  <bars>4</bars> 
  <instrumentChangeInterval>1</instrumentChangeInterval> 
  <transposeChangeInterval>1</transposeChangeInterval> 
</global> 
eksempel 2 
<scales> bestemmer hvilke skalaer den musikalske komposition bliver spillet i. Alle toner, der 
bliver angivet i regelsættet, bliver angivet ved transponering af en grundtone i en bestemt skala. I 
eksemplet er dette en ”major” skala. Da grundtonen (<transpose>) er sat til ”0” svarer dette til 
C4 og musikstykket vil således være i skalaen c-major og kun kunne bestå af følgende syv toner per 
oktav ”C,D,E,F,G,A,B”.  Hvis <transpose> havde værdien ”2” ville kompositionen blive spillet i 
d-major  
Tempo er i enheden ”beats per minute” og bliver angivet i <bpm> tagget. Default værdien for 
<bpm> er ”100”.  
<beats> og <bars> bestemmer taktarten. 
I <instrumentChangeInterval> bestemmes hvor mange takter der går mellem ændringer i 
instrumenteringen. Ved ændring i instrumenteringen vil ét instrument enten blive slukket eller 
tændt. Det er muligt, senere i regelsættet, at gøre nogle instrumenter ”immune” overfor en sådan 
ændring, således at de aldrig kan blive slukket.  
I <transposeChangeInterval> bestemmes hvor mange takter en markov chain tilstand varer. 
Da markov chain bestemmer ændringer i transponeringen, kan dette også forstås som hvor ofte 
musikken skal transponere til en anden tone. 
Hvis værdierne angivet i <instrumentChangeInterval> og <transposeChangeInterval> 
er 1, vil transponering og instrumentering ændres efter hver eneste takt. 
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5.1.2 <structure> - regelsættets struktur parametre 
<structure> 
  <markov>...</markov> 
 <grammar instrument='1'>...</grammar> 
 <grammar instrument='2'>...</grammar> 
 <grammar instrument='3'>...</grammar> 
</structure> 
eksempel 3 
I eksempel 3 ses opbygningen af strukturdelen af regelsættet. 
I denne del af regelsættet angives regler for den musikalske struktur. <markov> bestemmer de 
overordnede niveauer og er ansvarlig for at give den musikalske komposition dynamik og 
<grammar instrument='1'> bestemmer de enkelte instrumenters formelle grammatik og 
derved strukturen af mønstre og de enkelte noder og deres sammensætning. 
<markov> 
  <numStates> 4 </numStates> 
  <table> 
    <state> 0.0,1.0,0.0,0.0</state> 
    <state> 0.0,0.0,1.0,0.0</state> 
    <state> 0.0,0.0,0.0,1.0</state> 
    <state> 1.0,0.0,0.0,0.0</state> 
  </table> 
  <stateValues> 
    <state num='1'> 0 </state> 
    <state num='3'> -2 </state> 
    <state num='4'> 7 </state> 
  </stateValues> 
</markov> 
eksempel 4 
En Markov Chain defineres først ved hvor mange tilstande den har. Dette sker i <numStates> 
feltet. Derefter skal hver tilstand tillægges en sandsynlighed angivet i decimaltal for hver tilstand. 
Dette gøres i <table> tagget og der skal være det samme antal <state> som tallet der er angivet 
i <numStates>. 
I tagget <stateValues> kan der angives en individuel transponering for hver tilstand. Num='1' 
refererer til hvilken tilstand. Værdien i <state num='1'>0</state> er transponeringen af 
tilstanden, som i eksemplet er ”0”, hvilket betyder at der, i forhold tilgrundtonen, ingen 
transponering er i denne tilstand. Denne transponering er bestemt i forhold til skalaen og dens 
indeksværdier. Transponeringen vil derfor være i indekstal i stedet for semitoner og derved altid 
være tonehøjder der indgår i den fastlagte skala. Er værdien ”7” vil det således være en 
transponering på tolv semitoner i stedet for syv semitoner. 
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Hvis <table>, <state> og <stateValues> ikke er defineret i regelsættet vil disse blive 
tilfældigt genereret. 
 
<grammar instrument='1'> 
 <start> S </start> 
  <productions> 
     <production> 
       <symbol> S </symbol> 
       <replace> axax </replace> 
       <weight> 1 </weight> 
     </production> 
    <production> 
       <symbol> S </symbol> 
       <replace> aaaa </replace> 
       <weight> 2 </weight> 
     </production> 
  </productions> 
     <terminals> 
       <terminal> a </terminal> 
       <terminal> x </terminal> 
    </terminals> 
  <map> 
    <value symbol='a'> 
       <note isnote='1' pitch='0' velocity='50' attack='0.1' decay='0.9' 
volume=''  waveform='' detune=''/> 
    </value> 
        <value symbol='x'> 
       <note isnote='0'/> 
    </value> 
  </map> 
</grammar> 
eksempel 5 
 
Den musikalske komposition er bygget op af sekstendedelsnoder og seks instrumenter er defineret i 
regelsættet, ved hver deres id. Instrument 1-3 er blot kaldet instrument indstilles som forskellige 
instrumenter, mens instrument 4-6 er sat op til tilsammen at udgøre et samplerinstrument, tiltænkt 
til afspilning af trommelydfiler. For at kunne danne melodier og rytmer, sættes der et individuelt 
formelt sprog op for hvert instrument.  
Først defineres instrumentet ved dets id, <grammar instrument='1'> som er ”1” ved første 
instrument. Derefter defineres produktionsreglerne i <productions> og <production>. 
<symbol> S </symbol> angiver startsymbolet på den formelle grammatik og er ofte blot S. 
<symbol> er et symbol i ordforrådet og kan erstattes af andre symboler, ved at angive et 
<replace> tag for hvert <production>. I eksemplet her er der ét instrument, som kan spille en 
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rytme, der er resultatet af en tilfældig kombination af produkterne ”aaaa” og ”axax”. 
Sandsynligheden for at ”aaaa” forekommer, er dobbelt så stor som for at ”axax” forekommer. 
Dette fremgår af forholdet i produktionernes indbyrdes vægt og angivet som værdier under 
<weight>, som hhv. ”1” og ”2”. Hvert ”a” og ”x” er defineret som terminalsymboler i 
<terminals> tagget og repræsenterer hver en nodelængde på én sekstendedel.  
I tagget <map> oversættes terminalernes symboler til egentlige noder. <value symbol='a'> 
tagget bestemmer at det er symbol ”a”, som henvises til. I tagget <note> er der følgende værdier 
som kan blive angivet. isnote='1' tagget ved symbol ”a” bliver der angivet, at der skal spilles en 
tone. pitch='0' angiver transponeringen fra grundtonen og velocity='50' angiver 
tonstyrken. Ligesom transponeringerne i markov chainen er pitch i forhold til skalaen. 
Attack og decay bestemmer karakteristikken af tones anslag og derved hvordan envelope 
generatoren skal generere anslaget. Disse er ikke angivet i millisekunder, men i sekstendedelsnoder. 
En decimaltalværdi på 1 svarer til en sekstendedelsnode. Attack og Decay bliver angivet i 
millisekunder. 
Volume, waveform og detune, er tomme og det fortæller os at de ikke er defineret her, og 
programmet vil i stedet tage standardværdierne til disse parametre, som er defineret senere i 
regelsættet under <instruments> tagget.  
 
”x” udgør en pause, dette er defineret ved isnote='0'. Således er det muligt at definere 
sekstendedelsnoder, der ikke skal spilles. Denne terminal har derfor ingen grund til at definere 
andre parametre. Isnote kan således have en værdi på ”0” eller ”1”. 
Der kan defineres flere <note> tags under <value symbol='a'>. Dette gør det muligt at en 
terminal fungerer som en akkord. En normal treklang vil således være opbygget af tre <note> tags 
med forskellige pitch værdier: pitch='0' pitch='2' og pitch='4'. De er defineret i 
forhold til skalaen og vil, i en c-major skala, blive oversat til værdierne ”0”, ”4” og ”7”. 
Det er dog ikke muligt at afspille mere end seks toner samtidigt, på grund af opbygningen af 
Performeren, som vi senere kommer til. Der kan være flere symboler, der ikke er terminalsymboler 
og de skal så selv have ekstra produktioner, der ender i terminal symboler. Det er vigtigt at terminal 
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symbolerne er defineret både i produktionerne, i <terminals> og i <map>, da programmet ikke 
kan køre uden. 
5.1.3 <structure> - kompositionens instrumentering 
I eksempel 6 ses <instruments> tagget. 
<instruments> 
  <instrument id='1'> 
    <alwaysOn/> 
    <attack>0.5</attack> 
    <decay>2</decay> 
    <volume>100</volume> 
    <waveform>./sound/3.wav</waveform> 
    <detune>120</detune> 
    <transpose>0</transpose> 
    <lowestKey>0</lowestKey> 
    <heighestKey>+28</heighestKey> 
  </instrument> 
</instruments> 
eksempel 6 
For hvert instrument defineret med et formelt sprog, skal der være sat et <instrument> tag op 
under <instruments>, med samme id. Her bliver standardværdierne for instrumentet sat. Nogle 
er de samme værdier, som det er muligt at sætte ved noderne, i det formelle sprogs terminaler. 
Der er også nogle nye funktioner, der er generelle for instrumentet. Den første nye parameter er 
<alwaysOn/> tagget der sikre at dette instrument aldrig vil blive slukket ved ændring i 
instrumenteringen.  
<volume> angiver instrumentets overordnede lydstyrke, og kan bruges til at skrue op eller ned for 
lydstyrken på alle instrumentets toner. Maksimal volumen er ”127”, minimal er ”0”. 
 <attack> og <decay> er default værdier, med samme funktion som ved de individuelle toner og 
bliver kun brugt hvis de ikke bliver angivet der.  
Instrumentets klangfarve <waveform> angives ved en sti til den wave-fil, der indeholder enten en 
single cycled waveform eller et sample (eller loop), som performerens synthesizer eller samplere 
bruger når lyden skal spilles. Dette parameter var tomt i det tidligere eksempel, hvilket fortæller 
programmet, at det skal lede efter det her.  
<detune> tagget ændrer parameteren detune, som er en effekt i synthesizeren, som bliver 
beskrevet i performer delen. Værdien er mellem ”0” og ”127” 
<transpose> tagget transponere instrumentet op eller ned og er bestemt iforhold til skalaen. 
Skulle instrumentet tranponeres én oktav ville denne værdi være ”7”  
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Den sidste funktion er <lowestKey> og <heighestKey>, der tilsammen gør det muligt at lade 
tonehøjden for instrumentet være tilfældigt varierende, inden for det fastsatte interval. Dog skal 
tagget i pitch værdien i <map> tagget være blank, for at en tilfældig tone bliver afspillet. 
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5.2 Komponisten 
I dette afsnit gøres rede for de forskellige klasser i programmet. Der startes med et overblik over 
programmet, for derefter at dykke ned i nogle af de mere specifikke detaljer. Opbygningen af 
programmet er opdelt i en række klasser, som hver er designet til at udføre en bestemt opgave i 
programmet. På figuren her under kan de overordnede klasser ses.  
 
figur 20 - oversigt over klasser i komponisten 
Øverst ses main klasses. Dette er programmets startpunkt og indeholder main metoden. Dets 
opgave er at oprette et Worker objekt, som herefter opretter klasserne, Reader, LibpdThread, 
Generator og listener. Worker objektet sørger desuden for at starte og stoppe de nødvendige 
Java tråde. 
Reader og Generator er abstrakte klasser. Således kan klasser, der arver fra disse klasser, blive 
implementeret lettere i programmet, uden at der skal laves ændringer i resten af programmet. Dette 
er især med Generator klassen, da vi under udviklingen af programmet lavede flere forskellige 
subklasser af denne, for at teste og/eller implementere forskellige dele af programmet. Reader 
klassen er lavet abstrakt, således at det vil være lettere at implementere klasser til læsning af 
regelfiler i forskellige formater. Således at forbrugere og udviklere, ikke er bundet til ét filformat 
med en bestemt opbygning. I vores program har vi kun udviklet en underklasse af Reader, da vi 
kun har én filtype der skal kunne indlæses. Denne Reader klasse sørger også for at oprette et 
Rules objekt, hvor alle værdierne fra regelfilen bliver holdt. 
LibpdThread, sørger for at forbinde JavaSound og PureData patchen (herefter refereret som 
performeren) og samtidigt spille den lyd, som ankommer fra performeren via javax.sound.sampled 
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biblioteket. LibpdThread er designet til at køre i en tråd for sig selv og arver fra Java klassen 
Thread, således at det er muligt at oprette objektet, og derefter starte det. Her bliver samplerate og 
bitdepth også angivet. 
Forbindelsen mellem Java og performeren, sker via et listener objekt. Denne listener lytter 
efter beskeder fra performeren. Når en besked ankommer fra performeren udfører listener 
objektet en handling ud fra denne.  
Performeren søger for at holde et bestemt tempo og sender med bestemte intervaller et 'bang
1
' til 
listener objektet. Listener objektets opgave er derefter at sende data, repræsenteret som toner 
tilbage til performeren, som så spiller lyden. Tonerne henter listener objektet fra Buffer 
objektet, et objekt der er delt mellem Generator og listener klasserne. De to agerer som 
producent-forbruger, hvor generator objektet ”producere” toner og gemmer dem i buffer 
objektet og listener ”forbruger” de toner der er i buffer objektet. En af udfordringerne her har 
været at disse to klasser, Generator og listener, kører asynkront i hver sin Java tråd og skal 
således, sammen med Buffer klassen, sættes op til at tage højde for dette. 
5.2.1 main 
Den simpleste af klasserne i programmet er main klassen, som er vist kodeudsnit 1. Dette er 
programmets start i main metoden. Denne metode søger for at oprette et nyt Worker objekt, med 
program parametrene fra kommandoprompten. Dernæst kaldes start metoden, hvor programmet 
begynder at generer toner.  
 
kodeudsnit 1 
  
                                                 
1
 Se ordliste 
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5.2.2 Worker 
Worker klassen fungerer som start og stop klassen. I konstruktøren bliver alle de nødvendige 
objekter oprettet heriblandt Reader, LibpdThread, Generator og listener objekterne. På  
kodeudsnit 2 ses startmetoden. 
 
kodeudsnit 2 
I linje 1-3 bliver der sat de nødvendige relationer for at få listener objektet registreret hos libpd, 
således at meddelelser fra performeren bliver modtaget i listener objektet. Linje 4-7 åbner 
patchen og sender beskeder med variabler, som hendholdsvis er master volume, start af metronom, 
og metronomens tempo. Dernæst bliver de to tråde, Generator og LibpdThread, startet ved linje 
10 og 13. På linje 11 er den tråd, som Worker objektet kører, sat til at stoppe i 1 sekund. Dette har 
efter flere afprøvninger vist sig fjerne støj, som kan forekomme når de to tråde startes lige efter 
hinanden. Den præcise grund til dette vides ikke, men det antages at det skyldes ustabil kørsel i 
starten af programmet der får lyden til 'hakke'.  
Musikalsk struktur i generative musiksystemer, RUC efterår 2012, Bachelor på datalogi. 
Anders Bjørn Rørbæk Pedesen (abrp@ruc.dk), Henrik Kinch Knudsholt Jessen (hkinchj@ruc.dk), 
Morten Hansen (morthan@ruc.dk)  
Side 43 af 143 
 
På dette tidspunkt kører Generator tråden, som generer toner og lægger dem i bufferen, samt 
LibpdThread og kalder listener objektet efter hvert metronom slag, som så henter toner i 
bufferen og sender dem til performeren. Alt imens dette foregår, er Worker tråden blevet sat i holdt 
i et bestemt stykke tid. Dette sker ved linje 15, hvor efter den lukker de to tråde (linje 17-20) og til 
sidst lukker PureData patchen (linje 22). 
5.2.3 Reader 
For at indlæse regel filerne har vi lavet en klasse, som kun skal stå for indlæsningen af en regelfil, 
og gemme værdierne i et Rules objekt.  
 
kodeudsnit 3 
Metoden read tager et File objekt ind og returnere et Rules objekt, hvori reglerne fra filen læst 
nu er gemt i. Klassen vi har implementeret der arver denne klasses metoder og er RulesReader. 
5.2.4 RulesReader 
Denne klasse er designet til at indlæse en xml-fil, hvori reglerne til programmet er gemt.  
Det har været ønsket med denne klasse, at indlæsningen af xml-filen ikke skulle være afhængig af 
hvilken rækkefølge xml-filens indhold var skrevet. Således at det ikke er nødvendigt at en bestemt 
værdi kommer før en anden. Derudover skal tages højde for flere værdier og xml-tags, som ikke er 
obligatoriske, og derfor ikke behøves at skrives ind i filen. Klassen fungerer ved et sæt af metoder, 
der håndterer de forskellige tags i xml-filen. 
5.2.5 Rules 
Klassen Rules eneste formål er at holde alle de værdier, der udgør reglerne til brug i programmet. 
Denne klasse har inderklassen Instrument, som også benyttes til at holde regel-værdier. På 
kodeudsnit 4 er vist de værdier, der bliver gemt direkte i Rules klassen. Andre værdier bliver gemt 
i objekter som Rules holder.  
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kodeudsnit 4 
Linje 1 (i kodeudsnit 4): Først ses tempoet musikken er spillet og er angivet i tempoBpm. Dernæst, 
i linje 2 benyttes en tabel til at holde de musikalske skalaer, der benyttes under programkørslen. 
Skalaerne er implementeret som typen enums, og vil blive gennemgået senere. For at kunne 
transponere musikken op eller ned benytter vi, bland andet, en variable kaldet transpose (linje 
3). Denne variable er en relative værdi og angiver ikke tones værdi, men derimod et indeks tal i en 
tabel, hvor alle tone værdierne er specificeret. Dette vil blive gennemgået sammen med Scales 
klassen. Linje 4 og 5, angiver taktarten med beats og bars. beatPerMeasure i Linje 6 angiver 
antallet af sekstendele i en takt. 
Linje 7: Til at skifte imellem forskellige transponeringer, har vi valgt at benytte en Markov klasse. 
De værdier, der udgør Markov tabellen er gemt i Markov objektet. Til opbygning af tonerne 
benyttes en formel grammatik, disse er angivet på linje 8. Der er derved en grammatik for hvert af 
de 6 instrumenter programmet understøtter. Specifikationen af sproget til hver grammatik er gemt i 
de pågældende objekter. I linje 9 oprettet en tabel af 6 Instrument objekter, der hver holder 
værdier til bestemmelse af tonerne. Disse bliver benyttet som default værdier. Således hvis en tone 
ikke har en fastsat attack vil værdien blive hentet fra det pågældende Instrument objekts attack 
værdi.  
 
5.2.6 Scales 
Til at holde alle tone værdier, specificeret i MIDI værdi, har vi lavet Scales klassen. Disse var i 
første omgang skrevet som final int[], i en statisk klasse, da disse værdier ikke skal ændre sig 
på noget tidspunkt. Efter hånden som der kom forskellige hjælpefunktioner og variabler i klassen 
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blev denne uoverskuelig og omskrevet fra bunden til at benytte typen enum. Enums har den fordel 
at de gør koden mere overskuelig. Da programmet understøtter et bestemt antal musikalske skalaer, 
giver det mening at implementere dem som enums. Da disse skalaer, der skal repræsenteres har 
flere variabler og en tabel heltal hver, da udnytter vi at Java's enum er en klasse og derfor kan have 
lokale variabler og metoder. enum Scale i klassen Scales er vist i kodeudsnit 5. 
 
kodeudsnit 5 
De 4 parameter til hver konstant er henholdsvis skalaens navn, antal toner i skalaen per oktav, 
indeks tal for tonen C4(se afsnit om skalaer), og en tabel af alle tonerne i skalaen angivet efter 
MIDI værdier. I kodeudsnit 6 kan ses et eksempel på tabellen af tone-værdier, der gælder for 
SCALE_MAJOR 
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kodeudsnit 6 
For at gøre opslag af MIDI værdier mere fejlsikkert, har vi implementeret en metode i enum klassen 
kaldet getSafeIndex. Denne metode taget en indeks værdi som input og kontrollerer først om 
denne værdi er udenfor tabellens grænser. Hvis dette er tilfældet bliver den højeste eller laveste 
indeks valgt, hvis input værdien er henholdsvis større en tabellens længde eller mindre end 0. Hvis 
dette ikke blev gjort ville der blive kastet en IndexOutOfBoundsException fejl, hver gang det 
ønskede indeks ikke var inden for tabellens længde. Da der udføres en del transponering kan dette 
tilfælde ske ofte, alt efter hvordan regelfilens indhold.  
Transponering i programmet gøres med relative værdier i forhold til er variablen rootIndex i 
Scale. Den globale transponering, transponeringen af hvert instrument og tonernes værdier kan 
enten være negative eller positive værdier. Som før beskrevet så angiver dette indekstallet for tonen 
C4 i den pågældende skala. Alle transponeringer sker således ud fra denne værdi, som kan være 
forskellige alt efter hvilken skala der bliver benyttet.  
5.2.7 Tone 
Til at repræsentere de toner, der bliver spillet, bruges Tone klassen. Denne klasse indeholder 
primært variabler, da denne klasse kun skal holde på værdier, der har med en enkelt tone at gøre. 
Hvordan disse værdier skal ændres er op til Generator objektet, hvorfor vi har valgt at gøre alle 
variablerne frit tilgængeligt i programmet, da metoder til at sætte og hente hver enkelt variable blot 
ville give mere kode som ikke ville give nogen bedre funktionalitet. De variabler klassen definerer, 
er: 
 waveform – Den tekststreng med stien til en lydfil. 
 detune – Effekt der ændre klanfarven så man får et bredere stereobillede.  
 Volume – Bestemmer lydens styrke (værdier mellem ”0” og ”127”). 
 velocity – parameter til performerens envelope generator, der bestemmer anslagets 
amplitude (værdier mellem ”0” og ”127”). 
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 attack og decay – parameter til performerens envelope generatorens attack- og decay-
værdier, anført i decimaltal hvor 1 svarer til et taktslag og er længden er derfor bestemt af 
tempoet. 
 AttackMs og decayMs – Samme som attack og decay, men angivet i millisekunder. 
 pitch – angiver indeks tal for tonehøjden 
 pitchMidi – angiver tonehøjden som MIDI værdi 
 isTone – angiver om det er en tone eller en pause 
Da det ikke altid er ønsket at afspille en tone på hver eneste taktslag har vi gjort det muligt at angive 
at et Tone objekt kan angiver en pause. Pga. overskuelighed valgte vi at lave et Pause objekt. 
Denne klasse arver Tone og sætter kun isTone til at angive at det er en pause. Dette giver en 
hurtigt måde at oprette et Tone objekt, der angiver en pause ved blot at lave et Pause objekt.  
5.2.8 Tonelist 
Forskellige steder i programmet bliver der sendt Tone objekter frem og tilbage. For at gøre dette 
lettere oprettede vi en ToneList objekt. Denne klasse fungerer som et ArrayList objekt og 
indeholder tre nyttige metoder. Den ene er getToneList, som returnerer en tabel af Tone 
objekter. Den anden er en toString metode der udskriver indholdet af objektet og den tredje er en 
copy-constructor, der kopierer indholdet fra et andet ToneList objekt ind i det nye objekt. 
5.2.9 InstBeat 
Til at gemme alle de Tone objekter, der indeholder de toner, der skal afspilles på samme taktslag 
benytter vi klassen InstBeat(Instrument beat). Det er objekter af denne klasse, der bliver lagt i 
buffer objektet, og hvert element i buffer objektet, svarer således til et taktslag. Klassen 
benytter en tabel af ToneList objekter, et til hvert af de 6 instrumenter. Der benyttes ToneList 
objekter, da et instrument skal kunne afspille flere toner på en gang. For eksempel skal der bruges 3 
toner for at afspille en akkord. 
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kodeudsnit 7 
I kodeudsnit 7 ses instBeat klassen. Metoderne setInstrumentNotes sætter det pågældende 
element i tabellen ud fra hvilket id der gives. Id'et angiver hvilket instrument der refereres til. 
Metoden get henter ToneList objektet for det instrument med det givne id.  
 
5.2.10 Buffer 
Inden vi vil beskrive de to klasser, Generator og LibpdThread, som vil køre i hver sin tråd, 
introduceres Buffer klassen. Da vi har at gøre med to klasse, der deler ressourcer og kører i hver 
sin tråd, er det vigtigt, at være bevidst om hvilke problemer der kan opstå når, to eller flere, 
asynkrone tråde deler ressourcer. Blandt skal tages højde for om ressourcen, de to tråde deler, kan 
tilgås samtidigt. Der skal tages højde for producent-forbruger forholdet mellem de to tråde og 
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producenten skal 'følge op med forespørgslen', således at forbrugeren ikke risikere at forbruge 
ressourcer der ikke eksistere.  
Begge disse er der taget højde for i vores Buffer klasse. Klassen er en abstrakt klasse med 
abstrakte metoder. Formålet med dette er det kan være nødvendigt at lave en buffer, der understøtter 
specifikke krav. Således skal der kun laves en ny klasse der arver fra Buffer klassen.  
Generator klassen er ansvarlig for at oprette et objekt, der arver fra Buffer, hvilket også giver 
mulighed for at benytte et buffer objekt, der er designet til den specifikke Generator klasse. 
Buffer klassen er i kodeudsnit 8. 
 
kodeudsnit 8 
Nogle af metoderne er implementeret, da disse sandsynligvis ikke ville blive ændret i en subklasse. 
Et eksempel er metoden isEmpty, der benytter værdien den har fået fra metoden size, til at se 
om bufferen er tom eller ej. Dette gøres, ved at se om metoden size returnere et tal der er større en 
1. Metoden size er ikke implementeret, da den kommer an på bufferens opbygning i subklasse. Så 
længe metoden size er korrekt implementeret, vil metoden isEmpty også fungere korrekt. Det 
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skal noteres at der benyttes generics i klassen, således at klassen ikke er begrænset til en enkelt 
type af objekter. Linje 9 og 10 viser de to metoder der bruges til henholdsvis at tilføje og fjerne 
objekter fra bufferen.  
Vores implementering af Buffer klassen er InstBeatBuffer. Denne klasse er relativt simple, da 
nogle af metoderne allerede er implementeret i Buffer klasse. Hele klassen kan ses på kodeudsnit 
9. 
 
kodeudsnit 9 
Denne buffer benytter på linje 2 en Queue, for at kunne gemme objekterne. Dette giver også 
logisk mening, da vi ønsker en liste af elementer, hvor det første element også er det første der 
bliver trukket ud. Dette kaldes også for FIFO (First In First Out). Queue i Java er kun et interface, 
så mere præcist, benytter vi os af et LinkedBlockingQueue objekt som ses på linje 6. Denne 
klasse implementerer BlokingQueue, som er designet primært til producent-forbruger situationer. 
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5.2.11 Generator 
Generator klassen er en abstrakt klasse der arver fra Thread. Således kan vi køre en underklasse 
af Generator i en tråd for sig selv. Klassen indeholder hjælpemetoder til bl.a. at beregne taktslag, 
som kun bliver brugt i en underklasse, og en metode til at få fat i Buffer objektet. Derudover er 
interrupt metoden fra Thread klassen overskrevet, da metoden ikke fungerer ordenligt i 
samarbejde med libpd. Metoden sætter en boolesk værdi, der indikerer om metoden er kaldt eller ej. 
Denne booleske værdi bliver kontrolleret løbende i run metoden, for at se om den skal fortsætte.  
Vores implementering af Generator klassen, er klassen ToneGenerator. Denne klasse køres i 
sinegen tråd og vil blive, ved med at generer toner så længe der er behov for dette. run metoden 
bliver kaldt, når tråden startes og tråden stopper, når metoden sluttes. Derfor er det nødvendigt at 
have en løkke, der sørger for at holde metoden kørende. På kodeudsnit 10 ses en forkortet version af 
run metoden.  
 
kodeudsnit 10 
På linje 4, angives et flag, running, der fortæller om løkken skal fortsætte eller ej. De to variabler 
sleepTime og minSleeptim er to variabler, der benyttes til at styre hvor længe tråden skal sættes 
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i holdt, hvis bufferen er fyldt. På linje 11 starter løkken og kontrollere her både running og 
isInterrupted fra Thread klassen, for at se om løkken skal køres. Hvis dette er tilfældet 
kommer vi til den indre løkke på linje 13. Denne løkke kontrollere om bufferen er fuld eller ej. Hvis 
den ikke er fuld, fortsætter løkken. Hvis bufferen er fyldt, vil tråden blive i løkken, indtil der igen er 
plads i bufferen. Hvis ikke vi havde denne løkke ville generatoren fortsætte med at generer toner og 
smide dem i bufferen. Hvis bufferen er fyldt bliver tråden, pga. der benyttes en 
LinkedBlockingQueue, blokeret indtil der igen er plads. Vi ønsker hellere at gøre tråden mere 
fleksibel ved at kalde Thread.sleep, hvis bufferen er fuld. Hver gang den indre løkke nås og det 
viser sig at bufferne er fyldt, vil tråden blive sat til at vente et vist stykke tid, som hver gang bliver 
længere.  Den vil hver gang blive sat til at vente 5 millisekunder ekstra. Når bufferen ikke længere 
er fyldt, vil tråden bryde løkken og ventetiden blive sat ned.  
Vha. profiling værktøjer, som der ikke vil gås yderligere i detaljer med, har vi kunne se at vi på 
denne måde, ved at få tråden til at vente, mindsker CPU tiden tråden benytter. Ud fra program 
kørsler i 10 sekunder, da benytter tråden CPU tid under hele kørslen. Men ved at sætte tråden til at 
vente, hvis bufferen er fuld, er CPU tiden for tråden nedsættet til mellem 100 og 200 millisekunder, 
hvilket er en klar forbedring. 
Når så vi er ude af vente-løkken og der er plads i bufferen, går vi videre og sætter nogle værdier der 
benyttes senere. Som vist i kodeudsnit 11 kaldes beat metoden så beat variablen, nuværende 
taktslag, opdateres. Dernæst, på linje 4-6 og 8-10, benyttes beat så til at bestemme, om der skal 
ændres transponering eller instrumentering. På linje 12-13 beregnes transponeringen, som tonerne 
senere skal findes ud fra. Sidst oprettes et objekt af InstBeat, til at gemme tonerne, der til sidst 
lægges i bufferen. 
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kodeudsnit 11 
Dernæst vha. en løkke gennemgås hvert instrument fra ”0”-”5”, da der er 6 instrumenter, og tonerne 
for hvert instrument findes inde i løkken. Det første, der gøres er et se om der skal gøres noget. For 
hvis enten instrumentet eller den formellem grammatik til instrumentet ikke er defineret, da 
springes dette instrument over og forsætter med det næste.  
 
kodeudsnit 12 
Dernæst beregnes den relative indeks for toneren, som kan ses i kodeudsnit 12. De to første 
variabler benyttes hvis der skal findes en tilfældig tone. Den tilfældige tone, som bliver genreret er 
imellem disse to værdier. Ellers kan instrumentTransposed, benyttes direkte, med en relativ 
toneværdi, til at finde indeks for tonehøjden, som beskrevet senere i scales afsnittet.  
Da en gennemgang af den yderste løkke i run metoden svarer til en sekstendedelsslag. Da 
symbolerne i sætningen der genereres, vha. den formelle grammatik, alle tidsmæssigt svarer til 
sekstendedelsnodelængder, er det nødvendigt at gemme en lokal kopi af sætningen, og et indeks tal 
for hvor et pågældende instrument er nået i sætningen. Husk at sætningen bliver oversat til en liste 
af NoteList objekter, hvor hver NoteList objekt svarer til et symbol. I kodeudsnit 13 kan ses 
hvordan en sætning bliver hentet og oversæt. 
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kodeudsnit 13 
Først ses om instrumentet i forvejen er i gang med en sætning. Hvis den ikke er, da hentes en ny og 
sætning-indeks sættes til ”0”. Indekstallet angiver hvilket symbol i sætningen der er nået til. Nu 
kendes sætningen og indekstal, og næste trin er at oversætte sætningen som gøres på linje 16. Og på 
linje 18 hentes det ToneList objekt der svarer til det pågældende symbol. 
Nu har vi de toner, der skal spilles for et specifikt instrument på samme sekstendedelsnode. Men 
disse toner har ikke alle nødvendige værdier sat endnu, så først gennemgås alle tonerne i ToneList 
objektet. Antallet af toner her er typisk få, da ét instrument normalt ikke afspiller mere en 4 toner på 
samme tid. Performeren kan ikke håndtere mere end 6 toner på samme tid fra et enkelt instrument. 
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kodeudsnit 14 
På linje 2 (i kodeudsnit 14) hentes en af tonerne i ToneList objektet. Linje 5-13 sætter de to 
værdier attack og decay. Som før beskrevet er disse i sekstendelsslag. Så derfor omregnes værdien 
til antal millisekunder, uanset om det er Tone objektets egen værdi eller om værdien hentes fra 
instrumentet. Hvis Tone objektet ikke har specificeret en værdi, angivet ved ”-1”, så hentes værdien 
fra instrumentet. Samme fremgangsmetode benyttes til de tre værdier detune, waveform og 
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volume på hhv. linje 15, 16 og 17. Også tonehøjden bliver bestemt på samme fremgangsmåde, på 
nær at hvis Tone objektet ikke har angivet en pitch værdi, angivet ved Integer.MAX_VALUE, da 
findes tonen ved at finde en tilfældig tone indenfor et interval bestem af relativeTopPitch og 
relativeBottomPitch som før beskrevet. Der benyttes Integer.MAX_VALUE da tones pitch 
er relative og ”-1” ville svare til en tone mindre. Sidst bliver Tone objektets pitchMidi variable 
sat til midi værdien fundet ud fra skalaen på linje 27 og Tone objektet bliver gemt på linje 30 i et 
ToneList objekt med alle de nye toner. Denne liste bliver så gemt i InstBeat objektet og er 
således klart til at blive gemt i bufferen som det sidste der bliver gjort, før løkken gentages. 
5.2.12 LibPdThread 
Denne klasse stammer originalt fra et eksempel, der kan findes på libpd hjemmeside
2
. Da klassen 
fungere fint i sig selv er der ikke lavet de store ændringer i den og vi tager derfor ikke kredit for 
implementeringen af denne. 
5.2.13 FormalGrammar 
Som tidligere beskrevet benytter vi os af formelle sprog, til at generer tonerne i programmet. Derfor 
har det også været nødvendigt at lave en implementering, der kan håndtere et formelt sprog og 
genere en sætning ud fra denne. Vores svar på dette er FormalGrammar klassen. Denne klasse kan 
sætte en sætning sammen, ud fra et sæt af produktionsregler. Og da vi ønsker tilfældigheder i vores 
program, har vi tilføjet at hver produktionsregel kan få tildelt en vægt værdi. Denne vægt benyttes 
så til at vælge hvilken produktionsregel der skal vælges, ud fra samme non-terminal, når sætningen 
skal konstrueres.  
FormalGrammar klassen har to inderklasser, som vil blive beskrevet først, da resten af klassen 
benytter disse. Første inderklasse er Produktion. Som navnet antyder, angiver denne klasse en 
produktionsregel. Klassen er vist i kodeudsnit 15. 
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kodeudsnit 15 
Klassen definere tre variabler på linje 3, 4 og 5 som henholdsvis er symbolet produktionen går ud 
fra, de symboler der skal bruges i stedet og produktionsreglens vægt.  
Da der kan være flere produktionsregler, der har samme symbol, er det nødvendigt at have en liste 
af disse. Dette bliver gjort i den anden inderklasse, kaldet ProduktionChar. Denne klasse har to 
variabler, hvilket symbol og en ArrayList med Produktion objekter der alle har samme symbol.  
Da vi ønsker hurtig tilgang til de forskellige produktionsregler, benytter vi et TreeMap objekt, hvor 
symbolet bliver brugt som nøgle og ProduktionChar objektet bliver brugt som værdien. På denne 
måde er det nemt og hurtigt at få fat i de Produktion objekter, der angiver de produktionsregler 
for et givent symbol. Bemærk at selvom et symbol ingen produktionsregel har, altså en terminal, da 
vi vil der stadig være et ProductionChar objekt i vores TreeMap med det givne symbol, blot 
med en ArrayList med længden ”0”. 
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For at genere en sætning skal vi gå fra et startsymbol og fortsætte så længe der er produktionsregler 
der kan benyttes. Vores implementering af dette sker i metoden getSentence som vises i 
kodeudsnit 16. 
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kodeudsnit 16 
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Den første metode vist er en driver metode, der kalder den anden metode med et StringBuilder 
objekt samt et indekstal. Indekstallet bliver benyttet til at holde styr på hvor i sætningen der er nået 
til, og derfor bliver metoden første gang kaldt med værdien ”0” som indeks.  
Metoden starter med at få fat, vha. Map objekt før omtalt, i de produktionsregler der findes for 
symbolet på pladsen angivet ved indeks. For at se om symbolet overhovet er repræsenteret i det 
formelle sprog kontrollere vi om den given variable vi får tilbage er null, som vil ske hvis vores 
TreeMap ikke indeholder det given symbol. Hvis symbolet findes, da kan vi gå videre og se om 
listen af produktionsregler er tom. Hvis den er har vi fat i en terminal, og vi returnerer det med det 
samme. Ellers beregnes, på linje 22-26, hvilken produktionsregel der skal benyttes ud fra deres 
forhold i vægt. Dernæst bliver det symbol på indeksets plads i sætningen, erstattet med symbolerne 
fra den fundne produktionsregel, på linje 29-30. Og til sidst bliver metoden kaldt rekursivt for at få 
erstattet alle non-terminaler med terminaler, for sidst at ende med en slut sætning, der så bliver 
returneret fra driver-metoden.  
Da vi ikke ønsker en sætninger af symboler, men en liste af toner, har vi implementeret en metode 
til at oversætte sætningen til et sæt af objekter. Til dette benyttes også et TreeMap objekt, kaldet 
wordMap. Denne benytter også symboler som nøgler, men ToneList objekter som værdier. 
Metoden til at oversætte sætningen er vist her i kodeudsnit 17. 
 
kodeudsnit 17 
Metoden oprette et tabel af ToneList objekter, et til hvert symbol, der er i sætningen, og går 
igennem disse en efter en og slår symbolet op i wordMap. 
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5.2.14 Markov 
I vores program benyttes også Markov Chains. Derfor har vi implementeret en klasse til håndtering 
af en Markov Chain kaldet Markov. Klassen benytter en todimensionelt tabel til at repræsentere de 
forskellige tilstande og deres sandsynligheder og klassen konstruktør opretter denne tabel med det 
angivne antal tilstande som den skal kunne repræsentere. Klassen har nogle hjælpefunktioner til 
f.eks. at sætte sandsynlighederne for én tilstand, eller alle for tilstande. Den metode der er mest 
interessant her er dog metoden getNewState som sætter markov chainen til en ny tilstand og 
returnere nummeret for denne tilstand. Metoden kan ses i kodeudsnit 18. 
 
kodeudsnit 18 
Metoden stater med at hente et, næsten tilfældigt genereret, tal på linje 2, vha. Javas Random klasse. 
Da alle værdierne i en række i den todimensionelle tabel har en sum på ”1”, skal vi blot bruge et 
tilfældigt tal mellem ”0” og ”1”. Dernæst lægges værdierne i rækken sammen indtil summen er 
større eller lig med det tilfældige tal fundet fra før, hvorefter det indekstal benyttes som den nye 
tilstand værdi. 
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5.3 Performeren 
Til implementeringen af performeren, har vi valgt at bruge programmeringssproget PureData. 
PureData er open source og der findes to versioner: Vanilla og Extended
3
. Vi benytter os af Vanilla 
versionen af PureData. Vanilla version indeholder objekter som vi benytter os af. Disse objekter vil 
blive refereret som vanilla objekter. 
I PureData kaldes objekter for patches og et program er opbygget er flere patches. Der findes ikke 
klasser i Puredata. Patchen main.pd er hoved patchen i programmet. Denne patch indeholder 
subpatches, som blandt andet er transport objektet, instrument objekterne og sampler 
objekterne. 
Der er fire primitive datatyper i PureData: Beskeder (eng: messages) objekter(eng: objects), atomer 
(eng: atoms) og kommentarer (eng: comments). Atomer kan enten bestå af kommatal (eng: float) 
eller symboler. Datatyperne har hver deres grafiske repræsentation, som ses i figur 21. Det er vigtigt 
at lægge mærke til formen af datatyperne, da det er formen, som antyder hvilken datatype det er. 
Et objekt har indgange (eng: inlets) og udgange (eng: outlets). Objekter der er symbolet tilde (~) i 
slutningen af navnet betyder at dette objekt arbejder med lydsignaler. 
Af erfaring, igennem dette projekt, kan patches nemt blive uoverskuelige at finde rundt i. Vi har 
derfor valgt at opdele performeren i flere subpatches og flittigt benytte os af send (forkortelse: s) 
og recieve (forkortelse: r ) vanilla objekter. Dette har vi gjort for at danne bedre overblik og for 
at genbruge objekter. Har et send objekt og et recieve objekt det samme argument vil en 
besked, kommatal eller lydsignal sendes fra send vanilla objektet til recieve vanilla objektet. 
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figur 21 - de fire datatyper i PureData 
Et objekt er opbygget af et symbol og et atom. Symbolet refererer til hvilket objekt der henvises til. 
Ved eksemplet i figur 22 - additions objektet i vanilla PureDataer symbolet et ”+”-tegn og objektet 
er derfor et ”+ objekt”. Objektets atom (som afhængigt af objektet enten kan være et symbol eller et 
tal), fungere som argumenter til objektet. Dette er vanilla objektet som bruges til at addere tal. 
 
figur 22 - additions objektet i vanilla PureData 
figur 2: additions objektet i vanilla PureData 
 
Et objekt kan have et eller flere argumenter, som i objektet refereres til via $1 tegn for argument 1 
og $2 for argument nummer 2 osv.  
Bruges $0 refereres der til et unikt id af objektet. 
På figur 23 ses et eksempel på at + vanilla objektet med argumentet ”1”. Dette angiver et tal, som 
det indkommende decimaltal skal adderes med. 
 
figur 23 - + objekt med input 2 og 5 
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5.3.1 Objekter i PD patchen 
For at implementere performeren har vi skrevet 10 objekter (som ikke er vanilla objekter). Vi vil 
kort beskrive, hvad disse gør, hvilke argumenter de tager imod og hvad deres indgange og udgange 
er, venstre mod højre. Udover disse objekter benytter vi selvfølgelig også objekter fra vanilla 
distributionen af PureData. På figur 24 ses de 10 objekter. 
 
figur 24 - Performerens 10 objekter 
main.pd er hovedpatchen i performeren og er denne, som indlæses i Java af libpd. 
instrument~.pd og objektet instrument~ repræsentere de egentlige instrumenter og har et 
argument (angivet $1), der angiver id'et på instrumentet. Der er således tre af disse objekter i 
patchen med argumenterne ”id1”, ”id2” og ”id3”, som hver repræsentere et enkelt instruments 
id. Et instrument~ objekt indeholder et voice_allocator objekt og seks synth~ objekter. 
De 6 indgange til instrument~ objektet tager tonehøjde (decimaltal), tonestyrke (decimaltal), 
attack (decimaltal), decay (decimaltal), volume (decimaltal) og detune (decimaltal). De to udgange 
er venstre og højre del af et stereolydsignal. 
synth~.pd er objektet, som indeholder de egentlige oscillatorerne til at skabe lyden, samt et 
envelope~ objekt til at kontrollere anslagene af den frembragte lyd. Ligesom instrument~ 
objektet har denne et argument som refererer til dens id og afgøre hvilket instrument den tilhører. 
Indgangene er tonehøjde og tonestyrke og udgangene er venstre og højre del af et stereolydsignal.  
soundfilereader.pd indeholder kode til at indlæse lydfiler i *.wav format og angive hvilken 
single cycled waveform, der skal sendes til oscillatorerne i synth~ objekterne eller hvilke lydfiler 
der skal indlæses i sampler~ objekterne. I venstre indgang modtages en besked indholdene en sti 
til en lydfil. I højre indgang modtages en besked med et referencenavn til et arraytable. 
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voice_allocator.pd er en del af instrument~ og sørger for at tildele tonehøjde og 
tonestyrke til synth~ objekterne. Dette er nødvendigt for at afspille flere toner samtidigt, også 
kaldet polyfoni. En treklangs akkord vil således blive splittet op i tre tonehøjde og tonestyrke 
værdier, der derefter sendes til hvert deres synth~ objekt. voice_allocator objektets 
indgange er tonehøjde og tonestyrke. Udgangene er seks par værdier af tonehøjde og tonestyrke. 
envelope.pd objektet repræsenterer en AD envelope generator, som beskrevet i 
lydteoriafsnittet. Inputs er tonestyrke, attack og decay.  
sampler.pd objektet indeholder kode til at afspille lydfiler. Indlæsningen af lydfiler sker med 
soundfilereader.pd objektet. Indgangene er udløser, tonestyrke og volume. Lige meget 
hvilken datatype, der ankommer til udløser-indgangen starter afspilning af en lydfil. Udgangene er 
et lydsignal i mono.  
mixer.pd objektet sørger for at samle de tre instrumenters og tre trommesampleres lydsignaler og 
har ingen indgange. De to udgange er et samlet stereosignal fra alle instrumenter og samplere. 
limiter.pd sørger for at signalet ikke overstyrer over 1 og -1 i amplitude. Hvis dette skete ville 
signalet overstyrer, som beskrevet i lydteori afsnittet. Indgangene er venstre og højre side af et 
stereo signal. Udgangene er venstre og højre side af et stereosignal.  
transport.pd objektet fungerer som en metronom til at holde tempoet. Til komponisten, sendes 
der således med regelmæssig puls, symbolet ”bang”, som er et specielt symbol ”bang” kan forstås 
som en null besked. Transport objektet har ingen indgange og udgange. 
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5.3.2 main.pd i Performeren 
 
figur 25 - hele main.pd patchen med farvede sektioner fra 1 til 8 
På figur 25 ses et screen dump af main.pd puredata patchen. 
For at få overblik over performeren har vi opdelt denne i følgende 8 sektioner:  
 Tre instrumenter sektioner (figur 25, sektion 1-3),  
 en stortromme (eng: kick) sektion (figur 25, sektion 4),  
 en lilletromme (eng: snare) sektion (figur 25, sektion 5),  
 en highhat sampler (figur 25, sektion 6),  
 en transport sektion (figur 25, sektion 7) og  
 en mixer sektion (figur 25, sektion 8).  
I det følgende afsnit vil vi følge en tones tilblivelse, fra den bliver modtaget til at den bliver sendt til 
LibPdThread i Java. Denne starter i det første instrument. (figur 25, sektion 1)  
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5.3.3 En nodes tilblivelse 
På figur ses UML data flow diagram af hele forløbet, og hvor de forskellige objekter bliver brugt.  
 
figur 26 - UML data flow over en tones tilblivelse 
På figur 26 ses en nodes tilblivelse i den første sektion, der repræsentere det første instrument og 
hvor i flowet at de enkelte objekter bliver brugt. Når en tone skal spilles bliver der sendt en liste af 
elementer i form af en besked til performeren. Denne besked indeholder data om tonehøjde (eng: 
pitch), tonestyrke (eng: velocity), attack, decay, volume, klangfarve (eng: timbre/waveform) og 
detune. Processerne er repræsenteret af firkanter med runde hjørne. Forbindelserne imellem 
processerne er data.  
Hvis vi går dybere ned i de egentlige patches, kan vi gå i dybden med implementeringen af dette 
UML diagram i selve PureData. I figur 27 vises den første sektion (figur 25, sektion 1), som 
repræsenterer det første instrument.  
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figur 27 - udsnit af main.pd (figur 25 sektion 1)  
Når Java (komponisten) sender en besked om at en tone skal spilles, ankommer denne data som en 
liste, der modtages via recieve vanilla objektet med argumentet inst1 (figur 27, sektion 1). 
Objektet r inst1 modtager en liste af elementer, som repræsenterer hvordan tonen skal spilles.  
Listen, som modtages vil vi bruge følgende eksempel, som er:  
64 127 10 240 50 ./sound/2.wav 20 
 Første element (64) angiver tonehøjden eller pitch værdi som decimaltal på 0-127. 
 Andet element (127) angiver tonestyrke eller velocity værdi som decimaltal på 0-128. 
 Tredje element (10) angiver envelopens attack værdi som decimaltal på 0-5000ms. 
 Fjerde element (240) angiver envelopens decay værdi som decimaltal på 0-5000ms. 
 Femte element (50) er angiver volume på instrumentet som decimaltal på 0-127. 
 Sjette element (./sound/2.wav) bestemmer hvilken waveform oscillatorerne i 
instrumentet skal bruge som tekststreng der angiver, stien til en lydfil i *.wave format. 
 Syvende element (20) bestemmer om instrumentets oscillatorer skal detunes.(kommatal 
imellem 0 - 127)  
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Listen af elementer som modtages, fra recieve vanilla objektet, bliver dernæst separeret via 
unpack vanilla objektet (figur 7 sektion 2), med argumenterne ”0 0 0 0 0 s 0” svarende til 
deres datatyper (0 angiver et decimaltal, s angiver en tekststreng). unpack vanilla objektet fungerer 
ved at splitte en liste op i flere dele enkelte elementer, så de kan sendes hver for sig. 
Tonehøjde, tonestyrke, attack, decay, volume og detune værdierne, bliver sendt direkte til 
instrument~ objektet, som har argumentet ”id1” (figur 27, sektion 3).  
Når tonen er genereret af instrumentet sendes denne til mixer~ objektet via send~ vanilla 
objekterne (figur 27 sektion 5) med argumenterne ”1_amp_L” og ”1_amp_R”, som refererer til 
venstre og højre del af et stereosignal.  
waveform, som er en tekststreng, angiver stien til en single cycled waveform lydfil, som 
instrument~ objektets oscillatorer skal bruge. Denne tekststreng sendes til soundfilereader 
objektets venstre indgang (figur 27, sektion 4). Yderligere sendes der en besked til 
soundfilereader højre indgang med et reference navn ”id1-instrument”. Dette gør at 
soundfilereader og instrument~ forbindes til hinanden ved at have samme navne.  
Yderligere er der et arraytable vanilla objekt, med navnet ”id1-instrument” (figur 27, 
sektion 6), som bruges til at gemme lydfilen. Grunden til at der bruges et arraytable vanilla 
objekt, er at en lydfil kan repræsenteres som en liste af kommatal med værdier mellem -1 og 1 hvor 
hver indeks i, arraytable vanilla objektet, svarer til lydfilens enkelte samples amplituder, som 
beskrevet i lydteoriafsnittet.  
5.3.4 soundfilereader.pd 
Inden vi forklarer instrument~ objektet vil vi først forklare hvordan en single cycled waveform 
lydfil indlæses i soundfilereader objektet. Det skal noteres at sampler~ objekterne bruger 
samme objekt til indlæsningen af lydfiler og loops. 
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figur 28 - soundfileread.pd 
På figur 28 ses indholdet af soundfilereader.pd, opdelt i fem sektioner. Denne patch bruger 
udelukkende vanilla objekter, som også vil blive beskrevet her. 
Soundfilereader objektet modtager en waveform, i venstre indgang (figur 28, sektion 1) og 
beskeden ”id1-instrument” i højre. Beskeden i højre indgang er, i vores eksempel, en besked 
med indholdet ”./sound/2.wav”.  Yderligere er der vanilla objektet loadbang, som sender et ”bang” 
når performeren initialiseres.  
Soundfiler vanilla objektet (figur 28, sektion 5) fungerer ved at modtage en liste, som er 
sammensat af følgende elementer:  
(1) beskeden ”read”  
(2) en besked med stien til en lydfil  
(3) en besked med en reference til et arraytable objekts navn 
read fortæller soundfiler, at den skal til at læse noget. Derefter skal der refereres til en lydfil på 
harddisken og til sidst hvilket arraytable objekt som lydfilen skal indlæses i. 
Beskeden med indholdet ”./sound/2.wav” sendes til List prepend (figur 28, sektion 2) vanilla 
objektet, som tilføjer ”list” og ”read” til begyndelsen af beskeden. beskeden ser nu således ud: 
”list read ./sound/2.wav” 
Musikalsk struktur i generative musiksystemer, RUC efterår 2012, Bachelor på datalogi. 
Anders Bjørn Rørbæk Pedesen (abrp@ruc.dk), Henrik Kinch Knudsholt Jessen (hkinchj@ruc.dk), 
Morten Hansen (morthan@ruc.dk)  
Side 71 af 143 
 
Som tidligere nævnt modtager soundfilereader objektet, i højre indgang, en besked med 
indholdet ”id1-instrument”. Dette tilføjes i slutningen af listen via list append vanilla 
objektet (figur 28, sektion 3). Listen ser nu således ud: 
”list read ./sound/2.wav id1-instrument” 
 
Til sidst sorteres ordet ”list” fra beskeden med vanilla objektet list trim (figur 28, sektion 4) 
og den endelige beskeden som sendes til soundfiler (figur 28, sektion 5) ser nu således ud: 
”read ./sound/2.wav id1-instrument” 
Det kan virke besynderligt, at ”list” tilføjes og fjernes igen, men der er situationer hvor ”list” er 
brugbart når beskeder skal opbygges, som vi ikke vil gå i dybden med her. 
Når soundfiler, får listen bliver lydfilen ”2.wav” konverteret til en liste, som indlæses i 
arraytable objektet med navnet id1-instrument (figur 29) i main.pd 
 
figur 29 - arraytable objekt med navnet id1-instrument (findes i main.pd) 
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5.3.5 Instrument~.pd 
Nu hvor vi ved hvordan soundfilereader objektet indlæser single cycled waveforms fortsætter 
med at forklare instrument~ objektet.  
 
figur 30 - instrument.pd 
Som tidligere nævnt er der 6 indgange i instrument~ objektet og har argumentet ”id1”. På figur 
30, ses indholdet af instrument~.pd. 
Tonehøjde og velocity modtages i de to yderste venstre indgange (figur 30, sektion 1). Disse sendes 
til objektet voice_allocator, som derefter sender tonehøjde og velocity til synth~ objekterne 
(figur 30, sektion 2). Attack, decay, volume og detune sendes direkte til hver deres send vanilla 
objekt med argumenterne ”id1-attack, id1-deacy, id1-volume og id1-detune ” (figur 30, sektion 5). 
Disse parametre bliver modtaget inde i synth~ objekterne. 
For at flere toner skal afspilles samtidigt er det nødvendigt at tildele hver tone (bestående af 
tonehøjde og velocity) til sit eget synth~ objekt. voice_allocator objektet fungere som en kø 
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(eng: queue) ved at hver tone, som ankommer, bliver tildelt det næste synth~ objekt (figur 30, 
sektion 3).  
Hvis mere en 6 toner spiller samtidigt (antallet af synth~ objekter), dræbes den først ankommende 
tone med ”first in first out” princippet, for at gøre plads til at spille den syvende tone.  
Når synth~ objekterne har genreret en tone, mikses alle lydsignalerne sammen til et stereosignal 
gennem +~ vanilla objekterne (figur 30, sektion 4) og det samlede stereosignal bliver sendt ud af de 
to udgange. 
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5.3.6 Synth~.pd 
På figur 31, ses indholdet af synth~ objektet. Synth~ objektet modtager tonehøjde og velocity i 
sine to indgange fra voice_allocator objektet, som vist i (figur 30, sektion 3). 
 
figur 31- synth~.pd 
Tonehøjden, som i vores eksempel er tallet ”64”, omregnes til hertz via mtof vanilla objektet (figur 
31, sektion 1). Tonehøjdens værdier er efter omregningen nu ”329,6”. Yderligere, tilføjes her 
detune effekten. ”329,6” bliver separeret i to tal svarende til højre og venstre del af stereosignalet og 
sendt gennem hvert deres + og – vanilla objekt. Detune parameteren er efter deviering med 127 nu 
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omregnet til ”0,157" (20/127 = 0,157). Venstre signal, som bliver manipuleret af + objektet, og 
højre signal, som manipuleres af – objektet, vil således nu være henholdsvis ”329.7” og ”329.4”.  
Ved at de to signaler har en forskellige frekvens skabes der et stereobillede i stedet for et 
monosignal. Dette er et eksempel på hvordan en simpel parameter kan ændre ved klangfarven. I 
dette tilfælde er resultatet et bredere stereo billede 
Tabosc4~ vanilla objektet (figur 31, sektion 2) fungere, som oscillator der læser singlecycled 
waveforms i form af en liste. 
De to frekvenser sendes nu til hvert deres tabosc4~ objekt (figur 31, sektion 2) med argumenterne 
id1-instrument. Argumentet refererer til den tidligere indlæste singlecycled waveform lydfil, 
der blev indlæses i soundfilereader objektet og gemt i arraytable objektet med navnet 
”id1-instrument” i main.pd (figur 1). Udgangene fra tabosc4~ objekterne er nu de 
producerede lydsignal med de tildelte frekvenser og lydbølge. 
I envelope sektionen af synth~ objektet modtages velocity parameteren, samt attack og 
decay. (figur 31, sektion 3). Disse sendes til envelope~ objektet der ud fra tre tal udregner en 
tones anslag, som beskrevet i lydteoriafsnittet.  
 Tonens anslag og volume bliver udregnet via *~ vanilla objekterne (figur 31, sektion 4). Volume 
parameteren var i eksemplet ”50”, hvilket vil sige at volumen omregnes til 50/127 og nu har en 
amplitude på cirka ”0.39”.   
Til sidst sendes stereosignalet, med den endelige tone, ud af de to outlet~ objekter (figur 31, 
sektion 5).   
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5.3.7 Fra PureData til JavaSound 
Da tre instrumenter og tre samplere genererer toner og derved lydsignaler, samles disse i mixer~ 
objektet. På figur 32 ses UML diagram over de tre instrumenter og tre trommesamplere generede 
lydsignaler og hvordan 
 
 
figur 32 UML diagram over lydsignalerne 
Når signalerne er miksede, kan der opstå at lydsignalet overstyrer 0 dB eller har en amplitude på 
over 1. Derfor bruges limiter~ objektet til at forhindre at signalet overstyrer. 
Til allersidst, sendes det endelige lydsignal ud af vanilla objektet dac~ (figur 25, sektion 8), som 
sender lyden til LibpdTread i komponisten, og dernæst afspiller lyden på computerens lydkort. 
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6 Kørselsvejledning 
Programmet er vedlagt som bilag og er med Microsoft Windows 7. Det er et krav at skal Java 
version 7 er installeret. 
Programmet køres ved en kommandoprompt eller via de vedlagt ’.bat filer, som befinder sig i roden 
af programmet. 
Kørsel af programmet med kommandoprompt gøres på følgende måde: 
java -jar Music.jar arg0 arg1 
arg0 refererer til XML dokumentet, som skal spilles og arg1 referer til hvor lang tid programmet 
skal køre, angivet i sekunder. Her er et eksempel på kommando til kørsel af et regelsæt i 100 
sekunder 
java -jar Music.jar rules/tests/basic.xml 10 
Programmets mappestruktur er følgende: 
DVD/Programmet/lib  indeholder Java LipPd bibloteket. 
DVD/Programmet/pd  PureData koden. 
DVD/Programmet/pd/drum  trommesamples. 
DVD/Programmet/pd/loops udvalgte loops. 
DVD/Programmet/pd/ReaktorLoopset udvalg af loops fra ”audiolog samplepack 14 ”. 
DVD/Programmet/pd/sound single cycled waveforms. 
DVD/Programmet/rules/  regelfilerne i xml-format 
DVD/Programmet/src/  Java kildekoden 
 
  
                                                 
4
 http://vonloops.com/samples.html - besøgt 11. december 2012 
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Regelfilerne er følgende: 
 Disco.xml 
 Disco_xml.xml 
 Henrik.xml 
 Random.xml 
 Reaktorloops.xml 
 Simple.xml 
 Simple2.xml 
 Vampires.xml 
 Whales.xml 
 Whales_fast.xml 
 
I tilfælde af at programmet ikke køre, kan det prøves at gøre følgende: 
Kopiere filen ved navn ”pdnative.dll” (som findes program mappen) til x:\windows\system32 
hvor x er drevet på maskinen 
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7 Afprøvning 
I dette afsnit, vil vi med eksempler, vise at programmet virker. Denne afprøvning har til formål at 
identificere fejl og begrænsninger ved programmet. Fejludbedrende forslag vil blive nævnt her. 
Andre tanker om videre arbejde med programmet, findes i perspektiveringsafsnittet. 
Yderligere vil vi bevise at programmet rent faktisk producerer en musikalsk struktur. Dette gør vi 
ved at lave en spektrogram analyse, af tre optagelser af musik genereret fra det samme regelsæt.  
7.1 Afprøvning af basal funktionalitet 
Den første test har til formål at teste det mest basale regelsæt. På den vedlagte DVD findes en 
optagelse af denne
5
.Dette regelsæt skal bestå af følgende elementer.  Outputtet af denne er toner 
med tilfældig tonehøjde på alle sekstendelsnoder i en major skala. Alle værdier som i dette regelsæt 
ikke er fastlagt får tildelt en default værdi.   
<?xml version="1.0" encoding="UTF-8" ?> 
<rules> 
    <structure>  
        <markov> 
            <numStates>1</numStates> 
            <table> 
                <state>1.0</state> 
            </table> 
        </markov> 
        <grammar instrument='1'> 
            <start>a</start> 
            <terminals> 
                <terminal>a</terminal> 
            </terminals> 
            <map> 
                <value symbol='a'> 
                    <note isnote='1' /> 
                </value> 
            </map> 
        </grammar> 
    </structure> 
<instruments> 
        <instrument id='1'> 
        <alwaysOn /> 
         <waveform>./sound/1.wav</waveform> 
        </instrument> 
    </instruments> 
</rules> 
                                                 
5
 dvd\Afprøvning\basic\ basic.wav 
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Den eneste parameter som er tilfældig er produktionens tonehøjde. Man kunne undlade tagget 
<alwaysOn /> og instrumentet (og dermed musikken) vil i dette tilfælde blive slukket af og til.  
 
figur 33 - et spektrogram af en indspilning af dette regelsæt. 
 
På spektrogrammet (figur 33), kan de enkelte noders tonehøjde ses ved de røde markeringer. X-
aksen er tid i sekunder og Y-aksen er tonehøjde i hertz. 
Dybe toner har lave frekvenser og står derfor er øverst på spektrogrammet, og de høje toner med høj 
frekvens står nederst på spektrogrammet. Stilhed er angivet ved sort og amplituden er af røde 
nuancer. 
Tilfældigheden af tonehøjderne er bestemt af java-programmets tilfældighedsgenerator. Der bliver 
over de ti sekunder programmet kører spillet 64 sekstendelsnoder, med tilfældig tonehøjde. Der er, 
grundet tilfældigheden af tonerne, ingen struktur i musikstykket, men da lydene følger en fast takt 
og en skala, kan man nemt komme til at lytte efter gentagelser i stykket. At tilfældigheder kan lyde 
som kompleksitet, gør det muligt at udnytte dem til at skabe dynamik i musikken. 
7.2 Afprøvning af tilfældighed og struktur 
På den vedlagt DVD
6
 er der tre indspildninger af regelsættet random.xml. 
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Denne afprøvning består af tre instrumenter og ingen samples. Grunden til dette er at det, på 
spektrogrammet, er nemmere at se de enkelte toner. Yderligere har vi valgt at bruge single cycled 
waveform, uden mange markante overtoner, da det derved er nemmere, at skelne imellem tonerne 
og deres tonehøjder. Ved flere analyser af produktioner med samme regelsæt, og derfor ens 
parametre, vil vi demonstrere at de resulterende musikstykker ikke er ens. Derved er der et element 
af tilfældighed, samtidig med at der er musikalsk struktur.  
På spektrogrammerne er X-aksen, tid i sekunder og Y-aksen, tonehøjde i hertz. Vi har valgt et 
spektrum på 0 til 1200kz for bedre at kunne se strukturen. Indspilningen varer 60 sekunder og da 
tempoet er 80bpm svarer dette over 20 takter. 
Den Markov Chain vi benytter i regelsæt er sammensat, på sådan en måde at der maksimalt kan 
være 4 forskellige stykker som vi kalder følgende: A, B, C og D (figur 34). Det vil sige at denne 
indspilning vil være sammen sat af fem stykker, som kan være A, B, C og D-stykker, da 
indspilningen er 20 takter. Dog vil A stykket kun kunne gå til A eller B og B stykket vil kunne gå til 
A, B og C og C stykket vil kunne gå til A, B, C og D og D stykket ligeså. Selv musikstykket starter 
altid i A-stykket. A stykket starter altid i to C akkord rundgange, da parametrene i 
<stateValues> er angivet for de første to tilstande i Markov Chainen, og her er de sat til 0. 
Hvilket betyder at de første to akkordrundgange i A-stykket ikke transponeres, og derfor altid følger 
grundtonen, som er C3. 
 
            
           <stateValues> 
 <state num='1'>0</state> 
 <state num='2'>0</state> 
           </stateValues> 
 
eksempel 7 
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  1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 
A-stykket 1 0 1,0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
2 0 0 1,0 0 0 0 0 0 0 0 0 0 0 0 0 0 
3 0 0 0 1,0 0 0 0 0 0 0 0 0 0 0 0 0 
4 0,5 0 0 0 0,5 0 0 0 0 0 0 0 0 0 0 0 
B-stykket 5 0 0 0 0 0 1,0 0 0 0 0 0 0 0 0 0 0 
6 0 0 0 0 0 0 1,0 0 0 0 0 0 0 0 0 0 
7 0 0 0 0 0 0 0 1,0 0 0 0 0 0 0 0 0 
8 0,25 0 0 0 0,25 0 0 0 0,5 0 0 0 0 0 0 0 
C-stykket 9 0 0 0 0 0 0 0 0 0 1,0 0 0 0 0 0 0 
10 0 0 0 0 0 0 0 0 0 0 1,0 0 0 0 0 0 
11 0 0 0 0 0 0 0 0 0 0 0 1,0 0 0 0 0 
12 0,25 0 0 0 0,25 0 0 0 0,25 0 0 0 0,25 0 0 0 
D-stykket 13 0 0 0 0 0 0 0 0 0 0 0 0 0 1,0 0 0 
14 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1,0 0 
15 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1,0 
16 0,25 0 0 0 0,25 0 0 0 0,25 0 0 0 0,25 0 0 0 
figur 34 – Markov Chain med A-,B-,C- og D-stykke 
 
Markov Chainen kontrollere, som tidligere forklaret, transponeringerne af mønstrene, som bliver 
genereret af den formalle grammatik. Derved skal der, når programmet køres, kunne skelnes 
imellem stykkerne. Hvert af disse stykker består af fire takter og derved fire transponeringer. 
Yderligere er parameteren, som ændrer instrumenteringen, i regelsættet, sat til 8 takter. Det vil sige 
at der, afhængigt af hvad der spiller, tilfældigt vil blive tændt eller slukket et instrument. Dette er 
gjort med parametrene: 
<instrumentChangeInterval>8</instrumentChangeInterval> og 
<transposeChangeInterval>1</transposeChangeInterval>, i regelsættet.  
 
Den formelle grammatik i regelsættet er simpel og har, til hvert af de tre instrumenter, fire 
forskellige startsymboler, som kan erstattes af terminaler. Disse mønstre  
For at afprøve om der er musikalsk struktur, i de genererede stykker og at de er forskellige har vi 
analyseret hver af disse stykkers opbygningen. Strukturen skulle gerne, kunne ligne dem, som er 
refereret til i afsnittet om musikalsk struktur. Vi vel dernæst at sammenligne de tre indspilninger 
mod hinanden 
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7.2.1 Indspilning 1 
 
figur 35 
7.2.2 Indspilning 2 
 
figur 36 
7.2.3 Indspilning 3 
 
figur 37 
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7.2.4 Musikalsk struktur 
Det er tydligt at se at der er struktur og mønstre i det producerede indspilninger blot ved at se på 
spektrogrammet.  
Hvis vi tænker tilbage på vores analyse af musikstruktur, er det niveau 1 og 2, hvor vi ser 
ændringerne. Strukturen i niveau 1, er i de følgende stykker for afspilning 1-3 hhv. således: 
AABCC, AABAB og AAAAA. Så selvom at det er de samme regelsæt er dette niveau forskelligt. 
Går vi ned i niveau 2, er det de enkelte transponeringer: A-stykket i de forskellige indspilninger er 
opbygget hhv. af transponeringerne: C3, C3, G#2, C4 og C3, C3, B3, F3 og C3, C3, B3, D2. Her er 
det igen forskellige producerede A-stykker. Dog er de første to transponeringer, i alle indspilninger 
C3. Der er B-stykker i indspilning 1 og 2. Disse er følgende: F2, F2, C3 F2 og C3, F3, G#2, G#2. 
Det er igen tydligt at se at begge er forskellige. Den eneste indspilning med C-stykke er indspilning 
1, som er F3, B2, D4, B3. 
Indspilning nummer 3 bestod kun af A stykker, dog er der stadig variationer i denne indspilning, da 
instrumenteringen og den formelle grammatik skifter fra A-stykke til A-stykke. 
Det er tydeligt at der er forskel på de tre optagelser, når vi analyserer transponeringer, og de 
producerede mønstre. Igennem indspilningerne skiftes mellem tre forskellige instrumentering, hver 
8. takt. Mønstre i instrument 1 og 2, er også 4 takter lange, hvilket vil sige at der hver 4. takt bliver 
produceret et nyt mønster ud fra produktionsreglerne i den formelle grammatik. 
Da musik opfattelsen er subjektiv, kan det diskuteres om der egentlig er dynamik, når der lyttes til 
musikken som bliver genereret. Man kan via denne analyse af musikken konstatere at der med 
sikkerhed er tilfældighed og at der kan være struktur i den genererede musik. Det afhænger i høj 
grad af hvordan regelsættet er opbygget, hvor mange ting man lader programmet styrer selv og hvor 
kompleks en grammatik man opbygger.  
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7.3 Fejl i programmet 
Når man sætter faste transponering i regelsættet, bestemmer man hvordan en bestemt tilstand i 
Markov Chainen skal transponere. Hvis man ikke definerer en fast transponering, for en tilstand, 
tildeles der i programmet selv tilfældig transponering. Men den første Markov Chains tilstand 
starter uden at transponering, hvis ikke man sætter en fast transponering, således at der aldrig vil 
findes en tilfældig transponering for tilstand 1. 
En gang imellem, kan det ske at der slukkes for alle instrumenter, dette kan afhjælpes ved at sætte 
nogle instrumenter med tagget <alwaysOn>, men det burde ikke være muligt at have pauser i 
musikken på denne måde. 
Musikstykkerne taber tempo over tid. Det må være fordi vores program runder nogle værdier af, da 
vi ikke benytter os nok af decimaltal i omregningen fra BPM til millisekunder.    
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8 Konklusion 
Dette afsnit opsummeres projektet og de konklusioner vi er nået frem til 
Vores problemformulering var følgende: 
Hvordan kan vi skabe et generativt musiksystem, der inkorporerer musikalske strukturer i 
kompositionerne, samtidig med at de er aleatoriske? 
Vi har udviklet et system, som kan spille musik, ud fra retningslinjer i form af et regelsæt. Ved at 
introducere den stokastiske algoritme Markov Chain, har vi kunne skabe en musikalsk struktur. 
Strukturen afhænger dog af at regelsættets er skrevet, på en sådan måde at det laver musikalsk 
struktur. Dette gør de musikalske strukturer deterministiske i deres udgangspunkt. Vi kan 
konkludere at det bedste resultat opnås, ved både at bruge stokastiske og deterministiske metoder.  
Valget har fra vores side stået imellem: at lade tilfældigheder ske indenfor en fast struktur, eller at 
tage udgangspunkt i tilfældigheder når strukturen skal dannes.    
Computerprogrammet kan ikke improvisere, det ved ikke noget om musik, programmet kan spille 
bestemt musik med udvalgte tilfældigheder. Vi kan ud fra dette konkludere at programmet ikke selv 
kan lave den musikalske struktur, men at det er muligt at konstruere et generativt system, hvor en 
bruger kan definere regler og derved skabe musikstykker, som indeholder tilfældigheder. Så 
balancen går imellem at sætte stærke rammer, der opbygger den musikalske struktur, og at indbygge 
nok tilfældighed, for at undgå ensformighed i musikken og samtidigt sikre genkendelighed.  
Vender vi tilbage til vindspillet som blev introduceret i indledningen, kan vi evaluere systemet. 
Regelsættet er nemlig materialerne som er forudbestemt af designeren, hvorimod at Markov 
Chainen, vægten i formel grammatik sproget og den aleatoriske algoritme til instrumenteringen er 
vinden. Det er specielt tydeligt i grammatikken: hvis der få muligheder, eller vægten af 
mulighederne er uhensigtsmæssig, kan musikken blive meget ensformig. 
Det er en meget vanskelig opgave at skulle lave et system, som rent aleatorisk kan generere 
struktureret musik uden at den at have noget af den struktur defineret af en bruger. Det ville 
eventuelt være muligt at lave et program, der generer én slags genre af musik. Så skulle 
algoritmerne blot være hardcoded, i stedet for at få variabler fra et regelsæt.  
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Vi brugte både Markov Chain algoritme til at skifte imellem transponeringer imellem takterne, men 
også at skifte imellem to eller flere stykker i musikken. Vi fandt ud af at dette var det nemmeste at 
bruge Markov Chain til begge. Dette kan også ses i vores musikalske struktur, hvor vi præsenterede 
en markov chain, med to musikalske stykker. 
Vi brugte PureData og libpd til at implementering af performeren. Vores synthesizere er relatitvt 
simpel, men dog i stand til at producere en række forskellige lyde. Vi valgte at bruge single cycled 
waveforms til oscillatorerne i synthesizeren, da disse er nemme at implementere. Derudover valgte 
vi at bruge en AD envelope til anslag i stedet for ADSR. Vi valgte kun at have en note-on og ikke 
en note-off. Hvis vi havde valgt den mere komplekse udgave, ville vi kunne bruge sustain og 
release parametrene i en envelope. Dette kunne give ekstra mulighed for at variere de enkelte toners 
forløb.  
Yderligere er vores synthesizere atypiske, da de ikke har en filtersektion, som findes i de fleste 
synthesizere. Dette ville dog ikke være en vanskelig opgave at implementere og ville give mulighed 
for endnu flere variationer i udvalget af producerede lyde. 
For at gøre vores regelsæt funktionelt og overskueligt valgte vi at det ikke er nødvendigt at definere 
alle parametre, men blot generere tilfældige regler i de felter som ikke er udfyldte. Dog kan den 
musikalske struktur forsvinde i disse tilfælde, da disse elementer bliver aleatoriske frem for 
deterministiske. 
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9 Perspektivering 
Igennem projektet er vi nået langt med vores program. Der er visse punkter som kan forbedres, eller 
startes op som et nye projekter. I dette afsnit gør vi rede for nogle af de overvejelser vi har haft om 
programmets mangler og dets videreudvikling, hvis en videreudvikling skulle finde sted.  
9.1 Lettere regelsæt 
Programmet gør hvad vi ønsker det skal gøre - at spille automatisk genereret og struktureret musik 
ud fra et sæt af regler. Men selve brugen af programmet er relativt besværligt, da det skal gøres via 
xml-filer, der skal have en bestemt struktur, hvilket man som bruger kun vil kunne kende til ud fra 
dokumentation eller eksempler. 
En måde at bevæge sig mod en løsning på dette problem kunne være at ændre filformatet til et 
lettere skriveligt og mere intuitivt, format. Her kunne nogle af parametrene og værdierne også 
ændres, da nogle af de der benyttes nu ikke er selvindlysende ud fra et regelfil-eksempel. En oplagt 
udvidelse er at lave et grafisk brugergrænseflade, hvor brugeren vil kunne opbygge hele regelfilen 
uden at ændre filen direkte. Derved adskilles hensyn til program og bruger. Så kan regelfilen 
opbygges mest hensigtsmæssig for programmet og den grafiske brugergrænseflade nøjes med at 
tage hensyn til brugeren. 
9.2 Større program 
Et andet område af programmet som kunne forbedres, er begrænsningen på antallet af instrumenter. 
Begrænsningen på de 6 instrumenter har vi sat, da vi var begrænset af de patches vi har opbygget. 
En forbedring af disse patches ville måske åbne op for muligheden for ubegrænsede antal 
instrumenter i et regelsæt. Et lignende problem er antallet af toner, der kan slås an per instrument 
samtidigt, som også er begrænset, pga. måden hvorpå vi benytter polyfoni i patchene. Her er også 
en begrænsning på 6 toner på samme slag for ét instrument. Umiddelbart synes det ikke nødvendigt 
at benytte mere end 6 instrumenter, samt mener vi ikke det er særlig ofte at man slår mere end 6 
toner an på samme tid. Men begrænsningen er der nu, så hvis en bruger ønsker at den genererede 
musik skal benytte 7 instrumenter med 7 samtidige toner for hvert instrument, da vil dette ikke være 
muligt som programmet er opbygget på nuværende tidspunkt.  
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På samme måde som man kan sætte faste transponeringer i tilstandene i regelsættet, burde man også 
kunne sætte fast instrumentering på en lignende måde. Så man eksempelvis kunne have et B-stykke, 
der altid kun havde to instrumenter. Det ville også forbedre programmet, hvis det var muligt at lade 
flere af parametrene blive bestemt tilfældigt, hvis de ikke var sat i regelsættet. 
I vores sampler sektion af performeren, havde vi først blot tænkt at afspille enkelte lydfiler, men 
fandt hurtigt ud af ved at eksperimentere med regelsættene at det også var muligt at spille hele loops 
(tromme samples), eller korte musikstykker med disse samplere (dette er gjort i rekctorloops.xml, 
som findes blandt bilag på DVD’en). Dette åbner selvfølgelig op for en helt ny dimension, hvad 
vedrører lydkvalitet, da man i stedet for kan have mange variationer af loops, der er velproducerede 
og professionelt lydende. Specielt i computerspil industrien er komponister i forvejen vant til at 
arbejde på denne måde, med at opdele deres kompositioner i loops.  
9.3 Interaktivitet 
Vi har også gerne villet inkorporere et interaktivt aspekt. Projektet startede op omkring af lave et 
interaktive musik program, der kunne benyttes i for eksempel spil. Senere gik fokus på at lave 
generativ og strukturel musik i stedet. Et formål med programmet har senere været at gøre det 
relativt let, at kunne implementere det interaktive aspekt. Det mener vi at vi har gjort, ved at have 
alle regler og deres værdier i klassen Rules. Hypotesen er således at programmet kan gøres 
interaktivt, ved at implementerer et interface, der ændre værdierne fra Rules objektet under kørsel. 
Et tredjeparts program kunne implementere dette interface og derved få mulighed for at ændre den 
generede musik. Et helt projekt kunne evt. opbygges omkring dette, hvor vores program blev 
videreudviklet til at understøtte denne manglende interaktivitet, og benyttet sammen med et andet 
program, f.eks. et spil, til at illustrere brugen af interaktivt musik. Fordelen ved vores program i 
denne kontekst er at vi har formået, ikke blot at lave generativt musik, men også struktural musik, 
som kan forbedre oplevelsen i visse medier.  
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11 Bilag 
11.1 Bilag 1 - DVD 
På DVD, som er vedlagt rapporten findes to mapper: 
Programmet samt afprøvning.  
 Programmet indeholder den seneste version af programmet, her findes også scripts og bat 
filer, gør det nemmere at afprøve de forskellige regelsæt.  
 Afprøvning indeholder lydfiler med optagelser af programmet. 
Alle lydfiler og samples er produceret og optaget af Anders Bjørn Rørbæk Pedersen. 
  
Musikalsk struktur i generative musiksystemer, RUC efterår 2012, Bachelor på datalogi. 
Anders Bjørn Rørbæk Pedesen (abrp@ruc.dk), Henrik Kinch Knudsholt Jessen (hkinchj@ruc.dk), 
Morten Hansen (morthan@ruc.dk)  
Side 92 af 143 
 
11.2 Bilag 2 – Java 
 
11.2.1 Main.java 
 
 
/** 
 * Main method, the start of the program. This method does nothing more  
 * then create a new <code>Worker</code> object and calling the method  
 * <code>start</code> on that object. The program arguments are passed along  
 * to the object as well 
 */ 
public class main { 
    public static void main(String[] args) throws Exception{ 
        new Worker(args).start();  
    } 
} 
 
11.2.2 Dispatcher.java 
 
import org.puredata.core.utils.PdDispatcher; 
 
/** 
 *  Pd dispatcher. Needed to forward the messages from libpd to the listener 
 * class. The forwarding is automatically done when an instance of PdDispatcher 
 * has been created. 
 *  
 */ 
public class dispatcher extends PdDispatcher{ 
 
    @Override 
    public void print(String s) { 
        System.out.println("Dispatcher.print(): "+s); 
    } 
     
} 
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11.2.3 LibpdThread.java 
 
import java.nio.ByteBuffer; 
import java.nio.ShortBuffer; 
import javax.sound.sampled.AudioFormat; 
import javax.sound.sampled.AudioSystem; 
import javax.sound.sampled.DataLine; 
import javax.sound.sampled.LineUnavailableException; 
import javax.sound.sampled.SourceDataLine; 
import org.puredata.core.PdBase; 
 
public class LibpdThread extends Thread { 
 
    private final float sampleRate;  // Sample rate in Hz. 
    private final int outChans;      // Number of output channels. 
    private final int ticks;         // Number of Pd ticks per buffer. 
    private volatile boolean terminated; 
 
    public LibpdThread(float sampleRate, int outChans, int ticks) { 
        this.sampleRate = sampleRate; 
        this.outChans = outChans; 
        this.ticks = ticks; 
        PdBase.openAudio(0, outChans, (int) sampleRate); 
        PdBase.computeAudio(true); 
        setPriority(Thread.MAX_PRIORITY); 
    } 
     
    @Override 
    public void run() { 
        terminated = false; 
        try { 
            perform(); 
        } catch (LineUnavailableException e) { 
            e.printStackTrace(); 
        } 
    } 
     
    @Override 
    public void interrupt() { 
        terminated = true;  // Needed since the interrupted flag is cleared by 
JavaSound. 
        super.interrupt(); 
    } 
     
    private void perform() throws LineUnavailableException { 
        // JavaSound setup. 
        int sampleSize = 2; 
        AudioFormat audioFormat = new AudioFormat(sampleRate, 8 * sampleSize, 
outChans, true, true); 
        DataLine.Info info = new DataLine.Info(SourceDataLine.class, 
audioFormat); 
        SourceDataLine sourceDataLine = (SourceDataLine) 
AudioSystem.getLine(info); 
        sourceDataLine.open(audioFormat); 
        sourceDataLine.start(); 
 
        // Buffer setup for exchanging samples between libpd and JavaSound. 
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        // Question: Is this the best possible solution?  It seems to involve 
too 
        // much copying. 
        int frames = PdBase.blockSize() * ticks; 
        short[] dummy = new short[0]; 
        short[] samples = new short[frames * outChans]; 
        byte[] rawSamples = new byte[samples.length * sampleSize]; 
        ByteBuffer buf = ByteBuffer.wrap(rawSamples); 
        ShortBuffer shortBuf = buf.asShortBuffer(); 
 
        while (!terminated) {  // Note: sourceDataLine.write seems to clear the 
interrupted flag, and so Thread.interrupted() doesn't work here. 
            PdBase.process(ticks, dummy, samples); 
            shortBuf.rewind(); 
            shortBuf.put(samples); 
            sourceDataLine.write(rawSamples, 0, rawSamples.length); 
        } 
 
        // Shutdown. 
        sourceDataLine.drain(); 
        sourceDataLine.stop(); 
        sourceDataLine.close(); 
    } 
} 
 
11.2.4 Listener.java 
 
import buffer.Buffer; 
import note.InstBeat; 
import note.Tone; 
import note.ToneList; 
import org.puredata.core.PdBase; 
import org.puredata.core.PdReceiver; 
 
 
public class listener implements PdReceiver { 
 
    public int noteValue = 50; 
    public int attack = 100; 
 
    final Buffer buffer; 
     
     
    public listener(Buffer buffer) { 
        this.buffer = buffer; 
    } 
 
     
     
     
     
    @Override 
    public void receiveBang(String source) { 
         
         
        Object obj = buffer.pop(); 
        if (obj == null) 
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            return; 
         
            if (obj instanceof InstBeat){ 
             
//            System.out.println("Sending tones:"); 
             
            String[] insts = {"inst1", "inst2", "inst3", "kick", "snare", "hh"}; 
            for (int i = 0; i< 6; i++){ 
                String receiver = insts[i]; 
                ToneList tones = ((InstBeat)obj).get(i); 
                if (tones == null) 
                    continue; 
                 
                String msg = "Sending to "+receiver+": "; 
                for (int n = 0; n < tones.getSize(); n++){ 
                    Tone tone = tones.getToneList()[n]; 
                    if (tone == null) 
                        continue; 
                    if (!tone.isTone){ 
                        msg += "<Pause>"; 
                        continue; 
                    } 
                    msg += tone.toString() + " "; 
                    PdBase.sendList(receiver, 
                        tone.pitchMidi, 
                        tone.velocity, 
                        tone.attackMs, 
                        tone.decayMs, 
                        tone.volume, 
                        tone.waveform, 
                        tone.detune); 
                } 
//                System.out.println(msg); 
            } 
             
             
        } 
 
    } 
 
    @Override 
    public void receiveFloat(String source, float x) { 
        System.out.println("Received Float"); 
    } 
 
    @Override 
    public void receiveSymbol(String source, String symbol) { 
 
        System.out.println("Received Symbol"); 
    } 
 
    @Override 
    public void receiveList(String source, Object... args) { 
        System.out.println("Received List"); 
    } 
 
    @Override 
    public void receiveMessage(String source, String symbol, Object... args) { 
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//        System.out.println("Received Message (" + source + "," + symbol + "," 
+args.toString()+ ")"); 
    } 
 
    @Override 
    public void print(String s) { 
//        System.out.println("Received: '" + s + "'"); 
    } 
} 
 
11.2.5 Worker.java 
 
import generator.Generator; 
import generator.ToneGenerator; 
import io.Reader; 
import io.RulesReader; 
import java.io.File; 
import org.puredata.core.PdBase; 
import rules.Rules; 
 
 
public class Worker { 
 
    //The reader object to read in the rules from file 
    Reader reader = null; 
     
    //the rules object where most of the values from the rule file are stored 
    Rules rules = null; 
     
    //The libpd thread 
    LibpdThread libpdThread = null; 
     
    //The generator thread 
    Generator generatorThread = null; 
     
    //the listener 
    listener listener = null; 
     
    //time until shutdown  
    int time = 60;//1 minute 
 
    /** 
     * Sets up the main objects to use during execution 
     * @param args arguments as passed to <code>main</code> 
     * @throws Exception  
     */ 
    public Worker(String[] args) throws Exception { 
         
        //read in the rules from file 
        reader = new RulesReader(); 
        rules = reader.read(new File(args[0])); 
         
        //make the object that will run the libpd thread 
        libpdThread = new LibpdThread(44100, 2, 16); 
        //make the object that will run the generator thread 
        generatorThread = new ToneGenerator(rules); 
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        //make the object that acts as the bridge between libpd and the 
generator 
        listener = new listener(generatorThread.getBuffer()); 
 
        if (args.length > 1) 
            time = Integer.parseInt(args[1]); 
    } 
 
    /** 
     * Sets up the patch, adds listener, sends settings to libpd and starts the 
two threads 
     */ 
    public void start() { 
 
        try { 
            //sets the receiver for libpd 
            PdBase.setReceiver(listener); 
            dispatcher disp = new dispatcher(); 
            disp.addListener("metro", listener); 
            //opens the patch to use in libpd 
            int patch = PdBase.openPatch("pd/main.pd"); 
            //sends messages to libpd: 
            PdBase.sendFloat("master_amp", 1); 
            //start the 'metronom' in libpd 
            PdBase.sendFloat("transport_state", 1); 
            //sets the tempo that libpd will run in 
            PdBase.sendFloat("transport_tempo", rules.getTempoInMills()); 
 
            //start the two threads; libpd and generator 
            System.out.println("Starting libpd"); 
            libpdThread.start(); 
            //start the second thread 1 second after the first,  
            //reduces some noise that would otherwise occur 
            Thread.sleep(1000);  
            System.out.println("Starting generator"); 
            generatorThread.start(); 
 
            //Set the main thread to sleep for at specified time. 
            //In the meantime the music is playing 
            Thread.sleep(time*1000);   
 
            //shutdown the two threads 
            libpdThread.interrupt(); 
            libpdThread.join(); 
            generatorThread.interrupt(); 
            libpdThread.join(); 
 
            //close the libpd patch 
            PdBase.closePatch(patch); 
        } catch (Exception ex) { 
            System.out.println(ex.getMessage()); 
            ex.printStackTrace(); 
        } 
    } 
} 
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11.2.6 Buffer.java 
package buffer; 
 
 
/** 
 * This is a abstract class for the classes that will be used as buffers. This  
 * class provides common methods that a buffer should provide like push(), 
pop(), and size().  
 *  
 */ 
public abstract class Buffer<T> { 
     
    /** 
     * The size of the buffer 
     */ 
    protected final int BUFFER_SIZE; 
 
    public Buffer() { 
        this(64); 
    } 
    public Buffer(int bufferSize){ 
        this.BUFFER_SIZE = bufferSize; 
    } 
     
     
    /** 
     * This method will add the object <code>obj</code>  
     * to the buffer and return <code>true</code>.  
     * If <code>obj</code> could not be added then <code>false</code> must be 
     * returned instead. 
     * @param obj The object to add to the buffer 
     * @return <code>true</code> if successfully added, <code>false</code> 
otherwise 
     */ 
    public abstract boolean push(T obj); 
     
    /** 
     * Will remove an element from the buffer and return that object. If the  
     * buffer is empty then <code>null</code>is returned 
     * @return An element from the buffer 
     */ 
    public abstract T pop(); 
     
    /** 
     * Returns a <code>boolean</code> indicating whether or not  
     * the buffer is full or not 
     * @return <code>true</code> if the buffer is not empty, <code>false</code> 
otherwise 
     */ 
    public boolean hasSpace(){ 
        return BUFFER_SIZE > this.size(); 
    } 
     
    /** 
     * Returns whether or not the buffer has enough room for <code>size</cide> 
     * @param size 
     * @return  
     */ 
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    public boolean hasSpace(int size){ 
        return BUFFER_SIZE > this.size() + size; 
    } 
     
    /** 
     * Returns a <code>boolean</code> indicating whether or not  
     * the buffer is empty or not 
     * @return <code>true</code> if the buffer is empty, <code>false</code> 
otherwise 
     */ 
    public boolean isEmpty(){ 
        return this.size() > 0; 
    } 
     
    /** 
     * Returns the number of elements in the buffer. This method must be 
properly implemented 
     * by a subclass if the rest of the methods are to work properly. 
     * @return An <code>int</code> representing the current size of the buffer 
     */ 
    public abstract int size(); 
     
} 
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11.2.7 InstBeatBuffer.java 
package buffer; 
 
import java.util.Queue; 
import java.util.concurrent.LinkedBlockingQueue; 
import note.InstBeat; 
 
/** 
 * This class is an extension of buffer. <code>ToneGenerator</code> uses an  
 * instance of this class as the buffer. 
 * 
 */ 
public class InstBeatBuffer extends Buffer<InstBeat>{ 
 
    //This buffer uses a queue to hold the items in the buffer,  
    //FIFO(First In First Out) 
    Queue<InstBeat> buffer; 
 
    public InstBeatBuffer() { 
        super(8); 
        buffer = new LinkedBlockingQueue(BUFFER_SIZE); 
    } 
     
    /** 
     * Pushes a object into the buffer 
     * @param obj 
     * @return true if the operation of successful, false otherwise 
     */ 
    @Override 
    public boolean push(InstBeat obj) { 
         
        return buffer.add(obj); 
         
    } 
 
    /** 
     * Removes the first object in the buffer 
     * @return The removed object 
     */ 
    @Override 
    public InstBeat pop() { 
        return buffer.poll(); 
    } 
 
    /** 
     * Returns the number of elements in the buffer 
     * @return number of elements 
     */ 
    @Override 
    public int size() { 
        return buffer.size(); 
    }     
} 
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11.2.8 Generator.java 
package generator; 
 
import buffer.Buffer; 
import rules.Rules; 
 
 
public abstract class Generator extends Thread{ 
    protected Rules rules; 
    protected Buffer buffer; 
     /** 
     * This variable is used to keep the thread going. If <code>running</code> 
     * is false then the thread should stop. 
     */ 
    protected volatile boolean running = false; 
     
    //beat counter for generator proccessing 
    protected int beatCount = 0; 
    //measure count for generator proccessing 
    protected int measureCount = 0; 
 
    public Generator(Rules rules, Buffer buffer) { 
        this.rules = rules; 
        this.buffer = buffer; 
    } 
     
    @Override 
    public void interrupt() { 
        running = false; 
        super.interrupt(); 
    } 
    /** 
     * Adds 1 to beatCount and returns the current beat number 
     * @param i  
     * @return a beat number  
     */ 
    protected int beat(){ 
        int b = beatCount++%(rules.getBeatPerMeasure()); 
        if (b == 0) {measureCount++;} 
        return b; 
    } 
    /** 
     * Method to return the buffer that this generator uses 
     * @return a buffer object 
     */ 
    public Buffer getBuffer(){ 
        return buffer; 
    } 
    /** 
     * Returns the current beat count 
     * @return beat count 
     */ 
    protected int getBeatCount(){ 
        return beatCount; 
    } 
} 
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11.2.9 ToneGenerator 
package generator; 
 
import buffer.InstBeatBuffer; 
import java.util.Random; 
import note.InstBeat; 
import note.Tone; 
import note.ToneList; 
import rules.Rules; 
import rules.Scales; 
import util.FormalGrammar; 
import util.Markov; 
 
public class ToneGenerator extends Generator { 
 
    //sandsynligheder 
    private static final double CHANCE_ONE_ALWAYS_PLAYS = 0.9; 
     
    //JAVA Random klasse 
    private static final int RANDOM_SEED = (int)(Math.random()*100000); 
    private Random rand = new Random(RANDOM_SEED); 
     
     
    String[] instrumentSentences = new String[6]; 
    int[] instrumentSentencesIndex = new int[6]; 
     
     
    //transponering 
    Markov transposeMarkov; 
     
     
 
    //boolean array til at tænde of slukke for instrumenter, alle tændt i 
starten 
    boolean[] playingInstruments = {true, true, true, true, true, true}; 
     
     
    public ToneGenerator(Rules rules) { 
        super(rules, new InstBeatBuffer()); 
         
        //sæt transponerings variabler 
        transposeMarkov = rules.getMarkov(); 
         
         
        //start besked 
        System.out.println("Generator: " +this.getClass().getName()); 
        System.out.println("Random seed: " + RANDOM_SEED); 
    } 
 
    @Override 
    public void run() { 
 
        running = true; 
        int sleepTime = 10; 
        int minSleeptime = 10; 
 
 
        //variables 
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        int beat; 
        int markovTranspose = 0; 
 
 
        //scale 
        Scales.Scale[] usableScales = rules.getUsableScales(); 
        Scales.Scale usedScale; 
        if (usableScales.length == 0) 
            usedScale = Scales.Scale.SCALE_MAJOR; 
        else 
            usedScale = usableScales[0]; 
 
 
        outer: 
        while(running && !isInterrupted()){ 
 
            //gå KUN videre hvis der er plads i bufferen 
            while(!buffer.hasSpace()){ 
                sleepTime += 5; 
    //                System.out.println("Sleeping: "+sleepTime); 
                sleep(sleepTime); 
                if (!running){ 
                    break outer; 
                } 
            } 
            if (sleepTime -10 >= minSleeptime){ 
                sleepTime -= 10; 
            } 
            beat(); 
            beat = getBeatCount(); 
 
 
            //transponere 
            if 
(beat%(rules.getBeatPerMeasure()*rules.getTransposeChangeInterval()) == 0){ 
                markovTranspose = changeTranspose(); 
            } 
            //set hvilke der spiller 
            if 
(beat%(rules.getBeatPerMeasure()*rules.getInstrumentChangeInterval()) == 0){ 
                setInstrumentsPlaying(); 
            } 
 
            //global for alle instrumenter 
            int rootKey = usedScale.rootIndex; 
            int rootKeyTransposed = rootKey + rules.getTranspose() + 
markovTranspose; 
 
 
 
 
 
            //data strukturen noderne i hvert instrument bliver gemt i 
            InstBeat instrumentNoteCollection = new InstBeat(); 
 
             
            //for hvert intrument 
            for (int curInstrumentNum = 0; curInstrumentNum < 6; 
curInstrumentNum++){ 
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                Rules.Instrument instrument = 
rules.getInstrument(curInstrumentNum); 
                FormalGrammar grammar = 
rules.getFormalGrammar(curInstrumentNum); 
 
                //hvis der ikke er noget instrument, gå videre til næste 
                if (instrument == null || grammar == null) 
                    continue; 
 
                //se om instrumentet skal afspille eller  
                if (!playingInstruments[curInstrumentNum]) 
                    continue; 
 
 
 
                int relativeBottomPitch = instrument.lowestNote; 
                int relativeTopPitch = instrument.heighestNote; 
                int instrumentTransposed = rootKeyTransposed + 
instrument.transpose; 
 
 
 
                //hvis sætningen er læst igennem, hent en ny 
                if (instrumentSentences[curInstrumentNum] == null || 
instrumentSentencesIndex[curInstrumentNum] >= 
instrumentSentences[curInstrumentNum].length()){ 
                    instrumentSentences[curInstrumentNum] = 
grammar.getSentence(); 
                    instrumentSentencesIndex[curInstrumentNum] = 0; 
                } 
                //det nuværende instruments sætning og sætningsindex 
                String currentSentence = instrumentSentences[curInstrumentNum]; 
                int currentSentenceIndex = 
instrumentSentencesIndex[curInstrumentNum]; 
 
                //sætning oversat 
                ToneList[] translation = 
grammar.getTranslation(currentSentence); 
                //relevant symbol 
                ToneList charNotes = translation[currentSentenceIndex]; 
 
                //listen tonen bliver gemt i 
                ToneList newInstrumenTones = new ToneList(); 
 
                //for hver node i symbolet 
                Tone[] tones = charNotes.getToneList(); 
                for (int toneIndex = 0; toneIndex < tones.length; toneIndex++){ 
                    Tone tone = tones[toneIndex]; 
 
                    //sæt værdier 
                    if (tone.attack == -1)  tone.attackMs = 
rules.beatsToMillis(instrument.attack); 
                    else                    tone.attackMs = 
rules.beatsToMillis(tone.attack); 
 
                    if (tone.decay == -1)   tone.decayMs = 
rules.beatsToMillis(instrument.decay); 
                    else                    tone.decayMs = 
rules.beatsToMillis(tone.decay); 
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                    if (tone.detune == -1) tone.detune = instrument.detune; 
                    if (tone.waveform == null) tone.waveform = 
instrument.waveform; 
                    if (tone.volume == -1) tone.volume = instrument.volume; 
 
                    //tonehøjden 
                    if (tone.pitch == Integer.MAX_VALUE) 
                        tone.pitch = getRandomIndex(relativeTopPitch, 
relativeBottomPitch) + instrumentTransposed; 
                    else 
                        tone.pitch = tone.pitch + instrumentTransposed; 
                    //TODO: chance for toneændring 
 
 
                    //se om tonen er indenfor grænserne, hvis ikke så ret til 
 
 
                    //sæt tones midi værdi 
                    tone.pitchMidi = usedScale.getSafeIndex(tone.pitch); 
 
                    //gem noden, klar til at blive sent 
                    newInstrumenTones.addTone(tone); 
 
                    //print besked 
                //                    
System.out.println("Making<"+currentSentence.charAt(instrumentSentencesIndex[cur
InstrumentNum]) +">: "+tone); 
 
                } 
                //gem instrumentets  
                instrumentNoteCollection.setInstrumentNotes(curInstrumentNum, 
newInstrumenTones); 
 
 
                //updater variabler 
                instrumentSentencesIndex[curInstrumentNum]++; 
 
 
            }// efter her er alle instrumenter gennemgået 
             
             
             
            //smid de nye instrument-toner i bufferen 
            buffer.push(instrumentNoteCollection); 
             
             
             
             
        } 
    } 
     
     
    int getRandomIndex(int top, int bottom){ 
        int s = (top - bottom) / 2; 
        return rand.nextInt(s*2) - s; 
    } 
 
    private int changeTranspose() { 
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        if (rand.nextDouble() < 2){ 
            transposeMarkov.getNewState(); 
            System.out.println("Markov("+(transposeMarkov.getState()+1)+") 
value("+rules.getStateTranspose(transposeMarkov.getState())); 
            return rules.getStateTranspose(transposeMarkov.getState()); 
        } 
        return 0; 
    } 
     
    private void setInstrumentsPlaying(){ 
        System.out.println("Setting instruments"); 
        int numPlaying = 0; 
        boolean[] validInstruments = new boolean[6]; 
        //see what instruments are valid for playing.  
        //null instruments cant play, and instruments without a grammmar cant 
compose 
        for (int i = 0; i < 6; i++){ 
            if (rules.getFormalGrammar(i) != null && rules.getInstrument(i) != 
null){ 
                numPlaying++; 
                validInstruments[i] = true; 
            } 
        } 
        //set a random instrument on/off dependent on its state 
        int num = rand.nextInt(numPlaying); 
        for (int i = 0; i < 6; i++){ 
            if (validInstruments[i] && num-- <= 0){ 
                playingInstruments[i] = !playingInstruments[i]; 
                break; 
            } 
        } 
        // check all instruments for whether they should always play 
        for (int i = 0; i< 6; i++){ 
            if (validInstruments[i] && rules.getInstrument(i).alwaysOn) 
                playingInstruments[i] = true; 
        } 
         
        //if no instrument is playing set on instrument on, with a certain 
properbility 
        if (numPlaying == 0 && rand.nextDouble() > CHANCE_ONE_ALWAYS_PLAYS){ 
            playingInstruments[rand.nextInt(6)] = true; 
        } 
         
    } 
     
     
    private void sleep(int millis){ 
        try{ 
            Thread.sleep(millis); 
        }catch(InterruptedException ex){ 
            System.out.println("ToneGenerator: "+ex.getMessage()); 
            Thread.currentThread().interrupt(); 
        } 
    } 
     
} 
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11.2.10 Reader.java 
package io; 
 
import java.io.File; 
import rules.Rules; 
 
/** 
 *  An abstract class for the classes that reads the rules files.  
 */ 
public abstract class Reader { 
     
    public abstract Rules read(File file); 
     
    
} 
 
11.2.11 RulesReader.java 
package io; 
 
import java.io.File; 
import java.util.Map; 
import java.util.TreeMap; 
import javax.xml.parsers.DocumentBuilder; 
import javax.xml.parsers.DocumentBuilderFactory; 
import note.ToneList; 
import note.Pause; 
import note.Tone; 
import org.w3c.dom.Document; 
import org.w3c.dom.Element; 
import org.w3c.dom.Node; 
import org.w3c.dom.NodeList; 
import rules.Rules; 
import rules.Scales.Scale; 
import util.FormalGrammar; 
import util.Markov; 
 
/** 
 * A reader class for reading the rules specified in the rule file.  
 * The file must be written in xml. Look at the example following the program  
 * to see how the file should be structured. 
 */ 
public class RulesReader extends Reader{ 
     
 
 
    /** 
     * Read a rule file.  
     * @param file The file to be read 
     * @return A Rules object containing the rules read in. 
     */ 
    @Override 
    public Rules read(File file) { 
         
        //The rules object.  
        Rules rules = new Rules(); 
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        try{ 
            //see if the file exists 
            if (!file.exists() || !file.isFile()){ 
                throw new IllegalArgumentException("Rule file could not be 
found"); 
            } 
             
            //parse the xml file 
            DocumentBuilderFactory dbf = DocumentBuilderFactory.newInstance(); 
            DocumentBuilder db = dbf.newDocumentBuilder(); 
             
            Document doc = db.parse(file); 
            doc.normalize(); 
             
            //get the root note 
            NodeList root = doc.getElementsByTagName("rules"); 
            Node rootNode = root.item(0); 
             
             
            NodeList docChildren = rootNode.getChildNodes(); 
            for(int i = 0; i < docChildren.getLength(); i++){ 
                Node child = docChildren.item(i); 
                if (child.getNodeType() == Node.ELEMENT_NODE){ 
                    if (child.getNodeName().equals("global")){ 
                        readGlobal(rules, child); 
                    }else if (child.getNodeName().equals("structure")){ 
                        readStructure(rules, child); 
                    }else if (child.getNodeName().equals("instruments")){ 
                        readInstruments(rules, rootNode); 
                    }else{ 
                        throw new IllegalStateException("Tag 
<"+child.getNodeName()+"> is not allowed as child of <rules>"); 
                    } 
                } 
            } 
 
             
             
        }catch(Exception e){ 
            System.out.println(e.getMessage()); 
            e.printStackTrace(System.out); 
            System.exit(1); 
        } 
         
        return rules; 
         
    } 
 
    /** 
     * Read the values in the global element 
     * @param rules 
     * @param globalNode  
     */ 
    private void readGlobal(Rules rules, Node globalNode){ 
         
        NodeList children = globalNode.getChildNodes(); 
         
        for (int i = 0; i < children.getLength(); i++){ 
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            Node child = children.item(i); 
            if (child.getNodeType() != Node.ELEMENT_NODE){ 
                continue; 
            } 
             
             
            //get all the scales that should be used in the program 
            if (child.getNodeName().equals("scales")){ 
                Scale[] allowedScales; 
                Element elem = (Element)child; 
                NodeList scalesNodes = elem.getElementsByTagName("scale"); 
                allowedScales = new Scale[scalesNodes.getLength()]; 
                int index = 0; 
                for(int c = 0; c < scalesNodes.getLength(); c++){ 
                    Element scaleNode = (Element)scalesNodes.item(c); 
                    if (scaleNode.getNodeType() != Node.ELEMENT_NODE){ 
                        continue; 
                    } 
                     
                    for(Scale scale : Scale.values()){ 
                        if 
(scale.getName().toLowerCase().equals(scaleNode.getTextContent())){ 
                            allowedScales[index++] = scale; 
                        } 
                    } 
                } 
                //add the scales to the rules object 
                rules.addScales(allowedScales); 
            } 
             
             
            //get the bmp value that should be used 
            if (child.getNodeName().equals("bmp")){ 
                int tempo = 
Integer.parseInt(child.getFirstChild().getNodeValue()); 
                rules.setTempoBmp(tempo); 
            } 
             
            //get the transpose value that should be used 
            if (child.getNodeName().equals("transpose")){ 
                int transpose = 
Integer.parseInt(child.getFirstChild().getNodeValue()); 
                rules.setTranspose(transpose); 
            } 
            //get the the interval for instrument change 
            if (child.getNodeName().equals("instrumentChangeInterval")){ 
                int instChanceInterval = 
Integer.parseInt(child.getFirstChild().getNodeValue()); 
                rules.setInstrumentChangeInterval(instChanceInterval); 
            } 
             
            //get the interval for transpose change 
            if (child.getNodeName().equals("transposeChangeInterval")){ 
                int transChangeInterval = 
Integer.parseInt(child.getFirstChild().getNodeValue()); 
                rules.setTransposeChangeInterval(transChangeInterval); 
            } 
        } 
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    } 
     
     
     
    /** 
     * Read the values in the structure element 
     * @param rules 
     * @param structureNode  
     */ 
    public void readStructure(Rules rules, Node structureNode){ 
        NodeList children = structureNode.getChildNodes(); 
         
        for (int i = 0; i < children.getLength(); i++){ 
            Node child = children.item(i); 
            if (child.getNodeType() != Node.ELEMENT_NODE){ 
                continue; 
            } 
             
             
            //read the markov element 
            if (child.getNodeName().equals("markov")){ 
                constructMarkov(child, rules); 
   
            } 
            //read the grammar element 
            if (child.getNodeName().equals("grammar")){ 
                constructGrammar(child, rules); 
            } 
             
             
        } 
         
         
    } 
     
    /** 
     * Read the values in the grammar element 
     * @param grammarNode 
     * @param rules  
     */ 
    public void constructGrammar(Node grammarNode, Rules rules){ 
         
        Element grammarElem = (Element)grammarNode; 
        int id = Integer.parseInt(grammarElem.getAttribute("instrument")); 
         
         
        FormalGrammar grammar = new FormalGrammar(); 
        Map<Character, ToneList> map = new TreeMap(); 
        NodeList list; 
         
        //start tag 
        list = grammarElem.getElementsByTagName("start"); 
        if (list.getLength() > 0){ 
            Element startElem = (Element)list.item(0); 
            char c = startElem.getTextContent().toCharArray()[0]; 
            grammar.setStartSymbol(c); 
        }else{ 
            throw new IllegalArgumentException("Missing <start> tag"); 
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        } 
         
        //productions tag 
        list = grammarElem.getElementsByTagName("productions"); 
        if (list.getLength() > 0){ 
            list = ((Element)list.item(0)).getElementsByTagName("production"); 
            for (int i = 0; i < list.getLength(); i++){ 
                Element sybmolElem = 
(Element)((Element)list.item(i)).getElementsByTagName("symbol").item(0); 
                Element replaceElem = 
(Element)((Element)list.item(i)).getElementsByTagName("replace").item(0); 
                NodeList weightNodes 
=((Element)list.item(i)).getElementsByTagName("weight"); 
                char symbol = sybmolElem.getTextContent().toCharArray()[0]; 
                char[] replace = replaceElem.getTextContent().toCharArray(); 
                int weight = 1; 
                if (weightNodes.getLength() > 0){ 
                    weight = 
Integer.parseInt(((Element)weightNodes.item(0)).getTextContent()); 
                } 
                grammar.addProduction(new FormalGrammar.Production(symbol, 
replace, weight)); 
            } 
        } 
         
        //terminals 
        list = grammarElem.getElementsByTagName("terminals"); 
        if (list.getLength() > 0){ 
            list = ((Element)list.item(0)).getElementsByTagName("terminal"); 
            for(int i = 0; i < list.getLength(); i++){ 
                char c = 
((Element)list.item(i)).getTextContent().toCharArray()[0]; 
                grammar.addProduction(new FormalGrammar.Production(c)); 
            } 
        }else{ 
            throw new IllegalArgumentException("Missing <terminals> tag"); 
        } 
         
         
        //map tag 
        list = grammarElem.getElementsByTagName("map"); 
        if (list.getLength() > 0){ 
            list = ((Element)list.item(0)).getElementsByTagName("value"); 
            for (int i = 0; i < list.getLength(); i++){ 
                char symbol = 
((Element)list.item(i)).getAttribute("symbol").toCharArray()[0]; 
                NodeList noteNodes = 
((Element)list.item(i)).getElementsByTagName("note"); 
                ToneList noteList = new ToneList(); 
                for (int n = 0; n < noteNodes.getLength(); n++){ 
                    Element noteElem = (Element)noteNodes.item(n); 
                    if (noteElem.getAttribute("isnote").equals("1")){ 
                        String pitch = noteElem.getAttribute("pitch"); 
                        String attack = noteElem.getAttribute("attack"); 
                        String velocity = noteElem.getAttribute("velocity"); 
                        String decay = noteElem.getAttribute("decay"); 
                        String volume = noteElem.getAttribute("volume"); 
                        String waveform = noteElem.getAttribute("waveform"); 
                        String detune = noteElem.getAttribute("detune"); 
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                        Tone note = new Tone(); 
                        if (!pitch.equals("")) 
                            note.pitch = Integer.parseInt(pitch); 
                        if (!attack.equals("")) 
                            note.attack = Double.parseDouble(attack); 
                        if (!velocity.equals("")) 
                            note.velocity = Integer.parseInt(velocity); 
                        if (!decay.equals("")) 
                            note.decay = Double.parseDouble(decay); 
                        if (!volume.equals("")) 
                            note.volume = Integer.parseInt(volume); 
                        if (!waveform.equals("")) 
                            note.waveform = waveform; 
                        if (!detune.equals("")) 
                            note.detune = Integer.parseInt(detune); 
                        noteList.addTone(note); 
                    }else if (noteElem.getAttribute("isnote").equals("0")){ 
                        noteList.addTone(new Pause()); 
                    }else{ 
                        throw new IllegalArgumentException("Missing isnote 
attribute"); 
                    } 
                     
                } 
                map.put(symbol, noteList); 
            } 
            grammar.setTranslationMap(map); 
        }else{ 
            throw new IllegalArgumentException("Missing <map> tag"); 
        } 
         
        //id values in the xml file are 1-index while id values are 0-index in 
the program 
        rules.setGrammar(grammar, id-1); 
         
    } 
     
     
    
    /** 
     * Read the values in the markov element 
     * @param markovNode 
     * @param rules  
     */ 
    public void constructMarkov(Node markovNode, Rules rules){ 
 
        Element markovElem = (Element)markovNode; 
         
        //#############temp variables 
        Markov markov; 
        int numstate; 
        double[][] tableStates = null; 
        boolean hasTableTag = false, hasStateLength = false; 
         
         
        //#############read in 
        //numstates 
        NodeList numstateNodes = markovElem.getElementsByTagName("numStates"); 
        if (numstateNodes.getLength() > 0){ 
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            Node numstateNode = numstateNodes.item(0); 
            numstate = 
Integer.parseInt(numstateNode.getFirstChild().getNodeValue()); 
            tableStates = new double[numstate][numstate]; 
        } 
        else{ 
            throw new IllegalArgumentException("Missing <numStates> tag"); 
        } 
        markov = new Markov(numstate); 
        rules.setMarkov(markov); 
         
        //table 
        NodeList tableNodes = markovElem.getElementsByTagName("table"); 
        if (tableNodes.getLength() > 0){ 
            hasTableTag = true; 
            Element tableElem = (Element)tableNodes.item(0); 
            NodeList stateNodes = tableElem.getElementsByTagName("state"); 
            for(int i = 0; i < stateNodes.getLength(); i++){ 
                String stateStr = stateNodes.item(i).getTextContent(); 
                String[] stateVals = stateStr.split(","); 
                for (int s = 0; s < numstate; s++){ 
                    tableStates[i][s] = Double.parseDouble(stateVals[s]); 
                } 
            } 
        } 
        //statevalues 
        NodeList stateLengthNodes = 
markovElem.getElementsByTagName("stateValues"); 
        if (stateLengthNodes.getLength() > 0){ 
            NodeList stateNodes = 
((Element)stateLengthNodes.item(0)).getElementsByTagName("state"); 
            for (int i = 0; i < stateNodes.getLength(); i++){ 
                int value = 
Integer.parseInt(((Element)stateNodes.item(i)).getTextContent()); 
                int stateNum = 
Integer.parseInt(((Element)stateNodes.item(i)).getAttribute("num")); 
                rules.setStateTranspose(stateNum-1, value); 
            } 
        } 
 
         
         
        //#############validate 
        if (hasTableTag){ 
            for (int i = 0; i < tableStates.length; i++){ 
                markov.setRow(i, tableStates[i]); 
            } 
        } 
 
         
         
    } 
     
     
    /** 
     * Read the values in the instruments element 
     * @param rules 
     * @param instrumentsNode  
     */ 
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    public void readInstruments(Rules rules, Node instrumentsNode) { 
 
        NodeList children = ((Element) 
instrumentsNode).getElementsByTagName("instrument"); 
 
        for (int i = 0; i < children.getLength(); i++) { 
 
            constructInstrument(rules, children.item(i)); 
 
        } 
 
 
    } 
     
    /** 
     * Read the values in the instrument element 
     * @param rules 
     * @param instrumentNode  
     */ 
    public void constructInstrument(Rules rules, Node instrumentNode) { 
 
        Element instrumentElem = (Element) instrumentNode; 
         
 
        int id = Integer.parseInt(instrumentElem.getAttribute("id")); 
         
        Rules.Instrument inst = new Rules.Instrument(id); 
         
        NodeList list = instrumentElem.getElementsByTagName("attack"); 
        if (list.getLength() > 0) 
            inst.attack = 
Double.parseDouble(((Element)list.item(0)).getTextContent()); 
        list = instrumentElem.getElementsByTagName("decay"); 
        if (list.getLength() > 0) 
            inst.decay = 
Double.parseDouble(((Element)list.item(0)).getTextContent()); 
        list = instrumentElem.getElementsByTagName("volume"); 
        if (list.getLength() > 0) 
            inst.volume = 
Integer.parseInt(((Element)list.item(0)).getTextContent()); 
        list = instrumentElem.getElementsByTagName("waveform"); 
        if (list.getLength() > 0) 
            inst.waveform = ((Element)list.item(0)).getTextContent(); 
        else 
            throw new IllegalArgumentException("Missing <waveform> tag"); 
        list = instrumentElem.getElementsByTagName("detune"); 
        if (list.getLength() > 0) 
            inst.detune = 
Integer.parseInt(((Element)list.item(0)).getTextContent()); 
        list = instrumentElem.getElementsByTagName("lowestKey"); 
        if (list.getLength() > 0) 
            inst.lowestNote = 
Integer.parseInt(((Element)list.item(0)).getTextContent()); 
        list = instrumentElem.getElementsByTagName("heighestKey"); 
        if (list.getLength() > 0) 
            inst.heighestNote = 
Integer.parseInt(((Element)list.item(0)).getTextContent()); 
         
        list = instrumentElem.getElementsByTagName("transpose"); 
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        if (list.getLength() > 0) 
            inst.transpose = 
Integer.parseInt(((Element)list.item(0)).getTextContent()); 
         
        list = instrumentElem.getElementsByTagName("alwaysOn"); 
        if (list.getLength() > 0) 
            inst.alwaysOn = true; 
         
        rules.setInstrument(inst, id-1); 
    } 
     
} 
 
11.2.12 InstBeat.java 
/* 
 * To change this template, choose Tools | Templates 
 * and open the template in the editor. 
 */ 
package note; 
 
import java.util.ArrayList; 
 
/** 
 * This class holds all the tones for a single beat.  
 */ 
public class InstBeat { 
 
     
    //A list of tones that each instrument has 
    ToneList[] noteLists = new ToneList[6]; 
     
    //sets the tones for a specific instrument 
    public void setInstrumentNotes(int id, ToneList n){ 
        if (id < 0 || id >= 6) 
            throw  new IllegalArgumentException("Id "+id+" not allowed"); 
        noteLists[id] = n; 
    } 
     
    //gets the tones for a specific instrument 
    public ToneList get(int id){ 
        if (id < 0 || id >= 6) 
            throw  new IllegalArgumentException("Id "+id+" not allowed"); 
        return noteLists[id]; 
    } 
 
    @Override 
    public String toString() { 
        StringBuilder sb = new StringBuilder(); 
         
        sb.append("noteList{"); 
        for(int i = 0; i < noteLists.length; i++){ 
            sb.append(noteLists[i]); 
            sb.append(','); 
        } 
        sb.append('}'); 
        return sb.toString(); 
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    } 
  } 
 
11.2.13 Tone.java 
package note; 
 
/** 
 *  A Tone object. This class holds the variables associated with a tone like,  
 * pitch, volume, waveform, and so forth.  
 */ 
public class Tone { 
     
    /** 
     * Some of the values have values -1. This is so  
     */ 
     
    //The waveform(sound) for this tone[1-15] 
    public String waveform = null; 
    //Difference between left and right channels[1-127] 
    public int detune = -1; 
    //Volumen of this tone[1-127] 
    public int volume = -1; 
    public int velocity = 100; 
     
    //The time the attack and decay of the tone should last. 1 is equal  
    //to 1 beat 
    public double attack = -1d; 
    public double decay = -1d; 
     
    //Same as above, but calculated to milli seconds for use with libpd 
    public int attackMs; 
    public int decayMs; 
             
    //index number of the pitch that this tone has.  
    //Integer.MAX_VALUE indicates that this tone has NOT been set. 
    //The tone is relative to the rootkey transposed 
    public int pitch = Integer.MAX_VALUE; 
    //midivalue of the tone's pitch 
    public int pitchMidi = -1; 
     
    //tells whether this is a tone or a pause 
    public boolean isTone = true; 
     
    //empty constructor 
    public Tone(){} 
     
     
    public Tone(int pitch, double attach) { 
        this.pitch = pitch; 
        this.attack = attach; 
    } 
     
    //copy constructor 
    public Tone(Tone original){ 
        this.isTone = original.isTone; 
        this.pitch = original.pitch; 
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        this.attack = original.attack; 
        this.velocity = original.velocity; 
        this.decay = original.decay; 
        this.volume = original.volume; 
        this.waveform = original.waveform; 
        this.detune = original.detune; 
        this.pitchMidi = original.pitchMidi; 
    } 
 
    @Override 
    public String toString() { 
        if (isTone){ 
            StringBuilder sb = new StringBuilder("Note<"); 
            sb.append(isTone?"1":"0"); 
            sb.append(','); 
            sb.append(pitch); 
            sb.append(","); 
            sb.append(velocity); 
            sb.append(","); 
            sb.append(attack); 
            sb.append(","); 
            sb.append(decay); 
            sb.append(","); 
            sb.append(volume); 
            sb.append(","); 
            sb.append(waveform); 
            sb.append(","); 
            sb.append(detune); 
            sb.append(","); 
            sb.append(pitchMidi); 
            sb.append(">"); 
            return sb.toString(); 
        } 
        else{ 
            return "Note<Pause>"; 
        } 
    }     
} 
 
11.2.14 Pause.java 
package note; 
 
/** 
 *  Simple intuitive class to represent a pause. This class extends the  
 * Tone class and sets the isNote variable to false to indicate that this is  
 * in fact a pause. 
 */ 
public class Pause extends Tone{ 
 
    public Pause() { 
        isTone = false; 
    } 
     
} 
ToneList.java 
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package note; 
 
import java.util.ArrayList; 
 
/** 
 * An object to hold a list of Tones.  
 */ 
public class ToneList { 
     
    //list of tones 
    private ArrayList<Tone> nodelist; 
 
    public ToneList() { 
        nodelist = new ArrayList(); 
    } 
     
    //copy constructor 
    public ToneList(ToneList original){ 
        nodelist = new ArrayList(); 
        for(Tone n : original.nodelist){ 
            this.nodelist.add(new Tone(n)); 
        } 
    } 
     
    /** 
     * Add a tone to the list of tones 
     * @param note  
     */ 
    public void addTone(Tone note){ 
        nodelist.add(note); 
    } 
 
    /** 
     * Get the list of tones a Tone array 
     * @return  
     */ 
    public Tone[] getToneList() { 
        return nodelist.toArray(new Tone[] {}); 
    } 
     
    /** 
     * Returns the number of tones in the list 
     * @return  
     */ 
    public int getSize(){ 
        return nodelist.size(); 
    } 
 
    @Override 
    public String toString() { 
        StringBuilder sb = new StringBuilder(); 
        sb.append("NoteList{"); 
        for (Tone n : nodelist){ 
            sb.append(n); 
        } 
        sb.append('}'); 
        return sb.toString(); 
    }     
} 
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11.2.15 Rules.java 
/* 
 * To change this template, choose Tools | Templates 
 * and open the template in the editor. 
 */ 
package rules; 
 
import rules.Scales.Scale; 
import util.FormalGrammar; 
import util.Markov; 
 
/** 
 * This class holds the rules that the generator class must use to make the 
tones. 
 */ 
public class Rules { 
     
     
     
    private int tempoBpm = 100;                             //tempo in bpm 
    private Scale[] usableScales = { Scale.SCALE_MAJOR };   //den/de skalaer som 
kan bruges 
    private int transpose = 0;                              //transponering 
    private int beats = 4; 
    private int bars = 4; 
    private int beatPerMeasure = beats*bars;                //antal slag pr. 
takt    (beats/bars) 
     
    private int instrumentChangeInterval = 1; 
    private int transposeChangeInterval = 2; 
 
    private int[] stateTranspose; 
 
     
     
    //Markov object. Is created in RulesReader 
    private Markov markov = null; 
     
    //Formal grammar. Is created in RulesReader 
    private FormalGrammar[] grammar = new FormalGrammar[6]; 
     
    //List of instruments 
    Instrument[] instruments = new Instrument[6]; 
    
     
     
     
    /** 
     * Calculates the number of millisecunds that <code>beats</code>  
     * takes.  
     * @param beats number of beats 
     * @return Number of millisecunds 
     */ 
    public int beatsToMillis(double beats){ 
//      (1000/(bpm/60))/4; 
        return (int)((15000/tempoBpm)*beats); 
    } 
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    /****** Getters ******/ 
    /** 
     * Retrieves the number of beats per measure 
     * @return Number of beats per measure 
     */ 
    public int getBeatPerMeasure() { 
        return beatPerMeasure; 
    } 
    /** 
     * Returns an array of integers representing the scales that are allowed 
     * @return  
     */ 
    public Scale[] getUsableScales(){ 
        return usableScales; 
    } 
    /** 
     * Returns the scale <code>i</code>. Will throw an  
     * <code>IllegargumentException</code> if the scale is not allowed 
     * @param i The scale to get 
     * @return The scale as integer array 
     */ 
    public int[] getScale(Scale i){ 
        //see if the scale is allowed 
        for (Scale s : usableScales){ 
            if (s.equals(i)){ 
                return s.getScale(); 
            } 
        } 
        throw new IllegalStateException("rules.Rules: Scale "+i+" is not 
allowed"); 
         
    } 
    /** 
     * Returns the tempo in bmp 
     * @return  
     */ 
    public int getTempoInBpm(){ 
        return tempoBpm; 
    } 
    /** 
     * Returns the number of millisecunds a single beat takes 
     * @return  
     */ 
    public int getTempoInMills(){ 
        return beatsToMillis(1); 
    } 
     
    /** 
     * Returns the markov object 
     * @return  
     */ 
    public Markov getMarkov(){ 
        return this.markov; 
    } 
 
    /** 
     * returns the transpose value 
     * @return  
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     */ 
    public int getTranspose() { 
        return transpose; 
    } 
     
    /** 
     * Returns the instrument with the specified number 
     * @param i instrument number 
     * @return Instrument object 
     */ 
    public Instrument getInstrument(int i){ 
        return instruments[i]; 
    } 
     
    /** 
     * Returns the formal grammar with the specified number 
     * @param i grammar number 
     * @return FormalGrammar object 
     */ 
    public FormalGrammar getFormalGrammar(int i){ 
        return grammar[i]; 
    } 
     
    public int getTransposeChangeInterval() { 
        return transposeChangeInterval; 
    } 
    public int getInstrumentChangeInterval() { 
        return instrumentChangeInterval; 
    } 
 
    public int getStateTranspose(int state) { 
        return stateTranspose[state]; 
    } 
     
     
     
     
     
    /****** Setters ******/ 
    /** 
     * Sets Beats Per Minute 
     * @param bpm  
     */ 
    public void setTempoBmp(int bpm){ 
        this.tempoBpm = bpm; 
    } 
    /** 
     * Replaces the allowed scales with a new one. Throws and  
     * IllegalArgumentException if one of the values are not valid scales. 
     * @param scales the scales that should be allowed 
     */ 
    public void addScales(Scale[] scales){ 
        //se if scale exists, if not throw exception 
        for(Scale i : scales){ 
            boolean found = false; 
            for (Scale s : Scales.Scale.values()){ 
                if (i.equals(s)){ 
                    found = true; 
                    break; 
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                } 
            } 
            if (!found) 
                throw new IllegalArgumentException("rules.Rules: Scale "+i+" is 
not allowed"); 
 
        } 
        usableScales = scales; 
    } 
     
    /** 
     * Sets the markov object 
     * @param markov  
     */ 
    public void setMarkov(Markov markov){ 
        this.markov = markov; 
        stateTranspose = new int[markov.getNumberOfStates()]; 
        for (int i = 0; i< stateTranspose.length; i++){ 
            stateTranspose[i] = 7-(int)(Math.random()*14); 
        } 
    } 
 
    /** 
     * Sets the transpose value 
     * @param transpose  
     */ 
    public void setTranspose(int transpose) { 
        this.transpose = transpose; 
    } 
     
    /** 
     * Sets the instrument with the specified number 
     * @param inst Instrument object 
     * @param index instrument number 
     */ 
    public void setInstrument(Instrument inst, int index){ 
        if (inst == null){ 
            throw new IllegalArgumentException("Instrument is null"); 
        } 
        instruments[index] = inst; 
    } 
 
    /** 
     * Sets the FormalGrammar object with the specified number 
     * @param grammar FormalGrammar object 
     * @param i grammar number 
     */ 
    public void setGrammar(FormalGrammar grammar, int i) { 
        this.grammar[i] = grammar; 
    }     
    
    public void setInstrumentChangeInterval(int instrumentChangeInterval) { 
        this.instrumentChangeInterval = instrumentChangeInterval; 
    } 
 
 
 
    public void setTransposeChangeInterval(int transposeChangeInterval) { 
        this.transposeChangeInterval = transposeChangeInterval; 
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    } 
    public void setStateTranspose(int stateNum, int value){ 
        stateTranspose[stateNum] = value; 
    } 
 
     
     
    /** 
     * Instrument class 
     * This class holds the fall-back values that the tones can take if they are  
     * missing some values.  
     */ 
    public static class Instrument{ 
             
        private final int id; 
 
        //please refere to Tone for a description of the variables functions 
        public double attack = 0.1; 
        public double decay = 0.9; 
        public int volume = 127; 
        public String waveform = null; 
        public int detune = 10; 
         
        public boolean alwaysOn = false; 
         
         
        //The three variable below are relative to the rootKey 
        //The lowest pitch a tone kan take 
        public int lowestNote = -15; 
        //the highest pitch a tone kan take 
        public int heighestNote = +15; 
        //The instruments transpose value 
        public int transpose = 0; 
 
        public Instrument(int id) { 
            this.id = id; 
        } 
 
         
         
     
    } 
     
 
} 
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11.2.16 Scales.java 
package rules; 
 
public class Scales { 
 
    public static enum Scale { 
 
        SCALE_DORIAN("Dorian", 7, 35, new int[]{0, 2, 3, 5, 7, 9, 10, 12, 14, 
15, 17, 19, 21, 22, 24, 26, 27, 29, 31, 33, 34, 36, 38, 39, 41, 43, 45, 46, 48, 
50, 51, 53, 55, 57, 58, 60, 62, 63, 65, 67, 69, 70, 72, 74, 75, 77, 79, 81, 82, 
84, 86, 87, 89, 91, 93, 94, 96, 98, 99, 101, 103, 105, 106, 108, 110, 111, 113, 
115, 117, 118, 119, 120, 122, 124, 126, 127}), 
        SCALE_LOCRIAN("Locrian", 7, 35, new int[]{0, 1, 3, 5, 6, 8, 10, 12, 13, 
15, 17, 18, 20, 22, 24, 25, 27, 29, 30, 32, 34, 36, 37, 39, 41, 42, 44, 46, 48, 
49, 51, 53, 54, 56, 58, 60, 61, 63, 65, 66, 68, 70, 72, 73, 75, 77, 78, 80, 82, 
84, 85, 87, 89, 90, 92, 94, 96, 97, 99, 101, 102, 104, 106, 108, 109, 111, 113, 
114, 116, 118}), 
        SCALE_LYDIA("Lydia", 7, 35, new int[]{0, 2, 4, 6, 7, 9, 11, 12, 14, 16, 
18, 19, 21, 23, 24, 26, 28, 30, 31, 33, 35, 36, 38, 40, 42, 43, 45, 47, 48, 50, 
52, 54, 55, 57, 59, 60, 62, 64, 66, 67, 69, 71, 72, 74, 76, 78, 79, 81, 83, 84, 
86, 88, 90, 91, 93, 95, 96, 98, 100, 102, 103, 105, 107, 108, 110, 112, 114, 
115, 117, 119, 120, 122, 123, 125, 127}), 
        SCALE_MAJOR("Major", 7, 35, new int[]{0, 2, 4, 5, 7, 9, 11, 12, 14, 16, 
17, 19, 21, 23, 24, 26, 28, 29, 31, 33, 35, 36, 38, 40, 41, 43, 45, 47, 48, 50, 
52, 53, 55, 57, 59, 60, 62, 64, 65, 67, 69, 71, 72, 74, 76, 77, 79, 81, 83, 84, 
86, 88, 89, 91, 93, 95, 96, 98, 100, 101, 103, 105, 107, 108, 110, 112, 113, 
115, 117, 119, 120, 121, 123, 125, 127}), 
        SCALE_MINOR("Minor", 7, 35, new int[]{0, 2, 3, 5, 7, 8, 10, 12, 14, 15, 
17, 19, 20, 22, 24, 26, 27, 29, 31, 32, 34, 36, 38, 39, 41, 43, 44, 46, 48, 50, 
51, 53, 55, 56, 58, 60, 62, 63, 65, 67, 68, 70, 72, 74, 75, 77, 79, 80, 82, 84, 
86, 87, 89, 91, 92, 94, 96, 98, 99, 101, 103, 104, 106, 108, 110, 111, 113, 115, 
116, 118, 120, 122, 123, 125, 127}), 
        SCALE_HARMONIC_MINOR("HarmonicMinor", 7, 35, new int[]{0, 2, 3, 5, 7, 8, 
11, 12, 14, 15, 17, 19, 20, 23, 24, 26, 27, 29, 31, 32, 35, 36, 38, 39, 41, 43, 
44, 47, 48, 50, 51, 53, 55, 56, 59, 60, 62, 63, 65, 67, 68, 71, 72, 74, 75, 77, 
79, 80, 83, 84, 86, 87, 89, 91, 92, 95, 96, 98, 99, 101, 103, 104, 107, 108, 
110, 111, 113, 115, 116, 119, 120, 122, 123, 125, 127}), 
        SCALE_MELODIC_MINOR("MelodicMinor", 7, 35, new int[]{0, 2, 3, 5, 7, 9, 
11, 12, 14, 15, 17, 19, 21, 23, 24, 26, 27, 29, 31, 33, 35, 36, 38, 39, 41, 43, 
45, 47, 48, 50, 51, 53, 55, 57, 59, 60, 62, 63, 65, 67, 69, 71, 72, 74, 75, 77, 
79, 81, 83, 84, 86, 87, 89, 91, 93, 95, 96, 98, 99, 101, 103, 105, 107, 108, 
110, 111, 113, 115, 117, 119, 120, 122, 123, 125, 127}), 
        SCALE_PENTONIC("Pentonic", 5, 25, new int[]{0, 2, 4, 7, 9, 12, 14, 16, 
19, 21, 24, 26, 28, 31, 33, 36, 38, 40, 43, 45, 48, 50, 52, 55, 57, 60, 62, 64, 
67, 69, 72, 74, 76, 79, 81, 84, 86, 88, 91, 93, 96, 98, 100, 103, 105, 108, 110, 
112, 115, 117, 118, 120, 122, 125, 127}), 
        SCALE_MIXOLYDIAN("Mixolydian", 7, 35, new int[]{0, 2, 4, 5, 7, 9, 10, 
12, 14, 16, 17, 19, 21, 22, 24, 26, 28, 29, 31, 33, 34, 36, 38, 40, 41, 43, 45, 
46, 48, 50, 52, 53, 55, 57, 58, 60, 62, 64, 65, 67, 69, 70, 72, 74, 76, 77, 79, 
81, 82, 84, 86, 88, 89, 91, 93, 94, 96, 98, 100, 101, 103, 105, 106, 108, 110, 
112, 113, 115, 117, 118}), 
        SCALE_PHRYGIAN("Phrygian", 7, 40, new int[]{0, 1, 3, 5, 6, 8, 10, 11, 
12, 13, 15, 17, 18, 20, 22, 23, 24, 25, 27, 29, 30, 32, 34, 35, 36, 37, 39, 41, 
42, 44, 46, 47, 48, 49, 51, 53, 54, 56, 58, 59, 60, 61, 63, 65, 66, 68, 70, 71, 
72, 73, 75, 77, 78, 80, 82, 83, 84, 85, 87, 89, 90, 92, 94, 95, 96, 97, 99, 101, 
102, 104, 106, 107, 108, 109, 111, 113, 114, 116, 118, 119, 121, 122, 124, 126, 
127}); 
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        public final int notes_pr_octave; 
        public final int[] notes; 
        public final String name; 
        public final int rootIndex; 
 
        private Scale(String name, int notes_pr_octave, int rootindex, int[] 
notes) { 
            this.notes_pr_octave = notes_pr_octave; 
            this.notes = notes; 
            this.name = name; 
            this.rootIndex = rootindex; 
        } 
 
        /** 
         * Gets the note index in the scale. If the note index is too high too 
         * low then the maximum or minimum value is returned for the particular 
         * scale. 
         * 
         * @param octaveNum The octave number starting from 0 
         * @param noteOffset the note offset 
         * @return index of the note. 
         */ 
        public int getNoteIndex(int octaveNum, int noteOffset) { 
            int index = notes_pr_octave * (octaveNum + 1) + noteOffset; 
            if (index > notes.length) { 
                return notes.length; 
            } 
            if (index < 0) { 
                return 0; 
            } 
            return index; 
        } 
         
        public int getSafeIndex(int index){ 
           if (index >= notes.length){ 
               System.out.println("Warning: scale-index("+index+") to high, 
returning "+(notes.length-1)); 
               return notes[notes.length-1]; 
           }else if (index < 0){ 
               System.out.println("Warning: scale-index("+index+") to low, 
returninng "+notes[0]); 
               return notes[0]; 
           } 
           return notes[index]; 
        } 
 
        /** 
         * Gets the notes for the scale as an int array 
         * 
         * @return The notes in the scale 
         */ 
        public int[] getScale() { 
            return notes; 
        } 
 
        /** 
         * Gets the name of the scale 
         * 
         * @return the name 
Musikalsk struktur i generative musiksystemer, RUC efterår 2012, Bachelor på datalogi. 
Anders Bjørn Rørbæk Pedesen (abrp@ruc.dk), Henrik Kinch Knudsholt Jessen (hkinchj@ruc.dk), 
Morten Hansen (morthan@ruc.dk)  
Side 127 af 143 
 
         */ 
        public String getName() { 
            return this.name; 
        } 
    } 
} 
 
11.2.17 FormalGrammer.java 
 
package util; 
 
import java.util.ArrayList; 
import java.util.Map; 
import java.util.TreeMap; 
import note.ToneList; 
 
public class FormalGrammar { 
 
    Map<Character, ProductionChar> addedProductions = new TreeMap(); 
    private Map<Character, ToneList> wordMap = new TreeMap(); 
    private char startSymbol; 
     
    public void setStartSymbol(char c){ 
        startSymbol = c; 
    } 
 
    public void addProduction(Production p) { 
        if (addedProductions.containsKey(p.name))  
            addedProductions.get(p.name).productions.add(p); 
        else  
            addedProductions.put(p.name, new ProductionChar(p.name, p)); 
         
    } 
    public void setTranslationMap(Map<Character, ToneList> map){ 
        wordMap = map; 
    } 
     
     
    public ToneList[] getTranslation(String sentence){ 
        return getTranslation(sentence.toCharArray()); 
    } 
    public ToneList[] getTranslation(char[] sentence){ 
        ToneList[] notes = new ToneList[sentence.length]; 
         
        for(int i = 0; i < sentence.length; i++){ 
            ToneList n = new ToneList(wordMap.get(sentence[i])); 
            if (n == null) 
                throw new IllegalStateException("No Note for 
'"+sentence[i]+"'"); 
             
            notes[i] = n; 
        } 
         
        return notes; 
    } 
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    public char[] getTerminals(){ 
        StringBuilder sb = new StringBuilder(); 
        for (ProductionChar pc : addedProductions.values()){ 
            for (Production p : pc.productions){ 
                if (p.getNumberOfReplacements() == 0){ 
                    sb.append(p.name); 
                } 
            } 
        } 
        return sb.toString().toCharArray(); 
    } 
 
    public String getSentence(){ 
        return getSentence(String.valueOf(startSymbol)); 
    } 
    public String getSentence(String startSymbol) { 
        StringBuilder sb = new StringBuilder(startSymbol); 
        getSentence(sb, 0); 
        return sb.toString(); 
    } 
 
    private void getSentence(StringBuilder sb, int index) { 
        ProductionChar currentChar = addedProductions.get(sb.charAt(index)); 
 
        //error handling 
 
        if (currentChar == null) { 
            throw new IllegalStateException("No procedure with symbol '" + 
sb.charAt(index) + "'"); 
        } 
 
        //basecase 
        if (currentChar.productions.isEmpty()) { 
            return; 
        } 
 
        //replace part 
        int[] weight = new int[currentChar.productions.size()]; 
        for (int i = 0; i < currentChar.productions.size(); i++){ 
            weight[i] = currentChar.productions.get(i).weight; 
        } 
        int useReplaceIndex = getIndexByWeight(weight); 
        if (currentChar.productions.get(useReplaceIndex).replace == null) 
            return; 
        char[] replaceStr = 
currentChar.productions.get(useReplaceIndex).replace; 
        sb.replace(index, index + 1, String.valueOf(replaceStr)); 
 
        //recursive part 
        for (int i = 0; i < sb.length(); i++) { 
            getSentence(sb, i); 
        } 
 
    } 
 
    private int getIndexByWeight(int[] weights){ 
        int sum = 0; 
        for (int i : weights){ 
            sum += i; 
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        } 
        double chance = Math.random(); 
        double t = 0; 
        for (int i = 0; i < weights.length; i++){ 
            t += weights[i] / (double)sum; 
            if (chance <= t) 
                return i; 
        } 
        throw new IllegalStateException("Wrong calculations"); 
    } 
     
     
    private int getIndexByChance(int numIndexes) { 
        double chance = Math.random(); 
        double t = 1 / (double) numIndexes; 
        int replaceIndex = 0; 
        for (int i = 0; i < numIndexes; i++) { 
            if (t < chance) { 
                t += t; 
            } else { 
                break; 
            } 
            replaceIndex++; 
        } 
        return replaceIndex; 
    } 
     
     
    public static class ProductionChar{ 
        public final char name; 
        public final ArrayList<Production> productions = new ArrayList(); 
 
        public ProductionChar(char name, Production p){ 
            this.name = name;  
            this.productions.add(p); 
        } 
 
        @Override 
        public String toString() { 
            StringBuilder sb = new StringBuilder(); 
            sb.append(name); 
            sb.append('{'); 
            for(Production p : productions){ 
                sb.append(p); 
                sb.append(','); 
            } 
            sb.append('}'); 
            return sb.toString(); 
        } 
         
    } 
 
    public static class Production { 
 
        public final char name; 
        public final char[] replace; 
        public final int weight; 
 
        public Production(char name) { 
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            this(name, null, 1); 
        } 
 
        public Production(char name, char[] replace) { 
            this(name, replace, 1); 
        } 
        public Production(char name, char[] replace, int weight){ 
            this.name = name; 
            this.weight = weight; 
            this.replace = replace; 
        } 
        int getNumberOfReplacements() { 
            if (replace == null) 
                return 0; 
            return replace.length; 
        } 
 
        @Override 
        public String toString() { 
            StringBuilder sb = new StringBuilder(); 
            sb.append(name); 
            sb.append("->"); 
            sb.append(String.valueOf(replace)); 
            sb.append('['); 
            sb.append(weight); 
            sb.append(']'); 
            return sb.toString(); 
        } 
 
    } 
 
    public static void main(String[] args) { 
        FormalGrammar gf = new FormalGrammar(); 
        gf.addProduction(new Production('S', new char[]{'B', 'A'})); 
        gf.addProduction(new Production('S', new char[]{'C', 'D'})); 
        gf.addProduction(new Production('B', new char[]{'b'})); 
        gf.addProduction(new Production('C', new char[]{'c'})); 
        gf.addProduction(new Production('A', new char[]{'a', 'a'})); 
        gf.addProduction(new Production('D', new char[]{'A', 'B'})); 
        gf.addProduction(new Production('a')); 
        gf.addProduction(new Production('b')); 
        gf.addProduction(new Production('c')); 
 
 
 
        int numTimes = 1000000; 
        long start = System.currentTimeMillis(); 
        for (int i = 0; i < numTimes; i++) { 
//            System.out.println(gf.getSentence("S")); 
            gf.getSentence("S"); 
        } 
        long end = System.currentTimeMillis(); 
        System.out.println("Number of Runs:   " + numTimes); 
        System.out.println("Total Time (Ms):  " + (end - start)); 
        System.out.println("Single Time (Ms): " + ((end - start) / (double) 
numTimes)); 
    } 
} 
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11.2.18 Markov.java 
 
package util; 
 
import java.util.Random; 
 
 
public class Markov { 
     
     
    Random rand = new Random(); 
     
    private final int numStates; 
    private int state = 0; 
     
    double[][] table; 
 
    /** 
     * Creates an empty(full of zeroes) table for the Markov chain. 
     * The state after creation is 0(zero). 
     * @param numStates Number of states 
     */ 
    public Markov(int numStates) { 
        table = new double[numStates][numStates]; 
        this.numStates = numStates; 
         
 
    } 
     
    /** 
     * Sets the values of a specific row/state in the Markov table 
     * @param row The row/state 
     * @param i integer array with the nye array. Must be same the same length 
as the number of states. 
     */ 
    public void setRow(int row, double[] i){ 
        if (i.length != numStates || row >= numStates){ 
            throw new IllegalStateException(); 
        } 
        double sum = 0; 
        for (int k = 0; k < numStates; k++){ 
            sum += i[k]; 
            if (sum > 1.1){ 
                throw new IllegalArgumentException("Markov.setRow(): sum is 
larger then 1"); 
            } 
            table[row][k] = i[k]; 
        } 
        if (sum < 0.9){ 
            throw new IllegalArgumentException("Markov.setRow(): sum is smaller 
then 1"); 
        } 
         
    } 
     
    /** 
     * Gets the current state of the Markov chain 
     * @return An integer representing the state 
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     */ 
    public int getState(){ 
        return state; 
    } 
     
    /** 
     * Sets the current state of the Markov chain 
     * @param state 
     * @return  
     */ 
    public void setState(int state){ 
        this.state = state; 
    } 
     
    /** 
     * Gets the new state based on the values in the Markov table 
     * @return An integer representing the new state 
     */ 
    public int getNewState(){ 
        double chance = rand.nextDouble(); 
        double ret = 0; 
        for(int i = 0; i < numStates; i++){ 
             
            ret += table[state][i]; 
            if (ret >= chance){ 
                state = i; 
                return state; 
            } 
        } 
        throw new IllegalStateException(); 
    } 
     
    /** 
     * Generates random values for all cells in the Markov table 
     */ 
    public void generateRandomTable(){ 
        for (int i = 0; i < numStates; i++){ 
            double rowTotal = 0; 
            for (int j = 0; j < numStates;j++){ 
                //hvis sidste i rækken, tag 1-rowtotal 
                double r = rand.nextDouble() / numStates; 
                table[i][j] = r; 
                rowTotal += r; 
                 
            } 
            double rest = 1 - rowTotal; 
            double restDiv = rest / numStates; 
            for (int j = 0; j < numStates; j++){ 
                table[i][j] += restDiv; 
            } 
             
        } 
    } 
     
    /** 
     * Generates a new random set of values for a specific state 
     * @param state The state 
     */ 
    public void generateRandomState(int state){ 
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        if (state >= numStates || state < 0) 
            throw new IndexOutOfBoundsException(); 
         
        double sum = 0; 
        for (int i = 0; i < numStates; i++){ 
            double r = rand.nextDouble()/numStates; 
            table[state][i] = r; 
            sum += r; 
        } 
    double rest = 1 - sum; 
        double restDiv = rest / numStates; 
        for (int j = 0; j < numStates; j++){ 
            table[state][j] += restDiv; 
        } 
         
    } 
     
    /** 
     * Prints the table formated for textual display 
     */ 
    public void printTable(){ 
        System.out.println("Markov Chain Table"); 
        for(int i = 0; i < numStates; i++){ 
            double t = 0; 
            for (int j = 0; j < numStates; j++){ 
                t += table[i][j]; 
                System.out.format("%7.4f", table[i][j]); 
            } 
            System.out.println(" - t:" + t); 
        } 
    } 
     
     
    /** 
     * Returns the number of states this Markov chain can be in 
     * @return number of states 
     */ 
    public int getNumberOfStates(){ 
        return this.numStates; 
    } 
 
    /** 
     * Test program to run the Markov chain. Generates a table with 5 states 
     * and fills them with random values. Then prints the table and prints the  
     * next 100 states in the Markov chain starting at state 0.  
     * @param args  
     */ 
    public static void main(String[] args) { 
        Markov m = new Markov(5); 
        m.generateRandomTable(); 
        m.printTable(); 
        for (int i = 0; i < 100; i++){ 
            System.out.println("new state:"+m.getNewState()); 
        } 
    } 
     
} 
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11.3 Bilag 3 - PureData 
11.3.1 Main.pd 
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11.3.2 Envelope~.pd 
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11.3.3 Instrument~.pd 
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11.3.4 Limiter~.pd 
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11.3.5 Mixer~.pd 
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11.3.6 Sampler~.pd 
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11.3.7 Soundfilereader.pd 
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11.3.8 Synth~.pd 
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11.3.9 Transport.pd 
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11.3.10 Voice_allocator.pd 
 
 
 
