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2 Introduction
2.1 Background
The vast majority of engineering programs at any university contain courses with
laboratory components. With the ever-increasing number of incoming college
students joining the School of Engineering at Santa Clara University, classes
and labs are becoming more and more crowded. This is a growing concern,
especially in Computer Science and Engineering labs where there is often only
one teaching assistant to provide instructions and help to an entire laboratory
of programmers.
2.2 The Problem
Computer Science and Engineering students at Santa Clara do most of their
labs in the Design Center where the class size may vary from 10 students to
upwards of 40 students. A typical lower division programming course only has
one or two teaching assistants to field all inquiries and requests for assistance.
Due to the complicated and error-prone nature of programming, students are
often asking for assistance on errors that have no easy solution and, currently,
there is no way for a teaching assistant to gauge a problem’s complexity.
2.3 A Typical Scenario
Currently, the teaching assistant helps students at his or her own discretion. At
times this results in students with potentially easy problems to solve having to
wait while the teaching assistant is helping other students with more involved
and complicated problems. For example, there may be two students with their
hands raised – one ready to demo the project and leave, which might take 3
minutes (student A), and one with an extensive error that will take 15 minutes
to solve (student B). If the teaching assistant chooses to go to student B first,
student A will have to wait an additional 15 minutes before receiving help.
2.4 Our Solution
In a crowded class, the teaching assistant should be able to move from student to
student, in a systematic, efficient way, diminishing the number of hands raised
as soon as possible. The system should:
• Allow all the students in the class to request assistance, provide a brief
description of their problem, and submit a ticket to a queue.
• Allow instructors to view all current requests on the “administrator” ver-
sion of the application.
• Allow instructors to choose the order in which to help the students in the
quickest and most efficient manner possible.
• Give instructors data and feedback about how their lab projects are pro-
gressing.
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3 Requirements
The following sections are the key functional requirements, non-functional re-
quirements, and design constraints that were addressed to satisfy the goals of
this project.
Requirements define and qualify what the system should do. Functional
requirements define what must be done and are usually answered as true or false.
They are typically stated as “the system should.” Non-functional requirements
define the manner in which the functional requirements need to be achieved.
They are usually answered by a degree of satisfaction and stated as “the system
is/does.” Design constraints constrain the solution to working under specific
conditions.
Our requirements have three tiers of priority - requirements are critical, rec-
ommended, and suggested. In order for our project to be considered successful
critical requirements must be satisfied, recommended requirements should be
satisfied, and, time permitting, suggested requirements may be satisfied.
3.1 Functional
3.1.1 Critical
The system should...
• Be accessible through any Web browser.
• Utilize a scheduling algorithm to sort the list of help requests in the most
efficient order for the instructor.
• Provide a mechanism for the student to submit a help request, and delete
that request.
• Provide a mechanism for students to view their current place in the queue.
• Provide a mechanism for the instructor to view open help requests as well
as brief descriptions of requests.
• Store help request data permanently for future retrieval and analysis.
3.1.2 Recommended
The system should...
• Allow the instructor to bypass the scheduling algorithm and assist students
in the order of choice.
3.1.3 Suggested
The system should...
• Be optimized for mobile use.
• Use data analysis from previous lab sections to better assist the instructor
in future lab sections, by analyzing factors such as how long the instructor
spends with a particular student and what sorts of questions, along with
what frequency those said questions, are asked.
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• Display its post-operation data analysis in easy-to-read tables and graphs
to quicken the pace at which the instructor can adjust his or her teaching
style to the particular lab section.
3.2 Non-Functional
3.2.1 Critical
The system is...
• User-friendly and intuitive, meaning the user should be able to use our
system without explicit instructions or a user guide.
• Accessible by both current and older versions of web browsers (IE6, etc.)
and will be compliant with accessibility guidelines.
• Responsive such that tasks will be completed quickly and efficiently upon
request (e.g joining class sessions and submitting requests).
3.2.2 Recommended
The system is...
• Fast and have quick response times (e.g Application loading, screen refresh
times).
• Scalable in order to account for growth.
• Modular and cohesive so that it will be easy to add/change features.
3.2.3 Suggested
The system is...
• Accessible through mobile versions of web browsers.
3.3 Design Constraints
The system implementation is...
• Accessible to students and instructors through any modern web browser,
regardless of version.
• Split into an instructor version web application and student version web
application.
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4 Use Cases
A Use Case Diagram, Figure 1 below, provides details of how an actor (student
or instructor) would interact with enQueue. Both users may invoke a variety
of actions. In our system, the student may create an account, login to their
account, join their desired class listing, add and remove help requests, refresh the
session, and also exit the session when they are done with lab. The instructor,
on the other hand, may login, remove any help request, refresh the session,
reorder the queue, view class statistics and also exit the session.
Figure 1: A user may choose any of these actions when the web page is loaded.
4.1 Student Use Cases
Create an Account
Actor: Student.
Goal: Create an account to be used with enQueue application.
Preconditions: Student does not already have an account.
Postconditions: Successful navigation to the Student Join Session page.
Scenario:
1. Student loads web app.
2. Student selects ”Login/Sign Up.”
3. Student selects ”Click here to register” whereby they are taken to the en-
Queue Registration page.
4. Student enters their first and last names, a password and their associated
SCU Gmail account.
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5. Student selects ”Submit.”
Login
Actor: Student.
Goal: Log into an existing student account to be used with the enQueue appli-
cation.
Preconditions: Student already has an account.
Postconditions: Successful navigation to the Student Join Session page.
Scenario:
1. Student loads web app.
2. Student selects ”Login/Sign Up.”
3. Student enters their credentials and selects ”Submit Query.”
Join Class Listing
Actor: Student.
Goal: Join an ongoing lab section of enQueue.
Preconditions: Lab section has been created by instructor.
Postconditions: Successful join is identified by navigation to Student Options
Page.
Scenario:
1. Student loads web app.
2. Student selects ”Join Class Listing.”
3. Student enters Class ID number and clicks ”Submit.”
Add Help Request
Actor: Student.
Goal: Add new help request to the current queue.
Preconditions: Student does not already have request in queue.
Post-conditions: Students request is successfully added to the queue.
Scenario:
1. Student navigates to the Student Options Page.
2. Student clicks ”Add Request.”
3. Student enters name and selects category of help request through drop-down
menu.
Remove Help Request
Actor: Student.
Goal: The student removes their own request from the queue.
Preconditions: Student has a pending help request in the queue.
Post-conditions: Student’s help request is no longer displayed in the queue.
Scenario:
1. Student navigates to the Student Options Page.
2. Student clicks ”Remove Request.”
3. Student is taken to the Removal Successful page and can click ”Back” to go
back to the Student Options Page.
Exit Session
Actor: Student.
Goal: Exit the current class session.
Preconditions: Students are in an active class session.
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Post-conditions: Students are taken back to landing page.
Scenario:
1. Student clicks ”Exit Session.”
2. Student is taken to the landing page.
Refresh List of Requests
Actor: Student.
Goal: Refresh list of requests so student sees updated place in queue.
Preconditions: Students are in an active class session.
Post-conditions: Students see updated queue.
Scenario:
1. Student clicks ”Refresh.”
2. Student is shown updated queue.
4.2 Instructor Use Cases
Login
Actor: Instructor.
Goal: Log into an existing instructor account to be used with the enQueue
application.
Preconditions: Instructor already has an account.
Postconditions: Successful navigation to the Instructor Join Session page.
Scenario:
1. Instructor loads web app.
2. Instructor selects ”Login/Sign Up.”
3. Instructor enters their credentials and selects ”Submit Query.”
Join Class Listing
Actor: Instructor.
Goal: Join an ongoing lab section of enQueue.
Preconditions: None.
Postconditions: Successful join is identified by navigation to Instructor Op-
tions Page.
Scenario:
1. Instructor loads web app.
2. Instructor selects a listing to join.
Remove Help Requests
Actor: Instructor.
Goal: Remove help requests due to completion or otherwise.
Preconditions: There are requests in the queue.
Postconditions: Student request is removed from queue.
Scenario:
1. Instructor navigates to Instructor View Requests page.
2. Instructor selects ”Edit.”
3. Instructor clicks the check-box next to the name of the student the instructor
wishes to remove.
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Exit Session
Actor: Instructor.
Goal: Exit the current class session.
Preconditions: Instructors are in an active class session.
Post-conditions: Instructors are taken back to landing page.
Scenario:
1. Instructor clicks ”Exit Session.”
2. Instructor is taken to the landing page.
Reorder Help Requests
Actor: Instructor.
Goal: Reorder the queue.
Preconditions: None.
Postconditions: Queue is displayed in new order.
Scenario:
1. Instructor navigates to Instructor View Requests page.
2. Instructor selects ”Edit.”
3. Instructor clicks on the reorder button next to the name of the student the
instructor wishes to move (reorder button is displayed as several lines on top of
each other).
View Class Statistics
Actor: Instructor.
Goal: View overall statistics for the current class session.
Preconditions: Instructors are in an active class session with students who
have submitted requests.
Post-conditions: Instructors are taken to a page where they can view graph-
ical representations of the class’s queue.
Scenario:
1. Instructor clicks ”Analyze Request Categories” or ”Analyze Student Infor-
mation/”
2. Instructor is taken to the specific page they requested.
Refresh List of Requests
Actor: Instructor.
Goal: Refresh list of requests so student sees updated place in queue.
Preconditions: Instructors are in an active class session.
Post-conditions: Instructors see updated queue.
Scenario:
1. Instructor clicks ”Refresh.”
2. Instructor is shown updated queue.
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5 Activity Diagram
The activity diagram in Figure 2 describes the flow of the website from an in-
structor’s point of view.
Figure 2: Activity Diagram
The instructor starts by creating a class section for students to join. From
here, they can either view a list of students in the class or view the list of cur-
rent requests (queue). If they choose the latter, the queue is displayed and they
can choose one of three options: edit the sorting of the list to their preference
thereby forgoing the scheduling algorithm, delete a single request or clear the
14
entire queue of requests.
The activity diagram in Figure 3 describes the flow of the website from a
student’s point of view. The student starts by adding a class using the Class
Figure 3: Activity Diagram
ID number provided to them by the instructor. Once students enter their class
session they can view the current queue or add a request to the queue. If
students choose the latter they can then view the queue again, add another
request, remove their first request from the queue, or exit the application. The
next section will detail how the implementation can be visually modeled.
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6 Conceptual Model
Our solution is in the format of a web-based application that is split into two
separate implementations: the instructor version of the application and the
student version of the application.
6.1 Instructor Version
The splash screen for the Instructor version of the application is shown in Figure
4.
Figure 4: Instructor Splash Screen
Once the instructor decides to create a class listing, he or she will click on
the ”Create Class Listing” button.
16
Once the instructor navigates to the create listing page displayed in Figure
5, he or she can enter their Class ID and click ”Submit”.
Figure 5: Instructor Create Listing
Once the instructor has created a class listing successfully, he or she will be
taken to a page where the queue for the current lab section is displayed. This
page is displayed in Figure 6.
Figure 6 displays the View Requests page to the instructor.
Figure 6: Instructor View Requests
On the view requests page, if the instructor wants to edit the queue (modify
order, delete requests, etc.) he or she clicks on the ”Edit” button displayed at
the bottom of the queue. This takes him or her to the page shown in Figure 7,
the edit queue page.
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Figure 7 displays the queue if the instructor selected ”Edit List”.
Figure 7: Instructor Edit Page
From here the instructor can either re-order the queue or delete requests
from the queue.
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6.2 Student Version
The splash screen for the student version of the application is shown in Figure
8.
Figure 8: Student Splash Screen
The student enters a class listing by selecting ”Join Class Listing”.
When the student clicks ”Join Class Listing”, the page shown in Figure 9
will appear.
Figure 9: Student Join Listing
Here the student will enter the Class ID number for the lab section he or
she wishes to join and then click ”Submit”.
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Once the student has joined a class listing, the options page shown in Figure
10 will appear.
Figure 10: Student Options Page
Here the student can choose to view the current queue and its order, add
his or her own request to the queue and remove his or her own request from the
queue.
If the student wishes to view the queue, he or she can click ”View Queue”
to navigate to the page shown in Figure 11.
Figure 11: Student View Queue
When the student is finished he or she can click ”Back” to go back to the
options page.
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If the student wishes to add their request to the queue, they can click ”Add
Request” to navigate to the page shown in Figure 12.
Figure 12: Student Add Request
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7 First Prototype
This section highlights our first prototype and is the implementation that we
used for our first round of testing in COEN 12 labs. Once again, it is split into
two separate implementations: the instructor version and the student version.
7.1 Instructor Version
When the instructor navigates to the URL of our application he or she is pre-
sented with a screen similar to Figure 13.
Figure 13: Instructor Landing Page
From here he or she will select a class session from the drop-down list and click
”Submit”, as shown in Figure 14.
Figure 14: Instructor Class Session Selection
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Once an instructor has selected a class session he or she are taken to the
main session page where the queue, as well as all of the instructor options, are
shown. The session page is detailed in Figure 15.
Figure 15: Instructor Session Page
When students begin adding requests to the queue, the instructor can click
”Refresh” on the session page to refresh the queue and display the most recent
version of it. A sample populated queue is shown in Figure 16. Now that
fig:Student-Sample-Queue
Figure 16: Instructor Sample Queue
there are requests in the queue the instructor can attend to the students with
help requests. The instructor can also remove requests from the queue, reorder
the requests saving that particular order, or exit the session by clicking ”Exit
Session”.
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7.2 Student Version
When the student navigates to the URL of the application he or she is presented
with the landing page as shown in Figure 17. The student can click ”Join
Figure 17: Student Landing Page
Class Session” to bring up a menu where they can choose the class session they
would like to join, as well as enter their name and email address so they can
be identified by the system. The screen for joining a class session is shown in
Figure 18.
Figure 18: Student Class Session Selection
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Once the student has entered a class session to join he or she will be taken
to the student session page which is shown in Figure 19. From here the student
Figure 19: Student Session Page
can add their own request to the queue, refresh the queue to update it with any
changes made by the instructor/other students, or exit the session by clicking
”Exit Session”. A sample populated queue, from the student’s point of view, is
shown in Figure 20.
Figure 20: Student Sample Queue
8 Second Prototype
Our second implementation was used for our second round of testing in COEN
20 labs. It was split into two separate implementations, much like our first
prototype and conceptual model - the instructor version and the student version.
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Some major changes made were: major update to CSS, addition of student
and instructor profile system, broken session bug fixed, unable to remove request
bug fixed, and instructor analysis functionality added.
8.1 Instructor Version
When the instructor navigates to the URL of our current implementation they
will be presented with a screen similar to Figure 21.
Figure 21: Instructor Front Page
Once ”Login/Sign Up” is selected the instructor is taken to the sign-in page,
displayed in Figure 22.
Figure 22: Instructor Sign In
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Once the instructor has signed into the application, he or she is taken to the
session page where they can join an existing class session, as shown in Figure
23
Figure 23: Instructor Join Session
Upon clicking ”Join Class Session” the instructor will be given a modal to
interact with, as shown in Figure 24, where he or she can join an existing class
session.
Figure 24: Instructor Join Class
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Once an instructor has selected a class session he or she is taken to the main
session page where the queue, as well as all of the instructor options, are shown.
The session page is detailed in Figure 25.
Figure 25: Current Instructor Session Page
When students begin adding requests to the queue, the instructor can click
”Refresh” on the session page to refresh the queue and display the most recent
version of it. A sample populated queue is shown in Figure 26. Now that
Figure 26: Current Instructor Sample Queue
there are requests in the queue the instructor can attend to the students with
help requests. The instructor can also remove requests from the queue, reorder
the requests saving that particular order, or exit the session by clicking ”Exit
Session”.
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When the instructor is finished with the class session he or she can analyze
the data that was collected from the session. To do so, the instructor would
select one of two analysis options: ”Number of Requests in Each Category” or
”Amount of Time Spent Receiving Assistance”. The first is shown in Figure 27.
Figure 27: Number of Requests in Each Category
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If the instructor selects ”Amount of Time Spent Receiving Assistance” he
or she is shown a graph similar to Figure 28.
Figure 28: Amount of Time Spent Receiving Assistance
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8.2 Student Implementation
When the student navigates to the URL of our current implementation he or
she will be presented with a screen similar to Figure 29.
Figure 29: Student Front Page
If the student does not have an account associated with the enQueue appli-
cation, he or she would select ”Click here to register” after selecting ”Login/Sign
Up”. He or she is then presented with a screen similar to Figure 30.
Figure 30: Student Register Page
Once the student has filled out all the fields and selected ”Submit” he or she
will be taken back to the front page, shown in Figure 29, and will log in with
their newly created account credentials.
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Once the student has signed into the application, he or she is taken to the
session page where they can join an existing class session, as shown in Figure
31
Figure 31: Student Join Session
Upon clicking ”Join Class Session” the student will be given a modal to
interact with, as shown in Figure 32, where he or she can join an existing class
session.
Figure 32: Student Join Class
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Once the student has entered a class session to join he or she will be taken
to the student session page which is shown in Figure 33. From here the student
Figure 33: Student Session Page
can add their own request to the queue, refresh the queue to update it with any
changes made by the instructor/other students, or exit the session by clicking
”Exit Session”. A sample populated queue, from the student’s point of view, is
shown in Figure 34.
Figure 34: Student Sample Queue
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9 Technologies Used
As seen in our system architecture diagram, Figure 35, our system is complex
and will rely on multiple technologies. In this section we will describe the
technologies we used as well as providing the rationale for why we decided to
select them for use in our system. Generally, we opted for technologies that
are widely used industry standards with sufficient documentation that could be
easily found on the internet.
HTML / CSS
Industry standard client-side markup and styling languages used to create web
page layouts and visuals.
JavaScript
Industry standard client-side scripting language.
PHP
Industry standard web scripting language that runs on the server-side. Also
comes with server software and hashing libraries.
Bootstrap
Industry standard front-end web framework that expedites creation of web page
layouts and functionality.
jQuery
Industry standard JavaScript library that implements common web functional-
ity for the client-side.
MySQL
Industry standard relational database management system that is commonly
used in web applications.
D3.js
A JavaScript library for visualizing data with HTML, SVG, and CSS.
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10 Design
Using the technologies mentioned, we constructed a client-server architecture
for our web application, as shown in Figure 35.
10.1 Architectural Design
Figure 35: System Architecture Diagram.
Clients will access either a landing page or a classroom page, both displayed
as HTML websites with CSS and JavaScript components loaded. All client-
side interactions were handled by JavaScript and CSS acting upon the HTML
elements. These pages were served from our PHP web server, which recorded
all the existing form pages. All server-side interactions only occurred in the
background, via API calls and HTTP requests to the server.
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10.2 Design Rationale
We chose to implement a web application instead of a desktop application or
mobile application because we want users to be able to access the web page from
the lab computers where students are restricted from downloading applications.
We decided to use the standard HTML5/CSS3/JavaScript language features
that come built into all modern web browsers. If an older browser does not
recognize HTML5, adding a JavaScript shiv allows said browsers to use new,
HTML5 elements.
Mobile browsers also support HTML5, and with a large portion of internet
traffic coming from mobile phones, we can better cater to the students using our
app in their labs. Since Adobe signaled the end of Flash (at least where mobile
is concerned), mobile web applications will have to be built using HTML5.
HTML5 is a commonly used industry standard language, a must if we are to
hand off our senior design project to a future senior design team. Since these
are all industry standards, any libraries or frameworks we decide to implement,
such as Bootstrap or jQuery, will be compatible with our web application.
For the back-end of our design, we chose to use PHP over Python or C since
it is the industry standard and comes with most of the tools we need, including
hashing functions to create unique class ID’s and a built-in server. Python and
C scripting are typically used to handle immense loads. With PHP the client
will not need to install any custom packages, tools or languages on the host
(design center) machines. For database management, we chose to use MySQL,
an industry standard for web applications.
11 Testing Procedure and Results
Testing for our website can be largely broken into two categories: Front-End
testing and Back-End testing. Front-End testing primarily consists of replicat-
ing the manner in which an end-user or client may interact with our website.
Back-End testing focuses on the server-side scripting to make sure that all sub-
mitted data is being correctly stored, organized, and retrieved. Testing will
be done on our personal machines and the Design Center Machines. After the
in-house testing was done, we moved onto live, in-classroom user evaluations.
In these evaluations we introduced our application to the lab section and asked
them to use it to request help with different issues they had. User evaluation
analysis is included in chapter 10.3 and 10.4.
11.1 Front-End Testing
There are several tests we performed to make sure our front-end is set up prop-
erly.
1. We created multiple class sessions across multiple different web browsers
on different operating systems (Mac OS X, Windows, etc.).
2. We checked that the front-end logic of the pages are working properly, that
the ”Join/Create Class”, ”Request” and ”Delete” buttons are responsive,
and that the integrity of the web pages’ design isn’t changing across web
browsers or operating systems.
36
3. Additionally, we made sure that all elements, such as text boxes, check
boxes, and list selections (if needed) are working properly for the user.
We tested to support the following web browsers:
• Chrome
• Internet Explorer
• Firefox
• Safari
We tested these web browsers on Mac OS X and Windows.
11.2 Back-End Testing
There are three areas we focused on to ensure our server is properly processing
information from clients.
1. We tested that instructors who created a new class session were given
a proper access code for later access and that these unique access codes
weren’t duplicated.
2. We made sure that all request data (time spent solving the problem, key-
words, etc..) was being properly stored.
3. We made sure that the data was correctly being processed and that the
organization of this data allowed the system to handle a growing amount
of work (or that it enlarged in order to accommodate growth).
This testing was done through a combination of unit testing of the code and
high-level testing of the system using fake generated data.
11.3 Testing Results - First Prototype
Overall, the first phase of in-classroom testing went smoothly. I briefly intro-
duced the application to the instructors by walking them through a test use case,
e.g. a student adding his/her request to the queue and an instructor deleting
the request. The instructors were glad that they had a way to keep track of
requests as well as maintain a fair and consistent order. The students were glad
that they didn’t have to keep their hands up in the air while they were working
and thought that the application made the helping process more efficient.
11.3.1 Problems Encountered
Problem: When refreshing the page using the browser refresh button, a dupli-
cate request was added to the queue.
Solution: When new requests are added, the user is redirected to a PHP form
that adds the request to the database and then redirects back to the session page.
Problem: When adding multiple requests to the queue, deleting one deletes
both. Occurs when the student submits multiple identical requests to the queue
because when a student makes a delete request, the application takes the name
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and description of the request, finds it in the database, and sets a flag to remove
it from the queue.
Solution: To solve this, remove queries now also check the time stamp to make
sure the right request is removed.
Problem: Occasionally, a request would get stuck at the top of the queue
and would be unable to be removed unless it was manually deleted from the
database.
Solution: Redesign remove method.
11.3.2 User Feedback
We deployed our application in multiple lab sessions across multiple crowded
lower division computer engineering courses in order to receive evaluations from
those who used our system. We made sure students can use the system smoothly
without any confusion and that the entire application actually improved effi-
ciency in the lab for both the instructor and the student.
Student and instructor experiences were surveyed with Google Forms and have
been included in the Appendix of this document, Figure 48 through Figure 60.
11.3.3 User Suggestions
We received many suggestions from both students and instructors on how we
could improve our system. Listed below are some of their responses.
Suggestion: Implement a user profile system so that students can save lab
sections to their user profiles and keep them organized.
Suggestion: Add a sound on the instructor side so when a new request gets
added into the queue a noise notifies the instructor that the queue has a new
request.
Suggestion: Add an asynchronous feature that updates the instructor and
student sides as soon as a new request has been added to the queue.
Suggestion: Edit application to be more accessible by mobile web browsers
so instructors and students can access the application on their phones.
Suggestion: Add a counter/alert in the browser tab so that upon students
adding a request to the queue, the website updates the counter/displays an alert.
11.3.4 Next Steps
Before we started the next phase of testing, we needed to first fix the problems
and bugs encountered in the first phase of testing. We also implemented some
new features suggested by the users as detailed below:
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• Solve bug that prevents the removal of some requests.
• Create user profiles so that students may log in and save lab sections to
their profile.
• Implement an analysis tool that allows instructors to see how students
in their labs are doing (average time a request spends in the queue, how
much help each student requested, etc).
• Make website completely asynchronous so that users will not have to re-
fresh the page.
11.3.5 Summary
The general consensus was that enQueue did help to move the class along at
a quicker, more smooth pace. Student also agreed that it helped to make the
process of asking and receiving assistance easier and less intimidating.
Some students felt that it made the wait time for receiving help longer be-
cause the application made it easier for more people to submit a request. This
is interesting because although some students feel that they are waiting longer
for help, other students who do not usually ask questions are doing so because it
is more convenient than raising their hands. Overall, most students agree that
it is a useful tool and that they would use it again in a lab setting.
11.4 Testing Results - Current Implementation
Overall, the second phase of testing went smoothly as well. Students seemed to
run into less problems and thought that our application made their lab experi-
ence better.
11.4.1 Problems Encountered
No problems were encountered in the second phase of testing.
11.4.2 User Feedback
We deployed our application in multiple lab sessions in multiple COEN 20 engi-
neering courses in order to receive evaluations from those who used our system.
We made sure students can use the system smoothly without any confusion and
that the entire application actually improved efficiency in the lab for both the
instructor and the student.
Student and instructor experiences were surveyed with Google Forms and have
been included in the Appendix of this document, Figure 48 through Figure 64.
11.4.3 User Suggestions
We received some suggestions from both students and instructors on how we
could improve our system. Listed below are some of their responses.
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Suggestion: Add a sound on the instructor side so when a new request gets
added into the queue a noise notifies the instructor that the queue has a new
request.
Suggestion: Edit application to be more accessible by mobile web browsers
so instructors and students can access the application on their phones.
11.4.4 Summary
Our second round of testing was done in smaller lab settings so the results were
somewhat different from our first round of testing. Students in our second round
of testing unanimously agreed that our application was useful in facilitating a
more efficient and less hectic lab section.
In our first testing sessions, some student thought that our application made
the waiting time for receiving assistance longer because it allowed the normally
shy students to submit requests easily. In this second round of testing, stu-
dents agreed that using our application was better than raising their hands and
also was generally an improvement to the quality of life in lab. Other students
thought that it was annoying to have to submit a request when the instructor
was standing near them, but that it did indeed make the labs more fair. As a
whole, the lab ran more smoothly and efficiently with enQueue than without.
40
12 Risk Analysis
There are many potential risks for project delay or failure. This section outlines
how we anticipated, addressed, and mitigated risks to ensure the success of the
final system.
Table 1: Risk Analysis Table
Risks Consequences Prob. Severity Impact Mitigation
Strategy
Bugs Queue is in incorrect order. 0.5 8 4.0 Go through test cases
Further testing and more slowly and in unison,
coding needs to be done. documenting any
anomalies witnessed.
Document bugs
correctly so
same bugs don’t
show up in future.
Illness Re-evaluation of timeline. 0.5 7 2.5 Sync up to ensure
Work redistribution. members on same page
Side-by-side coding
sessions to understand
each other’s code
Failure to Working on the wrong 0.3 8 2.4 Pay constant attention
Address solution thereby losing to requirements section of
Requirements time needed for report and periodically
other portions of project compare and contrast
current solution with a
our list of functional
and non-functional
requirements.
Technological Lost time learning needed 0.2 3 0.6 Identify
Inability technical skills mandatory, needed
skills early. Shuﬄe
responsibilities if
needed [one person
takes more technical
work, etc.]
Over the process of building our project, we did run into several of these
problems. Our biggest problem was the bugs that we encountered. To mitigate
this, we did do extensive unit and user testing. The unit testing we did on
individual modules returned several bugs that were simple to fix. User testing
revealed bugs that we did not encounter in unit testing. These bugs were also
fixed.
Another problem that we had was illness. Because we anticipated this prob-
lem, we were able to overcome our delays by having the other group member
work twice as hard for that period of time.
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13 Lessons Learned
As a team we learned many valuable lessons in the process of creating our web-
site. We have organized them into 3 separate categories: Technology, Team,
and Procedural.
13.1 Technology
Lesson 1: Front-end web development takes much longer than we expected. We
expected the back-end PHP to take up the majority of our time in development,
but front-end work did take more time than we had planned for.
Lesson 2: Use meaningful git commit comments and descriptions. While we
did use descriptive comments in our commits early in the project, that changed
as time went on. There were times in development where we needed to refer-
ence a previous version of the project, only to have trouble finding it because
the comments were not descriptive enough.
13.2 Team
Lesson 1: Spend more time clearly delegating our tasks. During the develop-
ment period, we did not assign tasks as specifically as we should have. We split
our tasks into 3 categories: front-end, back-end, and connections. This made it
unclear when it came time to code who was doing what.
13.3 Procedural
Lesson 1: Be more adaptable to change in design and implementation. We had
a general vision of how we wanted our website to work, but as time went on, we
realized that some things were not necessary or viable. As a result, we had to
change our plans.
Lesson 2: Schedule team meetings in advance as opposed to meeting sporadi-
cally. Occasionally we would scramble to get work done because we did a lot of
work individually. Sometimes we would need to integrate our separate working
version for a deadline, but neither of us would be able to meet up, resulting in
very stressful situations
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14 Developmental Timeline
The Gantt Chart in Figure 36 illustrates the timeline in which we accomplished
the initial implementation of our system for the operational system due date -
week 10 of Winter Quarter.
Figure 36: Development Timeline.
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15 User Manual + Current Implementation
This section details our most current implementation and also how to use en-
Queue.
15.1 Student and Instructor
Both students and instructor will start using enQueue by accessing the same
landing page. Here the user will select the button labeled ”Log in/Sign up”
Figure 37: Student and Instructor Landing Page.
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If the user does not yet have an account, they will select the option ”Click
here to register”.
Figure 38: Registration Page.
Enter the relevant information and click ”Submit”.
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If the user is already registered, log in by entering the correct credentials.
Figure 39: Login Modal.
enQueue will place the user into the either instructor landing page or the
student landing page.
15.2 Student
On the student landing page, select the button labeled ”Join Class Session”
Figure 40: Student Landing Page.
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Select the desired lab section from the drop-down menu and press ”Submit”.
Figure 41: Student Choose Class Modal.
On the student session page, the student can now add a request to the queue
by selecting ”Add” and filling in the relevant information. The student may also
delete their own requests if necessary.
Figure 42: Student Session Page.
The student may also choose to go back to the student landing page by
selecting ”Home”, refresh the page, leave feedback, exit the session and also log
out - located in the navigation bar at the top of the page.
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15.3 Instructor
On the instructor landing page, select the button labeled ”Join Class Session”
Figure 43: Instructor Landing Page.
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Select the desired lab section from the drop-down menu and press ”Submit”.
Figure 44: Instructor Choose Class Modal.
On the instructor session page, the instructor can now delete any request
from the queue by selecting the request and pressing ”Remove”. The instructor
may also reorder the queue by dragging and dropping requests.
Figure 45: Instructor Session Page.
The instructor may choose to view data on the class by selecting one of the
two options in the drop-down menu labeled ”Select Method of Analysis”.
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Figure 46: Number of Requests in Each Category.
This graph displays the number of requests submitted in each category.
This graph displays the amount of time each student spent with the instruc-
tor. The instructor may also choose to go back to the student landing page by
selecting ”Home”, refresh the page, leave feedback, exit the session and also log
out - all located in the navigation bar at the top of the page.
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Figure 47: Amount of Time Spent with Instructor.
16 Appendix
This section contains extra images that are referenced throughout the document.
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Figure 48: First Set of Instructor Survey Responses.
The following images reference the second round of testing we did in COEN
20 labs and the related responses we received from the instructors and students
afterwards.
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Figure 49: Second Set of Instructor Survey Responses.
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Figure 50: First Set of Student Survey Responses.
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Figure 51: Second Set of Student Survey Responses.
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Figure 52: Third Set of Student Survey Responses.
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Figure 53: Fourth Set of Student Survey Responses.
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Figure 54: Fifth Set of Student Survey Responses.
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Figure 55: Sixth Set of Student Survey Responses.
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Figure 56: Seventh Set of Student Survey Responses.
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Figure 57: Eighth Set of Student Survey Responses.
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Figure 58: Ninth Set of Student Survey Responses.
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Figure 59: Tenth Set of Student Survey Responses.
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Figure 60: Eleventh Set of Student Survey Responses.
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Figure 61: Third Set of Instructor Survey Responses.
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Figure 62: Twelfth Set of Student Survey Responses.
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Figure 63: Thirteenth Set of Student Survey Responses.
67
Figure 64: Fourteenth Set of Student Survey Responses.
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