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Abstract 
Authors of the present paper examined near hundred of Computer-Aided Software Engineering (CASE) systems. It is offered to 
consider CASE-systems evolution in the form of TRIZ-fractal matrix. Herewith the motivating force of evolution is resolution of 
contradictions which have appeared at the previous stages except that contradictions are resolved using TRIZ tools. Criteria 
which are connected with TRIZ concept “ideality” and according to which CASE-systems develop are practicality and 
investment. In the paper it is singled out CASE-systems development lines, their advantages and disadvantages and is analyzed 
purpose and development trend of each line. Usage of the present approach for training allows to reduce significantly time for 
learning different CASE-systems by means of knowledge systematization. On the other side this systematization will allow first 
to find out the priority of following development of CASE-systems, second to simplify significantly a choice of CASE-systems 
being used at enterprises and third to approve TRIZ tools application for contradictions resolution in CASE-systems. 
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1. Introduction 
The concept of knowledge fractality is investigated in works [1, 2]. In the paper we will consider the concept of 
TRIZ fractality in short. French scientist Mandelbrot [3] was the first mostly consecutive investigator of fractality. 
In his work he showed that all natural objects are basically fractal. As per the concept of fractality the development 
is characterized by three components: a seeding grain (a pattern), resources (a construction material) and rules of 
transition to the next iteration (rules of construction). Fore example while crystals growing each new iteration (a 
new layer) repeats the pattern (the seeding grain). Fritjof Capra [4] presented more complicated process of self-
similarity of animals. It is possible to assume that all necessary information about the prototypes (the patterns) in 
animals is places in the genes and the laws of nature determine the rules of transition. 
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As men submit to the laws of nature therefore we may definitely believe that person’s fractality must appear not 
only on physical level but on internal too that is in conscious. By means of conscious a man can perceive our World 
that is he constructs a system of knowledge. Then it is easy to assume that knowledge is also fractal. Indeed 
knowledge is reflection of worldview in man’s conscious but if the World is fractal then knowledge must be fractal 
too. 
Now we will dwell on the ratio between the system of knowledge and artificial systems. According to the 
fundamental axiom TRIZ systems develop as per objective laws [5]. Any system changes start from a proposal 
(idea, thought) how to change this system. Let’s consider such hypothetical situation that each proposal leads to 
increasing ideality. 
Increasing ideality means more adequate corresponding of system and environment, nature. But systems do not 
develop in themselves; they are developed by proposals (ideas, thoughts) of men (investigator, engineer). Then we 
will see that investigator’s proposals developing system fully satisfy environment (nature). Every person has an idea 
of nature in his own world view (consciously or unconsciously) which is a system of knowledge of nature. 
Therefore we may conclude that development of artificial systems results from the development of the system of 
knowledge. 
Noting all stages of analyses we may conclude that development of natural systems, knowledge and artificial 
systems is equal and fractal. This conclusion allows not only to reflect distinctions of natural systems development 
on knowledge and on artificial systems but on the contrary to reflect distinctions of artificial systems development 
on knowledge and on natural systems. Artificial systems development submits to TRIZ laws and postulates as 
solution of contradictions by TRIZ tools [6]. Then we may tell that the applied sciences develop through solution of 
contradictions between society requirements and existing knowledge level. As the applied sciences development is 
fractal from one side and submits to TRIZ-laws from another side we may tell that it is TRIZ fractal.  
In the same papers it is offered to use TRIZ fractality for systematization of knowledge of the researched subject 
area. The development of rather simple, from the evolution point of view, subject area (or its fragment) can be 
presented by TRIZ fractal vector. In this vector objects of the researched subject area are arranged according to the 
degree of ideality increase in TRIZ sense, and transition from an object to an object is realized as consecutive 
solution of contradictions by TRIZ tools. For more difficult subject areas, we consider not the vector, but TRIZ-
fractal map with TRIZ-fractal vector of groups of objects to be presented, and each group is also presented by TRIZ-
fractal vectors in its turn. For example, for a subject area "Numerical methods" [2]: the groups of objects are 
mathematical models of the real physical world, and the objects themselves are methods of implementation of the 
referent model. 
Thus, for construction of TRIZ-fractal map it is necessary: 
y to gather data of objects of the researched subject area;  
y to reveal groups of objects and to estimate the ideality of each group; 
y to arrange groups of objects according to the degree of ideality increase; 
y to reveal determining contradiction for each group; 
y to define a TRIZ tool which has resolved contradiction; 
y to do the above mentioned steps for objects of each group. 
Usage of the TRIZ-fractal method for objects classification of the considered subject area allows to select 
systematization logic that means ideality increase. The lines of ideality increase movement is accompanied by 
logical labels (principles of solving technical contradictions). It allows students to learn classification faster. Speed 
and depth of learning will still more increase more if classification is realized by means of such methods for all 
subject areas. 
2. Evolution of case-systems 
At first the term “CASE” defined tools of computer-aided engineering software [7]. The acronym “CASE” was 
introduced by the company which was engaged in the production of software “Nastec Corporation of Southfield” in 
1982 regarding the integrated graphic and textual editor “GraphiText”.  
However during the last 5-6 years letter "S” in the acronym “CASE” is treated in a wider sense: both as initial 
“software”, and as “system”. It arises from the fact that software is a special case of systems in general. At present 
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the functions of CASE-systems include:  support of almost all life cycle of software and organizational-managing 
systems [8]. CASE-systems automatize methods of designing, documenting and development of the structured 
computer code in the desired programming language [9]; carry out the analysis and partial optimization of systems 
and many other things.  
Currently according to some publications, more than three hundred CASE-systems are being used. Of course, it is 
rather difficult to be guided in such variety. 
 
2.1. Classification of CASE-systems 
For today there is a number of classifications of CASE-systems. The classification features of them are: the 
supported stages of software life cycle, the  used type (or kind) of modeling, the degree of system integration with 
DBMS, the degree of integration on functionality, applied methodologies and models, accessible platforms etc. 
However none of them gives comprehensive systematization of systems concerned. 
A well-founded classification created by A. Fuggetta [10] an associate professor of computer science at 
Politecnico di Milano and a senior researcher at CEFRIEL (Center for Research and Education in Information 
Technology), in 1993 formed the basis of this paper. 
In his work A. Fuggetta considers in detail attempts of CASE-systems classification available by 1993, reveals 
their advantages and disadvantages, and also presents to the readers’ attention his own version of classification. 
Fugetta’s classification is done on the basis of CASE-system categories and reflects the degree of integration on 
functionality. All observed systems are divided by him into 3 groups [10]: 
y “Tools” support only specific tasks in the software process; 
y “Workbenches” support only one or a few activities; 
y “Environments” support (a large part of) the software process. 
At present such division is still actual. 
During work we revised all groups in Fuggetta’s classification and made some changes (figure 1). 
Tools. A CASE tool is a software component supporting a specific task in the computer-aided operating-
organization and software engineering process:  
y Editing tools (editors) – can be classified in two subclasses: textual editors and graphical editors [10]; 
y Programming tools – these tools are used to support coding and code restructuring [10]. The four main 
subclasses, singled out by us, are coding and debugging, code generators, code restructures, and code 
analyzers; 
y Verification and validation tools – this class includes tools that support program validation and verification. 
Validation aims at ensuring that the product's functions are what the customer really wants. while 
verification aims at ensuring that the product under construction meets the requirements definition [10]; 
y Configuration-management tools – configuration-management techniques coordinate and control the 
construction of a system composed of many parts [10]; 
y Project-management tools – the three main subclasses, singled out by us, are execution of specific tasks 
management, project management, portfolio of projects management. 
Workbenches. They integrate in a single application several tools supporting specific computer-aided operating-
organization and software engineering process activities: 
y Business planning and modeling workbenches – this class includes products to support the identification 
and description of a complex business [10]; 
y Analysis and design workbenches – they automate most of the analysis and design methodologies [10]; 
y User-interface development workbenches – these products do not help with specific software-process 
activities but rather with user-interface design and development [10]; 
y Programming and designing of databases and files workbenches – these workbenches provide integrated 
facilities supporting programming;  
y Verification and validation workbenches –  this class of workbenches includes products that help with 
module and system testing [10]; 
202  Victor Berdonosov and Elena Redkolis / Procedia Engineering 9 (2011) 199–213
y Maintenance and reverse-engineering workbenches – these workbenches provide “forward” ɢ “reverse” 
development of system process; 
y Configuration-management workbenches – the workbenches in this class integrate tools supporting version 
control, configuration building, change control, registration of the state of configuration management 
objects, possibility of development of "client-server" applications of demanded configuration etc. 
Environments. The given group includes systems of the following kinds [10]: 
y Toolkits – toolkits are loosely integrated collections of products easily extended by aggregating different 
tools and workbenches; 
y Language-centered – this environments are written in the language for which they were developed, thus 
letting users customize and extend the environment and reuse part of it in the applications under 
development; 
y Integrated – they operate using standard mechanisms so users can integrate tools and workbenches; 
y Fourth generation – this is sets of tools and workbenches supporting the development of a specific class of 
program: electronic data processing and business-oriented applications; 
y Process-centered – they are based on a formal definition of the software process. 
The concrete examples of CASE-systems having been observed during the work were distributed on 
classification groups (a figure 1, table 1).  
It should be noted that the given classification is not entirely completed. It is promising to single out groups in the 
categories Tools and Workbenches, in dependence not from functionality, but from technology and characteristics of 
their implementation (now similar grouping occurs in Environments group). However, the performance of such 
work demands the presence of more information on specific features of CASE-systems construction and 
functioning. Such information can be obtained from CASE-systems manufacturers and suppliers, and also by direct 
testing of available systems. 
2.2. The trends of CASE-systems evolution 
Now it will be considered CASE-system evolution in the form of TRIZ-fractal matrix [1]. We should note that in 
this case the active force of evolution is resolution of contradictions, appeared on the previous stages, using TRIZ 
tools [2]. Evolution itself is defined as increasing ideality. 
Let's enumerate the criteria connected with TRIZ concept of "ideality" according to which there was and there is 
CASE-systems development. 
 
1. Criteria reflecting CASE-system use utility (distributed according to the phases of software life cycle). 
1.1. Requirements formation phase. Criteria: 
1.1.1. Input and editing of requirements specifications and design specifications. 
1.2. Designing phase. Criteria: 
1.2.1. Diagrams plotting: 
1.2.1.1. Business processes; 
1.2.1.2. Data; 
1.2.1.3. User diagrams; 
1.2.1.4. Other types of diagrams. 
1.2.2. Analysis of models; 
1.2.3. Control of diagrams plotting: 
1.2.3.1. Of diagrams decomposition correspondence; 
1.2.3.2. Of various types diagrams correspondence. 
1.2.4. Optimization: 
1.2.4.1. Business processes; 
1.2.4.2. Data. 
1.2.5. Simulation modeling; 
1.2.6. Syntactic and semantic control of design specifications; 
1.2.7. Interface designing: 
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1.2.7.1. Software architecture designing; 
1.2.7.2. Prototyping; 
1.2.7.3. Generation of screen forms. 
1.2.8. Tracing; 
1.2.9. Libraries of models and dictionaries creation; 
1.2.10. Computer-aided design of reports. 
1.3. Implementation phase. Criteria: 
1.3.1. Work with a code: 
1.3.1.1. Syntactically managed editing; 
1.3.1.2. Code generation; 
1.3.1.3. Code compilation; 
1.3.1.4. Generation of database structure, as well as code fragments for DBMS; 
1.3.1.5. Analysis of data model correctness; 
1.3.1.6. Reverse engineering; 
1.3.1.7. Analysis of the source code; 
1.3.1.8. Restructuring of the source code; 
1.3.2. Documenting: 
1.3.2.1. Check of documentation completeness and consistency in correspondence with documenting 
standards; 
1.3.2.2. Editing by means of forms; 
1.3.2.3. Possibilities of publishing systems; 
1.3.2.4. Support of hypertext functions and formats; 
1.3.2.5. Automatic extract of data from storage; 
1.3.2.6. Generation of documentation according to standards; 
1.3.2.7. Generation of documentation on user specifications. 
1.4.  Testing and debugging phase. Criteria: 
1.4.1. Description of tests; 
1.4.2. Fixation and repetition of operator’s actions; 
1.4.3. Automatic start of test samples; 
1.4.4. Regression testing; 
1.4.5. Automated analysis of testing results; 
1.4.6. Analysis of test coverage; 
1.4.7. Analysis of productivity; 
1.4.8. Analysis of exception cases in testing process; 
1.4.9. Dynamic modeling of the environment; 
1.4.10. Adjustment; 
1.5. Implantation phase. Criteria: 
1.5.1. Configuration management: 
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CASE
Tools Workbenches
Environments
Editing
Programming
Verification and validation
Configuration management
Project management
Business planning
and modeling
Analysis and design
User-interface development
Programming and designing
of databases and files
Workbenches for data-
intensive applications
Workbenches for control-
intensive applications
General-purpose
workbenches
Verification and validation
Maintenance and reverse-
engineering
Configuration-management
Toolkits
Language-centered
Integrated
Fourth generation
Process-centered
Process-model execution
Process-model production
Production systems
Infocenter systems
End-user systems
68, 179, 66, 126, 92, 20, 182, 130,
14, 26, 123, 4, 38
150, 165
Execution of specific tasks
management
Portfolio of projects
management
Project management
29, 101, 205, 44
Control systems:
- software projects: 193, 157
- versions: 185, 41, 73, 107, 24, 42
- document circulation: 2, 55, 132, 1
40, 46, 186, 165, 112, 109, 142,
169, 220, 147, 129
111, 128, 143, 95, 137, 79, 221,
223
Version management
Configuration builders
Change-control monitors
Documentation
Access control
Statistic analyzers
Dynamic analyzers
Comparators
Symbolic executors
Emulators / simulators
Correctness proof
assistants
Test-case generators
Test-management tools
Coding and debugging
Code generators
Code restructurers
Code analyzers
Textual editors
Graphical editors
94, 46
100
207, 77
204
7, 206
162, 35
103, 113, 138
136
175
133, 21, 28, 155, 50, 191, 140, 215, 171
21, 27, 28, 155, 106, 15, 31, 50, 191, 188, 187, 140, 83
219, 222, 218, 71, 170, 203, 164, 30, 190, 53, 211, 114
176, 215, 62, 139, 72, 60, 209, 210, 52, 118, 54, 45, 65
110, 181, 105, 214, 167, 200, 11, 22, 102, 90, 115, 149
124, 148, 177, 166, 51, 213, 1367
183
189
21, 28, 155, 106, 15, 31, 50, 191, 170, 203, 164, 91, 20
62, 210, 214, 22, 146, 78, 117, 49, 46
28, 155, 106, 15, 31, 50, 191, 188, 187, 140, 170, 203,
164, 190, 53, 211, 114, 91, 201, 116, 176, 215, 62, 139
72, 60, 209, 210, 52, 118, 54, 45, 65, 110, 105, 214, 16
22, 102, 90, 115, 149, 124, 146, 181, 216, 37, 195, 196
43, 33, 36, 47, 120, 16, 141, 51, 121, 180, 48
28, 155, 15, 191, 188, 91, 62, 170, 118, 54, 45, 90, 146
23, 98, 5
28, 155, 31, 50, 191, 140, 164, 190, 72, 211, 215, 118,
210, 52, 200, 11, 102, 149, 216, 146, 156, 159, 75, 174
86, 161, 184, 61, 10
188, 140, 71, 83, 50, 155, 27, 21, 203, 30, 53, 91, 201,
116, 215, 62, 209, 15, 191, 140, 170, 52, 118, 45, 105,
214, 90, 115, 148, 165, 134, 32, 163, 57, 40, 46
202, 212
88, 172, 155, 93, 6, 97
82, 46
119, 85, 3, 131, 194
70, 154
69
17, 59, 63, 108, 144, 145,
64, 80, 104, 178
99, 58, 125, 39, 173, 192, 122, 74,
208, 198, 199, 127, 153, 171, 160,
25, 12, 81, 84, 197, 9, 217
8, 151, 96, 87, 34, 135, 76, 56, 19,
158, 89, 152
 
Figure 1: Classification of CASE-systems. 
 
 
# System name # System name 
1 Archival Business 112 Microsoft Project 
2 EUPHRATES-documents circulation 113 MMS 
3 4 GL/Online 114 Model Maker 
4 Acceleo 115 Modelio 
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5 Act 116 MOSKitt 
6 Ada 117 Multi/CAM 
7 AdaReformat 118 MySQL Workbench 
8 AdaXRef 119 Natural 2 
9 ADONIS 120 NETRON/CAP 
10 Adpac CASE Tools 121 NewEra 
11 Agilej 122 ObjectDomain 
12 AmaterasUML 123 Objecteering MDA Modeler 
13 Analyst/designer 124 ObjectiF 
14 AndroMDA 125 OmniGraffle 
15 AnyLogic 126 Omondo 
16 APS 127 Open ModelSphere 
17 Arcadia 128 OpenAir 
18 ArchE 129 OpenProj 
19 Arena 130 OptimalJ 
20 ArgoUML 131 Pacbase 
21 ARIS  132 PayDox 
22 Astade 133 PC Prim 
23 Battlemap 134 PCMS 
24 Bazaar 135 Playback 
25 Bonapart 136 Plib86 
26 BOUML 137 PM.ɋontract 
27 Business Studio 138 Pmaker 
28 CA ERwin Modeling Suite 139 Poseidon 
29 CA Estimacs 140 Power Designer Process Modeler 
30 CASE.Ⱥɧɚɥɢɬɢɤ 141 PowerBuilder 
31 Case/4/0 142 Primavera 
32 CCC 143 Primavera ProSight 
33 Chen Toolkit 144 Process Weaver 
34 CICS Simulcast 145 Process Wise 
35 CMS 146 PRO-IV Workbench 
36 COBOL2/Workbench 147 Projectmate 
37 Code Center 148 ProKit*Workbench 
38 CodeLogic 149 Prosa UMLmodeler 
39 Concept Draw 150 PVCS (Intersolv) 
40 Coordinator 151 Q/Auditor 
41 CVS 152 Quality Works  
42 Darcs 153 QuickCRC 
43 Data Base Design 154 Ramis 
44 DateBook 155 Rational Rose 
45 dbForge Studio for MySQL 156 Recorder 
46 DEC Cohesion 157 Redmine 
47 DECASE 158 Re-Think 
48 Delphi 159 Rigi 
49 Design/OA 160 SAP Strategic Enterprise Management 
50 Designer Oracle 161 Scan/COBOL 
51 Developer 162 SCCS 
52 Devgems Data Modeler 163 SCLM 
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53 DeZign forData-bases 164 S-Designor 
54 Dia 165 SE Companion 
55 DocsVision 166 SELECT 
56 DOORS 167 Select Architect 
57 DSEE 168 Semtalk 
58 DVDraw 169 SensoryProTracker 
59 East 170 Silverrun 
60 EasyCASE 171 Simprocess 
61 Ensemble 172 Smalltalk 
62 Enterprise Architect 173 SmartDraw 
63 Enterprise II 174 SmartSystem 
64 EPOS 175 SoDA 
65 ER / Studio 176 Software Ideas Modeler 
66 ESS-Model 177 Software Through Pictures 
67 Excelerator 178 SPADE/SLang 
68 Extend 179 SQL Maestro 
69 Filemaker Pro 180 SQLWindows 
70 Focus 181 SQLyog 
71 Fox Manager 182 StarUML 
72 Fujaba 183 Statemate 
73 Git 184 SuperStructure 
74 Gmodeler 185 SVN 
75 Hindsight 186 Synchronize 
76 HP Basic Branch Analyzer 187 System Architect 
77 HP Cross Compilers 188 TAU 
78 HP Interface Architect 189 TeamWork 
79 HP Project and Portfolio Management 190 Toad Data Modeler  
80 HPSF 191 Together Borland 
81 HyperionPerformance Scorecard 192 Topcased 
82 IBM AD/Cycle 193 Trac 
83 IBM WebSphere Business Modeler 194 Transform 
84 IDEF0.EMTools 195 Turbo C++ 
85 Informix 196 Turbo Pascal 
86 Inspector/Recorder 197 UFO-toolkit 
87 Instrumentation Tool 198 Umbrello UML Modeller 
88 Interlisp 199 UMLet 
89 Ithink Analyst 200 UMLStudio 
90 iUML 201 Uniface 
91 JAM 202 UNIX Programmer’s Workbench 
92 Jink-uml 203 Vantage Team Builder 
93 KEE 204 VAX Cobol Generator 
94 KeyOne 205 VAX Notes 
95 Kildrummy 206 Via/Renaisance 
96 lint-Plus 207 Via/Smarttest 
97 Lisp 208 Violet 
98 Logiscope 209 Visible Analyst Workbench 
99 MacBubbles 210 Visio 
100 MacDraw 211 Visual Paradigm Suite 
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101 MacProject 212 VMS VAX Set 
102 Magic Draw 213 vsDesigner 
103 Make 214 Webratio 
104 Marvel 215 Win(MAC)A&D  
105 Mavim Rules 216 Win(Mac)Translator  
106 MEGA 217 Workflow Modeler  
107 Mercurial 218 Ȼɢɡɧɟɫ-ɂɧɠɟɧɟɪ 
108 Merlin 219 ɂɇɌȺɅȿȼ 
109 MetaFour 220 Ʉɨɦɚɧɞ 
110 Metastorm Pro Vision 221 ɅɂȾȿɊ 
111 Microsoft Office Project Portfolio Server 222 ɈɊȽ-Ɇɚɫɬɟɪ ɉɪɨ 
 
Table 1: Specification of CASE-systems. 
 
 
 
Figure 2: Evolution of Tools. 
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1.5.1.1. Access and changes control; 
1.5.1.2. Management of versions; 
1.5.1.3. Registration of the state of configuration management objects; 
1.5.1.4. Archiving. 
1.5.2. Development of required configuration of C/S applications; 
1.5.3. Possibility of design adaptation to various system-technical platforms. 
1.6. Other phases (support, maintenance). Criteria: 
1.6.1. Data export (architecture openness, quantity of compatible applications and formats); 
1.6.2. Integration possibilities, possibilities of data import; 
1.6.3. Several programming languages, development environments support; 
1.6.4. Management of projects; 
1.6.5. Support of team-work. 
2. Criteria reflecting CASE-system use cost. 
2.1. Cost of purchase;  
2.2. Cost of installation; 
2.3. Cost of initial adapting to conditions of the concrete company;  
2.4. Cost of instruction; 
2.5. Cost of maintenance; 
2.6. Cost of technical support. 
 
All the observed CASE-systems (table 1) were evaluated by the selected criteria for construction of evolution 
lines. The estimation was done on the basis of review materials of systems manufacturers and suppliers, and also on 
the basis of buyers comments and operational experience of authors of the present article using these systems. 
During construction of evolution lines the following group of systems was also singled out:  free CASE-systems 
(pseudo ideal systems). The systems of the this group include: ArchE, Topcased, AmaterasUML, Umbrello UML 
Modeller, Open ModelSphere, StarUML, Jink-uml, Fujaba, Poseidon, MOSKitt, BOUML, Acceleo, Astade, 
Gmodeler, Case/4/0, Violet, ArgoUML, TAU, SQLyog, Software Ideas Modeler, UMLet, ADONIS, Dia, dbForge 
Studio for MySQL. The systems of this group include, as a rule, low functional products of Tools freely available in 
CASE-systems market. 
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Figure 3: Evolution of Workbenches. 
 
From the point of view of common sense the free CASE-systems, due to limitation of their functionality are in 
the beginning of the evolution vector (as well as all systems of Tools in relation to Workbenches and Environments). 
However receiving an additional information on values of criteria 2.2-2.5 for such systems can help to define more 
precisely a place of systems in the common line of evolution.  
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It is supposed that the evolution of CASE-systems followed the way of extension of their functionality (see 
criteria reflecting CASE-system use utility). Let's present the evolution in the form of graph (figures 2-3). 
Graphs of ideality, utility and cost of CASE-systems are presented at figure 2A for Tools group. The system 
order is defined by unvaried increasing ideality. It is also plotted correction of ideality line at the graph. 
The correction of ideality was done as many systems have expanded functionality within only one stage of life-
cycle and do not submit other stages (or cannot integrate with systems which submit other stages). The correction 
was fulfilled by multiplication of ideality index by the ratio of quantity of life cycle phases supported by system to 
quantity of phases of life-cycle covered by CASE-systems as a whole (figures 2-3).  
Figure 2B shows graphs of utility and costs in larger scale. Figures 3A, 3B and 3C show similar graphs of CASE-
systems for Workbenches group. 
2.3. Formulation of  evolution contradictions  
When ideality values were obtained for each investigated system, samples of concrete CASE-systems were 
correlated with classification (figure 1). It allowed to generate TRIZ-fractal map (figure 4). 
 
Tools
Editing
Programming
Configuration
management
Verification and
validation
Project management
Consolidation,
Segmentation
Workbenches Environments
Analysis and design
Programming and designing
of databases and files
Maintenance and reverse-
engineering
Configuration-management
User-interface development
Verification and validation
Business planning
and modeling
Toolkits
Language-centered
Process-centered
Fourth generation
Integrated
Universality,
Self-service
Segmentation,
Homogeneity
Universality,
Mechanical Princi
Replacement
Universality,
Homogeneity
Universality,
Consolidation
Phase transitions
Local quality
Optical property changes,
Discarding and recovering
Self-service
Continuity of useful action,
Multifunctionality
Continuity of useful
action
Parameter changes,
Feedback
Equipotentiality,
Dynamic parts
Local quality,
Intermediary
Self-service
Preliminary action,
Copying
 
Figure 4: TRIZ-fractal map. 
 
In the main line of CASE-systems evolution the following contradictions are singled out (figure 5): 
1. Contradiction at the stage of Workbenches appearance: while increasing quantity of executable functions 
the required level of system integration with other platforms and software products INADMISSIBLY 
grows;  
2. Contradiction at the stage of Environments appearance: while increasing quantity of comprised stages of 
designed systems life cycle expenses for obtaining results INADMISSIBLY increase. 
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Consolidation;
Segmentation.
While increasing quantity of
executable functions the required
level of system integration with
other platforms and software
products INADMISSIBLY grows
Environments
Universality,
Self-service
While increasing quantity of
comprised stages of designed
systems life cycle expenses for
obtaining results INADMISSIBLY
increase
Workbenches
Tools
 
 
Figure 5: The resolution  of contradictions. 
 
Similar to evolution of Tools and Workbenches evolution of each software products class was presented. Figure 6 
shows an example of one group of CASE-systems. 
Mechanical Principle
Replacement,
Extraction
While increasing quantity of
the described information the
time necessary on mastering
of the information
INADMISSIBLY grows
Graphical editors
Textual editors
 
 
Figure 6: Evolution of Editing Tools. 
 
Contradictions appeared during evolution process of CASE-systems were solved using special techniques of 
contradictions resolution (figure 4).  
Examples of contradictions detection in the framework of Environments are presented below. 
System characteristic of the given group software is support of various phases of the software and 
organizational-managing systems life cycle.  
The main useful function is support most of all phases of the software and organizational-managing systems life 
cycle. The working object is various tasks within the limits of life cycle phases. Energy source is various data 
(graphics, text, tabular). The engine is mathematical model of data conversion. Transmission is mechanisms of the 
transformed data analysis. Actuator is the CASE-system interface. Controls is managing interface. 
Parameters: P1: the phases of life cycle demanding “support” (“1” – requirements formation, “2” – designing, 
“3” – implementation, “4” – testing and debugging, “5” – implantation, “6” – support and maintenance); P2: system 
type (“1” –software, “2” – organizational-managing systems). 
“Toolkits” [P1: 3, 5. P2: 1, 2]. Support in such systems is limited by functions of programming, configuration 
management and management of projects. There is a contradiction: while increasing quantity of executable 
functions the required level of system integration with other platforms and software products INADMISSIBLY 
grows. The contradiction is resolved using “Segmentation” and “Homogeneity” principles. It is carried out a 
transition to “Language-centered” systems, which provide the easy extension of the environment by means of 
issuing additional units in the “set” language. 
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Transition to “Language-centered” systems [P1: 3, 4, 5. P2: 1, 2] generates new problems. The code written in 
other programming language cannot be executed in such system. There is a contradiction: while increasing level of 
integration the quantity of accessible programming languages INADMISSIBLY decreases. The contradiction is 
resolved using “Universality” and “Mechanical Replacement” principles. It is realized a transition to “Process-
centered” systems, which support development without binding to concrete language,.  
Usage “Process-centered” systems [P1: 1, 2, 3, 4, 5, 6. P2: 1, 2] controls problem of imperative graphics business 
processes formalization in turn. And so on. 
3. TRIZ-fractal map 
The contradictions appeared in the process of CASE-systems evolution were solved with special methods of 
contradictions resolution reflected in TRIZ-fractal map (figure 3). 
While use of TRIZ-fractal map training is realized in the following way. Students study all TRIZ tools before. If 
for any reasons there is no opportunity to study all tools, students study only principles of contradictions resolution.  
Then the elements for base horizontal coordinate of a fractal map are trained. For CASE-systems this is evolution 
of system groups (Tools, Workbenches, Environments). Training starts with the simplest first group (Tools). It is 
shown with examples how to solve problems of design, analysis and business-process models reformation with the 
help of elements of this group.  
Then the task becomes complicated, and the students are offered to describe more difficult object that is complex 
of business-processes. At the same time they see, that there are problems related to integration with other platforms 
and software.  
The students are offered to formulate the contradiction and to resolve it by TRIZ-tools, i.e. to offer next (more 
ideal) CASE-system group.  The teacher helps students if it is necessary. The first step finishes here.  
Then students “open” similarly all subsequent CASE-systems groups. Then they pass to training vertical lines of 
development. The steps are carried out almost similarly, except that ideology of concrete CASE-system is reviewed 
in detail on each step. It is necessary to note, that the students can “receive” equivalent on ideal CASE-system, as 
some CASE-systems have almost identical ideality. 
There is a movement throughout the TRIZ-fractal map from the simplest system up to the most difficult one on 
the above described way. 
4. Conclusion 
TRIZ analysis of a great number of CASE-systems presented in this report allowed: 
y to prove evolution of CASE-systems groups; 
y to build evolution of CASE-systems inside each group, using ideality as evolution criterion; 
y to reveal contradictions which start evolution process both for CASE-systems groups and inside each 
group; 
y to define TRIZ tools resolving contradictions and advance CASE-systems evolution by that; 
y to build TRIZ-fractal map for CASE-systems which allows to stimulate significantly studying process of 
these systems. 
Besides, development of TRIZ-fractal map of CASE-systems by means of finish building makes it possible to 
forecast direction of development both groups of these systems and lines in these groups. 
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