Abstract. We report on the development of a general tool called ExSched, implemented as a plug-in for Microsoft Excel, for solving a class of constraint satisfaction problems. The traditional spreadsheet paradigm is based on attaching arithmetic expressions to individual cells and then evaluating them. The ExSched interface generalizes the spreadsheet paradigm to allow finite domain constraints to be attached to the individual cells that are then solved to get a solution. This extension provides a user-friendly interface for solving constraint satisfaction problems that can be modeled as 2D tables, such as scheduling problems, timetabling problems, product configuration, etc. ExSched can be regarded as a spreadsheet interface to CLP(FD) that hides the syntactic and semantic complexity of CLP(FD) and enables novice users to solve many scheduling and timetabling problems interactively.
Introduction
Resource allocation has become considerably important in today's increasingly complex world. It is a key factor for success in businesses as it facilitates cost cutting and hence improves profit. These resource allocation problems are generally NP-hard problems and are solved by being modeled as constraint satisfaction problems. Thus, typical instances of a resource allocation problem---course scheduling, examination time-tabling, employee scheduling, product configuration---are all modeled as CSPs. However, most of these problems as well as other related problems such as executing business rules, product configuration, crypt-arithmetic puzzles are hard to solve using conventional means. Constraint based languages were designed to overcome these difficulties by relying on powerful propagation and optimization techniques. These techniques prune the search space and make the search for a solution faster. Consequently, languages such as CLP(FD) emerged as powerful means for solving NP-Hard Problems.
Although CLP(FD) has emerged as a powerful paradigm, many people still use the traditional paper and pencil approach to solve the scheduling and timetabling problems. One of the strong reasons for this is the syntactic and semantic complexity of constraint languages. The fact that many of the constraint satisfaction problems can be elegantly modeled as a table of constraints prompted us to develop an interface that looks like a spreadsheet. A front end with this idea was developed previously in Java which was called the Knowledgesheet. The traditional spreadsheet paradigm is based on attaching arithmetic expressions to individual cells and then evaluating them; but the Knowledgesheet interface instead allowed finite domain constraints to be attached to individual cells that are then solved to obtain a solution. This extension provides an easy-to-use interface for solving a large class of constraint satisfaction problems, i.e., those whose specification and solution conforms to a 2-dimensional structure (e.g., scheduling problems, timetabling problems, product configuration, etc.). Knowledgesheet laid foundation to an entirely different perspective of solving constraint satisfaction problems.
Microsoft Excel Spreadsheet, on the other hand, has been used for a long time for a variety of applications. It is popular because of its user-friendly interface. The popularity of Microsoft Excel and its similarity to Knowledgesheet prompted us to link Microsoft Excel and CLP(FD). In this project we develop a plug-in for Microsoft Excel called "ExSched". ExSched acts as an interface between CLP(FD) and Microsoft Excel (CLP(FD) engine, in our case SICStus, being the backend and Excel being the front end.) and thus enables even novice users to solve constraint satisfaction problems interactively.
Exsched (written in VBA) has many options that facilitate user friendliness. These options shield the complex SICStus CLP(FD) syntax from the user. The tool works in four main steps:
1. Takes user input/constraints from the excel spreadsheet and parses through it. 2. Converts the input into an executable SICStus program. 3. Executes the generated SICStus program using the back end SICStus engine. 4. Displays the result of execution in the spreadsheet.
The rest of the paper is organized as follows: In Section 2 we introduce constraint logic programming and explain its importance for solving NP-Hard problems. We then talk about the Knowledgesheet paradigm which is the foundation for this paper. Section 3 describes the Plug-In in detail. The basic idea behind ExSched and its working are explained here. Next, we illustrate the application of our tool using some day to day examples (Section 4). The sole purpose of showing these examples is to demonstrate how easily the tool can be used for solving scheduling and timetabling problems. It is followed by further details explaining how ExSched is to be used. Although this tool is functional, there are many areas that have a lot of scope for improvement. These areas are described in the future work section. It has to be emphasized at this point that the plug-in is an interactive tool that the user or programmer can use without having to have an in-depth knowledge of CLP(FD). The burden of modeling the problem in an appropriate manner to obtain proper results is still borne by the user, however, the abstractions provided by the tool help considerably.
Related Work
We start this section by introducing constraint logic programming. The advantages of constraint languages over conventional programming languages are discussed briefly. It is followed by an overview of the Knowledge Sheet paradigm. Finally, we talk about Microsoft Excel and also about the reasons that motivated this work.
Constraint Logic Programming
Conventional programming languages such as C and Java do not provide adequate support for solving CSPs. Traditional Logic based programming languages like Prolog on the other hand are better than conventional programming languages but are inefficient as compared to constraint logic programming (CLP) languages. This is because logic based languages use the "Generate and Test" paradigm. When the generate-and-test strategy is used, constraints are applied after the values have been chosen for the unknown variables. To ensure that the search space is pruned, the programmer has to be considerably savvy in programming the generator. For efficiency, the generator has to generate choices incrementally and in the order in which the tests can be performed.
On the contrary, Constraint languages have emerged as powerful tools to solve NP-Hard problems by using the "Test and Generate" paradigm. This strategy involves actively pruning the search space by repeating the following two steps until the solution is found [1]:
1. Propagate the constraints as much as possible 2. Choose values for unknown variables
The constraints are applied in each cycle and so superfluous searches are skipped. As a result of this, the search space and the time of execution are both reduced.
Knowledgesheet Paradigm
When we try to schedule events/resources the first thing that occurs to us is to model the problem into a tabular form and start solving it by a trial and error approach. Many of the scheduling and timetabling problems can be conveniently modeled as a 2-d structure. The Knowledge sheet paradigm for building programs was inspired by the spreadsheet paradigm [1] because it facilitates tabular way of representing problems.
Nevertheless, the spreadsheet by itself is not enough to solve many applications because it is limited to functions only. The main idea behind the development of Knowledgesheet was to generalize the functions to constraints/predicates [1] . And so, the spreadsheet interface coupled with the capability of solving constraints led to the creation of the Knowledgesheet.
Knowledgesheet consists of a two dimensional array of cells. Each cell acts as an unbound variable. When a problem is to be solved, it is modeled into a two dimensional structure and constraints are imposed on the cells. The knowledge sheet then gathers the input from the cells and converts it into an executable constraint logic program. The generated CLP program is then executed to print the results onto an output file. Finally, the Knowledgesheet reads the output generated and displays it in the corresponding cells.
Apart from this basic functionality, the Knowledgesheet also has some extra features which help to veil the syntactic details of CLP. Thus, the Knowledgesheet interface enables non-experts to solve CLP problems in an interactive manner.
However, there are a few disadvantages of using Knowledgesheet: 1. The user has to install the whole application (Which is an extra overhead) 2. It will take some time for the user to get accustomed to the new interface 3. Since it is a stand alone application, developing a complete version of it will be costly/timeconsuming (Spreadsheet has to be implemented again) 4. The tool has to be advertised a lot to educate people (In other words it will take comparatively more time for people to know about the existence of such tools).
Instead, if Microsoft Excel is upgraded to solve constraint based problems, it will be advantageous to both excel and to the user. Excel will gain more recognition because of its increased capabilities, and it will be easier for the user to understand and use the tool as many people are already accustomed to using Excel. Also, the development time is much less because the spreadsheet interface need not be implemented again. Hence linking MS Excel and SICStus' CLP(FD) is the main objective behind the development of the ExSched system. While ExSched is based on the Knowledgesheet system, it adds a large number of enhancements. These enhancements were inspired by our attempt to model and solve large CSPs using our "table of constraints" approach. These enhancements are described in the rest of the paper.
The ExSched Plug-In
Knowledgesheet is an interactive and convenient tool for solving many of the scheduling and timetabling problems. Nonetheless, there are some inherent drawbacks of Knowledgesheet as explained in the previous section. The main objective of this Plug-In is to overcome those pitfalls and to make the tool as simple, cost effective and user-friendly as possible.
In this section, we discuss in detail about ExSched and its working. This section is divided into three parts: (1) Visual interface. (2) Working of the tool. (3) Solving large problems interactively.
Visual Interface
The visual interface of this tool is the same as that of the normal Microsoft Excel spreadsheet except that it has a new menu item called "Constraint Solve" with various options. These options are divided into five major categories:
1. Macros to facilitate copying cells/formulas with and without formatting 2. Macros for some In-Built 
Macros for Copying
The primary function of these macros is to improve the user-friendliness. Using these macros the user can build even very complex problems just with a few mouse clicks.
Fig.1. Macros for copying formulas/cells
In other words, the user rarely needs to use the keyboard. Repetitive computations are performed by copying constraints from one cell to another with appropriate transformation applied (just like how current Excel copies arithmetic expressions).There are two different ways of copying the cells as shown in Fig.1 .
1. To copy all the formulae of a cell into the selected cells (appending at the end) 2. To append a formula into the selected cells
Macros for In-built Functions
These macros facilitate the user for framing complex constraints without having to know the syntax details of SICStus. There are four In-Built functions 1. Alldifferent-To frame a constraint that says that all the selected cells are different 2. Member-To say that a selected value should occur at least once in the selected cells 
Fig.2. Macros for In-Built Functions

Macros for Arithmetic Functions
These macros assist the user for framing sum constraints without having to type them literally. The user can simply select a group of cells and use this macro to specify a constraint on the sum of the cells. There are two arithmetic functions: 1. Sum equal to a particular value. 2. Sum not equal to a particular value.
Fig.3. Macros for Arithmetic Functions
Macros for Creating Auxiliary Table
The Auxiliary tables make modeling of the problem easier and more user-friendly. These macros provide facility to create two types of Auxiliary tables.
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