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Samenvatting 
 
De Invloed van SRA Programmeren op Mathematisch Redeneren en Zelfeffectiviteit met Lego 
Robotica in Twee Instructievarianten  
 
Nardie Fanchamps  
 
In Nederland is er op dit moment veel belangstelling voor implementatie van programmeren 
met leerlingen in het curriculum van het basisonderwijs (Kennisnet, 2015; Maas, 2015). 
Programmeren is een onderwerp dat relevant wordt geacht voor de ontwikkeling van kinderen in 
relatie tot het ontwikkelen van analytische vaardigheden en een logische manier van denken, ook wel 
aangeduid als computational thinking. Computational thinking wordt omschreven als het procesmatig 
(her)formuleren van problemen op een zodanige manier dat het mogelijk wordt om met 
computertechnologie het probleem op te lossen (Wing, 2006). Het omvat denkprocessen waarbij 
probleemformulering, gegevensorganisatie, analyse en -representatie worden gebruikt voor het 
oplossen van problemen met behulp van ICT-technieken en ICT-gereedschappen. Het is een manier 
van denken die toegepast kan worden bij het uitvoeren van complexe taken en bij het oplossen van 
problemen volgens een proces van logisch en gestructureerd denken (Lee et al., 2011). Computational 
thinking articuleert vaardigheden die ook bij andere vakken en disciplines van pas komen. Daarbij 
vragen de denkprocessen onderliggend aan computational thinking voor een bepaalde mate van self-
efficacy van de lerende (Bandura, 1977). Self-efficacy (zelfeffectiviteit) betreft de door de lerende zelf 
ingeschatte vaardigheid en het eigen ingeschatte vertrouwen voor het succesvol verrichten van een 
bepaalde taak of op te lossen probleem (Zimmerman, 2000). Eerder onderzoek toont aan dat het 
oplossen van ICT-vraagstukken gebaseerd op robotica-omgevingen bijdraagt aan de vaardigheid bij 
het oplossen van wiskundeproblemen (Silk, Schunn, & Shoop, 2009). Het wiskundig denken en 
redeneren moet daarbij ingezet worden om een uitdagend robotica-programmeerprobleem op te lossen 
waarna de nieuw opgedane, op wiskunde gebaseerde vaardigheden getransfereerd kunnen worden naar 
een toepassing bij het oplossen van een wiskundig rekenprobleem (Alfieri, Higashi, Shoop, & Schunn, 
2015).  
Met dit onderzoek wordt beoogd beter inzicht te krijgen in wat een op robotica gebaseerde 
ICT-omgeving bijdraagt aan de analytische vaardigheid van basisschoolleerlingen. Onderzocht is of de 
gehanteerde instructievariant, gehanteerd tijdens een robotica-interventie om sense, reason and act-
programmeren (SRA) te leren, van invloed is op het oplossen van op algoritmen gebaseerde 
rekenproblemen. Tevens is onderzocht of de zelfeffectiviteit van de lerende, op basis van de 
aangeboden ICT-leeromgeving, toeneemt en of de gehanteerde instructievariant van invloed is op de 
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zelfeffectiviteit van de lerende. De resultaten kunnen gebruikt worden om een beter advies mogelijk te 
maken over de positie van robotica-technologie in het basisonderwijs. 
Aan dit onderzoek hebben alle leerlingen uit groep 7 en groep 8 van een academische 
basisschool uit het zuiden van Nederland deelgenomen (N=62). Deze leerlingen zijn per jaargroep in 
tweetallen ingedeeld in groepjes van gemiddeld gelijke sterkte op basis van de rekenscores volgens het 
leerlingvolgsysteem (score laag gecombineerd met score hoog). Vervolgens is hieruit een 
experimentele groep (n=33) en een controlegroep (n=29) samengesteld. De experimentele groep heeft 
tijdens de robotica-interventie coaching ontvangen volgens de didactische principes van scaffolding. 
De controlegroep heeft tijdens de robotica-interventie een directe instructie ontvangen. 
Als pre- en posttest aan de robotica-interventie hebben alle leerlingen van elke groep 
individueel een wiskundig probleem opgelost en een vragenlijst rondom het meten van zelfeffectiviteit 
ingevuld. Voor de wiskundige pre- en posttest is gebruik gemaakt van een door de onderzoeker 
zelfontwikkelde wiskundetest rondom het oplossen van roosterdiagrammen. Voor het bepalen van de 
mate van zelfeffectiviteit is gebruik gemaakt van de Dutch Adaptation of the General Self-Efficacy 
Scale gestandaardiseerde vragenlijst (Teeuw, Schwarzer, & Jerusalem, 1994). 
Dit onderzoek laat zien dat SRA-programmeren bij het toepassen van de gehanteerde robotica-
interventie in beide instructievarianten voor een hogere analytische vaardigheid zorgt. In toenemende 
mate lossen leerlingen wiskundeproblemen, die zich bij uitstek lenen om op een algoritmische manier 
te benaderen, succesvoller op. Daarbij maken leerlingen meer gebruik van algoritmen, vindt er een 
verminderde “trial and error” aanpak plaats en construeren leerlingen meer correcte algoritmen. De in 
de robotica-interventie gehanteerde instructievariant blijkt daarbij een marginale rol te spelen. Er kan 
niet significant aangetoond worden dat een instructie via scaffolding meer leeropbrengst genereert dan 
het hanteren van een directe instructie. De robotica-interventie en de daarbij gehanteerde 
instructievariant heeft geen significant meetbare invloed op de mate van zelfeffectiviteit van de 
lerende.   
 
Keywords: programmeren, computational thinking en wiskunde 
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Summary 
 
The Influence of SRA Programming on Mathematical Reasoning and Self-Efficacy Using Lego 
Robotics in Two Types of Instruction 
 
Nardie Fanchamps 
 
 Currently in the Netherlands, there´s a lot of interest in implementing programming with  
pupils in the curriculum of primary schools (Kennisnet, 2015; Maas, 2015). The subject relevance is  
the progression of children in relation to developing analytical skills and a logical way of thinking,  
called computational thinking. Computational thinking is described as the processes involved in  
(re)formulating a problem in such a way that a computer can effectively solve the problem with  
computer technology (Wing, 2006). It’s all about a collection of thought processes where problem  
formulation, data organization, analysis and –representation are used to solve problems with the  
support of ICT-techniques and ICT-tools. It is a way of thinking that can be used with carrying out  
difficult tasks and it can be used to solve problems according to a process of logic and structured  
thinking (Lee et al. 2011). Computational thinking highlights skills which can also be used in other  
subjects and disciplines. The thought processes underlying computational thinking demands a certain  
degree of self-efficacy of the person learning (Bandura, 1977). Self-efficacy is the extent or strength of  
one's belief in one's own ability to complete tasks and reach goals successfully (Zimmerman, 2000).  
Previous research shows that solving interesting problems, based on ICT-robotics surroundings,  
contribute to the skill of solving mathematical problems (Silk, Schunn, & Shoop, 2009). To solve a  
challenging robotic-programming problem, mathematical thinking and reasoning needs to be used.  
Afterwards, this new found knowledge and new found skills can be transferred to be used when 
solving mathematical problems (Alfieri, Higashi, Shoop, & Schunn, 2015).  
 This research aims to get a better insight if a robotic based ICT-environment has any influence 
on the analytical skills of primary school pupils. One of aspects that was researched was if the 
instruction variant, that was used during a robotic–intervention to learn sense, reason and act-
programming (SRA), was of any influence when solving algorithm based mathematical problems. On 
the basis of the ICT-environment that was used it was researched whether there is an increase of self-
efficacy and if the applied instruction variant has any influence on the self- assessed proficiency of the 
person learning. These findings can be used to give a clearer view about the position of robotic-
technology in primary schools. 
 Participants in this research are all pupils from grade 7 and 8 of an academic primary school in 
the south of the Netherlands (N=62). These pupils were divided in pairs per grade and were averaged 
out against each other to create an equal balance within the pair (a low scoring pupil in math paired 
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with a high scoring pupil in math). This was based on their mathematical scores according to the 
Dutch pupil follow system. Based on this, the experimental group (n=33) and the control group (n=29) 
were composed. The experimental group received coaching during the robotics-intervention according 
to the didactical principals of scaffolding. The control group received a direct instruction during the 
robotics-intervention.  
 Prior to the robotics-intervention all pupils from grade 7 and 8 took a pre- and posttest where 
they individually solved a math problem and where they filled in a questionnaire to measure their self-
efficacy. The researcher developed a mathematical test solving grid diagrams. This test was used as 
the mathematical pre- and posttest. To establish the degree of Self-Efficacy, the Dutch Adaptation of 
the General Self-Efficacy Scale standardized questionnaire (Teeuw, Schwarzer, & Jerusalem, 1994) 
was used. 
 This research shows that SRA-programming using either instruction with the used robotic-
intervention will lead to a higher analytical competence level. Pupils increase their ability to solve 
math problems in an algorithmic way. Pupils demonstrate greater use of algorithms and used the “trial 
and error” method less. Because of this, pupils construct and use the correct algorithms more. The 
instruction variant that was used during the robotic-intervention only seems to play a marginal role. 
There is not sufficient evidence to prove either instruction variant used will generate more learning 
outcome then the other. The used instruction variant used during the robotic-intervention has no 
significant measurable influence on the self-efficacy of the person learning. 
 
Keywords: programming, computational thinking and mathematics 
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1. Inleiding 
 
De Invloed van SRA Programmeren op Mathematisch Redeneren en Zelfeffectiviteit met 
Lego Robotica in Twee Instructievarianten 
 
De impact van informatie- en communicatietechnologie op de huidige samenleving is groot. 
Toepassingen van ICT nemen een verdere vlucht naar voren waarbij het opklimmend niveau in 
complexiteit kenmerkend is. De wereld om ons heen vraagt nu al van jong volwassenen een gedegen 
voorbereiding zodat zij de vereiste ICT-vaardigheden verwerven om te kunnen functioneren in onze 
moderne en complexe maatschappij (Kennisnet, 2012). Het vanuit een schoolse omgeving kunnen 
opdoen van gerichte informatievaardigheden is hiervoor wezenlijk. Het is daarom essentieel dat 
onderwijs aansluit bij deze ontwikkelingen. Basisschoolleerlingen moeten nu al beschikken over 
voldoende elementaire kennis en vaardigheden om gebruik te kunnen maken van verschillende 
vormen van technologie. Om te kunnen functioneren in de toekomstige samenleving is het belangrijk 
dat kinderen op jonge leeftijd hier op toegerust worden. 
Onderzoek heeft aangetoond dat de inzet van informatietechnologie een positief effect kan 
hebben op het leren van kinderen (Mumtaz, 2006). De leerkracht is de aangewezen persoon die  
leerlingen de weg moet wijzen en een effectieve instructie moet opzetten om doelgericht en adequaat 
met informatietechnologie om te gaan (Brand-Gruwel, Wopereis, & Vermetten, 2005). Daarnaast 
toont wetenschappelijk onderzoek aan dat een correcte inzet van ICT een positief effect heeft op de 
motivatie voor leren, dat leerprestaties meetbaar verbeteren en leerprocessen efficiënter worden 
(Kennisnet, 2012).  
Hoofddoel bij het inzetten van technologie in een onderwijsleeromgeving is dat het 
leerrendement toeneemt en de probleemoplossende prestaties van leerlingen verbeteren. Maar ook het 
door leerlingen zelf effectief kunnen gebruiken en hanteren van technologie is een niet te 
onderschatten aspect waar een onderwijsomgeving oog en zorg voor moet hebben. Dat vraagt voor een 
reeks van hogere orde vaardigheden, creatief denken, capaciteiten en competenties, ook bekend als de 
21
st 
Century Skills, die zijn geïdentificeerd als zijnde vereist voor succes in de 21
ste
 eeuw om het eigen 
leren te kunnen sturen (Voogt & Roblin, 2010). 
Een schoolvak als rekenen-wiskunde leent zich bij uitstek voor een integratie met ICT. 
Computertechnologie kan gebruikt worden bij het zoeken naar oplossingen zodat inzicht in algoritmes 
en procedures ontstaat (Thijs, Fisser, & Hoeven, 2014). Het op deze manier inzetten van digitale tools 
om een probleem op te lossen via de route van creatief denken wordt Computational Thinking 
genoemd (Kazimoglu, Kiernan, Bacon, & Mackinnon, 2012). Leerlingen kunnen met behulp van ICT-
tools ervaringen opdoen in het exploreren van op algoritmen gebaseerde rekenproblemen met 
toepassing van algebra op de basisschool (Kolovou, Heuvel-Panhuizen, Bakker, & Elia, 2008). Een 
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dergelijke benadering maakt door activatie van hoger orde denken een transfer naar wiskundig denken 
en redeneren mogelijk.  
 
1.1 Probleemstelling 
 
Wiskundig denken omvat meer dan alleen maar het toepassen van procedures en algoritmen. Het biedt 
inzicht in waarom procedures en algoritmen werken in de onderliggende betekenis (Drijvers, 2015). 
Wiskundig denken bevat de tools die nodig zijn om een probleem aan te pakken. Het omvat onder 
andere het hoe, op welke manier, met welke methode en het probleem zelf om oplossingsgericht te 
leren denken en redeneren. Bij wiskunde gaat het daarbij om het oplossen van problemen die voor de 
leerling niet standaard zijn maar wel door middel van analytische vaardigheden en/of een algoritme 
opgelost kunnen worden. Om dit te kunnen moeten leerlingen probleemoplossende vaardigheden 
ontwikkelen, een probleemaanpak kunnen bedenken en een oplossingsstrategie kunnen kiezen. Het 
gaat ook om het ontwikkelen van een manier om aan een nieuw en uitdagend probleem te beginnen. 
Werken met Robotica-contexten kan ervoor zorgen dat het algoritmisch denken en redeneren 
(analytische vaardigheden) verder ontwikkeld kan worden (King, Stein, & Schunn, 2012). Robotica-
contexten bieden relevante interessante en uitdagende mogelijkheden op het gebied van wiskundig 
denken en redeneren. Werken binnen een robotica-context biedt vele kansen en mogelijkheden voor 
het ontwikkelen van deze wiskundevaardigheden.  
 Computational thinking richt zich op de vaardigheden die essentieel zijn om problemen op te 
lossen waarbij veel informatie, variabelen en rekenkracht nodig zijn. Het is daarbij belangrijk om te 
begrijpen hoe informatie tot stand komt zodat je computersystemen kan benutten voor 
probleemoplossen, voor het denken in stappen en daarmee in voorwaardelijkheden voor volgorde van 
de benodigde gegevens. Computertechnologie gebruiken bij het zoeken naar oplossingen betekent 
inzicht krijgen in algoritmes (een reeks instructies om vanaf een beginpunt een bepaald doel te 
bereiken) en procedures (een verzameling activiteiten die in een bepaalde volgorde moeten worden 
uitgevoerd). 
 
1.2 Doel van het onderzoek 
 
Onderzocht wordt of leerlingen in staat zijn om met behulp van Lego Robotica NXT een reeks 
programmeerinstructies zodanig achter elkaar kunnen zetten zodat kinderen kunnen komen tot een 
werkend algoritme. Het toenemende wiskundig denk- en redeneervermogen zal hierdoor een 
basisfundament leggen voor het toepassen van oplossingsprocedures met algoritmen in 
wiskundevraagstukken. De verwachting daarbij is dat leerlingen met een licht gestuurde setting verder 
zullen komen dan kinderen die dat met een sterk gestructureerde instructie leren. Aanvullend zal 
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onderzocht worden of de mate van self-efficacy zichtbaar gemaakt kan worden in het gebruik van 
SRA en de gehanteerde instructievariant.  
 
1.3 Vraagstelling, deelvragen en hypothesen 
 
De gehanteerde hoofd-onderzoeksvraag in dit onderzoek is: “Welke invloed heeft de gehanteerde 
instructievariant op het correct kunnen programmeren van Lego robotica waardoor leerlingen een 
algoritmisch, wiskundig probleem beter kunnen oplossen”? Deze onderzoeksvraag wordt onderzocht 
door toepassing van een Lego robotica context waarin bovenbouwleerlingen basisonderwijs groep 7 en 
groep 8 functioneel leren programmeren op basis van beslisroutines. Als voor- en nameting zal er de 
combinatie gemaakt worden met een wiskundige probleemstelling en vragenlijstonderzoek rondom 
self-efficacy. Ter visualisering van de verschillen in de verkregen vaardigheid in programmeren en 
begrijpen van SRA op basis van de gehanteerde  instructievariant wordt in de nameting een 
aanvullende Lego robotica challenge afgenomen. 
Naast de hoofd-onderzoeksvraag luiden de deelvragen als volgt: 
1. Kan het programmeren volgens de SRA-cyclus het mogelijk maken om een hogere mate van 
analytische vaardigheden te bereiken? 
2. Wat is de invloed van de instructievariant op de kwaliteit van de probleemoplossing en de 
daarvoor benodigde tijd? 
3. Leidt het programmeren volgens SRA tot een hogere mate van self-efficacy? 
Uit de eerste analyse van de hoofd-onderzoeksvraag en deelvragen dringen zich een drietal, nader te 
onderzoeken hypothesen op: 
1. SRA leren toepassen met Lego robotica via scaffolding leidt tot het beter kunnen oplossen van 
roosterdiagrammen. 
2. SRA leren toepassen met Lego robotica via scaffolding leidt tot een hogere analytische 
vaardigheid 
3. Instructie via scaffolding leidt tot een hogere self-efficacy dan instructie via directe instructie. 
 
2 Theoretisch kader 
 
2.1 Wiskundig denken en redeneren in roboticacontexten 
 
Eerder onderzoek toont aan dat het oplossen van interessante, op robotica gebaseerde problemen, 
bijdraagt aan de vaardigheid bij het oplossen van wiskundeproblemen (Silk et al., 2009). Vanuit de 
robotica-context zijn er sterke verbindingen naar het inzetten van op wiskunde gebaseerde 
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oplossingsstrategieën en ideeën. Kennis en vaardigheden, opgedaan bij het oplossen van problemen in 
ICT-programmeeromgevingen, kan hernieuwd ingezet worden bij reken- wiskundeproblemen. Het 
maakt dat er een transfer van kennis opgedaan in een discipline plaatsvindt naar een toepassing van 
deze kennis in een andere discipline (Basawapatna, Koh, Repenning, Webb, & Marshall, 2011). De 
opgedane analytische vaardigheden zijn door transfer in een nieuwe situatie direct inzetbaar en 
toepasbaar. De abstracte programmeerpatronen binnen een ICT-omgeving hebben daarbij een nauwe 
verwantschap met het op basis van algoritmen op te lossen rekenvraagstukken waardoor er een 
duidelijke interactie tussen vaardigheden plaatsvindt. Werken met Robotica-contexten kan ervoor 
zorgen dat het algoritmisch denken en redeneren (analytische vaardigheden) verder ontwikkeld kan 
worden (King et al., 2012).  
Robotica-contexten bieden relevante, interessante en uitdagende mogelijkheden op het gebied 
van wiskundig denken en redeneren. Het toenemende wiskundig redeneervermogen zal hierdoor een 
basisfundament leggen voor een verdere groei binnen het leren van wiskunde/het oplossen van 
uitdagende rekenproblemen. Door een dergelijke benadering te kiezen zal het wiskundig denken en 
redeneren en het probleemoplossend vermogen bij reken- wiskundevraagstukken naar een hoger 
niveau gebracht kunnen worden.  
 
2.2 Programmeren volgens de Sense, Reason and Act loop 
 
Eerder onderzoek toont aan dat leerlingen aanzienlijke moeilijkheden hebben met het doorgronden en 
toepassen van de SRA-cyclus (Slangen, Keulen, & Gravemeijer, 2011). Vooral complexe elementen 
van programmeren zoals de 'als-dan-anders' en de geneste lus blijken moeilijk te begrijpen. Een 
functionele toepassing van de SRA-cyclus in een robotica-context vereist van leerlingen logisch 
redeneren in programmeeromgevingen (Pea & Kurland, 2007). Daarbij houdt het hebben van inzicht 
in de SRA-cyclus in dat leerlingen expliciet de relatie kunnen leggen tussen een eerste proces, waarin 
een robot op basis van sensorgebruik waarnemingen registreert (sense), deze waarnemingen 
vervolgens vergelijkt met interne waarden van de externe situatie en beslist welk pad gevolgd moet 
worden (reason) en het daaropvolgende proces waarin het programma de robot, op basis van de 
sensoriële input, moet “vertellen” hoe de robot moet reageren (act). Dit inzicht stelt leerlingen in 
principe in staat om een robot te programmeren die daadwerkelijk problemen oplost. Naast een 
foutloze programmering vraagt dat ook systeemdenken en voor een juiste keuze van de gebruikte 
sensoren en actuatoren (Slangen et al., 2011). Het is waardevol om beter zicht te verkrijgen op de 
ontwikkeling met betrekking tot waar basisschoolleerlingen van groep 7 en groep 8 toe in staat zijn ten 
opzichte van het begrijpen en toepassen van de SRA-cyclus in een probleemoplossende context. 
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2.3 Analytische vaardigheden binnen Computational thinking 
 
Computational thinking is het procesmatig (her)formuleren van problemen op een zodanige 
manier dat het mogelijk wordt om met computertechnologie het probleem op te lossen. Het gaat 
daarbij om een verzameling van denkprocessen waarbij probleemformulering, gegevensorganisatie, -
analyse en -representatie worden gebruikt voor het oplossen van problemen met behulp van ICT-
technieken en –gereedschappen (Thijs et al., 2014). De vaardigheid om procedures en analytische 
vaardigheden (algoritmen) te ontwikkelen voor het oplossen van complexe reken- wiskundeproblemen 
maakt deel uit van computational thinking. Het beschikken over deze vaardigheid maakt mogelijk dat 
een complex probleem via herformuleren omgevormd kan worden in een herkenbaar probleem. 
waarvan we weten hoe en op welke manier dit opgelost moet worden (Wing, 2006). 
Computational thinking richt zich op de vaardigheden die essentieel zijn om problemen op te 
lossen waarbij veel informatie, variabelen en rekenkracht nodig zijn. Het is daarbij belangrijk om te 
begrijpen hoe informatie tot stand komt zodat computersystemen benutten kunnen worden voor 
probleemoplossen, voor het denken in stappen en daarmee in voorwaardelijkheden voor volgorde van 
de benodigde gegevens. Computertechnologie gebruiken bij het zoeken naar oplossingen betekent 
inzicht krijgen in algoritmes (een reeks instructies om vanaf een beginpunt een bepaald doel te 
bereiken) en procedures (een verzameling activiteiten die in een bepaalde volgorde moet worden 
uitgevoerd).  
Computational thinking vraagt wiskundig denken en redeneren en omvat meer dan alleen het 
toepassen van procedures en algoritmen. Het vereist inzicht in waarom procedures en algoritmen 
werken in de onderliggende betekenis zodat leerlingen moeilijke vraagstukken begrijpen en kunnen 
oplossen (Drijvers, 2015). Het vraagt specifieke, analytische vaardigheden om uitdagende reken- 
wiskundevraagstukken te kunnen oplossen (Guzdial, 2008). Wiskundig denken bevat de tools die 
nodig zijn om een probleem aan te pakken. Het bevat onder andere het hoe (op welke manier, met 
welke methode) en het probleem zelf om oplossingsgericht te leren denken en redeneren. Bij wiskunde 
gaat het daarbij om het oplossen van problemen die voor de leerling niet standaard zijn maar wel door 
middel van analytische vaardigheden en/of een algoritme opgelost kunnen worden. Om dit te kunnen 
moeten leerlingen probleemoplossende vaardigheden ontwikkelen, een probleemaanpak kunnen 
bedenken en een oplossingsstrategie kunnen kiezen. Het gaat ook om het ontwikkelen van een manier 
om aan een nieuw en uitdagend probleem te beginnen. 
Wiskunde onderwezen en geleerd in goed ontworpen in op technologie gebaseerde lessen 
biedt leerlingen de mogelijkheid om wiskunde te leren in contexten die zij begrijpen waardoor er 
transfer kan ontstaan (Silk, Higashi, Shoop, & Schunn, 2010). Werken met robotica-contexten biedt 
daarbij veel mogelijkheden om het dieper leren van wiskunde mogelijk te maken. 
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De traditionele manier bij toepassen van wiskunde op basis van algoritmen kan vele voordelen 
bieden. De mechanistische manier van aanbieden kan ervoor zorgen dat leerlingen mentaal meer 
betrokken zijn bij het onderzoekend leren of het leggen van causale verbanden met als gevolg een 
hogere nauwkeurigheid bij het doen van onderzoek in een vergelijk met een wiskundige benadering 
volgens inzicht (Silk & Schunn, 2011). Een algoritmische benadering kan ervoor zorgen dat storende 
effecten vermeden worden en dat de focus komt te liggen op het testen van plausibele verklaringen.  
Ondanks de voordelen op het gebied van ontwikkeling zorgt een op inzicht gebaseerde 
benadering voor het oplossen van wiskunde niet altijd voor de gewenste voordelen op het gebied van 
redeneren. Het kunnen kiezen uit een teveel aan alternatieve structuren kan er juist voor zorgen dat er 
geen basis is voor het in de empirie uittesten van deze alternatieven. Het onderzoek van Silk & Schunn 
(2011) toont aan dat de, in de (eenvoudige) wiskunde gebruikte algoritmische benadering, leidt tot 
eenvoudigere, meer gefocuste ideeën in relatie tot probleemoplossende strategieën. Dit leidt tot 
significant hogere leeropbrengsten in een vergelijk met een benadering volgens inzichtelijk redeneren. 
 
2.4 De factor tijd als kwalitatieve indicator 
 
De benodigde tijd voor het oplossen van een programmeerprobleem kan een belangrijke factor vormen 
om iets te zeggen over de efficiëntie en kwaliteit van de geconstrueerde oplossing (Korzilius, 2000). 
Algemeen kan gesteld worden dat, hoe minder tijd er benodigd is om de geprogrammeerde robot de 
opdracht succesvol te laten vervullen, hoe efficiënter het door leerlingen geconstrueerde 
computerprogramma is (Ploeg, 2015). Het in beeld brengen van de benodigde tijd om het beoogde 
resultaat te behalen maakt het mogelijk om op basis van die benodigde tijd, als kwantitatief meetbare 
waarde, kwalitatieve uitspraken te kunnen doen (Brave, Baartman, & moussault, 2011). De efficiëntie 
in tijd bepaalt hoe doordacht een algoritme is geconstrueerd.  
 
2.5 Instructiemethodieken 
 
De gehanteerde instructiemethodiek kan van invloed zijn op het uiteindelijke leerrendement en de 
leeropbrengst van leerlingen (Slangen, Fanchamps, & Kommers, 2008). Dit onderzoek brengt in beeld 
of leerlingen het beste leren wanneer ze zelf alle handelingen en denkstappen verrichten of dat de 
leeropbrengst het grootst is wanneer de leerkracht alles helemaal uitlegt aan leerlingen (Slangen, 
2016). Daarom wordt in dit onderzoek gebruik gemaakt van twee verschillende instructiemethodieken: 
Directe instructie en scaffolding.  
Directe instructie kan men definiëren als gerichte handelingen van de leraar met het doel de 
leeractiviteiten van de leerling te ondersteunen en in een gewenste richting te structureren (Veenman, 
2001). Scaffolding kan men definiëren als een aanpak die leerlingen zelfstandiger laat leren waarbij de 
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hulp van de leraar tijdelijk is aangepast op het niveau van de leerling. Het is een methode om gewenste 
voorkennis op te halen en strategiegebruik te stimuleren (Kawalkar & Vijapurkar, 2011). 
 Het uitgangspunt bij directe instructie is dat er momenten in het onderwijsleerproces zijn 
waarop de kennis, inzichten en vaardigheden die binnen een context als betekenisvol en functioneel 
worden beschouwd het meest doelmatig en doelgericht op een directe manier aan de leerlingen kunnen 
worden onderwezen (Kirschner, Sweller, & Clark, 2006). Directe instructie is met name geëigend als 
een goed gestructureerd geheel van kennis, inzichten en vaardigheden die door alle leerlingen dienen 
te worden beheerst (Leenders, Naafs, & Oord, 2010).   
 Bij scaffolding mag de leerkracht de leerlingen ondersteunen/begeleiden wanneer ze tijdens 
het traject niet zelfstandig verder kunnen of wanneer de onderzoeker bemerkt dat leerlingen een geheel 
verkeerde richting inslaan waardoor ze gaan vastlopen in het traject. In principe is het traject zo 
opgebouwd dat naar verwachting de leerlingen de meeste activiteiten zelfstandig kunnen uitvoeren op 
basis van een open probleem (Hmelo-Silver, Duncan, & Chinn, 2007). De onderzoeker moet ervoor 
waken dat hij gaat instrueren. De onderzoeker kan wel verbale scaffolding technieken toepassen 
waardoor het denkproces voornamelijk bij de leerlingen blijft.  
 
2.6 Self-efficacy door autonomie en competentie 
 
Self-efficacy wordt door Bandura (1977) omschreven als het geloof wat iemand heeft in zijn eigen 
vermogen om een taak tot een goed einde te brengen. Zelfeffectiviteit omvat het vertrouwen van een 
persoon in de eigen bekwaamheid om met succes invloed uit te oefenen op zijn of haar omgeving door 
bijvoorbeeld een taak succesvol te volbrengen of een probleem op te lossen (Bandura, 1977). 
Zelfeffectiviteit wordt als een belangrijk element gezien van theorieën over motivatie (Zimmerman, 
2000).  Personen zijn sneller gemotiveerd voor een bepaalde handeling als zij het idee hebben dat zij 
de bekwaamheid hebben om deze met succes te verrichten. Zij zullen het gedrag sneller ontplooien en 
doorzetten (Schyns & Collani, 2002). Autonomie en competentie zijn als basisbehoeften voor lerenden 
daarbij belangrijke componenten. Ze leggen de basis voor self-efficacy (Deci, Hodges, Pierson, & 
Thomasson, 1992). Onder de basisbehoefte competentie wordt verstaan dat lerenden ontdekken dat ze 
de taken die ze moeten doen, aankunnen; dat ze ontdekken dat ze steeds meer aankunnen. Onder de 
basisbehoefte autonomie wordt verstaan dat lerenden weten dat ze (in elk geval voor een deel) hun 
leergedrag zelf kunnen sturen en reguleren (Broeck, Vansteenkiste, Witte, Soenens, & Lens, 2010). 
Leren wordt betekenisvoller voor een leerling als deze invloed heeft op wat er wordt geleerd en hoe er 
wordt geleerd, waardoor zijn gevoel van competentie toeneemt. Wanneer een leerling zich betrokken 
weet bij belangrijke thema's in de eigen leer- en leefomgeving, versterkt dat de autonomie en daarmee 
de eigenwaarde van de leerling. 
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3. Methode 
 
3.1 Onderzoeksdesign  
 
Het design van het onderzoek bestaat uit een survey gecombineerd met een wiskundige 
vaardigheidsmeting en een robotica-interventie dat uitgevoerd is met basisschoolleerlingen uit groep 7 
en groep 8. Voor het surveyonderzoek is in de voor- en nameting gebruik gemaakt van gevalideerd 
vragenlijstonderzoek rondom self-efficacy waarbij leerlingen het eigen vermogen, om een taak met 
een positief resultaat uit te voeren, in beeld brengen. De daarbij gehanteerde vragenlijst is in de 
voormeting en nameting exact gelijk. Leerlingen vullen deze vragenlijst individueel in. Deze 
vragenlijst is als bijlage 1 opgenomen.  
 Als vaardigheidsmeting lossen de leerlingen in de voor- en nameting zes wiskundige 
problemen op (zogenaamde roosterdiagrammen) die vragen voor een algoritmische aanpak volgens 
analytische vaardigheden in combinatie met beslisroutines. Echter, naast het in de juiste volgorde 
zetten van een algoritme kunnen deze roosterdiagrammen ook via de methode van trial and error 
opgelost worden. De zes roosterdiagrammen klimmen daarbij op in complexiteit waarbij 
roosterdiagram 1 het makkelijkst en roosterdiagram 6 het meest moeilijk is op te lossen. Elke 
leerlingen lost deze problemen individueel op. Voor het oplossen van de roosterdiagrammen gelden de 
volgende, door de onderzoeker te scoren variabelen:  
- Roosterdiagram correct opgelost? (te scoren Ja of Nee) 
- Algoritme toegepast? (te scoren Ja of Nee) 
- Een correct algoritme geconstrueerd? (te scoren Ja of Nee) 
De in de voor- en nameting gebruikte roosterdiagrammen zijn als bijlage 2 opgenomen.  
Als interventie wordt een Lego Robotica-context gebruikt waarbij leerlingen in tweetallen 
werken. Daarbij is een uitsplitsing gemaakt in een controlegroep en een experimentele groep. Beide 
groepen krijgen twee verschillende instructievarianten aangereikt om SRA te leren. Deze opzet maakt 
het mogelijk om te analyseren of er een verandering in analytische vaardigheden en zelfeffectiviteit 
optreedt. In Figuur 1 wordt het design van het onderzoek schematisch weergegeven. 
 
  Figuur 1. Design onderzoek: De Invloed van SRA Programmeren op Mathematisch  
  Redeneren en Zelfeffectiviteit met Lego Robotica in Twee Instructievarianten. 
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3.2 Onderzoeksgroep  
 
Het onderzoek is uitgevoerd met leerlingen van groep 7 en groep 8 (N=64) van een academische 
basisschool in het zuiden van Nederland waaruit de experimentele groep (n=33) en de controlegroep 
(n=29) is gedestilleerd. De leeftijd van deze doelgroep varieert van 10-11 jaar voor groep 7 en 11-12 
jaar voor groep 8. Gekozen is om de twee subgroepen (experimentele groep en controlegroep) per 
jaargroep 7 & 8 te matchen. Dit op basis van de CITO-volgsysteemscores rekenen-wiskunde. De twee 
subgroepen per jaargroep zijn op basis van de scores op rekenen-wiskunde gelijk van sterkte  
samengesteld (matchen voor gelijk sterke subgroep) waardoor er met gecontroleerde groepen gewerkt 
zal worden. Vervolgens zijn uit elke twee subgroepen per jaargroep tweetallen op basis van een 
gemiddelde score (matchen voor gelijk sterke tweetallen) samengesteld. Voorbeeld: een leerlingen 
groep 7 met een score van 85 samen met een leerling groep 7 met een score van 115. Levert samen een 
totaalscore op van 200 en een gemiddelde score van 100. In Figuur 2 is de groepsindeling grafisch 
weergegeven. 
 
 
Figuur 2. Groepsindeling experimentele groep en controlegroep. 
 
 
3.3 Materialen 
 
Het vragenlijstonderzoek en het wiskundeprobleem is in de klas van de beide doelgroepen op papier 
afgenomen. Als gevalideerde vragenlijst voor Self-efficacy is de Dutch Adaptation of the General 
Self-Efficacy Scale, ontwikkeld door Teeuw, Jerusalem & Schwarzer (1994) gebruikt. Deze 
vragenlijst, die is ontworpen vanuit de visie dat iemands geloof en vertrouwen in eigen kunnen 
verantwoordelijk kan zijn voor succesvolle resultaten, omvat tien vraagitems op een psychometrische 
4-puntsschaal. De leerlingen kunnen variërend van ‘volledig onjuist’ tot ‘volledig juist’ aangeven in 
hoeverre de bewering van toepassing is en als zodanig wordt ervaren. Daarnaast zijn er in de 
vragenlijst nog twee additionele vragen opgenomen waarin de leerling aangeeft of hij/zij in groep 7 of 
8 zit en of hij/zij man of vrouw is. 
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Als voormeting/nameting leggen we de leerlingen, naast de vragenlijst, individueel als 
vaardigheidsmeting zes wiskundige problemen voor waarin beslisroutines verwerkt zijn. Daarvoor zijn 
zogenaamde “roosterdiagrammen” variërend in complexiteit en opbouwend in moeilijkheidsgraad 
gebruikt. Het oplossen van deze problemen vraagt op een steeds hoger niveau analytische 
vaardigheden waarbij steeds een hoger niveau van algoritmisch denken met beslisroutines benodigd is. 
Tijdens het oplossen van de roosterdiagrammen noteert de onderzoeker per leerling of het 
roosterdiagram correct is opgelost, of er een algoritme is toegepast en of er een correct algoritme is 
geconstrueerd. 
Naast een survey en de wiskundige vaardigheidsmeting is onderzocht of de doelgroep 
 functioneel kan leren programmeren met een robotica-context programmeeromgeving gebaseerd op 
Lego Mindstorms NXT. Het Programmeren met de Sence, Reason, Act (SRA) cyclus vormt daarbij 
het uitgangspunt. De SRA cyclus komt typisch uit de roboticawereld en verbindt de fysische 
werkelijkheid met de virtuele wereld op basis van waarnemen, beslissen en handelen. Doel is dat 
leerlingen de principes van de SRA cyclus doorgronden en toepassen in een probleemoplossende 
robotica-context zodanig dat kinderen kunnen komen tot een werkend algoritme van waaruit er een 
verdere transfer plaatsvindt naar analytische vaardigheden. Dit zodat leerlingen deze nieuw verkregen 
inzichten en vaardigheden kunnen inzetten bij het oplossen van op algoritmen gebaseerde 
wiskundeproblemen.  
 
3.4 Procedure  
 
De schriftelijke afname van de vragenlijst rondom zelfeffectiviteit en het oplossen van het 
wiskundeprobleem in de voormeting bij groep 7 en groep 8 is voorafgegaan door een door de 
onderzoeker gegeven instructie. De vragenlijst is ingevuld in het reguliere klaslokaal van de 
betreffende groep. Zodra de vragenlijst door de leerlingen is ingevuld lossen ze individueel, 
zelfstandig de roosterdiagrammen van de voormeting op. Tijdens het oplossen van deze 
roosterdiagrammen registreert de onderzoeker de te scoren variabelen. 
Nadat alle leerlingen het vragenlijstonderzoek en het wiskundeprobleem hebben opgelost gaan 
de leerlingen in tweetallen in meerdere sessies aan de slag met de Lego Robotica-context. Daarbij 
wordt er gedurende zes weken met maximaal vier tweetallen tegelijk gewerkt aan twintig 
programmeerproblemen in 1 uur durende sessies. Afwisselend zijn dit vier tweetallen uit de 
experimentele groep en vier tweetallen uit de controlegroep. Voorafgaand aan de twintig 
programmeerproblemen ontvangen alle tweetallen uit beide groepen eerst een basisinstructie. De 
basisinstructie duurt ongeveer 1 uur waarin de leerlingen tot lineair programmeren worden gebracht. 
Vervolgens werkt de onderzoeker afwisselend met vier tweetallen uit de experimentele groep en vier 
tweetallen uit de controlegroep. Deze twintig programmeerproblemen zijn als bijlage 3 opgenomen. 
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De onderzoeker biedt de experimentele onderzoeksgroep, die geen specifieke instructie over 
het programmeren volgens de SRA aanpak ontvangt, de twintig programmeerproblemen op een open 
manier aan met een instructie op basis van scaffolding. De onderzoeker biedt de controlegroep, die wel 
specifieke instructie over het programmeren volgens de SRA aanpak ontvangt, de twintig 
programmeerproblemen aan met een directe instructie.  
Om achteraf in beeld te brengen welke instructiemethodiek het meest effectief is krijgen alle 
tweetallen uit beide groepen in een afsluitende challenge vijf nieuwe programmeerproblemen 
voorgelegd. Per probleem krijgen de leerlingen drie pogingen om een te programmeren Lego robot 
zelfstandig, en zonder enige vorm van instructie, door vijf verschillende hindernisparcours te leiden. 
Daarbij is een tijdregistratie bijgehouden en is de snelste tijd uit drie pogingen geregistreerd. De factor 
tijd is als voorspellende waarde in het onderzoek meegenomen en illustreert daarbij de mate van 
kwaliteit en efficiëntie van het geconstrueerde algoritme binnen de aangeboden Lego-
programmeeromgeving. Ook zijn de gemaakte programmabestanden opgeslagen voor een analyse 
achteraf. De challenge programmeeropdrachten zijn in bijlage 3 opgenomen.  
Als nameting van het onderzoek is wederom de vragenlijst rondom zelfeffectiviteit afgenomen 
en lossen de leerlingen hernieuwd de zes wiskundeproblemen op. De vragenlijst van de nameting is 
exact dezelfde vragenlijst als die in de voormeting is gebruikt. Zodra de vragenlijst door de leerlingen 
is ingevuld lossen ze individueel, zelfstandig de roosterdiagrammen van de nameting op. Tijdens het 
oplossen van deze roosterdiagrammen registreert de onderzoeker wederom de te scoren variabalen. 
 
3.5 Data-analyse  
 
De vragenlijst rondom self-efficacy, de resultaten van de vaardigheidsmeting bij het oplossen van de 
roosterdiagrammen en de gegevens van de Lego robotica challenge zijn in een databestand ingevoerd. 
Om een statistische analyse mogelijk te maken zijn aan al deze gegevens waarden gekoppeld. Voor de 
self-efficacy vragenlijst betreft het waarden op een vierpuntsschaal variërend van volledig onjuist tot 
volledig juist. De resultaten van de vaardigheidsmeting bestaat uit drie categorieën (rooster opgelost, 
algoritme toegepast, correct algoritme geconstrueerd) waaraan telkens twee waarden (ja/nee) zijn 
gekoppeld. De opbrengst van de challenge bestaat uit vier categorieën. De eerste categorie (benodigde 
tijd) omvat een vaste waarde, aan de tweede en derde categorie (challenge opgelost, SRA toegepast) 
zijn twee waarden (ja/nee) gekoppeld, aan de vierde categorie (kwaliteit SRA) zijn drie waarden 
(niet/meerdere/kortst mogelijk) gekoppeld. 
De hoofdonderzoeksvraag, “Welke invloed de gehanteerde instructievariant heeft op het 
correct kunnen programmeren van Lego robotica waardoor leerlingen een algoritmisch, wiskundig 
probleem beter kunnen oplossen”, is beantwoord door via t-toets analyse de deelvragen te 
onderzoeken en de opgestelde hypothesen te bevestigen of te verwerpen. Daarbij is naar het effect van 
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de onafhankelijke variabelen op de afhankelijke variabele gekeken (zie Figuur 3). Onderlinge 
verschillen zijn vastgesteld door het vergelijken van de means en met behulp van de optie cross-tabs 
om een vergelijk tussen de voormeting en nameting met onderlinge verschuiving van de 
meetresultaten mogelijk te maken. Met behulp van een repeated measures analyse is bepaald wat de 
invloed op Self-efficacy is bij het gebruik van SRA in relatie tot de gehanteerde instructievariant. Bij 
alle statische analyses is uitgegaan van een significatieniveau van 5% (p = ≤ .05).  
 
 
 
Figuur 3. Schematische voorstelling van het conceptueel model: De invloed van de gehanteerde 
instructievariant op het begrijpen van SRA en het correct kunnen programmeren van Lego gebaseerd 
op algoritmen waardoor leerlingen een algoritmisch, wiskundig probleem beter kunnen oplossen met 
een effect op self-efficacy. 
4. Resultaten 
 
In dit onderzoek is gewerkt met de volledige populatie van groep 7 en groep 8 van een academische 
basisschool in het zuiden van Nederland. Het analyseren van de verkregen data leidt tot de uitwerking 
van de weer te geven resultaten. 
4.1 Wiskundig probleem correct opgelost 
 
In Tabel 1 zijn de gegevens voor het correct oplossen van het wiskundige probleem weergegeven.  
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Tabel 1 
 
Wiskundig probleem correct opgelost 
 
  Voormeting  Nameting 
    Wiskundig probleem 
correct opgelost 
   Wiskundig probleem 
correct opgelost 
Groep n M Totaal 0 1 2 3 4 5 6  M Totaal 0 1 2 3 4 5 6 
                     
Exp. 33 .50 99 0 1 11 10 9 2 0  .52 103 1 3 7 11 6 1 4 
 
Contr. 
 
29 
 
.51 
 
88 
 
0 
 
4 
 
4 
 
10 
 
9 
 
2 
 
0 
  
.55 
 
96 
 
0 
 
3 
 
1 
 
17 
 
3 
 
2 
 
2 
Noot. Exp. = Experimentele groep; Contr. = Controlegroep. M = Gemiddeld aantal opgelost ten 
opzichte van het totale aantal. Totaal = Cummulatief. 
 
Het vergelijken van de means toont aan dat procentueel gezien het totaal aantal correct opgeloste 
roosterdiagrammen voor de controlegroep (directe instructie) stijgt van 51% naar 55% en voor de 
experimentele groep (scaffolding) stijgt dit van 50% naar 52%. In absolute aantallen verschuift dit 
aantal voor de controlegroep van 88 correct opgeloste roosterdiagrammen naar 96 correct opgeloste 
roosterdiagrammen en voor de experimentele groep van 99 correct opgeloste roosterdiagrammen naar 
103 correct opgeloste roosterdiagrammen.   
Een fijnmazigere bestudering van de data middels “cross-tabs” analyse maakt zichtbaar dat er, 
in een vergelijking van de voormeting met de nameting, een lichte toename waarneembaar is met 
betrekking tot het correct aantal opgeloste roosterdiagrammen. Wat opvalt is dat er in de nameting bij 
beide groepen meer complexere roosterdiagrammen worden opgelost. Ook valt op dat er in de 
voormeting geen enkele respondent alle zes de wiskundige problemen correct oplost en dat dit in de 
nameting wel zichtbaar is. 
In de voormeting lost van de controlegroep (directe instructie) 0 van de 29 respondenten geen 
enkel wiskundig probleem op, lost 4 van de 29 respondenten 1 wiskundige probleem op, lost 4 van de 
29 respondenten 2 wiskundige problemen op, lost 10 van de 29 respondenten 3 wiskundige problemen 
op, lost 9 van de 29 respondenten 4 wiskundige problemen op, lost 2 van de 29 respondenten 5 
wiskundige problemen op en lost geen enkele respondent alle 6 de wiskundige problemen op. 
In de nameting lost van de controlegroep (directe instructie) 0 van de 29 respondenten geen 
enkel wiskundig probleem op, lost 3 van de 29 respondenten 1 wiskundig probleem op, lost 1 van de 
29 respondenten 2 wiskundige problemen op, lost 17 van de 29 respondenten 3 wiskundige problemen 
op, lost 3 van de 29 respondenten 4 wiskundige problemen op, lost 2 van de 29 respondenten 5 
wiskundige problemen op en lost 3 van de 29 respondenten alle 6 de wiskundige problemen op. 
In de voormeting lost van de experimentele groep (scaffolding) 0 van de 33 respondenten geen 
enkel wiskundig probleem op, lost 1 van de 33 respondenten 1 wiskundig probleem op, lost 11 van de 
33 respondenten 2 wiskundige problemen op, lost 10 van de 33 respondenten 3 wiskundige problemen 
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op, lost 9 van de 33 respondenten 4 wiskundige problemen op, lost 2 van de 33 respondenten 5 
wiskundige problemen op en lost geen enkele respondent alle 6 de wiskundige problemen op. 
In de nameting lost van de experimentele groep (scaffolding) 1 van de 33 respondenten geen 
enkel wiskundig probleem op, lost 3 van de 33 respondenten 1 wiskundig probleem op, lost 7 van de 
33 respondenten 2 wiskundige problemen op, lost 11 van de 33 respondenten 3 wiskundige problemen 
op, lost 6 van de 33 respondenten 4 wiskundige problemen op, lost 1 van de 33 respondenten 5 
wiskundige problemen op en lost 4 van de 33 respondenten alle 6 de wiskundige problemen op. 
4.2 Wiskundig probleem algoritme toegepast 
 
In Tabel 2 zijn de gegevens voor toepassen van een algoritme bij het oplossen van het wiskundige 
probleem weergegeven.  
 
Tabel 2 
 
Wiskundig probleem algoritme toegepast 
 
  Voormeting  Nameting 
    Wiskundig probleem 
algoritmen toegepast 
   Wiskundig probleem 
algoritmen toegepast 
Groep n M Totaal 0 1 2 3 4 5 6  M Totaal 0 1 2 3 4 5 6 
                     
Exp. 33 .29 58 6 10 12 2 0 0 3  .68 136 3 4 1 3 3 5 14 
 
Contr. 
 
29 
 
.30 
 
52 
 
6 
 
13 
 
2 
 
4 
 
1 
 
0 
 
3 
  
.55 
 
127 
 
0 
 
2 
 
3 
 
5 
 
1 
 
8 
 
10 
Noot. Exp. = Experimentele groep; Contr. = Controlegroep. M = Gemiddeld aantal opgelost ten 
opzichte van het totale aantal. Totaal = Cummulatief. 
 
Het vergelijken van de means toont aan dat procentueel gezien het totaal aantal toegepaste algoritmen 
voor de controlegroep (directe instructie) stijgt van 29,8% naar 72,9% en voor de experimentele groep 
(scaffolding) stijgt dit van 29% naar 68%. In absolute aantallen verschuift dit aantal voor de 
controlegroep van 52 toegepaste algoritmen naar 127 toegepaste algoritmen en voor de experimentele 
groep van 58 toegepaste algoritmen naar 136 toegepaste algoritmen.   
Het bestuderen van de data via “cross-tabs” analyse maakt zichtbaar dat er, in een vergelijking 
van de voormeting met de nameting, een positieve verschuiving plaatsvindt met betrekking tot de 
toepassing van algoritmen. Wat opvalt is dat er in de nameting bij beide groepen meer algoritmen 
worden toegepast. Ook is opmerkelijk dat er in de nameting opvallend veel respondenten bij alle zes 
de wiskundige problemen een algoritme gebruikt voor het vinden van de oplossing. 
In de voormeting past van de controlegroep (directe instructie) 6 van de 29 respondenten geen 
enkel algoritme toe, past 13 van de 29 respondenten 1 algoritme toe, past 2 van de 29 respondenten 2 
algoritmen toe, past 4 van de 29 respondenten 3 algoritmen toe, past 1 van de 29 respondenten 4 
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algoritmen toe, past 0 van de 29 respondenten 5 algoritmen toe en past 3 van de 29 respondenten 6 
algoritmen toe. 
In de nameting past van de controlegroep (directe instructie) 0 van de 29 respondenten geen 
enkel algoritme toe, past 2 van de 29 respondenten 1 algoritme toe, past 3 van de 29 respondenten 2 
algoritmen toe, past 5 van de 29 respondenten 3 algoritmen toe, past 1 van de 29 respondenten 4 
algoritmen toe, past 8 van de 29 respondenten 5 algoritmen toe en past 10 van de 29 respondenten 6 
algoritmen toe. 
In de voormeting past van de experimentele groep (scaffolding) 6 van de 33 respondenten 
geen enkel algoritme toe, past 10 van de 33 respondenten 1 algoritme toe, past 12 van de 33 
respondenten 2 algoritmen toe, past 2 van de 33 respondenten 3 algoritmen toe, past 0 van de 33 
respondenten 4 algoritmen toe, past 0 van de 33 respondenten 5 algoritmen toe en past 3 van de 33 
respondenten 6 algoritmen toe. 
In de nameting past van de experimentele groep (scaffolding) 3 van de 33 respondenten geen 
enkel algoritme toe, past 4 van de 33 respondenten 1 algoritme toe, past 1 van de 33 respondenten 2 
algoritmen toe, past 3 van de 33 respondenten 3 algoritmen toe, past 3 van de 33 respondenten 4 
algoritmen toe, past 5 van de 33 respondenten 5 algoritmen toe en past 14 van de 33 respondenten 6 
algoritmen toe. 
4.3 Wiskundig probleem correct algoritme geconstrueerd 
 
In Tabel 3 zijn de gegevens voor het correct construeren van een algoritme bij het oplossen van het 
wiskundige probleem weergegeven.  
 
Tabel 3 
 
Wiskundig probleem correct algoritme geconstrueerd 
 
  Voormeting  Nameting 
    Wiskundig probleem 
correct algoritme 
   Wiskundig probleem 
correct algoritme 
Groep n M Totaal 0 1 2 3 4 5 6  M Totaal 0 1 2 3 4 5 6 
                     
Exp. 33 .24 47 6 10 14 3 0 0 0  .45 89 4 4 7 10 3 1 4 
 
Contr. 
 
29 
 
.24 
 
41 
 
7 
 
12 
 
4 
 
4 
 
1 
 
1 
 
0 
  
.47 
 
82 
 
0 
 
4 
 
7 
 
13 
 
1 
 
3 
 
1 
Noot. Exp. = Experimentele groep; Contr. = Controlegroep. M = Gemiddeld aantal opgelost ten 
opzichte van het totale aantal. Totaal = Cummulatief. 
 
Bestudering van de “means” toont aan dat procentueel gezien het totaal aantal correct geconstrueerde 
algoritmen voor de controlegroep (directe instructie) stijgt van 23,5% naar 47,1% en voor de 
experimentele groep (scaffolding) stijgt dit van 23,7% naar 44,9%. In absolute aantallen verschuift dit 
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aantal voor de controlegroep van 41 correct geconstrueerde algoritmen naar 82 correct geconstrueerde 
algoritmen en voor de experimentele groep van 47 correct geconstrueerde algoritmen naar 89 correct 
geconstrueerde algoritmen.  
Het bestuderen van de “cross-tabs” analyse zichtbaar dat er, in een vergelijking van de 
voormeting met de nameting, een positieve verschuiving plaatsvindt met betrekking tot het correct 
construeren van algoritmen. Wat opvalt is dat er in de nameting meer correcte algoritmen worden 
geconstrueerd en dat dit ook bij de meer complexere wiskundige problemen gebeurt. 
In de voormeting construeert van de controlegroep (directe instructie) 7 van de 29 
respondenten geen enkel correct algoritme, construeert 12 van de 29 respondenten 1 correct algoritme, 
construeert 4 van de 29 respondenten 2 correcte algoritmen, construeert 4 van de 29 respondenten 3 
correcte algoritmen, construeert 1 van de 29 respondenten 4 correcte algoritmen, construeert 1 van de 
29 respondenten 5 correcte algoritmen en construeert 0 van de 29 respondenten 6 correcte algoritmen. 
In de nameting construeert van de controlegroep (directe instructie) 0 van de 29 respondenten 
geen enkel correct algoritme, construeert 4 van de 29 respondenten 1 correct algoritme, construeert 7 
van de 29 respondenten 2 correcte algoritmen, construeert 13 van de 29 respondenten 3 correcte 
algoritmen, construeert 1 van de 29 respondenten 4 correcte algoritmen, construeert 3 van de 29 
respondenten 5 correcte algoritmen en construeert 1 van de 29 respondenten 6 correcte algoritmen. 
In de voormeting construeert van de experimentele groep (scaffolding) 6 van de 33 
respondenten geen enkel correct algoritme, construeert 10 van de 33 respondenten 1 correct algoritme, 
construeert 14 van de 33 respondenten 2 correcte algoritmen, construeert 3 van de 33 respondenten 3 
correcte algoritmen, construeert 0 van de 33 respondenten 4 correcte algoritmen, construeert 0 van de 
33 respondenten 5 correcte algoritmen en construeert 0 van de 33 respondenten 6 correcte algoritmen. 
In de nameting construeert van de experimentele groep (scaffolding) 4 van de 33 respondenten 
geen enkel correct algoritme, construeert 4 van de 33 respondenten 1 correct algoritme, construeert 7 
van de 33 respondenten 2 correcte algoritmen, construeert 10 van de 33 respondenten 3 correcte 
algoritmen, construeert 3 van de 33 respondenten 4 correcte algoritmen, construeert 1 van de 33 
respondenten 5 correcte algoritmen en construeert 4 van de 33 respondenten 6 correcte algoritmen.  
 
4.4 Hogere mate van analytische vaardigheid door programmeren  
  volgens de SRA-cyclus 
 
Uit een vergelijking van de descriptives met betrekking tot het oplossen van de roosterdiagrammen, 
het toepassen van algoritmen en het construeren van correcte algoritmen blijkt dat er na de robotica-
interventie meer roosterdiagrammen correct opgelost zijn (stijging van 187 naar 199), dat er meer 
algoritmen zijn toegepast (stijging van 110 naar 263) en dat er meer correcte algoritmen geconstrueerd 
zijn (stijging van 88 naar 171). Daaruit kan geconcludeerd worden dat het leren programmeren 
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volgens de SRA-cyclus door de robotica interventie hier de belangrijkste veroorzaker van is en dat 
programmeren met de SRA-cyclus dus voor een hogere analytische vaardigheid zorgt. Op basis van 
deze gegevens kan in ieder geval met zekerheid gesteld worden dat de robotica interventie effect heeft 
op de reken- wiskundevaardigheden van respondenten. 
4.5 Invloed van de instructievariant op de kwaliteit van de      
 probleemoplossing en de daarvoor benodigde tijd 
 
In Tabel 4 zijn deze gegevens voor de invloed van de instructievariant op de kwaliteit van de 
probleemoplossing en de daarvoor benodigde tijd weergegeven. 
 
 
Tabel 4 
 
Invloed van de instructievariant op de kwaliteit van de probleemoplossing en de daarvoor 
benodigde tijd 
  Kwaliteit SRA (gem)  Toegepast SRA(gem)  Benodigde tijd (gem) 
Groep  n M SD  n M SD  n M SD 
Experimenteel  33 .73 .49  33 .45 .26  33 29.41 12.59 
Controle  29 .59 .45  29 .41 .29  29 34.14 10.06 
Noot. Weergave op basis van de in de data-analyseparagraaf aangegeven variabelen. 
 
Om de invloed van de instructievariant op de kwaliteit van de probleemoplossing en de benodigde tijd 
in beeld te brengen is gebruik gemaakt van drie tweezijdige t-toetsen met als onafhankelijke variabele 
de twee instructievarianten en als afhankelijke variabele de gemiddelde kwaliteit van de oplossing, de 
hoeveelheid SRA toegepast in de oplossing en de gemiddelde tijd benodigd voor de oplossing 
4.5.1 Kwaliteit probleemoplossing 
 
 Op basis van de vergelijk van de means is zichtbaar dat de experimentele groep, die instructie 
via scaffolding heeft ontvangen (M = 0,73, SD = 0,49), een iets hogere kwaliteit probleemoplossing 
laat zien dan de controlegroep (M = 0,59, SD = 0,45). De analyse van de t-toets voor de kwaliteit van 
de oplossing laat zien dat er geen sprake is van een significant verschil t (60) = 1,18, p = 0,242, 95% 
CI [-0,08, 0,35], d = 0,32. Hieruit kan de conclusie getrokken worden dat instructie via scaffolding bij 
het leren van de SRA-cyclus niet leidt tot een kwalitatief hogere probleemoplossing. Aangezien ook 
de waarde “0” in het betrouwbaarheidsinterval ligt bevestigt dit de conclusie dat scaffolding niet leidt 
tot een significant kwalitatief hogere probleemoplossing. Berekenen van de grootte van het effect bij 
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de onafhankelijke t-toets (effect-size) laat ook zien dat er maar een klein effect is (r = 0.15). De 
berekening van Cohen’s d levert een waarde op van 0,22 (d = 0.22) en die waarde is ook laag. 
4.5.2 Hoeveelheid SRA 
 
 Op basis van de vergelijk van de means is zichtbaar dat de experimentele groep, die instructie 
via “scaffolding” heeft ontvangen (M = 0,45, SD = 0,26), iets meer gebruik maakt van SRA dan de 
controlegroep (M = 0,41, SD = 0,29). De analyse van de t-toets voor de hoeveelheid SRA die is 
gebruikt laat zien dat er geen sprake is van een significant verschil t (60) = 0,69, p = 0,491, 95% CI    
[-0,81, 0,18], d = 0,17. Hieruit kan de conclusie getrokken worden dat instructie via scaffolding niet 
leidt tot het meer toepassen van SRA binnen een probleemoplossing. Aangezien ook de waarde “0” in 
het betrouwbaarheidsinterval ligt bevestigt dit de conclusie dat scaffolding niet significant leidt tot 
meer toepassen van SRA. Berekenen van de grootte van het effect bij de onafhankelijke t-toets (effect-
size) laat ook zien dat er maar een zeer klein effect is (r = 0.09). De berekening van Cohen’s d levert 
een waarde op van 0,17 (d = 0.17) en die waarde is ook laag. 
4.5.3 Benodigde tijd 
 
 Op basis van de vergelijk van de means is zichtbaar dat de experimentele groep, die instructie 
via scaffolding heeft ontvangen (M = 29,41, SD = 12,59), minder tijd nodig heeft om het probleem op 
te lossen dan de controlegroep (M = 34,14, SD = 10,06).  De analyse van de t-toets voor de benodigde 
tijd voor het oplossen van het probleem laat zien dat er geen sprake is van een significant verschil t 
(60) = -1,62, p = 0,111, 95% CI [-10,81, 1,16], d = 0,38. Hieruit kan de conclusie getrokken worden 
dat instructie via scaffolding bij het leren van de SRA-cyclus de benodigde tijd voor het oplossen van 
het probleem niet opmerkelijk verlaagt. Aangezien ook de waarde “0” in het betrouwbaarheidsinterval 
ligt bevestigt dit de conclusie dat scaffolding niet significant leidt tot een snellere probleemoplossing. 
Berekenen van de grootte van het effect bij de onafhankelijke t-toets (effect-size) laat ook zien dat er 
maar een klein effect is (r = 0.21). De berekening van Cohen’s d levert een waarde op van 0,38 (d = 
0.38) en die waarde is ook betrekkelijk laag. 
4.6 Hogere mate van self-efficay door programmeren volgens de  
  SRA-cyclus 
 
Om een hogere mate van self-efficacy door de invloed van SRA-programmeren vast te stellen is 
gebruikt gemaakt van een gepaarde t-toets waarbij de mate van self-efficacy in de voormeting is 
vergeleken met de mate van self-efficacy in de nameting.  
De mean van self-efficacy is, door programmeren volgens de SRA-cyclus, in de nameting (M 
= 3,00, SD = 0,46) hoger dan de mean van self-efficacy in de voormeting (M = 2,95, SD = 0,42). De 
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analyse van de gepaarde t-toets laat zien dat er geen sprake is van een significant verschil t (61) =        
-1,74, p = 0,087, 95% CI [-0,21, 0,01], d = 0,14. Ook ligt de waarde “0” in het 
betrouwbaarheidsinterval. Berekenen van de grootte van het effect bij de gepaarde t-toets (effect-size) 
laat zien dat er maar een klein effect is (r = 0.22). De berekening van Cohen’s d levert een waarde op 
van 0,14 (d = 0.14) en die waarde is ook laag. De conclusie die op basis van deze meetwaarden 
getrokken kan worden is dat de mate van zelfeffectiviteit maar marginaal toeneemt op basis van het 
leren programmeren volgens de SRA-cyclus.  
4.7 SRA leren toepassen met Lego robotica via scaffolding leidt tot  
 het beter kunnen oplossen van roosterdiagrammen 
 
Om te beoordelen of het toepassen van SRA-programmeren via scaffolding leidt tot het beter kunnen 
oplossen van roosterdiagrammen is gebruik gemaakt van een eenzijdige t-toets met als onafhankelijke 
variabele de twee instructievarianten en als afhankelijke variabele het correct kunnen oplossen van 
roosterdiagrammen (verschil tussen voormeting en nameting).  
Op basis van een analyse van de means is zichtbaar dat de controlegroep, die een directe 
instructie heeft ontvangen, in de vergelijking van de voormeting (M = 0,51, SD = 0,19) met de 
nameting (M = 0,55, SD = 0,22), iets beter is in het oplossen van roosterdiagrammen dan de 
vergelijking van de voormeting (M = 0,50, SD = 0,17) met de nameting (M = 0,52, SD = 0,25) van de 
experimentele groep. De analyse van de t-toets laat zien dat er geen sprake is van een significant 
verschil tussen beide instructiegroepen t (60) = -0,52, p = 0,302, 95% CI [-0,15, 0,08], d = 0,14. 
Hieruit kan de conclusie getrokken worden dat instructie via “scaffolding” bij het leren van de SRA-
cyclus niet leidt tot het beter kunnen oplossen van roosterdiagrammen dan de controlegroep die een 
directe instructie heeft ontvangen. Aangezien ook de waarde “0” in het betrouwbaarheidsinterval ligt 
bevestigd dit de conclusie dat scaffolding niet leidt tot het beter kunnen oplossen van 
roosterdiagrammen. Berekenen van de grootte van het effect bij de onafhankelijke t-toets (effect-size) 
laat ook zien dat er maar een zeer klein effect is (r = 0.068). De berekening van Cohen’s d levert een 
waarde op van 0,14 (d = 0.14) en die waarde is ook laag. De hypothese wordt verworpen. 
4.8 SRA leren toepassen met Lego robotica via scaffolding leidt tot  
 een hogere analytische vaardigheid 
 
Om te beoordelen of het toepassen van SRA-programmeren via scaffolding leidt tot een hogere 
analytische vaardigheid is gebruik gemaakt van twee eenzijdige t-toetsen met als onafhankelijke 
variabele de twee instructievarianten en als afhankelijke variabele(n) het toepassen van algoritmen 
(verschil tussen voormeting en nameting) en het correct construeren van algoritmen (verschil tussen 
voormeting en nameting).  
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4.8.1 Hogere analytische vaardigheid door toepassen algoritme 
 
Op basis van een analyse van de means is zichtbaar dat de controlegroep, die een directe instructie 
heeft ontvangen, in een vergelijking van de voormeting (M = 0,29, SD = 0,30) met de nameting (M = 
0,73, SD = 0,28), hoger scoort in het toepassen van algoritmen dan de vergelijking van de voormeting 
(M = 0,29, SD = 0,27) met de nameting (M = 0,69, SD = 0,36) van de experimentele groep. De analyse 
van de t-toets laat zien dat er geen sprake is van een significant verschil tussen beide instructiegroepen 
t (60) = -0,52, p = 0,304, 95% CI [-0,21, 0,11], d = 0,15. Hieruit kan de conclusie getrokken worden 
dat de gehanteerde instructievariant scaffolding in een vergelijk met “directe instructie” bij het leren 
van de SRA-cyclus niet leidt tot het toepassen van meer algoritmen met een hogere analytische 
vaardigheid tot gevolg. Aangezien de waarde “0” in het betrouwbaarheidsinterval ligt leidt dit tot de 
conclusie dat niet met zekerheid gesteld kan worden dat de instructievariant scaffolding leidt tot het 
beter kunnen oplossen van roosterdiagrammen. Berekenen van de grootte van het effect bij de 
onafhankelijke t-toets (effect-size) laat dit ook zien doordat er maar een zeer klein effect is (r = 0.068). 
De berekening van Cohen’s d levert een waarde op van 0,15 (d = 0.15) en die waarde is ook laag. De 
hypothese kan op basis van de toepassing van algoritmen niet aangetoond worden. 
4.8.2 Hogere analytische vaardigheid door correct construeren algoritme  
          
Op basis van een analyse van de means is zichtbaar dat de controlegroep, die een directe instructie 
heeft ontvangen, in een vergelijk van de voormeting (M = 0,24, SD = 0,22) met de nameting (M = 
0,47, SD = 0,21), meer correcte algoritmen construeert dan de vergelijking van de voormeting (M = 
0,24, SD = 0,15) met de nameting (M = 0,45, SD = 0,29) van de experimentele groep. De analyse van 
de t-toets laat zien dat er geen sprake is van een significant verschil tussen beide instructiegroepen t 
(60) = -0,33, p = 0,371, 95% CI [-0,14, 0,11], d = 0,10. Hieruit kan de conclusie getrokken worden dat 
de gehanteerde instructievariant scaffolding in een vergelijk met “directe instructie” bij het leren van 
de SRA-cyclus niet leidt tot het beter construeren van correcte algoritmen met een hogere analytische 
vaardigheid tot gevolg dan de controlegroep die een directe instructie heeft ontvangen.. Aangezien de 
waarde “0” in het betrouwbaarheidsinterval ligt leidt dit tot de conclusie dat niet met zekerheid gesteld 
kan worden dat de instructievariant scaffolding leidt tot het beter kunnen oplossen van 
roosterdiagrammen. Berekenen van de grootte van het effect bij de onafhankelijke t-toets (effect-size) 
laat dit ook zien doordat er maar een zeer klein effect is (r = 0.004). De berekening van Cohen’s d 
levert een waarde op van 0,10 (d = 0.10) en die waarde is ook laag. De hypothese kan op basis van de 
toepassing van algoritmen niet aangetoond worden. 
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4.9 Instructie via scaffolding leidt tot een hogere self-efficacy dan  
 instructie via directe instructie 
 
Om te beoordelen of instructie via scaffolding leidt tot een hogere self-efficacy dan instructie via 
directe instructie is gebruik gemaakt van een eenzijdige t-toets met als onafhankelijke variabele de 
twee instructievarianten en als afhankelijke variabele self-efficacy. 
Op basis van een analyse van de means is zichtbaar dat de experimentele groep, die een 
instructie via “scaffolding” heeft ontvangen (M = 3,09, SD = 0,48), marginaal beter scoort op self-
efficacy dan de experimentele groep (M = 3,00, SD = 0,45). De analyse van de t-toets laat zien dat er 
geen sprake is van een significant verschil tussen beide instructiegroepen t (60) = 0,712, p = 0,240, 
95% CI [-0,17, 0,30], d = 0,19. Hieruit kan de conclusie getrokken worden dat de gehanteerde 
instructievarianten bij het leren van de SRA-cyclus niet leiden tot een hogere mate van self-efficacy. 
Aangezien ook de waarde “0” in het betrouwbaarheidsinterval ligt leidt dit tot de conclusie dat met 
zekerheid gesteld kan worden dat de instructievariant scaffolding niet leidt tot een hogere mate van 
self-efficacy. Berekenen van de grootte van het effect bij de onafhankelijke t-toets (effect-size) laat dit 
ook zien doordat er maar een zeer klein effect is (r = 0.09). De berekening van Cohen’s d levert een 
waarde op van 0,19 (d = 0.19) en die waarde is ook laag. De hypothese wordt verworpen. 
 
5. Conclusie en discussie 
 
5.1 Conclusies 
 
Dit onderzoek heeft antwoord willen vinden op de vraag welke invloed de gehanteerde 
instructievariant heeft op het correct kunnen programmeren van Lego robotica waardoor leerlingen 
een algoritmisch, wiskundig probleem beter kunnen oplossen.  
Om de onderzoeksvraag te kunnen beantwoorden zijn drie hypothesen opgesteld en 
onderzocht. De hypothesen, dat SRA leren toepassen met Lego robotica via scaffolding leidt tot het 
beter kunnen oplossen van roosterdiagrammen en dat SRA leren toepassen met Lego robotica via 
scaffolding leidt tot een hogere analytische vaardigheid, kunnen maar ten dele aangetoond worden.  
Hierbij wordt aangetekend dat de gevonden resultaten onder het vereiste significantieniveau liggen. De 
hypothese, dat instructie via scaffolding leidt tot een hogere mate van self-efficacy dan instructie via 
directe instructie, kan niet aangetoond worden. 
De resultaten in dit onderzoek maken wel zichtbaar dat SRA-programmeren, aangeboden via 
een robotica-interventie, ervoor zorgt dat respondenten meer wiskundige problemen correct oplossen. 
Opvallend is dat respondenten, door toedoen van de gehanteerde robotica-interventie, in de nameting 
meer algoritmen toepassen, meer correcte algoritmen construeren en ook meer moeilijke algoritmen 
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oplossen dan in een vergelijk met de voormeting. Het toepassen en construeren van algoritmen bij het 
oplossen van de als wiskundige problemen aangeboden roosterdiagrammen laat zelfs waarden zien die 
meer dan het dubbele zijn dan voorafgaand aan de robotica interventie. Daaruit kan geconcludeerd 
worden dat het leren programmeren volgens de SRA-cyclus door de robotica-interventie hier de 
belangrijkste veroorzaker van is en kan aannemelijk gemaakt worden dat programmeren met de SRA-
cyclus voor een hogere analytische vaardigheid zorgt. Ondanks dat de bevindingen onder het vereiste 
significantieniveau liggen kan door interpretatie van deze gegevens met zekerheid gesteld worden dat 
de robotica-interventie een meetbaar effect heeft op de reken- wiskundevaardigheden van 
respondenten. Dit strookt met de beweringen van Silk, Schunn en Shoop (2009) dat het oplossen van 
ICT-vraagstukken een transfer heeft naar wiskundig denken en redeneren en bekrachtigt de 
opvattingen over het belang van computational thinking in onderwijs (Kennisnet, 2012) waarbij 
computertechnologie vaardigheden aanreikt die ook in andere disciplines gebruikt kunnen worden. Het 
niet significante meetresultaat zou, ondanks het aanwezige en gemeten effect, verklaard kunnen 
worden doordat de rol van de onderzoeker in beide instructievarianten verschillend is. Deze rol lijkt in 
de directe instructievariant meer invloed te hebben dan in de instructievariant volgens scaffolding.  
 Het verschil in invloed van de gehanteerde instructievariant (directe instructie versus 
scaffolding) kan in dit onderzoek niet significant aangetoond worden. Directe instructie heeft niet 
meer of minder invloed op het correct kunnen programmeren van Lego robotica en kost niet 
significant meer of minder tijd dan instructie via scaffolding. Daaruit kan geconcludeerd worden dat 
het niet uitmaakt welke van de twee instructievarianten er binnen het werken met Lego robotica 
gekozen wordt. Het uiteindelijke leerrendement en leereffect laat bij beide gehanteerde 
instructievarianten een gelijkwaardige en vergelijkbare opbrengst en benodigd tijdpad zien. Dit staat 
haaks op de beweringen van Kirschner, Sweller en Clark (2006) die claimen dat alleen het aanbieden 
van een directe, volledig geleide instructie in een vergelijk met een meer open vorm van begeleiding 
voor een voldoende begrip en een hoger, sneller te bereiken leerrendement zorgt. Ook bevestigt dit de 
stellingname van Hmelo-Silver, Duncan en Chinn (2007) dat instructie via scaffolding in een 
minimaal geleide instructie de cognitieve belasting kan verlagen en juist ervoor zorgt dat strategisch 
leren tijdeffectief plaatsvindt en de lerende zich focust op dat wat relevant is om gestelde doelen te 
bereiken. 
De hypothese, dat instructie via scaffolding tot een significant hogere mate van self-efficacy 
leidt dan instructie via directe instructie, kan niet op het vereiste significantieniveau aangetoond 
worden. Programmeren met de SRA-cyclus in een Lego roboticacontext laat op de gemeten 
zelfeffectiviteit bij een vergelijk tussen de voor- en nameting bij respondenten uit beide 
instructiegroepen maar marginaal kleine, niet significante verschillen zien. Dat is opmerkelijk omdat 
de verwachte opbrengst was dat het respondenten, die een minimaal geleide instructie via scaffolding 
in een meer open setting hebben ontvangen, een uitgelezen mogelijkheid zou bieden om een hoger 
niveau van zelfeffectiviteit te bereiken dan respondenten die een sterk geleide instructie via directe 
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instructie hebben ontvangen. Het op basis van de eigen capaciteiten invloed kunnen uitoefenen op 
nieuw ontstane situaties met een hoger niveau van zelfeffectiviteit tot gevolg, zoals door Bandura 
(2006) beweerd, is in dit onderzoek niet meetbaar gebleken.  
Los van de gestelde onderzoeksvraag met hypothesen is door observatie waarneembaar dat 
respondenten, ondanks een gerichte instructie en een uitvoerige verkenning van programmeren met 
parallelle programmeerroutes, toch snel terugvallen op het eenvoudigere lineaire programmeren. 
Opmerkelijk daarbij is dat de eerder opgedane programmeerervaring, bij het verkennen en oplossen 
van de twintig aangeboden programmeeropdrachten in de train- en oefensessies, oppervlakkig wordt 
benut bij het programmeren van de vijf afsluitende challenge-opdrachten.  
5.2 Beperkingen 
 
Dit onderzoek is uitgevoerd binnen een Lego robotica-context. Deze context is gekozen om bij 
leerlingen het SRA-denken te activeren. Niet met zekerheid kan gesteld worden dat alleen SRA-
programmeren via Lego robotica de in dit onderzoek gepresenteerde opbrengsten het beste genereert. 
Om een objectief vergelijk mogelijk te maken, en om vanuit de verkregen onderzoeksresultaten te 
kunnen generaliseren, is het gewenst dat het onderzoek herhaald wordt met andersoortige ICT- leer- en 
programmeeromgevingen.   
 In dit onderzoek zijn de respondenten door de onderzoeker gegroepeerd in twee 
instructiegroepen en is de groepsindeling niet gemaakt op basis van de voorkeursleerstijl van de 
betreffende respondenten. Dat zou kunnen betekenen dat het voor sommige respondenten tot een beter 
effect heeft geleid dan voor andere respondenten. Bij het repliceren van dit onderzoek zouden 
onderzoeksgroepen, naast een niveau-indeling op rekenvaardigheid, aanvullend samengesteld kunnen 
worden op basis van de voorkeursleerstijl van respondenten. 
Daarnaast is dit onderzoek uitgevoerd bij leerlingen van een academische basisschool die 
redelijk vertrouwd zijn met een open aanpak en vaker werken met minimaal geleide instructie. Om een 
zo objectief en betrouwbaar mogelijke onderzoeksopbrengst mogelijk te maken zou dit onderzoek 
herhaald moeten worden bij respondenten afkomstig uit dezelfde jaargroepen van ad-random 
geselecteerde basisscholen die evenredig verschillen op het gebied van gehanteerde instructievormen.    
 Het nu uitgevoerde onderzoek bij twee relatief kleine subgroepen maakt maar zeer kleine 
verschuiving op het gebied van zelfeffectiviteit meetbaar. We veronderstellen dat dit een beperking is 
van de opzet van dit onderzoek. Het onderzoek naar de mate van zelfeffectiviteit op basis van de 
robotica-interventie zou daarom met een grotere doelgroep-populatie herhaald moeten worden om 
meer meetgegevens te kunnen verzamelen om uitspraken te kunnen doen over de toename van 
zelfeffectiviteit op basis van een robotica-programmeeromgeving.  
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5.3 Praktische, maatschappelijke en theoretische relevantie 
 
Dit onderzoek draagt bij aan het praktisch vorm geven van roboticaonderwijs in de klas. Op basis van 
de uitkomsten van dit onderzoek kan geconcludeerd worden dat het niet uitmaakt welke 
instructievariant men kiest bij SRA-programmeren binnen een Lego robotica-context. Het 
leerrendement en leereffect is bij beide instructievarianten aanwezig. Derhalve zou men kunnen 
zeggen dat, met deze wetenschap, men ook zou kunnen matchen op instructiebehoefte van 
respondenten. Het leereffect en leerrendement wordt immers aantoonbaar geleverd door de interventie.  
 Dit onderzoek levert een bijdrage aan de theorievorming rondom computational thinking en 
ICT-onderwijs in de basisschool. De aangeboden robotica- programmeeromgeving geeft leerlingen de 
kans om via computertechnologie problemen systematisch te onderzoeken en op een creatieve en 
interactieve manier op te lossen met voldoende mogelijkheden voor differentiatie. Dat maakt de weg 
vrij voor een keuze op maat van de instructiebehoefte van de lerende wat aanhaakt bij de 
uitgangspunten van onderwijs op maat, onderzoekend leren en adaptief leren. Dat vraagt wel voor een 
leeromgeving waarin leerlingen op een minder geleide, zelfsturende en vrij open manier de 
mogelijkheden van ICT kunnen verkennen waarin de leerkracht een minder sterk sturende en meer 
begeleidende rol inneemt. Dit wordt ook bevestigd door de bevindingen van Slangen (2016) dat er een 
meer exploratieve, vrije leeromgeving gecreëerd moet worden omdat de leerkracht niet altijd tijd heeft 
voor begeleiding maar dat het noodzakelijk is dat de leerkracht beschikbaar is voor hulp, 
ondersteuning en begeleiding.  
Binnen het basisonderwijs is de inzet van ICT een belangrijk aandachtspunt. Scholen en 
leraren worden, gedwongen door de dynamische veranderingen in de maatschappij, onvermijdelijk 
geconfronteerd met de eis om ICT in hun onderwijs te integreren. Door het ontwikkelen van een beter 
zicht op hoe en wat kinderen leren met behulp van robotica-contexten zullen leerkrachten in staat 
gesteld worden om kinderen beter voor te bereiden op eisen en vaardigheden die in de toekomstige 
maatschappij op dit terrein worden geëist. Dat vraagt voor specifieke begeleidingsvaardigheden en 
leerkrachtcompetenties in het domein van onderzoekend leren met ICT en sluit nauw aan bij te 
verwerven 21
st 
century skills op het gebied van computational thinking. Een leraar moet door een 
gezamenlijke reflectie met de leerlingen tot verdieping komen waarin een onmisbare rol voor de 
leerkracht als reflective practitioner is weggelegd waardoor betekenisvol leren ontstaat.  
5.4 Vervolgonderzoek 
 
Uit het onderzoek wordt duidelijk dat de instructievariant geen significant effect heeft op de 
leerresultaten. Wel is het de vraag in hoeverre het type leerkrachtinterventies als zodanig van invloed 
is op het leren van de leerling. Het zou daarom nodig zijn om verder te onderzoeken in hoeverre de 
kwaliteit van leerkrachtinterventies leidt tot het verdiepen van het geleerde door de leerlingen. Daarbij 
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zou het uitgangspunt moeten zijn het niet alleen beter begrijpen van de SRA-cyclus, maar hoe het 
gericht toepassen van de SRA-cyclus leidt tot het meer efficiënter programmeren. Tevens zou het 
wenselijk zijn om te onderzoeken waarom leerlingen veelvuldig teruggrijpen op lineaire 
afhandelingsprocessen bij programmeren en te weinig gebruikmaken van parallelelle stromen ondanks 
dat ze daarover een uitgebreide instructie hebben ontvangen. 
 Ook zou het noodzakelijk zijn om te onderzoeken of andersoortige ICT-
programmeeromgevingen vergelijkbare of wellicht hogere leeropbrengsten genereren dan de nu 
gehanteerde Lego-robotica variant. Daarbij aantekenend dat het werken met fysiek, tastbaar te bouwen 
en te programmeren materiaal in een driedimensionale omgeving andere opbrengsten levert dan bij het 
alleen werken met een programmeeromgeving die zich afspeelt in puur en alleen het 
tweedimensionale, meer abstractere vlak. 
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Bijlage 1 Vragenlijst Self-efficacy 
 
 
 
Vragenlijst over Self-Efficacy 
door: Nardie Fanchamps 850563526 
 
Instructie: 
Op de volgende pagina’s vind je een aantal stellingen over wiskundig denken en probleemoplossen. Lees de stellingen goed door en geef bij 
iedere stelling aan wat voor jou persoonlijk van toepassing is. Je kunt per stelling kiezen uit de volgende antwoorden: 
“Volledig onjuist”  “Nauwelijks juist” “Enigszins juist”  “Volledig juist” 
 
Zet s.v.p. achter iedere stelling een kruisje in het hokje. Er zijn geen goede of foute antwoorden. Sla s.v.p. geen stellingen over. 
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Deel 1: Zelfeffectiviteit 
Zelfeffectiviteit: “Volledig 
onjuist” 
“Nauwelijks 
juist” 
“Enigszins 
juist” 
“Volledig 
juist ” 
         
1. Het lukt me altijd moeilijke problemen op te lossen, als ik er genoeg moeite voor doe. 
 
☐ 
 
☐ 
 
☐ 
 
☐ 
 
2. Als iemand mij tegenwerkt, vind ik toch manieren om te krijgen wat ik wil. 
 
 
☐ 
 
☐ 
 
☐ 
 
☐ 
 
3. Het is voor mij makkelijk om vast te houden aan mijn plannen en mijn doel te bereiken. 
 
 
☐ 
 
☐ 
 
☐ 
 
☐ 
 
4. Ik vertrouw erop dat ik onverwachte gebeurtenissen doeltreffend aanpak. 
 
 
☐ 
 
☐ 
 
☐ 
 
☐ 
 
5. Dankzij mijn vindingrijkheid weet ik hoe ik in onvoorziene situaties moet handelen. 
 
 
☐ 
 
☐ 
 
☐ 
 
☐ 
 
6. Ik kan de meeste problemen oplossen als ik er de nodige moeite voor doe. 
 
 
☐ 
 
☐ 
 
☐ 
 
☐ 
 
7. Ik blijf kalm als ik voor moeilijkheden kom te staan omdat ik vertrouw op mijn vermogen  
              om problemen op te lossen. 
 
 
☐ 
 
☐ 
 
☐ 
 
☐ 
 
8. Als ik geconfronteerd word met een probleem, heb ik meestal meerdere oplossingen. 
 
 
☐ 
 
☐ 
 
☐ 
 
☐ 
 
9. Als ik in een benarde situatie zit, weet ik meestal wat ik moet doen. 
 
 
☐ 
 
☐ 
 
☐ 
 
☐ 
 
10. Wat er ook gebeurt, ik kom er wel uit. 
 
 
☐ 
 
☐ 
 
☐ 
 
☐ 
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Deel 2: Welke bovenbouwgroep 
Je zit in de volgende groep: “Groep 7” “Groep 8” 
         
1. Leerling in: 
 
☐ 
 
☐ 
 
Deel 3: Sekse 
Je bent jongen of meisje: “Jongen” “meisje” 
         
1. Sekse: 
 
☐ 
 
☐ 
 
 
Het volgende onderdeel wordt door de onderzoeker zelf ingevuld op basis van observatie! 
Deel 4: Resultaat voormeting/nameting 
Roosterdiagram “Ja” “Nee” 
         
1. Roosterdiagram correct opgelost: 
 
☐ 
 
☐ 
Algoritme: “Ja” “nee” 
         
2. Algoritme toegepast: 
 
☐ 
 
☐ 
Constructie algoritme: “Ja” “Nee” 
         
3. Een correct algoritme geconstrueerd: 
 
☐ 
 
☐ 
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Bijlage 2 Voormeting – Nameting Wiskundeprobleem 
 
 
Naam: 
Bereken het aantal kortste wegen van A naar B 
 
Bereken het aantal kortste wegen van A naar B 
 
Berekenen het aantal kortste wegen van A naar B 
 
Bereken het aantal kortste wegen van A naar B 
 
Bereken het aantal kortste wegen van A naar B 
 
Bereken het aantal kortste wegen van A naar B 
 A 
B 
A 
B 
B 
A 
A 
B 
B 
A 
A 
B 
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Bijlage 3 Programmeeropdrachten Lego Robotica 
 
 
Opbouw praktische uitvoering en Lego robotica-context problemen 
Basisinstructie  
Verkenning hardware onderdelen van de robot Motoren, sensoren, PLC besturingseenheid, 
kabels, ingangen en uitgangen 
Verkenning software Verkenning van het computerprogramma, hoe 
maak je een nieuw programma, wat is het 
werkscherm, verkenning knoppenbalken, welke 
functies 
Een voorbeeld computerprogramma Bekijken van een voorbeeld 
computerprogramma 
Maken en een eerste programma We maken een eerste programma waarin de 
robot 4 seconden vooruit rijdt op het vermogen 
van 50. Het programma wordt naar de robot 
geladen 
Maken van een tweede programma We maken een tweede programma waarin de 
robot 8 seconden achteruit rijdt op een 
vermogen van 20. Het programma wordt naar 
de robot geladen. 
Maken van een derde programma We maken een derde programma waarin de 
robot eerst 4 seconden vooruit rijdt, een bocht 
van 90 graden naar rechts maakt, dan 2 
seconden vooruit rijdt en vervolgens stopt. 
Maken van een vierde programma We maken een vierde programma waarin de 
robot eerst 3 seconden achteruit rijdt, een bocht 
van 90 graden naar links maakt, dan 3 
seconden vooruit rijdt en vervolgens stopt. 
Nadat de robot gestopt is speelt hij gedurende 5 
sec. een geluid af. 
 
20 programmeerproblemen 
Stappen herhalen 
Een programma dat de robot hetzelfde laat doen op verschillende manieren. Het is de kunst om 
een programma zo slim mogelijk te maken. 
 
1 laat de robot een klein stukje rijden, dan een hoek van 90 graden draaien, dan weer een 
stukje rijden, hoek draaien tot alle blokken geweest zijn. De blokken 1, 3, 5 en 7 zijn 
allemaal hetzelfde ingesteld. De blokken 2, 4, 6, en 8 zijn ook hetzelfde ingesteld. 
2 De motor blokken doen hetzelfde als in programma 1. Maar om het programma is een 
herhaalopdracht gemaakt die zegt dat de twee blokken viermaal uitgevoerd moeten 
worden. 
3 Laat de robot een vierkantje rijden. Het vierkant moet 3 keer uitgevoerd worden.  
Programmavoorbeeld: 
1. Blok 1 vooruit 1 sec snelheid 75; blok 2 draai een bocht naar rechts 1,8 sec en snelheid 
75; blok 3 zie blok 1; blok 4 zie blok 2, blok 5 zie blok 1 enz. tot en met blok 8 
2. herhaalroutine tel tot en met 4, blok 1 vooruit 1 sec snelheid 75; blok 2 draai een bocht 
naar rechts 1,8 sec en snelheid 75; 
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4 Laat de robot een driehoek rijden. De driehoek moet 4 keer uitgevoerd worden. 
5 Laat de robot een cirkel rijden. De robot moet 5 rondjes rijden. 
 
 
 
Reageren op de omgeving 
Om te reageren op de omgeving beschikt de robot over sensoren. Een sensor is een voeler die 
afhankelijk van het type op een bepaalde manier ingesteld kan worden. Zo kun je bij de 
geluidsensor de sterkte van het geluid instellen waarbij de computer een actie gaat 
ondernemen. Bij de ultrasone sensor stel je de afstand in waarop de robot gaat reageren. 
 
6 Laat de robot vooruit rijden. De robot stopt zodra deze een geluid detecteert (geluid: klappen in 
handen). 
7 De robot start na 1 seconde met vooruit rijden zodra deze een geluid detecteert (klappen in 
handen). De robot blijft vooruit rijden tot het geluid wederom wordt gedetecteerd, maakt een 
bocht naar rechts en stopt dan. 
8 Laat de robot vooruit rijden. De robot stopt zodra deze op 30 cm een hindernis detecteert. 
9 Laat de robot vooruit rijden. De robot maakt een bocht naar links zodra deze op 30 cm een 
hindernis detecteert. 
10 Laat de robot vooruit rijden. De robot maakt eerst een bocht naar links zodra deze op 30 cm 
afstand een hindernis detecteert. De robot maakt bij detectie van de tweede hindernis op 30 
cm afstand een bocht naar rechts. 
11 Laat de robot achteruit rijden. De robot stopt, rijdt 2 seconden vooruit, maakt een halve draai 
naar rechts en rijdt weer 1 seconde achteruit zodra deze met de tastschakelaar tegen een 
hindernis aanrijdt.  
12 Laat de robot vooruit rijden. De robot stopt zodra deze op 30 cm een hindernis detecteert, rijdt 
achteruit en maakt een halve draai naar rechts. Daarna rijdt de robot weer vooruit en herhaalt 
dit proces zich eeuwig. 
De omschakelfunctie inzetten 
We gaan nu een robot maken die net zolang rechtdoor rijdt tot dat deze een object tegen komt. 
De robot zal dan achteruit rijden een draai maken en een andere route kiezen en vervolgens 
weer rechtdoor rijden. Dit herhaalt zich eeuwig.  
 
13 Laat de robot vooruit rijden. Zodra de robot op 10 cm afstand een hindernis detecteert stopt de 
robot en rijdt vervolgt 2 sec. achteruit. 
14 Laat de robot vooruit rijden. Zodra de robot op 10 cm afstand een hindernis detecteert stopt de 
robot, rijdt vervolgt 2 sec. achteruit, maakt een draai van 90° naar links en rijdt dan weer 2 
seconden rechtdoor en stopt dan. 
15 Laat de robot vooruit rijden. Zodra de robot op 10 cm afstand een hindernis detecteert stopt de 
robot, rijdt vervolgt 2 sec. achteruit, maakt een draai van 90° naar links en rijdt dan weer 
rechtdoor totdat de volgende hindernis gedetecteerd wordt. De robot stopt dan. 
16 Laat de robot vooruit rijden. Zodra de robot op 10 cm afstand een hindernis detecteert stopt de 
robot, rijdt vervolgt 2 sec. achteruit, maakt een draai van 90° naar links en rijdt dan weer 
rechtdoor totdat de volgende hindernis gedetecteerd wordt. Op 10 cm afstand van deze 
nieuwe hindernis stopt de robot, rijdt 2 sec. achteruit, maakt een draai van 90° naar rechts en 
rijdt dan weer rechtdoor totdat de volgende hindernis gedetecteerd wordt. De robot stopt dan. 
17 Laat de robot vooruit rijden. Zodra de robot op 10 cm afstand een hindernis detecteert stopt de 
robot, rijdt vervolgt 2 sec. achteruit, maakt een draai van 90° naar links en rijdt dan weer 
rechtdoor totdat de volgende hindernis gedetecteerd wordt. Op 10 cm afstand van deze 
nieuwe hindernis stopt de robot, rijdt 2 sec. achteruit, maakt een draai van 90° naar rechts en 
rijdt dan weer rechtdoor totdat de volgende hindernis gedetecteerd wordt. Vervolgens herhaalt 
dit proces zich eeuwig. 
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18 De robot rijdt vooruit. Zodra deze op 30 cm een afstand detecteert stopt de robot, rijdt 
achteruit, maakt een halve draai  naar rechts en rijdt dan weer rechtdoor totdat hij een nieuwe 
hindernis tegenkomt. Dit proces herhaalt zich eeuwig. 
19 De robot rijdt achteruit. Zodra deze op 30 cm een hindernis detecteert rijdt hij achteruit totdat 
hij achteruit tegen een obstakel aanrijdt. De robot rijdt dan 1 seconde vooruit, maakt een draai 
van 90° naar rechts en rijdt dan weer rechtdoor totdat de volgende hindernis gedetecteerd 
wordt. Dit proces herhaalt zich eeuwig. 
20 De robot rijdt vooruit. Zodra deze op 50 cm een hindernis detecteert maakt de robot een draai 
van 90° naar rechts, rijdt dan weer rechtdoor en zodra de robot op 30 cm een hindernis 
detecteert maakt de robot een draai van 90° naar links en rijdt dan weer rechtdoor. Dit proces 
herhaalt zich eeuwig 
 
 
 
Challenge test 
In deze challenge test laten de leerlingen zien dat zij de robot op een actietafel succesvol vanuit het 
startvak naar het eindvak kunnen laten rijden. Op de actietafel komt de robot diverse hindernissen 
en een middenvak tegen en moet de robot verschillende opdrachten (commando’s) uitvoeren. De 
groep die dit lukt op de meest efficiënte en snelste manier is de winnaar.  
1 Laat de robot vanuit het startvak naar het eindvak rijden tussen twee hindernissen door. De 
snelste tijd uit 3 pogingen telt 
2 Laat de robot vanuit het startvak naar het eindvak rijden tussen vier hindernissen door. De 
snelste tijd uit 3 pogingen telt. 
3 De robot rijdt vanuit het startvak naar het middenvak. In het middenvak stopt de robot en speelt 
een geluid van 10 seconden af. Vervolgens rijdt de robot door naar het eindvak. 
4 De robot rijdt vanuit het startvak via het middenvak naar het eindvak. Daarbij laveert de robot 
tussen alle hindernissen door. Halverwege het parcours rijdt de robot in het middenvak twee 
cirkels clockwise. 
5 De robot rijdt vanuit het startvak naar het eindvak en weer terug naar het startvak. Daarbij 
laveert de robot tussen alle hindernissen door. De groep die de snelste eindtijd kan neerzetten 
is de winnaar. Voor elke keer dat de robot een hindernis raakt wordt 1 strafseconde opgeteld 
bij de eindtijd. 
 
 
 
