The Poisson-Boltzmann equation (PBE) is one important implicit solvent continuum model for calculating electrostatics of protein in ionic solvent. We recently developed a PBE solver library, called SDPBS, that incorporates the finite element, finite difference, solution decomposition, domain decomposition, and multigrid methods. To make SDPBS more accessible to the scientific community, we present an SDPBS web server in this paper that allows clients to visualize and manipulate the molecular structure of a biomolecule, and to calculate PBE solutions in a remote and user friendly fashion. The web server is available on the website https://lsextrnprod.uwm.edu/electrostatics/.
Introduction
Electrostatic interaction has long been a focus in the biophysical and biochemical fields due to its dominant role in most biological systems [19, 23, 26, 38, 46] . A large number of modeling schemes have been proposed for predicting electrostatic potential induced by solvated biomolecues. One of them is a continuum implicit solvent model -the Poisson-Boltzmann equation (PBE) . From the classic electromagnetic and thermodynamic points of view [31, 33, 54] , PBE is a successful model for simulating biophysical systems because it captures the most important features of electrostatic interactions. It has proven to be valuable in many application problems, including protein folding [17] , protein-protein or protein-ligand binding [8, 28, 42] , pKa shifting [7, 43, 45] and ion-channel problems [58] .
However, PBE is difficult to solve numerically because of its intrinsic singularity, strong nonlinearity, and complicated interface geometry between biomolecule and solvent. Since the 1980s, numerous efforts have been made to solve PBE by various numerical techniques (such as finite difference, finite element, and boundary element methods) and typical linear and nonlinear iterative methods (such as the successive overrelaxation method, the conjugate gradient method, the inexact-Newton method, the multigrid method, and numerical optimization methods) [2, 3, 14, 21, 24, 38, 39, 47, 48, 62] . These efforts have resulted in several popular PBE software packages and web servers, such as Delphi [50, 53] , APBS [55] , PBSA [40, 57] , PBEQ [30] , MIBPB [10] (http://23.239. 23 .221/MIBPBweb/index.php), and UHBD [13] . In these program packages (APBS also contains an adaptive finite element PBE solver developed in Holst's group [4, 24, 25] ), PBE was discretized by a finite difference method due to its simplicity and efficiency in implementation, together with some special numerical techniques for improving numerical accuracy and numerical stability. For example, "focusing" schemes were adopted by PBEQ and APBS, and "matched interface and boundary" and "immersed interface" techniques were adopted to MIBPB and PBSA, respectively, to deal with irregular interface and discontinuous interface conditions. Thanks to improvements in algorithms and hardware performance over the years, numerical solutions with certain accuracy can now be produced from these PBE softwares. Meanwhile, visualization of the numerical results from PBE calculation has also been an important aspect of the PBE software development. While popular visualization tools, such as ParaView [1] , VMD [27] , and PyMol [51] , have played important roles in analyzing and understanding the rich data produced from PBE calculations, a PBE solver web server promotes the development of web-based visualization tools to enable end users to directly use a PBE solver and a visualization tool for their electrostatics calculations and analysis with no need for software installation or direct access to high performance computing.
To further improve the accuracy and numerical stability of PBE numerical solutions, we recently developed new numerical PBE solvers using finite element, finite difference, solution decomposition, domain decomposition, and multigrid methods [29, 34, 35, 59, 63, 65] . A collection of these solvers provides us with a new PBE solver library, which we refer to as SDPBS (Solution Decomposition Poisson-Boltzmann Solvers), since the core parts of these solvers are constructed from a decomposition of PBE solution.
It has been well established that the PBE solution singularity difficulty can be overcome by solution decomposition techniques. So far, several PBE solution decomposition formulas were proposed [11, 12, 59, 67, 68] . The one from [12] has been adopted to the improvement of software packages MIBPB [22] and PBSA [57] for example. In SDPBS, we used the one developed by our group [59] , which splits the PBE solution as a sum of three functions, G, Ψ, andΦ (see (2.3)), according to electrostatic contributions from the biomolecular charges, the boundary and interface conditions, and the ionic solvent charges, respectively. Since G is a known function, which collects all the PBE singularity points, both Ψ andΦ become twice differentiable in the solute region and solvent region, respectively [59] . Consequently, the PBE solution can be found from calculating Ψ andΦ without involving any singular difficulty. Note that our solution decomposition differs from the ones from [11, 12, 67, 68] . For example, in [12] , the PBE solution was split within Dp only, resulting in different interface problems from ours.
Another main feature of our SDPBS is our use of finite element techniques and unstructured interfacematched tetrahedral meshes in addressing interface conditions. In fact, when the interface problems of Ψ and Φ are reformulated to variational forms, the interface conditions have been treated naturally without requiring any further numerical approximation. Because of using our new modified Newton minimization scheme, the state-of-the-art finite element library DOLFIN [37] from the FEniCS project, and the scientific computation toolkit PETSc [5, 6] , our SDPBS solvers have been shown to work efficiently and effectively for various biomolecules [59, 65] .
Because our SDPBS is built on several program libraries written in C++, C, Fortran, and Python, its distribution and installation may become difficult for the users who do not have much knowledge in computer science. This motivates us to develop a SDPBS web server to simplify the accessibility of SDPBS. Furthermore, SDPBS is an ongoing software development project. It will be frequently updated to improve its performance, and will be expanded to include our new nonlocal continuum dielectric software packages reported in [29, 60, 61] . By way of the SDPBS web server, the end users always has access to the most up-to-date version of SDPBS for their calculations. We will make announcements on the web server whenever SDPBS has major updates.
The SDPBS web server will be designed in a modular fashion so that other functionalities can be conveniently added to the web server as future extensions. Visualization of molecular structures as well as the calculated numerical results is critical for visually inspecting and demonstrating biochemical and biophysical properties of molecules. Traditionally, molecular visualization is performed by stand-alone software toolkits, such as Chimera (http://www.cgl.ucsf.edu/chimera/) or VMD (http://www.ks.uiuc.edu/Research/vmd/). As mobile devices are becoming popular, many software developments are now shifting to web-based or cloud-based platforms, where users can directly visualize 3D graphical models in browsers anywhere, anytime, as long as an internet connection is available. Among several early attempts to this end, Jmol (http: //jmol.sourceforge.net/) is one of most widely used tools to support 3D visualization of molecular structures of biomolecules and chemical compounds. It has been applied to many web servers, including the recently-released MIBPB web server (http://23.239.23.221/MIBPBweb/index.php). While Jmol finds great success in molecular graphics, it is however limited to relatively small models as it lacks hardware acceleration support, making it difficult to visualize simulation results or inspect meshes of large molecules. A good alternative to Jmol is a web version of the popular graphics library OpenGL, called WebGL (https://www.khronos. org/webgl/). In the present work, we shall use this relatively new graphics API to design the visualization part of our client-server framework.
The remainder of the paper is organized as follows. In Section 2, we introduce the PBE model and its two numerical solvers. In Section 3, we give the formulas for computing electrostatic solvation free energy and binding free energy. In Section 4, we describe the framework of our SDPBS web server and some implementation techniques used in the web-server development. In Section 5, we report some numerical examples to demonstrate the performance and application of SDPBS.
PBE definition and solvers
In SDPBS, we calculate the electrostatics of a protein molecule with np atoms (or other biomolecules or complexes) immersed in a symmetric 1:1 ionic solvent through numerically solving the PBE model as follows:
where Dp denotes a protein region that hosts the protein molecule, Ds is a solvent region, and Γ denotes the interface between Dp and Ds, ϵp and ϵs are two permittivity constants for Dp and Ds, r j and z j are the position and charge number of atom j, respectively, n(s) denotes the unit outward normal vector of Dp,
ϵ0k B T , g is a boundary value function, δ(r − r j ) denotes the Dirac-delta distribution at atomic position r j [49] , and ∂Ω denotes the boundary of a bounded domain Ω satisfying that
Here, ϵ 0 , ec , k B , T, N A , and Is are the permittivity of vacuum, the electron charge, the Boltzmann constant, the absolute temperature, the Avogadro number, and the ionic strength, respectively, and we often select Ω as a box domain or a spherical domain. See Figure 1 for an illustration on the domain partition. When the absolute value of electrostatic potential u is less than 1 over the solvent region Ds, we can linearize (2.1) to obtain a linearized PBE model (LPBE) in the form
To overcome the solution singularity difficulty caused by Dirac-delta distributions, we construct the PBE solution u by using the solution decomposition formula
where G is given in the analytical expression
Ψ is a solution of the following linear interface boundary value problem,
andΦ is a solution of the following nonlinear interface boundary value problem,
Clearly, when |u(r)| < 1 for r ∈ Ds, (2.6) can also be linearized into the following linear interface problem:
The solutionΦ l of the above linear interface problem will be selected as a default initial guess to the solutioñ Φ of nonlinear interface problem (2.6) in our modified Newton minimization algorithm for solving (2.6). Moreover, using the solutionΦ l of (2.7), we obtain the solution u l of LPBE by the formula
As shown in [59] , both Ψ andΦ are twice continuously differentiable within Dp and Ds. Hence, both (2.5) and (2.6) are well defined in strong partial derivatives. Therefore, they can be solved numerically by either a finite difference method or a finite element method.
On the other hand, from the expression (2.4) of G it can be seen that G has the singularity points at atomic positions r j for j = 1, 2, . . . , np, implying that the PBE solution u is singular. Due to this reason, the PBE model (2.1) and the LPBE model (2.2) should be redefined by the solution decomposition formulas (2.3) and (2.8), respectively, to make sense in strong partial derivatives.
Traditionally, the PBE model (2.1) was solved directly after it was modified by substituting each Diracdelta distribution δ(r−r j ) to a numerical approximation function δ h (r−r j ) constructed by a fractional weighted charge assignment scheme based on a grid mesh of domain Ω with mesh size h [32] . Such a modification results in a modified PBE model that is well defined, but it still causes serious difficulties in the calculation of PBE numerical solutions. In fact, due to the fact that u h → u as h → 0, the numerical solution u h of such a modified PBE model may become more and more bumpy a smaller and smaller h is used. Hence, it is necessary for us to use solution decomposition techniques to effectively overcome the difficulty of solution singularity.
In the starting version of our web server, two particular PBE solvers are incorporated for users to select. One is the finite element PBE solver proposed in [59] . It is developed based on an unstructured interface-fitted tetrahedral mesh of Ω to fully take advantages of the finite element method in handling the complicated surface shape of interface Γ and the interface conditions. The second one is a novel finite element and finite difference hybrid solver of PBE proposed in [65] . It is constructed based on the Schwarz alternating domain decomposition method and a novel seven-boxes partition of Ω for the purpose of taking advantages of both finite element and finite difference methods. It has been shown to be able to significantly improve the performance of the PBE finite element solver in both CPU time and computer memory amount, especially for large biomolecule cases. Both PBE solvers can guarantee the numerical convergence and numerical stability [59, 65] .
One main feature of our PBE solvers is a new modified Newton minimization algorithm for solving (2.6) forΦ. While the detailed description of this algorithm can be found in [59] , we shortly review it here for clarity.
After both G and Ψ are calculated, the interface boundary value problem (2.6) is reformulated as the variational minimization problem:
where M denotes a finite element function space as a subspace of the usual Sobolev function space
M 0 is a subspace of the Sobolev function space H 1 0 (Ω), and J is defined by
with a(u, v) being a bilinear functional given by
The modified Newton minimization algorithm is then defined as a sequence of iterates, {Φ (k) }, as follows:
is an initial guess, λ k is a step length, and p k is a search direction defined by the Newton equation:
Here J ′ (Φ) and J ′′ (Φ) denote the first and second Fréchet-derivative of J atΦ, respectively. They can be found as follows:
As a descent search method, our modified Newton minimization algorithm can be shown to converge globally [15, 44] .
Furthermore, we find that the Newton equation (2.11) can be rewritten in the strong partial derivative form as a linear interface boundary value problem as follows [65] :
(2.12)
Due to this equivalence, our modified Newton minimization algorithm can also be implemented based on the finite difference approach. Obviously, the performance of our PBE finite element solver is mainly determined by that of a linear iterative method for solving the linear interface boundary value problem (2.5) and the Newton equation (2.11) or (2.12). In SDPBS, each involved linear system generated from finite element approximation is solved by the preconditioned conjugate gradient method (PCG) with incomplete LU preconditioning (PCG-ILU) until the absolute and relative residue errors less than a given tolerance (10 −7 by default). Here an unstructured interface fitted tetrahedral mesh has been used to well approximate the interface Γ. Such a finite element solver can yield a numerical solution of PBE in high accuracy in comparison to the case of using an uniform finite difference mesh [29] . However, it also causes geometric multigrid techniques no longer to work, and requires extra memory locations to store the mesh data. In addition, the nonzero entries of the coefficient matrix of each involved linear system are required to store for the finite element solver. These shortcomings motivated us to develop the PBE hybrid solver to fully take advantages of both finite element and finite difference methods. Our PBE hybrid solver is a modification of our PBE finite element solver. It uses a new seven-box iterative scheme for solving Ψ and search direction p k based on a novel seven overlapped box partition of a cubic domain Ω with the central box containing Dp surrounding by other six neighboring boxes. The finite element method is then applied to the central box to deal with the interface problem while the finite difference method is used to solve a Poisson like boundary value problem defined on each neighboring box. Using an uniform Cartesian mesh, we developed a PCG with multigrid V-cycle preconditioning to solve each system of finite difference equations optimally in the sense that the convergence rate is independent of the mesh size h. Consequently, a hybrid solver is obtained to solve PBE more efficiently than the finite element solver. See [65] for the details of our PBE hybrid solver.
In SDPBS, the initial iterateΦ (0) can be selected as zero or a solution of a linearized equation (2.7) [35] , and the kth iterateΦ (k) is output as a numerical solution of (2.6) provided that 
Electrostatic solvation and binding free energy calculation
One important application of PBE is to predict the solvation free energy ∆E of a biomolecule. Usually, ∆E is split as
where Ees and Enp denote the polar and non-polar parts of ∆E, respectively. Enp reflects some non-electrostatic properties depending on surface area, volume, hydrodynamic pressure, and Lennard-Jones potential [56] . Its calculation will be added to SDPBS in the next version of our web server. In the implicit solvent continuum dielectric approach, the polar part Ees is commonly estimated in the units of kilocalories per mole (kcal/mol) by 
In particular, when the ionic strength Is = 0, the solvent becomes the pure water, implying from (2.6) that Φ = 0. Hence, the electrostatic solvation free energy for a protein in water can be simply calculated by
Figure 2: A cross section view of a tetrahedral mesh of the central box, which is used to define the PBE hybrid solver, for a protein (PDB: ID 1C4K). Here the protein region Dp is colored in blue.
As another important application, PBE is widely used to compute a binding free energy, E b , to study the salt dependance of two molecules A and B binding as a complex C [8, 20, 52] . In SDPBS, we calculate E b by Is) , (3.4) where E(X, Is) denotes an electrostatic free energy of molecule X from the water state to the salt solution state with the ionic strength Is ∈ (0, 1). Since the sum of G and Ψ gives the potential in the water state, E(X, Is) can be simply computed by 
(3.6)
Computationally, the slope m can be predicted in the following three steps:
1. Select ξ j = a 1 + jτ for j = 0, 1, 2, . . . , l, with τ > 0 and l being the largest number satisfying a 1 + lτ ≤ a 2 . 2. Calculate binding energies E b (I s,j ) with I s,j = e ξ j for j = 0, 1, 2, . . . , l by a PBE solver.
3. Predict m as the slope of a best fitted line determined by the set of computed binding energies. 
Framework of SDPBS web server
In this section, we describe a framework of our SDPBS web server. As illustrated in Figure 3 , our SDPBS web server contains the following four major components:
1. The SDPBS solver library. Currently, it contains two PBE solvers reported in [59, 65] .
2. An application toolkit for biochemical and biophysical analysis and applications. It computes various biophysical quantities in terms of electrostatic potentials such as electrostatic solvation free energies, binding free energies, and ionic concentrations. 3. A web-based tool for visualizing PBE numerical solutions and application results. It can visualize biomolecular structures, electrostatic potential distribution on a molecular surface, and iso-surfaces of PBE numerical solutions, as well as tetrahedral finite element meshes on the web server directly. 4. A client-server interactive graphic user interface for inputing data and parameters, monitoring the whole calculation process in real time, and visualizing numerical solutions and application results.
Our goal is to produce an integrated biomolecular analysis tool with minimum client software and hardware requirements such that our SDPBS software package can be easy to access for the scientific and educational communities. Equipped with a new web-based visualization tool and a client-server interactive graphic user interface, end users can carry out biomolecular analysis according to the PBE numerical results generated from SDPBS directly on the web server.
SDPBS software development
In order to take advantage of the efficiency of compiled languages and the usability, maintainability, and interoperability of a high level scripting language, we wrote the software package SDPBS in a mixture of C++, C, Fortran, and Python. The state-of-the-art finite element library DOLFIN [37] from the FEniCS project was employed to implement our finite element solvers. To solve each system of finite element linear equations, we directly called the PCG-ILU iterative algorithm from the scientific computation toolkit PETSc [5, 6] . We developed a new interface-fitted tetrahedral mesh generator, called GAMer II, as an extension of a molecular surface and volumetric mesh generation program package, called GAMer [66] . With GAMer II, we can generate tetrahedral meshes for a rectangular or spherical domain of Ω and three molecular interfaces -the Gaussian surface, the solvent-excluded surface (SES), and the solvent-accessible surface (SAS) [64, 66] . Furthermore, we wrote a program in C to adaptively generate the seven overlapped boxes of Ω and a mesh of the central box that mixes an uniform Cartesian mesh with an unstructured finite element mesh for our PBE hybrid solver as illustrated in Figure 2 . In GAMer II, the C++ program TetGen (http://wias-berlin.de/software/tetgen/1.5/index. html) was adopted to generate tetrahedral meshes. All the Fortran, C and C++ programs were converted into Python extension modules by the Fortran-to-Python interface generator f2py (http://cens.ioc.ee/projects/ f2py2e/) and the software development tool SWIG (http://www.swig.org). To merge well with this web server, we wrapped SDPBS as one independent Python library.
The Gaussian surface is a default selection for generating the interface Γ in SDPBS. According to recent studies [36] , we can produce a Gaussian surface similar to SES through properly setting the two controlling parameters (the decay rate and isovalue) of the Gaussian surface option.
An interactive client-server architecture
The web server follows a standard client-server architecture, as illustrated in Figure 3 . Parameter input, results output, and visualization tools comprise the front end or client side of the server, while the SDPBS solver library and application toolkit comprise the back end or server side of the server. These two divisions communicate with each other through an internet connection.
The front end provides a 3D visualization environment for user's manipulations (see below for detail) and serves as a graphical user interface for parameter-tuning. The interface takes PDB or PQR file(s), which indicate biomolecular structure information, as input, and allows end users to adjust the parameters of our PBE solvers to control the quality of PBE numerical solutions and other biophysical quantities to be predicted. These parameters enable users to customize the performance of our SDPBS by changing dielectric constants, directing mesh quality, and adjusting linear solver accuracies. All the parameters are grouped in a file that can be automatically loaded during calculation. In order to provide a neat interface appearance and simplify the usage of SDPBS, only the most important parameters are exposed on the user-facing page. All the parameters have default values, which can be adjusted if necessary. The front end's graphical user interface is implemented with a combination of HTML5, CSS, JavaScript, and PHP.
The back end of the software package takes charge of all numerical tasks involving heavy PBE calculations. As the kernel computation module, SDPBS itself is organized as a complete and independent software package, serving as a program library to efficiently solve PBE. Once all required input parameters are received from the user interface, SDPBS will automatically invoke appropriate library functions to generate finite element meshes, assemble and solve linear systems, calculate and save results, and perform applications such as solvation and binding free energy calculations.
A separate LAMP (Linux, Apache, MySQL, PHP) server acts as an intermediary between the client side and the computational back end. It accepts and sanitizes parameter settings from the client, relays them to the computational node, and sends calculation results back to the client via visualization data and a download link to a zipped file containing output files. The user may specify several output formats for download. These files can then be used in external visualization software, such as VMD and ParaView.
A web-based visualization tool
Our program uses WebGL (Web Graphics Library) to render molecular models on the front end. WebGL is a graphical library, equipped with a pure JavaScript, hardware-accelerated and object-oriented programming environment, which allows users to visualize and interact instantly with molecular data in any modern desktop or mobile web browser. Currently, WebGL is supported by the most popular web browsers (including Chrome, FireFox, Safari and Window Edge, etc.) without needing plugins. Thanks to these features, the users of our SDPBS can acquire high quality visualization in a convenient and interactive environment, and are able to access the application from anywhere through the internet with minimum software and hardware requirements.
With WebGL, our package now supports displaying finite element meshes and electrostatic potentials. Most notably, as a direct result of solving PBE, the electrostatic potential can be plotted as biomolecular surface mappings. Users can also translate, rotate, and zoom these geometric objects via simple mouse clicks.
The visualization component of the website will be continually updated after initial publication; future functionalities are planned to include: the ability to superimpose electrostatic potential mappings over the biomolecular structure; the ability to view iso-surfaces or slice views of electrostatic potential and ionic concentration results; and a control panel that allows users to adjust detailed view settings such as plotting methods, lighting and coloring schemes.
Numerical tests and validations
In this section, we present some numerical results produced from SDPBS to demonstrate the efficiency, stability and some visualization features of the SDPBS web server. For simplicity, we used the original PDB files downloaded from the Protein Data Bank (PDB) (http://www.rcsb.org/), and then converted them to PQR files by the program tool PDB2PQR (http://www.poissonboltzmann.org/pdb2pqr/) [16] to get the atomic coordinates, atomic charges, atomic radii, and the hydrogen atoms that are missed in the PDB file. All the tests were done on our Mac Pro Workstation with 3.7 GHz Quad-Core Intel Xeon E5 processor and 64 GB memory. Unless explicitly mentioned, we used the following parameter values: ϵp = 2.0, ϵs = 80.0, Is = 0.1, and T = 298.15, and generated the biomolecular surface using the Gaussian function.
Performance of SDPBS for proteins
In these tests, we solved the PBE and LPBE models using both the PBE finite element solver and PBE hybrid solver for twelve proteins with the numbers of atoms up to 11,439. In the calculations, we set the boundary value function g = 0, selected the domain Ω as a cubic box with side length L = 2diam(Dp), and measured the CPU time in seconds. Here, diam(Dp) = max{|r − r ′ | | r, r ′ ∈ Dp}, which is called the diameter of protein region Dp. In the test, all the parameters were set as their default values (see Appendix) except that MeshSizeUpperLimit was set as 20000 and MeshSizeLowerLimit was set as 500, respectively, for the purpose of reducing the number of mesh points. The numerical results are reported in Table 1 .
From Table 1 we can see that both PBE solvers took only about 5 to 43 seconds for the proteins on a mesh with up to 50000 mesh points, showing the high efficiency of our SDPBS web server in the calculation of electrostatic solvation free energy Ees as defined in (3.2).
Validation tests on SDPBS
Clearly, the numerical solution sequences {Ψ h } and {Φ h } of (2.5) and (2.6), calculated on a sequence of meshes of Ω, lead to a sequence {E es,h } of approximations to electrostatic solvation free energy Ees. For a convergent and numerically stable PBE solver, the sequence {E es,h } should vary around Ees in a small range as h → 0. Hence, this property can be used to verify the numerical behavior of a PBE solver since the exact solution of PBE is usually unknown in the case of protein calculation.
To validate the convergence of our SDPBS in the calculation of Ees, we calculated Ees by the formula (3.2) for a set of 100 proteins, which we selected from a protein database maintained by Prof. Ray Luo on his home page http://rayl0.bio.uci.edu/rayl/. In these tests, we repeated the calculation of Ees using six successively refined meshes for each protein. For short, these computed values of Ees were reported in Figure 4a in terms of their averages over the 100 proteins. Since the analytical value of Ees is unknown, we took the value of Ees from the finest mesh as the reference to calculate the relative errors of other five computed values of Ees. We then reported them in Figure 4b in the averages of these relative errors over the 100 proteins. Here, the averaged numbers of mesh points over the 100 meshes for the six mesh sets are 21362, 35036, 43856, 56716, 137681, 239518, the averaged mesh sizes of hmax are 21.78, 16.04, 12.30, 10.24, 8.78, 7.68 respectively, and the averaged mesh sizes of h min are 0.15 for the six mesh sets. Here hmax = max T∈T diam(T), and h min = min T∈T diam(T) with diam(T) denoting the diameter of a tetrahedron T. All the parameters were set as their default values (see Appendix) except that DIM_SCALE = 1.99, PRO_PART was set as 6, 8, 10, 12, 14, 16 , MIN_RATIO was set as 1.5, 1.2, 1.2, 1.2, 1.1, 1.1, and MAX_VOLUME was set as 1000, 100, 10, 5, 1, 0.5 for for the six sets of meshes, respectively.
From Figure 4 we can see that the values of Ees produced by the finite element solver were almost the same as those by the hybrid solver, which varied in a very small range, and their relative error values changed less than 0.01 only as the averaged number of mesh points was increased from 21,362 to 239,518. These tests confirm the convergence and numerical stability of our SDPBS web server in the calculation of electrostatic solvation free energy Ees.
Tests on binding free energy calculation
Our SDPBS web server provides the end user with a function to calculate the binding free energy. As an example, we did tests on this function using a DNA-drug complex (PDB ID: 1D86). The PQR files were the same as the ones used in [18] . An experimental value of a scaled dimensionless slope, ms, was determined chemically as ms = −1.51 [9, Table 3 ]. We converted it to a value of m, m = 0.8946 kcal/mol, by the formula m = −ms N A k B T/4184.
In our numerical tests, we set τ = 0.2 and l = 11 for a 1 = −3 and a 2 = −1, which corresponds to 0.05 ≤ Is ≤ 0.37. We then constructed three meshes with 259903, 261512, and 233983 mesh points for the DNA-drug complex, DNA, and drug, respectively. Here we used the same parameter values for the complex, DNA and drug, which were set as default values except that DIM_SCALE = 1.99, MIN_RATIO = 1.2, PRO_PART = 12, OVER_POW = 2, DOM_RATIO = 5, and MAX_VOLUME = 100 for mesh generations. The calculated values of binding free energy E b on the SDPBS web server were plotted in Figures 5, together with their best fitted line determined by the linear least square fitting regression scheme. The slope of this best fitted line was found to be 0.8886 ± 0.003, which is close to the experimental slop m = 0.8946. Remarkably, the deviation is only 0.003, implying that all the computed binding energies almost lie on a straight line. Hence, our test results agree well with the experimental observation that the binding free energy E b has a linear relationship with the variable ξ = ln Is (or log Is) as given in (3.6). Table 3 ], and E b is defined in (3.6). 
Visualizations of PBE solution on molecular surface
In a future update, we plan to add a functionality to the web-based visualization tool that allows users to view an iso-surface (known as equipotential surface) of the electrostatic potential directly on the the web server. As a target example, Figure 6 displays two iso-surfaces of the electrostatic potential -the PBE numerical solution for a protein (PDB ID: 1SVR), which were produced from an existing visualization package. Figure 7 displays two graphs extracted from the visualization window of our SDPBS web server. Here, different colors stands for different values of the PBE numerical solution, and the graphics were rendered directly from the PBE numerical solution on the finite element mesh without doing any additional interpolation, since a finite element solution has been well defined over the whole domain Ω. They were plotted by using our visualization tool according to the PBE numerical solution and mesh data generated from SDPBS for a protein (PDB ID: 1SVR).
The picture on the left side of Figure 7 visualizes the electrostatic potential on the molecular surface of the protein. With our web-based visualization tool, we can view the electrostatic potential -the PBE solution -over different across sections in different rotation angles.
The other picture of Figure 7 demonstrates a zoom-in view of the electrostatic potential to closely examine the behavior of PBE numerical solution. It also displays the triangular mesh of the molecular surface produced from our finite element mesh generation program on a local surface area.
Coarsen_rate: Controls the coarsening process of the triangular surface mesh. A larger value causes more surface mesh nodes to delete. Range: 0.1-0.4 (0.3 by default). MeshSizeUpperLimit: Upper limit on the mesh node number of the triangular surface mesh.
Range: 5000-100000 (80000 by default). MeshSizeLowerLimit: Lower limit on the mesh node number of the triangular surface mesh.
Range: 500-20000 (10000 by default). MinRatio: Smallest allowable ratio R/L for each tetrahedron, where R is the radius of the circumsphere of a tetrahedron, and L is the length of the shortest edge of the tetrahedron. Range: 1.0-2.0; (1.8 by default) MaxVolume: Largest allowable volume (Å 3 ) of a tetrahedron (no restriction if set as 0).
Range: 0-10000 (10000 by default). maximum_iterations: Maximum number of iterations for a linear solver. Range: 1000-10000 (5000 by default). nonzero_initial_guess: Specifies an initial guess for a linear iterative solver.
"Yes: Use a nonzero initial guess (default); "No": Use zero as an initial guess. monitor_convergence: Specifies to output the iterative information of a linear iterative solver.
"Yes": Output the iterative information; "No": No any output (default).
Parameters for nonlinear iterative solvers
Init_Guess_Option: Specifies an initial guess for solving a system of nonlinear equations.
"Zero": Use zero as an initial guess; "Linear": Use a nonzero initial guess. newton_tolerance : Specifies a tolerance for the stopping criteria for a nonlinear iterative method. 
