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DevOps on verrattain uusi ohjelmistokehitysmalli, joka on saavuttanut nopeasti suosiota. Dev-
Ops korostaa ohjelmistokehittäjien ja tuotannon ylläpitäjien välistä yhteistyötä. Yhteistyön
korostamisen lisäksi DevOps on vahvasti työkalupainotteinen kehitysmalli, ja automaatio,
jatkuva julkaisu sekä ohjelmistojen monitorointi ovat DevOpsin merkittävimpiä menetelmiä.
Suosiostaan huolimatta DevOpsista on olemassa useita eri määritelmiä ja näkemyksiä.
DevOpsista on myös julkaistu suhteellisen vähän tutkimusta ja DevOpsin käyttöönotto
yrityksissä on tästä johtuen koettu hankalaksi. Tämän opinnäytetyön tavoite onkin koota
DevOpsin nykytutkimusta DevOpsin käyttöönoton helpottamiseksi.
Opinnäytetyössä suoritettiin systemaattinen kirjallisuuskatsaus DevOps-tutkimuksesta käy-
tännön näkökulmasta. Kirjallisuuskatsauksella pyrittiin selvittämään DevOpsin määrittävät
tekijät, DevOpsista koituvat hyödyt ja haitat, sekä DevOpsin vaikutukset niin yksilöihin
kuin yrityksiin. Kirjallisuuskatsaukseen valikoitui 24 tutkimusta, jotka läpäisivät valittaville
tutkimuksille asetetut kriteerit.
Tutkielman tuloksena löydettiin kuusi määrittävää tekijää: jatkuva julkaisu, monitorointi,
jatkuva testaus, automaatio, infrastruktuurin esittäminen koodina ja yhteistyö. DevOpsin
merkittävimmät hyödyt olivat kehittämisen nopeus ja luotettavuus. DevOpsin haittoihin
lukeutui yrityskulttuuriin ja ohjelmiston arkkitehtuuriin kohdistuvat muutokset ja niiden
toteuttaminen, sekä DevOpsin soveltuvuus lähinnä web-palvelujen tuottamiseen. Yksilöt
kokivat vastuun kasvamisen DevOpsin vaikutuksena, ja yrityksiin kohdistui painetta
toimintatapojen muuttamiseen.
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1 Johdanto
DevOps-ohjelmistokehitysmalli on viime vuosina noussut osaksi ohjelmistoke-
hittäjien päivittäistä sanavarastoa. Aiheesta kirjoitetaan blogeja ja kirjoja,
ja työnhakuilmoituksissa etsitään DevOps-osaajia. Vuoden 2016 alussa jopa
ennustettiin, että vuoden 2016 aikana 25% maailman 2000 suurimmasta yri-
tyksestä siirtyisi DevOps-ohjelmistokehitysmalliin [36]. DevOps onkin nimek-
käiden ohjelmistoyritysten kuten Googlen, NetFlixin ja Facebookin käytössä,
ja ne ovat raportoineet menestyksestään DevOpsin käyttöönotossa [45].
Suosiostaan huolimatta DevOps on kuitenkin terminä käytännössä määrittä-
mätön, ja vahvasti käytännönläheisenä kehitysmallina DevOpsista on kertynyt
verrattain vähän tutkimustietoa. Viime vuosina tutkimusten määrä on kui-
tenkin noussut huomattavasti (kuva 1), ja DevOps on alkanut muodostua
omaksi tutkimusalueekseen.
Vaikka toistaiseksi niin ohjelmistokehittäjät kuin tutkijatkaan eivät ole on-
nistuneet löytämään kattavaa kuvausta ilmiölle [39], DevOpsiin on kytketty
tiettyjä piirteitä. DevOpsilla tarkoitetaan usein yrityksen sisäistä kulttuu-
rimuutosta, jossa korostuu ohjelmistokehittäjien ja tuotannon ylläpitäjien
välinen yhteistyö. DevOpsiin liittyy vahvasti myös automaatio, ja esimer-
kiksi jatkuva integraatio sekä jatkuva tuotantoonjulkaisu ovat kytköksissä
DevOpsiin. Luvussa 2 esitellään DevOpsia ja sen osa-alueita tarkemmin.
DevOpsin käyttöönotto on osoittautunut vähäisen tutkimustiedon vuoksi
hankalaksi [23]. Lisäksi koska yksiselitteistä määritelmää DevOpsille ei ole an-
nettu, DevOps voi tarkoittaa eri ihmisille eri asioita. DevOps voidaan nähdä
esimerkiksi niin työnkuvana, osaamisalueena, kuin organisaation kulttuuri-
muutoksena [16].
Näistä lähtökohdista tämän tutkielman tavoitteiksi muodostuu DevOps-
käsitteen selventäminen, ja DevOpsin käyttöönoton helpottaminen yrityksissä.
Tutkielmassa pyritään lisäksi selvittämään mitä hyötyjä ja haittoja DevOps-
in käyttöönotosta on yrityksille koitunut. Erityisesti DevOpsin käytäntöjen
tutkimisella voidaan selvittää DevOpsin määrittäviä tekijöitä.
DevOpsin käyttöönottoa voidaan helpottaa tutkimalla tapoja, joilla yritykset
ovat toteuttaneet DevOps-malliin siirtymisen ja löytämällä näistä yhteisiä
menetelmiä. DevOpsista raportoitujen hyötyjen ja haittojen avulla yrityk-
set voivat arvioida oman toimintakulttuurinsa soveltuvuutta DevOps-mallin
käyttöönottoon.
Tavoitteiden saavuttamiseksi tutkielmassa suoritetaan systemaattinen kir-
jallisuuskatsaus julkaistuista DevOps-tutkimuksista. Systemaattinen kirjalli-
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Kuva 1: Vuosittain julkaistujen DevOps-tutkimusten määrä on kasvanut
huomattavasti viime vuosina. Julkaisumäärät on saatu Scopus-palvelusta [1].
suuskatsaus on tarkkaan määritelty menetelmä, joka mahdollistaa tiettyyn
aihepiiriin liittyvien tutkimusten tarkemman analyysin. Systemaattiseen kirjal-
lisuuskatsaukseen kuuluu tutkimusten haku, valinta ja valittujen tutkimusten
tulosten analyysi. Systemaattisella kirjallisuuskatsauksella voidaan tunnistaa
useissa tutkimuksissa esiintyvät yhteneväisyydet aiheen kokonaisvaltaisemman
katsauksen muodostamiseksi.
Tutkielman tuloksena tunnistettiin DevOpsin käytännössä määrittävät teki-
jät, sekä DevOpsin hyötyjä ja haittoja. DevOpsiin siirtymisestä aiheutuvia
vaikutuksia tunnistettiin niin yksilöiden kuin yritystenkin osalta. Eniten
tunnistetut määrittävät tekijät olivat jatkuva julkaisu, jatkuva testaus sekä
monitorointi. DevOpsin tunnistetuimmat hyödyt liittyivät kehitysiteraatioi-
den nopeuteen, ja haitoissa korostui kulttuurin ja arkkitehtuurin muutos.
Kulttuurin ja arkkitehtuurin muutokset olivat myös yksilöitä ja yrityksiä
kohdanneita vaikutuksia.
Tutkielma alkaa luvussa 2 käsittelemällä DevOpsin nykytietämystä. Tut-
kielmaan käytetty menetelmä, systemaattinen kirjallisuuskatsaus, esitellään
tarkemmin luvussa 3, ja itse tutkielman tutkimuskysymykset ja menetelmä
on esitelty luvussa 4. Tutkielman tulokset käydään läpi luvussa 5, ja luvussa
6 vastataan tutkimuskysymyksiin. Luku 7 sisältää tutkielman yhteenvedon.
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2 DevOps
Tässä luvussa esitellään yleiskuva DevOpsista. Luvussa esitetään aluksi Dev-
Opsin lyhyt historia, ja DevOpsista tähän asti esitettyjä määritelmiä. Seuraa-
vaksi esitellään DevOpsista aiemmin tunnistetut osa-alueet, ja suoritetaan
katsaus DevOpsin harjoittamiseen yrityksissä. Lopuksi käydään läpi DevOps-
ista aiemmin toteutettuja kirjallisuuskatsauksia.
2.1 DevOpsin historia
DevOps-termi juontaa juurensa vuoden 2010 taitteeseen [15]. Vuonna 2009
Belgiassa järjestettiin ensimmäinen Devopsdays-konferenssi, jota voidaan
pitää lähtölaukauksena DevOps-termille [2]. Konferenssin jälkeen #DevOps-
tunniste levisi nopeasti Twitterissä, ja Devopsdays-konferensseja järjestettiin
pian ympäri maailmaa.
Vaikka DevOps-termi syntyikin vuoden 2009 Devopsdays-konferenssissa, oh-
jelmistokehittäjien ja tuotannon ylläpitäjien yhteistyön kulttuuria oli jo tätä
ennen tutkittu. Vuoden 2008 Agile-konferenssissa DevopsDays-konferenssin
järjestäjä piti esityksen yhteistyön merkityksestä ohjelmistokehityksessä [11].
Ennen DevopsDays-konferenssia Flickr oli myös pitänyt esityksen nimeno-
maan kehittäjien ja ylläpitäjien välisestä yhteistyöstä [3]. Myös Amazonilla
kehittäjät ja ylläpitäjät ovat olleet tiivissä yhteistyössä jo 2000-luvun puolivä-
lissä [35].
DevOps voidaan nähdä yhteistyön ideaalin lisäksi myös osana jatkumoa
ketterille menetelmille, jotka pyrkivät nopeisiin kehitysiteraatioihin toimivien
ohjelmistoversioiden välillä [6]. Yksi DevOpsin pääpiirteistä onkin jatkuva
julkaisu, joka korostaa kykyä julkaista uusi toimiva ohjelmistoversio asiakkaille
minä ajankohtana tahansa. DevOps on niin ikään esitetty Agilen periaatteiden
jatkumona, missä kehitysiteraatiot on nopeutettu äärimmilleen (kuva 2).
DevOpsiin liitetyt menetelmät eivät nekään ole aivan uusia. Esimerkiksi
jatkuvan julkaisun harjoituksesta on todisteita ainakin vuodelta 2007 [31], ja
tuotannon ylläpitäjien LISA-konferenssi on niin ikään esittänyt käsitelleensä
DevOps-tyylisiä menetelmiä peräti 25 vuotta [26].
Vuoden 2009 Devopsdays-konferenssissa pääpaino oli ohjelmistokehittäjien
ja ylläpitäjien välisen yhteistyön parantamisessa. DevOpsin menetelmien
kehittyessä DevOps muuttui yhteistyön ihanteesta kokonaisvaltaiseksi mene-
telmäksi hallita ohjelmiston koko elinkaarta. Tämä johtuu pitkälti automaa-
tion kehittymisestä, joka on mahdollistanut kehittäjien ja ylläpitäjien tiiviin
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Kuva 2: Eräs näkemys Agilen ja DevOpsin suhteesta toisiinsa [32].
yhteistyön ohjelmistokehityksen alusta saakka.
Nyky-DevOpsin voidaan siis katsoa syntyneen tilanteessa, jossa yhteistyön
korostamisella ja kehittyneellä teknologialla kyettiin ratkaisemaan joukko
ohjelmistojen elinkaaren hallintaan liittyviä ongelmia. Näiden ongelmien
ratkaisulle oli selvästi kysyntää, sillä reilussa viidessä vuodessa DevOpsista on
kehittynyt maailmanlaajuinen liike, joka korostaa yhteistyötä ja automaatiota
ohjelmistokehityksen jokaisessa vaiheessa.
2.2 DevOpsin määritelmät
DevOps-termi on johdettu sanojen developer (dev) ja operations (ops) yhteen-
liitoksesta, ja syytä termin syntyperään voikin etsiä perinteisistä työrooleista.
Ohjelmistokehittäjien ja tuotannon ylläpitäjien roolit ovat perinteisesti olleet
eriytetyt, ja tämä on johtanut virheiden sattuessa syyttelyn kierteeseen; mo-
lemmat ryhmät etsivät vikaa toisen toiminnasta [39]. DevOpsin perimmäinen
tarkoitus onkin nimensä mukaisesti tuoda ohjelmistokehittäjät ja ylläpitäjät
lähemmäksi toisiaan ja mahdollistaa ryhmien yhteistyö.
Mitään yksiselitteistä määritelmää DevOpsille ei kuitenkaan ole. DevOps-
in tausta pohjustaakin vaikeuksia muodostaa määritelmää itse DevOpsista:
koska kyseessä on pyrkimys etenkin kahden ryhmän välisen yhteistyön paran-
tamiseen, voivat menetelmät poiketa suuresti toisistaan riippuen vallitsevasta
yrityskulttuurista. Lisäksi koska DevOps on kehittynyt vastauksena käytännön
tarpeisiin, kattavaa DevOps-teoriaa ei ole muodostunut. Esimerkiksi joidenkin
mielestä DevOps on ainoastaan työnkuva, jossa yhdistetään kehittäjien ja
ylläpitäjien osaamista [39].
DevOpsille on joka tapauksessa pyritty muodostamaan yleisluonteisia mää-
ritelmiä. Määritelmät kuitenkin varovat ottamasta liian yksityiskohtaisesti
kantaa DevOpsin menetelmiin, ja ne ovat poikkeuksetta ympäripyöreitä. Ne
ovat kuitenkin hyvä lähtökohta DevOpsin luonteen ymmärtämiselle. Dyck,
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Penners ja Lichter esittävät DevOpsille seuraavan määritelmän [13]:
DevOps is an organizational approach that stresses empathy and
cross-functional collaboration within and between teams – es-
pecially development and IT operations – in software development
organizations, in order to operate resilient systems and accelerate
delivery of changes.
Määritelmä korostaa eri osastojen välistä yhteistyötä, etenkin ohjelmistoke-
hittäjien ja tuotannon ylläpitäjien välillä. DevOpsin päämäärinä mainitaan
muutosten julkaisun nopeutus ja vakaat järjestelmät. Menetelmät DevOpsin
saavuttamiseen jätetään kuitenkin määritelmässä huomiotta.
DevOps voidaan määritelmän mukaan nähdä periaatteina, jotka mahdollis-
tavat DevOpsista saavutettavat hyodyt. Käytettävät menetelmät voidaan
jättää toteutuksen yksityiskohdaksi, ja tärkeintä on DevOps-kulttuurin muo-
dostaminen [46]. Toisaalta esitetään, että kulttuurimääritelmät ovat liian
laveita, ja niillä voidaan kuvata käytännössä mitä tahansa yrityskulttuu-
ria [41]. Määritelmien tulisi siis sisällyttää lisäksi kehitysmenetelmät joilla
DevOpsin periaatteet saavutetaan. Smeds, Nybom ja Porres määrittelevätkin
DevOpsin seuraavasti:
DevOps is a set of engineering process capabilities supported by
certain cultural and technological enablers.
Tämä määritelmä on teknologiapainoitteisempi edelliseen verrattuna. Määri-
telmän mukaan DevOps on joukko menetelmiä, jotka yrityksellä on kykene-
vyys toteuttaa. Näitä menetelmiä tukee kulttuuriset ja teknologiset edesautta-
jat. Nämä kyvyt ja kulttuuriset sekä teknologiset edesauttajat on määritelty
DevOpsin ydinalueiksi. Lwakatare, Kuvaja ja Oivo taas näkevät sekä kult-
tuurin että prosessit osana DevOpsin määritelmää [27]. He ovat muotoilleet
oman määritelmänsä Dyckin, Pennersin ja Lichterin määritelmän pohjalta
seuraavasti:
DevOps is a mind-set substantiated with a set of practices to
encourage cross-functional collaboration between teams - especially
development and IT operations - within a software development
organization, in order to operate resilient systems and accelerate
delivery of change.
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Tässä määritelmässä korostetaan edelleen DevOpsin olevan kulttuurinen muu-
tos, jossa pyritään etenkin kehittäjien ja ylläpitäjien väliseen yhteistyöhön.
Määritelmään on kuitenkin tehty lisäys siitä, että DevOpsiin vaadittua aja-
tustapaa vahvistetaan jollain prosessien joukolla. Kirjallisuuskatsauksessaan
Jabbari et al. yhdistävät eri tutkimuksista tunnistamansa määritelmät seu-
raavasti [22]:
DevOps is a development methodology aimed at bridging the
gap between Development (Dev) and Operations, emphasizing
communication and collaboration, continuous integration, quality
assurance and delivery with automated deployment utilizing a set
of development practices.
Määritelmässä DevOps tunnistetaan ohjelmistokehityksen menetelmäksi, jon-
ka päämääräksi mainitaan ohjelmistokehittäjien ja tuotannon ylläpitäjien
lähtentäminen, korostaen yhteistyötä ja automaatiota määrättyjen kehitysme-
netelmien avulla.
Vaikka määritelmiä DevOpsista onkin useita, mikään niistä ei ole yksiselittei-
nen sen suhteen mitä DevOps todellisuudessa on. Tämä tutkielma pyrkiikin
selvittämään mitä DevOps on sen yhtenäisten menetelmien ja konkreettisten
vaikutusten kautta.
2.3 DevOpsin osa-alueet
Kuten edelliset DevOpsin määritelmät osoittavat, DevOps on ensisijaisesti
kulttuurillinen liike. Siihen liittyy kuitenkin vahvasti automaatio, ja selkeät
kehitys- ja julkaisuprosessit. Humble ja Molesky tunnistavat neljä DevOpsin
osa-aluetta: kulttuuri, automaatio, mittaus ja jakaminen [21]. Näiden lisäksi
Devopsin osa-alueeksi on tunnistettu myös monitorointi [29]. Osa-alueita
käsitellään tarkemmin seuraavissa aliluvuissa.
DevOpsin osa-alueiden lisäksi voidaan puhua DevOpsin kyvyistä ja edesautta-
jista [41]. Kyvyt kuvaavat ohjelmistokehityksen perustehtäviä, kuten suunnit-
telua, toteutusta ja testausta. Lisäksi kykyihin lukeutuu jatkuva integraatio,
jatkuva julkaisu, jatkuva monitorointi ja viimeisimmän toimivan version
palautus virhetilanteissa. Edesauttajat nimensä mukaisesti edesauttavat ky-
kyjen saavuttamisessa. Edesauttajat on jaettu kulttuurisiin ja teknologisiin
edesauttajiin.
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2.3.1 Kulttuuri
Kulttuurin osalta DevOps pyrkii purkamaan eri ryhmien välisiä seinämiä, ja
estämään siiloutumista [21]. Ohjelmistokehittäjien pitäisi siis olla mukana
ohjelmiston ylläpitovaiheessa, ja ylläpitäjien tulisi olla aktiivisesti mukana
ohjelmiston kehitysvaiheessa. Tämä voidaan saavuttaa yksinkertaisesi muo-
dostamalla kehitystiimejä, joissa ylläpitäjät ovat alusta alkaen mukana [21].
Tällöin ohjelmiston elinkaari ei kehittäjien osalta pääty tuotantoon siirtoon, ja
ylläpitäjät voivat vaikuttaa ohjelmistoon jo kehitysvaiheen alussa. Yhteistyön
kulttuurille on tarve jo siksikin, että ei ole mahdollista välittää tehokkaasti
kaikkea mahdollista informaatiota kahden erillisen ryhmän välillä [29].
DevOpsin kulttuuriin kuuluu myös jakaminen; välttämättömän tiedon jaka-
misen lisäksi myös muita oppeja ja onnistumisia tulisi jakaa muiden kanssa
yhteisöllisyyden luomiseksi [21]. Kulttuurisiin edesauttajiin lukeutuu muun
muassa yhteiset päämäärät, työtavat, vastuu ja arvot [41]. Myös jatkuva ja
ongelmaton kommunikointi on kulttuurinen edesauttaja. Nämä edesauttajat
lukeutuvat osaksi jakamisen kulttuuria. Jatkuva kokeilu ja oppiminen on
myös mainittu edesauttajina, ja ne ovat laskettu myös edellytyksiksi yrityksen
sisäisen innovaation kasvattamiseksi.
2.3.2 Automaatio
Yksi DevOpsin keskeisimmistä menetelmistä on automaatio [21]. Automati-
soimalla ohjelmiston kääntäminen, testaus ja julkaisu saadaan muutoksista
mahdollisimman nopeasti palautetta, joka vastaavasti ohjaa kehitystä no-
peammin toivottuun suuntaan. Jokainen muutos joka vaikuttaa ohjelmistoon,
kuten palvelinympäristön konfiguraation tai tietokantaversion, tulisi kulkea
samaa automatisoitua kanavaa pitkin. Tällöin jokainen muutos altistetaan sa-
moille testeille kuin ohjelmistomuutokset ja sovelluksen toiminnasta voidaan
varmistua.
Tätä lähestymistapaa, jossa myös palvelinten pystytys ja konfigurointi on
automatisoitu kutsutaan "Infrastructure as a Code", eli infrastruktuurin esit-
täminen koodina [29]. Tämä mahdollistaa identtisten palvelinympäristöjen
automaattisen konfiguroinnin. Lisäksi palvelinympäristöihin voi tehdä muu-
toksia keskitetysti, muuttamalla yhtä palvelinympäristöä kuvaavaa konfi-
guraatiotiedostoa. Näin muutokset itse palvelinympäristöön voidaan myös
automatisoida [43].
Käytännössä kaikki DevOpsin teknologiset edesauttajat kuuluvat automaa-
tion osa-alueeseen [41]. Niin ohjelmiston kääntämisen, testauksen, julkaisun
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kuin monitoroinnin automaatio ovat teknologisia edesauttajia. Myös palve-
linympäristöjen asennus ja konfigurointi, sekä virheestä palautuminen ovat
edesauttajia. Laajamittaisella automaatiolla voidaan inhimillisten virheiden
välttämisen lisäksi ohjata kehittäjien työtä itseään toistavista tehtävistä kohti
tuottavampia tehtäviä.
2.3.3 Mittaus ja monitorointi
Mittauksella ei tarkoiteta ainoastaan sovelluksen toiminnan mittausta, vaan
yrityksen kannalta merkittävien mittareiden seuraamista [21]. Korkean tason
mittareilla voidaan tarkastella ohjelmiston arvoa yritykselle. Ohjelmistotasol-
la mittareilla voidaan ohjata kehitystä, esimerkiksi mittaamalla sovelluksen
vakautta. Mittarit on kuitenkin valittava huolella, sillä ne helposti muokkaa-
vat kehityksen pääpainoa. DevOpsissa painotetaan erityisesti reaaliaikaista
mittausta [29].
Ohjelmistolla voi olla useita mittareita, ja kokonaiskuvaa ohjelmiston toimin-
nasta voi olla vaikea saada [29]. Monitorointi tarkoittaa menetelmää, jossa
ohjelmiston mittarit ovat hyvin suunniteltuja ja joista voi helposti saada
kuvan ohjelmiston toiminnasta. Automaattinen monitorointi lukeutuu myös
DevOpsin teknologiseksi edesauttajaksi [41].
2.4 DevOps käytännössä
Vaikka DevOpsin taustalla vaikuttaakin yhteistyön ihanne ja kulttuurimuutos,
käytännössä DevOpsia harjoitetaan pitkälti automaation kautta [21]. DevOps
onkin vahvasti työkalupainotteinen lähestymistapa ohjelmistokehitykseen [47].
Vaikka työkalut voikin nähdä vain automaation mahdollistajina, työkalut
edesauttavat myös yhteistyökulttuurin syntymistä. DevOps-työkaluilla esi-
merkiksi määritetään ja ylläpidetään niin kehitys- kuin tuotantoympäristöjä,
jolloin kehittäjien ja ylläpitäjien on yhdessä määritettävä tarpeensa heti
ohjelmiston elinkaaren alusta saakka.
Kuvassa 3 DevOps on esitetty automatisoituna työnkulkuna koodin julkai-
susta versionhallintaan ja tuotantoon julkaisuun saakka. Automatisoitu työn-
kulku suorittaa koodille staattista analyysia, kääntää koodin ja ajaa sille
yksikkötestit. Testien jälkeen pystytetään palvelin ja konfiguroidaan se, jonka
jälkeen sovellus asennetaan palvelimelle ja julkaistaan. Koko työnkulun ajan
työvaiheita monitoroidaan.
DevOps on liitetty vahvasti jatkuvaan julkaisuun ja mikropalveluihin [47], ja
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Kuva 3: Esimerkki DevOps-työnkulusta [42].
konsepteista puhutaan peräti synonyymitasolla. Tämä on eräs osoitus DevOps-
in monitulkintaisuudesta. Jatkuva julkaisu on kuitenkin vain yksi DevOpsin
sisältämistä osa-alueista [41], ja mikropalvelut on eräs ohjelmistoarkkitehtuuri,
jolla voidaan saavuttaa DevOps [47].
Facebookilla DevOpsia on harjoitettu jo pitkään [19]. Jatkuvan kehityksen
nimikkeellä kulkevassa kehitysmallissa tehdään päivittäin noin 500 koodi-
muutosta tuotteeseen, joka Facebookin omien sanojen mukaan ei koskaan
ole valmis. Erillistä laadunvarmistusryhmää ei ole, vaan kehittäjät laativat
yksikkötestit itse, ja varmistavat että kaikki aiemmin laaditut regressiotestit
menevät läpi, ennen kuin koodi julkaistaan keskitettyyn versionhallintajärjes-
telmään.
Uudet koodimuutokset julkaistaan versionhallinnasta Facebookin sisäisesti
käyttämään Facebookiin, jossa työntekijät testaavat oman käyttönsä myötä
tehtyjä muutoksia. Tämän jälkeen uudet ominaisuudet julkaistaan vain joille-
kin käyttäjille, joiden käyttäytymistä monitoroidaan. Ongelmien tullessa esiin
muutokset voidaan palauttaa, ja vain pieni osa käyttäjistä on kokenut virhe-
tilanteen. Jos ongelmia ei synny, muutokset voidaan julkaista koko alustan
laajuisesti. Facebookin julkaisusykli on havainnollistettu kuvassa 4.
Kehitystyön lisäksi kehittäjät ovat itse vastuussa omien koodimuutostensa
ylläpidosta. Jos jokin ominaisuus ei toimi kunnolla, ominaisuuden kehittä-
jän odotetaan korjaavan se. Tätä kutsutaan Facebookissa henkilökohtaisen
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Kuva 4: Facebookin julkaisusykli [19].
vastuun kulttuuriiksi. Vaikka kehittäjät ovat henkilökohtaisesti vastuussa
omasta koodistaan, ongelmien sattuessa ei pyritä löytämään syyllistä, vaan
ongelmaan johtaneet syyt tutkitaan ja tapauksesta pyritään oppimaan kol-
lektiivisesti. Vastapainona henkilökohtaiselle vastuulle kehittäjät saavat itse
vapaasti päättää omista työtehtävistään ja kokeilla uusia asioita.
Nimenomaan henkilökohtainen vastuu on sallinut Facebookin korvata erillinen
laadunvarmistus ja automatisoida julkaiskanavansa, sillä kehittäjät pyrkivät
välttämään ongelmia tehokkaammin. Toisaalta malli toimii Facebookilla hyvin,
koska sen työntekijät ovat itse tuotteen käyttäjiä jotka voivat itse määrätä
kehitystyön suunnan. Tipoittainen tuotantoonjulkaisu sallii osaltaan uusien
ominaisuuksien testaamisen oikeilla käyttäjillä.
Pääsääntöisesti DevOps on suosittu ohjelmistokehitysmalli verkkopalvelujen
tuottajien keskuudessa, kuten Facebookilla. Nopeat kehitysiteraatiot ja käyt-
täjien välitön palaute sallii nopeat julkaisut ja ongelmatapauksissa niiden
palauttamisen. DevOpsin menetelmät eivät välttämättä sovellukaan toisenlai-
siin ympäristöihin, kuten sulautettuihin järjestelmiin. [28].
2.5 DevOps-tutkimus
DevOpsin laajasta suosiosta ja levinneisyydestä huolimatta tutkimustietoa ai-
heesta on kertynyt vähän. Vuonna 2014 Erich, Amrit ja Daneva julkaisivat kar-
toitustutkimuksen sekä systemaattisen kirjallisuukatsauksen DevOps-aiheesta
tietojärjestelmien alalla [16]. Kirjallisuuskatsaukseen valikoitui 24 lähdet-
tä, ja tutkimuksen tuloksena raportoitiin DevOpsiin liittyviä pääpiirteitä.
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Päätelmissä kuitenkin huomautettiin lisätutkimusten olevan tarpeellisia [17].
Vuonna 2015 toteutettiin kahden case-tutkimuksen osana myös kirjallisuuskat-
saukset, joiden tuloksena esiteltiin niin ikään DevOpsin pääpiirteitä [29] [41].
Näiden tutkimusten lisäksi vuonna 2016 julkaistiin kartoitustutkimus jossa sel-
vitettiin DevOpsista annettuja määritelmiä ja käytäntöjä [22]. Tutkimuksen
tuloksena esitettiin eräs määritelmä DevOpsille, ja luokitus DevOpsista tun-
nistetuille käytännöille. Tutkimus kuitenkin painottaa käytännön havaintojen
olevan tarpeellisia.
Tutkimusaineisto on aiemmasta systemaattisesta kirjallisuuskatsauksesta
muutaman vuoden takaa lisääntynyt huomattavasti, ja erityisesti käytännön
esimerkkien on tunnistettu puuttuvan. Tämä tutkielma pyrkii paikkaamaan
tätä aukkoa, ja selvittämään DevOpsin käyttöä yrityksissä.
3 Systemaattinen kirjallisuuskatsaus
Systemaattinen kirjallisuuskatsaus on tarkkaan määritelty menetelmä, jolla
voidaan tunnistaa, analysoida ja tulkita kaikkia tiettyyn aihepiiriin liittyviä
tutkimuksia. Systemaattinen kirjallisuuskatsaus on laajasti käytössä oleva
menetelmä muilla tieteenaloilla, kuten lääketieteessä. Ohjelmistojärjestel-
mien tutkimuksessa menetelmää on kuitenkin käytetty vasta 2004 alkaen,
näyttöön perustuvan ohjelmistotutkimuksen (evidence-based software engi-
neering) myötä [25]. Systemaattinen kirjallisuuskatsaus on sekundaarinen
tutkimus, jolla pyritään primaaristen tutkimusten synteesillä vastaamaan
tutkimuskysymyksiin.
Tutkielman menetelmäksi valikoitui systemaattinen kirjallisuuskatsaus, sillä
se soveltuu hyvin tutkielman tutkimuskysymysten vastaamiseen. Sen avul-
la voidaan koota yhteen tietystä aihepiiristä tehdyt tutkimukset, ja tehdä
havaintoja niiden johtopäätöksistä [24]. Esimerkiksi samojen tulosten toistu-
minen eri ympäristöissä saattaa viitata johonkin tutkimuskohteen yleiseen
ominaisuuteen. Lisäksi systemaattinen kirjallisuuskatsaus pyrkii takaamaan
objektiivisen lähestymistavan tutkimusaiheeseen.
Systemaattisen kirjallisuukatsauksen hyötyihin lukeutuu tutkimusaiheen kar-
toitus ja mahdollisten tutkimattomien osa-alueiden löytäminen [24]. Kvantita-
tiivisten tutkimusten kohdalla voidaan myös käyttää meta-analyyttisia mene-
telmiä. Lisäksi systemaattista kirjallisuuskatsausta pidetään kokemattomille
tutkijoille sopivana menetelmänä [4]. Haittapuolena kirjallisuuskatsauksille
on niiden vaatima työmäärä, ja kvantitatiivisten tutkimusten saralla meta-
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analyysilla saatetaan löytää myös viitteitä tuloksista, jotka eivät pidäkään
paikkaansa [24].
Tässä tutkielmassa on sovellettu Kitchenhamin ja Chartersin esittämiä ohje-
nuoria systemaattisen kirjallisuuskatsauksen toteutukseen [24]. Systemaat-
tinen kirjallisuuskatsaus jakautuu tässä ohjenuorassa kolmeen vaiheeseen:
suunnitteluun, toteutukseen ja raportointiin. Nämä vaiheet sisältävät kuiten-
kin jonkin verran päällekkäisyyttä, ja systemaattinen kirjallisuuskatsaus on
usein iteratiivinen prosessi.
3.1 Suunnittelu
Suunnitteluvaiheessa laaditaan tutkimussuunnitelma, eli tutkimusprotokol-
la, joka määrittelee tutkimuksen etenemisen. Tutkimusprotokollan lisäksi
suunnitteluvaiheessa laaditaan tutkimuskysymykset, joihin haetaan vastausta.
Suunnitteluvaiheen tarkoitus on myös osaltaan varmistaa se, että tutkimus
voidaan ylipäätään toteuttaa. Suunnitteluvaiheeseen kuuluu:
1. Tutkimustarpeen tunnistaminen
2. (Tutkimuksen tilaus)
3. Tutkimuskysymysten määrittäminen
4. Tutkimusprotokollan muodostaminen
5. Tutkimusprotokollan arviointi
Suunnitteluvaiheen ensimmäinen askel on kartoittaa tutkimuksen tarpeelli-
suutta. Tämä tarkoittaa muun muassa aiheesta jo olemassaolevien kirjallisuus-
katsausten tarkastelua, ja ylipäätään aihealueen tutkimusten kartoittamista.
Kun tutkimustarve on tunnistettu, voidaan laatia tutkimuskysymykset. Tut-
kimus voidaan myös tilata tutkimustarpeen tunnistamisen jälkeen, mikäli sitä
ei voida itse suorittaa.
Tärkeintä suunnitteluvaiheessa on tutkimuskysymysten laatiminen. Tutki-
muskysymykset määräävät ylipäätään mitä tutkitaan, sekä ne kriteerit joilla
tutkimuksia harkitaan sisällytettäväksi kirjallisuuskatsaukseen. Tutkimusky-
symysten asettelu määrää myös sen, mitä menetelmiä aineistonkeruussa ja
aineiston analyysissa käytetään. Tutkimuskysymysten on määritettävä tark-
kaan ja yksiselitteisesti tutkittavat aihepiirit, ja niiden on oltava oleellisia niin
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tutkijoille kuin tutkimusta hyödyntäville. Tutkimuskysymysten vastausten
pitäisi tarjota uutta tietoa, tai vahvistaa olemassaolevaa tietoa.
Tutkimusprotokolla määrittelee ne menetelmät, joita käytetään kirjallisuuskat-
sauksen toteuttamiseen. Protokollaan kuuluu tutkimusten haku, hyväksymis-
ja hylkäämiskriteerien muodostaminen, valittujen tutkimusten arviointi, tie-
donkeruu tutkimuksista sekä tulosten synteesi. Protokolla on esitetty tarkem-
min seuraavassa aliluvussa.
Suunnitteluvaihe on usein iteratiivinen prosessi, jossa myöhempien vaiheiden
tulokset saattavat aiheuttaa muutoksia aiempiin vaiheisiin. Esimerkiksi tutki-
mustarpeen tunnistaminen ja tutkimuskysymysten laatiminen ovat vahvasti
toisiinsa kytkeytyneitä, ja hyväksymis- ja hylkäyskriteerejä voi olla tarpeen
muokata vielä toteutusvaiheessa. Koska tutkimusprotokolla on kriittinen koko
tutkimuksen uskottavuudelle ja onnistumiselle, se on lopuksi hyvä tarjota
vertaisarvioitavaksi. Siten mahdolliset puutteet voidaan havaita aikaisessa
vaiheessa.
3.2 Toteutus ja raportointi
Kirjallisuuskatsauksen toteutus, kuten suunnittelu, on vaiheittaista ja iteratii-
vista. Toteutusta kannustetaan harjoittelemaan jo suunnitteluvaiheessa, jotta
suunnitelmaa voidaan jatkuvasti parantaa toteutuksessa havaittujen ongel-
mien kautta. Toteutuksessa edetään suunnitteluvaiheessa laaditun protokollan
mukaisesti, ensin hakemalla aihepiiriin liittyvät tutkimukset ja valitsemalla
näistä kirjallisuuskatsaukseen sisällytettävät tutkimukset, jotka arvioidaan ja
joiden tulokset syntetisoidaan.
Hakuvaiheessa pyritään löytämään kaikki tutkimukset, jotka käsittelevät
tutkittavaa aihepiiriä. Alustava haku voidaan suorittaa digitaalisissa kirjas-
toissa, mutta lopullista tutkimusta varten on haettava tutkimuksia useista eri
lähteistä. Erilaisia hakuehtoja on kokeiltava sopivan löytämiseksi. Hakuläh-
teet, hakuehdot ja haun ajankohta on kirjattava tarkasti muutoksineen jotta
kirjallisuuskatsauksen lukijat voivat arvioida haun laajuutta.
Hakuvaiheen jälkeen on valittava kirjallisuuskatsaukseen sisällytettävät tut-
kimukset. Valinta suoritetaan suunnitteluvaiheessa laadittujen hyväksymis-
ja hylkäyskriteerien perusteella. Tämä vaihe on erityisen herkkä kirjallisuus-
katsauksen kannalta, sillä löydetyistä tutkimuksista on kriteerien perusteella
karsittava ne tutkimukset, jotka eivät suoraan vastaa johonkin kirjallisuus-
katsauksen tutkimuskysymykseen. Jäljelle on kuitenkin jäätävä kaikki ne
tutkimukset, jotka vaikuttavat kirjallisuuskatsauksen tuloksiin.
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Kirjallisuuskatsaukseen valitut tutkimukset arvioidaan niiden laadun selvittä-
miseksi. Yksittäisen tutkimuksen laatu ei ole yksiselitteinen, mutta joitakin
ennakkoasenteita ja validiteettiongelmia voidaan pyrkiä havaitsemaan. Laa-
dun arvioinnin tuloksilla voidaan tehdä ehdotuksia tulevaisuuden tutkimusten
toteuttamiseen sekä painottaa hyvälaatuisia tutkimuksia kirjallisuuskatsauk-
sen tuloksia muodostaessa.
Tiedonkeruuta varten käytetään tiedonkeruulomaketta, joka suunnitellaan
etukäteen. Tiedonkeruulomake sisältää tutkimuksen tietoja ja tutkimuskysy-
mykset, joihin haetaan vastausta tutkimuksista, sekä metatietoa kuten julkai-
su, päivämäärä, ja tiedonkerääjä. Tiedonkeruu olisi paras suorittaa siten, että
useampi tutkija suorittaa tiedonkeruun samasta julkaisusta. Tiedonkeruun
jälkeen tutkimusten tulokset analysoidaan ja syntetisoidaan kokonaiskuvan
muodostamiseksi. Tulosten syvällisempi analyysi on se vaihe, joka erottaa
systemaattisen kirjallisuuskatsauksen kirjallisuuden kartoitustutkimuksesta.
Synteesiä on kolmenlaista: kvantitatiivista, kvalitatiivista, ja kuvaavaa. Kvan-
titaavista synteesiä käytetään, kun tutkimustulokset ovat numeerisia tai
muunnettavissa numeerisiksi. Kvantitatiivisessa synteesissä voidaan hyödyn-
tää tilastollisia menetelmiä meta-analyysia varten. Kvalitatiivista synteesiä
käytetään, kun tulokset ovat kirjallisessa muodossa. Kvalitatiivisessa syntee-
sissä on mahdollisesti yhtenäistettävä tuloksia. Joissain tapauksissa voidaan
toteuttaa sekä kvantitaavinen että kvalitatiivinen synteesi. Tällöin on mah-
dollista toteuttaa vielä "ristisynteesi", jossa kvantitativiisen meta-analyysin
tuloksia tulkitaan kvalitatiivisen synteesin tulosten pohjalta. Kuvaavaa syn-
teesiä käytetään, kun halutaan korostaa tutkimusten välisiä eroja. Tällöin
synteesin tulosten on oltava esimerkiksi taulukoituna tutkimuskysymyksen
mukaan, jotta tulosten eroja voidaan havainnollistaa.
Systemaattisen kirjallisuuskatsauksen viimeinen vaihe on tulosten raportointi.
Tämä tarkoittaa tulosten jakelua siitä kiinnostuneille, esimerkiksi kirjallisuus-
katsauksen julkaiseminen sopivassa tieteellisessä julkaisussa. Raportointiin
kuuluu kirjallisuuskatsauksen vertaisarviointi.
4 Menetelmä
Tutkielma toteutettiin systemaattisena kirjallisuuskatsauksena. Systemaatti-
sella kirjallisuuskatsauksella voidaan suorittaa perusteellinen haku tiettyyn
aihepiiriin liittyvien tutkimusten löytämiseksi, joiden tulokset voidaan sitten
koota tutkimuskysymysten vastaukseksi. Luvussa 3 on esitetty systemaattisen
kirjallisuuskatsauksen pääpiirteet, joita on tätä tutkielmaa varten sovellettu.
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Systemaattista kirjallisuuskatsausta varten laadittiin ensin tutkimuskysy-
mykset olemassaolevien tutkimusten aiheiden pohjalta. Seuraavaksi laadittiin
hakuehto DevOps-tutkimusten löytämiseksi, ja suoritettiin lähteiden haku säh-
köisistä hakukoneista. Löydetyistä tutkimuksista valittiin tutkielmaa varten
ne tutkimukset, jotka läpäisivät sisällytys- ja hylkäyskriteerit. Näin tutkiel-
man lähteiksi valikoitui 24 tutkimusta, joille suoritettiin laadun arviointi ja
analyysi.
4.1 Tutkimuskysymykset
Koska DevOpsista ei toistaiseksi ole muodostunut kattavaa teoriaa ja kehitys-
mallina se on yhä varsin nuori, DevOps-malliin siirtyminen voi olla hankala
toteuttaa. Ei ole olemassa selkeitä käytännön askelmerkkejä, joita seuraamalla
yritys saavuttaisi DevOps-kulttuurin. Jotta yritysten siirtyminen DevOpsiin
helpottuisi, on tutkittava, mitä DevOps käytännön tasolla pitää sisällään.
Kun DevOpsin määrittävät tekijät ovat selvillä, voidaan määrittää selkei-
tä toimenpiteitä DevOps-malliin siirtymiselle. Samalla voidaan muodostaa
yleiskuva DevOpsin hyödyista ja haitoista. Tutkielman tutkimuskysymyksiksi
muodostuu näistä lähtökohdista seuraavanlaiset:
T1 Mitkä ovat DevOpsin määrittävät tekijät käytännössä?
T2 Mitä hyötyjä ja haittoja DevOpsista on havaittu?
T3 Mitä DevOpsin käyttöönotto tarkoittaa yksilölle ja yritykselle?
Tutkielman tavoitteena on selventää DevOpsin käsitettä, ja tutkia miten
ohjelmistoyritykset ovat toteuttaneet DevOps-malliin siirtymisen. Erityisen
kiinnostavaa on myös selvittää, miksi ohjelmistoyritykset ovat toteuttaneet
DevOps-malliin siirtymisen ja mitä hyötyjä ja haittoja siirtymisestä on havait-
tu. Näiden kysymysten lisäksi tutkielman tavoitteena on tunnistaa DevOpsin
nykytutkimuksen pääaihepiirit sekä havaita mahdollisia tulevaisuuden tutki-
musaiheita. Systemaattisen kirjallisuuskatsauksen kautta voidaan tarkastella
lisäksi olemassaolevan kirjallisuuden laatua.
4.2 Lähteiden haku
Systemaattinen kirjallisuuskatsaus alkaa hakuprosessin laatimisella ja lähtei-
den haulla. Tutkielman hakuprosessi jaettiin kolmeen osaan, joiden lopputu-
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loksena oli tutkielmaan sisällytettävät lähteet. Ensimmäisessä vaiheessa toteu-
tettiin haku sähköisissä hakukoneissa. Haun jälkeen toisessa ja kolmannessa
vaiheessa sovellettiin sisällytys- ja hylkäyskriteerejä löydettyihin tutkimuksiin
oleellisten lähteiden sisällyttämiseksi tutkielmaan.
Lähteiden haku jaettiin sekin kolmeen erilliseen osaan tutkielmaa varten. En-
simmäisessä vaiheessa suoritettiin haku sähköisissä hakukoneissa. Toisessa
vaiheessa löydetyistä tutkimuksista luettiin otsikko ja abstrakti, ja hylättiin
tutkimukset jotka eivät selvästi liittyneet DevOps-aiheeseen ohjelmistokehi-
tyksessä. Kolmannessa vaiheessa tutkimuspaperit luettiin huolellisesti läpi, ja
paperit, jotka eivät läpäisseet sisällytyskriteerejä, hylättiin.
Myös lähteiden haun ensimmäinen osa jaettiin käytännössä kahtia. Syste-
maattisessa kirjallisuuskatsauksessa suuri ongelma on sen varmistaminen,
että kaikki tutkimuksen kannalta oleelliset lähteet löydetään. Ensin lähtei-
tä haettiin sähköisistä hakukoneista, ja kun löydetyistä tutkimuksista oli
valittu sisällytettävät lähteet, tarkasteltiin tutkimusten lähdeluetteloita sen
tarkistamiseksi, onko joitakin tutkimuksia jäänyt löytämättä.
4.2.1 Hakuehdot
Yleensä systemaattisessa kirjallisuuskatsauksessa on syytä pohtia hakueh-
don muotoa. Jotta epäoleelliset tulokset saadaan karsittua pois mahdollisim-
man aikaisessa vaiheessa, täytyy hakuehto muodostaa siten, että ainoastaan
tutkimuksen kannalta oleelliset lähteet löydetään. Suositus onkin iteroiden
parantaa hakuehtoa siten, että päädytään hakuehtoon, joka sisältää kaikki
oleelliset tutkimukset ja mahdollisimman vähän ylimääräisiä tutkimuksia.
Koska DevOps-aiheista tutkimusta on kuitenkin kertynyt niin vähän, tutkiel-
man ensisijaiseksi hakuehdoksi valittiin yksinkertaisesti "devops". Mahdolli-
suuksien mukaan lisämääreeksi valittiin tutkimuksen liittyminen tietojenkäsit-
telytieteeseen, ja tutkimuksen kieleksi englanti tai suomi. Tällä hakuehdolla
löydettiin jonkin verran tutkimuksia jotka eivät liittyneet DevOps-aiheeseen
ohjelmistokehityksessä, mutta tutkimusten kokonaismäärä oli silti hallitta-
vissa. Laajalla hakuehdolla pystyttiin lisäksi harkitsemaan mahdollisimman
monta aiheeseen liittyvää tutkimusta.
DevOpsin ollessa heikosti määritelty, jotkin tutkimukset, jotka käsittelevät
DevOps-teemaa, saattoivat jäädä tällä yksinkertaisella hakuehdolla huomioi-
matta: esimerkiksi jatkuva julkaisu (Continuous Deployment) ja mikropalvelut
(Microservices) kytkeytyvät vahvasti DevOpsiin. Kuitenkin tätä tutkielmaa
varten haluttiin nimenomaisesti tutkia niitä menetelmiä, jotka ovat erik-
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seen nimetty DevOps-termillä, eikä muita hakuehtoja siten harkittu. Tämän
lisäksi mikropalvelut voidaan nähdä palvelukeskeisen arkkitehtuurin (service-
oriented architecture) erityistapauksena [48], ja jatkuva julkaisu on esitetty
DevOpsin teknologisena edesauttajana [41].
4.2.2 Sisällytys- ja hylkäyskriteerit
Jokaisen haussa löydetyn lähteen oli täytettävä jokin sisällytyskriteereistä,
jotta se sisällytettiin tutkielmaan. Lisäksi se ei saanut täyttää yhtään hylkäys-
kriteeriä. Kriteerit määritettiin siten, että ne helpottivat ja nopeuttivat sitä
arviointityötä jonka perusteella tutkimukset joko sisällytettiin tutkielmaan
tai hylättin.
DevOps-aiheisen kirjallisuuden vähäisen määrän vuoksi kriteerit voitiin pitää
yksinkertaisina. Löydetyille lähteille asetettiin seuraavat hylkäyskriteerit:
H1 Tutkimus ei käsittele DevOpsia ohjelmistokehityksen käytäntöjen näkö-
kulmasta
H2 Tutkimus ei tee DevOpsista havaintoja
H3 Tutkimus ei ole tieteellinen julkaisu (esimerkiksi artikkeli tai konferens-
sijulkaisu)
H4 Tutkimus ei ole englanniksi tai suomeksi
Hylkäyskriteereillä pyrittiin yksinkertaisesti karsimaan kaikki tutkimukset,
jotka eivät käsitelleet DevOpsia tarpeeksi vastatakseen tutkimuskysymyk-
siin. DevOps-aiheiset kirjat hylättiin myös, sillä haluttiin erityisesti keskittyä
tieteellisiin julkaisuihin. Lisäksi käytännössä muut kuin englanninkieliset tut-
kimukset hylättiin, sillä suomenkielisiä tutkimuksia aiheesta ei ollut. Hylkäys-
kriteerien perusteella pystyttiin suurin osa löydetyistä lähteistä hylkäämään
jo hakuvaiheessa.
Sisällytyskriteerejä olivat:
S1 Tutkimuksen tuloksena on tietoa DevOpsista menetelmänä
S2 Tutkimuksen tuloksena on tietoa DevOpsin hyödyista tai haitoista
S3 Tutkimuksen tuloksena on tietoa DevOpsin käyttöönotosta
S4 Tutkimuksen tuloksena on muuta tutkimuskysymyksiin liittyvää tietoa
DevOps-aihepiiriista
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Nämä sisällytyskriteerit varmistivat sen, että lähteet jotka valikoituivat tut-
kielmaan käsittelivät DevOpsia siten, että niiden perusteella pystyttiin vas-
taamaan tutkimuskysymyksiin. Sisällyskriteerien toteutuminen varmistettiin
lukemalla tutkimusten abstraktit tai tarvittaessa koko tutkimus. Sisällytyk-
seen riitti, että yksi kriteereistä täyttyi.
4.2.3 Haun suoritus
Haun ensimmäinen vaihe suoritettiin lopullisesti 4.1.2017 sähköisissä haku-
koneissa IEEE Xplore, ACM Digital Library, CiteseerX, ScienceDirect ja
SpringerLink. Lisäksi haku suoritettiin myös hakukoneissa Scopus ja Web Of
Science, vaikka molemmat sisältävätkin paljon samoja tutkimuksia muista
hakukoneista. Myös Google Scholar -hakukonetta käytettiin, josta löytyy niin
ikään useita samoja tutkimuksia. Hakukoneiden määrällä pyrittiin saavutta-
maan mahdollisimman suuri kattavuus, etenkin koska tutkielman ainoana
hakutapana oli sähköiset hakukoneet.
Yhteensä hakukoneista löytyi 2058 tutkimusta. Tutkimusten suhteellisen
suuri määrä, verrattuna DevOps-kirjallisuuden todelliseen määrään, joh-
tuu muutaman hakukoneen heikosta rajausmahdollisuuksista: esimerkiksi
CiteseerX-hakukoneen 436:sta tutkimuksesta vain pieni osa liittyi Devopsiin,
ja SpringerLink-haun tuloksissa esiintyi yhdestä niteestä useita eri kappaleita.
Tutkimusten määrää paisuttaa myös Google Scholar -haku, josta tarkistettiin
500 ensimmäistä osumaa.
Suurimpaan osaan näistä tutkimuksista voitiin soveltaa hylkäyskriteerejä jo ot-
sikon ja abstraktin pohjalta silloin kun tutkimus ei selvästi liittynyt DevOpsiin
ohjelmistokehityksessä. Mahdollisia tutkimukseen sisällytettäviä tutkimuk-
sia löytyi 264 kappaletta, joista kaksoiskappaleita oli 152. Taulukossa 1 on
eritelty jokaisesta hakukoneesta löytyneiden tutkimusten määrät, ja niistä
sisällytettäväksi harkittaviksi valikoituneet. Valitut tutkimukset sisältävät
kaksoiskappaleita eri hakukoneiden välillä.
Hakuprosessin toisessa vaiheessa jokainen löydetty tutkimus tai sen abstrakti
luettiin ensin sen määrittämiseksi, täyttääkö tutkimus hylkäyskriteerit. Tässä
vaiheessa hylättiin 64 paperia. Kolmannessa vaiheessa jäljelle jääneet 48
tutkimusta luettiin läpi, ja arvioitiin täyttääkö tutkimus sisällytyskriteerit.
Näin tutkielman varsinaisiksi lähteiksi valittiin 24 paperia.
Seuraavaksi käytiin läpi valittujen tutkimusten lähdeluettelot sen määrittä-
miseksi, oliko joitain tutkimuksia mahdollisesti jäänyt huomioimatta haku-
vaiheessa. Tutkimusten lähteistä ei kuitenkaan löytynyt uusia tutkielman
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Taulukko 1: 4.1.2017 löydettyjen tutkimusten määrä, sekä niistä tutkielman
lähteisiin mahdollisesti sisällytettäväksi valitut.
Hakukone Löydetyt tutkimukset Harkittavaksi valitut
IEEE Xplore 394 41
ACM Digital library 84 29
CiteseerX 436 11
ScienceDirect 119 6
SpringerLink 218 13
Scopus 210 63
Web Of Science 97 37
Google Scholar 500 64
Yhteensä 2058 264
lähteisiin sisällytettäviä tutkimuksia. Tulos viittaa siihen, että hakuvaiheessa
on löydetty suuri osa kaikista aihepiiriin liittyvistä tutkimuksista. Lopullisesti
valitut lähteet on esitelty taulukossa 2.
Taulukko 2: Tutkielman lähteiksi valitut tutkimukset.
Viite Otsikko
[13] Towards Definitions for Release Engineering and DevOps
[33] Continuous Delivery? Easy! Just Change Everything (Well,
Maybe It Is Not That Easy)
[14] DevOps
[46] Understanding DevOps & bridging the gap from continuous
integration to continuous delivery
[37] DevOps culture and its impact on cloud delivery and software
development
[18] A Framework for Managing Mission Needs, Compliance, and
Trust in the DevOps Environment
[42] End to End Automation on Cloud with Build Pipeline: The Ca-
se for DevOps in Insurance Industry, Continuous Integration,
Continuous Testing, and Continuous Delivery
[8] Continuous Delivery: Huge Benefits, but Challenges Too
[7] DevOps: Making It Easy to Do the Right Thing
[30] Towards DevOps in the Embedded Systems Domain: Why is
It So Hard?
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Taulukko 2: jatkoa.
Viite Otsikko
[44] Being a DevOps Developer
[5] Chaos Engineering
[9] Towards Architecting for Continuous Delivery
[19] Development and Deployment at Facebook
[12] A Software Architecture Framework for Quality-aware DevOps
[20] Challenges, Benefits and Best Practices of Performance
Focused DevOps
[45] Software Security in DevOps: Synthesizing Practitioners’
Perceptions and Practices
[40] The Intersection of Continuous Deployment and Architecting
Process: Practitioners’ Perspectives
[10] On the journey to continuous deployment: Technical and social
challenges along the way
[38] DevOps adoption benefits and challenges in practice: A case
study
[34] On the impact of mixing responsibilities between Devs and
Ops
[29] Dimensions of devOps
[41] DevOps: A definition and Perceived Adoption Impediments
[27] An Exploratory Study of DevOps Extending the Dimensions
of DevOps with practices
4.3 Lähteiden arviointi
Systemaattisessa kirjallisuuskatsauksessa valittujen tutkimusten laatu arvioi-
daan. Samalla selvitetään koko tutkimusalueen kirjallisuuden laatua. Läh-
teiden arvioinnin yhteydessä ei enää karsittu lähteitä. On huomattava, että
lähteiden arvioinnissa keskitytään lähinnä tutkimuksen raportoinnin arvioin-
tiin, eikä arvioinnista voi suoraan päätellä tutkimuksen tulosten pitävyyttä.
Lähteiden arvioinnin tulokset esitellään luvussa 5.
Arviointimenetelmäksi valittiin lähteiden pisteytys ennaltamäärättyjen kysy-
mysten perusteella. Kysymykset laadittiin siten, että niihin voitiin vastata
joko kyllä, ei, tai osittain. Jokaisesta kyllä-vastauksesta annettiin 1 piste, jokai-
sesta osittain-vastauksesta annettiin 0.5 pistettä ja jokaisesta ei-vastauksesta
ei myönnety lainkaan pisteitä. Arvioinnin kokonaispistemääräksi määräytyi
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kysymysten vastauksista yhteenlasketut pisteet.
Arviointikysymykset on suunnattu kvantitatiivisten tutkimusten arviointiin,
ja ne on sovellettu Kitchenhamin ja Chartersin esittämistä kysymyksistä [24].
Kysymyksillä arvioidaan lähinnä tutkimusten selkeyttä ja toistettavuutta.
Arviointi toteutettiin lukemalla tutkimukset. Arviointikysymykset ja niiden
selvennykset on lueteltu alla.
A1 Onko tutkimuksella selvä päämäärä?
A2 Onko tutkimusmenetelmä esitetty kattavasti?
A3 Ovatko tutkimuksen tulokset selvästi esitelty?
A4 Vastaavatko tutkimuksen tulokset tutkimuskysymyksiin?
A5 Onko tutkimuksen validiteettia ja rajoitteita pohdittu?
Ensimmäinen arviointikysymys pyrkii selvittämään onko tutkimuksessa tun-
nistettu syyt tutkimuksen toteuttamiseen riittävällä tarkkuudella. Kysymyk-
seen vastaamiseksi tutkimuksesta tarkastellaan tutkimuksen motivaatiota,
aiempien tutkimusten esilletuontia, sekä tutkimuskysymyksiä. Käytännössä
tutkimukselle myönnettiin kysymyksestä joko 0 tai 1 pistettä.
Toisella arviointikysymyksellä arvioidaan tutkimuksen menetelmää ja sitä,
miten se on tutkimuksessa esitelty. Tarkka ja yksityiskohtainen menetel-
mä ansaitsee 1 pisteen, menetelmän ylimalkaisempi esittely 0.5 pistettä ja
menetelmän ohittaminen 0 pistettä.
Kolmas ja neljäs arviointikysymys ottavat kantaa tutkimuksen tuloksiin.
Kolmas kysymys arvioi, kuinka tarkkaan tulokset on johdettu menetelmällä
saadusta aineistosta ja miten ne on esitelty lukijalle. Neljännellä kysymyksellä
pyritään selvittämään, saavuttiko tutkimus tuloksensa eli saadaanko vastaus
tutkimuskysymyksiin. Pisteet molemmille kysymyksille myönnettiin puhtaasti
arvioinnin perusteella, 0 – 1 pistettä molemmista.
Viides arviointikysymys selvittää, onko tutkimuksen validiteettia tai muita ra-
joitteita käsitelty. Samalla pyritään tarkistamaan, onko tutkimuksessa joitain
ilmiselviä rajoitteita tai ennakkoasetelmia, joita ei ole raportoinnissa otettu
huomioon. Jos tutkimuksen rajoitteita on käsitelty hyvin eikä tutkimukses-
sa ole muuta huomautettavaa, tutkimukselle myönnetään 1 piste ja muissa
tapauksissa 0 – 0.5 pistettä.
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Taulukko 3: Aineistonkeruulomake.
Kenttä Otsikko Muoto Syy
K1 Tutkijat Teksti Viittaus
K2 Julkaisu Teksti Viittaus
K3 Otsikko Teksti Viittaus
K4 Julkaisuvuosi Vuosiluku Viittaus
K5 Sitaattien määrä Numero Viittaus
K6 Arvioinnin (luku 2.2) pistemäärä Numero Laatu
K7 Mikä on tutkimuksen menetelmä? Teksti Kartoitus
K8 Mitkä tutkimuksessa esille tuodut asiaton laskettu DevOpsiin kuuluvaksi? Teksti T1
K9 Mitä hyötyjä DevOpsista on tunnistet-tu? Teksti T2
K10 Mitä haittoja DevOpsista on tunnistet-tu? Teksti T2
K11 Miten DevOps on vaikuttanut yksittäi-sen ihmisten toimintaan? Teksti T3
K12 Miten DevOps on vaikuttanut yrityksentoimintaan? Teksti T3
K13 Muuta DevOpsiin liittyvää? Teksti Muu
4.4 Aineiston keruu
Lähteiden arvioinnin jälkeen systemaattisessa kirjallisuuskatsauksessa lähteis-
tä kerätään aineisto tutkimuskysymyksiin vastaamiseksi. Aineiston keräämi-
seen käytettiin tutkielmassa aineistonkeruulomaketta. Tutkielman luonteesta
ja tutkimuskysymyksistä johtuen selkeitä numeroarvoja ei ollut tutkimuksista
käytettävissä, ja lomakkeiden kentät koostuvatkin pitkälti teksistä.
Aineiston keruuta varten tutkimukset luettiin huolellisesti, samalla täyttäen
aineistonkeruulomaketta. Taulukossa 3 on esitetty tutkielmaa varten käytetty
yleinen aineistonkeruulomake. Tutkimuskysymyksiin vastausta hakevien kent-
tien lisäksi aineistonkeruulomakkeessa on tietoja itse tutkimuksesta. Lomak-
keen kentät K1-K5 ylläpitävät viitetietoja tutkimuksista ja niitä käytetään
myös tutkimusten kartoitukseen. Kenttä K6 pitää sisällään itse laatuarvioin-
nin tuloksen. Kenttä K7 liittyy niin ikään tutkimuksen kartoitukseen.
Kentät K8-K13 pyrkivät löytämään vastauksia tutkimuskysymyksiin. Koska
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tutkimusten tulokset eivät ole numeerisia, kysymyksiin vastataan tekstillä.
Analyysivaiheessa vastauksista pyritään löytämään yhteiset tekijät. Kysymys
K8 pyrkii löytämään tutkimuksista tietoa siitä, mitä tekijöitä DevOpsiin on
tutkimuksessa liitetty ja siten löytää vastaus ensimmäiseen tutkimuskysy-
mykseen. Kysymykset K9 ja K10 pyrkivät vastaamaan toiseen tutkimusky-
symykseen, ja kysymykset K11 ja K12 kolmanteen tutkimuskysymykseen.
Kysymyksellä K13 pyritään tunnistamaan jotain DevOpsiin liittyvää, mitä ei
ole muualla harkittu.
4.5 Aineiston analyysi
Systemaattisen kirjallisuuskatsauksen lopuksi kerätty aineisto analysoidaan
tulosten muodostamiseksi. Analysoinnin tarkoitus on yhdistää tutkimuksista
löytyneet vastaukset tutkimuskysymyksiin ja tarkastella tuloksia kokonaisuu-
tena. Tutkielmaa varten sovellettiin kvalitatiivista synteesia, sillä valituissa
tutkimuksissa samoja tuloksia oli käsitelty hieman eri termein. Kvalitatiivi-
sessa synteesissä termistö yhdenmukaistetaan tulosten yhtäläisyyksien muo-
dostamiseksi. Koska osa valituista tutkimuksista oli asiantuntijalausuntoja,
sovellettiin lopuksi kvalitatiivisen synteesin lisäksi herkkyysanalyysia tutki-
musten välisten erojen havaitsemiseen.
5 Tulokset
Sisällytys- ja hylkäyskriteerien jälkeen tutkielmaan valikoitui 24 tutkimusta.
Tutkimusten tulokset kirjattiin aineistonkeruulomakkeeseen (taulukko 3).
Näin kerätyt tulokset on kartoitettu tässä luvussa. Tulosten pohjalta luvussa
6 on vastattu tutkimuskysymyksiin. Luvun alussa kartoitetaan tutkimusten
yleisiä tietoja, kuten julkaisutahtia ja tutkimusten laatua. Tämän jälkeen
esitetään tutkimusten tuloksia tutkimuskysymyksiin liittyen.
5.1 Tutkimusten yleiset tiedot
DevOps on tutkimusaiheena verrattain nuori, ja tämä tulee selvästi ilmi tar-
kasteltaessa valittujen tutkimusten julkaisuvuotta. Aikaisimmat tutkimukset
ovat vuodelta 2013, ja 21 tutkimusta valituista 24:sta on julkaistu vuosina
2015-2016. Kuvassa 5 on esitettynä valittujen tutkimusten tarkempi määrä
vuosittain. Kuvasta selviää, että tutkielman tutkimuskysymysten kannalta
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Kuva 5: Valittujen tutkimusten julkaisuvuosi.
oleellisten tutkimusten julkaisutiheys on viime vuosina lisääntynyt merkit-
tävästi. Sama nousujohteinen julkaisutrendi näkyy DevOps-tutkimuksesta
myös yleisesti johdannon kuvasta 1.
Tutkielmaan valituissa tutkimuksissa on laaja kirjo tutkijoita. Tutkimus-
ten kirjoittajina on yhteensä 72 tutkijaa, joista vain seitsemän on ottanut
osaa useampaan kuin yhteen tutkimukseen. Näistäkin vain kaksi tutkijaa oli
ollut mukana kolmessa, ja yksi neljässä, tutkimuksessa. Tämä viittaa osal-
taan siihen, että DevOps-tutkimus vaikuttaisi olevan yhä alkutekijöissään
tutkimuskysymysten aihepiirin osalta.
Tutkimusten julkaisufoorumit olivat sen sijaan hieman yhtenäisempi joukko.
Viisi tutkimuksista oli julkaistu IEEE Software -lehdessä, joista neljä samassa
numerossa (toukokuu/kesäkuu 2016). Kolme tutkimuksista esiintyi samassa
konferenssissa International Conference on Agile Software Development Infor-
mation, joista kaksi vuonna 2015 ja yksi 2016. 14 tutkimusta oli julkaistu eri
konferenssi- tai workshop-julkaisuissa, ja loput kaksi eri lehdissä. Tutkimukset,
niiden julkaisu ja julkaisuvuosi on esitetty taulukossa 4.
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Taulukko 4: Tutkimusten julkaisut ja julkaisuvuodet.
Viite Julkaisu Julkaisuvuosi
[19] IEEE Internet Computing 2013
[33] Agile Conference 2013
[18] IEEE Military Communications Conference 2014
[13] International Workshop on Release Enginee-
ring
2015
[46] International Conference on the Innovative
Computing Technology
2015
[42] IEEE International Conference on Cloud
Computing in Emerging Markets
2015
[9] Working IEEE/IFIP Conference on Software
Architecture
2015
[20] Proceedings of the 4th International Works-
hop on Large-Scale Testing
2015
[10] Information and Software Technology 2015
[29] Proceedings of the 16th International Confe-
rence on Agile Software Development
2015
[41] Proceedings of the 16th International Confe-
rence on Agile Software Development
2015
[8] IEEE Software 2015
[14] IEEE Software 2016
[7] IEEE Software 2016
[44] IEEE Software 2016
[5] IEEE Software 2016
[34] Proceedings of the 17th International Confe-
rence on Agile Software Development
2016
[37] International Conference on Advances in
Computing, Communication, Automation
(Spring)
2016
[30] Hawaii International Conference on System
Sciences
2016
[12] Proceedings of the 2nd International Works-
hop on Quality-Aware DevOps
2016
[45] Proceedings of the International Workshop on
Continuous Software Evolution and Delivery
2016
[40] Proceedings of the 10th ACM/IEEE Inter-
national Symposium on Empirical Software
Engineering and Measurement
2016
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Taulukko 4: jatkoa.
Viite Julkaisu Julkaisuvuosi
[38] Proceedings of the 17th International Confe-
rence on Product-Focused Software Process
Improvement
2016
[27] The 11th International Conference on Softwa-
re Engineering Advances
2016
Tutkimusten menetelmät jakautuivat neljään eri menetelmään. Kymmenen
tutkimusta esitteli tutkimuksensa case-tutkimuksena, ja yksitoista tutkimuk-
sista oli asiantuntijalausunnoiksi luonnehdittavia artikkeleita, jotka pohjau-
tuivat jonkin yrityksen toimintaan tai olivat eräänlaisia retrospektiiveja yri-
tyksen siirtymisestä DevOps-malliin. Kaksi tutkimuksista esitteli DevOps-
arkkitehtuurikehyksen, joista toinen oli myös case-tutkimus. Yksi tutkimuk-
sista käsitteli harmaata kirjallisuutta. Kuudessa tutkimuksista oli toteutettu
myös kirjallisuuskatsaus osana tutkimuksia, joita ei ole tässä eritelty. Tutki-
musten menetelmät on esitetty tarkemmin taulukossa 5.
Tutkimuksilla ei ollut selvää pääpainoa, eikä tutkimuksia voinut selvästi jao-
tella tutkimuskysymysten (luku 4.1) perusteella. Lähes kaikki tutkimukset
käsittelivät useampaa kuin yhtä tutkimuskysymyksistä, ja peräti 15 tutki-
musta käsitteli kaikkia kolmea tutkimuskysymystä. 21 tutkimusta käsitteli
ensimmäistä tutkimuskysymystä, 19 tutkimusta käsitteli toista tutkimuskysy-
mystä, ja kolmatta tutkimuskysymystä käsitteli 20 tutkimusta. Taulukossa 5
on esitetty tutkimusmenetelmien vierellä mihin tutkimuskysymykseen kukin
tutkimus vastasi.
Taulukko 5: Tutkimusten menetelmät ja tulosten vastaa-
minen tutkimuskysymyksiin.
Viite Case Asiantuntija Muu T1 T2 T3
[37] X X X X
[30] X X X
[12] X X X
[40] X X X X
[10] X X X X
[38] X X X X
[34] X X X X
[29] X X X X
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Taulukko 5: jatkoa.
Viite Case Asiantuntija Muu T1 T2 T3
[41] X X X X
[27] X X X X
[13] X X X
[33] X X X X
[14] X X X X
[46] X X X X
[8] X X
[7] X X X X
[44] X X X
[5] X X
[9] X X X X
[19] X X X X
[20] X X X
[18] X X X X
[42] X X X
[45] X X X
Tutkimusten laatuarvioinnin tulokset on esitetty taulukossa 6. Merkittävä
osuus tutkimuksista sai arvioinnissa heikot laatupisteet. Tämä johtuu pitkäl-
ti siitä, että useat tutkimuksista olivat asiantuntijalausuntoja jonkin tietyn
yrityksen siirtymisestä DevOps-malliin, eikä laatukysymyksiä voinut käytän-
nössä soveltaa näiden osalta. Yhteensä puolet tutkimuksista sai kuitenkin
puolet mahdollisista pisteistä tai enemmän.
Taulukko 6: Tutkimusten laatuarvioinnin tulokset.
Viite A1 A2 A3 A4 A5 Yhteensä
[27] 1 1 1 1 1 5
[41] 1 1 1 1 1 5
[38] 1 1 1 1 1 5
[10] 1 1 1 1 1 5
[40] 1 1 1 1 1 5
[45] 1 1 1 1 1 5
[30] 1 1 1 1 1 5
[29] 1 1 1 1 0 4
[34] 1 1 1 1 0 4
[13] 1 0.5 1 1 0.5 4
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Taulukko 6: jatkoa.
Viite A1 A2 A3 A4 A5 Yhteensä
[12] 1 1 1 0.5 0 3.5
[9] 1 0 0.5 1 0 2.5
[46] 1 0 0.5 0 0.5 2
[8] 1 0 0.5 0 0 1.5
[18] 1 0 0.5 0 0 1.5
[37] 1 0 0.5 0 0 1.5
[33] 0 0.5 1 0 0 1.5
[7] 1 0 0 0 0 1
[42] 1 0 0 0 0 1
[19] 0 0 0.5 0 0 0.5
[20] 0 0 0 0 0 0
[5] 0 0 0 0 0 0
[44] 0 0 0 0 0 0
[14] 0 0 0 0 0 0
5.2 DevOpsin määrittävät tekijät
DevOpsin määrittävien tekijöiden selvittämiseksi käytettiin aineistonkeruu-
lomakkeen kenttää K8, joka pyrki tunnistamaan valituista tutkimuksista
sellaiset menetelmät tai työkalut, jotka tutkimuksissa selvästi laskettiin osaksi
DevOpsia. Osa tutkimuksista käsitteli samoja tekijöitä hieman eri termein, ja
nämä tekijät on tutkimusta varten ryhmitelty yhden termin alle. Lähestymis-
tapa vastaa kvalitatiivisen tutkimuksen keskinäistä kääntämistä (reciprocal
translation) [25].
Yhteensä 21 tutkimusta tunnisti 13 menetelmää ja työkalua, jotka luettiin
tällä tavoin DevOpsin määrittäviksi tekijöiksi. Tutkimuksittain tekijöitä tun-
nistettiin vaihtelevasti 1-8 kappaletta, pääasiassa 2-6 määrittävää tekijää. Yli
puolet tekijöistä esiintyi useammassa kuin kolmessa tutkimuksessa. Kuvassa
6 on esitetty määrittävien tekijöiden lukumäärän jakautuminen tutkimusten
välillä. Taulukossa 7 on esitetty nämä määrittävät tekijät, ja ne tutkimukset,
joissa kyseinen tekijä esiintyy.
28
Taulukko 7: Tutkimuksissa tunnistetut määrittävät teki-
jät.
Määrittävä tekijä Tutkimukset
Jatkuva julkaisu [33], [14], [37], [42], [7], [44], [9], [19], [45],[10], [38], [34], [41], [27], [46]
Monitorointi [14], [18], [42], [44], [9], [20], [45], [40], [38],[29], [41], [27], [46]
Jatkuva testaus [14], [37], [18], [42], [7], [44], [45], [40], [10],[38], [41], [46]
Yhteistyö [13], [14], [37], [20], [29], [18], [41], [27]
Automaatio [42], [44], [9], [45], [29], [41], [27]
Infrastruktuuri koodina [14], [42], [7], [29], [41], [27]
Ominaisuuskytkimet [33], [44], [19], [10]
Jatkuva kokeilu [5], [38], [41]
Pienet muutokset [14], [7], [40], [10]
Kyky nopeaan virheestä
palautumiseen [37], [18], [41]
Työkalut [37], [18], [20], [34]
Muita [46], [44]
Selvästi suosituimmat määrittävät tekijät olivat jatkuva julkaisu, jatkuva
testaus ja monitorointi. Kukin näistä esiintyi yhteensä yli 10:ssä eri tutkimuk-
sessa. Jatkuva julkaisu käsittää tässä niin jatkuvan julkaisun (Continuous
Deployment) kuin jatkuvasti julkaistavissa olevan sovellusversion ylläpidon
(Continuous Delivery). Jatkuvassa julkaisussa versionhallintaan päivitetyt
koodimuutokset kulkeutuvat automaattisesti tuotantoon. Työnkulku on esi-
merkiksi seuraavanlainen: automaatiotyökalu kääntää koodin ja siirtää so-
velluksen testiympäristöön, jossa sille suoritetaan testit. Jos testit menevät
läpi, sovellus voidaan siirtää tuotantopalvelimelle. Näin muutokset tulevat
käyttäjille näkyviin lähes viiveettä muutosten valmistumisesta. Jatkuvasti
julkaistavissa oleva sovellus tarkoittaa käytännössä sitä, että voidaan milloin
tahansa päättää viedä uusimmat muutokset tuotantoon jatkuvan julkaisun
menetelmällä. Tutkielmaa varten nämä jatkuvan julkaisun termit on yhdis-
tetty niiden vähäisen eroavaisuuden vuoksi.
Jatkuva julkaisu esiintyi yhteensä 16 tutkimuksessa ja se oli esiintymisten
lukumäärältään kaikkein suosituin DevOpsista tunnistettu määrittävä tekijä.
Jatkuvan julkaisun määritelmä kuitenkin vaihteli tutkimusten välillä. Jatkuva
julkaisu esimerkiksi nähtiin nopeina julkaisuiteraatioina, joista saadaan nope-
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Kuva 6: Tutkimukset tunnistivat määrittäviä tekijöitä 1 – 8 kappaletta.
aa palautetta asiakkailta [27]. Nopeisiin iteraatioihin liittyi myös julkaisujen
pieni koko, ja uusien toimintojen rajallinen määrä, joka helpottaa testausta ja
palautumista [19]. Toisaalta jatkuva julkaisu kytkettiin myös infrastruktuurin,
kuten palvelinten ja niiden ympäristöjen ylläpitoon, missä infrastruktuurin
automatisointi on keskeisessä roolissa [34] [14]. Myös infrastruktuurin auto-
matisoinnin aikainen toteuttaminen kuului jatkuvan julkaisun piiriin [46].
Yhteistä näille kaikille jatkuvan julkaisun määritelmille kuitenkin oli se, että
jatkuva julkaisu nähtiin nopeina julkaisuiteraatioina, joista saadaan nope-
aa palautetta asiakkailta [27] [10]. Yleisesti jatkuvan julkaisun voi myös
ajatella olevan automatisoitu työnkulku kääntämisestä testaukseen ja jul-
kaisuun [41] [37] tai kyky julkaista toimiva sovellus uusilla ominaisuuksilla
minä hetkenä hyvänsä [33]. Automaatio nähtiin kriittisenä jatkuvan julkaisun
kannalta [7].
Monitorointi esitetään määrittävänä tekijänä 13 tutkimuksessa. Monitoroin-
nilla tarkoitetaan esimerkiksi palvelinten suorituskyvyn seuraamista [20] tai
käyttäjien käyttäytymisen kartoitusta parempien käyttöliittymien kehittä-
mistä varten [8]. Monitorointi-nimikkeen alle on tutkielmaa varten liitetty
myös sovelluksen lokitukseen liittyvät menetelmät, sillä niiden perimmäinen
tarkoitus on sama; lokituksen on esitetty olevan sovelluksen toiminnan ja
tilan tarkkailuun käytetty menetelmä, kun monitoroinnin on katsottu olevan
palvelimen ja sovelluksen ulkopuolisten komponenttien tilan tarkkailua [14].
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Kuten jatkuvalla julkaisulla, myös monitoroinnilla voidaan tarkoittaa eri
menetelmiä. Monitoroinnilla kuitenkin tarkoitetaan pääsääntöisesti ainakin
palvelinten, ja erityisesti palvelinten suorituskyvyn, tilan tarkkailua [45]. Mo-
nitorointia käytetään myös sovelluksen virheiden tarkkailuun [29]. Virheiden
tarkkailulla on myös eräässä tapauksessa voitu korvata kattava testaus [27].
Monitorointi kattaa myös sovellusanalytiikan keräämisen [41]. Monitoroin-
nin avulla voidaankin pyrkiä parantamaan sovelluksen toiminnallisuutta ja
suorituskykyä [40].
Jatkuva testaus tunnistettiin DevOpsin määrittäväksi tekijäksi 12 tutkimuk-
sessa. Tätäkin määrittävää tekijää kutsuttiin joissain tutkimuksissa jatku-
vaksi integraatioksi, ja joissain automaattiseksi testaukseksi tai jatkuvaksi
testaukseksi. Tutkielmaa varten on valittu näistä nimikkeistä viimeinen. Jat-
kuvalla testauksella tarkoitetaan sovelluksen automaattista testausta, johon
voi kuulua esimerkiksi koodin kääntäminen ja siirtäminen testiympäristöön.
Jatkuvalla testauksella pyritäänkin testaamaan sovellusta mahdollisimman
varhaisessa vaiheessa tuotantopalvelimia vastaavassa ympäristössä [46]. Auto-
maattinen testien suoritus tarkoittaa myös sitä, että kehittäjien ei tarvitse
käyttää aikaansa testien suoritukseen [18]. Jatkuva testaus nähdään jatkuvan
julkaisun edellytyksenä [10, 41].
Kulttuuri ja yhteistyö on tunnistettu DevOpsin määrittäväksi tekijäksi seitse-
mässä tutkimuksessa. Kulttuuri ja yhteistyö nähdään joissain tutkimuksissa
päällekkäisinä tekijöinä: kulttuurimuutos voi esimerkiksi tarkoittaa yhteistyön
kehittymistä ohjelmistokehittäjien ja tuotannon ylläpitäjien välillä. Yhteis-
työn piiriin voi myös kuulua muitakin sidosryhmiä, kuten testaajia [14]. Myös
tiivis yhteistyö asiakkaan kanssa on tuotu esille osana DevOpsia [37, 18]. Toi-
saalta yhteistyön lisääntymisen on esitetty johtavan kulttuurimuutokseen [29].
Kulttuuri nähdään myös erottamattomana osana kaikkia muita DevOpsin
määrittäviä tekijöitä, kuten automaatiota [41].
Automaatio oli useassa tutkimuksessa mainittu määrittävä tekijä. Automaa-
tio on käsitteenä laaja, ja se voi sisältää jatkuvan julkaisun ja jatkuvan
testauksen osa-alueita. Myös monitorointi voi olla automaattista. Vaikka
automaatio liittyykin muihin määrittäviin tekijöihin, se voidaan silti laskea
myös omaksi tekijäkseen, sillä se on yksi DevOpsin keskeisiä osa-alueita ja
menetelmiä. Esimerkiksi jokaista ohjelmistokehityksen työvaihetta voi harkita
automatisoitavaksi [33].
Infrastruktuurin esittäminen koodina (engl. Infrastructure as [a] Code, IaC),
tarkoittaa palvelinten ja tarvittavien ohjelmistojen skriptipohjaista asenta-
mista [29]. Menetelmällä voidaan muun muassa määrittää konfigurointitiedos-
toihin palvelimelle asennettavat ohjelmistokirjastot ja sovellukset. Näin ta-
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pahtuva asennus on automaattista, mikä vapauttaa kehittäjät palvelinten ma-
nuaalisesta ylläpidosta [27]. Infrastruktuurin esittäminen koodina varmistaa
kehitys- ja tuotantoympäristöjen samankaltaisuuden ja identtisen asennuksen
eri palvelimille [14]. Se myös helpottaa sovelluksen skaalautuvuutta mahdol-
listamalla nopean palvelinten pystytyksen [46]. Infrastruktuurin esittäminen
koodina voidaan sekin nähdä välttämättömänä jatkuvalle julkaisulle [14].
Ominaisuuskytkimet (engl. feature toggles) esitettiin myös DevOpsin määrit-
tävänä tekijänä. Ominaisuuskytkimillä tarkoitetaan menetelmää jolla tietyt
ominaisuudet voidaan tarvittaessa kytkeä päälle tai pois tuotannossa [10].
Ominaisuuksia voidaan myös kytkeä päälle vain tietyille asiakasryhmille [33],
esimerkiksi kun uusia ominaisuuksia tai muutoksia halutaan testata pienel-
lä käyttäjäryhmällä niiden vaikutusten arvioimiseksi [19]. Tämänkaltaiseen
A/B-testaukseen liittyy myös jatkuvan kokeilun määrittävä tekijä, jolla py-
ritään löytämään paras mahdollinen arvo niin asiakkaalle kuin yritykselle
kokeilemalla uusia menetelmiä tai ominaisuuksia [38]. Jatkuva kokeilu on
riippuvainen kattavasta monitoroinnista, jotta kokeilujen tuloksia voidaan
verrata [41].
DevOpsin tekijöihin liitettiin pienet muutokset, eli mahdollisimman pienten
koodimuutosten suosiminen. Tässä pyrkimys on se, että pienet koodimuutokset
eivät voisi aiheuttaa kuin pieniä ongelmia [10]. Pieniä muutoksia on myös
nopea kehittää ja julkaista asiakkaalle. Nopea palautuminen virheestä on
myös laskettu osaksi DevOpsia [30]. Nopea palautuminen on jatkuvan kokeilun
tapaan riippuvainen kattavasta monitoroinnista [41].
Työkalujen käyttö mainittiin erillisenä määrittävänä tekijänä neljässä tutki-
muksessa. Työkalujen katsottiin mahdollistavan DevOps [37, 18]. Sisäiseen
käyttöön kehitetyt työkalut, ja niiden jakaminen nähtiin myös osana DevOp-
sia [20, 34]. Työkalujen käyttö on vahvasti kytköksissä esimerkiksi jatkuvaan
julkaisuun muun muassa automatisointityökalujen kautta.
Kahdessa tutkimuksessa esitettiin määrittävä tekijä, jota ei muissa tutkimuk-
sissa ollut lainkaan. Jatkuva suunnittelu esitettiin konseptina, jossa sovel-
luskehitykselle asetetaan tarkistuspisteitä, joissa varmistetaan että kehitys
on asiakkaan tarpeiden mukaista [46]. Tarkistuspisteillä pyritään varmista-
maan se, että voidaan tarvittaessa muuttaa kehityksen pääpainoa muuttuvien
tarpeiden mukaan. Perimmäinen ajatus jatkuvassa suunnittelussa on kette-
ryyden ulottaminen koko kehityksen kaareen, asiakkaan kanssa tehtävästä
sopimuksesta lähtien.
Toinen määrittävä tekijä, joka esitettiin vain yhdessä tutkimuksessa oli aja-
tella tuotannon ylläpitäjiä eräänlaisena asiakkaana, joiden ei-toiminnalliset
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määrittelyt on otettava huomioon [44]. Tällöin kehittäjien ja ylläpitäjien on
tehtävä yhteistyötä jo kehitystyön määrittelyvaiheesta alkaen, ja ylläpitäjistä
tulee aktiivisia osallistujia sovelluskehitykseen.
5.3 DevOpsin hyödyt
DevOpsin määrittävien tekijöiden selvittämiseksi käytettiin aineistonkeruu-
lomakkeen kenttää K9, joka pyrki tunnistamaan valituista tutkimuksista
DevOpsin hyödyt. DevOpsista tunnistettiin tutkimuksissa yhteensä peräti 19
hyötyä. Näistä kuitenkin 10 hyötyä esiintyy vain yksittäisissä tutkimuksissa.
Yhteensä 17 tutkimusta oli tunnistanut joitain DevOpsin hyötyjä. Kuvassa 7
on esitetty tunnistettujen hyötyjen lukumäärän jakautuminen tutkimusten
välillä. Taulukko 8 luetteloi tunnistetut hyödyt ja niihen viittaavat tutkimuk-
set.
Taulukko 8: Tutkimukset tunnistivat yhteensä 19 Dev-
Opsin hyötyä.
DevOpsin hyöty Tutkimukset
Nopea julkaisu [33], [14], [37], [18], [42], [8], [7], [9], [38],[29], [27]
Nopea palaute [33], [14], [37], [42], [7], [10], [38]
Nopea adaptaatio [46], [18], [42], [8], [9]
Luotettavuus [46], [37], [18], [8], [27]
Laadun parantuminen [18], [42], [8], [9], [38]
Ajan ja rahan säästyminen [46], [7], [38], [9]
Tuottavuus [8], [9], [38], [34]
Yhteistyö [18], [38], [34], [27]
Lisääntynyt asiakastyytyväi-
syys [8], [9], [38]
Muita [33], [46], [37], [8], [9], [19], [45], [10], [38],[34], [29], [41]
Pääasiallinen hyöty, joka DevOpsista havaittiin oli nopeus. Peräti puolet
tutkimuksista julisti nopean julkaisun DevOpsin hyödyksi, ja kolmannes tut-
kimuksista esitti sovelluksesta nopeasti saatavan palautteen hyötynä. Nopean
julkaisun hyöty perustuu tutkimusten mukaan nopeaan markkinoilletuontiai-
kaan ja siitä saavutettavaan kilpailuetuun [14, 37]. Nopeat julkaisut johtavat
osaltaan nopeaan palautteen saantiin asiakkailta.
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Kuva 7: Tutkimukset tunnistivat hyötyjä vaihtelevissa määrin.
Nopeilla julkaisuilla ja niistä saatavalla palautteella voidaan ohjata sovelluk-
sen kehitystä asiakkaiden toivomaan suuntaan [8]. Tätä ohjausta kutsuttiin
tutkimuksissa nopeaksi adaptaatioksi, ja se mainittiin DevOpsin hyötynä
viidessä tutkimuksessa. Nopea adaptaatio on myös kytkeytynyt itse DevOpsin
prosessiin, joka sallii muutosten toteuttamisen nopeasti reaktiona niin asiak-
kaiden kuin muuttuneen ympäristön tarpeisiin [18]. DevOpsissa voidaankin
tunnistaa muutostarve jo aikaisessa vaiheessa monitoroinnin avulla [29]. Dev-
Opsin hyötynä tunnistettiin nopeaan adaptaation liittyen myös liiketoiminnan
lisääntynyt ketteryys [42].
Nopean adaptaation tunnistettiin johtavan myös lisääntyneeseen asiakastyyty-
väisyyteen [9]. Tyytyväisyyden nousu syntyy nopeista muutoksista asiakkaiden
tarpeiden mukaan. Tiheästi julkaistut pienet muutokset lisäävät yksittäis-
ten uusien toiminnallisuuksien näkyvyyttä asiakkaalle [38]. Nopea julkaisu
tarkoittaa myös nopeaa virheiden korjausta, mikä osaltaan lisää asiakastyyty-
väisyyttä [8]. DevOpsin hyötynä esitettiinkin kyky nopeasti palauttaa aiempi
toimiva ohjelmisto uudemman tilalle, mikäli uudesta paljastuu vikoja [33].
Automatisoidun tuotantoonsiirron myötä ohjelmiston tuotantoonsiirrosta tu-
lee toistettavaa ja luotettavaa [8, 38]. Infrastruktuurin koodina esittämisellä
voidaan parantaa ympäristöjen konfiguroinnin luotettavuutta [46]. Luotetta-
van tuotantoonsiirron lisäksi ohjelmakoodin laadun paraneminen on tuotu esil-
le DevOpsin hyötynä [18]. DevOpsiin on esimerkiksi liitetty "laatuportit"(engl.
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quality gates), joiden läpi kaikkien muutosten, niin ohjelmakoodin kuin ympä-
ristömuutostenkin, on kuljettava [42]. Laatuporteilla pyritään varmistamaan
se, että jos esimerkiksi testiympäristössä ilmenee vikoja ohjelmistoa ei siirretä
tuotantoon. Automatisoidun testauksen myötä kattavampien testitapausten
tarve korostuukin [33].
Ajan ja rahan säästyminen olivat nekin DevOpsista tunnistettuja hyötyjä.
Esimerkiksi automatisoitu tuotantoonsiirto säästää kehittäjien ja ylläpitäjien
aikaa [38]. Helppo ja nopea tuotantoonsiirto säästää siten rahaa henkilökus-
tannuksissa, minkä lisäksi tuotantoympäristö voidaan pystyttää sovelluksen
tarpeiden mukaisesti säästäen palvelinresursseja [7]. DevOpsiin liitetty auto-
matisointi ja nopeus merkitsee myös sitä, että aikaa ei kulu odottamiseen
kuten esimerkiksi testien käsin suorittamiseen [46]. Automaatio lisääkin kehit-
täjien ja ylläpitäjien tuottavuutta, kun aikaa ei kulu esimerkiksi tuotantoym-
päristön konfigurointiin [9]. Tuottavuus lisääntyy myös DevOpsin nopeamman
työnkulun ansiosta [34].
Yhteistyö mainittiin erikseen neljässä tutkimuksessa. Parantunut kommuni-
kointi ja yhteistyö nähtiin DevOpsin hyötynä [18]. Kehittäjien ja ylläpitäjien
välinen yhteistyö helpottaa kehitystyötä ja kasvattaa ryhmien välistä luotta-
musta [34]. Lisäksi yhteistyöllä voidaan saavuttaa DevOpsin muita hyötyjä
kuten tiedonsiirtoa ja oppimista [38, 27].
Tutkimuksissa mainittiin myös monia muita hyötyjä, joista useimmat esiin-
tyivät vain yhdessä tutkimuksessa. Muutosten pitäminen pienenä mainittiin
DevOpsin hyötynä, jolloin niiden julkaisuun liittyvät riskit ovat puolestaan
pieniä [9]. Pienillä muutoksilla, jotka voi nopeasti palauttaa, voi myös olla po-
sitiivinen vaikutus uuden kokeiluun ja innovointiin [19]. Innovaatiot on nekin
mainittu erikseen DevOpsin hyötynä osana jatkuvaa kehitystyötä [42]. Sa-
maan teemaan liittyy myös jatkuva kokeilu, jolla pyritään uutta kokeilemalla
parantaa asiakkaan kokemusta tai omien resurssien käyttöä [38].
Monitoroitoinnilla sovelluksen mahdolliset ongelmat voidaan havaita aikaises-
sa vaiheessa [33]. IaC:lla voidaan puolestaan mahdollistaa sovelluksen helppo
skaalautuvuus [46]. IaC mahdollistaa myös infrastruktuurin ja resurssien
tehokkaan käytön [7], sekä vakaat palvelinympäristöt [41].
Muita hyötyjä olivat stressin väheneminen, tietoturvan lisääntyminen ja
ylimääräisten ominaisuuksien karsiminen. Kehittäjien stressitasot pysyvät
matalana tiheään tapahtuvien, mutta pienikokoisten julkaisujen myötä, jotka
eivät ole yhtä stressaavia kuin suuret julkaisutapahtumat [38]. Ylläpitäjien
stressi puolestaan vähenee, kun kehittäjät osaavat tehdä ylläpidollisia tehtäviä
itsekin [34]. Ohjelmiston tietoturva voi parantua automaation ja monitoroinnin
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myötä, kun virheiden mahdollisuus vähenee ja ongelmat voidaan havaita
nopeammin [45]. Ylimääräisiä ominaisuuksia ja niiden ylläpitoa voidaan
karsia jatkuvan kokeilun ja monitoroinnin avulla [10].
5.4 DevOpsin haitat
DevOpsin määrittävien tekijöiden selvittämiseksi käytettiin aineistonkeruu-
lomakkeen kenttää K10, joka pyrki tunnistamaan valituista tutkimuksista
DevOpsin haitat. Tutkimukset tunnistivat DevOpsista yhteensä 10 haittaa,
lähes puolet vähemmän kuin DevOpsista tunnistettuja hyötyjä. Yhteensä
13 tutkimusta esitti DevOpsista havaittuja haittapuolia, ja useimmat tutki-
mukset tunnistivat vain 1-3 haittaa. Kuvassa 8 on kuvattu tunnistettujen
hyötyjen lukumäärän jakautuminen tutkimusten välillä. Taulukko 9 luetteloi
tunnistetut haitat ja niihen viittaavat tutkimukset.
Taulukko 9: Tutkimukset tunnistivat 10 DevOpsin hait-
taa.
DevOpsin haitta Tutkimukset
Kulttuurin muodostaminen [37], [14], [8], [7], [10], [34]
Arkkitehtuurin muutokset [14], [8], [7], [9], [40], [41]
Ympäristön rajoitteet [14], [8], [30], [40], [10], [41]
Kustannusten nousu [9], [40], [33] [10], [34]
DevOps-koulutuksen puute [18], [8], [10], [34]
Jatkuvan julkaisun moni-
mutkaisuus [40], [10], [34]
Tietoturva [18], [45]
Muita [18], [40], [41]
Useat eri tutkimukset tunnistivat kulttuurin muodostamisen vaikeuden ja
arkkitehtuurihaasteet DevOpsin haitoiksi. Molemmat haasteet tunnistettiin
kuudessa tutkimuksessa, ja ne olivat selvästi suurimmat yksittäiset ongelmat,
jotka yritykset olivat kohdanneet.
Kulttuurin muodostamisessa suurin haaste oli yritysten jo olemassaolevat
prosessit ja kulttuuri, jotka hidastivat tai vaikeuttivat DevOpsin käyttöön-
ottoa [8, 41]. Vaadittava muutos yksilöiden ajatustapoihin ja toimintaan
oli myös oma haasteensa [37]. Jopa koko yrityksen uudelleenorganisointi oli
joissain tapauksissa tarpeellista [10, 34]. Yhteisen hallinnon puute ohjelmis-
tokehittäjien ja tuotannon ylläpitäjien välillä nähtiinkin ongelmana [18], ja
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Kuva 8: Tutkimuksittain tunnistettiin vain muutamia haittoja.
yrityksen eri osastojen välisen yhteistyön muodostaminen koettiin muuten-
kin hankalaksi [14]. Kulttuurin muodostaminen ylipäätään nähtiin pitkän
aikavälin prosessina [7], tai peräti jatkuvana parannuksen kohteena [34].
Arkkitehtuurin osalta koettiin, että perinteiset monoliittiset arkkitehtuurit
eivät sovellu esimerkiksi DevOpsiin liityvään jatkuvaan julkaisuun [40, 41].
Tähän haasteeseen kytkeytyvä toinen arkkitehtuurinen haaste oli toisaalta so-
vellusarkkitehtuurin jakaminen osiin [14]. Myös ympäristömuuttujien hallinta
näiden arkkitehtuurin osien osalta osoittautui haastavaksi [14]. Arkkitehtuu-
rin saralla todettiin myös olemassaolevien työkalujen puute, joka johti omien
työkalujen toteuttamiseen niiden mukana tulevine haasteineen [8]. Ylipäätään
DevOpsin tunnistettiin vaativan tietyt arkkitehtuuriset vaatimukset, jotka on
otettava huomioon [9].
Myös ympäristötekijät voivat vaikeuttaa DevOpsin käyttöönottoa. Ympäris-
tötekijöillä tarkoitetaan tässä itse sovelluskehityksen ja tuotantoonviennin
ulkopuolisia tekijöitä. Esimerkiksi pitkään kehitettyjä monoliittisia sovelluksia
voi olla vaikeaa siirtää jatkuvan julkaisun piiriin [8]. Sama pätee myös pitkän
elinkaaren sovelluksiin, kuten esimerkiksi ohjelmistokirjastoihin [10]. DevOps-
in onkin nähty olevan lähinnä web-palveluille sopiva kehitysmuoto [30, 44].
Samoin turvallisuuskriittiset sovellukset eivät välttämättä sovellu DevOps-
iin lainkaan, ja sulautettujen järjestelmien jatkuva julkaisu voi niin ikään
olla haasteellista toteuttaa [18]. Maantieteellinen etäisyys, eli esimerkiksi
etätyöskentely, voi vaikeuttaa DevOpsin toteutumista: kommunikaatio ja yh-
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teistyö saattaa kärsiä etäisyyden myötä, eikä DevOps-kulttuuriin liitettyä
yhteisöllisyyttä pääse syntymään [41].
DevOpsiin on liitetty myös nousseet kustannukset. Esimerkiksi jatkuvaan
julkaisuun siirtyminen saattaa aiheuttaa kustannusten nousua [40]. Toisaalta
nämä kustannukset voivat pitkällä aikavälillä olla jopa hyödyllisiä, kun ottaa
huomioon julkaisuprosessin yksinkertaistumisen [9]. Kustannuksia voi lyhyellä
aikavälillä nostaa myös se, että DevOpsiin ja jatkuvaan julkaisuun siirtymiseen
kuluu aikaa [33, 10]. Ohjelmistokehitykseen kulutettu aika saattaa sekin
vähentyä kehittäjien käyttäessä enemmän aikaa ylläpidollisiin tehtäviin [34].
Jatkuvan julkaisun tuomat haasteet tulivat nekin tutkimuksissa esille. Jatkuva
julkaisu nähtiin monimutkaisena toteuttaa [10]. Jatkuvan julkaisun vaati-
muksista seuraa omat arkkitehtuurirajoitteensa, joita on noudatettava [40].
Monimutkaisuuden lisäksi DevOps-tietämyksen puutteet rajoittivat DevOpsin
käyttöönottoa, ja erääksi huolenaiheeksi oli nostettu DevOps-ohjauksen puu-
te [34]. Haastetta korostaa DevOps-kirjallisuuden vähäisyys [8]. Parhaiksi Dev-
Opsin osaajiksi mainittiinkin pitkään ylläpitäjänä tai kehittäjänä toimineet,
jotka ovat DevOpsin menetelmien suhteen itseoppineita [18]. Riittämättömän
opetuksen ohella DevOps-standardien puute ja keskenään ristiriidassa ole-
vat DevOpsin määritelmät aiheuttavat etenkin kokemattomille työntekijöille
päänvaivaa [10].
DevOps saattaa myös olla haitallista sovelluksen tietoturvalle joissain tapauk-
sissa. Esimerkiksi selkeän tietoturvaroolin puuttuessa sovelluksen tietoturva
saattaa jäädä vähemmälle huomiolle [18]. Toisaalta myös julkaisutyökalujen
käyttö saattaa altistaa sovelluksen hyökkäykselle, jos niiden turvallisuuteen
ei kiinnitetä huomiota [45]. Avoin kommunikaatio ja laaja yhteistyö yrityksen
sisällä voi lisäksi sallia käyttöoikeuksien väärinkäytön [45].
Muita tutkimuksissa mainittuja haittoja oli esimiesten puutteellinen ohjaus,
sekä koodin uudelleenkäyttämisen vaikeus. Etenkin eri ryhmien välisten estei-
den purkamisessa tarvitaan vahvempaa roolia esimiehiltä [18]. Ohjelmakoodin
uudelleenkäyttäminen vaikeutuu, kun arkkitehtuuri hajautuu useampaan eril-
liseen osaan [40]. Huomattava hankaloittava tekijä voi myös olla asiakkaan
vastahankoisuus DevOpsin suhteen [41].
5.5 DevOpsin vaikutukset yksilön toimintaan
DevOpsin määrittävien tekijöiden selvittämiseksi käytettiin aineistonkeruu-
lomakkeen kenttää K11, joka pyrki tunnistamaan valituista tutkimuksista
DevOpsin vaikutukset yksilöihin. Yhteensä 14 tutkimusta tunnisti DevOpsista
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Taulukko 10: Tutkimukset tunnistivat DevOpsista kahdeksan vaikutusta
yksilöön.
DevOpsin vaikutus yksilöön Tutkimukset
Vastuun lisääntyminen [14], [19], [10], [34], [29], [27]
Tiedonsiirron lisääminen [18], [44], [29], [41], [27]
Oppiminen [38], [41], [27]
Yhteistyön lisääminen [37], [44]
Arkkitehtuurin huomioimi-
nen
[9], [40]
Muita [44], [7], [19]
vaikutuksia yksilön toimintaan. Yksilön toiminnan vaikutuksia tunnistettiin
yhteensä kahdeksan, ja suurin osa vaikutuksista esitettiin vain yhdessä tai
kahdessa tutkimuksessa. Kuvassa 9 on esitetty tunnistettujen yksilön vai-
kutusten jakautuminen tutkimusten välillä. Kuten haitat, yksilövaikutukset
ovat mahdollisesti myös yrityskohtaisia. Taulukko 10 luetteloi vaikutukset
yksilöihin ja niihin viittaavat tutkimukset.
Yksilöiden vastuun kasvaminen oli merkittävin vaikutus, jonka tutkimukset
tunnistivat DevOpsin vaikutukseksi yksilöihin. Erityisesti ohjelmistokehit-
täjien uusi vastuu sovellusten tuotantoonviennistä oli tunnistettu useassa
tutkimuksessa [14, 10, 27]. Tutkimuksissa myös yksilöiden suorittama tes-
taus korostui erillisen laadunvarmistus-ryhmän suorittaman testauksen sijas-
ta [10, 19]. Tuotaantoonviennin lisäksi vastuu tiedonjakamisesta ja ryhmän
sisäisestä yhteistyöstä tunnistettiin yksilöihin kohdistuneena muutoksena [29].
Yhdessä tutkimuksessa vastuu koko sovelluksesta oli myös siirretty yksistään
tietylle ryhmälle jaetun vastuuntunnon muodostamiseksi [29].
Ohjelmistokehittäjien ja tuotannon ylläpitäjien välinen tiedonsiirto korostui
myös DevOpsin vaikutuksena yksilöön. Kehittäjien pitäisi oppia ylläpitäjiltä
ja ylläpitäjien kehittäjiltä [44, 41]. Toisaalta uusien tehtävien oppimisen
tarvetta havaittiin etenkin ohjelmistokehittäjien puolelta [38]. Eräs tutkimus
luonnehti tätä keskinäistä oppimista perinteisten roolien evoluutioksi [27].
DevOpsista tunnistettiin myös ajatus siitä, että kehittäjien ja ylläpitäjien
pitäisi olla eräänlaisia asiakkaita toisilleen [37]. Tällä tavalla ryhmien tarpeet
nähdään lopputuotteelle tarpeellisina vaatimuksina, jotka on otettava huo-
mioon. Samaa ajetaan takaa lisääntyneen yhteistyön korostamisella, jossa
kehittäjät ja ylläpitäjät suunnittelevat yhdessä arkkitehtuuria ja tuotantoon-
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Kuva 9: Tutkimukset tunnistivat pääasiassa yksittäisiä yksilön vaikutuksia.
siirron tarpeita [44]. Tämänkaltaisella yhteistyöllä on havaittu olevan myös
hyvinvointiin positiivisesti vaikuttavia seurauksia, kun tuotantoonsiirrosta
tulee nopeaa ja sujuvaa [7].
DevOpsin arkkitehtuuriset tarpeet heijastuvat yksilöiden toimintaan. Kehit-
täjien on toteutettava komponentteja siten, että tuotantoon siirto, testaus,
tietoturva, monitorointi ja muokattavuus kaikki otetaan huomioon [9]. Ark-
kitehtuuritarpeiden lisäksi vastuu testauksesta siirtyy sekin kehittäjälle [19].
Tuotantoon siirron osalta arkkitehtuuriset päätökset ja mahdolliset hallinta-
rajapinnat on kehittäjien myös dokumentoitava huolellisesti [44].
5.6 DevOpsin vaikutukset yritykseen
DevOpsin määrittävien tekijöiden selvittämiseksi käytettiin aineistonkeruu-
lomakkeen kenttää K12, joka pyrki tunnistamaan valituista tutkimuksista
DevOpsin vaikutukset yritykseen. DevOpsista tunnistetut vaikutukset yri-
tykseen olivat vielä hajanaisempia kuin yksilöön kohdistuvat vaikutukset.
Yhteensä kahdeksan yritykseen kohdistuvaa vaikutusta esitettiin yhteensä
15:ssa tutkimuksessa. Kuvassa 10 on esitetty tunnistettujen yrityksen vaiku-
tusten jakautuminen tutkimusten välillä. Taulukko 11 luetteloi vaikutukset
yrityksiin ja niihin viittaavat tutkimukset.
Kulttuurimuutos on tunnistettu yhdeksässä tutkimuksessa yritykseen kohdis-
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Taulukko 11: Tutkimukset tunnistivat DevOpsista kahdeksan vaikutusta
yritykseen.
DevOpsin vaikutus yritykseen Tutkimukset
Kulttuurimuutos [13], [33], [14], [46], [37], [10], [29],
[41], [27]
Automaation lisääntyminen [33], [14], [46], [37], [18], [19]
Yhteistyön lisääntyminen [14], [37], [18], [38]
Arkkitehtuurimuutokset [14], [12], [40]
Organisaatiorakenteen muutos [37], [29], [38]
Muita [33], [20], [41]
tuvana vaikutuksena. Kulttuurimuutosta on kuitenkin käsitelty tutkimuksissa
verrattaen yleisellä tasolla, eikä kulttuurimuutosta ole tarkasti määritelty
tutkimuksissa. Kulttuurimuutoksen on oltava lähtöisin yrityksen tarpeista,
ja keinot joilla DevOps saavutetaan ovat yrityskohtaisia [46]. Muutos ei
välttämättä rajoitu kehittäjiin ja ylläpitäjiin, vaan saattaa olla koko yrityk-
sen laajuinen [10]. Yrityksen kulttuurimuutokseen voi kulua pitkäkin aika.
Kulttuurimuutos vaatii myös ajattelutavan muutosta [37, 27]. Myös yksinker-
taisuutta ja ketteryyttä esitetään DevOpsin painopisteeksi [18].
DevOpsiin liittyvä automaatio mainittiin sekin tutkimuksissa yritykseen koh-
distuvana muutoksena. Esimerkiksi testien automatisointi on varmistetta-
va [14]. Myös koko työnkulku ja tuotantoprosessi suositellaan automatisoi-
tavaksi [46]. Automaatiolla voidaan saavuttaa jatkuva julkaisu, ja automa-
tisoidulla monitoroinnilla voidaan valvoa palvelimia ja palauttaa aiempia
sovellusversioita virheiden sattuessa [37].
Kulttuuriin liittyvä yhteistyö oli esillä neljässä tutkimuksessa. Kehittäjien ja
ylläpitäjien yhteistyöllä pyritään tehokkaampaan toimintaan [37]. Erityisesti
ryhmien välisen kommunikoinnin kehittämiseen kiinnitettiin tutkimuksissa
huomiota [14, 38]. Kommunikoinnin fasilitoiminen voikin DevOpsiin siirtyessä
olla tarpeen toimintamallien juurruttamiseksi [7]. Yritysten sisällä pitäisi
luopua jäykistä prosesseista ja pyrkiä avoimempaan yhteistyöhön [14].
Yksi tutkimuksissa havaittu vaikutus oli arkkitehtuuri. DevOpsiin liittyy so-
vellusarkkitehtuurin pilkkominen pienempiin ja itsenäisiin osiin [14]. Myös
muut sovellukseen liittyvät osat voivat olla itsenäisesti toimivia, esimerkiksi
tietokannatkin voidaan sisällyttää jatkuvan julkaisun piiriin [40]. Mikropal-
veluarkkitehtuuri onkin osoittautunut suosituksi arkkitehtuuriksi DevOpsia
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Kuva 10: Tutkimukset tunnistivat pääasiassa yksittäisiä yrityksen vaikutuksia.
harjoittavissa yrityksissä [14, 40].
Organisaatiorakenteen muutos saattaa myös olla tarpeen. Esimerkiksi ke-
hittäjät ja ylläpitäjät voidaan yhteistyön vahvistamiseksi yhdistää yhdeksi
ryhmäksi [37, 29]. Muutoksen myötä myös perinteiset työnkuvat ja toiminta-
mallit saattavat muuttua [38]. Muita vaikutuksia yritykseen tunnistettiin viisi
kappaletta. Testien parantamista, testi- ja tuotantoympäristöjen yhtenäistä-
mistä ja ominaisuuskytkinten käyttöönottoa kannustettiin [33]. Käyttämällä
samoja metriikoita eri tiimien ja sovellusten välillä voidaan löytää ongelmien
perimmäisiä syitä [20]. DevOpsin vaikutuksiin liittyvät myös asiakkaiden
vaatimukset, jotka saattavat osaltaan muokata yrityksen toimintamalleja [41].
5.7 Tulokset vertailtuna menetelmittäin
Tutkielmaan valikoitui tutkimuksia jotka olivat lähinnä joko case-tutkimuksia
tai asiantuntijalausuntoja. Koska asiantuntijalausuntojen tulokset saattavat
olla subjektiivisempia kuin case-tutkimuksista saadut, tutkitaan löytyykö
näiden kahden tutkimustyypin tuloksista eroja. Vaikka tutkielmassa on toteu-
tettu kvalitatiivinen synteesi, tässä tapauksessa voidaan eräänlainen herkkyy-
sanalyysi silti suorittaa, jotta voidaan selvittää ovatko tutkimusten erilaiset
menetelmät vaikuttaneet tutkimusten tuloksiin.
Valituista tutkimuksista asiantuntijalausuntoja oli 11 ja case-tutkimuksia
10. Laatupisteiden välinen ero julkaisujen välillä on huomattava. Tämä on
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Taulukko 12: Laatupisteiden jakautuminen case-tutkimusten ja asiantuntija-
lausuntojen välillä.
Yhteensä Keskiarvo Mediaani
Case-tutkimukset 43 4,3 5
Asiantuntijalausunnot 13,5 1,2 1
kuitenkin odotettavissa, sillä laatuarvioinnissa korostettiin lähinnä tutkimus-
ten toistettavuutta, eikä asiantuntijalausunnoissa erikseen esitetty mitään
tiettyä menetelmää jota arvioida. Laatupisteistä ei voikaan tehdä mitään
johtopäätöksiä tutkimusten tuloksista. Taulukossa 12 on esitetty julkaisujen
väliset erot laatupisteissä.
Määrittävien tekijöiden osalta ei ole havaittavissa merkittäviä eroja case-
tutkimusten ja asiantuntijalausuntojen tuloksissa. Ainoat selvät erot ovat
ominaisuuskytkinten, nopean virheestä palautumisen ja muiden yksittäisten
tekijöiden käsittelyssä. Asiantuntijalausunnoissa ominaisuuskytkimet tun-
nistetaan useammin DevOpsiin kuuluvaksi määrittäväksi tekijäksi, ja case-
tutkimukset tunnistavat nopean palautumisen virheestä DevOpsin tekijäksi.
Asiantuntijalausunnoissa esitetään lisäksi muita yksittäisiä tekijöitä. Taulu-
kossa 13 on esitetty määrittävien tekijöiden tunnistus tutkimusmenetelmittäin
jaoteltuna.
Taulukko 13: Määrittävien tekijöiden jakautuminen case-
tutkimusten ja asiantuntijalausuntojen välillä.
Määrittävä tekijä Case-tutkimukset Asiantuntijalausunnot
Jatkuva julkaisu [37], [10], [38], [34], [41],[27]
[33], [14], [46], [7], [44],
[9], [19]
Monitorointi [38], [41], [40], [29], [27] [14], [44], [46], [9], [20]
Jatkuva testaus [37], [10], [38], [41], [40] [14], [46], [7], [44]
Yhteistyö [37], [41], [29], [27] [13], [14], [20]
Automaatio [41], [29], [27] [44], [9]
Infrastruktuuri koodi-
na [41], [29], [27] [14], [7]
Ominaisuuskytkimet [10] [33], [44], [19]
Jatkuva kokeilu [38], [41] [5]
Pienet muutokset [10], [40] [14], [7]
Kyky nopeaan virhees-
tä palautumiseen [37], [41]
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Taulukko 13: jatkoa.
Määrittävä tekijä Case-tutkimukset Asiantuntijalausunnot
Työkalut [37], [34] [20]
Muita [46], [44]
DevOpsin hyötyjä tarkasteltaessa menetelmittäin, huomataan nopean adap-
taation ja ohjelmiston laadun parantumisen olevan yksinomaan mainittuna
asiantuntijalausunnoissa. Samoin ajan ja rahan säästyminen on huomioitu
useammin asiantuntijalausunnoissa kuin case-tutkimuksissa. Toisaalta yh-
teistyön lisääntyminen nähdään yksinään case-tutkimuksissa hyötynä. Taulu-
kossa 14 on esitetty DevOpsin hyötyjen tunnistus tutkimusmenetelmittäin
jaoteltuna.
Taulukko 14: DevOpsin hyötyjen jakautuminen case-
tutkimusten ja asiantuntijalausuntojen välillä.
DevOpsin hyöty Case-tutkimukset Asiantuntijalausunnot
Nopea julkaisu [37], [38], [29], [27] [33], [14], [8], [7], [9]
Nopea palaute [37], [10], [38] [33], [14], [7]
Nopea adaptaatio [46], [8], [9]
Luotettavuus [37], [27] [8], [46]
Laadun parantuminen [8], [9], [38]
Ajan ja rahan säästy-
minen [38] [46], [7], [9]
Tuottavuus [38], [34] [8], [9]
Yhteistyö [38], [34], [27]
Lisääntynyt asiakas-
tyytyväisyys [38] [8], [9]
Muita [37], [10], [38], [34], [29],[41] [33], [8], [46], [9], [19]
Case-tutkimukset ovat kiinnittäneet asiantuntijalausuntoja enemmän huo-
miota DevOpsin haittoihin. Etenkin jatkuvan julkaisun monimutkaisuus ja
DevOpsin kustannukset on otettu esille, minkä lisäksi myös muita yksittäisiä
haittoja on havaittu useampia. Taulukossa 15 on esitetty DevOpsin haittojen
tunnistus tutkimusmenetelmittäin jaoteltuna.
DevOpsin vaikutuksia yksilöön on DevOpsin haittojen mukaisesti pohdittu
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Taulukko 15: DevOpsin haittojen jakautuminen case-tutkimusten ja asiantun-
tijalausuntojen välillä.
DevOpsin haitta Case-tutkimukset Asiantuntijalausunnot
Kulttuurin muodostaminen [37], [10], [34] [14], [8], [7], [9]
Arkkitehtuurin muutokset [40], [41] [14], [8], [7], [9]
Ympäristön rajoitteet [30], [40], [10], [41] [14], [8]
Kustannusten nousu [33], [40], [10], [34] [9]
DevOps-koulutuksen puute [10], [34] [8]
Jatkuvan julkaisun moni-
mutkaisuus [40], [10], [34]
Muita [40] [41]
enemmän case-tutkimuksissa. Ainoastaan DevOpsin vaatima arkkitehtuu-
ri on otettu yhtälailla esiin case-tutkimuksissa ja asiantuntijalausunnoissa.
Asiantuntijalausunnoissa on tuotu yksittäisiä vaikutuksia esille enemmän kuin
case-tutkimuksissa. Case-tutkimuksissa on kuitenkin havaittu selvästi samoja
teemoja, minkä lisäksi havaintoja on lähes kaksi kertaa enemmän kuin asian-
tuntijalausunnoissa. Taulukossa 16 on esitetty tunnistetut DevOpsin yksilöön
kohdistuvat vaikutukset tutkimusmenetelmittäin jaoteltuna.
DevOpsin vaikutukset yritykseen oli tuotu yhtälailla esiin niin case-tutkimuksissa
kuin asiantuntijalausunnoissakin, eikä merkittäviä eroja tutkimusmenetelmien
välillä ollut. Ainoastaan organisaatiorakenteen muutokset oli tuotu esiin vain
case-tutkimuksissa. Taulukossa 17 on esitetty tunnistetut DevOpsin yksilöön
kohdistuvat vaikutukset tutkimusmenetelmittäin jaoteltuna.
Selvästi case-tutkimukset ovat kiinnittäneet enemmän huomiota niin Dev-
Opsin haittoihin, kuin DevOpsin vaikutuksiin yksilöihin. Tämä lienee pitkälti
seurausta siitä, että asiantuntijalausunnoissa on pyritty tuomaan DevOpsia
esille sen hyötyjen kautta, ja case-tutkimuksissa on lähtökohtaisesti pyritty
havaitsemaan myös haittoja. Samoin case-tutkimuksissa eri yksilöiden näkö-
kulmat voivat tulla paremmin esiin kuin yksittäisen asiantuntijan julkaisussa.
Muiden tutkimuskysymysten osalta tutkimusmenetelmät erosivat toisistaan
lähinnä yksittäisten asioiden erilaisella painotuksella, eikä selvää jakolinjaa
ollut havaittavissa. Tämä tukee osaltaan tulosten yleispätevyyttä.
45
Taulukko 16: DevOpsin yksilöön kohdistuvien vaikutusten jakautuminen
case-tutkimusten ja asiantuntijalausuntojen välillä.
DevOpsin vaikutus yksilöön Case-tutkimukset
Asiantuntija-
lausunnot
Vastuun lisääntyminen [10], [34], [29], [27] [14], [19]
Tiedonsiirron lisääminen [29], [41], [27] [44]
Oppiminen [38], [41], [27]
Yhteistyön lisääminen [37], [44]
Arkkitehtuurin huomioimi-
nen [40] [9]
Muita [7], [19], [44]
Taulukko 17: DevOpsin yritykseen kohdistuvien vaikutusten jakautuminen
case-tutkimusten ja asiantuntijalausuntojen välillä.
DevOpsin vaikutus yrityk-
seen
Case-
tutkimukset
Asiantuntija-
lausunnot
Kulttuurimuutos [37], [10], [29],[41], [27] [13], [33], [14], [46]
Automaation lisääntyminen [37], [19] [33], [14], [46]
Yhteistyön lisääntyminen [37], [38] [14]
Arkkitehtuurimuutokset [12], [40] [14]
Organisaatiorakenteen muu-
tos [37], [29], [38]
Muita [41] [33], [20]
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6 Keskustelu
Edellisen luvun tulosten pohjalta pyritään selvittämään vastaukset luvussa
4 esitettyihin tutkimuskysymyksiin. Tutkimuskysymysten lisäksi esitetään
muita havaintoja, joita tutkimuksissa on tuotu esille, ja tutkielman tuloksia
verrataan myös aikaisempiin kirjallisuuskatsauksiin, joita DevOpsista on tehty.
Lopuksi pohditaan tutkielman mahdollisia rajoitteita ja jatkotutkimusaiheita
DevOpsiin liittyen.
6.1 T1: Mitkä ovat DevOpsin määrittävät tekijät käy-
tännössä?
Vastauksen löytämiseksi tutkimuskysymykseen T1 valitut tutkimukset luettiin
huolellisesti, ja niiden tulokset kirjattiin aineistonkeruulomakkeen (Tauluk-
ko 3) kenttään K8. Yhteensä 21 tutkimusta valituista 24:sta tunnisti Dev-
Opsin määrittäviä tekijöitä. Määrittäviä tekijöitä tunnistettiin 13, joista 11
mainittiin useammassa kuin kahdessa tutkimuksessa.
Yleisimmin tunnistetut määrittävät tekijät olivat jatkuva julkaisu, monitoroin-
ti, sekä jatkuva testaus. Jokainen näistä tekijöistä esiintyi ainakin puolessa
valituista tutkimuksista, ja ne ovat suoraan luettavissa DevOpsin yleisiksi
määrittäviksi tekijöiksi. Vaikka jatkuvan testauksen voidaan katsoa olevan
osa jatkuvaa julkaisua, se lasketaan erilliseksi tekijäksi selvyyden vuoksi.
Yhteistyö mainittiin kahdeksassa tutkimuksessa DevOpsin määrittäväksi teki-
jäksi. Tulos on sikäli mielenkiintoinen, että DevOpsin määritelmät lukevat
ensisijaisesti yhteistyön olevan DevOpsin määrittävä tekijä. Kuitenkin tut-
kimukset tuovat esille ennemmin jatkuvaa julkaisua ja monitorointia kuin
yhteistyötä. Tästä herää kysymys, johtaako esimerkiksi jatkuvan julkaisun
tavoittelu yhteistyön muodostumiseen ja onko yhteistyön muodostuminen
pikemminkin DevOpsin seuraus. Kehittäjien ja ylläpitäjien välinen yhteistyö
voidaan toisaalta nähdä edellytyksenä jatkuvalle julkaisulle ja infrastruktuu-
rin koodina esittämiselle. Näitä kysymyksiä ei tutkimuksissa ole kuitenkaan
pohdittu. Yhteistyö on joka tapauksessa selkeä osa DevOpsia, ja se on laskettu
DevOpsin määrittäväksi tekijäksi.
Seitsemän tutkimusta tunnisti automaation DevOpsin määrittäväksi tekijäksi.
Automaatiolla voidaan tarkoittaa esimerkiksi kaikkien toistuvien tehtävien
automatisointia, mutta se myös lukeutuu jatkuvan julkaisun ja testauksen
tekijöihin. Infrastruktuurin esittäminen koodina mainittiin kuudessa tutki-
muksessa DevOpsin määrittäväksi tekijäksi, ja se voi niin ikään olla osa
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Taulukko 18: Tutkielman löytämät DevOpsin määrittävät tekijät.
Määrittävä tekijä
Jatkuva julkaisu
Monitorointi
Jatkuva testaus
Yhteistyö
Automaatio
Infrastruktuurin esittäminen koodina
jatkuvaa julkaisua ja testausta. Vaikka sekä automaatio että infrastruktuurin
esittäminen koodina ovat kytköksissä jatkuvaan julkaisuun ja testaukseen, ne
voivat olla myös itsenäisiä osia työnkulkua. Siten myös automaatio ja infra-
struktuurin esittäminen koodina ovat laskettavissa DevOpsin merkittäviksi
tekijöiksi.
Muita vähäisemmissä määrin mainittuja määrittäviä tekijöitä olivat ominai-
suuskytkinten käyttö, jatkuva kokeilu, pienet muutokset ja kyky palautua
nopeasti virhetilanteista. Nämä määrittävät tekijät tunnistettiin kukin kol-
messa tai neljässä tutkimuksessa osaksi DevOpsia. Koska näitä tekijöitä ei
tunnistettu laajasti osaksi DevOpsia, ei niitä tässä tutkielmassa lasketa Dev-
Opsin määrittäviksi tekijöiksi. Toisaalta voidaan kuitenkin tehdä huomio,
että jokainen näistä tekijöistä voidaan katsoa kuuluvaksi osaksi jatkuvan
julkaisun tai monitoroinnin määrittävää tekijää. Esimerkiksi ominaisuuskyt-
kinten käyttö ja pienet muutokset liittyvät lyhyihin julkaisuiteraatioihin, ja
jatkuva kokeilu ja nopea virheestä palautuminen edellyttävät sekä lyhyitä
julkaisuiteraatioita että monitorointia.
Työkalujen käyttö oli tunnistettu neljässä tutkimuksessa DevOpsin määrit-
täväksi tekijäksi. Tämä on kuitenkin selkeästi lavea käsite, ja liittyy niin
automaatioon, jatkuvaan julkaisuun ja testaukseen kuin monitorointiinkin.
Voidaan myös sanoa, että työkalujen käyttö on osa mitä tahansa ohjelmistoke-
hitystä. Tästä johtuen työkalujen käyttöä ei lasketa DevOpsin määrittäväksi
tekijäksi, vaikka työkalujen käyttö onkin erottamaton osa DevOpsin muita
määrittäviä tekijöitä. Muita tekijöitä, joita yksittäiset tutkimukset esittivät,
ei harkittu sisällytettäväksi DevOpsin määrittäviksi tekijöiksi.
Valittujen tutkimusten analyysin perusteella DevOpsista on näin tunnistettu
kuusi määrittävää tekijää. Nämä määrittävät tekijät voivat kuitenkin sisältää
muita tekijöitä, jotka voidaan laskea osaksi DevOpsia kuten ominaisuuskytkin-
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ten käyttö. Muut tekijät eivät kuitenkaan sellaisenaan ole DevOpsin määrittä-
viä tekijöitä. Vastauksena tutkimuskysymykseen T1 ja tutkielman tuloksena
tunnistetut DevOpsin määrittävät tekijät on listattuna taulukossa 18.
6.2 T2: Mitä hyötyjä ja haittoja DevOpsista on havait-
tu?
Vastauksen löytämiseksi tutkimuskysymykseen T2 valitut tutkimukset luettiin
huolellisesti, ja niiden tulokset kirjattiin aineistonkeruulomakkeen (Tauluk-
ko 3) kenttiin K9 ja K10. Yhteensä 17 tutkimusta valituista 24:sta tunnisti
DevOpsin hyötyjä, ja 13 tutkimusta tunnisti DevOpsin haittoja. Yhteensä
hyötyjä ja haittoja tunnistettiin 19:ssa tutkimuksessa. Hyötyjä tunnistet-
tiin 19, joista yhdeksän mainittiin useammassa kuin kahdessa tutkimuksessa.
DevOpsin haittoja tunnistettiin kymmenen, joista seitsemän kahdessa tai
useammassa tutkimuksessa.
Yleisin hyöty, joka DevOpsista tunnistettiin oli nopeus. Nopean julkaisun
tuomat hyödyt tunnistettiin 11 tutkimuksessa. Nopean julkaisun ohella nopea
palaute asiakkailta mainittiin seitsemässä tutkimuksissa. Nopea palautteen
saaminen tosin edellyttää nopeaa julkaisua. Myös nopea adaptaatio asiak-
kaiden tarpeisiin mainittiin viidessä tutkimuksessa DevOpsin hyötynä, joka
on sekin kytköksissä nopeisiin julkaisuiteraatioihin. Nopeaa adaptaatiota ei
kuitenkaan mainittu hyötynä yhdessäkään case-tutkimuksessa.
Ohjelmiston luotettavuuden ja laadun parantuminen nähtiin DevOpsin hyö-
tyinä viidessä tutkimuksessa. Luotettavuus nousee, kun esimerkikiksi automa-
tisoitu työnkulku poistaa inhimilliset virheet tuotantoonsiirrosta. Jatkuvaa
julkaisua varten laadunvarmistukseen on panostettava, esimerkiksi kattavalla
testauksella. Laadun parantumista ei tosin havaittu case-tutkimuksissa. Neljä
tutkimuksista otti esille ajan ja rahan säästymisen, sekä tuottavuuden nousun
DevOpsin hyötyinä. Nämäkin ovat automaation myötä saavutettavia hyötyjä.
Yhteistyön lisääntymisen tulkittiin neljässä tutkimuksessa olevan DevOps-
in hyöty. Yhteistyö on lisäksi tunnistettu yhdeksi DevOpsin määrittäväksi
tekijäksi. Yhteistyö on aiemmin nähty myös kulttuurisena edesauttajana, jo-
ka tukee DevOpsia [41]. Yhteistyön esiintyminen useassa eri asiayhteydessä
viittaa siihen, että yhteistyö liittyy DevOpsiin useammalla eri tavalla. Esi-
merkiksi infrastruktuurin esittäminen koodina saattaa vaatia (ja osaltaan
edesauttaa) kehittäjien ja ylläpitäjien välistä yhteistyötä. Yhteistyön voisikin
tulkita kehittyvän tahdissa DevOpsin menetelmien kehittymisen rinnalla.
Lisääntynyt asiakastyytyväisyys otettiin esille kolmessa tutkimuksessa. Asia-
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kastyytyväisyyden nousua edesauttoi nopeat julkaisut, ja nopea adaptaatio
asiakkaan tarpeisiin. Nopealla virheestä palautumisella oli myös positiivi-
nen vaikutus asiakastyytyväisyyteen. Muita mainittuja hyötyjä olivat muun
muassa monitoroitavuus, stressin väheneminen ja tietoturvan parantuminen.
Pienet muutokset, nopeat palautukset ja jatkuva kokeilu olivat nekin mainittu
DevOpsin hyötyinä, ja samat hyödyt on mainittu myös DevOpsin tekijöinä.
DevOpsin tekijät ja hyödyt voivat tosin olla päällekkäisiä ilman ristiriitoja.
DevOpsin kaksi suurinta haittaa tutkimusten mukaan oli DevOps-kulttuurin
muodostaminen, ja DevOpsin vaatimien arkkitehtuuristen vaatimusten huo-
mioon ottaminen. Molemmat vaativat olemassa olevien prosessien ja työs-
kentelytapojen uusimista. Kulttuurimuutoksen toteuttaminen voi lisäksi olla
pitkäaikainen rupeama. Kulttuurimuutokseen oli myös liitetty yhteistyön
kulttuurin muodostamisen vaikeudet, johon saattaa liittyä esimerkiksi yksiköi-
den uudelleenorganisointia. DevOpsin vaatiman arkkitehtuurin käyttöönotto
koettiin hankalaksi toteuttaa, eikä valmiita työkaluja ollut käytettävissä.
DevOpsin sopimattomuus tiettyihin ympäristöihin oli mainittu kuudessa
tutkimuksessa. Tuotteen arkkitehtuuri, suoritusympäristö sekä asiakkaan
vaatimukset tai vastustus olivat kaikki DevOpsin käyttöönottoa rajoittavia
tekijöitä. DevOps sopineekin parhaiten web-palvelujen kehittämiseen, jotka
selkeiten mahdollistavat automatisoidun työnkulun aina julkaisuun saakka.
Neljän tutkimuksen mukaan DevOps aiheutti kustannusten nousua, mikä on
ristiriidassa DevOpsista hyötynä tunnistetun ajan ja rahan säästymisen kanssa.
Tutkimuksissa ei tosin oltu huomioitu sitä, onko kustannusten nousu kerta-
luonteinen investointikustannus joka johtaa kokonaiskustannusten laskuun,
vai DevOpsin pitkäaikainen vaikutus.
Lisävaikeuksia aiheutti DevOps-koulutuksen puute, josta johtuen DevOpsiin
siirtyminen on koettu hankalaksi. Parhaiten DevOpsin omaksuikin pitkään
kehittäjinä tai ylläpitäjinä työskennelleet. Tämä kielii siitä, että kokemuk-
sen myötä havaitaan samojen ongelmien toistuvan, ja että DevOps nähdään
ratkaisuna näihin ongelmiin. Myös jatkuvan julkaisun toteutus koettiin moni-
mutkaisena. Tähänkin liittynee ohjeistuksen ja valmiiden työkalujen puute.
Tietoturvan heikkeneminen oli mainittu kahdessa tutkimuksessa mahdollisena
haittana. Esimerkiksi käyttöoikeuksien väärinkäyttö voi olla mahdollista kun
oikeuksien saaminen helpottuu. Toisaalta tietoturvan parantuminen oli esitetty
myös DevOpsin hyötynä inhimillisen virheen vähentymisen myötä. Muita
esitettyjä haittoja olivat olemassaolevat esteet yhteistyölle, ohjelmakoodin
uudelleenkäytön hankaloituminen ja asiakkaan vastustus.
Vaikka Devopsista tunnistettiin enemmän hyötyjä kuin haittoja, ei voida
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Taulukko 19: DevOpsista tunnistetut hyödyt ja haitat.
Hyödyt Haitat
Nopea julkaisu Kulttuurin muodostaminen
Nopea palaute Arkkitehtuurin muutokset
Nopea adaptaatio Ympäristön rajoitteet
Ohjelmiston luotettavuus DevOps-koulutuksen puute
Ohjelmiston laatu Jatkuvan julkaisun monimutkai-
suus
Kustannusten lasku Kustannusten nousu
Tuottavuuden nousu Tietoturvan heikkeneminen
Yhteistyö
Lisääntynyt asiakastyytyväisyys
10 muuta 3 muuta
suoraan todeta että DevOps kannattaisi ottaa yrityksissä käyttöön. DevOps-
ista tunnistettuja hyötyjä ja haittoja ei voi suoraan verrata keskenään, ja on
yrityskohtaisesti pohdittava miten paljon kukin hyöty tai haitta vaikuttaisi
yrityksen toimintaan. On myös otettava huomioon, että tutkimukset keskit-
tyivät enemmän DevOpsin hyötyjen kuin haittojen esilletuontiin. DevOpsista
tunnistetut hyödyt ja haitat on esitetty taulukossa 19.
6.3 T3: Mitä DevOpsin käyttöönotto tarkoittaa yksi-
lölle ja yritykselle?
Vastauksen löytämiseksi tutkimuskysymykseen T3 valitut tutkimukset luettiin
huolellisesti, ja niiden tulokset kirjattiin aineistonkeruulomakkeen (Tauluk-
ko 3) kenttiin K11 ja K12. Yhteensä 14 tutkimusta valituista 24:sta tunnisti
DevOpsin vaikutuksia yksilöön, ja 15 tutkimusta tunnisti DevOpsin vaikutuk-
sia yritykseen. Yhteensä 19 tutkimusta tunnisti DevOpsin vaikutuksia yksi-
löön tai yritykseen. DevOpsin vaikutuksia yksilöihin tunnistettiin kahdeksan,
joista viisi kahdessa tai useammassa tutkimuksessa. DevOpsin vaikutuksia
yritykseen tunnistettiin niin ikään kahdeksan, joista viisi mainittiin kolmessa
tai useammassa tutkimuksessa.
Suurin DevOpsin vaikutus yksilöön oli vastuun kasvaminen, joka mainittiin
kuudessa tutkimuksessa. Etenkin ohjelmistokehittäjien vastuu tuotantoon-
siirrosta ja ohjelmiston testauksesta kasvoi DevOpsin myötä. Vastuu ulottui
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myös yhteistyön ja tiedonsiirron lisäämiseen. Tiedonsiirto oli itsessään mai-
nittu viidessä tutkimuksessa, ja etenkin ohjelmistokehittäjien ja tuotannon
ylläpitäjien välistä oppimista korostettiin.
Muita vastuun kasvamiseen liittyviä vaikutuksia yksilöihin, jotka tutkimukset
havaitsivat, olivat ohjelmiston muokattavuuden huomionti kehitysvaiheessa
sekä tuotantoon siirron ja sovelluksen elinkaaren hallintaan liittyvien rajapin-
tojen dokumentointi.
Kaksi tutkimusta paljasti, että yksilöiden on otettava suurempi vastuu ohjel-
miston arkkitehtuurista. Tuotantoon siirto, testattavuus ja monitorointi on
DevOpsissa otettava kehitysvaiheessa erityisesti huomioon. DevOpsin vaiku-
tuksena yksilöön oli tunnistettu kahdessa tutkimuksessa yhteistyön aktiivinen
lisääminen, ja esimerkiksi ohjelmistokehittäjien ja tuotannon ylläpitäjien
pitäisi ottaa toistensa vaatimukset yhtä tosissaan kuin asiakkaidenkin vaati-
mukset. Yhteistyön lisääntyminen on aiemmin tunnistettu myös DevOpsin
määrittäväksi tekijäksi ja DevOpsin hyödyksi.
Hyvinvoinnin lisääntymisen oli myös havaittu yhdessä tutkimuksessa olevan
DevOpsin vaikutus yksilöön. Yhteistyö ja tuotantoonsiirron sujuvuus lisäävät
työhyvinvointia. Tämä voitaisiin myös laskea DevOpsin hyödyksi, ja vaikutus
liittyykin aiemmin hyötynä tunnistettuun stressin vähenemiseen.
DevOpsin tunnistetuin vaikutus yrityksiin oli kulttuurimuutos. Kulttuuri-
muutos otettiin yhdeksässä tutkimuksessa esille. Kulttuurimuutos voi aiheut-
taa toimintatapojen muutoksia, jotka osaltaan vaikuttavat myös yksilöihin.
DevOpsin aiheuttamia kulttuurimuutoksia ei kuitenkaan tarkasti eritelty tut-
kimuksissa. Kulttuurimuutos on otettu jo aiemmin esille DevOpsin tekijöissä
ja haitoissa.
Automatisaatio oli esitetty vaikutuksena yritykseen kuudessa tutkimuksessa.
Yrityksen on DevOpsin vaikutuksena automatisoitava tuotantoprosessinsa ja
monitorointinsa. Automaatio on myös tunnistettu DevOpsin määrittäväksi
tekijäksi.
Yhteistyö vaikuttaa yksilöiden lisääksi myös yrityksiin. Yritysten on mahdollis-
tettava sujuva yhteistyö yrityksen sisällä. Yhteistyö liittyy kulttuurimuutoksen,
ja saattaa vaatia aiempien prosessien muuttamista. Yhteistyöllä pyritään saa-
vuttamaana tehokkaampi toiminta yrityksen sisällä. Arkkitehtuuri on esitetty
sekin yksilön vaikutusten ohella myös yrityksen vaikutuksena, ja esimerkiksi
mikropalveluarkkitehtuurit voivat nekin aiheuttaa kulttuurimuutoksen.
Muita havaittuja yrityksiin kohdistuneita vaikutuksia olivat huomion kiinnit-
täminen testaukseen, palvelinympäristöjen yhtenäisyyteen, ominaisuuskytkin-
ten mahdollistamiseen, metriikoiden yhtenäistämiseen yrityksen sisällä sekä
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Taulukko 20: DevOpsista tunnistetut vaikutukset yksilöihin ja yrityksiin.
Yksilö Yritys
Vastuun lisääntyminen Kulttuurimuutos
Tiedonsiirron lisääminen Automaation lisääntyminen
Oppiminen Yhteistyön lisääntyminen
Yhteistyön lisääminen Arkkitehtuurimuutokset
Arkkitehtuurin huomioiminen Organisaatiorakenteen muutos
3 muuta 3 muuta
asiakkaan vaatimusten aiheuttamat muutokset. Myös organisaatiorakenteen
muutokset oli mainittu mahdollisina.
DevOpsista tunnistetut vaikutukset yksilöihin ja yrityksiin on esitetty taulu-
kossa 20. Yksilöiden ja yritysten vaikutukset ovat jonkin verran päällekkäisiä.
On myös huomattava, että DevOpsista tunnistetut haitat liittyvät näihin
samoihin vaikutuksiin. Voidaankin perustellusti esittää, että DevOpsista
tunnistetut haitat on mainittu ongelmina, koska ne aiheuttavat muutoksia
totuttuihin toimintamalleihin.
6.4 Muita havaintoja
Tutkimuksissa esiintyi myös tuloksia, jotka eivät suoraan vastanneet tut-
kielman tutkimuskysymyksiin. Jotkin tuloksista joka tapauksessa liittyivät
tutkimuskysymyksiin tai olivat muuten mielenkiintoisia, ja ne kirjattiin ai-
neistonkeruulomakkeen kenttään K13. Tulokset on esitetty alla.
Käsitykset DevOpsin määritelmistä olivat vaihtelevia. Esimerkiksi DevOpsia
luonnehdittiin heikosti määritellyksi joukoksi menetelmiä [18], tai tietoteknii-
kan suorituskyvyn asettamista linjaan liiketoiminnan kanssa [20]. Toisaalta
joidenkin mielestä DevOpsilla ei pitäisi olla määritelmää lainkaan [13]. Mää-
ritelmien kirjo ei kuitenkaan ole yllätys, ja luvussa 2 on jo esitelty erilaisia
määritelmiä DevOpsille, mutta tämä vahvistaa käsitystä DevOpsin hajanai-
suudesta.
Eräs mielenkiintoinen konsepti oli tuotannossa tapahtuva testaus. Esimerkiksi
NetFlix on kehittänyt testausohjelmiston "Chaos Monkey", joka satunnaisesti
sammuttaa palveluja tuotantopalvelimilta ja tarkistaa, että järjestelmä korjaa
itsensä alkamalla kutsua samaa palvelua eri palvelimelta – ilman että käyt-
täjien kokemus kärsii. Tätä lähestymistapaa kehitystyöhön, jossa palvelujen
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vikasietoisuus on viety äärimmilleen, oli kutsuttu kaaoskehittämiseksi ("chaos
engineering") [5]. Myös muut yritykset olivat harjoittaneet testausta tuotan-
topalvelimillaan, esimerkiksi ominaisuuskytkimiä hyväksikäyttäen [33, 19].
Vaikka tutkimukset eivät juuri olleet keskenään ristiriitaisia, tutkimusten
tulokset olivat itsessään melko erilaisia. Esimerkiksi DevOpsin haittoja löy-
dettiin kymmenen kappaletta 13:sta tutkimuksesta siten, että yksittäinen
tutkimus tunnisti 1-5 haitoista. Sinänsä näissä tutkimuksissa esiintyi paljon
samoja haittoja, mutta mikään tutkimuksista ei sisältänyt kattavaa listausta
suurimmasta osasta tunnistettuja haittoja. Tämä pitää paikkansa kaikkien
tutkimuskysymysten osalta. Tulos viittaa siihen, että DevOpsia voidaan har-
joittaa eri tavoin ja kohdata erilaisia ongelmia. Myös jotkin tutkimuksista ovat
esittäneet, että ei olemassa vain yhtä tapaa toteuttaa DevOpsia [14, 41, 27].
Tulos selittää osaltaan myös DevOpsin erilaisten määritelmien suurta määrää.
6.5 Vertailu aiempiin kirjallisuuskatsauksiin
Vuonna 2014 julkaistussa kirjallisuuskatsauksessa esitetään seitsemän tun-
nusomaista piirrettä DevOpsille [16]. Nämä piirteet olivat yhteistyön kulttuuri,
automaatio, mittaus, jakaminen, palvelut, laadunvarmistus, ja rakenteet ja
standardit. Tässä tutkielmassa löydettiin näitä vastaavat määrittävät teki-
jät yhteistyö (yhteistön kulttuuri), automaatio (automaatio), monitorointi
(mittaus) sekä jatkuva testaus (laadunvarmistus). Lisäksi jakamisen kulttuuri
(jakaminen) ja mahdolliset organisaatiomuutokset (rakenteet ja standardit)
tulivat tutkimuksissa esille, vaikka standardeja ei tutkimuksissa käsitelty.
Palveluita sen sijaan ei tutkimuksissa käsitelty samassa mittakaavassa. Kirjal-
lisuuskatsauksessa palveluilla tarkoitetaan sitä, että yritykset ovat siirtymässä
palvelupohjaiseen tuotemalliin, ja web-palvelujen lisääntymiseen. Aihetta
on kuitenkin sivuttu tutkimuksissa, esimerkiksi esittämällä, että DevOps
soveltuu parhaiten nimenomaan web-palveluihin.
Vuonna 2016 julkaistiin systemaattinen kirjallisuuskartoitus, jonka yhtenä
tutkimuskysymyksenä oli löytää menetelmät, jotka on esitetty kuuluvan Dev-
Opsiin. Tutkimuksessa löydettiin vain viisi DevOpsin menetelmää, jotka oli
esitetty useammassa kuin yhdessä tutkimuksessa. Nämä olivat jatkuva inte-
graatio, jatkuva testaus, jatkuva julkaisu, automatisoitu julkaisu ja jatkuvasti
julkaistavissa olevan sovellusversion ylläpito. Tutkielmassa näitä vastaavat
määrittävät tekijät ovat jatkuva testaus ja jatkuva julkaisu.
Molemmissa kirjallisuuskatsauksissa on havaittu määrittävien tekijöiden osal-
ta samoja tuloksia kuin tässä tutkielmassa, ja ne vaikuttavatkin olevan yleis-
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luonteisia DevOpsille. Muissa kirjallisuuskatsauksissa ei ole käsitelty DevOpsin
hyötyjä ja haittoja, eikä DevOpsin vaikutuksia yksilöihin tai yrityksiin.
6.6 Uhkat validiteetille
Vaikka tutkielmassa pyrittiin tarkasti noudattamaan Kitchenhamin ja Char-
tersin esittämiä ohjeita systemaattisen kirjallisuuskatsauksen toteuttamiseen
(luvut 3 ja 4), toteutetun menetelmän voi katsoa olevan seuraavilta osin vaja-
vainen: ainoastaan sähköisiä hakukoneita käytettiin julkaisujen löytämiseksi;
hakua tai hakutermiä ei iteroitu; aineistonkeruulomaketta ei pilotoitu. Lisäksi
tutkielman luonteen vuoksi vain yksi henkilö suoritti tutkimusten haun ja
aineistonkeruun. Tutkielman kannalta kuitenkin voidaan todeta, että kaikki
oleelliset julkaisut pystyttiin löytämään annetulla hakuehdolla sähköisistä
hakukoneista ilman iterointia. DevOps on suhteellisen nuori tutkimuksen
kohde, ja on oletettavaa, että kaikki julkaisut ovat sähköisesti haettavissa
tunnetuimmissa hakukoneissa. Samoin on oletettavaa, että yksinkertainen
devops-hakutermi riittää kaikkien näiden julkaisujen hakuun. Aineistonke-
ruulomaketta ei pilotoitu, mutta toisaalta selkeitä primaarilähteitä oli vain
24 eikä pilotointi olisi tuonut tutkielmaan huomattavaa lisäarvoa.
DevOpsista on olemassa suhteellisen vähän tutkimusta, mikä voi osaltaan
vaikuttaa tutkielman tuloksiin. Toisaalta tutkielmaan valikoitui tutkimuksia
erilaisista yrityksistä joilla oli kaikilla suhteellisen yhtäläinen käsitys DevOps-
ista. On kuitenkin otettava huomioon se mahdollisuus, että tutkitut yritykset
ovat saattaneet alunperin olla DevOpsin käyttöönottolle erityisen soveltuvia.
Tutkittujen yritysten tuotteet ovat kuitenkin web-painotteisia, ja esimerkiksi
sulautettujen järjestelmien saralla DevOps ei välttämättä ole soveltuva.
Eräs uhka validiteetille on DevOpsista ilmoitettujen hyötyjen ja haittojen sekä
yksilöihin ja yritykseen kohdistuneiden vaikutusten arviointi: esimerkiksi Dev-
Opsista tunnistetut hyödyt voisivat olla yksinkertaisesti vain kokonaisuuteen
liittyvän yksittäisen prosessimuutoksen ansioita. Samoin DevOpsista tunnis-
tetut haitat voisivat olla ainoastaan muutosvastarinnasta johtuvia valituksen
aiheita. Kuitenkin tutkielmaan valituilla tutkimuksilla on yhdenmukaiset
tulokset, joten näiden tekijöiden vaikutusta tuloksiin voidaan pitää vähäisenä.
Kenties suurin uhka tutkielmassa on asiantuntijalausuntojen tuloksiin liittyvä
epävarmuus. Verrattuna esimerkiksi case-tutkimuksiin, asiantuntijalausun-
tojen tulosten paikkansapitävyys voitaisiin kyseenalaistaa. Kuitenkin, kun
ottaa huomioon, että case-tutkimusten ja asiantuntijalausuntojen eroavaisuu-
det jäävät lopulta vähäisiksi, ei asiantuntijalausuntojen tuloksia ole syytä
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epäillä. Tämän lisäksi asiantuntijalausunnot käsittelevät DevOpsia käytännön
näkökulmasta, mitä tutkielmassa pyrittiin nimenomaan kartoittamaan.
6.7 Mahdolliset jatkotutkimukset
Valituissa tutkimuksissa oli jonkin verran pohdittu tarpeellisia jatkotutkimuk-
sia. Yleiset aiheet liittyivät DevOpsille sopivien ympäristöjen löytämisessä,
esimerkiksi sulautettujen järjestelmien osalta [30] kuin yleisestikin [27]. Lisä-
tutkimusta esitettiin myös DevOpsin merkittävien arkkitehtuuristen vaatimus-
ten selvittämistä varten [9], sekä DevOps-arkkitehtuurin määrittämiseen [40].
Asiakkaiden suhtautumista DevOpsiin, tai DevOpsin vaikutusta asiakkaisiin
ei ole juuri tutkittu, ja tämä tuotiinkin ilmi tutkimuksissa [10, 38]. DevOpsin
tietoturvavaikutuksista kaivattiin myös lisätutkimusta [42]. DevOpsia on
tutkittu pitkälti yksittäisten yritysten kautta, ja useamman yrityksen kattavaa
tutkimusta on myös ehdotettu toteutettavaksi [41]. Tässä tutkielmassa onkin
tuotu yhteen usean eri yrityksen näkökulmia.
Tutkielman tuloksista syntyneet mahdolliset jatkotutkimusaiheet ovat Dev-
Opsin vaikutusten selvittäminen pitkällä aikavälillä, esimerkiksi usean vuoden
käytön jälkeen. Lisäksi DevOpsin peilaamisella yksittäisiin prosessimuutoksiin
voitaisiin selvittää, syntyvätkö DevOpsin hyödyt vain joistakin tietyistä muu-
toksista vai DevOpsista kokonaisuutena. Näin voitaisiin selvittää esimerkiksi
jatkuvan julkaisun toteuttamisen osuus DevOpsista tunnistetuista hyödyistä.
Myös DevOpsin aiheuttamat arkkitehtuuriset muutokset olisi eräs tutkimusai-
he, sillä vaikka usea tutkimus tunnisti arkkitehtuurimuutokset DevOpsin
vaikutukseksi ja haitaksi, ei näitä muutoksia oltu tutkimuksissa tarkemmin
raportoitu.
Tutkielman tuloksissa ja DevOpsin määritelmissä tiuhaan esiintyvän yhteis-
työn luonnetta olisi tutkielman perusteella aihetta selventää lisää. Yhteistyötä
luonnehdittiin niin DevOpsin määrittäväksi tekijäksi ja hyödyksi, kuin vai-
kutukseksi sekä yksilöön että yritykseen. Kaiken lisäksi yhteistyötä voi olla
vaikea toteuttaa. Selvästi yhteistyö on huomattava osa DevOpsia ja se onkin
useiden DevOpsin määritelmien keskiössä. Silti sen läpileikkaavuus on mer-
kittävää. Eräs jatkotutkimuksen aihe voisikin olla selvittää, mitkä eri syyt
johtavat yhteistyön niin voimakkaaseen korostumiseen DevOpsissa.
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7 Yhteenveto
Tutkielmassa suoritettiin systemaattinen kirjallisuuskatsaus, jonka tarkoi-
tus oli selvittää kirjallisuudessa tunnistetut DevOpsin määrittävät tekijät,
DevOpsin hyödyt ja haitat, sekä DevOpsin vaikutukset niin yksilöihin kuin
yrityksiin. Systemaattista kirjallisuuskatsausta varten tehtiin haku useassa
sähköisessä hakukoneessa, joiden 2058:sta osumasta valittiin 24 tutkimusta,
jotka läpäisivät hylkäys- ja sisällytyskriteerit. Tutkimusten tulokset kirjattiin
aineistonkeruulomakkeeseen, ja tuloksille suoritettiin kvalitatiivinen synteesi,
sekä vertaileva analyysi tutkimusten kahden eniten esiintyvän menetelmän
välillä. Synteesin tuloksena saatiin vastaukset tutkimuskysymyksiin.
Tutkimusten vastaukset tutkimuskysymyksiin eivät olleet täysin yhtenäisiä.
Mitkään tutkimuksista eivät olleet yksimielisiä, vaan jokainen tutkimus esitti
eri määrän tekijöitä, hyötyjä, haittoja ja vaikutuksia. Tutkimusten tulokset
olivat kuitenkin usein tunnistaneet samoja asioita tai teemoja, joista saattoi
muodostaa yleispätevät vastaukset tutkimuskysymyksiin.
Tutkimuksissa oli havaittu yhteensä 13 DevOpsin tekijää. Tekijät olivat pää-
osin teknisiä, joita kulttuuriset tekijät tukivat. Tutkielman tuloksena Dev-
Opsista tunnistettiin kuusi määrittävää tekijää. Jatkuva julkaisu ja jatkuva
testaus, sekä monitorointi nousivat kirkkaimmin esille DevOpsin määrittävinä
tekijöinä. Automaatio ja infrastruktuurin esittäminen koodina olivat nekin
tunnistettu useissa tutkimuksissa DevOpsin määrittäviksi tekijöiksi. Näiden li-
säksi yhteistyö, etenkin ohjelmistokehittäjien ja tuotannon ylläpitäjien välillä,
tunnistettiin DevOpsin määrittäväksi tekijäksi.
DevOpsin hyötyjä on tutkimuksissa tunnistettu useita. Pääosa tutkimuksista
esitti nopeuden olevan DevOpsin hyöty, sisältäen niin nopeat julkaisut, niistä
saatavan nopean palautteen kuin nopean palautumisen virhetilanteista. Myös
nopea adaptaatio oli esitetty useassa tutkimuksessa, jossa asiakkaan toivomat
muutokset voidaan toteuttaa nopealla aikataululla. Automatisaatioon liittyy
hyötyjä niin ajan ja rahan säästymisessä, kuin virheiden vähentämisessä ja
työntekijöiden stressin vähentämisessä. Monet tutkimuksista esittivät lisäksi
hyötyjä, joita ei laajemmin havaittu DevOpsin hyödyiksi muissa tutkimuksissa.
Suurin haaste DevOpsissa vaikuttaisi tutkimusten perusteella olevan sen
edellyttämät kulttuuriset ja arkkitehtuuriset muutokset. Yhteistyön muo-
dostaminen koettiin hankalaksi, ja työkalujen puute vaikeuttaa vaadittavien
arkkitehtuurimuutosten toteuttamista. Omat haasteensa arkkitehtuuriin tuo
jatkuvan julkaisun tukeminen sekä DevOps-koulutuksen puuttuminen. Yksi
DevOpsin suurimmista haasteista on lisäksi ympäristön asettamat rajoitteet,
ja DevOps vaikuttaisikin sopivan parhaiten web-palvelujen kehittämiseen.
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Yksilöiden osalta DevOpsin vaikutukset korostuvat erityisesti tiedonsiirron
lisääntymiseen ja sovellusarkkitehtuurin tarpeiden huomioimiseen. Näiden
toteutuminen vaatii näiden vaikutusten osalta yksilön vastuun lisääntymistä,
minkä lisäksi vastuu itse tuotteesta ja sen elinkaaresta kasvaa. Pääasialliset
yritykseen kohdistuvat vaikutukset ovat tutkimusten mukaan kulttuuriin ja
arkkitehtuuriin liittyvät muutokset. Myös automaation lisääntyminen saattaa
aiheuttaa muutoksia yritykseen. Vaikutusten laajuus ja määrä on kuitenkin
yrityskohtaista. Niin yksilöiden kuin yritystenkin on myös pyrittävä yhteistyön
lisäämiseen.
Useat DevOpsista tunnistetut haitat oli tunnistettu myös DevOpsin vaiku-
tuksiksi yksilöihin ja yrityksiin. Kun ottaa huomioon tulosten eroavaisuudet,
on selvää, että DevOpsia voidaan harjoittaa eri tuloksin. DevOpsista koituvat
hyödyt ja haitat, ja sen vaikutukset yksilöihin ja yritykseen ovat pitkälti yritys-
kohtaisia, vaikka joitain yhteisiä teemoja näiden osalta esiintyykin. DevOpsin
määrittävät tekijät ovat sen sijaan suhteellisen staattiset.
Yhteistyö osoittautui keskeiseksi osaksi DevOpsia, mikä on toisaalta selvää jo
DevOpsin määritelmistä. Se on kuitenkin läsnä jokaisen tutkimuskysymyksen
vastauksessa, ja sen rooli vaikuttaisi olevan toisaalta DevOpsin aktiivinen
tekijä, ja toisaalta DevOpsin menetelmistä syntyvä hyödyllinen sivutuote.
Yhteistyön varsinaista luonnetta ei tutkimuksissa olekaan selvennetty, ja sen
konkreettiset ilmenemistavat ja perimmäiset tarpeet voisi olla jatkotutkimuk-
sen aihe. Samoin DevOpsin arkkitehtuurisia vaatimuksia tai sen aiheuttamia
muutoksia ei ole dokumentoitu, eikä DevOpsin vaikutuksista asiakkaiden
näkökulmasta ole tutkimusta. Myös pitkän aikavälin tutkimukset DevOpsin
vaikutuksista puuttuvat.
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