This expository paper demonstrates how to use Kolmogorov complexity to do the average-case analysis via four examples, and exhibits a surprising property of the celebrated associated universal distribution. The four examples are: average case analysis of Heapsort 17, 15], average nni-distance between two binary rooted leave-labeled trees 20], compact routing in computer networks 3], average-case analysis of an adder algorithm 4]. The property is that the average-case complexity of any algorithm whatsoever equals its worst-case complexity if the inputs are distributed according to the Universal Distribution 14]. We provide the proofs for the latter three items.
Introduction
Kolmogorov complexity has been very successfully applied to obtain lower bounds solving many long-standing open questions. See 15] for details. A much less wellknown fact is that Kolmogorov complexity is also a powerful tool for average-case analysis of algorithms. The purpose of this expository paper is to explain such ideas via several elegant examples. We do not intend to comprehensively survey such results.
Often, it is very di cult to analyze the average-case complexity of an algorithm. This is because, unlike the worse-case analysis, the average-case analysis has to average over all instances of the input. In average-case analysis, the incompressibility method has an advantage over a probabilistic approach. In the latter approach, one deals with expectations or variances over some ensemble of objects. Using Kolmogorov complexity, we can reason about an incompressible individual object. Because it is incompressible it has all statistical properties with certainty, rather than having them hold with some (high) probability as in a probabilistic analysis. This fact greatly simpli es the resulting analysis.
We brie y review the de nition of Kolmogorov complexity. A, that is, the number of elements in it.) Thus C(xjy) is the minimum number of bits in a description from which x can be e ectively reconstructed, given y. Let C(x) = C(xj ), where denotes the null string.
By a simple counting argument, the following claim can be easily proved.
Claim 1 For each n and c < n, any y, there are at least 2 n ?2 n?c strings of length n with the property C(xjn; y) n ? c:
We call a string c-random if it satis es C(xjn; y) n?c. An undirected graph G on n nodes can be encoded by n(n?1)=2 bits, each bit indicating whether a certain edge is present. We say a graph G of n nodes is c-random if C(Gjn) n(n?1)=2?c, here we use G to denote its own encoding, and c can be generalized to a function of n.
Heapsort and Tree Distance
We avoid the question of in which cases of average-case analysis one can apply Kolmogorov complexity. To this question, the authors would like to know the answer as well. We instead give a few successful applications in this section and two more together with proofs in the next two sections.
Heapsort. Heapsort is a widely used sorting algorithm. It is the rst algorithm that sorts n numbers in-place with running time guaranteed to be of order n log n. Here`in-place' means it does not require extra nontrivial memory space.
The method was rst discovered by J.W.J. Williams 21] and subsequently improved by R.W. Floyd 7] .
The heapsort algorithm works in two steps. First it converts the input into a heap. Then it sorts the input by repeatedly deleting the root (smallest element) and restoring the heap. It is well-known that we can build a heap from an array of n integers in O(n) time. The second stage runs in n rounds to empty the heap. Each round takes between O(1) and 2 log n steps for restoring the heap, but the precise bound was unknown.
To restore a (min-)heap after the root key is deleted, the Williams' original algorithm takes the rightmost element from the bottom of the heap, puts it in the root, then it pushes this element down (swap it with the larger child) the heap, making two comparison each step, until this element is smaller than both of its children. This process takes 2 log n steps in the worst case.
Floyd's algorithm compares the two children of the root, promotes the larger, and keeps on doing this until reaching the bottom, and then it lls the empty spot with the rightmost element in the bottom, and pushes this element back up the tree until it is greater than its father (precisely at the same position as in Williams' algorithm). The worst case of Floyd's algorithm is also 2 log n. Despite Heapsort's prominence and serious e orts, the average case of Heapsort was open for 30 years. People tried to give probabilistic analysis of these two algorithms, but after 1 round of update, the probabilistic distribution changes. Only recently Scha er and Sedgewick 19] succeeded in giving a precise analysis of its average case performance. I. Munro 17] suggested a remarkably simple solution using incompressibility. The idea is as follows. Fix a random heap H of Kolmogorov complexity approximately n log n. For each of the n heap-restoring rounds, record the position where the last element nally resides in H. This position can be recorded by a 0-1 sequence encoding a path from the root to the position, with 0 indicating left branch and 1 indicating right. Each sequence is of length up to log n. It is easy to see that one can reconstruct H from these n sequences. Thus, the average length of these sequences must be approximately log n (because Kolmogorov complexity of H is at least n log n). Since most heaps are random, averaging, we conclude that Floyd's algorithm runs in log n steps on average, and Williams' algorithm uses 2 log n steps on average.
Nni Distance. In computational biology, evolutionary trees are represented by unrooted unordered binary trees with uniquely labeled leaves and unlabeled internal nodes. Measuring the distance between such trees is useful in biology. A nearest neighbor interchange (nni) operation swaps two subtrees that are separated by an internal edge (u; v), as shown in For example, in Figure 2 it takes 2 nni moves to convert (i) to (ii).
K. Culik II and D. Wood 6], improved by 13], proved that n log n + O(n) nni moves are su cient to transform a tree of n leaves to any other tree with the same set of leaves. But the question is, is this the best upper bound? D. Sleator, R.
Tarjan, and W. Thurston 20] proved an (n log n) lower bound for most pairs of trees, essentially using the incompressibility method. (Note, they proved their results for a more general graph transformation system.)
The idea behind the proof is simple. Consider T 1 and T 2 such that C(T 1 jT 2 ) 
Compact Routing in Computer Networks
In very large networks like the global telephone network or the internet the mass of messages being routed creates major bottlenecks degrading performance. In this section, we are interested in determining the optimal space to represent routing schemes in communication networks on the average for all static networks. We follow 3].
A universal routing strategy for static communication networks will, for every network, generate a routing scheme for that particular network. Such a routing scheme comprises a local routing function for every node in this network. The routing function of node u returns for every destination v 6 = u an edge incident to u on a path from u to v. This way, a routing scheme describes a path, called a route, between every pair of nodes u; v in the network.
It is easy to see that we can do shortest path routing by entering a routing table in each node u which for each destination node v indicates to what adjacent node w a message to v should be routed rst. If u has degree d, it requires a table of at most n log d bits, and the overall number of bits in all local routing tables never exceeds n 2 log n.
Several factors may in uence the cost of representing a routing scheme for a particular network. We use a basic model and refer the readers to 3] for other variations. Here, we consider point to point communication networks on n nodes described by an undirected labeled graph G = (V; E), where V = f1; : : :; ng. Assume that the nodes know the identities of their neighbors. This information is for free.
Theorem 2 For shortest path routing in O(log n)-random graphs local routing functions can be stored in 6n bits per node. Hence the complete routing scheme is represented by 6n 2 bits.
Proof: The next two lemmas can be proved easily by Kolmogorov complexity, we leave the proofs to the readers.
Lemma 3 All o(n)-random labeled graphs have diameter 2. Lemma 4 Let c be a xed constant. If G is a c log n-random labeled graph, then from each node i all other nodes are either directly connected to i or are directly connected to one of the least (c + 3) log n nodes directly adjacent to i.
Let G be an O(log n)-random graph on n nodes. By Lemma 4 we know that from each node u we can shortest path route to each node v through the least O(log n) directly adjacent nodes of u. By Lemma 3, G has diameter 2. Once the message reached node v its destination is either node v or a direct neighbor of node v (which is known in node v by assumption). Therefore, routing functions of size O(n log log n) can be used to do shortest path routing. We can do better than this.
Let A 0 V be the set of nodes in G which are not directly connected to u. Let v 1 ; : : : ; v m be the O(log n) least nodes directly adjacent to node u, Lemma bits, which contradicts the O(log n)-randomness of G because m t?1 > n= log log n.
Recall that l is the least integer such that m l < n= log log n. We construct the local routing function F(u) as follows.
A 6n . Slightly more precise counting and choosing l such that m l is the rst such quantity < n= log n shows d(F(u)) 3n.
A matching lower bound of (n 2 ) can also be proved. Consider the subset of (3 log n)-random graphs within the class of O(log n)-random graphs on n nodes. They constitute a fraction of at least (1 ? 1=n   3 ) of the class of all graphs on n nodes. The trivial upper bound on the minimal total number of bits for all routing functions together is O(n 2 log n) for shortest path routing on all graphs on n nodes. Simple computation of the average of the total number of bits used to store the routing scheme over all graphs on n nodes shows that both Theorem 2 and Theorem 6, hold for the average case.
The average case consists of the average cost, taken over all labeled graphs of n nodes, of representing a routing scheme for graphs over n nodes. For a graph G, let T(G) be the number of bits used to store its routing scheme. The average total number of bits to store the routing scheme for routing over labeled graphs on n nodes is P T(G)=2 n(n?1)=2 with the sum taken over all graphs G on nodes f1; 2; : : :; ng. That is, the uniform average over all the labeled graphs on n nodes.
Addition in log 2 n Steps on Average
Half a century ago, Burks, Goldstine, and von Neumann obtained a log 2 n expected upper bound on the`longest carry sequence' for adding two n-bit binary numbers 2]. In computer architecture design, e cient design of adders directly a ects the length of CPU clock cycle. The following algorithm (and its analysis using 2]) for adding two n-bit binary numbers x and y is known to the computer designers and can be found in standard computer arithmetic design books such as 9].
1. S := x y (add bit-wise ignoring carries); C := carry sequence;
2. while C 6 = 0 do S := S C; C := new carry sequence. Let's call this`no-carry adder' algorithm. The expected log 2 n carry sequence length upper bound of 2] implies that this algorithm runs in 1 + log 2 n expected rounds (step 2). It turns out that this algorithm is the most e cient addition algorithm in the expected case currently known. Of course, it takes n steps in the worst case. This algorithm, in the average case, is exponentially faster than the trivial linear time`ripple-carry adder' and it is two time faster than the well-knowǹ carry-lookahead adder'.
In the ripple-carry adder, the carry ripples from right to left, bit by bit, and hence it takes (n) steps to compute the summation of two n-bit numbers.
The carry-lookahead adder is based on a divide and conquer algorithm which adds two n-bit numbers in 1 + 2 log 2 n steps. It is used in nearly all modern computers. For details about both adders, see any standard computer architecture textbook such as 9, 5]. The results in 2], 1], and 18] imply that the no-carry adder has expected time of at most 1 + log 2 n. But these proofs are all nontrivial probabilistic analysis.
4] has given an almost trivial and elementary proof of the same fact using Kolmogorov complexity. We present their proof here.
Theorem 7 The no-carry adder has the average running time of at most 1+log 2 n.
Proof: For any binary string input x and y such that l(x) = l(y) = n, if the no-carry adder uses t rounds (i.e., excuting Step 2 for t times), then x and y can be written as x = x 0 bu1x 00 ; y = y 0 bu1y 00 ; where l(u) = t ? 1, l(x 0 ) = l(y 0 ), b is 0 or 1, and u is the complement of u. Now we can describe x using y, n, q and the concatentation of the following binary strings: the position of u in y (in exactly log 2 n bits by padding), x 0 x 00 .
Here the program q contains information telling U how to compose x from the given information. Since the above two strings have total length n ? t ? 1 + log 2 n, the value t can be deduced from n and input length. So t + 1 bits of x are saved at the cost of extra log 2 n bits. See 4] for more careful discussion. Thus C(xjn; y; q) n ? t ? 1 + log 2 n. Therefore, for any string x of length n with C(xjn; y; q) = n ? i, the algorithm must stop in at most log 2 n + i ? 1 steps on input x and y. Consider a Turing machine such that the set of programs for which it halts is pre xfree, that is, no such program is the proper pre x of another such program. Such self-delimiting Turing machines compute all partial recursive functions and contain an appropriate universal machine U 0 . Similar to before we can de ne Kolmogorov complexity with respect to U 0 which is now induced by a set of pre x-free programs. The resulting pre x complexity K(x) is slightly larger than C(x), that is, C(x) K(x) C(x) + 2 log C(x).
The universal distribution m de ned by m(x) = 2 ?K(x) is one of the foremost notions in all of the the theory of Kolmogorov complexity. In 15] we give many remarkable properties an applications for this fundamental notion. It multiplicatively dominates all enumerable distributions (and therefore also all computable ones). Therefore, a priori it maximizes ignorance by assigning maximal probability to all objects. In 14, 15] we showed that the average-case computational complexity of any algorithm whatsoever under the universal distribution turns out to be of the same order of magnitude as the worst-case complexity. This holds both for time complexity and for space complexity. For many algorithms the average-case running time under some distributions on the inputs is less than the worst-case running time. For instance, using (nonrandomized) Quicksort on a list of n items to be sorted gives under the uniform distribution on the inputs an average running time of O(n log n) while the worstcase running time is (n 2 ). The worst-case running time of Quicksort is typically reached if the list is already sorted or almost sorted, that is, exactly in cases where we actually should not have to do much work at all. Since in practice the lists to be sorted occurring in computer computations are often sorted or almost sorted, programmers often prefer other sorting algorithms which might run faster with almost sorted lists. Without loss of generality we identify inputs of length n with the natural numbers corresponding with binary strings of length n.
De nition 1 Consider a discrete sample space N with probability density function P. Let such that the conditional probability L(xjl(x) = n) = 2 ?n . We encode the list of elements to be sorted as nonnegative integers in some standard way.
For Quicksort, T(njL) = (n log n). We may expect the same complexity under m, that is, T(njm) = (n log n). But Theorem 8 will tell us much more, namely, T(njm) = (n 2 ). Let us give some insight why this is the case. With the low average time complexity under the Uniform Distribution, there can only be o((log n)2 n =n) strings x of length n with t(x) = (n 2 ). Therefore, given n, each such string can be described by its sequence number in this small set, and hence for each such x we nd K(xjn) n ? log n + 3 log log n. (Since n is known, we can nd each n ? k by coding k self-delimiting in 2 log k bits. The inequality follows by setting k log n ? log log n.) Therefore, no really random x's, with K(xjn) n, can achieve the worst-case run time (n 2 ). Only strings x which are nonrandom, with K(xjn) < n, among which are the sorted or almost sorted lists, and lists exhibiting other regularities, can have (n 2 ) running time. Such lists x have relatively low Kolmogorov complexity K(x) since they are regular (can be shortly described), and therefore m(x) = 2 ?K(x) is very high. Therefore, the contribution of these strings to the average running time is weighted very heavily. Theorem 8 (m-Average Complexity) Let A be an algorithm with inputs in N. Let the inputs to A be distributed according to the universal distribution m. Then, the average case time complexity is of the same order of magnitude as the corresponding worst-case time complexity. Proof: We de ne a probability distribution P(x) on the inputs that assigns high probability to the inputs for which the worst-case complexity is reached, and zero probability for other cases.
Let A be the algorithm involved. Let T(n) be the worst-case time complexity of A. Clearly, T(n) is recursive (for instance by running A on all x's of length n). De ne the probability distribution P(x) by
Step 1 For each n = 0; 1; : : :, set a n := P l(x)=n m(x).
Step 2 If l(x) = n and x is lexicographically least with t(x) = T(n) then P(x) := a n else P(x) := 0. It is easy to see that a n is enumerable since m(x) is enumerable. Therefore, P(x) is enumerable. Below we use a fact from 15], Theorem 4.1 and the following Example 4.5, that c P m(x) P(x), where c P = K(P) + O(1) is a constant depending on P but not on x. We have de ned P(x) such that 
