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ABSTRACT
SEARCH METHODS FOR MOBILE MANIPULATOR PERFORMANCE MEASUREMENT
Samuel Amoako-Frimpong, BSc.
Marquette University, 2018
Mobile manipulators are a potential solution to the increasing need for additional
flexibility and mobility in industrial robotics applications. However, they tend to lack the
accuracy and precision achieved by fixed manipulators, especially in scenarios where both the
manipulator and the autonomous vehicle move simultaneously. This thesis analyzes the problem
of dynamically evaluating the positioning error of mobile manipulators. In particular, it
investigates the use of Bayesian methods to predict the position of the end-effector in the presence
of uncertainty propagated from the mobile platform. Simulations and real-world experiments are
carried out to test the proposed method against a deterministic approach. These experiments are
carried out on two mobile manipulators - a proof-of-concept research platform and an industrial
mobile manipulator - using ROS and Gazebo. The precision of the mobile manipulator is
evaluated through its ability to intercept retroreflective markers using a photoelectric sensor
attached to the end-effector. Compared to the deterministic search approach, we observed
improved interception capability with comparable search times, thereby enabling the effective
performance measurement of the mobile manipulator.
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1CHAPTER 1
INTRODUCTION
Automation is growing globally, and robots are a major part of that growth. Robots are
being increasingly adopted in many fields and new use-cases are being explored. Their speed,
precision, and relatively low operating costs fuel this adoption due to the productivity boosts they
provide. With the advances in their sensing and processing capabilities, robots are rapidly gaining
skills that were previously restricted to humans. Cheaper sensors and battery improvements from
the smartphone revolution, together with the leaps made in artificial intelligence over the years,
have vastly expanded the horizon of possibilities for robots. These advancements signify further
growth in the coming years.
Although robots have been in use for decades, and keep improving over the years, they
still face a variety of challenges that restrict their adoption [1]. Robots have been mostly restricted
to manufacturing, due to the preplanned nature of interactions and control users have over the
environment. They currently struggle to handle unexpected scenarios and as a result, tend to be
caged away from humans and other potential disturbances. While this works well for large
manufacturers capable of mass production with optimized processes, it leaves out small and
medium scale manufacturers which thrive on variety and short production runs and account for
96% of US manufacturing exporters [2].
Mobile manipulators, such as that shown in Figure 1.1, consist of a robotic manipulator
arm mounted on a mobile base. They could be applied in a wide variety of manufacturing
scenarios due to their large workspace, increased manipulability and task flexibility [20, 4, 5, 6].
Despite their capabilities, mobile manipulators, particularly heterogeneous systems, face issues
regarding the accuracy of their end-effector positioning [7]. These issues, such as wear of parts,
occur in fixed manipulators but are exacerbated in mobile manipulators by the positioning
accuracy of their mobile bases. Other scenarios such as the perturbation of the mobile
manipulator by simultaneous motion of the arm and base are unique to mobile manipulators.
Such oscillations become increasingly pertinent when users attempt to increase speeds to reduce
the time required to execute tasks.
Calibration is one way to reduce such errors and various approaches have been proposed
for the calibration of mobile manipulators [8, 9, 10, 11]. However, such approaches tend to focus
on scenarios where the base remains stationary during calibration and task execution.
2The need for performance measurement arises in the application of mobile manipulators
to tasks requiring manipulation under dynamic scenarios. These tasks usually involve active use
of the mobile base in increasing the workspace of the arm during the execution of the task. Some
tasks like sealant application, polishing, and fruit picking which require the manipulation of a
workpiece larger than the manipulator’s workspace, leverage the continuous base positioning
and arm manipulation to speed up task execution. This is preferred because stopping to
reposition and reregister the base affects production efficiency. Other tasks like long seam welding
require continuous manipulation to both maintain weld quality, and increase efficiency. These
application domains are covered in Chapter 2.
To support the need for performance measurement under dynamic conditions, this thesis
focuses on the performance measurement of a mobile manipulator while both the base and the
arm are simultaneously in motion. In such scenarios, the coupled dynamics of the arm and base
affects the global accuracy of the end-effector and impacts performance. Performance
measurement is chosen as the area of focus as it enables the quantification of error before and after
calibration, and also uses techniques required in the calibration process. We propose the use of a
stochastic search to intercept retro-reflective markers for performance measurement under such
conditions. In addition to supporting the quantification of error under dynamic conditions, it
opens up the possibility of calibrating while in transit to reduce downtime. This approach is
compared to the spiral search method described in [9], and evaluated for speed and interception
accuracy.
1.1 Problem Definition
The problem under discussion is of the performance measurement of mobile
manipulators under dynamic conditions. This thesis concentrates on the development of search
algorithms to enable the interception of test points for effective performance measurement of
mobile manipulators in motion.
When the robot is commanded into a pose requiring motion from both the base and the
arm, the total error experienced is a combination of the error in the positioning of the base, the
error in the relative coordinate frames of the mobile base and the manipulator arm, and the error
in the positioning of the end-effector relative to the arm. These errors cumulatively affect the
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Figure 1.1: An industrial mobile manipulator. The manipulator arm (i), its control box (ii) and the
mobile base (iii) are shown.
position and orientation of the end-effector. By measuring the total error relative to fixed test
points in a known configuration, we can compare the performances of multiple mobile
manipulators and collect data for later calibration. Since the dynamic interactions between the
arm and the base, when both are in simultaneous motion, was not explored in earlier research
conducted on the topic, the performance of the proposed algorithm would be contrasted against
the spiral search method proposed in [11] for static scenarios.
4CHAPTER 2
BACKGROUND AND RELATED WORK
Mobile manipulators have been a topic of research for decades. Research on applications
such as the handling of hazardous substances, date back to the 1960s [12, 13] and still continue
today [14, 15]. In spite of the long term interest [16, 17, 18], substantial focus has been given to
manipulation under static conditions with little on dynamic manipulation. In addition to that,
very little work had been done on performance measurement for mobile manipulators [19].This
dearth of research induces an unintended restriction in the applications of mobile manipulators to
certain tasks - especially since requirements such as dynamic manipulation appear in some
robotic interactions with large workpieces like mentioned earlier. Other research papers in the
field tend to concentrate on the control and stability of the base and arm [20, 18, 21, 22] using
techniques traditionally applied to a variety of robotics problems [23, 24, 25, 26]. A comprehensive
discussion of previous research on mobile manipulators, including topics such as robot
navigation, path planning, and performance evaluation, can be found in [27, 28].
Earlier work in dynamic manipulation lends credence to its difficulty [29, 30, 31]. Without
external localization and feedback control, mobile manipulators tend to suffer from reduced
precision during simultaneous motion, as the dynamic interaction experienced during the
simultaneous motion of the manipulator and mobile platform reduce their overall precision [32].
As as result, methods to calibrate mobile manipulators are needed [33].
The University of Massachusetts, Amherst Mobile Manipulator is among the earliest
works in this area [16] and in [17], the authors discuss the development of their Elastic Roadmap
Framework, a feedback motion planning approach capable of satisfying motion constraints and
feedback requirements relating to mobile manipulation. By using task level control instead of joint
trajectories, the authors were able to directly control the end effector in spite of the kinematic
redundancy. This enabled the implementation of a framework that supported dynamic
modification of the motion plans based on environmental changes.
In [20], the authors present control strategies for the control of mobile manipulators in
solving the peg-in-hole task. They cite a number of papers detailing the prior work in the
coordinated control of both the base and manipulator, settling on the use of the null space of the
manipulators Jacobian to increase manipulability. They use the Resolved Motion Rate Control
[26], extending it to account for the kinematic redundancy introduced by the base.
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stability of a mobile manipulator by ensuring the given task takes place within a computed stable
region and by generating manipulator motions that can enable the recovery of stability, using the
time-honored Zero Moment point approach [23].
Mashali Alqasemi and Dubey [21] recently presented a dual trajectory control system
combining the mobility of a wheelchair (mobile base) with the manipulability of a 7
degree-of-freedom (DoF) manipulator for integrated control. The authors also worked on a task
priority resolution scheme, combined with the traditional SR-Inverse method [24] for system
stability and gradient projection method [25] for maximizing manipulability. The authors
successfully demonstrated the control of a mobile manipulator along two trajectories with priority
given to that of the end effector.
Lin and Goldenberg [22] presented a neural network developed for the control of a
mobile manipulator. The dynamics of the manipulator are determined online and tracking
stability and convergence were mathematically proven. The neural network controller performed
better over time compared to a tuned Proportional-Integral-Derivative (PID) controller and a
saturated-type robust controller. With two controllers developed for the manipulator and base
separately, both accounted for the dynamic coupling with disturbance rejection to unknown and
bounded disturbances. The controller outputs consisted of both a linear control term and a
compensation term used for the online estimation of the unknown dynamics. A simulation and an
experiment on a real manipulator were carried out for validation.
A survey of the research performed in the area of mobile manipulator performance
measurement, was made in [19]. It highlighted the importance of performance measurement in
assisting manufacturers to determine robots that are capable of executing their assigned tasks -
especially tasks requiring validation or conformity to industrial standards. It also listed metrics
explored by earlier papers, including task duration [34], distance traveled [35] and accuracy [36] -
which will be explored by this thesis. Another issue identified to hinder the adoption of
calibration to support robot performance measurement was the high costs of associated
equipment [37]. This exposed the need for low cost calibration systems and methods.
Previous attempts at solving the mobile manipulator performance measurement problem
have used deterministic approaches [11] such as a spiral search with the platform stationary to
localize a set of retroreflective markers using a photoelectric laser sensor and hence recalibrate the
overall pose of the manipulator. In [11], a Reconfigurable Mobile Manipulator Artifact (RMMA)
6was used as the ground truth. It housed test points made of reflective markers, placed inside
cylindrical collimators. A mobile manipulator was then commanded to access the test points
using a photoelectric laser sensor attached to the end-effector. By using a collimator, detections
were limited to a narrow angle, similar to the limitations expected when performing a peg-in-hole
assembly or gripping task.
As demonstrated in [38], in most manufacturing applications, however, continuous
motion operations can substantially decrease production times in comparison with stop-and-go
approaches [39]. In applications involving the manufacture of large structures, such as in the
aerospace and nautical industries, allowing the robotic platform to move would be substantially
more effective than continuously moving the structure itself or building bigger robots. Also, in
some applications such as welding of large components, continuous motion can also improve the
uniformity of the process, thereby increasing its quality [40]. Therefore, there is a need to extend
mobile manipulator performance measurement methods to scenarios in which the motion of the
base is not interrupted.
Due to the increase in uncertainty while the base is in motion [38], this thesis explores
novel algorithms to improve search performance using stochastic methods that allow the pose of
the manipulator to be estimated without the need to interrupt the motion of the base. The
performance of the stochastic method would be compared to a deterministic spiral approach
modified for use under dynamic scenarios.
2.1 Kalman Filters
The Kalman Filter is a recursive algorithm that uses measurements taken over time to
estimate the state of a system in the presence of uncertainty in sensor measurements. It uses the
system’s model to make predictions of the system’s current state based on its previous states, and
compares it with new measurements to refine its predictions, in spite of potentially noisy data.
The use of the system model also allows it to make predictions of state variables that cannot be
directly measured.
The Kalman filter, also called a Linear Quadratic Estimator, is named after Rudolf
Kalman, whose work on it led to its use in the Apollo space program for trajectory estimation and
navigation [41]. Today, the Kalman filter is used in a variety of applications ranging from object
tracking in computer vision, through taking measurements of unobserved state variables in
economic models, to state estimation in inertial measurement systems among others. Although it
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two-step process: the prediction step and the update step. In the prediction step, the Kalman filter
takes an estimate of the system’s state and uses the system model, in addition to the model’s
accuracy to predict the state of the system at the next time step. In the update state, measurements
taken at the next timestep are compared to predictions made of that timestep and a new weighted
estimate is calculated, in addition to an updated accuracy estimate. This weighted estimate is
used for downstream processing and fed into the next iteration of the filter, together with the
accuracy estimate.
2.1.1 Types of Kalman Filters
The basic Kalman filter makes predictions with the assumption that the system, whose
state is to be estimated is a linear dynamical system. Since this assumption does not hold for all
systems, especially highly nonlinear ones, there are a variety of Kalman filters available for use
depending on the application being considered. These nonlinear filters include the Extended
Kalman Filter (EKF) and the Unscented Kalman Filter (UKF). For nonlinear systems with
relatively smooth nonlinearity, the Extended Kalman Filter is able to make predictions by
linearizing the nonlinear process around the current estimate. In this way, the state transition
matrix and the observation matrix could be nonlinear functions and expanded with the help of
the Taylor series. This works for some nonlinear systems but fails with highly nonlinear ones
where the linearization breaks in regions of high local nonlinearity.
The Unscented Kalman filter tries to work around this by using sigma points. The sigma
points are sampled around the mean of the estimated state, transformed through the nonlinear
function and used to estimate a new Gaussian distribution. This removes the need for the Taylor
series expansion, which fails to properly approximate nonlinear functions and required the
computation of Jacobians.
Since this thesis covers the estimation of 2D positions with simple motions, a basic
Kalman filter is used with a linear 2D motion model.
2.1.2 Linear Kalman Filter
The steps in the estimation process of the linear Kalman filter can be described by the
following equations.
8Prediction
xˆ(t|t− 1) = A(t− 1)xˆ(t− 1|t− 1)
P˜(t|t− 1) = A(t− 1)P˜(t− 1|t− 1)A′(t− 1)T + Rww(t− 1)
(2.1)
Innovation
e(t) = y(t)− C(t)xˆ(t|t− 1)
Ree(t) = C(t)P˜(t|t− 1)C′(t) + Rvv(t)
K(t) = P˜(t|t− 1)C′(t)R−1ee (t)
(2.2)
Update
xˆ(t|t) = xˆ(t|t− 1) + K(t)e(t)
P˜(t|t) = [I − K(t)C(t)]P˜(t|t− 1)
(2.3)
where xˆ is the Estimated State, A is the State Transition Matrix, P˜ is the Predicted Error
Covariance, Rww is the Process Noise Covariance, e is the Innovation, y is the Measurement, C is
the Observation Matrix Ree is the Innovation Covariance, K is the Kalman Gain, with xˆ(0|0) and
P˜(0|0) being the initial conditions.
A flowchart of the process can be found in Figure 2.1.
2.2 Motion Model
The motion model used in this thesis is described with a simple 2D constant velocity
model. A 2D linear constant velocity motion model was chosen due to the simplicity and linearity
of motions of the reflective markers relative to the mobile manipulator. This is elaborated in
Section 3.2.
2.3 Application of the Kalman Filter
In this thesis, the Kalman filter is used by the stochastic search method to estimate the
location of the reflective markers relative to the mobile manipulator and also the accuracy of that
estimate. The updated estimate’s covariance is used to generate a Gaussian of the predicted
location for random sampling. In addition, the measurements from the laser on detecting a
marker, are transformed through the state of the mobile manipulator and used as inputs to the
Kalman filter. These inputs help in refining the position of the next marker and defining the
search area to be sampled in the stochastic search method. The sampling is done on a normal
Gaussian with the mean centered around the estimated position of the marker and a variance
defined by the covariance of the estimated marker position.
9Figure 2.1: This diagram illustrates the Kalman filtering process. 1. It shows the steps involved in
the prediction and update process used in the estimation of a system’s state, through the
incorporation of the prior state and the measurements.
The Kalman filter also allows us to easily expand the state of the marker from 3-DoF to
6-DoF, to enable the prediction of the orientation in scenarios where the markers are not parallel to
the ground in in cases where the angular tolerances for detection are very narrow.
1Image by Petteri Aimonen (https://commons.wikimedia.org/wik/User:Petteri_Aimonen), licensed under CC0 1.0
Universal (https://creativecommons.org/publicdomain/zero/1.0/deed.en).Source: https://commons.wikimedia.
org/wiki/File:Basic_concept_of_Kalman_filtering.svg
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CHAPTER 3
SEARCH METHODS
In order to measure the error between the mobile manipulator and the markers on the
artifact, two requirements arise. There is a need for a sensing system to detect a reference point
and a search method to enable the sensing system to scan a search area for detection. In building
upon the process used in [11], a laser sensor with a narrow beam width is used [42].
The laser sensor’s ability to provide precise measurements of reflectivity also means it
would not be capable of scanning large areas without actuation. This actuation would be done in
accordance with the chosen search method. Two methods would be considered - a deterministic
search method developed from spiral search in [11] and modified for use in dynamic
manipulation, and a stochastic search method. The outputs of the spiral search and stochastic
search are modified to generate samples that compensate for the motion of the base.
This thesis focuses on the development of a stochastic search method robust enough to
handle the uncertainties associated with dynamic manipulation and compares it with the
performance of the deterministic method. A stochastic approach is chosen due to its ability to
quickly search in higher dimensions compared to a brute force exhaustive search, as
dimensionality of the search space is increased to 6-DoF by the motion of the base. With a
stochastic search leveraging the estimated probability distribution of the marker’s state, we expect
quicker searches in addition to the update of the next marker’s position provided by the Kalman
filter.
Both methods would be used to extend the receptive field of the laser sensor from a single
point to a path traversed over time. The results from our experiments would help quantify the
merits and demerits of both traversal methods under dynamic manipulation conditions.
The spiral search traverses its search area by moving outward along a spiral with defined
properties until the marker enters the receptive field of the laser. The properties of the spiral, as
described in 3.1, are chosen to ensure the cumulative receptive field covers the entire search area.
By consistently moving outward from the expected location of the marker, the spiral search
method ideally ensures all points in the search area are reached. This incrementally expands the
search region, allowing it to guarantee coverage over large areas given enough time.
In the stochastic search, the search path is guided by random samples taken from the
probability distribution of the marker position. This distribution is determined from the output of
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a Kalman filter used to predict the marker’s location. By sampling from the probability
distribution of the marker position, the generated path of the laser’s receptive field is clustered
around areas of high probability, with random excursions to lower probability areas. This is
intended to provide a balance between exploration and exploitation to reduce the search time
required and increase the probability of interception. Performance is also improved by
discretizing the search path to reduce the amount of overlap in the cumulative receptive field.
These approaches are covered in detail in Sections 3.1 and 3.2.
3.1 Spiral Search
In [11], a spiral search is proposed for the localization of reflective markers in the
measurement of the performance of mobile manipulators under static conditions. A spiral search
is used because a well-defined spiral assures the detection of all reflective markers in its radius.
This is possible because both the separation between waypoints along the path of the spiral and
the distance between adjacent paths could be varied to ensure effective coverage. The spiral
search algorithm generates evenly spaced waypoints along a spiral positioned at the expected
location of the marker. Using a radius of 4 cm, waypoints are placed 3.5 mm apart along the spiral
path, with a gap of 14 mm between adjacent lines. This spacing ensures that any reflective marker
within the radius of the spiral is intercepted. An example is shown in Figure 3.1.
With the variety of spirals available for use in searching, implementations could vary. For
example, the spiral search was implemented as a square spiral in [43]. This consisted of a spiral
motion along an even grid of waypoints beginning from the expected location of the marker. The
implementation used in this thesis is an Archimedean spiral. An Archimedean spiral is used as
opposed to a square spiral due to its constant separation between adjacent paths. It which avoids
the variability in the covered area caused by the difference in length between the side and
diagonal of the squares at the corners of the square spiral. The even separation of the
Archimedean spiral together with an even sampling of the spiral path, allows us to generate
waypoints spaced no further than the diameter of the reflective marker.
In this implementation, a pure spiral search is used with no error compensation - similar
to that used in static scenarios in [11].
The Archimedean spiral can be described in polar coordinates by
R = a+ bθ, (3.1)
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Figure 3.1: An Archimedean spiral discretized with the constant interpoint angular interval, φk.
where for the polar coordinates (r, θ), R is the radius of the spiral, a defines the rotation of the
spiral about its origin, b defines the gap, d, between the arms of the spiral via the formula
d = 2pib, and θ is the angle at which the radius is located. In this thesis, a is set to zero as the
rotation of the spiral can be arbitrarily set as long as it is uniform through out experiments.
For an even sampling along the spiral path in Cartesian coordinates, the waypoint
samples, sk = [xk, yk], can be represented by
xk = Rφk cos(φk),
yk = Rφk sin(φk),
(3.2)
where sk = [xk, yk] is the position of the next sample, k = 1, ..., ns, ns is the number of samples, R is
the radius of the spiral, φk is the constant interpoint angular interval. The resulting spiral centered
around the nominal marker position (not illustrated) is shown in Figure 3.1.
3.2 Stochastic Search
Although a variety of stochastic search methods exist like the random walk considered in
[44] or pseudo-random approach introduced in [45], our approach involves the sampling of a
Gaussian distribution and the quantization of the output to optimize coverage.
In our stochastic search method, we model the system using a simple recursive Bayesian
estimator, specifically, a linear Kalman filter. The filter estimates the state of the markers relative to
the manipulator so the end-effector could be commanded to intercept it. If interception fails, we
sample the probability distribution of the position to find it. This probability distribution is a 2D
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Gaussian centered at the estimated position of the marker, as predicted by the Kalman filter, and
has covariance equal to the prediction covariance also provided by the Kalman filter. Once the
fiducial marker is localized, the corresponding location error can be used to correct the position of
the mobile platform. As Eq. 3.3 shows, we model the base motion using a simple 2D constant
velocity model in which the target state x(t) includes the position of the base [xb(t), yb(t)] as well
as its velocity [x˙b(t), y˙b(t)]. The state transition matrix, A(t), is modified from the basic model to
take into consideration the time interval δt between two consecutive observations. The
observation matrix C(t) models the fact that only the fiducial positions are observed with no
information on their velocities.
x(t) =

xb(t)
x˙b(t)
yb(t)
y˙b(t)

,
A(t) =

1 δt 0 0
0 1 0 0
0 0 1 δt
0 0 0 1

,
C(t) =
 1 0 0 0
0 0 1 0
 .
(3.3)
The predicted target state xˆ(t|t− 1) and its corresponding covariance P˜(t|t− 1) are then
computed using the standard Kalman filter equations. That is,
xˆ(t|t− 1) = A(t− 1)xˆ(t− 1|t− 1),
P˜(t|t− 1) = A(t− 1)P˜(t− 1|t− 1)AT(t− 1) + Rww(t− 1),
(3.4)
where Rww(t− 1) is the process noise covariance.
The estimated target state xˆ(t|t) and its corresponding covariance P˜(t|t) is given by
xˆ(t|t) = xˆ(t|t− 1) + K(t)e(t),
P˜(t|t) = [I − K(t)C(t)]P˜(t|t− 1),
(3.5)
where e(t) is the innovation and K(t) is the Kalman gain, given by
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e(t) = y(t)− C(t)xˆ(t|t− 1),
Ree(t) = C(t)P˜(t|t− 1)CT(t) + Rvv(t),
K(t) = P˜(t|t− 1)CT(t)R−1ee (t),
(3.6)
where Ree(t) is the innovation covariance. The observation y(t) corresponds to the position of the
previous fiducial marker with additive zero-mean Gaussian noise with covariance Rvv(t), i.e.,
y(t) = pi−1 + η(t) where η(t) ∼ N (0, Rvv(t)). The fiducial search points are then generated
according to
sk ∼ N (xˆ(t|t), P˜(t|t)), (3.7)
where N (µ, P) represents a normal distribution with mean µ and covariance P, and sk = [xk, yk],
k = 1, ..., ns, and ns are the sample position and the number of samples as described in Section 3.1.
The samples are then ordered according to their probability so that points which are more likely to
be over the fiducial marker (or close to it) are searched first.
3.2.1 Sample Discretization
Similar to how the samples generated using the deterministic spiral pattern are discrete
because they are sampled from the sine and cosine functions using the a constant interpoint
spacing, φ, the normal distribution centered at the mean of the estimated position is also sampled.
This is done because the normal distribution in Eq. 3.7 is continuous, and in the stochastic sample
generation mechanism, a large number of samples are very closely spaced, as Figure 3.2
illustrates. Therefore, searching over these samples would likely introduce a substantial
redundancy in the search process and therefore significantly increase the search time. To address
this issue, we discretize the samples over a grid of resolution γ. That is, we divide the search
space into a uniform grid over the interval [xmin, xmax] and [ymin, ymax] so that the distance
between two neighboring points is
∣∣xj − xj−1∣∣ ≥ γ and ∣∣yj − yj−1∣∣ ≥ γ.
Although grid-based Bayesian methods or sequential Monte Carlo approaches could be
used to directly generate discrete distributions [46, 47], these approaches require more complex
modeling strategies and are computationally intensive. As our experimental evaluation
demonstrates, a simple discretized Kalman filter is able to effectively estimate the distribution of
the positions of the fiducials.
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Figure 3.2: An illustration of the sample discretization (left) with the undiscretized samples in
blue and the discretized samples in red and the generated end-effector path in green for the
stochastic samples in blue (right).
3.3 Iterative Velocity Compensation
To ensure the search path is properly executed at the expected location of the marker, the
positions of its waypoints need to be adjusted to compensate for the motion of the base. This
consists of sequentially translating the points in the direction of the velocity vector of the mobile
base, according to the time required to move from the previous point to the current point. This
ensures that on executing the transformed trajectory, the original trajectory would be executed on
the ground. The effect of this compensation is shown in Figure 3.3.
3.4 Justification
For a constant forward velocity on a straight path, let sˆk be the k-th velocity-compensated
sample. It can be computed according to
sˆk = sk + vbδk, (3.8)
where vb is the base velocity and δk is the time it takes for the manipulator to reach point sk.
However, it may take a non-neglible amount of time for the manipulator to travel the additional
distance‖sˆk − sk‖ to reach the velocity-compensated sample. Let δ1k be the time it takes for the
manipulator to travel such additional distance. The position of the velocity-compensated sample
then becomes
sˆ1k = sˆk + vbδ
1
k . (3.9)
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Figure 3.3: Waypoint velocity compensation. The figures on the left correspond to the original
waypoints and the figures on the right show the waypoints after velocity compensation. The
samples are shown in blue with the resulting end-effector path in green for a) the spiral search
and b) the stochastic search.
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By a similar argument, the distance
∥∥sˆ1k − sˆk∥∥ also affects the position of the new sample, and the
corresponding sample position then becomes
sˆ2k = sˆ
1
k + vbδ
2
k , (3.10)
where δ2k is the time it takes for the manipulator to travel the distance
∥∥sˆ1k − sˆk∥∥. More generally,
sˆjk = sˆ
j−1
k + vbδ
j
k, (3.11)
where δjk is the time it takes for the manipulator to travel the distance
∥∥∥sˆjk − sˆj−1k ∥∥∥. Therefore, even
if we have control over the velocity of the manipulator so that δk can be computed exactly, it is
impossible to generate the velocity-compensated points by directly solving Eq. 3.8.
3.4.1 Simple 1D Example
Assume the base moves only in the x direction with constant velocity and that the
manipulator has constant velocity ve. Let the position of the base at time t in the global coordinate
system be xb(t) and the target position of the manipulator be xe(t). Further assume that the time it
takes for the manipulator to reach its target position is given by
δt =
xe(t)− xb(t)
ve
. (3.12)
In that case, at time t+ δt, the time to reach the target manipulator position would be
δt+δt =
xe(t+ δt)− xb(t+ δt)
ve
. (3.13)
Since the fiducial position does not change, xe(t+ δt) = xe(t), and since the base velocity is
known, xb(t+ δt) = xb(t) + vbδt. Hence,
δt+δt =
xe(t)− xb(t)− vbδt
ve
. (3.14)
Since δt+δt 6= δt, the manipulator would not be able to reach xe(t+ δt).
It should be noted that this issue is independent of the choice of coordinate system. That
is, let xb(t) be the origin of the coordinate system and let x
′
e(t) = xe(t)− xb(t). That is, x′e(t) is the
position of the fiducial in the coordinate system centered at the base position. In that case, the
position of the base is always zero, hence at time t
δt =
x
′
e(t)
ve
. (3.15)
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After the interval δt, x
′
e(t+ δt) = x
′
e(t)− vbδt. Hence,
δt+δt =
x
′
e(t)− vbδt
ve
, (3.16)
which still implies δt+δt 6= δt.
3.4.2 Velocity Compensation Algorithm
The iterative velocity compensation process solves the issue with the interdependence of
the time required to move to the first waypoint and position of the first waypoint by recursively
calculating both, using the transit times from the trajectory generation process. This process is
described in Algorithm 1.
Algorithm 1 Iterative search planning.
Require: Initial samples si, average manipulator speed va, number of samples Ns, number of iter-
ations Ni
Ensure: Updated samples sˆi
1: Compute initial search times δ0i using va for all i = 1, ..., Ns
2: for j = 1 to Ni do
3: Find the sample points sˆi using Eq. 8 with δi = δ
j−1
i
4: Update δji using the times given by the motion planning algorithm
Since the iterative approach does not depend on a constant end-effector velocity, it allows us to
easily work with the random waypoints of the stochastic search which vary across markers.
Figure 3.4 illustrates the iterative planning procedure for the spiral search method. In the
figure, the different colors correspond to the trajectories generated at each iteration. It can be
observed in the figure, particularly in regions where the radius of the spiral is large, that the
trajectories gradually converge to a final path - the green plot near the center of the trajectories. A
similar behavior is also observed for the stochastic search method.
In order to determine the number of iterations needed for the proposed method to
converge to a stable trajectory, we evaluated the root mean squared error (RMSE) between each
pair of consecutive iterations as a function of the number of iterations. Figure 3.5(a) shows the
results for seven runs of the experiment for the stochastic search method. There are five plots
since we calculated the result of a difference of a difference between consecutive trajectories.
Figure 3.5(b) shows the average of seven runs. As the figure indicates, the method converges after
approximately four iterations. Since the sample update procedure is a function of the base
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Figure 3.4: Iterative search planning. The velocity compensated paths generated from waypoints,
after each planning iteration, is represented by a different color. The paths are seen to converge
after the results from the first iteration (blue) is refined.
velocity (see Eq. 3.8), we carried out the same experiments for several base velocities. As the plots
on Figure 3.6 indicate, the number of iterations needed for convergence is relatively independent
of the base velocity.
3.4.3 Quantitative results
The converged trajectories were then validated in simulation and on hardware. The
hardware experiments were recorded using an optical tracking system consisting of six Optitrack
Flex 13 [48] cameras, which was used to measure the position of the mobile manipulator during
the experiments. Figure 3.7 shows the path of the end-effector during a test of the Pioneer LX +
Universal robots UR5 industrial mobile manipulator and Figure 3.8 shows the path of the end
effector during an experiment with the 3DX+Epsilon mobile manipulator. The end-effector and
the plot of its path are in green, and the other spherical markers represent the mobile base and the
base of the arm. The motion capture system would be covered in more detail in Section 4.4 while
the proof-of-concept research platform and industrial mobile manipulator would be covered in
Section 5.3.
The figures represent the position of the center of the end-effector as observed by the
optical tracking system. In Figure 3.8, the mobile manipulator searched for three fiducials while
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Figure 3.5: Convergence of the iterative planning algorithm at 1 cm/s. The results of seven
independent runs (above) and the average over seven runs (below).
the base moved at a constant speed. In the spiral search scenario, two spiral searches were
triggered for the leftmost and the center fiducial. The third fiducial was found while the
manipulator was in motion and hence no search was triggered. In the stochastic search
experiment, three searches were triggered. It can be observed in the figures that base velocity
compensation was successful for both algorithms.
One issue identified during the simulated experiments was the fact that, since the
dynamic search mechanisms are heavily dependent on the reach of the manipulator, the
parameters of the search had to be adjusted according to the capabilities of the arm and the base
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Figure 3.6: Convergence of the Iterative velocity compensation over multiple base speeds
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Figure 3.7: The velocity compensated path of the end-effector relative to the ground in a spiral
search (left) and a stochastic search (right) test, as recorded by the motion capture system. The
green spheres (i) represent the end-effector, with its path also in green. Some examples of the
searches executed are shown in (ii) and (iii) represents the mobile base.
velocity beforehand. This problem is exacerbated by the fact that the orientation of the end
effector must remain fixed, further reducing the range of reachable points. Figure 3.9 shows the
range of points that the manipulator can access with a fixed orientation (laser pointing down). In
the figure, the axes correspond to the x and y distances between the endpoint and the base of the
manipulator. To facilitate visualization, the results from the research platform - the Pioneer 3-DX
and the Cyton Epsilon 1500 are shown in two separate figures.
The left figure shows the range between -0.20 m and -0.40 m from the base and the right
figure shows the range from -0.41 to -0.50 m. As the figures indicates, although the working space
covers approximately 60 cm in the x direction, that reach is limited to a region of approximately 4
cm in the y direction. Exploring this limited search area remains one of the greatest challenges of
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Figure 3.8: The path of the end-effector through out an early test: Spiral search (above) and a
Stochastic search (below), as recorded by the motion capture system. Examples of the spiral and
stochastic search are shown in (i) and (ii) shows a reorientation of the arm to increase its
manipulability. An example of a direct detection with no search is shown in (iii) and a poorly
compensated search is shown in (iv). The poor compensation was due to unaccounted delays and
was solved before experiments began.
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Figure 3.9: Points in space that the Cyton Epsilon 1500 manipulator is able to reach with a fixed
end effector orientation.
this project so far.
An additional challenge with the dynamic search mechanism was the trajectory execution
time. Since there is no guarantee that any pair of points in the stochastic search mechanism are
near each other, the manipulator tends to perform significantly longer trajectories than in an
equivalent scenario using the spiral search approach. That is, as indicated in Figure 3.10(a), as the
samples approach lower probability regions, the distances among them (as indicated by the
dotted lines) increase dramatically. As Figure 3.10(b) indicates, the result is that the trajectory
execution times may become unacceptably high (more than 2 minutes in this example). Our
approach to address this issue was to sort the samples by order of decreasing probability so that
higher probability samples are visited first and to retain only a proportion of high probability
samples sufficient to cover most of the total distribution. As Figure 3.11 indicates, that approach
allowed us to achieve a fourfold reduction in search times.
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Figure 3.10: Search times for stochastic samples. Sample positions for a covariance matrix
corresponding to a search area with a diameter of approximately 1 cm (left). Manipulator motion
time vs. sample number (right).
Figure 3.11: Search times using ordered samples. Highest probability sample points sorted by
probability (left). b) Manipulator motion time vs. sample number (right).
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CHAPTER 4
SOFTWARE INFRASTRUCTURE
In order to efficiently test the algorithms, we need to evaluate their performance first in
simulation, then on hardware. The simulations provide a safe environment for quick iterations
without the overheads and risks associated with hardware tests. To prevent the duplication of
effort and ensure consistency in the data gathered, there is a need to ensure code portability across
both the simulated models and the robotic hardware. This chapter covers the software
infrastructure used to control simulated models as well as our proof-of-concept mobile
manipulator research platform and industrial robot platform.
4.1 Robot Operating System (ROS)
Although the algorithms to be tested would remain constant across all platforms, the
interfaces for each robot or simulator would be unique. This is an issue that has plagued many
roboticists for years - the duplication of effort across different projects. This problem occurs due to
the need to rewrite and port code to every new robot platform, as the underlying structure for
each robot tends to be fairly unique. Since the core algorithms implemented for each robot tends
to be quite similar, it led to the development of the Robot Operating System, ROS.
ROS is a framework of libraries and tools that abstract hardware differences and provides
a standard for heterogeneous processes to interact for the effective control of a wide variety of
robots [49, 50]. By taking away the need to reimplement commonly used features such as
interprocess communication, navigation, drivers, motion planning and perception, it enables
rapid development of robotics software. Also, by abstracting the underlying hardware, it allows
us to write code that would run on multiple hardware platforms [51] with little to no
modifications. This was critical to the project as it allows testing both in simulation and on a
variety of hardware, with minimal modifications to the primary codebase. It also enables us to
leverage the open source models created for a variety of popular robots. The ROS distribution
used in this thesis was ROS Kinetic Kame.
ROS operates on a peer-to-peer graph architecture which utilizes a central server for
lookups and coordination. This architecture consists of multiple nodes publishing and
subscribing to topics, while being coordinated by a master node. By breaking up the system
structure from a monolithic design into multiple nodes, the architecture becomes more resilient to
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failures as the individual modules can be easily restarted. It also enables disparate and distributed
subsystems to communicate over a network and even reduce network load over low bandwidth
connections, as peers can directly communicate with each other.
In this architecture, processing is done by nodes which publish messages on topics, with
their outputs, and subscribe to topics for messages to be used as their input. These messages
could be images from a camera or image processing node to joint states of a manipulator arm,
down to boolean values describing the state of a system. Figure 4.1 shows the architecture of a
ROS system processing images for display on a remote laptop.
Nodes are organized into packages and packages into metapackages for proper
organization. Packages allow nodes to be bundled up with configuration files, datasets and other
files needed for proper execution. ROS also provides services, which are similar to remote
procedure calls, for executing tasks on demand.
4.2 Gazebo
Although ROS enables work on multiple robots with the same codebase, it still does not
save us from all the issues of working with hardware. The downsides of experimenting with
hardware when prototyping software - such as battery charging, robot damage, and setup time -
still persist and as a result there is a need for a simulation environment to ensure faster
prototyping in a safe environment. To achieve this, ROS interfaces with Gazebo.
Gazebo is a 3D simulation environment that enables the simulation of robots in complex
indoor and outdoor scenarios [52]. It combines the visualization and programmability of game
engines with high fidelity physics simulations and libraries of robots and sensors. Visualization is
done with the Object-Oriented Graphics Rendering Engine (OGRE) [53] and physics simulations
are done by default using the Open Dynamics Engine (ODE) [54] - with the option to switch to
other physics engines including DART [55], Bullet [56] and Simbody [57]. These features, together
with the ROS integration, allow us to rapidly prototype multiple robot designs and control
algorithms in simulation, and push to hardware with the same codebase. Gazebo allows the
definition of robots using the Simulation Description Format (SDF) and the Unified Robot
Description Format (URDF), with the latter being supported by ROS. These XML based formats
allow the description of a robot using both visual and kinematic information like 3D models, link
lengths, joints, masses and similar properties. They also allow the description of sensors, which
could be built and customized using information from their datasheets.Due to the repetitive
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Figure 4.1: An example of ROS system 1.
Figure 4.2: A Gazebo simulation of a mobile manipulator (left) and a view of the mobile
manipulator in RViz (right).
nature of these definitions, an xacro (XML macro) document is used to define the various parts
and sub-assemblies of the robot and this can be used to automatically generate the appropriate
URDF. Xacros help improve the modularity and reduce the maintenance requirements of the robot
definition files. The URDF could be visualized either in Gazebo or RViz [58] - A 3D visualization
tool for ROS - as shown in Figure 4.2. Unlike Gazebo, RViz is purely for visualization and
interfacing to ROS. It does not contain a physics engine for simulations.
1The Robotic-Arm and Desktop-Computer Icons are by Freepik (https://www.freepik.com/), from Flaticon (https:
//www.flaticon.com/). Both were used and the derivative licensed by the author under CC BY 3.0 (https://
creativecommons.org/licenses/by/3.0/). Sources: https://www.flaticon.com/free-icon/robotic-arm_78718 ,
https://www.flaticon.com/free-icon/desktop-computer_5088
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Figure 4.3: Gazebo-ROS control architecture 2.
Gazebo also allows us to leverage ROS based planners such as MoveIt! to control
simulated robots using roscontrol. By using the same joint state and joint command interfaces
used to control physical robots, the distinction between hardware and simulation is abstracted
and removed. Figure 4.3 shows a diagram describing the architecture that allows the ROS to
communicate with both hardware and Gazebo using the abstraction provided by the Hardware
resource interface layer.
4.3 MoveIt!
MoveIt! is a motion planning framework in ROS [59]. It integrates perception, kinematics,
collision checking, manipulation, control and navigation for effective motion planning. MoveIt!
uses an extensible plugin architecture, allowing it to integrate efficiently with a variety of motion
2This image is licensed under the BSD License v3 (https://opensource.org/licenses/BSD-3-Clause). Source: http:
//wiki.ros.org/ros_control?action=AttachFile&do=get&target=gazebo_ros_control.png
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Figure 4.4: MoveIt! architecture 3.
planning libraries [60]. Figure 4.4 shows how the various interfaces exposed by MoveIt! integrate
with ROS to enable motion planning and related requests.
By default, MoveIt! uses the Open Motion Planning Library (OMPL) for motion planning.
OMPL consists of a variety of high quality sampling based motion planning algorithms [61].
These include single query and multi-query geometric planners and control-based planners.
These include variants of Rapidly-exploring Random Trees (RRT) [62] for example, RRT Connect
[63] and RRT* [64], Probabilistic Roadmap Methods (PRM) [65] such as PRM* [64] and LazyPRM
[66] and others like Kinodynamic Planning By Interior-Exterior Cell Exploration (KPIECE) [67]
and Path-Directed Subdivision Tree (PDST) [68]. This allows a wide variety of options to expedite
research.
MoveIt! also provides options for inverse kinematics (IK). IK is the process of generating
joint states given a specific end-effector pose and a vital part of manipulator control. For a serial
manipulator such as used on mobile manipulators, inverse kinematics allows us to calculate the
various joint angles required to place the end-effector in a specific pose or at a waypoint. The
default inverse kinematics plugin in MoveIt! is the Kinematics and Dynamics Library (KDL) [69],
3This image is licensed under the BSD License v3 (https://opensource.org/licenses/BSD-3-Clause). Source: http:
//moveit.ros.org/wordpress/wp-content/uploads/2013/12/Overview.0012.jpg
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Figure 4.5: Optitrack FLEX 13 motion capture system [48] used in the research.
a numerical jacobian-based solver. Due to the low percentages of planned waypoints observed
while using KDL in the course of the research, two other planners were explored. These were
IKFast - a fast robot kinematics compiler built as part of OpenRAVE [70] - and TRAC-IK [71] - a
concurrent inverse Jacobian and nonlinear optimization solver. The latter was used in addition
KDL for data collection in this thesis.
4.4 Motion Capture
In addition to the control of the mobile manipulator, another vital part of this research
was data collection for performance evaluation. Although the architecture used enabled the
collection and logging of the robot’s state, most of that data is proprioceptive and odometric
hindering its use in ground truth measurements. The ground truth measurement is required for
effective evaluation of the robots performance in the real world as opposed to its internal
perception of its performance. To acquire this data, a motion capture (mo-cap) system was used.
Such systems are also referred to as optical tracking and motion tracking systems.
Although various types of mo-cap technologies exist, a passive marker-based motion
capture system like shown in Figure 4.5 was used. This consists of a calibrated array of infrared
cameras viewing a workspace illuminated with infrared light. The cameras detect and track the
location of retroreflective markers attached to the object to be tracked. By viewing the same
marker in 2 or more cameras, the 3D position of the marker can be calculated. By combining
multiple markers into a single rigid object, the 3D positions could be used to calculate a 6-DoF
pose of that object. This allows us to accurately track the pose of an object with a precision of less
that 1 millimeter in position [72] and under 1 degree in orientation.
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Figure 4.6: A mobile manipulator with spherical retroreflective markers attached (left) and a view
of the mobile manipulator in a motion capture system (right).
Figure 4.7: Proposed architecture of the advanced mobile manipulator software.
By placing spherical retroreflective markers on the end-effector, mobile base, and the
laser’s test points, we can extract the pose of the mobile manipulator and the test artifact for
ground truth measurement, as shown in Figure 4.6.
4.5 Proposed Architecture
To meet the goal of a single codebase for both hardware and simulation, a python script
interfacing with ROS would control both the simulated model and the hardware. The arms would
be controlled through MoveIt! and the mobile bases controlled through a single topic. Although
Gazebo’s differential drive plugin [73] would be used in simulation while ROSARIA [74] would
be used on Hardware, both would be controlled through the /cmd vel topic. ROSARIA is the
ROS library used to control the mobile bases. A high-level system diagram is shown in Figure 4.8
and the hardware implementation for the industrial robot platform is shown in Figure 4.7.
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Figure 4.8: Proposed architecture for working across simulation and hardware 4.
Since the proposed architecture is designed to match the hardware, an xacro [75]
document built to combine the arm and base in simulation, would also be used to combine the
two robot states as one. That would allow the measurement of errors in the end-effector’s global
position using odometry from the base. The combination also ensured data collected across all
robots, simulated or otherwise, could be directly compared with each other.
Details of the implementation are provided in Chapter 5.
4The Robotic-Arm and Desktop-Computer Icons are by Freepik (https://www.freepik.com/), from Flaticon (https:
//www.flaticon.com/)and the Gazebo logo by the Open Source Robotics Foundation. They were used and the derivative
licensed by the author under CC BY 3.0 (https://creativecommons.org/licenses/by/3.0/). The MoveIt! logo is licensed
under the BSD License v3 (https://opensource.org/licenses/BSD-3-Clause). Sources: https://www.flaticon.
com/free-icon/robotic-arm_78718 , https://www.flaticon.com/free-icon/desktop-computer_5088, https://
upload.wikimedia.org/wikipedia/en/thumb/1/13/Gazebo_logo.svg/300px-Gazebo_logo.svg.png, http://moveit.
ros.org/assets/logo/moveit_logo_small.png
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CHAPTER 5
METHODS
Before data could be collected, a series of experiments were designed to validate the
proposed approach and incrementally explore the various parameters required for successful
experiments. This process began with the use of simulations, and simulations in conjunction with
hardware experiments. The latter was conducted on two different mobile manipulators, a research
robot and an industrial robot. The sequence of experiments could be summarized as follows:
1. A 2D MATLAB simulation to test the Stochastic Search algorithm and perform a preliminary
comparative analysis with the Spiral Search method.
2. A Gazebo simulation of a research robot to explore the algorithm’s performance in a more
realistic simulator and visualize future experimental setups.
3. A hardware implementation of the above simulation to examine any changes in the results.
4. A Gazebo simulation of an industrial robot to explore the algorithm’s performance on an
industrial platform.
5. A hardware implementation of the above simulation to explore the algorithm’s performance
in conditions similar to those expected in an industrial implementation.
5.1 MATLAB Simulations
The first step in the implementation of the algorithm was the development of a 2D
simulation environment. This consisted of a plot of the mobile manipulator moving continuously
around a workbench while searching for test points. The mobile manipulator was modeled as a
differential drive mobile base - with independent control over its speed and heading - attached to
a manipulator arm of continuous infinite reach. The laser’s retroreflectors or test points were also
modeled as point locations, placed along a sinusoidal path at a constant angular interval. The test
points were also modeled with a specified detection radius to replicate the indirect laser
interceptions caused by small orientation errors expected even with the use of a collimator.
The use of a differential drive mobile base was motivated by the hardware we expected to
use. It also allowed noise to be added to the speed and heading of the robot - producing paths that
deviated from the commanded input. Noise was added to the speed and heading to represent the
effects of poor traction, uneven ground, odometry errors and wheel imperfections would have on
the path of a real robot.
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Figure 5.1: The 2D MATLAB simulator showing the various parts, with the thick blue line
representing the RMMA or workbench on which the markers are mounted. The end-effector with
the laser sensor is shown in (i)
Figure 5.1 shows the graphical output of the simulator. The blue pentagon represents the
mobile base, with the pointed end (on the right) showing its current heading. The green line
shows the intended path of the mobile base while the red line shows the actual path of the mobile
base. The thick blue line shows the boundaries of the workbench with the light blue asterisks
showing the test points embedded in the workbench. The black path shows the path of the
end-effector as it moves between test points.
Since the arm is modeled with no discontinuities in the workspace and also as having
infinite reach, it is represented as a magenta line between the center of the robot and the location
of the end-effector - represented by a red dot. Those assumptions about the arm implies it could
reach any point in the workspace from any other point in the workspace, without the
reorientations a realistic manipulator arm would perform. That allows us to represent the
manipulator as a straight line and frees the analysis from the reachability limitations and joint
space discontinuities experienced by serial manipulators. This is especially important as those
limitations differ from robot to robot and could be even affected by the motion planning
algorithm used. Also, by simulating in 2D, we assume the search is running in a plane above the
workbench since the laser sensor to be used is non-contact and can detect a reflective mounted on
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the RMMA’s planar surface.
The spiral search and stochastic search were successfully implemented in the simulator
and the code was instrumented to log the performance in terms of number of interceptions made
and run time. These were then plotted in 3D to show how the run time and performance varied as
a function of both the heading noise and the speed noise.
On running the simulator, the program iterates through the noise levels to be explored for
both speed and heading. The noise levels are quantified as variances to be added to the speed and
heading. Before the robot moves along the defined path, the end-effector is initialized at the
position of the first test point and a timer is started. The arm then moves to the second test point,
with the errors in the base’s motion being propagated to it. If the end-effector is within the
detection radius of the test point, an interception is recorded and it proceeds to the next marker. If
the end-effector drifts further than the detection radius, a search is triggered.
During the search, a spiral search or stochastic search is executed based on the chosen
settings. The search is limited by a search radius and the experiment is limited to 3 minutes before
it is terminated.
Although the noise caused deviations in the path as expected, under low noise
conditions, interceptions could be carried out flawlessly due to the tolerances in the position - as
implemented through the detection radii. This is shown in Figure 5.1. However, as noise is
increased, the spiral search performs fairly well until the assumptions made in the selection of
spiral parameters no longer hold.
The spiral search is designed with waypoints evenly distributed such that any point with
the search area would be intercepted. One factor enabling this condition is the equal separation
between adjacent paths found in an Archimedean spiral, as measured along rays from the origin.
The factors affecting the path separation distance, ds are shown below.
ds = piDsφk, (5.1)
and also,
ds ≤ 2(Rm + Rd), (5.2)
where Ds is the spiral diameter, Rm is the radius of the marker, Rd is the test point detection
radius, and φk is the constant interpoint angular interval.
If the errors are small enough or the spiral is designed to oversample the search region, a
successful search can be performed such as that shown in Figure 5.2 (left). It can be observed that
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Figure 5.2: A successful spiral search experiment (left) and a deformed spiral caused by path
deviations (right).
deviations in the path triggered searches, which successfully intercepted the test points and
proceeded to the remaining test points. Alternatively, when the separation distance exceeds the
limits as a result of deviations caused by noise propagated from the mobile base, the spiral search
could continue searching past the marker until it is forced to terminate. Also, the compensation of
the base’s velocity would be inadequate, causing the arm to search in the wrong area. An example
showing both cases under high noise conditions is shown in Figure 5.2.
The stochastic search was also run under varying noise conditions. It was able to
withstand deviations in the path of the mobile base, though it did not perform consistently well if
the observation and prediction covariances together with number of samples were not
commensurate for the expected noise. Larger covariances meant larger search areas, which
implied having a low number of samples reduced the chances of interception. As long as the
Kalman filter parameters were reasonably or empirically chosen, the stochastic search worked
well in spite of significant noise such as that shown in Figure 5.3.
The MATLAB simulations also helped demonstrate the nontriviality of performing a pure
spiral search in higher dimensions. This was due the fact that although the stochastic search could
be easily expanded to higher dimensions to include predictions in the orientation in addition to
the position, simply by increasing the dimensionality of the Kalman filter, a spiral search could
not be directly expanded as such.
Although a spiral could be rotated such as that shown in Figure 5.4 to search at arbitrary
orientations, searching through a range of orientations - in a fashion similar to precessing
gyroscope - at every waypoint along the spiral’s path is not practical especially if there is a
significant orientation error. This explosion in the number of samples required as a result of the
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Figure 5.3: A successful stochastic search experiment under high noise conditions (left) and a
closeup of the sampling process (right).
Figure 5.4: A rotated spiral.
curse of dimensionality, restricts its application in time restricted scenarios such as those
experienced in dynamic search. The need to compensate the velocity of the base for every single
sample implies most searches would either be shifted out of the workspaces of regular
manipulators or be slowed to the point where dynamic effects could be safely ignored.
5.2 Gazebo Simulations
Based on the results of the MATLAB simulations, higher fidelity simulations were ran in
Gazebo to further explore the performance of the algorithms. As described earlier, the use of
Gazebo and ROS allowed code portability between simulation and hardware and also between
different robot platforms. As a result, the simulations were carried out on the Gazebo model of the
research robot on which the algorithms would be tested. Following successful experiments on the
research platform both in simulation and on hardware, the process was repeated for an industrial
robot platform.
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The research robot platform consists of a Pioneer 3-DX differential drive mobile robot
base, a Cyton Epsilon 1500 manipulator arm, a QS18VP6LLP laser sensor and a Raspberry Pi
single board computer, while the industrial platform consists of a Pioneer LX mobile robot base, a
Universal Robots UR5 manipulator arm, and a QS18VP6LLP laser sensor. The Pioneer LX has an
embedded computer consisting of a Intel Atom D525 (”Pineview”) 64-bit Dual-Core 1.8GHz, 2 GB
DDR3-1066 RAM and a 16 GB solid state (SSD) [76]. The embedded computer also comes with
WiFi, which allows us to control the mobile base remotely. Details of the equipment used are
given in Section sec:equipment.
5.3 Equipment
In order to improve the realism and enable easy data comparison, the robots used in the
simulation were chosen to match the hardware the experiments would be repeated on. Each
mobile manipulator used consisted of two distinct robots, a base and an arm, in addition to
supporting sensors and embedded computing. Two host computers were alternated in running
the simulations and controlling the robots. One was an HP Z240 with an Intel(R) Core(TM)
i7-6700 CPU (3.40GHz) and 16 Gb of RAM and the other was an HP Z230 with an Intel(R)
Core(TM) i7-4790 CPU (3.60GHz) also with 16 Gb of RAM.
5.3.1 Proof-of-concept Research Platform
Pioneer 3-DX
The Pioneer 3-DX (P3DX) is a small general purpose differential drive mobile robot base
with an operating payload of 17kg, equipped with a Front Sonar, wheel encoders, an onboard
microcontroller and an open source control framework called ARIA [77]. ARIA is a common
framework handling communication across all robots from Adept/Omron. It has a ROS interface
called ROSARIA [74], which leverages the standardized protocol to enable the control of different
robots from ROS. An alternative interface, p2os-purdue [78], exists but is not used in this research.
ROSARIA publishes the estimated pose of the robot on the ROS topic /RosAria/pose, and allows
control of the robot by subscribing to messages published on the ROS topic /RosAria/cmd vel. It
also provides services for enabling and disabling the motors via /RosAria/enable motors and
/RosAria/disable motors. Figure 5.5 shows the P3DX used in this research.
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Figure 5.5: Pioneer 3-DX.
Raspberry Pi
The Raspberry Pi 3 model B v1.2 is a single board computer with a 1.2GHz 64bit Quad
core CPU, 1Gb of RAM and 40 GPIO pins in addition to WiFi, Bluetooth, HDMI, USB and
Ethernet ports [79]. The operating system used for this research is based on an image from the
Duckietown Project [80]. That provided access to a preinstalled version of ROS Kinetic [81] on
Ubuntu MATE [82] with auxiliary libraries to avoid the long compilation times. The Raspberry Pi
is powered from the 5V output of the Pioneer 3-DX’s motherboard.
The purpose of the Raspberry Pi as an embedded computer for the manipulator is to
perform some processing on the edge to reduce latency and bandwidth requirements. These are
not critical and as a result, the role of the Raspberry Pi was relegated to running ROS nodes for
ROSARIA and also publishing sensor data from the laser. During the gazebo simulations, the
Raspberry Pi is not simulated as Gazebo handles the publishing of data from the simulated model
to ROS.
Cyton Epsilon 1500
The Cyton Epsilon 1500 is a 7-DoF manipulator arm manufactured by Robai. It is capable
of supporting payloads of up to 1500g with its grippers, at full extension, with a maximum linear
arm speed of 45 cm/s [42]. It has a maximum arm reach of 63 cm and a repeatability of ±0.5 mm.
It is controlled by CytonViewer, an application which interfaces to Energid’s ActinSE system [83].
Although there exists a ROS interface to the ActinSE, it is currently deprecated and was last
updated for the previous model of the arm - the Cyton Gamma 1500 [84] as the manufacturer does
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not officially offer ROS support. Since the arm is made up of Dynamixel motors, other libraries
shifted control from interfacing to the robot through ActinSE, to ROS. That way, ROS uses the
URDF and MoveIt! to send the appropriate joint angles to the motors. Although the libraries were
theoretically capable of controlling the Epsilon, they were all [85, 86, 87] designed for the Cyton
Gamma 300/1500. As a result, the most updated version [87] with support for hardware and
software simulation was chosen for further development.
In order to reconcile hardware differences between the Gamma and the Epsilon, extensive
modifications and bug fixes were applied to the chosen library. Some changes of the changes have
been merged with the now discontinued source repository [87] and as a result further bug fixes
would be applied at [88]. A summary of some of the changes implemented are listed below:
1. The URDF link lengths and joint limits of the Gamma were modified to match that of the
Epsilon.
2. The joint trajectory action controller was modified to remove a delay which improved
planning time by 50%.
3. The joint position controller was upgraded to account for gear ratios applied in the Epsilon
but non-existent in the Gamma.
4. The collision boxes for the model was refined to prevent self-collisions.
5. The inertia and masses of the arm was reduced to enable the Pioneer 3-DX move the arm but
not so much as to cause numerical instabilities in the physics engine.
6. The world file was modified to prevent a suspected buffer overflow in Gazebo from
corrupting laser reflections.
Figure 5.6 shows a successful test of the Cyton Gamma 1500 in Gazebo, with the laser
sensor attached, before the link lengths were modified to match the Cyton Epsilon 1500. It also
shows an early test of the control pipeline for the arm (Figure 5.6). In both cases, the spiral and
stochastic search algorithms were successfully tested under static conditions.
Due to issues with the compilation of the driver onto the Raspberry Pi for the hardware
implementation, the Cyton Epsilon 1500 was controlled from the host workstation via a USB
tether. The Pioneer 3-DX however was connected to the Raspberry Pi via a USB-to-RS232 adapter
and controlled over Ethernet.
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Figure 5.6: Testing the control of the arm in Gazebo (left) and on hardware (right).
QS18VP6LLP laser sensor
Combining the Pioneer 3-DX and the Cyton Epsilon 1500 forms a mobile manipulator
capable for use in the simulations. However a laser sensor is needed. This would be the
end-effector used in detecting the positions of the retroreflective markers/ test points. However,
there exists no model of a photoelectric sensor for use in ROS. In order to build the QS18VP6LLP
laser sensor, a plugin for a Hokuyo laser scanner was modified by reducing the scanning beam to
two rays, with an angular separation of 0.022 918 3◦ as determined from the datasheet [42]. Using
two rays enabled the replication of the spread of the laser beam expected on the hardware model.
The largest intensity recorded by the two rays is thresholded for noise and set as the boolean
value for the sensor’s reflection. This provided a model for further work. The gazebo model of the
sensor would also be made available at [88].
On hardware, the QS18VP6LLP laser sensor was also powered with the 12 V output from
the Pioneer 3-DX’s motherboard and connected to the Raspberry Pi via a voltage divider. The
voltage divider served as 12V-3.3V logic level converter, allowing the Raspberry Pi to safely read
the state of the sensor from a General Purpose I/O (GPIO) pin. A ROS publisher running on the
Raspberry Pi read the state of the GPIO pin and published a boolean value on the /reflection topic.
As indicated by the green LED in Figure 5.7, the laser can detect a retroreflective sheet
attached to the back of the 3D printed artifact through the holes serving as collimators. Figure 5.8
illustrates the connection between the Raspberry Pi embedded computer and the laser sensor and
its attachment to the Cyton Epsilon 1500.
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Figure 5.7: The sensor during a test with a retroreflective sheet (left) and the laser sensor mounted
on the UR5 (right).
Figure 5.8: The connection between the laser and Raspberry Pi (left) and the laser sensor mounted
on the Cyton Epsilon 1500 (right).
5.3.2 Industrial Mobile Manipulator
The industrial manipulator was built to provide a platform to test the algorithms on a
platform similar to what would be used in industry. It is meant to provide a good comparison to
the research platform to isolate effects like compliance, speed and reachability on the data
collected. It was built from an industrial manipulator arm and the research version of an
industrial mobile base.
Universal Robots UR5
The Universal Robots UR5 is a 6-DoF collaborative robot with a payload of 5 kg, a
maximum reach of 0.85m and a repeatability of ±0.1 mm [89]. It has joints ranges of ±360◦ with
joint speeds of 180◦/s, giving it typical end-effector velocities of around 1m/s. The UR5 can be
43
Figure 5.9: The UR5 during a test to execute arbitrary trajectories through MoveIt!.
programmed through its Polyscope graphical user interface, or via hand-guided training or
programmatically over Ethernet. As a collaborative robot, the UR5 is designed to work along side
humans without the need for safety fences or similar external safety guards. This is achieved
through power and force limiting to reduce risk in the event of a collision with a human [90]. The
UR5 is supported by the ROS Industrial consortium, which aims to encourage ROS related
industrial applications and develops robust drivers and software to enable that. Their ROS driver
was expanded by Thomas Timm Andersen to work with new versions of the UR5 enabling
control of the arm via MoveIt! both in simulation and on hardware [91].
To confirm that the planning and control pipeline was working after the initial setup,
waypoints were sampled from an SVG image and sent to ROS via MoveIt! for trajectory
generation. A marker was attached to the end effector to trace out the trajectory on a whiteboard.
As shown in Figure 5.9, and the image was successfully drawn, confirming the arm could execute
arbitrary trajectories from ROS on a plane.
Pioneer LX
The Pioneer LX is a differential drive mobile research platform by Omron Adept Mobile
Robots. It has a payload of 60kg with a maximum speed of 1.8m/s and a battery capacity of 60Ah
[92]. It comes with a laser scanner, a sonar array, an embedded computer, wireless ethernet, IO
pins and a joystick among other optional additions. As a member of Adept Mobile robots’ family,
the Pioneer LX runs on ARIA. This implies that we could use the same ROSARIA library [74] used
on the Pioneer 3-DX to control the Pioneer LX with no modifications. That supports our code
reusability and reduces development time.
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Figure 5.10: The Pioneer LX (left) and a CAD model of the frame designed to support the UR5
(right).
Figure 5.11: The Pioneer 3-DX + Cyton Epsilon 1500 with the artifact in simulation(left) and the
assembled hardware (right).
In the hardware setup, a frame was built out of 30-30 T-Slot aluminum extrusion profiles
to support the control box and manipulator arm of the UR5 system. This was replicated in
simulation to account for the offsets that the frame introduced to the base’s origin. Figure 5.10
shows the Pioneer LX docked for charging after the initial setup, on the left, and also shows the
CAD model of the frame designed to support the UR5 arm and its control box on the right.
5.3.3 The assembled mobile manipulators
The assembled research and industrial robots are shown in Figures 5.11 and 5.12 as they
appear in Gazebo and in the real world.
The datasheets for the Cyton Epsilon 1500, Pioneer 3-DX, QS18VP6LLP laser sensor,
Universal Robots UR5 and the Pioneer LX can be found in Appendices A [93], B [77], C [42], D [94]
respectively.
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Figure 5.12: The Pioneer LX + Universal robots UR5 with the artifact in simulation(left) and the
assembled hardware (right).
5.3.4 Reconfigurable Mobile Manipulator Artifact
A reconfigurable artifact was also constructed for use in the hardware experiments. It was
built from laser-cut acrylic sheets and a 30-30 T-Slot aluminum extrusion profile. The markers
used consisted of machined collimators with 12.7 mm disks of Banner Engineering’s
BRT-TVHG-2X2 retroreflective tape embedded inside them. These were screwed into staggered
tapped holes on the acrylic sheets as shown in Figure 5.13. A diagram describing the effect of the
collimators is shown in Figure 5.14.
To replicate this in simulation, test points are placed along the side of the robot’s path.
The test points consist of collimators - hollow cylinders with no reflectivity - with a highly
reflective disk inside them. This simulates the retroreflective markers to be used in the hardware
experiments. The complete setup is shown during a simulation in Figure 5.11 and during a
hardware experiment in Figure 5.12.
5.4 Control
Motion planning for mobile manipulators is usually approached from two angles. There
could be discrete controllers that control the arm and base as two separate robots, and unified
controllers that plan for the arm and base simultaneously. Since the development of a unified
motion planner is under active research [95, 96] and beyond the scope of this thesis, simulations
and hardware experiments were carried out with discrete controllers. Coordination was achieved
by using odometric data to propagate the base’s motion by transforming it through the reference
frames of all the links in the mobile manipulator such as that shown in Figure 4.2. This approach
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Figure 5.13: The assembled mobile manipulator working on the artifact (left) and a closeup of the
completed artifact (right).
12.7 mm
66.7 mm
Laser 
sensor
Collimator
tube
Retroreﬂectiveﬁducial
Figure 5.14: A diagram of the reflrctive marker with the collimator showing how it restricts the
detection of the reflector when the sensor is not aligned well enough.
enabled the calculation of poses with reference to a global reference frame ensuring the mobile
manipulator could provide its state when queried, in spite of having distinct controllers. Some of
the advantages of this approach include its ease of deployment and independent control of the
mobile base. Since the manipulator arms and mobile bases used in mobile manipulators usually
come from different manufacturers, it would be more common to find discrete controllers as
opposed to integrated ones. Also, having discrete controllers implies we can easily control the
base independently ensuring that the base keeps moving forward at a constant speed, as opposed
to planning in the task space. This is particularly important during searches as the base’s motion
could be altered to maximize the manipulability of the arm.
The experiments are initiated through a python script which controls both the arm and
the base, reads sensor data and logs the number of interceptions, search times and other
diagnostic data.
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5.5 Experimental procedure
During the experiments, we initialize in the center of the workspace. Gaussian noise is
added to the position to simulate the error expected when centering the mobile base within the
workspace in hardware experiments. The base is commanded to move along a pre-defined path
with linear velocity vb and heading angle θb. A set of fiducial markers { fi}, i = 1, . . . , nm are
positioned at coordinates pi = [xi, yi] on the ground plane, where xi and yi are the coordinates of
the fiducial along the x and y axis of a previously defined coordinate frame. As the base moves,
the end-effector is moved to a pose that would enable it intercept the fiducial once the base is in
position. That is, let r represent the maximum distance that can be reached by the manipulator at
a certain orientation, and let pb(t) = [xb(t), yb(t)] represent the position of the base at time t. The
manipulator is moved such that while ‖pb(t)− pi‖ ≤ r, the end-effector’s pose would be equal to
that required to intercept pi, unless a search is already in progress. ‖·‖ represents the Euclidean
norm.
Since the fiducial markers are placed perpendicular to the ground plane, the orientation
of the end-effector is maintained constant (i.e., facing down). If the sensor cannot detect the
presence of the fiducial when the end-effector is over the expected position of the fiducial, a search
procedure is triggered. If the fiducial is intercepted, the position error, ei, and search time, ti, are
recorded. This process is repeated until all the fiducials are either intercepted by the sensor or
leave the range of the manipulator. Also, if while searching for the current fiducial, the mobile
base crosses the point at which it should have repositioned the arm to intercept the next marker,
the next marker is skipped.
For the sake of simplicity, in this work we assume the base velocity and heading angle are
constant. We also assume all the fiducial markers can be reached by the manipulator as the base
moves along this trajectory without the need to change its heading angle. Algorithm 2
summarizes the overall search procedure.
5.6 Hardware
For the hardware implementation, two groups of experiments were ran: one on the
research platform and another on the industrial platform. The robots were assembled like
described above and the experiments were run as described in Section 5.5. The two groups were
required as the research platform allowed for rapid iterations without the risks associated with
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Algorithm 2 Fiducial search method.
Require: Fiducial coordinates pi = [xi, yi], i = 1, . . . , nm. Base velocity vb and heading angle θb
Ensure: Position errors ei and search times ti of the i = 1, . . . , n f intercepted fiducials
1: Set base velocity to vb and heading angle to θb
2: n f = 0, i = 1
3: while i ≤ nm do
4: if ‖pb(t)− pi‖ ≤ r then
5: Move manipulator to pi
6: if Fiducial fi is not intercepted then
7: Generate sample points as described in Sections 3.1 and 3.2
8: Compensate base velocity as described in Section 3.3
9: Initiate fiducial search
10: while ‖pb(t)− pi‖ ≤ r and fi is not intercepted do
11: Perform fiducial search
12: if Fiducial fi is intercepted then
13: Compute error ei and search time ti
14: n f = n f + 1
15: i = i+ 1
Figure 5.15: A close-up view of a stationary spiral search on the research platform (left) and a
velocity compensated spiral search on the industrial platform (right).
working with an industrial robot. Although the research robot was successfully able to run the
algorithms, it had physical limitations on its accuracy that affected its ability to be used for
precision tasks. This can be seen in the oscillations present in the execution of a stationary spiral
search which was worse than that in the velocity compensated spiral executed while the
industrial platform was in motion, as shown in the motion capture plots in Figure 5.15. This was
the performance difference that motivated work on an industrial platform, in addition to its
provision of data on how the algorithms performed on commercial hardware.
49
CHAPTER 6
RESULTS AND DISCUSSION
This chapter covers the results obtained from the MATLAB and Gazebo Simulations. It
also presents an extensive evaluation of the performance of the two search mechanisms using the
proof-of-concept hardware platform as well as the industrial mobile manipulator. These results
were also published in a paper presented at the International Conference in Flexible Automation
and Intelligent Manufacturing, 2018 [97].
6.1 MATLAB Simulations
As mentioned in Section 5.1, both the spiral and stochastic search methods were first
tested in a 2D simulator in MATLAB. The algorithms were run with noise being added to the
robots heading and speed. The expected noise was defined by a normal distribution of specified
variance centered around the commanded heading and speed. The variance in the heading of the
mobile base (Theta noise) was increased from 6.9e-06 m2/s2 to 6.9e-03 m2/s2 in steps of
6.85e-05m2/s2 and the variance in the speed of the mobile base (Speed noise) was increased from
6.25e-06m2/s2 to 1.6e-03m2/s2 in steps of 1.56e-05m2/s2. The number of interceptions made by
the end-effector and the time taken for the completion of each experiment were recorded.
A plot of the number of interceptions made by each algorithm, per experiment, over the
various heading and speed noise, is shown in Figure 6.1. The properties of the distribution of the
interceptions is shown in Table 6.1.
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Figure 6.1: Number of marker interceptions made by the spiral search method (left) and and the
stochastic search method (right) with varying noise levels in the MATLAB Simulations.
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Table 6.1: Data distribution for the interceptions
Interceptions Minimum Mean Median Maximum
Spiral Search 2 17.32 21 21
Stochastic Search 2 16.63 21 21
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Figure 6.2: Runtime of the spiral search method (left) and and the stochastic search method (right)
with varying noise levels in the MATLAB Simulations.
Table 6.2: Data distribution for the runtime
Runtime (s) Minimum Mean Median Maximum
Spiral Search 0.86 2.25 2.02 11.02
Stochastic Search 0.22 0.90 0.93 2.17
Similarly the plot of the total time spent by each algorithm, per experiment, over the
various heading and speed noise, is shown in Figure 6.2. The properties of the distribution of the
runtime is shown in Table 6.1.
The distributions for the interceptions and runtime is in Figure 6.3. On the box plots, the
green lines with circular markers indicate average values, red bars show the medians, blue boxes
represent the region between the first and third quartiles of the distribution, dotted lines show the
minimum and maximum values of the distributions. Red crosses represent points which were
considered outliers and hence lie outside of the distribution.
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Figure 6.3: Distribution of the interceptions (left) and and the runtime (right) for both algorithms
with varying noise levels in the MATLAB Simulations.
6.2 Gazebo Simulations
Following the results gathered in the simulator,the algorithms were ported for use on
robot models in the Gazebo simulator. Similar to the MATLAB simulations, our evaluation takes
into consideration two main performance metrics:
1) the number of fiducials intercepted per experiment, n f , and
2) the search time per fiducial, ti.
The experiments were carried out for base speeds vb ranging from 1 cm/s to 3 cm/s in
increments of 0.25 cm/s for the simulated experiments and 0.5 cm/s for the real-world
experiments. The heading angle of the mobile base, θb was set to zero in all the experiments. We
used nm = 6 fiducials with collimators of internal diameter of 12.7 mm and height of 66.7 mm
arranged as indicated in Table 6.3. The parameters of the stochastic search algorithm were set to
γ=14 mm, Rww = 10−4 × diag(3, 2, 3, 2), Rvv = 10−4 × (1.8, 1.8), where diag(·) represents a
diagonal matrix. The spiral search parameters were R=4 cm and φk = pi5 rad, which translates to a
constant interpoint spacing of approximately 12 mm.
As demonstrated in the Section 3.3, the iterative planning algorithm converges for less
than five iterations for all the base speeds under consideration. Therefore, the results for the
remainder of our experiments were obtained for niter = 5 planning iterations. All the search
performance results reported in this section are based on 10 repetitions of each experiment.
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Table 6.3: Fiducial arrangement.
fi 1 2 3 4 5 6
xi (m) 0.94 1.14 1.37 1.57 1.82 2.00
yi (m) 0.34 0.32 0.37 0.32 0.34 0.32
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Figure 6.4: Distribution of the number of fiducials intercepted during a spiral search simulation
on the proof-of-concept research platform.
6.2.1 Simulation results from the proof of concept platform (Pioneer 3-DX + Cyton Epsilon)
The distribution of the number of interceptions at the various base speeds for the spiral
search method is shown in Figure 6.4, and that for the stochastic search method is shown in
Figure 6.5.
The distribution of runtimes at the various base speeds for the spiral search method is
shown in Figure 6.6, and that for the stochastic search method is shown in Figure 6.7.
6.3 Hardware Experiments
6.3.1 Proof-of-concept Research Platform (Pioneer 3-DX + Cyton Epsilon 1500)
In our hardware experiments with the proof-of-concept platform, we used an optical
tracking system to manually align the position and orientation of the robot with the origin of the
global coordinate system. The experiments were carried out for base speeds vb ranging from 1
cm/s to 3 cm/s in increments of 0.5 cm/s. In addition to the runtime and number of fiducial
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Figure 6.5: Distribution of the number of fiducials intercepted during a stochastic search
simulation on the proof-of-concept research platform.
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Figure 6.6: Distribution of the runtimes during a spiral search simulation on the proof-of-concept
research platform.
interceptions, data was collected on the position error - the Euclidean distance between the initial
position of the end effector - where the fiducial was supposed to be - and the position where the
fiducial was intercepted.
Figures 6.8 and 6.9 show the distribution of the number of interceptions at the various
base speeds on the proof-of-concept platform, for the spiral and stochastic search methods
respectively.
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Figure 6.7: Distribution of the runtimes during a stochastic search simulation on the
proof-of-concept research platform.
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Figure 6.8: Distribution of the number of fiducials intercepted during a spiral search hardware
experiment on the proof-of-concept research platform.
The distribution of runtimes at the various base speeds for the spiral search method on
the proof-of-concept platform is shown in Figure 6.10, and that for the stochastic search method is
shown in Figure 6.11.
6.3.2 Industrial platform (Pioneer LX + Universal Robots UR5)
Figures 6.12 and 6.13 show the distribution of the number of interceptions at the various
base speeds on the industrial platform, for the spiral and stochastic search methods respectively.
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Figure 6.9: Distribution of the number of fiducials intercepted during a stochastic search
hardware experiment on the proof-of-concept research platform.
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Figure 6.10: Distribution of the runtimes during a spiral search hardware experiment on the
proof-of-concept research platform.
Due to the increased performance of the industrial platform, the base speeds used in the
experiments ranged from 1 cm/s to 5 cm/s in steps of 1cm/s. The number of runs at each base
speed was also reduced from 10 to 5. The lower number of runs used in industrial platform is a
result of the difficulty in initializing its position to the high tolerances defined earlier. This is in
addition failures in the underlying motion planner, which voided some of the experiments after it
exceeded safety limits and prompting a reset.
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Figure 6.11: Distribution of the runtimes during a stochastic search hardware experiment on the
proof-of-concept research platform.
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Figure 6.12: Distribution of the number of fiducials intercepted during a spiral search hardware
experiment on the industrial platform.
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Figure 6.13: Distribution of the number of fiducials intercepted during a stochastic search
hardware experiment on the industrial platform.
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Figure 6.14: Distribution of the runtimes during a spiral search hardware experiment on the
industrial platform.
The distribution of runtimes at the various base speeds for the spiral search method on
the industrial platform is shown in Figure 6.14, and that for the stochastic search method is shown
in Figure 6.15.
In addition to the interceptions and runtime, data was collected on the error between the
end-effector’s position and the fiducial it was to intercept. The distribution of position error at the
various base speeds for the spiral search method on the industrial platform is shown in
Figure 6.16, and that for the stochastic search method is shown in Figure 6.17.
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Figure 6.15: Distribution of the runtimes during a stochastic search hardware experiment on the
industrial platform.
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Figure 6.16: Distribution of the position error measured during a spiral search hardware
experiment on the industrial platform.
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Figure 6.17: Distribution of the position error measured during a stochastic search hardware
experiment on the industrial platform.
Interceptions per Fiducial
A closer look at the distribution of the interceptions can be made by breaking down the
results per fiducial. Figures 6.18 and 6.19 show the interceptions per fiducial on the industrial
platform for the spiral and stochastic search methods respectively.
Interception rates per fiducial per base speed
The results could also be expanded to show the interception rates on each fiducial at
every base speed ran. Figures 6.20 and 6.21 show the interceptions per fiducial on the industrial
platform for the spiral and stochastic search methods respectively.
6.4 Discussion
This section presents an analysis of the results presented in the previous section. It covers
the results obtained from the MATLAB and Gazebo simulations in addition to experiments ran on
the proof-of-concept hardware and the industrial platform. Data was collected on the number of
marker detections, represented later as the number of interceptions or the interception rate, and
also on the time taken to perform searches, later referred to as the runtime.
6.4.1 MATLAB Simulations
Although based on simplifying assumptions such as a perfect manipulator and a 2D
world with no dynamic effects, the MATLAB simulation still provided valuable insight into the
performance of both algorithms early on in the project. As shown in Figure 6.1, the spiral search’s
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Figure 6.18: Number of fiducials intercepted per fiducial during a spiral search hardware
experiment on the industrial platform.
61
Marker 1
0.01 0.02 0.03 0.04 0.05
Base speed (m/s)
0
20
40
60
80
100
In
te
rc
ep
tio
n 
ra
te
 (%
)
Marker 2
0.01 0.02 0.03 0.04 0.05
Base speed (m/s)
0
20
40
60
80
100
In
te
rc
ep
tio
n 
ra
te
 (%
)
Marker 3
0.01 0.02 0.03 0.04 0.05
Base speed (m/s)
0
20
40
60
80
100
In
te
rc
ep
tio
n 
ra
te
 (%
)
Marker 4
0.01 0.02 0.03 0.04 0.05
Base speed (m/s)
0
20
40
60
80
100
In
te
rc
ep
tio
n 
ra
te
 (%
)
Marker 5
0.01 0.02 0.03 0.04 0.05
Base speed (m/s)
0
20
40
60
80
100
In
te
rc
ep
tio
n 
ra
te
 (%
)
Marker 6
0.01 0.02 0.03 0.04 0.05
Base speed (m/s)
0
20
40
60
80
100
In
te
rc
ep
tio
n 
ra
te
 (%
)
Figure 6.19: Number of fiducials intercepted per fiducial during a stochastic search hardware
experiment on the industrial platform.
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Figure 6.20: Fiducial interception rate per fiducial, at every base speed during a spiral search
hardware experiment on the industrial platform.
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Figure 6.21: Fiducial interception rate per fiducial, at every base speed during a stochastic search
hardware experiment on the industrial platform.
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Figure 6.22: A rescaled plot of the runtime of the stochastic search method.
performance degraded evenly with increasing noise in the heading and speed, while the
stochastic search primarily degraded with increasing heading noise. The stochastic search
appeared to have poorer performance in scenarios where the heading noise was large but the
speed noise was low. This is likely due to the fact that the process noise was kept constant while
the measurement noise to the Kalman filter was set to the heading noise. That implies the search
area would be larger than required and generate sparse samples when the speed noise is low. In
spite of that, Table 6.1 shows that both algorithms had similar minimum numbers of interceptions,
similar mean values and the same median and maximum number of interceptions.
Unlike the similar performances recorded in the number of interceptions made, the
results from the runtime of both algorithms were quite different. Figure 6.2 shows that the
runtime for the stochastic search largely follows the opposite trend noticed with the interceptions.
That is, the runtime increased with increasing noise. Compared with the stochastic search, it
appears to use more time, as Table 6.2 shows. The spiral search method used significantly more
time to achieve performance comparable to the stochastic search method - as much as twice the
median values. It also had much higher minimum, maximum and average runtimes.
A properly scaled version of the Figure 6.2 (right) is shown in Figure 6.22 to highlight the
trend. It appears that unlike the spiral search, the runtime of the stochastic search is positively
correlated to the interceptions. This implies that the failures that caused the low interceptions
occurred early - consistent with the expectations resulting from a fixed process noise.
When all the results were considered in aggregate and the distribution displayed via box
plots in Figure 6.3, it is clearly apparent that the distribution of the number of interceptions made
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were similar, with the stochastic search having a slightly lower 1st quartile. Also, the difference in
the runtimes for both algorithms is also is also visible. The spiral search method appears more
spread out, with more outliers having longer runtimes. It also appears that the interquartile range
of the spiral search, with most of the data, occupies a wider and higher runtime range than that of
the stochastic search. The high outliers of the spiral search can be attributed to the time spent
searching a growing region after failing to intercept the marker early on.
These results encouraged further research into the stochastic search method leading to 3D
simulations in Gazebo.
6.4.2 Gazebo Simulations
Proof-of-concept research platform (Pioneer 3-DX + Cyton Epsilon 1500)
In Figure 6.4, the distribution of the number of interceptions made by the spiral search, in
10 experiments, repeated over nine base speeds, is shown. There is a downward trend consistent
with observations of skipped fiducials at higher base speeds.
At high base speeds, the velocity compensated samples are stretched over longer
distances and are pushed out of the workspace of the robot. This implies searches can not be as
exhaustive as they are at lower base speeds. In addition, when a search is triggered at very high
base speeds, there is usually not enough time for the search to be completed and the arm
repositioned in time to intercept the next fiducial. This causes some fiducials to be skipped and
reduces the available pool from which interceptions could be made.
For these reasons, a downward trend can also be seen in the interceptions made by the
stochastic search algorithm in Figure 6.5. There, we can see all the markers were intercepted at the
slowest speed and the performance slowly degraded as the speed increased. A closer look shows
the red median marks for the first four base speeds remain at six interceptions, implying a
distribution of points skewed toward the maximum number of interceptions. Also the lowest
median (at the highest speed) remains above the median for the spiral search method.
Comparing the two graphs, it is apparent the stochastic search method performed better
than the spiral search method. The green line on the stochastic search plot, showing the average
interceptions at each speed, mostly remains above that of the spiral search. This is also quantified
by the mean of the entire distributions
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From the distributions plotted in Figures 6.4 and 6.5, the spiral search method intercepts
an average of 3.55 fiducials out of 6, while the stochastic search method intercepts an average of
4.27 fiducials out of 6.
For an analysis of their runtime performances, Figures 6.6 and 6.7 show the distribution
of runtimes over base speeds for the spiral and stochastic search methods respectively.
The spiral search method is observed to have gentle reduction in its runtime as the base
increases. This decline can similarly be attributed to the reduction in samples after velocity
compensation and the skipping of markers. However, a bigger reason for the decline is due to the
truncation of the trajectory once the spiral’s radius gets large.
In Figure 3.3, we can see how the velocity compensated spiral requires an increasingly
large workspace in the direction opposite the base’s motion. Unfortunately, since most serial
manipulators have workspaces similar to a sphere centered at their bases, the robot would not be
able to reach the points after they are shifted out of the workspace. This translates into the search
part being cut off prematurely.
The velocity compensated stochastic search trajectory shown in Figure 3.3, shows how the
stochastic search method uses the search volume. Due to its randomness, the samples occupy a
rectangular slice of the workspace as opposed to the triangular slice occupied by the spiral search
method. Although this tends to be an advantage, it also implies the trajectory can be randomly
truncated anytime a sample is shifted out of the workspace’s dimensions.
This is evident in the relatively flat search times across base speeds for the stochastic
search method as showed in Figure 6.7. The lower search times at the low base speeds can be
attributed to the high interception rates shown in Figure 6.5. High interception rates imply all the
markers were found fast enough to allow for a quick repositioning of the arm for the next marker.
It is also a result of having samples well within the arms workspace obviating the need for a
reorientation of the arm - a maneuver that increases the runtime of the algorithm. Similarly, the
slightly higher search times at the end can be attributed to the low interception rates explained
earlier.
For comparison, the mean of the distribution of runtimes for the spiral search method was
5.67 s while that for the stochastic search was 5.90 s. Although similar, the spiral search performed
better since lower runtimes are preferred. This is important in dynamic search scenarios as every
extra second moves you farther from your target
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6.4.3 Hardware Experiments
Following the successful simulations, the experiments were performed on hardware to
validate the results in the real world. In the hardware runs, experiments were carried out for base
speeds ranging from 1 cm/s to 3 cm/s in steps of 0.5 cm/s, compared to steps of 0.25 cm/s used
in the simulations. There were 10 repetitions of each experiments over the 5 base speeds.
Proof-of-concept research platform (Pioneer 3-DX + Cyton Epsilon 1500)
Figure 6.8 shows the distribution of the number of interceptions made during the
experiments. A gradual decrease in the number of interceptions can be seen, similar to the
simulations. However, the performance at the lower base speeds is higher, with some outliers.
Compared with the distributions for the stochastic search method shown in Figure 6.9, it
can be seen that although the performance for the spiral search improved at the lower base
speeds, the stochastic search maintained a similar performance with the medians of the first three
speeds equal to 6 intercepted markers. The stochastic search also had smaller interquartile ranges
compared to the spiral search.
The mean of the entire distribution of interceptions made in the spiral search hardware
experiments was 3.86 intercepted markers, slightly more than the 3.55 intercepted markers
observed in the simulations, while the stochastic search search had a mean of 4.10 intercepted
markers over the entire distribution - slightly worse than the 4.27 intercepted markers observed in
the simulations.
For the runtimes of the algorithms, Figure 6.10 shows the distribution of runtimes over
speed for the spiral search method, whiles Figure 6.11 shows a similar distribution for the
stochastic search method.
The spiral search method shows the gentle decrease, consistent with that observed in the
results from the simulation. However, it has lower runtimes than in simulation. This is consistent
with the inverse relation between the number of interceptions and runtime discussed earlier. The
increase in the number of interceptions observed in Figure 6.10 implied a reduction in the run
times as less time was spent searching and fewer, if any, fiducials were skipped.
Similar to the spiral search, the stochastic search reported lower runtimes but with
slightly more variability in the average values. In comparing the mean of both distributions, the
spiral search spent 5.06 s while the stochastic search spent 4.18s on average. This was an
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improvement over the 5.67 s and 5.90 s respective mean runtimes observed in the simulations.
As explained for the simulations, lower runtimes are preferred in dynamic experiments
due fact that every second spent searching moves you away from the target and toward the limits
of the manipulator. As a result, the improvement in the runtime of the stochastic search method
on hardware combined with the increased interceptions make it a preferred option for dynamic
search tasks.
Industrial platform (Pioneer LX + Universal Robots UR5)
Figures 6.12 and 6.13 show the distribution of the number of interceptions at the various
base speeds on the industrial platform, for the spiral and stochastic search methods respectively.
As expected from the increased workspace, speed and precision of the industrial
platform, the performance of both algorithms improved significantly. The medians for the spiral
search method improved overall, by as much as 4 extra interceptions at 3 cm/s. This led to the
medians ranging from 5-6 fiducial interceptions. There was still some dispersion as shown by the
size of the boxes representing the interquartile ranges.
Similarly, the performance of the stochastic search method was improved. All markers
were intercepted in all experiments between 1cm/s and 3cm/s, after which performance began to
fall.
To compare the means of both sets of distributions, the spiral search method had an
average of 5.16 interceptions, while the stochastic search method had an average of 5.56
interceptions over all the base speeds.
The results for the runtimes can be found in Figure 6.14 for the spiral search method, and
in Figure 6.15 for the stochastic search method. Similarly, there was a major improvement in the
runtimes. The mean of the distribution of runtimes for the spiral search method over all the base
speeds was 1.68s and for the stochastic search method, 1.74s. The trends observed were similar to
that from data collected using the proof-of-concept platform.
In addition to the number of interceptions and runtime, data was collected on the position
error - the Euclidean distance between the initial position of the end effector and the position
where the fiducial was intercepted. This is shown in Figure 6.16 for the spiral search method, and
in Figure 6.17 for the stochastic search method.
The data shows that in spite of similar interception and runtime values, the stochastic
search’s predictions help get it closer to the fiducial. The mean position error of all the
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distributions in the spiral search experiment was 4.88 cm while that of the stochastic search
method was 1.96 cm.
Another look at the performance of both algorithms can be made by reorganizing the data
into the interception rates per fiducial and per base speed. The breakdown of interception rates by
fiducial can be found in Figures 6.18 and 6.19 for the spiral search and stochastic search methods
respectively.
For the spiral search method, it can be observed that all the first markers are intercepted,
with fairly stable performance till the last marker where it deteriorates across all base speeds. For
the stochastic search method, the first 3 markers are always detected, with a 100% interception
rate for all markers between base speeds of 1 cm/s to 3 cm/s. Performance tails off at the higher
speeds with the later markers.
This behavior is expected in both algorithms as the small errors in initialization, which is
<1 mm in position and < 0◦ in heading, together with perturbations from the moving arm, cause
the mobile base to drift off the path and increase the error. In spite of that, the stochastic search
approach is still able to perform well across multiple base speeds as shown in the per fiducial
results.
Similar to the results per fiducial, an analysis of the interception rate over multiple speeds
is found in Figures 6.20 and 6.21 for the spiral search and stochastic search methods respectively.
For the data on the spiral search method, no obvious trend is found. It can be seen that the
performance of the algorithm on the last marker is not consistent and that all but the last marker
vary between 80-100% interception. It also appears that the first marker is always intercepted,
which is expected.
The data on the stochastic search method is more consistent. It has full interceptions on
the first three base speeds. Performance on the last two fiducials taper off at the higher base
speeds, which is consistent with expectations on error from the mobile base and skipped markers.
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CHAPTER 7
CONCLUSION
In this thesis, the problem of dynamic performance measurement of mobile manipulators
is addressed. Manipulation under dynamic conditions is introduced as a capability required for
robotics applications in fields like manufacturing and agriculture. As a result dynamic
performance measurement is presented as a significant step to enhance adoption in industry.
Two dynamic search mechanisms are proposed to locate fiducial markers from a mobile
platform: a spiral-based deterministic method and a stochastic mechanism based on Kalman
filters. The proposed methods allow the manipulator to search for fiducial markers on a
calibration artifact while the platform is in motion, thereby eliminating the need for the base to
remain stationary at each marker location.
While the proposed algorithms performed well on the search tasks, dynamic
manipulation is an inherently difficult task due to the compounding levels of uncertainty that
could affect final end-effector precision. This uncertainty is worsened by the time limits imposed
by the relative motion between the robot and the workpiece. Using this research as an example,
we observe that planning and executing search motions while moving is challenging due to the
limited distance between fiducials, the limited workspace of the manipulator arm, the need to
reorient that arm to maximize manipulability - a maneuver that uses more of the limited time -
among others. Due to the time-limited nature of every task, optimizations are needed on all parts
of the control pipeline - from the embedded computer to planning algorithms running on it
through to manipulator’s end-effector’s speed. Increasing speed of the arm to increase
performance lead to side effects like oscillations with end up degrading performance. Future
work could focus on improving performance by solving such issues.
As explored in the discussion, the stochastic search was found to perform better than the
spiral search under dynamic search conditions. By analyzing data from multiple simulations and
real-world experiments, the stochastic search method was shown to intercept more markers in
less or comparable time to the spiral search approach. A detailed analysis of the performance per
fiducial and per base speed revealed the stochastic search method was more consistent in its
interceptions with 100% interception rates on most tests. This conclusion was generated from
hardware experiments using both a proof-of-concept hardware platform and an industrial
platform. By successfully testing the algorithm on two different classes of mobile manipulators,
71
and using a system architecture that ensures code portability to a wide variety of robots, the
algorithm has been shown to be agnostic to the hardware platforms. This ensures that future work
and industrial applications could be easily implemented. In summary, the goal of quantifying the
performance of mobile manipulators under dynamic conditions was successfully achieved.
7.1 Applications
Although most tasks involving mobile manipulators currently implement stop-and-go
approaches, we expected that performance measurement research like this would provide
information to industrial users to increase their confidence in purchasing robots for dynamic
manipulation tasks. This could open up new use cases and help validate or discredit the
technology readiness level of mobile manipulators for the intended tasks. We hope that by
enabling the performance measurement of mobile manipulators, they would be easily considered
for tasks like long seam welding in ship building for example - which would require continuous
dynamic manipulation over long distances to maximize weld quality. Other potential areas of
impact would be manipulation on continuously moving assembly lines and in pruning and
harvesting robots in agriculture - where it would be efficient to continuously work as you move as
opposed to stopping periodically.
7.2 Future work
In future work we expect to explore the use of a machined RMMA for the positioning of
the markers. The new RMMA modified from [11] is made from anodized aluminum, and has a
series of tapped holes that support the placement of collimators, as shown in Figure 7.1. Since the
holes are made with a tolerance of ±0.01mm, it would provide a reliable ground truth from which
experiments could be conducted with higher precision. This would be an improvement over the
current artifact due to the assurance of parallel surfaces and perpendicular collimators, without
the risk of flexing the support which was possible with the acrylic on the previous artifact. It also
allows us to easily and reliably conduct experiments in multiple orientations as it has tapped
holes on all of its faces. To enable full coverage of the RMMA, the algorithm would have to be
extended to work with arbitrary paths, as its current state assumes a straight linear motion.
Another potential area of research involves the expansion of experimental conditions to
cover turns in the path. In the MATLAB simulations, the mobile base was programmed to move
around the artifact while searching which enabled it to search for markers over a wide area. In
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Figure 7.1: Reconfigurable mobile manipulator artifact (RMMA).
order to enable efficient work with large test pieces like the RMMA shown in Figure 7.1, we
would need to properly leverage the increased workspace afforded by the mobile base. The
current test setting is limiting in its requirement of an long straight path to provide enough room
for more test points. The exploration of the mobile manipulators performance during turns would
also provide valuable data for industrial applications.
In addition, improvements could be made to the estimation of the process covariances.
This could be done by leveraging current research on the topic, with [98] as an example.
Alternatively, it could be approached from the point of dynamically adjusting the covariance by
incorporating knowledge of the trajectory. This would enable the generation of samples from
distributions that reliably cover the marker position, to increase chances of interception.
Due to the dependence of the marker prediction process on the time interval, δt, between
observations, which is in itself dependent on an uncertain base velocity, we could include that in
the state of the system for prediction as described in [99]. Estimating the time would improve the
performance of the marker position prediction and thereby reduce the number of searches
required.
Also, the quantization process could be improved by replacement with a more rigorous
rejection sampling approach. This approach would enable us directly generate discretized
normally distributed samples with as opposed to forcing samples acquired from a continuous
distribution onto a grid. Appendix F provides a description of the rejection sampling approach
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considered for future work.
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Totalindependentaxes
Shoulderroll
Shoulderpitch
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Wristyaw
Wristpitch
Wristrollwithgripper
7
º300
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º220
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Inputvoltage
Armreach
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Canbemountedinanyorientation
1500gatfullreach
100-240VAC
63cm
12VDC10A
45cm/s
60cm/s
+/-0.5mm
º<1 
º ºAmbienttemperaturefrom10 Cto35 C
Canbeusedundernormalatmospheric
pressureconditions
EasytoTrain
Customizable
PowerfulGraphicalInterface
Lightweight,SmallFootprint
LowCost,RapidROI
CompactWristPitch&Roll
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Sub-DegreeOrientationPrecision
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APPENDIX A
DATASHEET FOR THE ROBAI CYTON EPSILON 1500
P i o n e e r  3 - D X
Pioneer 3-DX is a small lightweight two-wheel two-motor differential  
drive robot ideal for indoor laboratory or classroom use. The robot  
comes complete with front SONAR, one battery, wheel encoders,  
a microcontroller with ARCOS firmware, and the Pioneer SDK advanced  
mobile robotics software development package.  
Pioneer research robots are the world’s most popular intelligent mobile  
robots for education and research. Their versatility, reliability and  
durability have made them the preferred platform for advanced intelligent 
robotics. Pioneers are pre-assembled, customizable, upgradeable, and 
rugged enough to last through years of laboratory and classroom use.
Product Features and Benefits 
•  Easy to Use - Comes assembled and integrated with its accessory packages. 
•  Reliable - Construction is durable and rugged. Easily handles the small gaps, minor bumping, jarring, 
or other obstacles that hinder other robotic platforms. Some Pioneer robots have been in service for over 
15 years.  
•  Pioneer Software Development Kit - All Adept MobileRobots platforms include Pioneer SDK, a 
complete set of robotics applications and libraries that accelerate the development of robotics projects. 
Pioneer SDK is backed by our product support team.
•  Customizable - Easily accessorize by choosing from dozens of supported and tested accessories that 
integrate with the robotic platform. Additional help is available for future upgrades or added accessories. 
• Reference Platform - Pioneer robots are a standard in intelligent mobile platforms. Search your 
   preferred robotics journal or conference listings to find many examples of Pioneer platforms in research  
   applications.
• Technical Support - Pioneer software and hardware comes fully documented with additional help 
   available through our product support team.
  
Specifications
Construction   
  Body: 1.6 mm aluminum (powder-coated) 
  Tires: Foam-filled rubber
Operation 
  Robot Weight: 9 kg 
  Operating Payload: 17 kg
Differential Drive Movement 
  Turn Radius: 0 cm 
  Swing Radius: 26.7 cm 
  Max. Forward/Backward Speed: 1.2 m/s 
  Rotation Speed: 300°/s 
  Max. Traversable Step: 2.5 cm 
  Max. Traversable Gap: 5 cm 
  Max. Traversable Grade: 25% 
  Traversable Terrain: Indoor, wheelchair  
  accessible
Power    
  Run Time: 8-10 hours w/3 batteries  
  (with no accessories) 
  Charge Time: 12 hours (standard) or 
       2.4 hrs (optional high-capacity  charger) 
  Available Power Supplies:  
   5 V @ 1.5 A switched 
   12 V  @ 2.5 A switched
Batteries 
  Supports up to 3 at a time 
  Voltage: 12 V 
  Capacity: 7.2 Ah (each) 
  Chemistry: lead acid 
  Hot-swappable Batteries: Yes
Available Recharge Options:  
  Direct plug-in 
  Docking station 
  Powercube (3-battery charging bay) 
* Batteries are accessible through hinged latched access 
panel for hot-swapping (continuous operation)
Microcontroller I/O 
  System Serial 
  32 digital inputs 
  8 digital outputs 
  7 analog inputs 
  3 serial expansion ports 
*Some ports may not be available if certain accessories are 
included with the robot
User Control Panel 
  MIDI programmable piezo buzzer 
  Main power indicator 
  Battery charge indicator 
  2 AUX power switches 
  System reset 
  Motor enable pushbutton
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Miniature Polarized Retroreflective Laser Sensors
 
 
• Visible Class 1 laser
• Narrow effective beam provides small-object detection and precise position control
• Crosstalk rejection algorithm protects against optical disturbance from adjacent
sensors
• Excellent optical performance throughout sensing range, even close up
• 10 V dc to 30 V dc operation, with complementary (SPDT) NPN or PNP outputs,
depending on model
• Bright LED operating status indicators are visible from 360°
• Compact, rugged sealed housing, protected circuitry
• Mounting versatility – popular 18 mm threaded barrel or side-mount
• Choose 2 m (6.5 ft) or 9 m (30 ft) cable or one of four QD options
Excellent for applications where high sensing power and small beam size are important. Uses a
special filter to polarize the emitted light, filtering out unwanted reflections from shiny objects. P
POLAR RETRO
WARNING: Not To Be Used for Personnel Protection
Never use this device as a sensing device for personnel protection. Doing so could lead to
serious injury or death. This device does not include the self-checking redundant circuitry necessary
to allow its use in personnel safety applications. A sensor failure or malfunction can cause either an
energized or de-energized sensor output condition.
Models Sensing Range Spot Size at Focus Cable Output
QS18VN6LLP 650 nm Visible Red Class 1
Laser: 0.1 to 10 m (0.33 ft
to 33 ft)
Approximately 4 mm at 10 m
(0.16 in at 33 ft)
4-wire, 2 m (6.5
ft) integral cable
NPN
QS18VP6LLP PNP
Standard 2 m (6.5 ft) cable models are listed. To order a 9 m (30 ft) cable model, add the suffix “W/30” to the model
number (for example, QS18VN6LLP W/30).
To order QD models with a 4-pin integral Euro-style QD, add suffix “Q8” (for example, QS18VN6LLPQ8); to order a 4-pin
Euro-style 150 mm (6 in.) pigtail QD, add suffix “Q5” (for example, QS18VN6LLPQ5); to order a 4-pin integral Pico-style
QD, add suffix “Q7” (for example, QS18VN6LLPQ7); to order a 4-pin Pico-style 150 mm (6 in.) pigtail QD, add suffix “Q”
(for example, QS18VN6LLPQ). Models with a QD connector requires a mating cable.
Installation Notes
Conventional retroreflective photoelectric sensors are extremely easy to align. Beam angles are wide, and retro targets are
forgiving to the light beam’s angle of incidence. The beam of this laser sensor is very narrow, compared with the beam of
most retro sensors. As the figure indicates, the effect of angular misalignment can be dramatic. Alignment is critical
because the beam may miss the retroreflective target unless the target is large.
For example, with one BRT-51X51BM mounted at a distance of 6 m (20 ft) from the sensor, one degree of angular
misalignment will cause the center of the laser beam to miss the center of the target by 100 mm (4 inches).
Sensor-to-Target
Distance (X)
Beam Displacement (Y)
for 1º of Misalignment
Sensing Distance = X
Ø = Misalignment Angle
Y = X(tan Ø)
Y
Figure 1. Beam displacement per degree of misalignment
1.5 m (5 ft) 25 mm (1 in)
3 m (10 ft) 50 mm (2 in)
6 m (20 ft) 100 mm (4 in)
10 m (33 ft) 150 mm (6 in)
WORLD-BEAM® QS18LLP Series   
Original Document
118900 Rev. F
4 January 2017
118900
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6-axis robot arm with a working radius of 850 mm / 33.5 in
Weight: 18.4 kg / 40.6 lbs
Payload: 5 kg / 11 lbs
Reach: 850 mm / 33.5 in
Joint ranges: +/- 360°
Speed: All joints: 180°/s.
Tool: Typical 1 m/s. / 39.4 in/s.
Repeatability: +/- 0.1 mm / +/- 0.0039 in (4 mils)
Footprint: Ø149 mm / 5.9 in
Degrees of freedom: 6 rotating joints
Control box size (WxHxD): 475 mm x 423 mm x 268 mm / 18.7 x 16.7 x 10.6 in
I/O ports:
Digital in 
Digital out 
Analog in
Analog out
Controlbox
16
16
2
2
Tool conn.
2
2
2
-
I/O power supply: 24 V 2A in control box and 12 V/24 V 600 mA in tool
Communication: TCP/IP 100 Mbit: IEEE 802.3u, 100BASE-TX
Ethernet socket & Modbus TCP
Programming: Polyscope graphical user interface on  
12 inch touchscreen with mounting
Noise: Comparatively noiseless
IP classification: IP54
ISO Class Cleanroom robot arm: 5
ISO Class Cleanroom control box: 6
Power consumption: Approx. 200 watts using a typical program
Collaboration operation: 15 Advanced Safety Functions
Tested in accordance with:  EN ISO 13849:2008 PL d 
EN ISO 10218-1:2011, Clause 5.4.3
Materials: Aluminum, PP plastic
Temperature: The robot can work in a temperature range of 0-50°C
Power supply: 100-240 VAC, 50-60 Hz
Cabling: Cable between robot and control box (6 m / 236 in)
Cable between touchscreen and control box (4.5 m / 177 in)
UR5 Technical specifications Item no. 110105
Copyright ©
 2009-2016 by U
niversal Robots A/S. All rights reserved.
Copyright ©
 2009-2016 by U
niversal Robots A/S. All rights reserved.
Universal Robots A/S
Energivej 25
DK-5260 Odense S
Denmark
+45 89 93 89 89
www.universal-robots.com
sales@universal-robots.com
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Pioneer LX
Mobile Research Platform
The Pioneer LX is an advanced mobile research platform based on the 
Adept Lynx AIV (Autonomous Indoor Vehicle).   The robot is program-
mable, and easy to equip with sensors, effectors or custom accessories.   
The rugged Pioneer LX is designed to last for years of continuous service, 
carrying payloads of up to 60 kg.
As with other MobileRobots research platforms, developers can easily 
access the robot’s on-board computer.  Software libraries and tools are 
provided to speed the development of custom applications, and acces-
sible I/O and power supplies make hardware integration easy.  
With included laser guidance and navigation software, onboard com-
puter and docking station, the Pioneer LX can be tasked with a continu-
ous duty/charging cycle.  It can map buildings and localize within a few 
centimeters while traveling in mapped areas. 
 
Specifications
Weight  60kg (132lbs)
Payload  
Level Surface 60kg (132 lbs)
20% Grade 20kg (44 lbs)
Power
Battery 24VDC LiFePO4
Capacity 60Ah  
Run Time 13 hours (Continuous)
Recharge Time 3.5 hours (5:1 ratio)
Battery Life 7 years
 16 hr/day, 5 days/wk 
Charging Station Automatic or Manual
Auxiliary Power 5,12, 20 VDC
Mobility Overview
Maximum Speed 1.8 m/sec
Tire Composition Non-Marking Rubber
Steering Differential
Wheels 2 Drive Wheels 
 4 Casters
Swing Radius 343 mm (13.5 in.)
Turning Radius 0
Traversable Gap 15 mm (0.6 in.)
Traversable Sill 15 mm (0.6 in.)
Product Features and Benefits
•  Reliable - Designed for continuous industrial use, construction is very durable and rugged. Pioneer LX 
smoothly traverses power cords, elevator gaps, and ramp transitions which hinder other robotic platforms.
•  Pioneer Software Development Kit - All Adept MobileRobots platforms include Pioneer SDK, a complete set 
of programs and libraries that accelerate the development of robotics applications. Pioneer SDK is backed by 
our product support team.
•  Customizable - Expand the Pioneer LX’s capabilities by choosing from a selection of supported and tested 
accessories that integrate with the robotic platform.  Help is available for future upgrades or added accessories.  
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Sampling from a Multivariate Discrete Normal Distribution
Let Zk1k2 represent the set of integers between k1 and k2, i.e.
Zk1k2 = {z|z ∈ Z ∧ k1 ≤ z ≤ k2} . (1)
An n-dimensional set with coordinates in the i-th dimension ranging from k2i−1 and k2i, i = 1, 2, . . . , n can be
constructed by the cartesian product
Zk1k2 × Zk3k4 × . . .Zk2n−1k2n . (2)
Without loss of generality, let k = k2i = −k2i−1, and deﬁne Zk = Z−kk. Then, the n-dimensional set can be deﬁned
as
Znk = Zk × Zk × . . .× Zk︸ ︷︷ ︸
n times
. (3)
Now let u ∈ Znk be distributed according to a multivariate discrete uniform distribution UZnk , such that ∀u
Pr(u) =
1
|Znk |
. (4)
Additional let x ∈ Znk be distributed according to a multivariate discrete normal distribution NZnk (µ,Σ), with
probability mass function given by
Pr(x) =
1
Z
e−
1
2 (x−µ)>Σ−1(x−µ), (5)
where µ ∈ Znk and Σ ∈ Zn×nk are the mean and the covariance of the distribution and Z is a normalization constant
to guarantee that
∑
xi∈Znk Pr(xi) = 1.
Rejection Sampling
We can obtain samples from NZnk (µ,Σ) via rejection sampling using UZnk as a proposal distribution. That is, let g(u)
represent the multivariate uniform distribution in Eq. (4) and f(u) represent the multivariate uniform distribution
in Eq. (5), then we can obtain a sample x(j) ∼ NZnk (µ,Σ) by sampling u(j) ∼ UZnk and accepting this sample with
probability f(u
(j))
Mg(u(j))
, where 1 < M <∞ is a constant that determines the acceptance ratio.
Accounting for non-Integer Support
Now deﬁne uα = αu, where α ∈ R>01 is a constant quantization factor and u ∼ UZnk . Deﬁne
Snk = {s|s = αz ∧ z ∈ Znk} . (6)
Clearly, uα ∈ Snk and since there is a one-to-one mapping between Znk and Snk , uα ∼ USnk . By performing the
rejection sampling procedure above using samples u
(j)
α ∼ USnk and the target distribution NSnk (µ,Σ), the resulting
samples x
(j)
α ∼ NSnk (µ,Σ).
By dropping the assumption that k = k2i = −k2i−1, it is possible to determine the upper and lower limits of
each dimension of the proposal distribution in order to account for the characteristics of the target distribution.
We refrain from doing so here to simplify the notation.
1R>0 is the set of strictly positive real numbers R>0 = {x ∈ R | x > 0}.
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