INTRODUCTION
Over the last years a Japanese game with the name Sudoku became very popular. It is played mostly on a board with 9 x 9 fields, but other values are also possible, such as 4 x 4, 16 x 16, or even 25 x 25. It is easy to understand and a bit challenging for human beings. Moreover, it can be used comfortably to spend waiting time on airports or similarly. However, there are also mathematical and logical properties that deserve some attention.
In this note we wish to show that this game easily can be modeled by using logic equations in the format of a conjunctive form (CF), with ternary vectors as the most appropriate data structure (see Steinbach and Kümmling 1990; Steinbach 1992) . Actually, the logic equations do not have to be written down, the ternary vectors can be used directly. We will demonstrate the ideas on a 4 x 4 board, they can be transferred to larger values of n without any problem.
This kind of modeling is also a good example to show the transformation of a problem that depends upon discrete values into a problem of propositional logics. At least one publication (Spence 2014 ) is to be found on the Internet that used the idea of propositional logics. At this point, we used another way to adapt the model to our previous research, particularly to the use of ternary vectors as the basic data structure (see Steinbach and Posthoff 2009 ).
THE LOGICAL MODEL OF THE GAME
In order to make this note independently readable, we summarize the necessary concepts. Let us start with the rules of the game. The square of size 4 x 4 is initially empty (see the left diagram) and will be subdivided into four smaller squares of 2 x 2; the numbers 1, 2, 3, 4 must appear once and only once in each row, in each column and in each subsquare. By some initial settings information is given, and the (human) reasoning process can start: there is already a number 1 in this row and that column, therefore . . . Finally the diagram on the right side shows a solution, an arrangement of the numbers that corresponds to the given initial settings and satisfies all the requirements of the game. Some of the existing Sudoku helper programs support such a logical approach; initially they show all the possible values in each field; after the first setting the used value is deleted in this row, in this column, and in this square, finally the value of some other fields can be determined etc.
As first we introduce the data structure of a ternary vector.
Then x is called a ternary vector which can be understood as an abbreviation of a set of binary vectors. When (x 1,1,1 ∨ x 1,2,1 ∨ x 1,3,1 ∨ x 1,4,1 ) = 1 There must be a value 1 in the first column.
(x 1,1,1 ∨ x 2,1,1 ∨ x 3,1,1 ∨ x 4,1,1 ) = 1 There must be a value 1 in the top left subsquare. (x 1,1,1 ∨ x 1,2,1 ∨ x 2,1,1 ∨ x 2,2,1 ) = 1 There must be one of the values in the field (1,1). (x 1,1,1 ∨ x 1,1,2 ∨ x 1,1,3 ∨ x 1,1,4 ) = 1 we replace each − by 0 or 1, then we get several binary vectors generated by this ternary vector. In this way, the vector (0 − 1−) represents four binary vectors (0010), (0011), (0110) and (0111). A list (matrix) of ternary vectors can be understood as the union of the corresponding sets of binary vectors.
We define binary (Boolean, logical) variables as follows:
where i indicates the row and j indicates the column.
In this way four variables are assigned to each field of the grid, we need 64 variables for the 16 fields of the problem. Generally n 3 binary variables are required in order to model an n × n Sudoku game.
There are two types of constraints that describe the rules of the game:
• requirements which are summarized in Table 1 by some examples; ∨ indicates the logical "or".
• restrictions that do not allow some logic values if other values already exist (see Table 2 ). x indicates the logical negation "not x".
Equations corresponding to the four lines of Table 1 must be specified for
• each row and value according to the first line,
• each column and value according to the second line,
• each subsquare and value according to the third line,
• each field according to the fourth line. Table 2 summarizes the restrictions for the assumption x 1,1,1 = 1 using the sign → for the implication.
One row, one column, and one subsquare overlap in the Sudoku game. Therefore the first two implications in the last row of Table 2 appear twice in Table 2 and have to be used only once. Using the law a → b = a ∨ b and replacing the set of equations of Table 2 , we get 10 clauses in the single equivalent equation (1).
The ∧ indicates the logical "and", sometimes it is omitted (similarly to the multiplication sign).
USING TERNARY VECTORS FOR THE SOLUTION
Our approach utilizes one property of the two types of constraints of the Sudoku game. All variables in the requirement clauses of Table 1 are not negated while all variables in the restriction clauses (1) are negated. The variable x 1,1,1 that solves all the requirement clauses of Table 1 in conjunction with the fitting restrictive clauses of (1) specifies the particular SAT-problem (2). SAT-solvers (as discussed in Johnson and Posthoff 2005) can be used to calculate the solution. There are n 3 such particular SAT-problems for an n × n Sudoku determined by all combinations of the index values of the last variable in (2) and the fitting restrictive clauses: 1,1 ∨ x 1,1,2 )(x 1,1,1 ∨ x 1,1,3 )(x 1,1,1 ∨ x 1,1,4 )(x 1,1,1 ∨ x 2,1,1 )(x 1,1,1 ∨ x 3,1,1 )(x 1,1,1 ∨ x 4,1,1 ) ∧ (x 1,1,1 ∨ x 1,2,1 )(x 1,1,1 ∨ x 1,3,1 )(x 1,1,1 ∨ x 1,4,1 )(x 1,1,1 ∨ x 2,2,1 ) ∧ x 1,1,1 = 1 .
By using the distributive and the absorption law (see Posthoff and Steinbach 2004) , we get one equation that can be considered as the first constraint for the field (1, 1):
The solution of this equation is shown in the ternary vector: The four values for any field (here the field (1, 1)) always include precisely one value 1 (because only one number can be on this field) and the consequences for the same and some other fields expressed by ten values 0. These four vectors describe the possibilities for one special field (here the field (1, 1) ). Therefore we have to build 16 * 4 = 64 of these vectors for the whole 4 × 4 board. The allocation of a given value to a field to be considered is equivalent to the selection of one of the four vectors which exist for this field. In a more elegant way we generate a 64 × 64 matrix for a 4 × 4 Sudoku directly based on the rules of the game.
This matrix can be built before any real game is defined, and stored for later use. It is not difficult to see that this method can also be applied for larger boards. 81 × 9 = 729 of such ternary vectors with 729 binary variables are required for a board of the size 9 × 9 .
In principle we have four vectors for each field. In a first step we consider the given values in some fields. For these fields three of the given four vectors can be deleted. Since the conditions for the different fields must be satisfied at the same time we must use the intersection of ternary vectors. The intersection will be computed according to Table 3 which has to be applied in each component. The ∅ indicates that the intersection is empty and can be omitted.
A sophisticated coding (see Steinbach and Posthoff 2009 ) of the three values 0, 1 and − allows us the introduction of binary vector operations that can be executed on the level of registers (32, 64 or even 128 bits in parallel). We use the coding of Table 4 . When the three-valued operations for the intersection are transferred to these binary vectors, then it is empty if
If the intersection is not empty, then it can be determined by the following bit vector operations:
Hint: ⊕ indicates the exclusive-or.
As we can see above, one setting defines 11 values in a 4 × 4 Sodoku. The first setting x 1,2,1 = 1 of the given example game, for instance, results in the following vector of 64 positions: The next matrix (see Figure 1 ) will show the result of all the settings of the example game of Section 2 calculated by intersections of the respective vectors for the settings. Generally this result must be a single vector received for the respective fields and settings. An empty intersection at this stage would indicate a false setting contradicting the rules of the game.
Now we reach a stage where all the settings are processed and combined into one single ternary vector T. For some fields, however, still four vectors have to be considered which will be done step by step for the remaining vectors:
Each intersection vector is either empty or has a smaller number of dashes −. This procedure does not need any considerations for special cases. If there are no solutions, then the intersection will be empty at a given point of 3,1 x 1,3,2 x 1,3,3 x 1,3,4 x 1,4,1 x 1,4,2 x 1,4,3 x 1 
ONE INTERESTING EXAMPLE AND EXPERIMENTAL RESULTS
There are many interesting mathematical problems and properties of the game. One of these problems, for instance, is the question: How many settings are necessary to define one and only one unique solution? In Royle 2012 an example with 16 settings has been given that has precisely two solutions. It is mentioned in Steinbach and Posthoff 2014 that 16 or less settings are not sufficient for unique solutions. It is known, however, that there are many unique solutions when the number of settings is equal to 17. The concept of a unique solution still has to be defined properly because such operations like relabeling of entries, reflection, rotation, ... of a valid Sudoku give other valid Sudokus.
We used this Sudoku as an example. The two solutions are as follows Solution 1 1 8 3 9 6 7 4 2 5 4 6 9 5 3 2 8 1 7 7 5 2 1 4 8 6 9 3 6 2 1 4 7 3 5 8 9 5 3 4 8 1 9 7 6 2 8 9 7 2 5 6 3 4 1 2 1 6 3 8 5 9 7 4 9 7 5 6 2 4 1 3 8 3 4 8 7 9 1 2 5 6 Solution 2 1 9 3 8 6 7 4 2 5 4 6 8 5 3 2 9 1 7 7 5 2 1 4 9 6 8 3 6 2 1 4 7 3 5 9 8 5 3 4 9 1 8 7 6 2 9 8 7 2 5 6 3 4 1 2 1 6 3 9 5 8 7 4 8 7 5 6 2 4 1 3 9 3 4 9 7 8 1 2 5 6
The second solution can be found easily by exchanging 8 and 9 in the first solution.
The program has built the game matrix (which can also be stored before any real game) in the first phase using 515 milliseconds. The two solutions have been determined after 16 milliseconds.
In case of a 16 × 16 board the matrix of the partial solution sets required approximately 2 Megabyte. Then we are facing a complex problem as discussed already by Cook (1971) , Karp (1972), and Wegener (2005) . Each row of this matrix includes one value 1, 54 values 0. The remaining values of the 4096 variables are filled with dashes. The problem of a 16 × 16 Sudoku could be solved within about two and a half minutes.
