Abstract. This paper presents a framework and a tool devised to aid in obtaining information interoperability between enterprise applications. The approach has its foundations in the principles of model-driven architecture (MDA) and architecture-driven modernisation (ADM). The key idea is that mappings between different information formats are defined at a platformindependent level, and that the mechanisms that actually perform the needed data conversion are generated based on the mappings according to the relevant platforms of the systems at hand.
Introduction
In the area of interoperability the challenge is to get systems to "speak with each other" in such a manner that the dialog is meaningful for the systems. Work has been going on for a long time to find better ways to enable system interoperability.
When it comes to communication between different software systems it is important that the shared information is understood both syntactically and semantically, because misinterpreted information can cause unexpected, unwanted or even fatal errors. It is therefore important to have a clearly expressed way of making one system understand the information from another system.
In the previous years model-driven development (MDD), where models are seen as the prime artefact in software engineering, has become very wide-spread. This paper describes ongoing work within the area of applying the MDD paradigm to the interoperability problem. The focus of this work has been on the MDD aspects to a larger degree than to more formally based approaches. This paper is structured as follows; chapter 2 gives an overview of the challenges at hand, chapter 3 presents the Semaphore tool [1] , an answer to the challenges, chapter 4 provides an example of using Semaphore, chapter 5 presents a discussion on some topical issues, while chapter 6 provides conclusions and outlines possible further work.
The Challenges
There are several challenges when it comes to making one system understand another. The first challenge is often the fact that the two systems do not speak the same "language", that is they do not share the same syntax.
Even if the systems use the same syntax it is not certain the semantics are shared. This means the information passed from one system to another can be misinterpreted and close to meaningless.
To address these problems there are some requirements. First of all the syntactical difference should be dealt with. This means the solution should handle systems with different information representation formats, or syntax.
The second requirement is the ability to clearly express a semantic unity between systems. By semantic unity we mean that the shared information is interpreted in the right way by all parties. To support this there is a need for various operations on the source information. Operations such as split, merge and convert should be available. The report [2] describes some challenges related to model mappings and model transformations.
Semaphore
Semaphore is an attempt at meeting these challenges. It is a syntactic and semantic mapping tool. The specification and implementation of the tool is described in [3] , [4] . The idea behind this tool is to define mappings between the information formats at hand through defining the mappings on platform-independent models of the information formats. After defining mappings between a source model and target model transformation code is generated to be used on the instances of the source model. The transformation code will transform an instance of the source model into an instance of the target model according to the mappings performed on the models. This is based on the ideas from the OMG Model Driven Architecture (MDA) paradigm [5] . Fig. 1 . Overview of models and tools Fig. 1 shows an overview of how the tool relates to the different models and their originating systems. It is important to note that the Semaphore tool is used at design time and that the runtime elements are to be handled by some transformation technology, denoted as TransformationEngine in the figure. The transformation engine is viewed as "yet another platform", meaning that the mapping model (the definition of the mapping) is viewed as a platform-independent model, while the Transformation Code is viewed as a platform-specific model for the chosen transformation technology.
Input Formats
Information can be exchanged between systems using different formats. Semaphore needs a formal representation of the information structures, i.e. information format definitions. The information format definitions can be in form of XML schemas, SQL table definitions or some other format. Semaphore can be extended with any number of different formats.
To cover up the (possible) syntactical differences we use MDA mentality in abstracting the information format definitions to platform-independent models. Both the source model and the target model are abstracted to platform-independent models and represented as standard Unified Modeling Language (UML) [6] class diagrams. This process can also be seen in relation to architecture-driven modernisation (ADM) principles.
The fact that the mapping tool only takes UML models as input means that the mapping environment is identical, independent of the formats of the source and the target. The magic is in the abstraction of the models and the generation of the (platform specific) transformation code.
Mapping
When the user has imported the right models into the tool, he is presented with three panes; the left pane contains the model of the input and the right the model of the output. The user can then create the mappings by adding mapping elements (called mapping operators) to the centre pane of the tool. The mapping operators are attached to elements, classes or attributes, in the source and target model. This gives a graphical representation of the mapping.
In mapping between the different elements the tool supports different types of mapping operators. Semaphore currently supports the following mapping operators:
• Root mapping: One-to-one mapping. This mapping is used to connect the root of the two models.
• Simple mapping: One-to-one mapping without any modification. This mapping is also used to create a structure.
• Concatenate mapping: Many-to-one mapping. The mapping will simply concatenate the selected input elements to one output element.
• Split mapping: One-to-many mapping. The mapping will split the input element into different output elements with regards to a string or character.
• Substring mapping: One-to-one mapping. Substring mapping has an index from field and an index to field to specify which part of the input element the output element will consist of.
In order to aid the user in the process of defining the mappings the tool provides a pluggable architecture for mapping helpers. A mapping helper has the task of analysing the models and providing suggestions of possible mappings. The suggested mappings are presented to the user who then can choose to accept or reject them.
A simple helper that checks for similarities in the names of the model elements is provided with the tool as an example. One can also envision that such helpers can be created using more complex strategies, such as strategies based on ontology technologies as seen in [7] .
Output
After the mapping is performed it is possible to generate transformation code. The generation of this code can be seen as the goal of the whole exercise. This is done by viewing the mapping definition it self as a model. In fact the mapping definition is a model in it own right adhering to a metamodel defined for this purpose.
The mapping definition model is used as input to a transformation. The transformation can be model to model, where the generated model is used by a transformation engine, but the most common strategy would be to perform a model to text transformation. The transformation code can be in any format, but the purpose of the code is to transform one instance of the source model to one instance of the target model based on the defined mapping.
The transformation code can be from one technology to another, for instance reading from an SQL database and creating XML documents. The tool provides a pluggable architecture for transformation code generation. This means it is possible to create customized transformation code from and to any number of technologies. Semaphore allows for transformation generator code to be written using the model to text technology MOFScript 1 , or through the use of Java. A generator for creating transformation code from XML to XML is provided with the tool. Output of this generator is an XSLT script that can be executed with an XSLT processor.
Tool Implementation
The Semaphore tool is implemented as an Eclipse [8] plug-in. As the Eclipse environment has gained momentum as a developer IDE, the Semaphore tool can easily be integrated into the IDE of developers. This also includes modelling tools both for UML and metamodels such as Rational Software Architect and Borland Together Architect.
In developing Semaphore a number of technologies from the Eclipse projects have been utilised. The Eclipse Modeling Framework (EMF) [9] has been used for handling of the mapping metamodel, the Eclipse UML2.0 project [10] is used to handle the UML models that are used for the mapping. The Eclipse Graphical Editing Framework (GEF) [11] is used to visualise the models and mappings.
The plug-in based Eclipse architecture also allows for the extendible nature of the Semaphore tool, as new mapping helpers, input format transformations and transformation generators are created as plug-ins. This is done through the use of a set of defined extension points provided by the Semaphore tool. Developers can then provide their own plug-ins that implement extensions to the defined extension points.
Example of Use
In order to give a better understanding of how the Semaphore tool works this section provides an example of applying Semaphore. For this example we will use two simple XML schemas as source and target models. The schemas can be seen in Table 1 . The source describes a schema with organisation information with telephone information and address information. The target describes a schema with party information consisting of the same information as the source. These two schemas describe the same information, but have some different naming conventions. <xs:element name="street" type="xs:string"/> <xs:element name="country" type="xs:string"/> <xs:element name="postalCode" type="xs:string"/> <xs:element name="telephone" type="xs:string"/> <xs:element name="OrganisationInfo"> <xs:complexType> <xs:sequence> <xs:element ref="Address"/> <xs:element ref="telephone"/> </xs:sequence> </xs:complexType> </xs:element> <xs:element name="Address"> <xs:complexType> <xs:sequence> <xs:element ref="street"/> <xs:element ref="country"/> <xs:element ref="postalCode"/> </xs:sequence> </xs:complexType> </xs:element> <xs:element name="Address"> <xs:complexType> <xs:sequence> <xs:element ref="Country"/> <xs:element ref="PostalZone"/> <xs:element ref="StreetName"/> </xs:sequence> </xs:complexType> </xs:element> <xs:element name="Party"> <xs:complexType> <xs:sequence> <xs:element ref="Address"/> <xs:element ref="Telephone"/> </xs:sequence> </xs:complexType> </xs:element> <xs:elementname="PostalZone" type="xs:string"/> <xs:element name="StreetName" type="xs:string"/> <xs:element name="Telephone" type="xs:string"/> <xs:element name="Country" type="xs:string"/> When presented with XSD as input Semaphore will create UML representations of the XSD for use in the mapping process. The conversion is based on some simple rules like an XSD element with a complex type converts to a UML class and an XSD element with a simple type declared inside a complex type is converted to a UML attribute.
After performing a conversion of the source schema and the target schema into UML models, these models are loaded by Semaphore. The first step of mapping these two models is to define a root mapping. The root mapping connects the top levels of the two models. The result of the conversion and the initial root mapping can be seen in Fig. 2.   Fig. 2 . Semaphore with Source.xsd and Target.xsd. There is also a root mapping between OrganisationInfo and Party.
As described earlier, one can perform mappings manually or use mapping helpers to get hints of possible mappings. For this example we will use the "Match by Name" mapping helper to perform a mapping. Right-clicking on the attribute "country" in the source model and selecting "Match by Name" gives one match in the target model. This can be seen in Fig. 3 .
Fig. 3. Mapping helper dialog
The state of the mapping diagram after the automatic mapping is performed can be seen in Fig. 4 .
Fig. 4. Status after a match by name on Country is performed
The simple mapping is now complete, and one can generate transformation code based on this mapping. This is done by right-clicking anywhere in the diagram and choosing the "Transform from XML to XML" action. This will generate an xslt script capable of taking an XML file adhering to Source.xsd and create an XML file adhering to Target.xsd according to the mapping. An excerpt of the generated xslt is shown in Table 2 . Table 2 . Excerpt of the resulting xslt script …. <xsl:template match="/"> <Party> <Address> <Country><xsl:value-of select="/OrganisationInfo/Address/country"/></Country> </Address> </Party> </xsl:template> …..
The defined mappings will be valid at a syntactic level, meaning that the elements to be copied to and from are valid, resulting in a syntactically valid schemata for the output format. The semantic validity of the mapping needs to be verified by a human, and is actually done so through the manual mapping steps and by accepting or rejecting the mappings proposed by the mapping helper.
Discussion

Abstractions to UML
As mentioned in previous chapters Semaphore is based on creating abstractions of the input and output information formats in form of UML models. Semaphore provides a pluggable architecture where one can add new importers that are developed as Eclipse plug-ins. The importers are typically written in Java.
The cost (in form of time) of writing an importer for a new format depends on the nature of the format. The assumption is that formats that describe information elements with properties and associations can be mapped to UML Class models. In this abstraction choices of mapping have to be made, for some formats the mappings are more straight-forward than for others. The complexity of the input format definition scheme and the degree of conceptual similarity with the UML metamodel will be the factors that have the most influence on the cost of developing a new importer.
N2 Versus N 2
The Semaphore tool allows for mappings between two models. Potentially one may have multiple input formats for multiple output formats, resulting in mappings between these input and output formats. Mapping between all model pairs will result in N-squared mappings. Mapping between each model and a reference model will result in a linear growth of number of mappings. Given this it is an advantage to map to a reference model. This is shown in Fig. 5 , where the mappings between six different models are illustrated.
The reference model may be an ontology, or it may be a commonly agreed UML model. The benefit of the better scalability of this approach is only sustainable as long as the reference model is stable. When the reference model is altered there may be a large number of mapping definitions that need to be changed. Semaphore can be used with the reference model approach. The tool is simply applied between the different models and the reference model as apposed to applying it directly between the input and output model formats.
It should be noted that the number of mapping helpers will not grow in relation to the input and output formats. This is an independent issue as this is based on what strategies one chooses for the helpers. Technically the helpers will work on the PIM level UML models.
Conclusion and Future Work
The previous chapters have presented Semaphore and shown how it can be applied to a problem. Through this it has been shown that the approach of defining mappings between platform-independent model representations of information formats is viable. One issue that has arose is that when dealing with large models, the graphical view of the mappings may become complex thus limiting the value of using a model diagram approach. This has partly been handled by allowing for mapping sub-trees to be collapsed in the mapping pane.
The pluggable infrastructure of Eclipse has allowed for Semaphore to have a flexible architecture with regards to different input formats, mapping helpers and transformation formats. This will allow for targeting other formats in the future, natural candidates include SQL table definitions among others.
In order to add more weight to the "semantic" part of the concept the idea of using ontology based technologies in mapping helpers has been researched at the conceptual level. Hopefully parts of these ideas can be implemented in the future. The idea would then be to use annotated models in the mapping tool and use technologies such as reasoners to provide mapping suggestions. The Mapping Helper concept of Semaphore is a natural place to plug such functionality into the system. Related work and tools such as COMA++ [7] has a greater emphasis on the semantic aspects and should be investigated further. Results related to use of ontology technologies for interoperability from the ATHENA project are natural candidates for integration with Semaphore both for annotation of models (design-time) and reconciliation (run-time). For the latter the reconciliation engine would be viewed as the TransformationEngine at hand.
