Introduction and Motivation
The policy concept has been gaining wide acceptance as a means for enforcing enterprise-specific procedures; however, currently there is no clear consensus within the research community on what exactly defines a policy. Our definition from the enterprise perspective, is that policies can be defined as a 'Lcourse of action determined by an authorised entity for the purpose of constraining the behaviour of communities in such a way as to achieve the common enterprise objectives".
The central premise of the policy-based management model is that users do not have indiscriminate access to enterprise objects; instead permission to access enterprise objects and duty to perform assigned organisational obligations (policy) are associated with roles. Users can then be assigned to roles as determined by their responsibilities and qualifications.
As the enterprise evolves, role association with new and modified operations can be established as well as redundant operations deleted as organisational functions change. This fundamental concept has the advantage of simplifying the management of enterprise-level policy (widely acknowledged as an arduous process involving considerable recurring expense) [4] , without the need to modify the underlying access infrastructure.
Traditionally, policy-based management models have considered that roles, their membership and the policies assigned to them are able to be determined statically in advance by the application designer. A role in this context is a consistently spec@ed collection of policies governing the actions of a consistently speciJied collection of assigned users. While such models would be useful in a variety of essentially unvarying application environments they require anticipation of potential behaviours, events and their likely outcomes and therefore, lack the flexibility and responsiveness required of complex, open distributed enterprises.
To make evident the importance of developing a dynamic policy model for large evolving enterprises we consider a number of situations, which remain unclear or unresolved as to how they would be managed in current policy-based management systems. Some of these situations are:
when it is not possible to ascertain at the commencement of an activity, what roles will be required to complete the activity and who will be fu@lling those roles For example, at the commencement of a meeting, it may not be possible to determine exactly what roles will be required, that is, whether the meeting will have 0-7695-1345-X/01/$10.00 0 2001 IEEE speakers, observers, a chairperson or a secretary will only be known at run-time. Furthermore, it may not be initially evident who will be a speaker or an observer at a meeting, as relevant knowledge of topics may only become apparent through the course of discussion or attendees at the meeting may even take the role of chair in turns as the discussion progresses.
Roles should be able to be acquired at run-time as situational dynamics dictate.
writing policy regarding a dynamic set of subjects which cannot be characterised by any previously dejined role
For example, "all the people who are in the lab right now". The set of people who are in the lab at any point in time, is continually changing, moment to moment.
It is unclear in current implementations, how policy referencing such dynamic groups or instantaneous state would be written.
e dynamic conjict between different policy domains
In an emergency situation, we may wish to allow people to access data or operations that they had been previously unable to access.
For example, in a paediatric ward, the paedatric nurse may have noticed a patient was suffering from a severe allergic reaction to the pain-relieving drug she had just administered. In order to save the child's life she would now need to administer a previously unprescribed drug to control the reaction and prevent the child's death. In this case she would clearly be acting contrary to her assigned policies as a nurse, that is:
paediatric nurse prohibited to administer non-prescribed medicine patient.
This paper begins by providing descriptions of the concepts in our dynamic policy-based management model in Section 2, followed a discussion of the purpose of dynamic policybased management in Section 3. Section 4 will discuss related work in the area and Section 5 is the conclusion and discussion of further work.
Concepts in our Model
The core components of our dynamic policy model, as represented in the UML [7] diagram, Figure 1 , (a partial representation of our complete policy model), are policy, policy authority, enterprise domain and policy space. This section will describe the core components of our dynamicpolicy model and also provide a discussion of components associated with these core concepts. 
Action Concept
An action is the process of performing an operation, it represents the task or application being run. In our model, actions may be atomic or compound and can specify imperative and conditional execution of sub-actions. For example, in Figure 2 the actions of Search, Photograph and Fingerprint must necessarily all be completed, whereas the actions of Charge or Release are conditional upon the results of the action Interview Suspected Criminal.
We also recognise that compound actions may contain sub-actions not able to be fulfilled by the initiator of the root action. For example, in Figure 2 , the action Prosecute Citizen cannot be completely fulfilled by the initator of the action, police officer. The sub-action of Interview Suspected Criminal, for example, is a sub-action that can only be fulfilled by a user acting in the role of detective. 
Entity Concept
An entity is an object that we are interested in writing policy about or an object that we are interested in applying policy to. Entities may be Users, Roles, Artefacts or Organisations. Mechanisms for assigning policy to roles are used, complemented by mechanisms for assigning users, artefacts and organisations to roles.
Thus, instead of specifying access rights and obligations in terms of individual users, artefacts and organisations, they are simply assigned to roles as appropriate and traditionally comply with the authorisations and obligations of the roles to which they belong.
Policy Concept
The purpose ofpolicy is to define or constrain the current or future behaviour of a person or group to ensure that their actions are aligned with the objectives of the enterprise.
Initially, policies are specified at an enterprise-level and represent statements about the organisations requirements and goals, These statements are usually specified in some abstract natural language (eg. structured english) and are then refined into more concrete statements about organisational behaviour or policy.
Policy is considered to be the set of modal operators denoting states of obligation, permission and prohibition, as defined in Standard Deontic Logic 
Enterprise Domain Concept
An enterprise domain is an enterprise-level classification of all the entities within the organisation and is a convenient means by which we can enumerate objects under common authority. As such, it is typically, but not always, a hierarchical division of departments, faculties, teams etc. Enterprise Domains can be one of several types, described as follows:
The top-level or root domain is used as an absolute reference point for the domain hierarchy.
An independent domain is one that is subject to independent seniority, but is recognised as an associate of the domain specified by the root. Independent Enterprise Domains may be disjoint of each other, or they may share a set of common entities.
A senior domain is one which is recognised as the superior domain of a specified sub-domain or dependent domain.
Dependent domains or sub-domains are those subject to the policies of its senior domain. 0 domains may also be co-operating. Co-operating domains do not recognise seniority in each other, but have vested interest the other party in order to perform some business function.
This classification provides a division of actions and entities which we believe will be pivotal to the analysis and resolution of policy and role conflict (the subject of our future work, see Section 5).
Policy Space Concept
The purpose of identifying a policy space is to combine all of the entities and actions about which we are interested in writing and applying policy, see Figure 3 . A policy space is generally a declarative statement or description of the entities and actions about which policy will be written and may contain actions and entities that belong to a single Enterprise Domain (intra-domain) or may contain actions and entities that belong to many Enterprise Domains (inter-domain). All Policy Spaces will have a single assigned Policy Space Authority and only the Policy Space Authority is able to write policy related to the entities and actions within the Policy Space.
Policy Authority Concept
In our model, we have defined the novel concept of policy authorities, which are assigned to both Enterprise Domains and Policy Spaces. An Enterprise Domain Authority is the assigned owner of resources within that Enterprise Domain, whereas a Policy Space Authority is one which may write policy regarding the entities and actions contained within the Policy Space. For example, in the case of intra-domain Policy Spaces, [Computer Science Administration] in Figure 4 , the Enterprise Domain Authority becomes the Authority of the Policy Space. Inter-domain Policy Spaces, for example, [University Parents] in Figure 4 , however, are somewhat more complex in that these Policy Spaces combine entities and actions belonging to a number of separate Enterprise Domains under control of possibly more than one Enterprise Domain Authority.
We therefore determine that if the Enterprise Domain 
Management of Dynamic Policy
In conventional static policy environments it is very difficult for applications to interwork with new services as they are introduced and for users to respond to events requiring their immediate attention that have occurred outside the scope of their assigned policies. As a result, using the model developed in Section 2 we aim to support a more dynamic policy environment that would involve the following:
-policy containing references to run-time variables or environment.
-policy able to be altered at run-time.
-ability to acquire new or unassigned policy at run-time.
-ability to dismiss assigned1 policy at run-time.
Furthermore, we have seen that while static roles are sufficient in many circumstances iiS they provide a conceptual model for associating policies tlo users that can be efficiently implemented on top of common access control mechanisms [ 2 ] , they do have significant limitations, as commented on in the literature [ 6 ] .
Supporting dynamic roles recognises that organisational circumstances are continually changing and user responsibilities within the organisation are continually revised. This requires an ability to modify existing role associations at run-time with respect to the current situation and therefore, using our model defined in Section 2, we to support dynamic roles, involving:
-acquisition of new or unassigned roles at run-time (required when a users roles and/or responsibilities in an organisation have changed), using predicates that will be evaluated at run-time.
-dismissal or delegation of assigned roles at run-time.
However, there is clearly little point in supporting dynamic roles and policies without the subsequent support of dynamic conflict analysis of role and policy statements. Dynamic conflict analysis is considered to be a biphasic process of conjlict detection followed by conjict resolution. Specifically, the requirements of dynamic conflict analysis are: detection and resolution of incompatible co-existent role assignments (which may be required to ensure the user does not operate with a union of privileges obtained from combining a number of roles, determined to be incompatible).
detection and resolution of incompatible co-existent policies (which may be required when a user combines roles, which themselves are deemed to be quite compatible, hut contain policies which in co-existence are in conflict).
Conflict analysis is a process that needs to occur both statically and as a recurring process at run-time. Static conflict analysis (or compile-time analysis is performed when policies and roles are initially specified) and is useful for detecting conflict that has actually occurred, usually due to role and/or policy specification error. Dynamic conflict analysis is useful for detecting conflict that occurs as role membership and applicable policies are altered dynamically, at run-time.
Related Work
There exist many architectures that have developed policy-based approaches to the management of open dis-tributed systems. In this section we briefly highlight the contributions of our work and describe how they relate to a selection of the key advances in the area.
Flexible Domains. Traditional Role-Based Access Control (RBAC) [l, 81 supports the concept of hierarchies defined as strict partial order relations. Our model defines a more flexible arrangement of independent, senioddependent and co-operating domains as we believe this more realistically describes the way in which enterprise domains relate to one another.
Complex Actions. Actions in our model may be atomic or compound and can specify imperative and conditional execution of sub-actions. While the Policy-Based Management work at Imperial College [5] have developed the concept of action scripts to manage complex activity, it is unclear if there is a recognition of the fact that compound actions may contain sub-actions not able to be fulfilled by the initiator of the root action. Furthermore, obscuring the details of a compound action within programmed scripts does not allow for clear analysis when performing conflict detection.
It has traditionally been assumed [ I , 8, 51 that all resources or managed components are directly controlled by a single system administrator, yet in large open distributed environments, the number of roles and entities under management can easily exceed thousands and would necessarily be under the management of several security administrators. Within our model we are able to describe exactly who is authorised to write policy regarding the actions and entities within a domain. Furthermore, we are able to use the appointed authorities to negotiate use of collective resources in federating domains and also to more conclusively resolve conflict between domains.
Policy Space. The concept of Policy Space has been introduced in our work to create a more appropriate level of granularity within sets of entities and actions, for the purpose of applying policy. Although the Policy-Based Management work at Imperial College [5] have defined domain scope expressions, which are used to combine domains to form a set of objects for applying a policy (typically using the set operators, union, intersection and difference), it is not clear how these combined domains relate to one another, who is able to make policy over the combined domain nor how conflicts will be resolved for members included in these combined domains.
Dynamic Role/Policy and Conflict Analysis. The major contribution of the Collaborative Environments work [2] is to recognise the limitations of static role definition and to propose a design for the definition of dynamic roles. Roles are presented not only as statically-defined collections of users but also as dynamic descriptions of users that are evaluated as applications are run. Unfortunately, this work does Policy Authorify. not provide solutions for dynamically dismissing or delegating roles at run-time nor does it consider dynamic policy or the very complex issue of dynamic conflict analysis.
There exist several other policy-based management models but we have selected the above as being representative of the major undertakings and progress in the area.
Conclusion and Further Work
In this paper we have introduced an approach to policybased management which we believe is more suitable to the management of large, open evolving enterprises. We have introduced a number of novel concepts in support of evolving enterprises including enterprise domain, policy space and policy authority which we believe will prove to assist us in our objective to support dynamic policy-based management.
Continued development of these concepts and development of algorithms for dynamic conflict analysis of roles and policies using the enterprise concepts introduced in this paper will be the subject of future work.
