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Tato bakalářská práce popisuje vývoj počítačové hry had s rozšířením o hru více hráčů. Úvodní část 
se zabývá rozborem dvou základních teoretických celků – počítačové grafiky a síťové komunikace. 
Obě témata se zaměřují na programátorský pohled. Následuje návrh použitý při tvorbě aplikace. 
Praktická část seznamuje s implementací v jazyce C++ a použití knihoven OpenGL, freeglut, irrKlang 
a ENet. Také zahrnuje detaily objektově orientovaného přístupu. Závěr obsahuje popis testování 
a uživatelské hodnocení. 
Abstract
This bachelor's thesis describes the development of Snake computer game with expansion of 
multiplayer. The introductory part deals with the theoretical analysis of two basic units – computer 
graphics and network communications. Both topics will focus on the programmer's perspective. The 
following is a concept used for the application creation. The practical part presents the 
implementation in C + + and use of libraries OpenGL, freeglut, irrKlang and ENet. Also includes 
details of object-oriented approach. The conclusion contains a description of the testing and user's 
evaluation.
Klíčová slova
Počítačová hra, Počítačová grafika, OpenGL, Síťová aplikace, Hra více hráčů, Had
Keywords
Computer game, Computer graphics, OpenGL, Network application, Multiplayer, Snake
Citace
Martin Duží: Hra had s podporou více hráčů, bakalářská práce, Brno, FIT VUT v Brně, 2011
Hra had s podporou více hráčů
Prohlášení
Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatně pod vedením Ing. Petra Pospíchala.





Na tomto místě bych rád poděkoval Ing. Petru Pospíchalovi, který mi vždy ochotně poradil a navedl 
mě správným směrem.
© Martin Duží, 2011
Tato  práce  vznikla  jako  školní  dílo  na  Vysokém učení  technickém v Brně,  Fakultě  informačních  
technologií.  Práce je chráněna autorským zákonem a její  užití  bez udělení  oprávnění  autorem je  





2 Programování grafických aplikací......................................................................................................5
2.1 Grafická karta.............................................................................................................................5
2.2 Barevný model RGB...................................................................................................................6







2.6 3D akcelerovaná grafika...........................................................................................................10
2.6.1 Transformace.....................................................................................................................10
2.6.2 Projekce.............................................................................................................................11






3 Programování síťových aplikací s nízkou dobou odezvy.................................................................16






































5.2.4 Tabulky nejlepších výsledků..............................................................................................34
5.3 Třída InputCore.........................................................................................................................35
5.3.1 Třídy Observer, InlineObserver a Subject..........................................................................35
5.3.2 Třída Font..........................................................................................................................36







7.1 Možnosti dalšího vývoje...........................................................................................................44
 Seznam zkratek .................................................................................................................................45
 Literatura............................................................................................................................................47
 Seznam příloh.....................................................................................................................................49
 Příloha č. 1 – Obsah DVD..................................................................................................................49
3
1 Úvod
V dnešní době, plné shonu, převládá pracovní nasazení nad využitím volného času. Lidé však nejsou 
stroje. Každý potřebuje občas pustit starosti z hlavy, nechat svou mysl odpočinout. Přestože existuje 
mnoho  forem zábavy počínaje  čtením knih  a  sportovními  aktivitami  zdaleka  nekonče,  výpočetní 
technika přináší jedinečnou možnost v podobě počítačových her. Ty dovolují přenést naše soustředění 
na  jinou  úroveň  reality  –  virtuální,  kde  je  možné  prakticky  cokoliv,  a  nemusíme  se  strachovat 
o následky svých činů.
Již od počátku historie počítačů se objevovaly nejrůznější hry. Od těch dnů již uplynulo mnoho 
času a hry jsou zde pořád, což svědčí o tom, že lidé o ně mají zájem. Herní průmysl dnes zaujímá ve  
světě  důležitou  roli  a  produkuje  jedny  z  technicky  nejvyspělejších  aplikací  vůbec.  Obzvlášť 
počítačová grafika se posunula od černobílých kostiček až k 3D scénám ztěží odlišitelným od reality.
Mezi  přirozené vlastnosti  lidí  patří  soutěživost.  Chceme být lepší  a pokud možno ve všem 
a když se to nedaří, alespoň sem tam si dokázat, že jsme schopni ostatní porazit. Zde hrám přichází na 
pomoc další fenomén moderní doby – počítačové sítě v čele s Internetem. Přenos dat a komunikace  
po síti umožňuje ve hrách změřit své síly s kýmkoliv, kdo má připojení k Internetu.
Cílem bakalářské práce byl návrh a implementace hry had rozšířené o hru více hráčů. Tato hra 
má dlouhou tradici na mobilních telefonech, ale na počítačích se příliš často neobjevuje.
1.1 Členění práce
Text je rozdělen na kapitoly s následujícím obsahem:
1. Úvod – Aktuální kapitola. Obsahuje myšlenkový úvod ke zbytku práce.
2. Programování  grafických  aplikací –  Rozebírá  stručný  úvod  do  počítačové  grafiky 
a používané  programátorské  techniky.  Dále  srovnává  nejpoužívanější  grafické  knihovny 
OpenGL a DirectX.
3. Programování síťových aplikací s nízkou dobou odezvy – V úvodu zmiňuje historii a dále 
popisuje  architektury  a  principy  používané  v  současných  počítačových  sítích.  Táke  se 
pozastavuje nad možnostmi při tvorbě síťových aplikací.
4. Návrh aplikace –  Popisuje  návrh  vytvářeného  programu  a  definuje  sítový  komunikační 
protokol.
5. Implementace – Obsahuje rozbor implementace programu, především z hlediska objektově 
orientovaného přístupu.
6. Testování – Zabývá se testováním a uživatelským hodnocením.
7. Závěr – Shrnuje dosažené výsledky a možnosti dalšího vývoje.
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2 Programování grafických aplikací
Člověk  přijímá  nejvíce  informací  o  svém  okolí  pomocí  zraku.  Je  proto  přirozené,  že  v  oblasti 
informačních technologií vzrůstají nároky na grafické zobrazení informací. Obor počítačová grafika, 
který  je  součástí  informatiky,  se  zabývá  analýzou  a  tvorbou  grafické  informace  [2].  Jednou 
z možností, jak vytvářet interaktivní grafické díla je programování. To umožňuje použít hardwarové i 
softwarové prostředky cílové platformy pro tvorbu vizuální části aplikace.
2.1 Grafická karta
Grafická karta (též grafický adaptér) je periferie počítače, která zajišťuje přenos grafické informace  
na zobrazovací displej (monitor, obrazovka televize aj.). Rozlišení displeje udává počet zobrazených 
bodů [3], typicky vyjádřeno ve formátu počet řádků krát počet sloupců (např. 1024x768). Body na 
monitoru se nazývají  pixely.  Každý z nich svíti  v barvě dané poměrem červené,  zelené a modré 
složky. Úkolem grafického adaptéru je doručit monitoru data obsahující intenzitu barevných složek 
pixelů. Obraz je aktualizován v intervalu určeném snímkovou frekvencí [3].
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Obrázek 1: Grafická karta
O činnost grafické karty se stará grafický procesor (zkráceně GPU), který zpracovává příkazy 
od procesoru (CPU). Původně byla jeho činnost zaměřena pouze na vykreslování obrazu. V dnešní  
době umožňuje provádět řadu výpočtů nad obrazovými daty a tak ušetřit čas procesoru. Aby nebylo  
nutné neustále načítat zobrazovaná data z operační paměti, obsahuje grafický adaptér vlastní pamět  
typu  RAM  (často  se  označuje  video  RAM  nebo  VRAM)  [3].  Do  této  paměti  lze  umístit  větší  
množství grafických informací, které jsou potom rychleji přístupné pro vykreslení.
2.2 Barevný model RGB
RGB  model  využívají  zařízení  vyzařující  světlo  (displeje,  kamery,  projektory,  atd.).  Proto  je  
nejčastěji využíváným modelem při programování grafických aplikací. Princip vyplývá z aditivního  
míchání  barev.  Základními  barvami  jsou  červená (R,  red),  zelená  (G,  green)  a  modrá  (B,  blue).  
Složením  základních  barev  s  nejvyšší  intenzitou  dostaneme  bílou.  V  počítačové  grafice  se  pro 
barevné  složky  vyhrazuje  určitý  počet  bitu,  který  pak  ovlivňuje  celkovou  kvantitu  barevných 
kombinací. Protikladem je model CMY [2]. 
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Obrázek 2: Barevný model RGB
2.3 Způsoby práce s grafikou
2.3.1 Rastrová grafika
Rastrová grafika popisuje obraz ve formě 2D/3D matice. Jeden bod matice odpovídá jednomu pixelu  
na obrazovce. O vykreslovaných objektech není uložena žádná informace a jakmile jsou zobrazeny,  
lze pracovat pouze s jednotlivými body.  Převzorkování je jediná možnost změny velikosti obrazu. 
Tím ovšem nemůžeme dosáhnout vyšší  kvality,  než je dosavadní.  Většina současných grafických 
zařízení (kamery, fotoaparáty, projektory, monitory aj.) se opírá o rastrový mechanismus [2].
2.3.2 Vektorová grafika
Vektorová grafika skládá objekty z geometrických entit, jako např. křívky, mnohoúhelníky, kružnice 
atd.  Při  vykreslování  je  nutné provést  rasterizaci  – převést  vektorové útvary na rastrovou formu,  
zobrazitelnou na výstupním zařízení (viz 2.5). Výhodou je uchování popisu objektu, které můžeme 
použít pro změnu velikosti obrazu, aniž bychom ztratili úroveň detailů [2].
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Obrázek 3: Rozdíl mezi rastrovou a vektorovou grafikou
2.4 Grafické knihovny
2.4.1 DirectX
DirectX  je  produktem  společnosti  Microsoft  a  podporuje  pouze  platformu  Microsoft  Windows. 
V zastaralém operačním systému MS-DOS mohli  programátoři  přistupovat  k  vstupním/výstupním 
zařízením  přímo.  Každý  software  však  byl  napsán  pro  specifickou  hardwarovou  konfiguraci.  
S postupným vývojem hardwaru  se  již  nevyplácela  integrace  programů  na  množství  dostupných 
sestav. Pokročilejší systém Windows 95 sice zlepšil práci s hardwarem, ale pořád zde chyběl výkonný 
nástroj  pro  tvorbu  her.  Proto  Microsoft  přišel  s  knihovnou  DirectX.  Nutnost  vyrovnávat  se 
s harwarovou podporou byla přenesena z vývojářů na výrobce hardwaru. Aktuálně jsou využívány 
verze 9, 10 a 11.
DirectX  se  nezaměřuje  pouze  na  grafiku,  ale  komplexně  pokrývá  vývoj  počítačových  her. 
Nejdůležitějšími součástí jsou:
● DirectDraw – vykreslování 2D grafiky
● Direct3D – vykreslování 3D grafiky
● DirectSound a DirectMusic – přehrávání zvuků v 3D prostředí, různé efekty
● DirectInput –  rozhraní  pro  efektivní  zpracování  vstupu  od  myší,  klávesnic  a  herních 
ovladačů
● DirectPlay – obsahuje nástroje podporující hru po síti
● DirectShow – přehrávání video souborů ve formátu avi a mpg
DirectX poskytuje přímý přístup k hardwaru přes rozhraní systému Windows. Funkčně jsou 
použity dva ovladače. HAL (hardware abstraction layer) zasílá příkazy hardwaru v případě, že jsou  
podporovány.  HEL (hardware emulation layer)  simuluje  zpracování  hardwarem nepodporovaných 
příkazů vlastní funkčností. Při inicializaci DirectX se detekují dostupné funkce a určí se využití HAL 
nebo HEL [5].
2.4.2 OpenGL
Knihovna  OpenGL byla  uvedena  v  roce  1992  společností  Silicon  Graphics  Inc.  Od  té  doby je  
udržována konsorciem Architecture Review Board nyní  sloučeným se společností  Khronos Group 
[1]. Členy jsou odborníci z firem, které se přímo i nepřímo podílejí na vývoji grafických adaptérů, 
jako  jsou  ATI,  nVidia,  Silicon  Graphics,  Microsoft,  Intel,  IBM  a  další.  Aktualizace  schvaluje 
konsorcium průběžně. Současně je k dispozici verze 4.1. Producenti grafických karet někdy přidávají 
rozšíření, jež pokrývají nové vlastnosti jejich výrobků.
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OpenGL nabízí programátorovi rozhraní ke grafickému hardwaru. Zavádí funkce poskytující 
kontrolu nad vykreslováním. Nízkoúrovňové zpracování grafiky je hlavním zaměřením knihovny a na 
ostatní funkčnost musíme použít rozšiřující prostředky. Nejčastěji se uplatní knihovny [5]:
● freeglut (free OpenGL Utility Toolkit) – Na rozdíl od původního GLUT je stále ve vývoji. 
Obsahuje funkce pro manipulaci s okny, zpracování uživatelského vstupu, časovače aj.
● GLU (OpenGL Utility Library)  – Poskytuje funkce vyšší  úrovně,  které jsou při překladu 
rozloženy na původní volání OpenGL. Součástí je například vykreslování 3D objektu koule 
nebo disku.  
Zaměření  knihovny  OpenGL  je  obecné  –  uplatní  se  u  her,  stejně  jako  specializovaných 
programů typu CAD. Nesporným přínosem se stala přenositelnost kódu na řadu operačních systémů.  
Podporována jsou běžná prostředí Microsoft Windows, distribuce Linuxu, Mac OS i další.
Vnitřně pracuje OpenGL jako stavový automat. Stavových proměnných je mnoho a  definují 
např. barvu objektů, osvětlení scény, šířku čáry. Programátor nemusí použít všechny efekty, pokud je 
v aplikaci nepotřebuje. Voláním speciálních funkcí  glEnable/glDisable lze měnit nastavení 
některých stavů. OpenGL posílá příkazy grafickému procesoru, který je vykonává. Pracuje v módu 
klient-server (viz 3.2.1),  klientem je aplikace,  serverem GPU. Umožňuje  nám to využít  vzdálený  
počítač pro zpracování grafiky.
Běžně probíhá vykreslování v přímém režimu. Funkce zajišťující zobrazení scény se vykonají  
sekvenčně podle jejich umístění v kódu programu. Pro neměnnou část obrazu se provádí stále stejný 
postup.  Proto  OpenGL  umožňuje  statické  segmenty  kódu  předkompilovat  do  tzv.  display  listů. 
Příkazy vyvoláme přes odkaz na display list. Toto řešení je z hlediska výkonnosti efektivnější.
Na rozdíl od DirectX poskytuje OpenGL možnost zadávat barvy v index módu. Indexy fungují  
jako ukazatele do tabulky barev [6].
2.5 Vykreslovací řetězec
Tato kapitola popisuje způsob, jak se obrazová data dostanou z programu až na monitor počítače. 
Aplikace využívají volání funkcí grafických knihoven, které procesor pomocí ovladačů v operačním 
systému převede na příkazy grafického procesoru a data. Výsledek je potom zaslán po sběrnici do 
grafického adaptéru [3].
Před  vykreslením  na  obrazovku  data  prochází  sérií  operací,  které  se  souhrnně  nazývají  
vykreslovací řetězec1. Data jsou rozdělena na 2 části - vektorovou a rastrovou, přičemž zpracování 
obou probíhá paralelně. Vrcholy geometrických primitiv se umístí do souřadného systému obrazovky 
a vypočítá se osvětlení (viz 2.6.1, 2.6.2, 2.6.3). Nezobrazitelné části jsou oříznuty. U rastrových dat  
1 Známější je anglický název rendering pipeline
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dochází  k  převodu  barev  do  interního  formátu  grafické  karty.  Potřebné  textury  (viz  2.6.8)  jsou 
připraveny k nanesení na geometrické útvary. Nyní se oba procesy setkávají a dochází k vytvoření  
obrazu z vektorových i rastrových dat. Tato činnost se nazývá rasterizace. Vznikají zde fragmenty,  
které zastupují pixely na obrazovce. Poslední fáze pracuje s fragmenty. Nejdůležitější operací je zde 
texturování (viz 2.6.8). Výsledný obraz je uložen do tzv. framebufferu, odkud jej grafický adaptér  
odesílá na displej [15].
2.6 3D akcelerovaná grafika
Následující  odstavce popisují  možnosti  a  principy akcelerované grafiky podporováné současnými  
grafickými kartami.
2.6.1 Transformace
Vykreslované  entity  musíme  rozmístit  na  požadované  pozice.  K  tomu  slouží  geometrické 
transformace. Každý vrchol objektu ve scéně má souřadnice dané vektorem (x, y, z, w), kde x, y a z je 
posun vzhledem k osám kartézského souřadného systému. Hodnota w reprezentuje tzv. váhu bodu,  
která je většinou rovna jedné. Grafický procesor násobí každý vektor souřadnic transformační maticí,  
čímž jej přesune na zvolené místo. Jednotkovou matici, která zobrazí bod sama na sebe, nazýváme 
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Obrázek 4: Schéma vykreslovacího řetězce využívaného knihovnou OpenGL
identita.  Pro komplexní  transformace lze více matic  složit  násobením zprava.  Výsledek závisí  na 
jejich pořadí. Rozlišujeme následující typy transformací [2][4]:
● Translace (posunutí) – přesun vrcholu na jinou pozici v prostoru
● Rotace (otočení) – otočení bodu se středem v počátku souřadné soustavy, vykonává se zvlášť 
pro každou osu
● Scale (změna  měřítka)  –  způsobí  zvětšení  nebo  zmenšení  objektu,  který  je  složen 
z transformovaných vrcholů
● Zkosení (sklonění) – vyvolá sklonění vrcholu pomocí faktoru zkosení
2.6.2 Projekce
Přestože vytváříme trojrozměrnou scénu, výsledný obraz je převeden do 2D, tedy dochází k redukci 
dimenze.  Výsledný vzhled závisí  na  projekci.  Mohli  bychom ji  přirovnat  k  umístění  kamery  při 
filmování. Pouze objekty, které kamera snímá, budou vidět na scéně. Projekční paprsek promítá body 
na průmětnu (displej) [2]. Existují dva způsoby projekce [4]:
● Paralelní (též  ortografická)  –  Způsobí  rovnoběžné  promítnutí.  Přímky  procházející  
jednotlivými body jsou navzájem rovnoběžné a kolmo dopadají  na průmětnu.  Vzdálenost 
objektu  není  určující  pro  jeho  velikost.  Hlavní  uplatnění  nachází  v  kreslení  technické  
dokumentace.
● Perspektivní – Všechny projekční paprsky se protínají ve stejném bodě – střed projekce. Zde 
se  nachází  pozorovatel/kamera.  Velikost  objektů  závisí  na  distanci  od  středu  promítání.  
Vzniklý obraz odpovídá reálnému pohledu.  Zařízení  jako fotoaparát  nebo kamera  pracují 
s perspektivní projekcí. 3D hry jsou případem využití v informatice.
2.6.3 Osvětlení a stínování
Člověk vnímá  barvy jako frekvenci  světla,  jež  se  odráží  od povrchu těles.  Abychom vykreslené 
objekty vůbec viděli, musíme se zabývat osvětlením. Zdroje světla jsou rozmístěny ve scéně. Odrazy 
lze  ovlivnit  specifikací  materiálu  objektu.   Osvětlení  je  určeno  ve  vrcholech  zobrazovaných 
polygonů2, přičemž barva je interpolována na celou jejich plochu [4]. Kvůli náročnosti výpočtů se  
v realtimeových aplikací používají pouze jednodušší modely:
● Lambertův osvětlovací model – počítá pouze s difúzním odrazem světla (kulový odraz do 
všech směrů)
● Phongův osvětlovací model – zahrnuje rovněž reflexi, která určuje odraz světla od povrchu 
k pozorovateli
2 Polygon označuje konvexní n-úhelník
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Výpočet  osvětlení  stačí  provést  jen  pro  některé  body a  zbytek  polygonu  vybarvit  pomocí 
stínování. Tímto můžeme ušetřit část výkonu grafického procesoru. Existují následující metody:
● Konstantní stínování – osvětlením je určena barva středového pixelu, celý povrch polygonu 
pak má stejnou barvu
● Gouraudovo  stínování –  z  vypočtené  barvy pro  vrcholy  polygonu  se  interpoluje  barva 
plochy
● Phongovo stínování – osvětlení se počítá pro každy pixel, vytváří realistický obraz
2.6.4 Viditelnost
Objekty ve scéně se často překrývají. Vykreslovat všechny přes sebe by mohlo přinést nežádoucí  
výsledky.  Proto musíme  určit,  který objekt  se  nachází  nejblíže  pozorovateli.  Aktuálně zobrazený 
snímek je uložen v paměti grafické karty (framebuffer). Pokud řešíme viditelnost, ukládáme kromě  
barvy pixelu také jeho hloubku odpovídající vzdálenosti na ose z (Z-buffer nebo též depth-buffer). Při  
rasterizaci dalšího polygonu do framebufferu dojde k porovnání hloubky. Pixel je přepsán, nachází-li  
se blíže než dosavadní hodnota. Pro hloubku bývá vyhrazeno 8-32 bitů [4].
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Obrázek 5: Osvětlení scény
2.6.5 Míchání barev
Barva  pixelu  nemusí  být  složena  z  jedné  hodnoty.  Programátor  může  kombinovat  barvu  více 
překrytých objektů.  Intenzita jednotlivých vrstev bývá často určena alfa hodnotou,  jež se přidává 
k informaci o barvě bodu. Mícháním lze docílit efektů jako je průhlednost nebo pohled přes barevné 
sklo. 
2.6.6 Antialiasing
Aliasing je jev, který vzniká při rasterizaci obrazu. Po stranách objektů se objevují zubaté okraje.  
Příliš nahuštěné vzory tvoří artefakty. Některé problémy lze odstranit zvýšením rozlišení obrazu, za  
cenu snížení výkonu. Antialiasing řeší vyhlazování hran předfiltrováním dat. Metoda supersampling 
nahrazuje pixel skupinou pixelů. Multisampling hustěji zpracovává pixely pouze na hranách objektů.
2.6.7 Shadery
Shader  je  program  vykonávaný  přímo  grafickou  kartou.  Existují  pro  ně  specialní  jazyky  –  Cg 
(univerzální), GLSL (pouze OpenGL), HLSL (pouze DirectX), které jsou překládány do assembleru. 
Shadery dovolují naprogramovat vlastní funkčnost vykreslovací linky grafického procesoru (viz 2.5).  
Vertex shader umožňuje především transformace vrcholů. Geometry shader se zabývá zpracováním 
geometrických primitiv. Pixel shader se zaměřuje na zpracování jednotlivých pixelů a nanášení textur 
[6].
2.6.8 Texturování
Textura  je  popis  detailní  struktury  povrchu  objektu,  nezávislý  na  jeho  geometrii.  Zjednodušeně 
texturováním nanášíme obrazovou informaci na geometrické entity. Nemusí se jednat pouze o barvu.  
Modelování povrchu texturou vytváří reálnější pojetí obrazu. Textury můžeme rozlišit podle jejich 
reprezentace na [2][4]:
● Datové –  Jako rastrový obraz  obvykle  zabírají  větší  množství  paměti.  Diskrétní  hodnoty 
způsobují  náchylnost  k  aliasingu  (viz  2.6.6).  Přístup  a  vykreslování  jsou  rychlé  (čtení 
z paměti).
● Procedurální – Jsou vytvářeny funkcí podle matematického popisu. Umožňují měnit svůj 
vzhled pomocí parametrů. Vzhledem k tomu, že se jedná o naprogramovaný kód, paměťová  
náročnost není tak vysoká, jako u datových textur. Obraz má vyhlazenější detaily, méně často 
se vyskytuje aliasing. Vyhodnocení za běhu programu však klade vyšší požadavky na čas.
Dále podle pokrytí dimenzí určujeme textury [2]:
● 1D – řada pixelů, jediným rozměrem je šířka
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● 2D – rovnají se dvojrozměrným kresbám, popisují povrch
● 3D – přidávají rozvržění vlastností objektu do hloubky
● 4D – popisují 3D textury se změnou v čase
Nanášení  textury  na  objekt  nazýváme  mapování  textur  nebo  texturování.  Musíme  zajistit  
pokrytí celého útvaru a pokud možno spojitý přechod mezi vzorky textury. U polygonálních modelů  
(objekty složené z polygonů) se nejčastěji využívají texturovací souřadnice. Ty definují pro každý 
vrchol objektu odpovídající bod v textuře. Je-li hodnota mezi 0 a 1, textura se roztáhne/změnší na  
velikost útvaru. Pokud je souřadnice větší než 1, dojde k opakovaní textury. Hodnoty texturovacích 
souřadnic mezi vrcholy jsou lineárně interpolovány. Pro mapování na objekty s členitějším povrchem 
lze využít pokročilé metody jako promítání textur nebo UV mapování [2].
Následující výčet definuje hlavní efekty aplikované texturami. Na objekt můžeme nanést i více 
textur s rozdílnými efekty (tzv. multitexturing)[2].
● Barva – základní funkce, mění vzhled povrchu
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Obrázek 6: Texturovaný model
● Průhlednost – umožňuje zobrazit překryté objekty, také lze části objektu odstranit použitím 
úplné průhlednosti
● Osvětlení – textura definuje statické efekty světla a stínu
● Materiál – mění odraz světla od povrchu objektu
● Zrcadlení – zobrazuje odraz okolí na povrchu tělesa
● Modifikace povrchu – vytváří efekt hrbolatého povrchu 
MIP maping – Pochází z řeckého „multum in parvo“, tedy mnoho v malém. Jedná se o uložení více 
variant textury v jedné matici. Barevné složky RGB jsou rozloženy, každá do ¼ textury. Zbývající 
čtvrtina  obsahuje  rekurzivně  uložené  textury  poloviční  velikosti.  Při  vykreslování  se  vybere  ta 
textura,  která  je  svou velikostí  nejblíže  rozměrům obrazu.  Použití  menší  textury u  vzdálenějších 
objektů zrychluje vykreslování. Často také dochází k odstranění aliasingu [2].
Alfa-textura – Neobsahuje barevnou složku, ale pouze alfa hodnotu. Ta udává průhlednost daného 
pixelu. Abychom texturu viděli, musíme jí přiřadit barvu pomocí míchání barev (viz 2.6.5).
Texturovaný font – Font jehož znaky jsou vykresleny texturami. Umožňuje zobrazit text v různých 
velikostech. Pro implementaci se využívají alfa-textury (viz výše).
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3 Programování síťových aplikací s 
nízkou dobou odezvy
3.1 Historie počítačových sítí
S  ohledem  na  komunikační  potřeby  lidí  se  stal  vývoj  počítačových  sítí  nutnou  součástí  oboru  
informatiky. Dřívější snahu o výměnu dat můžeme vidět v přenášení fyzických médií (disket) mezi 
počítači.  Roku 1969 vznikla spoluprácí  Massachusettského technologického institutu a organizace 
DARPA  první  skutečná  počítačová  síť  ARPANET.  Původní  propojení  několika  superpočítačů 
a armádních středisek se postupně rozrostlo na veřejnou síť.  V průběhu 70-tých let byly vyvinuty 
protokoly široce využívané v dnešní době jako jsou IP, TCP nebo UDP. Technologie lokálních sítí 
LAN (viz 3.3.1) začíná prorážet v 80-tých letech. Objevují se i obdoby ARPANETu, např. CSNET, 
CYBERNET či BITNET. V roce 1990 byl ukončen provoz sítě ARPANET. Na základě jejich části  
vyrostl Internet – globální síť propojující celý svět [12].
3.2 Síťové architektury
3.2.1 Klient-server
Sítě s touto architekturou soustřeďují data a služby na speciální počítače, které nazýváme servery.  
Ostatní  stanice  –  klienti  vedou  komunikaci  pouze  se  servery.  Server  zajišťuje  centralizovanou 
obsluhu požadavků a dále přeposílá data mezi klienty. Poskytuje lepší zabezpečení dat a snadnější  
konfiguraci. Nevýhodou bývá přetížení serveru způsobené příliš velkým množstvím požadavků, což 
reflektuje potřebu výkonnějšího hardwaru [9].
3.2.2 Peer-to-peer
Rovnocenné počítače tvoří základ sítě peer-to-peer. Každá stanice může komunikovat s kteroukoliv 
jinou. Přitom plní roli serveru i klienta. Odpadá potřeba výkonnostně silného centrálního prvku. Na 
druhou  stranu  v  sítích  peer-to-peer  musí  být  všechny stanice  zabezpečeny samostatně.  Často  se 
využívají k sdílení služeb mezi počítači [9].
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3.3 Druhy sítí podle rozsahu
3.3.1 LAN
LAN jsou lokální sítě menšího rozsahu sloužící k propojení počítačů na menším území. Obvykle se 
omezují na jednu nebo více budov, případně místnosti.  V topologii se vyskytuje více klientů než 
serverů. S ostatními LAN/WAN sítěmi může existovat spojení pomocí směrovačů. V rámci jedné 
LAN  sítě  se  používá  stejný  protokol  vrstvy  síťového  rozhraní  (viz  3.5).  Komunikace  blízkých 
pracovních stanic dovoluje sdílení prostředků, například tisk po síti [7].
3.3.2 WAN
WAN spojují množství sítí typu LAN. Rozsahem pokrývají od městských sítí až po Internet, systém 
sítí,  který  slučuje  celý  svět.  Přenos  mezi  cílovými  systémy  je  pomalejší  než  u  LAN,  protože 
informace musí urazit větší dráhu po spojích s různými rychlostními omezeními. Většinu koncových 
bodů ve WAN tvoří servery [7].
3.4 Komunikační protokoly
Síťovou  komunikaci  dělíme  do  vrstev  pro  snížení  komplexnosti  problematiky.  Příklad  rozdělení 
popisuje kapitola 3.5. Každá vrstva zavádí odlišnou sadu komunikačních protokolů. Protokol určuje 
syntaxi  a  sémantiku  vyměňovaných  zpráv,  objem  přenášených  dat,  směr  vysílání 
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Obrázek 7: Srovnání architektur klient-server a peer-to-peer
(jednosměrný/obousměrný přenos) nebo kontrolu chyb  v datech.  Definuje interpretaci  příjmaných 
dat. Můžeme říct, že vytváří jakousi dohodu mezi cílovými body o průběhu komunikace. Některé 
protokoly jsou stavové. Potom se jejich chování liší v závislosti na stavu přenosu nebo vnitřního stavu 
aplikace  (protokoly  na  aplikační  vrstvě,  viz  3.5).  Seznam  protokolů  používaných  operačním 
systémem nazýváme anglickým výrazem protocol  stack.  Nizší  vrstvy protokolové hierarchie jsou  
častěji  realizovány  v  hardwaru.  Pro  uživatele  většinou  zůstavá  protokol  skrytý  v  implementaci  
programu [11].
3.5 Model TCP/IP
TCP/IP model popisuje strukturu síťové komunikace. Je zjednodušením původního ISO/OSI modelu, 
jenž byl příliš složitý a některé jeho části ani nebyly implementovány. Komunikace je rozčleněna do 
čtyř vrstev:
● Vrstva síťového rozhraní zajišťuje přístup k fyzickému přenosovému médiu (kabel) 
a definuje jeho rychlost. Popisuje standardy pro elektrické signály a přenos bitů přes kabely.  
Opatřuje data tzv. rámcem.  
● Internetová vrstva vytváří spojení mezi počítači. Obsahuje protokoly pro adresování 
a směrování v síti,  z nichž nejdůležitějším je IP. Datagramy jsou doručovány s největším 
úsilím a odesílatel je případně informován o ztrátě dat.
● Transportní vrstva je součástí operačního systému. Ustavuje logické spojení mezi 
koncovými  body –  aplikacemi.  Rozděluje  data  na  pakety.  Hlavními  protokoly  jsou  TCP 
a UDP (viz 3.6).
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Obrázek 8: Srovnání modelů TCP/IP a OSI
● Aplikační vrstva tvoří nejvyšší úroveň, kde dochází ke komunikaci mezi samotnými 
aplikacemi. Programy zde přistupují k síťovým službám pomocí specializovaných protokolů. 
Typ protokolu lze poznat podle přiřazeného portu (viz 3.7.3).
3.6 Protokoly transportní vrstvy
3.6.1 TCP
TCP  vytváří  spojovaný  přenos  mezi  systémy.  Pakety  jsou  číslovány  a  protokol  zajišťuje  jejich 
doručení ve správném pořadí. Příjemce po obdržení zprávy zasílá potvrzení odesilateli. TCP navíc 
řídí funkce jako je zahlcení sítě, řízení toku atd. Mechanismy,  které  protokol TCP uplatňuje pro 
spolehlivý přenos nejsou vhodné pro realtimeové aplikace. Hlavním důvodem je zpoždění a závislost 
na řazení paketů.
3.6.2 UDP
Protokol UDP je značně jednodušší než TCP. Nezaručuje doručení paketů ve správném pořadí ani  
doručení vůbec. Toto chování přináší výhodu rychlejšího přenosu dat. Potřebujeme-li určitý stupeň 
spolehlivosti,  musíme  si  funkčnost  zajistit  sami.  UDP  využívají  především  služby,  které  jsou  
založeny  na  dotazování  (DNS,  DHCP)  nebo  vyžadují  pohotovou  odezvu  (VoIP,  hry).  Navíc 
umožňuje vysílání dat více adresátům, a to všem počítačům v LAN (broadcast) nebo vybrané skupině 
(multicast).
3.7 Adresace v síti
Vzhledem k  tomu,  že  počítačů  v  sítích  bývá  velké  množství,  není  možné  realizovat  dedikované 
kabelové spojení mezi všemi. Často data procházejí několika sítěmi než jsou doručena. Každá síťová  
vrstva potřebuje identifikovat příjemce a odesilatele. Řešení přináší adresace. Každý počítač obsahuje 
hned několik adres, podle nichž jej lze rozpoznat.
3.7.1 MAC adresa
Používá se pro adresování počítačů na vrstvě síťového rozhraní (viz 3.5). Každé síťové zařízení má  
jen jednu MAC adresu, přidělenou výrobcem. V současné době ji lze změnit softwarově. Adresa se 
skládá ze dvou částí. První tři byty jsou identifikátorem, který přísluší výrobci. Druhou část tvoří opět  
tři byty vygenerované při produkci. Dohromady tedy MAC adresa sestává z šesti bytů. Zapisuje se 




Slouží k adresaci na síťové vrstvě. Jednoznačně identifikuje síťové rozhraní systému. Některé servery 
mohou  mít  přiděleno více  IP  adres,  ale  většinou se  používá  právě  jedna3.  Dalším vyznámem je 
směrování, tj. rozhodování, do které sítě přeposílat pakety. Administrátoři používají IP k rozdělení  
sítě na podsítě. Používá se tzv. síťová maska, která obsahuje v binární podobě hodnoty 1 tam, kde se  
v IP nachází adresa sítě, a 0 na místě adresy počítače (nebo jiného zařízení). IP adresu může nastavit  
uživatel  staticky  (zadáním  hodnot),  nebo  přenechat  tuto  činnost  na  automatickém  přidělování. 
K tomuto účelu je vyhrazena služba DHCP, provozovaná na serverech. Protože všech adresovaných 
zařízení na světě je mnoho, nasazujeme v sítích LAN tzv. privátní adresy. Při komunikaci přes intenet 
se  pak  použije  mechanismus  NAT,  který  překládá  privátní  adresy  na  věřejné,  tedy  použitelné  
v globální síti. Momentálně rozlišujeme dvě verze IP [7]:
● IP verze 4 (IPv4) – původní standart, pro adresování využívá 4 byty, zapisuje se po bytech 
oddělených tečkami
● IP verze 6 (IPv6) – vznikla kvůli blížícímu se nedostatku adres IPv4, rozšířena na 16 bytů, 
zápis po dvojicích bytů oddělených dvojtečkami (lze zkrátit vynecháním nul)
Příklad IPv4: 192.168.0.1, 10.10.10.45
Příklad síťové masky: 255.255.255.0, 255.252.0.0
Příklad IPv6: 1023:24B2:89AA:002D:AD0C:1102:222E:1009, 23D0:789::872C
3.7.3 Port
Využívá se na transportní vrstvě. Definuje, jakému procesu bude předána zpráva. Velikostí zabírají  
dva byty.  Pro často používané služby jsou vyhrazeny tzv.  dobře známé porty v rozsahu 0-1023.  
Rozsah 1024-49151 obývají registrované porty, které lze registovat pro určitou službu, avšak většinou 
se  volně  používají.  Interval  49152-65535  zabírají  dynamické  nebo  soukromé  porty  s  možností 
libovolného využití.
Příklad: 53 (služba DNS), 59193 (volně využitelný port)
3 Neplatí u IP verze 6
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3.8 Programátorské prostředky
Při  síťovém  programování  vytváříme  aplikace  pracující  na  nejvyšší  vrstvě  modelu  TCP/IP. 
Samozřejmě je možné pracovat i na ostatních vrstvách. Požadavky na funkčnost zahrnují zpracování 
dat zvoleného komunikačního protokolu a často také zaručení určité rychlosti přenosu.  
3.8.1 Doba odezvy
Pojem doba odezvy nejlépe ilustrujeme na principu her. Hra více hráčů vyžaduje, aby zprávy mezi 
počítači byly doručeny v co nejkratším čase. Jednotlivé instance hry potřebují informace o aktivitě  
ostatních  hráčů.  Pokud  je  přenos  příliš  pomalý,  vzniká  vnímatelná  nekonzistence  stavů  mezi 
aplikacemi.  Musíme počítat  i  s tím,  že většina her posílá data přes server,  což může dále zvýšit  
latenci. Nechceme-li zaznamenat časový posun ve vyhodnocení, zajistíme, abychom udrželi rychlost  
komunikace  vyšší,  než  je  interval,  po  kterém  dojde  ke  změně  stavu  hry.  Doba  odezvy  potom 
vyjadřuje,  za  jak  dlouho  server  odpoví  klientovi.  Hodnoty  typicky  určujeme  v  milisekundách. 
Mechanismy spolehlivého přenosu způsobují pro tento účel zbytečné zpoždění. Proto se nejčastěji  
využívá protokol UDP. Na druhou stranu by aplikace měla být připravena ošetřit ztrátu paketů.
3.8.2 Sokety
Sokety  (schránky)  představují  nejpoužívanější  prostředek  síťového  programování.  Původně  byly 
navrženy jako rozhraní  pro síťové aplikace na systému BSD (Berkeley sockets).  Rychle  se  však 
rozšířily na množství operačních systémů a programovacích jazyků. Pro vývojáře se soket příliš neliší 
od souboru. Lze do něj zapisovat nebo číst běžnými funkcemi jako je  read a  write. Procesy se 
nemusí starat o průběh komunikace jinak, než prací se souborem – soketem. Lze využít spojovaný  
(TCP) i nespojovaný (UDP) přenos. Je možné simulovat architektury klient-server i peer-to-peer. Pro 
posílání dat na internetové vrstvě nebo vrstvě síťového rozhraní existují tzv. raw sokety. V systému 
Linux  se  postupem  času  vyvinula  úprava  POSIX  socket  API,  zatímco  na  Microsoft  Windows 
pracujeme s variantou Winsock.
3.8.3 Knihovna ENet
ENet  je  knihovna  pro  programování  síťových aplikací  s  nízkou  dobou  odezvy.  Vnitřně  využívá 
protokol UDP, ale obsahuje rovněž mechanismy pro zajištění spolehlivého přenosu. ENet poskytuje  
programátorovi  rozhraní  zapouzdřující  práci  se  sokety  a  nabízí  i  volbu  používat  sokety  přímo. 
Zaručuje funkčnost na operačních systémech Microsoft Windows a Linux. 
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Komunikace probíhá v módu klient-server. Serveru je přiřazeno lokální síťové rozhraní. Klient 
se připojí k serveru pomocí jeho IP adresy. Jsou podporovány pouze adresy IPv4 (viz 3.7.2). Program 
cyklicky zpracovává události, které generuje knihovna při příjmu paketů [8].
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4 Návrh aplikace
4.1 Historie a princip hry had
První hra podobná hadovi vyšla v roce 1976 pod názvem Blockade. Hrací plocha se skládala z matice 
polí. Postava zanechávala na navštívených polích pevné překážky s cílem vyřadit protihráče, který do 
nich narazí. Had se neustále pohyboval dopředu, popř. otáčel do pravého úhlu. Pozdější verze, od 
roku 1998 oblíbené především na mobilních telefonech, využívaly mírně pozměněný koncept. Had 
sbírá z polí potravu, což má za následek jeho růst.  Čím delší je hadovo télo, tím obtížněji se lze  
vyhnout překážkám i sám sobě. V průběhu času se objevilo mnoho variant přidávajících například 3D 
zobrazení nebo hru více hráčů.
4.2 Herní systém
Hra obsahuje dvě základní části – menu a samotnou hru. Menu obsahuje položky pro spuštění hry pro 
jednoho i více hráčů, nastavení,  zobrazení  výsledků,  ukončení  hry.  Hra je potom základní náplní  
aplikace. Dochází v ní ke zpracování vstupu uživatele a generování akcí jako je změna směru hada,  
sebrání powerupu (viz 4.2.1),  srážka hadů a další.  Ve hře více hráčů je toto prováděno pouze na 
serveru.  Za  běhu  hry  se  lze  přepnout  do  menu  s  omezením  pro  hru  více  hráčů,  kde  nedojde  
k zastavení hry u klienta, protože by tím mohl znevýhodnit ostatní hráče.
4.2.1 Powerupy
Pojmem  powerupy4 nazýváme  objekty  rozmístěné  po  herní  ploše,  jejichž  sběr  způsobí  vyvolání  
určitého efektu. Poskytují hře základní dynamiku. Zároveň je to prostředek pro zisk nebo ztrátu bodů.  
U hry had tvoří základ potrava, kterou hadi sbírají a prodlužují tak své tělo. Zároveň tím narůstá 
obtížnost, neboť čím větší plocha je obsazena, tím hůře se lze vyhnout kolizi. Hra v pravidelných 
intervalech doplňuje počet powerupů generováním nových. 
Některá pole mohou obsahovat díry. Tyto entity nelze považovat přímo za powerupy, protože 
jejich umístění je statické. Na druhou stranu ovlivňují průběh hry tím, že umožňují hadům pohybovat  
se mezi nimi. Zjednodušeně můžeme říct, že had vleze do jedné z děr a vynoří se z jiné. 
4 Z angl. power - síla/energie, up - zvýšit
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4.2.2 Uživatelský vstup
Uživatel  komunikuje  se  hrou  prostřednictvím  klávesnice  a  myši.  Kliknutí  a  pohyb  myši  jsou 
zachytávány v menu. Samotná hra se ovládá klávesnicí. Uživatel ovlivňuje pohyb hada klávesami 
definovanými v nastavení hry. Pokud je směr stejný jako předchozí, nedochází ke generování žádné 
akce. V menu lze pomocí kláves zapisovat text do textových polí.
4.3 Zvuky
Hra obsahuje sadu zvuků ve formátu ogg. Přehrávání probíhá asynchronně, tedy na pozadí. Při startu  
aplikace je spuštěna hudba, která hraje v nekonečné smyčce. Akce a události ve hře mohou vyvolat 
přehrání kratších zvuků. Vypnutí/zapnutí zvuků a hlasitost lze změnit v nastavení hry.
4.4 Grafické zpracování
Herní plocha je situována ve 2D. Prostor je rozdělen na matici polí, které mohou obsahovat článek 
hada,  překážku,  powerup nebo díru (viz 4.2.1).  Tyto  entity jsou vykresleny texturami  o velikosti  
jednoho pole.  Pozadí  tvoří  další  textura pokrývající  celou plochu.  Uživateli  je  nabídnuto několik 
vzorů jako pozadí, případně výběr rozmístění překážek.
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Obrázek 9: Schématické znázornění herní plochy
Veškeré vykreslování  probíhá do obdélníku o rozměrech 800x600. Toto rozlišení poskytuje 
výchozí velikost pro přenastavení. Uživatel může změnit velikost samotného okna zatažením za jeho 
okraj nebo zvolit celoobrazovkový režim v nastavení hry. Vykreslování obsahu konstatních rozměrů  
zjednodušuje  práci  z  programátorského hlediska.  Transformace  velikosti  obsahu je  ponechána na 
funkčnosti knihovny OpenGL. 
Hra obsahuje prvky grafického uživatelského rozhraní, které jsou využity v menu. Jako příklad 
uvádím  nápisy,  tlačítka,  zatrhávací  tlačítka,  textová  pole.  Rozhraní  zachytává  uživatelský  vstup 
z klávesnice a myši. Analýzou pohybu kurzoru je zjištěno, kterému prvku mají být zaslány informace 
např. o kliknutí myši.
Komunikace s uživatelem vyžaduje zobrazení textových informací. Z hlediska implementace je 
použit  texturovaný  font.  Znaky  jsou  reprezentovány  alfa-texturami  (viz  2.6.8).  Pro  účely  hry 
postačuje omezená sada proporcionálních znaků, z nichž každý reprezentuje samostatná alfa-textura. 
Textury jsou umístěny do pole a indexovány přímo hodnotami znaků.
4.5 Hra více hráčů
Hra více hráčů umožňuje skupině lidí změřit své dovednosti proti sobě. Rovněž je možné nechat dva 
hráče hrát na stejném počítači. Tento režim se nazývá paralelní hotseat (u sériového by  se hráči  
střídali).  Potřebujeme tedy zajistit  spolupráci  rozdílných instancí  aplikace na několika počítačích.  
Architektura klient-server (viz 3.2.1) nabízí  vhodné rozhraní  pro větší  množství  hráčů.  U klienta  
i serveru je potřeba zajistit paralelní vykreslení grafiky a komunikaci po síti.
4.5.1 Klient
Klient potřebuje pro připojení k serveru zadat jeho IP adresu. Předpokládá se, že IP si hráči mezi  
sebou předají.  U klienta  nedochází  ke zpracování  uživatelského vstupu.  Místo toho je  informace 
o změně směru odesílána na server. Příjímané zprávy od serveru obsahují aktualizace stavu hráčů 
a pozic hadů, informace o akcích na herní ploše (např. sebrání powerupu, které vyvolá zvuk; vznik 
nového powerupu). Pakety jsou číslovány, proto je klient schopen detekovat problém komunikace se 
serverem.  Příjde-li  zpráva  mimo  pořadí,  klient  si  ji  uloží  a  zpracuje  teprve až  dojdou předchozí  
zprávy. Pokud ovšem počet uložených paketů přesáhne stanovené množství, klient ukončí spojení se  
serverem z důvodu přílišného zpoždění v doručování aktualizací.
4.5.2 Server




● stav (hraje, odpojen, atd.)
● kompletní pozici hada
Dále rozhoduje o vzhledu herní plochy výběrem mapy a rozmístění překážek, a určuje rychlost hry.  
Jako jediný zpracovává vstupy hráčů a generuje výsledky, které přeposílá všem připojeným klientům.  
Má tak kompletní kontrolu nad řízením běhu hry,  čímž zamezuje nekonzistenci stavů mezi hráči.  
Mimo to server zajišťuje:
● kontrolu připravenosti hráčů
● zahájení hry
● odpojování nežádoucích hráčů
4.5.3 Komunikační protokol
Klient a server spolu komunikují vlastním protokolem. Ten funguje odlišně v závislosti na stavu, ve 
kterém se hra nachází.
Stav připojování
Před zahájením hry se klienti musí připojit k serveru, který je registruje a rozhoduje o spuštění hry.  
Klienti  dále  musí  získat  informace  o  ostatních  hráčích.  Průběh  komunikace  ilustruje  následující 
obrázek.
Postup komunikace ilustrovaný na obrázku 9:
(1) Klient informuje server žádostí o připojení - Connect
(2) Server žádost příjme a požaduje od klienta jeho jméno – Name request
(3) Klient zašle své jméno - Name
(4) Server potvrdí připojení klienta do hry zasláním informací o všech hráčích – Ack
(5) Kdykoliv mezi připojením a zahájením hry informuje klient server, že je připraven na hru  
(ovládá hráč) – Ready
(6) Server rozesílá všem klientům oznámení o připojení jiných hráčů – Other player
(7) Server zahajuje hru rozesláním zprávy Start
Stav hra
Princip hry had je jednoduchý. Uživatel mění směr hada a zbytek výpočtů provádí počítač. Klient 
tedy potřebuje informovat server pouze o změně směru. Pakety mají minimalistickou podobu:
● typ paketu
● id klienta
● nový směr hada
Naopak server zpracovává vstupy klientů a musí jim zaslat výsledky. Oznamuje změnu stavu hadů 
a vznik/zánik powerupů. Pakety obsahují:
● typ paketu
● počet sebraných powerupů
● počet hráčů, kteří končí hru
● číslo paketu
● za každého hráče
● počet bodů
● směr pohybu hada
● stav – hraje, odpojen, narazil
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Obrázek 10: Průběh komunikace ve stavu připojování
● pozice ocasu hada
● index textury ocasu hada
● index textury pro původní pozici hlavy hada
● pozice hlavy hada
● index textury hlavy hada
Komunikaci lze vyjádřit tímto přikladem:
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5 Implementace
Aplikace je naimplementována v jazyce C++ s podporou standartní knihovny STL. Ke zpracování 
multimediálních částí hry (audio, video) využívám externí knihovny OpenGL, freeglut a irrKlang.  
Knihovna ENet pak slouží jako rozhraní pro síťovou komunikaci. Všechny použité prostředky splňují 
multiplatformnost a výsledný program je tak spustitelný pod operačními systémy Microsoft Windows 
i  Linux.  Vzhledem  ke  komplexní  stavbě  aplikace  nabízí  mnohé  výhody  objektově  orientovaný 
přístup. Ve zdrojovém kódu lze nalézt celkově 39 tříd a struktur.
5.1 Core objekty
Prakticky veškerou činnost aplikace má na starost skupina objektů, které nazývám jádry (Core). Třídy 
poskytující těmto instancím rozhraní implementují návrhový vzor singleton (v překladu jedináček) 
[13].  Účelem singletonu  je  omezit  počet  zkonstruovatelných objektů  na  jeden.  Toho  dosáhneme 
umístěním konstruktoru, kopírovacího konstruktoru a operátoru přiřazení do privátní sekce třídy, kam 
nelze přistoupit zvenčí.  K zpřístupnění jediné instance potom slouží specialní metoda, která na ni  
vrací referenci. V aplikaci se tato metoda vždy nazývá get_instance(). Dále je využita tzv. líná 
(lazy)  inicializace,  která  vytvoří  objekt  při  prvním  volání  přístupové  metody.  Příklad  principu 
singletonu znázorňuje obrázek níže.
Každý Core objekt musí být inicializován metodou void init(). Uvnitř dochází k načítání 
dat ze souborů, alokaci paměti a nastavení potřebných atributů. Ošetření chyb zajišťuje mechanismus  
vyjímek, k zahození dojde klíčovým slovem throw. Stručný popis zachycené vyjímky je zapsán do 
logovacího  souboru  log.txt před  ukončením  programu.  Uvolnění  alokovaných  prostředků  se 
provádí v destruktoru.
Činnost celé aplikace spočívá ve volání metod Core objektů mezi sebou. Následující kapitoly 
rozepisují funkčnost pěti hlavních tříd, které řídí rozdílné aspekty hry. Některé z podkapitol se věnují  
významným třídám jejich atributů.
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5.2 Třída SystemCore
Systémové jádro zodpovídá za řízení běhu aplikace. Jeho hlavní činnost obnáší přechod mezi stavy,  




● jeden stav pro každou další část menu
Přepínaní stavů zajišťuje metoda void change_state(States new_state). Jediným 
parametrem je hodnota výčtového typu States, jež jednotlivé stavy zastupuje. Po startu se aplikace 
nachází v inicializačním stavu, ale vzápětí přechází do hlavního menu. Uživatel poté zahajuje práci  
právě  zde.  Jednotlivé  stavy  se  mezi  sebou  liší  především  obsahem  vykreslovaným  do  okna 
a způsobem reakce na uživatelský vstup (rozdílné chování v menu oproti hře). Vždy zůstává aktivní 
jeden ze stavů, tzn. program se nikdy nedostane do bezstavové části.
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Obrázek 12: Ukázka deklarace singletonu na torzu třídy SystemCore
Pro lepší přizpůsobivost požadavkům hráče dovoluje hra uložit následující nastavení:
● zapnutí/vypnutí zvuků
● zapnutí/vypnutí hudby
● hlasitost zvuků a hudby
● přechod do/z celoobrazovkového režimu (fullscreen)
● jméno hráče
● klávesy pro ovládání hada
Všechny hodnoty lze změnit v časti menu nazvané „options“. Načítání a přímou aplikaci voleb 
vykonává metoda void load_and_apply_settings(const char* file) spouštěná při 
startu programu,  ukládání  pak metoda  void save_settings(const char* file).  Obě 
funkce  disponují  parametrem  typu  řetězec,  který  určuje  cestu  k  souboru  s  nastaveními.  Formát  
souboru ini uchovává volby ve tvaru klíč=řetězec.
5.2.1 Třída GameMatrix
Hra  probíhá  na  dvourozměrné  ploše  rozdělené  na  jednotlivá  pole.  V  C++  se  nabízí  využít  
dvoudimenzionálního pole, avšak tato technika by byla poměrně neefektivní. Třída  GameMatrix 
přináší rozhraní uzpůsobené pro správu takové sféry.  Podstatou použitého systému je STL vektor  
std::vector<Box> boxes, který obsahuje strukturu Box pro každé pole na hrací ploše. 
 Atributy struktury určují:
● vykreslovací pozici – x, y
● použitou texturu (je povolena speciální hodnota označující prázdné pole) - texture_id
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● indexy sousedních polí ve čtyřech směrech – up, down, left, right
● index a směr pro nalezení následujícího pole v posloupnosti – next a next_dir
Tyto  hodnoty odpovídají potřebám hry had. Tělo hada představuje posloupnost polí na nichž 
se nachází jeho tělo, od ocasu až po hlavu. Při pohybu hada potřebujeme prozkoumat okolní pole 
kolem hlavy,  kvůli  detekci  kolizí  a sběru powerupů.  Lze podotknout,  že vyjetí  hada mimo hrací  
plochu nezpůsobí srážku, ale hlava se objeví z opačné strany. Předem definované souřadnice potom 
dovolují při vykreslování textur procházet celý vektor boxes jedním for cyklem.
Umísťování hadů, překážek a děr (viz 4.2.1) rovněž obstarává systémové jádro. Hrací plocha 
obsahuje  26 sloupců a 18 řád polí,  celkově tedy 468.  Vzhledem k těmto  rozměrům a možnému 
rozmístění překážek lze na začátku hry zajistit unikátní pozici až pro 12 hadů.
5.2.2 Struktura Snake
Během hry se aktuální stav hráče ukládá do struktury Snake.  Score neboli počet bodů rozhoduje 
o vítězi.  K přičítání  bodů je nutné sbírat  powerupy.  Atribut  head_index udává pozici  hlavy a 
slouží pro posouvání hada dopředu. Naopak tail_index odkazuje na ocas a pomáha při odstranění 
hada z herní plochy jako počáteční bod. 
Po zpracování klávesového vstupu uživatele může dojít k pokusu o změnu směru pohybu hada. 
Metoda  bool change_direction(unsigned int dir) porovná  parametr  dir,  který 
označuje požadovaný směr s atributem cur_direction ve struktuře. Pokud je směr stejný nebo 
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Obrázek 14: Diagram tříd pro strukturu Snake
přesně opačný,  nedojde ke změně  a  funkce vrací  false.  Změnu lze  provést  pouze do stran.  V 
takovém případě funkce nastaví atribut new_direction na požadovaný směr. Návratová hodnota 
true potvrzuje uspěch při změně směru a  při další aktualizaci stavu hry dojde k viditelné reakci.
5.2.3 Časovače
Časovače  nejsou členy systémového  jádra,  protože metody,  na rozdíl  od funkcí,  obsahují  skrýtý  
parametr  ukazující  na  instanci,  přes  kterou  byly  vyvolány,  což  by činilo  problémy při  registraci  
callback funkce (viz dále). Poskytují však programu dynamiku a extenzivně využívají jak struktury 
Snake, tak i přístupu k polím herní plochy přes objekt třídy GameMatrix. 
Hra mění svůj stav v pravidelných intervalech určených její rychlostí. Základní časový úsek 
udává 150ms. Uživatel pak může zvolit následující rychlostní stupně:
● rychlý (fast) = 150ms
● střední (medium) = 250ms
● pomalý (slow) = 350ms
Knihovna  freeglut  poskytuje  funkci  void glutTimerFunc(unsigned int msec, 
void (*callback)(int data), int data),  kde  první  parametr  msec určuje  počet 
milisekund, po kterých bude zavolána funkce, předaná jako parametr callback. Na konci vyvolané 
rutiny je nutné naplánovat další její spuštění. Aplikace využívá níže uvedené časovače ve hře jednoho 
hráče a hotseatu. Existují také varianty pro hru více hráčů.
void timer_logic_local(int value)
Vypočítává aktualizace stavu hráčů podle pozice a směru pohybu hadů. Detekuje kolize, čímž 
rozhoduje o ukončení hry. Volání této funkce pokračuje, pouze pokud se aplikace nacházi ve stavu 
hra.  Z  toho  vyplývá,  že  přechodem do  menu  lze  hru  zastavit.  Posun  hada  se  řídí  posloupností 
procedur znázorněnou na obrázku 15.
void timer_gen_powerup(int value)
Zajišťuje doplňování počtu powerupů na herní ploše. Základním intervalem časovače jsou 3 
sekundy. I tuto funkci aplikace volá pouze ve stavu hra. Pokud nedošlo ke snížení počtu powerupů,  
nevykoná se žádná akce.
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5.2.4 Tabulky nejlepších výsledků
Hra uchovává 15 nejlepších výsledků pro hru jednoho hráče, hotseat i hru více hráčů. Výsledky jsou 
uloženy a načteny ze souboru s nastaveními (viz 5.2). Struktura  HighScore obsahuje pro každou 
položku tabulek jméno hráče a počet bodů ve formě řetězcové i numerické. Textová forma slouží lépe 
při  zobrazení  v uživatelském rozhraní,  zatímco číselné vyjádření  se  používá pro porovnávání  při  
umísťování výsledku. Ke konverzi čísla na řetězec pak dochází pouze jednou.
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Obrázek 15: Postup při aktualizaci pozice hada
5.3 Třída InputCore
Hlavní  činnost  třídy  spočívá  v  koordinaci  zpracování  vstupu  uživatele  a  správě  uživatelského 
rozhraní.  Pro  zachycení  událostí  vstupních  zařízení  (klávesnice  a  myš)  využívá  program služeb 
knihovny freeglut. Ta dovoluje zaregistrovat funkce reagující na podobné události.
5.3.1 Třídy Observer, InlineObserver a Subject
Návrhový vzor observer hraje důležitou roli v synchronizaci prvků grafického uživatelského rozhraní.  
Hlavní  princip  tvoří  upozorňování  skupiny  observerů  na  změnu  stavu  atributu  ve  sledovaném 
subjektu,  přičemž  oba  aktéry reprezentují  objekty stejnojmených  tříd  [13].  Všechny 3  třídy jsou 
šablony, musí být tedy určeno, s hodnotou kterého datového typu pracují. Následuje seznam možných 
akcí ve vzájemné komunikaci (symbol T nahrazuje datový typ v parametru šablony):
(1) Observer se zaregistruje předáním vlastní adresy (ukazatele) jako parametr  metody  void 
attach(Observer<T>* new_observer) zavoláné na subjektu. 
(2) Akce  uživatele  vyvolá  změnu  hodnoty  v  subjektu  metodou  void  set_value(T 
_value).
(3) Subjekt následně aktivuje metodu void notify(), čímž upozorní všechny observery.
(4) Observer zpracuje novou hodnotu v metodě void update(T value).
(5) Kroky (2) až (4) se opakují při každé změně stavu atributu.
 Při potřebě více observerů nebo subjektů ve stejné třídě nelze využít vícenásobné dědičnosti. 
Třída InlineObserver je určena pro vytvoření observeru jako atributu jiné třídy. Uvnitř obsahuje 
ukazatel na instanci třídy, kde byl vytvořen.
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5.3.2 Třída Font
Knihovna OpenGL v základu nepodporuje vykreslování textu. Proto jsem vytvořil vlastní texturovaný 
font, založený na fontu Insaniburger [14]. Všechny znaky mají základní výšku 27 pixelů. Šířka se  
v rámci proporcionality liší. Třída  Font uchovává alfa-textury (viz 2.6.8) a rozměry všech znaků. 
Dále definuje metodu pro vykreslování řetězců void print_string(std::string & str, 
float x, float y, unsigned int size) const, kde parametr  str je reference na 
STL řetězec,  x a  y určují  počáteční  pozici  v  okně,  size ovlivňuje  vyšku  znaků.  Použitý  font 
obsahuje pouze omezenou znakovou sadu, kterou lze vidět na obrázku 17 (kromě mezery). Symbol na 
posledním řádku zastupuje nepodporované znaky.
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Obrázek 16: Diagramy tříd pro třídy Observer, InlineObserver a Subjekt
Obrázek 17: Znaková sada použitého fontu
5.3.3 Grafické uživatelské rozhraní
Každý prvek uživatelského rozhraní  je  instance  třídy,  která  dědí  od  bázové  třídy  Element.  Ta 
deklaruje základní vlastnosti:
● barva obsahu
● pozice v okně
● virtualní metody pro obsluhu událostí
● čistě virtualní metoda pro vykreslení prvku
Díky polymorfismu lze všechny prvky zpracovávat hromadně. Sdružují se do asociativních polí 
podle typů.  Jako klíč slouží unikátní konstanty.  Při nahrávání časti  menu jsou potřebné elementy 
uloženy do dvou STL vektorů:
● dynamic_elements – pokud reagují na události vyvolané uživatelským vstupem
● static_elements – ostatní, sloužící pouze k vykreslení
Třída InputCore uchovává index prvku, který má focus, tj. nachází se nad ním kurzor. Při 
změně pozice kurzoru se jeho současné souřadnice porovnávají s rozsahem prvků na ose x. Spadá-li 
pozice do testovaného rozmezí, dochází k porovnání pro rozsah na ose y. Pokud je výsledek pozitivní,  
nalezený prvek se nachází  pod kurzorem a nyní  mu budou doručovány události  o kliknutí  myši.  
Některé elementy po následném kliknutí příjmají i vstup z klávesnice. Uvedený postup vyobrazuje  
následující úsek pseudokódu.
 
Následuje seznam hlavních prvku uživatelského rozhraní a jejich tříd:
Třída Label
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Základní prvek pro zobrazení textu. Jako jediný umožňuje změnit text za běhu aplikace. Proto má  
definovány pouze počáteční  souřadnice.  Lze také přepínat  barvu textu mezi  zelenou a  červenou.  
Nepodporuje události a neposkytuje žádnou další funkčnost.
Třída Button
Tlačítko, které kromě textu obsahuje také pozadí. Barvy obou se změní po najetí kurzoru nad prvek.  
Každá instance má zaregistrovánu funkci, která je vyvolána po stisknutí tlačítka. Textovou hodnotu  
nelze měnit. Používají se v prvé řadě k navigaci mezi častmi menu.
Třída Edit
Poskytuje  možnost  zapisovat  text.  Kolem prvku je  vykreslen  rámeček  a  při  psaní  následuje  text 
oddělující čára. Znaky lze umazávat od konce pomocí klávesy backspace. Vepsané řetězce filtrují  
speciální funkce, které omezují vstup, např. příjmá pouze číslice. 
Instance odvozené třídy  SingleKeyEdit dovolují  vepsat  pouze jediný znak.  Navíc  jsou 
všechny propojeny pomocí observeru (viz 5.3.1) tak, aby dva nemohly obsahovat stejnou hodnotu.  
Tyto restrikce slouží v nastavení programu k definici kláves ovládání. Zobrazuje i šipky.
Třída Checkbox
Klasické zatrhávací tlačítko. Po zatržení kliknutím se v rámečku objeví křížek. Umožňuje zobrazit 
rozdíl mezi dvěmi hodnotami.
Třída Spinbox
Prvek složený ze 3 částí.  Po stranách se nachází  2 tlačítka,  které slouží  ke snížení  resp.  zvýšení  
ukládaného indexu. Prostřední část tvoří label, jehož textová hodnota závisí na indexované položce  
pole řetězců. Text je vždy vycentrován. Tlačítka informují spinbox pomocí observeru (viz 5.3.1).
Třída Listbox
Umožňuje vykreslit několik labelů pod sebou. Řádky se dále dělí na sekce za účelem zobrazení více  
sloupců hodnot. Obsahuje volitelné množství viditelných pozic, ostatní položky jsou skryty. Výhled 
lze posouvat pomocí instance třídy ListboxSlider, jejíž funkčnost, kromě prostředního labelu, se 
podobá spinboxu. Při přejíždění myší  nad položkami dochází k zabarvení jejich pozadí. Navíc lze 
kliknutím jednu  vybrat  (znázorněno  rámečkem)  a  dále  posunovat  výběr  šipkami  nahoru  a  dolů. 
Listbox podporuje přidávání a odebírání položek za běhu. 
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5.4 Třída GraphicCore
Třída GraphicCore má za účel správu grafických objektů a jejich zobrazování do okna aplikace. 
Při inicializaci načítá obrazová data ze souboru. Pomocí knihovny OpenGL pak generuje unikátní id, 
nastaví parametry a přetvoří data na texturu. Hra obsahuje dvě sady textur:
● pozadí herní plochy, rozměr 780x540
● náplň  polí  hrací  plochy  –  části  hada,  překážky,  powerupy  (viz  4.2.1);  rozměr  30x30, 
nastavení okrajů pro spojité přechody mezi sousedními texturami
Pro  vykreslování  textury  slouží  funkce  void  render_texture(unsigned  int 
index, float x, float y, float width, float height),  kde  index tvoří 
konstanta  zastupující  texturu,  x a  y udávají  souřadnice levého dolního rohu,  width a  height 
představují výšku a šířku obdelníku, na něž bude textura nanesena. Pro správnou funkčnost musí být  
povoleno texturování zavoláním glEnable(GL_TEXTURE_2D).
Zobrazování grafiky probíhá v režii funkcí zaregistrovaných knihovnou freeglut. Aby uživatel 
nezpozoroval  trhání  obrazu při změně obsahu okna, je v takových situacích často použita funkce 
glutPostRedisplay, která náplánuje prioritní překreslení.
5.5 Třída SoundCore
SoundCore je nejjednodušší třídou jádra programu. Knihovna irrKlang se stará o načítání zvuků 
a správu paměti tak, aby nedocházelo k neustálému kopírování dat z disku. Při inicializaci dochází  
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Obrázek 19: Ukázka prvků uživatelského rozhraní
k vytvoření  objektu  třídy  ISoundEngine,  který  poskytuje  přístup  ke  zvukovému  rozhraní.  Pro 
přehrávání  stačí  zavolat  metodu  play2D(const char* soundFileName) a  předat  název 
souboru jako parametr  (ostatní parametry ani návratová hodnota nejsou podstatné pro jednoduché 
přehrávání).  Zapnutí  a  vypnutí  hudby  a  zvuků  provádí  funkce  void  set_music(bool 
on_off), respektive  void set_sound(bool on_off).  V  případě  vypnutí  hudby  není 
přehrávání  přerušeno,  ale  pouze  pozastaveno.  Tento  princip  vychází  z  faktu,  že  hudba  hraje  ve 
smyčce.  Celková  hlasitost  se  nastavuje  funkcí  void  set_volume(float  value) 
s parametrem value v rozsahu 0.0 (0% tj. ztlumeno) až 1.0 (100%). Aplikace využívá celkově tři 
zvukové soubory ve formátu ogg, a to:
● hudba na pozadí
● zvuk při srážce hada
● zvuk při sebrání powerupu
5.6 Třída NetworkCore
Třída  NetworkCore řídí činnost aplikace při hře více hráčů. Uživatel rohoduje o tom, zda bude 
v síti  působit  jako  server  nebo  klient.  Síťovou  komunikaci  zahajuje  volání  funkce  bool 
create_server() nebo  bool create_client().   Návratová  hodnota  false napovídá 
neúspěch při vytvoření/připojení se k serveru.
Komunikace probíhá ve dvou stavech, pomocí protokolu navrženého v kapitole 4.5.3. Obsluha 
síťového spojení vyžaduje dlouhodobý běh smyčky zpracovávající příchozí zprávy. Aby nedocházelo 
ke kolizi s ostatní činností aplikace, jsou smyčky spouštěny v samostatném vláknu. Implementace 
využívá knihovnu Pthreads na Linuxu i v Microsoft Windows. Při přechodech mezi stavy připojování 
a hry dochází k výměně vláken, neboť používají rozdílné funkce podle stavu (rovněž se liší u klienta 
a  serveru).  K  tomu  slouží  metoda  bool switch_thread(void*(*routine)(void*)), 
která ukončí existující vlákno a vytvoří nové, vykonávající funkci dle parametru routine. 
Server uplatňuje pro výpočet aktualizace stavu hry upravené časovače (viz 5.2.3). Hlavní rozdíl  
spočívá v tom, že získané změny nejsou hned aplikovány, ale ukládány do bufferu. Nakonec server 
odešle  buffer  v  podobě paketu klientům a obě strany zpracují  aktualizaci  pomocí  metody  void 
process_game_update(enet_uint8* data).  Klient  vždy provádí  kontrolu  sekvenčního 
čísla zprávy. Pakety mimo pořadí ukládá a zpracovává teprve až příjdou předchozí. Kapacita nesmí  
přesáhnout  10 uložených zpráv,  jinak klient  přeruší  spojení.  Tento proces  provádí  metoda  bool 
process_game_update_sequenced(enet_uint8* data),  jejíž  vývojový  diagram  lze 
vidět na obrázku níže. Pokud funkce vrátí false, nastalo přesáhnutí kapacity uložených paketů.
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Hra více hráčů je ukončena, zbývá-li ve hře jeden a méně hráčů, kteří by mohli pokračovat. 
Uživatel si může prohlédnout tabulku výsledků a potom aplikace přechází zpět do stavu připojování.  
Odpojené hráče server vyřadí.
Při  odpojování  klientů  i  serveru je  vždy druhá  strana  upozorněna  paketem,  proto aplikace 
rychleji detekuje ztrátu spojení. Pro tento účel existují následující 3 metody:
● void disconnect_player(int index) –  server  odpojí  klienta  identifikovaného 
indexem
● void disconnect_all_players() - server odpojí všechny klienty, protože ukončuje 
svou činnost
● void disconnect_from_server() - klient se odpojí od serveru
41
6 Testování
Testovaní se v dnešní době stává jednou z nejdůležitějších částí vývoje, proto jsem k němu často 
přistupoval již od rané fáze implementace. Z mé strany bylo cílem testů odstranění nedostatků ve 
zdrojovém  kódu  a  tím  zvýšení  stability  programu.  Uživatelské  hodnocení  sloužilo  převážně  ke 
zlepšení hratelnosti, popř. ovládání. Testování probíhalo ve třech fázích, na platformách Microsoft 
Windows i Linux.
1. Fáze – Ověřování funkčnosti aplikace
Tuto  část  testování  jsem  prováděl  samostatně.  Podporu  mi  poskytly  ladící  nástroje  vývojového 
prostředí  Code::Blocks.  Také jsem analyzoval  vlastní  výpisy,  rozmístěné ve zdrojovém kódu.  Po 
dokončení každého z logických celků aplikace následovala etapa zkoušení, která trvala do doby, kdy 
funkčnost  odpovídala  návrhu.  Se  zajištěnou  funkčností  dosavadních  částí  jsem  pokračoval 
v implementaci.






2. Fáze – Průběžné testování uživateli
Programátor  má  svůj  výtvor  denně  na  očích,  proto  může  mnoho  chyb  přehlédnout.  V  tu  chvíli  
přichází ke slovu externí testéři. Hru jsem pravidelně předkládal k vyzkoušení několika uživatelům.  
Za nejdůležitější objev považuji ohlášení podivného chování hadů, kdy se objevovali a zase mizeli na 
náhodných polích herní plochy. Tato anomálie se vyskytovala pouze při opakovaném hraní v jednom 
běhu aplikace. Následně jsem detekoval problém s umisťováním děr (viz 4.2.1) před zahájením hry.  
Na některých polích zůstávaly díry z předchozí hry. Po odstranění chyby došlo k nárůstu hratelnosti.
Po domluvě s uživateli jsem změnil původní rychlostní stupně (viz 5.2.3). Časové intervaly 
500ms, 350ms, 200ms byly nahrazeny za 350ms, 250ms, 150ms. Zvýšila se tím dynamika hry.
3. Fáze – Konečné hodnocení aplikace
Finální verzi hry jsem distribuoval mezi 12 uživatelů. Jejich úkolem bylo nákládat s programem jako 
s jakýmkoliv jiným. Především měli vzít v úvahu přehlednost menu, hratelnost a splnění vlastních 
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očekávání  od  hry  had.  Svůj  názor  měli  vyjádřit  oznámkováním  hry  (1  =  vynikající  až  5  =  
nevyhovující).
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Cílem bakalářské práce bylo vytvořit počítačovou hru had. Další požadavek představovalo rozšíření 
o hru více hráčů.
Implementace  programu  byla  realizována  v  jazyce  C++  s  použitím  předepsané  knihovny 
OpenGL.  Další  použité  prostředky  reprezentují knihovny  freeglut  (správa  okna,  zachytávání 
uživatelského vstupu, časovače), irrKlang (zvuky) a ENet (síťová komunikace). Program efektivně 
využívá objektově orientovaného přistupu, funkčnost tvoří volání metod objektů. 
Hra  byla  úspěšně  odzkoušena  a  je  schopna  běhu  na  následujících  platformách:  Microsoft 
Windows XP/Vista/7 (32 i  64 bitové verze),  Linux – ověřeno na distribucích Fedora 14, Ubuntu  
10.04  (obě  32  bitové)  a  Cent  OS  5.4  (64  bitový).  Jedinou  vyžadovanou  podmínku  představuje 
podpora OpenGL grafickou kartou počítače.  Při  hře  více  hráčů mezi  sebou mohou komunikovat  
aplikace na Microsoft Windows a Linux, za což vděčím knihovně ENet, která zapouzdřuje rozdíly 
mezi uvedenými operačními systémy.
V průběhu implementace bylo prováděno pravidelné testování, jehož přínos shrnuje kapitola 7. 
Vzhledem  k  tomu,  že  aplikace  je  určena  pro  běžné  uživatele  počítačů,  přikládám  význam 
nadprůměrným výsledkům jejich hodnocení.
Vývoj aplikace  mi  přinesl  cenné  zkušenosti,  protože  jsem  dosud  nezpracovával  projekt  
podobného rozsahu samostatně. Seznámil jsem se s tvorbou komplexního programu, který se skládá  
z více celků, jako jsou multimédia, algoritmy nebo síťování. Po zhodnocení získaných znalostí bych 
nedoporučil začínat s vývojem hry „od nuly“. Použití existujících toolkitů nebo enginu může značně 
urychlit práci. I při použití externích knihoven byla implementace poměrně náročná.
Zdrojový kód aplikace obsahuje přes 9700 řádků v 60 souborech.
7.1 Možnosti dalšího vývoje
Implementovaná hra se převážně drží předlohy.  Možností pro rozšíření proto není málo.  Grafická 
stránka postrádá animované efekty,  které by ve větší míře  využily schopnosti  knihovny OpenGL. 
Hratelnost by osvěžilo větší množství a více typů powerupů. Maximální počet hráčů je omezen na 12, 
což lze odstranit dynamicky měnitelným počtem polí hrací plochy. V budoucnu by hra více hráčů  
mohla obsahovat různé módy, jako např. turnaj.
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Seznam zkratek
CPU (Central Processing Unit) – komponenta počítače, která řídí jeho činnost
GPU (Graphics Processing Unit) – procesor řídící činnost grafické karty
RAM (Random Access Memory) – paměť s náhodným přístupem, hlavní pamět počítače
Cg (C for Graphics) – univerzální programovací jazyk pro psaní shaderů
GLSL (OpenGL Shading Language) – programovací jazyk pro psaní shaderů pro OpenGL
HLSL (High Level Shader Language) – programovací jazyk pro psaní shaderů pro DirectX
OpenGL (Open Graphics Library) – knihovna pro psaní grafických aplikací
MS-DOS (Microsoft Disc Operating systém) – operační systém firmy Microsoft
HAL (Hardware Abstraction Layer) – ovladač DirectX, který zasílá příkazy hardwaru
HEL (Hardware Emulation Layer) – ovladač DirectX, který emuluje činnost hardwaru
GLUT (OpenGL Utility Toolkit) – podpůrná knihovna pro OpenGL
GLU (OpenGL Utility Library) – knihovna rozšiřující OpenGL
CAD (computer-aided design) – počítačem podporované projektování/kreslení
DARPA (Defense Advanced Research Projects Agency) – agentura ministerstva obrany USA pro 
vývoj vojenských technologií
ARPANET (Advanced Research Projects Agency Network) – počítačová síť vytvořená roku 1969, 
předchůdce Internetu
IP (Internet Protocol) – hlavní protokol síťové vrstvy
TCP (Transmission Control Protocol) – protokol transportní vrstvy pro spojovaný přenos
UDP (User Datagram Protocol) – protokol transportní vrstvy pro nespojovaný přenos
LAN (Local Area Network) – počítačová síť menšího rozsahu
WAN (Wide Area Network) – počítačová síť pokrývající rozsáhlé území
DNS (Domain Name System) – systém, služba a protokol pro překlad doménových jmen na IP adresy
DHCP (Dynamic Host Configuration Protocol) – protokol, služba pro přidělování IP adres
VoIP (Voice over Internet Protocol) – technologie umožňující telefonní hovory přes počítačovou síť
MAC (Media Access Control) – jedinečná adresa síťového zařízení
NAT (Network Address Translation) – systém pro mapování veřejné a privátní IP adresy
BSD (Berkeley Software Distribution) – operační systém na bázi Unixu
POSIX (Portable Operating System Interface) – standardizované přenositelné API pro různé operační 
systémy
API (Application Programming Interface) – množina programátorských prostředků určité knihovny 
(funkce, třídy atd.)
GUI (Graphical User Interface) – uživatelské rozhraní v grafické podobě
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STL (Standart Template Library) – standartní knihovna C++ 
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Seznam příloh
Příloha č. 1 – Obsah DVD
● Aplikace
● Linux – verze aplikace přeložitelná v operačním systému Linux, obsahuje makefile
● Windows
● Projekt  – CodeBlocks – projekt  ve vývojovém prostředí  Code::Blocks pro 
přeložení v operačním systému Microsoft Windows
● Spustitelná  verze –  aplikace  spustitelná  v  operačním  systému  Microsoft 
Windows
● Dokumentace – doxygen – dokumentace v html, úvodní stránka je v souboru index.html
● Technická zpráva
● Pdf – tento dokument
● Zdrojové texty – zdrojový text tohoto dokumentu ve formátu odt
● Uživatelská příručka – návod k překladu, instalaci a ovládání aplikace, odstranění některých 
problémů
● Zdrojové texty – všechny zdrojové soubory aplikace
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