Abstract. Fan-Meshes (FM) are a kind of geometrical primitives for generating 3D model or scene descriptions that are able to preserve both local geometrical details and topological structures. In this paper, we propose an efficient simplification algorithm for the FM models to achieve fast post-processing and rendering of large models or scenes. Given a global error tolerance for the surface approximation, the algorithm can find an approximately minimal set of FMs that covers the whole model surfaces. As compared with splat-based methods, the FM description has a large simplification rate under the same surface fitting error measurement.
Introduction
3D models and scene representations are of great potentiality to be integrated in Augmented Reality (AR) applications to enhance both realism in the environment rendering and interactive effects. To make them really useful in practical tasks, however, the geometrical descriptions of the models and representations should meet the following requirements: (1) The 3D datasets have to be simplified enough to allow for real-time rendering operations on general computing platforms. (2) Local editing or retargeting can be performed easily on the model surfaces. (3) The data structures of the descriptions are suitable for interactive and progressive transmission.
With advancements in 3D scanning technologies, we can obtain high-quality sampling points for large scenes much more conveniently than before [1] . Since the size of current available scanning data increases rapidly and the topological information becomes very complex, it is a hard work to perform post-processing on these huge sampling point datasets. In general, there are two approaches for the 3D data processing on original scanning data: (1) mesh-based data processing, where completed mesh models should be generated before the post-processing; (2) point-based processing that can be carried out directly on the sampling points. Traditional 3D data processing on simplification and editing operations are designed based on mesh models [2] . However, it is unpractical in most cases due to the expensive computational costs and storage requirements. In recent years, point-based geometry processing has gained increasing attention as an alternative surface representation, both for efficient rendering and for flexible geometry processing [3] . Since we need not to store and maintain globally consistent topological information during the data processing, it is easy to handle huge point-sampled geometry by data partition and integration operations [4] . Until now, some techniques have been developed for the simplification [5] , rendering [6] , transmission [7] of the point-sampled models. Compared with mesh models, however, the point-based approach has difficulty in realizing local editing on the point sets because there has no any connectivity information kept among the points. Moreover, point-based rendering are mostly implemented based on planar primitives, and hence local geometrical details have to be preserved with great care [8] .
To solve the problem, we have presented a new kind of local mesh descriptions, called Fan-Meshes (FMs), which can not only represent local geometrical details but also allow for flexible operations on the models. FMs have advantages for the postprocessing of huge sampling point datasets, such as building multi-resolution data structure or interactive transmission. In order to combine FMs into AR applications, in this paper, we propose an efficient simplification and rendering algorithm for models represented by FMs. We can decrease the number of FMs greatly by a re-sampling operation. For a given simplification rate, more accurate geometrical representation will be acquired by FMs than by using splats [10] , the most popular primitives in point-based rendering. Experimental results illustrate that our simplification method can improve the usage of FMs in AR applications, and a good tradeoff can be achieved between the running speed and visual effects.
Generation of FM
At first, the definition of FM is given in this section. Then we explain in detail the FM's generation process that consists of two steps: organizing and selecting neighbors for a center point, and determining the vertices and region of FM. At last, we present a unified error-based criterion to compare FMs with splats.
FM's Definition
FM is a geometrical primitive we proposed in [9] to reconstruct 3D models and scenes represented by dense scanning point clouds. An original FM consists of three components: a center point, its neighbor points and the connection relationship among these points. As illustrated in the left of Fig. 1 , the blue points are center points, the gray ones are their neighbors and six triangles with the same color form a FM. The model surface can be visualized without holes after rendering a large number of FMs with enough overlaps.
The definition of FMs can be modified further to make them adaptive to the shape changes on the model surface. The number of triangles that a FM contains depends on local geometrical properties and its shape depends on the neighbors' distribution. Since original point clouds are very dense and many adjacent FMs may locate nearly on the same planes in large scenes, the FMs will be redundant if we draw them all. 
Fig. 2. Find neighbors in a FM
We can use a big FM shown in the right of Fig. 1 to cover all the co-planar points.
That is the FM we use in this paper with new properties: First, while all vertices of the original FM are selected form the point cloud, most of the FM's vertices here are not certainly ones on the initial model. Second, in order to get better visual effects, we assume that every FM consists of six triangles and the FM's projection on the least squares plane is a regular hexagon.
Organizing and Selecting Neighbors
Given an error tolerance E, we must select the largest neighbor which makes the error of FM stay below E for a center point. This step is similar to the splat generation used in [10] . We will discuss the differences between FM and splats in detail in Section 2.4. The first task is to find the largest neighbor for a center point P 0 under the error toleration E. We estimate the local normal direction n v by fitting a least squares plane F to P 0 and its k nearest neighbors. For the ith nearest neighbor P i of P 0 , we compute its sign distance h i and projection distance d i in the best fitting plane F as
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We rank the neighbors P 1 , P 2 ,…, P K by their projection distance (Eq. 2). Then we grow the FM by adding other neighbor points and update the interval of their sign distances [h min , h max ]. The growing stops as soon as the interval between the h max and h min becomes larger than 2E. As illustrated in Fig. 2 , the added neighbors P 1 , P 2 ,…, P m are the points we need to generate a FM.
Determining the Vertices and Region of FM
P 1 , P 2 ,…, P m are the selected neighbors of P 0 , and they are ranked by their projection distances. We denote their projections on the best fitting plane F as Q 1 , Q 2 ,…, Q m respectively. The vertices of FM are V 1 , V 2 ,…, V 6 and their projections on F are R 1 , R 2 ,…, R 6 . We compute the FM that obeys the following three rules: First, the center of FM is P 0 and R 1 is coincident with Q m . Second, R 1 , R 2 ,…, R 6 form a regular hexagon on F. Third, the sum of distances from P 1 , P 2 ,…, P m to FM is minimal.
It takes too long a time to solve the problem by a least squares method. Here we present a fast algorithm to generate FM by an approximation method. Since the locations of R 1 , R 2 ,…, R 6 can be computed by the first and second rules, the vertex V j locates in the line that is perpendicular to F and through R j (j=1, 2,…, 6 ). An example of computing the vertex V 3 is shown in Fig. 3 . First, we form a coordinate system that centers at P 0 , and we assume that the coordinates of R 3 are (1, 0, 0). Then we find a point set {S 1 } of the neighbors whose projections fall into triangle P 0 R 3 R 4 . The center of this point set is denoted as P a (x, y, z) and its projection on F is Q a (x, y, 0). Lines P 0 P a and P 0 Q a have points of intersection with plane V 3 R 3 R 4 respectively. The red line segment in Fig. 3 connects the two intersection points together, and its length is
We mark a red point C 1 at line R 3 V 3 so that the length of R 3 C 1 is equal to h. Then the sum of distances from neighbors in set {S 1 } to plane P 0 P a C 1 is minimal. With a new point set {S 2 } of the neighbors whose projections fall into triangle P 0 R 2 R 3 , we can compute another red point C 2 at line R 3 V 3 . The vertex V 3 locates in the middle of line segment C 1 C 2 . We calculate the other five vertices similarly and form the final FM. By this method, the generated FM makes the sum of distances from all the neighbors to it approximately minimal.
In order to perform the simplification process, we have to define an coverage measurement for each FM, which depends on two factors: 1) the area S a it covers on the surface; 2) the number of points it overlaps.
The area of each sample point is computed first. We define that the area of P 0 is the area of the FM's projection hexagon on F. Since the projection hexagon is regular and its edge length is equal to the longest projection distance d m , the area of P 0 is 2 0
Then we sum the areas of the points that overlapped by the FM and consider the sum as the cover region of FM. The cover region of FM is not equal to the area S a , but it can be used as the coverage measurement which is given by
The value of A(P 0 ) depends on the local geometrical properties around P 0 , and it is close to the area S a . As the local geometrical properties around P k and P 0 are similar, the area value A(P k ) is approximate to A(P 0 ). As show by the following formulae, the cover region A(FM) is in direct proportion both to the area that the FM covers and to the number of points the FM overlaps.
Fitting Accuracy Comparison of FM and Splats
When a plane patch is used as a surface primitive for point-sampled surfaces, we can define the sum of distances from all points to the plane as the standard error measurement. Here, we will give a simple comparison of the splat-based method and our FM method in the surface fitting accuracy by using the error measurement. Assume the same neighbor selection method is used for our method and the splat simplification method proposed in [10] . Then the standard error of FM is different from that of splats even if they cover the same number of sample points. As illustrated in Fig. 4 , the blue line L is a circle splat of P 0 , and the two green lines are two triangles of FM we generated. The standard error from the left four points to L is (P 0 P'+ 
Post-Processing of FMs and Rendering
Since there are many crossovers among FMs, we can select a subset of the FMs to get a further simplified description. We present two FM simplification algorithms with different purposes here. One aims to have a simple and fast rendering process with consideration on reducing the influence of noisy points at the data boundaries. The other is to get an approximately minimal subset of FMs by using a greedy searching method. The performances of the both methods are shown in the experimental results.
Fast rendering method. Given a sampled point cloud, we divide the points into two sets: points {P c } treated as centers of FMs and points {P d } that are covered by the FMs. For the input point cloud, we set indices for the points in the order of their XYZ coordinates. After that, we select the point P m in the middle of the index queue and put it into {P c }. An FM is generated for P m and we put all points covered by this FM into {P d }. The original point set is then divided into two small sets at the location of P m with P m and the covered points taken out. The above process is applied to the two sets iteratively until all the points are put into {P c } or {P d }.
For a 3D scene with boundaries, the points in the middle zone of the index queue probably distribute in the center region of the scene. By handling the points from center to outside, the boundary points, which usually contain more noises, have little possibility of being selected as the center points of FMs. By doing so, effects of outliers at the boundaries are reduced.
Greedy searching method. The best strategy for the FM simplification is to get a minimal subset of FMs to cover all the sample points. However, it is a NP hard problem and we have to design an algorithm to find an approximation solution with much less costs. In this paper, we use a method based on the greedy searching strategy.
At first, we generate FM i for every sampled point P i . Then the areas of the center point A(P i ) and the cover region A(FM i ) are calculated by Eq.(4) and (5). The intercoverage relationship is recorded as: 1) the points overlapped by FM i ; 2) the FMs that cover P i . When the process begins, we select the FM with the maximum cover region and mark the points {P k } it covers as being used. The next step is to update the intercoverage relationships of remaining FMs. For every point P j in {P k } we find all the FMs covering it and cut A(P j ) away from the covered regions. Then we repeat the selecting and updating steps until all points are marked as being used. We need some special techniques to visualize FM models or scenes as there are fragmentations among the FMs. At first, we select the FMs that are at the forefront surface with respect to the viewpoint. These FMs may yet be overlapped by other neighboring FMs, and hence in the corresponding pixel there may be more than one brightness value. Our idea is to use the average of the brightness values to render the pixel. To improve the visual effects, we can set a weight coefficient to every brightness value according to their depths to get a weighted average of the brightness values. The results of our rendering methods are shown in Fig.5 .
Experimental Results
We apply our algorithm to some 3D models and scenes obtained by using laser scanner. Some performance data that are measured on a Pentium4 2.6GHz CPU with 512MB memory system are given in Table 1 . The third column is the Error Tolerance (ET) with respect to the model's bounding box diagonal. The forth and fifth columns are the computing times of the rendering method (Time-R) and the numbers of FMs rendered (FM-R). The sixth and seventh columns are times used in the greedy searching method (Time-S) and the numbers of FMs after simplification (FM-S). The last two columns are the Average Standard Error (ASE) of models obtained by the original splat-based method and our FM method, respectively. We notice that ASE of the splat-based method is bigger than ASE of the FM based method. Therefore, with the same ASE, we can use less FMs than splats to represent the model but get similar visual effects. The comparison is shown in Fig.6 . The left image shows a desk scene with 103645 points, and the blue box indicates the region to be zoomed in. The middle is the distribution of FMs resulting from the fast rendering method, and the right is the results of the greedy searching method. We find the used FMs are much more sparse but with more uniform distribution.
In order to testify the efficiency of our methods for huge models, we use a dataset of scanning points of the YunGang Grottos in China. It contains 2,981,168 points after registration and it is too large to be held in main memories. Therefore, we cut it into several blocks and perform the simplification on each block. Then we align them together without any special processing for the piece stitching. The whole model is illustrated in Fig. 8 , and the overall running time is less than half an hour.
Conclusions
In this paper, we proposed an efficient FM-based simplification and rendering algorithm for geometrical description of 3D models or scenes. With our re-sampling operations on FMs, we can decrease the number of the needed FMs greatly, which will improve interactive rendering and transmission performance in augmented reality applications. Since our method is designed based on local geometrical information, it is convenient to perform partial editing and processing on models. Moreover, data structures defined here are easy to integrate into level-of-detail techniques.
