I. INTRODUCTION
With the growth of demand for high-speed low-power processors, it is essential to improve the performance of adders as one of the most critical parts of the processors.
The widely-used Sparse-Tree adder architecture [1] is shown in Fig. 1 . While it has delivered a high performance used in some commercial products [1] it has some limitations increasing the operating frequency: First, in this architecture, there are three stages of domino-static logic clocked with three signals which are delayed by two buffer stages. Such delays, which can vary depending on the technology, pose one major hurdle increasing the clock frequency. Furthermore, wiring of these clocks could be troublesome. The number of clock signals in our proposed architecture called Fast Conditional Sparse-Tree Logic (FCSL) has been reduced to two clocks saving one buffer delay enabling faster clocking.
Furthermore, in the Sparse-Tree structure [1] , there are 4-bit Sum-Generate circuit blocks, shown in Figure 2 . As shown in the figure, carry look-ahead structure is used in the 4-bit sumgenerate circuit. Such structure has a rather long delay limiting the clock frequency of the 32-bit adder. In the proposed FCSL design, this problem has been solved by using 3-bit Sumgenerate circuits instead of 4-bit ones. One advantage of using 3-bit sum-generate circuit is lowering the power dissipation of the circuit. This is further discussed in Section III.
In 32-bit Sparse-Tree adders, seven carry signals are generated in the carry-generate block, each of which is used in the 4-Bit conditional sum-generate circuit. In FCSL, however, Azita Emami-Neyestanak Department of Electrical Engineering, Columbia University New York, USA Email: azita@ee.columbia.edu ten caries are generated and then used in 3-bit conditional sum-generate circuits. The structure of FCSL is depicted in Fig. 3 . The structure of the 3-bit conditional sum-generate circuit is completely static. No dynamic structure has been used in the 3-bit conditional sum-generate circuit to help this circuit work faster in cascade with the carry-generate circuit. Using fast pull-up logic (FPL) [2] is another idea that lets increase the clock frequency of the adder. However, it comes at the price of increasing the power dissipation of the circuit (13% in our case) as discussed in Section III.
In the next section we will introduce the Sparse-Tree adder architecture. Section III is dedicated to the FCSL architecture, and Section IV includes the simulation results of the FCSL adder simulated in BPTM 65nm technology and also presents comparisons between the FCSL and other architectures.
II. SPARSE-TREE ADDER
Sparse-Tree adder architecture [1] is composed of two parts as depicted in Figs. 1 and 2: The carry-generate circuit, which is the critical path, and the sum-generate circuit. The carry generate circuit (Fig. 1) The sum-generate circuit, coming after the carry-generate structure is shown in Fig. 2 and is a 4-bit conditional sumgenerate circuit. The architecture is ripple-carry adder, which adds 4 bits for each of the two possibilities of the carry-in signal. Each of the output signals of the carry generate circuit is applied to one of these adder blocks to select which assumption is true.
III. FCSL STRUCTURE
FCSL uses the same general topology as the Sparse-Tree adder but with some modifications to increase its speed. This section explains these modifications in more detail.
A. Carry-Generate Structure in FCSL
The structure of the FCSL architecture is shown in Fig. 3 . As seen in the figure, the carry-generate structure in FCSL has a depth of four stages.
In the first stage, Generate (Gi= Ai . Bi) and Propagate (Pi= Ai + Bi) signals are generated from the adder inputs Ai# and Bi# with dynamic logic using the clock signal Clk1 shown in In the second stage, which uses static logic, Three of the generated P and G signals are merged to generate 3-way group generate and group propagate signals. For instance, the first block generates G0, G1, G2, P1 and P2. These are merged in the second stage building the G2:0 signal as: G2:0 = G2 + G1P2 + G0P1P2 (1) In order to improve the speed of the circuit, we have implemented the second stage with Fast Pull-Up Logic (FPL) [2] as shown in Fig. 5 . FPL is a ratioed logic. We have used this logic family in the second stage of the carry generate circuit to decrease the pull-up time of the output, since it is obviously falls on the critical path of the carry-generate circuit. The advantages and disadvantages of this family of logic have been discussed in [2] . The improvement in the propagation delay of the stage by switching to FPL is demonstrated by simulations and the results are shown in Table I . Using the FPL stage, however, has a drawback of increasing the power dissipation because of being a ratioed logic. Power dissipation of the circuit before and after using FPL is found by simulation and a 13%increase is reported in Table I .
The key part of FCSL design is in the third stage. As shown in Fig. 3 , this stage is composed of four different unit logic blocks. Although, the logic functions of these blocks are different, all of them serve as carry-merge blocks. Number of the sides of each block is an indication of the number of carries that a block in effect merges, for example is a carry-merge circuit that merges three carries. It is interesting to note that the first three blocks of this stage are just the same as the last three blocks ( ). One immediate advantage of the FCSL architecture, as obviates from Fig. 3 , is the reduced maximum fanout of each block. As in the Sparse-Tree structure, one of the CM blocks is loaded with four gates. However, in FCSL the maximum load of each block is three. This reduction in the fanout is very useful in scalability of the circuit in the future generations of CMOS technologies.
In the first three blocks of this stage, all of the first three caries are generated independently, enabling generation of the first three carries in only three stages. This allows use of a conditional structure for the last three caries, i.e. the signals G23:21, P23:21, G26:21, P26:21, G29:21 and P29:21 are generated without having the results of the previous caries. In the next stage, the C23, C26 and C29 signals are generated for both assumptions of C20:0 = 0 and C20:0 = 1. As a result, in this stage, two sets of C23, C26 and C29 signals are generated. For instance, C23 equals G23:21 in case C20 = 0 and equals G23:21 + P23:21 if C20 = 1.
Using such conditional architecture enables us to generate more carries because of using fewer number of logic stages in comparison with the Sparse-Tree Adder design. This allows our circuit to operate at higher frequencies.
B. Sum-Generate circuit in FCSL
We can see the structure of the 3-bit sum-generate circuit in Figure 6 . All of the sub-circuits of the system have been designed using static logic. Using no dynamic structure in 3-bit conditional sum-generate circuit, helps it to make a cascade with the carry-generate circuit without needing an extra clock signal.
Using 3-bit conditional sum-generate circuit in FCSL also has a power advantage over the 4-bit version used in SparseTree design. Avoiding the complexity of the last stage in the 4-bit structure is responsible for this power reduction. The power consumption of the two cases are compared through simulations and the results are summarized in Table II. One interesting design choice made in sum-generate circuit is application of two 2-input XOR gates replacing 3-input XOR gates in the last stage as shown in Fig. 6 . Using two cascaded XOR gates, Ai and Bi are XORed in the first round while the carry of the previous stage is being generated. This carry is XORed in the next step therefore reducing the critical delay of the path. Using 2-input XOR gates is only necessary for generating the third sum signal and for the second stage we have used a 3-input XOR gate with active load [3] .
The FCSL design needs only two clock signals, one being the delayed version of the other by about 18.4 pSec. The use of one such delay stage in place of two was critical in improving the speed of the design. Details of the clock signal are shown in Fig. 7 . As seen, the duration of the 1 cycle is chosen to be longer than the 0 duration, since the 1 clock cycle is where the main domino stages of the carry-generate circuit are in evaluation state and the zero cycle is just for the precharge. In Figure 7 it is also shown how we generate the clock signal for the third stage of the adder. 
IV. SIMULATION RESULTS AND COMPARISONS
Simulations are performed to compare the maximum operating frequencies of adders with various architectures. The worst case waveforms are shown in Figure 8 . The worst case is defined as the case where carry has to propagate through all the circuit stages from A0 or B0 to S31. We note that the highest previously reported frequency with this structure is 9 GHz [4] . We have simulated all of the compared circuits under similar conditions with BPTM [5] models. Our simulations show that for the Sparse-Tree adder, this fmax is 10.5 GHz. However, with FCSL at similar conditions, we were able to achieve 12 GHz.
In Table III , rise-time, fall-time and propagation delay for the normal Sparse-Tree adder and FCSL adder are presented. It is shown how the modifications in design have implied improvements in the delays of the FCSL. In Figure 8 (b) the worst case waveforms of FCSL at 12 GHz are shown.
The FCSL and Sparse-Tree adders are also compared with the Low-Voltage Swing adder structure [6] regarding speed and power and the results are summarized in Table IV .
V. SUMMARY AND CONCLUSIONS
We have proposed a new structure called Fast Conditional Sparse-Tree Logic (FCSL) for a 32-bit adder. The adder is based on the Sparse-Tree adder structure but it comes with new improvements, which enable the design to operate at higher frequencies. We have compared this new structure with the conventional Sparse-Tree adder and also the Low-Voltage Swing adder to show the speed improvements of the proposed design. Simulations show that FCSL adder can operate at 12 GHz improving the speed over the conventional Sparse-Tree adder by 14%.
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