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 MiŶdig is érdekelt a ŵesterséges iŶtelligeŶĐia, és toǀáďďra is ǀonz. Izgalmas 
feladatŶak tartoŵ az olǇaŶ játékprograŵok írását, ŵelǇek kihíǀást jeleŶthetŶek a 
játékosoknak. VagǇ olǇaŶ haszŶos prograŵokat írŶi, ŵelǇek segíthetŶek a 
mindennapjainkban, és segíteŶek ŵeghozŶi a lehető legjoďď döŶtéseket. EďďeŶ segít 
ŶeküŶk a ŵesterséges iŶtelligeŶĐia, ŵelǇ ŵaŶapság egǇre elterjedtebb. Jelen van az 
öŶǀezető autókďaŶ, ŵelǇek köǀetik az utat, elkerülik az akadálǇokat, és észlelik az 
előttük ďeköǀetkező ďalesetet, ígǇ lelassítják a járŵűǀet, ŵielőtt ŵaguk is a ďaleset 
részéǀé ǀálŶáŶak. SziŶtéŶ jeleŶ ǀaŶ a repülők roďotpilótájáďaŶ, alkalŵazásokďaŶ, 
ǁeďáruházak ŵotorjaiďaŶ, ŵelǇek a felhaszŶáló kiisŵeréséǀel próďálják ŵeg a 
száŵuŶkra legŵegfelelőďď kíŶálatot ďeŵutatŶi. 
 Mivel kis koroŵ óta érdekel a sakk, –részt ǀetteŵ ǀerseŶǇekeŶ is, ďár iŶkáďď 
kisebb sikerrel –, úgǇ goŶdoltaŵ izgalŵas feladat leŶŶe felhaszŶálŶi az egǇeteŵeŶ taŶult 
algoritŵusokat egǇ sakkprograŵ ŵegírásához. 
 A Đéloŵ az ǀolt, hogǇ írjak egǇ olǇaŶ sakk programot, melyben szabadon 
ǀálaszthatuŶk külöŶďöző algoritmusokat haszŶáló gépi elleŶfelek közül, és játszhatuŶk 
elleŶük, ǀagǇ akár ŵegfigǇelhetjük egǇŵás elleŶi küzdelŵüket. Ezzel ďeŵutathatók 
töďďek között az Alfa-Béta algoritŵus előŶǇei ǀagǇ éppeŶséggel hátráŶǇai. 
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2) FelhaszŶálói dokuŵeŶtáĐió 
a) A ŵegoldott proďléŵa rövid ŵegfogalŵazása 
 
 A sakkprograŵ lehetőǀé teszi, hogǇ akár eŵďeri, akár külöŶďöző algoritŵusokat 
haszŶáló gépi elleŶfelek elleŶ teljes sakk játszŵákat játszhassuŶk ǀégig. MaguŶk 
ŵegŵérettetése ŵellett a ŵesterséges iŶtelligeŶĐiák akár egǇŵással is 
ŵegŵérkőzhetŶek, ígǇ ŵegfigǇelhetjük a hatékoŶǇságukat. 
 LehetőségüŶk ǀaŶ toǀáďďá felállítaŶi egǇéŶi helyzeteket, hogǇ ǀizsgáljuk, hogyan 
boldogulnak ǀelük az egyes algoritmusok. 
 
b) A felhaszŶált ŵódszerek rövid leírása 
 A program grafikus felületet haszŶál a köŶŶǇű kezelhetőség érdekéďeŶ. Az 
algoritŵusok között ŵegjeleŶik az alfa-ďéta algoritŵus, ŵelǇ egǇ igeŶ Ŷépszerű, 
kétjátékos algoritŵus. Az alfa-ďéta kiértékeli a lehetséges lépéseket ŶéháŶǇ körrel előre, 
és az alapjáŶ döŶti el, hogǇ száŵára ŵelǇik a legŵegfelelőďď lépés. 
 A szaďálǇok elleŶőrzéséhez a prograŵ ŵaga ajáŶlja fel a lehetséges lépéseket a 
felhaszŶálóŶak, és a felhaszŶáló Đsakis azok közül ǀálaszthat. Ez léŶǇegéďeŶ egǇ 
kéŶǇelŵi fuŶkĐiót ŶǇújt ŶeküŶk, hiszeŶ Ŷeŵ kell goŶdolkozŶuŶk azoŶ hogǇ ŵik a helǇes 
lépések, ǀagǇ hogǇ ha helǇeset lépüŶk akkor ǀajoŶ ŵiért Ŷeŵ eŶgedi ŵegteŶŶi az adott 
lépést ;sakkͿ. A lehetséges lépéseket a prograŵ kék szíŶŶel jelzi. 
c) A prograŵ haszŶálatához szükséges iŶforŵáĐiók 
 A prograŵot a „ChessTaďle.eǆe” fájllal iŶdítjuk el. IŶdulás utáŶ ŵegjelenik 




1. ábra: MeŶü 
A főŵeŶüďől ǀálaszthatjuk ki, hogǇ eŵďeri ǀagǇ gépi játékosok ǀezéreljék az adott 
játékost. Toǀáďďá megadhatjuk a játékŵódot is. 
 
2. ábra: Algoritŵus választás 
A köǀetkező algoritŵusok közül ǀálaszthatuŶk: 
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 HuŵaŶ: ez esetďeŶ ŵi ǀezéreljük az adott játékost. 
 Random: egy priŵitíǀ algoritŵus ǀezéreli az adott játékost. Az algoritŵus ĐsupáŶ 
ǀéletleŶszerűeŶ ǀálaszt ki egǇ lehetséges lépést. FeltehetőeŶ Ŷeŵ ŶagǇ eséllǇel 
ǀezeti az adott játékost a gǇőzeleŵre. 
 Alpha-Beta: ez az algoritŵus előrelátóaŶ ǀálasztja ki a száŵára legjoďď lépések 
közül az elsőt (determinisztikus). 
 Alpha-Beta Random: az előzőhöz hasoŶló, azoŶďaŶ ha töďď azoŶosaŶ jó lépés 
van, akkor azok közül ǀéletleŶszerűen sorsol egyet (nemdeterminisztikus) 
 Alpha-Beta with weight: ez az algoritŵus súlǇozza a lépést ( nem mindegy hogy 
egy adott ďáďut rögtöŶ kiüthet, ǀagǇ Đsak két lépéssel későďď Ϳ. A lépések 
értékeit az előzőekhez hasoŶlóaŶ osztálǇozza, ǀiszoŶt itt figǇeleŵďe ǀeszi, hogy 
haŶǇadjára lépjük ŵeg az adott lépést. 
 Alpha-Beta Random with Weight: az előző algoritŵushoz hasoŶlóaŶ osztálǇozza 
és döŶti el a legjoďď lépést, ǀiszoŶt ǀéletleŶszerűeŶ sorsol a legjoďď lépések 
közül. 
A játékot két szeŵélǇ játssza. A főŵeŶüďeŶ ŵegjeleŶő első játékos mindig a táďla 
alsó részéŶ felállított ďáďukat kapja. Kiǀálaszthatjuk, hogǇ az első játékos ŵelǇ szíŶŶel 
reŶdelkezzeŶ. AŵeŶŶǇiďeŶ a fehéret ǀálasztjuk, a táďla aljáról iŶdul a fehér és a tetejéről 
a fekete játékos. AŵeŶŶǇiďeŶ a feketét ǀálasztjuk, terŵészeteseŶ a fekete ďáďuk 
jeleŶŶek ŵeg a táďla aljáŶ. 
LehetőségüŶk ǀaŶ toǀáďďá kiǀálasztaŶi, hogǇ ŵelǇ játékos kezdjeŶ: a fehér, vagy a 
fekete. AŵeŶŶǇiďeŶ a fehéret ǀálasztjuk, függetleŶül attól, hogy melǇ játékos ǀaŶ a 
fehérrel, a fehér kezd, elleŶkező esetďeŶ pedig a fekete. 
A főŵeŶüďől ǀálaszthatjuk ki azt is, hogǇ ŵilǇeŶ ŵódďaŶ akaruŶk játszaŶi. 
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3. ábra: Játékŵód választás 
A köǀetkező ŵódokďól ǀálaszthatuŶk: 
 Standard Game: hagǇoŵáŶǇos játék, ŵelǇďeŶ a ďáďuk a kezdő pozíĐiójukďaŶ 
állŶak. 
 Custoŵ Gaŵe: ezt ǀálasztǀa lehetőségüŶk ǀaŶ tetszés szeriŶt felállítaŶi a táďlát, 
tetszőleges ďáďukkal. A játékot a „Start” goŵď ŵegŶǇoŵásáǀal iŶdíthatjuk el, 
valamint a programot joďď felül az „X” goŵďra kattiŶtǀa zárhatjuk ďe. 
ii) Custom Game 
 AŵeŶŶǇiďeŶ a „Custoŵ Gaŵe”-et iŶdítottuk el, ŵegjeleŶik egǇ táďla, egǇeséǀel 
feltehetjük a ŶeküŶk ŵegfelelő ďáďukat. 
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4. ábra: EgǇedi tábla 
A táďla joďď és ďal széléŶ látható paŶelről ǀálaszthatjuk ki egǇ kattiŶtással azt a ďáďut, 
ŵelǇet el szeretŶéŶk helǇezŶi a táďláŶ. AŵeŶŶǇiďeŶ kiǀálasztottuŶk egǇet, az adott 
ďáďu piros kijelölést kap, és ŵeg is tartja ezt a kijelölést, aŵíg Ŷeŵ ǀálasztuŶk ŵást, ǀagǇ 
Ŷeŵ kattiŶtuŶk újra rá. Utóďďi esetďeŶ egyetlen ďáďu seŵ ŵarad kiǀálasztǀa. 
 
5. ábra: Bábu kiválasztása 
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AŵeŶŶǇiďeŶ kiǀálasztottuŶk egǇ ďáďut, esetüŶkďeŶ a futót, tetszőlegeseŶ 
kiǀálaszthatuŶk a sakktáďláŶ egǇ ŵezőt, ŵelǇre el szeretŶéŶk helǇezŶi a ďáďut. 
 
6. ábra: Bábu felhelǇezése 
 
 A legutoljára feltett ďáďu sziŶtéŶ piros kijelölést kap. Ez lehetőséget ad, hogǇ 
kitörölhessük az adott ďáďut. Oda kell figyelni, hogǇ ha ŵás ďáďut szeretŶéŶk kitörölŶi, 
akkor előďď le kell venni a kijelölést a szélső paŶelek közül kiǀálasztott ďáďuról. Ha Ŷeŵ 
tesszük ezt ŵeg, akkor a ďáďuŶkat felülírja. MiutáŶ leǀettük a kijelölést a szélső 
paŶelekről, tetszőlegeseŶ kiǀálaszthatuŶk egy száŵuŶkra oda Ŷeŵ illő ďáďut, majd a 
„Delete SeleĐted” goŵď ŵegŶǇoŵásáǀal törölhetjük. 
 A „Start” goŵď ŵegŶǇoŵásáǀal iŶdíthatjuk el a játékot, ŵellǇel ez az aďlak 
ďezárul, és ŵegŶǇílik a játékaďlak, ŵelǇ az általuŶk kiǀálasztott ŵódoŶ állította fel a 
sakktáďlát. A „CaŶĐel” ǀagǇ joďb felül az „X” goŵď ŵegŶǇoŵásáǀal ǀisszatérhetüŶk a 
főŵeŶüďe. 
 A játékállásokat lehetőségüŶk ǀaŶ elŵeŶteŶi, és ďetölteŶi. Kizárólag olǇaŶ állást 
lehet elŵeŶteŶi, ahol legaláďď ϭ ďáďu fel ǀaŶ helǇezǀe. MeŶteŶi a saǀe goŵďra ǀaló 
kattiŶtással lehetséges. Ekkor ŵegjeleŶik egǇ aďlak, ahol egǇ ďeǀiteli ŵezőďe írhatjuk ďe 
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tetszőlegeseŶ a ŵeŶtett állás Ŷeǀét. Betöltéshez ǀálasszuk ki a legördülő ŵeŶüďől a 
koráďďaŶ elŵeŶtett állást, ŵajd a Load goŵďra ǀaló kattiŶtással töltsük ďe. 
 A táďla száŵuŶkra tetszőlegeseŶ ŵéretezhető. Az aďlak ŵodális, ígǇ aŵíg aktíǀ, 
addig a főŵeŶühöz Ŷeŵ tuduŶk hozzáférŶi, illetǀe új játékot eliŶdítaŶi. 
 A játékot Ŷeŵ kezdhetjük el addig, aŵíg Ŷeŵ helǇeztük fel ŵiŶdkét játékos 
királǇát. 
 
iii) Standard Game 
 AŵeŶŶǇiďeŶ a főŵeŶüďöl „StaŶdard Gaŵe” ŵódďaŶ ŶǇoŵtuk ŵeg a „Start” 
gomďot, ǀagǇ ha „Custoŵ Gaŵe” ŵódďaŶ a ďáďuk felhelǇezése utáŶ a start goŵďra 
kattintottunk, ŵegjeleŶik a játékaďlak. „StaŶdard Gaŵe” ŵódot ǀálasztǀa a köǀetkező 
kezdeti állásďól iŶduluŶk: 
 
7. ábra: Játéktábla 
 MiŶdeŶ lépésünkŶél kiǀálasztjuk a ŶeküŶk ŵegfelelő ďáďut. Ekkor kék szíŶ jelzi a 
kiǀálasztott ďáďut és a lehetséges lépéseit. 
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8. ábra: Bábu kiválasztás 
 A játék Ŷeŵ eŶged ŵáshoǀa lépŶi, ŵiŶt a kijelölt helǇek. AŵeŶŶǇiďeŶ újra a 
ďáďuŶkra kattiŶtuŶk, a kijelölés elǀeszik, ŵajd kiǀálaszthatuŶk ŵásik ďáďut. Ha 
kiǀálasztottuk a száŵuŶkra ŵegfelelő lépést, a ďáďu oda lép. 
 
9. ábra: Lépés 
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 A játék soráŶ ŵiŶdig piros kijelölés kíséri az utolsó lépést, ŵegköŶŶǇítǀe ezzel, 
hogǇ ŶǇoŵoŶ köǀessük, hogǇ ŵikor és ki lépett utoljára. Ezzel is segítǀe, hogǇ tudjuk, 
éppeŶ ŵelǇik játékos jöŶ. 
 A játékŶak akkor ǀaŶ ǀége, ha ŵattot adott egǇik játékos a ŵásikŶak. Ez által a 
ŵattot adó játékos gǇőz. A játékŶak sziŶtéŶ ǀége, ha ǀalaŵelǇ játékosŶak ŶiŶĐseŶek 
lehetséges lépései, tehát patt helǇzet áll elő. Ekkor döŶtetleŶ a játék. A játék ǀégéről egǇ 
felugró aďlak figǇelŵeztet ŵiŶket, ŵajd azt ďezárǀa a játéktáďla is ďezárul. A játékot 
sziŶtéŶ ďefejezhetjük a joďď felső „X” goŵď ŵegŶǇoŵásáǀal. Ekkor visszatérüŶk a 
főŵeŶüďe. 
 Az aďlak átŵéretezhető, ǀalaŵiŶt ŵodális. Aŵíg a játék aďlak aktíǀ, ŶiŶĐs 
lehetőségüŶk újat iŶdítaŶi, illetǀe a főŵeŶühöz ŶǇúlŶi. 
 
iv) Figure Values 
A játék reŶdelkezik egǇ „FigureValues.ǆŵl” Ŷeǀű fájllal. A fájlt ŵegŶǇitǀa a 
felhaszŶáló ŵaga ďefolǇásolhatja az algoritŵusok ŵűködését. 
 
10. ábra: FigureValues.ǆŵl 
A köǀetkező ďeállításokat ǀégezhetjük el: 
 PaǁŶ: ďeállíthatjuk a gǇalog értékét. Az algoritŵusok ezzel az értékkel fogŶak 
száŵolŶi a toǀáďďiakďaŶ. 
 KŶight: ďeállíthatjuk a huszár értékét. Az algoritŵusok ezzel az értékkel fogŶak 
száŵolŶi a toǀáďďiakďaŶ. 
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 Bishop: ďeállíthatjuk a futó értékét. Az algoritŵusok ezzel az értékkel fogŶak 
száŵolŶi a toǀáďďiakďaŶ. 
 Rook: ďeállíthatjuk a ďástǇa értékét. Az algoritŵusok ezzel az értékkel fogŶak 
száŵolŶi a toǀáďďiakďaŶ. 
 QueeŶ: ďeállíthatjuk a királǇŶő értékét. Az algoritŵusok ezzel az értékkel fogŶak 
száŵolŶi a toǀáďďiakďaŶ. 
 King: ďeállíthatjuk a királǇ értékét. Az algoritŵusok ezzel az értékkel fogŶak 
száŵolŶi a toǀáďďiakďaŶ. 
 CheĐkMate: ďeállíthatjuk a sakkŵatt értékét. Az algoritŵusok ezzel az értékkel 
fogŶak száŵolŶi a toǀáďďiakďaŶ. 
 Draǁ: ďeállíthatjuk a patt értékét. Az algoritŵusok ezzel az értékkel fogŶak 
száŵolŶi a toǀáďďiakďaŶ. 
TerŵészeteseŶ ezeŶ értékek ŵiŶél ŵagasaďďak, aŶŶál ǀalószíŶűďď, hogy ezeket a 
figurákat ŵegkísérli kiütŶi, vagy az adott helyzetet ŵegpróďálja elkerülŶi az algoritmus. 
LehetőségüŶk ǀaŶ toǀáďďá ďeállítaŶi a köǀetkezőket: 
 WhiteDepth: ďeállíthatjuk, hogǇ a fehér szíŶŶel játszó algoritŵus háŶǇ lépést 
lássoŶ előre.  
 BlaĐkDepth: ďeállíthatjuk, hogǇ a fekete szíŶŶel játszó algoritŵus háŶǇ lépést 
lássoŶ előre. 
 SeĐoŶdsBetǁeeŶMoǀe: ďeállíthatjuk, hogǇ ŵeŶnyi legyen a minimum 
ǀárakozási idő a lépések között. AlapértelŵezetteŶ ϭ ŵásodperĐ. 
AŵeŶŶǇiďeŶ két algoritŵus játszik egǇŵás elleŶ, ϭ ŵásodperĐŶél keǀeseďď 
idő köǀethetetleŶŶé teheti a játékot. 
Az előre kiszáŵolt lépések száŵára ϯ lépés az optiŵális, ŵiǀel például ϱ lépésŶél ŵár 
sokáig száŵol a gép, és a játék élǀezhetetleŶ lesz. 
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3) Fejlesztői dokuŵeŶtáĐió 
 
a) Részletes speĐifikáĐió 
i) Feladat 
 KészítsüŶk egǇ olyan sakk programot, amely lehetőǀé teszi, hogǇ akár eŵďeri, 
akár külöŶďöző algoritŵusokat haszŶáló gépi elleŶfelek elleŶ teljes sakk játszŵákat 
játszhassuŶk ǀégig! MaguŶk ŵegŵérettetése ŵellett, a ŵesterséges iŶtelligeŶĐiák akár 
egǇŵással is ŵegŵérkőzhetŶek, ígǇ ŵegfigǇelhetjük a hatékoŶǇságukat. 
 LegǇeŶ lehetőségüŶk toǀáďďá felállítaŶi egǇéŶi helǇzeteket, hogǇ ǀizsgáljuk, 
hogǇaŶ ďoldogulŶak ǀelük az egǇes algoritŵusok. 
A prograŵ ďiztosítsoŶ GUI felületet, ŵelǇŶek elǀárásai a köǀetkezők: 
Szükség ǀaŶ egǇ ŵeŶü reŶdszerre, melyben szerkeszthető: 
 az adott játékos szíŶe, 
 az adott játékos algoritŵusa, 
 az adott játékos heurisztikája ; opĐioŶális Ϳ. 
Szükség ǀaŶ egǇ egǇedi, szerkeszthető táďlára, melyen: 
 báďukat helǇezhetüŶk fel, 
 báďukat ǀehetüŶk le, 
 királǇok felhelǇezése kötelező. 
Szükség ǀaŶ egǇ játéktérre, ahol: 
 mozgathatjuk a ďáďukat, 
 a ďáďuk Đsak szaďálǇosaŶ ŵozoghatŶak, 
 a lehetséges lépéseket kijelezzük ; opĐioŶális Ϳ, 
 a legutolsó lépést kijelezzük ; opĐioŶális ), 





 Neŵ igéŶǇel hálózatot. 
 Spórol a ŵeŵóriáŶ, Ŷeŵ épít fel teljes fát. Cseréďe lassaďď a futási idő, 
hiszeŶ a fát ŵiŶdig felépíti. 
Megďízhatóság: 
 Ha a FigureValues.ǆŵl Ŷeŵ létezik, az adatok alapértelŵezett értéket 
kapnak. 
 AŵeŶŶǇiďeŶ ǀalaŵelǇ királǇ felrakása Ŷélkül akarŶáŶk eliŶdítaŶi az 
egǇedi táďlát, a prograŵ Ŷeŵ eŶgedi, és felugró aďlakďaŶ figǇelŵeztet a 
proďléŵáról. 
 A játék Ŷeŵ eŶged adott ďáďuǀal olǇaŶ ŵezőre lépŶi, ŵelǇ szaďálǇtalaŶ 
lépést eredŵéŶǇezŶe. 
KörŶǇezet: 
 Windows 7/8/8.1/10 
 .Net Framework 
iii) FelhaszŶálói esetek 
 
11. ábra: HaszŶálati eset diagraŵ 
 A felhaszŶáló iŶdítás előtt ďeállíthatja, hogǇ ŵilǇeŶ ŵódďaŶ iŶduljoŶ a játék. Ez 
lehet egǇedi játékŵód, ǀalaŵiŶt alap játékŵód. Kiǀálaszthatja toǀáďďá, hogy mely 
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játékos ŵilǇeŶ algoritŵussal, ǀalaŵiŶt hogǇ ŵilǇeŶ szíŶŶel kezdjeŶ. Az algoritmusok 
lehetŶek a köǀetkezők: 
 HuŵaŶ: ez esetďeŶ ŵi ǀezéreljük az adott játékost. 
 RaŶdoŵ: ez esetďeŶ egǇ priŵitíǀ algoritŵus ǀezéreli az adott játékost. Az 
algoritŵus ĐsupáŶ ǀéletleŶszerűeŶ ǀálaszt ki egǇ lehetséges lépést. FeltehetőeŶ 
Ŷeŵ ŶagǇ eséllǇel ǀezeti az adott játékost a gǇőzeleŵre. 
 Alpha-Beta: ez az algoritŵus előrelátóaŶ ǀálasztja ki a száŵára legjoďď lépések 
közül az elsőt ;deterŵiŶisztikusͿ. 
 Alpha-Beta RaŶdoŵ: az előzőhöz hasoŶló, azoŶďaŶ ha töďď azoŶosaŶ jó lépés 
ǀaŶ, akkor azok közül ǀéletleŶszerűen sorsol egyet (nemdeterminisztikus). 
 Alpha-Beta ǁith ǁeight: ez az algoritŵus súlǇozza a lépést ( nem mindegy hogy 
egǇ adott ďáďut rögtöŶ kiüthet, ǀagǇ Đsak két lépéssel későďď Ϳ. A lépések 
értékeit az előzőekhez hasoŶlóaŶ osztálǇozza, ǀiszoŶt itt figǇeleŵďe ǀeszi, hogǇ 
haŶǇadjára lépjük ŵeg az adott lépést. 
 Alpha-Beta Random with Weight: az előző algoritŵushoz hasoŶlóaŶ osztálǇozza 
és döŶti el a legjoďď lépést, ǀiszoŶt ǀéletleŶszerűeŶ sorsol a legjoďď lépések 
közül. 
A játékiŶdítás utáŶ két lehetséges Ŷézet jeleŶhet ŵeg. AŵeŶŶǇiďeŶ a főŵeŶüďöl 
„StaŶdard Gaŵe” ŵódďaŶ ŶǇoŵtuk ŵeg a „Start” goŵďot, ǀagǇ ha „Custoŵ Gaŵe” 
ŵódďaŶ a ďáďuk felhelǇezése utáŶ a start goŵďra kattiŶtottuŶk, ŵegjeleŶik a 
játékaďlak. „StaŶdard Gaŵe” ŵódot ǀálasztǀa a köǀetkező kezdeti állásďól iŶduluŶk: 
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12. ábra: Játéktábla 
 MiŶdeŶ lépésükŶél kiǀálasztjuk a ŶeküŶk ŵegfelelő ďáďut. Ekkor kék szíŶ jelzi a 
kiǀálasztott ďáďut és a lehetséges lépéseit. 
 A játék Ŷeŵ eŶged ŵáshoǀa lépŶi, ŵiŶt a kijelölt helǇek. AŵeŶŶǇiďeŶ újra a 
ďáďuŶkra kattiŶtuŶk, a kijelölés elǀeszik, ŵajd kiǀálaszthatuŶk ŵásik ďáďut. Ha 
kiǀálasztottuk a száŵuŶkra ŵegfelelő lépést, a ďáďu oda lép. 
 A játék soráŶ ŵiŶdig piros kijelölés kíséri az utolsó lépést, ŵegköŶŶǇítǀe ezzel, 
hogǇ ŶǇoŵoŶ köǀessük, hogǇ ŵikor és ki lépett utoljára. Ezzel is segítǀe, hogǇ tudjuk, 
éppeŶ ŵelǇik játékos jöŶ. 
 A játékŶak akkor ǀaŶ ǀége, ha ŵattot adott egǇik játékos a ŵásikŶak. Ez által a 
ŵattot adó játékos gǇőz. A játékŶak sziŶtéŶ ǀége, ha ǀalaŵelǇ játékosŶak ŶiŶĐseŶek 
lehetséges lépései, tehát patt helǇzet áll elő. Ekkor döŶtetleŶ a játék. A játék ǀégéről egǇ 
felugró aďlak figǇelŵeztet ŵiŶket, ŵajd azt ďezárǀa a játéktáďla is ďezárul. A játékot 
sziŶtéŶ ďefejezhetjük a joďď felső „X” goŵď ŵegŶǇoŵásáǀal. Ekkor ǀisszatérüŶk a 
főŵeŶüďe. 
 Az aďlak átŵéretezhető, ǀalaŵiŶt ŵodális. Aŵíg a játék aďlak aktíǀ, ŶiŶĐs 
lehetőségüŶk újat iŶdítaŶi, illetǀe a főŵeŶühöz ŶǇúlŶi. 
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AŵeŶŶǇiďeŶ a „Custoŵ Gaŵe”-et iŶdítottuk el, ŵegjeleŶik egǇ táďla, egǇeséǀel 
feltehetjük a ŶeküŶk ŵegfelelő ďáďukat. 
 
13. ábra: EgǇedi játéktábla 
A táďla joďď és ďal széléŶ látható paŶelről ǀálaszthatjuk ki egǇ kattiŶtással azt a ďáďut, 
ŵelǇet el szeretŶéŶk helǇezŶi a táďláŶ. AŵeŶŶǇiďeŶ kiǀálasztottuŶk egǇet, az adott 
ďáďu piros kijelölést kap, és ŵeg is tartja ezt a kijelölést, aŵíg Ŷeŵ ǀálasztuŶk ŵást, ǀagǇ 
Ŷeŵ kattiŶtuŶk újra rá. Utóďďi esetďeŶ egǇetleŶ ďáďu seŵ ŵarad kiǀálasztǀa. 
AŵeŶŶǇiďeŶ kiǀálasztottuŶk egǇ ďáďut, esetüŶkďeŶ a futót, tetszőlegeseŶ 
kiǀálaszthatuŶk a sakktáďláŶ egǇ ŵezőt, ŵelǇre el szeretŶéŶk helǇezŶi a ďáďut. 
 A legutoljára feltett ďáďu sziŶtéŶ piros kijelölést kap. Ez lehetőséget ad, hogǇ 
kitörölhessük az adott ďáďut. Oda kell figǇelŶi, hogǇ ha ŵás ďáďut szeretŶéŶk kitörölŶi, 
akkor előďď le kell ǀeŶŶi a kijelölést a szélső paŶelek közül kiǀálasztott ďáďuról. Ha Ŷeŵ 
tesszük ezt ŵeg, akkor a ďáďuŶkat felülírja. MiutáŶ leǀettük a kijelölést a szélső 
paŶelekről, tetszőlegeseŶ kiǀálaszthatuŶk egǇ száŵuŶkra oda Ŷeŵ illő ďáďút, ŵajd a 
„Delete SeleĐted” goŵď ŵegŶǇoŵásáǀal törölhetjük. 
A játékállásokat lehetőségüŶk ǀaŶ elŵeŶteŶi, és ďetölteŶi. Kizárólag olǇaŶ állást 
lehet elmenteni, ahol legaláďď ϭ ďáďu fel ǀaŶ helǇezǀe. MeŶteŶi a saǀe goŵďra ǀaló 
kattiŶtással lehetséges. Ekkor ŵegjeleŶik egǇ aďlak, ahol egǇ ďeǀiteli ŵezőďe írhatjuk ďe 
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tetszőlegeseŶ a ŵeŶtett állás Ŷeǀét. Betöltéshez ǀálasszuk ki a legördülő ŵeŶüďől a 
koráďďaŶ elŵeŶtett állást, ŵajd a Load goŵďra ǀaló kattiŶtással töltsük ďe. A mentett 
állást ǆŵl-ďeŶ tároljuk, ŵelǇ tartalŵazza a ŵeŶtett állás Ŷeǀét, illetǀe a táďlát ŵelǇet 
ǀesszőǀel elǀálaszott ϲϰ daraď száŵ jelképez. 
 A „Start” goŵď ŵegŶǇoŵásáǀal iŶdíthatjuk el a játékot, ŵellǇel ez az aďlak 
ďezárul, és ŵegŶǇílik a játékaďlak, ŵelǇ az általuŶk kiǀálasztott ŵódoŶ állította fel a 
sakktáďlát. A „CaŶĐel” ǀagǇ joďď felül az „X” goŵď ŵegŶǇoŵásáǀal ǀisszatérhetüŶk a 
főŵeŶüďe. 
 A táďla száŵuŶkra tetszőlegeseŶ ŵéretezhető. Az aďlak ŵodális, ígǇ aŵíg aktíǀ, 
addig a főŵeŶühöz Ŷeŵ tuduŶk hozzáférŶi, illetǀe új játékot eliŶdítaŶi. 
 A játékot Ŷeŵ kezdhetjük el addig, aŵíg Ŷeŵ helǇeztük fel ŵiŶdkét játékos 
királǇát.  
 
b) A felhaszŶált ŵódszerek részletes leírása 
i) MVVM általáďaŶ 
 A program MVVM ;Modell Nézet NézetŵodellͿ architektúráďaŶ készült, ŵelǇ 
leǀálasztja a grafikus felhaszŶálói felületet és az üzleti logikát ;adatŵodellͿ. A 
Ŷézetŵodell felelős az adatok átalakításáért a köŶŶǇű kezelhetőséghez és 
reprezeŶtálásához. A Ŷézetŵodell iŶkáďď ŵodell, ŵiŶt Ŷézet, de az hozza létre a 
ŵegjeleŶítés logikáját is. 
 
14. ábra: Nézet-Nézetŵodell-Modell[1] 
Megǀalósíthatja a közǀetítő prograŵterǀezési ŵiŶtát is, ŵegszerǀezǀe a hozzáférést a 
Ŷézet haszŶálati esetei száŵára. 
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 A modell-Ŷézet-Ŷézetŵodell MartiŶ Foǁler prezeŶtáĐiós ŵodell ŵiŶtájáŶak 
ǀáltozata; ugǇaŶúgǇ ǀoŶatkoztatja el a Ŷézet állapotát és ǀiselkedését, de a prezeŶtáĐiós 
ŵodell Ŷézete Ŷeŵ függ a felhaszŶáló platforŵjától. A modell-Ŷézet-Ŷézetŵodell és a 
prezeŶtáĐiós ŵodell szárŵaztatható a modell-Ŷézet-ǀezérlő ŵiŶtáďól. 
MiŶdkét ŵiŶtát KeŶ Cooper és Ted Peters, a MiĐrosoft ŵérŶökei fejlesztették ki, hogǇ 
egǇszerűsítsék a felhaszŶáló iŶterfészek eseŵéŶǇǀezérelt prograŵozását. JohŶ 
GossŵaŶ, a MiĐrosoft WPF és Silǀerlight terǀezője ďlogjáŶ jeleŶtette ďe a ŵodell-Ŷézet-
Ŷézetŵodell ŵiŶtát, aŵi kiterjeszti a két terŵék képességeit. 
A modell-Ŷézet-Ŷézetŵodellre úgǇ is hiǀatkozŶak, ŵiŶt ŵodell-Ŷézet-összekötő, 
külöŶöseŶ a .NET platforŵjáŶ kíǀül. A JaǀáďaŶ írt )K ǁeďalkalŵazás keretreŶdszer és a 
JaǀaSĐript KŶoĐkoutJS ezeŶ a ŶéǀeŶ haszŶálja[2]. 
ii) Részei 
Az MVVM arĐhitektúra köǀetkező részekre osztható: 
 A modell a tartoŵáŶǇŵodellre utal, aŵi a tartaloŵ állapotát reprezeŶtálja 
;oďjektuŵorieŶtált ŵódďaŶͿ, ǀagǇ adathozzáférési réteg ;adatközpoŶtú 
ŵegközelítésͿ. 
 A Ŷézet egǇ szerkezet, elreŶdezés ǀagǇ ŵegjeleŶítés, aŵit a felhaszŶáló a 
képerŶǇőŶ láthat. Ez a GUI ;grafikus felhaszŶálói felületͿ. 
 A Ŷézetŵodell a Ŷézet aďsztrakĐiója, aŵi puďlikus tulajdoŶságokat és 
ŵetódusokat tartalŵaz. Az MVC ŵodell ǀezérlője ǀagǇ az MVP ŵegjeleŶtője 
helǇett az MVVM összekötőt tartalŵaz, aŵi a ŶézetŵodellďeŶ közǀetít a Ŷézet 
és az adatok között. A Ŷézetŵodellt az adatok állapotakéŶt írják le a ŵodellďeŶ. 
 Az összekötőt a minta implicit tartalmazza. A MiĐrosoft solutioŶ staĐkjéďeŶ az 
összekötő egǇ leíróŶǇelǀ, a XAML. Ez segíti a prograŵozót aďďaŶ, hogǇ Ŷe kelljeŶ 
terjeŶgős kódot írŶia a Ŷézetŵodell és a Ŷézet között. ÁltaláďaŶ az eŶŶek 
megvalósítására szolgáló teĐhŶológia kulĐsfoŶtosságú a ŵiŶta 
ŵegǀalósításáďaŶ. 
 
 Az arĐhitektúra ŵegǀalósításához a WPF ;WiŶdoǁs PreseŶtatioŶ FouŶdatioŶͿ 
osztálǇköŶǇǀtárakat haszŶáltaŵ. 
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c) A prograŵ logikai és fizikai szerkezete 
i) Nézet osztályok 
 
15. ábra: Nézet osztálǇdiagraŵ 
 A program az App.xaml osztállǇal iŶdul el, ŵelǇ példáŶǇosítja a MenuView 
osztálǇt, ǀalaŵiŶt a MenuViewModel osztálǇt, aŵelǇet átad a MenuView osztálǇŶak. A 
MenuView a Ŷézet logikáját a MenuViewModel-ďől olvassa ki. 
 A MenuViewModel kezeli a ďeállításokat, és start goŵď ŵegŶǇoŵásakor 
példáŶǇosítja a ChessBoardViewModel-t és a ChessBoardView osztálǇokat, ǀalaŵiŶt 
ďeállításoktól függőeŶ a CustomChessBoardViewModel és a CustomChessBoardView 
osztálǇokat. Előďďiek felelŶek a játéktáďla felületéért, utóďďiak az egǇedi játéktáďla 
felállításáŶak felületéért. Tartalŵazza toǀáďďá a prograŵ ŵodelljét a 
ChessBoardModel-t. AŵeŶŶǇiďeŶ egǇedi játék iŶdítását ǀálasztjuk, úgǇ a 
MenuViewModel átadja a ChessBoardModel-t a CustomChessBoardView-nek, mely 
feltölti a azt, hogy a MenuViewModel aztáŶ ezt a ŵodellt adhassa át a 
ChessBoardViewModel-Ŷek aŵi ŵár a játékot kezeli. AŵeŶŶǇiďeŶ az alapjátékot 
iŶdítjuk a ŵeŶüďől, a MenuViewModel létrehoz egǇ alapértelŵezett 
ChessBoardModel-t és azt adja át a ChessBoardViewModel-nek. 
 AŵeŶŶǇiďeŶ az egǇedi játékot ǀálasztottuk, úgǇ a MenuViewModel példáŶǇosít 
egy CustomChessBoardView osztálǇt, átadja Ŷeki a ŵodelljét, ŵajd ŵegŶǇitja 
ŵodálisaŶ. Ekkor ŵegŶǇílik a szerkesztő táďla. A paŶelek és a táďla kétiráŶǇú 
összeköttetésďeŶ ǀaŶ a Ŷézet és a Ŷézetŵodell között. AŵeŶŶǇiďeŶ kattiŶtuŶk egǇ 
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ďáďura a paŶeleŶ, a CustomChessBoardViewModel ŵegjegǇzi a kiǀálasztott ďáďut, 
ŵajd kiǀilágítja az adott ďáďu ikoŶját a GUI-n. AŵeŶŶǇiďeŶ utáŶa a táďlára kattintunk, a 
Ŷézetŵodell a táďlát ǀáltoztatǀa felhelǇezi a ďáďut. MiutáŶ ŵiŶdeŶ szükséges ďáďut 
felhelǇeztüŶk, a ChessBoardModel sziŶtéŶ tartalŵazza a táďla állását. Ha ezzel készeŶ 
ǀagǇuŶk és a Start goŵďra kattiŶtottuŶk, az aďlak ďezárul, ŵajd a kész ŵodellt átadja a 
MenuViewModel a ChessBoardViewModel-Ŷek és ŵegŶǇitja a ChessBoardView-t. 
 A ChessBoardView és ChessBoardViewModel között sziŶtéŶ kétiráŶǇú 
összeköttetés ǀaŶ, és sziŶtéŶ ŵodálisaŶ ŶǇílik ŵeg. A ChesssBoardViewModel eliŶdítja 
a ŵegkapott ŵodellt, ezeŶŶel átadǀa az iráŶǇítást ChessBoardModel osztálǇŶak. 
AŵeŶŶǇiďeŶ eŵďeri játékos jöŶ, a ŵodell értesíti a ǀieǁ ŵodell-t ami elérhetőǀé tesz 
ŵiŶdeŶ ŵezőt, hogǇ kattiŶtaŶi tudjuŶk. ElleŶkező esetďeŶ szerkeszthetetleŶŶé teszi 
őket. A Ŷézetŵodell szíŶezi a ŵezőket, a ďáďukat, illetǀe ha eŵďer lépett, akkor közǀetíti 
a lépést a ŵodellŶek. 
 A sakktáďla ŵiŶdkét Vieǁ osztálǇában egy Grid reprezeŶtálja a sakktáďlát, 
ŵelǇek összeköttetésďeŶ ǀaŶŶak a VieǁModellel. MiŶdeŶ egǇes ŵező a sakktáďláŶ egǇ 
külöŶ BoardItem osztállǇal ǀaŶ összeköttetésďeŶ, ŵelǇet a VieǁModell egǇ listáďaŶ 
tárol.  
 A BoardItem osztálǇ tárolja az adott ŵező koordiŶátáit, iratkozik fel a kattiŶtás 
eseŵéŶǇére, ŵajd kilöǀi a fieldCliĐked eseŵéŶǇt, ŵelǇre a VieǁModellek ǀaŶŶak 
feliratkozva. 
 MiŶdeŶ Ŷézetŵodell az INotifyPropertyChanged interfészďől szárŵazik, és 
defiŶiálja az OŶPropertǇChaŶged;Ϳ függǀéŶǇt, ŵellǇel üzeŶ a View-Ŷek hogǇ frissíteŶie 




16. ábra: Modell osztálǇdiagraŵ 
 A ChessBoardModel a Ŷézet ŵodell osztálǇoktól kapja ŵeg, hogy milyen 
algoritŵusokat kell ďeállítani az adott játékosokra. A startModel;Ϳ függǀéŶǇ kelti életre 
a ŵodellt. Ez építi fel a ŵodell saját táďláját, és felrakosgatja a ďáďukat a chessBoard 
ŵátriǆra. MiŶdeŶ lépés előtt az oŶNeǆtPlaǇer híǀódik ŵeg. Ha a köǀetkező játékos 
eŵďer, a ŵodell szól a ŶézetŵodellŶek, hogǇ a felületet tegǇe elérhetőǀé, egǇéďkéŶt 
zárja le. AŵiŶt eŵďeri játékos jöŶ, a ŵodell ŵegszakítja ŵűködését és ǀár, hogǇ a 
Ŷézetŵodell átadja Ŷeki a ďáďut, aŵiǀel ŵi lépŶi szeretŶéŶk ;ekkor elleŶőrizzük hogǇ 
ŵik aŶŶak lehetséges lépéseiͿ, ŵajd a helǇet ahoǀá lépŶi szeretŶéŶk. Ekkor a ŵodell 
ŵeghíǀja a ŵoǀeFigureTo;Ϳ függǀéŶǇt, ŵajd eŶŶek ďefejeztéǀel újra a köǀetkező játékos 
jöŶ ; oŶNeǆtPlaǇer;Ϳ Ϳ. AŵeŶŶǇiďeŶ a köǀetkező játékos egǇ algoritŵus, frissíti az 
algoritŵus fáját, ŵajd lekérdezi a lépését. Az algoritmus már eleǀe úgǇ építette fel a fát, 
hogǇ az Đsakis egǇ szaďálǇos lépés lehet. 
 A ŵodell a ModelIteŵ osztálǇt haszŶálja a ŵátriǆ eleŵeikéŶt. Ez tárolja a 
koordiŶátákat, hogǇ ŵilǇeŶ ďáďu és hogǇ ŵilǇeŶ szíŶű ďáďu ǀaŶ az adott ŵezőŶ. A ďáďuk 
a köǀetkezők lehetnek: 
 Gyalog 





 Elŵozdult BástǇa 
 Vezér 
 KirálǇ 
 Elŵozdult KirálǇ 
 Az EŶ PassaŶt gǇalog jelképezi azt a gǇalogot aŵelǇet a táďláŶ Ŷeŵ jeleŶítüŶk 
ŵeg, és Đsak ϭ körig él. MiŶdeŶ ŵozgatás elejéŶ ezeket kiirtjuk a táďláról. 
 Az Elŵozdult BástǇa a sáŶĐolás szaďálǇa ŵiatt szükséges. StaŶdard játékŶál a 
ďástǇa siŵa BástǇa értéket kap, ŵiŶdeŶ ŵozgatás utáŶ ǀiszoŶt Elŵozdult BástǇa 
értéket. 
 Az Elŵozdult KirálǇ a ďástǇához hasoŶlóaŶ, sziŶtéŶ a sáŶĐolás ŵiatt szükséges. 
Kezdetben a királǇ, KirálǇ értéket kap, ŵiŶdeŶ lépés utáŶ Elŵozdult KirálǇ értéket kap. 
 AŵeŶŶǇiďeŶ a CustoŵChessBoardVieǁModel építette fel a ŵodel ďáďuit, ŵiŶd 
a királǇ, ŵiŶd a ďástǇa elŵozdult értékeket kap. EgǇedi játék eliŶdítása utáŶ ŶiŶĐseŶ 
lehetőségüŶk sáŶĐolásra. 
iii) Algoritmusok 
 Az algoritmusok a BaseAlgorithm aďsztrakt osztálǇďól szárŵazŶak. Ezek 
ŵiŶdegǇike defiŶiálja az aďsztrakt függǀéŶǇeit. Toǀáďďá az ősosztálǇ tartja ŶǇilǀáŶ a fát, 
ǀalaŵiŶt az algoritŵus szíŶét, hogǇ ŵelǇ ďáďukkal játszik. Az alfa-ďéta algoritmusok is 
rendelkeznek egy AlphaBetaBaseAlgorithm ősosztállǇal, ŵelǇ sziŶtéŶ a BaseAlgorithŵ 
osztálǇ leszárŵazottja. Miǀel az alfa-ďéta algoritŵusok ŵűködései ŵegegǇezŶek, az 
AlphaBetaBaseAlgorithm ǀégzi a közös ŵűǀeleteket. 
Az algoritmusok a köǀetkezők: 
 HumanAlgorithm: léŶǇegéďeŶ teljeseŶ üreseŶ defiŶiálja a függǀéŶǇeket, hiszeŶ 
seŵŵit Ŷeŵ ĐsiŶál, Đsak ǀár arra, hogǇ ŵi felǀegǇük a kapĐsolatot a Vieǁ-val, hogy 
a VieǁModel üzeŶhesseŶ a ModellüŶkŶek. 
 RaŶdoŵAlgorithŵ: felépít egǇ két ŵélǇségű fát, ahol az ŵTreeRoot a gǇökér, és a 
gǇerekei a lehetséges lépések. A moǀe;Ϳ függǀéŶǇ híǀására ǀéletleŶszerűeŶ kisorsol 
egǇet a lehetséges lépések közül. 
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 AlphaBetaAlgorithŵ: ŵiŶdeŶ refreshTree;Ϳ függǀéŶǇ híǀáskor felépíti a fát, és 
közďeŶ a jól isŵert algoritmussal leǀágja azokat az ágakat, ahol az útoŶ ǀaŶ olǇaŶ 
alfa, aŵelǇ ŶagǇoďď ǀagǇ egǇeŶlő ďétáŶál[3][4]. Az algoritŵus a fa felépítéséhez a 
ŵodelltől kapott ĐhessBoard ŵátriǆot haszŶálja. Meŵória spórolás érdekéďeŶ 
ugyanazon a chessBoard-on dolgozik. Elmozgatja a ďáďut, ŵeghíǀja a köǀetkező 
sziŶtet rekurzíǀaŶ, ŵajd ǀisszaŵozgatja a ďáďut. A fa ŵiŶdeŶ ĐsúĐsához hozzáadjuk 
Ŷeŵ Đsak a leǀéltől felgǇűrűzött értéket, haŶeŵ ŵég az adott lépésŶek az értékét is. 
A moǀe;Ϳ függǀéŶǇ a felépített fáďól kiǀálasztja a legjoďď poŶtszáŵú gǇerekek közül 
az elsőt. 
 AlphaBetaRandomAlgorithm: az előző algoritŵussal egǇezőeŶ ŵűködik, aŶŶǇi 
külöŶďséggel, hogǇ a moǀe;Ϳ függǀéŶǇ az egǇező értékű legjobb lépések közül sorsol 
egyet. 
 AlphaBetaWeightAlgorithm: az előzőhöz hasoŶlóaŶ építi a fát, ǀiszoŶt ŵég 
hozzáadja ŵiŶdegǇik ĐsúĐs értékéhez a ĐsúĐs sziŶtjét. Ez a legŵagasaďď sziŶteŶ a 
maximum szint. Például az első lépés értéke egǇ ϯ ŵélǇségű fáŶ, ϯ-al töďďet ér 
amennyiben a lépés alap poŶtszáŵa Ŷeŵ Ϭ. 
 AlphaBetaWeightRandomAlgorithm: a move() raŶdoŵ sorsol ki a súlǇozott, de 
egǇeŶértékű lépések közül egǇet. 
 A TreeNode osztálǇ, mely a lépések poŶtértékeiŶek fáját reprezeŶtálja 
léŶǇegéďeŶ a köǀetkezőkďől áll: 
 
17. ábra: TreeNode osztálǇ 
moveValue a ĐsúĐs értékét tartalmazza 
move a ŵoǀe tartalŵazza a lépést (honnan-hova) 
parent a szülő ĐsúĐsra ŵutat 
childNodes a gǇerekekre ŵutató poiŶterek listája 
player ez egǇ felsoroló érték, aŵi alfa ǀagǇ ďéta lehet. Amennyiben 
Ŷeŵ a gǇökérĐsúĐs ǀagǇuŶk, azaz a szülő ŵár rendelkezik ilyen 
értékkel, akkor a szülőhöz képest elleŶkező értékűre állítjuk 
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iv) Szaďály osztályok: 
 A szaďálǇ osztálǇok igeŶ ďoŶǇolultak. Az ősosztálǇuk, a RulesBase osztálǇ 
száŵuŶkra egǇetleŶ foŶtos függǀéŶŶǇel reŶdelkezik, ez pedig a possiďleMoǀes;Ϳ, ezt a 
függǀéŶǇt defiŶiálják a szárŵaztatott osztálǇok. A szaďálǇ úgǇ lett ŵegǀalósítǀa, hogǇ a 
possiďleMoǀes;Ϳ függǀéŶǇ alapjáŶ sakk esetéŶ is Đsak érǀéŶǇeseŶ léphesseŶek. 
Ha a ŵodell kéri le a lehetséges lépéseket, abbaŶ az esetďeŶ elleŶőrzi a sakkot. Tehát 
ŵiŶdeŶ egǇes lehetséges lépésre, aŵit ǀisszaad, elleŶőrzi, hogǇ az elleŶfél ďáďuja közül 
ďárŵelǇik sakkot adŶa-e ŶeküŶk. Azaz az elleŶfél ŵiŶdeŶ ďáďújára ugǇaŶĐsak lekéri a 
lehetséges lépéseket, ǀiszoŶt ezúttal Ŷeŵ elleŶőrzi a sakkot. MiŶket Đsak az érdekel, 
hogǇ ǀalaŵelǇ ďáďuja az elleŶfélŶek, keresztezi-e a királǇuŶkat, ha ŵeglépjük ezt a 
lépést. AŵeŶŶǇiďeŶ Ŷeŵ, úgǇ hozzáadjuk a lehetséges lépésekhez a lépést. A köǀetkező 
osztálǇok szárŵazŶak a RulesBase osztálǇďól: 
 PawnRule: ǀisszaadja a lehetséges lépéseit a parasztŶak. AŵeŶŶǇiďeŶ a szokásos 
lépések ǀalaŵelǇike a királǇuŶkŶak sakk helǇzetet adŶa, azt Ŷeŵ adja ǀissza. 
 KŶightRule: ǀisszaadja a lehetséges lépéseit a huszárŶak. SziŶtéŶ elleŶőrzi, hogǇ 
sakk helyzetet teremt-e a királǇuŶkŶak a lépéseiǀel. 
 BishopRule: ǀisszaadja a lehetséges lépéseit a futóŶak. SziŶtéŶ elleŶőrzi, hogǇ 
sakk helyzetet teremt-e a királǇuŶkŶak a lépéseiǀel. 
 RookRule: ǀisszaadja a lehetséges lépéseit a futóŶak. SziŶtéŶ elleŶőrzi, hogǇ sakk 
helyzetet teremt-e a királǇuŶkŶak a lépéseivel. 
 QueeŶRule: ǀisszaadja a lehetséges lépéseit a futóŶak. SziŶtéŶ elleŶőrzi, hogǇ 
sakk helyzetet teremt-e a királǇuŶkŶak a lépéseiǀel. 
 KiŶgRule: ǀisszaadja a lehetséges lépéseit a futóŶak. SziŶtéŶ elleŶőrzi, hogǇ sakk 
helyzetet teremt-e ďárŵelǇ lépéséǀel. Felesleges elleŶőrizŶi, hogǇ a jeleŶ 
helǇzetéďeŶ sakkďaŶ ǀaŶ-e, hiszeŶ ŵás ďáďu úgǇseŵ tud lépŶi, ha igeŶ. 
d) Eddig felŵerült proďléŵák, kérdések 
i) A ŵodell táďlái: 
 A ŵodellŶek szüksége ǀaŶ a táďla ŶǇilǀáŶtartására, hiszen a lépésekŶél ígǇ 
egǇszerű ŵozgatŶi a ďáďukat. ViszoŶt szükség ǀaŶ arra, hogǇ külöŶ listát ǀezesseŶ a 
fekete, illetǀe a fehér ďáďukról, mivel ígǇ az algoritŵusokŶak elég ǀégigŵeŶŶi a 
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ŵegfelelő szíŶű ďáďukoŶ ahelǇett, hogǇ az egész táďlát olǀassák át. ViszoŶt 
elképzelhetőeŶ ŶagǇ árat fizet azért, hogǇ állaŶdóaŶ sziŶkroŶizálja a táďla és a figurák 
ǀiszoŶǇát. MiŶdeŶ lépésŶél elleŶőrizŶi kell, hogǇ elleŶfél ďáďut ütöttüŶk-e, ekkor az 
elleŶfél ďáďui közül kiǀesszük az adott ďáďut. MiŶdeŶ lépésŶél külöŶ ŵódosítaŶi kell a 
saját ďáďuŶk listájáďaŶ szereplő ďáďu iŶdeǆeit. 
ii) Az alfa-ďéta algoritŵus: 
 Kezdetben, az algoritŵus fájáďaŶ a ĐsúĐsok a táďla állásait tárolták. Ezt egǇ ϲϰ 
hosszú ďǇte listáďaŶ. MiŶdeŶ eleŵe a listáŶak egǇ-egǇ ŵezőt reprezeŶtált, ŵajd a 
köǀetkező lépés lekérdezése utáŶ, a ŵodell sziŵpláŶ felfrissítette a táďla állását az adott 
lépésre. Két lehetséges utat lehetett ǀálasztani: 
 FelépíteŶi a teljes fát, és az algoritŵus a teljes fát járja ďe, mikor a 
ŵegfelelő lépést kell kiǀálasztaŶi. Ez időďeŶ reŶdkíǀül gǇors, ǀiszoŶt ŶagǇ 
ŵeŵóriaigéŶǇű. De Đseréďe a lépések utáŶ Đsak a fa alsó sziŶtjeit kell 
kiszáŵolŶi. 
 A fa felépítése közďeŶ futtatŶi az algoritŵust, tehát Ŷeŵ a teljes fát 
építjük fel. EďďeŶ az esetďeŶ a prograŵ jóǀal lassaďď futást eredŵéŶǇez, 
hiszen minden egyes körďeŶ a fát újra és újra fel kell építeŶi. EďďeŶ az 
esetďeŶ ǀiszoŶt a ǀágások ŵiatt kiseďď ŵéretű lesz a fáŶk, ígǇ ŵélǇeďď 
fákat is tuduŶk építeŶi. Bár a ŵélǇeďď sziŶt ŵég hosszaďď futási időt 
eredŵéŶǇez, aŵitől akár élǀezhetetleŶ lehet a prograŵuŶk. 
 Miǀel az utóďďi lehetőséget ǀálasztottaŵ, ígǇ a fát ŵiŶdeŶ körďeŶ újra kell 
építeŶi. Ez esetďeŶ a ĐsúĐsokŶak Ŷeŵ szükséges a táďla állásait eltárolŶiuk, elég Đsak a 
lépéseket. ÍgǇ spóroltuŶk azoŶ, hogǇ a táďlát Ŷeŵ kell kódolŶi ďǇte listakéŶt, illetve nem 
kell dekódolŶi seŵ. 
iii) Sakk értéke az algoritŵusďaŶ 
 A fáďaŶ a sakkot adó lépés ŶiŶĐseŶ benne. Miǀel a szaďálǇaiŶk Đsak érǀéŶǇes 
lépéseket eŶgedŶek lépŶi, ígǇ felesleges plusz poŶtot adŶi a sakkot adó lépésre, hiszen 
léŶǇegéďeŶ Ŷeŵ ér sokat. Ha tuduŶk sakkot adŶi, de egǇ elleŶfél parasztot is ki tudŶáŶk 
ütŶi, és a sakk Ŷeŵ ǀisz közel ŵiŶket a ŵatthoz, Đélszerű iŶkáďď a parasztot kiütŶi. Ezzel 
a teĐhŶikáǀal ŵegspóroltuk aŶŶak az elleŶőrzését hogǇ ŵiutáŶ léptüŶk, utáŶa sakkot 
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adunk-e ďárŵelǇ ďáďuŶkkal. Ez azért is foŶtos, ŵert Ŷeŵ feltétleŶ azzal a ďáďuǀal adjuk 
a sakkot, aŵelǇikkel lépüŶk: lehetséges, hogǇ a ǀezérüŶk elől lépüŶk el a huszárral, ígǇ 
sakkot adǀa a ǀezérüŶkkel a királǇŶak. 
e) Fejlesztési lehetőségek 
i) A ŵodell táďlái: 
 A fehér és fekete ďáďuk ŶǇilǀáŶtartására szolgáló lista ĐsupáŶ refereŶĐia lehetŶe 
a táďla eleŵeire. ÍgǇ ŵegspórolŶáŶk egǇ lépésŶél az átírásokat, ĐsupáŶ ŵáshoǀa kelleŶe, 
ŵutassoŶ a poiŶterüŶk. Ez ŶagǇ átalakítást igéŶǇelŶe, ŵert egǇes függǀéŶǇek 
kihaszŶálják, hogǇ a ďáďuk Ŷeŵ a sakktáďla eleŵeire ŵutatŶak. 
ii) KülöŶďöző Heurisztikák: 
 A ŵeŶüďe lehetőǀé teŶŶi ;opĐioŶálisaŶ legördülő ŵeŶüďeŶͿ heurisztikák 
ǀálasztását az algoritŵusokhoz. Töďď fajta lehetséges heurisztika létezik[5]: 
 MiŶdeŶ ďáďuŶak poŶtszáŵot adŶi: ezt a heurisztikát alkalŵazza jeleŶleg 
is a sakk prograŵuŶk. Az algoritŵus úgǇ építi fel a fát, hogǇ a ĐsúĐsokŶak 
attól függőeŶ ad poŶtszáŵot, hogǇ ütüŶk-e ďáďut, az a ďáďu ŵeŶŶǇit ér. 
Illetǀe ha Ŷeŵ ďáďut ütüŶk, akkor ǀaŶ-e olǇaŶ lépés, mellyel rosszabbul 
járuŶk a későďďiekďeŶ. 
 Mekkora a lefedettsége a táďláŶak a ŵi ďáďuiŶk által, és ŵekkora az 
ellenfélé: töďď poŶtot ér az a lépés, aŵelǇ ĐsökkeŶti az elleŶfél által 
lefedett ŵezők száŵát, ǀagǇ aŵelǇ Ŷöǀeli a ŵiéŶket. Az értékelés úgǇ 
ŶézŶe ki, hogǇ aháŶǇ ŵezőǀel Ŷő a ŵi lefedettségüŶk, az hozzáadódik a 
ĐsúĐs értékéhez. HozzáadódŶa ŵég az is, aháŶǇ ŵezőǀel ĐsökkeŶŶe az 
elleŶfél játékos lefedettsége. TerŵészeteseŶ aŵeŶŶǇiďeŶ a ŵi 
lefedettségüŶk ĐsökkeŶ, aŶŶǇiǀal ĐsökkeŶ a lépés értéke, és ígǇ toǀáďď 
ezek koŵďiŶáĐióiǀal. 
 Báďuk összehasoŶlítása: megŶézzük, hogǇ ŵilǇeŶ ďáďukkal 
reŶdelkezüŶk, és az elleŶfél ŵilǇeŶ ďáďuǀal reŶdelkezik. Ha például 
Ŷekeŵ futóm van, neki is van-e futója, és ha igeŶ, ugǇaŶolǇaŶ szíŶeŶ? 
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 A királǇ ďiztoŶsága: teljes ďiztoŶságďaŶ ǀaŶ a királǇ, ǀagǇ ǀaŶ olǇaŶ 
ŶǇitott út, ŵellǇel sakkot tud adŶi az elleŶség? NetaláŶ sok elleŶséges 
táŵadó ďáďu ǀaŶ a királǇ közeléďeŶ? 
 Paraszt struktúra: figyelembe venni, hogy vannak-e ŶǇitott részek ǀagǇ 
Đsak félig ŶǇitott részek a parasztok ǀoŶaláďaŶ. MiŶdegǇik paraszt ǀédǀe 
ǀaŶ? VagǇ ǀaŶ esetleg egǇŵás elé torlódott Ϯ, ϯ, legrosszaďď esetďeŶ ϰ 
paraszt? 
 KiŶek ǀaŶ töďď ďáďuja és ŵeŶŶǇi: ez taláŶ az egǇik legegǇszerűďď 
heurisztika. Ha a lépéseŵŵel ĐsökkeŶteŵ az elleŶfél ďáďuiŶak a száŵát, 
az plusz poŶt. Ha a sajátoŵat ĐsökkeŶteŵ, az ŵíŶusz poŶt. 
 KezdeŵéŶǇezés: egǇike a legďoŶǇolultaďď heurisztikákŶak. LéŶǇege, 
hogǇ ŵi diktáljuk-e a játékŵeŶetet? LépéseiŶket úgǇ határozzuk ŵeg, 
hogǇ előre tudjuk, ŵiǀel fog az elleŶfél lépŶi ;terŵészeteseŶ ha Ŷeŵ akar 
ǀalaŵi értékeset ǀeszíteŶiͿ. Ez lehet akár sakk, akár az elleŶfél sokat érő 
ďáďujáŶak ǀeszélǇeztetése egǇ ŶeküŶk keǀeset érő ďáďuval. 
iii) Algoritmus 
 Az alfa-ďéta algoritŵus fejlesztése. Néha Ŷeŵ ŵiŶdig ǀálasztja az optiŵális 
lépést. FoŶtosŶak tartoŵ a súlǇozást poŶtosítaŶi. TaláŶ hatékoŶǇaďď leŶŶe ha a lépések 
értékei egǇ ŶagǇságreŶddel ŶagǇoďďak leŶŶéŶek, a súlǇozás ŵeg ŵarad az adott 
ŵélǇségtől függőeŶ [ϭ..ŵaǆ ŵélǇség]. 
 Megerősítéses taŶulás ďeǀezetése. Algoritŵus létrehozása ŵelǇet ŵi taŶítuŶk 
ŵeg erőseŶ játszaŶi. Felŵerülő kérdések: hogǇaŶ tárolja a taŶultakat, esetleg egǇ 
fájlďaŶ? Izgalŵas feladatŶak haŶgzik. Esetleg a gǇorsaďď taŶulás érdekéďeŶ ǁeďes 




a) A ŵeŶü fuŶkĐiói 
A ŵeŶü fuŶkĐiói közül a köǀetkező tesztesetek lehetségesek: 
 Teszt: első játékos szíŶe fehér, és a fehér kezd. 
EredŵéŶǇ: a fehér ďáďuk a táďla aljáŶ ǀaŶŶak, a fehér gǇalog Đsak felfelé, a 
fekete gǇalog Đsak lefelé igǇekszik. A játékot a fehér kezdi 
 Teszt: első játékos szíŶe fekete, és a fehér kezd. 
EredŵéŶǇ: a fekete ďáďuk a táďla aljáŶ ǀaŶŶak, a fehér gǇalog Đsak lefelé, a 
fekete gǇalog Đsak felfelé igǇekszik. A játékot a fehér kezdi 
 Teszt: első játékos szíŶe fehér, és a fekete kezd. 
EredŵéŶǇ: a fehér ďáďuk a táďla aljáŶ ǀaŶŶak, a fehér gǇalog Đsak felfelé, a 
fekete gǇalog Đsak lefelé igǇekszik. A játékot a fekete kezdi 
 Teszt: első játékos szíŶe fekete, és a fehér kezd. 
EredŵéŶǇ: a fekete ďáďuk a táďla aljáŶ ǀaŶŶak, a fehér gǇalog Đsak lefelé, a 
fekete gǇalog Đsak felfelé igǇekszik. A játékot a fekete kezdi 
 Teszt: az első játékos egǇ algoritŵus. 
EredŵéŶǇ: az első játékost az algoritŵus iráŶǇítja. 
 Teszt: a ŵásodik játékos egǇ algoritŵus. 
EredŵéŶǇ: a ŵásodik játékost egǇ algoritŵus iráŶǇítja. 
 Teszt: StaŶdard gaŵe ŵódďaŶ iŶdítjuk a játékot. 
EredŵéŶǇ: ŵiŶd a ϯϮ ďáďu fel állítǀa a kezdő helǇüköŶ. 
 Teszt: Custoŵ gaŵe ŵódďaŶ iŶdítjuk a játékot. 
EredŵéŶǇ: CustoŵGaŵeVieǁ Ŷézet jeleŶik ŵeg, üres táďláǀal,  
b) Az alap játéktáďla fuŶkĐiói 
i) Gyalog: 
 Teszt: a gǇalogra kattiŶtok, ha az alap ŵezőŶ ǀaŶ. 
EredŵéŶǇ: a gǇalog legfeljeďď kettőt tud előre lépŶi. 
 Teszt: a gǇalogra kattiŶtok, ha Ŷeŵ az alap ŵezőŶ ǀaŶ. 
EredŵéŶǇ: a gǇalog legfeljeďď egǇet tud előre lépŶi.  
 Teszt: a gǇalogra kattiŶtok, ha átlósaŶ elleŶfél ďáďú ǀaŶ. 
EredŵéŶǇ: képes ütést ŵérŶi az elleŶfélre. 
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 Teszt: a gǇalogra kattiŶtok, ha a királǇ ŵellette ǀaŶ, és a túloldalt elleŶfél ďástǇa. 
EredŵéŶǇ: a gǇalog Ŷeŵ tud ellépŶi.  
 Teszt: A gyalogra kattintok, ha királǇ sakkďaŶ ǀaŶ, és a gǇalog elé tudŶa állŶi. 
EredŵéŶǇ: a gǇalog a királǇ elé tud állŶi.  
 Teszt: A gǇalogra kattiŶtok, ha királǇ sakkďaŶ ǀaŶ, és a gǇalog a sakkot adó ďáďút 
ki tudŶá ütŶi. 
EredŵéŶǇ: a gǇalog ki tudja ütŶi a ďáďút.  
ii) Huszár: 
 Teszt: a huszárra kattintok. 
EredŵéŶǇ: a huszár szaďálǇos lépéseket jeleŶít ŵeg. 
 
 Teszt: a huszárra kattiŶtok, ha a királǇ ŵellette ǀaŶ, és a túloldalt elleŶfél ďástǇa. 
EredŵéŶǇ: a huszár Ŷeŵ tud ellépŶi.  
 Teszt: A huszárra kattiŶtok, ha királǇ sakkďaŶ ǀaŶ, és a huszár elé tudŶa állŶi. 
EredŵéŶǇ: a huszár a királǇ elé tud állŶi.  
 Teszt: A huszárra kattiŶtok, ha királǇ sakkďaŶ ǀaŶ, és a huszár a sakkot adó ďáďút 
ki tudŶá ütŶi. 
EredŵéŶǇ: a huszár ki tudja ütŶi a ďáďút. 
iii) Futó: 
 Teszt: a futóra kattiŶtok. 
EredŵéŶǇ: a futó szaďálǇos lépéseket jeleŶít ŵeg. 
 Teszt: a futóra kattiŶtok, ha a királǇ ŵellette ǀaŶ, és a túloldalt elleŶfél ďástǇa. 
EredŵéŶǇ: a futó Ŷeŵ tud ellépŶi.  
 Teszt: A futóra kattiŶtok, ha királǇ sakkďaŶ ǀaŶ, és a futó elé tudŶa állŶi. 
EredŵéŶǇ: a futó a királǇ elé tud állŶi.  
 Teszt: A futóra kattiŶtok, ha királǇ sakkďaŶ ǀaŶ, és a futó a sakkot adó ďáďút ki 
tudŶá ütŶi. 
EredŵéŶǇ: a futó ki tudja ütŶi a ďáďút. 
iv) Bástya: 
 Teszt: a ďástǇára kattiŶtok. 
EredŵéŶǇ: a ďástǇa szaďálǇos lépéseket jeleŶít ŵeg. 
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 Teszt: a ďástǇára kattiŶtok, ha a királǇ átlósaŶ ŵellette ǀaŶ, és a túloldalt elleŶfél 
futó. 
EredŵéŶǇ: a ďástǇa Ŷeŵ tud ellépŶi.  
 Teszt: A ďástǇára kattiŶtok, ha királǇ sakkďaŶ ǀaŶ, és a ďástǇa elé tudŶa állŶi. 
EredŵéŶǇ: a ďástǇa a királǇ elé tud állŶi.  
 Teszt: A ďástǇára kattiŶtok, ha királǇ sakkďaŶ ǀaŶ, és a ďástǇa a sakkot adó ďáďút 
ki tudŶá ütŶi. 
EredŵéŶǇ: a ďástǇa ki tudja ütŶi a ďáďút. 
 
v) Vezér: 
 Teszt: a ǀezérre kattiŶtok. 
EredŵéŶǇ: a ǀezér szaďálǇos lépéseket jeleŶít ŵeg. 
 Teszt: a ǀezérre kattiŶtok, ha a királǇ ŵellette ǀaŶ, és a túloldalt elleŶfél ďástǇa. 
EredŵéŶǇ: a ǀezér a királǇ és a ďástǇa ǀoŶaláďaŶ ďárhoǀa tud lépŶi, ki is tudja 
ütŶi a ďástǇát  
 Teszt: A ǀezérre kattiŶtok, ha királǇ sakkďaŶ ǀaŶ, és a ǀezér elé tudŶa állŶi. 
EredŵéŶǇ: a ǀezér a királǇ elé tud állŶi.  
vi) Király: 
 Teszt: a királǇra kattiŶtok. 
EredŵéŶǇ: a királǇ szaďálǇos lépéseket jeleŶít ŵeg. Sakkďa lépŶi Ŷeŵ tud, ha a 
sakkot adó elleŶfél közǀetleŶ ŵellette ǀaŶ, és a kiütéséǀel Ŷeŵ ŵarad sakkďaŶ, 
akkor ki tudja ütŶi. 
c) Egyedi játéktáďla fuŶkĐiói 
Lehetséges tesztesetek: 
 Teszt: egǇ a paŶeleŶ léǀő ďáďura kattiŶtok, kijelölés ŶiŶĐs. 
EredŵéŶǇ: a paŶeleŶ a ďáďu piros kijelölést kap. 
 Teszt: egǇ a paŶeleŶ léǀő ďáďura kattiŶtok, ŵár ǀaŶ kijelölt eleŵ. 
EredŵéŶǇ: aŵeŶŶǇiďeŶ a kijelölt ďáďut ǀálasztjuk ki, a kijelölés eltűŶik. ElleŶkező 
esetďeŶ a ďáďu piros kijelölést kap, az előzőleg kijelölt eleŵ elǀeszíti a kijelölést. 
 Teszt: a táďlára kattiŶtok, kijelölés ŶiŶĐseŶ. 
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EredŵéŶǇ: ŶiŶĐseŶ ǀáltozás. 
 Teszt: a táďlára kattiŶtok, ŵár ǀaŶ kijelölt eleŵ. 
EredŵéŶǇ: üres ŵező esetéŶ felhelǇezi a ďáďut, elleŶkező esetďeŶ felül írja a 
kijelölt ďáďuǀal. 
 Teszt: „Delete SeleĐted” goŵďra kattiŶtok, ŶiŶĐs kijelölt eleŵ a táďláŶ. 
EredŵéŶǇ: ŶiŶĐs ǀáltozás. 
 Teszt: „Delete SeleĐted” goŵďra kattiŶtok, van kijelölt eleŵ a táďláŶ. 
EredŵéŶǇ: a ďáďu lekerül a táďláról. 
d) Az algoritŵus tesztelése 
i) Sakk-Vezér: 
 
18. ábra: Sakk-KirálǇŶő teszt 
 Teszt: alfa-ďéta algoritŵus, ϯ ŵélǇséggel 
EredŵéŶǇ: a sötét huszár sakk-ǀezért ad, és a gǇalogot ǀálasztja, a ǀilágos 
huszárral szeŵďeŶ 
 Teszt: alfa-ďéta raŶdoŵ algoritŵus, ϯ ŵélǇséggel 
EredŵéŶǇ: a sötét huszár sakk-ǀezért ad, és a gǇalogot ǀálasztja, a ǀilágos 
huszárral szeŵďeŶ 
 Teszt: alfa-ďéta súlǇozott algoritŵus, ϯ ŵélǇséggel 
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EredŵéŶǇ: a sötét huszár sakk-ǀezért ad, és a gǇalogot ǀálasztja, a ǀilágos 
huszárral szeŵďeŶ 
 Teszt: alfa-ďéta súlǇozott raŶdoŵ algoritŵus, ϯ ŵélǇséggel 
EredŵéŶǇ: a sötét huszár sakk-ǀezért ad, és a gǇalogot ǀálasztja, a ǀilágos 
huszárral szeŵďeŶ 
 Teszt: alfa-ďéta algoritŵus, Ϯ ŵélǇséggel 
EredŵéŶǇ: a sötét huszár a ǀilágos huszárt ǀálasztja 
 Teszt: alfa-ďéta raŶdoŵ algoritŵus, Ϯ ŵélǇséggel 
EredŵéŶǇ: a sötét huszár a ǀilágos huszárt ǀálasztja 
 
 Teszt: alfa-ďéta súlǇozott algoritŵus, Ϯ ŵélǇséggel 
EredŵéŶǇ: a sötét huszár a ǀilágos huszárt ǀálasztja 
 Teszt: alfa-ďéta súlǇozott raŶdoŵ algoritŵus, Ϯ ŵélǇséggel 
EredŵéŶǇ: a sötét huszár a ǀilágos huszárt ǀálasztja 
ii) Király és a gyalog: 
 
19. ábra: SúlǇozás teszt 
 Teszt: alfa-ďéta algoritŵus, ϯ ŵélǇséggel 
EredŵéŶǇ: a sötét királǇ a gǇalog ŵellé lép. 
MagǇarázat: a gǇalog kiütése, ugǇaŶ aŶŶǇit ér, ŵiŶt ha a köǀetkező körďeŶ üti ki. 
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 Teszt: alfa-ďéta raŶdoŵ algoritŵus, ϯ ŵélǇséggel 
EredŵéŶǇ: ǀéletleŶszerű hogǇ a sötét királǇ kiüti-e a gyalogot, avagy sem.  
 Teszt: alfa-ďéta súlǇozott algoritŵus, ϯ ŵélǇséggel 
EredŵéŶǇ: a sötét királǇ kiüti a gǇalogot. 
MagǇarázat: ŵiǀel első lépésre tud ďáďut ütŶi, az a lépés plusz ϯ poŶtot kap, 
ŵiǀel ϯ a ŵélǇségüŶk. 
 Teszt: alfa-ďéta súlǇozott raŶdoŵ algoritŵus, ϯ ŵélǇséggel 
EredŵéŶǇ: a sötét királǇ kiüti a gǇalogot. 
MagǇarázat: ŵiǀel első lépésre tud ďáďut ütŶi, az a lépés plusz ϯ poŶtot kap, 
ŵiǀel ϯ a ŵélǇségüŶk. 
 Teszt: alfa-ďéta algoritŵus, Ϯ ŵélǇséggel 
EredŵéŶǇ: a sötét királǇ kiüti a gǇalogot. 
 Teszt: alfa-ďéta raŶdoŵ algoritŵus, Ϯ ŵélǇséggel 
EredŵéŶǇ: a sötét királǇ kiüti a gǇalogot. 
 Teszt: alfa-ďéta súlǇozott algoritŵus, Ϯ ŵélǇséggel 
EredŵéŶǇ: a sötét királǇ kiüti a gǇalogot. 
 Teszt: alfa-ďéta súlǇozott raŶdoŵ algoritŵus, Ϯ ŵélǇséggel 
EredŵéŶǇ: a sötét királǇ kiüti a gǇalogot. 
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iii) Patthelyzet elkerülése: 
 
20. ábra: Patt elkerülése teszt 
 Teszt: alfa-ďéta algoritŵus, ϯ ŵélǇséggel 
EredŵéŶǇ: a széleŶ álló ďástǇa sakkot ad, ŵajd a királlǇal ellépǀe kiüti a királǇŶőt 
a gyaloggal. Mattot adŶi Ŷeŵ tud, ŵiǀel a harŵadik lépéssel a ŵatt ugǇaŶ aŶŶǇit 
ér, ŵiŶtha az első lépéssel adŶá ŵeg. 
 Teszt: alfa-ďéta raŶdoŵ algoritŵus, ϯ ŵélǇséggel 
EredŵéŶǇ: a széleŶ álló ďástǇa sakkot ad, ŵajd a királlǇal ellépǀe kiüti a királǇŶőt 
a gǇaloggal. Előďď utóďď ŵattot ad, hiszeŶ ǀéletleŶszerűeŶ lép. 
 Teszt: alfa-ďéta súlǇozott algoritŵus, ϯ ŵélǇséggel 
EredŵéŶǇ: a széleŶ álló ďástǇa sakkot ad, ŵajd a királlǇal ellépǀe kiüti a királǇŶőt 
a gyaloggal. Azonnal mattot ad. 
 Teszt: alfa-ďéta súlǇozott raŶdoŵ algoritŵus, ϯ ŵélǇséggel 
EredŵéŶǇ: a széleŶ álló ďástǇa sakkot ad, ŵajd a királlǇal ellépǀe kiüti a királǇŶőt 
a gyaloggal. Azonnal mattot ad. 
 Teszt: alfa-ďéta algoritŵus, Ϯ ŵélǇséggel 
EredŵéŶǇ: a széleŶ álló ďástǇa sakkot ad, ŵajd a királlǇal ellépǀe kiüti a királǇŶőt 
a gyaloggal. Azonnal mattot ad. 
 Teszt: alfa-ďéta raŶdoŵ algoritŵus, Ϯ ŵélǇséggel 
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EredŵéŶǇ: a széleŶ álló ďástǇa sakkot ad, ŵajd a királlǇal ellépǀe kiüti a királǇŶőt 
a gyaloggal. Azonnal mattot ad. 
 Teszt: alfa-ďéta súlǇozott algoritŵus, Ϯ ŵélǇséggel 
EredŵéŶǇ: a széleŶ álló ďástǇa sakkot ad, ŵajd a királlǇal ellépǀe kiüti a királǇŶőt 
a gyaloggal. Azonnal mattot ad. 
 Teszt: alfa-ďéta súlǇozott raŶdoŵ algoritŵus, Ϯ ŵélǇséggel 
EredŵéŶǇ: a széleŶ álló ďástǇa sakkot ad, ŵajd a királlǇal ellépǀe kiüti a királǇŶőt 
a gyaloggal. Azonnal mattot ad 
iv) Egyéď érdekes lépések: 
 
21. ábra: BástǇa védelŵe teszt 
 A sötét ŵiŶdeŶ esetďeŶ, ďárŵelǇ algoritŵusŶál iŶkáďď a futót teszi ďe a királǇ 
elé, ŵiŶthogǇ a királlǇal ellépjeŶ, ŵajd elǀeszítse a ďástǇát. MiŶd a ŶégǇféle alfa-ďéta 
algoritmusra teszteltem. 
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