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These are minor quibbles, and this book is heartily recommended to anyone 
wishing to see what the algebraic view of geometric reasoning can now (1986) do. 
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Over the last five years prototyping has received a very good press. We now have 
a wide variety of tools available for the development of an early version of a software 
system: tool-sets such as UNIX, state transition processors, very high-level languages 
such as SETL, and so-called fourth generation languages; we even know how to 
manage prototyping projects-after a fashion. 
However, one approach which tends to get forgotten in the general hyperbole is 
the executable specification approach. The theory behind this is simple: if the 
specification of a system can be made executable, then the developer has very little 
work to do in deriving a prototype. This approach is limited to specification languages 
with a precise semantics-which eliminates almost 95% of such languages. However, 
formal notations such as those associated with development methods such as z and 
VDM are a good candidate for this approach. 
This book describes a technique for prototyping based on the me too language. 
This is a throw-away prototyping language which has been derived from the construc- 
tive parts of the VDM notation. It is divided into three sections: an introduction, a 
description of the main facilities of me too and a section which contains some 
excellent case studies of the use of me too. 
The book has some weaknesses. The major weakness is that little guidance is 
given on how to integrate the me too technique with conventional formal methods 
of software development; for example, is me too meant as a front-end to a formal 
method in which a throw-away prototype is constru&y G, ,,.u-? !h?rr 2 mti:-~ implicit 
specification retrieved from the me too source code-a specification 4C5 is then 
used to derive the formal development process. 
Another weakness is that the authors do not describe how their notation and 
technique differs from the use of a functional language for prototyping. 14 third 
weakness is that there is no discussion about the relevance of me too for evolutionary 
development. The authors have taken a strict phase-oriented view of the development 
process, and used throw-away prototyping as their model. Unfortunately, reality is 
rather different: although project managers plan projects with a phase-oriented 
model in mind they often adopt an evolutionary approach during project execution. 
A major strength of the book-and there are many strengths-is that it provides 
a convincing demonstration that formal methods of software development and 
prototyping are symbiotic. Formal specifications are difficult to read, impossible for 
the customer to understand and execution of such a specification offers a viable 
way of overcoming a problem for which the formal methods community has still 
to come up with an adequate solution- 
In the formal methods community there are two camps who express criticism of 
combining formal methods and prototyping. in the first camp are those who regard 
prototyping as the work of the devil: usually the members of this camp are converts 
who, in their zealotry, reject much that is good in nonformal software engineering. 
Happily, this camp is in a minority- although still quite a substantial one. The 
second camp are those who have genuine worries that in striving for executability, 
much of the mathematical power of a specification notation is diminished. This 
book will not convince the former; I suspect that, although I have some reservations 
about how me too is used, it might convince the latter. 
Another strength of the book is the quality of the case studies. These are not 
small or unrealistic, but represent software which is close to that used to solve 
industrial problems. A further strength of the book is its quality of exposition. Before 
receiving this book 1 had reviewed three books which varied from the totally 
unreadable to the quite unreadable. It came as a pleasant surprise to find a book 
which was so approachable-particularly as the subject matter could have been 
treated rather stodgily. 
TO sum up I wouid regard this book as an excellent contribution to both the 
prototyping literature and the formal methods literature. It is the best description 
of the executable specification approach to prototyping that has yet been published. 
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The interjke description language ( IDL) is a language for describing data structures, 
typical applications being in the area of compiler construction-though certainly 
not exclusively. There is also an IDL toolkit including an IDL translator generating 
C and Pascal code from IDL, an assertion checker, and several other tools. The 
