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Tato pra´ce proveˇrˇuje mozˇnost vyuzˇitı´ persistentnı´ho pole jako klı´cˇove´ komponenty prˇi
realizaci persistentnı´ho DOM. Je zde navrzˇena a realizova´na vlastnı´ implementace persi-
stentnı´ho DOM, jezˇ kromeˇ persistentnı´ho pole vyuzˇı´va´ i B-stromu a cˇı´slovacı´ch sche´mat
Range order, Containment order a Dewey order pro identifikaci XML uzlu˚. Za´veˇr pra´ce
prˇedstavuje srovna´vacı´ testova´nı´, ktere´ hodnotı´ vy´konnost persistentnı´ho DOM v za´vis-
losti na uzˇitı´ zmı´neˇny´ch cˇı´slovacı´ch sche´mat a zpu˚sobu˚ vyhodnocenı´ dotazu˚. Toto rˇesˇenı´
je take´ porovna´no s implementacı´ DOM z knihovny Xerces.
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Abstract
This thesis evaluates usage of persistent array as a key component of persistent DOM
implementation. Proposesmyown implementation of persistentDOMusingnot only per-
sistent array but also B-tree and ordering schemes Range order, Coontainment order and
Dewey order as means to identify XML nodes. At the end there are presented comparsion
tests, evaluating persistent DOM throughput based on usage of ordering schemes and
ways of evaluating queries. This solution is also compared with DOM implementation
from Xerces library.
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Seznam pouzˇity´ch zkratek a symbolu˚
API – Rozhrannı´ pro programova´nı´ aplikacı´.
CDATA – Cˇa´st XML souboru, ktera´ umozˇnˇuje vlozˇenı´ libovolny´ch dat.
COM – Technologie programovy´ch komponent od firmy Microsoft.
DOM – Objektovy´ model dokumentu, ktera´ reprezentuje rozhranı´ pro
pra´ci s XML nebo HTML dokumentem.
DTD – Jazyk pro popis struktury XML cˇi SGML dokumentu.
EMC – Firma, ktera´ vyprodukovala jednu z XML databa´zı´.
GMD-IPSI XQL
engine
– Druh rozhranı´ pro pra´ci s velky´mi XML dokumenty.
ISX – Engine pro ulozˇenı´ XML popsany´ jednı´m z citovany´ch cˇla´nku˚.
JAXP – Programove´ rozhranı´ jazyka Java pro pra´ci s XML dokumenty.
LRU – Druh cachova´nı´ informacı´, kdy je cachova´no X naposled pou-
zˇity´ch za´znamu˚.
Libmxml2 – Knihovna pro pra´ci s XML dokumenty.
MSXML – Knihovna pro pra´ci s XML dokumenty.
PDOM – Persistentnı´ objektovy´ model dokumentu, ktera´ reprezentuje
rozhranı´ pro pra´ci s XML nebo HTML dokumentem. Pouzˇito
take´ pro oznacˇenı´ implementace za´kladnı´ funkcˇnosti PDOM
realizovane´ v te´to pra´ci.
PHP – Serverovy´ skriptovacı´ jazyk.
RAM – Docˇasna´ velmi rychla´ vnitrˇnı´ pameˇt’pocˇı´tacˇe.
SAX – Jednoduche´ programove´ rozhranı´ pro pra´ci s XML soubory. Je
vy´razneˇ jednodusˇı´ nezˇ DOM.
SAX2 – Prˇepracovana´ noveˇjsˇı´ verze SAX.
SDOM – Implementace persistentnı´ho DOM popsana´ v jednom z cito-
vany´ch cˇla´nku˚.
SDOM-CT – Varianta SDOM, ktera´ podporuje komprimaci dat.
SGML – Standardizovany´ znacˇkovacı´ jazyk na jehozˇ za´kladeˇ vznikly
jazyky HTML a XML.
SOM – Objektovy´ model pro definici sche´ma XML souboru˚.
StAX – Programove´ rozhranı´ pro cˇtenı´ a za´pis XML dokumentu˚.
TPM – Algoritmus pro oveˇrˇova´nı´ vnı´mane´ho porˇadı´ uzlu˚ ve stro-
mech.
W3C DOM – Specifikace DOM organizace W3C.
XMARK – Projekt pro testova´nı´ XML rˇesˇenı´.
XML – Rozsˇirˇitelny´ znacˇkovacı´ jazyk.
XML DOM – DOM XML souboru.
XPATH – Jazyk rˇesˇı´cı´ identifikaci a dotazova´nı´ na uzly vXMLsouborech.
XSD – Jazyk pro za´pis sche´ma XML souboru.
XSLT – Jazyk pro transformaci XML souboru˚.
XercesDOM – Implementace za´kladnı´ funkcˇnosti pro dotazova´nı´ pomocı´
knihovny Xerces prˇedstavene´ v ra´mci te´to pra´ce.
xDB – XML databa´ze od firmy EMC.
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91 U´vod
V soucˇasne´ dobeˇ na´s v prostrˇedı´ internetu a pocˇı´tacˇu˚ obklopuje XML ze vsˇech stran.
Pouzˇı´va´ se jako univerza´lnı´ datovy´ forma´t - je pouzˇit v konfiguracˇnı´ch souborech pro-
gramu˚, pro ulozˇenı´ dokumentu˚, pro za´pis skriptu˚ komplexnı´ch aplikacı´, cˇi dokonce pro
komunikaci mezi pocˇı´tacˇi. XML neboli eXtensible Markup Language (rozsˇirˇitelny´ znacˇ-
kovacı´ jazyk) nenı´ vsˇak striktneˇ vzato samostatny´m datovy´m forma´tem, prˇestozˇe jej tak
mnoho lidı´ cha´pe, ale spı´sˇe specifikacı´, kterou je mozˇno pro definici konkre´tnı´ho dato-
ve´ho forma´tu pouzˇı´t. Zjednodusˇeneˇ tedymu˚zˇeme rˇı´ci, zˇe XML je za´kladempro vytvorˇenı´
konkre´tnı´ho forma´tu. Pra´veˇ tato variabilita a mozˇnost s daty ve forma´tu XML efektivneˇ
pracovat jak programoveˇ, tak i manua´lneˇ, vedla k jeho sˇiroke´mu rozsˇı´rˇenı´.
Dalsˇı´m fenome´nem te´to doby jsou takzvana´ Big data. Tı´mto pojmem je oznacˇova´na
situace, kdy velikost a mnozˇstvı´ dat, ktere´ je trˇeba zpracovat, naru˚sta´ do obrovsky´ch
rozmeˇru˚. Naprˇı´klad anglicka´ Wikipedia [24] uva´dı´ maxima´lnı´ velikost souvisejı´cı´ch dat
zpracovatelny´ch v prˇijatelne´m cˇase azˇ o rˇa´du exabytu˚ (cozˇ je 10246 bajtu˚). Tento fenome´n
zvysˇuje na´roky na zpracova´nı´ dat a prˇina´sˇı´ nove´ druhy proble´mu˚, ktery´mi se programa´-
torˇi musı´ zaby´vat.
Fenome´n Big data se samozrˇejmeˇ projevuje i ve sveˇteˇXML technologiı´, i kdyzˇ ne nutneˇ
stejneˇ dramaticky jako v jiny´ch oborech. Docha´zı´ nejen k na´ru˚stu velikosti zpracova´va-
ny´ch dokumentu˚, ale cˇasto i k na´ru˚stu jejich mnozˇstvı´ a potrˇebeˇ hromadne´ho zpracova´nı´,
jelikozˇ spolu jednotlive´ dokumenty u´zce souvisı´. Z tohoto du˚vodu vznikajı´ implementace
XML databa´zı´ a rozhranı´ pro pra´ci s XML dokumenty, ktere´ nejsou limitova´ny omezenou
a relativneˇ drahou operacˇnı´ pameˇtı´ pocˇı´tacˇe. Dalsˇı´ vy´voj souvisejı´cı´ s touto problemati-
kou je pozorovatelny´ i na u´rovni paralelnı´ho zpracova´nı´ a distribuovany´ch vy´pocˇtu˚, ty
vsˇak s touto pracı´ jizˇ nesouvisı´.
Diplomova´ pra´ce se zaby´va´ pra´veˇ jednou z cˇinnostı´ souvisejı´cı´ s uvedeny´mi feno-
me´ny. Pojem persistentnı´ XML DOM oznacˇuje pra´veˇ zmı´neˇne´ rozhranı´ pro pra´ci s XML
dokumenty. Zatı´mco klasicke´ DOM tradicˇneˇ nacˇı´ta´ cely´ zpracova´vany´ dokument do ob-
jektove´ho modelu v pameˇti pocˇı´tacˇe, cˇı´mzˇ znacˇneˇ omezuje jeho maxima´lnı´ velikost, per-
sistetnı´ DOMvytva´rˇı´ objektovy´model na pevne´m u´lozˇisˇti pocˇı´tacˇe, ktere´ je dı´kymnohem
mensˇı´ ceneˇ za 1 GB mnohem dostupneˇjsˇı´.
1.1 Cı´l te´to pra´ce
Tato pra´ce se zameˇrˇuje na vyuzˇitı´ specia´lnı´ struktury, tzv. persistentnı´ho pole, jako klı´cˇove´
komponenty prˇi implementaci persistentnı´ho DOM. Persistentnı´ pole je stra´nkovana´
datova´ struktura, jejı´zˇ hlavnı´ vy´hodou je efektivnı´ sekvencˇnı´ cˇtenı´. V ra´mci pra´ce se
vyuzˇı´va´ faktu, zˇe pra´veˇ sekvencˇnı´ cˇtenı´ je vy´hodne´ prˇi implementaci veˇtsˇiny DOM funkcı´
prˇi dotazova´nı´ XML souboru.
Cı´lem te´to pra´ce je oveˇrˇit vhodnost vyuzˇitı´ persistenı´ho pole jako hlavnı´ho u´lozˇisˇteˇ
prˇedevsˇı´m v kontextu dotazova´nı´. Pra´ce se nezaby´va´ tvorbou XML souboru˚ ani jejich
pozdeˇjsˇı´ aktualizacı´, rˇesˇı´ pouze jejich cˇtenı´. Proto je kladen du˚raz nejenom na vlastnı´
vyhodnocenı´ dotazu do persistentnı´ho DOM, ale take´ na efektivitu rozparsova´nı´ vstup-
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nı´ho XML do datove´ho u´lozˇisˇteˇ. Mozˇnost a efektivita u´pravy jizˇ existujı´cı´ho modelu dle
aktua´lnı´ch pokynu˚ uzˇivatele vsˇak nenı´ nijak rˇesˇena.
1.2 Popis struktury pra´ce
Tato pra´ce je uvedena kapitolou 2 XML technologie, ve ktere´ zminˇuji strucˇnou historii
XML, shrnuji neˇktere´ beˇzˇneˇ pouzˇı´vane´ technologie a popisuji neˇkolik existujı´cı´ch im-
plementacı´ DOM zameˇrˇeny´ch na velke´ XML soubory. V kapitole 3 pojmenovane´ jako
Na´vrh persistentnı´ho DOM je navrzˇen postup pro zpracova´nı´ velke´ho XML a na´sledneˇ
se v kapitole 4 Implementace persistnetnı´ho DOM veˇnuji detailu˚m neˇktery´ch vy´znam-
ny´ch milnı´ku˚ implementace. V kapitole 5 Testova´nı´ a srovna´nı´ je prˇedstaveno vy´kon-
nostnı´ testova´nı´ persistentnı´ho DOM. Kapitola prˇina´sˇı´ srovna´nı´ te´to pra´ce s referencˇnı´m
rˇesˇenı´m - implementacı´ zalozˇene´ na klasicke´mDOM, ale vyhodnocuje i efektivitu jednot-
livy´ch nastavenı´ samotne´ho persistentnı´ho DOM. Pra´ci uzavı´ra´ kapitola 6 Za´veˇr shrnujı´cı´




XML, eXtensible Markup Language [10], vznikl koncem devadesa´ty´ch let dvaca´te´ho sto-
letı´ jako produkt cˇinnosti pracovnı´ skupiny o jedena´cti cˇlenech s podporou prˇiblizˇneˇ
stoadesa´ticˇlenne´ za´jmove´ skupiny. K vedoucı´m pracovnı´ skupiny patrˇili Jon Bosak, Tim
Bray, James Clark. XML bylo vytvorˇeno zjednodusˇenı´m, zprˇehledneˇnı´m a doplneˇnı´m
pomeˇrneˇ komplikovane´ho jazyka SGML, ktery´m se vsˇak dalo jizˇ tehdy dosa´hnout po-
dobny´ch vy´sledku˚, k nimzˇ je dnes pouzˇı´va´no XML.
2.2 XML DOM
DOM (Document object model) [11] je jazykoveˇ a platformoveˇ neza´visle´ rozhranı´, ktere´
umozˇnˇuje dynamicky´ prˇı´stup a u´pravu v strukturˇe a stylu dokumentu˚ zalozˇeny´ch na
znacˇkovacı´ch jazycı´ch. Hovorˇı´me-li o XML DOM, jedna´ se o objektovy´ model navrzˇeny´
specia´lneˇ pro pra´ci nadXMLdokumenty.Objektovy´modelmu˚zˇe by´t v pocˇı´tacˇi realizova´n
neˇkolika zpu˚soby, nejcˇasteˇjsˇı´m z nich je model zalozˇeny´ na ukazatelı´ch. V tomto modelu
jsou vsˇechny vazby mezi jednotlivy´mi objekty - uzly reprezentova´ny pomocı´ ukazatelu˚.
Chceme-li popsat nejbeˇzˇneˇjsˇı´ zpu˚sob pra´ce s XML dokumentem pomocı´ DOM, lze ji
vystihnout na´sledujı´cı´mi kroky:
1. Rozparsova´nı´ textove´ reprezentace XML a prˇevod do objektove´ho modelu.
2. Provedenı´ pracı´ nad objektovy´m modelem.
3. Prˇepsa´nı´ pu˚vodnı´ textove´ reprezentace XML reprezentacı´ novou vygenerovanou
z objektove´ reprezentace.
Jak lze rozpoznat z prˇedchozı´ho seznamu kroku˚, je prˇi typicke´ pra´ci s XML vzˇdy vy-
tvorˇena objektova´ reprezentace v pameˇti pocˇı´tacˇe, ktera´ se prˇi ukoncˇenı´ pra´ce ulozˇı´, cozˇ
umozˇnˇuje efektivnı´ pra´ci s XML souborem beˇzˇny´ch velikostı´ (v jednotka´ch azˇ desı´tka´ch
MB).
2.3 Existujı´cı´ implementace XML DOM
DOM bylo od sve´ho vzniku mnohokra´t implementova´no v ru˚zny´ch podoba´ch pro roz-
licˇne´ jazyky. Zde se zmı´nı´me o nejzna´meˇjsˇı´ch a take´ nejcˇasteˇji pouzˇı´vany´ch implementa-
cı´ch DOM. Apache Xerces [20], [12] je popula´rnı´ implementace XML DOM spravovana´
Apache Software Foundation. Jedna´ se o kolekci knihoven pro ru˚zne´ jazyky, mezi nimizˇ
nechybı´ C++, Java ani Perl. Apache Xerces podporuje sˇirokou rˇadu standardnı´ch API,
mezi ktere´ patrˇı´ i SAX2 cˇi JAXP. Xerces je navrzˇen pro vysokou vy´konnost, spolehlivost,
jednoduchost uzˇitı´ a snadnou portovatelnost mezi ru˚zny´mi jazyky.
Libxml2 [21] je XML parser pro jazyk C vyvinuty´ v ra´mci projektu Gnome. Libxml2
prˇedstavuje volneˇ sˇirˇitelny´ software licencovany´ podMIT licencı´. Libxml2 je snadno por-
tovatelny´ na rˇadu operacˇnı´ch syste´mu˚ (Linux, Unix, Windows, MacOS, OS/2 a jine´),
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implementuje rˇadu standardu˚, mezi ktere´ patrˇı´ XML 1.0, XPath, XPointer, XInclude a ob-
sahuje rˇadu rozsˇı´rˇenı´ implementujı´cı´ch dalsˇı´ standardy, naprˇ. XSLT.
Za zmı´nku da´le stojı´ XML implementace vytvorˇena´ jizˇ v pocˇa´tcı´ch XML standardu
firmou Microsoft. MSXML [22], [13] je implementova´no v podobeˇ COM objektu˚ pouzˇı´-
vany´ch naprˇı´cˇ aplikacemi v MS Windows. Implementuje klasicky´ W3C DOM standard,
SAX, XSD, XSLT a SOM. V soucˇasne´ dobeˇ je vsˇak spı´sˇe v pozadı´ prˇedevsˇı´m dı´ky prˇı´chodu
.NET frameworku, ktery´ obsahuje vlastnı´ implementaci XML DOM.
2.4 Alternativy ke klasicke´mu DOM
V soucˇasne´ dobeˇ existuje neˇkolik alternativnı´ch prˇı´stupu˚ pro pra´ci s XML [18] [19]:
1. Proudoveˇ orientovane´ parsery:
(a) uda´lostmi rˇı´zeny´ parsing,
(b) pull-parsing.
2. Mapova´nı´ dat (data binding).
Uda´lostmi rˇı´zeny´ parsing [18] [19], jehozˇ typicky´m prˇı´kladem je SAX (Simple Api
for Xml) parser, zpracova´va´ dokument se´rioveˇ a obsah dokumentu oznamuje aplikaci
pomocı´ zpeˇtne´ho vola´nı´ funkcı´ (uda´lostı´). Tento parser by´va´ velmi jednodusˇe implemen-
tovatelny´ a efektivnı´ prˇi sekvencˇnı´m zpracova´nı´m dokumentu, prˇicˇemzˇ neklade omezenı´
na velikost souboru.Nicme´neˇ efektivita tohoto prˇı´stupu selha´va´, pokud semusı´ prˇistupo-
vat k elementu˚m v souboru na´hodny´m zpu˚sobem. K alternativnı´m prˇı´kladu˚m rˇı´zene´ho
parsova´nı´ patrˇı´ Expat parser.
Pull-parsing [18], [19] prˇistupuje k dokumentu jako k se´rii polozˇek, ktere´ jsou cˇteny
sekvencˇneˇ za pouzˇitı´ na´vrhove´ho vzoru iterator. To umozˇnˇuje tvorbu rekurzivneˇ sestu-
pujı´cı´ch parseru˚, ve ktere´m struktura ko´du zpracova´vajı´cı´ho data zrcadlı´ XML soubor.
Prˇı´kladempull parseru˚ je StAXparser v Javeˇ, XmlReader v PHP a System.Xml.XmlReader
v .NET Frameworku.
Dalsˇı´ formou API pro zpracova´nı´ XML je mapova´nı´ dat [18], [19], kde se data zpraco-
va´vajı´ jako hierarchie uzˇivatelsky´ch silneˇ typovany´ch trˇı´d v kontrastu k obecny´m trˇı´da´m
v DOM. Tento prˇı´stup zjednodusˇuje vy´voj a v mnoha prˇı´padech umozˇnˇuje identifikaci
proble´mu˚ jizˇ beˇhem kompilace. Prˇı´kladem syste´mu˚ vyuzˇı´vajı´cı´ch mapova´nı´ dat je Java
Architecture for XML Binding (JAXB) a XML Serialization v .NET Frameworku.
2.5 Persistentnı´ DOM
Narozdı´l od klasicke´ho DOM, ktere´ si bez proble´mu vystacˇı´ s nacˇtenı´m cele´ho doku-
mentu do pocˇı´tacˇe, je persistentnı´ DOM nuceno vyuzˇı´t komplexneˇjsˇı´ postup. I neprˇı´lisˇ
velky´ soubor mu˚zˇe totizˇ dı´ky nutne´ redundanci dat v klasicke´m DOM snadno zahl-
tit pameˇt’pocˇı´tacˇe, a tak vy´razneˇ zpomalit zpracova´nı´ dokumentu, nebo dokonce pra´ci
s dokumentem znemozˇnit. Tuto vlastnost persistentnı´ DOM vyuzˇı´va´ zapojenı´m poma-
lejsˇı´ho, avsˇak na´sobneˇ veˇtsˇı´ho pevne´ho disku, ktery´ umozˇnˇuje pra´ci s XML soubory,
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jejichzˇ velikost je limitova´na pouze velikostı´ diskove´ho u´lozˇisˇteˇ. S pouzˇitı´m pomalejsˇı´ho
pameˇt’ove´ho u´lozˇisˇteˇ a s na´ru˚stem objemu dat vsˇak souvisı´ neˇkolik proble´mu˚, ktere´ je
trˇeba rˇesˇit.
Uvazˇujme naivnı´ implementaci persistentnı´ho DOM, ktera´ by spocˇı´vala v ulozˇenı´
DOMXMLdokumentu na pevny´ disk tak, aby odkazy pouzˇite´ v te´to strukturˇe smeˇrˇovaly
na umı´steˇnı´ v souboru namı´sto umı´steˇnı´ v pameˇti. Tı´mto postupem by bylo mozˇne´
dosa´hnout syste´mu, ktery´ by byl ve sve´ velikosti limitova´n pouze mnozˇstvı´m mı´sta na
pevne´m disku.
Nicme´neˇ jizˇ po kra´tke´m zamysˇlenı´ napadnou cˇtena´rˇe mnohe´ nevy´hody takove´ho
rˇesˇenı´. Kromeˇ nutnosti vytvorˇit internı´ reprezentaci prˇed samotnou pracı´ s XML, ktera´
je sice nutna´ i pro klasicky´ DOM, ale dı´ky rychlosti pameˇti RAM a velikosti souboru
neˇkolikana´sobneˇ rychlejsˇı´, by pra´ci velmi komplikovala nutnost prˇistupovat do souboru
na´hodny´m zpu˚sobem. Prˇestozˇe je dnes na´hodny´ prˇı´stup k pevne´mu disku pomeˇrneˇ efek-
tivnı´, je sta´le podstatneˇ pomalejsˇı´, nezˇ sekvencˇnı´ cˇtenı´, ktere´mu jsou pevne´ disky uzpu˚-
sobeny. Dalsˇı´m znatelny´m omezenı´m by byla nemozˇnost takovouto strukturu snadno
aktualizovat. Kazˇde´ prˇida´nı´ cˇi odebra´nı´ elementu by totizˇ vyzˇadovalo prˇecˇı´slova´nı´ vsˇech
jizˇ existujı´cı´ch ukazatelu˚.
Pohled na mozˇna´ rˇesˇenı´ teˇchto a dalsˇı´ch proble´mu˚ prˇina´sˇı´ na´sledujı´cı´ kapitoly te´to
pra´ce.
2.6 Optimalizace DOM modelu
2.6.1 Rozdeˇlenı´ velke´ho XML souboru na mensˇı´ cˇa´sti
Proble´my nastı´neˇne´ v kapitole 2.5 se zaby´va´ [1]. Autorˇi v tomto cˇla´nku navrhujı´ DOM
metodu pro zı´ska´va´nı´ dat z velmi velke´ho XML dokumentu s dosazˇitelnou velikostı´ pa-
meˇti a rozumnoudobou zpracova´nı´ beˇzˇny´m osobnı´mpocˇı´tacˇem. Velky´ XMLdokument je
rozdeˇlen do nmaly´ch dokumentu˚, kde n za´visı´ namnozˇstvı´ vy´pocˇetnı´ch zdroju˚ osobnı´ho
pocˇı´tacˇe. Kazˇdy´ z teˇchto n maly´ch dokumentu˚ je na´sledneˇ modifikova´n zarovna´vacı´m
procesem (padding proccess) pro zajisˇteˇnı´ dobrˇe forma´tovane´ho (well-formed) XML.
Proces zı´ska´nı´ dat pomocı´ DOM API se na´sledneˇ vykona´va´ sekvencˇneˇ na maly´ch XML
stromech sestaveny´ch ze vsˇech modifikovany´ch n dokumentu˚. Vy´sledky ze vsˇech n XML
stromu˚ jsou zkombinova´ny pro vygenerova´nı´ konecˇne´ho vy´sledku. S tı´mto prˇı´stupem
mohou by´t operace zı´ska´nı´ dat z velmi velky´ch XML dokumentu˚ vykona´ny na beˇzˇne´m
osobnı´m pocˇı´tacˇi.
[2] rozsˇirˇuje [1] o procha´zenı´ velmi velky´ch XML dokumentu˚. V [1] je velmi velky´
XML dokument D rozdeˇlen do n maly´ch XML dokumentu˚ < D1, D2, ...Dn >, jsou zı´s-
ka´na data z kazˇde´ho DOM stromu zkonstruovane´ho z teˇchto nmaly´ch XML dokumentu˚
a zkombinova´ny vy´sledky pro konstrukci jednoho sjednocene´ho DOM stromu. Pozˇado-
vana´ data jsou pote´ zı´ska´na ze sjednocene´ho DOM stromu zkonstruovane´ho v hlavnı´
pameˇti. Prˇistupovat takto k pomocny´m datu˚m, ktera´ nejsou obsazˇena ve sjednocene´m
stromu, nenı´ jednoduche´.Abybylomozˇne´ zı´skat jaka´koli data jednı´mpru˚chodemstromu,
navrhuje se novy´ prˇı´stup zalozˇeny´ na virtua´lnı´ch uzlech a jejich asociativnı´ch operacı´ch.
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Autorˇi cˇla´nku na´sledneˇ prezentujı´ algoritmy pro vytvorˇenı´ a spra´vu virtua´lnı´ch uzlu˚
a prˇedstavujı´ cˇtyrˇi za´kladnı´ operace pro navigaci v dokumentu - zı´ska´nı´ rodicˇovske´ho
uzlu (getParentNode), zı´ska´nı´ uzlu˚ potomku˚ (getChildNodes), zı´ska´nı´ prˇedchozı´ho sou-
rozence (getPreviousSibling) a zı´ska´nı´ na´sledujı´cı´ho sourozence (getNextSibling). Tyto
operace tak tvorˇı´ za´klad pro sestavenı´ libovolny´ch slozˇiteˇjsˇı´ch uzlu˚.
V [1] se prˇedstavuje metoda pro pra´ci s velky´mi XML soubory pomocı´ jejich roz-
deˇlenı´. Tato metoda je navrhova´na jako doplneˇnı´ k standardnı´m metoda´m zpracova´nı´,
jelikozˇ dosahuje vynikajı´cı´ch vy´sledku˚ prˇi pra´ci s velky´mi XMLdokumenty (kolem 1GB),
zatı´mco prˇi pra´ci s dokumentymensˇı´mi nezˇ 400MB jsou dle testu˚ autoru˚ efektivneˇjsˇı´ stan-
dardnı´ parsery. Vzhledem k povaze deˇlı´cı´ho algoritmu je mozˇne´ prˇedpokla´dat zhorsˇenı´
vy´konnosti u velky´ch dokumentu˚, ktere´ nejsou tvorˇeny jako kolekce relativneˇ maly´ch
XML sekvencı´. Toto omezenı´ vsˇak nenı´ trˇeba povazˇovat za prˇı´lisˇ velky´ proble´m - vsˇechny
soucˇasne´ opravdu velke´ XML soubory jsou tvorˇeny spojenı´m mnozˇstvı´ mensˇı´ch. [1] im-
plementuje pro prˇı´stup k dokumentu˚m pouze metodu GET, ktera´ navra´tı´ nalezeny´ uzel
na za´kladeˇ prˇedane´ podmı´nky. Toto omezenı´ je adresova´no v [2], ktera´ da´le rozsˇirˇuje
mozˇnosti o navigaci v dokumentu prˇi zachova´nı´ sta´vajı´cı´ efektivity.
Ani jeden z cˇla´nku˚ se nezaby´va´ mozˇnostı´ u´pravy dokumentu (tedy realizacı´ metod
INSERT, UPDATE a DELETE). Da´le nenı´ dorˇesˇeno rozdeˇlova´nı´ dokumentu na cˇa´sti - oba
cˇla´nky prˇedpokla´dajı´ externı´ definici pocˇtu pouzˇity´ch cˇa´stı´.
2.6.2 Blı´zkostnı´ DOM model
V [3] je navrzˇena nova´ implementace DOM, oznacˇena´ jako SDOM, zalozˇena´ na datovy´ch
struktura´ch pracujı´cı´ch na principu blı´zkosti (succintness), cozˇ prˇina´sˇı´ oproti beˇzˇny´m im-
plementacı´m vy´hodumensˇı´ spotrˇeby pameˇti a v neˇktery´ch prˇı´padech i rychlejsˇı´ vykona´nı´
operacı´. To cˇinı´ SDOM velmi vhodne´ pro reprezentova´nı´ velky´ch staticky´ch dokumentu˚.
SDOM implementuje te´meˇrˇ vsˇechny funkce z DOM Level 3 Core API, vyjma operacı´
modifikujı´cı´ch XML dokument.
Autorˇi da´le popisujı´ architekturu SDOM, jejı´mzˇ ja´drem je struktura nazvana´ S-tree,
ktera´ zachycuje stromovou hierarchii dokumentu. Popisujı´ specia´lnı´ techniky pro efek-
tivnı´ a u´sporne´ ulozˇenı´ textovy´ch hodnot CDATA sekcı´ a dalsˇı´ch cˇa´stı´ syste´mu.
[3] prˇedstavuje rychlou pameˇt’ovou reprezentaci dokumentu s maly´mi pameˇt’ovy´mi
na´klady. Ke zpracova´nı´ velky´ch XML souboru˚ je vhodne´ prˇistupovat podobneˇ jako prˇi
jejich zpracova´nı´ na velmi pameˇt’oveˇ omezeny´ch pocˇı´tacˇı´ch (mobilnı´ zarˇı´zenı´). Da´le uva´dı´
omezenı´ algoritmu pouze na staticke´ operace.
2.7 Optimalizace ulozˇenı´ dokumentu
Zatı´mco doposud jsme se veˇnovali optimalizaci DOMreprezentace dokumentu, prˇı´padneˇ
nacˇı´ta´nı´ XMLdokumentu z disku, nemalou pozornost je trˇeba veˇnovat i ulozˇenı´ vlastnı´ho
DOM na disk.
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2.7.1 Na blı´zkosti zalozˇene´ fyzicke´ ukla´dacı´ sche´ma
[4] prˇedstavuje algoritmus vedoucı´ k zvy´sˇenı´ vy´konu hleda´nı´ elementu˚ v XML doku-
mentu na za´kladeˇ jejich cesty.
Je zalozˇen na proble´mu vyhodnocenı´ vy´razu˚ cest (path expression) oproti XML stro-
mu˚m, jenzˇ lze namodelovat obdobneˇ jako proble´m hleda´nı´ shody stromu vzoru˚ (tree
pattern matching - TPM). Vy´raz cesty (path expression) mu˚zˇe by´t reprezentova´n jako
stromvzoru˚, ktery´ specifikuje sadu omezenı´. TPMproble´m sesta´va´ z nalezenı´ uzlu˚ v XML
dokumentu, ktere´ splnˇujı´ vsˇechna omezenı´.
Da´le uva´dı´, zˇe vyhodnocova´nı´ a optimalizace vy´razu˚ cest spada´ do dvou kategoriı´.
Navigacˇnı´ (Navigational) prˇı´stup procha´zı´ strukturu stromu a testuje, zda-li uzel stromu
splnˇuje omezenı´ specifikovana´ ve vy´razu cesty. Prˇı´stupy zalozˇene´ na operaci spojeni (join
based) nejdrˇı´ve zvolı´ seznam uzlu˚ XML stromu, ktere´ splnˇujı´ omezenı´ prˇirˇazena´ k uzlu
pro kazˇdy´ z uzlu˚ stromu vzoru˚, a na´sledneˇ spojı´ pa´rovaneˇ seznamy na za´kladeˇ jejich
struktura´lnı´ch vztahu˚. S pouzˇitı´m rˇa´dny´ch znacˇkovacı´ch technik (labeling techniques) lze
vyhodnotit TPMsprˇijatelnou efektivitou ru˚zny´mi technikami spojova´nı´ (join techniques).
V cˇla´nku je navrzˇen novy´ prˇı´stup, ktery´ kombinuje vy´hody navigacˇnı´ho a na na operaci
spojenı´ zalozˇene´ho (join based) prˇı´stupu. Opodstatneˇnı´ je zalozˇeno na pozorova´nı´, zˇe neˇk-
tere´ struktura´lnı´ vztahy implikujı´ vysˇsˇı´ u´rovenˇ loka´lnosti v XML dokumentu nezˇ jine´, a
tak mohou by´t vyhodnoceny efektivneˇji vyuzˇitı´m navigacˇnı´ho prˇı´stupu. Jine´ na druhou
stranu reprezentujı´ globa´lneˇjsˇı´ vztahy, a tak mohou by´t vyhodnoceny efektivneˇji pomocı´
prˇı´stupu zalozˇene´ho na operaci spojenı´.
Na za´kladeˇ te´to ideje je definova´n strom vzoru˚ nejblizˇsˇı´ho prˇı´buzne´ho (next-of-kin -
NoK), ve ktere´m jsou uzly propojeny pouze na za´kladeˇ vztahu˚ rodicˇ-dı´teˇ
a prˇedchozı´/na´sledujı´cı´-sourozenec (cozˇ je oznacˇeno za loka´lnı´ vztahy). Na za´kladeˇ obec-
ne´ho vy´razu cesty je nejdrˇı´ve rozdeˇlen strom vzoru˚ do propojeny´ch NoK stromu˚ vzoru˚,
na ktere´ jsou aplikova´ny efektivneˇjsˇı´ navigacˇnı´ algoritmy. Potom jsou vy´sledky hleda´nı´
shody z NoK vzoru˚ sjednoceny na za´kladeˇ jejich struktura´lnı´ch vztahu˚, obdobneˇ jak je
tomu v prˇı´stupu zalozˇene´m na spojenı´.
[4] prˇedstavuje efektivnı´ zpu˚sobulozˇenı´ XMLsouboru, prˇi jehozˇ dotazova´nı´ je omezen
pocˇet struktura´lnı´ch spojenı´, cozˇ umozˇnˇuje efektivnı´ vyhodnocova´nı´ dotazu˚ (vyzˇaduje
pouze jeden pru˚chod dokumentem). Autor da´le uva´dı´ mozˇnost zlepsˇenı´ efektivity v neˇk-
tere´ z dalsˇı´ch pracı´ a potrˇebu implementace path-indexu namı´sto indexu dle jmen uzlu˚,
ktery´ je v cˇla´nku uveden.
2.7.2 Kompaktnı´ ukla´da´nı´ XML
[5] se zaby´va´ nalezenı´m kompaktnı´ho sche´matu pro ulozˇenı´ XML, ktere´ bude prostoroveˇ
efektivnı´ reprezentacı´ datove´ struktury se zachova´nı´m nı´zky´ch cen prˇı´stupu a aktualizace
pro vsˇechny pozˇadovane´ primitivnı´ operace zpracova´nı´ dat. Flexibilita XML cˇinı´ nalezenı´
sche´matu uspokojujı´cı´ho vsˇechny tyto pozˇadavky za´rovenˇ velmi na´rocˇny´m.
Prˇi hleda´nı´ kompaktnı´ho sche´matuulozˇenı´ XMLexistuje neˇkolik za´sadnı´chproble´mu˚:
1. Musı´ podporovat rychle´ navigacˇnı´ operace.
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2. Musı´ podporovat efektivnı´ operace vkla´da´nı´ a maza´nı´.
3. Musı´ podporovat efektivnı´ operace spojenı´.
4. Musı´ by´t prakticke´.
5. Meˇlo by oddeˇlit topologii, sche´ma a text dokumentu.
6. Meˇlo by umozˇnit dodatecˇne´ indexova´nı´.
V cˇla´nku je da´le navrzˇen kompaktnı´ engine pro ulozˇenı´ XML nazvany´ ISX (podle
Integrated Succint XML system) pro splneˇnı´ vsˇech vy´sˇe zmı´neˇny´ch pozˇadavku˚. ISX te-
oreticky pouzˇı´va´ mnozˇstvı´ mı´sta blı´zke´ teoreticke´mu minimu pro na´hodne´ stromy. Pro
konstantu ϵ, kde 1 <= ϵ <= 2, a dokument s n uzly, je potrˇeba 2 ∗ ϵ ∗ n + O(n) bitu˚ pro
reprezentaci topologie XML dokumentu. Vkla´da´nı´ uzlu˚ mu˚zˇe by´t v pru˚meˇru provedeno
v konstantnı´m cˇase a v nejhorsˇı´m prˇı´padeˇ v cˇase O(lg2n), operace navigace mezi uzly
pru˚meˇrneˇ v konstantnı´m cˇase a nejhu˚rˇe v cˇase O( lgnlglgn ).
V [5] je popsa´n kompletnı´ syste´m pro ulozˇenı´ dat, jeho dotazova´nı´ a modifikova´nı´.
Autor da´le uva´dı´ vy´sledky testu˚ srovna´vajı´cı´ ISX s jiny´mi syste´my, vcˇetneˇ syste´mu po-
psane´m v kapitole 2.7.1, kde prˇedva´dı´ vysˇsˇı´ efektivitu sve´ho syste´mu.
2.7.3 Existujı´cı´ implementace persistentnı´ho DOM
V soucˇasne´ dobeˇ existuje neˇkolik funkcˇnı´ch implementacı´ persistentnı´ho DOM, prˇicˇemzˇ
se jedna´ zpravidla o komercˇneˇ vyvı´jene´ knihovny.
V [17] popisuje autor implementacˇnı´ detaily eXist-db, open-source databa´ze posta-
vene´ na jazyku Java. Ja´dro te´to databa´ze je tvorˇeno PDOM implementacı´ vybudovane´
nad upraveny´m cˇı´slovacı´m sche´matem, ktere´ nahlı´zˇı´ na strom XML dokumentu jako na
u´plny´ k-na´rnı´ (naprˇı´kla´d bina´rnı´) strom. Toto cˇı´slovacı´ sche´ma prˇirˇazuje XML elementu˚m
rostoucı´ identifika´tory dle faktoru k. [17] da´leˇ popisuje modifikaci zmı´neˇne´ho cˇı´slovacı´ho
sche´matu pouzˇite´ho v eXist-db, ktera´ rˇesˇı´ omezenı´ maxima´lnı´ velikosti stromu, jezˇ plyne
z jeho vlastnostı´.
Dalsˇı´ implementacı´ persistent DOM je XML databa´ze xDB [14] firmy EMC, jezˇ je
vytvorˇena stejneˇ jako prˇedchozı´ knihovna pro jazyk Java. Knihovna, respektive XML
databa´ze, poskytuje trvale´, na pevne´m disku zalozˇene´ u´lozˇisˇteˇ pro velke´ XML doku-
menty, k nimzˇ poskytuje prˇı´stup pro cˇtenı´ i pro za´pis. xDB se lisˇı´ od ostatnı´ch trvaly´ch
XML skladu˚ (persistent XML stores) svou optimalizacı´ na prˇı´my´ DOM prˇı´stup. Naviga-
cˇnı´ operace korespondujı´cı´ s beˇzˇny´mi DOM operacemi jsou vykona´va´ny v konstantnı´m
cˇase srovnatelne´m s klasicky´mi DOM implementacemi. Narozdı´l od ostatnı´ch XML da-
taba´zı´ nevyuzˇı´va´ xDB cˇı´slovacı´ch sche´mat, ale spole´ha´ se na pouzˇitı´ indexu˚ pro rychle´
vyhleda´va´nı´.
V rozmezı´ let 2000-2005 byly take´ vyvı´jenydalsˇı´ implementace persistentDOM, jejichzˇ
vy´voj vsˇak jizˇ skoncˇil. Mezi neˇ patrˇı´ open source implementace MonsterDOM, ktera´
byla soucˇa´stı´ projektu Ozone-DB [16]. Tato implementace fungovala v podobeˇ rozsˇı´rˇenı´
DOM implementace OpenXML, prˇicˇemzˇ pro ulozˇenı´ uzlu˚ vyuzˇı´vala relacˇnı´ databa´ze.
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Dalsˇı´m dnes jizˇ neaktivnı´m projektem, ktery´ byl vyvı´jen kolem roku 2000, je GMD-
IPSI XQL engine [15]. Tento engine obsahoval PDOM implementaci, jezˇ poskytovala
funkce cachova´nı´, defragmentace, garbage collection, transakcˇnı´ho zpracova´nı´, komprese
a vı´cevla´knove´ho prˇı´stupu. V te´ dobeˇ se jednalo o pomeˇrneˇ kvalitnı´ rˇesˇenı´. Byla vystaveˇna
s vyuzˇitı´m SAX parseru.
2.8 Cˇı´slovacı´ sche´mata
Cˇı´slovacı´ sche´mata umozˇnˇujı´ efektivnı´ znacˇenı´ XML uzlu˚, ktere´ reflektuje jejich vza´jemne´
vztahy v zdrojove´m dokumentu, jako jsou naprˇı´klad vazby rodicˇ-syn cˇi sourozenec-
sourozenec. Cˇı´slovacı´ sche´mata tak v konecˇne´m du˚sledku vedou k u´sporˇe pameˇt’ove´ho
mı´sta i zvy´sˇenı´ efektivity algoritmu˚ navigace mezi uzly.
Ru˚zna´ cˇı´slovacı´ sche´mata pracujı´ efektivneˇ v ru˚zny´ch situacı´ch. Neˇktera´ jsou efek-
tivnı´ prˇi vyhodnocova´nı´ navigace mezi XMl uzly, jina´ majı´ extre´mneˇ malou pameˇt’ovou
na´rocˇnost, zatı´mco dalsˇı´ umozˇnˇujı´ efektivnı´ na´hodne´ aktualizace DOMmodelu.
Znacˇne´ rozdı´ly jsou take´ mezi vlastnostmi uzlu˚ ze zdrojove´ho souboru, ktere´ cˇı´slovacı´
sche´mata zachycujı´. Zatı´mco neˇktera´ sche´mata pracujı´ bezztra´toveˇ (tedy prˇesneˇ reflektujı´
vsˇechny vztahymezi uzly zdrojove´ho dokumentu), jina´ vybrane´ vlastnosti opomı´jejı´. Na-
prˇı´klad cˇı´slovacı´ sche´ma Range order neumozˇnˇuje rozlisˇit, je-li uzel prˇı´my´m cˇi neprˇı´my´m
potomkem dane´ho rodicˇe.
2.8.1 Range order (Rozsahove´ cˇı´slovacı´ sche´ma)
Range order (rozsahove´ cˇı´slovacı´ sche´ma) [6] vyuzˇı´va´ rozsˇı´rˇene´ho rˇazenı´ preorder roz-
sahu potomku˚. Kazˇde´mu uzlu prˇirˇazuje pa´r cˇı´sel <order, size> na´sledovneˇ:
1. Pro kazˇdy´ uzel y stromu a jeho rodicˇe x platı´ order(x) < order(y) a za´rovenˇ
order(y)+size(y) <= order(x)+size(x). Jiny´mi slovy interval [order(y), order(y)+
size(y)] je obsazˇen v intervalu [order(x), order(x) + size(x)].
2. Pro kazˇde´ dva sourozence x a y platı´, zˇe x je prˇedchu˚dcem y pokud order(x) +
size(x) < order(y).
Potom pro kazˇdy´ uzel stromu x platı´ size(x) >=

y size(y) pro kazˇde´ y, ktere´ je
prˇı´my´m potomkem x. Proto mu˚zˇe mı´t size(x) libovolneˇ velkou celocˇı´selnou hodnotu,
cozˇ umozˇnˇuje alokovat mı´sto pro budoucı´ vkla´da´nı´. Sche´ma je zna´zorneˇno na obra´zku 1
v podobeˇ s rezervovany´m mı´stem pro budoucı´ vkla´da´nı´ novy´ch uzlu˚.
2.8.2 Containment order (Obsahove´ cˇı´slovacı´ sche´ma)
Containment order (obsahove´ cˇı´slovacı´ sche´ma) [8] je podobne´ cˇı´slovacı´mu sche´matu
Range order (viz 2.8.1). Narozdı´l od Range order, jezˇ tvorˇı´ pa´r <order, size>, je Con-
tainment order tvorˇeno trojicı´ <startorder, endorder, level>. Prˇi blizˇsˇı´m po-
rovna´nı´ vlastnostı´ obou cˇı´slovacı´ch sche´mat je zrˇejme´, zˇe je obsahove´ sche´ma tvorˇeno
rozsˇı´rˇenı´m rozsahove´ho a rozsahove´ je z obsahove´ho zpeˇtneˇ odvoditelne´.
Proobsahove´ cˇı´slovacı´ sche´maplatı´mı´rneˇ upravene´ vlastnosti rozsahove´ho sche´matu:
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Obra´zek 1: Sche´maticke´ zna´zorneˇnı´ cˇı´slovacı´ho sche´matu Range order (prˇevzato z [6])
1. Pro kazˇdy´ uzel y stromu a jeho rodicˇe x platı´ startorder(x) < startorder(y) a za´ro-
venˇ endorder(y) <= endorder(x). Jiny´mi slovy, interval [startorder(y), endorder(y)]
je obsazˇen v intervalu [startorder(x), endorder(x)].
2. Pro kazˇde´ dva sourozence x a y platı´, zˇe x je prˇedchu˚dcem y, pokud endorder(x) <
startorder(y).
3. Pro kazˇdy´ uzel stromu x platı´, size(x) >=

y size(y) pro kazˇde´ y, ktere´ je prˇı´my´m
potomkem x (pozn. size(x) a size(y) nejsou sice prˇı´mou soucˇa´stı´ obsahove´ho cˇı´slo-
vacı´ho sche´matu, je vsˇak mozˇne´ je jednodusˇe odvodit). I obsahove´ cˇı´slovacı´ sche´ma
proto mu˚zˇe jako size(x) pouzˇı´t libovolneˇ velkou celocˇı´selnou hodnotu.
Trˇetı´ soucˇa´st identifika´toru level oznacˇuje u´rovenˇ zanorˇenı´ v XML stromu.Narozdı´l
od rozsahove´ho cˇı´slovacı´ho sche´matu tak lze nejenom urcˇit, je-li uzel x rodicˇem uzlu y
(pokud platı´ startorder(x) < startorder(y) a za´rovenˇ endorder(y) <= endorder(x)), ale
i zda-li je rodicˇemprˇı´my´m (za´rovenˇ s prˇedchozı´ podmı´nkouplatı´ i level(x)+1 = level(y)).
Tato vlastnost je velmi uzˇitecˇna´ prˇi dotazech na prˇı´me´ potomky, jelikozˇ je o tom mozˇne´
rozhodnout jizˇ na za´kladeˇ porovna´nı´ cˇı´slovacı´ch sche´mat bez nutnosti dalsˇı´ch, cˇasto
cˇasoveˇ na´rocˇny´ch operacı´.
Zna´zorneˇnı´ tohoto sche´matu lze nale´zt na obra´zku 2.
Obdobneˇ jako u Range order je i u Containment order mozˇne´ ponechat v identifika´-
torech jednotlivy´ch uzlu˚ rezervu, ktera´ umozˇnı´ snadne´ budoucı´ vkla´da´nı´ novy´ch dat.
2.8.3 Dewey order (Dewey cˇı´slovacı´ sche´ma)
Dewey order [7] je zalozˇeno na Dewey celocˇı´selne´ klasifikaci (Dewey Decimal Classifi-
cation) vyvinute´ pro obecnou klasifikaci znalostı´. V Dewey cˇı´slova´nı´ je kazˇde´mu uzlu
prˇirˇazen vektor, ktery´ reprezentuje cestu od korˇene dokumentu ke konkre´tnı´mu uzlu.
Kazˇda´ komponenta cesty prˇedstavuje loka´lnı´ porˇadı´ rodicˇovske´ho uzlu tak, jak je zna´-
zorneˇno na obra´zku 3.Deweyorder je „bezztra´tovy´“, jelikozˇ kazˇdy´ identifika´tor jedinecˇneˇ
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Obra´zek 2: Sche´maticke´ zna´zorneˇnı´ cˇı´slovacı´ho sche´matu Containment order
2.9 Persistentnı´ pole
Persistentnı´ proudove´ pole [9] je datova´ struktura vyuzˇı´vajı´cı´ beˇzˇne´ stra´nkovane´ sche´ma,
ve ktere´m jsou uchova´va´ny za´znamy o uzlech XML dokumentu, a to v blocı´ch ve vneˇjsˇı´m
u´lozˇisˇti. Pro zvy´sˇenı´ efektivity je pouzˇita cache ve vnitrˇnı´ pameˇti, ktera´ uchova´va´ bloky
mimo vneˇjsˇı´ u´lozˇisˇteˇ. Na obra´zku 4 lze nale´zt prˇehled popsane´ho sche´matu. Cache vy-
uzˇı´va´ prˇı´stupu naposledy pouzˇity´ch prvku˚ (least recently used - LRU) pro vy´beˇr cacho-
vany´ch bloku˚. Kazˇdy´ blok obsahuje pole dvojic - za´znam o uzlu a ukazatel na dalsˇı´ blok
v proudu, cozˇ vytva´rˇı´ dynamicky´ charakter te´to datove´ struktury. Jednodusˇe lze vlozˇit
cˇi odebrat dvojice z bloku pouzˇitı´m rozdeˇlenı´ cˇi sloucˇenı´ uzlu˚. Bloky nemusı´ by´t plneˇ
vyuzˇity, jelikozˇ je soucˇasneˇ uchova´va´n i pocˇet dvojic ulozˇeny´ch v kazˇde´m z bloku.
Vzhledem k proudove´ povaze persistentnı´ho pole je efektivnı´ zejme´na sekvencˇnı´
prˇı´stup k poli (jak pro cˇtenı´, tak i pro za´pis). Prˇestozˇe je efektivnı´ i na´hodny´ prˇı´stup,
docha´zı´ v tomto prˇı´padeˇ obdobneˇ jako u vsˇech struktur ulozˇeny´ch na pevne´m disku
k degradaci efektivity.
2.10 B-strom
B-stromy [23] prˇedstavujı´ vyva´zˇene´ stromy, ktere´ jsou optimalizovane´ pro situace, ve
ktery´ch je cˇa´st cˇi cely´ strom uchova´n ve vneˇjsˇı´m u´lozˇisˇti, naprˇı´klad magneticky´ disk.
Vzhledem k tomu, zˇe prˇı´stupy na disk jsou cˇasoveˇ na´rocˇne´ operace, snazˇı´ se B-strom
o snı´zˇenı´ jejich pocˇtu. Naprˇı´klad B-strom o vy´sˇce dva s faktorem veˇtvenı´ 1001 mu˚zˇe
ulozˇit prˇes milion klı´cˇu˚, prˇicˇemzˇ potrˇebuje maxima´lneˇ dva diskove´ prˇı´stupy pro nalezenı´
jake´hokoli uzlu.
Narozdı´l od bina´rnı´ho stromumu˚zˇe mı´t kazˇdy´ uzel B-stromu promeˇnlivy´ pocˇet klı´cˇu˚
a potomku˚. Klı´cˇe se ukla´dajı´ v nesnizˇujı´cı´ se posloupnosti. Kazˇdy´ klı´cˇ je asociova´n po-
tomkem, ktery´ je korˇenem podstromu, jenzˇ obsahuje vsˇechny klı´cˇe s hodnotou mensˇı´
nezˇ pu˚vodnı´ klı´cˇ, ale vysˇsˇı´, nezˇ je na´sledujı´cı´ klı´cˇ. Uzel ma´ take´ dalsˇı´ho potomka, ktery´
je uzlem pro podstrom obsahujı´cı´ vsˇechny klı´cˇe veˇtsˇı´ nezˇ jaky´koli klı´cˇ uzlu. Vzhledem
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Obra´zek 3: Sche´maticke´ zna´zorneˇnı´ cˇı´slovacı´ho sche´matu Dewey order (prˇevzato z [7])
Obra´zek 4: Sche´maticke´ zna´zorneˇnı´ stra´nkovane´ datove´ struktury (prˇevzato z [9])
k tomu, zˇe ma´ kazˇdy´ uzel tendenci mı´t velky´ faktor veˇtvenı´, je veˇtsˇinou nutne´ procha´zenı´
relativneˇ male´ho mnozˇstvı´ uzlu˚ pro nalezenı´ vyhleda´vane´ho klı´cˇe.
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3 Na´vrh persistentnı´ho DOM
Tato kapitola se veˇnuje na´vrhu algoritmu˚ pro zajisˇteˇnı´ dvou ze za´kladnı´ch operacı´:
1. Naplneˇnı´ datovy´ch struktur persistentnı´ho DOM ze zpracova´vane´ho XML sou-
boru. V pru˚beˇhu zpracova´nı´ jsou data prˇipravova´na pro pozdeˇjsˇı´ dotazova´nı´.
2. Dotazova´nı´ datovy´ch struktur persistentnı´ho DOM obsahujı´cı´ data ze zpracova-
ne´ho XML souboru.
Na´vrh persistentnı´ho DOM je rozdeˇlen do dvou kapitol, 3.1 a 3.2. Zatı´mco prvnı´
kapitola se zaby´va´ na´vrhem parsova´nı´ vstupnı´ho souboru, druha´ z kapitol navrhuje
algoritmus pro vyhodnocova´nı´ dotazu˚.
3.1 Parsova´nı´ XML dokumentu
Vpru˚beˇhu parsova´nı´ XMLdokumentu docha´zı´ k rozdeˇlenı´ dokumentu na dı´lcˇı´ elementy,
ktere´ oznacˇujeme jako uzly. Za uzly povazˇujeme nejenom „skutecˇne´“ uzly xml stromu,
jenzˇ jsou oznacˇeny pocˇa´tecˇnı´m a koncovy´m tagem (cˇi tagem pra´zdny´m), ale take´ jejich
hodnoty, atributy a hodnoty atributu˚. Komenta´rˇe a DTD specifikace jsou prˇi zpracova´nı´
vstupnı´ho souboru ignorova´ny.
Po identifikaci uzlu˚ docha´zı´ k jejich oznacˇenı´ jedinecˇny´m identifika´toremvytvorˇeny´m
dle pouzˇite´ho cˇı´slovacı´ho sche´matu, prˇevedenı´ do vhodne´ podoby a na´sledne´mu ulozˇenı´
do datove´ho u´lozˇisˇteˇ.
3.1.1 Rozparsova´nı´ XML dokumentu˚ do uzlu˚
Dokument se nejdrˇı´ve zpracova´va´ parsovacı´m algoritmem. Vstupem parsovacı´ho algo-
ritmu by´va´ zpravidla na´zev souboru cˇi jizˇ nacˇteny´ obsah, vy´stupem informace o uzlech
XML stromu. Prˇeda´nı´ vy´stupnı´ch informacı´ volajı´cı´mu ko´du je realizova´no ru˚zny´mi zpu˚-
soby, zpravidla vola´nı´m callback funkcı´ cˇi jiny´ch alternativ z parsovacı´ho algoritmu.
Pro parsova´nı´ je vhodne´ vyuzˇı´t neˇkterou z jizˇ hotovy´ch a odladeˇny´ch knihoven. Autor
tak nejenom usˇetrˇı´ pra´ci, ale take´ zı´ska´ jistotu kvalitnı´ implementace, kterou by jenom
teˇzˇko doha´neˇl vlastnı´mi silami.
Popsanou funkcˇnost realizuje aplikace pomocı´ specia´lneˇ navrzˇene´ trˇı´dy XmlBuilder,
jezˇ slouzˇı´ k abstrakci procesu zpracova´nı´ vstupnı´ho souboru. Tato trˇı´da umozˇnˇuje vyu-
zˇitı´ libovolne´ho parsovacı´ho mechanismu, jelikozˇ zapouzdrˇuje danou funkcˇnost. V te´to
pra´ci se vyuzˇı´va´ parser knihovny Xerces, pro jehozˇ potrˇeby je implementova´na trˇı´da
XercesXmlBuilder, deˇdı´cı´ od trˇı´dy XmlBuilder. Nicme´neˇ mechanismus parsova´nı´ je plneˇ
abstrahova´n, prˇicˇemzˇ hypoteticke´ pouzˇitı´ jine´ho parseru by vyzˇadovalo vytvorˇenı´ nove´
implementujı´cı´ trˇı´dy pro trˇı´du XmlBuilder.
3.1.2 Cˇı´slova´nı´ uzlu˚
Proces cˇı´slova´nı´ uzlu˚ spocˇı´va´ v oznacˇenı´ kazˇde´ho noveˇ vznikajı´cı´ho za´znamu o uzlu
vhodny´m jedinecˇny´m identifika´torem. Pro tvorbu identifika´toru˚ se hodı´ zejme´na speci-
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a´lnı´ cˇı´slovacı´ sche´mata, ktera´ jsou prˇizpu˚sobena strukturˇe XML souboru. Takto vytvorˇeny´
identifika´tor nejenzˇe jednoznacˇneˇ identifikuje dany´ uzel, ale reflektuje i vnitrˇnı´ vazby
XML souboru. Konecˇny´m du˚sledkem pouzˇitı´ cˇı´slovacı´ch sche´mat je mozˇnost urcˇit vztah
mezi dveˇma uzly pouze na za´kladeˇ znalosti jejich identifika´toru˚, bez nutnosti doplneˇnı´
dodatecˇny´ch vazeb na rodicˇe, potomky a sourozence.
3.2 Dotazova´nı´ PDOM
Proces dotazova´nı´ persistentnı´ho DOM slouzˇı´ k efektivnı´mu zı´ska´va´nı´ informacı´ z prˇe-
dem prˇipravene´ reprezentace XML souboru. Vlastnı´ rozhranı´ pro dotazova´nı´ mu˚zˇe by´t
definova´no ru˚zny´mi jazyky, jako jsou naprˇı´klad XPATH cˇi XQuery. Po podrobneˇjsˇı´ ana-
ly´ze vy´razovy´ch prostrˇedku˚ teˇchto jazyku˚ vsˇak dospeˇje cˇtena´rˇ k za´veˇru, zˇe pro poskytnutı´
vsˇech zpu˚sobu˚ dotazova´nı´ na informace ulozˇene´ v XML souboru postacˇı´ pouze omezene´
mnozˇstvı´ funkcˇnosti, jezˇ v ra´mci te´to pra´ce oznacˇujeme jako tzv. elementa´rnı´ operace. Ty
jsou popsa´ny v kapitole 3.2.1.
Dotazova´nı´ je rozdeˇleno mezi dveˇ funkcˇnı´ jednotky:
1. reprezentace uzlu,
2. persistentnı´ u´lozˇisˇteˇ.
Reprezentace uzlu poskytuje abstraktnı´ rozhranı´ pro dotazova´nı´, jezˇ je popsa´no ele-
menta´rnı´mi operacemi. Samotny´ algoritmus vyhodnocova´nı´ elementa´rnı´ch operacı´ vyu-
zˇı´va´ rozhranı´ Persistentnı´ho u´lozˇisˇteˇ, ktere´ abstrahuje konkre´tnı´ datove´ struktury persi-
stentnı´ho DOMu.
3.2.1 Elementa´rnı´ operace
Za´kladnı´ rozsah funkcˇnosti, nutny´ pro poskytnutı´ vsˇech zpu˚sobu˚ dotazova´nı´ XML sou-
boru, je specifikova´n nasledujı´cı´mi operacemi:
1. GetChildren - slouzˇı´ k zı´ska´nı´ vsˇech prˇı´my´ch na´slednı´ku˚ uzlu, tzv. deˇti.
2. GetChildrenByTagName - slouzˇı´ k zı´ska´nı´ vsˇech deˇtı´ uzlu, ktere´ majı´ specificke´
jme´no.
3. GetAttributes - slouzˇı´ k zı´ska´nı´ vsˇech atributu˚ uzlu.
4. GetSiblings - slouzˇı´ k zı´ska´nı´ vsˇech sourozencu˚ uzlu.
5. GetDescendants - slouzˇı´ k zı´ska´nı´ vsˇech potomku˚ uzlu.
6. GetDescendantsByTagName - slouzˇı´ k zı´ska´nı´ vsˇech potomku˚ uzlu se specificky´m
jme´nem.
7. GetValueItem - slouzˇı´ k zı´ska´nı´ uzlu s hodnotou. Lze pouzˇı´t jak na klasicke´ uzly,
tak na atributy.
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Metody GetChildren, GetChildrenByTagName, GetAttributes, GetSiblings, Get-
Descendants, GetDescendantsByTagName da´le podporujı´ filtrova´nı´ podle hodnot.
Vzhledem k podstateˇ te´to pra´ce, ktera´ spocˇı´va´ v prozkouma´nı´ mozˇnosti vyuzˇitı´ per-
sistentnı´ho pole jako hlavnı´ho u´lozˇisˇteˇ persistentnı´ho DOM a srovna´nı´ tohoto rˇesˇenı´ s ji-
ny´mi alternativami, lze omezit definici rozhranı´ pro dotazova´nı´ na uvedene´ elementa´rnı´
operace.
3.2.2 Reprezentace uzlu - trˇı´da XmlNodeRecord
Uzel v persistentnı´ reprezentaci XML souboru je reprezentova´n trˇı´dou XmlNodeRecord,
ktera´ nese vsˇechny du˚lezˇite´ informace o tomto uzlu. Obsahuje prˇedevsˇı´m jedinecˇny´ iden-
tifika´tor uzlu vytvorˇeny´ na za´kladeˇ cˇı´slovacı´ho sche´matu. To umozˇnˇuje snadne´ urcˇenı´
vztahu uzlu s uzly jiny´mi. Tato trˇı´da je podrobneˇji popsa´na v kapitole 4.1.1.
3.2.3 Datove´ u´lozˇisˇteˇ - trˇı´da PersistentStorage
Datove´ u´lozˇisˇteˇ, reprezentovane´ trˇı´dou (vizPersistentStorage), poskytuje abstraktnı´ prˇı´stup
k datovy´m struktura´m persistentnı´ho DOM. Jako hlavnı´ u´lozˇisˇteˇ nesoucı´ informace
o XML uzlech je pouzˇito tzv. persistentnı´ pole (viz 2.9).
Persistentnı´ pole je doplneˇno dveˇma instancemi B-stromu 2.10. Prvnı´ instance, pra-
covneˇ oznacˇena´ jako Index, slouzˇı´ k vyhleda´nı´ pozice uzlu v persistentnı´m poli na za´kladeˇ
jeho identifika´toru. Druha´ instance B-stromu je pracovneˇ oznacˇena jako Korˇenovy´ index.
Jsou v nı´ indexova´ny korˇenove´ uzly zpracovany´ch souboru˚, cozˇ umozˇnˇuje rozparsova´nı´
vı´ce vstupnı´ch souboru˚ do jednoho fyzicke´ho u´lozˇisˇteˇ.
3.2.4 Vyhodnocenı´ elementa´rnı´ch funkcı´
Algoritmus vyhodnocenı´ elementa´rnı´ch funkcı´ je rozdeˇlen dle mı´ry abstrakce do dvou
vrstev, ktere´ odpovı´dajı´ trˇı´da´m XmlNodeRecord a PersistentStorage. Trˇı´da XmlNodeRecord
reprezentuje abstraktneˇjsˇı´ vrstvu, ktera´ nenı´ za´visla´ na konkre´tnı´ch struktura´ch pouzˇity´ch
k ulozˇenı´ dat. Trˇı´da PersistentStorage tvorˇı´ konkre´tneˇjsˇı´ vrstvu, jejı´mzˇ cı´lem je abstrakce
prˇı´stupu k datove´mu u´lozˇisˇti.
Vyhodnocenı´ konkre´tnı´ elementa´rnı´ funkce je mozˇne´ zjednodusˇeneˇ popsat v na´sle-
dujı´cı´ch cˇtyrˇech krocı´ch:
1. Vytvorˇenı´ za´stupne´ho identifika´toru cˇı´slovacı´ho sche´matu.
2. Vytvorˇenı´ filtru na za´kladeˇ ocˇeka´vany´ch vlastnostı´ vyhleda´vane´ho uzlu.
3. Dotaz do B-stromu, na ktery´ je vra´cen odkaz na jeden cˇi vı´ce za´znamu˚.
4. Nacˇtenı´ kazˇde´ho ze za´znamu˚ z persistentnı´ho pole a oveˇrˇenı´, zˇe splnˇuje prˇedem
stanovene´ podmı´nky filtru.
Kroky 1 a 2 jsou realizova´ny v trˇı´deˇ XmlNodeRecord, zatı´mco kroky 3 a 4 ve trˇı´deˇ
PersistentStorage.
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Uvedeny´ postup vyhodnocenı´ umozˇnˇuje implementaci vsˇech elementa´rnı´ch metod.
Vyhleda´nı´ a navra´cenı´ velke´ho mnozˇstvı´ elementu˚ z B-stromu je vsˇak cˇasto zbytecˇneˇ
cˇasoveˇ na´rocˇne´. Veˇtsˇina elementa´rnı´chmetod totizˇ vyhleda´va´ potomky konkre´tnı´ho uzlu
a azˇ na´sledneˇ prova´dı´ omezenı´ dle jejich vlastnostı´.
Vzhledem k tomu, zˇe jsou data zpracova´va´na i ukla´da´na v pre-order rˇazenı´, lze pouzˇı´t
mnohem efektivneˇjsˇı´ zpu˚sob, ktery´ limituje pocˇet operacı´ prˇi vyhleda´va´nı´ v B-stromu,
a tak i pocˇet prˇı´stupu˚ k disku.
Druhy´ ze zpu˚sobu˚ vyhleda´nı´ vyuzˇı´va´ vlastnostı´ persistentnı´ho pole, ktere´ umozˇnˇuje
efektivnı´ sekvencˇnı´ cˇtenı´ za´znamu˚. V B-stromu postacˇı´ vyhledat pouze rodicˇovsky´ uzel
a na´sledne´ potomky cˇı´st sekvencˇneˇ z persistentnı´ho pole.
Sekvencˇnı´ cˇtenı´ potomku˚ z persistentnı´ho pole lze ukoncˇit jednoduchou podmı´nkou
na vztah prˇedek-potomek aktua´lneˇ zpracova´vane´ho uzlu vu˚cˇi uzlu referencˇnı´mu.
Pro mozˇnost porovna´nı´ jsou soucˇa´stı´ algoritmu vyhodnocova´nı´ dotazu oba zminˇo-
vane´ prˇı´stupy, jenzˇ jsou pro jednoduchost oznacˇeny jako vyhodnocenı´ s preferencı´
B-stromu a vyhodnocenı´ s preferencı´ persistentnı´ho pole.
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4 Implementace persistentnı´ho DOM
Implementace persistentnı´ho DOM se cˇlenı´ do neˇkolika kapitol. V kapitole 4.1 se popisujı´
za´kladnı´ datove´ struktury pouzˇite´ v ra´mci pra´ce, na´sledneˇ je v kapitole 4.2 rozpracova´no
cˇı´slova´nı´ uzlu˚ XML souboru pomocı´ ru˚zny´ch cˇı´slovacı´ch sche´mat. V kapitole 4.3 je pote´
popsa´n postup tvorby datove´ reprezentace persistentı´ho DOM, aby kapitola 4.4 prˇinesla
popis vyhodnocova´nı´ dotazu˚ do te´to datove´ struktury. Za´veˇrem v kapitole 4.5 poskytuji
informace o nevyrˇesˇeny´ch proble´mech a omezenı´ch.
Implementace vyuzˇı´va´ framework QuickDB [25] implementovane´ho v Database Re-
search Group, Katedry informatiky Vysoke´ sˇkoly ba´nˇske´ - Technicke´ univerzity Ostrava.
4.1 Za´kladnı´ datove´ struktury
Tato kapitola doplnˇuje konkre´tnı´ implementacˇnı´ detaily struktur, ktere´ byly obecneˇ na-
stı´neˇny v kapitole 3.
4.1.1 XmlNodeRecord
Jak jizˇ bylo uvedeno v kapitole 3.2.2, reprezentuje trˇı´da XmlNodeRecord za´znam o uzlu
v persistentnı´ reprezentaci XML souboru.
V diagramu na obra´zku 5 jsou prˇedstaveny vazby trˇı´dy XmlNodeRecord na jejı´ okolı´.
Trˇı´da XmlNodeRecord deˇdı´ od abstraktnı´ch trˇı´dy XmlNode, ktera´ definuje rozhranı´ pro
pra´ci s uzlem XML stromu. Tato trˇı´da (XmlNode) da´le rozsˇirˇuje abstraktnı´ trˇı´du Elemen-
taryFunction, ktera´ definuje rozhranı´ pro pra´ci s elementa´rnı´mi operacemi. Vzhledem
k tomu, zˇe nedı´lnou soucˇa´stı´ trˇı´dy XmlNodeRecord je vazba na identifika´tor tvorˇeny´ dle
cˇı´slovacı´ho sche´matu, obsahuje instanci abstraktnı´ trˇı´dy Ordering, jezˇ jednoznacˇneˇ ozna-
cˇuje dany´ uzel. Pro prˇehlednost je pra´ce s tı´mto identifika´torem oddeˇlena do specia´lnı´
trˇı´dy OrderedEntry. V uvedene´m diagramu nejsou pro zvy´sˇenı´ prˇehlednosti uvedeny
metody, ktere´ slouzˇı´ k serializaci te´to trˇı´dy do persistentnı´ho pole.
Trˇı´da XmlNodeRecord obsahuje na´sledujı´cı´ data:
1. identifika´tor vytvorˇeny´ dle pouzˇite´ho cˇı´slovacı´ho sche´matu, ktery´ oznacˇuje jedi-
necˇny´m zpu˚sobem uzel a umozˇnˇuje za´rovenˇ urcˇit jeho vztah s ostatnı´mi uzly. Pro
potrˇeby toho dokumentu je identifika´tor libovolne´ho implementovane´ho cˇı´slova-
cı´ho sche´matu reprezentova´n trˇı´dou Ordering,
2. typ, jenzˇ specifikuje jedna´-li se o uzel, hodnotu cˇi atribut,
3. hodnotu, ktera´ je interpretova´na jako na´zev u za´znamu˚ typu uzel cˇi atribut, a jako
textova´ hodnota u za´znamu typu hodnota,
4. ukazatel na rodicˇovsky´ uzel. Ten slouzˇı´ k doplneˇnı´ chybeˇjı´cı´ informaceu cˇı´slovacı´ch
sche´mat, ktere´ tuto informaci neuchova´vajı´.
Tato trˇı´da da´le implementuje elementa´rnı´ch funkce prˇedstavene´ v kapitole 3.2.1.
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Obra´zek 5: Trˇı´dnı´ diagram trˇı´dy XmlNodeRecord
27
4.1.2 Persistentnı´ u´lozˇisˇteˇ
Persistentnı´ u´lozˇisˇteˇ (trˇı´da PersistentStorage), navrzˇene´ v kapitole 3.2.3, obsahuje trˇi struk-
tury pro ulozˇenı´ informacı´ o uzlech reprezentovany´ch trˇı´dou XmlNodeRecord:
1. Persistentnı´ pole - u´lozˇisˇteˇ, do ktere´ho jsou ukla´da´ny jednotlive´ za´znamy o uzlech.
2. Index - B-strom, pro vyhleda´nı´ za´znamu o uzlu na za´kladeˇ jeho cˇı´slova´nı´.
3. Korˇenovy´ index - B-strom, pro vyhleda´nı´ korˇenove´ho uzlu dle na´zvu vstupnı´ho
souboru.
Trˇı´daPersistentStorage implementuje na´sledujı´cı´metodypro zpracova´nı´ XMLsouboru˚
a pro vyhleda´va´nı´ informacı´:
1. Create - vytvorˇı´ nove´ u´lozˇisˇteˇ.
2. Open - otevrˇe novy´ datovy´ soubor persistentnı´ho u´lozˇisˇteˇ.
3. Close - uzavrˇe aktua´lneˇ otevrˇeny´ soubor persistentnı´ho u´lozˇisˇteˇ.
4. Parse - provede zpracova´nı´ vstupnı´ho XML souboru do otevrˇene´ho persistentnı´ho
u´lozˇisˇteˇ.
5. GetRoot - vra´tı´ korˇenovy´ uzel XML stromu pro dany´ rozparsovany´ soubor.
6. GetRecord - nacˇte uzel specifikovany´ ukazatelem do persistentnı´ho pole.
7. ReadFrom - inicializuje cˇtenı´ z persistentnı´ho pole na za´kladeˇ ukazatele do persis-
tentnı´ho pole.
8. SearchInBtree - inicializuje cˇtenı´ z persistentnı´ho pole vyhleda´nı´m v B-stromu.
9. GetResults - nacˇte z persistentnı´ho pole uzly, ktere´ byly nalezeny prˇedchozı´m
dotazem do B-stromu.
10. ReadUntil - cˇte od pozice specifikovane´ metodou ReadFrom cˇi prvnı´m naposledy
nalezeny´m uzlem v B-stromu. Cˇtenı´ je ukoncˇeno nesplneˇnı´m podmı´nky filtrova´nı´.
Vyhleda´nı´ v B-stromu je realizova´no na za´kladeˇ za´stupny´ch identifika´toru˚ vytvorˇe-
ny´ch dle pouzˇite´ho cˇı´slovacı´ho sche´matu 4.4.1.MetodyGetResults aReadUntil vyuzˇı´vajı´
filtru 4.4.3 pro zprˇesneˇnı´ navra´ceny´ch vy´sledku˚ a v prˇı´padeˇ metody ReadUntil i specifi-
kaci ukoncˇovacı´ podmı´nky.
Tato trˇı´da obsahuje neˇktere´ dalsˇı´ metody, ktere´ zde nejsou zmı´neˇny. Jedna´ se vsˇak
pouze o metody, jejichzˇ u´cˇelem je podpora pro meˇrˇenı´ vy´konnosti cˇi pomoc pro ladeˇnı´,
a nejsou tedy autorem povazˇova´ny za zajı´mave´ prˇi prezentaci zvolene´ho rˇesˇenı´.
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4.2 Cˇı´slova´nı´ uzlu˚ pomocı´ cˇı´slovacı´ch sche´mat
Pro podporu cˇı´slova´nı´ uzlu˚ jsou v ra´mci projektu implementova´ny trˇi cˇı´slovacı´ sche´mata:
Range order (rozsahove´ cˇı´slovacı´ sche´ma), Containment order (obsahove´ cˇı´slovacı´ sche´ma)
a Dewey order (Dewey cˇı´slovacı´ sche´ma).
Vztahy trˇı´d implementujı´cı´ podporu pro cˇı´slovacı´ sche´mata jsou uvedeny v trˇı´d-
nı´m diagramu na obra´zku 6. Instance identifika´toru cˇı´slovacı´ho sche´matu je reprezento-
va´na abstraktnı´ trˇı´dou Ordering. Tato trˇı´da je implementova´na ve trˇech deˇdı´cı´ch trˇı´da´ch
ContainmentOrdering, DeweyOrdering a RangeOrdering, ktere´ implementujı´ funkcˇnost pro
podporu patrˇicˇne´ho cˇı´slovacı´ho sche´matu. Vytva´rˇenı´ instancı´ je sveˇrˇeno abstraktnı´ trˇı´deˇ
OrderingFactory, jezˇ implementuje na´vrhovy´ vzor Abstract factory. Tato trˇı´da poskytuje
rozhranı´, pro implementujı´cı´ factory trˇı´dy, ktere´ se starajı´ o vlastnı´ vytva´rˇenı´ instancı´
trˇı´dy ordering. Trˇı´daOrderingFactoryposkytuje jednakmetoduCreateOrdering, jezˇ slouzˇı´
k vytvorˇenı´ nove´ instance trˇı´dy Ordering, a neˇkolik dalsˇı´ch metod, ktere´ umozˇnˇujı´ zjistit
vlastnosti a omezenı´ aktua´lneˇ pouzˇı´vane´ho cˇı´slovacı´ho sche´matu.
Rozhranı´ specifikovane´ trˇı´dou Ordering poskytuje neˇkolik skupin metod. Metody
Count, Set,Get aRemove slouzˇı´ k pra´ci s jednotlivy´mi cˇa´stmi jedinecˇne´ho identifika´toru,
zatı´mcometody IsParentOf, IsPredecessorOf a IsSuccessorOf umozˇnˇujı´ zjisˇteˇnı´ vza´jem-
ne´ho vztahu dvou identifika´toru˚. Skupina metod CreateStartFirstChildOrdering, Crea-
teEndFirstChildOrdering, CreateStartDescendantOrdering, CreateEndDescendantOr-
dering, CreateStartSiblingOrdering, CreateEndSiblingOrdering a CreateParentOrde-
ring slouzˇı´ k vytvorˇenı´ tzv. za´stupny´ch identifika´toru˚ (vı´ce viz kapitola 4.4.1).
Poslednı´ skupinou jsou metody pro podporu tvorby identifika´toru prˇi procesu parso-
va´nı´ vstupnı´ho dokumentu. Metody OrderStartTag2, OrderEndTag2, OrderEmptyTag2
slouzˇı´ k realizaci cˇinnosti prˇi obsluze uda´lostı´ parseru StartNodeEvent, ValueEvent,
EndNodeEvent na´sledovneˇ:
1. Uda´lost StartNodeEvent vyuzˇı´va´ metody OrderStartTag2.
2. Vzhledem k tomu, zˇe hodnoty XML uzlu˚ a atributu˚ jsou interneˇ reprezentova´ny
samostatny´mi uzly, je prˇi obsluze uda´losti ValueEvent vyuzˇı´va´na metoda Orde-
rEmptyTag2.
3. Uda´lost EndNodeEvent vyuzˇı´va´ metody OrderEndTag2.
Prˇi procesu tvorby identifika´toru je da´le vyuzˇita metoda IsFinal, ktera´ umozˇnˇuje
urcˇenı´, je-li proces tvorby identifika´toru jizˇ dokoncˇen a je-li identifika´tor jizˇ pouzˇitelny´
prˇi dotazova´nı´.
Vzhledem k tomu, zˇe tato pra´ce opomı´jı´ mozˇnost aktualizace persistentnı´ho DOM,
jsou identifika´tory uzlu˚ tvorˇene´ podle cˇı´slovacı´ch sche´matRange order aContainment order
ponecha´ny ve sve´ neju´sporneˇjsˇı´ varianteˇ, tedy bez rezervnı´ch mı´st pro budoucı´ uzly.
4.2.1 Range order (Rozsahove´ cˇı´slovacı´ sche´ma)
Range order (Rozsahove´ cˇı´slovacı´ sche´ma), jehozˇ specifikace je popsa´na v kapitole 2.8.1,
je velmi pameˇt’oveˇ u´sporny´m cˇı´slovacı´m sche´matem. Ma´ neˇkolik nevy´hod, te´to pra´ce se
doty´kajı´ dveˇ z nich.
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Vzhledem k povaze zachycenı´ informace o vztazı´ch mezi uzly nenı´ u Range order
mozˇne´ zjistit, je-li rodicˇovsky´ vztahmezi uzlyprˇı´my´ cˇi neprˇı´my´. Pro zı´ska´nı´ te´to informace
pouze na za´kladeˇ znalosti identifika´toru uzlu je nutne´ vyhledat vsˇechny rodicˇovske´
uzly a prove´st jejich vza´jemne´ porovna´nı´. Druhy´m omezenı´m, ktere´ se v ra´mci te´to
pra´ce rˇesˇı´, je mozˇnost vytvorˇenı´ za´stupne´ho identifika´toru rodicˇovske´ho elementu pouze
na za´kladeˇ znalosti identifika´toru potomka. Rˇesˇenı´ obou popsany´ch omezenı´ navrhuji
v ra´mci kapitoly 4.4.4.
ObsluhametodOrderStartTag2,OrderEndTag2,OrderEmptyTag2 rozsahove´ho cˇı´slo-
vacı´ho sche´matu je popsa´na v algoritmu 1, 2 a 3. Vsˇechnymetody sdı´lı´ spolecˇny´ za´sobnı´k
a promeˇnne´ TagIndex a LastTag. V implementaci nenı´ za´sobnı´k soucˇa´stı´ samotne´ho al-
goritmu pro tvorbu identifika´toru, ale je sdı´leny´ pro vsˇechny nacˇtene´ uzly bez rozlisˇenı´
pouzˇite´ho cˇı´slovacı´ho sche´matu. Pro principia´lnı´ popis algoritmu je vsˇak prezentova´n
v ra´mci algoritmu pro tvorbu identifika´toru˚.
Algoritmus 1 Pseudoko´d popisujı´cı´ metodu OrderStartTag2 rozsahove´ho cˇı´slovacı´ho
sche´matu
Zvy´sˇenı´ hodnoty cˇı´tacˇe TagIndex o 1
Vlozˇenı´ na za´sobnı´k neu´plny´ identifika´tor <TagIndex, 0>
Ulozˇenı´ na´zvu aktua´lneˇ zpracova´vane´ho uzlu do LastTag
Algoritmus 2 Pseudoko´d popisujı´cı´ metodu OrderEndTag2 rozsahove´ho cˇı´slovacı´ho
sche´matu
Vyjmutı´ identifika´toru ze za´sobnı´ku
Pokud je na´zev v LastTag stejny´ jako na´zev aktua´lnı´ho tagu:
Zvysˇ TagIndex o konstantu urcˇujı´cı´ vy´chozı´ de´lku pra´zdne´ho tagu
jinak:
Zvysˇ TagIndex o 1
Nastav identifika´toru velikost na TagIndex
vrat’ identifika´tor
Algoritmus 3 Pseudoko´d popisujı´cı´ metodu OrderEmptyTag2 rozsahove´ho cˇı´slovacı´ho
sche´matu
Zvysˇ TagIndex o jedna a ulozˇ hodnotu do promeˇnne´ Start
Zvysˇ TagIndex o konstantu urcˇujı´cı´ vy´chozı´ de´lku pra´zdne´ho tagu
a ulozˇ hodnotu do promeˇnne´ Size
Ulozˇenı´ na´zvu aktua´lneˇ zpracova´vane´ho uzlu do LastTag
Vrat’ identifika´tor <Start, Size>
30
4.2.2 Containment order (Obsahove´ cˇı´slovacı´ sche´ma)
Cˇı´slovacı´ sche´maContainment order je velmi podobne´ rozsahove´mu cˇı´slovacı´mu sche´matu
(viz kapitola 2.8.2). Obsahuje vsˇak navı´c informaci o hloubce zanorˇenı´ v XML stromu,
ktera´ umozˇnˇuje rozlisˇitmezi prˇı´my´m a neprˇı´my´m rodicˇem (potomkem). Stejneˇ jakoRange
order vsˇak Containment order neumozˇnˇuje vytvorˇit za´stupny´ identifika´tor rodicˇovske´ho
uzlu, cozˇ je rˇesˇeno stejny´m principem jako u Range order (viz 4.4.4).
ObsluhametodOrderStartTag2,OrderEndTag2,OrderEmptyTag2 rozsahove´ho cˇı´slo-
vacı´ho sche´matu je popsa´na v algoritmu 4, 5 a 6. Vsˇechnymetody sdı´lı´ spolecˇny´ za´sobnı´k
a promeˇnne´ TagIndex a LastTag. V implementaci nenı´ za´sobnı´k soucˇa´stı´ samotne´ho al-
goritmu pro tvorbu identifika´toru, ale je sdı´leny´ pro vsˇechny nacˇtene´ uzly bez rozlisˇenı´
pouzˇite´ho cˇı´slovacı´ho sche´matu. Pro principia´lnı´ popis algoritmu je vsˇak prezentova´n
v ra´mci algoritmu pro tvorbu identifika´toru˚.
Algoritmus 4 Pseudoko´d popisujı´cı´ metodu OrderStartTag2 rozsahove´ho cˇı´slovacı´ho
sche´matu
Zvy´sˇenı´ hodnoty cˇı´tacˇe TagIndex o 1
Zvysˇ hodnotu Level rodicˇovske´ho uzlu o 1 a ulozˇ ji do promeˇnne´ Level
Vlozˇenı´ na za´sobnı´k identifika´tor <TagIndex, 0, Level>
Ulozˇenı´ na´zvu aktua´lneˇ zpracova´vane´ho uzlu do LastTag
Algoritmus 5 Pseudoko´d popisujı´cı´ metodu OrderEndTag2 rozsahove´ho cˇı´slovacı´ho
sche´matu
Vyjmutı´ identifika´toru ze za´sobnı´ku
Pokud je na´zev v LastTag stejny´ jako na´zev aktua´lnı´ho tagu:
Zvysˇ TagIndex o konstantu urcˇujı´cı´ vy´chozı´ de´lku pra´zdne´ho tagu
jinak:
Zvysˇ TagIndex o 1
Nastav identifika´toru velikost na TagIndex
vrat’ identifika´tor
Algoritmus 6 Pseudoko´d popisujı´cı´ metodu OrderEmptyTag2 obsahove´ho cˇı´slovacı´ho
sche´matu
Zvysˇ TagIndex o jedna a ulozˇ hodnotu do promeˇnne´ Start
Zvysˇ TagIndex o konstantu urcˇujı´cı´ vy´chozı´ de´lku pra´zdne´ho tagu
a ulozˇ hodnotu do promeˇnne´ End
Zvysˇ hodnotu Level rodicˇovske´ho uzlu o 1 a ulozˇ ji do promeˇnne´ Level
Ulozˇenı´ na´zvu aktua´lneˇ zpracova´vane´ho uzlu do LastTag
Vrat’ identifika´tor <Start, End, Level>
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4.2.3 Dewey order (Dewey cˇı´slovacı´ sche´ma)
Cˇı´slovacı´ sche´ma Dewey order, jehozˇ specifikace je popsa´na v kapitole 2.8.3, je pameˇt’oveˇ
pomeˇrneˇ na´rocˇne´ cˇı´slovacı´ sche´ma. Velikost identifika´toru je prˇı´mo za´visla´ na hloubce
zanorˇenı´ oznacˇene´ho uzlu. Maxima´lnı´ velikost identifika´toru, ktere´ zpravidla musı´ by´t
prˇizpu˚sobeno u´lozˇisˇteˇ uzlu˚, je tak za´visla´ na maxima´lnı´ hloubce zpracova´vane´ho XML
souboru, cozˇmu˚zˇe neˇkdy zpu˚sobit omezenı´ prˇi pouzˇitı´ tohoto cˇı´slovacı´ho sche´matu. Toto
cˇı´slovacı´ sche´ma vsˇak umozˇnˇuje bezztra´tove´ ulozˇenı´ informacı´ o strukturˇe XML souboru.
Lze tak nejen snadno urcˇit jakoukoli vazbu, jezˇ lze pozorovat u stromu XML souboru, ale
i vytvorˇit za´stupny´ identifika´tor rodicˇovske´ho uzlu.
Obsluha metod OrderStartTag2, OrderEndTag2, OrderEmptyTag2 cˇı´slovacı´ho sche´-
matu Dewey order je popsa´na v algoritmu 7, 8 a 9. Vsˇechny metody sdı´lı´ jeden za´sobnı´k
a promeˇnnou LastNumber, v ktere´ je ulozˇena hodnota porˇadı´ aktua´lneˇ zpracova´vane´ho
prˇı´me´ho potomka. V implementaci nenı´ za´sobnı´k soucˇa´stı´ samotne´ho algoritmu pro
tvorbu identifika´toru, ale je sdı´leny´ pro vsˇechny nacˇtene´ uzly bez rozlisˇenı´ pouzˇite´ho
cˇı´slovacı´ho sche´matu. Pro principia´lnı´ popis algoritmu je vsˇak prezentova´n v ra´mci algo-
ritmu pro tvorbu identifika´toru˚.
Algoritmus 7Pseudoko´d popisujı´cı´ metoduOrderStartTag2Dewey cˇı´slovacı´ho sche´matu
Vlozˇenı´ hodnoty LastNumber + 1 na za´sobnı´k
Vynulova´nı´ hodnoty LastNumber
Vytvorˇenı´ nove´ho identifika´toru z hodnot na za´sobnı´ku
Algoritmus 8 Pseudoko´d popisujı´cı´ metodu OrderEmptyTag2 Dewey cˇı´slovacı´ho sche´-
matu
Zvy´sˇit hodnotu LastNumber o 1
Vytvorˇenı´ nove´ho identifika´toru z hodnot na za´sobnı´ku a z hodnoty
LastNumber
Algoritmus 9 Pseudoko´d popisujı´cı´ metodu OrderEndTag2 Dewey cˇı´slovacı´ho sche´matu
Vyjmutı´ hodnoty ze za´sobnı´ku a ulozˇenı´ v LastNumber
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Obra´zek 6: Trˇı´dnı´ diagram pro trˇı´dy Ordering
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4.3 Zpracova´nı´ XML dokumentu
Tato kapitola prˇedstavuje implementacˇnı´ detaily procesu parsova´nı´ vstupnı´ho XML sou-
boru do datovy´ch struktur persistentnı´ho u´lozˇisˇteˇ.
Prˇestozˇe je implementova´na podpora pouze jednoho parseru, umozˇnˇuje pouzˇity´ na´-
vrh jednoduchou implementaci podpory pro jaky´koli jiny´ parser za prˇedpokladu, zˇe
zpracova´va´ uzly v preorder porˇadı´.
V ra´mci te´to pra´ce je pouzˇit pro zpracova´nı´ vstupnı´ho dokumentu Xerces parser.
Jak jizˇ bylo zmı´neˇno v kapitole 3.1.1, reprezentuje abstraktnı´ trˇı´da XmlBuilder roz-
hranı´ proxy trˇı´d parsovacı´ch algoritmu˚ a jejich obsluzˇne´ho ko´du. Diagram te´to trˇı´dy a
trˇı´d s nı´ souvisejı´cı´ch lze nale´zt na obra´zku 7. Rozhranı´ reprezentovane´ trˇı´dou XmlBu-
ilder se skla´da´ ze trˇı´ klı´cˇovy´ch metod GetXmlMaxDepth, Build a GetRootNodeIndex.
Metoda GetXmlMaxDepth provede rychly´ pru˚chod parsovany´m XML a zjistı´ jeho ma-
xima´lnı´ hloubku, jejı´zˇ znalost je klı´cˇova´ pro korektnı´ inicializaci datovy´ch struktur prˇi
pouzˇitı´ cˇı´slovacı´ch sche´mat s promeˇnnou de´lkou identifika´toru, jako je naprˇı´klad Dewey
order. Metoda Build provede rozparsova´nı´ dokumentu do datovy´ch struktur. Konstruk-
toru trˇı´dy XmlBuilder je prˇi inicializaci prˇeda´n ukazatel na trˇı´du BuilderContext, ktera´
reprezentuje datove´ u´lozˇisˇteˇ, do neˇjzˇ jsou uzly zpracova´va´ny. Alternativneˇ lze pomocı´
metody ResetContext ukazatel na datove´ u´lozˇisˇteˇ zmeˇnit.
Dalsˇı´m cˇa´stem diagramu na obra´zku 7 se veˇnujı´ kapitoly 4.3.1 a 4.3.2.
4.3.1 Parsova´nı´ vstupnı´ho XML souboru za´visle´ na parseru Xerces
Parsovacı´ mechanismus vyuzˇı´vajı´cı´ parseru z knihovny Xerces je implementova´n ve trˇı´deˇ
XercesXmlBuilder. Trˇı´da deˇdı´ od trˇı´dy XmlBuilder a vyuzˇı´va´ wrapperu cXmlXercesParser
pro realizaci vlastnı´ho parsova´nı´. Tento wrapper vyuzˇı´va´ abstraktnı´ trˇı´dy cStorageCrea-
tor Abstract, v ktere´ je specifikova´no rozhranı´ pro jednotlive´ uda´losti pru˚chodu souborem.
Abstraktnı´ trˇı´du cStorageCreator Abstract implementuje trˇı´daMaxDepthStorageCreator, jezˇ
zajisˇt’uje prvnı´ pru˚beˇh zjisˇt’ujı´cı´ maxima´lnı´ hloubkuXML stromu, a trˇı´daXercesStorageCre-
ator, jezˇ realizuje plneˇnı´ datovy´ch struktur.
Trˇı´da XercesStorageCreator vyuzˇı´va´ trˇı´ klı´cˇovy´ch metod zpracova´nı´ XML souboru
StartNode, AddValue a EndNode, jezˇ odpovı´dajı´ uda´lostem zmı´neˇny´m v kapitole 4.2.
Tyto trˇi metody plneˇ postacˇujı´ pro zpracova´nı´ vstupnı´ho XML souboru. Prˇi obsluze teˇchto
metod je vyuzˇı´va´no trˇı´d OrderingFactory, Ordering, XmlNodeRecord a BuilderContext.
4.3.2 Ulozˇenı´ za´znamu do persistentnı´ho pole
Rozhranı´ u´lozˇisˇteˇ za´znamu˚ o rozparsovany´ch XML uzlech je reprezentova´no abstraktnı´
trˇı´dou BuilderContext, ktera´ definuje dveˇ hlavnı´ obsluzˇne´ metody ukla´da´jı´cı´ vytvorˇene´
za´znamy do datove´ho u´lozˇisˇteˇ: SaveNewRecord a UpdateRecord.
Metoda SaveNewRecord zajisˇt’uje ulozˇenı´ nove´ho za´znamu do persistentnı´ho u´lozˇisˇteˇ,
zatı´mco metoda UpdateRecord mu˚zˇe by´t vola´na pro aktualizaci jizˇ jednou ulozˇene´ho za´-
znamu, pokud to vyzˇaduje algoritmus tvorby identifika´toru cˇı´slovacı´ho sche´matu.
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Jednotlive´ ocˇı´slovane´ za´znamy jsou ukla´da´ny do persistentnı´ho pole. Vlastnı´ proces
ulozˇenı´ vyuzˇı´va´ operace pro hromadne´ ulozˇenı´, tak jak je popsa´no v 3.2.3.
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Obra´zek 7: Trˇı´dnı´ diagram trˇı´dy XmlBuilder
36
4.4 Dotazova´nı´ datovy´ch struktur
Tato kapitola rozpracova´va´ vyhodnocenı´ elementa´rnı´ch operacı´, jezˇ bylo prˇedstaveno
v cˇa´sti na´vrhu (v kapitole 3.2.1).
Dotaz na neˇkterou z elementa´rnı´ch operacı´ je realizova´n na u´rovni trˇı´dy XmlNode-
Record, ktera´ implementuje rozhranı´ specifikovane´ abstraktnı´ trˇı´dou ElementaryFunction.
Trˇı´da XmlNodeRecord vsˇak nerealizuje vlastnı´ vyhleda´nı´ prˇı´mo, ny´brzˇ vyuzˇı´va´ trˇı´dyQue-
ryEvaluator, ktera´ abstrahuje vlastnı´ proces vyhleda´nı´ dle preferovane´ho zpu˚sobu vy-
hodnocenı´ dotazu. Tato trˇı´da stejneˇ jako trˇı´da XmlNodeRecord deˇdı´ od trˇı´dy Elementary-
Function. Vlastnı´ vyhodnocenı´ dotazu je implementova´no ve trˇı´da´ch BtreeQueryEvaluator
(implementuje vyhodnocenı´ dotazu s preferencı´ vyuzˇitı´ B-stromu) a ParrayQueryEvalua-
tor (implementuje vyhodnocenı´ dotazu s preferencı´ vyuzˇitı´ persistentnı´ho pole) deˇdı´cı´ch
od trˇı´dy QueryEvaluator.
Kapitola 4.4.1 se veˇnuje tvorbeˇ za´stupny´ch identifika´toru˚, vyhodnocenı´ vlastnı´ho do-
tazu je popsa´no v kapitole 4.4.2 a kapitola 4.4.3 prˇedstavuje omezenı´ vy´sledkufiltrova´nı´m.
4.4.1 Tvorba za´stupny´ch identifika´toru˚
Vyhodnocenı´ dotazu s preferencı´ vyuzˇitı´ B-stromu vyuzˇı´va´ za´stupny´ch identifika´toru˚,
ktere´ umozˇnı´ vyhleda´nı´ vsˇech pozˇadovany´ch uzlu˚ jediny´m dotazem do B-stromu. Prˇi
dotazova´nı´ preferujı´cı´m vyuzˇitı´ persistentnı´ho pole nenı´ trˇeba vytva´rˇet za´stupne´ identi-
fika´tory, jelikozˇ je v B-stromu vyhleda´n pouze aktua´lnı´ identifika´tor a od neˇj je na´sledneˇ
zapocˇato sekvencˇnı´ cˇtenı´ z persistentnı´ho pole.
Vyhodnocenı´ dotazu preferujı´cı´ho vyuzˇitı´ B-stromu je zalozˇeno na vlastnostech pou-
zˇity´ch cˇı´slovacı´ch sche´mat. Prˇi tvorbeˇ za´stupny´ch identifika´toru˚ je prˇedpokla´da´no uplat-
neˇnı´ na´sledujı´cı´ch vlastnostı´:
1. Lze vytvorˇit dvojici identifika´toru˚ takovou, zˇe identifika´tor vsˇech potomku˚ vzoro-
ve´ho uzlu je rˇazen mezi uvedenou dvojici.
2. Lze vytvorˇit dvojici identifika´toru˚ takovou, zˇe identifika´tor vsˇech sourozencu˚ vzo-
rove´ho uzlu a jejich potomku˚ je rˇazen mezi uvedenou dvojicı´.
3. Lze vytvorˇit dvojici identifika´toru˚ takovou, zˇe v uvedene´m rozsahu je zahrnut pra´veˇ
jeden uzel, jenzˇ je za´rovenˇ prvnı´ potomek vzorove´ho uzlu.
Uvedene´ vlastnosti jsou klı´cˇove´ pro vytvorˇenı´ za´stupny´ch identifika´toru˚ a korekt-
nı´ho vyhodnocenı´ dotazu do B-stromu. Neˇktera´ cˇı´slovacı´ sche´mata vsˇak druhy´ bod ne-
umozˇnˇujı´, cozˇ je nutne´ obejı´t alternativnı´m zpu˚sobem (vı´ce viz 4.4.4). V za´vislosti na
pouzˇite´m cˇı´slovacı´m sche´matu mu˚zˇe by´t trˇetı´ vlastnost reprezentova´na pouze jednı´m
identifika´torem, jenzˇ oznacˇuje prvnı´ho potomka uzlu.
Trˇı´da Ordering definuje sˇestici metod pro zı´ska´nı´ za´stupny´ch identifika´toru˚ jejichzˇ
implementace je prˇı´mo za´visla´ na konkre´tnı´ vlastnosti.
1. MetodyCreateStartDescendantOrdering()aCreateEndDescendantOrdering() spo-
le´hajı´ na vlastnost cˇı´slo 1.
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Na´zev metody Range order Containment order Dewey order
GetStartDescendant(a) 2,X 2,X 1.1.1
GetEndDescendant(a) 4,X 4,X 1.1.MAX
GetFirstChild(e) 7,X 7,X 1.3.1
GetStartSibling(d) - - 1.1
GetEndSibling(d) - - 1.MAX
Tabulka 1: Prˇı´klady vyhodnocenı´ typu˚ cˇı´slova´nı´
2. MetodyCreateStartSiblingOrdering() aCreateEndSiblingOrdering() spole´hajı´ na
vlastnost cˇı´slo 2.
3. MetodyCreateStartFirstChildOrdering() aCreateEndFirstChildOrdering() spole´-
hajı´ na vlastnost cˇı´slo 3.
Pro na´zornost je mozˇne´ prˇedve´st funkci generova´nı´ za´stupny´ch identifika´toru˚ na
prˇı´kladeˇ. Graf na obra´zku 9 zobrazuje jednoduchy´ uka´zkovy´ XML strom, ve ktere´m
jsou uvedeny identifika´tory dle vsˇech trˇı´ pouzˇity´ch cˇı´slovacı´ch sche´mat: cˇı´slovacı´ sche´ma
Range order je znacˇenoR(), cˇı´slovacı´ sche´ma Containment order je znacˇenoC() a cˇı´slovacı´
sche´ma Dewey order je znacˇeno D().
Tabulka 1 uva´dı´ vybrane´ prˇı´klady jednotlivy´ch za´stupny´ch identifika´toru˚ dle pou-
zˇite´ho cˇı´slovacı´ho sche´matu. V te´to tabulce jsou vyuzˇity za´stupne´ symboly, ktere´ jsou
v praxi nahrazeny konkre´tnı´m cˇı´slem za´visejı´cı´m na implementaci. Symbol X zastupuje
libovolne´ cˇı´slo, na ktere´m dı´ky vlastnostem pouzˇite´ho porovna´va´nı´ neza´lezˇı´. Za´stupny´
symbol MAX zastupuje maxima´lnı´ mozˇne´ cˇı´slo reprezentovatelne´ v dane´ implementaci
(obecneˇ by se jednalo o hodnotu nekonecˇno). Znak „-“ oznacˇuje prˇı´pady, ve ktery´ch nenı´
mozˇne´ pro pouzˇite´ cˇı´slovacı´ sche´ma metodu zavolat a je trˇeba pouzˇı´t alternativnı´ zpu˚sob
vyhodnocenı´.
4.4.2 Vyhodnocenı´ dotazu
Proces vyhodnocenı´ vy´sledku dotazu je evaluova´n dveˇma odlisˇny´mi zpu˚soby v za´vislosti
na preferovane´m prˇı´stupu. Algoritmus vyhodnocenı´ dotazu prˇi preferenci dotazova´nı´
B-stromu je uveden v algoritmu 10, zatı´mco algoritmus 11 prˇedstavuje vyhodnocenı´
dotazu s preferencı´ persistentnı´ho pole.
4.4.3 Omezenı´ vy´sledku filtrova´nı´m
Po realizaci dotazudopersistentnı´ho u´lozˇisˇteˇ, at’uzˇ dotazempreferujı´cı´mvyuzˇitı´ B-stromu
nebo persistentnı´ho pole, je v seznamu nalezeny´ch uzlu˚ mnoho teˇch, ktere´ do vy´sledku
nepatrˇı´, ale za´rovenˇ je nelze rozlisˇit prˇi prvotnı´m dotazova´nı´. Proto je na navra´cene´ vy´-
sledky aplikova´no filtrova´nı´.
Filtrova´nı´, reprezentovane´ trˇı´dou Restrictor a jejı´mi potomky, je vyuzˇito ru˚zneˇ v za´vis-
losti na zpu˚sobu dotazova´nı´, cˇemuzˇ se veˇnujı´ odstavce 4.4.3.1 a 4.4.3.2. Poslednı´ odstavec
4.4.3.3 se zaby´va´ popisem jednotlivy´ch trˇı´d filtrova´nı´.
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Algoritmus 10 Vyhodnocenı´ dotazu preferujı´cı´ho vyuzˇitı´ B-stromu
Proved’ vyhleda´nı´ v B-stromu dle za´stupny´ch identifika´toru˚
Pro kazˇdy´ nalezeny´ identifika´tor:
Pokud je identifika´tor odmı´tnut filtrem:
Pokracˇuj dalsˇı´m vy´sledkem
jinak:
Nacˇti za´znam z persistentnı´ho pole
Pokud je nacˇteny´ za´znam prˇijat filtrem:
Ulozˇ za´znam do vy´sledku˚
Vrat’ vy´sledek
Algoritmus 11 Vyhodnocenı´ dotazu preferujı´cı´ho vyuzˇitı´ persistentnı´ho pole
Vyhledej v B-stromu kontextovy´ (rodicˇovsky´) uzel.
Nastav zacˇa´tek cˇtenı´ z persistentnı´ho pole dle vyhledane´ho uzlu
Dokud je splneˇna ukoncˇovacı´ podmı´nka:
Pokud je aktua´lnı´ za´znam prˇijat filtrem:
Ulozˇ za´znam do vy´sledku˚
Nacˇti dalsˇı´ za´znam
Vrat’ vy´sledek
Rozhranı´ trˇı´dy FindRestrictor poskytuje dva testy, ktere´ rozhodujı´ o vyrˇazenı´ za´znamu
ze seznamu vy´sledku˚. Prvnı´ test umozˇnˇuje rozhodnout o splneˇnı´ podmı´nky na za´kladeˇ
identifika´toru uzlu, cozˇ je cˇasto mozˇne´ realizovat jesˇteˇ prˇed prˇı´stupem do persistentnı´ho
pole. Druhy´ test je nutny´ v prˇı´padeˇ, zˇe prvnı´ test nerozhodl o platnosti vy´sledku. Je reali-
zova´nnad cely´mza´znamemnacˇteny´mzpersistentnı´hopole. Jednotlive´ instancepotomku˚
trˇı´dy FindRestrictor je mozˇne´ kombinovat a tvorˇit tak slozˇiteˇjsˇı´ podmı´nky. Kombinace je
vzˇdy realizova´na jako operace AND mezi jednotlivy´mi podmı´nkami.
4.4.3.1 Pouzˇitı´ filtrova´nı´ prˇi dotazova´nı´ preferujı´cı´m vyuzˇitı´ B-stromu Prˇi dotazo-
va´nı´ preferujı´cı´m vyuzˇitı´ B-stromu je filtr pouzˇit na kazˇdy´ ze za´znamu˚, ktere´ byly vra´ceny
na dotaz do B-stromu, dvakra´t. Nejdrˇı´ve je vykona´na metoda pro test na za´kladeˇ znalosti
identifika´toru za´znamu. Samotny´ identifika´tor v mnoha prˇı´padech postacˇuje k vyhod-
nocenı´ filtru a algoritmus nemusı´ nacˇı´tat cely´ uzel z persistentnı´ho pole. Pouze pokud je
podmı´nka filtru na za´kladeˇ identifika´toru splneˇna, nacˇte se cely´ za´znam z persistentnı´ho
pole a vyhodnotı´ se podmı´nka filtru na za´kladeˇ cele´ho za´znamu. V prˇı´padeˇ kladne´ho
vyhodnocenı´ podmı´nky je mezivy´sledek zı´skany´ z dotazu do B-stromu prˇijat a zarˇazen
do seznamu vy´sledku˚.
4.4.3.2 Pouzˇitı´ filtrova´nı´ prˇi dotazova´nı´ preferujı´cı´m vyuzˇitı´ persistentnı´ho pole
Dotazova´nı´ preferujı´cı´ vyuzˇitı´ persistentnı´ho pole uzˇı´va´ filtrova´nı´ dvojı´m zpu˚sobem.
V pru˚beˇhu sekvencˇnı´ho cˇtenı´ z persistentnı´ho pole urcˇuje filtr podmı´nku, ktera´ sekvencˇnı´
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cˇtenı´ ukoncˇuje. Jina´ instance filtru je pote´ vyuzˇita pro oveˇrˇenı´, ma´-li vy´sledny´ za´znam
by´t zahrnut do seznamu vy´sledku˚.
Narozdı´l odfiltrova´nı´ dotazu˚ preferujı´cı´ch vyuzˇitı´ B-stromu je vdotazechpreferujı´cı´ch
vyuzˇitı´ persistentnı´ho nacˇten vzˇdy cely´ za´znam. Obeˇ podmı´nky filtru (podmı´nka dle
identifika´toru a dle cele´ho za´znamu) jsou tedy vyhodnocova´ny nad jednı´m za´znamem
a nedocha´zı´ tak k cˇasove´ u´sporˇe, jako je tomu u filtrova´nı´ dotazu˚ preferujı´cı´ch vyuzˇitı´
B-stromu.
4.4.3.3 Popis jednotlivy´ch trˇı´d filtrova´nı´ Pro potrˇebu filtrova´nı´ jsou implemento-
va´ny na´sledujı´cı´ trˇı´dy FindRestrictor:
1. NullFindRestrictor - pra´zdny´ filtr, ktery´ prˇijme jaky´koli uzel a cˇı´slova´nı´.
2. CompositeRestrictor - filtr, ktery´ obsahuje odkaz na jinou instanci filtru. Vy´sledek
je operacı´ AND sebe sama a odkazovane´ho filtru.
3. TypeFindRestrictor - deˇdı´ od CompositeRestrictor a podminˇuje vy´sledek dle typu
uzlu.
4. NameFindRestrictor - deˇdı´ od CompositeRestrictor a podminˇuje vy´sledek dle hod-
noty uzlu.
5. EqualityFindRestrictor - deˇdı´ odCompositeRestrictor a podminˇuje vy´sledek dle hod-
noty cˇı´slova´nı´ (operace rovna´/nerovna´ se).
6. DescendantFindRestrictor - deˇdı´ od CompositeRestrictor a podminˇuje vy´sledek na
prˇı´me´ cˇi neprˇı´me´ potomky referencˇnı´ho uzlu.
7. ValueFindRestrictor - deˇdı´ od CompositeRestrictor a podminˇuje vy´sledek porovna´-
nı´m textove´ hodnoty uzlu.
4.4.4 Rˇesˇenı´ pro omezenı´ neˇktery´ch cˇı´slovacı´ch sche´mat - odkaz na rodicˇe uzlu
Neˇktera´ cˇı´slovacı´ sche´mata neumozˇnˇujı´ zjistit, je-li rodicˇ uzlu prˇı´my´ cˇi neprˇı´my´. Toto
prˇina´sˇı´ proble´m prˇi porovna´nı´, je-li dany´ uzel prˇı´my´m potomkem uzlu referencˇnı´ho.
Druhou, cˇasto nepodporovanou funkcˇnostı´ je vytvorˇenı´ za´stupne´ho identifika´toru
prˇı´me´ho rodicˇe. Tato funkcˇnost je trˇeba zejme´na v situacı´ch, kdy jsou v B-stromu vyhle-
da´va´ni sourozenci uzlu, jelikozˇ prvnı´m krokem prˇi te´to operaci by´va´ pra´veˇ vyhleda´nı´
rodicˇovske´ho uzlu.
Oba tyto proble´my jsou rˇesˇeny rozsˇı´rˇenı´m za´znamu uzlu XmlNodeRecord o ukazatel
na rodicˇe uzlu. To umozˇnˇuje obejı´t popsany´ proble´m a zı´skat umı´steˇnı´ rodicˇe uzlu prˇı´mo
v persistentnı´m poli.
Odkaz na rodicˇe uzlu je vytvorˇen a ulozˇen v datovy´ch za´znamech pouze v prˇı´padeˇ,
zˇe jej pouzˇite´ cˇı´slovacı´ sche´ma ke sve´ cˇinnosti skutecˇneˇ potrˇebuje.
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Obra´zek 9: Ocˇı´slovany´ XML strom (R znacˇı´ Range order, C znacˇı´ Containment order a D
znacˇı´ Dewey order)
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Obra´zek 10: Diagram trˇı´d deˇdı´cı´ch od trˇı´dy Restrictor, ktere´ implementujı´ filtrova´nı´
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4.5 Omezenı´ popsane´ho rˇesˇenı´ a zna´me´ chyby
Obdobneˇ jako u mnoha jiny´ch SW rˇesˇenı´ zu˚stalo v implementovane´m rˇesˇenı´ neˇkolik
zna´my´ch, lecˇ neopraveny´ch za´vad. Vzhledem k tomu, zˇe hlavnı´m prˇı´nosem te´to pra´ce je
prˇedevsˇı´mprakticke´ proveˇrˇenı´ vy´konnosti zde prˇedstavene´ implementace persistentnı´ho
DOM, nepovazˇuji odstraneˇnı´ teˇchto za´vad za podstatne´.
Jednı´m z omezenı´ te´to pra´ce je za´vislost na hloubce zpracova´vane´ho XML souboru.
Kvu˚li vnitrˇnı´ implementaci B-stromu je nutne´ prˇi vytva´rˇenı´ u´lozˇisˇteˇ persistentnı´ho DOM
definovat maxima´lnı´ velikost indexovany´ch identifika´toru˚ cˇı´slovacı´ch sche´mat. To prˇi
pouzˇitı´ cˇı´slovacı´ch sche´mat Range order a Containment order nenı´ prˇeka´zˇkou a vlastnı´
zpracova´nı´ dokumentu funguje korektneˇ. Proble´m nasta´va´ prˇi pouzˇitı´ cˇı´slovacı´ho sche´-
matu Dewey order. Jelikozˇ je toto cˇı´slovacı´ sche´ma za´visle´ na maxima´lnı´ hloubce stromu
zpracova´vane´ho XML dokumentu, je prˇi parsova´nı´ jeho hloubka nejdrˇı´ve zjisˇteˇna. Bo-
huzˇel pokud je dokument zpracova´va´n do jizˇ existujı´cı´ho u´lozˇisˇteˇ, je tato informace jizˇ
v u´lozˇisˇti definova´na a zpracova´nı´ XML souboru s hloubkou veˇtsˇı´ nezˇ pu˚vodneˇ defi-
novanou selzˇe. Proto je aplikaci nutne´ v teˇchto prˇı´padech explicitneˇ prˇedat maxima´lnı´
podporovanou hloubku XML souboru. Soubory s hloubkou veˇtsˇı´ nezˇ definovanou prˇi
prvnı´m rozparsova´nı´ do tohoto u´lozˇisˇteˇ vsˇak nebude mozˇne´ u´speˇsˇneˇ rozparsovat.
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5 Testova´nı´ a srovna´nı´
Tato kapitola prˇedstavuje vy´sledky srovna´vacı´ho testova´nı´ persistentnı´ho DOM s imple-
mentacı´ klasicke´ho DOM. Toto srovna´va´nı´ ma´ dva hlavnı´ cı´le - zhodnotit vy´konnost per-
sistentnı´ho DOM v za´vislosti na pouzˇite´m cˇı´slovacı´m sche´matu, zpu˚sobu vyhodnocenı´
dotazu a porovna´nı´ nejvy´konneˇjsˇı´ varianty s klasickou implementacı´ DOM. K dosazˇenı´
teˇchto cı´lu˚ jsou nejdrˇı´ve v kapitola´ch 5.1 a 5.2 popsa´ny testovacı´ sady dat a vlastnı´ proces
testova´nı´, v kapitole 5.3 je na´sledneˇ prˇedstaveno srovna´nı´ samotne´ho PDOM v neˇkolika
ru˚zny´ch konfiguracı´ch a v kapitole 5.4 pak porovna´nı´ s klasicky´m DOM.
Jako reprezentant klasicke´ho DOM je pouzˇito implementace vytvorˇene´ pomocı´
knihovny Xerces. Pro prˇehledneˇjsˇı´ rozlisˇenı´ mezi persistentnı´m a klasicky´mDOMv ra´mci
te´to kapitoly pouzˇı´va´m zkratky PDOM a XercesDOM.
5.1 Testovacı´ data
V pru˚beˇhu srovna´vacı´ho testova´nı´ byla vyuzˇita testovacı´ data z projektu XMARK a Inex-
wiki. Pro testova´nı´ byly vybra´nydveˇ sadydat, ktere´ umozˇnˇujı´ otestova´nı´ ru˚zny´ch aspektu˚
pra´ce:
1. Se´rie souboru˚ oznacˇena´ jako SMALL je vybra´na z inex-wiki a obsahuje 500 souboru˚
maly´ch vza´jemneˇ podobny´ch velikostı´, ktere´ se pohybujı´ v rozmezı´ 1 - 157 KB.
2. LARGE je oznacˇenı´ jedine´ho testovacı´ho souboru vytvorˇene´ho z projektu XMARK
s parametrem 1.0 o velikosti 113MB. Slouzˇı´ tam, kde nepostacˇuje srovna´nı´ nad
maly´mi soubory.
3. SEQUENTION je se´rie dat vytvorˇena´ z projektu XMARK tak, aby byla velikost
souboru˚ linea´rneˇ rostoucı´. Tato data byla generova´na s parametry v rozsahu 0.1,
0.2, . . . , 0.6. Velikost souboru˚ zacˇı´na´ na 11MB a koncˇı´ na 68MB.
5.2 Popis meˇrˇeny´ch parametru˚ dotazova´nı´
Srovna´vacı´ meˇrˇenı´ je prova´deˇno s cı´lem urcˇit tendence chova´nı´ PDOM v jednotlivy´ch
konfiguracı´ch vu˚cˇi XercesDOM. Velikost meˇrˇeny´ch dat je proto omezena (nejveˇtsˇı´ XML
soubor ma´ cca 68MB), prˇestozˇe silnou stra´nkou PDOM je pra´veˇ zpracova´nı´ souboru˚ zna-
cˇny´ch velikostı´. Toto omezenı´ ma´ ryze prakticke´ zdu˚vodneˇnı´ - dı´ky omezenı´ velikosti tes-
tovacı´ sady bylo mozˇne´ prove´st kvalitneˇjsˇı´ automaticke´ testova´nı´, kdy jsou v XercesDOM
a PDOM testova´ny podobne´ dotazy.
5.2.1 Meˇrˇene´ vlastnosti
V pru˚beˇhu testova´nı´ PDOM jsou sledova´ny na´sledujı´cı´ vlastnosti:
1. cˇas, za kterou je operace vykona´na,
2. pocˇet prˇı´stupu˚ k datove´mu u´lozˇisˇti potrˇebny´ pro vykona´nı´ operace,
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Cˇı´slo konfigurace Cˇı´slovacı´ sche´ma Zpu˚sob vyhodnocenı´ dotazu
1 Containment order BTREE usage preference
2 Containment order PARRAY usage preference
3 Dewey order BTREE usage preference
4 Dewey order PARRAY usage preference
5 Range order BTREE usage preference
6 Range order PARRAY usage preference
Tabulka 2: Prˇehled konfiguracı´ PDOM
3. mnozˇstvı´ alokovane´ pameˇti,
4. velikost vstupnı´ho souboru,
5. velikost datove´ho souboru,
6. maxima´lnı´ hloubka xml souboru.
Vzhledem k povaze klasicke´ho XercesDOM jsou pro neˇj meˇrˇeny pouze na´sledujı´cı´
vlastnosti:
1. cˇas, za kterou je operace vykona´na,
2. mnozˇstvı´ alokovane´ pameˇti,
3. velikost vstupnı´ho souboru.
Ostatnı´ vlastnosti meˇrˇene´ u PDOM jsou pro XercesDOM nesmyslne´, prˇedevsˇı´m z du˚-
vodu rozdı´lne´ povahy DOM.
Maxima´lnı´ hloubka XML souboru nenı´ pro XercesDOM meˇrˇena, jelikozˇ narozdı´l od
PDOM neza´visı´ jeho implementace na te´to vlastnosti.
5.2.2 Parametry dotazova´nı´ a postup jeho vyhodnocenı´
Pod pojmem konfigurace PDOM je v pru˚beˇhu meˇrˇenı´ rozezna´va´na sˇestice nastavenı´,
ktera´ oznacˇuje jednotlive´ mozˇnosti vyhodnocenı´ dotazova´nı´ (viz tabulka 2). Tato sˇestice
je tvorˇena kombinacı´ dvou zpu˚sobu˚ vyhodnocenı´ dotazu a trˇı´ podporovany´ch cˇı´slova-
cı´ch sche´mat. V jednotlivy´ch grafech a tabulka´ch jsou pro prˇehlednost cˇı´slovacı´ sche´mata
oznacˇena jako Dewey order, Range order a Containment order, zatı´mco zpu˚sob vyhodno-
cenı´ dotazu jako BTREE usage preference pro vyhodnocenı´ preferujı´cı´ vyuzˇitı´ B-stromu
a PARRAY usage preference pro vyhodnocenı´ preferujı´cı´ vyuzˇitı´ persistentnı´ho pole.
Prˇi testova´nı´ dotazova´nı´ persistetnı´ho DOM jsou testova´ny vzˇdy vsˇechny operace,
tedy getDescendants, getDescendantsByTagName, getChildren, getChildrenByTagName, getAt-
tributes, getSiblings a getValue. Pro prˇehlednost prezentovany´ch vy´sledku˚ je pro neˇktere´
z grafu˚ vybra´na pouze jedna z uvedeny´ch operacı´.
Postup testova´nı´ se rˇı´dı´ algoritmem popsany´m v algoritmu 12. V ra´mci tohoto algo-
ritmu je provedeno vyhodnocenı´ dotazu nejdrˇı´ve pro PDOM a na´sledneˇ pro xercesDOM
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na kazˇdou z operacı´ a v prˇı´padeˇ PDOM pro kazˇdou z podporovany´ch konfiguracı´. Do-
tazova´nı´ je vzˇdy realizova´no nad uzlem, pro ktery´ je danou operacı´ vra´cen nepra´zdny´
vy´sledek. Beˇhem jednotlivy´ch iteracı´ prokonkre´tnı´ konfiguraci jsouna´hodneˇ zvolene´ uzly
cachova´ny. To zajisˇt’uji pouzˇitı´m identicky´ch vstupnı´ch argumentu˚ pro kazˇdou z operacı´
v dane´ konfiguraci.
Algoritmus 12 Pseudoko´d popisujı´cı´ algoritmus testova´nı´ PDOM a XercesDOM.
Rozparsova´nı´ vsˇech vstupnı´ch souboru˚ do datovy´ch struktur
Pro kazˇdou variantu konfigurace PDOM:
Do X ulozˇ vy´sledek nemeˇrˇene´ho dotazu getChildren
Prokazˇdou operaci O:
Vyber z X vhodny´ uzel do Y
Pokud je Y pra´zdne´:
Do X ulozˇ vy´sledek nemeˇrˇene´ho dotazu getDescendants
Vyber z X vhodny´ uzel do Y
Realizuj meˇrˇeny´ dotaz operace
O Pro XercesDOM:
Do X ulozˇ vy´sledek nemeˇrˇene´ho dotazu getChildren
Prokazˇdou operaci O:
Vyber z X vhodny´ uzel do Y
Pokud je Y pra´zdne´:
Do X ulozˇ vy´sledek nemeˇrˇene´ho dotazu getDescendants
Vyber z X vhodny´ uzel do Y
Realizuj meˇrˇeny´ dotaz operace O
5.3 Zhodnocenı´ vy´konnosti PDOM implementace v za´vislosti na pouzˇite´
konfiguraci
Prvnı´ sledovanou vlastnostı´ je pru˚meˇrny´ cˇas, ktery´ je potrˇeba k dokoncˇenı´ jednotlivy´ch
operacı´ nad PDOM/DOM. Pro prˇehlednost se deˇlı´ do dvou cˇa´stı´, z nichzˇ prvnı´ srovna´va´
cˇas potrˇebny´ k rozparsova´nı´ vstupnı´ho XML do datovy´ch struktur a druha´ srovna´va´ cˇas
pro vykona´nı´ jednotlivy´ch operacı´.
Pru˚meˇrny´ cˇas parsova´nı´ dat do datove´ho souboru je zobrazen v grafu na obra´zku
11 a tabulce 3. Tento graf je vytvorˇen nad testovacı´ sadou SMALL. Nameˇrˇene´ hodnoty
jsou pro jednotliva´ cˇı´slovacı´ sche´mata naprosto srovnatelne´. Vzhledem k nejednozna-
cˇnosti nameˇrˇeny´ch vy´sledku˚ graf 12 a tabulka 4 prezentujı´ data i nad datovou sadou
LARGE. V datove´ sadeˇ LARGE je Dewey order prˇi zpracova´nı´ o neˇco rychlejsˇı´ nezˇ Range
a Containment order. To lze prˇicˇı´st na vrub nutnosti aktualizace za´znamu˚ u druhy´ch dvou
cˇı´slovacı´ch sche´mat, zatı´mco Dewey order je vkla´da´n prˇı´mo ve fina´lnı´ podobeˇ.
Pru˚meˇrny´ cˇas vyhodnocenı´ dotazu je prezentova´n v grafu 13 a v tabulce 5. Ze zob-
razeny´ch vyhodnocenı´ dotazu˚ je patrna´ vysˇsˇı´ cˇasova´ na´rocˇnost vyhodnocenı´ neˇktery´ch
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Průměrný čas parsování PDOM






















Tabulka 3: Nameˇrˇene´ hodnoty v ms pro parsova´nı´ PDOM nad datovou sadou SMALL
operacı´ pro Range order. Tuto vysˇsˇı´ cˇasovou na´rocˇnost lze prˇicˇı´st na vrub nutnosti oveˇrˇo-
va´nı´, je-li dotazovany´ uzel prˇı´my´m potomkem cˇi nikoli.
Dewey a Containment order totizˇ umozˇnˇujı´ zjistit, je-li uzel prˇı´my´m potomkem uzlu
jine´ho pouze na za´kladeˇ samotne´ho identifika´toru cˇı´slovacı´ho sche´matu. To je zpravidla
mozˇne´ prove´st bez nutnosti nacˇtenı´ cele´ho za´znamu z persistetnı´ho pole. Na druhou
stranu Range order tuto informaci neuchova´va´ a pro jejı´ vyhodnocenı´ je trˇeba nacˇtenı´
cele´ho za´znamu z persistentnı´ho pole.
Pro u´plnost je v grafu 14 a tabulce 6 prezentova´no i srovna´nı´ nad datovou sadou





Tabulka 4: Nameˇrˇene´ hodnoty v ms pro parsova´nı´ PDOM pro datovou sadu LARGE
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Průměrný čas parsování PDOM



















Obra´zek 12: Cˇas parsova´nı´ vstupnı´ho souboru (ve vterˇina´ch) pro PDOM pro datovou
sadu LARGE
Jediny´m rozdı´lem je drobny´ na´ru˚st v cˇasove´ na´rocˇnosti vyhodnocenı´ dotazu, ktery´ lze
vsˇak s prˇihle´dnutı´m k veˇtsˇı´ velikosti vstupnı´ho souboru ocˇeka´vat.
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Na´zev operace Cˇı´slovacı´ sche´ma Preference vyhodnocenı´ Pru˚meˇr
GetDescendants Containment order B-strom 0.085
GetDescendants Dewey order B-strom 0.157
GetDescendants Range order B-strom 0.075
GetAttributes Containment order B-strom 0.013
GetAttributes Dewey order B-strom 0.013
GetAttributes Range order B-strom 0.028
GetDescendantsByTagName Containment order B-strom 0.116
GetDescendantsByTagName Dewey order B-strom 0.135
GetDescendantsByTagName Range order B-strom 0.086
GetChildren Containment order B-strom 0.052
GetChildren Dewey order B-strom 0.086
GetChildren Range order B-strom 0.915
GetChildrenByTagName Containment order B-strom 0.071
GetChildrenByTagName Dewey order B-strom 0.079
GetChildrenByTagName Range order B-strom 1.007
GetSiblings Containment order B-strom 0.082
GetSiblings Dewey order B-strom 0.075
GetSiblings Range order B-strom 0.405
GetValueItem Containment order B-strom 0.010
GetValueItem Dewey order B-strom 0.009
GetValueItem Range order B-strom 0.009
GetDescendants Containment order persistnentnı´ pole 0.054
GetDescendants Dewey order persistnentnı´ pole 0.050
GetDescendants Range order persistnentnı´ pole 0.057
GetAttributes Containment order persistnentnı´ pole 0.012
GetAttributes Dewey order persistnentnı´ pole 0.012
GetAttributes Range order persistnentnı´ pole 0.059
GetDescendantsByTagName Containment order persistnentnı´ pole 0.063
GetDescendantsByTagName Dewey order persistnentnı´ pole 0.056
GetDescendantsByTagName Range order persistnentnı´ pole 0.063
GetChildren Containment order persistnentnı´ pole 0.057
GetChildren Dewey order persistnentnı´ pole 0.047
GetChildren Range order persistnentnı´ pole 0.875
GetChildrenByTagName Containment order persistnentnı´ pole 0.064
GetChildrenByTagName Dewey order persistnentnı´ pole 0.054
GetChildrenByTagName Range order persistnentnı´ pole 0.962
GetSiblings Containment order persistnentnı´ pole 0.106
GetSiblings Dewey order persistnentnı´ pole 0.081
GetSiblings Range order persistnentnı´ pole 1.378
GetValueItem Containment order persistnentnı´ pole 0.010
GetValueItem Dewey order persistnentnı´ pole 0.010
GetValueItem Range order persistnentnı´ pole 0.009
Tabulka 5: Cˇas dotazova´nı´ v ms jednotlivy´ch operacı´ PDOM pro datovou sadu SMALL
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Na´zev operace Cˇı´slovacı´ sche´ma Preference vyhodnocenı´ Pru˚meˇr
GetDescendants Containment order B-strom 0.018
GetDescendants Dewey order B-strom 0.023
GetDescendants Range order B-strom 0.015
GetAttributes Containment order B-strom 0.011
GetAttributes Dewey order B-strom 0.008
GetAttributes Range order B-strom 0.015
GetDescendantsByTagName Containment order B-strom 0.008
GetDescendantsByTagName Dewey order B-strom 0.009
GetDescendantsByTagName Range order B-strom 0.008
GetChildren Containment order B-strom 0.014
GetChildren Dewey order B-strom 0.015
GetChildren Range order B-strom 0.149
GetChildrenByTagName Containment order B-strom 0.012
GetChildrenByTagName Dewey order B-strom 0.012
GetChildrenByTagName Range order B-strom 0.100
GetSiblings Containment order B-strom 0.019
GetSiblings Dewey order B-strom 0.012
GetSiblings Range order B-strom 0.043
GetValueItem Containment order B-strom 0.008
GetValueItem Dewey order B-strom 0.008
GetValueItem Range order B-strom 0.007
GetDescendants Containment order persistnentnı´ pole 0.012
GetDescendants Dewey order persistnentnı´ pole 0.012
GetDescendants Range order persistnentnı´ pole 0.013
GetAttributes Containment order persistnentnı´ pole 0.010
GetAttributes Dewey order persistnentnı´ pole 0.010
GetAttributes Range order persistnentnı´ pole 0.031
GetDescendantsByTagName Containment order persistnentnı´ pole 0.009
GetDescendantsByTagName Dewey order persistnentnı´ pole 0.009
GetDescendantsByTagName Range order persistnentnı´ pole 0.009
GetChildren Containment order persistnentnı´ pole 0.017
GetChildren Dewey order persistnentnı´ pole 0.019
GetChildren Range order persistnentnı´ pole 0.150
GetChildrenByTagName Containment order persistnentnı´ pole 0.013
GetChildrenByTagName Dewey order persistnentnı´ pole 0.014
GetChildrenByTagName Range order persistnentnı´ pole 0.110
GetSiblings Containment order persistnentnı´ pole 0.025
GetSiblings Dewey order persistnentnı´ pole 0.013
GetSiblings Range order persistnentnı´ pole 0.090
GetValueItem Containment order persistnentnı´ pole 0.008
GetValueItem Dewey order persistnentnı´ pole 0.008
GetValueItem Range order persistnentnı´ pole 0.008












































































































































































































































































































































































































































































Obra´zek 14: Cˇas dotazova´nı´ jednotlivy´ch operacı´ (ve vterˇina´ch) PDOM pro datovou sadu
LARGE
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Vhodne´ doplneˇnı´ informacı´ o na´rocˇnosti dotazova´nı´ umozˇnˇuje srovna´nı´ vstupneˇ vy´-
stupnı´ch operacı´. V grafu 15 a tabulce 7 je zna´zorneˇno srovna´nı´ teˇchto operacı´ pro operaci
parsova´nı´. Z grafu je patrne´, zˇe v pru˚beˇhu parsova´nı´ docha´zı´ jak k za´pisu tak i ke cˇtenı´,
prˇicˇemzˇ mnozˇstvı´ cˇtenı´ je nejnizˇsˇı´ pro cˇı´slovacı´ sche´maDewey order. To souvisı´ s nutnostı´
prova´deˇt aktualizace jizˇ ulozˇeny´ch za´znamu˚ u cˇı´slovacı´ch sche´mat Containment a Range
order. Mnozˇstvı´ za´pisu˚ i cˇtenı´ je mezi jednotlivy´mi cˇı´slovacı´mi sche´maty srovnatelne´, cozˇ
odpovı´da´ srovnatelne´ dobeˇ parsova´nı´.
Průměrný počet čtení a zápisů pro Parsing
Logické čtení  Fyzické čtení  Logický zápis   Fyzický zápis




























Obra´zek 15: Pru˚meˇrny´ pocˇet cˇtenı´ a za´pisu˚ pro parsova´nı´
V grafu 16 je zna´zorneˇn pru˚meˇrny´ pocˇet cˇtenı´ a za´pisu˚ pro operaci getAttributes,
jezˇ byla zvolena pro reprezentaci efektivity dotazova´nı´. Tabulka 8 zobrazuje pocˇty cˇtenı´
pro vsˇechny operace rozdeˇlene´ dle zpu˚sobu vyhodnocenı´ dotazova´nı´. Z grafu je patrne´,
zˇe jsou pro tuto operaci jednotlive´ konfigurace vı´ceme´neˇ srovnatelne´, mozˇna´ s mı´rnou
vy´hodnostı´ pro Containment order a Dewey order prˇi pouzˇitı´ vyhodnocova´nı´ s preferencı´
persistentnı´ho pole.
Je vsˇak nutne´ si uveˇdomit, zˇe metoda getAttributes vracı´ zpravidla velmi male´ mnozˇ-
stvı´ elementu˚, cˇasto dokonce pouze jeden. Neefektivita neˇktery´ch konfiguracı´ se tak
nemusı´ projevit. Z tohoto du˚vodu je v grafu 17 prezentova´n i pocˇet cˇtenı´ a za´pisu˚ pro
operaci getDescendants, ktera´ zpravidla vracı´ velky´ pocˇet vy´sledku˚. Lze tak porovnat, jake´
mnozˇstvı´ prˇı´stupu˚ k diskove´mu u´lozˇisˇti je trˇeba pro vyhodnocenı´ na´rocˇneˇjsˇı´ operace.
Z uvedene´ho grafu je patrne´, zˇe zatı´mco pouzˇite´ cˇı´slovacı´ sche´ma je me´neˇ du˚lezˇitou
vlastnostı´, zpu˚sobemvyhodnocenı´ dotazu lze docı´lit vy´razne´ho zmensˇenı´ pocˇtu prˇı´stupu˚
na disk u dotazu˚, ktere´ typicky vracejı´ veˇtsˇı´ mnozˇstvı´ uzlu˚.
Cˇı´slovacı´ sche´ma Logicke´ cˇtenı´ Fyzicke´ cˇtenı´ Logicky´ za´pis Fyzicky´ za´pis
Containment order 1183 0 2818 0
Dewey order 729 0 2708 0
Range order 1104 0 2770 0
Tabulka 7: Pocˇet cˇtenı´ a za´pisu˚ pro Parsova´nı´
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Prˇi podrobne´m prozkouma´nı´ prˇilozˇeny´ch tabulek je znatelne´ zvy´sˇene´ mnozˇstvı´ cˇtenı´
pro operace getChildren, getChildrenByTagName, getSiblings a me´neˇ zrˇetelneˇ i u operace
getAttributes u cˇı´slovacı´ho sche´matu Range order. Toto zvy´sˇene´ mnozˇstvı´ prˇı´stupu˚ je prˇı´cˇi-
nou delsˇı´ho cˇasu vykona´nı´ zmı´neˇny´ch operacı´, jenzˇ byl jizˇ v te´to kapitole zmı´neˇn. Je
zpu˚soben nutnostı´ oveˇrˇova´nı´, je-li dotazovany´ uzel prˇı´my´m potomkem cˇi nikoli, ktera´
plyne z vlastnostı´ tohoto cˇı´slovacı´ho sche´matu.
Průměrný počet čtení a zápisů pro operaci GetAttributes
Logické čtení  Fyzické čtení  Logický zápis    Fyzický zápis
0,0 0,5 1,0 1,5 2,0 2,5 3,0 3,5 4,0 4,5 5,0 5,5 6,0 6,5 7,0 7,5 8,0 8,5
Počet  č tení  č i  zápisů
Containment order,BTREE usage preference
Dewey order,BTREE usage preference
Range order,BTREE usage preference
Containment order,PARRAY usage preference
Dewey order,PARRAY usage preference







Obra´zek 16: Pru˚meˇrny´ pocˇet cˇtenı´ a za´pisu˚ pro operaci getAttributes
Průměrný počet čtení a zápisů pro operaci GetDescendants
Logické čtení  Fyzické čtení   Logický zápis   Fyzický zápis
0 5 10 15 20 25 30 35 40 45 50 55 60 65 70 75 80 85 90 95 100 105 110 115
Počet  č tení  č i  zápisů
Containment order,BTREE usage preference
Dewey order,BTREE usage preference
Range order,BTREE usage preference
Containment order,PARRAY usage preference
Dewey order,PARRAY usage preference







Obra´zek 17: Pru˚meˇrny´ pocˇet cˇtenı´ a za´pisu˚ pro operaci getDescendants
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Operace Cˇı´slovacı´ sche´ma Preference vyhodnocenı´ Logicke´ cˇtenı´
GetDescendants Containment order B-strom 110
GetDescendants Dewey order B-strom 110
GetDescendants Range order B-strom 110
GetAttributes Containment order B-strom 4
GetAttributes Dewey order B-strom 4
GetAttributes Range order B-strom 8
GetDescendantsByTagName Containment order B-strom 131
GetDescendantsByTagName Dewey order B-strom 132
GetDescendantsByTagName Range order B-strom 131
GetChildren Containment order B-strom 10
GetChildren Dewey order B-strom 10
GetChildren Range order B-strom 267
GetChildrenByTagName Containment order B-strom 9
GetChildrenByTagName Dewey order B-strom 9
GetChildrenByTagName Range order B-strom 227
GetSiblings Containment order B-strom 24
GetSiblings Dewey order B-strom 23
GetSiblings Range order B-strom 214
GetValueItem Containment order B-strom 2
GetValueItem Dewey order B-strom 2
GetValueItem Range order B-strom 2
GetDescendants Containment order persistnentnı´ pole 3
GetDescendants Dewey order persistnentnı´ pole 3
GetDescendants Range order persistnentnı´ pole 3
GetAttributes Containment order persistnentnı´ pole 2
GetAttributes Dewey order persistnentnı´ pole 2
GetAttributes Range order persistnentnı´ pole 8
GetDescendantsByTagName Containment order persistnentnı´ pole 3
GetDescendantsByTagName Dewey order persistnentnı´ pole 3
GetDescendantsByTagName Range order persistnentnı´ pole 3
GetChildren Containment order persistnentnı´ pole 3
GetChildren Dewey order persistnentnı´ pole 3
GetChildren Range order persistnentnı´ pole 137
GetChildrenByTagName Containment order persistnentnı´ pole 3
GetChildrenByTagName Dewey order persistnentnı´ pole 3
GetChildrenByTagName Range order persistnentnı´ pole 117
GetSiblings Containment order persistnentnı´ pole 2
GetSiblings Dewey order persistnentnı´ pole 3
GetSiblings Range order persistnentnı´ pole 175
GetValueItem Containment order persistnentnı´ pole 2
GetValueItem Dewey order persistnentnı´ pole 2
GetValueItem Range order persistnentnı´ pole 2
Tabulka 8: Pocˇet cˇtenı´ pro jednotlive´ zpu˚soby dotazova´nı´
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Poslednı´ srovna´vanou velicˇinou u srovna´nı´ konfiguracı´ PDOM je velikost datove´ho
souboru.Meˇrˇenı´ byloprovedenona testovacı´chdatechoznacˇeny´chSEQUENTION. Vgrafu
18 a tabulce 9 lze pozorovat vy´voj velikosti datove´ho souboru dle velikosti vstupnı´ho sou-
boru pro pouzˇita´ cˇı´slovacı´ sche´mata. Z grafu je patrne´, zˇe zatı´mco Range order ma´ iden-
tifika´tor tvorˇeny´ dveˇma cˇı´slicemi (64 bajtu˚ na testovane´ platformeˇ), Containment order
cˇı´slicemi trˇemi (96 bajtu˚). Narozdı´l od teˇchto cˇı´slovacı´ch sche´mat nenı´ velikost identifi-
ka´toru Dewey order konstantnı´, ny´brzˇ za´visla´ na hloubce zanorˇenı´ uzlu. V grafu tedy jejı´
krˇivka nekopı´ruje prˇesneˇ krˇivku ostatnı´ch cˇı´slicovy´ch sche´mat.
Prˇi podrobne´m prozkouma´nı´ lze dojı´t k za´veˇru, zˇe se krˇivky Range order aDewey order
(me´neˇ zrˇetelneˇ i Containment order a Dewey order) rozbı´hajı´ podezrˇele ma´lo oproti uvede-
ny´m vy´pocˇtu˚m velikosti jejich identifika´toru˚. Vzˇdyt’testovane´ XML soubory by musely
mı´t pru˚meˇrnou hloubku zanorˇenı´ vsˇech svy´ch uzlu˚ jen o ma´lo veˇtsˇı´ nezˇ 2. To je prˇi maxi-
ma´lnı´ hloubce souboru˚ 13 (viz tabulka 9) velmi nepravdeˇpodobne´. Du˚vodem te´to situace
je nutnost uchova´vat odkaz na rodicˇovsky´ uzel u cˇı´slovacı´ch sche´mat Range order a Con-
tainment order, cozˇ v prˇı´padeˇ cˇı´slovacı´ho sche´matu Range order efektivneˇ zdvojna´sobuje
mnozˇstvı´ pameˇti potrˇebne´ k ulozˇenı´ za´znamu o uzlu.
Velikost datového souboru dle velikosti vstupního souboru 
Containment order Dewey order Range order
























Obra´zek 18: Velikost datove´ho souboru v za´vislosti na velikosti souboru vstupnı´ho
Z testu˚ uvedeny´ch v te´to kapitole vyply´va´ neˇkolik zajı´mavy´ch poznatku˚ o nejefek-
tivneˇjsˇı´ konfiguraci PDOM. Zatı´mco pro jednoduche´ dotazy, ktere´ vracejı´ male´ mnozˇstvı´
elementu˚ (typicky se jedna´ o operace jako getValue cˇi getAttributes), nema´ konfigurace
velky´ vliv na rychlost vyhodnocenı´, u slozˇiteˇjsˇı´ch dotazu˚ (naprˇı´klad getDescendants cˇi
getChildren) je situace jasneˇjsˇı´.
Nejveˇtsˇı´ u´sporouvpocˇtuprˇı´stupu˚ kdisku, ktera´ senaveˇtsˇineˇ beˇzˇny´chpocˇı´tacˇu˚ projevı´
vy´raznou cˇasovou u´sporou, je volba vyhodnocenı´ dotazu s preferencı´ persistentnı´ho pole.
Prˇestozˇe v grafech srovna´vajı´cı´ch cˇas vykona´nı´ jednotlivy´ch operacı´ nenı´ vyhodnocenı´
dotazu s preferencı´ persistentnı´ho pole jednoznacˇneˇ efektivneˇjsˇı´ nezˇ vyhodnocenı´ dotazu
s preferencı´ B-stromu, povazˇuje autor prˇi prˇihle´dnutı´ ke srovna´nı´ mnozˇstvı´ prˇı´stupu˚
na disk vyhodnocenı´ s preferencı´ persistentnı´ho pole za efektivneˇjsˇı´ nezˇ vyhodnocenı´
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Na´zev souboru Cˇı´slovacı´ sche´ma Max. hloubka Velikost XML souboru Velikost datove´ho souboru
output-0.1.xml Containment order 13 11.325 MB 89.305 MB
output-0.1.xml Dewey order 13 11.325 MB 98.375 MB
output-0.1.xml Range order 13 11.325 MB 79.422 MB
output-0.2.xml Containment order 13 22.817 MB 226.258 MB
output-0.2.xml Dewey order 13 22.817 MB 248.164 MB
output-0.2.xml Range order 13 22.817 MB 203.609 MB
output-0.3.xml Containment order 13 34.048 MB 337.055 MB
output-0.3.xml Dewey order 13 34.048 MB 369.383 MB
output-0.3.xml Range order 13 34.048 MB 303.258 MB
output-0.4.xml Containment order 13 45.307 MB 356.484 MB
output-0.4.xml Dewey order 13 45.307 MB 392.766 MB
output-0.4.xml Range order 13 45.307 MB 317.148 MB
output-0.5.xml Containment order 13 56.290 MB 673.445 MB
output-0.5.xml Dewey order 13 56.290 MB 612.234 MB
output-0.5.xml Range order 13 56.290 MB 610.625 MB
output-0.6.xml Containment order 13 68.253 MB 814.313 MB
output-0.6.xml Dewey order 13 68.253 MB 889.750 MB
output-0.6.xml Range order 13 68.253 MB 738.398 MB
Tabulka 9: Velikost datove´ho souboru v za´vislosti na velikost XML souboru
spreferencı´ prˇı´stupukB-stromu.Knejednoznacˇne´mu srovna´nı´ v cˇasove´ slozˇitosti docha´zı´
kvu˚li sˇteˇdre´mu nastavenı´ cachova´nı´ prˇı´stupu k disku a v prˇı´padeˇ na´rocˇneˇjsˇı´ch operacı´ se
vyhodnocenı´ s vyuzˇitı´m persistentnı´ho pole projevuje jako efektivneˇjsˇı´.
Dalsˇı´m vy´znamny´m omezenı´m v rychlosti vykona´nı´ dotazu je pouzˇitı´ cˇı´slovacı´ho
sche´matu Range order. Ten vzhledem k nemozˇnosti rozlisˇenı´ mezi prˇı´my´m a neprˇı´my´m
rodicˇem vy´razneˇ zpomaluje vyhodnocenı´ operacı´, kde je tato znalost vyzˇadova´na.
Pomeˇrneˇ prˇekvapiveˇ skoncˇilo srovna´nı´ cˇı´slovacı´ch sche´matContainment order aDewey
order. Prˇestozˇe Containment order neumozˇnˇuje vytvorˇenı´ za´stupne´ho identifika´toru ro-
dicˇovske´ho elementu, cozˇ vyzˇaduje pro neˇktere´ typy dotazu˚ (typicky operace getSiblings)
nutnost uchova´nı´ explicitnı´ho odkazu na rodicˇovsky´ uzel v za´znam o uzlu, nenı´ toto
cˇı´slovacı´ sche´ma pomalejsˇı´ nezˇ cˇı´slovacı´ sche´ma Dewey order, jezˇ vytvorˇenı´ za´stupne´ho
identifika´toru umozˇnˇuje.
S prˇihle´dnutı´m k na´roku˚m na velikost datove´ho souboru v za´vislosti na pouzˇite´m
cˇı´slovacı´m sche´matu lze za nejvy´hodneˇjsˇı´ cˇı´slovacı´ sche´ma celkem jednoznacˇneˇ prohla´sit
Containment order.
5.4 Porovna´nı´ XercesDOM a PDOM
Prˇi porovna´nı´ PDOM a XercesDOM je PDOM reprezentova´no nejefektivneˇjsˇı´ konfiguracı´
zjisˇteˇnou v prˇedchozı´ kapitole - cˇı´slovacı´m sche´matemContainment order a vyhodnocenı´m
dotazu s preferencı´ persistentnı´ho pole (PARRAY).
Prvnı´ porovna´vanou velicˇinou je doba parsova´nı´ dokumentu, ktera´ je uvedena v grafu
19 a tabulce 10. Testovacı´ beˇh byl vykona´n nad datovou sadou SMALL. Z grafu je zrˇejme´,
zˇe parsova´nı´ dokumentu je vy´razneˇ rychlejsˇı´ pro XercesDOM, zejme´na kvu˚li prˇı´stupu










Tabulka 11: Srovna´nı´ pru˚meˇrne´ doby parsova´nı´ v ms pro XercesDOM a PDOM pro dato-
vou sadu LARGE
XercesDOM vykona´vat. Je vsˇak nutne´ podotknout, zˇe zatı´mcoXercesDOMmusı´ udrzˇovat
rozparsovanou podobu dokumentu v pameˇti a tedy relativneˇ cˇasto parsova´nı´ opakovat,
mu˚zˇe PDOM prove´st rozparsova´nı´ jednou na pevne´ u´lozˇisˇteˇ a na´sledneˇ dlouhodobeˇ
vyuzˇı´vat jizˇ rozparsovany´ch dokumentu˚. Obdobneˇ je trˇeba u XercesDOM bra´t v potaz
maxima´lnı´ mnozˇstvı´ pameˇti, ktera´ je k dispozici operacˇnı´mu syste´mu.
Pro mozˇnost srovna´nı´ je v grafu 20 a tabulce 11 uvedena doba parsova´nı´ nad da-
tovou sadou LARGE. Ze srovna´nı´ je patrne´, zˇe prˇestozˇe je XercesDOM sta´le efektivneˇjsˇı´
v parsova´nı´ vstupnı´ho XML souboru, roste jeho cˇasova´ na´rocˇnost parsova´nı´ rychleji nezˇ
v prˇı´padeˇ PDOM.
















Obra´zek 19: Srovna´nı´ pru˚meˇrne´ doby parsova´nı´ (ve vterˇina´ch) pro XercesDOM a PDOM
pro datovou sadu SMALL
Dalsˇı´ du˚lezˇitou srovna´vanou velicˇinou je porovna´nı´ cˇasove´ efektivity dotazova´nı´. To
bylo realizova´no jak nad maly´mi soubory (datova´ sada SMALL), tak i velky´mi soubory
(datova´ sada LARGE).
Srovna´nı´ pru˚meˇrne´ doby dotazova´nı´ nad datovou sadou SMALL lze nale´zt v grafu
na obra´zku 21 a v tabulce 12. Z grafu je patrne´, zˇe pro male´ soubory je mı´rneˇ vy´konneˇjsˇı´
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Obra´zek 20: Srovna´nı´ pru˚meˇrne´ doby parsova´nı´ (ve vterˇina´ch) pro XercesDOM a PDOM
pro datovou sadu LARGE
XercesDOM. PDOM nicme´neˇ zı´ska´va´ na vy´konnosti v situacı´ch, kdy je typicky zpracova´-
va´no veˇtsˇı´ mnozˇstvı´ uzlu˚ (operace getDescendants).
V grafu na obra´zku 22 a tabulce 13 vidı´me vykona´nı´ stejny´ch operacı´ jako v prˇı´padeˇ
prˇedchozı´m, jen nad datovou sadou LARGE. V teˇchto tabulka´ch je zrˇetelne´, zˇe pro PDOM
nedocha´zı´ k degradaci rychlosti vyhodnocenı´ dotazu˚ na za´kladeˇ velikosti vstupnı´ho
souboru ani kvu˚li veˇtsˇı´mu mnozˇstvı´ nalezeny´ch vy´sledku˚.
ProXercesDOM je situace poneˇkud jina´. Z uvedene´ho grafu je zrˇetelna´ degradace rych-
losti vyhodnocenı´ dotazu˚, prˇestozˇe jsou vsˇechny operace realizova´ny v pameˇti pocˇı´tacˇe.
Markantnı´ zpomalenı´ je u operacı´ getChildren a getChildrenByTagName, me´neˇ vy´znamne´
pote´ u getDescendants a getDescendantsByTagName. Zpu˚sobuje ho neoptima´lnı´m zacha´ze-
nı´m z uzly v implementaci XercesDOM, prˇi ktere´m docha´zı´ k alokaci dat, a souvisejı´cı´m
zpomalenı´m vy´pocˇtu prˇi veˇtsˇı´m mnozˇstvı´ nalezeny´ch uzlu˚.
Metody getAttributes, getSiblins a getValue napovı´dajı´, zˇe by k degradaci rychlosti
u XercesDOM docha´zet nemuselo, nenı´ vsˇak dostatecˇneˇ pru˚kazne´ pro vyslovenı´ jedno-
znacˇne´ho za´veˇru.
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Tabulka 12: Srovna´nı´ pru˚meˇrne´ doby dotazova´nı´ v ms jednotlivy´ch operacı´ nad datovou
sadou SMALL















Tabulka 13: Srovna´nı´ pru˚meˇrne´ doby v ms dotazova´nı´ jednotlivy´ch operacı´ nad datovou
sadou LARGE
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Srovnání vykonání dotazu pro PDOM a XercesDOM
PDOM Xerces













Obra´zek 21: Srovna´nı´ pru˚meˇrne´ doby dotazova´nı´ (ve vterˇina´ch) jednotlivy´ch operacı´ pro
XercesDOM a PDOM nad datovou sadou SMALL
Srovnání vykonání dotazu pro PDOM a XercesDOM
PDOM Xerces













Obra´zek 22: Srovna´nı´ pru˚meˇrne´ doby dotazova´nı´ (ve vterˇina´ch) jednotlivy´ch operacı´ pro
XercesDOM a PDOM nad datovou sadou LARGE
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Dalsˇı´ srovna´vanou vlastnostı´ DOM je spotrˇeba pameˇti. V grafu 23 a tabulce 14 je videˇt
spotrˇeba pameˇti pro datovou sadu SEQUENTION pro parsova´nı´ vstupnı´ho souboru.
Z grafu je na prvnı´ pohled jasne´, zˇe zatı´mco pro PDOM je spotrˇeba konstantnı´ch 125MB,
ktere´ jsou vyuzˇity v prˇedalokovany´ch struktura´ch a cache prˇı´stupu na disk, vyzˇaduje
XercesDOM pomeˇrneˇ rychle rostoucı´ mnozˇstvı´ pameˇti. Narozdı´l od XercesDOM, ktery´
vyzˇaduje pameˇt’pro uchova´nı´ vsˇech uzlu˚, jemnozˇstvı´ potrˇebne´ pameˇti proPDOM za´visle´
nikoli na celkove´ velikosti souboru, ale na jeho maxima´lnı´ hloubce. Vy´sˇe uvedene´mu
odpovı´da´ i graf 24 a tabulka 15 vykona´nı´ operace getAttributes.
Spotřeba paměti dle velikosti vstupního souboru pro Parsování
PDOM XERCESDOM



















































output-0.1.xml 11.325 MB 65.672 124.715 124.715 124.676
output-0.2.xml 22.817 MB 128.000 124.844 124.848 124.801
output-0.3.xml 34.048 MB 189.824 124.723 124.719 124.680
output-0.4.xml 45.307 MB 251.129 124.707 124.703 124.668
output-0.5.xml 56.290 MB 311.586 124.703 124.703 124.660
output-0.6.xml 68.253 MB 376.164 124.703 124.707 124.668
Tabulka 14: Mnozˇstvı´ spotrˇebovane´ pameˇti dle velikosti vstupnı´ho souboru pro operaci
parsova´nı´
Spotřeba paměti dle velikosti vstupního souboru pro operaci GetAttributes
PDOM XERCESDOM


































Obra´zek 24: Spotrˇeba pameˇti pro parsova´nı´ vstupnı´ho souboru v za´vislosti na velikosti

















output-0.1.xml 11.325 MB 66.430 125.129 125.160 124.547
output-0.2.xml 22.817 MB 129.602 132.422 125.145 124.535
output-0.3.xml 34.048 MB 192.270 125.117 124.543 124.543
output-0.4.xml 45.307 MB 254.387 125.121 125.148 124.539
output-0.5.xml 56.290 MB 315.648 125.125 125.156 124.547
output-0.6.xml 68.253 MB 381.145 125.117 125.152 125.129
Tabulka 15: Mnozˇstvı´ spotrˇebovane´ pameˇti dle velikosti vstupnı´ho souboru pro operaci
GetAttributes
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Tato kapitola porovnala vlastnosti implementacı´ PDOM a XercesDOM. Zatı´mco Xer-
cesDOM je efektivnı´ prˇi pra´ci s maly´mi soubory, kdy dosahuje vy´razneˇ rychlejsˇı´ho roz-
parsova´nı´ a mı´rneˇ rychlejsˇı´ho vyhodnocenı´ dotazova´nı´ nezˇ PDOM, nenı´ situace u veˇtsˇı´ch
souboru˚ natolik jednoznacˇna´. Z uvedeny´ch prˇı´kladu˚ je jasne´, zˇe prˇestozˇe dosahuje rych-
lost rozparsova´nı´ XML souboru o prˇiblizˇne´ velikosti 100MB jenom trˇetinu rychlosti roz-
parsova´nı´ u PDOM, roste tento ukazatel u XercesDOM vy´razneˇ rychleji. Prˇi porovna´nı´
dotazova´nı´ meziXercesDOM a PDOM nebylomozˇne´ dojı´t kvu˚li omezenı´m implementace
XercesDOM, ktera´ ovlivnila vy´sledky meˇrˇenı´, k jednoznacˇne´mu za´veˇru.
Srovna´nı´ meˇrˇenı´ na´roku na pameˇt’ pocˇı´tacˇe prˇineslo ocˇeka´vane´ vy´sledky. Zatı´mco
mnozˇstvı´ pameˇti potrˇebne´ pro rozparsova´nı´ vstupnı´ho souboru pro PDOM je v testova-
ny´ch prˇı´padech te´meˇrˇ konstantnı´, vykazuje XercesDOM linea´rnı´ za´vislost, ktera´ odpo-
vı´da´ prˇiblizˇneˇ funkci y = 6 ∗ x. Na za´kladeˇ analy´zy zdrojove´ho ko´du aplikace je mozˇne´
urcˇit, zˇe mnozˇstvı´ pameˇti potrˇebne´ k rozparsova´nı´ vstupnı´ho souboru pro PDOM je
prˇı´mo u´meˇrne´ maxima´lnı´ hloubce zpracova´vane´ho XML souboru. Prˇi srovna´nı´ na´roku˚
na pameˇt’pocˇı´tacˇe prˇi vyhodnocenı´ dotazova´nı´ dosahovalo PDOM konstantnı´ pameˇt’ove´
slozˇitosti prˇedevsˇı´m dı´ky vyuzˇitı´ struktur ukla´dajı´cı´ch zpracova´vane´ elementy na disk.
V prˇı´padeˇXercesDOM je vsˇak pameˇt’ova´ na´rocˇnost linea´rneˇ za´visla´ na velikosti vstupnı´ho




V ra´mci te´to pra´ce byla u´speˇsˇneˇ implementova´na zjednodusˇena´ verze persistentnı´ho
DOM, ktere´ poskytuje vsˇechny du˚lezˇite´ funkce pro navigaci ve stromu XML. Bylo dosa-
zˇeno vsˇech kriticky´ch cı´lu˚, ktere´ zahrnovaly implementaci ja´dra syste´mu oznacˇene´m jako
PersistentStorage, jezˇ umozˇnˇuje dva zpu˚soby vyhodnocenı´ dotazova´nı´, a trˇı´ cˇı´slovacı´ch
sche´mat. Toto obecneˇ navrzˇene´ ja´dro bylo na´sledneˇ vyuzˇito k implementaci omezene´ho
mnozˇstvı´ funkcˇnosti DOM, pojmenovane´ jako tzv. elementa´rnı´ operace, a obohaceno
o rozhranı´ v rezˇimu prˇı´kazove´ rˇa´dky. V neposlednı´ rˇadeˇ bylo take´ prˇedstaveno otes-
tova´nı´ vy´konnosti jednotlivy´ch konfiguracı´ syste´mu a srovna´nı´ s jizˇ existujı´cı´m DOM
v podobeˇ knihovny Xerces.
V pru˚beˇhu pra´ce bylo provedeno neˇkolik srovna´vacı´ch testova´nı´, prˇi ktery´ch bylo
zjisˇteˇnomnohozajı´mavy´ch informacı´. Prˇi srovna´nı´ konfigurace implementovane´ho rˇesˇenı´,
se uka´zalo nejefektivneˇjsˇı´ cˇı´slovacı´ sche´ma Containment order, teˇsneˇ na´sledovane´ sche´ma-
tem Dewey order. Nejme´neˇ efektivnı´ se uka´zalo cˇı´slovacı´ sche´ma Range order, ktere´ se
projevilo jako vy´razneˇ pomalejsˇı´ u dotazu˚, jezˇ oveˇrˇujı´ vazbu mezi uzlem a jeho prˇı´my´m
rodicˇem. Prˇi vyhodnocenı´ dotazu se jako vy´konneˇjsˇı´ uka´zala preference persistentnı´ho
pole namı´sto preference B-stromu. Nejznatelneˇji prˇi srovna´nı´ mnozˇstvı´ prˇı´stupu˚ k disku.
Srovna´nı´ doby vykona´nı´ dotazu mezi rˇesˇenı´m postavene´m na persistentnı´m DOM
a rˇesˇenı´m vyuzˇı´vajı´cı´m knihovny Xerces bohuzˇel neprˇineslo jednoznacˇneˇ interpretova-
telny´ vy´sledek. Implementace rˇesˇenı´ vyuzˇı´vajı´cı´ knihovny Xerces obsahovala omezenı´,
ktere´ tomuto zhodnocenı´ zabra´nila. Lepsˇı´ch vy´sledku˚ bylo dosazˇeno prˇi porovna´nı´ vy-
uzˇitı´ pameˇti. Uka´zalo se, zˇe pameˇt’ove´ na´roky rˇesˇenı´, jezˇ je postaveno na persistentnı´m
DOM, jsou te´meˇrˇ konstantnı´. Rˇesˇenı´, ktere´ vyuzˇı´va´ knihovny Xerces, vsˇak bylo linea´rneˇ
rostoucı´.
Prˇestozˇe je uvedeny´ syste´m v mnoha ohledech spı´sˇe hruby´m na´cˇrtem rea´lneˇ nasa-
ditelne´ho rˇesˇenı´, bylo prakticky prˇedvedeno, zˇe se jedna´ o rˇesˇenı´ principia´lneˇ kvalitnı´
a funkcˇnı´.
Realizace te´to pra´ce prˇinesla autorovi mnoho novy´ch poznatku˚ ohledneˇ na´vrhu klı´cˇo-
vy´ch syste´mu˚, vyuzˇitı´ na´vrhovy´ch vzoru˚ a postupu˚ pro optimalizaci rˇesˇenı´. Zejme´na
kvu˚li neprˇı´lisˇ kvalitnı´mu u´vodnı´mu na´vrhu si autor prakticky oveˇrˇil jeho du˚lezˇitost
a meˇl tak mozˇnost zı´skat cenne´ zkusˇenosti s na´vrhem podobny´ch softwarovy´ch rˇesˇenı´.
Prˇestozˇe byl u´vodnı´ na´vrh rˇesˇenı´ cˇa´stecˇneˇ prˇepracova´n, zu˚stalo v ko´du aplikace neˇkolik
mı´st, ktera´ jsou zbytecˇneˇ slozˇita´ cˇi neefektivnı´. Zmı´neˇne´ cˇa´stecˇne´ prˇepracova´nı´ je vsˇak
odstranilo z klı´cˇovy´ch cˇa´stı´ syste´mu, cozˇ umozˇnilo zda´rne´ dokoncˇenı´ te´to pra´ce.
Prˇedstavena´ implementace persistentnı´ho DOM by mohla teˇzˇit z rˇady prˇı´padny´ch
rozsˇı´rˇenı´. Prvnı´m zajı´mavy´m rozsˇı´rˇenı´m by byla implementace jizˇ zmı´neˇne´ho rozhranı´
v podobeˇ standardu XPATH a implementace podpory komprimace pouzˇity´ch datovy´ch
struktur. Vhodny´m rozsˇı´rˇenı´m by take´ byla implementace alternativnı´ho parseru vstup-
nı´ho XML namı´sto pouzˇite´ho parseru z knihovny Xerces, cozˇ by prˇineslo mozˇnost srov-
na´nı´ parsovacı´ho mechanismu a zhodnocenı´ jeho prˇı´padne´ dalsˇı´ optimalizace. Dalsˇı´m
velky´m prˇı´nosem by bylo vyuzˇitı´ aktua´lnı´ho testova´nı´ k dalsˇı´ optimalizaci dotazova´nı´.
Zatı´mco implementace vlastnı´ho persistentnı´ho DOM se jevila jako velmi efektivnı´, srov-
na´vane´ rˇesˇenı´ v podobeˇ implementace zalozˇene´ na knihovneˇ Xerces nedosahovala vzˇdy
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srovnatelne´ vy´konnosti. Zajı´mavy´m pokusem by byla adopce jine´ho rˇesˇenı´ k srovna´nı´
zalozˇene´ na jine´ knihovneˇ klasicke´ho DOM, alternativneˇ prˇı´mo srovna´nı´ s neˇjakou XML
databa´zı´ cˇi implementacı´ persistentnı´ho DOM.
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Prˇı´loha A: Kompilace aplikace
Aplikace byla vyvı´jena v prostrˇedı´ aplikace Visual Studio 2010.
Pro kompilaci je nejdrˇı´ve trˇeba sta´hnout framework z adresy
https://dbedu.cs.vsb.cz:10001/amphora/2.3 v revizi 4113.
Po stazˇenı´ tohoto frameworku je trˇeba zdrojove´ soubory prˇedane´ s touto pracı´ umı´stit
do adresa´rˇe src\test\mbt\roz0015, prˇicˇemzˇ prˇı´padne´ soubory v tomto adresa´rˇi je
trˇeba prˇepsat, jelikozˇ mohou obsahovat starsˇı´ verzi aplikace.
Na´sledneˇ je trˇeba instalovat do aplikace knihovnu Xerces-C++ ve 32bitove´ verzi 3.1.1
pro Visual Studio 2010, jezˇ lze zı´skat naprˇı´klad na adrese
http://apache.miloslavbrada.cz/xerces/c/3/binaries/
xerces-c-3.1.1-x86-windows-vc-10.0.zip.
Instalaci proved’te pomocı´ na´sledujı´cı´ho postupu:
• Sta´hneˇte instalacˇnı´ balı´k ze zmı´neˇne´ho umı´steˇnı´.
• Nakopı´rujte obsah adresa´rˇe include\xercesc ze zmı´neˇne´ho balı´ku do
src\test\mbt\roz0015\xercesc.
• Nakopı´rujte cely´ adresa´rˇ lib ze zmı´neˇne´ho balı´ku do
src\test\mbt\roz0015\xercesc.
• Nakopı´rujte soubory bin\xerces-c_3_1.dll a bin\xerces-c_3_1D.dll do
adresa´rˇu˚
src\test\mbt\roz0015\test\PDOM\Debug a
src\test\mbt\roz0015\test\PDOM\Release. V prˇı´padeˇ, zˇe tyto adresa´rˇe ne-
existujı´, je trˇeba je vytvorˇit.
Vlastnı´ soubor projektu lze nale´zt v umı´steˇnı´
src\test\mbt\roz0015\test\PDOM\PDOM.sln. Obsahuje vsˇechna potrˇebna´ nasta-
venı´ k realizaci kompilace jak v rezˇimu Debug, tak v rezˇimu Release.
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Prˇı´loha B: Pouzˇitı´ aplikace
Aplikace vyzˇaduje zada´nı´ na´sledujı´cı´ch argumentu˚:
Usage: PDOM.exe pdom ordering parse input_file dataFile [depth]
Usage: PDOM.exe pdom ordering preference query inputFile dataFile
[startNodeOrdering] querystring
Usage: PDOM.exe pdomX ordering preference query inputFile dataFile
[startNodeOrdering] querystring
Usage: PDOM.exe xerces filename [startNode] querystring
Usage: PDOM.exe xercesX filename [startNode] querystring
domtype: xerces pdom xercesX pdomX
ordering: 1 - Containment order, 2 - Range order,
3 - Dewey order
preference: 0 - Btree query preference, 1 - Persistent
array query preference
querystring: operation[node_name,node_type,value]




xercesX and pdomX do save results of measurement.
Jak lze videˇt z vy´pisu pouzˇitı´ aplikace, je mozˇne´ ji spustit ve dvou rezˇimech - pdom
(respektive pdomX) a xerces (respektive xercesX). V rezˇimu pdom aplikace realizuje dotazy
s vyuzˇitı´m persistentnı´ho DOM navrzˇene´ho a implementovane´ho v ra´mci te´to pra´ce,
zatı´mco v rezˇimu xerces jsou vyuzˇı´va´ny DOM metody knihovny Xerces. Rozhranı´ pro
vola´nı´ metod je za´meˇrneˇ realizova´no podobny´m zpu˚sobem. Varianty rezˇimu˚ se znakem
X na konci reprezentujı´ vola´nı´, prˇi ktere´m nejsou ukla´da´ny vy´sledky o meˇrˇenı´ (ty jsou
ukla´da´ny vzˇdy v pracovnı´m adresa´rˇi). Tyto specia´lnı´ varianty byly prˇida´ny pro podporu
srovna´vacı´ho testova´nı´ aplikace.
V rezˇimu pdom realizuje aplikace bud’rozparsova´nı´ dokumentudo u´lozˇisˇteˇ (prˇi zada´nı´
argumentu parse) cˇi dotazova´nı´ vu˚cˇi dokumentu v u´lozˇisˇti (prˇi zada´nı´ argumentu query).
Prˇi parsova´nı´ dokumentu je nutne´ zadat vstupnı´ argumenty ordering, inputFile, dataFile
a je mozˇne´ zadat i prˇepı´nacˇ depth.
Za argument ordering je trˇeba zadat na´sledujı´cı´ mozˇne´ hodnoty:
• 1 - pro cˇı´slovacı´ sche´ma Containment order.
• 2 - pro cˇı´slovacı´ sche´ma Range order.
• 3 - pro cˇı´slovacı´ sche´ma Dewey order.
Mı´sto argumentu˚ inputFile a dataFile je trˇeba zadat cestuk existujı´cı´muvstupnı´muXML
souboru a cı´love´mu datove´mu souboru. Pozor - datovy´ soubor ma´ vzˇdy automaticky
prˇipojenu prˇı´ponu „.dat“.
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Pokud je specifikova´no argumentem ordering cˇı´slovacı´ sche´ma Dewey order, je mozˇne´
zadat v argumentu depth maxima´lnı´ mozˇnou hloubku vstupnı´ho XML souboru. To
umozˇnˇuje vytvorˇenı´ u´lozˇisˇteˇ, do ktere´ho lze zpracovat soubory s vetsˇı´ hloubkou, nezˇ
je prvnı´ zpracovany´ soubor. Pokud nenı´ tento argument zada´n, je hloubka zjisˇteˇna ze
vstupnı´ho souboru automaticky. Pozor - pouzˇita´ hloubka ovlivnˇuje velikost datove´ho
souboru.
Prˇi parsova´nı´ vstupnı´ho XML dokumentu mu˚zˇe v neˇktery´ch prˇı´padech dojı´t k posˇ-
kozenı´ datove´ho souboru. Vzhledem k podstateˇ cˇı´slovacı´ch sche´mat nenı´ vzˇdy mozˇne´
korektneˇ oveˇrˇit, zˇe je dokument vytva´rˇen se stejny´m cˇı´slovacı´m sche´matem, jake´ je pou-
zˇito v datove´m souboru. V takove´mto prˇı´padeˇ parsova´nı´ uspeˇje, ale selzˇou vsˇechny
pokusy o dotazova´nı´ vu˚cˇi u´lozˇisˇti bez ohledu na nastavenı´ cˇı´slovacı´ho sche´matu. Proto je
prˇi pra´ci s konkre´tnı´m datovy´m souborem du˚lezˇite´ pouzˇı´vat vzˇdy pouze jedno cˇı´slovacı´
sche´ma.
Prˇi dotazova´nı´ vu˚cˇi u´lozˇisˇti je trˇeba zadat vstupnı´ argumenty ordering, preference,
inputFile, dataFile, querystring a je mozˇne´ zadat i argument startNodeOrdering.
Argumenty ordering, inputFile a dataFile jsou stejne´ jako prˇi procesu parsova´nı´ XML
dokumentu. Lisˇı´ se pouze pouzˇitı´m v aplikaci. Soubor prˇedany´ v argumentu inputFile jizˇ
nemusı´ existovat, jelikozˇ je pouzˇit pouze k identifikaci souboru v datove´m u´lozˇisˇti.
Argument preference specifikuje zpu˚sob vyhodnocenı´ dotazu a mu˚zˇe naby´vat na´sle-
dujı´cı´ch hodnot:
• 0 - pro vyhodnocenı´ dotazu s preferencı´ pouzˇitı´ B-stromu.
• 1 - pro vyhodnocenı´ dotazu s preferencı´ pouzˇitı´ persistentnı´ho pole.
Volitelny´ agument startNodeOrdering umozˇnˇuje specifikovat uzel, na ktery´ je dotaz
kladen pomocı´ identifika´toru generovany´m pouzˇity´m cˇı´slovacı´m sche´matem. Tento atri-
but se zada´va´ ve forma´tu (cˇı´slo,cˇı´slo,cˇı´slo,...) dle konkre´tnı´ ho cˇı´slovacı´ho
sche´matu. Naprˇı´klad prˇi pouzˇitı´ cˇı´slovacı´ho sche´matu Dewey order mu˚zˇe vypadat takto:
(1,1,10,5). Nenı´-li tento argument zada´n, realizujı´ se vsˇechny dotazy vu˚cˇi korˇeno-
ve´mu uzlu dokumentu.
Argument queryString specifikuje typ dotazu a jeho argumenty, ktere´ jsou specifiko-
va´ny ve forma´tu
typ_dotazu(argumentA=hodnotaA,argumentB=hodnotaB,...).
Argumenty jsou definova´ny na´sledovneˇ:
1. tagName - urcˇuje ocˇeka´vany´ na´zev uzlu. Lze pouzˇı´t pouze u operacı´ getDescendant-
sByTagName a getChildrenByTagName.
2. tagType - lze pouzˇı´t pro zada´nı´ ocˇeka´vane´ho typu uzlu. Lze pouzˇı´t hodnoty node,
attribute, value, any.
3. value - specifikuje ocˇeka´vanou hodnotu uzlu.
Typ dotazu mu˚zˇe naby´vat na´sledujı´cı´ch hodnot:
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1. getDescendants - provede pokus o nacˇtenı´ vsˇech potomku˚ uzlu. Bez zada´nı´ dalsˇı´ch
argumentu˚ zpracova´va´ pouze elementy typu node.
2. getDescendantsByTagName - provede pokus o nacˇtenı´ vsˇech potomku˚ uzlu s spe-
cificky´m jme´nem uzlu. Vyzˇaduje vzˇdy specifikaci atributu tagName. Bez zada´nı´
dalsˇı´ch argumentu˚ zpracova´va´ pouze elementy typu node.
3. getChildren - provede pokus o nacˇtenı´ vsˇech prˇı´my´ch potomku˚ uzlu. Bez zada´nı´
dalsˇı´ch argumentu˚ zpracova´va´ pouze elementy typu node.
4. getChildrenByTagName - provede pokus o nacˇtenı´ vsˇech prˇı´my´ch potomku˚ uzlu se
specificky´m jme´nem uzlu. Vyzˇaduje vzˇdy specifikaci atributu tagName. Bez zada´nı´
dalsˇı´ch argumentu˚ zpracova´va´ pouze elementy typu node.
5. getAttributes - provede pokus o nacˇtenı´ vsˇech atributu˚ uzlu.
6. getValue - vra´tı´ hodnotu aktua´lnı´ho uzlu. Tomuto atributu jako jedine´mu nelze
specifikovat zˇa´dne´ argumenty.
7. getSiblings - nacˇte sourozence zadane´ho uzlu.
Prˇi zpracova´nı´ souboru lze zadat vzˇdy pouze jednu operaci k provedenı´.
Rezˇim zpracova´nı´ xerces podporuje ze sve´ podstaty pouze dotazova´nı´, jezˇ je prova´-
deˇno vu˚cˇi fyzicke´mu souboru. Ten je prˇi kazˇde´m vola´nı´ znovu rozparsova´n do pameˇti.
V tomto rezˇimu jsou prˇijı´ma´ny argumenty filename, querystring a volitelny´ argument
startNode. Argument filename slouzˇı´ k zadnı´ vstupnı´ho souboru, vu˚cˇi ktere´mu jsou dotazy
vykona´ny. Argument querystring prˇjı´ma´ identickou syntax jako v prˇı´padeˇ rezˇimu pdom.
Volitelny´ argument startNode slouzˇı´ ke stejne´mu u´cˇelu jako argument startNodeOrde-
ring v rezˇimu pdom. Uzel vu˚cˇi, ktere´mu je na´sledneˇ vykona´na operace, vsˇak nenı´ urcˇen
cˇı´slovacı´m sche´matem, ale identifika´torem uzlu po vykona´nı´ operace getDescendants cˇi
operace getChildren s vy´chozı´mi parametry. Identifika´tor je na´sledneˇ zada´n ve forma´tu
[identifikace_operace][index_uzlu], kde identifikace operace naby´va´ hodnot d cˇi
c dle pouzˇite´ operace a index uzlu obsahuje porˇadı´ urcˇene´ho uzlu v navra´ceny´ch vy´sled-
cı´ch. Prˇı´kladem takove´ho identifika´toru mu˚zˇe by´t naprˇı´klad d365.
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Prˇı´loha C: Obsah prˇilozˇene´ho CD.
Prˇilozˇene´ CD obsahuje na´sledujı´cı´ adresa´rˇe.
1. build - obsahuje poslednı´ sestavenı´ aplikace.
2. doc - obsahuje text vlastnı´ pra´ce.
3. measurements - obsahuje soubory s meˇrˇenı´mi, ktere´ byly pouzˇity pro generova´nı´
grafu˚ a tabulek v pra´ci.




5. testing data - obsahuje testovacı´ data, ktera´ jsou zmı´neˇna v pra´ci.
