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2. INTRODUCCIÓN!!
2.1 ¿Por qué una aplicación para móvil?!!
Cuando me planteé estudiar una carrera, tenía claro que tenía que estar relacionada con el mundo 
informático. Por este motivo, mi primera opción fue matricularme en la Facultad de Informática de 
Barcelona, UPC, para cursar la ingeniería informática. En mi primer año en la FIB, pude constatar 
que la programación era algo me gustaba, me podía tirar horas y horas sin levantarme de la silla 
intentado resolver los problemas de código, buscando como mejorarlos y hacerlos más eficientes. 
Pero, aunque puede parecer que estaba en el sitio adecuado, me faltaba algo, no me veía toda mi 
vida “picando” solamente código. Echaba de menos una parte más creativa y no tan puramente 
matemática. Entonces, y ahora no recuerdo cómo, descubrí que existía el grado multimedia que 
se imparte en el Centre de la imatge i la tecnologia multimèdia (CITM). Después de informarme 
bien sobre el plan de estudios y de estudiar cuidadosamente el tema económico, decidí hacer el 
cambio. Y hoy puedo decir que fue la mejor decisión respecto a mi formación y a mi futuro laboral.!
Durante estos años estudiando multimedia me ha quedado claro el camino laboral hacia donde 
quiero dirigir mi carrera profesional, que es, sin duda, el desarrollo y creación de aplicaciones para 
móvil y web.!
El motivo por el cual relato aquí esta parte de mi vida personal, es porque creo que es la mejor 
forma de responder al porqué decido desarrollar como mi trabajo de final de carrera una aplicación 
para móvil. En este TFG, no sólo he de trabajar el tema de programación, sino que también me 
permite aplicar diseño gráfico, diseño orientado al usuario, investigación y otros conocimientos 
adquiridos durante la carrera.!!
2.2 ¿Por qué una aplicación para iOS?!!
En primer lugar, me decanto por una aplicación móvil y no una web por el simple hecho de que la 
web la hemos trabajado mucho durante la carrera y también he tenido que hacerlo fuera del 
ámbito universitario. Y aunque, por supuesto, me queda mucho que aprender al respecto, me 
apetecía más enfocarme en el tema móvil por haberlo trabajado menos.!!
El mundo de la web y las aplicaciones móviles, está constantemente en ampliación y desarrollo. 
Por lo que si alguien se decide a dedicarse a trabajar en este mundo, tiene que ser consciente que 
va a necesitar una formación constante para no quedarse “anticuado”. Una forma de mantenerse 
al día es el ser capaz de aprender de una forma autónoma. Y este es uno de los motivos 
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principales por el que decido que la aplicación sea para la plataforma iOS. El no tener ningún 
conocimiento previo de desarrollo en esta plataforma me permitirá trabajar y consolidar más mis 
aptitudes de auto-aprendizaje.!!
Cuando me decidí y rellené la hoja de la propuesta de mi TFG, no tenía decidido que tipo de 
aplicación hacer. Mi TFG se basa en la creación de una aplicación para iOS desde cero y de ser 
capaz de aplicar mis conocimientos adquiridos. El tema de la aplicación se considera secundario. 
Por lo tanto, no sabía si mi aplicación usaría acelerómetro u otras tecnologías que dificultarían la 
tarea de “testeo” en el emulador. Y esta es otra de las razones para usar iOS, ya que los 
dispositivos a los que tengo permanente acceso son de dicha plataforma.!!
Por último, otro de los motivos de decirme por la empresa de la manzana es por motivos laborales 
y económicos. Aunque la plataforma iOS no es la que más usuarios tiene, ni tampoco la que más 
móviles vende, parece que sus usuarios son los que están más dispuestos a pagar, y con 
diferencia, por las aplicaciones que se descargan. Como se puede ver en las estadísticas y como 
menciona Harry McCracken en un artículo en el time.com, los usuarios iOS gastan mucho más 
dinero en aplicaciones aunque el número de aplicaciones bajadas sea menor que el resto de 
plataformas.!
Sin duda, como desarrollador, este también es un motivo más para escoger la plataforma iOS para 
mi proyecto.!
!
FIGURA 2.1 Y 2.2: ESTADÍSTICAS APP ANNIE 2012 Y CANALYS 2013!
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3. OBJETIVOS!!
Este trabajo de fin de grado tiene como objetivo, tal y como especifica claramente su título, 
desarrollar una aplicación nativa para la plataforma iOS desde cero sin contar con conocimientos 
previos en dicha tecnología. Para poder cumplir con el proyecto es necesario dedicarle una gran 
parte del tiempo reservado para el TFG al aprendizaje autónomo para que me ayude a adquirir los 
conocimientos necesarios para poder superar mis carencias actuales de conocimiento sobre el 
tema. Entre estos conocimientos necesarios se encuentra conocer las reglas básicas del lenguaje 
de programación Objective-C, las librerías disponibles para iOS y el IDE que se usa comúnmente 
en el desarrollo de aplicaciones iOS, el Xcode.!!
Por suerte, disponemos de mucha información al respecto en la red y también tengo acceso a 
algunos libros sobre el tema. Sin embargo, otro objetivo a superar es el de saber encontrar entre 
toda esta información y de una forma rápida y efectiva lo que me interesa conocer, decidiendo 
cuales son las fuentes de información más adecuadas y efectivas para la implementación en la 
aplicación.!!
Sin duda, para la elaboración de este trabajo, me serán de gran utilidad y tendré que aplicar 
muchos de los contenido teóricos y prácticos adquiridos a lo largo de la carrera en el Centre de la 
Imatge i la Tecnologia Multimèdia (CITM)!!!
3.1 Planificación del proyecto (Gantt)!!
Para finalizar este proyecto me he propuesto como fecha de entrega la última semana de octubre 
de este mismo año (2014). Por lo que dispongo de 4 meses en los que medicaré a él, 
prácticamente, en exclusiva. Para poder cumplir con este objetivo he creado un plan concienzudo 
que, si me ciño a él, me ayudará a conseguir mi objetivo.!!
En el proceso de esta planificación he creado un diagrama de Gantt, que se puede ver en las 
siguientes imágenes. En este se muestra el proceso que tengo pensado seguir hasta la 
culminación de mi trabajo.!
 
 6
Desarrollo de una app nativa para iOS desde 0 Ximo Alloza Carranza
FIGURA 3.1 Y 3.2: CREADO EN SMARTSHEET.COM!!
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4. Aprendizaje autónomo!!
El aprendizaje autónomo es, sin duda, una de las partes más importantes de este proyecto. Por lo 
que una considerable cantidad de tiempo reservado para el TFG ha sido dedicado a este 
menester. Este proceso de aprendizaje no sólo ha consistido en aprender la sintaxis de Objective-
C, sino que también ha consistido en conocer y saber aplicar las clases más importantes que ya 
han sido creadas por los desarrolladores de Apple y aprender sobre el estilo y la forma, 
considerada común en el desarrollo de aplicaciones de la compañía de la manzana, para 
mantener un código “limpio” y fácil de mantener y modificar.!!
Antes de explicar el método seguido para adquirir los conocimientos necesarios para el desarrollo 
de la aplicación, me gustaría mencionar que desde el principio, tal y como reflejo en el diagrama 
de Gantt, la idea era adquirir unos conocimientos básico del lenguaje, así como de sus clases más 
importantes y utilizadas. En experiencias anteriores, al ir creando algún tipo de aplicación mientras 
iba aprendiendo el lenguaje utilizado, me he encontrado con que necesitaba conseguir 
implementar alguna función que posteriormente he descubierto que ya había una clase que 
solucionaba ese problema en particular. Esto daba pie a códigos larguísimos y muy complicados 
de entender y modificar posteriormente. También quería tener una idea global de las cosas que 
iOs ofrecía como guía para el diseño de la aplicación.!!
Para cumplir con este proceso de aprendizaje, me he ayudado de dos libros de Kevin J. McNeish, 
como menciono en la bibliografía, y un curso online, bastante extenso, de John Nichols y Eliot 
Arntz. El procedimiento ha sido seguir estos cursos de principio a fin y realizar los ejercicios 
propuestos, ampliando la información, con la ayuda de foros u otros tutoriales, del las partes que 
creía que me iban a ser más útiles.!!
Al completar los cursos mencionados, acabé con unas 14 “mini” aplicaciones en donde se ponían 
en práctica las cosas aprendidas durante los cursos. En estos ejercicios aprendí cosas básicas de 
la sintaxis del lenguaje, variables, uso de Strings, arrays, métodos, clases, etc. Y también aprendí 
a trabajar con Table Views, Scroll View, User Data Model, como pasarse datos u objetos entre 
views, navegación, Map View, notificaciones locales, protocolos, Storyboard, APIs de terceras 
partes, como la de Facebook, etc. Además durante el proceso, también he ido conociendo 
aspectos más relacionados con el estilo y lo que los angloparlantes llaman  “best practices”. Y 
fuera de lo que es estrictamente Objective-C y Xcode, también he conocido y utilizado otras 
tecnologías como GitHub y Parse. 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5. DESCRIPCIÓN DE LA APLICACIÓN!!
5.1 Introducción!!
Cuando la gente habla de la casa de sus sueños, una gran mayoría menciona tener una piscina 
privada como parte de las comodidades de las que le gustaría disfrutar. Pero no todos son 
conscientes del trabajo y las tareas de mantenimiento y limpieza que se han de realizar y con la 
periodicidad que se han de llevar acabo las susodichas. Por lo que, cuando algunos pueden 
adquirir una piscina, ya sea de obra o una desmontable de grandes dimensiones, se dan cuenta 
de su total ignorancia al respecto. !!
Una de las posibles soluciones es contratar a alguien que se encargue de este cometido. Pero 
esto es un lujo que no está al alcance de todos. Sobre todo, teniendo en cuenta que algunas de 
las tareas de mantenimiento se han de efectuar, al menos, una vez por semana. La otra solución 
es aprender ha hacerlo nosotros mismos. Y para esto, nos encontramos que son muchas cosas a 
tener en cuenta, que químicos utilizar, como mantener el agua en buenas condiciones sanitarias y 
agradables para el baño, como utilizar correctamente la bomba del filtro, que válvulas han de estar 
abiertas y cuales cerradas dependiendo de la tarea que estés realizando, como limpiar el fondo, 
etc.!!
Por todo esto ha surgido la idea de la creación de esta aplicación. La idea es juntar todas las 
instrucciones básicas y necesarias para poder realizar el mantenimiento de la propia piscina. Así 
como consejos que nos pueden ser útiles y con algunas funcionalidades que nos ayudarán y 
facilitarán el proceso de mantenimiento.!!
5.2 Target!!
La aplicación está pensada, principalmente, para personas que adquieren por primera vez o han 
adquirido recientemente una piscina de uso particular y no tienen conocimiento de las tareas de 
mantenimiento y limpieza que se han de hacer o no saben como realizarlas. También, aunque no 
tan directamente, la app se dirige a usuarios con piscina, que ya efectúan dichas tareas pero 
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Por lo tanto, el target principal de esta aplicación es de personas de una edad comprendida entre 
los 35 y los 55 años. Con un nivel adquisitivo medio, medio - alto. Y, mayoritariamente, de género 
masculino.!!
5.3 Contenidos!!
Para decidir los contenidos de la aplicación realicé un BrainStorming apuntando toda la 
información que creí que un propietario de una piscina necesita o le gustaría saber, así como 
alguna funcionalidad que pudiera ser útil. Después de realizar este ejercicio, creí conveniente 
agrupar el contenido en cinco diferentes secciones que detallo a continuación.!
FIGURA 5.1: BRAINSTORMING Y ORGANIZACIÓN DE LA INFORMACIÓN!
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5.3.1 La bomba o motor de la piscina. !
Aunque existen un gran variedad de bombas en el mercado, la gran mayoría funcionan de una 
forma muy similar. Algunas tiene más o menos funciones, pero en la app sólo se incluyen las 
funciones básicas que todas suelen tener.!!
En este apartado encontraremos instrucciones de como manejar la bomba y qué válvulas abrir y 
cuales cerrar para efectuar las tareas de filtrado, limpieza y enjuague del filtro, limpieza del fondo.!
5.3.2 Químicos necesarios !
Las piscinas requieren una variedad importante de químicos además del cloro para un estado 
óptimo del agua. En la app nos centraremos en las pastillas 5 en 1 como mantenimiento regular 
de la piscina. Estas pastillas contienen los 5 químicos imprescindibles, cloro, antialgas, etc. Son 
muy fácil de encontrar y nos facilitan mucho el trabajo. Explicaremos la cantidad y la frecuencia 
que debemos aplicarlas.!!
Otros químicos importantes son los que suben o bajan el PH del agua. Es importante mantener el 
PH entre unos valores determinados para que el baño sea agradable y no provoque picores o 
malestar en la piel de las personas. Se mencionarán las proporciones necesarias para conseguir 
el nivel adecuado y el cuándo y cómo utilizarlas.!!
Por último, mencionaremos los tratamientos de choque. Estos tratamientos no son periódicos, por 
ejemplo, se suelen hacer al principio de la temporada de verano, y cuando no hemos puesto 
suficiente cloro anteriormente, o la bomba ha dejado de funcionar por unos días. Como en el caso 
del PH, en la app tendremos la instrucciones de cómo y cuándo aplicarlo.!!
5.3.3 Agenda !
El mantenimiento de la piscina exige ciertas tareas que se han de repetir de una forma regular. La 
periodicidad de tales tareas depende de varios factores como, el tamaño de la piscina, el clima, el 
número de personas que la utilizan, etc. En este apartado el usuario podrá programar dichas 
tareas en la agenda y la app se encargará de avisarle cuando sea el tiempo programado.!!
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5.3.4 Consejos !
Esta parte mostrará al usuarios consejos, que aunque no son imprescindibles, ayudarán y 
facilitarán algunas de las tareas de mantenimiento. En la aplicación recopilamos estos consejos 
dados por profesionales que llevan muchos años trabajando en el mantenimiento de piscinas.!
5.3.5 Contactos !
En este apartado el usuario podrá tener todos los contactos necesarios relacionados con el 
mantenimiento de la piscina. Aquí podrá acceder rápidamente al teléfono del “mecánico de la 
piscina”, o guardar las tiendas en donde compra los productos y poner notas, como por ejemplo: 
las pastillas 5 en 1 aquí valen 16€.!!
Este apartado se considera necesario porque el mantenimiento de la piscina no es precisamente 
barato, los productos necesarios son costosos, y la diferencia de precios entre diferentes 
establecimientos es considerable. Fácilmente te encuentras una tienda que un producto lo tiene a 
muy buen precio pero en cambio el resto de productos es bastante más caros que en otras 
tiendas. Así que si el usuario quiere mantener reducidos los costes, el tener agrupados en la 
agenda las tiendas y tener la posibilidad de hacer notas, le ayudará a llevar un control que le 
servirá para poder reducir notablemente los gastos.!!
5.3.6 Funcionalidades !
Una parte importante de la app es mostrar la información necesaria para el usuario. Pero la idea 
es también añadir otras funcionalidades que servirán como ayuda o facilitarán las tareas de 
mantenimiento.!!
Una funcionalidad serán los recordatorios. La aplicación avisará cuando toca limpiar el fondo de la 
piscina, añadir las pastillas de cloro, hacer el test del agua, etc.!!
También se implementará la función de agenda, en la misma app podremos guardar contactos 
relacionados con nuestra piscina, se podrá guardar el “mecánico de la piscina”, tiendas donde 
comprar las pastillas, donde compramos los accesorios, etc. Cabe recordar que es probable que!
 !
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no todas las compras relacionadas con el mantenimiento se efectúen en una única tienda, o que 
los precios de los productos varíen considerablemente entre una tienda y otra, por lo que con la 
agenda a la que se le podrán añadir notas, el usuario podrá tener guardadas en la misma app 
todos estos datos que le ayudarán a reducir el precio del mantenimiento considerablemente.!!
Otra posible funcionalidad será la calculadora. Según la capacidad de la piscina se ha de echar 
más o menos producto, con la ayuda de la calculadora el usuario sabrá que cantidad de producto 
tiene que utilizar de una forma rápida y sencilla. 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6. Consideraciones sobre la GUI!
FIGURA 6.1: MOCKUP DE LA APP MY LOVELY POOL!!
!
6.1 Nivel 0 o inicial!!
El nivel 0 o inicial de la aplicación se compondrá simplemente de una vista que incluirá un 
encabezado puramente gráfico y 5 grandes botones que le servirán al usuario como menú de 
navegación por las diferentes secciones principales de la aplicación.!!
!
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6.2 Nivel 1!!
En el primer nivel, básicamente, tendremos listas con los ítems de cada apartado. La mayoría 
serán listas infinitas que te dirigirán a otra vista simple que amplia la información del ítem 
seleccionado, menos en el caso del apartado consejos, que será una lista expandible, ya que 
estos se explican con breves párrafos de texto.!!
En todas la vistas de segundo nivel se mantendrá un encabezado con un acceso al menú principal 
y con el nombre del apartado en que se encuentran. En el caso de los apartados Avisos y 
Contactos se le añadirá en este encabezado un icono para que el usuario pueda añadir nuevos 
ítems a la lista.!!!
6.3 Nivel 2!!
En las vistas de segundo nivel nos encontramos con dos tipos diferentes, aunque no se muestran 
en el mockup. Un tipo mostrará la información pertinente de diferentes formas según el apartado 
al que pertenezca. En estas vistas se mantendrá el encabezado, pero no se podrá acceder 
directamente al nivel inicial, sólo será accesible un botón para poder volver al apartado que se 
encontraba.!!
El otro tipo serán vistas para recoger los datos que el usuario quiera introducir. Estas vistas no 
tendrán encabezados ni el botón “back”. Para volver atrás el usuario tendrá que tocar el botón 
guardar o el botón cancelar.!!
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Como explico en la introducción de la explicación de la aplicación, tener una piscina no es tan 
bonito como parece. Cuando te encuentras con la gran cantidad de tareas que tienes que hacer y 
todas las variables que hay que tener en cuenta, incluso te planteas si has tomado una buena 
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decisión teniendo una piscina. Por este motivo en el planteamiento y desarrollo de esta app existe, 
al menos esta ha sido mi actitud durante el proceso, un cierto tono irónico.!!
El primer toque irónico fue al decidir el nombre, “My lovely swimming pool”, esta fue la idea 
original, aunque luego decidí acortarlo y dejarlo como “My lovely pool”. Y este nombre me 
encaminó directamente a una estética retro, especialmente a la utilizada en la publicidad, 
principalmente de EEUU, de finales de los años cincuenta, principio de los años sesenta. Tanto 




0XF25E7A! !        0X49BFBF! !     0XF2DFCE! !     0XF23838! ! 0XF23838!     !!!
En la publicidad impresa de los años cincuenta, debido a que el uso de muchos colores encarecía 
considerablemente el precio, los publicistas se limitaban a usar únicamente un par de tonos. Por 
este motivo, hoy en día, para evocar esa época se usan paletas de dos o tres colores y se suelen 
utilizar colores pastel.!!
Para la app, he escogido inicialmente cinco colores. De todas formas, los tonos que predominarán 
serán dos, el azul (0x49BFBF) al tratarse de una app del mantenimiento de una piscina, y el rojo 
(0xF23838) muy utilizado en los anuncios de la época.!!!!!
!!
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7.3 Tipografía!!
Tipografía usada para títulos y texto de los botones: !
Thirsty Script Extrabold Demo!
Yellow Design Studio!
FIGURA 7.2: THIRSTY SCRIPT EXTRABOLD DEMO. YELLOW DESIGN STUDIO!!!
Es una tipografía moderna pero con una vibración vintage. Su creadores la describen como “new 
meets vintage” una mezcla de retro, moderno y un “chute” de cafeína.!!
Su licencia es para uso personal y académico. En el supuesto que se acabe publicando la 
aplicación en el App Store, habrá que decidir si se compra una licencia (http://www.myfonts.com/
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Tipografía usada para el contenido: !
Futura!
Paul Renner!
FIGURA 7.3: PAUL RENNER, 1927!!
La tipografía Futura fue diseñada en el año 1927 por el alemán, Paul Renner. Es un tipo de letra 
de palo seco y bases racionalistas influido por la estética de la Bauhaus (1919-1933). Esta 
tipografía está fundamentada en formas geométricas, como los círculos, triángulos y cuadrados.!
Además, esta tipografía contiene un extensa gama de cuerpos y tipos.!!
Futura tuvo una gran popularidad y fue extensamente usada hasta finales de los años cincuenta, 
cuando se vio relegada a un segundo plano con las salida de nuevos tipos de palo, como la 
Helvética. De todas formas, parece que en los últimos años esta tipografía está volviendo a tener 
una gran popularidad.!!
Muchas empresas han hecho uso de dicha tipografía, compañías como IKEA, Boeing, Hewlett 
Packard, CNN International, etc.! !
"!
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7.4 Detalle diseño!!
Todos los botones han sido diseñados por mi y creados vectorialmente usando Adobe Illustrator 
CS6.!
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7.4.2 Detalle iconos de botones principales !!!!!!!!!! !
ICONO QUÍMICOS  ! !  ! ! !   ICONO BOMBA  !!!!!!!!!!!!
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7.4.3 Resto botones !
Para el resto de botones que aparecen en la aplicación como: Guardar, Cancelar, Añadir, o 
Seleccionar Foto, se usará un estilo como el botón principal “consejos” con mínimas variaciones y 
sin añadir ningún tipo de icono representativo.!!
Disponemos de dos versiones, una versión es el botón largo, que se utilizará para botones que 
ocupen todo el ancho de la pantalla o casi todo. La otra versión es el botón corto, este se utilizará 
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7.4.4 Icono de la app !






@1X ! ! ! ! @2X ! ! ! ! ! @3X!              !!!!!
!!
 23
Desarrollo de una app nativa para iOS desde 0 Ximo Alloza Carranza





Desarrollo de una app nativa para iOS desde 0 Ximo Alloza Carranza
8. APLICACIONES TÉCNICAS Y TECNOLÓGICAS!!
8.1 Xcode!!
Xcode es el entorno de desarrollo integrado 
(IDE, siglas en inglés) de Apple Inc. Fue 
introducido en octubre de 2003 junto a la 
versión 10.3 de Mac OS X. Aunque hoy en día 
ya no se distribuye junto con el sistema 
operativo, se puede descargar de manera 
gratuita desde la Mac App Store.!!
Xcode proporciona todo los que 
desarrolladores necesitan para crear 
aplicaciones para Mac, iPhone y iPad. Xcode 
incluye la colección de compiladores del 
proyecto GNU y puede compilar código C, C++, 
Objective-C, Java, AppleScript y, desde la versión 6, el nuevo lenguaje Swift.!!
Xcode trae el diseño de interfaz de usuario, la codificación, las pruebas y la depuración en un 
único flujo de trabajo. También incluye herramientas de análisis, un simulador iOS, la última 
versión disponible de OS X y iOS SDKs y muchas otras características.!!
Una de las características mejor valorada por los usuarios es la tecnología que permite distribuir el 
proceso de construcción a partir de código fuente entre varios ordenadores a través de Bonjour.!!
8.2 Objective-C!!
Objective-C fue creado originalmente en 1980 por 
Brad Cox y Tom Love bajo su compañía StepStone. 
Ambos conocían el lenguaje Smalltalk y vieron su 
gran potencial por lo que Cox empezó a modificar el 
compilador de C para poder agregar algunas de las 
capacidades de Smalltalk. Pronto tuvo una 
extensión para añadir la programación orientada a 
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objetos a C, y en un principio lo llamó “OOPC”(Object-Oriented Programming in C).!
En 1988, NeXT licenció el Objective-C de StepStone y extendió el compilador GNU para dar 
soporte a Objective-C, al mismo tiempo que desarrolló las librerías AppKit y Foundation Kit. 
Cuando Apple compró NeXT en 1996, utilizó Objective-C y la herramienta de desarrollo basada en 
Objective-C de NeXT, Project Builder, para su nuevo sistema operativo Mac OS X.  Siendo hasta 
el día de hoy el principal lenguaje en el desarrollo de OS X y iOS.!!
 Pero esto está cambiando, ya que el 2 de junio del 2014, 
en la WWDC, Apple anunció el nacimiento del nuevo 
lenguaje Swift, creado para sustituir a Objective-C. Apple lo 
define como el “Objective-C sin la C”, como una mejora que 





GitHub es una plataforma de desarrollo colaborativo de software para alojar proyectos utilizando el 
sistema de control de versiones Git. El código se almacena de forma pública, aunque también se 
puede hacer de forma privada, creando una cuenta de pago.!!
En GitHub puedes encontrar una gran cantidad de ejemplos de aplicaciones y puedes ver como 
otros programadores han resuelto diferentes situaciones. Y puedes trabajar en equipo o colaborar 
con otros proyectos.!
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Pero, quizás la parte que más me interesó al principio fue para usar su control de versiones Git. 
Git fue diseñado por Linus Torvalds, pensando en la eficiencia y la confiabilidad del mantenimiento 
de versiones de aplicaciones. Al principio,  se pensó como un motor de bajo nivel sobre el cual 
otros pudieran escribir la interfaz de usuario o front end. Sin embargo, Git se ha convertido en un 
sistema de control de versiones con funcionalidad plena.!!
Mi aplicación se puede encontrar en https://github.com/ximobcn/MyLovelyPool.git, también, bajo 
mi usuario ximobcn, también hay dos de las 14 mini aplicaciones que desarrollé como ejercicios 
de aprendizaje y que utilicé para familiarizarme con GitHub.!
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9. REVISIÓN DEL CÓDIGO!!
En este capítulo se muestra algunas partes relevantes del código, así como cuestiones de 




Para declarar variables, funciones, view, etc. he optado 
por estilo de escritura CamelCase que es el estilo 
común usado por Apple. Este estilo de escritura 
consiste en utilizar mayúsculas como separación de las 
palabras. El nombre se debe a que las mayúsculas a lo 
largo de una palabra en CamelCase recuerda a las 
jorobas de un camello.!!
El químico sueco Berzelius(1813) fue el primero en 
usar este tipo de nomenclatura para reemplazar la 
multitud de nombres y símbolos usados por los 
químicos. El propuso indicar cada elemento químico con un símbolo de una o dos letras y la 
primera letra se debía escribir en mayúscula y, si había segunda letra, se debía escribir en 
minúscula. Esto permitía escribir formulas sin espacios pero sin ambigüedades. Por ejemplo, al 
ver la formula NaCI, se podía ver claramente que se refería a dos elementos, Na, Cl.!!
Este estilo ha sido usado ocasionalmente para nombres de empresas o marcas de productos, 
como CinemaScope, VistaVision, DryIce, MasterCard, WordPerfect, LaserJet, etc. Pero donde es 
comúnmente usado es en la programación. Este estilo se recomienda por los desarrolladores de 
lenguajes como: Pascal, Modula, Java, Microsoft’s .NET, etc. En cierto sentido, se considera como 
una parte de la “cultura” del lenguaje.!!
En los 70 y los 80,  este estilo de escritura se consideró una convención a usar. El origen no está 
claro y existen varias teorías. Una de ellas se le llama “Lazy programmer”. Esta teoría se 
fundamenta en el hecho que en los teclados QWERTY americanos, el guión bajo 
(otro_tipo_de_escritura_usada) no es de tan fácil acceso. Además, algunos compiladores limitaron 
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el número de caracteres que se podían usar como identificadores. Y todo esto hizo que algunos 
programadores usaran CamelCase y no el estilo “underscores”.!!
Bueno, al margen de esta pequeña consideración histórica, este estilo de escritura es el que Apple 
utiliza en sus librerías y además es el que recomiendo usar como se puede ver en el artículo 
“Conventions” en la Developer Library( https://developer.apple.com/library/ios/documentation/
Cocoa/Conceptual/ProgrammingWithObjectiveC/Conventions/Conventions.html#//apple_ref/doc/
uid/TP40011210-CH10-SW1)!!
Existes dos tipos de CamelCase. Uno es el UpperCamelCase, que es cuando la primera palabra 
también se escribe en mayúscula. Y el otro tipo es el lowerCamelCase, en el que la primera 
palabra se escribe en minúscula.!!
Siguiendo las recomendaciones de Apple, generalmente se debe usar lowerCamelCase, pero en 
los nombres de las clases utilizaremos UpperCamelCase. Además, en este caso también se 




Ejemplo Ejemplos (Usados por Apple)
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9.2 Organización de archivos!
FIGURAS 9.1 Y 9.2!!
Esta aplicación contienes muchas views. Además, si consideramos que para cada view necesita 
una clase que la controle y por cada clase, en Objective-C, necesita crear dos archivos 
(headers: .h, implementación: .m). Esto quiere decir que nos encontramos con una gran cantidad 
de archivos.  También le tenemos que añadir todos los objetos que he creído necesarios para 
conseguir un código más “limpio”, eficaz y más fácil de mantener. Y sin olvidarnos de todas las 
imágenes y archivos necesarios, como la fuente utilizada. Toda esta generosa cantidad de 
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archivos necesita una buena organización para no convertirse en un caos y en una tarea ardua a 
la hora de buscar algún archivo que se necesite modificar.!!
Para mantener todo bien organizado, me he ayudado de la creación de grupos de Xcode, que, 
básicamente, son directorios que se crean y donde pones los archivos que te parece. Hay que 
tener en cuenta que esta organización sólo es visible en el propio Xcode, ya que está organización 
no se mantiene en las diferentes carpetas del proyecto que se crean en el ordenador.!!
La organización la he mantenido desde el principio. En primer lugar he creado un grupo View 
Controller, donde, como su nombre muestra claramente, se guardan todas las clases que 
controlan las diferentes vistas de la app. Dentro de este grupo, he creado un subgrupo por cada 
sección principal de la aplicación (Home, Químicos, Bomba, etc). Y luego, en caso necesario, he 
vuelto a crear subgrupos de los subgrupos (AddContacto, ConsejoDetalles, etc).!!
Luego, he creado dos grupos más, objetos y Data. Aunque los dos contienen esencialmente 
objetos, he considerado mejor separar los que considero que son puramente objetos, con sus 
propiedades y sus métodos, y los que básicamente son arrays con contenido.!!
Cuando inicias un proyecto, uno de los grupos que crea el Xcode es el de Supporting Files. En 
este directorio es donde has de incluir los archivos que vayas a necesitar para tu aplicación, en mi 
caso, imágenes y fuentes. Aquí también he creado diferentes grupos para separar y mantener 
organizado este apartado. He creado dos grupos, Font e Imágenes, y dentro de imágenes he 
creado subcarpetas dependiendo para qué o a dónde va destinada la imagen.!!
9.3 Lazy Instantiation!!
En programación la “lazy instantation” sirve para retrasar la creación de un objeto o cualquier 
proceso costoso hasta la primera vez que sea necesario. En el caso de Objective-C, primero 
declaramos el objeto sin inicializarlo. Una vez que el objeto se convoca, si ya está inicializado, 
simplemente, se devuelve. Y si no está listo se inicializa en el acto.!
Además de para retrasar la creación de un objeto, también se utiliza como pequeño truco para no 
acceder a un objeto que no ha sido inicializado todavía y evitar errores.!!
En el desarrollo de My Lovely Pool utilizo esta táctica a la hora de usar las arrays que contendrán 
los contenidos de la aplicación. Y la utilizo en varias clases y diferentes ocasiones.!!
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Ejemplo:!
En este caso todo este código está dentro de XAContactosViewController.m!!
@property (strong, nonatomic) NSMutableArray *addedContactosObjects;	
!
Primero declaro la array…"!
-(NSMutableArray *)addedContactosObjects	
{	
    if (!_addedContactosObjects) {	
        _addedContactosObjects = [[NSMutableArray alloc] init];	
    }	
    return _addedContactosObjects;	
}	
!
Luego uso la “Lazy Instantiation”…"!!
-(void)tableView:(UITableView *)tableView commitEditingStyle…	
{	
    if (editingStyle == UITableViewCellEditingStyleDelete) {	
        [self.addedContactosObjects removeObjectAtIndex:indexPath.row];	
        NSMutableArray *newSavedContactoObjectData = [[NSMutableArray alloc] 
init];	
        for (XAContacto *contactoObject in self.addedContactosObjects){	
            [newSavedContactoObjectData addObject:[…];	
        }	
        …	
}!
!
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9.4 Geocoding!!
Al pensar la aplicación, en sección detalles de contacto, quería que se viera un mapa mostrando 
la dirección introducida. Esto era un problema, porque necesitaba las coordenadas para poder 
mostrar la parte del mapa de dicha dirección y una anotación que mostrara el punto exacto en 
donde se ubica la tienda o la persona añadida. Por supuesto, no iba a pedir al usuario que al 
añadir un contacto tuviera que conocer también las coordenadas, porque seguramente las 
ignoraría y aunque fuera el caso que las conociera, introducirlas no es una tarea agradable.!!
Para resolver este conflicto, existe la clase CLGeocoder. Esta clase ofrece servicios para la 
conversión entre una coordenada (latitud y longitud) y la representación de fácil uso de esa 
coordenada, que consiste en la calle, ciudad, país. Esta clase tiene el método que de unas 
coordenadas te devuelve la dirección de una forma legible para el usuario (calle, ciudad, punto de 
interés, etc). Y otro método, el que me interesa en esta ocasión, que hace lo mismo pero en 
dirección inversa. Dandole la dirección en forma de texto, la geocodificación devuelve un 
Placemark que contiene las coordenadas necesarias para mostrar nuestro mapa.!!
Ejemplo de implementación en XAContactosDetallesViewController.m:!!




Creamos un String con los datos recogidos del formulario…"!
CLGeocoder *geocoder = [[CLGeocoder alloc] init];	
    [geocoder geocodeAddressString:address completionHandler:^(NSArray* placemarks, 
NSError* error){	
        // Check for returned placemarks	
        if (placemarks && placemarks.count > 0) {	
            CLPlacemark *topResult = [placemarks objectAtIndex:0];	
            	
            MKPlacemark *placemark = [[MKPlacemark alloc]initWithPlacemark:topResult];	
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            MKCoordinateSpan span = MKCoordinateSpanMake(0.01, 0.01);	
            MKCoordinateRegion regionToDisplay = MKCoordinateRegionMake(center, span);	
            	
            [self.contactoMKMapView setRegion:regionToDisplay];	
            	
            …	!
            // Mostramos el mapa con el punto de la dirección	
            self.contactoMKMapView.hidden = NO;	
            [self.contactoMKMapView addAnnotation:placemark];	!
        }}];	!
Creamos un objeto de tipo CLGeocoder y llamamos a la función que se ejecutará en bloque y se 
le pasará el String con la dirección. En esta función creamos el mapa que centramos en las 
coordenadas de la dirección y mostrará una anotación enseñando el punto donde se encuentra 
nuestro contacto."!
9.5 NSUserDefaults!!
Otro de los requerimientos de la app es el poder guardar los contactos que el usuario crea 
necesarios relacionados con el mantenimiento de la piscina. Esto hizo que me planteara cuál era 
la mejor forma de almacenar esta información. Mi primera idea era la de crear una base de datos 
en un servidor. Pero no me acababa de convencer. En primer lugar, a mi como usuario no me 
gusta que una aplicación se esté conectando a internet y gastando datos constantemente cuando 
creo que no es necesario. Además, la cantidad de datos a guardar va a ser muy reducida y poco 
complicada.!!
Al hacer una búsqueda al respecto, he podido ver que la mayoría de desarrolladores optan por el 
NSUserDefaults para guardar datos que no van a ser abundantes.!
La clase NSUserDefaults está pensada originalmente para guardar las preferencias del usuario, 
como volumen del sonido, frecuencia en que se guardan datos, determinar el estado por defecto 
de una aplicación en el arranque, etc. Pero, como he comentado anteriormente es comúnmente 
usado para guarda pequeñas cantidades de datos. Esto es así porque es fácil de utilizar y muy 
eficiente. NSUserDefaults crea automáticamente una base de datos, almacena en la caché la 
información para evitar tener que abrir la base de datos constantemente, el método de 
sincronización se invoca automáticamente a intervalos periódicos y mantiene la caché 
sincronizada con la base de datos del usuario.!
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Ejemplo de implementación en XAContactosViewController.m:!
!
    NSMutableArray *contactoObjectsAsPropertyList = [[[NSUserDefaults 
standardUserDefaults] arrayForKey:ADDED_CONTACTO_OBJECTS_KEY] 
mutableCopy];	
    if (!contactoObjectsAsPropertyList) contactoObjectsAsPropertyList = 
[[NSMutableArray alloc] init];	
    	
    [contactoObjectsAsPropertyList addObject:[self 
contactoObjectAsAPropertyList:contactoObject]];	
    [[NSUserDefaults standardUserDefaults] 
setObject:contactoObjectsAsPropertyList 
forKey:ADDED_CONTACTO_OBJECTS_KEY];	
    [[NSUserDefaults standardUserDefaults] synchronize];	
!
Simplemente creamos una array con los datos disponibles hasta ahora en la tabla requerida, 
añadimos el nuevo objeto a la array y lo guardamos otra vez…"!!!
-(NSDictionary *)contactoObjectAsAPropertyList:(XAContacto *)contactoObject	
{	
    //Pasa la imagen a datos para poder guardarla en el diccionario	
    NSData *imageData = UIImageJPEGRepresentation(contactoObject.imagen, 100);	
    	
    NSDictionary *dictionary = @{@"nombre" : contactoObject.nombre, @"subnombre" 
: contactoObject.subnombre, @"imagen" : imageData, @"nombreCalle" : 
contactoObject.nombreCalle, @"numeroCalle" : @(contactoObject.numeroCalle), 
@"poblacion" : contactoObject.poblacion, @"codigoPostal" : 
@(contactoObject.codigoPostal), @"notas" : contactoObject.notas};	
    	




    NSData *dataForImage = dictionary[@"imagen"];	
    UIImage *contactoObjectImagen = [UIImage imageWithData:dataForImage];	
    XAContacto *contactoObject = [[XAContacto alloc] initWhithData:dictionary 
andImage:contactoObjectImagen];	
    	
    return contactoObject;	
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}	!
Pero entre nuestros datos hay una imagen que no se puede guardar como tal en NSUserDefaults, 
para que funcione necesitamos dos métodos que nos ayuden a transformar la imagen a datos, 
cuando queremos guardarla, o a la inversa, pasar los datos a una imagen."!!
9.6 UILocalNotification!!
Para permitir que el usuario se pueda programar avisos relacionados con el mantenimiento regular 
de la piscina con una cierta periodicidad, se ha tenido que habilitar las notificaciones locales. Al 
iniciar la aplicación por primera vez el sistema le pedirá autorización para enviarle notificaciones.!
El sistema operativo es el responsable de enviar dichas notificaciones en los tiempos 
programados y la aplicación no necesita estar abierta en el momento del aviso, además, no 
necesita estar conectado con ningún servidor remoto.!!
Ejemplo de implementación en XAAddAgendaViewController.m:!!
// Schedule the notification	
    UILocalNotification* localNotification = [[UILocalNotification alloc] init];	
    localNotification.fireDate = pickerDate;	
    localNotification.alertBody = self.nombreEventoTextField.text;	
    localNotification.alertAction = @"Show me the item";	
    localNotification.timeZone = [NSTimeZone localTimeZone];	
    	
    if (self.frecuencia != 0) {	
        if (self.frecuencia == 1) localNotification.repeatInterval = NSDayCalendarUnit;	
        else if (self.frecuencia == 2) localNotification.repeatInterval = 
NSWeekCalendarUnit;	
        else if (self.frecuencia == 3) localNotification.repeatInterval = 
NSMonthCalendarUnit;	
        else if (self.frecuencia == 4) localNotification.repeatInterval = 
NSYearCalendarUnit;	
    }	
    localNotification.soundName = UILocalNotificationDefaultSoundName;	
    localNotification.applicationIconBadgeNumber = [[UIApplication sharedApplication] 
applicationIconBadgeNumber] + 1;	
    	
    [[UIApplication sharedApplication] scheduleLocalNotification:localNotification];	
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    [[NSNotificationCenter defaultCenter] postNotificationName:@"reloadData" 
object:self];! !
Para crear la notificación, recibimos la fecha y hora desde un “pickerDate”, el nombre del evento y 
el intervalo de repetición. También elegimos la zona horaria y el sonido que queremos utilizar."
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10. RESULTADOS!!!!
!
FIGURA 10.1: VISTA INICIO!!!!
!
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!!!!
!
FIGURA 10.2: VISTA AVISOS!!!!
!
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!!!!
!
FIGURA 10.3: AÑADIR AVISO!!!!
!
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!!! !!
!
FIGURA 10.4: VISTA QUÍMICOS!!!!
!
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!!!!
!
FIGURA 10.5: DETALLE QUÍMICOS!!!!
!
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!!!!
!
FIGURA 10.6: VISTA BOMBA!!!!
!
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!!!!
!
FIGURA 10.7: DETALLE BOMBA!!!!
!
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!!!!
!
FIGURA 10.8: VISTA CONTACTOS!!!!
!
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!
FIGURA 10.9: DETALLE CONTACTOS!!!!
!
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!!!!!
!
FIGURA 10.10: AÑADIR CONTACTO!!
!!
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!
FIGURA 10.11: VISTA CONSEJOS!!!!
!
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!!!!
!
FIGURA 10.12: CONSEJO EXTENDIDO!!!
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11. CONCLUSIONES!!
Bueno, ya he llegado al final del proyecto después de un poquito más de cuatro meses intensos 
de trabajo. En general puedo decir que estoy muy contento con el trabajo realizado y que he 
podido cumplir con los objetivos propuestos al inicio del trabajo.!!
Uno de los objetivos conseguidos ha sido el ser capaz de  adquirir los conocimientos necesarios  
para poder desarrollar una aplicación para iOS de una forma autónoma. No sólo he aprendido el 
lenguaje Objective-C y su entorno de trabajo integrado, Xcode, sino que también he conseguido 
escribir un código claro, efectivo y limpio. Siguiendo las normas consideradas de buen uso por los 
desarrolladores de Apple. El plan inicial de cómo debía enfrentarme a este reto, creo que ha 
funcionado según esperaba. Al esperarme para meterme en el código hasta que tuviera una base 
importante sobre Objective-C y sus clases más importantes, me ha servido para poder ir bien 
encaminado desde el principio, por lo que me ha ayudado a resolver las necesidades de esta 
aplicación de una forma bastante más directa y efectiva. También el haber creado las “mini apps” 
me ha servido para adquirir experiencia y me han ayudado a resolver problemas concretos que 
luego he podido encontrarme en mi aplicación. Por supuesto, he tenido que seguir formándome 
según iba implementando funcionalidades más complejas o para poder adaptarla mejor a mis 
necesidades, pero al adquirir una base más o menos sólida, he podido no sólo encontrar las 
soluciones de una forma bastante rápida, sino que también he podido discernir rápidamente si el 
código consultado era el que necesitaba o debía encontrar otro que lo solucionara de una forma 
más efectiva y limpia.!!
Otro de los objetivos cumplidos ha sido el ajustarme al tiempo planeado desde el inicio y que se 
refleja en el diagrama de Gantt. Aunque, siendo sincero, tengo que reconocer que para cumplir los 
plazos he tenido que usar el tiempo de una forma que no esperaba. A principio de julio, además 
del inicio del proyecto, también inicié mi cambio de comunidad autónoma y de domicilio al irme a 
vivir al campo andaluz. Aunque, esto ya estaba previsto en mi planificación, la mudanza requirió 
más tiempo y se alargó más de lo previsto. Debido a esto, ha requerido que los dos últimos meses 
tuviera que dedicarle jornadas más largas e intensivas. Pero a pesar de estos contratiempos, he 
podido organizarme para poder cumplir con los tiempos establecidos.!!
También, he conseguido desarrollar una aplicación funcional y completa con la mayoría de las 
opciones pensadas inicialmente. Aunque, hay alguna funcionalidad que se ha quedado en el 
tintero para no sobrepasar exageradamente las horas que se supone tenemos que dedicar a 
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nuestro proyecto final de carrera, como la idea de implementar una calculadora que mostrara las 
cantidades de producto a usar dependiendo de los metros cúbicos de la piscina, etc.!!
Al inicio del TFG, en la fase de prototipado pensé en una lista expandible para mostrar los 
consejos. Lo que no sabía es que este tipo de listas no es común en las aplicaciones de iOS y no 
hay una clase especifica creada para ello. Cuando me enteré de esto, me tuve que plantear si 
ignorar el prototipo original o buscar la forma de hacerlo. Aunque al principio pensé en cambiar el 
diseño, ya que es preferible para los usuarios encontrarse con una interfaz conocida por ellos, al 
final, opté por buscar la forma de hacerlo “manualmente”. El motivo de esa decisión fue que, como 
decidí a la hora de hacer el prototipo, era la mejor forma de mostrar la información para esa 
sección, además el funcionamiento no es tan complicado o diferente como para que a los usuarios 
de iOS le resulte muy difícil hacerse con esta forma de listas poco comunes para los usuarios de 
iPhone.!!
Finalmente, aunque como he comentado, considero que he cumplido con los objetivos y el tiempo 
que debía dedicar para este TFG, tengo que decir que mi trabajo con esta aplicación no ha 
acabado. Como he mencionado anteriormente, falta añadir algunas funcionalidades y acabar de 
refinar pequeños detalles de diseño y contenido. Cuando tuve la idea del tema de esta aplicación 
hice una pequeña investigación sobre que tipos de aplicaciones sobre el mantenimiento de 
piscinas habían en el mercado, y descubrí que había muy pocas, en inglés y bastante “cutres”, por 
lo que creo que la aplicación tendría espacio en el mercado. Así que mi idea es con más tiempo, 
ampliar y hacer una búsqueda más exhaustiva en la App Store y estudiar mejor a la competencia. 
Y si veo que mi aplicación puede ofrecer algo mejor que lo que ya existe, después de implementar 
las mejoras que he comentado, la subiría a la App Store.!
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