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The quantum query models is one of the most important models in quantum computing.
Several well-known quantum algorithms are captured by this model, including the Deutsch-Jozsa
algorithm, the Simon algorithm, the Grover algorithm and others. In this paper, we characterize
the computational power of exact one-query quantum algorithms. It is proved that a total Boolean
function f : {0, 1}n → {0, 1} can be exactly computed by a one-query quantum algorithm if and
only if f(x) = xi1 or xi1 ⊕ xi2 (up to isomorphism). Note that unlike most work in the literature
based on the polynomial method, our proof does not resort to any knowledge about the polynomial
degree of f .
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I. INTRODUCTION
The classical decision tree models have been well
studied in classical computing, and focus on problems
such as the following: given a Boolean function f :
{0, 1}n → {0, 1}, how can we make as few queries
as possible to the bits of x in order to output the
value of f(x)? Quantum analogs, called quantum query
models, have also attracted much attention in recent
years [1]. The implementation procedure of a quan-
tum query model is a quantum query algorithm, which
can be roughly described as follows: it starts with a
fixed state |ψ0〉, and then performs the sequence of op-
erations U0, Ox, U1, . . . , Ox, Ut, where Ui’s are unitary
operators that do not depend on the input x but the
query Ox does. This leads to the final state |ψx〉 =
UtOxUt−1 · · ·U1OxU0|ψo〉. The result is obtained by
measuring the final state |ψx〉.
The quantum query model can be discussed in two
main settings: the exact setting and the bounded-error
setting. A quantum query algorithm is said to compute
a function f exactly, if its output equals f(x) with prob-
ability 1, for all inputs x. It is said to compute f with
bounded error, if its output equals f(x) with a probability
greater than a constant, for all inputs x. Roughly speak-
ing, the query complexity of a function f is the number
of queries that an optimal (classical or quantum) algo-
rithm should make in the worst case to compute f . The
classical deterministic query complexity of f is denoted
by D(f), and the quantum query complexity in the ex-
act setting is denoted by QE(f). In this paper, we focus
on quantum query algorithms in the exact setting, which
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have been studied in much work [2–22]. And quantum
advantages were shown by comparing QE(f) and D(f).
For total Boolean functions, Beals et al. [23] showed
that exact quantum query algorithms can only achieve
polynomial speed-up over classical counterparts. On the
other hand, Ambainis et al. [3] proved that exact quan-
tum algorithms have advantage for almost all Boolean
functions. However, the biggest gap between QE(f) and
D(f) is only a factor of 2 and is achieved by Deutsch’s
algorithm for a long time. In 2013, a breakthrough re-
sult was obtained by Ambainis, showing the first total
Boolean function for which exact quantum algorithms
have superlinear advantage over classical deterministic
algorithms [2]. Moveover, Ambainis [12] improved this
result and presented a nearly quadratic separation in
2016. For partial functions, exponential separations be-
tween exact quantum and classical deterministic query
complexity were obtained in several papers [4, 11, 24, 25].
A typical example is the Deutsch-Jozsa algorithm [4].
In this paper, we consider the following problem: what
functions can be computed exactly by one-query quan-
tum algorithms (that can make only one query) ? Our
motivation comes from the following two aspects:
(i) Characterizing the computational power of a quan-
tum computing model (or a kind of quantum algorithm)
is of fundamental interest in the context of quantum com-
plexity theory, and also is critical for discovering quan-
tum advantage. Recently, characterization of one-query
quantum algorithms in the bounded-error case has been
considered by Aaronson et al. [26] and Arunachalam et
al. [27]. But their results are not applicable to the exact
case.
(ii) Actually, the well-known Deutsch algorithm and
Deutsch-Jozsa algorithm belong to the class of exact one-
query quantum algorithms. Then it is natural to ask
what kind of functions (problems) can be computed ex-
actly by one-query quantum algorithms.
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2We show that a total Boolean function f can be com-
puted exactly by a one-query quantum algorithm if and
only if f(x) = xi1 or xi1 ⊕ xi2 (up to isomorphism). It is
worth pointing out that unlike most work in the litera-
ture based on the polynomial method, our proof does not
depend on any knowledge about the polynomial degree
of f . We hope this will illuminate a more general prob-
lem: what functions can be computed exactly by k-query
quantum algorithms?
The remainder of this paper is organized as follows.
The query models and the problem we consider are given
in Section II. The main results of this paper are presented
in Section III. Finally, a conclusion is made in Section IV
and some further problems are proposed.
II. PRELIMINARIES
In this paper, we consider Boolean functions f :
{0, 1}n → {0, 1}. Without special explanation, a func-
tion always means a total function, that is, it is defined
for all x ∈ {0, 1}n. We will also refer to partial functions
that are defined on a subset D ⊂ {0, 1}n. Throughout
this paper, a function is assumed to be nonconstant, since
the query complexity of a constant function is trivially
zero. In the following, we first give an introduction about
the query models, including both classical and quantum
cases, and then we describe the problem to be discussed.
Given a Boolean function f : {0, 1}n → {0, 1}, suppose
x = x1x2...xn ∈ {0, 1}n is an input of f and we use xi to
denote its i-th bit. The goal of a query algorithm is to
compute f(x), given queries to the bits of x.
FIG. 1. classical oracle
In the classical case, the process of querying to x is
implemented by using the black box, which we call query
oracle, as shown in Figure 1. We want to compute f(x)
by using the query oracle as little as possible. A classi-
cal deterministic algorithm for computing f can be de-
scribed by a decision tree. For example, suppose that we
want to use a classical deterministic algorithm to com-
pute f(x) = x1 ∧ (x2 ∨ x3). Then a decision tree T for
that is depicted in Figure 2. Given an input x, the tree
is evaluated as follows. It starts at the root. At each
node, if it is a leaf, then its label is output as the result
for f(x); otherwise, it queries its label variable xi. If xi
= 0, then we recursively evaluate the left subtree. Oth-
erwise, we recursively evaluate the right subtree. The
query complexity of tree T denoted by D(T ) is its depth,
and we have D(T ) = 3 in this example. Given f , there
exist different decision trees to compute it. The query
complexity of f , denoted by D(f), is defined as
D(f) = min
T
D(T ).
FIG. 2. A decision tree T for computing f(x) = x1 ∧
(x2 ∨ x3)
In the quantum case, the oracle is defined as Ox|i, b〉 =
|i, b⊕xi〉, where i ∈ {1, ..., n}, as shown in Figure 3. Note
that in this case, we are able to query more than one
bit each time due to quantum superposition. A T -query
quantum algorithm can be seen as a sequence of unitaries
UTOxUT−1Ox...OxU0, where Ui’s are fixed unitaries and
Ox depends on x (See Figure 4).
FIG. 3. quantum oracle
FIG. 4. T -query quantum algorithm
The process of computation is as follows:
(1) Start with an initial state |ψ0〉.
(2) Perform the operators U0, Ox, U1, Ox...UT in se-
quence, and then we obtain the state |ψx〉 =
UTOxUT−1Ox...U0|ψ0〉.
(3) Measure |ψx〉 with a 0− 1 positive operator-valued
measurement [28]. The measurement result is re-
garded as the output of the algorithm.
In the above, we use r(x) to denote the measurement
result of |ψx〉. Let P [A] denote the probability that event
A occurs. If it satisfies:
∀x, P [r(x) = f(x)] ≥ 1− ,
where  < 12 , then the quantum query algorithm is said
to compute f(x) with bounded error . If it satisfies:
∀x, P [r(x) = f(x)] = 1,
then it is said to compute f(x) exactly.
3The exact quantum query complexity of f , denoted by
QE(f), is the minimum number of queries that a quan-
tum query algorithm needs to compute f . The gap be-
tween D(f) and QE(f) is usually used to exhibit quan-
tum advantage.
In this paper, we want to characterize those functions f
that satisfy QE(f) = 1. In other words, we consider this
problem: what functions f can be computed exactly by
a one-query quantum algorithm? In this case a quantum
query algorithm is as shown in Figure 5.
FIG. 5. one-query quantum algorithm
III. MAIN RESULT
Two functions f and g over {0, 1}n are isomorphic if
they are equal up to negations and permutations of the
input variables, and negation of the output variable. It is
easy to see that for any two isomorphic Boolean functions
f and g, we have QE(f) = QE(g). Now our main result
is as follows.
Theorem 1. A total Boolean function f : {0, 1}n →
{0, 1} can be computed exactly by a one-query quantum
algorithm, if and only if f(x) = xi1 or xi1 ⊕ xi2 (up to
isomorphism).
Remark 1. In the above theorem, we consider only total
functions. A more interesting problem is to character-
ize the partial functions (promise problems) that can be
computed exactly by one-query quantum algorithms. This
problem seems to be more complicated, and the method
used here may not be applicable to partial functions.
First, it is easy to see the sufficiency. If f(x) = xi1 ⊕
xi2 , then it can be computed exactly by the Deutsch
algorithm. If f(x) = xi1 , there obviously exists a one-
query quantum algorithm to do that. Therefore, the key
to prove Theorem 1 is the necessity. For that we will
prove the following: (a) if f can be exactly computed by
a one-query quantum algorithm, then it depends on at
most two variables, and (b) furthermore it must be in the
above form.
Definition 1. For a total Boolean function f : {0, 1}n →
{0, 1}, f is said to depend on the ith variable of the input,
if there exists x ∈ {0, 1}n such that f(x) 6= f(xi), where
xi is the same as x except for the i-th bit being flipped.
For example, if f(x) = xi1 ⊕ xi2 , then f depends on
the i1-th and i2-th variables.
A. Proof of necessity
Now suppose that f : {0, 1}n → {0, 1} can be com-
puted exactly by a one-query quantum algorithm as
shown in Figure 5. We denote
U0|ψ0〉 =
∑
i,j,k
αijk|i〉|j〉|k〉,
where i ∈ {1, 2, · · · , n}, j ∈ {0, 1}, and |k〉 is an arbitrary
ancilla register, corresponding to the third line in Figure
5. We have the following observation.
Lemma 1. For a pair of inputs x, y such that f(x) 6=
f(y), let S = {i|xi 6= yi}. Then it holds that∑
i∈S
∑
k
|αi0k − αi1k|2 = 1. (1)
Proof. Note that |ψx〉 = U1OxU0|ψ0〉 and let |φx〉 =
OxU0|ψ0〉. Then we get
|φx〉 = Ox
∑
i,j,k
αijk|i〉|j〉|k〉 =
∑
i,j,k
αijk|i〉|j ⊕ xi〉|k〉.
The assumption that f can be computed exactly implies
that |ψx〉 and |ψy〉 can be perfectly distinguished for x, y
satisfying f(x) 6= f(y). Thus, the two states are mutually
orthogonal, that is
〈ψx|ψy〉 = 0.
Since unitary operators do not change the orthogonality
between two states, equivalently, there is
〈φx|φy〉 = 0,
from which it follows that
〈φx|φy〉 =
∑
i,j,k
α∗ijk〈i|〈j ⊕ xi|〈k|
∑
p,q,r
αpqr|p〉|q ⊕ yp〉|r〉
=
∑
i,j,k,q
α∗ijkαiqk〈j ⊕ xi|q ⊕ yi〉 = 0. (2)
Furthermore, Eq. (2) can be rewritten as∑
i/∈S
∑
k
(|αi0k|2+|αi1k|2)+
∑
i∈S
∑
k
(α∗i0kαi1k+α
∗
i1kαi0k) = 0.
(3)
Moreover, note that
∑
i,j,k |αijk|2 = 1, that is∑
i/∈S
∑
k
(|αi0k|2 + |αi1k|2) +
∑
i∈S
∑
k
(|αi0k|2 + |αi1k|2) = 1.
(4)
Therefore, by subtracting Eq. (3) from Eq. (4), we ob-
tain∑
i∈S
∑
k
[
(|αi0k|2 + |αi1k|2)− (α∗i0kαi1k + α∗i1kαi0k)
]
= 1,
which is equivalent to∑
i∈S
∑
k
|αi0k − αi1k|2 = 1.
4Now we are ready for proving the necessity.
Lemma 2. If a total Boolean function f : {0, 1}n →
{0, 1} can be computed exactly by a one-query quantum
algorithm, then f depends on at most two variables of x,
and furthermore f is in the form f(x) = xi1 or xi1 ⊕ xi2
(up to isomorphism).
Proof. We denote the Hamming distance of x and y by
d(x, y). For a total function f , if f depends on some
variable xi, then there exist x, y ∈ {0, 1}n such that
d(x, y) = 1, xi 6= yi and f(x) 6= f(y). Thus, in this
case S = {i}, and by Lemma 1 we have∑
k
|αi0k − αi1k|2 = 1.
Now suppose f depends on t variables xi1 , xi2 , ..., xit . It
follows that
t∑
r=1
∑
k
|αir0k − αir1k|2 = t.
Furthermore, we have
t∑
r=1
∑
k
|αir0k−αir1k|2 ≤ 2
t∑
r=1
∑
k
|αir0k|2 + |αir1k|2 ≤ 2,
where the first equality follows from the observation
that |a − b|2 ≤ 2(|a|2 + |b|2) for any two complex num-
bers a, b, and the second equality holds because we have∑
i,j,k |αijk|2 = 1. Thus, we get t ≤ 2, that is, f depends
on at most two variables.
Next, we prove f(x) = xi1 or xi1 ⊕ xi2 (up to iso-
morphism). Suppose that f depends on at most two
variables xi1 and xi2 . Denote C00 = {x|xi1 = xi2 =
0}, C01 = {x|xi1 = 0, xi2 = 1}, C10 = {x|xi1 = 1, xi2 =
0}, C11 = {x|xi1 = 1, xi2 = 1}. Let S0 = {x|f(x) = 0}
and S1 = {x|f(x) = 1}. Without loss of generality, sup-
pose C00 ⊆ S0, C10 ⊆ S1. Below we show f = xi1 or
f = xi1 ⊕ xi2 . Other cases can be discussed in a similar
way.
(1) C01 ⊆ S0, C11 ⊆ S1. In this case, we have f = xi1 .
(2) C01 ⊆ S1, C11 ⊆ S0. In this case, we have f =
xi1 ⊕ xi2 .
(3) C01 ⊆ S0, C11 ⊆ S0. In this case, f = xi1 ∧ ¬xi2 ,
which is isomorphic to AND2 that can not be com-
puted by one-query quantum algorithms as indi-
cated in [3]. Thus, this case is impossible.
(4) C01 ⊆ S1, C11 ⊆ S1. In this case, f = xi1 ∨ xi2 ,
which is also isomorphic to AND2. Thus, this case
is impossible.
IV. CONCLUSION
In this paper we have characterized the power of ex-
act one-query quantum algorithms for total functions. In
conclusion, a total Boolean function f : {0, 1}n → {0, 1}
can be computed by exactly a one-query algorithm if and
only if f(x) = xi or xi1 ⊕ xi2 (up to isomorphism). Note
that unlike most work in the literature based on the poly-
nomial method, our proof doe s not resort to any knowl-
edge about the polynomial degree of f . We hope it will
illuminate two more general problems that are worthy of
further consideration as follows.
A. Characterization of partial functions that
can be computed exactly by a one-query quan-
tum algorithm. Given a partial Boolean function
f : D → {0, 1}, where D ⊂ {0, 1}n, how do we determine
whether there exists a one-query quantum algorithm that
computes it exactly? Furthermore, can we discover all
those partial functions f that can be computed exactly
by a one-query quantum algorithm?
B. Characterization of functions that can be
computed exactly by a k-query quantum algo-
rithm. A more interesting problem is to discuss the
power of exact k-query quantum algorithms, although
for some functions with a specific property, we know their
quantum query complexity. There is no a general con-
clusion to characterize the power of exact k-query quan-
tum algorithms. Figuring out this problem is useful for
further understanding quantum query algorithms and in-
spiring us to find more problems with quantum advan-
tage.
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