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Real-Time Animation for Formal Specification
Dominique Méry and Neeraj Kumar Singh
Abstract A formal specification is a mathematical description of a given system.
Writing a formal specification for real-life, industrial problems is a difficult and er-
ror prone task, even for experts in formal methods. It is crucial to get the approval
and feedback when domain experts have a lack of knowledge of any specification
language, to avoid the cost of changing a specification at later stage of development.
This paper introduces a new functional architecture, together with a direct and effi-
cient method of using real-time data set, in a formal model without generating the
legacy source code in any target language. The implemented architecture consists
of six main units. These units are: Data acquisition and preprocessing unit; Feature
extraction unit; Database; Graphical animations dedicated tool: Macromedia Flash;
Formal model animation tool Brama plug-in to interface between Flash animation
and Event-B model; and formal specification system Event-B. These units are in-
voked independently and allow for simple algorithms to be executed concurrently.
All the units of this proposed architecture help to animate the formal model with
real-time data set and offer an easy way for specifiers to build a domain specific
visualization that can be used by domain experts to check whether a formal specifi-
cation corresponds to their expectations.
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1 Introduction
Formal methods aim to improve software quality and produce zero-defect software,
by controlling the whole software development process, from specifications to im-
plementations. Formal methods are used by industries in a range of critical domains,
involving higher safety integrity level certification and IEC 61508 [7] safety stan-
dard. IEC 61508 is intended to be a basic functional safety standard applicable to
all kinds of industry.
In formal model development, they use top-down approaches and start from high-
level and abstract specifications, by describing the fundamental properties of the
final system. A detailed information about a given system is introduced in an incre-
mental way [2]. The correctness between two levels is ensured by refinement proofs.
The final refinement leads to the expected behaviour of the system implementation
model.
The role of verification and validation is very important in the development
of safety critical systems. Verification starts from the requirements analysis stage
where design reviews and checklists are used for validation where functional testing
and environmental modelling is done. The results of the verification and validation
process are an important component in the safety case, which is used to support the
certification process.
Event-B is a formal method for system-level modelling and analysis. There are
two main proof activities in Event-B: consistency checking, which is used to show
that the events of a machine preserve the invariant, and refinement checking, which
is used to show that one machine is a valid simulation of another. There are sev-
eral ways to validate a specification: prototyping, structured walkthrough, trans-
formation into a graphical language, animation, and others. Each technique has a
common goal, to validate a system according to the operational requirements. Ani-
mation focuses on the observable behaviour of the system [19, 21]. The principle is
to simulate an executable version of the requirements model and to visualize exact
behaviours of the actual system. Animators use finite state machines to generate a
simulation process which can be then observed with the help of UML diagrams, tex-
tual interfaces, or graphical animations [12, 21]. Animation can be used in the early
stage of development during the elaboration of the specification: there is no need to
wait until it is finished and get the generated code. As a relatively low cost activity,
animation can be frequently used during the process to validate important refine-
ment steps. It then provides us with a validation tool consistent with the refinement
structure of the specification process [21].
The final code generation process consists of two stages: final level formal spec-
ifications are translated into programs in a given programming language, and then
these programs are compiled. Nevertheless all approaches which support formal
development from specification to code must manage several constraining require-
ments, particularly in the domain of embedded software where specific properties
on the code are expected [23]. Finally, it is not possible to use the real-time data
in the early stage of formal development without compiling the source code in any
target language. Based on our various research experience using formal tools in an
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industrial requirements (verification and validation) and our desire to disseminate
formal methods, we have imagined a new approach to present an animated model
of specification using real-time data set, in the early stage of formal development.
It can help a specifier gain confidence that the model that is being specified,
refined and implemented, does meet the domain requirements. This is achieved by
the animation component of Brama [16] with Macromedia Flash tool, that allows
to check the presence of desired functionality and to inspect the behaviour of a
specification.
In this paper, we describe an approach to extend an animator tool which will be
useful to use the real-time data set. Now, present time all the animation tools use a
toy data set to test the model while we are proposing a key idea to use the real-time
data set with the model without generating the source code in any target language (C,
C++, VHDL etc.). In this work, we present an architecture which allows to easily de-
velop visualizations for a given specification. Our architecture supports state-based
animations, using simple pictures to represent a specific state of a Event-B speci-
fication, and transition-based animations consisting of picture sequences by using
real-time data set. The animated model consists in Macromedia Flash components
in picture sequences that is controled by the real-time data set and it presents an
actual view of the system. Before moving on we should also mention that there are
scientific and legal applications as well, where the formal model based animation
can be used to simulate (or emulate) certain scenarios to glean more information or
better understanding of the system requirements.
This paper is organized as follows. Section 2 briefly introduces an animator tool,
Brama. Section 3 presents the functional architecture which enables the animation
of a proved specification with real-time data set. The functional architecture is then
illustrated in section 4 on a real case study, the cardiac pacemaker system. Section
5 concludes the paper with some lessons learned from this experience and some
perspectives along with future works.
2 Overview of Brama
Brama [16] is an animator for Event-B specifications which is designed by Clearsy.
Brama is an Eclipse plug-in suit and Macromedia Flash extension that can be used
with Windows, Linux and MacOS for RODIN platform [13]. Brama can be used to
create animations at different stages of development of a simulated system. To do
so, a modeler may need to create an animation using the Macromedia Flash plug-in
for Brama. The use of this plug-in is established through a communication between
the animation and the simulation.
A modeler can represent the system manually within RODIN [13] or represent
the system with the Macromedia Flash tool that allows for communication with the
Brama animation engine through a communication server. Brama communicates
with Macromedia Flash through a network connection. Brama acts as a server to
which the animation will connect. In order to connect to a Brama server, a Flash
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animation has to use the Brama component. This component handles the connec-
tion and the communication with the Brama server. This server has been created to
communicate with animations which would stimulate the simulation and display an
image of the system. The communication server exchanges the information packets
between a model and a tool. Macromedia Flash controls the functional behaviour
of all graphical components (button, check box, movie clip etc.). When the mod-
eler and domain experts are satisfied with output, Brama can export the finished
animation.
Brama contains the following main modules: B2Rodin: an animation engine
(predicate solver), event and B variable visualization tools, an automatic event link-
age management module, a variable management module, observed predicates and
expressions, and a Macromedia Flash communication module. The Brama model
animation tool provides some feedbacks that can be used by the modeler throughout
the modeling process. The animation functions allow it to “create” various model
events, filters and properties during testing process [16].
3 Description of the Architecture
Figure 1 depicts the overall functional architecture that can use the real-time data set
to animate the Event-B model without generating source code of the model in any
target language (C, C++, VHDL etc.). This architecture has six components: Data
acquisition and preprocessing unit; Feature extraction unit; Database; Graphical an-
imations dedicated tool: Macromedia Flash; Formal model animation tool Brama
plug-in to interface between Flash animation and Event-B model; and formal spec-
ification system Event-B.
Data acquisition and preprocessing begin with the physical phenomenon or phys-
ical property to be measured. Examples of this include temperature, light intensity,
heart activities and blood pressure [14] and so on. Data acquisition is the process of
sampling of real world physical conditions and conversion of the resulting samples
into digital numeric values. The data acquisition hardware can vary from environ-
ment to environment (i.e camera, sensor etc.). The components of data acquisition
systems include sensors that convert physical properties. A sensor, which is a type
of transducer, that measures a physical quantity and converts it into a signal which
can be read by an observer or by an instrument.
Data preprocessing is a next step to perform on raw data to prepare it for another
processing procedure. Data preprocessing transforms the data into a format that will
be more easily and effectively processed for the purpose of the user. There are a
number of different tools and methods used for preprocessing on different types of
raw data, including: sampling, which selects a representative subset from a large
population of data; transformation, which manipulates raw data to produce a single
input; denoising, which removes noise from data; normalization, which organizes
data for more efficient access.













Fig. 1 A functional architecture to animate a formal specification using real time data set without
generating source code
The features extraction unit is a set of algorithms that is used to extract the pa-
rameters or features from the collected data set. Theses parameters or features are
numerical values that are used by animated model at the time of animation. The fea-
ture extraction relies on a thorough understanding of the entire system mechanics,
the failure mechanisms, and their manifestation in the signatures. The accuracy of
the system is fully dependent on the feature or parameter values being used. Fea-
ture extraction involves simplifying the amount of resources required to describe a
large set of data accurately. When performing analysis of complex data one of the
major problems stems from the number of variables involved. Analysis with a large
number of variables generally requires a large amount of memory and computation
power or a classification algorithm which overfits the training sample and gener-
alizes poorly to new samples. Feature extraction is a general term for methods of
constructing combinations of the variables to get around these problems while still
describing the data with sufficient accuracy. Collecting measured data and process-
ing these data to accurately determine model parameter values is an essential task
for the complete characterization of a formal model.
The database unit is optional. It stores the feature or parameter values in the
database file in any specific format. This database file of parameters or features can
be used in future to execute the model. Sometimes, feature extraction algorithms
take more time to calculate the parameters or the features. In such a situation, mod-
eler can store the parameters or the features in database file to test the model in
future. A modeler can also use the extracted parameters or features directly in the
model, without using the database.
The animated graphics are designed in the Macromedia Flash tool [15]. Macro-
media Flash, a popular authoring software developed by Macromedia, is used to
create vector graphics-based animation programs with high graphic illustrations and
simple interactivity. Here we use this tool to create the animated model of the phys-
ical environment and use the Brama plug-in to connect the Flash animation and the
Event-B model. This tool also helps to connect the real-time data set to a formal
model specification using some intermediate steps and finally makes the animated
model closer to the domain expert expectations.
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Brama is a tool allowing to animate Event-B models on the RODIN platform.
It allows animating and inspecting a model using Flash animations. Brama has two
objectives: to allow the formal models designer to ensure that his model is executed
in accordance with the system it is supposed to represent; to provide this model
with a graphic representation and animate this representation in accordance with
the state of the formal model. The graphic representation must be in Macromedia
Flash format and requires the use of a separate tool for its elaboration (Flash MX,
for example). Once the Event-B model is satisfactory (it has been fully proven and
its animation has demonstrated that the model behaves like its related system), you
can create a graphic representation of this system and animate it synchronously with
the underlying Event-B Rodin model. Brama does not create this animation. It is up
to the modeler to create the representation of the model depending on the part of
the model he wants to display. However, Brama provides the elements required to
connect your Flash animation and Event-B model (in more detail see sec. 2) [16].
Event-B is a proof-based formal method [5, 2] for system-level modeling and
analysis of large reactive and distributed systems. In order to model a system, Event-
B represents in terms of contexts and machines. The set theory and first order logic
are used to define contexts and machines of a given system. Contexts [5, 2] contain
the static parts of a model. Each context may consist of carrier sets and constants
as well as axioms which are used to describe the properties of those sets and con-
stants. Machines [5, 2] contain the dynamic parts of an Event-B model. This part is
used to provide behavioral properties of the model. A machine is made of a state,
which is defined by means of variables, invariants, events and theorems. The use of
refinement represents systems at different levels of abstraction and the use of math-
ematical proof verifies consistency between refinement levels. Event-B is provided
with tool support in the form of an open and extensible Eclipse-based IDE called
RODIN [13] which is a platform for Event-B specification and verification.
4 Applications and Case Studies
We have tested our proposed architecture on a case study performed on bradycardia
operating modes of an artificial single electrode cardiac pacemaker [9]. A pace-
maker is a high confidence medical device [1, 6, 20] that is implemented to provide
proper heart rhythm when the body’s natural pacemaker does not function properly.
In the single electrode pacemaker, the electrode is attached to the right atrium or
the right ventricle. It has several operational modes that regulate the heart function-
ing. The specification document [4] describes all possible operating modes that are
controlled by the different programmable parameters of the pacemaker. All the pro-
grammable parameters are related to real-time and action-reaction constraints, that
are used to regulate the heart rate.
In order to understand the “language” of pacing, it is necessary to comprehend
the coding system that is produced by a combined working party of the North Amer-
ican Society of Pacing and Electrophysiology (NASPE) and the British Pacing and
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Electrophysiology Group (BPEG) known as NASPE/BPEG generic (NBG) pace-
maker code [8, 24, 18, 25]. This is a code of five letters of which the first three
are most often used. The code provides a description of the pacemaker pacing and
sensing functions. The sequence is referred to as “bradycardia operating modes”(see
Table-1). In practice, only the first three or four-letter positions are commonly used
to describe bradycardia pacing functions. The first letter of the code indicates which
chambers are being paced, the second letter indicates which chambers are being
sensed, the third letter of the code indicates the response to sensing and the final
letter, which is optional, indicates the presence of rate modulation in response to
the physical activity measured by the accelerometer. Accelerometer is an additional
sensor in the pacemaker system that detects a physiological result of exercise or
emotion and increases the pacemaker rate on the basis of a programmable algo-
rithms. “X” is a wildcard used to denote any letter (i.e. “O”, “A”, “V” or “D”).
Triggered (T ) refers to deliver a pacing stimulus and Inhibited (I) refers to an
inhibition from further pacing after sensing of an intrinsic activity from the heart
chamber.
Category Chambers Chambers Response to Rate Modulation
Paced Sensed Sensing




Table-1 Bradycardia operating modes of a pacemaker system
An Event-B specification of the model has been written [4, 9] as an effort to
make it amenable to the formal techniques required by high confidence medical de-
vice certification [1, 20, 6]. The formal specification of a cardiac pacemaker system
consists of five machines; one abstract and four refinements.
This study represents a formal specification and a systematic block diagram (see
Fig. 2) of hierarchical tree structure of the bradycardia operating modes of the sin-
gle electrode cardiac pacemaker. The hierarchical tree structure shows the stepwise
refinement from abstract to concrete model. Each level of refinement introduces the
new features of pacemaker as functional and parametric requirements. The root of
this tree indicates the single electrode cardiac pacemaker. The next two branches of
tree show the two chambers; atrium and ventricular. These atrium and ventricular are
the right atrium and ventricular. The atrium chamber uses the three operating modes;
AOO, AAI and AAT (see Table-1). Similarly, the ventricular chamber uses the three
operating modes; VOO, VVI and VVT (see Table-1). It is an abstract level of the
model. The abstract model presents all the operating modes abstractly with required
properties of the pacemaker. From the first refinement to the last refinement, there
is only one branch in every operating modes of the atrium and ventricular cham-
bers. The subsequent refinement models introduce all detailed informations for the
resulting system. Every refinement level shows an extension of previous operating
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Fig. 2 Refinement structure of bradycardia operating modes of
the single electrode cardiac pacemaker
modes as an introduction of a new feature or functional requirement. The triple dots
(...) represents that there is no refinement at that level in particular operating modes
(AOO and VOO). From abstract level to third refinement level, there are similar
operating modes. But the fourth refinement level has represented by additional rate
adaptive operating modes(i.e AOOR, AAIR, VVTR etc). These operating modes
are different from the previous levels operating modes. These refinement structure
is very helpful to model the functional requirements of the single electrode cardiac
pacemaker. The following outline is given about every refinement level to under-
stand the basic notion of a formal model of the cardiac pacemaker system:-
• Abstract Model :In the context of an abstract model of the single electrode pace-
maker contains the definitions and properties of different time interval parame-
ters (upper rate limit (URL), lower rate limit (LRL), refractory period (RF)...etc.),
and the pacemaker’s actuator and sensor status (ON and OFF). The first abstract
model has been specified by the pacing, sensing and timing components with the
help of action-reaction and real-time pattern using some initial events (Pace ON,
Pace OFF , and tic). In an abstract of AAI and VVI modes, two new extra events
(Pace OFF with Sensor and Sense ON) has been introduced. Similarly in AAT
and VVT modes, two new extra events (Pace ON with Sensor and Sense ON)
has been introduced. Remaining other rate adaptive bradycardia operating modes
(AOOR, VOOR, AAIR, AATR,VVIR and VVTR) of the single electrode pace-
maker are refinement of basic bradycardia operating modes, which are described
in stepwise refinements. The basic abstract model of a pacemaker represents the
action-reaction and real-time pattern for describing pacing and sensing modes of
the single electrode cardiac pacemaker.
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• Refinement 1 : In this refinement of the single electrode cardiac pacemaker
model, we have introduced more invariants to satisfy the pacing and sensing
requirements of the system under real time constraints.
• Refinement 2 : This refinement is relatively more complex then the last refine-
ment. In this refinement, we have introduced the threshold parameter is used to
filter the exact sensing value within a sensing period to control the sensing and
pacing events. A pacemaker has a stimulation threshold measuring unit which
measures a stimulation threshold voltage value of a heart and a pulse generator
for delivering stimulation pulses to the heart. The pulse generator is controlled by
a control unit to deliver the stimulation pulses with respective amplitudes related
to the measured threshold value and a safety margin.
• Refinement 3 : In this refinement, we have introduced the application of hysteresis
interval to provide consistent pacing or to prevent constant pacing in the heart
chambers (atrial or ventricle).
• Refinement 4 : In the last and final refinement, we have introduced the ac-
celerometer sensor component and rate modulation function to obtain a new
rate adaptive operating modes of the pacemaker. Rate adaptive term is used to
describe the capacity of a pacing system to respond to physiologic need by in-
creasing and decreasing pacing rate. The rate adaptive mode of the pacemaker
can progressively pace faster than the lower rate, but no more than the upper sen-
sor rate limit, when it determines that heart rate needs to increase. This typically
occurs with exercise in patients that cannot increase their own heart rate. The
amount of rate increase is determined by the pacemaker on the basis of maxi-
mum exertion is performed by the patient. This increased pacing rate is some-
times referred to as the “sensor indicated rate”. When exertion has stopped the
pacemaker will progressively decrease the paced rate down to the lower rate.
The final refinement represents the rate modulation function with new operat-
ing modes (AOOR, VOOR, AAIR, VVIR, AATR and VVTR) of the pacemaker
system.
To find the complete formal development of the single electrode cardiac pace-
maker see the research report [9].
We have mainly used this case study to experiment on our proposed architec-
ture which enables the animation of a proved specification with real-time data set
without generating the legacy source code in any target language. According to the
proposed architecture (see Figure 1) for this experiment, we have not used any data
acquisition device to collect the ECG (electrocardiogram) signal [26, 17, 18]. We
have done this experiment in off-line mode, meant we have used our architecture
to test the real-time data set of ECG signal that is already collected. ECG signal
collection and features extraction in on-line mode is too expensive due to complex
data acquisition process and limitation of feature extracting algorithms. So, we have
used the ECG signal and feature extraction algorithms for our experiment from the
MIT-BIH Database Distribution [11].
We have downloaded the ECG signal from ECG data bank [11]. ECG signals
are freely available for academic experiments. We have applied some algorithms to
extract the features (P, QRS, PR, etc.) from ECG signal and stored it into a database.












Fig. 3 Implementation of proposed functional architecture on the single electrode cardiac pace-
maker case study
We have written down some Macromedia Flash scripts to interface between Flash
tool and Brama component, to pass the real data set as a parameters from database to
the Event-B model. No any tool is available to interface between database and the
Event-B model. Extra Macromedia Flash script coding and the Brama animation
tool help to test the Event-B formal model of cardiac pacemaker on real-time data
set. We have designed an animated graphics of heart and pacemaker in Macromedia
Flash, where this animated model represents the pacing activity in right ventricular
chamber. This animated model simulates the behaviour of heart according the brady-
cardia operating modes (VVT, VVI) and animates the graphic model. The animation
of the model is fully based on the Event-B model. Event-B model is executing all
events according to the parametric value. These parametric values are the extracted
features from the ECG signal, which are passing into the Event-B model.
Figure 3 represents an implementation of proposed architecture on the formal
model of a cardiac pacemaker case study. According to the architecture, data acqui-
sition unit collect the ECG signal and features extraction are done by the feature ex-
traction or parameter estimation unit. The extracting features are stored in database
as the XML file format. Macromedia Flash tool helps to design the animated graph-
ics of the heart and pacemaker. In next unit, Brama plug-in helps to communicate
between animated graphics and Event-B formal model of the single electrode car-
diac pacemaker. Finally, we have tested a real-time data set in the formal models
without generating the source code with the help of Brama existing animation tool.
5 Conclusion and Future work
The objective of this proposed architecture is to validate the formal model with real-
time data set in the early stage of development without generating the legacy source
code in any target language. In this paper, we focused the attention on the techniques
introduced in the architecture for using the real-time data set to achieve the adapt-
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ability and confidence on formal model. Moreover, this architecture should guaran-
tee that the formal model is correct with respect to the high level specifications and
it is runtime error free. At last, this proposed architecture should be adaptable to
various target platforms and formal models techniques (Event-B, Z, Alloy, TLA+
etc.).
With respect to adaptability of new architecture, two techniques were considered
useful, implemented and tested on the case study. The proposed architecture results
are satisfactory and demonstrate the ability to validate the formal model of a single
electrode cardiac pacemaker system with real-time data set. The certification of a
software item is concerned both by verification and validation activities. Ideally, the
former should be fully formal, relying on proofs and formal analysis. The latter deals
with an inherently informal element: the requirements [21]. The gains rely then on
the guarantees provided by the use of a formal method and on the certification level
which can be obtained by this way. The technique discussed here aims at improving
the confidence in the software at earlier stages of development cycle. As far as we
know, no any animation tool support to validate the formal model on real-time data
set, which can be closed to the source code. The adaptation of this architecture needs
more complete experiments, specially for their impact on the data acquisition and
features extraction time for some specific domains.
A alternative approach is developed: rather than generating a source code of for-
mal model in advance that the proposed architecture always produces a desired re-
sult which is similar to the correctly implemented source code. A key feature of this
validation as it is full automation and animation of specification in the early stage
of formal development. The case study has shown that requirement specifications
could be used directly in real-time environment without modifications for automatic
test result evaluation using our approach. Moreover, there are scientific and legal ap-
plications as well, where the formal model based animation can be used to simulate
(or emulate) certain scenarios to glean more information or better understanding of
the system and assist to improve the final given system.
While arguing about the relationship between refinement based modeling and its
stepwise validation, we discovered that not every refinement step is animatable. This
is consistent with using animation as a kind of quality-assurance activity during
development. We believe that one animation per abstraction level is sufficient. In
fact, the first refinement of a level may often have a non-determinism too wide to
allow for meaningful animation (concept introduction), but subsequent refinements
get the definitions of the new concept precise enough to allow animation [22].
The proposed architecture is not complete yet due to certain limitations; acqui-
sition devices, features extraction algorithms and so on. In future this is expected
to use same architecture in multi domain, the proposed architecture to use the real
time data set to validate the any formal model specification in the early stage of
development. Manual application of this architecture to apply real-time data set in
the formal model is tedious, cumbersome and may be error prone if not applied
carefully. Therefore we are planning to write an application programming interface
(API) which can interface automatically from any acquisition device or database to
formal model using Flash animation and Brama component.
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