Abstract: The efficient transfer of containers from the storage area to the loading area is an important problem faced in container handling facilities. Although mobile autonomous robots are ideally suited for addressing this problem, their application requires the solution of challenging scheduling and routing problems. In this work, we consider the combined solution of such problems in a specific setting which exhibits unique characteristics in terms of topology configuration and movement freedom, introducing new challenges. We use the concept of Abstract Time-Windows to represent the movement of the robots and define the conditions and operations necessary for detecting and resolving conflicts between the robots. We develop a low-complexity heuristic approach that provides fast, close-to-optimal solution to the problem. Performance evaluation demonstrates that the heuristic approach generates solutions within 5% of the optimal solution while executing six orders of magnitude faster.
INTRODUCTION
Automation is a key factor for improving efficiency in logistics applications. For this reason, robotic systems are used in various facilities such as warehouses, container terminals and transportation systems (Fazlollahtabar and Saidi-Mehrabad, 2015; Carlo et al., 2014; Wurman et al., 2008; Sabattini et al., 2013) . A facility as such, consists of multiple autonomous mobile robots used as carriers for transporting containers from storage areas to handling stations by following physically or virtually defined paths.
To reduce the storage costs, operators have an incentive to increase the number of containers that are stored in the facility, which limits the available space left for the robots to travel into. Also, increasing the number of robots operating simultaneously, increases the throughput of the facility. However, as the number of robots increases and the available travel space decreases, contention becomes greater issue. For example, a conflict situation can occur when two robots travel towards each other in opposite directions, in a path wide enough to fit only one of them. In this context, we examine a problem requiring the assignment and movement coordination of multiple robots in a container warehouse to minimize the maximum time needed to complete all tasks.
Automating a facility with mobile robots involves solving the scheduling and routing problems (Qiu et al., 2002) . The purpose of scheduling is to coordinate the available ⋆ This work is partially funded by the European Research Council Advanced Grant FAULT-ADAPTIVE (ERC-2011-ADG-291508) .
robots by designating which container should be handled by each robot, usually under the constraint of priority and with the objective of minimizing the time. Given successful scheduling, the purpose of routing is to discover an efficient path, with respect to time, between each robot and its destination. The algorithms must ensure that the robots reach their destination.
In this work, we consider a problem associated with autonomous robots loading and delivering containers located in a warehouse facility. In terms of scheduling, an assignment problem needs to be solved indicating which robot should undertake each task. In terms of routing, a coordination problem needs to be addressed describing how the robots should coordinate their movements in order to avoid conflicts and reach their destination. The topology considered in this work has specific characteristics in terms of container arrangement, loading/unloading procedures and movement constraints. These characteristics introduce a number of challenges that distinguish the considered problem from problems addressing assignment and coordination of autonomous robots in relevant applications. First, the facility topology does not allow alternative paths for the loading and delivery of each container. In fact, a large percentage of containers may have conflicting path segments which makes conflict resolution highly complex. This requires very careful a-priori coordinated planning of the robot paths to avoid conflicts, contrary to most methods that attempt to resolve conflicts on-the-fly with the risk of ultimately not reaching a conflict-free solution. Second, achieving an efficient solution in this confined environment poses a significant challenge; online rerouting in such a highly confined environment is expected to introduce further rerouting causing serious inefficiencies to the facility (Lee and Lin, 1995; Kim and Kim, 1997; Wu and Zhou, 2007) . The same issue extends to the assignment of containers to robots, as many approaches employ simple algorithms such as first-come-first-served (Qiu et al., 2002) . Third, solutions provided by high-complexity apriori approaches are not desirable in our case, because the dynamic nature of such facilities requires real-time decision making.
The contributions of this work are the following:
• Development of a low time-complexity polynomial algorithm for solving the assignment and coordination problem that provides close to optimal results. • Theoretical analysis of the computational performance of the heuristic algorithm relative to the optimal solution.
The heuristic approach provides close-to-optimal performance, has low computational complexity, and is suitable for the solution of problems where requests arrive at the last minute or unexpected events take place such as robot delays and breakdowns. We have also developed a solution to the problem using Mixed Integer Linear Programming (MILP), which provides optimal performance, is suitable for the solution of problems where task execution requests arrive ahead of time, and serves as a performance benchmark against other developed algorithms (Stavrou et al., 2017) .
PROBLEM STATEMENT
In this work, we consider a topology inspired from the one used in container terminals as illustrated in Fig. 1 . In general, a container is unloaded from ship (quay-side), moved into a container stack and finally loaded into a track or train (land-side); the same procedure is also executed in reverse. The illustrated area in Fig. 1 is a representation of the buffer between quay-side and landside. There are two distinct regions, the storage region where all containers are stored and the free-moving region which is the shaded region in the figure. Containers need to be transported from the storage area to the loading area. To load a container the robot needs to be positioned above it, placing its wheels to its two sides and finally lifts it up. The robot is tall enough such that when carrying a container, there is enough clearance underneath to move over other containers without hitting them. To save space, containers are stacked into long lanes, and the limited space between two consecutive lanes forms the transportation aisles of the warehouse. The free-moving region has no constrained paths therefore a robot can move freely in any direction. In this region, robots can maneuver and avoid collisions, assuming that the robots are equipped with obstacle detection sensors (Reveliotis and Roszkowska, 2011) .
The facility is equipped with a set R, |R| = n, of interchangeable robots for transporting the containers. We define task s ∈ S as the process during which robot transports container s from its location in the storage area to the loading area, with S, |S| = n, being the set of tasks that the operator of the facility requests to be transported and loaded. Requests arrive either ahead of time or at the last-minute. Hence, while there is enough time to find the best solution for transporting the containers in the first case, the second case requires immediate computation of an effective solution. Notice that for simplicity we have assumed that the number of robots is equal to the number of containers.
Problem Decomposition
Addressing our problem, requires the consideration of two related problems: assignment and coordination. Even though the two problems could be treated separately, joint consideration of these provides better results.
Regarding the assignment problem, the binary matrix X ∈ {0, 1} n×n denotes the assignments of robots to tasks with element x i,s being equal to 1 if task s has been assigned to robot i and 0 otherwise. In addition, each robot should be assigned only one task and no two robots should be assigned to the same task, and every task should be assigned to only one robot i.e.:
Due to the constraints of the problem, a robot assigned to task s in lane l s ∈ L may conflict with robots assigned to tasks on the same or directly adjacent lanes, i.e. l s − 1, l s and l s + 1. We define set C i as the set of robots which may conflict with robot i, i.e. those located on directly adjacent or on the same lane with robot i. Because it is possible to have many robots moving on each lane, conflicts may propagate across the entire facility, so that conflict resolution has to be considered simultaneously for all lanes. The robots have to coordinate with respect to their entrance/exit order in different lanes as well as their movement strategy (when to move and when to stand still). Initially, each robot may have to wait for a certain period of time before moving towards its defined lane in order to respect the decided entrance/exit order. During this period, the robot will remain within the free-moving area so that other robots are able to maneuver around it, avoiding a possible collision. It is also possible for a robot to wait at the location of its designated task for another robot to exit before exiting the specific lane.
Objective Function
After being assigned a task, each robot starts to move towards the entrance of the lane the container is in. It proceeds to move and pickup the container, then exits the lane and finally delivers the container at the loading area. The time required for robot i to finish its complete movement is defined as:
where x i is the assignment vector for robot i, i.e. x i,s = 1 if robot i is assigned to task s and 0 otherwise, T e i,s ∈ R + is the travel time to the lane entrance where task s is located, w e i ∈ R + is the entrance waiting time, i.e., the time before robot i begins its movement from its initial position in the free-moving area, T v s ∈ R + is the travel time from the lane entrance to the s-th container's position, and w x i ∈ R + is the exit waiting time, i.e., the waiting time at the location of the container before the robot travels towards the lane exit. The objective function is subject to the conflict-free condition which is described in detail in Section 3. All robots require the same time to load a container which is defined as T l ∈ R + . In addition, T d ∈ R + is the travel time from each lane exit to the loading area. Note that when robots enter and exit the lanes, they should keep a time-distance apart defined as guard time
for safety reasons. Guard time also treats potential small delays imposed by obstacle avoidance maneuvers in the free-moving area.
There are different metrics for performance such as minimum makespan, maximum throughput, minimum travel and even distribution of workload, Vis (2006) . In this work we consider the minimum makespan as the objective of interest which is equivalent to the minimization of the time at which the last task is completed or equivalently the minimization of the maximum time required by any robot to complete its task, i.e.:
This equation is subject to having no conflicts between any of the robots. Under certain conditions, robot i may conflict with one or more robots defined as the set C i . The objective is to find a set of values {X, w e , w x } such that {X * , w e * , w x * } = argmin
Therefore, an optimization problem has to be solved to derive the optimal values for X, w e and w x .
ABSTRACT TIME-WINDOWS
In this section we describe how the time-line of a robot's movement can be graphically represented, inspired by the concept of Time Windows used in Operational Research. This representation is called Abstract Time Windows (ATW) and provides a method to study the movement of all robots collectively, detect conflicts and resolve them. At this point, for notational clarity we define t times. An ATW is schematically represented by a line with distinct start and end parts as depicted in Fig. 2 . Initially, an ATW describes the best-case scenario of a robot moving from its starting position to the container location and then exiting the lane. Thus, given an assignment, an ATW starts at time t e then extends by 2t v depending on the location of the container and finally ends. If required, an ATW can be modified to include waiting times w e and w x . The ATW ends att
In a facility where n > 1, ATWs are used to detect conflicts using the following condition.
Conflict-Free Condition (CFC): Consider any pair of conflicting robots i and k such that t e i ≤ t e k and k ∈ C i . Then, these robots can navigate with no conflicts with respect to each other, if exactly one of the following two cases is true:
(2) (t
A solution satisfies the Conflict-Free Condition if all pairwise conflicting robot combinations satisfy the above condition. This holds because if robot i enters the lane before robot k then there are only two possible outcomes in order to progress without conflicts. The first is when robot i exits safely before robot k enters and the second is when robot k safely enters after robot i and exits before robot i exits. In general, when having ATWs i and k then there are only 3 possible configurations between them that satisfy the CFC which are shown schematically in Fig. 3 . If a CFC is violated then one can use the following two operations in order to resolve the conflict and make the solution CFC viable:
Shift: Shift ATW by increasing its w e value. Extend: Extend ATW by increasing its w x value. In other words, the ATW can be shifted upwards or it can be extended but it cannot be compressed. A shift upwards implies that the robot needs to wait before starting to move for w e time units, while extension implies that the robot needs to wait at the task location for w x time units. 
LOW TIME-COMPLEXITY SOLUTION
In this section, we develop a low time-complexity heuristic approach suitable for very fast solution of the considered problem. The approach taken is to decouple the assignment and coordination problems and solve them sequentially.
To deal with the assignment problem, the objective is to find the best allocation of robots to tasks that minimizes the assignment cost, defined as f A = max i∈R t x i , which denotes the time at which all tasks have been completed ignoring potential conflicts; this issue will be addressed in the coordination problem. Therefore, w e and w x are always zero, and the time robot i takes to complete its task is now reduced to t
which represent the time required by robot i to complete a candidate task s. The assignment problem is defined as min
x i,s ∈ {0, 1}, i ∈ R, s ∈ S. This problem is equivalent to the Linear Bottleneck Assignment Problem (LBAP) (Burkard et al. (2009); Fulkerson et al. (1953) ) which describes the assignment of n jobs to n machines in order to minimize the latest completion time. This problem can be solved using a threshold algorithm in O(n 2.5 / √ log n) time (Burkard et al., 2009, Theorem 6.4 ).
To deal with the coordination problem, it is important to find an efficient strategy that shifts and/or extends ATWs in order to complete all tasks with no conflicts, in order to minimize the coordination cost defined as f C = max Next, we examine the two-robot problem in order to select an appropriate coordination strategy for the multi-robot problem. To solve the two-robot problem, four cases need 
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to be considered depending on the relative arrangement of the corresponding ATWs: (i) (t Strategies will shift and/or extend the ATWs only when necessary, in order to achieve the best performance in terms of the objective value. We have chosen Strategy 1 for the solution of the coordination problem because it is simple and of very good performance as discussed below. Strategy 1 involves the sequential execution of the Shift and Extend operations; hence, our coordination algorithm also involves the sequential execution of these operations as described in Algorithm 1. Note that Algorithm 1 is not expected to always be optimal, as the optimal solution may involve a mixture of strategies regarding the relative arrangement of different ATWs.
In the ATW context, the first part of the algorithm resolves conflicts at the entering part of ATWs. The algorithm starts by sorting the robot ATWs with respect to the t v time, in descending order i.e. the ATW with the larger t v value is placed first. Starting from the first ATW in the set, the conflicting ATWs are determined and stored in the C r set. Depending on which conditions hold, the appropriate waiting time w e is calculated for robot ATW k. Sorting the ATWs in the R ← − s reduces the complexity because when Shift is applied starting from the ATW with the largest t v , ensures that a specific ATW will not have a conflict later and therefore needs to be checked only once. This applies because when two ATWs are conflicting, it is more efficient to apply Shift (add waiting time w e ) to the ATW with the smallest t v in order to resolve the conflict. Therefore, starting from the ATW with the largest t v , any arising conflicts will affect ATWs that have yet to be examined; hence, conflicts are resolved in one iteration.
The second part of the algorithm resolves the conflicts on the exiting part of ATWs. This time, the t v values are sorted in ascending order to obtain set R − → s . The
Extend operation is applied starting from the ATW with the smallest t v , ensures that an examined ATW need not be re-examined. This applies because when two ATWs are conflicting, it is more efficient to apply Extend (add waiting time w x ) to the ATW with the largest t v in order to resolve the conflict. Depending on what conditions hold between the two ATWs, waiting time w x is calculated for robot ATW i. In this way, the algorithm ensures that all ATWs are conflict free and a solution to the problem is reached. The computational complexity of Algorithm 1 is O(n 2 ).
To theoretically examine the performance of Algorithm 1 with respect to the optimal, we define f * A , f * C and f * T = f * A + f * C as the assignment, coordination and total cost resulting from the optimal solution (obtained through MILP, Stavrou et al. (2017) ), respectively. Also, let f
C denote the assignment, coordination and total cost resulting from LBAP and Algorithm 1, respectively. Next, we derive theoretical bounds for the assignment, coordination and total cost of the heuristic algorithm. Lemma 1. For the assignment cost, it is true that f
The heuristic algorithm solves the assignment problem using LBAP which by definition provides the minimum assignment cost. Hence, f h A is smaller than or equal to the assignment cost of any other algorithm that can be proposed to solve the problem including the MILP approach.
While Lemma 1 ensures
Lemma 2. The solution of Algorithm 1 yields a coordination cost f h C ≤ 2(n − 1)T g .
Proof:
The proof can be found in Stavrou et al. (2017) . Theorem 1. The solution of the heuristic algorithm yields an additional total cost of at most 2(n − 1)T g when compared with the optimal i.e. f
A +f * C +2(n−1)T g which completes the proof.
These results provide bounds on the performance of the heuristic algorithm relative to the optimal, and show that as the guard time tends to zero performance approaches optimality.
SIMULATION RESULTS
In this section we present results for evaluating the performance of the proposed method. Simulations were executed heuristic solution. on a Intel Core i7-4790K CPU at 4.0GHz with 16GB of RAM. The simulated warehouse was designed based on the topology of Fig. 1 . The length of the warehouse is 300 m, with the lower 100 m being the free-moving space. The width of each lane is 3 m and they are spaced 4 m apart leaving 1 m for the aisles. The warehouse width depends on the number of lanes used and because that number varies in our experiments so does the warehouse width. For comparison, we use the optimal solution obtained from the MILP approach developed in Stavrou et al. (2017) . The performance of the heuristic algorithm is compared to the MILP using the relative optimality gap metric which is defined as: Figure 4 is the cumulative distribution function of the relative optimality gap between the optimal and heuristic solution, which is the result of a set of 1200 problems with n = 20 and 10 lanes. The heuristics algorithm solved 40% of the problems optimally and 95% of them with at most 6% optimality gap.
Figure 5(a) demonstrates the relative optimality gap with respect to the number of robots in the form of a boxplot 1 . To obtain the results, we simulated 200 problems for each n = {5, 10, 15, 20, 25}. The initial conditions of each simulation i.e. the positions of robots and tasks, were chosen randomly. The number of lanes is 4 and is kept constant for all simulations. In all considered cases the mean optimality gap is less than 4%, while 75% and 100% of the problems in each case have relative optimality gap within 6% and 15%, respectively. As the number of robots increases the relative optimality gap also increases. This is because as the number of robot increases, more robots have to move in conflicting lanes resulting in more conflicts, making the problem harder to solve.
The next experiment demonstrates the relative optimality gap with respect to the number of lanes while the number of robots is kept constant at n = 15. The results presented in Fig. 5(b) , show that 75% of all problems in each case have at most 6% gap, while the mean value of each group is below 3%. As the number of lanes decreases i.e. the 1 The bottom and top of each box indicate the first and third quartiles (25% and 75%) of a ranked data set, while the horizontal line inside the box indicates the median value (second quartile). The horizontal lines outside the box indicate the lowest/highest datum still within 1.5 inter-quartile range of the lower/upper quartile; for normally distributed data this corresponds to approximately 0.35%/99.65%. average number of robots per lane increases (similarly to Fig 5(a) ), it causes more conflicts and therefore more gap between the optimal and heuristic solution.
Execution time is an important criterion for the ability of an algorithm to perform in real time. The results presented in Fig. 6(a) , show that in about 40% of problems the MILP solver required more that 50 s to reach a solution. Also about 8% of problems took between 200 and 1800 s while about 15% of problems did not finish within the time limit of 30 minutes. The results are significantly better when a 5% optimality gap is allowed, with 95% of the problems solved within 250 s. However, the rest 5% require a significantly larger execution time, while about 1% of the problems are not solved within the 30 minute deadline. These results indicate that the MILP solver is not ideal for real-time applications due to the large execution times and unpredictable performance, evident from the large variability of the execution time of all problems. Figure 6 (b) shows the heuristic performance on the same problem set of Fig. 6(a) . All problems were solved by the algorithm within 0.25 ms, with fastest solution reached within 0.1 ms. Hence, the developed algorithm is very fast and with small execution time variability making it suitable for real-time applications. Compared to the MILP solver, the proposed algorithm is over one million times faster (six-orders of magnitude).
CONCLUSIONS
In this work we investigate a problem associated with transferring a set of containers from the storage to the loading area of a warehouse using autonomous robots. We define the considered problem incorporating the constraints imposed by the topology. A low time-complexity heuristic algorithm is developed and theoretically investigated. It is shown that its performance relative to optimality is upper bounded by the product of the number of robots and the guard time, implying that the heuristic tends to optimality when the guard time tends to zero. Simulation results indicate that the developed heuristic approach provides solutions on average within 5% relative optimality gap, with about 40% of the problems solved optimally. In terms of execution time, the heuristic approach executes in the order of milliseconds and is six orders of magnitude faster than a state-of-the-art Mixed Integer Linear Programming solver.
