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RESUMO 
Esta dissertac,:ao descreve o desenvolvimento de urn sistema 
orientado por objetos utilizado em amilises de estruturas aporticadas tridimensionais. 
Este sistema e formado por urna biblioteca de classes, escritas em linguagem de 
programac,:ao C++, as quais podem ser utilizadas em diversas aplicac,:oes, permitindo 
que novas teorias e ideias sejam implementadas com o trabalho concentrado nessas 
novas potencialidades em desenvolvimento. Isso resulta em uma otimizac,:ao do tempo 
e esforc,:os necessarios para implementar as novas funcionalidades ao sistema. U m 
exemplo desta caracteristica da filosofia da orientac,:ao por objetos foi observada 
durante o desenvolvimento deste trabalho no uso de classes para a soluc,:ao de 
sistemas de equac,:oes lineares desenvolvida, testada e otimizada por outro membro do 
grupo de pesquisa. 
0 sistema aqui desenvolvido foi testado e os resultados obtidos 
foram validados por comparac,:ao com urn programa comercial de ampla utilizac,:ao. 
Devido as caracteristicas pr6prias da filosofia da orientac,:ao por 
objetos e da estrutura do sistema desenvolvido, extenc,:oes envolvendo nao-linearidade 
fisica e geometrica, analise dinfunica, otimizac,:ao estrutural e outros problemas 
relacionados a estruturas aporticadas podem ser rapidamente implementados. 
XII 
ABSTRACT 
This dissertation describes the development of an object 
oriented system for the numerical analysis of tridimensional framed structures. The 
system consists of a library of object classes, written in C++ language, which are 
designed to be used in different applications, thus allowing that new theories and ideas 
be implemented with most of the work concentrated in the new features under 
development. The result is an optimization of the time and work necessary for the 
implementation of new funcionalities to the system. An example of this characteristic 
of the object oriented philosophy observed in the development of this work is the use 
of classes for the solution of linear systems, developed, tested and optimized by other 
member of the research group. 
The developed system was tested and validated by comparison 
with a largely used commercial code. 
Due to the characteristics inherent to the object oriented 
philosophy, and the design bases for the developed system, extensions to handle 
problems involving geometric and physical nonlinearities, dynamic analysis, 




Varios sao os usos do computador na engenharia (NAJAFI-
[1991]): p1anejamento, graficos, administra<;ao, analise estrutural entre outros, que 
permitem aos engenheiros, administradores e pessoas envolvidas nos projetos planeja-
los, estimar seus impactos, avaliar informa<;6es mais rapidamente e tamar decis6es 
com menor possibilidade de erros. 
No desenvolvimento de tecnicas computacionais, as 
dificuldades mais comuns que geralmente sao enfrentadas para a obten<;ao da solu<;ao 
de problemas estruturais referem-se a elabora<;ao de entrada de dados, processamento 
e visualiza<;ao de resultados, intera<;ao entre usuario e maquina durante o processo de 
analise, e implementa<;ao de novas potencialidades aos programas resultantes. Com 
isto, urn programa que poderia ser muito uti! nao e suficientemente explorado porque, 
entre outros fatores, nao e receptivo a extens6es para o tratamento de outros 
problemas. 
Do ponto de vista de desenvolvimento de pesquisa em grupo 
envolvendo software, e de fundamental importancia que o c6digo fonte gerado por urn 
pesquisador seja facilmente entendido e reutilizado por outros em novas aplica<;6es. A 
programa<;ao procedural ( ou tradicional), normalmente utilizada no desenvolvimento 
de aplica<;6es, nao tern sido adequada sob este ponto de vista. 0 c6digo fonte pode ser 
reutilizado, mas o custo dessa reutiliza<;ao requer alto investimento de tempo no seu 
entendimento e readapta<;ao, com provaveis erros em sua manipula<;ao, ou restri<;6es a 
estrutura de dados impostas pela utiliza<;ao de bibliotecas de rotinas geradas por 
terceiros. 
Considerando-se a necessidade de introduzir uma nova 
potencialidade a urn c6digo ja existente, mesmo que pelo seu idealizador, a tarefa de 
abrir o c6digo, fazer as altera96es que forem necessarias, implementar o novo 
algoritmo e testar todo o c6digo pode se transformar em urn enorme problema, as 
vezes ate maior que a novidade que se deseja introduzir. Assim, em certos casos, 
acaba-se optando por desenvolver urn outro programa que execute a nova 
potencialidade, perdendo-se urn tempo consideravel reescrevendo c6digo ja escrito e 
incorrendo-se na possibilidade de que esse novo c6digo seja extremamente especifico 
ou condenando-se o c6digo anterior ao desuso. 
Usando-se a linguagem procedural no desenvolvimento de uma 
pesquisa que inclua a elabora9ao de urn programa de computador, o simples fato das 
especifica96es de projeto sofrerem altera96es durante o desenvolvimento do mesmo 
causa enorme transtomo, pois com frequencia essas altera96es exigem uma 
readapta9ao a partir do inicio do programa e a modifica9ao de fim96es ja testadas, 
requerendo dispendio de tempo por parte do programador e incorrendo novamente na 
possibilidade de introduzir erros em c6digo estavel. 
Visando superar esse tipo de problema, as linguagens de 
programa91io evoluiram chegando hoje ao patamar mais elevado de desenvolvimento 
(MACKIE[1992]): o paradigma da Programa9ao Orientada por Objetos (OOP). Tal 
filosofia de programayao se baseia no fato de as a96es (metodos) sobre os dados serem 
definidas junto com os mesmos, levando ao encapsulamento que caracteriza o objeto 
( ou mais apropriadamente, sua classe ). 
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Quando urn objeto e incluido em uma nova aplica<;iio, apenas 
os dados necessaries para sua cria<;iio e utiliza<;iio e os metodos a que ele responde 
devem ser de conhecimento publico, evitando-se assim a manipula<;iio de sua estrutura 
de dados por outras pors:oes de c6digos distintas daquelas que definem seus metodos. 
Esse encapsulamento dos dados pelo objeto permite que a manuten<;iio e verifica<;iio 
dos programas sejam facilitadas. 
Adicionalmente, a Programa<;iio Orientada por Objetos permite 
que sejam criadas classes derivadas de classes existentes, especializando-as com 
acrescimo de dados e metodos sem a necessidade de manipular o c6digo ja existente, 
testado e considerado estavel. 0 conceito de classe e heran<;a melhoram o 
gerenciamento de dados e a modulariza<;iio (SCHOLZ[ 1992]). 
A aplica<;iio da programa<;ao orientada por objeto aos 
problemas de analise estrutural permite que novas potencialidades sejam adicionadas 
a urn sistema de modo mais simples, com maior rapidez e com menor possibilidade de 
inclusiio de erros em c6digo ja testado. Isso e conseguido por intermedio do uso da 
heran<;a atraves da qual, normalmente, as classes mais especificas representam as 
novas potencialidades . 
0 objetivo deste projeto eo desenvolvimento de uma biblioteca 
de classes de objetos relacionados a estruturas aporticadas tridimensionais (a analise 
plana deixa de levar em considera<;iio os efeitos de enrijecimento de certas pe<;as 
estruturais como lajes, po<;os de elevadores, etc- LEUNG(I985]). Essa biblioteca 
deveni constituir a base de urn sistema concebido para crescer indefinidamente, 
permitindo que novas teorias e ideias envolvendo estruturas tridimensionais de 
edificios possam ser rapidamente implementadas com a utiliza<;iio de objetos 
especializados, exaustivamente testados, levando a uma otimiza<;iio de tempo e 
esfor<;o do pesquisador que vier a introduzir novas potencialidades ao sistema. Essas 
potencialidades a serem introduzidas posteriormente poderiio incluir, entre outras, 
amilise geometrica e fisicamente niio-linear, analise dinarnica, otimiza<;iio, 
3 
dimensionamento envolvendo diferentes materiais, combinayiio com diferentes tipos 
de elementos estruturais como placas e cascas, e, eventualmente, detalhamento da 
estrutura. 
Devido as caracteristicas deste projeto, a biblioteca de objetos 
podeni ser utilizada por terceiros que, em principia, nao terao acesso ao c6digo fonte, 
sendo entao de fundamental importancia a documentayao detalhada de cada classe, 
com seus metodos e retri<;oes de uso. A falta de uma documenta<;ao ou a 
docurnenta<;iio incompleta de urn software e urn tipo de problema, entre outros, que ja 
foi detectado por EMKIN[l988]; e, com relaviio aos futuros usuarios do ambiente 
computacional aqui apresentado, vale ressaltar o que McGUIRE[ 1992] cita em seu 
trabalho: "o conhecimento do metodo dos elementos finitos e essencial para a 
compreensao de uma analise computacional. e esta requer do analista urn 
conhecimento completo da estrutura e uma compreensao de suas capacidades e 
limita<;6es". 
Na solu<;ao do problema classico de elasticidade linear (analise 
matricial), tem-se: (a) determinac;:ao da matriz de rigidez de cada elemento atraves da 
aplicayiio do principia da estacionaridade ao funcional da energia potencial total, no 
qual os deslocamentos dos pontos nodais sao expressos em termos de fun<;oes 
aproximadoras escritas como func;:oes de pariimetros incognitos (aproximac;:ao nodal), 
(b) imposi<;ao das condi<;6es de contorno do problema aos deslocamentos o que 
significa a indicac;:ao de como esses deslocamentos se relacionam em cada ponto 
nodal ( extremidade do elemento no caso de urn elemento de barra com do is pontos 
nodais ), e (c) determinac;:ao dos veto res de carga e indica<;ao de como eles se somam 
nos n6s. A soluc;:ao do problema consiste em montar o sistema global de equayoes para 
a estrutura considerando-se para isto a contribuic;:ao em urn ponto nodal de cada 
elemento a ele concorrente, resolver tal sistema determinando-se os deslocamentos e, 
a partir destes, encontrar os esfor<;os em cada elemento bern como computar as 
rea<;oes de apoio. 
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Seguindo-se a filosofia da Programa<;iio Orientada a Objetos, 
tem-se grandes vantagens no uso da propriedade de heran<;a quando aplicada a analise 
de estruturas como, por exemplo, no caso de analise elastica geometricamente nao-
linear urna sub-classe de uma classe barras seria criada para levar em considera<;ao os 
efeitos de segunda ordem. No caso de conexoes semi-rfgidas, sub-classes da classe 
nos, ou mesmo da classe barras, seriam criadas. Uma lista de objetos de uma classe 
modelos poderia ser criada para simular o interrelacionamento entre as diversas fases 
do projeto no caso de analise de urn processo evolutivo (sub-estrutura<;ao ). As 
vantagens da propriedade da heran<;a foram muito utilizadas nas classes TElement, 
TN ode, TLoad e suas classes derivadas, as quais serao detalhadas nos Capitulos 5 e 
6. 
Neste projeto optou-se pela ado<;ao da linguagem de 
prograrna<;ao C++ devido a esta oferecer as vantagens da orienta<;iio por objetos aliada 
a estruturavao da linguagem tradicional ( ou procedural). Outra vantagem e a 
existencia de varios grupos de pesquisa que estao desenvolvendo seus trabalhos 
tambem nesta linguagem, o que facilita a comunica<;ao, a utiliza<;ao de c6digos e a 
transferencia de experiencias. 0 ambiente desenvolvido foi compilado com o 
compilador Borland C++. 
Em principia o sistema nao se destina a urn determinado 
material, podendo ser utilizado tanto em estruturas de a<;o quanto em estruturas de 
concreto ou outro material. Tam bern nao inclui a gera<;ao do modelo (malha) que 
severa ser criado manualmente ou com a ajuda de software de terceiros. 
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A diversifica<;iio de sistemas operacionais e gnificos tomou-se 
urn obstaculo a dissemina<;iio de programas, conforme salienta McGUIRE[ 1992]. 
Neste trabalho procurou-se a portabilidade do sistema, de modo que possa ser 
utilizado em computadores pessoais (PCs) ou esta<;5es de trabalho de alto 
desempenho, sob o sistema operacional UNIX, DOS e OS/2 ou. ainda, sob o ambiente 
WINDOWS. Nesse sentido o material apresentado por WEISK.i\MP et all [1993] 
(gerenciador de telas de texto e graficas, ferramentas de tela, aplica<;5es com o mouse, 
etc) se tomara de grande valia caso haja interesse no desenvolvimento de uma futura 
versao de pre e p6s-processador apenas para PC rodando em ambiente DOS, enquanto 
que o material proposto por PETZOLD[1993] serve ao mesmo prop6sito para 
execu<;ao em ambiente WINDOWS. 
0 capitulo 2 descreve os conceitos necessarios para a utiliza<;il.o 
da filosofia da linguagem orientada por objetos. 0 capitulo 3 apresenta o metodo dos 
elementos finitos e mostra a formulac;:ao geral para solu<;il.o dos problemas atraves 
dessa tecnica eo capitulo 4 a aplica<;iio dessa tecnica a urn elemento de viga (barra) no 
espa.yo tridimensional. Nos capitulos 5 e 6 sao apresentadas as classes ja 
desenvolvidas e que comp5em o sistema aqui proposto enquanto que o capitulo 7 
descreve exemplos de estruturas aporticadas calculadas com este ambiente e compara 
os resultados obtidos com os gerados utilizando-se o programa SAP-90 para realizar 
essas mesmas analises. Ao final, tem-se o capitulo 8 com as conclus5es, o Apendice A 
que traz urn roteiro para a preparac;:iio do arquivo de entrada de dados deste programa. 
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Devido aos avans:os na capacidade de memoria e rapidez de 
execu<;ao dos calculos, bern como na redu.yao dos pre<;os dos computadores, a 
utiliza<;:ao destes sofreu urn impulso nos ultimos anos. Esse crescimento, aliado a 
exigencia da parte dos uswirios por programas mais complexos e com recursos cada 
vez maiores, trouxeram como consequencia urn desenvolvimento do campo das 
linguagens de programa<;:ao. 0 maior desses desenvolvimentos e a filosofia da 
programa<;:ao orientada a objetos, a qual designa urn conceito diferente de 
programa<;ao unindo dados e sub-rotinas. 
As linguagens tradicionais como FORTRAN (nome derivado 
de "FORmula TRANslation"), linguagem muito utilizada no desenvolvimento de 
programas que utilizam a tecnica dos elementos finitos - FEM -, C ou PASCAL 
( estas com conceito de ponteiro, aloca<;:ao dinamica de memoria, tipo de dados 
declarados e modulariza<;ao) interpretam os dados como entidades passivas que 
podem ser manipuladas por "procedures" ou "functions" a partir de qualquer parte do 
codigo (SCHOLZ[1992]). 
A programa<;ao orientada por objetos (OOP) e diferente da 
programa<;ao procedural tradicional porque nela 0 programa e formado por urn grupo 
de objetos que se comunicam atraves do envio de mensagens. Essas mensagens 
acionam sub-rotinas, chamadas metodos, as quais agem sobre os dados do objeto que 
enviou a mensagem. Devido ser a mensagem a \'mica possibilidade de se acessar os 
dados do objeto, esse processo fomece vantagens em rela<;ao a programas;ao 
procedural, tais como a menor necessidade de manuten<;ao dos programas e a maior 
facilidade de realizas;ao dessa manuten<;ao quando ela se tomar necessaria. 
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Na programa<;ao procedural dados e subrotinas sao mantidos 
separados, unindo-se apenas quando aqueles sao passados para estas nas suas 
charnadas, Na linguagem FORTRAN procedural o conceito de agruparnento de dados 
em urn l.mica estrutura inexiste, sendo necessaria declarar varias variaveis 
separadarnente e tomar o cuidado de mante-las unidas, Na evolu<;ao das linguagens 
surgiu o conceito de estrutura<;ao de dados em urn linico tipo de dado (record para 
PASCAL e struct para C) permitindo que urn conjunto de dados seja definido dentro 
de uma variavel e mantenha-se nela sem fazer com que o prograrnador se preocupe 
com isso, Evoluindo mais, a orienta<;ao a objetos utiliza-se do mesmo conceito de 
estrutura<;ao de dados dentro de urn (mico tipo e o arnplia com a inclusao de sub-
rotinas mantendo-os, dados e sub-rotinas, unidos de modo a transformar esse conceito 
no conceito de classes. 
2.1 - COMO INTERPRETAR A OOP 
Fazendo-se urn paralelo entre OOP e a linguagem PASCAL 
procedural podemos dizer que nesta montarnos estruturas de dados (records) e, 
posteriormente, estabelecemos rotinas e fun<;oes (procedures e functions) que utilizarn 
esses dados para executar tarefas, enquanto que naquela, os dados e as rotinas que 
sobre eles atuarn permanecem unidos em uma s6 estrutura : a classe. 
A programa<;ao procedural permite que os dados sejarn 
manipulados de qualquer parte do programa por qualquer rotina que venha a ser 
implementada, facilitando a ocorrencia de erros, dificultando a manuten<;ao dos 
prograrnas e a utiliza.yao de trechos do seu c6digo no desenvolvimento do prograrna 
por terceiros ou em urn outro projeto que seja semelhante. 
Na OOP esses dados, rotinas e fun.yoes sao combinadas 
formando uma classe. Assim, urn objeto - elemento representativo de sua classe -
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possui os dados e metodos ( rotinas ou fun.yoes ), combinando-os com a finalidade de 
executar aquilo para que foi criado. Esses dados ficarn encapsulados de modo que 
apenas os metodos do objeto conseguem acessa-los, ou seja, urn objeto opera sobre 
seus pr6prios dados atraves de seus pr6prios metodos, de modo que fun.yoes extemas a 
classe do objeto nao consigam manipular suas variaveis. 
Podemos observar na Figura 2.1 que a diferen.ya entre a OOP e 
a programa.yao estrutural tradicional esta na organiza.yao e maneira de agrupar os 








Figura 2.1 - Diferen9a entre OOP e Program avila Tradicional 
Temos entao as seguintes diferenyas basicas: 
I - Na programa.yao tradicional (ou procedural) as linbas do c6digo sao 
projetadas em tomo das fun9oes. Assim sendo, estas sao mais importantes neste tipo 
de prograrna.yao que na OOP, na qual os objetos sao mais importantes por serem o 
nucleo em tomo do qual aglutinam-se os c6digos. Dessa forma. em vez de se passar 
urn objeto para a fun.yao como e feito na linguagem procedural. ele e utilizado para 
chama-Ia, de modo que ela fique vinculada a ele. 
2- Na OOP pode-se evitar grandes funvoes que operem sobre casos de 
multiplas possibilidades, optando-se por multiplas classes, normalmente com 
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pequenas funs;oes, que representem os diferentes componentes l6gicos de urn 
programa. 
2.2 - ELEMENTOS DA OOP 
2.2.1 - CLASSES 
Segundo PAPPAS & MURRAY[ 1991], define-se classe como 
urn novo tipo de dado, definido pelo usmirio, que traz as vantagens da estruturas;ao de 
dados em urna variavel e a propriedade de limitar o acesso a esses dados especificos a 
func;oes pr6prias. Tais funs;oes sao, tambem, membros da classe. e ficam associadas 
aos objetos da classe. Sendo assim, as classes definem as propriedades e os atributos 
que descrevem as a<;oes de urn objeto, servindo, portanto, como urn padrao para a 
cria<;ao de objetos que sao tambem chamados de instiincias da classe. 
Os componentes de uma classe sao as variaveis (dados), que 
estao normalmente localizados numa area de acesso proibido para fun<;oes fora da 
classe, denominada area protected ou private ( conforme o caso ). e os metodos 
(func;oes), que definem o comportamento para urn objeto. isto e, as a<;oes que o objeto 
pode executar. Essas funs;oes estao localizadas numa area denominada public. 
podendo ser acessadas de qualquer parte do programa, porem sempre associadas a urn 
objeto da classe. Pode ocorrer de estarem localizadas na area protected ou private, 
sendo nesse caso chamadas por uma outra func;ao pertencente a propria classe. 
N a declaras;ao de urna classe come<;a-se com com a defini<;ao 
de urna estrutura de dados na area protected ou private (que pode incluir tipos de 
dados declarados pelo usuario e ate mesmo objetos de outras classes), assim como 
urna struct em C ou urn record em PASCAL, e prossegue-se com a declara<;ao dos 
metodos na area public. 
10 
Entre os metodos, geralmente encontram-se dois em especial : 
uma funs:ao construtora, chamada automaticamente toda vez que urn objeto da classe 
for declarado e tern a finalidade de inicializa-lo; e uma funs:ao destrutora de objetos, 
que sera chamada toda vez que se remover urn objeto, retornando ao sistema a 
quantidade de memoria por ele ocupada. 
Pode-se implementar os metodos ap6s sua declaras:ao no 
mesmo arquivo ou em urn arquivo separado e ate mesmo implementa-lo na mesma 
linha de sua declaras:ao. No caso da implementas:ao dos metodos em arquivo separado 
daquele que contem sua declaras:ao, o primeiro arquivo e dito arquivo de cabes:alho. 
Sea implementas:ao seder na mesma linha (chamada implementas:ao "in line"), esta 
devera ser pequena, caso contrario o compilador a tratara como uma implementas:ao 
normal. 
A implementas:ao "in line" tern importil.ncia relevante no tempo 
de execus:ao de urn programa. Segundo SWAN[l993], ao encontrar uma 
implementas:ao desse tipo, o compilador insere o corpo da funs:ao diretamente no 
prograrna em vez de chama-la como faria com uma funs:ao implementada de outra 
forma. Assim, inexistindo o desperdicio de tempo que ha com a chamada da funs:ao -
chamados "overheads"-, diminue-se o tempo total gasto para executar o programa. 
Torna-se mais evidente essa vantagem se imaginarmos sua utilizas:ao dentro de urn 
loop for, while ou outro qualquer, onde a chamada seria executada varias vezes ate o 
termino do procedimento. 
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2.2.2 - OBJETOS 
Imaginando-se uma classe como se fosse urn conjunto de 
elementos que contem aspectos comuns, urn objeto, em poucas palavras, seria urn 
elemento desse con junto. Em uma visao mais tecnica, objetos sao extensoes 
modemizadas do conceito de registro (records do PAS CAL ou struct do C), que 
penni tern organizar os dados em conjunto com as funt;oes que trabalham com esses 
dados, unindo-os. 
Como podem conter tanto dados como metodos, os objetos se 
parecem com miniprogramas, pennitindo que possam ser usados para criar objetos 
mais complexos; como diz WEISKAMP et all [1993] " ... muito parecido como uso 
dado a transistores e reles na montagem de urn circuito integrado ... ". 
2.2.3 - METODOS 
Podem ser encarados como as rotinas ou funt;oes declaradas em 
uma classe e que atua sobre os dados dos objetos dessa classe. Sao as mensagens 
passadas pelo objeto a sua classe que encontram, entre os metodos nela declarados e 
implementados, aquele que esta associado a mensagem enviada. Assim, o objeto 
"responde" a mensagem com o seu metodo. 
A mesma mensagem pode ser enviada a objetos diferentes que 
devido seus metodos pr6prios para essa mensagem, responderao de maneira diferente, 
detenninando urn comportamento denominado polimorfismo. Tal comportamento e 
de grande importilncia e muito explorado no desenvolvimento deste trabalho. 
Os conceitos de objetos, classes e metodos originam os 
conceitos de abstrat;ao, modularidade e encapsulamento. Abstrat;ao e a capacidade de 
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representar entidades como objetos abstratos, suportando sua modelagem de maneira 
natural. Modularidade significa poder manipular a representa<;ao intema de urn objeto 
apenas pelos seus pr6prios metodos, da sua maneira. Encapsulamento garante que urn 
objeto responde apenas a seus metodos (WATSON & CHAN[l991]). 
2.3 - PROPRIEDADES DA OOP 
Tem-se duas propriedades basicas na OOP : 
1 - Encapsulamento : e a propriedade que permite combinar os dados com as 
opera<;iies necessarias para processa-los (metodos) sob um teto de modo que aqueles 
somente sejam acessados e manipulados por estas. As opera<;iies e os dados estarao 
sempre associados a um objeto da classe. E o encapsulamento que da aos objetos a 
aparencia de blocos de constru9ao. Sempre que houver uma classe esta propriedade se 
fara presente. 
2 - Heran~a : e a propriedade que permite estender as classes que j a se possui 
para abranger novos objetos formando sub-classes. Nesse caso a super-classe, tambem 
denominada classe raiz ( termo mais apropriado para a prime ira classe da qual as 
demais derivam direta ou indiretamente ), contem dados e metodos que serao a base 
das outras classes derivadas, as quais, alem desses, podem possuir seus pr6prios dados 
e metodos. Pode existir urn programa completo, com varias classes, sem que se 
apresente a utilizayao desta propriedade, muito embora nao seja provavel tal 
acontecimento visto que varias sao as vantagens da sua utiliza<;ao. 
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2.3.1 - ENCAPSULAMENTO 
• 
• 
0 encapsulamento apresenta dois papeis importantes: 
Coloca dados sob urn mesmo teto e 
Permite o ocultamento de dados . 
Geralmente o encapsulamento tern tres finalidades: proteger 
dados da exposiyiio excessiva, ocultar os detalhes dos dados armazenados ou 
implementados (segundo WEISKAMP et all [1993] :" Nao me interessa saber como e 
feito. So mente interessa-me que seja feito ... ") e facilitar o uso em urn outro projeto de 
c6digo ja escrito e testado. Assim, o programador nunca precisa acessar diretamente 
os campos de dados de urn objeto, bastando apenas utilizar seus metodos. 
2.3.2 - HERAN<;:A 
A heranya permite obter uma nova classe de outraja existente 
denominando-se a classe obtida de subclasse ou classe derivada. Pode-se incluir dados 
e c6digos (metodos) em uma subclasse sem ter que alterar a classe original, usar urn 
c6digo novamente ou modificar o comportamento da subclasse reescrevendo o c6digo 
de alguns de seus metodos. Urn objeto pode entao herdar dados e metodos de uma 
classe, evitando-se assim a codificayao das mesmas linhas de programa para tratar 
dois objetos de classes diferentes, porem semelhantes. 
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A heranc;a permite tambem que urn novo aplicativo seja criado 
com base nas classes de urn outro existente sem, contudo, modifica-las. Isso e 
conseguido apenas derivando-se subclasses que conterao todas as modificac;oes 
necessarias e traz, entre outras, as vantagens de nao se correr o risco de introduzir 
erros no aplicativo original e, tam bern, de nao ter que testa-lo ( o original) ao termino 
das modificac;oes. 
Pode-se criar uma hierarquia de classes onde ha uma classe-raiz 
com tarefas mais gerais ou ate mesmo abstrata, da qual nao se pode declarar nenhum 
objeto, e varias subclasses ou classes derivadas representando tarefas mais especificas, 
fazendo com que objetos tenham comportamento diferentes, mesmo tendo a mesma 
origem, o que caracteriza o polimorfismo. Tal efeito e conseguido fazendo-se os 
metodos herdados similares (com detalhes diferentes na implementac;ao) e 
respondendo a uma mesma mensagem. Varios artigos exemplificam o uso da 
propriedade da heranc;a (WATSON and CHAN[1991], MACKIE[1992] , 
SCHOLZ[1992]). 
Nos problemas de elementos finites aplicados ao estudo de 
estruturas, notam-se comportamentos comuns nos diversos elementos ( composi<;ao 
por nos; sao feitos de algum tipo de material; a existencia de nos inicial e final em 
uma barra; etc), que podem ser herdados sem modifica<;ao pelos diversos objetos que 
discretizam o problema. Os comportamentos semelhantes, porem diferentes, como a 
obtenc;ao da matriz de rigidez de uma barra ou de uma placa ou mesmo daquela 
levando em considera<;ao a nao linearidade geometrica, podem herdar o mesmo 
metodo para obte-la, porem devem conter diferentes implementa<;oes de calculo. 
Oeste modo, a implementa<;ao de uma fun<;ao que obtem a matriz global requer apenas 
a chamada a func;ao que calcula as diversas matrizes dos elementos, sem se preocupar 
como sao efetuados esses calculos. 
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Das caracteristicas da filosofia de programa<yao orientada por 
objetos expostas acima, conclui-se que tal paradigma e uti! na cria.yao de programas 
que serao facilmente modificados se houver necessidade, pois sao compostos por 
fun.y6es de simples reutiliza<yao, bern como de programas que possam se valer de uma 
parte ou mesmo da totalidade de urn outro, servindo este como uma plataforma de 
apoio. Desta maneira agiliza-se o trabalho dos programadores, que alem do tempo e 
da certeza de nao incluir erros em c6digo ja testado e considerado estavel, ganham 
maior flexibiliza<yao quando declaram uma classe. 
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3 ELEMENTOS FINITOS FORMULA<;AO 
3.1 APRESENTAc;AO 
Projetos mais complexos e/ou sujeitos a mais restri<;:5es de 
seguran<;:a tern sido requisitados pela evolu<yiio da tecnologia (projetos espaciais, 
nucleares, de fluxo de calor ou hidniulico, polui<;:iio, etc). Para o estudo desses projetos 
hii necessidade de modelii-los (representii-los matematicamente) de modo a permitir a 
simula<;:iio do comportamento do sistema fisicamente complexo. Ciencias como a 
mecilnica dos s6lidos permitem descrever o comportamento desses sistemas fisicos. 
Os problemas que possam ser representados por urn numero 
finito de componentes sao ditos discretos e podem ser solucionados por computador, 
enquanto aqueles que sao definidos usando-se elementos matemiiticos infinitesimais 
chamam-se continuos e apenas podem ser resolvidos atraves de manipula<;:5es 
matemiiticas que conduzem a equa96es diferenciais as quais nem sempre apresentam 
solu91iO. 
Para se solucionar os problemas continuos utilizam-se viirios 
metodos de discretiza<yiio, os quais envolvem aproxima<yoes, sendo urn desses metodos 
(tecnica) o dos elementos finitos. Basicamente o metodo consiste em transformar as 
equa96es derivadas parciais em equa96es algebricas utilizando uma transforma<;:iio 
( aproximac;:iio) simples para as variiiveis incognitas. 
Esse metodo e largamente aplicado nos problemas de mecilnica 
estrutural, transferencia de calor e mecilnica dos fluidos (problemas lineares ou niio, 
estacioniirios ou niio, definidos em urn dominio geometrico de qualquer dimensao ), 
podendo ser aplicado tambem a qualquer outro problema que se traduza na solu9iio de 
urn conjunto de equa<yoes diferenciais. 
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Considere-se um corpo tridimensional de volume V e superficie 
S tendo qualquer urn de seus pontos sujeito a urn estado de tensoes e de deforma96es 
dados por: 
for9as volumetricas 
{a- } = { a-xx ,a-yy ,a-zz ,a-xy ,a-yz ,a-zx} 
{s }={5 xx ' 5 yy ' 5 zz ' 8 ;:y ' 5 yz ' 5 zx} 
Atuam tambem sobre um ponto do volume V do corpo as 
e, em urn ponto na superficie S, as cargas aplicadas 
Sejam os movimentos de qualquer ponto do corpo descritos 
pelas componentes do vetor deslocamento 
{u} (ux ,uy ,uz) 
Para encontrar o funcional que representa a energia potencial 
total desse corpo deve-se somar as parcelas da energia de deforma91io U 
(numericamente igual ao trabalho realizado pelos esfors;os intemos) e a parcela Q do 






Resulta da soma das equa<y5es 3 .1 e 3.2 a expressao para a 
energia potencial total que e dada pela equa<yao 3 .3 a seguir 
IT=U+Q=~f{s }T {a-} dV- f{u}T {F} dV f(u}T {P} dS (3.3) 
2 v v s 
onde IT representa o funcional da energia potencial total no dominio. 
Os sinais presente nas expressoes da energia de deforma<yao ( eq. 
3.1) e da energia potencial das cargas (eq. 3.2), segundo TIMOSHENKO e 
GERE[l984], resultam de sera energia potencial de urn sistema meciinico igual ao 
trabalho realizado por todas as for<yas atuantes quando a estrutura e movida da 
configura<yao deslocada (com carga) a configuras;ao de referencia (sem carregamento). 
Nesse movimento da estrutura, para as for<yas intemas (que para vi gas, treli<yas e 
porticos sao as tens5es resultantes ), a quantidade de trabalho recuperado e igual a 
energia de deforma<yao, dai o sinal positivo, enquanto para o caso das cargas extemas 
(for<yas volumetricas e a<yoes externas) a energia potencial recebe sinal negativo 
porque cada carga executa trabalho negativo. 
TIMOSHENKO e GERE[l984] ressaltam, tambem, que a 
energia potencial de uma carga P, qualquer, e diferente do trabalho realizado por essa 
carga durante o carregamento. No caso do carregamento, a carga tern sua magnituda 
aumentada, gradativamente, de zero ao seu valor final P, enquanto a energia potencial 
e numericamente igual ao trabalho realizado pel a fors;a (com sua magnitude plena) ao 
se mover a estrutura da posi<yao real para a de referencia. 
0 principia da energia potencial estaciomlria (tam bern chamado 
de principia de Kirchhoff), ainda segundo TIMOSHENKO e GERE[1984], estabelece 
que, sendo a energia potencial de uma estrutura elastica (linear ou nao-linear) expressa 
em fun<yao dos deslocamentos das juntas, a estrutura estara em equilibria quando esses 
deslocamentos forem tais que levem a energia potencial total a atingir urn valor 
estacionario. Estando a estrutura em equilibria estavel, a energia potencial total 
!9 
assumini urn valor minimo, e caso o equilibria seja instavel, a energia potencial total 
tanto pode assumir urn valor maximo como neutro. 
Deve-se salientar que o principio acima conduz as equas;oes de 
equilibria apenas para sistemas com relas;oes tensiio x deformac,:ao linear, pois para 
sistemas niio-lineares podem haver mais de uma configuras;iio de equilibria 
(ASSAN[l993]). 
0 principio variacional estabelece que sendo urn funcional 
no qual u e urna func,:ao incognita e FeE sao operadores especificos, estabelece-se a 
solus:iio para o problema do continuo encontrando-se a funs;iio u que toma o funcional 
estacionario com respeito a pequenas varias;oes 5u, ou seja, deve-se ter 
5 fi = 0 (3.5) 
Agora, minimizando o funcional dado pel a equac,:ao 3.3 como 
indicado na equas;iio 3.5 (ou seja, estabelecendo o ponto estacionario), tem-se: 
5 IT= f{o s } T {CT} d V- f(o u} T (F) d V- f{o u} T (P) d S = 0 (3.6) 
v v s 
Da equas;iio 3.6 conclui-se que 
f{os }T {CT} dV f{o u }T {F} dV+ f{o u }T {P} dS (3.7). 
v s 
A equas;iio acima (3.7) representa a igualdade dos trabalhos 
virtuais intemo e extemo, e qualquer urn de seus membros representa urn con junto de 
equas:oes que equivalem ao equilibria do elemento. 
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Na tecnica dos elementos finitos (aqui seguindo-se o 
desenvolvimento proposto por BREBBIA & FERRANTE[1975] e por 
ASSAN[1993]), o funcional da energia potencial total e substituido por urn funcional 
aproximado ( ITa ), no qual as variaveis do problema sao colocadas em termos de 
combina9ao linear de fun96es de interpola<;ao - as fun96es de forma ("shape 
functions") - multiplicadas por parfunetros a determinar. 
Os parametros incognitos referidos no paragrafo anterior sao os 
valores das variaveis do problema nos pontos nodais do elemento (no contorno ou 
dentro dele). Assim o valor do funcional aproximado da energia potencial total para 
todo o dominio sera a soma dos funcionais aproximados (que exprimem a energia 
potencial total) de cada elemento, ou seja 
m 
ITa = LITa i (3.8) 
i =I 
onde 
m = nlimero de elementos em que foi dividido o dominio 
ITa; = funcional aproximado para o elemento i; 
Sendo as fun96es de interpolac;ao 1J J conhecidas ( fun96es de 
forma) e os parfunetros c1 incognitos para urn elemento i, pode-se escrever que a 
func;ao aproximadora dos deslocamentos de cada elemento sera 
n 
v = L cj lJj (3.9) 
j=l 




Aplicando-se a equa<;ao 3.1 0 a condi<;ao de estacionaridade do 
funcional colocada na equa<;ao 3.5 ( conceito da varia<,:ao do funcional nula), tem-se 
n 
8 ITa k) = L8 ITa i k) = 0 (3.11) 
j =1 
(3.12) 
Esta equa<;ao representa urn conjunto de equa<;iies algebricas 
lineares simultiineas cuja solu<;ao determina os valores dos parfunetros c 1 que sao os 
valores das variaveis do problema nos pontos nodais. Deve-se reafirmar que a equa<;ao 
3.5 representa a solu<,:ao exata para o problema, enquanto a equa<,:ao 3.12 fomece uma 
solu<;ao aproximada. 
Resumindo-se, a tecnica consiste em dividir o dominio 
continuo em urn numero finito de elementos ( dai o nome elementos finitos) , 
formando uma rede denominada malha de elementos finitos, unidos pelos pontos 
nodais, e admitir fun<,:oes individuais para cada elemento do dominio de tal forma que 
cada uma delas satisfa<;a as condi.;:oes de contomo do seu elemento correspondente. 
Dessa forma os problemas existentes em outros metodos de 
solu<;ao, tais como: 
- a dificuldade de se obter uma unica fun<;ao que satisfa<;a as condi<;oes de 
contomo irregular do dominio como urn todo; 
- saber se essa fun<;ao adotada se aproxima da fun<;ao exata (para haver maior 
precisao no calculo ); 
- ou a admissao de fun<,:iies de ordem superior para minorar o erro tomando o 
calculo muito trabalhoso e, as vezes, impraticavel, sao contomados. 
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0 metodo dos elementos finitos leva a obtens;ao de uma solus;ao 
que ten de ao valor exato da maneira mostrada na figura 3 .l a seguir. Como se percebe, 
tanto maior sera a precisao dos resultados quanto maior for o ninnero de elementos. 
Solus;ao Solur;ao Exata 
.. 
,.., 
Ninnero de elementos ~ 
Figura 3.1 - ConvergSncia (neste caso "par baixo") da solur;ao aproximada a solu9ao exata 
Devido a modularizas:ao do metodo, toma-se relativamente 
facil sua implementas;ao em programas que seguem a filosofia da orienta<;ao por 
objetos, tendo eomo passos principais os relacionados a seguir (MACKIE[I992]), que 
sao a base de qualquer programa de elementos finitos: 
1. entrada de dados; 
2. calculo das matrizes de rigidez e dos vetores de carga individuais; 
3. montagem da matriz de rigidez global e do vetor de cargas global; 
4. imposis:ao das restri<;:oes ( condi<;:oes de contomo do problema); 
5. solw;:ao do sistema de equas:oes; 
6. apresentas:ao dos resultados. 
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3.2 - MODELO DE FORMULACAO ADOTADO 
De acordo com BREBBIA & FERRANTE[1975], na mecanica 
dos so lidos existem quatro altemativas para estabelecer o modelo de elemento finito 
(que e a maneira pela qual o elemento finito e formulado ), sendo que tais altemativas 
diferem no principia variacional adotado e no tipo de comportarnento assumido para 
cada elemento. 
• MODELO COMP ATIVEL - Conhecido como metoda dos deslocamentos ou da 
rigidez. E derivado do principia da minima energia potencial. Assume-se urn 
conjunto de deslocarnento para cada elemento que preserve as condi96es de 
compatibilidade dos deslocarnentos entre os elementos. As incognitas sao os 
deslocarnentos nodais. 
• Os tres modelos restantes sao: MODELO DO EQUILIBRIO (conhecido como 
metoda das for9as, e derivado do principia da minima energia complementar), 
MODELO HIBRIDO e MODELO MISTO. 
Neste trabalho e utilizado o modelo compativel, 
desenvolvendo-se a seguir a formulayao geral para o metodo. 
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3.3 - FORMULA<;AO 
A hip6tese basica da formulac;ao diz que os deslocamentos para 
qualquer ponto do elemento podem ser representados por func;oes aproximadoras 
escritas em termos de pariimetros incognitos (BREBBIA & FERRANTE[1975]). 
Assim, particularizando-se para uma viga, por exemplo, se os deslocamentos nas 
direc;oes x, y e z forem dados respectivamente pelas equac;oes (func;oes 
aproximadoras) seguintes 
) 1 
u.x = a 0 +a1 x+a2 x- +a3 x~ 
e sendo 
conforme definido acima, pode-se dizer que, em forma matricial, 
{u}=[N] {a} (3.13) onde 
{ u} = vetor que contem as funo;:oes aproximadoras do elemento 
[ N] = matriz funyao da posio;:ao (coordenadas) 
{a} = vetor dos pariimetros generalizados 
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Para as fun<;oes deslocamentos adotadas, tem-se que a matriz 
[ N] sera 
INI·[i X x' x' 0 0 0 0 0 0 0 ol 0 0 0 1 ' x' 0 0 0 o I X x-
x' J 0 0 0 0 0 0 0 1 X x' 
e o vetor dos pariimetros genera1izados 
{a)r = {ao a, a, a3 a, a, a6 a, a, a9 a,o all} 
Da equa<;ao 3 .13 pode-se escrever que a varia<;ao dos 
des1ocamentos sera dado por 
t5 {u) = [N] t5 {a) (3, 14) 
Sendo o vetor dos valores dos deslocamentos (ou incognitas) 
nodais 
e colocando-se as fun<;oes aproximadoras em fun<;oes dessas incognitas nodais -
ressalte-se que nem todas as incognitas sao deslocamentos (ASSAN[1993]) -, resulta: 
{u) =[G] {v) (3,15) onde 
(G) e denominada matriz das fun<;oes de forma 
Impondo-se as condi<;oes de contomo do elemento as 
incognitas nodais, relaciona-se { v) com os pariimetros generalizados {a} da seguinte 
manetra: 
{v} =[A] {a} (3.16) 
Logo, seas fun<;oes adotadas forem adequadas, a matriz [A] 
admite inversa, e pode-se equacionar 
{a}= [A]-l {v} (3.17) 
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de onde escreve-se que a variao;:ao das incognitas nodais e dada por: 
5 {a}= [Ar1 5 {v} (3.18). 
Da mecil.nica dos so lidos tem-se as seguintes relao;:oes: 
• Relao;:ao Deformao;:ao-Deslocamento ou Relao;:oes de Compatibilidade 
{s}=[L]{u} eq. A.! 
• Relao;:ao Tensao-Deslocamento 
{u} =[C] [L] {u} eq. A.2 
Substituindo as equao;:oes 3.13 e 3.17 na equao;:ao A. I, resulta: 
{s } = [L] [N] [A]-1 {v} (3 .19) 
ou seja, fazendo 
[B] = [L] [N] [Ar1, 
resulta 
{s} =[B] {v} (3.20) 
Partindo-se da relao;:ao Tensao-Deslocamento (equao;:ao A.2) e 
subustituindo-se as relac,:oes encontradas nas equao;:oes 3.13 e 3.17 encontra-se: 
{CT } = [C] [L] [N] [A]-1 {v} (3.21) 
Substituindo-se o valor de [B], tem-se 
{u }=[C] [B] {v} (3.22) 
De posse das relao;:oes 3.20, 3.22 e lembrando que 
{u} = [N] {a}= [N] [At1 {v} 
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pode-se completar a formula<;ao do problema substituindo essas rela<;6es na 
equa<;ao3.7. Chega-se, entao, a: 
{ov )1 f[B] 1 {0'} dV={ov) 1 f([N] [Ar')' {F) dV+{ov) 1 f([N] [Ar')' {P) dS 
v v s 
(3.23) 
Como OS incrementos de deslocamentos ( {o v } ) sao arbitn\rios, 
a equa<;ao 3.23 resulta em: 
f[Bf {0'} dV= f([N] [Atf {F} dV+ f([N] [Atf {P) dS (3.24) 
v s 
Substituindo a expressao 3.22 na rela<;ao 3.24, tem-se: 
f[Bf [C) [B) {v} dV f([N] [Atf {F} dV+ f([N] [A)-r {P) dS (3.25) 
v s 
Reescrevendo-se a equa<;ao 3.25: 
Neste ponto atribui-se o nome de matriz de rigidez do elemento 
finito ao termo entre parentesis do primeiro membro da rela9ao 3.26, e representa-a 
por [k]. Assim, tem-se 
[kl =lJrBl 1 [cJ [Bl d v j (3.27); 
e ao termo do segundo membro da equa<;ao 3.26 da-se o nome de vetor de cargas 
nodais equivalentes e representa-o por { r}, ficando 
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A relac;:ao 3.26 fornece urn conjunto de equac;:oes que 
solucionam o problema para urn elemento. Estendendo-se o sistema para to do o 
dominio, cuja matriz de rigidez e K, vetor de incognitas nodais e V e vetor das 
cargas nodais equivalentes e R, tem-se a seguinte relac;:ao: 
KV-R (3.29) 
A relac;:ao 3.29 permite solucionar o problema atraves da 
tecnica dos elementos finitos, tratando-o como urn todo transformado de continuo em 
discreto. No capitulo seguinte sera desenvolvida a formulac;:ao do metodo para 
elementos de barra de modo a poder ser feita a aplicac;:ao na anatise de estruturas 
ap6rticadas espaciais. 
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4 FORMULA9AO DO PROBLEMA VARIACIONAL 
PARA UM TRECHO GENERICO DE VIGA 
NO ESPA90 TRIDIMENSIONAL E 
OBTEN9AO DA MATRIZ DE RIGIDEZ 
4.1 - FUNCIONAL DA ENERGIA 
POTENCIAL TOTAL 
A formula<;ao do metodo dos elementos finitos para urn 
elemento de viga (barra) no espa<;o tridimensional sera feita adotando-se, de acordo 
com a figura 4.1, o mesmo sistema de eixos que o proposto por GERE[l987], no qual 
X, Y e Z formam urn sistema de eixos para a estrutura, chamado de sistema global de 
coordenadas, e Xm,Y me Zm formam urn outro sistema de eixos para o elemento, 
denominado sistema local de coordenadas. 
Fazendo-se o eixo Xm coincidir com o eixo longitudinal do 
elemento e o eixo Zm ficar contido no plano formado pelos eixos X e Z da estrutura, 
tem-se que o eixo Y m pertencerii ao plano que passa pelos eixos Xm e Y. 0 sistema 
local assim formado e obtido fazendo-se 0 sistema global rotacionar de urn angulo 13 
em torno do eixo Y, com a posterior rota<;ao em torno do eixo Z (agora na posi<;ao 
Zm) de urn angulo igual a y (ver figura 4.1). 
Considerando-se que o funcional que representa a energia 
potencial total e a soma das contribui<;oes dos funcionais de energia potencial 
relativos aos esforvos e deslocamentos normal, de flexao em dois pianos e o de tor<;ao 
no plano restante, ou seja, 
IlTotal = IlNormal + TIFiexao XmYm + TIFiexao XmZm + I1Tor1•o YmZm 
calcula-se, a seguir, a expressao da contribui<;ao de cada uma dessas parcelas. Como 
essas parcelas sao formadas pela energia de deforma<;ao e pelo trabalho realizado 
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pelas for<;as que atuam no elemento, necessitam que sejam adotados alguns tipos de 










n6 final X 
" m 
X 
Figura 4.1 - Sistema de eixos do elemento de barra (Sistema Local de Coordenadas) 
31 
4.1.1 - PARCELA DEVIDA AO ESFOR~O E 
DESLOCAMENTO NORMAL 
Seja urn trecho generico de uma viga, apresentado na figura 4.2, 
com condi<;oes de contomo ( deslocamentos das extremidades) formando o vetor 
e sujeita a atua<;ao de cargas concentrado P1 ... Pi e da carga linerarmente distribuida 
N(x), ambas atuando ao Iongo do seu eixo longitudinal. 
•~-~~L--~"--,·• 
s. 
P, P, p N6 final 
' 
••• 





Figura 4.2- Trecho de uma viga com deslocamentos u1 e u2 nas extremidades e cargas N(x), P1 ... Pi 
1Sabendo-se que existem seis graus de liberdade por n6, o mimero do indice dos deslocamentos 
correspondentes em n6s consecutivos sera acrescido de seis unidades por simplificayao. 
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4.l.l.a ) Fun9ao aproximadora 
Para a obten<;ao da solu<;ao aproximada, o espa<;o vetorial das 
fun<;oes de deslocamentos possiveis e substituido pelo sub-espa<;o vetorial dos 
polin6mios de 1~ grau u(x), tal que 
2 (eq.4.1) 
onde 11 1(x) e 112(x) sao fun<;oes lineares com as seguintes condi<;oes de contomo (de 
acordo com a figura 4.3) : 
- {111(0)=1 
u(O)=u1 ~ 112(0)=0 e - {111 (L) = 0 u(L) = u7 ~ ( ) 112 L = 1 
Para urn ponto numa posi<;ao ,, qua1quer temos, por 
semelhan<;a de triiingulos, 
e 
X 
777 (x)= L 
Logo, a fun<;ao aproximadora ( eq, 4, I) assume a forma 
(eq. 4,2) 
Nota-se que a derivada da expressao 4,2 em rela<;ao it I resulta 
em 
(eq, 4,3) 
que representa a varia<;ao do deslocamento por unidade de comprimento (quanti dade 
final menos a quantidade inicial, dividido pelo comprimento) . 
2Essa aproxima~ao e conhecida como aproximac;ao nodal. 
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N6 Inicial N6 Final 
I 
111 (x) Varia9iio linear da fun9iio 11 .___..;...._____ 1 
._x __ _ 
11y(x) Varia9ao linear da fun9ao 11
7 
Figura 4.3 -Esquema de variayao linear para as funy5es Y] 1 e 11 7 
4.l.l.b ) Expressao da Energia de Deforma9ao 




Para uma distribui9ao constante das tensoes e deforma9oes ao 
Iongo da area do elemento, tem-se que 




onde N e a for9a normal atuante na se9ao. 






Substituindo-se primeiramente a relayao da tensao com a 
normal, e, posteriormente, a rela<;ao da normal com o modulo de elasticidade, a area e 
a deformayao na expressao acima, encontra-se 
lrr N 
UNormal = J-A- s dx 
0 2 A 
I lr 2 UNormal =- ]EAs dx 
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Comparando-se a deforma<;ao que ocorre neste caso com as 




ficando, com a substitui9ao da fun<;ao de deslocamento u(x) pela fun9ao 
aproximadora li(x), 
Assim, considerando-se urn elemento cuja se9ao transversal seja 
constante ao Iongo do comprimento 
(eq 4.5) 
35 
Substituindo a equa<;ao 4.3 na equa<;ao 4.5, tem-se 
Integrando-se, resulta a expressao da energia de deforma<;ao 
procurada, ou seja, 
(eq. 4.6) 
4.l.l.c ) Energia Potencial do Trabalho das For9as 
Externas 
Considerando-se a expressao do trabalho das for<;as externas 
como fors;a vezes deslocarnento e, com o carregamento de varias for<;as concentradas 
P1 ... P1 aplicadas respectivarnente a uma distiincia c1 ... c1 da origem do eixo, e uma 
for<;a N(x) distribufda ao Iongo do eixo por todo o comprimento do elemento, tem-se 
que 0 trabalho total das foryaS externas e dado por 
QNormru =-i>1 u( cJ -JN u(x) dx 
i "'1 0 
3 (eq. 4.7) 
Assim, substituindo-se na equa<;ao 4. 7 o valor da fun<;ao 
aproximadora nos pontos de aplica<;ao das cargas concentradas (valor da equa<;ao 4.2 
nos pontos T = c1), tem-se 
(eq. 4.8) 
Integrando-se a equa<;ao 4.8 encontra-se 
' 'Pc. V"L 
QNorm•l - f;P1 u1 - f; --t-"-(u7 - u,)- N L u1 -T(u,- u1) 
3 As parcelas que com poem a expressao da energia potencial do trabalho das for9as externas tern sinais 
negatives na formayao da expressao da energia potencial total, conforme explicado no capitulo 3. 
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Reescrevendo-se. resulta 
QNonnal =-~pi ( L ~c1 ) u,- ~pi 7 u, NL NL -2 u,-2 u, (eq. 4.9) 
parcela relativa aos esfory osconcentrados parcela relativa ao carregamento distribuido 
Rearranjando-se a equa>;:ao 4.9 em termos das incognitas u1e u7 
tem-se a expressao para o trabalho realizado pelo carregamento em questao 
(eq. 4.10) 
4.1.2 - PARCELA DEVIDA AO ESFOR90 FLETOR E 
DESLOCAMENTOS CORRESPONDENTES 
Para a considera<;ao da contribui<;ao dos esforc;:os de flexao 
primeiramente estuda-se a flexao que ocorre no plano XY e depois, de posse da 
expressao encontrada para esse plano, encontra-se a expressao para o mesmo efeito 
atuando no plano XZ. Assim sendo, seja urn trecho gem\rico de viga, apresentado na 
figura 4.4, com condi<;oes de contomo (deslocamentos dos extremos) formando o 
vetor 
e sujeita a atua<;ao dos esfor<;os concentrados P 0 ... P fi• uniformemente distribuido Q e 
linearmente distribuido q(x), todos atuando perpendicularmente ao eixo longitudinal 
do elemento (barra, no caso ). 
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4.1.2.a ) Fun9ao aproximadora 
Para a obten<;ao da solu<;ao aproximada. o espas;o vetorial das 
fun<;oes de deslocamentos possiveis e substituido pelo sub-espas;o vetorial dos 
polinomios de 32 grau V(x), tais que 
(eq. 4.11) 
Dessa forma, para urn ponto numa posi<;ao T qualquer o valor 
aproximado do seu deslocamento sen! dado pela combinas;ao dos valores das curvas 
da figura 4.5 nesse ponto seguindo-se a equa<;ao 4.11. 
___ a._. __ _ 















Figura 4.4- Trecho de viga no plano XY com deslocamentos v1 , 93 ,v8 e 9 9 nas extremidades e sujeita 
as cargas concentradas P0 ... Pfi, uniformemente distribuida Q e linearmente distribuida q(x) 
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Para se estabelecer as funs;oes de interpolao;:ao adota-se uma 
funs;ao admissivel na forma 
(4.12) 







Impondo-se as 4 condis;oes de contomo do elemento de viga it 
equas;ao 4.13 , resulta: 
E' condis;ao de contomo ~ translas;ao no extrema inicial do trecho da viga e v 2, assim 
2'! condi<;ao de contomo ~ rotas;ao no extrema inicial do trecho da viga e 83 , assim 
8(0) = ~(v(O)l = _<!_(v(o)) _S_ = _!_(3aL3s 
d X ) ds d X L 
2 + 2be s + cL) = e 3 ~ 
1;=0 
3'! condis;ao de contomo ~ translas;ao no extrema final do trecho da viga e v 8, assim 
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4~ condis;ao de contomo => rota<;:ao no extrema final do trecho da viga e e,, assim 
B(l) _<:!_(v(l)l = _:!_( v(l)) ds = ..!.(3 al}<; 2 + 2bL2s + cL)I =6g => 3aL2 + 2bL = 6g 63 (II) 
d X ) dl; l d X L ~=I 







Figura 4.5 - Funvoes de lnterpolavao 1'/z , 7]3 , 7]8 e 7]9 
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Resolvendo-se o sistema formado pelas equa<,:oes (I) e (II) 
encontra-se: 
2 
a=-, (v? u -
e 
Substituindo-se os val ores encontrados para a, b, c e d na 
Desenvolvendo-se e reagrupando em func;:ao dos des1ocamentos 
incognitos, tem-se a seguinte expressao para a func;:ao aproximadora da equac;:ao 4.11, 
porem agora escrita com o parfunetro adimensional ~: 
Comparando-se a equac;:ao 4.14 com a equac;:ao 4.11 encontra-se 
Tj 2(~)=2~ 3-3~ 2+1 1 
Tl 3(~) =(~ 3 -2~ 2 +~ ).L ~ 
Tls(~)=-2~ 3 +3~ 2 I 




de onde sao obtidas as primeiras e segundas derivadas: 
a112=6C.2-"~ 
a~ - ""' 
a~3 =(3~ 2 -4~ +1).L 
a11 8 = -"~ 2 +6C. a~ ""' -
a 211 2 1 12~ -6 I a~ 2 I 
a 2 I 
113 =(61; -4).Li a~ 2 ~ 
a 2 I 
1128 -12~ +61 
a~ I 
(4.16) 
a~~9 =(3~ 2 2~).L a 2 I ~112-9 (61; -2).Lj a~ 2 
Assim, tem-se as seguintes rela9oes: 
l 




4.1.2.b ) Expressao da Energia de Deforma9ao 
Considere-se a expressao da energia de deforma<;ao dada pela 
equa<;ao 4.4 aqui reescrita 
(eq. 4.4) 
cte 
- ~- ______ ,. ___ E~--
-- -,o· 2-----:-
] 4 4 --- ..... _____ _ 
~dx 
I 2' 
r- 1 de 
I 
4' 
Figura 4.6- Deforma,oes ern urn trecho dx de urn elernento de viga sabre flexao 
Na figura 4.6 percebe-se, por semelhan<;a de triangulos, a 
seguinte rela<;ao: 
sen de 1'1 dx 
cos de y 
Considerando-se que para pequenos deslocamentos pode ser 
feita a seguinte aproxima<;ao 
sen de "' de e cos de _ I 
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tem-se que 




dO= ll dx 
y 
ll dx = y dO 








Sendo, tarnbem, a seguinte rela<yao 
d (_ 1 
e(x) = dxl v(x)) 
(eq. 4.18) 
Sabe-se, tambem, que para varia<yao linear entre a tensao e a 
deforma<yao vale a rela<yao 
cr= E E , 
portanto, substituindo 4.18 nesta rela<yao resulta 
d2 (- 1 
cr(x)=Ey dx2 lv (xlJ (eq. 4.19) 
Substituindo-se na equa<yao 4.4 os expressoes da tensao e 
deforma<yao obtidos respectivarnente pelas equa<yoes 4.19 e 4.18, tem-se 
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(eq. 4.20) 
Reescrevendo 4.20, resulta 
(eq. 4.21) 
Chamando-se de Jz o termo 
da equa<;:ao 4.21 (denominado momento de inercia em rela<;:ao ao eixo z), tem-se 
(eq. 4.22) 
Assim, considerando-se a se<;:ao transversal constante ao Iongo 
do comprimento a equa<;:ao 4.22 toma-se 
(eq. 4.23) 
A expressao 4.23 fornece o valor da energia de deforma<;:ao para 
a fun<;:ao aproximadora adotada em funs:ao da coordenada T. Porem, como v estii 
escrita com o parfunetro adimensional ~ e necessaria uma mudanya no integrando bern 








Substituindo-se na equa.yao 4.25 a expressao da segunda 
derivada da fun.yao ~ ( E,) apresentada nas rela.yoes 4.17 tem-se 
I J[(l2~ -6) v2 +(6~ -4).L83+(-12~ +6) vg+(~ -2).L89]2 d~ (eq. 4.26) 
0 
Desenvolvendo-se o quadrado do polinomio e procedendo-se a 
integra.yao da equa<;iio 4.26, resulta finalmente 
A expressao 4.27 fomece a energia de deforma<;iio da viga 
sujeita a flexao em fun<yiio do vetor de deslocamentos incognitos 
{~r ={v2,e3,Vs,e9l· 
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4.1.2.c ) Energia Potencial do Trabalho das For9as 
Externas 
Considerando-se a aplica<;:ao de tres carregamentos diferentes: 
for<;:as concentradas P fl···p n aplicadas a uma distancia a1 ... a, da origem. carga Q 
distribuida uniformemente ao Iongo de todo o comprimento e carga distribuida q(x) 
variando linearmente ao Iongo de todo o comprimento; e sendo a expressao do 
trabalho das for<;:as externas a for<;:a vezes o deslocamento, analisa-se em separado 
cada carga aplicada para depois fazer-se a contribui<;:ao de cada uma delas em uma 
tmica expressao que forne<;:a o trabalho dessas foryas externas. Assim, sendo o 
carregamento apresentado na figura 4.4, tem-se que o trabalho total das for<;:as 
externas serii dado por 
on de 
QF!ox.,XY = Qpfl +QQ +Qq(x) (eq. 4.28) 
Q Pfi = trabalho das for<;:as concentradas 
QQ = trabalho da for<;:a uniformemente distribuida 
Qq(xl = trabalho da for<;:a linearmente distribuida 
4.1.2.c.l-) Trabalho realizado pelas for~as concentradas 
0 trabalho realizado pelas for<;:as concentradas P n e dado por 
Assim, substituindo-se nessa expressao a equa<;ao da fun<;:ao 
aproximadora (equa<;ao 4.14), tem-se 
i 
-LP11 [(24'/ -34'/ +1) v, + (4'/ -24'/ +4'1 ) L e, + 
J =I 
+ ( -24'/ + 34'/) v, + ( 4'/ - 4'/) L e,] 
(eq. 4.29) 
4A ocorrencia do sinal negative nesta e nas demais express5es para o trabalho realizado pelas foryas 
extemas esta explicada no capitulo 3. 
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0 ponto de aplica<;iio da carga e em xi = ai. Lembrando que 
tem-se que 
Substituindo na equa<;iio 4.29 resulta 
a a a a. a I ; ~( 3 2) (' 2 \ Or)~)=-~~j 2 f -3 f +1 v2 + f -2 f + rle, 
a a a. a 
{ 
3 ') ( 3 ') 
-2 f +3 f v8 + t- {z L 8 9 
(eq. 4.30) 
Cancelando-se alguns numeradores e denominadores em 4.30 
tem-se 
' !( a 3 a 2 I (a 3 a 2 I 0r1,=-~Pnll2 ~3 -3 ~2 +ljv2 +l~2 -2-t+ajJ 83 + 
( a 3 a 2 1 (a' a 2 1 l 
+ l-2 ~3 + 3 ~, ) v, + l ~2 - T) e, J 
(eq. 4.31) 
4.1.2.c.2-) Trabalho realizado pela carga ~niformemente 
sera dado por 
distribuida Q 
0 trabalho realizado pela for<;a uniformenente distribuida Q 
L 
nQ =- fc Q v (x) )dx 
0 
Alterando-se o integrando bern como o limite de integra<;iio, tem-se 
1 
nQ =- JcQ ~(~) )Ld~ (eq. 4.32) 
0 
Assim, substituindo-se nessa expressao a equa<;iio da fun<;iio 
aproximadora (equa<;iio 4.14) resulta 
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l 
n 0 =-J[ Q((2s3 -3s2 +1)v2+ (s3 -2s2 +s)Le3+ 
0 
Integrando-se a equa<;ao 4.33 tem-se a equa<;ao procurada para o 
trabalho realizado por uma carga uniformente distribuida ao Iongo de uma viga em 
fun<;ao dos deslocamentos incognitos apresentada abaixo 
(eq. 4.34) 
4.1.2.c.3-) Trabalho realizado pela carga distribuida 
linearmente q(x) 
0 trabalho realizado pela for<;a linearmenente distribuida q(x) 
sera dado por 
L 
nq(x) =- fc q(x) v(x)) dx (eq. 4.35) 
0 
Sendo varia<;ao linerar de carregamento iniciando em zero e 




Colocando-se o carregamento em fun<;ao do pariimetro 
admensional I;, tem-se 
q(l;) = q 
Alterando-se o integrando bern como o limite de integra<;ao da equa<;ao 
4.35 e colocando-se a fun<;ao aproximadora, resulta 
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1 
nq(S) =- Jcq~ v(~) )Ld~ 
0 
(eq. 4.36) 
Assim, substituindo-se nessa expressao a equa<yao da funs:ao 
aproximadora (equas:ao 4.14) tem-se 
1 
Qq(i;)=-J[ q~((2~3 3~2 +1)v2 + (~3 -2~2 +~)L03+ 
0 
Integrando-se a equas:ao 4.37, resulta 
(eq. 4.38) 
Agora, a expressao da energia potencial total devido a flexao no 
plano XY seni a soma das express5es da energia de deforma<;:ao obtida pela expressao 
4.27 com uma equas:ao que fomes:a o trabalho das tres foryas extemas consideradas, 
ou seja, a soma das express5es 4.31, 4.34 e 4.38. 
Para a consideras:ao da flexao no plano XZ, pode-se trata-la de 
maneira semelhante ao procedimento utilizado para a flexao anteriormente estudada. 
Utiliza-se, neste caso, os mesmo tipo de carregamento e as mesmas equa<y5es 
desenvolvidas, apenas alterando-se o vetor de deslocamentos para que fique 
compativel com a figura 4. 7. 
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N6 inicial Posi9ao ioicial N6 final 
. .. . ..... 
+ 
+ 
-~=......,----·--- Posi9ao deformada 
+ 
Figura 4.7- Trecho de uma viga com deslocamentos no plano XZ w4 , 85 ,w10 e 0 11 nas extrernidades 
Assim, o vetor de deslocamentos sera 
bern como a expressao para a energia de deforma9ao (equayao 4.27) e as expressoes 
do trabalho realizado pel as foryas consideradas ( equa96es 4.31, 4.34 e 4.38) 
permanecem semelhantes, alterando-se apenas as incognitas no dais ( os deslocamentos 
nas extremidades) e o parametro 
que e substituido por 
(momenta de inercia em rela9ao ao eixo Y), ou seja: 
Expressiio da a energia de deformar;iio para jlexiio no plano XZ 
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Flexib XZ 
E J,. ( , , 






) (eq. 4.39) 
Expressiio do trabalho das fon;as concentradas ( chamando de Ffi as cargas 
concentradas e de di as distdncias dos respectivos pontos de aplicar;iio a origem do 
eixo) 
I I( d 3 d 2 I ( d 3 d 2 I n,,,=-~Fnll2l3 -3 {z +ljw,+ llz -2-T+djj B5 + 
( d 3 d 2 1 (d' d 2 1 l 
+ l-2 {3 + 3 {2 j WIO + ll2 --t j 811 J 
(eq. 4.40) 
Expressiio do trabalho dafon;a uniformemente distribuida S 
(eq. 4.41) 
Expressiio do trabalho da forr;a linearmente distribuida (variando de zero a r no 
trecho) 
(eq. 4.42) 
Como no caso da flexao no plano XY, a energia potencial total 
sera a soma das parcelas dadas pelas equayoes 4.39, 4.40, 4.41 e 4.42. 
52 
4.1.3- PARCELA DEVIDO AO ESFOR90 TOR90R E 
DESLOCAMENTOS CORRESPONDENTES 
Para a considera<;:ao da contribui<;:ao da tor<;:ao na expressao do 
funcional da energia potencial total de urn elemento de barra, considera-se que a se<;:ao 
nao sofre distor<;:ao em seu plano ( e rig ida nele ). Assim sen do, seja urn trecho generico 
de uma viga, apresentado na figura 4.8, com condi<;:5es de contomo (deslocamentos 
dos extremos) formando o vetor 





Figura 4.8 - Trecho de Uma Viga Com Deslocamentos <p6 e <p 12 nas Extremidades no Plano YZ 
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4.1.3.a ) Fun9ao aproximadora 
Para a obten9ao da solu<;ao aproximada da varia<;ao do angulo 
de rota9ao, considera-se uma varia<;ao linear para este ao Iongo do comprimento da 
barra. Tem-se, entao, que o espa<;o vetorial das fun<;oes de deslocamentos possiveis e 
substituido pelo sub-espa.yo vetorial dos polin6mios de IS'. grau <iJ ( x), tal que 
(eq. 4.43) 
on de 11! ( x) e 112 ( x) sao varia<;oes lineares definidas com as seguintes condi.yoes de 
contomo: 
e 
- {116(L) = 0 
qJ(L)=qJiz => 11!2(L)=l 
Assim, com uma regra de tres semelhante a executada para a 
fun<;ao aproximadora da deforma<;ao devido ao deslocamento normal (figura 4.3), a 
fun<;ao aproximadora da varia<;ao do angulo de tor<;ao ( eq. 4.1) assume a forma 
(eq. 4.44) 
Nota-se que a derivada da expressao 4.44 em rela<;ao a r resulta 
em 
~(l<P (x) lj = (jll2 - (jl6 
dx L 
(eq. 4.45) 
que representa a varia<;ao do angulo por unidade de comprimento. 
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4.1.3.b ) Expressao da Energia de Deforma9ao 
Considere-se a expressao da energia de deforma-;:ao dada pela 
equac;:ao 4.4 aqui reescrita 
U= J!.y TdV 
v2 
(eq. 4.46) 
Para uma varia-;:ao linear da tensao com a deforma-;:ao tem-se 
"C 
y=-
G (eq. 4.47) 
onde G e chamado modulo de elasticidade transversal e guarda a seguinte rela-;:ao 
I E G=---
2 (I +v) 
sen do E = Modulo de Elasticidade e 
v = Coeficiente de Poisson 
A expressao para determina<;:ao da tensao cisalhante devido a 
aplicac;:ao de urn momento de tor-;:ao M, e 
2M 1 (eq. 4.48) '=--c 1 r 
t 
onde J, e chamado constante de tor-;:ao. 
A equa-;:ao 4.48 fornece o valor da tensao em fun-;:ao de uma 
ordenada c, que e perpendicular ao esqueleto da se-;:ao e tern origem nele, como 
mostra a figura 4.9. 
Substituindo-se os val ores de y e T obtidos nas expressoes 4.4 7 
e 4.48, respectivamente, na expressao 4.46, resulta 
_ _!_J_{ _ _!_J4M? 2 - JMt2 2 




Figura 4.9- Distribuivao de tensoes 1: ao Iongo da espessura e orienta9ao da coordenada cr 
l[M2f l 
UTor9 00 = 2 Jll-1-2 ( c/) dAJ dx (eq. 4.49) 
0 GJt A 
Considerando-se a area como sendo o produto do comprimento 
do esqueleto pela espessura da seo;:ao, transforma-se a integral sobre a iirea apresentada 
na equao;:ao 4.49 em duas outras integrais: uma sobre o esqueleto e outra sobre a 
espessura. Tem-se, entao, a sequinte expressao 
~r M 2 r r 1 ll UTor9 m=2J~ GJt 2 ll f l f(c/) dcr j dtjl~ dx (eq. 4.50) ol t esqesp J 
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Agora, analisando-se apena a expressao 
f( e/) dcr (eq. 4.51) 
esp 
que aparece na equa<;iio 4.50, tem-se que, sendo t a espessura da se<;iio transversale 
como Cr e uma ordenada que tern seu ponto de origem no esqueleto da se<;iio, ou seja, 
t t 
em seu ponto media, a integra<;iio na espessura se processa entre os limites -2 e 2. 
Assim, tem-se para a equa<;iio 4.51 
Substituindo o valor acima encontrado para a expressao 4.51 na 
equa<;ao 4.50, tem-se 
- 4~ M? ( f { ll 
U Tor10 ib - 2 J l 2l dtJJ dx ( eq. 4.52) 
0 G Jt 12 esq 
que reescrita, torna-se 
j l M 2 ( 1 il 
_I t l-f3 Jl UTor10 ib-
0 
l2G Jt 2 3 esq t dt J dx (eq. 4.53) 
mas, 
I f , It= 3 e dt 
esq 
assim, a equa<;ao 4.53 toma-se 
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Sendo a expressao para o momento de tor-;ao escrita com a 
fun<;ao aproximadora 
tem-se que, substituindo em 4.54, resulta 
dx 
( - )2 
1 lr I d <Jl ( x) I 
2 J G Jtl dx ! 
0 ) 
dx (eq. 4.55) 
Considerando-se que a se<;ao permane<;a eonstante ao Iongo do 
comprimento e substituindo a expressao da derivada da fun<;ao aproximadora (obtida 
pela expressao 4.45), na equa-;ao 4.55 tem-se 
(eq. 4.56) 
Desenvolvendo-se a expressao 4.56 e integrando-a chega-se na 
equa<;ao que fomece a parcela de contribui<;ao da energia de deforma<;ao devido a 
tor<;ao na energia potencial total do elemento. Assim procedendo, resulta 
(eq. 4.57) 
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4.1.3.c ) Energia Potencial do Trabalho das For9as 
Externas 
Considera-se varias cargas de ton;ao Mu···Mt; aplicadas a 
distancias b1 ••• b; da origem do sistema de coordenadas locais. 
4.1.3.c.l-) Trabalho realizado pelos mementos de tor~ao 
0 trabalho realizado pelos momentos de tor9iio Mu·· .Mt; 
aplicados a distancias b1 ••• b; da origem dos eixos e dado por 
(eq. 4.58) 
Assim, substituindo-se nessa expressiio o valor da fun9iio 
aproximadora nos pontos de aplica9iio das cargas (valor da equa9iio 4.44 nos pontos x 
= b;), tem-se 
(eq. 4.59) 
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4.2 - DETERMINA~AO DA MATRIZ DE 
RIGIDEZ PARA UM ELEMENTO DE 
BARRA NO ESPA~O TRIDIMENSIONAL 
A matriz de rigidez e obtida atraves da aplicao;:ao do principia da 
minima energia ao funcional da energia potencial total do elemento. Para a obteno;:ao 
do funcional da energia potencial total e necessaria que se fao;:a a soma de todas 
expressoes para as parcelas das energias de deforma9oes e para as parcelas dos 
trabalhos realizados pelos carregamentos supostos atuando no elemento, ou seja, 
IT= UNonnal +QNonnal +UF!o><ibXY +QPji +QQ +Qq(x) + 
UF\exibXZ +QFfi +Qs +Qr(x) +UTon;ib +QMt (eq.4.60) 
Assim, somando-se as express5es 4.6, 4.1 0, 4.27, 4.31, 4.34, 
4.38, 4.39, 4.40, 4.41, 4.42, 4.57 e 4.59, obtem-se a expressao em fun9ao do vetor de 
deslocamentos incognitos 
mostrada a seguir 
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£ Jo ( 2 2 2 y 6v2 + 6Lv2 &3 -12v2 v8 + 6Lv2 &9 + 2L 83 - 6Lv,&3 + 
+2L'e,e, +6v,' -6Lv,e, +2L'e,') + 
' [( a 3 a 2 \ ( a 3 a 2 \ ( a 3 a 2 l (a 3 a 2 l -~/n l2 ~3 -3 ~2 +ljv2 + l~2 -2-t+ajj &,+l-2 ~' +3 ~2 jv,+ l~2 - ~) 
J I I I I ) 3qL qL2 7 qL qL' 
- Q~2v2 +UL83 +2v8 -J2L&, -2i)v2 - 30 83 -lov,+ 20 89 + 
EJ,( 2 2 2 
+ 7 6w, + 6Lw,&5 -12w4 w10 + 6Lw4&11 + 2L &, - 6Lw10&5 + 
+2L2&5&11 +6w10 2 -6Lw,0&11 +2L2&11')+ 
, rr d' d' 1 r d' d' 1 r d' d'\ ( d 3 d'\ l 
- ~Fn ll2 l' -3 ~' +ljw, + ll2 -2-T+dj j &, +l-2 ~3 +3 ~2 jw10 + l~2 --Tj B,J 
(eq. 4.61) 
Para obten9ao dos va1ores das incognitas nos pontos nodais 
(vetor de des1ocarnentos { d} T) ap1ica-se o principio da minima energia (condi9ao de 
estacionaridade do funciona1) proposto pe1a equa<;ao 3.12, ou seja, deriva-se 
parcia1mente a equa<;ao 4. 61 com re1a9ao a cada urn dos parfu:netros incognitos e 
igua1a-se a zero cada uma das equa<;oes assim obtidas. 
Dessa forma encontra-se o seguinte sistema de equa<;oes: 
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on EA EA [~ (L-c1 )] N L --~- u1 + Ov 2 +083 +0w4 -t-085 +0~6 --u1 +Ov, +089 +0w10 +0811 +0~ 12 - L,P1 -- --2 ou, L L i"' L 
on 12EJ, 6EJ, 12E 6EJ, I~ (2a/ 3a/ \l QL 3qL -,;--~Ou 1 + 3 v2 +--2 -()3 +0w4 +085 +0~6 +0u7 - v, +--,-B, +0w10 +OB,, +0~12 -lL,P!i l-3---,-+Ijj----




6EJ, 4E 6EJ, 2EJ, [~ (a/ 2a/ \l QL2 qL2 
--2 -v2 + ()3 +Ow,+ 085 + 0~6 + Ou 1 - --2 -v, + --B, + Ow, 0 + 0811 + 0~12 - L,P11 l-, ---+ a1 )j- - 2---0 L L L L '"' L L I 3 
on 
--~ou + OW I 
4 
12£.13 6E J3 12E .13 6E 13 [~ , [2d/ 3d/ ll SL 3rL Ov,+OB3 + 3 w4 +--2 -B5 -t-0~6 +0u7 -0v,+OB,- 3 w, 0 +--2 -B11 +0~12 - .L,F11 - 3---,-+1) --2 - 20 L L L L '"' L L 
on 6EJ3 4EJ, 6EJ, 2E.Jr l ~ ( d/ 2d/ ~e ~ou, + Ov 2 +083 +--,-w, +-L-85 +0~6 +0u7 +0v8 +OB, --,-w10 +--811 +0~12 -l.LFnl-2 ---+d, u s L L L ,,, L L 
on GJ, GJ, ~ ( b1 ) -;;--~0 u1 +0v2 +083 +Ow, +085 +--~6 +Ou, +0v8 +OB, +0w10 +0811 ---~12 - L,M0 !--
u ~6 L L Jol L 
on EA EA [(~ c1 ) NLl -;--~-- u1 +0v2 +083 +Ow, +085 +0~6 +-u1 +0v8 +DB, +0w 10 -t-0811 +0~ 12 - .L,P1 - +--J 






ov ~ Ou, 
8 
!2EJ, 6E.J, !2EJ, 6E.J, [~ 
---,3:-'-v2 ---2 -83 +Ow, +085 +0~6 +0u1 +--3-v, ---,-89 +0w10 +0811 +0~12 - L,Pli 
L L L L '"' 
2a/ 3a/)l-QL_?qL 
L1 + L2 2 20 
ori 6EJ, 2EJ, 6EJ, 4EJ, [~ (a/ a/)J QL' qL2 -;;-8-~ou, + --2 -v2 +---03 ·t-Ow, +085 +0~6 +0u7 --,-v, +---0, +0w, 0 +0811 +0~ 12 o. L,Pii -,·--· +--+-u , L L L L J "' L L 12 20 
oil 12£13 6E J3 !2E 13 6E 13 [~ ( 2d/ 3d/ ll SL ?rL -:;--~Ou 1 + Ov 2 +0B3 - 3 w4 --L2 0,+0~6 +0u7 -0v,+OB,+ 3 w,,---,-0,,+0~12 - L,Fnl--3-+-,-) --2 - 20 u WIO L L L i "' L L 
ofl 6E J, 2E .13 6E J, 4E 13 [~ ( d/ d/ )J SL2 rL2 
0811 ~ou, + Ov, +003 +£2w4 +-L-85 +0~6 +0u7 +Ov, +OB, -£2w,o +L-BII +0~,- f;-/o lu-L +U+lO 
ofl GJ, GJ, ~ (b1 ) -:;--~0 u, +0v2 +083 +0w4 +005 --L ~6 +0u7 +Ov, +OB, +0w10 +0811 +-L ~"- L,Mu -




















































































































































































r I!P(L-c,)lJ+NL . 
I Lei I L 2 I 
II, (2a/ 3a;' il Q!:_+3qLI 
l ll~PA L' - L' + 1) j+ 2 20 I 
0 I 11 · ( ~- 2a/ il QL2 +'l_L2 1 
0 I lltpfil L' L +a,jj+ 12 30 I I I 1 _, I 
o 1r 1 1 ~l~ -. ( 2!i_ !!l__ 'Jlj sL + 3rL 1 I u, I £_.} fll L' - L' +I + 2 20 I I I ~-' . I 
0 II~: I Ill-~ ( '!_{ 2d,' \Jlj+ SL2 + rL2 1 
Ill I I l...F!Jl L2 - L +dl 12 30 I 
o I w, I I 1-' 
_ G:1 ~ ;: l=jl [~M,, (1- bJ] l 
11 u, 1 r ~ . c, 1 NL 1 o I l£.-P ~j+- I ~~ Vg I I J cl I L 2 I 
0 II e,l II~.. ( 2ay' 3a;' \J'j]+ QL + 7qL I 
1
1
1 w10 I I l~/nl- L' + L2 2 20 1
1 0 I . I I I llil" J I I · ( ay' a,' \l QL2 qL2 I 
o 1 <p" 1 lh~'{u--z-Jj-12-20 1 
0 I I ll~ , ( -~di~ 3d,' \jjl+ SL +2rL I 
I II L-F/il L' + L' 2 20 I GJ }-1 
-tJ ! r_' ('!l_d,'ilsL'_rL2 I l~Fiil L2 - L )j- 12 20 I 
I (b )l I l~M,, -t J J 
Colocando-se as relavoes anteriores em forma matricial a expressao acima. 
()1 
A matriz que multiplica o vetor de deslocamentos incognitos no 
primeiro membro da equas;ao anterior e a matriz de rigidez do elemento de barra no 
espas;o tridimensional, com dois n6s e seis graus de liberdade por n6. Chama-se vetor das 
cargas nodais equivalentes ao vetor que aparece isolado no segundo membro da mesma 
equas;ao. 
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5 AS CLASSES BASICAS DO SISTEMA 
0 objetivo deste projeto e o desenvolvimento de uma biblioteca 
de classes de objetos relacionados a estruturas aporticadas tridimensionais, concebido 
para crescer atraves da introdw;ao de novas teorias e ideias que poderao ser 
rapidamente implementadas com a utilizac;ao de objetos especializados. 
Considerando-se que o codigo que possibilita o estudo do 
problema em duas dimensoes e semelhante aquele que realiza a analise no espac;o 
tridimensional, foi proposto que a primeira versao do ambiente computacional fosse 
desenvolvida para executar a analise de estruturas planas, facilitando-se desta forma a 
localizac;ao e a corre<;ao de futuros erros, principalmente os logicos, que podem 
ocorrer em urna implementa<;ao. Com essa diretriz foram desenvolvidas as classes 
para estruturas planas, tendo-se em vista que essas classes seriam alteradas, 
adequando-as a estruturas tridimensionais, objetivo inicial deste trabalho. 
Porem, considerando-se tambem outros fatores: 
1. 0 codigo para analise plana foi completamente desenvolvido estando, 
portanto, pronto e testado; 
2. As vantagens do encapsulamento do objeto e facilidade de manuten<;ao e 
altera<;ao do codigo que a OOP oferece atraves do uso da propriedade da 
heran<;a; 
3. A analise de estruturas no plano utiliza urna quanti dade de memoria men or 
que a utilizada para urn problema em tres dimensoes; 
optou-se por acrescentar os metodos e classes necessarios para o estudo tridimensional 
sem perder a capacidade do ambiente analisar urn problema bidimensional. 
Possibilita-se, assim, o estudo de urn maior nllinero de barras na analise plana que o 
conseguido no caso tridimensional devido a utiliza<;ao de urna quantidade menor de 
memoria por elemento de barra (matriz de rigidez menor, uma coordenada a menos 
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por n6 da barra, etc) com urn mesmo equipamento , ou urn melhor aproveitamento 
deste em qualquer outro tipo de problema no qual uma das coordenadas do n6 seja 
irrelevante ( calculo das caracteristicas geometricas de uma se'(ao, por exemplo ). 
Algumas das classes utilizadas no projeto inicial (TSqMatrix, 
TN ode, TList, etc), foram aqui implementadas sem nenhuma ou com as poucas 
modifica<;:6es que se fizeram necessarias durante o desenvolvimento deste ambiente 
computacional ( modificar e pnitica muito comum no transcorrer da implementa'(ao de 
urn software e tarefa executada com uma das facilidades que a filosofia da orienta9ao 
por objetos oferece ), enquanto que outras foram criadas para atender as exigencias de 
urn campo mais amplo de analise. 
5 . 1 - UMA FUNc;AO PARA ERROS 
Uma fun<;:ao de implementa'(ao simples mas muito utilizada em 
todo o sistema e a fun<;:ao error. Nao foi implementada como uma classe devido a 
natureza de o erro nao ser urn objeto e ter escopo global (uma mensagem para o 
usuario e a posibilidade de continuar executando a analise ou ter que abortar o 
processo onde ocorreu uma falha podem acontecer dentro de qualquer fun9ao no 
programa). Alem disso, a fun9ao aqui implementada nao manipula dados ou variaveis 
de outras partes do sistema, o que permite utiliza-la em qualquer area do projeto sem a 
preocupa9ao de que possa provocar erros com manipula<;:ao de dados. 
Listagem 5. 1 - Parte do arquivo error.h 
#define CONTINUAR 0 
#define SAIR 1 
void error ( const char * s , unsigned int hali'=CONTINUAR) ; 
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Deve-se notar as macros definidas SAIR e CONTINUAR que 
sao utilizadas pela fun.;:iio para avaliar se devido ao erro ocorrido deve ser abortada a 
execu.;:ao ou se esta pode prosseguir dando-se apenas urn alerta ao usuario. 0 valor 
default e CONTINUAR, significando que se niio for passado para a fun.;:ao nenhum 
valor a!em da mensagem a execu.;:ao da analise continuara. Para interromper a 
execu.;:ao deve-se passar o valor SAIR na chamada a fun.;:ao, logo ap6s a mensagem 
que informa o erro ocorrido. 
Nesta implementa.;:iio escolheu-se passar a mensagem como 
paril.metro para a fun.;:ao, podendo-se reescreve-la de modo que seu c6digo identifique 
o erro ocorrido atraves de valores constantes e linicos como sugerido por 
SW AN[l993]. Dessa forma, quando em uma parte do programa a fun.;:ao error for 
chamada necessite apenas do valor do c6digo para o erro ocorrido, pois a escolha da 
mensagem a ser exibida sera feita dentro do corpo da fun.;:ao. Deve ser salientado que 
esse procedimento limita as mensagens aquelas existentes no corpo da fun.;:ao, 
devendo-se manipular c6digo ja estavel a cada nova mensagem que se deseje 
implementar, enquanto que para o procedimento escolhido neste trabalho basta apenas 
passar a nova mensagem como pariimetro na chamada da fun.;:iio. 
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5.2 - 0 PROBLEMA ARMAZENADO EM 
LISTAS 
Os dados relativos a analise de urn problema necessitam ser 
armazenados de algurna forma para que o sistema os utilize a medida do necessiirio. 
Para essa finalidade existem viirias formas : vetores (utilizado por MACKIE[l992]), 
arquivos, pilhas, iirvores (propostas por SCHOLZ[l992]) e listas ( encontradas em 
SW AN[1993] e outros). Optou-se neste trabalho pelo armazenamento dos dados em 
listas resultando, assim, em lista de nos, lista de elementos, lista de restric,:5es, etc. 
Uma lista aqui proposta pretende ser generica, podendo ser 
utilizada em qualquer outro projeto ate mesmo sem modifica<;5es. Para tanto, o dado 
que ela armazena e manipula atraves de viirias func,:5es e urn ponteiro para urn objeto 
do tipo void, o que permite trabalhar como enderec,:o de objetos de qualquer tipo, 
necessitando-se apenas que seja feita uma conversao de tipo (procedimento 
denorninado cast) no enderec,:o a ser recuperado da lista. 
-· ptrdata[O] ... ptrdata[O] ... ptrdata[O] 
... :....... .:. :. 
-·-------------
ptrdata[l] ptrdata[l] ptrdata[l] 
-·--
---· 
ptrdata[2] ptrdata[2] ptrdata[2] 
·~--.-~ 
f-.-~- -·- - - --
ptrdata[n] ptrdata[n] ptrdata[n] 




next ------ next - next 
·-•NULL 
Figura 5 .I - Esquema De Urn a Lista de Veto res 
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Apresenta-se a seguir parte do arquivo de cabe<;:alho da classe 
TList com uma breve elucida<;:ao, logo ap6s a declaras:ao de cada metodo ou vari<ivel, 
sobre qual a sua fun<;:ao. 
Listagem 5. 2- Parte do arquivo de cabe9alho da classe TList 






unsigned int number_ of_ array, 
size_of_array, 
II guarda o numero de arrays da /ista. 
II guarda o tamanho dos arrays da /isla. 
II contadores. counter, locus; 
struct Str_Array_List 
{ 
void * *data ; II pointer para um array de ponteiros 
II que apontam para objetos de tipo void 
Str _Array_ List *NextArray ; II pointer para a proxima estrutura de 
II array 
}; 
Str _Array_ List *CurrentArrayList; II ponteiro para a estrutura de array na 
II qual se esta posicionado o contador locus 
Str _Array_ List * Ancora ; II ponteiro para a prime ira estrutura de array 
void Gota _End(); II posiciona no final da lista 
void Goto _Begin () ; II posiciona no inicio da /isla 
void Test_And_Aloc_New_List (); llverijica sea /isla esta cheia. Se 
II estiver, aloca nova estrutura de array 
TList(unsigned int n = ARRA Y_SIZE) ; II construtora 
-TList(); II destrutora = CUIDADO= deve-se deletar todos os itens 
II armazenados na lista antes de se proceder a remocao da /ista 
void Remove (void *item) ; II CUI DADO : deve-se deletar o item a ser 
II removido da lista antes de proceder a remocao. 
void Insert_ Begin (void *item) ; II adiciona um dado no inicio da lista 
void Insert_ End (void *item) ; II adiciona um dado no final da lista 
void *Get_Next () ; II recupera o proximo dado armazenado 
void *Get_ First (); II recupera o primeiro dado armazenado 
unsigned int Get_ Used () ; II retorna o numero de dados armazenados 
unsigned int Get_ Capacity(); II retorna a capacidade de armazenamento 
II da /ista 
void * Get_ Data (unsigned int n); II retorna o enesimo dado armazenado na 
II lista. 0 parametro n deve ser fornecido pelo usuario 
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Outra proposta no sentido de gerenciar mais eficientemente a 
quantidade de memoria do equipamento e a alocayiio dinfunica de urna struct 
composta por urn vetor (array) de ponteiros void e urn ponteiro para uma proxima 
struct semelhante (Figura 5.1 ). Dessa forma niio existe urn ponteiro para o proximo 
elemento da lista a cada dado armazenado e sim urn ponteiro para cada coJ:Uunto de 
dados. A quantidade de dados em cada struct e definida pelo usmirio atraves de urn 
parfunetro de entrada que deve ser fomecido a cada objeto TList que for criado. 
Analisando-se o codigo de parte do arquivo de cabeyalho da classe TList apresentado, 
percebe-se que esse parfunetro e definido como default em 10 unidades de ponteiros 
void pela macro ARRAY_ SIZE 10 a qual e passada para a funyiio construtora. 
Nota-se pelo paragrafo acima e pelo esquema da figura 5.1 que 
a lista aqui implementada assemelha-se a urn vetor dinamico, porem, considerando-se 
que: 
• esse vetor dinfunico pode crescer ou encolher it medida das necessidades de 
armazenamento de dados; 
• existe urn ponteiro para urn proximo bloco de dados ( o que inexiste em urn 
vetor); 
• o tamanho do bloco de dados pode ser o suficiente para apenas urn dado, 
sugere urn comportamento de lista, neste trabalho convencionou-se tratar urn objeto 
dessa classe como urna lista. 
Na implementayiio da classe TList existem metodos declarados 
na area private de forma que somente possam ser utilizados apenas pelas funyoes da 
classe. Assim, Insert_Begin, Get_ Data ou Get_First por exemplo, fazem uso de 
Goto_Begin ou entiio, Insert_End e Insert_ Begin fazem uso de 
Test_And_Aloc_New_List (metodo que testa sea lista esta completa e, caso esteja, 
aloca espayo para urn novo vetor com n ponteiros void- n definido pelo usuario ou 
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default em 10 -), deixando assim todo o trabalho de gerenciamento da lista com a 
classe. 
Especial aten<;iio deve ser observada quando da utilizaviio das 
fun96es -TList (destrutora) e Remove. Devido ser urna lista que guarda objetos 
genericos, ao se remover urn dado nela armazenado ou quando se deseja eliminar a 
lista, existe a necessidade de se providenciar a removiio desse dado ou a elimina<;:ao de 
todos eles individualmente, para que seja retomada ao sistema a memoria ocupada por 
esses dados. Para tanto deve-se proceder da seguinte forma: 
1. Atribui-se o dado (ponteiro voitf) a urna variavel do tipo do dado 
armazenado fazendo-se urn cast. 
2. Se a intenviio e remover urn dado da lista deve-se, apos realizar o 
procedimento 1, chamar a fun<;iio Remove passando a varia vel como 
pariimetro. 
3. Chamar a fun<;ao destrutora para a variavel que endere<;a o dado que se 
deseja eliminar, retomando ao sistema a quantidade de memoria que essa 
variavel ocupava. 
4. Se a inten<;iio e eliminar a lista, deve-se executar os procedimentos 1 e 3 
para todos os dados que estao armazenados na lista. So entao deve-se 
chamar a fun<;iio destrutora da lista. 
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5.3 - AS CLASSES PARA VETORES 
Em diversas partes do ambiente aqui desenvolvido e utilizada a 
forma de vetores para a armazenagem de dados (vetor de cargas globais, vetor de 
deslocarnentos, etc). Muito embora na linguagem C++ exista uma forma de definir 
variaveis que representem vetores, projetou-se o desenvolvimento de uma classe cujos 
objetos tenham o mesmo comportarnento de tais vetores deixando, assim, o sistema 
menos suceptivel a erros e possibilitando uma manuten9ii.o mais facil quando esta se 
fizer necessaria. 
Implementou-se, entii.o, uma classe mais geral chamada TVetor 
para representar uma matriz coluna (vetor) e dela derivaram-se duas outras: TVetlnt e 
TVetFloat as quais especifieam vetores que armazemam dados do tipo int (inteiro) e 
vetores que armazemam dados do tipojloat (real) respectivamente. 0 esquema de 
deriva9ii.o esta mostrado na figura 5.2. 
Como os metodos das classes nii.o foram declarados como 
virtuais, urn ponteiro para urn objeto TVetor podera endere9ar qualquer objeto de 
uma sua classe derivada, pon!m, caso existam dois metodos com a mesma declara9ii.o, 
aquele que sera executado em uma chamada sera o da classe raiz. 




unsigned int size; 
public: 
TVetor (unsigned int order= 0) ; II construtora 
- TVetor () {} ; II destrutora 
unsigned int Get_Size() { return(size) ; } II retorna a ordem do vetor 
}; 
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Ponteiro Classe TVetor 
pode acessar 
- Classe TVetlnt ,.. esta 
ou esta 
- Classe TVetFloat 
• ou qualquer y outra 
subclasse 
Figura 5.2 - Esquema para as classes que representam vetores 
A classe TV etor con tern na area protected urn variavel 
denominada size a qual determina a quantidade de linhas do vetor (ordem do vetor). 0 
valor dessa variiivel deve ser fomecida para a fun.yao construtora quando da 
inicializa.yao de urn objeto dessa classe ou das suas sub-classes. 
Listagem 5. 4 - Parte do arquivo de cabeyalho da classe TVetlnt 
{ 
}; 
class TVetlnt: public TVetor 
protected: 
public: 
unsigned int *data ; 
TVetlnt( unsigned int order= 0) ; 
- TVetlnt() ; 
II construtora 
II destrutora 
void Put_ Element (unsigned int value, unsigned int a) ; II armazena um valor 
II na posicao a do vetor 
unsigned int Get_Element (unsigned int a); llrecupera o valor 
II armazenado na posicao a do vetor 
void Add_Element (unsigned int value, unsigned int a); II adiciona um valor 
II ao valor que ja esta armazenado na posicao a do vetor 
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Listagem 5. 5 - Parte do arquivo de cabe9alho da classe TVetFloat 
{ 
} ; 
class TVetFloa/: public TVetor 
protected: 
public: 
float *data ; 
TVetFloat( unsigned int order = 0) ; 
-TVetFloat(); 
void Put_Element (float value, unsigned int a); 
II construtora 
II destrutora 
II armazena um valor na 
II posicao a do vetor 
float Get_ Element (unsigned int a) ; II recupera o valor 
II armazenado na posicao a do vetor 
void Add_Element (float value, unsigned in/ a); II adiciona um valor ao valor 
II que ja esta arazenado na posicao a do vetor 
As classes TV etlnt e TV etFloat, por serem derivadas de 
TVetor, herdam a variavel size eo metodo que retoma a ordem do vetor (metodo 
Get_Size). Outras fun<;oes implementadas para essas classes sao: 
• Put_Element- Armazena urn valor em uma posi<;iio i (linha) do vetor. 
Deve-se fomecer o valor (int para TVetlnt e float para TV etFioat) seguido 
da posi<;iio onde ele sera armazenado (numero da linha). 
• Add_Element- Adiciona urn valor ao valor que ja existe armazenado em 
urna posi<;iio i (linha) do vetor. Deve-se fornecer o valor a ser adicionado 
(urn int para TVetlnt e urn float para TVetFloat) seguido da posi<;iio onde 
ele sera somado e o resultado armazenado. 
• Get_Element- Retoma o valor armazenado na posi.yao i (linha) do vetor. 
Deve-se fornecer a posi<;iio de onde se deseja recuperar o valor armazenado. 
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5.4 - A CLASSE TSqMatrix 
Essa classe, utilizada para representar uma matriz quadrada 
cheia (sem consideras;oes a respeito de banda ou simetria), contem duas variaveis que 
estao declaradas na area protected : um unsigned int denominado size que determina 
o tarnanho ( ordem) da matriz e uma varia vel ponteiro para tipo float chamada data, 
utilizada para armazenar os dados (valor dos elementos) da matriz de maneira vetorial 
(array) atraves da formula data[i*size+j], onde i representa a linha da matriz na qual 
se encontra o elemento e j e a col una. A funs;ao construtora aloca dinamicamente 
espas;o para armazenar os elementos da matriz e preenche esses espas;os com zeros, 
garantindo que qualquer objeto dessa classe esta zerado quando de sua inicializao;:ao. 
Listagem 5. 6 - Parte do arquivo de cabet;alho da classe TSqMatrix 
#define ERRO_MATRIX 0.00001 II usado no metodo de decomposicao para decidir 






unsigned int size ; 
float *data ; 
TSqMatrix(unsigned int order= 0) ; II construtora 
- TSqMatrix() ; II destrutora 
void Put_Element( float value, unsigned int a, unsigned int b); 
float Get_Element(unsigned int a, unsigned int b); 
void Add_Element (float value, unsigned int a, unsigned int b) ; 
void Solve ( TVetFloat * fvet) ; 
void DisplayO ; 
void operator *= (TSqMatrix MatB) ; 
void operator= (TSqMatrix MatB) ; 
unsigned int Get_ Size() { return(size) ; } II retorno a ordem da matriz 
void Transposta() ; II calcula a matriz transposta da que fez a chamada ao 
II metodo armazenando o resultado nela 
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Os rnetodos Put_Element e Get_Element, sernelhante as 
fun.yoes de rnesrno nome das classes TV etlnt e TV etFloat, arrnazenarn e retomarn o 
valor arrnazenado na posi.yao (i,j) da rnatriz, respectivarnente. Para tanto 
Put_ Element necessita do valor (value) a ser armazenado e dos val ore i e j da 
posi.yao (i e o nfunero da linha e j e o nurnero da coluna) onde ocorrera o 
arrnazenarnento, enquanto Get_Element tern como pariimetros de entrada os indices i 
e j da posi.yao na rnatriz onde se encontra o valor que se deseja recuperar. 
Add_Element e urn rnetodo sernelhante a Put_Element tendo os rnesrnos pariimetros 
de entrada, porern adicionando o valor passado na charnada da fun.yao ao valor que ja 
se encontra arrnazenado na posi.yao (i,j) da rnatriz. 
A fun.yao Solve necessita de urn objeto da classe TVetFloat 
como pariimetro de entrada para poder encontrar a solu.yao do sistema de equa.yoes 
[A].{b} = {c}, onde [A] e a rnatriz que charnou o metodo, {b} eo vetor de incognitas e 
{c} e o vetor que e passado para a fun.yao ( objeto TVetFloat). Na solu.yao desse 
sistema ocorre a decornposi.yao da rnatriz que chama a fun.yao ern urna triangular 
superior e outra inferior (am bas armazenadas na propria rnatriz que foi associada ao 
rnetodo ). 0 resultado da solu.yao do sistema (vetor {b}) e armazenado no objeto 
TVetFioat que foi passado como pariimetro de entrada para o rnetodo (vetor {c}). 
Esse procedimento acarreta urna perda de tempo de 
processarnento se for necessaria urna outra analise da estrutura ( caso de urna analise 
rnais detalhada de urn dos elementos cornponentes do rnodelo - decomposi.;:ao daquele 
em 1 0 por exernplo - ou de urn outro vetor de cargas atuantes na estrutura original 
quando se tern rnultiplos carregarnentos), isso porque a rnatriz de rigidez global e os 
dados do vetor passado como parfunetro de entrada ( vetor de cargas globais) forarn 
perdidos e deverao ser lidos de urn arquivo onde haviarn sido previarnente 
armazenados, a fim de que se possa charnar o rnetodo para a soluo;:ao do novo sistema 
de equa.yoes. 
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Note-se a macro definida no inicio do arquivo de cabe.;:alho 
ERRO _MATRIX. Caso ocorra na decomposi.;:ao da matriz que urn dos elementos da 
diagonal principal resulte em urn valor menor que o definido por essa macro, o 
metodo exibini uma mensagem de erro e encerrani a execu.;:ao do programa. 
Nesta classe encontra-se outra vantagem oferecida pela 
linguagem C++ : a possibilidade de se sobrescrever as fun.;:oes dos operadores. Aqui 
os operadores de igualdade (=)eo de multiplica<;ao com atribui.;:ao ao proprio 
multiplicando (*=)sao redefinidos para utiliza.;:ao na atribui.;:ao dos elementos de uma 
matriz a outra que fez a chamada da fun<;ao ([AJ=[BJ - atribui os elementos de [B) a 
matriz [A)) e para utiliza<;ao na multiplica.;:ao entre duas matrizes com o resultado 
sendo arrnazenado na matriz que esta associada ao metodo ([AI *=[B) - calcula o 
produto da matriz [A) pela matriz [B) e atribui os resultados a matriz [A)). 
5.5 - AS CLASSES TNode E TNode3d 
A classe TN ode, cujo arquivo de cabe.;:alho esta em parte 
transcrito a seguir, e uma classe que representa urn no geometrico no espa<;o 
bidimensional e serve como classe de base para a deriva.;:ao outra classe: TNode3d, 
cujos objetos (n6s geometricos no espa.;:o tridimensional), possuem dados e metodos 
comuns que podem e devem ser herdados da classe de base. Essa heran<;a tambem 
podera ocorrer com objetos semelhantes pertencentes a classes que venham a ser 
implementadas em urn outro trabalho por terem alguma caracteristica especial. 
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Os n6s geometricos, bern como as cargas concentradas 
aplicadas, recalques e restri<;:oes aos deslocamentos devem estar referidos no sistema 
global de coordenadas e a quantidade de n6s deve ser no minimo a necessaria para 
descrever a geometria da estrutura. Assim, deveriio ser colocados n6s nos seguintes 
pontos: 
• em todos os apoios da estrutura; 
• nos locais de aplica<;:iio de qualquer tipo de carga concentrada; 
• nos locais onde existirem descontinuidades; 
• onde houver mudan<;:a de alguma propriedade da se<;:iio transversal do 
elemento ou mudan<;:a do tipo de material deste; 
• onde se desej ar saber o valor dos deslocamentos. 
Em sua area protected, TN ode contem os dados minimos que 
caracterizam qualquer n6 geometrico: as coordenadas X e Y do objeto, bern como seu 
nfunero (definidos nessa area para que as classes derivadas tenham acesso a eles). 
Esses dados devem ser fomecidos nessa ordem para a fun<;:iio construtora quando da 
inicializa<;:iio de urn objeto dessa classe. 
Note-se que alguns dos metodos sao declarados como virtuais. 
Esse procedimento permite que a urn ponteiro relacionado como tipo TN ode seja 
atribuido o endere<;:o de qualquer objeto de uma das suas subclasses (neste trabalho, 
urn objeto do tipo TNode3d), como mostrado pela figura 5.3. Deste modo, na 
chamada de urn dos metodos declarados como virtuais, sera executado aquele que 
estiver relacionado ao tipo de objeto endere<;:ado pelo ponteiro, num claro exemplo do 
polimorfismo. 
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float coordx, coordy; 
unsigned int node_number; 
II variaveis para guardar as coordenadas x e y do node 
II variavel para guarda o numero do node 
TN ode (float X, float Y, unsigned int number) ; 
virtual-TN ode () { } ; 
float Get_X () {return (coordx) ; } II retorna o valor da coordenada X do node. 
float Get_Y () {return (coordy) ; } II retorna o valor da coordenada Y do node. 
unsigned int Get_ Number (){return (node_number) ;} llretorna o numero do node. 
void Chang_ Number (unsigned int new_number=O); II altera o numero do node. 
virtual void Chang_ Coord (AXIS axis, float new_coord); II altera o valor da 
II coordenada axis pelo novo valor new_ coord. 
virtual void Sltow_Node(); II exibe o objeto node na tela. 
virtual float Get_ Z () {error(" sistema de eixos invalido. \n ",SAIR) ; 
return (0.0);} II usado para evitar aviso de Warning 
0 metodo Chang_ Coord e declarado como virtual porque na 
implementayaO deste llietodo e feita uma checagem no valor que foi passado pela 
variavel axis (urn tipo enum declarado no inicio do arquivo de cabe9alho que pode 
receber os valores { x, y, z, xy, xz, yz, nihil} ), havendo uma diferen9a de 
procedimento do metodo conforme o tipo de objeto ao qual esta relacionado. Caso a 
variavel axis passe os valores z, xz, yz ou nihil quando estiver relacionada com urn 
objeto TN ode ou o valor nihil ao se relacionar com urn objeto TNode3d, uma 









r- Classe TNode3d 
figura 5.3 - Relacionamento entre a classe TN ode e a classe derivada TNode3d 
Como mostra parte do arquivo de cabe<;:alho transcrito a seguir, 
TNode3d e declarada como public da classe TN ode. Sendo assim, herda os dados e 
OS metodos deciarados nas areas protected e public desta. 
Listagem 5. 8- Parte do arquivo de cabevalho da classe TNode3d 
{ 
} ; 
class TNode3D :public TNode 
protected: 
public: 
float coordz ; II variavel para guardar a coordenada z do node 
TNode3D (float X, float Y, float Z, unsigned int number) ; II construtora 
virtual-TNode3D (} {} ; II destrutora 
virtual float Get_ Z () {return (coordz) ; } II retorna o valor da coordenada Z do 
//node. 
virtual void Chang_ Coord (AXIS axis, float new_coord); II altera o valor da 
II coordenada passada pela variavel axis. 0 novo valor sera new_ coord. 
virtual void Show_ Node() ; II exibe o objeto node na tela 
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A fun9ao construtora de TNode3d requer os mesmos dados que 
os necessarios para a fun9ao construtora da classe base acrescido da coordenada Z 
(para representar urn no geometrico no espa9o tridimensional), porem na sequencia de 
entrada: coordenada X, coordenada Y, coordenada Z, numero do node. 
Deve-se ressaltar que para objetos da classe TN ode as fun96es 
que recebem como paril.metro uma variavel do tipo enum AXIS retornarao mensagens 
de erro e abortarao a execu9ao caso essa variavel assuma qualquer urn dos valores: z, 
xz ou yz. 
5.6 -AS RESTRI90ES AOS DESLOCAMENTOS 
Na pratica a maioria dos nos de uma estrutura estao com suas 
vincula96es livres em todos os eixos coordenados. Neste projeto considera-se este fato 
armazenando em uma lista apenas os nos que possuem restri96es a deslocarnentos e 
quais as condi9oes dessas restri96es (livre para deslocar ou restrito em determinada 
dire9iio). Assim, os nos (objetos TN ode ou TNode3d) que nao estiverem relacionados 
nessa lista, tern todas as possibilidades de deslocarnentos livres e aqueles que 
estiverem relacionados tern pelo menos uma possibilidade restrita. Com essa 
metodologia obtem-se duas vantagens: 
1. Utiliza9iio de uma quantidade de memoria menor visto que os nos que nao 
possuem restri<;ao ao deslocarnento nao reservam espa9o para qualquer 
variavel que represente essa restri<;ao; 
2. Urn menor tempo de processarnento quando o sistema avaliar a influencia 
das restri<;oes na analise do problema, pois percorrera uma lista com alguns 
poucos nos sujeitos as restri<;oes, nao tendo que percorrer toda a lista de 
nos, onde a grande maioria nao esta associada a uma restri<;ao ao 
deslocarnento. 
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A classe responsavel pela cria9ao de urn objeto que representa 
uma situa9ao de restri9ao em qualquer direc;:ao e a classe TRestricao, cujo arquivo de 
cabec;:alho esta em parte transcrito a seguir. 






unsigned int number_ of_ node ; 
freedom dof; II armazena o grau de liberdade do node em relacao a translacao 
II em X, Y e Z e a rotacao no plano XY, XZ e YZ 
II- 0 para livre e 1 para restrito. 
TRestricao (unsigned int node_number, unsigned intfree_x, unsigned intfree_y, 
unsigned intfree_xy); II construtora quando o node for bidimensional 
TRestricao (unsigned int node_number, unsigned intfree_x, unsigned intfreey, 
unsigned intfree_z, unsigned intfree_xy, unsigned intfree_xz, 
unsigned intfree_yz); II construtora quando o node for tridimensional 
- TRestricao () {} ; 
unsigned int Get_Node_Number () {return (number_of_node) ; } II retorna o numero 
II do node que tem a restricao 
void Chang_Node_Number (unsigned int new_number=O); II altera o numero do 
II node que tem a restricao 
void Chang_Restricao(AXIS axis); II altera a restricao no eixo passado como 
II parametro. Se esta livre, restring e. Se esta restrito, Iibera. 
unsigned int Get_Restricao(AXIS axis); II retorna a condicao do grau de 
II liberdade no eixo passado como parametro. 
void Get_ All_ Restricao( freedom & restr) ; II retorna a condicao de todas as 
II restricoes que estao atuando no node. 
Note-se que existem duas fun9oes construtoras: urna para 
inicializar urn objeto TRestricao relacionado com urn n6 bidimensional, outra para 
urn mesmo objeto porem relacionado com urn n6 tridimensional. No primeiro caso os 
pariimetros a serem passados sao: nfunero do n6, possibilidade de deslocamento na 
direc;ao do eixo X (translac;ao ), possibilidade de deslocarnento na direc;ao do eixo Y 
(translac;:ao), possibilidade de deslocarnento no plano XY (rotac;ao), nessa ordem. No 
segundo caso, os pariimetros sao: numero do n6 seguido das possibilidades de 
deslocamentos nas direc;oes X, Y, Z, XY, XZ e YZ, nessa ordem. Assim sendo, a 
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fun<;:ao construtora que sera executada dependera da quantidade de parfunetros 
passados e estes estao vinculados ao tipo de n6 ao qual se deseja atribuir restri<;:ao. 
Deve-se ressaltar tambem, a forma de armazenamento dos 
graus de liberdade de urn n6 estrutural. Utilizando-se de urn recurso do C++ dentro de 
uma estrutura de dados (struct) charnada freedom, apresentada na tabela 5.1, trabalha-
se bit a bit para armazenar val ores 0 (livre) ou 1 (restrito ), representando, assim, os 
graus de liberdade, ao mesmo tempo que obtem-se urn melhor aproveitamento da 
memoria do sistema. 
Tabela 5 .I - Struct freedom 
struct freedom 
{ 
unsigned tranx : I ; 
unsigned : I ; 
unsigned trany : I ; 
unsigned : I ; 
unsigned tranz : I ; 
unsigned : I ; 
unsigned rotxy : I ; 
unsigned : I ; 
unsigned rotxz : I ; 
unsigned : I ; 
unsigned rotyz : I ; 
unsigned : 5 ; 
} 
II translacao em x 
//not used 
I I transiacao em y 
//not used 
II translacao em z 
//not used 
I I rotacao em xy 
//not used 
I I rotacao em xz 
//not used 
I I rotacao em yz 
//not used 
A variavel AXIS presente nas fun<;:oes Chang_Restricao, 
Get_Restricao e Get_All_Restricao e do tipo enum e pode assurnir qualquer urn dos 
valores { x, y, z, xy, xz, yz, nihil}, sendo, portanto, do mesmo tipo definido na classe 
TN ode. 
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5 . 7 - OS RECALQUES 
A existencia de n6s com recalque e, normalmente, menor que a 
quantidade total de n6s, portanto, o procedimento utilizado na classe TRestricao de 
armazenar em urna lista apenas os numeros dos n6s e as restri((5es nele impostas ( ou 
seja, urn objeto TRestricao) e aqui repetido, criando-se uma lista onde serao 
armazenados os numeros dos nos que tenham recalques, bern como o valor desses 
recalques. 
Assim, para possibilitar a adi((iio de recalques nos n6s do 
problema analisado implementou-se a classe TRecalque a qual contem na area 
protected duas variaveis: urn unsigned int denominado number_node que registra o 
nlimero do n6 que apresenta algurn recalque e urn ponteiro para urn objeto da classe 
TV etFloat, de nome fvet _delta, que endere((a urn "vetor" onde estao armazenados os 
recalques atuantes no n6 segundo o esquema da tabela 5.2. 
Tabela 5.2- Posiyiio dos recalques no objeto fvet_delta da classe TVetFioat 
Para urn n6 bidimensional: Para urn n6 tridimensional: 
posiyiio [0] --- recalque na dire9iio do eixo X posiyiio [0] --- recalque na dire9iio do eixo X 
posiyiio [I] --- recalque na direyiio do eixo Y posiyiio [I] --- recalque na dire9iio do eixo Y 
posi9iio [2] --- recalque no plano XY posi9iio [2] --- recalque na dire9iio do eixo Z 
posi9ao [3] --- recalque no plano XY 
posi9ao [4] --- recalque no plano XZ 
posi9ao [ 5] --- recalque no plano YZ 
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Com rela<;ao ao ponteiro passado na inicializa<;ao de urn objeto 
dessa classe deve-se observar a necessidade de mante-lo coerente como plano ou 
espa<;o da analise. Assim, antes de ser utilizado na chamada ao metoda construtor de 
urn objeto TRecalque, esse ponteiro devera ser inicializado como segue: 
• Para urn objeto TN ode (analise bidimensional) a sintaxe deve ser 
ponteiro_para_TVetFloat =new TVetFloat (3) 
• Para urn objeto TNode3d (analise tridimensional) a sintaxe deve ser 
ponteiro_para_TVetFloat =new TVetFloat (6) 
Com esse ponteiro inicializado, o proximo passo e preencher a 
variavel por ele endere<;ada com os valores dos recalques nas posi<;oes pr6prias 
segundo o esquema apresentado na tabela 5.2 (utilizando-se o metoda Put_Element 
da classe TVetFloat), ap6s o que, pode-se criar urn objeto TRecalque passando-se o 
endere<;o contido nesse ponteiro com a seguinte sintaxe 
objeto _ TRecalque = new TRecalque (numero _do_ node, ponteiro _para_ TVetFloat) 
A fun<;ao construtora fara, entao, uma c6pia dos valores dos recalques endere<;:ados 
por ponteiro _para_ TVetFloat na variavel endere<;:ada por fvet_ delta. 
Conforme as declara<;:oes dos metodos mostradas no arquivo de 
cabe<;:alho transcrito a seguir, tem-se que o metoda Get_Recalque retoma o valor do 
recalque existente no eixo ou plano referido pela variavel axis, enquanto o metoda 
Chang_Recalque altera o valor do recalque existente no eixo ou plano passado por 
axis, substituindo-o pelo novo valor que deve ser fomecido atraves da variavel 
new _recalq. Nos dois casos a variavel axis e do mesmo tipo en urn que a referida nas 
classes TN ode e TRestricao. Caso a variavel axis nao seja compativel como 
tamanho do "vetor" de recalques atuantes no n6 (variavel fvet_delta), uma mensagem 
de erro sera exibida e a execus:ao do programa interrompida. 
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TVetF/oat * fvet_delta; 
unsigned int number_ node ; 
TRecalque (unsigned int node_number, TVetF/oat * fvet_reca/q=NULL); II construtora 
- TRecalque () ; II destrutora 
unsigned int Get_Number_Node (){return (number_node};} llretorna o numero 
II do node que possui recalque em qualquer um dos eixos ou pianos 
float Get_Recalque (AXIS axis); II retorna o valor do recalque que existe no ei~o 
II ou plano axis 
void Get_All_Reca/que (TVetF/oat * fvet_recalq=NULL); II retorna todos os 
II recalques que existem atuando no node 
void Chang_Reca/que(AXIS axis, float new_reca/q=O.O); II a/tera o valor do 
II recalque que existe no eixo ou plano axis pelo novo valor new _recalq 
0 metodo Get_Ail_Recalque retorna, seguindo o esquema da 
tabela 5 .2, nas posi<;oes da variavel cujo endere<;o e passado pelo ponteiro que chama 
o metodo (ponteiro para urn objeto TVetFioat), os valores de todos os recalques 
atuantes no n6. Esse ponteiro devera ter tamanho 3 (bidimensional) ou 6 
(tridimensional), caso contr:irio uma mensagem de erro sera exibida e a execu<;ao do 
progama interrompida. 
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5.8 - OS ELEMENTOS 
5.8.1- 0 ELEMENTO GENERICO 
Pretende-se que cres<;a o trabalho aqui desenvolvido. Com isso, 
muito embora nesta etapa tenham sido desenvolvidos apenas elementos de barra com 
dois nos para tratar o problema a ser analisado, espera-se que em outros projetos 
venham a ser desenvolvidas classes especializadas que trabalhem com outros tipos de 
elementos (triangulares, quadriliiteros, barras considerando-se nao linearidade, analide 
diml.mica, etc), utilizando-se das propriedades da heran<;a e do polimorfismo. 
Tendo-se esse objetivo, propoe-se o esquema da figura 5.4 para 
a hierarquia das classes dos elementos. Esse esquema e semelhante ao proposto entre 
as classes de nos geometricos, porem com significativas diferen<;as em sua 
irnplementa<;ao. Como mostra o diagrama, pode-se declarar urn ponteiro para a classe 
TElement e inicializa-lo com urn objeto TBarra, TBarra3D ou qualquer outro que 
venha a ser desenvolvido. 
Nesta implernenta<;ao, a classe TEiement nao e meramente 
uma classe abstrata; sua fun<;ao construtora gerencia o numero do elemento (variavel 
de nome number_of_element do tipo unsigned int localizada na area protected), 
dado que qualquer objeto de classe derivada contem, devendo-se, portanto, fornecer 
este valor quando da cria<;ao de urn objeto desta classe ou de qualquer das suas sub-
classes. Na declara<;ao da fun<;ao construtora existe urn valor default igual a zero o 
qual, no corpo da fun<;ao, e fornecido para esta variavel. Deste modo, caso nao haja 
passagem de nenhum valor para a funyao construtora quando de sua chamada, esta 
exibira uma mensagem solicitando ao usuario que de entrada como nilrnero do 
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Figura 5.4 - Hierarquia entre a classe TElement e suas classes derivadas 
Outra variavel que urn objeto dessa classe ou de urna das suas 
sub-classes con tern e urn ponteiro para uma lista de nos (varia vel denominada 
flistnode ). A atribui<;;ao de urn endere<;;o para esse ponteiro deve ser feita na 
inicializa.yao de urn objeto de urna das sub-classes mais especificas, pois a quantidade 
de nos (objetos TNode ou TNode3d) por elemento pode variar: elementos de barra 
com 2 ou 3 nos (para levar em considera.yao varia.yao da se.yao ao Iongo do 
comprimento, por exemplo ), elementos triangulares com 3, 6 ou 9 nos, etc. Assim, na 
inicializa.yao devera ser passado o endere<;:o de uma lista previamente criada e 
preenchida com os nos pertencentes ao elemento que sera inicializado. 
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Com relayaO a lista de n6s do elemento (flistnode ), quando 
associada a urn clemento de barra, deve-se ter em considerayao que o primeiro 
ponteiro armazenado nessa lista representa o n6 inicial da barra e o ultimo ponteiro 
representa o n6 final. Neste trabalho essa observa9ao e irrelevante visto que todos os 
elementos de barra aqui desenvolvidos possuem apenas dois n6s, porem em urn 
trabalho futuro onde seja desenvolvida uma classe para representar urn elemento de 
barra com tres ou mais n6s deve-se ficar atento a esse detalhe, pois os metodos 
Get_Size, Get_Nf e Chang_Nf, aqui desenvolvidos para objetos de barra em duas e 
tres dimensoes, adotam essa convenyao. 






unsigned int number; II variavel que guardar o numero do e/emento. 
TList * jlistnode ; II guarda a lista de nodes do elemento 
TElement ( TList * felement_list_node, unsigned int number_of_element=O); 
virtual-TE/ement () ; 
unsigned int Get_ Number () {return (number) ; } 
void Chang_ Number (unsigned int new_ number=O) ; 
TList * Get_ List_ Node() { return(flistnode) ; } 
Os metodos comuns a todos os elementos dessa classe ou deJa 
derivados sao Get_ Number (retoma o valor do numero do elemento ), 
Chang_Number que altera o nlimero do elemento substituindo-o pelo valor que e 
passado para a funyao (caso nao seja passado nemhum valor, o metodo pede que o 
usuario fome9a urn nlimero pelo teclado em tempo de execuyao) e e utilizada quando 
se retira elementos da estrutura, e Get_List_Node (retoma urn ponteiro para a.lista de 
n6s do elemento ), utilizada para montagem da matriz de rigidez da estrutura. 
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5.8.2- 0 ELEMENTO DE BARRA 
Derivada da classe TElernent, a classe TBarra guarda as 
variaveis e propriedades comuns as barras em 2 e 3 dimensiies. Sua fun<;ao construtora 
recebe como parfunetros urn ponteiro para a lista de nos do elemento barra e o numero 
do elemento (se nao fomecido e adotado o valor default zero), os quais sao passados 
para a construtora da classe TElernent. Outros dois parfunetros a serem fomecidos a 
fun<;ao construtora sao urn ponteiro para urn objeto da classe TGrupSecao (indica 
qual grupo de se<;ao transversal a barra pertence) e urn ponteiro para urn objeto da 
classe TMaterial (indicativo do tipo de material da barra), ambos declarados com 
valor default NULL. Caso nao sejam fomecidos qualquer urn desses ponteiros a 
construtora exibira uma mensagem de erro e encerrani a execu<;ao do programa. 
Localiza-se na area protected as variaveis size (do tipo float) 
que armazena o comprimento do elemento barra, fgrupsecao (urn ponteiro para a 
classe TGrupSecao) e frnaterial (urn ponteiro para a classe TMaterial- classe que 
descreve o comportamento do material elastico linerar neste trabalho ). Esses ponteiros 
recebem os endere<;os passados pela fun<;ao construtora atraves dos ponteiros 
fgrup_of_secao e frnat respectivamente (ver declara<;ao do metodo no arquivo de 
cabe<;alho transcrito a seguir). Tambem localizada na area protected esta urn metodo 
denominado Set_Size declarado como virtual, cuja fun<;ao e a de calcular o 
comprimento da barra e atribuir o resultado a variavel size. Sua chamada e feita dentro 
da fun<;ao construtora da classe. 
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Listagem 5. 12 - Parte do arquivo de cabe9alho da classe TBarra 
#define MA TBAR2D _SIZE 6 II macro utilizada para determinar a ordem da matriz de rigidez 
II de um objeto barra com dois nodes e no espaco bidimensionaL 




TGrupSecao * fgrupsecao ; 
TMaterial * fmaterial; 
float size; 
virtual void Set_ Size() ; 
II aponta para o tipo de secao transversal da barra. 
II guarda qual o tipo de material da barra. 
II guarda o comprimento da barra. 
II metodo que calcula o comprimento da barra e atribui o 
II valor a variavel size 
TBarra ( TList * felement_list_node, unsigned int element_number=O, 
TGrupSecao * fgrup _ of_secao=NULL, TMaterial * fmat =NULL) ; 
II construtora 
virtual-TBarra () {} ; II destrutora 
float Get_ Size () {return (size) ; } II retorna o comprimento da barra 
TMaterial * Get_Material () {return (/material) ; } II retorna um ponteiro para o 
II objeto TMaterial da barra 
float Get_Modulo _ Elasticidade() {return(fmaterial->Get_ Elasticidade( ));} II retorna 
II o modulo de elasticidade da barra 
void Chang_ Material ( TMaterial * fnew _material= NULL) ; II altera o tipo de 
II material da barra 
TSecao * Get_ Secao () {return ( fgrupsecao->Get_ Secao()) ; } II retorno um ponteiro 
II para um objeto Tsecao da barra 
void Chang_ Grup _ Secao (TGrupSecao * fnew _grup=NULL) ; II altera a qual grupo 
II de secao a barra pertence 
void Chang_Ni (TNode * fnew_ni); II altera o no inicial da barra 
void Chang_Nf (TN ode * fnew _ nj) ; II altera o no final da barra 
TNode * Get_Ni () {return ( (TNode *)flistnode->Get_Data(l));} 1/retorna um 
II ponteiro para o objeto TN ode que representa o no inicial da barra 
TN ode * Get_Nf () { return((TNode *)flistnode->Get_Data(flistnode->Get_ Used()));} 
II retorno um ponteiro para o objeto TN ode que representa o no final da barra 
1111111111 FUNCOES VIRTUAIS 111111111 
virtual void Get_ Rig_ Matrix_ At_ Local_ Coord ( TSqMatrix * frig_ bar) ; II calcula a 
II matriz de rigidez da barra no sistema de eb:os locale retorna-a atraves 
II do ponteiro frig_ bar. Essa matriz e de ordem igual a macro 
II MATBAR2D_SIZE. 
virtual void Get_ Rotacional_ Matrix ( TSqMatrix * frot_ matrix) ; II calcula a 
II matriz de rotacao do sistema de eixos local para o global e retorna-a 
II atraves do ponteiro frot_matrix. Essa matriz e de ordem igual a macro 
II MATBAR2D_SIZE. 
virtual void Get_Rig_Matrix_At_ Global_ Coord ( TSqMatrix *frig_bar); II calcula a 
II matriz de rigidez da barra no sistema de eixos global e retorno-a atraves 
II do ponteiro frig_ bar. Essa matriz e de ordem igual a macro 
II MATBAR2D _SIZE. 
IIIII///= metodos virtuais validos apenas para objetos barra tridimensionais--41111111 
}; 
virtual float Get_ Angulo (); II retorna o angulo existente entre o eixo Y da secao 
II (local) e um eixo globaL Exibe mensagem de erro se utilizado com 
II objetos TBarra e encerra a execucao do programa. 
virtual void Chang_ Angulo( float new_ angulo=O) ; II altera o angulo existente 
II entre o eixo Y da secao (local) e um eixo global. Exibe mensagem de erro se 
II utilizado com objetos TBarra e encerra a execucao do programa. 
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Na transcri.;:ao de parte do arquivo de cabec;alho da classe 
TBarra os metodos sao explicados ao !ado da sua declarac;ao (alguns deles 
implementados "in line"). Deve-se salientar que as func,:oes Get_ Angulo e 
Chang_Angulo exibem mensagem de erro e encerram a execu.;:ao se forem utilizadas 
com objetos dessa classe, pois estao relacionadas com urn angulo inexistente nas 







Figura 5.5 -Angulo de rotas:ao em torno do eixo local xm 
A classe TBarra3d e declarada como public da classe TBarra 
sendo, portanto, derivada desta e herdando, assim, as variiiveis e metodos declarados 
nas iireas protected e public. Dessa forma, acrescenta-se apenas uma variiivel a classe 
TBarra3d (umjloat denominado axis_angulo para representar o iingulo a mostrado 
na figura 5.5 e que deve ser fomecido em radianos) e reescreve-se apenas os metodos 
cujas rotinas de ciilculos sao diferentes das realizadas na analise no plano para que 
seja possivel representar urn elemento de barra no espac;o tridimensional, numa clara 
vantagern apresentada pela propriedade da heranc;a. 
92 
Listagem 5. 13- Parte do arquivo de cabe9alho da classe TBarra3d 
#define MATBAR3D_SIZE 12 II macro utilizada para determinar a ordem da matriz de rigidez 
II de um objeto barra com dais nodes e no espaco tridimensionaL 




float axis_ angulo ; 
virtual void Set_Size () ; 
II guarda o angulo de rotacao do eixo X da secao. 
II metodo para calcular o comprimento da barra e 
II atribuir o resultado a variavel size 
TBarra3d ( TList *felement_list_node, unsigned int element_ number, 
TGrupSecao * Jgrup _of_ secao=NULL, TMaterial * fmat =NULL, 
float angulo=O.O) ; II construtora 
virtual-TBarra3d () {} ; II destrutora 
1111111111=-FUNCOES VIRTUAIS- !111111111 
virtual void Get_ Rig_ Matrix_At_Local_ Coord ( TSqMatrix * frig_ bar) ; 
virtual void Get_ Rotacional_ Matrix ( TSqMatrix * frot_matrix) ; 
virtual void Get_ Rig_ Matrix_ At_ Global_ Coord ( TSqMatrix *frig_ bar) ; 
111111/, metodos virtuais validos apenas para objetos barra tridimensionais=~~llllllllll 
virtual float Get_Angulo () { return(axis _ angulo) ; } II retorna o angulo existente 
II entre o eixo Y da secao (local) e um eixo global. 
virtual void Chang_ Angulo( float new_angulo=O); II altera o angulo existente 
II entre o eixo Y da secao (local) e um eixo global. 
}; 
Assim, sao reescritos os metodos Get_Rotacional_Matrix, 
Get_ Rig_ Matrix _At_ Local_ Coord, Get_ Rig_ Matrix_ At_ Global_ Coord, 
Get_Angulo, Chang_ Angulo e Set_ Size, bern como a fun<;ao construtora, na qual 
passa a existir uma variavel do tipo float chamada angulo que passa para o metodo o 
valor do iingulo (em radianos) de rotao;:ao do eixo X da seo;:ao. Essa variavel e 
declarada com o valor default zero refletindo o que e mais comum na pratica: os 
elementos nao estao com suas se<;oes transversais rotacionadas; e seu valor e atribuido 
a variavel axis_angulo da classe. 
Para TBarra3d, o metodo Chang_ Angulo (altera o iingulo de 
rota<;ao do eixo X local) e declarado com o valor default zero para o parfunetro que !he 
e passado significando que se nenhum valor for passado, a se<;ao nao estara 
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rotacionada em relac;:ao ao sistema global. 0 valor desse parametro deve ser fornecido 
em radianos e e atribuido a variavel axis_angulo na implementac;:ao do metodo. 
Tanto para objetos TBarra como para objetos TBarra3d, o 
metoda Get_Rig_Matrix_At_ Global_ Coord calcula a matrix de rigidez do elemento 
barra (com dois nos) em termos do sistema de eixos global do problema e a retorna, 
atraves do mesmo ponteiro endere9ado com urn objeto TSqMatrix que !he e passado 
como parametro, para que possa ser feita sua contribui~j:ao na matriz de rigidez global. 
Dentro do seu c6digo, esse metodo utiliza-se da fun~j:ao 
Get_Rig_Matrix_At_Local_ Coord para calcular a matrix de rigidez do elemento 
barra em termos de seu sistema de eixos local, passando-lhe urn ponteiro para urn 
objeto TSqMatrix como parametro e atraves do qual se obtem a matriz desejada. 
Entao, conseguindo-se a matrix de rota<;:ao de eixos por meio da fun9ao 
Get_Rotacional_Matrix, sao feitos os calculos necessarios para se considerar a 
mudan<;:a do sistema de eixos do elemento (local) para o sistema de eixos da estrutura 
(global). 
Existe a possibilidade de se alterar todos os dados do objeto 
barra, dando-se especial atens:ao a sua ses:ao transversal que pode ser alterada em 
apenas uma barra- urn pilar de urn edificio, por exemplo - com a utilizayao do metodo 
Chang_Grup_Secao associado a barra que se deseja altera a se9ao ou para todo urn 
conjunto de barras - banzos de uma treli<;:a, por exemplo - com a utiliza~j:ao do metodo 
Chang_Grup_Secao associado ao grupo que se deseja alterar a seyao (pertencente a 
classe TGrupSecao ). Esse recurso e muito uti! na pratica quando se pretende executar 
urn dimensionamento do elemento, onde nao raras sao as vezes em que tal ca!culo nos 
leva a conclusao de que a ses:ao nao atende aos padroes de resistencia ou e por demais 
resistente, tornando-se anti-econ6mica. A solu<;:ao para essas situa96es e a mudan<;:a da 
sec;:ao transversal da pe<;:a analisada, dai a importancia da existencia dessa op~j:ao. 
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5.9 - OS ARQUIVOS DE PERFIS E AS 
SE~OES TRANSVERSAIS 
Neste projeto deve-se associar a urn elemento de barra ( o (mico 
aqui tratado) urna determinada se<;:ao transversal que em muitos casos (principalmente 
em estruturas metalicas) existem tabeladas em catalogos dos fabricantes, os quais 
fomecem as informa<;:oes necessarias tais como area, dimensoes, peso, momentos de 
inercia, etc. 
Planejou-se, entao, obter essas informa<;:oes a partir de arquivos 
de dados previamente arrnazenados no disco rigido , sendo, portanto, necessaria 
primeiramente criar tais arquivos. 
Com esse objetivo foi implementado urn pequeno programa que 
se utiliza de urna classe raiz abstrata para tratar com arquivos de se<;:oes transversais e 
outras classes derivadas dessa, representando cada urna urn arquivo para urn 
determinado tipo de se<;:ao transversal. Assim formou-se a hierarquia de classes 
mostrada na figura 5.6. 
A exemplo do procedimento adotado para TN ode e TElement, 
urn ponteiro para urn objeto TArquivos_de_Secoes pode ser inicializado com 
qualquer uma das classes derivadas, como se percebe pela figura 5.6. Esse 
procedimento permitira aumentar indefinidamente a quantidade de classes derivadas, 
bastando para isso que cada uma delas seja declarada como public da classe raiz e que 
possua, alem das fun<;:oes construtora e destrutora, as mesmas declara<;:oes virtuais 
seguintes: 
virtual void Ler _ Secao (int num = 0) ; 
virtual void Get_New_Secao(void *cant); 
virtual void Show_Secao(void *cant); 
virtual void Corrigir (int number = 0) ; 
virtual void Procurar( void *sec, int & aux ); 
virtual void* Procurar(jloat h=O,jloat b=O,jloal e=O); 
virtual void Escreve_no_Final(}; 
Metodos da classe de T Arquivos _de_ Secoes e classes derivadas 
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Classe TArquivos _de Secoes 
Ponteiro -(Classe Abstrata) Classe Raiz 
~----1 Classe TArq Cant Desigl Gera o arquivo candesig.dat (cantoneira de abas deSiguais) 
----1 Classe TArq_Cant_Igua I Gera o arquivo canigua.dat ( cantoneira de abas •guais) 
~ ·~·~--~~ Classe TArq_Perfil_H I Gera o arquivo perfil_h.dat 
•··-i Classe TArq_Perfii_I I Gera o arquivo perfil_i.dat 
--1 Classe TArq_Perfil_ U I Gera o arquivo perfil_u.dat 
Futuras Implementa<,:5es 
Figura 5.6 - Hierarquia Entre as Classes Que Manipulam Arquivos de Se9oes 
As classes de arquivos nao dispoem de variaveis de dados a 
serem inicializadas, mas se utilizam de uma serie de structs declaradas no arquivo 
my _struct.h, uma para cada tipo de se<;ao. As funr;:oes dessas classes, alem da 
construtora e destrutora que nada executam, sao: 
virtual void Get_New_secao (void *cant) ; 
• - metodo private que e usado por outras funr;:oes (Corrigir e 
Escrever) e cuja funr;:ao e pedir ao usuiirio que fome<,:a os dados de 
uma nova se<,:iio; 
virtual void Show_Secao (void *cant) ; 
• - metodo private que e usado por outras fun<;oes (Ler_Secao) e cuja 
funr;:ao e exibir na tela os dados de uma ser;:ao annazenada; 
virtual void Corrigir (int number = 0) ; 
• -Tern a funr;:ao de corrigir qualquer ser;:ao (armazenada no arquivo 
sob numero number) que tenha tido qualquer urn de seus dados 
gravado erroneamente; 
virtual void Escreve_no_Final (); 
• - metodo que e o responsavel pelo aumento da quantidade de ser;:oes 
armazenadas nos arquivos pois grava os dados de uma nova ser;:ao 
no final do arquivo correspondente; 
virtual void Procurar( void *sec , int & aux) ; 
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• Classe TCantoneira_Igual : utiliza OS metodos da classe 
TArq_Cant_lgua para ler no arquivo canigua.dat os dados de uma se.yao 
cantoneira de abas iguais, requerida atraves das variaveisfloat passadas 
como parfunetros. Caso a se.yao seja localizada no arquivo, os dados lidos 
sao transcritos em uma variavel pertencente a sua area private do tipo 
struct Canto_Igua. Essa struct encontra-se declarada no arquivo 
my_ struc.h; 
• Classe TSecao_Perfii_H: utiliza OS metodos da classe TArq_Perf_H para 
ler no arquivo perfil_ h.dat os dados de uma se.yao de perfil H, requerida 
atraves das variaveis float passadas como parfunetros. Caso a se<;ao seja 
localizada no arquivo, os dados lidos sao transcritos em uma variavel 
pertencente a sua area private do tipo struct Perfii_H . Essa struct 
encontra-se declarada no arquivo my _struc.h; 
• Classe TSecao_Perfil_I: utiliza OS metodos da classe TArq_Perf_I para 
ler no arquivo perfil_i.dat os dados de uma se<;ao de perfil I, requerida 
atraves das variaveis float passadas como pariimetros. Caso a se<;ao seja 
localizada no arquivo, os dados lidos sao transcritos em uma variavel 
pertencente a sua area private do tipo struct Perfii_I . Essa struct encontra-
se declarada no arquivo my_ struc.h; 
• Classe TSecao_Perfil_U: utiliza OS metodos da classe TArq_Perf_U para 
ler no arquivo perfil_u.dat os dados de uma se<;ao de perfil U, requerida 
atraves das variaveis float passadas como pariimetros. Caso a se<;:ao seja 
localizada no arquivo, os dados lidos sao transcritos em uma variavel 
pertencente a sua area private do tipo struct Perfil_ U . Essa struct 
encontra-se declarada no arquivo my _struc.h; 
• Classe TSecao-Qualquer : nao utiliza OS metodos para ler de arquivo OS 
dados de uma se<;ao. As variaveis float passadas como parfunetros sao os 
dados da se<;ao: area, Jx, Jy, Jt e peso (nessa ordem), os quais sao 
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transcritos pela construtora da classe para uma variavel do tipo struct 
secao _ qualquer existente na area private. Essa struct encontra-se 
declarada no arquivo my _struc.h; 
Os metodos aos quais a classe TGeneric_Secao e suas classes 
derivadas respondem sao apresentados a seguir. Na implementayao de uma nova 
classe derivada dessa, deve-se providenciar a declaray1io e a implementayiio de uma 
funyiio de mesmo nome para cada uma das aqui mostradas. 
Listagem 5. 14- Parte do arquivo de cabe9alho da classe TGeneric_Secao 
TGeneric _ Secao 
virtual - TGeneric _ Secao 
virtual float Get_ Altura 
virtual float Get_ Aha 
virtual float Get_ Esp 
virtual float Get_ Peso 
virtual float Get_ Area 
virtual float Get_J_xx 
virtual float Get_ w_ XX 
virtual float Get_I_xx 
virtual float Get_Y_xx 
virtual float Get_J_yy 
virtual float Get_ W _yy 
virtual float Get_I_yy 
virtual float Get_ X _yy 
virtual float Get_Jmax_ll 
virtual float Get_ /max_ I I 
virtual float Get_Jmin_22 
virtual float Get_Imin_22 
virtual float Get_Tang_alfa_y_22 
virtual float Get_Base 
virtual float Get_W _yl_xx 
virtual float Get_W _pl_yy 
virtual float Get_Esp_Alma 
virtual float Get_ Esp _Mesa 
virtual float Get_ Jtorcao 




























Dessa forma resolveu-se o problema de representar uma se.;ao 
transversal restando outro: atribuir uma se<;iio transversal a uma barra. 
A ideia natural de atribuir o endere<;:o de urn objeto da classe 
TGeneric _ Secao a uma variavel tipo ponteiro associado ao objeto da classe TBarra 
esbarra em urn possivel problema: como da classe TGeneric_Secao podem derivar 
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outras classes nao incluidas neste trabalho, a cria<yao de uma nova classe de se<;ao 
transversal implicaria em 
• inserir essa nova op<;ao na fun<;ao que executa a inicializa<;ao do ponteiro da 
classe TBarra para as se<;iies e 
• incluir essa op<;ao na fun<;ao que faz a leitura do arquivo de dados, 
ou seja, haveria a necessidade de se alterar c6digo ja testado. 
0 problema foi con tornado ( ou minimizado) com a cria<;ao de 
uma nova classe chamada TSecao que tern em sua area protected urn ponteiro para 
urn objeto TGeneric_Secao e uma variavel do tipo char (denominada format). Sua 
funyao construtora, transcrita a seguir, recebe como urn dos parfunetros urn caracter e 
atribui-o a essa variavel sendo esse char responsavel pela inicializa((ao do ponteiro 
para o objeto da classe TGeneric_Secao atraves do comando switch. 
Listagem 5. 15- Metodo construtor da classe TSecao 
TSecao :: TSecao (char A, float B,jloat C,jloat D,jloat E,jloat F) 
{ 
} 




case 'C' :fptrsec =new TCantoneira_Igual(B,C,D,E,F); break; 
case 'L' :fptrsec =new TCantoneira_Desigual(B,C,D,E,F); break; 
case 'H': fptrsec =new TSecao _ Perjil_H(B,C,D,E,F) ; break ; 
case 'I' :fptrsec =new TSecao_Perjil_I(B,C,D,E,F); break; 
case 'U' :fptrsec =new TSecao_Perfil_U(B,C,D,E,F); break; 
case 'Q' :fptrsec =new TSecao_Qualquer(B,C,D,E,F); break; 
default: error("secao nao implementada em TSecao.\n ") ; 
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Os outros parfunetros que devem ser fomecidos a construtora 
sao valores do tipo float e estao diretamente relacionados ao tipo da seo;:ao transversal, 
sendo eles: 
• os valores do comprimento da aba e a espessura da cantoneira quando o 
perfil for uma cantoneira de abas iguais; 
• os valores da altura, o comprimento da aba e a espessura da cantoneira 
quando o perfil for uma cantoneira de abas desiguais; 
• os val ores da altura e o peso do perfil quando se tratar de perfis I, H ou U; 
• os valores da area, de Jx, Jy, Jt eo peso quando for qualquer outro tipo de 
seo;:ao. 
Perceba-se pela construtora que esses valores sao utilizados para a inicializao;:ao do 
ponteirofptrsec (objeto do tipo TGeneric_Secao), variavel da classe TSecao, e sao os 
mesmos utilizados pelas restectivas classes derivadas de T Arquivos _de_ Secoes para 
encontrar os dados das seo;:oes nos arquivos correspondentes. 
Apresenta-se a seguir o arquivo de cabec;alho da classe TSecao. 
A maioria dos metodos nao necessitam de pariimetros de entrada e tern como funo;:ao 
retomar os valores que seus nomes representam. Note-se o metodo Chang_ Formato 
que recebe como parfunetro os mesmos dados da funo;:ao construtora. Esse metodo 
permite alterar o ponteiro fptrsec do objeto TSecao primeiramente utilizando o 
comando delete para esse ponteiro e inicializando-o novamente de modo identico ao 
utilizado na construtora, representando, assim, a substituio;:ao de uma sec;ao transversal 
por outra. 
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TSecao (char A, float B=O,float C=O,float D=O,float E=O,float F=O): 
- TSecao () {delete fptrsec ; } ; 
char Formato () ; 
void Chang_ Formato (char G,float J=O,float L=O,float M=O,float N=O,float P=O); 
float Altura () {return (fptrsec->Get_Altura()); } 
float Aha () {return (fptrsec->Get_Aba()) ; } 
float Esp () {return (fptrsec->Get_ Esp()) ; } 
float Peso () {return (fptrsec->Get_ Peso()) ; } 
float Area () {return (fptrsec->Get_Area()); } 
float J_xx () {return (fptrsec->Get_J_xx()); } 
float W_xx () {return (fptrsec->Get_W_xx()); } 
float I_ xx () {return (fptrsec->Get_I_ xx()) ; } 
float Y_xx (){return (fptrsec->Get_Y_xx(}); } 
float J _yy () {return ( fptrsec->Get_ J _yy()) ; } 
float W _yy () {return (fptrsec->Get_ W _yy()) ; } 
floatl_yy () {return (fptrsec->Get_I_yy()); } 
float X _yy () {return (fptrsec->Get_ X _yy()) ; } 
float Jmax_II () {return (fptrsec->Get_Jmax_ll()); } 
float /max _11 () {return (fptrsec->Get_Imax _11 ()) ; } 
float Jmin _ 22 () {return (fptrsec->Get_ Jmin _ 22()) ; } 
floatlmin_22 () {return (fptrsec->Get_Imin_22()); } 
float Tang_alfa_y_22 () {return ( fptrsec->Get_Tang_alfa_y_22()); } 
float Base () {return (fptrsec->Get_Base()); } 
float W _pl_xx (){return (fptrsec->Get_W _pl_xx()); } 
float W _pl_yy () {return (fptrsec->Get_ W _pl_yy()) ; } 
float Esp_Alma () {return (fptrsec->Get_Esp_Alma()); } 
float Esp_Mesa () {return (fptrsec->Get_Esp_Mesa(}); } 
float Get_ Jt () {return (fptrsec->Get_ Jtorcao() ) ; } 
void Show () {fptrsec->Show_Secao(); } 
Quando houver acrescimo na quantidade de classes de se.yoes 
(classes derivadas de TGeneric_Secao), a declara.yii.o de uma sub-classe de TSecao 
que tenha em sua construtora uma fun.yii.o switch com as novas op.yoes sera suficiente 
para permitir a inicializa.yii.o do ponteiro para TGeneric_Secao com as novas se.yoes. 
Essa construtora primeiramente chamarii a construtora de TSecao, farii a atribui9i'io da 
variiivel char, ap6s o que compararii essa variiivel com as op9oes jii existentes, para 
entii.o, caso ni'io encontre igualdade na compara.yii.o, exibirii uma mensagem de erro 
que deve ser ignorada e iniciarii a pesquisa pelas novas op.yoes implementadas. 
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Poder-se-a, tambem, acrescentar uma nova linha contendo a 
nova opyao dentro da funyao switch da funyao construtora da classe TSecao (uma 
nova opyao case), processo mais pratico, pon\m sujeito a introduyao de erro no codigo 
estavel. 
Procurando-se por urn melhor gerenciamento da quantidade de 
memoria do sistema e rapidez de processamento, optou-se por nao atribuir uma seyao 
transversal a cada urn dos elementos diretamente, mas sim, criar uma lista de seyiles 
transversais, urn objeto da classe TList, e atribuir a seyao a urn grupo de elementos. 
Dessa forma traduz-se para a area cientifica dois fatos rotineiros na pratica: 
• varias peyas de uma estrutura tern a mesma seyao transversal (pilares e 
vigas em edificios por exemplo ). Assim, se existirem n peyas com a mesma 
seyao, ao inves de serem armazenados os dados de n seyoes iguais, 
arrnazena-se os dados de urna seyao e n ponteiros para a sua posi9ao na 
memoria, o que economiza uma consideravel quantidade desta. 
• no dimensionamento de deterrninados tipos de estruturas ( treliyas, por 
exemplo) pode ocorrer a necessidade da substituiyao de uma seyao 
transversal comurn a varios elementos por uma outra seyao que seja igual 
para todos (como no caso dos banzos). Como esquema aqui adotado esse 
procedimento pode ser agilizado, pois pode ser feito com urn linico 
comando para todas as barras em substituiyao ao procedimento de se alterar 
as seyoes dos elementos urn a urn. 
Para tanto, implementou-se a classe TGrup_Secao que contem 
em sua area protected urn ponteiro para urn objeto TSecao (denominado fsecao) e 
apresenta dois exemplos de polimorfismo: a propria funyao construtora e o metodo 
Chang_Grup_Secao. 
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No primeiro caso, em uma das declarac;:5es ha a necessidade de 
se fomecer como parfunetro, atraves de urn ponteiro, o enderec;:o de urn objeto 
TSecao, o qual serii atribuido a variiivel da classe fsecao na implementac;:ao do 
metodo, enquanto que, para o mesmo prop6sito, na outra declarac;:ao deve-se fomecer 
o endere9o da lista de se96es (variiivel que serii apresentada na classe 
TSec_Manager) assim como o nfunero que indica a posic;:ao nessa lista na qual os 
dados da sec;:ao foram armazenados ( declarado como valor default zero e se nao for 
fomecido o metodo solicitarii ao usuiirio que o fac;:a atraves do teclado em tempo de 
execuc;:ao). 






TSecao * fsecao ; II ponteiro para a secao 
TGrup_Secao ( TSecao * fsecao_of_grup); 
TGrup_Secao ( TList * jlist_of_sec, unsigned int number_of_position=O); 
- TGrup _ Secao () {} ; 
void Chang_ Grup _ Secao ( TSecao * fnew _ secao) ; 
void Chang_ Grup _Secao ( TList * jlist_ of_ sec, 
unsigned int new_number_of_secao=O); 
TSecao * Get_ Secao () {return (fsecao) ; } 
0 segundo exemplo de polimorfismo dessa classe (as duas 
declara96es para o metodo Chang_ Grup _ Secao ), permite ao usuiirio alterar a sec;:ao 
para a qual a variiivel da classe fsecao "aponta". A sua utilizayao associado ao objeto 
TGrup_Secao permite alterar a sec;:ao transversal de todo urn conjunto de elementos 
(barras) cujas variiiveis fgrupsecao (ponteiro para urn objeto TGrup_Secao declarado 
na iirea protected da classe TBarra) enderecem tal objeto TGrup_Secao. 
0 esquema da figura 5.7 apresenta as duas possibilidades de 
alterac;:ao das se96es transversais das barras permitidas neste trabalho. As variiiveis 
Gl, G2, G3 e G4 sao ponteiros void endere9ados com objetos do tipo TGrup_Secao 
104 
e armazenados na lista de grupos de sec;:oes enquanto S 1, S2 e S3 sao ponteiros void 
enderec;:ados com objetos do tipo TSecao e armazenados na 1ista de ser;oes. A figura 
5. 7 -a representa o esquema inicia1 e a figura 5. 7 -b o esquema ap6s a alterac;:ao das 
sec;:oes das barras. 
Note-se que as Barras l e 2 tinbam inicialmente a variiivel 
fgrupsecao com o enderec;:o do objeto 01 e este tinba sua variiivel fsecao como 
enderec;:o do objeto S 1 representando, assim, que essas barras tern ser;oes transversais 
do tipo Sec;:ao 1. Na situar;ao final, com a utilizac;:ao do metodo Chang_ Grup_Secao 
(metodo da classe TGrup _ Secao) associado ao objeto 01, altera-se as sec;:oes 
transversais das duas barras com urn s6 comando, pois agora a variiivel fsecao do 
objeto 01 enderer;a o objeto S2, representando, assim, que as Barras 1 e 2 tern ser;oes 
transversais do tipo Sec;:ao 2. 
Com rela<;ao as Barras 3 e 4 o esquema mostra que elas tinbam 
inicia1mente a variiivel fgrupsecao com o enderec;:o do objeto 02 e este tinba sua 
variavel fsecao como enderec;:o do objeto S2 representando, assim, que essas barras 
tern se<;5es transversais do tipo Ser;ao 2. Na situar;ao final, com a utilizar;ao do metodo 
Chang_ Grup_Secao (metodo da classe TBarra) associado ao objeto Barra 4, altera-
se a se<;ao transversal apenas dessa barra, pois agora sua variiivel fgrupsecao enderer;a 
o objeto 03 que por sua vez tern sua variiivel fsecao enderer;ando o objeto S3, 
representando, assim, que a Barra 4 tern agora ser;ao transversal do tipo Ser;ao 3. 
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Figura 5.7- Esquema para atribui<;oes e altera<;oes das se<;oes as barras 
5.10 - OS MATERIAIS DOS ELEMENTOS 
Os materiais que compoem os elementos devem refletir a 
rela.yao Tensao x Deforma.yao e sao representados, neste projeto enos que venham a 
este ser adicionados, por uma classe especifica para cada comportamento. 
A classe aqui implementada, denominada TMaterial, 
representa o modelo cuja rela.yao entre o estado de tensoes e o de deforma.yoes se faz 
de forma linear, portanto TMaterial e uma classe que cria objetos representantes do 
modelo eslasto-linear. Para se introduzir urn outro comportamento deve-se declarar 
uma outra classe derivada desta e que reflita a nova rela.yao (modelo elasto-plastico, 
por exemplo). 
0 arquivo de cabe.yalho transcrito mostra a existencia na area 
protected de uma variavel do tipo long double denominada modulo e que armazena o 
valor do modulo de elasticidade do material, e outra do tipo float denominada poisson 
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para annazenar o coeficiente de Poisson. Pela funs;ao construtora sao atribuidos a 
essas variaveis os val ores dos parilmetros modulo_ elasticidade e coef _poisson, 
respectivamente. Esses pariimetros sao declarados com os valores default das macros 
definidas no inicio do arquivo MOD _ELASTICIDADE e COEF _POISSON 
Listagem 5. 18 - Parte do arquivo de cabe9alho da classe TMaterial 
#define MOD_ELASTICIDADE 210000 






long double modulo ; 
float poisson ; 
TMaterial (long double modulo_ elasticidade =MOD_ ELASTIC/DADE, 
float coef_poisson=COEF_POISSON); II construtora 
II destrutora virtual-TMaterial () {} ; 
virtual float Get_Elasticidade() {return (modulo};} II retorno o valor do modulo 
II de elasticidade do material 
virtual float Get_Elasticidade_Transversal(); II calcula e retorna o valor do 
II modulo de elasticidade transversal do material 
virtual void Chang_Elasticidade(long double new_elasticidade=O.O) ;II altera o valor do 
II modulo de elasticidade do material 
virtual void Chang_ Coef_Poisson (float new_coef_poisson=O.O); II retorna o 
II valor do coeficiente de Poisson 
Os metodos Chang_ Elasticidade e Chang_ Coef_Poisson 
permitem substituir os valores das variaveis modulo e poisson pelos valores dos 
parametros passados para a funs;ao. Como na declaras;ao esses pariimetros recebem o 
valor default zero, se nao for fornecido urn valor diferente na charnada ao metodo, este 
solicitara que o usuario o fas;a atraves do teclado em tempo de execus;ao. 
Procedirnento semelhante ocorre com a funs;ao construtora caso o valor fornecido para 





0 carregamento de urn modelo (estrutura) e considerado aqui 
como composto pelas cargas atuantes diretamente sobre os n6s e pelas cargas que 
atuam nos elementos (barras neste trabalho ). Para representar essas cargas, tem-se 
implementadas as classes TNode_Load e TBar_Load. 






TVetFloat * ftetload ; 
unsigned int number_node; 
TNode_Load (float node_number, TVetFloat * ftetcarg=NULL); 
-TNode_Load (); 
unsigned int Get_ Number_ Node () {return (number_ node) ; } II retorno o numero 
II do node sujeito as cargas armazenadas na variavel ftetload 
float Get_ Load (AXIS axis) ; II retorno o valor da carga atuando na direcao AXIS 
void Get_All_Loads (TVetFloat * ftetcarg=NULL); 1/retorna no vetor passado 
II como parametro os valores de todas as cargas que atuam sobre o node 
void Chang_Load(AXIS axis, float new _load=O.O) ;II altera o valor da carga que atua 
/Ina direcao AXIS pelo novo valor new_load 
A classe TNode_Load contem em sua area protected uma 
variavel ponteiro para urn objeto TVetFloat. Essa variavel, denominada fvetload, e 
utilizada para arrnazenar, segundo o esquema da tabela 5.2, as cargas que atuam sobre 
urn n6. Essa classe tambem contem na mesma area urna variavel do tipo unsigned int 
denominada number_node na qual e armazenado o nillnero do n6 sujeito as fon,:as 
contidas em fvetload. 
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Tabela 5.2- Posiviio das foryas na variavel fvetload 
Para urn n6 bidimensional: Para urn n6 tridimensional: 
posi9ao [0] --- for9a na direvao do eixo X posiviio [0] --- forva na direyao do eixo X 
posiviio [I] --- forva na dire9ao do eixo Y posiviio [I] --- forva na direyao do eixo Y 
posiviio [2] ---momenta no plano XY posiviio [2] --- fon;a na direviio do eixo Z 
posiviio [3] ---momenta no plano XY 
posiviio [4]--- momenta no plano XZ 
posi9iio [ 5] --- momenta no plano YZ 
A func;ao construtora da classe recebe como parametros o valor 
do nfunero do n6 sobre o qual existem cargas atuantes e o enderec;o do vetor onde 
essas cargas estao armazenadas (ponteiro fvetcarg declarado com o valor default 
NULL). Inicializa-se, entao, a variiivel fvetload com a mesma ordem do ponteiro 
passado como parametro atraves da sintaxe 
fvetload =new TVetFloat (fretcarg->Get_SizeO); 
ap6s o que atribui-se it fvetload uma c6pia dos valores contidos em fvetcarg. Este 
procedimento permite que a classe seja utilizada para representar cargas em nos bi ou 
tridimensionais. Caso a ordem do ponteiro fvetcarg, conseguida atraves do metodo 
Get_Size associado ao objeto, nao seja igual it 3 ou 6 (os linicos valores permitidos 
neste trabalho ), o metodo exibirii uma mensagem de erro e encerarii a execuc;ao do 
programa. 
Nota-se pela transcric;ao do arquivo de cabec;alho que os 
metodos Get_ Load e Chang_ Load necessitam como parametro de uma variiivel do 
tipo enum AXIS, a mesma jii comentada nos metodos das classes TRestricao e 
TRecalqne. 
Para implementar a classe de cargas atuando sobre as barras 
(classe TBar_Load) primeiramente foram desenvolvidas classes que representam 
apenas os tipos de cargas. Assim, utilizando-se do conceito de heranc,;a foi criada uma 
classe abstracta denominada TGeneric _Load da qual todas as outras classes mais 
especificas sao derivadas, como mostra o esquema da figura 5.8. 
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Listagem 5. 20 - Parte do arquivo de cabeyalho da classe TGeneric _Load 
{public: 
}; 
class TGeneric _Load 
TGeneric _Load () {} ; 
virtual - TGeneric _Load () {} ; 
virtual float Get_Mly () =0; 
virtual float Get_ Mly () =0 ; 
virtual float Get_ Mix () =0; 
virtual float Get_Mlx () =0; 
virtual float Get_Mlz () =0; 
virtual float Get_ Mlz () =0 ; 
virtual float Get_Flx () =0; 
virtual float Get_ Flx () =0 ; 
virtual float Get_ Fly () =0; 
virtual float Get_ Fly () =0 ; 
virtual float Get_Flz () =0; 
virtual float Get_ Flz () =0; 
virtual void Show_ Carg () =0 ; 
Assim, definindo-se urn ponteiro para a classe raiz 
TGeneric_Load pode-se inicializa-lo como endere<;:o de urn objeto pertencente a 
qualquer uma das classes derivadas. Note-se que para que isso se concretize e 
necessario que os metodos de todas as sub-classes sejam declarados como virtuais. 
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Figura 5.8 ~A hierarquia entre as classes de tipos de carregamentos 
Como esta mostrado na transcri9ao do arquivo de cabeyalho da 
classe TGeneric_Load, ela e abstracta, ou seja, nenhum objeto de seu tipo pode ser 
criado e seus metodos nada executam. Essa e uma situayao tipica (SW AN[l993], 
PETZOLD[l993], WEISKAMP[l993]) quando se deseja utilizar as vantagens da 
heran((a em situa96es onde sao muitas as possibilidades de classes derivadas. 
Derivadas da classe TGeneric_Load forarn implementadas as 
seguintes sub-classes: 
• Classe TDist_Long (carga distribuida aplicada longitudinalmente em todo 
o vao ). Necessita como parfunetros de entrada do valor da carga e do 
comprimento da barra. 
• Classe TDistrib ( carga uniformemente distribuida aplicada normalmente 
ao Iongo do vao). Necessita como parametros de entrada do valor da carga, 
do comprimento da barra e, caso a analise seja tridimensional, do iingulo 
entre a carga e o eixo local Y m, se for diferente de zero. 
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• Classe TDist _ Tri ( carga linearmente distribuida aplicada normalmente ao 
Iongo do vao). Necessita como panl.metros de entrada do valor maximo da 
carga, do comprimento da barra e, caso a analise seja tridimensional, do 
iingulo entre a carga e o eixo local Y m, se for diferente de zero. 
Todas essas classes possuem suas variaveis de dados declaradas 
na area private e tern todas as suas fun<;:oes declaradas como virtuais, respondendo 
assim de modo diferente a chamada de uma func,:ao de mesmo nome (polimorfismo ). 
A seguir encontra-se o arquivo de cabe<;:alho da classe TDistrib que exemplifica o 
conjunto das classes derivadas. 
Listagem 5. 21 -Parte do arquivo de cabe9alho da classe TDistrib 
class TDistrib :public TGeneric _Load 
{ 
private: 
float q, len, angulo; II q = valor da carga; len = comprimento da barra 
public: 
}; 
II angulo = angulo entre a carga eo eixo local Y. OBS.: somente 
II deve ser fornecido valor a essa variavel para analise tridimensional, 
II caso contrario havera erro nos valores calculados. 
TDistrib (float carga=O ,float lenght=O ,float ang=O); 
virtual - TDistrib () {} ; 
virtual float Get_ Fix () {return (0.0);} 
virtual float Get_F2x () {return (0.0);} 
virtual float Get_Mlx () {return (0.0);} 
virtual float Get_M2x () {return (0.0);} 
virtual float Get_ Fly (); 
virtual float Get_ F2y () ; 
virtual float Get_Mly (); 
virtual float Get_M2y (); 
virtual float Get_Flz (); 
virtual float Get_F2z (); 
virtual float Get_Mlz (); 
virtual float Get_M2z (); 
virtual void Show_ Carg () ; 
Note-se que a possibilidade de introdu<;:iio de novas classes ao 
sistema esta aberta, bastando para isso que a nova classe seja derivada de uma sub-
classe ja existente ou da classe raiz, devendo apresentar as mesmas declarac,:oes de 
fun<;:5es virtuais que estas. 
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A classe TBar_Load representa uma carga atuando em uma 
barra. Para tanto, apresenta em sua area protected tres variaveis: urn ponteiro para urn 
objeto da classe TGeneric_Load denominado fptrcarg, uma variavel do tipo char 
denominada tip que especifica qual o tipo da carga atuante na barra e uma variavel do 
tipo unsigned int denominada bar_number a qual armazena o nfunero da barra onde a 
carga atua. 
A fun<;iio construtora da classe recebe como pariimetros, na 
sequencia, o nfunero da barra, uma letra para especificar o tipo da carga (as letras 
validas sao D para carga uniformemente distribuida, E para carga uniformemente 
distriguida ao Iongo do eixo longitudinal da pe<;a, e T para carga linearmente 
distribuida), o valor da carga, o comprimento da barra, e, caso a analise esteja sendo 
feita no espa<;o tridimensional, o valor do il.ngulo entre a carga e o eixo local Y m 
(il.ngulo J3 da figura 5.9), se for diferente de zero (para il.ngulo zero o metodo assume o 
valor default da declarac,:ao ). Com excec,:ao do nfunero da barra, os outros dados sao 
utilizados para inicializar a variavel ponteiro fptrcarg. 
0 metodo Chang_ Load requer que sejam passados como 
pariimetros o novo tipo da carga ( se for passada a mesma letra da varia vel tip o efeito 
sera apenas de alterac,:ao no valor da carga), o valor da carga, o comprimento da barra 
onde a carga atua e, se foro caso, o valor do iingulo entre a carga e o eixo local Y m· 
Note-se que esses pariimetros estao declarados com valores default, significando que 
se nao for fornecido qualquer urn deles, o metodo solicitara que o usuario o fac,:a 
atraves do teclado em tempo de execuc,:ao. 
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TGeneric _Load *fptrcarg ; 
char tip; 
unsigned int bar_ number; 
public: 
} ; 
TBar_Load( unsigned int number_bar, char type, float load_ value, float bar_size, 
float angulo=O.O) II construtora. OBS.: para a varilivel angulo 
II somente devera ser atribuido valor caso a carga esteja sendo atribuida a um 
1/elemento de barra tridimensional Caso contrario o metoda ira ignorar esse valor. 
-TBar_Load() { deletejptrcarg;} 
unsigned int Get_Bar_Number() {return(bar_number);} II retorno o numero da 
II barra sujeita a carga (objeto TBar_Load) 
char Get_ Tipo () {return (tip) ; } II retorno qual o tipo da carga 
void Chang_ Load( char loadtype= 'A ',float load= 0. 0, float barsize=O. 0, float ang=O. 0) 
II permite alteracao no tipo e/ou valor da carga. OBS.: para a varitivel angulo 
II somente devera ser atribuido valor caso a carga esteja sendo atribuida a um 
II elemento de barra tridimensionaL Caso contrario o metoda ira ignorar esse 
!/valor. 
void Get_Equiv_Load(TVetFloat * jvet_equiv_carg=NULL) 
void Show() 
float Mxy_ini () 
float Mxy Jin () 
float Myz_ini () 
float MyzJin () 
float Mxz_ ini () 
float MxzJin () 
float Fx _ ini () 
float FxJin () 
float Fy _ ini () 
float Fy Jin () 
float Fz_ ini () 
float FzJin () 
{jptrcarg->Show_Carg();} 
{return (Jptrcarg->Get_Mlz ());} 
{return (Jptrcarg->Get_M2z ());} 
{return ( fptrcarg->Get_ Mix ()) ; } 
{return (Jptrcarg->Get_ M2x ()) ; } 
{return (Jptrcarg->Get_Mly ());} 
{return (Jptrcarg->Get_ M2y ()) ; } 
{return ( fPtrcarg->Get_ Fix ()) ; } 
{return (Jptrcarg->Get_ F2x () ) ; } 
{return (Jptrcarg->Get_Fly ());} 
{return (Jptrcarg->Get_ Fly ()) ; } 
{return (jptrcarg->Get_Flz ());} 
{return (jptrcarg->Get _F2z () ) ; } 
II retorno a carga 
II nodal equivalente 
Atraves do ponteiro para urn objeto da classe TVetFioat que 
lhe e passado como parfunetro, o metoda Get_Equiv _Load retorna o carregamento 
nodal equivalente para a carga atuante. Neste trabalho implementou-se dentro dessa 
funr;ao uma checagem na ordem do "vetor" passado como parfunetro ( atraves do 
metoda Get_ Size) e, caso o valor obtido seja diferente de 6 ou 12 (ordem que o vetor 
de carga nodal equivalente deve ter no plano ou no espar;o tridimensional, 






Figura 5.9- Angulo de inclina,ao das cargas na analise tridimensional 
Outros metodos implementados retomam, apos realizarem os 
calculos necessarios, os momentos de engastamento perfeito (momentos nodais) e as 
reav5es nodais nos nos inicial ( estensao im) e final ( extensao fin). 
Perceba-se que para cada carga atuante em uma barra havera 
urn objeto da classe TBar_Load e que para urn conjunto de cargas atuantes em urn 
linico no existe urn objeto da classe TNode_Load. A ideia basica do modo como o 
sistema deve tratar urn carregamento completo (todas as cargas que atuam na 
estrutura) consiste em armazenar esses objetos em listas especificas: uma para 
armazenar ponteiros que enderecem objetos cargas nas barra (objetos TBar_Load) e 
outra para ponteiros enderevando objetos cargas nos nos (objetos TNode_Load). 
Dessa forma, implementou-se a classe TLoad2d (e sua derivada TLoad3d) que 
contem em sua area protected duas variaveis ponteiros para objetos da classe TList 
denominadas flist_node_load e flist_bar_Ioad. Esses ponteiros enderec;:am, 
respectivamente, a lista de cargas nos nos e a lista de cargas nas barras. As 
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considera<;5es sobre os metodos feitas a seguir sao pertinentes tanto para a classe 
TLoad2d quanto para a sua classe derivada, com exce91io ao metodo construtor da 
classe TLoad3d que nada tern implementado a niio ser a charnada ao metodo 
construtor de sua classe raiz. 
A fun91io construtora dessa classe requer como pariimetro de 
entrada urn nllinero que indique o tamanho da lista de cargas. Caso esse nllinero niio 
seja fomecido, o metodo assume o valor default da declara91io que e definido pela 
macro SIZEOF _LISTLOAD no inicio do arquivo de cabe9alho. 0 metodo destrutor 
se encarrega de remover todos os objetos armazenados nas listas, utilizar o comando 
delete sobre cada urn deles e, quando a lista estiver vazia, utilizar o mesmo comando 
sobre ela, devolvendo ao sistema a quantidade de memoria que estava reservada. 
Para atribuir urn carregarnento a urn no que niio possua 
nenhuma carga utiliza-se o metodo Set_Node_Load. Esse metodo necessita como 
pariimetros de entrada o nllinero do no sobre o qual o carregarnento atua e urn ponteiro 
para urn objeto TVetFloat que endere9a o "vetor" onde estiio armazenadas as cargas 
(segundo o esquemaja mostrado pela tabela 5.2). Apos inicializar urn objeto da classe 
TNode_Load o metodo o "armazena" na lista de cargas nos nos. Caso o nllinero do 
no niio seja passado na charnada ao metodo, este solicitara ao usuario que o fome9a 
pelo teclado em tempo de execu9iio. Se houver necessidade de se atribuir carga em 
uma determinada dire9iio a urn no que ja esta associado a urn carregarnento, no qual 
exista ou niio carga na dire9iio desejada, ou se for necessaria alterar o valor de uma 
carga, deve-se utilizar o metodo Chang_Node_Load. 
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Listagem 5. 23 - Parte do arquivo de cabe9alho da classe TLoad2d 




TList * flist_node_load; 
TList * flist_bar_load; 
public: 
}; 
TLoad2d(unsigned int number_of_load=SIZEOF_LISTLOAD); 
virtual-TLoad2d() ; 
virtual void Chang_Node_Load(); II altera uma carga de um node. 0 metodo 
II solicita que o usuario forneca pelo teclado o numero do node, o eixo ou plano 
II que tera a carga alterada e o valor da carga em tempo de execucao. 
virtual void Remove_ Node_ Load() ; II remove todas as cargas (objeto TN ode_ Load) 
II de um node. Solicita que o usuario fornece o numero do node que tera todas as 
II cargas removidas. Retira esse objeto TNode_Load da lista de cargas em nodes 
II (flist_node_load) e deleta-o. 
virtual void Remove_ Bar_ Load() ; II Solicita o numero da barra que tera todas as 
II cargas que sobre ela atuam removidas. Retira esses objetos da lista de cargas em 
II barras (flist_bar_load) e deleta-os. 
virtual void Set_Node_Load( unsigned int node_number=O, TVetFloat * fvetload=NULL); 
II adiciona cargas a um nodo que nao possui nenhum carregamento 
virtual void Set_Bar_Load( unsigned int bar_number,float size_bar, char load_type, 
float load, float angulo=O.O); II adiciona carga em 
II uma barra. OBS.: para objetos TLoad2d nao deve ser fornecido valor para o 
II parametro angulo. Se for fornecido valor o metodo ira ignorar. Se for fornecido 
II o metodo ira ignorar 
virtual unsigned int Get_ Used_List_Node_Load() 
{ return(flist_ node _load->Get_ Used()) ; } II retorna a quantidade de 
II nodes com carga 
virtual unsigned int Get_ Used_List_Bar_Load() { return(jlist_bar_load->Get_ Used());} 
II retorna a quantidade de cargas em barras 
virtual void Get_ All_Node_Load( unsigned int ptr _number, unsigned int & number_ node, 
TVetFloat * fvet_carg); II retorna o numero 
II do node com carga (dentro da variavel number_node) eo vetor de carga 
II (enderecado por fvet_ carg) 
virtual void Get_Equiv_Bar_Load( unsigned int ptr_number, unsigned int & number_bar, 
TVetFloat * fvet_carg) ;II retorna o numero da barra 
II com carga (dentro da variavel number_bar) eo vetor de carga equivalente nodal 
II (enderecado por fvet_ carg) 
As cargas nas barras sao atribuidas com a utilizayao do metodo 
Set_ Bar_ Load havendo a necessidade de se efetuar uma chamada ao metodo para 
cada carga que atuar na barra. Deve-se fomecer como parfunetros, na sequencia, o 
nfunero da barra, seu comprimento, a letra que indica qual o tipo da carga, valor 
(maximo no caso de linearmente distribuida) da carga e, se foro caso, o iingulo entre a 
dire9ao de aplica9ao da carga e o eixo local Y m· 
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0 metodo Get_ Equiv _Bar_ Load calcula o vetor de cargas 
nodais equivalentes com rela<;:i'io ao sistema de eixos local, retomando-o por meio do 
ponteiro que !he e passado como panimetro (denominado fvet_carg), havendo a 
necessidade de se fornecer a posi<;:i'io na lista de cargas nas barras ( variavel 
flist_bar_Ioad) da carga que se deseja obter o carregamento equivalente. Outro dado 
que 0 metodo retorna e 0 nfunero da barra (atraves do pariimetro number_bar 
passado por endere<;:o) na qual a carga atua, para que possa ser feita a contribui<;:i'io no 
vetor de cargas global do resultado da multiplica<;:i'io do "vetor" de cargas nodais 
equivalente pela matriz de rotavi'io de eixos da barra em questao. Nessa contribuivao 
deve-se observar as posivi'ies das cargas mostradas na tabela 5 .2. 
Para obten<;:i'io do carregamento que atua sobre urn no utiliza-se 
o metodo Get_AII_Node_Load. Neste metodo o mimero do no que esta associado a 
carga aplicada e retomado por intermedio do pariimetro number_node passado por 
enderevo e ha a necessidade de se fornecer a posivi'io na lista de cargas nos nos 
(variavel flist_node_Ioad) de onde sera obtido o carregamento. 0 carregamento sera 
retomado em forma de "vetor" pelo ponteiro passado como pariimetro segundo o 
esquema da tabela 5.2 e ja se apresenta no sitema global de coordenadas. 
Com a utilizavi'io de urn comando for que tern como limite o 
resultado retornado pelo metodo Get_Used_List_Bar_Load percorre-se toda a lista 
de cargas da barra obtendo de cada urn dos objetos ali armazenados o correspondente 
vetor de carga nodal equivalente, e faz-se, depois da mudanva de eixos, as 
contribuivi'ies no vetor de carga total da estrutura. Da mesma forma, com outro 
comando for cujo limite e o valor retornado pelo metodo 
Get_ Used_List_Node_Load percorre-se toda a lista de cargas nos nos, obtendo de 
cada urn dos objetos ali armazenados o correspondente "vetor" de carregamento e faz-
se a contribui<;:i'io dele no vetor de carga global, obtendo-se, assirn, o vetor de carga 
total do modelo. 
118 
Deve ser salientado que o procedimento aqui adotado para 
armazenar as cargas sobre os nos e barras agiliza o processamento, pois percorre-se 
(atraves de urn comando for) uma lista onde os objetos armazenados tern cargas para 
contribuir na forrnas:ao do vetor de cargas global; e racionaliza-se a quantidade de 
memoria, pois esta e utilizada apenas com os objetos que realmente deJa necessitam 
para armazenar as cargas que sobre eles atuam. 
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6 - AS CLASSES QUE GERENCIAM 0 SISTEMA 
Em uma visao abrangente, o problema a ser analisado nada mais 
e que uma coleyao de objetos da classe TElement interligados e exercendo uma 
determinada influencia urn sobre os outros. E necessaria, portanto, uma classe que 
gerencie a formavao dos objetos da classe TElement, o momento da sua destrui9ao e 
os efeitos dessa interligayao, permitindo ao usuario executar a analise do problema. 
Considerando-se tres fatores: 
1. Urn objeto da classe TElement utiliza-se de objetos de outras classes, os 
quais tambem necessitam ser criados, destruidos e gerenciados; 
2. Alguns desses outros objetos (TN ode, TSqMatrix, TList, etc) podem ser 
utilizados por varios outros tipos de elementos finitos aqui nao 
implementados (elementos triangular CST, triangular LST, quadratico, etc); 
3. e, utilizando-se outra vantagem da linguagem C++ chamada heran9a 
multipla, a qual permite que uma classe herde dados e metodos de duas ou 
mais classes, 
propoe-se a implementayao de varias classes, a maioria derivada de uma classe raiz 
segundo o esquema da figura 6.1, onde cada classe gerencia urn tipo de modelo. Desta 
forma, proveita-se ao maximo as rotinas de gravayao, leitura e cria9ao de objetos aqui 
desenvolvidas, e evita-se, se possivel, reescreve-las numa futura ampliavao. Note-se 
que a inten9ao nao e que sejam criados objetos dessas classes, muito embora isso 
possa ser feito, mas sim que o c6digo seja sub-dividido em blocos onde cada urn 
gerencie algum ou alguns tipos de dados e que esses blocos possam ser "unidos" a 
outros formando novas op9oes de analise, sem a necessidade de se reescrever o 
gerenciamento dos tipos de dados ja existentes. 
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6.1 - 0 MODELO (ESTRUTURA) 
Com o objetivo de aproveitamento do codigo, descrito no item 
anterior, foi desenvolvida a classe TModel para representar o modelo que se esta 
analisando. Essa classe contem em sua area protected as variaveis flist_ node e 
flist_of_elem. Essas variaveis endereyam objetos da classe TList os quais armazenam 
ponteiros associados, respectivamente, a objetos da classe TN ode e objetos da classe 
TElement (ou objetos de classes derivadas destas), que compiiem o problema a 
analisar. 






TList * jlist_ node; 
TList * jlist_ of_ elem; 
TList • jlist_of_model; 
TVetFloat * fvet_glob ; 




void Get_ Model_ List() { cout<<" este metodo nao esta implantado\n";} ; 
virtual void Solve() {fmat_glob->Solve(fvet_glob);} 
virtual void Read_ Data_ File() {} ; 
virtual void Write_Data_File() {}; 
virtual void Menu() {} ; 
Compiiem, tambem, a area protected desta classe, urn vetor de 
char denominado arq, urna outra variavel ponteiro para objeto da classe TList 
denominada flist_of_mode, urn ponteiro para urn objeto da classe TVetFloat, 
chamado fvet_glob, e urn ponteiro para urn objeto da classe TSqMatrix (denominado 
fmat_glob). Na primeira armazena-se o nome do arquivo no qual o sistema grava os 
dados do modelo a ser analisado e do qualle esses valores, os quais seriio utilizados 
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para criar os objetos. 0 numero de caracteres do nome do arquivo deve ser no maximo 
de oito digitos seguidos ou nao de urn ponto e tres digitos de extensao, isso para 
atender a exigencia do sistema operacional DOS. 
Na segunda variavel (o ponteiro flist_of_model) fomece-se uma 
op.yao para a sub-estrutura.yao (nao implementada neste trabalho e que possivelmente 
fara parte de urn outro projeto), ou urn outro tipo de aplica.yao do metodo dos 
elementos finitos dentro de urn modelo mais amplo ( o calculo das caracteristicas 
geometricas de urna se.yao transversal qualquer pode ser considerado como urn 
modelo dentro de urn outro, que e a analise da estrutura, por exemplo ). Em fvet_glob 
endere.ya-se o vetor de cargas totais da estrutura (em urn outro projeto pode ser urn 
outro vetor de parametros conhecidos como dados de fluxo, temperatura, etc), 
enquanto que em fmat_glob armazena-se o endere90 da matriz de rigidez da malha de 
elementos que compoem o problema. Todos esses objetos sao inicializados na fun.yao 
construtora com o valor default NULL. 
0 metodo Solve desta classe executa a chamada ao metodo 
Solve associ ado a matriz (de rigidez global) do problema, passando o "vetor" de 
val ores conhecidos ( vetor de cargas nodais neste caso) como parametro, para 
encontrar a resposta ao sistema de equa.yoes, que no caso deste trabalho e o vetor de 
deslocamentos dos pontos nodais da malha de elementos finitos. 
Os metodos Read_Data_File, Write_Data_File e Menu sao 
declarados nesta classe com a palavra chave virtual e nao possuem implementa.yao 
aqui devendo ser implementados nas classes derivadas desta para que possam executar 
suas funs:oes, quais sejam: ler os dados do arquivo de dados, preparar ( escrever os 
dados do modelo) esse arquivo e apresentar na tela as op.yoes de intera.yao que o 
usuario pode ter antes, durante e ap6s a analise do modelo. 
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6.2 - AS CLASSES QUE GERENCIAM NOS 
6.2.1 - NOS GEOMETRICOS 
Derivada da classe TModel esta a classe TNode_Manager, e 
derivada desta encontra-se a classe TNode3d _Manager. Essas classes gerenciam, 
respectivamente, a forma<;ao dos objetos da classe TN ode e TNode3D, a leitura de 
seus dados, o armazenamento destes dados em arquivos e listas, bern como as op<;oes 
de altera<;oes em suas configura<;oes. 
A fun<;ao construtora deste metodo atribui a variavel do tipo 
float, denominada error_weight, urn valor igual ao da macro ERROR_LIMIT, 
definida no inicio do arquivo de cabe<;alho. Essa variavel e urn parametro 
multiplicador no metodo que estabelece urna regiao limite ao redor de urn no ( objeto 
TNode ou TNode3dja inicializado) na qual, se forem definidas coordenadas de urn 
outro no, o metodo responsive! por "cria-lo" ira considerar que o no ja existe. 
Para se preencher a lista de nos do modelo ( endere<;ada pela 
variavel flist_node da classe TModel) utiliza-se o metodo Fili_List_Node. Esse 
metodo necessita como parametro de entrada de urn objeto da classe ifstream o qual 
deve ser passado por referencia e deve endere<;ar o arquivo de dados, de onde, 
primeiramente, o metodo faz a leitura do numero de nos que compoem o modelo. Na 
sequencia, para cada urn dos nos da estrutura, le as coordenadas do no, faz uma 
chamada ao metodo Test_ Node para verficar se urn no com essas coordenadas (ou 
proximas) ja existe armazenado na lista de nose, caso nao exista, inicializa urn objeto 
TNode (ou TNode3d) e insere-o no final da lista (flist_node). 
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Listagem 6. 2- Parte do arquivo de cabe,alho da classe TNode_Manager 
#define ERROR_LIMIT 0.0001 
#define EXIST£ 0 
#define NAOEXISTE I 
class T1Vode _Manager: public TModel 
{ 
protected: 
float error_ weight; 
public: 
} ; 
virtual void Box_ Contour ( TVetFloat * jlimit=NULL, float error _limit=ERROR _LIMIT) ; 
virtual unsigned int Test_ Node(TVetFloat * fvetcoord=NULL) ; 
TNode_Manager(): TModel(); 
virtual-TNode_Manager(); 
virtual void Fill_List_Node(ifstream & arq_in); II le os dados dos nodes do 
II arquivo de entrada (objeto da classe ![stream passado por referenda). Faz 
II chamada ao metodo Test_Node(TVetFloat *)para cada conjuto de 
II dados de um node lido. Se o node nao existir armazenado, cria-o e armazena-o. 
virtual void Write_Nodes_To_Data_File(ofstream & arq_out); llgrava os dados dos 
II node geometricos no arquivo de dados. 
virtual void Create_Node (TVetFloat * fcoord); II cria objetos nodes e 
II armazena-os na /isla de nodes (/list_ node). Faz verificacao se o objeto ja 
II existe. Caso exista, nao cria. 
virtual void Create_ Node () ; II cria objetos nodes e armazena-os na lista de nodes 
II (jlist_node). Faz verificacao se o objeto ja existe. Caso exista, nao cria. 
virtual void Chang_ Coord(unsigned int node_ number=O) ; II altera uma das coordenadas 
II do node. 0 metodo solicitara ao usuario que Jorneca o eixo onde ser alterada a 
II coordenada e, se nao for passado como parametro, o numero do node. 
virtual void Menu_Node(); II exibe o menu de opcoes para se trabalhar com nodes 
void Remove_One_Node(unsigned int num=O); II remove um node da /isla. Se naofor 
II fornecido o numero do node o metoda solicitara que o usuario o faca 
II pelo tee/ado em tempo de execucao 
void Chang_ Error_ Box_ Contour () ; II altera o valor da variavel error_ weight. Essa 
II alteracao somente pode ser feita pelo tee/ado. 
void Show _Node(unsigned int node_ number=O) ; II exibe os dados de um node na tela. 
Test_ Node e urn metodo cujo acesso e exclusivo aos metodos 
da classe ou dos metodos de classes dela derivadas ( esta declarado na area protected) 
e tern como fun.yao verificar se o n6 ja se encontra armazenado na lista. Para tanto, 
necessita que seja passado como parametro urn ponteiro que endere.ye o "vetor" que 
contem as coordenadas do n6 que sera testado. Caso a verifica<yao apresente resultado 
positivo o metodo retoma o valor da macro EXISTE definida no inicio do arquivo de 
cabeo;:alho, e caso contrario retoma o valor da macro NAOEXISTE. 
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No c6digo do metodo Test_Node e feita urna chamada ao 
metodo Box_ Contour, que, ao percorrer toda a lista de n6s, obtem os valores 
maximos e minimos das coordenadas. Com esses valores e a variavel error_weight, 
calcula as disti\ncias, em cada urn dos eixos, da regiao em tomo de urn n6 onde urn 
outro nao conseguira ser definido, pois este sera confundido com o ja existente. Esse 
metodo tern como parilmetro de entrada urn ponteiro para urn objeto TVetFioat 
demonimado flimit atraves do qual retorna o "vetor" que contem o comprimento dos 
!ados da regiao mensionada. Esse metodo tambem e de acesso restrito aos metodos da 
classe. 
0 metodo Chang_Error_Box_Contour permite alterar (pelo 
teclado) o valor da varia vel error_ weight. Essa variavel e utilizada como 
multiplicador dos valores obtidos nas subtra<;:5es dos maximos e minimos das 
coordenadas, alterando-se, assim, o tamanho da regiao mencionada no paragrafo 
anterior. 
Utilizado para modificar a estrutura ja armazenada, existem para 
o metodo Create_Node duas declara<;:5es. Na primeira e passado como parilmetro urn 
ponteiro que endere<;:a urn "vetor" onde estao contidos os val ores das coordenadas do 
n6 a ser criado. Na outra declara<;:ao nao ha passagem de qualquer parilmetro e, neste 
caso, o metodo solicitara ao usuario que forne<;:a as coordenadas. Ap6s obter as 
coordenadas, faz uma chamada ao metodo Test_ Node para testar se urn objeto TN ode 
com esses dados ja existe armazenado em flist_node. Se nao existir armazenado, o 
metodo inicializa-o e armazena-o no final da lista, e, se ja existir armazenado, nada 
sera executado, passando-se ao proximo passo da analise. 
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Para escolher entre as ops:oes de comando que trabalham com 







Adiciona um novo node a /isla de nodes do modelo. 
Altera as coordenadas de um node. 
Exibe as coordenadas de um node. 
Altera limite de erro no calcu/o de Box-Contour. 
Remove um node da /isla de nodes do modelo. 
Sair. 
De acordo com a escolha do usuario, o metodo correspondente sera executado. 
Para a classe TNode3d_Manager, os metodos declarados como 
virtuais sao reescritos de mode a se adequarem aos objetos TNode3d que essa classe 
gerencia. Quanto a variavel declarada na area protected e aos outros metodos, sao 
herdados sem que haja a necessidade de qualquer altera((ao. 
6.2.2 - NOS ESTRUTURAIS 
N6s estruturais sao aqui entendidos como n6s geometricos aos 
quais sao imposto deslocamentos definidos. Para reger tais n6s no espas:o 
bidimensional, deriva-se de TNode_Manager a classe TModel_Struct_Node_2D, e 
para n6s no espas:o tridimensional implementou-se a classe 
TModel Struct Node 3D derivada da classe TNode3d Manager. 
- - - -
Dois ponteiros para objetos da classe TList, urn denominado 
flist_restricao, que enderes:a uma lista contendo endere9os de objetos da classe 
TRestricao, e outro chamado flist_recalque, enderes:ando uma lista que contem 
endere9os de objetos da classe TRecalque, fazem parte da area protected das classes 
TModel_Struct_Node_2D (ver arquivo de cabe9alho a seguir) e 
TModel_Struct_Node_3D. 
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Com a finalidade de gerenciar melhor a quantidade de memoria 
utilizada em urna analise, esses ponteiros sao inicializados com NULL no metoda 
construtor da classe recebendo, posteriormente, endereyos de objetos aos quais 
correspondem. Este procedimento se deve ao fato de que em urn modelo com nos 
estruturais, pode acontecer de nenhurn dos nos possuir recalque e poucos possuirem 
restriyoes. Neste caso, se uma parte da memoria foi reservada para guardar uma lista, 
ela estaria sendo desperdi'(ada. 
Assim, a inicializar;:ao dos ponteiros flist _ restricao e 
flist_recalque, existentes na area protected da classe, se fara apenas quando for 
realmente necessaria atribuir restrir;:ao a deslocamento e atribuir recalque, 
respectivamente. Essas atribuir;:oes devem ser feitas com a utilizar;:ao dos metodos 
Set_Restricao, para restrir;:oes, e Set_Recalque, para recalques. Estes metodos 
inicializam os ponteiros flist _restricao e flist _recalque, passando para o construtor 
da classe TList o valor da macro SIZEOF _LIST definida no inicio do arquivo de 
cabeyalho. 
Existem duas declarar;:oes para o metoda Set_Restricao. Em 
urna ha a necessidade de se fomecer como parametro de entrada urn objeto da classe 
ifstream que e passado por referencia. Esse parametro deve enderer;:ar o arquivo de 
dados de onde o metoda executara a leitura dos valores necessarios podendo, assim, 
atribuir restri<;oes a urn ou mais nos, sendo esta declarar;:ao do metoda indicada no 
inicio da analise, quando se esta lendo os dados da estrutura e preenchendo as 
variaveis do ambiente. A outra declarar;:ao para o metoda nao necessita de qualquer 
parametro de entrada e sua funr;:iio executara a atribui'(iio de restri<;iio a apenas urn no, 
sendo esta feita atraves do teclado ( o nllinero do no e os dados da restri<;ao seriio 
solicitados ao usuario ). A utiliza<;:iio desta declarar;:iio e indicada para alterar a estrutura 
ja armazenada .. 
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Jii existindo pelo menos urna restri-;:ao vinculada a urn n6 (em 
qualquer dire-;:ao ), o metodo Set_ Restricao nao sera executado para esse n6, devendo-
se utilizar o metodo Chang_Restricao. Esse metodo necessita como parfunetros de 
entrada do eixo ou plano (urn dado do tipo enum AXIS, jii comentado) que terii 
possibilidade de deslocamento bloqueada ou liberta e do nillnero do n6. Se esses 
dados nao forem passado na chamada ao metodo, este solicitara que o usuiirio o fa-;:a 
pelo teclado em tempo de execu<;ao. Caso o n6 nao esteja vinculado a restri-;:ao em 
qualquer dire<;ao, na utiliza<;ao de Chang_Restricao nada sera executado, devendo ser 
chamado o metodo Set_Restricao. 
Procedimento identico ocorre com os metodos Set_Recalque e 
Chang_ Recalque. 
0 metodo Set_Recalque atribui recalques a urn ou mais nos 
atraves de arquivo ou teclado. A atribui-;:ao atraves de arquivo e feita utilizando-se a 
primeira declara<;ao para o metodo que aparece no arquivo de cabe<;alho, a qual 
necessita de urn objeto da classe ifstream que endere<;:a o arquivo de dados de onde o 
metodo farii a leitura dos valores necessiirios para se atribuir urn recalque, enquanto a 
op<;ao de atribui-;:ao de recalque pelo teclado deve utilizar a segunda declara<;ao para o 
metodo sendo que essa atribui<;ao ocorrera em apenas urn n6 por chamada. Esse 
metodo ( qualquer que seja a declara<;ao) atribui restri<;ao ao deslocamento no eixo ou 
plano ao qual for atribuido o recalque. 
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Listagem 6. 3- Parte do arquivo de cabe<;alho da classe TModel_Struct_Node_2D 
#define SIZEOF_LIST 5 
#define LIMIT_RECALQ 0.0001 





TList * flist_restricao ; 
TList * jlist_recalque ; 
virtual void Compare_And_ Chang_Restricao( TVetFloat * frecalq, 
unsigned int number_of_node); 
TModel_ Struct_Node _ 2D() : TN ode_ Manager() {} ; 
virtual-TModel_Struct_Node_2D(); 
virtual void Set_ Cond_ Contour() ; 
virtual void Menu_Node (); 
II METODOS QUE ATUAM SOBRE AS RESTRICOES 
virtual void Set_Restricao(ifstream & arq_in); 
virtual void Set_ Restricao() ; 
virtual void Chang_Restricao( AXIS axis=nihil, unsigned int node_number=O); 
II altera a condicao de deslocabilidade de um node atraves do teclado ou uma 
II funcao. Se esta Iiberto, restringe, se esta restrito, Iibera. Qualquer parametro que 
II for assumido com o valor default sera solicitado durante a execucao. 
virtual void Write_Struct_Nodes_Restric_To_Data_File (ofstream & arq_out); 
II METODOS QUE ATUAM SOBRE OS RECALQUES 
virtual void Set_Recalque(ifstream & arq_in) ; 
virtual void Set_ Recalque() ; 
virtual void Chang_Recalque( AXIS axis=nihil, unsigned int node_number=O, 
float new_recalque=O.O); 
II altera a condicao de recalque de um node a/raves do teclado ou uma funcao. 
II Qualquer parametro que for assumido com o valor default sera solicitado 
II durante a execucao. 
virtual void Write_Struct_Nodes_Recalq_To_Data_File (ofstream & arq_out); 
Chang_Recalque e urn rnetodo que permite a altera<;iio de urn 
recalque que ja esteja vinculado a urn n6. Os parfunetros que devern ser fomecidos sao 
o eixo ou plano onde o recalque existe (urn dado do tipo enum AXIS), o nfunero do 
n6 associado ao recalque e o novo valor para o recalque. Caso esses valores nao sejam 
fomecidos quando da chamada ao rnetodo, serao solicitados ao usuario e, se este 
fomecer urn valor igual a zero para o pariimetro new_ recalque ( ou se o metodo 
assurnir o valor default da declara<;iio para esse parfunetro ), o rnetodo interpretara que 
deve retirar o recalque irnposto ao n6. Esse procedirnento nao ira retirar a restri<;ao ao 
deslocamento que foi irnposta quando da atribui<;iio do recalque. Para retira-la deve-se 
utilizar o rnetodo Chang_Restricao. Caso o n6 nao esteja vinculado a recalque em 
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qualquer dire9ao, na utilizayao de Chang_Recalque nada sera executado e deve ser 
chamado o metoda Set_Recalque. 
0 metoda Compare_And_Chang_Restricao e utilizado para 
manter restrita a possibilidade de deslocamento quando se atribui urn recalque de 
apoio ou quando ele e retirado (igualao a zero), isto e, o no perde o recalque mas 
continua com o deslocamento naquela dire9ao bloqueado. 
Para se incluir as condi9oes de contorno do problema estrutural 
na matriz de rigidez global (restri9oes) e no vetor de deslocamentos (recalques) e 
utilizado o metoda Set_ Cond _Contour que so mente considerara os recalques que 
tenham valor absoluto maior que o valor representado pela macro LIMIT_ RECALQ 
definida no inicio do arquivo de cabe9alho 
Nota-se que a fun9ao Menu_Node e sobre-escrita. Isso e feito 
para permitir a exibi9ao, em uma linica tela, de todas as op9oes existentes que 
trabalham com nos estruturais, inclusive as utilizadas com nos geometricos, como 
mudan9as de coordenadas por exemplo. Assim, ao ser executada essa fun9ao 
associada a urn objeto desta classe ou de outra deJa derivada, sera exibido o seguinte 











Adiciona um novo node a lista de nodes do modelo. 
Altera as coordenadas de um node. 
Exibe as coordenadas de um node. 
Atribui restricoes ao deslocamento em um node. 
Altera as restricoes ao deslocamento de um node. 
Atribui recalques de apoio a um node. 
Altera os recalques de apoio de um node. 
Altera limite de erro no calcu/o de Box-Contour. 
Remove um node da lista de nodes do modelo. 
Sair. 
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A classe TModel_Struct_Node_3D e derivada da classe 
TNodc3d_Manager e contem as mesmas declara<;oes e variaveis que as existentes na 
classe TModel_Struct_Node_2D, porem com as implementa<;:oes feitas para 
gerenciarem objetos da classe TNode3D associados com as restri<;:oes e recalques 
impostos. 
Listagem 6. 4- Esquema de parte do arquivo de cabevalho da classe TModei_Struct_Node_3D 
class TModel_Struct_Node_3D: public TNode3d_Manager 
{ 
} 
II declaracao dos metodos da classe TModel_Struct_Node_3D que siio as mesmas de 
II TModel_Struct_Node_2D porem escritas para atuarem com objetos TNode3D. 
6.3 - GERENCIANDO MATERIAlS E SE90ES 
Considerando-se que neste projeto apenas aos elementos de 
barra deve ser atribuida se<;:iio transversal e urn determinado tipo de material 
(respondem de forma especifica a uma solicita<;:iio ), apenas os problemas que tenham 
em sua composi<;:ao esses elementos devem conter urn gerenciador para os objetos da 
classe TSecao e TMaterial. Assim sendo, nao hit necessidade de derivar uma classe 
da classe TModel para gerenciar a forma<;:iio de uma lista de se<;:oes e outra para uma 
lista de materiais, tendo-se optado pela cria<;:iio de duas classes independentes, 
denominadas respectivamente TSec_Manager e TMat_Manager, da qual os 
modelos compostos por elementos de barra herdarao os dados e metodos, como 
mostra o esquema da figura 6.1. 
TMat_Manager contem em sua area protected uma variavel 
da classe TList denominada fmat_list, inicializada no metodo construtor com a 
passagem a fun<;:iio construtora da classe do valor representado pela macro 
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SIZEOF _MATLIST, (definida no inicio do arquivo de cabe<;:alho da classe transcrito 
a seguir ), conforme a sintaxe 
jmat_list =new TList (SIZEOF_MATLIST) 
Nessa variavel devem ser armazenados os ponteiros para os objetos que representam 
os tipos de materiais que com poem o model a ( objetos da classe TMaterial). A 
intensao com esse procedimento e a de se atribuir il variavel fmaterial da classe 
TBarra o endere<;:o armazenado por urn dos ponteiros dessa lista. Dessa forma, nao e 
arrnazenado urn tipo de material para cada elemento TBarra que seja desse material, 
mas arrnazena-se na memoria os dados de urn tipo de material e o endere<;:o "desse 
material" e atribuido a todos os elementos TBarra que sejam desse tipo, 
economizando-se a memoria do sistema. 
Para se preencher a lista de materiais pode-se utilizar o metodo 
Fill_Mat_List ou o metoda Add_One_Mat. Ambos checam se o ponteiro fmat_list e 
igual il NULL. Se for, inicializam-no da mesma forma que o metodo construtor. Apos 
a esse procedimento, inicializam urn objeto TMaterial e arrnazenam-o na lista. Para 
obter os dados do objeto TMaterial, o metodo Fill_Mat_List necessita de urn objeto 
da classe ifstream, o qual deve ser passado por referencia e esta associado ~o arquivo 
de dados de onde sera feita a leitura dos valores necessarios a cria<;:ao dos tipos de 
materiais (objetos TMaterial). Ja o metodo Add_One_Mat solicita ao usuario que 
forne<;:a pelo teclado e em tempo de execu<;:ao esses dados. Ap6s a inicializa<;:ao do 
objeto TMaterial, este tera seu endere<;:o arrnazenado na lista fmat_list. 
0 metodo Remove_ One _Mat remove urn tipo de material da 
lista de materiais (executa urn comado delete sobre o objeto TMaterial apos remove-
lo da lista, devolvendo ao sistema a memoria que ele ocupava). Deve-se fornecer o 
nfunero da posi<;:ao na lista onde o endere<;:o do tipo de material il ser removido esta 
arrnazenado ( caso nao seja fornecido na chamada, o metoda solicitara que o usuario o 
fa<;:a). 
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Semelhante aos outros metodos que fazem gravac;5es no arquivo 
de dados, o metodo Write_Materiai_To_Data_File necessita como parfunetro de 
entrada de urn objeto da classe ofstream, o qual deve ser passado por referencia e 
estar associado ao arquivo onde os dados serao gravados. 
Listagem 6. 5- Parte do arquivo de cabeyalho da classe TMat_Manager 






TList * fmat_li>l; 
TMat_Manager (}; 
-TMat_Manager (}; 
virtual void Fill_Mat_List (ifstream & arq_in); II le os dados do arquivo de dados, 
II inicia/iza um objeto da classe TMaterial com esse dados e armazena-o na lista. 
virtual void Add_One_Mat (); II adiciona um tipo de material na lsi/a. 
virtual void Write _Material_ To_ Data_ File(ofstream & arq_ out) ; II prepara o arquivo 
lldedados. 
void Remove_ One_ Mat (unsigned in/ mat_number=O) ; II remove um material 
II da /isla de materiais. Deve-se fornecer a posicao na /isla on de o endereco do 
II material esta armazenado. 
void Menu_MaterialO; II exibe na tela o menu de opcoes. 
Para ter acesso as opc,:5es de trabalho com os tipos de materiais 
deve-se utilizar o metodo Menu_Material que exibe a seguinte tela: 
Escolha: 
[ A f -> Adiciona um novo materiaL 
[ R f-> Remove um material. 
[ Sf->Sair. 
A classe TSec_Manager contem em sua area protected duas 
variiiveis do tipo ponteiro para objetos da classe TList denominadas flistsecao e 
fgruplist (inicializadas na fun9ao construtora com o valor representado pela macro 
SIZEOF _LISTSECAO). Tais ponteiros devem endere9ar objetos que representem, 
respectivamente, uma lista de sey5es transversais e uma lista de grupos de se96es. 
Nestas devem ser armazenados os ponteiros para os objetos da classe TSecao (seyao 
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transversal para o elemento de barra) e os ponteiros para os objetos da classe 
TGrup_Secao (grupo de se<;:ao), respectivamente. 
Existe nessa area, tambem, urn metodo denominado Test_Secao 
que procura se uma determinada se<;:ao transversal ja existe armazenada na lista de 
se<;:oes (flistsecao) e, caso nao exista, inicializa urn objeto da classe TSecao e 
armazena-o no final da lista. E urn metodo restrito as fun<;:oes da classe e, neste 
projeto, e utilizado pelos metodos Fiii_List_Secao e Add_One_Secao para que nao 
haja uma mesma se<;:ao transversal armazenada em dobro, ocupando memoria do 
sistema. 
0 metodo Fiii_List_Secao e Add_One_Secao tern 
implementa<;:ao e funcionamento semelhantes aos metodos Fiii_Mat_List e 
Add_ One_ Mat da classe TMat_Manager. Assim, Fiii_List_ Secao recebe por 
referencia o objeto da classe ifstream associado ao arquivo de dados, le o nfunero de 
se<;:oes transversais existentes na estrutura e, atraves de uma instru<;:ao for, faz as 
leituras dos dados das se<;:oes e chama o metodo Test_Secao, o qual preenche a lista 
de se<;:oes verificando se a se<;:ao ja existe, criando o objeto TSecao caso ela nao exista 
e armazenando-o na lista. Add_One_Secao adiciona urna se<;:ao com os dados 
fomecidos pelo usuario atraves do teclado (nao necessita de parametres de entrada, 
tendo, portanto, sua utiliza<;:ao recomendada para se alterar o modelo ap6s este ja ter 
sido criado ). Ambos inicializam o ponteiro flistsecao caso a compara<;:ao deste com 
NULL resulte verdadeira. 
Somente ap6s ter-se preenchido a lista de se<;:oes, pode-se 
utilizar os metodos Fiii_Grup_List e Add_ One_ Grup. 0 primeiro necessita como 
pararnetro de entrada de urn objeto da classe ifstream, o qual deve ser passado por 
referencia e deve estar associado ao arquivo de dados de onde o metodo le a 
quantidade de grupos de se<;:oes existentes no modelo. Entao, dentro de urna instru<;:ao 
for, faz a leitura do nfunero da posi<;:ao na lista de se<;:oes que a se<;:ao (leia-se endere<;:o 
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de urn objeto TSecao) relativa ao grupo ocupa, obtem o endere9o do objeto TSecao 
atraves do comando 
(TSecao *) jlistsecao->Get_ Data(numero da posi~ao lido no arquivo), 
inicializa o objeto TGrup_Secao com esse ponteiro e armazena-o na lista. No metodo 
Add_ One_ Grup o procedimento e semelhante, haven do a possibilidade de se 
fomecer como parfunetro de entrada na chamada ao metodo o nW:nero da posic;;ao na 
lista de sec;;oes ocupado pela sec;;ao (novamente leia-se endere90 do objeto TSecao) 
relativa ao grupo, ou aguardar que o metodo o solicite (procedimento que ocorre 
quando nenbum valor e passado como pariimetro de entrada e o valor default e 
adotado). 
Listagem 6. 6 - Parte do arquivo de cabe9alho da classe TSec _Manager 
#defme SIZEOF_LISTSECAO 5 






TList * jlistsecao ; 
TList * fgruplist ; 
void Test_Secao (sectransv sectr); 1/struct dejinida no arquivo my_struc.h 
TSec_Manager (); 
-TSec_Manager (); 
void Fill_List_Secao (ifstream & arq_in); 
virtual void Add_ One_Secao (); 
void Remove_One_Secao (unsigned int sec_number=O); 
virtual void Fill_Grup_List (ifstream & arq_in); 
void Chang_ One_ Grup( unsigned int new_ sec_ number=O, unsigned int grup _ number=O) ; 
void Add_ One_ Grup (unsigned int new _grup_sec_number=O) ; 
virtual void Write_ Secoes _To_ Data_ File( ofstream & arq_ out) ; 
TList * Get_ Grup _List () {return (fgruplist) ; } 
void Menu_Secoes(); 
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Para se remover uma se<;ao da lista de se<;oes deve-se utilizar o 
metodo Remove_One_Secao. Na chamada a esse metodo deve ser fomecido o 
nfunero da posi<;ao na lista em que se encontra o endere<;o da se<;ao ( caso esse numero 
nao seja fomecido na chamada, o metodo solicitani que o usuario o fa<;a pelo teclado 
em tempo de execu<;ao ). Durante a execu<;ao da fun<;:ao e feita uma verifica<;ao na lista 
de grupos. Aqueles que estiverem vincu!ados it se<;ao que se pretende remover, sera 
solicitado que o usuario fome<;a o numero da posi<;:ao de uma outra se<;ao para ser-lhes 
atribuida ( ou seja, o metodo redireciona a se<;ao para a qual os ponteiros dos grupos -
variavel fsecao da classe TGrup_Secao- apontam). 
6.4 - GERENCIANDO AS CARGAS DO MODELO 
Para gerenciar as cargas atuantes no modelo foram 
implementadas as classes TLoad2d_Manager (utilizada em analises bidimensionais) 
e a classe TLoad3d_Manager (para analises tridimensionais) que, semelhantemente 
its classe TSec_Manager e TMat_Manager, nao sao derivadas de TModel, porem, 
diferentemente de todas as outras classes ate aqui detalhadas neste capitulo, foram 
desenvolvidas para que sejam criados objetos (em verdade, urn unico) de seu tipo (por 
esse motivo nao constam do esquema da figura 6.1 ). Esse objeto fara parte das 
variaveis das classes que gerenciam objetos do tipo TBarra ou derivados. 
Ambas as classes (TLoad2d_Manager e TLoad3d_Manager) 
contem declarada em suas respectivas areas protected uma variavel tipo ponteiro para 
objeto TList (denominada flist_Ioad) incializada no construtor da classe. Essa 
variavel representa uma lista que deve ser preenchida com endere<;:os de objetos 
TLoad2d ou TLoad3d, respectivamente para a classe TLoad2d_Manager e a classe 
TLoad3d_Manager. 
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Cada urn desses objetos (TLoad2d ou TLoad3d) contem uma 
lista de cargas em nos e urna lista de cargas em barras. 0 efeito desejado com essa 
forma de armazenamento e criar uma lista de tipos de carregamentos endere<yada por 
flist_load, isto e, o primeiro endere<yo armazenado nessa variavel pode representar, 
por exemplo, o carregamento permanente, contendo ou nao cargas em nos e barras, o 
segundo, representaria urn carregamento acidental (tambem contendo ou nao cargas 
em nose barras), o terceiro urn outro carregamento acidental, e assim por diante. 
Oeste modo, a solu<yao do problema e executada resolvendo-se 
varios sistemas de equa<yoes, onde para cada sistema o vetor de cargas totais e devido 
a urn tipo de carregamento. Obtem-se, desta forma, varios vetores de deslocamentos, 
urn para cada tipo de carregamento, que podem ser combinadas (somados) de acordo 
com a inten<yao do usuario. Aplica-se, assim, a superposi<yao de efeitos, pois este 
procedimento ( combina<yao dos deslocamentos) representa a atua<yao simultanea na 
estrutura dos tipos de carregamentos associados aos deslocamentos combinadas. 
Cada urn dos vetores de deslocamentos e gravado em urn 
arquivo cujo nome e solicitado ao usuario. Para arrnazenar esse nome, e criado urn 
objeto da classe TName_Arq que contem em sua area protected urna variavel do tipo 
vetor de char com espa<yo para 20 caracteres. Essa variavel armazena o nome do 
arquivo que contem urn dos vetores de deslocamentode modo a poder ser recuperado 
quando for feita a combina<yao entre os diversos tipos de carregamentos. Todos os 
objetos dessa classe sao armazenados na variavel flist_name_arq que representa uma 
lista de nomes de arquivos. 
As combina<yoes entre os carregamentos sao representadas por 
objetos da classe TComb_of_Load (listagem 6.7) e sao armazenadas na variavel 
flist_combinations. TComb_of_Load e inicializada como nW:nero de carregamentos 
que se combinam (adicionam) entre si, sendo tal nW:nero utilizado para criar uma lista 
(variavel flist_of_load_weight contida na area protected da classe) na qual serao 
armazenados endere<;os de objetos da classe TLoad_ With_ Weight (listagem 6.8). 
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Esta ultima classe e utilizada para manter urn tipo de carregamento associado ao seu 
peso. 
Listagem 6. 7- Parte do arquivo de cabe<;alho da classe TComb of Load 
class TComb _of_ Load 
{ 
protected: 
TList * flist_of_/oad_weight; 
public: 
}; 
TComb _of_ Load( unsigned int number_ of_ type_ioad=O) ; II Construtora. Necessita do 
II numero de carregamentos que participam da combinacao. 
- TComb _of_ Load() ; II Destrutora. 
void Add_One_Type_Load(unsigned in/ type_number=O,float weight= I); II Adiciona 
II um tipo de carregamento a uma combinacao ja existente. Deve-se fornecer o 
II numero do tipo de carregamento e seu peso. Caso o peso nao seja fornecido, o 
II metodo assume o valor I. 
void Chang_ Weight( unsigned in/ type_ number=O,float new_ weight= I); II Altera o 
II valor do peso de um tipo de carregamento. Deve-se fornecer o numero do tipo de 
II carregamento e o novo valor para o peso. 
float Get_Type_Load_ Weight (unsigned in/ type_number=O); II retorna o valor do 
II peso para o tipo de carregamento passado como parametro. 
void Get_Number_And_ Weight( unsigned int position, unsigned int & number_load, 
float & weight) ; II Para a posicao na lista de 
II carregamentos (variave/flist_of_ioad_weight) fornecida, retorna o numero do 
II tipo de carregamento armazenado e seu peso. 
unsigned in/ Get_ Number_ Of_ Load_ At_ Comb() 
{return (flist_of_/oad_weight->Get_ Used OJ;} II retorna a quantidade de lipos 
II de carregamentos participantes da comhinacao. 




unsigned int number_of_ioad_type; II armazena o numero da posicao na /isla de 




TLoad _With_ Weight( unsigned int number=O, float peso= I ) ; II Construtora. 
II Necessita do numero do tipo de carregamento e seu peso. 
-TLoad_With_Weight() {}; II Destrutora. 
void Chang_Weight(float new_weight); II Altera o peso do tipo de carregamento. 
float Get_ Weight () { return(weight);} II Retorna o valor do peso associado ao 
II lipo de carregamento. 
unsigned in/ Get_ Number_ of_ Load_ Type() 
{return(number_of_/oad_type);} llretorna o numero daposicao 
II na /isla de carregamentos do tipo de carregamento associado ao objeto. 
void Get_Number _And_ Weight( unsigned in/ & load_ number, float & load_ weight) ; 
II Retorna o numero da posicao na lista de carregamentos do tipo de carregamento 
II associado ao objeto e seu peso. 
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Voltando-se a classe TLoad2d_Manager. nota-se pela listagem 
6.9 que varios dos metodos ja se encontram comentados logo ap6s a sua declara<;:ao. 
0 metodo Get_ Node_ Vet_Load retoma o nllinero do n6 
atraves do parfu:netro node_number passado por referencia e, endere<;:ado pelo 
ponteiro fvet_contrib_load, o vetor de cargas que atuam nesse n6 para que seja feita 
a contribui9ao desses valores no vetor de cargas global. Para tanto, nessecita como 
parametros de entrada o numero do tipo de carregamento e o nllinero da posi<;:ao que a 
carga ocupa na lista de cargas atuantes sobre n6s do objeto TLoad2d (ou TLoad3d, 
se foro caso) associado a esse carregamento. 
Efeito identico ocorre com a utiliza<;:ao do metodo 
Get_Bar_Equiv _Load. Passando-se como parfu:netros de entrada o nllinero do tipo 
de carregamento e o numero da posi9ao que a carga ocupa na lista de cargas atuantes 
em barras do objeto TLoad2d (ou TLoad3d, se foro caso) associado a esse 
carregamento, o metodo retoma o nllinero da barra, atraves do parfu:netro 
bar_number passado por referencia, eo vetor de cargas equivalentes, atraves do 
ponteiro denominado fcontrib _load. Esses dados serao utilizados na montagem do 
vetor de cargas globais. 
Note-se que para esse metodo (Get Bar Equiv Load) existe 
- - -
uma segunda declarayao na qual devem ser fornecidos como parfu:netros de entrada o 
nllinero do tipo de carregamento e o numero da barra da qual se deseja obter o vetor 
de cargas equivalentes (retornado pelo ponteiro fvetcarg). 
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Listagem 6. 9 - Parte do arquivo de cabe<;alho da classe TLoad2d Manager 






TList * Jlist_load; 
TList * Jlist_ combinations ; 
TList * jlist_ name_ arq ; 
TLoad2d_Manager(); 
virtual-TLoad2d_Manager(); 
virtual void Create_ One_ Load_ Type() ; II inicia/iza um tipo de carregamento 
II (objeto TLoad2d). 
virtual void Remove_ All_ Bar_ Load() ; II para um certo tipo de carregamento, 
II remove todas as cargas que atuam em uma determinada barra. Os dados serao 
II solicitados. 
virtual void Remove_All_Node_Load(); //para um certo tipo de carregamento, 
II remove todas as cargas que atuam em um determinado node. Os dados serao 
II solicitados. 
virtual void Chang_One_Node_Load(); //para um certo tipo de carregamento, 
II altera uma das carga que atuam em um determinado node. Os dados serao 
II so/icitados. 
virtual void Attrib _Load_ To _Node() ; II para um certo tipo de carregamento, 
II atribui uma carga a um determinado node que ainda nao tenha nenhuma carga 
II aplicada. Os dados serao so/icitados. 
virtual void Attrib _Load_ To _Node( unsigned int type _load, unsigned int node_ number, 
TVetF/oat * fvetload) ; 
virtual void Attrib_Load_To_Bar( unsigned int type_load, unsigned int bar_number, 
float bar_size, char load_type,jloat load_ value); 
virtual void Attrib_Load_To_Bar( unsigned int bar_number,Jloat bar_size); 
II atribui carga a uma barra. 0 metoda so/icitara o numero do tipo de 
II carregamento, o tipo de carga e seus dados. 
unsigned in/ Get_Number_ Of_ Type_ Load() { return(flist_load->Get_ Used()) ; } 
II retorna o numero de tipos de carregamentos 
unsigned int Get_ Number_ 0/_Node_With_Load_ On_ Type( unsigned int type_number); 
II 0 parametro de entrada indica a posicao ocupada pelo endereco do 
II carregamento na lista de tipos de carregamento. Para o tipo de carregamento 
II passado como parametro retorna o numero de nodes que tem carga atuando 
II sobre e/es. 
unsigned int Get_ Number_ Of_ Bar_ With_ Load_ On_ Type (unsigned in/type_ number); 
II 0 parametro de entrada indica a posicao ocupada pelo endereco do 
II carregamento na /isla de tipos de carregamento. Para o tipo de 
II carregamento passado como parametro retorna o numero de cargas que 
II atuam em barras. 
virtual void Get_Node_ Vet_ Load( unsigned inttype_load, unsigned in/load _position, 
unsigned int & node _number, TVetF/oat * fvet_ con/rib _load) ; 
virtual void Get_Bar_Equiv_Load( unsigned inttype_load, unsigned int bar _position, 
unsigned int & bar_number, TVetFloat * fcontrib_load 
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Listagem 6. 9 · Continuayao 
}; 
virtual void Get_Bar_Equiv_Load( unsigned int type_/oad, unsigned int bar_number, 
TVetF/oat * fvetcarg) ; 
virtual void Set_ List_ Comb(unsigned int number_ of_ comb=O) ; II inicia/iza a variave/ 
II flist_ combinations com a quantidade de combinacoes entre carregamentos. Essa 
II quantidade deve ser fornecida a/raves do parametro number_of_comb passado 
II na chamada do metodo. 
virtual void Set_ Comb _Numb_ Type_ Load( unsigned int number_ of_load=O) ; II 
II adiciona um tipo de combinacao a lista de combinacoes (variavel 
II flist_ combinations). 0 numero de tipos de carregamentos que Jazem parte do tipo 
II de combinacao adicionado deve ser fornecido na chamada do metodo. 
virtual void Add_ Load_ On_ Comb( unsigned int comb_ number=O, 
unsigned int load_number=O, float weight=O); 
II Adiciona um tipo de carregamento a uma combinacao de carregamentos ja 
II existente. Deve ser fornecido o numero da posiciao na /isla de combinacoes 
II (variave/ flist_ combinations) ocupada pela combinacao que sera 
II modificada, o numero do tipo de carregamento e seu peso. 
virtual void Get_Arq_In(unsigned int position, ifstream & arq); llpermite, atraves da 
II variave/ arq passada para o metoda, o acesso ao arquivo correspondente ao 
II objeto TName_Arq armazenado na posicao position (fornecida na chamada 
II ao metodo) da /isla de nomes de arquivos (variave/flist_name_arq). 
virtual void Insert_Name_Arq(TName_Arq * fname_arq); II adiciona um nome de 
II arquivo (em verdade um objeto do tipo TName_Arq) na /isla de nomes de 
II arquivos (variavelflist_name_arq). 
virtual unsigned int Number_ Of_ Comb(); II retorna o numero de combinacoes que 
II devem ser analisadas entre os tipos de carregamentos atuantes. 
virtual unsigned int Get_Number _Of_ Load_ At_ Comb (unsigned int combin_ number) ; 
II retorna o numero de tipos de carregamentos que devem ser considerados na 
II combinacao em questao. 0 numero da combinacao (posicao que e/a ocupa 
II na /isla de combinacoes - variavel flist_ combinations) deve ser jornecido na 
II chamada ao metodo. 
virtual void Get_Number_And_Weight( unsigned int comb, unsigned int position, 
unsigned int & load_ number, float & weight) ; 
II retorno na variavelload _number o numero do tipo de carregamento e na 
II variave/ weight o peso que deve multiplicar esse tipo de carregamento na 
II composicao da combinacao. Deve-se fornecer, atraves da variavel comb, a 
II posicao na /isla de combinacoes daque/a que se deseja obter os resultados. 
II Deve-se fornecer tambem, atraves da variavel position, a localizacao na lista 
II de tipos de carregamentos que compoem a combinacao do tipo de 
II carregamento que se deseja obter os dados acima .. 
Para a classe TLoad3d _Manager existem as mesmas 
declarac;oes que as existentes na classe TLoad2d_Manager, porem com praticamente 
todos os metodos reescritos. Por possuir as mesmas declarac;iies, o arquivo de 
cabec;alho dessa classe e semelhante ao da classe TLoad2d_Manager, ocorrendo uma 
diferenc;a apenas como metodo Attrib_Load_To_Bar que necessita como 
parfunetros de entrada do tipo de carregamento, nillnero da barra, comprimento da 
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barra, tipo da carga atuante, valor da carga e do angulo entre a carga e o eixo Y do 
elemento (local). 
6.5 - GERENCIANDO 0 MODELO COMPOSTO 
POR BARRAS 
A classe TModel With Bar 2D contem as variaveis (no caso 
- - -
urn ponteiro para objetos da classe TLoad2d_Manager denominado fload_manager 
) e os metodos gerenciadores relacionados aos elementos de barra que compoem a 
lista de elementos (variavel flist_of_elem herdada da classe TModel). Essa classe eo 
primeiro exemplo de heranc;a multipla neste projeto, pois ela e derivada das classes 
TModel_Struct_Node_2D, TSec_Manager e TMat_Manager, das quais herda 
dados e metodos. 0 ponteiro flo ad_ manager, inicializado no metoda construtor da 
classe, e o responsavel por gerenciar todas as operac;oes que envolvam cargas. 
De modo semelhante esta declarada a classe 
TModel_ With_Bar_3D. Derivada das classes TModel_Struct_Node_3D, 
TSec_Manager e TMat_Manager, tambem e urn exemplo de heranc;a multipla, e 
contem em sua area protected urn ponteiro para objetos da classe 
TLoad3d_Manager, tambem denominado fload_manager, o qual e inicializado no 
metoda construtor da classe e e utilizado para gerenciar as operac;oes que envolvam 
cargas em elementos de barra tridimensionais. Os metodos aos quais esta classe 
responde sao os mesmos que os atendidos pela classe TModel_ With_Bar_2D, desse 
modo, os arquivos de cabec;alhos de am bas sao identicos ( exce9ao feita aos metodos 
construtor e destrutor, pela razao do nome das classes). 
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Listagem 6. 10- Sequencia de instruyoes do metodo Read_Data_File 
{ 
ifstream in_ arq ; 
cout<<"Nome do arquivo de dados- maximo (8 digitos)+(.)+(Jdigitos) = "; 
gets(data_arq); 
cout<<"\n" ; 












Read_ Load_ From_ Data_ File(in _ arq) ; 
in_ arq.closeO ; 
Listagem 6. 11- Sequencia de instruyiles do metoda Write_Data_File 
{ 
ofstream out_ arq ; 
cout<<"Nome do arquivo de dados- maximo (8 digitos)+(.}+(J digitos) = "; 
gets(data_arq); 
cout<<"\n"; 
1/abrindo o arquivo de dados 
out_arq.open(data_arq); 
if ( out_arq.fai/0!=0) 
} 




Write_ Secoes _To _Data_ File( out_ arq) ; 
Write_Material_To_Data_File(out_arq); 
Write_ Bars_ To_ Data_ File( out_ arq) ; 
Write_ Load_ To_ Data_ File( out_ arq) ; 
out_ arq. c/oseO ; 
Read_Bars_From_Data_File e urn metodo utilizado para 
preencher a variavel flist_of_elem. Necessita, como parametro de entrada, de urn 
objeto da classe ifstream passado por referencia e associado ao arquivo de onde o 
metodo fara a leitura dos dados relativos as barras. Para cada urna, obtem das 
respectivas listas ja existentes e preenchidas (nos, cargas, seo;:oes, etc) os objetos 
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Para realizar a tarefa de ler os dados dos diversos objetos a 
partir de urn arquivo, utiliza-se o metodo Read_Data_File cuja implementa.yao e 
simples e deveni ser seguida num possivel aurnento da potencialidade deste projeto. 
Atraves da sequencia de comandos mostrada na listagem 6.1 0, todos os dados sobre os 
objetos serao lidos e eles inicializados preenchendo-se as variaveis que representam a 
estrutura sob analise. Note-se que a sequencia de leitura do arquivo deve sera mesma 
que ada escrita e que deve ser observada a interliga.yao entre os objetos. Assim, nao e 
possivel criar urn objeto que represente carga em barra se a barra ainda nao foi criada, 
ou inicializar urna barra sem ter preenchido a lista de nos. 
A grava.yao dos dados da estrutura em urn arquivo pode ser feita 
com a utiliza.yao do metodo Write_Data_File. Esse metodo realiza chamadas aos 
varios metodos de escrita das diversas classes, como mostra a listagem 6.11. Deve-se 
ressaltar novamente que a sequencia de grava.yao dos dados proposta neste metodo ou 
em qualquer outro que venha a substitui-lo, deve sera mesma que ada leitura desses 
dados (metodo Read_Data_File). 0 Apendice A traz urn roteiro de prepara.yao do 
arquivo de dados que o metodo Read_Data_File aqui implementado aceita. Qualquer 
altera.yao na execu.yao desse roteiro deve ser acompanhada de uma alteras:ao 
correspondente no metodo de leitura. A prepara.yao desse arquivo de dados pode ser 
feita em qualquer editor de texto que edite em forrnato ASCI. 
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necessarios a inicializa<;ao de urn objeto TBarra ou TBarra3d. Cria o objeto e 
armazena-o no final da lista. 
0 metodo Solve realiza todo o procedimento para se obter a 
solu<;ao do problema. Primeiramente, inicializa as variaveis fvet_glob e fmat_glob 
(ambas herdadas da classe TModel, porem sem estarem inicializadas). Com uma 
chamada ao metodo Fill_ Mat_ Glob (declarado na area protected) preenche a 
variavel fmat_glob com a matriz de rigidez da estrutura, ap6s o que, grava os dados 
desta matriz em urn arquivo denominado GLOBMATR.CAL. Esse procedimento e 
importante para se agilizar a analise quando existem mais de urn vetor de carga, ou 
seja, varios sistemas de equa96es a serem resolvidos. Nesse caso nao sera necessaria 
realizar todos os calculos novamente para se obter a matriz de rigidez, bastando le-los 
do arquivo e armazena-los em fmat_glob, pois esta, ap6s a solu<;ao do sistema de 
equa96es, nao mais contem os dados da matriz de rigidez (ver comentario do metodo 
Solve da classe TSqMatrix). 
Ap6s gravar a matriz o metodo verifica qual o nfunero de tipos 
de carregamentos (permanente, acidental 1, acidental 2, etc) e, dentro de uma 
instru9ao for que tern esse numero como limite, preenche o vetor de cargas globais 
para urn tipo de carregamento, le do arquivo previamente gravado os dados da matriz 
de rigidez, resolve o sistema atraves do comando 
fmat_glob->Solve(fvet_glob) 
e armazena a solu9ao para cada urn dos sistemas de equa<;5es ( os resultados obtidos 
que agora estao armazenados na variavel fvet_glob), em urn arquivo cujo nome e 
solicitado ao usuario. Esse procedimento e feito com uma chamada ao metodo 
Save_ Global_ Result. 
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Listagem 6. 12- Parte do arquivo de cabe9alho da classe TModel_ With_Bar_2D 
class TModel_With_Bar_2D: public TModel_Struct_Node_2D, 
public TSec _Manager, public TMat_ Manager 
{ 
protected: 
TLoad2d_Manager * jload_manager; 
virtual void Fill_ Vet_ Glob(unsigned illl number_ of_ type_load) ; II preenche o vetor 
//global 
virtual void Fill_ Mat_ Glob() ; 
virtual void Save_ Global_ResultO ; 
public: 
II preenche a matriz global 




void Chang_Bar_Ni(); II altera o node inicial da barra. 0 metodo solicitara 
II ao usuario o numero da barra que tera o node inicial substituido e o numero do 
II node que o substituira. 
void Chang_Bar_Nf(); II altera o node final da barra. 0 metodo solicitara 
II ao usuario o numero da barra que tera o node final substituido e o numero do 
II node que o substituira. 
void Chang_Bar_Mat() ;II altera o material que define o comportamento da harra. 0 
II metoda solicitara o numero da harra que tera o tipo de material substituido 
II eo numeo da posicao na /isla de material (fmat_list) do novo materiaL 
void Chang_Bar_Grup_Sec(); II altera o grupo de secao ao qual a harra 
II pertence. 0 metodo solicitara o numero da barra que tera o grupo substituido e o 
II numero da posicao na lista de grupos (fgruplist) daquele que ira suhstitui-lo. 
virtual void Set_ One_Bar(); 
virtual void Remove_One_Element (); 
virtual void Menu_Bar(); II exibe na tela o menu de opcoes para objetos de barra. 
virtual void Menu_Load(); II exibe na tela o menu de opcoes objetos carga. 
virtual void Solve() ; 
virtual void Save_Element_Result(); //para o vetor de deslocamentos globais lido de 
II um arquivo, calcula e grava em outro arquivo as solicitacoes emcada elemento 
virtual void Show_ Result() ; II exibe na tela os resultados globais ou de um elemento 
virtual void Main_ Menu() ; 
virtual void Read_Bars_From_Data_File (ifstream & arq_in); /lie os dados das 
II barras do arquivo de dados. Necessita de um parametro passado por referencia. 
II Esse parametro deve serum objeto da classe ifstream associado ao arquivo de 
II onde sera feita a leitura dos dados. 
virtual void Write_Bars_To_Data_File (ofstream & arq_out); II grava os dados das 
II barras no arquivo de dados. Necessita de um parametro passado por referenda. 
II Esse parametro deve serum objeto da classe ofstream associado ao arquivo onde 
II sera feita a gravacao dos dados. 
virtual void Read_Load_From_Data_File(ifstream & arq_in); II le os dados das 
II cargas do arquivo de dados. Necessita de um parametro pass ado por referencia. 
II Esse parametro deve serum objeto da classe ifstream associado ao arquivo de 
II onde sera feita a leitura dos dados. 
virtual void Write_Load_To_Data_File(ofstream & arq_out); II grava os dados das 
II cargas no arquivo de dados. Necessita de um parametro passado por referencia. 
II Esse parametro deve serum objeto da c/asse ofstream associado ao arquivo onde 
II sera feita a gravacao dos dados. 
virtual void Read_ Data_ File() ; II le todo o arquivo de dados. 
virtual void Write_Data_File(); II escreve todo o arquivo de dados. 
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0 metodo Save_Element_Result calcula e grava, para cada 
barra, seu numero e os valores dos esfor9os nos nos inicial e final. Para tanto, solicita 
ao usmirio o nome do arquivo onde estao gravados os deslocamentos dos pontos 
nodais (a soluyao do sistema de equa9oes) eo nome do arquivo onde serao gravados 
os esforyos. Deve-se realizar tantas chamadas a esse metodo quantos forem os tipos de 
carregamentos atuantes na estrutura. 
Para acrescentar uma barra ao modelo utiliza-se o metodo 
Set_One_Bar, que nao requer nenhum parfunetro de entrada. Durante sua execu9ao o 
metodo solicita ou usu:irio os dados necessarios a inicializavao de urn objeto TBarra 
(ou TBarra3d, se foro caso), assim como: numero do no inicial, final, numero que 
indica a posi9ao do material na lista de materiais, etc. Apos obter cada urn desses 
dados, verifica na respectiva lista se o objeto associado a ele ja existe armazenado e, 
caso nao exista, inicializa-o para, posteriorrnente, associa-lo a barra. Assim, se na lista 
de nos nao existe urn no que tenha o numero igual ao ntimero fomecido, o metodo 
inicializa urn novo no e, quando tiver todos os dados necess:irios a inicializayiio da 
barra, atribui-o a ela. 
Para remover uma barra utiliza-se o metodo 
Remove_One_Element que solicitara ao usuario o ntimero da barra a ser removida. 0 
metodo fara uma pesquisa em todas as listas verificando se os objetos associados a 
barra em questao (no inicial, cargas, material, etc) nao estao tam hem associados a 
outra(s) barra(s). Aquele que nao estiver associado a outra barra, ou seja, for exclusivo 
da barra a ser removida, sera tambem removido. 
Os metodos Chang_Bar_Ni (altera o no inicial de urn objeto 
TBarra ou TBarra3d, substituindo o existente pelo que sera fomecido ), 
Chang_Bar_Nf(altera o no final de urn objeto TBarra ou TBarra3d), 
Chang_Bar_Grup_Sec (altera o grupo de seyiio transversal da barra), 
Chang_Bar_Mat (altera o tipo de material da barra) sao utilizados sem pariimetro de 
entrada. Em tempo de execuyao, cada urn solicita ao usuario que fome9a o numero do 
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objeto TBarra ( ou TBarra3d) que sofreni a mudan<ya, bern como os dados do objeto 
da mudan<;a. Por exemplo, para se alterar o n6 inicial deve-se fomecer primeiramente 
o nillnero da barra, depois o numero do n6 que substituini o atual, ap6s o que, o 
metodo verifica se existe urn n6 com esse numero armazenado na lista de n6s e, se nao 
existir, exibe uma mensagem informando ao uswirio que o n6 nao foi encontrado na 
lista e termina a execu<yao do metodo (nesse caso deve-se criar o n6 e depois executar 
novamete o metodo); caso exista, atribui-o ao elemento TBarra (ou TBarra3d) em 
substitui<;ao ao n6 inicial. 
0 metodo Main_Menu exibe na tela as op<yoes (transcritas a 
seguir) existentes neste trabalho para se analizar a estrutura: 
Esco/ha: 
[ R j -> Ler Arquivo de dados. 
[ WI -> Criar arquivo de dados. 
[ B j -> Allerar dados de barras. 
I L j -> Altera dados de cargas. 
I M j -> Alterar dados de tipos de materiais. 
IN j -> Alterar dados de nodes de estrutura. 
[ G j -> Alterar dados de secoes ou grupos de secoes transversais. 
IS j -> Rea/iza a analise do modelo. 
I C ]-> Ca/cula os esforcos nas barras. 
I T j -> Exibe na tela os resultados da analise. 
I X j -> Encerra a analise do modelo. 
As altemativas de altera<yao de dados ativa a os menus correspondentes que exibirao 
as op<;oes mais especificas a serem escolhidas. 
A possibilidade de se alterar a estrutura depois que ela foi 
armazenada pelo sistema, permitindo adicionar urn elemento, alterar carregamentos, 
n6s, etc, e muito importante na pratica e no estudo te6rico, pois permite verificar 
rapidamente quais os efeitos resultantes nas pe<yas, obtidos devido a ocorrencia de uma 
dessas modifica<;oes ( diminuindo-se o vao de uma viga com a introdu<yao de urn pilar, 
por exemplo ), bern como analisar com uma discretiza<yao mais apurada urn 
determinado elemento ou regiao (regiao de descontinuidade, por exemplo) onde se 
obteve ou se supoe que haja uma concentra<;ao de tensoes. 
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Todo o gerenciarnento fica a cargo das fun<;:oes da classe 
TModel e suas classes derivadas, portanto o programa principal implementado e 
relativamente simples, como mostra a listagem 6.13. 
Listagem 6. 13 - Sequencia de instru96es do programa principal 
void main (void) 
{ 
} 
TModel * estrutura ; 
unsigned int espaco, aux ; 
aux=O; 
while ( aux=O) 
{ 
} 
cout<<"Digite qual o espaco da analise :\n" 
<<" 2 = Plano\n" 
<<" 
cin>>espaco ; 
if ( espaco 2) 
{ 
3 = Tridimensional\n" ; 




if ( espaco 3) 
{ 
} 




error("Opcao invalida. Tente novamente. \n ",CONTINUAR); 
delete estrutura ; 
Como se percebe pelo c6digo, as principais a<;:oes do prograrna 
principal sao receber o espa<;:o da analise, inicializar o objeto TModel de acordo com 
esse espa<;:o, apresentar o menu de op<;:oes para se realizar a analise e, depois de obtido 
os resultados, remover o objeto TModel, retomando ao sistema o espa<;:o de memoria 
que foi utilizado. Parece bern simples mas a estrutura da interliga<;:ao entre as diversas 
variaveis e dados que compoe o problema e sua solu<;:ao e complexa. 
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Do modo como est<i desenvolvido o ambiente, para se tratar 
problemas que sejam discretizados com outros tipos de objetos derivados da classe 
TElement nao sera necessaria redefinir as variaveis protected e alguns dos metodos 
que formam a classe TModel. Urn elemento triangular, por exemplo, pode ser 
armazenado na mesma lista de elementos e responde aos mesmos metodos que urn 
elemento de barra, porem de maneira diferente (polimorfismo ). Sera, portanto, 
necessiirio criar uma classe que gerencie a forma<;:ao, destrui<;:ao e a interliga<;:ao desses 
novos objetos. 
Para esse gerenciamento, essa nova classe sera derivada de 
TModel_Struct_Node_2D ou TModel_Struct_Node_3D, por exemplo, herdando 
seus dados e metodos. Podera tambem ser derivada de mais de uma dessas classes, 
caracterizando a heran<;a multipla (uma outra vantagem da linguagem C++ orientada a 
objetos). Nesse caso, permitira a analise do problema com diferentes tipos de 
elementos (quadrati co com triangular ou triangular com barra, por exemplo ). Tal fato 
se traduz em uma enorme vantagem para a amplia<;:ao do sistema num futuro projeto, 
pois as fun<;:5es ja testadas para gerenciamento do conjunto de objetos ja criados nao 
necessitarao ser reescritas, evitando-se a introdu<;ao de erros ao sistema e, tambem, 
podendo aumentar a abrangencia da analise para alguns tipos de problemas (por 
exemplo, na maior discretiza<;ao de uma regiao onde ha concentra<;:ao de tens5es em 
apenas urn dos elementos de barra que formam uma estrutura). 
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7 EXEMPLOS 
Neste capitulo sao apresentados alguns dos exemplos que foram 
analisados como programa desenvolvido. Essas mesmas estruturas foram tambem 
analisadas pelo programa comercial SAP-90 para que os resultados aqui obtidos 
tivessem urn parametro de comparac;:ao e, a partir dessas comparac;:5es, se necessaria, 
efetuar as correc;:5es. 
Em todas as estruturas que serao apresentadas a seguir, 
convenciona-se aqui que o nlli:nero dos n6s da estrutura estarao apresentados dentro de 
circulos e o nlli:nero das barras dentro de retangulos. As cargas e medidas de distancias 
nao estarao inscritas em nenhuma figura sendo que suas unidades as identificarao. 
Por simplificac;:ao, para todas as barras dos exemplos seguintes, 
adota-se uma mesma sec;:ao transversal generica, te6rica, e que apresenta pequenos 
valores para as caracteristicas geometricas, encontrando, assim, grandes valores para 
os deslocamentos. Tal sec;:ao tern as seguintes caracteristicas: 




0 material, tambem para todas as barras, apresenta modulo de 
elasticidade E = 21 00tf/m2 e coeficiente de Poisson v = 0,3. 
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7.1 - Exemplo 1 
Com a finalidade de facilitar a avalia.yao dos resultados obtidos 
em uma analise para que fosse possivel realizar qualquer adequa.yao, foram calculadas 
varias estruturas simples, aporticadas, como a apresentada pela figura 7 .1. Essas 
estruturas sao compostas por tres barras formando urn portico e possuem apenas urn 
tipo de carga atuante, seja nodal ou distribuida. 
.. 
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Figura 7.1 - Uma das estruturas aporticadas analisadas na fase de elimina9ao de erros. 
Os resultados obtidos na analise desta estrutura pelo sistema 
aqui desenvolvido estao apresentados na tabela 7.1, e os obtidos com a utiliza<;:ao do 
programa SAP-90 estao apresentados na tabela 7 .2. 
Tabela 7.1 - Exemplo 1 -Resultados obtidos utilizando o programa desenvo1vido. 
N6 u(x) v(y) w(z) R(x) R(y) 
1 0 0 0 0 0 
2 0 0 0 0 0 
3 0 0 -70.082 -0.413753 0.606533 







Tabela 7.2 · Exemplo l -Resultados fomecidos pelo programa SAP-90 
JOINT U(X) U(Y) U(Z) R(X) R(Y) R(Z) 
l .000000 .000000 .000000 .000000 .000000 .000000 
2 .000000 .000000 .000000 .000000 .000000 .000000 
3 .000000 .000000 -70.081986 -.413753 .606534 .000000 
4 .000000 .000000 -331.703728 -1.371961 .606534 .000000 
Essas tabelas demonstram a facil comparayiio entre os 
resultados obtidos. Embora o exemplo seja de urn portico plano simples, devido estar 
o carregamento em plano perpendicular ao do portico, foi realizada a anilise como 
uma estrutura espacial. 
7.2 - Exemplo 2 
Apos a fase de comparac,;iio e adequac,;iio dos resultados entre 
estruturas simples, procedeu-se a uma analise urn pouco mais complexa. Para tanto foi 
proposto o estudo da estrutura apresentada pela figura 7 .2. Os resultados obtidos com 
a utilizac,;iio deste programa estiio apresentado na tabela 7.3 e os obtidos com a 
utilizac,;iio do programa SAP-90, na tabela 7.4. 










Figura 7.2 - Estrutura aporticada proposta para analise. 
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Tabela 7.3 - Exemplo 2 - Resultados obtidos utilizando o programa desenvolvido. 
No u(x) v(y) w(z) R(x) R(y) 
I 0 0 0 0 0 
2 0 0 0 0 0 
3 0 0 0 0 0 
4 0 0 0 0 0 
5 154.153 0.0215376 -67.7296 -0.144927 0.49472 
6 154.121 -0.0952625 -318.248 -0.632267 0.494676 
7 -21.3596 -0.0249518 -67.7297 -0.142035 0.494878 
8 -21.3593 -0.063228 -318.336 -0.479239 0.494834 
9 272.499 -0.0130421 -122.882 -0.0661259 0.777648 
10 272.464 -0.160941 -490.906 -0.195649 0.777599 
11 -41.1721 -0.0330755 -122.882 -0.0621806 0.777718 
12 -41.1723 -0.0691319 -490.939 -0.0654121 0.777668 
Tabela 7.4- Exemplo 2 - Resultados fornecidos pelo programa SAP-90. 
JOINT U(X) U(Y) U(Z) R(X) R(Y) 
1 .000000 .000000 .000000 .000000 .000000 
2 .000000 .000000 .000000 .000000 .000000 
3 .000000 .000000 .000000 .000000 .000000 
4 .000000 .000000 .000000 .000000 .000000 
5 154.203645 .021580 -67.786180 -.145050 .494835 
6 154.171095 ·.095272 -318.352947 -.632463 .494791 
7 -21.364775 ·.024967 -67.786314 •.142158 .494992 
8 -21.364518 -.063246 -318.440587 -.479435 .494949 
9 272.609665 -.012983 -122.991811 -.066189 .777843 
10 272.573939 -.160956 -491.082158 -.195728 .777793 
II -41.181775 ·.033096 -122.991583 -.0622441 .777912 
12 -41.181952 -.069154 -491.114395 -.065491 I .777863 
A analise realizada neste caso representa urn exemplo de 
estrutura realmente espacial. Observa-se que os valores obtidos com ambos os 




























7.3 - Exemplo 3 
0 ambiente desenvolvido neste trabalho utiliza matrizes cheias 
para proceder a amilise da estrutura. Assim, com o proposito de determinar qual a 
capacidade maxima de analise em urn computador pessoal486/DX-2 com 8Mb de 
memoria RAM, partiu-se da estrutura apresentada na figura 7.2 e, com a utiliza<;ao do 
metodo que acresenta barras, chegou-se a estrutura composta de 32 barras e 20 nos 
apresentada na figura 7.3. Os resultados obtidos com a utiliza<;:ao deste ambiente estao 
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Figura 7.3 - Exemplo maximo cuja analise foi conseguida com a utilizal'ao de matriz cheia 
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Tabela 7.5- Exemplo 3 -Resultados obtidos utilizando o programa desenvolvido. 
N6 u(x) v(y) w(z) R(x) R(y) R(z) 
I 0 0 0 0 0 0 
2 0 0 0 0 0 0 
3 0 0 0 0 0 0 
4 0 0 0 0 0 0 
5 364.792 0.301891 -59.4471 -0.189451 0.999082 -1.32022 
6 364.802 -0.363177 -420.038 -1.01309 1.00586 -1.22027 
7 -191.665 -0.0735946 -59.4471 -0.18943 1.00735 0.428824 
8 -191.766 -0.160357 -420.038 -1.01307 0.997588 0.446773 
9 933.553 0.495099 -177.517 -0.277145 2.1386 -1.40631 
10 933.508 -0.608991 -970.502 -0.983064 2.19161 -1.24915 
II -280.545 -0.0843269 -177.517 -0.277262 2.21848 0.0373585 
12 -280.592 -0.297019 -970.502 -0.983182 2.lll73 -0.0439642 
13 1387.36 0.566991 -316.463 -0.123339 2.81143 -0.853626 
14 1387.24 -0.728956 -1423.45 -0.568633 3.13364 -0.716746 
15 -247.947 -0.0754957 -316.526 -0.123351 3.57467 -0.100777 
16 -247.934 -0.36254 -1423.51 -0.568637 2.3704 -0.0806347 
17 1582.51 0.589746 -299.565 0.0404072 3.32544 -0.143704 
18 1582.47 -0.754327 -1572.07 -0.137088 3.38502 -0.321063 
19 -222.581 -0.0679999 -299.565 0.0405925 3.41358 -0.0357222 
20 -222.585 -0.376942 -1572.07 -0.136889 3.29686 -0.0455583 
Tabela 7.6- Exemplo 3 -Resultados fomecidos pelo programa SAP-90. 
JOINT U(X) U(Y) U(Z) R(X) R(Y) R(Z) 
I .000000 .000000 .000000 .000000 .000000 .000000 
2 .000000 .000000 .000000 .000000 .000000 .000000 
3 .000000 .000000 .000000 .000000 .000000 .000000 
4 .000000 .000000 .000000 .000000 .000000 .000000 
5 364.792153 .301891 -59.447028 -.189451 .999082 -1.320222 
6 364.802568 -.363177 -420.038132 -1.013091 1.005859 -1.220275 
7 -191.665377 -.073595 -59.447024 -.189430 1.007353 .428824 
8 -191.765935 -.160357 -420.038128 -1.013069 .997588 .446774 
9 933.553390 .495099 -177.517167 -.277145 2.138603 -1.406312 
10 933.507707 -.608991 -970.502230 -.983064 2.191610 -1.249152 
11 -280.545582 -.084327 -177.517180 -.277262 2.218485 .037359 
12 -280.592536 -.297019 -970.502243 -.983183 2.111729 -.043964 
13 .1387E+04 .5670 -.3165E+03 -.1233 .2811E+OI -.8536 
14 .1387E+04 -.7290 -.1423E+04 -.5686 .3134E+OI -.7167 
15 -247.947541 -.075496 -316.525990 -.123351 3.574671 -.100777 
16 -.2479E+03 -.3625 -.1424E+04 -.5686 .2370E+OI -.8063E-01 
17 .1583E+04 .5897 -.2996E+03 .4041E-01 .3325E+OI -.1437 
18 .1582E+04 -.7543 -.1572E+04 -.1371 .3385E+OI -.3211 
19 -222.580853 -.068000 -299.565258 .040593 3.413579 -.035722 
20 -.2226E+03 -.3769 -.1572E+04 -.1369 .3297E+OI -.4556E-01 
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7.4 Exemplo 4 
Apresenta-se a seguir urn exemplo de combinac,;5es entre tipos 
de carregamentos. Para tanto foi utilizada a mesma estrutura do item anterior sujeita 
agora a dois tipos de carregamentos (mostrados no esquema da figura 7.4). 
Para a analise foram considerados dois tipos de combinac,;oes 
entre os carregamentos. Na primeira o carregamento 1 tern fator de multiplicac,;ao 
igual a 1,4 eo carregamento 2 tern peso 0.8 e os resultados obtidos estao apresentados 
na tabela 7.7. Na segunda combina<,:ao ambos os tipos de carregamentos possuem 

















Tabela 7.7- Exemplo 4- Resultados obtidos para a primeira combina<;ao entre os carregamentos. 
No u(x) v(y) w(x) R(x) R(y) R(z) 
I 0 0 0 0 0 0 
2 0 0 0 0 0 0 
3 0 0 0 0 0 0 
4 0 0 0 0 0 0 
5 367.123 0.228999 -179.017 -0.480788 1.08586 -1.34598 
6 367.124 -0.431714 -552 -1.3535 1.09535 -1.18884 
7 -270.177 -0.15631 -179.009 -0.480755 1.09744 0.595247 
8 -270.327 -0.221929 -551.992 -1.35347 1.08377 0.620824 
9 931.623 0.347707 -455.262 -0.584838 2.28232 -1.38771 
10 931.592 -0.751845 -1296.55 -1.34349 2.35658 -1.25053 
II -384.138 -0.209638 -455.262 -0.585016 2.39415 0.0194034 
12 -384.203 -0.4148 -1296.55 -1.34369 2.24474 -0.0958716 
13 1383.65 0.342955 -746.495 -0.327928 2.89564 -0.997243 
14 1383.52 -0.954004 -1916.3 -0.766154 3.34677 -0.5693 
15 -322.308 -0.225175 -746.585 -0.327955 3.96419 -0.169433 
16 -322.28 -0.506641 -1916.39 -0.766157 2.27825 -0.138545 
17 1578.18 0.36978 -787.909 -0.0172449 3.42504 -0.0907936 
18 1578.13 -0.98078 -2105.25 -0.16917 3.50847 -0.372458 
19 -280.505 -0.234426 -787.918 -0.0170077 3.54842 -0.056543 
20 -280.517 -0.526008 -2105.24 -0.168866 3.38503 -0.0717271 
Tabela 7.8- Exemplo 4- Resultados obtidos para a segunda combina<;ao entre os carregamentos. 
N6 u(x) v(y) w(z) R(x) R(y) R(z) 
I 0 0 0 0 0 0 
2 0 0 0 0 0 0 
3 0 0 0 0 0 0 
4 0 0 0 0 0 0 
5 222.272 2 -215.371 -0.551509 0.72982 -0.830389 
6 222.265 -450.436 -1.11959 0.737947 -0.684631 
7 -232.899 -0.168498 -215.359 -0.551479 0.739741 0.507346 
8 -233.032 -0.188627 -450.424 -l.II956 0.72802I 0.529558 
9 556.956 0.0759792 -523.904 -0.628544 1.4991 -0.81546I 
lO 556.951 -0.579I8 -I072.42 -1.13138 1.56278 -0.75II29 
II -324.008 -0.23899I -523.904 -0.628705 1.59496 -0.00419844 
I2 -324.065 -0.354957 -I072.42 -l.I3157 1.46693 -0.10392I 
13 826.414 0.00413996 -836.009 -0.381319 1.8I354 -0.727295 
I4 826.332 -0.774378 -1594.73 -0.637783 2.20025 -0.208573 
15 -260.70I -0.2703I8 -836.086 -0.38I349 2.72945 -0.163267 
16 -260.67 -0.43374 -1594.82 -0.637785 1.28438 -0.135063 
17 942.486 0.023892 -913.487 -0.0623957 2.14483 -0.0067056 
18 942.446 -0.791692 -1744.41 -O.I30357 2.21635 -0.269579 
19 -220.882 -0.290963 -913.501 -0.0622068 2.25058 -0.0525719 
20 -220.896 -0.449817 -1744.4 -0.130081 2.11054 -0.0664957 
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7.4 Exemplo 5 
Uma das vantagens proporcionadas pela filosofia de 
programa<;i'io orientada por objetos e permitir a utiliza<;i'io de c6digos gerados por 
outros pesquisadores praticamente sem que sejam feitas restri<;oes a estrutura de dados 
e, tambem, com pouco tempo gasto no entendimento da forma de utiliza<;i'io desse 
c6digo. Objetivando demonstrar aqui essa vantagem, utiliza-se para solu<;i'io de 
sistemas de equa<;oes lineares urn conjunto de classes desenvolvido por 
MANDUJANO[l995], Essas classes foram implementadas com a finalidade de 
permitir a utiliza<;i'io de varios tipos de matrizes, das quais, devido as caracteristicas do 
trabalho aqui desenvolvido, aquelas que permitem criar objetos do tipo matriz skyline 
serao adaptadas a este trabalho. 
Ainda, demonstrando a possibilidade da amplia<;i'io deste 
trabalho por outros pesquisadores que em principia nao terao acesso ao c6digo fonte, 
a implementa<;i'io do armazenamento da matriz de rigidez da estrutura em forma de 
matriz skyline, a solu<;i'io do sistema de equa<;oes e a grava<;i'io dos resultados 
(deslocamentos) em arquivo, foram realizadas simulando-se que apenas os arquivos 
que contem as defmi<;oes das classes (arquivos de cabe<;alho) sao conhecidos. Assim 
sendo, nenhuma parte do c6digo ja desenvolvido (seja deste trabalho ou do que trata 
de matrizes) foi aberta e reescrita. 
A fim de atender as especifica<;oes acima, foi desenvolvida uma 
nova classe, denominada TModei_Integrated, cujo arquivo de cabe<;alho esta em 
parte transcrito na listagem 7 .1. Essa classe e devivada da classe 
TModel With Bar 3D, herdando desta seus metodos, e contem a inclusao dos 
- - -
arquivos que permitem criar o objeto matriz skyline (arquivos tsimmat.h, tfullmat.h 
e tskylmat.h). Desta forma, apenas OS metodos (herdados) que de alguma utilizam ou 
se relacionam com a matriz de rigidez da estrutura foram reescritos. Assim, temos os 
seguintes metodos redefinidos: 
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• Set_ Cond_ Contour---+ definido na area protected da classe e eo 
responsavel por incluir na matriz de rigidez as condiyi'ies de contorno (graus 
de liberdade restritos e deslocamentos impostos) da estrutura. 
• Fiii_Mat_Giob---+ metodo que preenche a matriz de rigidez global 
processando as contribuiyi'ies das barras. Tam bern definido na area 
protected. 
• Fill_ Vet_ Glob---+ metodo que preenche o vetor de cargas global somando, 
na coordenada correspondente, a contribuiyao das cargas nodais e das 
cargas atuantes nas barras (cargas nodais equivalentes). Na chamada a esse 
metodo deve-se fomecer como pararnetro de entrada o nfunero do tipo de 
carregamento para o qual se esta calculando os deslocamentos (resolvendo 
o sistema). Esse metodo foi reescrito porque na chamada ao metodo que 
soluciona o sistema de equayi'ies associado ao objeto do tipo TSkylMatrix 
( classe do trabalho acima referido desenvolvida para representar matrizes de 
banda skyline), deve-se passar como pararnetro urn ponteiro para urn objeto 
da classe TFMatrix ( classe do mesmo trabalho que representa uma matriz 
cheia). Esse ultimo objeto esta associado, neste trabalho, ao vetor de carga 
globais. Portanto, o metodo de mesmo nome da classe 
TModel_ With_Bar_3D nao e compatlvel nesta nova classe por armazenar 
o vetor de cargas em urn objeto da classe TVetFloat. 
• Save_ Global_ Result---+ metodo que salva os resultados da solw;ao do 
sistema de equas:oes em urn arquivo. 
• Solve ---+ F az a chamada ao metodo que preenche a matriz de rigidez da 
estrutura e ao metodo que implementa nela as condi<;:i'ies de contomo. A 
seguir, armazena a matriz assim obtida em urn arquivo, e, para cada urn dos 
tipos de carregamentos que a estrutura apresenta, chama o metodo que 
preenche o vetor de carga (passando o numero do tipo de carregamento ), 
preenche a variavel que representa a matriz de rigidez com os dados lidos 
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do arquivo onde a matriz foi armazenada, faz a charnada ao metodo que 
soluciona o sistema de equa9oes (metodo Solve_ Cholesky da classe 
TSkylMatrix) e salva os resultados solicitando ao usmirio o nome do 
arquivo onde eles serao armazenados. 
Listagem 7.1 - Parte do arquivo de cabeyalho da classe TModel Integrated 
#include "tsimmat.h" 
#include "tskylmat .. h" 
#include "tfullmat.h n 
#include "modbar3d.h" 
#include "vetint.h" 





TSkylMatrix * fmatrix_global; 
TFMatrix * jvetor _global; 
virtual void Set_ Cond_ Contour(); 
virtual void Fill_ Mat_ Glob() ; 
virtual void Fill_ Vet_ Glob( unsigned int number_of_type_load) ; 
virtual void Save_ Global_ Result() ; 
TModel_Integrated() ; 
virtual-TModel_ Integrated() ; 
virtual void Solve() ; 
Estao definidas na area protected desta classe duas variaveis: 
urn ponteiro para urn objeto da classe TSkylMatrix denominado fmatriz_global que 
representa a matriz de rigidez da estrutura ( armazenada na forma de matriz skyline) e 
urn ponteiro para urn objeto da classe TFMatrix, denominado fvetor_global, ao qual 
serao atribuidos os valores que compoem o vetor de cargas globais (armazenado na 
forma de uma matriz coluna). Essas variaveis sao inicializadas no metodo construtor 
da classe. 
Com a introduviio dessa nova classe foi possivel analisar, por 
exemplo, a estrutura apresentada na figura 7.5. Os resultados obtidos estao 
apresentados na tabela 7.9, e os conseguidos com a utiliza9ao do programa SAP-90 
para comparavao, na tabela 7.1 0. 
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Figura 7.5 - Exemplo de estrutura analisada utilizando matriz skyline 
Na figura 7.5 nao estao marcadas os nfuneros da barras. Assim 
se procedeu para facilitar a visualizas;ao da estrutura, pois caso esses nfunero fossem 







Tabela 7.9- Exemplo 5- Resultados obtidos utilizando o programa desenvolvido. 
No u(x) v(y) w(z) R(x) R(y) R(z) 
1 0 0 0 0 0 0 
2 27.1859 0.0482147 -131.69 -0.278564 0.137913 -0.0964363 
3 67.8586 0.062065 -280.764 -0.22656 0.254765 -0.135353 
4 137.222 0.0436826 -379.818 -0.110228 0.367082 -0.219489 
5 178.975 .0318057 -425.992 -0.14144 0.41608 -0.0323269 
6 0 0 0 0 0 0 
7 19.7325 -0.0773816 -131.69 -0.279589 0.137554 -0.0769069 
8 48.2815 -0.130803 -280.763 -0.220569 0.253432 -0.0553577 
9 64.0318 -0.166803 -379.823 -0.14416 0.366755 -0.0265541 
10 67.1121 -0.191094 -425.988 0.05035 0.416009 -0.00037962 
11 0 0 0 0 0 0 
12 27.1496 0.0579668 -268.426 -0.521587 0.109659 -0.0679088 
13 67.7974 0.0627987 -526.69 -0.361807 0.222875 -0.127609 
14 137.186 0.0319374 -674.231 -0.157932 0.325455 -0.0674648 
15 178.951 0.0154519 -720.989 -0.0823817 0.388718 -0.0657878 
16 0 0 0 0 0 0 
17 19.7401 -0.161534 -268.396 -0.522182 0.110443 -0.0480461 
18 48.3014 -0.269332 -526.66 -0.358153 0.227534 -0.093667 
19 64.0498 -0.309029 -674.204 -0.17839 0.326088 -0.00786133 
20 67.1212 -0.332107 -720.971 0.0340861 0.38879 -0.00858413 
21 0 0 0 0 0 0 
22 27.1133 0.104006 -257.049 -0.516305 -0.152914 -0.094475 
23 67.692 0.175782 -533.182 -0.460964 -0.270629 -0.108274 
24 137.161 0.20114 -774.334 -0.311303 0.145459 -0.171812 
25 178.943 0.20405 -873.717 -0.0412577 0.259382 -0.06303 
26 0 0 0 0 0 0 
27 19.7598 -0.167015 -257.019 -0.517342 -0.155898 -0.0617189 
28 48.3411 -0.283472 -533.151 -0.458506 -0.295983 -0.00796961 
29 64.0781 -0.323413 -774.302 -0.300492 0.143296 -0.0387793 
30 67.1393 -0.330592 -873.704 -0.10975 0.259187 0.0196038 
31 0 0 0 0 0 0 
32 27.096 -0.0322779 -99.5029 -0.199531 -0.275407 -0.070132 
33 67.6103 -0.0395773 -212.949 -0.221234 -0.520145 -0.0372556 
34 0 0 0 0 0 0 
35 19.7594 -0.0604445 -99.5082 -0.230071 -0.266741 -0.0455559 
36 48.3489 -0.100358 -212.957 -0.0384084 -0.397454 -0.0569559 
37 0 0 0 0 0 0 
38 27.088 -0.0324252 31.4276 0.0082828 -0.142871 -0.0704057 
39 67.5793 -0.0333404 -2.32104 -0.104652 -0.178912 -0.08455 
40 0 0 0 0 0 0 
41 19.7439 -0.0300617 31.3955 -0.00569072 -0.157684 -0.0737265 
42 48.3415 -0.0528105 -2.34395 -0.0263402 -0.363373 -0.0357764 
43 48.345 -4.44579 -113.123 -0.0320567 -0.650787 0.0267341 
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Tabela 7.10- Exemplo 5- Resultados fomecidos pelo programa SAP-90. 
JOINT U(X) U(Y) U(Z) R(X) R(Y) R(Z) 
I .000000 .000000 .000000 .000000 .000000 .000000 
2 27.185884 .048215 -131.690206 -.278564 .137913 -.096436 
3 67.858572 .062065 -280.764432 -.226560 .254765 -.135353 
4 137.221777 .043683 -379.818249 -.110228 .367083 -.219489 
5 178.974734 .031806 -425.992523 -.141440 .416080 -.032327 
6 .000000 .000000 .000000 .000000 .000000 .000000 
7 19.732477 -.077382 -131.690368 -.279589 .137554 -.076907 
8 48.281471 -.130803 -280.763478 -.220569 .253432 -.055358 
9 64.031810 -.166803 -379.823444 -.144160 .366755 -.026554 
10 67.112072 -.191094 -425.988104 .050350 .416009 -.000380 
II .000000 .000000 .000000 .000000 .000000 .000000 
12 27.149580 .057967 -268.425708 -.521587 .109659 -.067909 
13 67.797373 .062799 ·526.690021 -.361807 .222875 -.127609 
14 137.186464 .031937 -674.231343 -.157932 .325455 -.067465 
15 178.951116 .015452 -720.988833 -.082382 .388718 -.065788 
16 .000000 .000000 .000000 .000000 .000000 .000000 
17 19.740070 -.161534 -268.395844 -.522182 .110443 -.048046 
18 48.301414 -.269332 -526.659709 -.358153 .227534 -.093667 
19 64.049831 -.309029 -674.204522 -.178390 .326088 -.007861 
20 67.121190 -.332107 -720.971145 .034086 .388791 -.008584 
21 .000000 .000000 .000000 .000000 .000000 .000000 
22 27.113261 .104006 -257.049122 -.516305 -.152914 -.094475 
23 67.692003 .175782 -533.182347 -.460964 -.270629 -.108274 
24 137.161226 .201140 -774.333883 -.311303 .145459 -.171812 
25 178.943361 .204050 -873.717539 -.041258 .259383 -.063030 
26 .000000 .000000 .000000 .000000 .000000 .000000 
27 19.759759 -.167015 -257.019088 -.517342 -.155898 -.061719 
28 48.341059 -.283472 -533.150940 -.458506 -.295983 -.007970 
29 64.078072 -.323413 -774.301884 -.300492 .143296 -.038779 
30 67.139312 -.330592 -873.704149 -.109750 .259187 .019604 
31 .000000 .000000 .000000 .000000 .000000 .000000 
32 27.096029 -.032278 -99.502906 -.199531 -.275407 -.070132 
33 67.610264 -.039577 -212.949030 -.221234 -.520145 -.037256 
34 .000000 .000000 .000000 .000000 .000000 .000000 
35 19.759375 -.060444 -99.508221 -.230071 -.266741 -.045556 
36 48.348922 -.100358 -212.956586 -.038408 -.397454 -.056956 
37 .000000 .000000 .000000 .000000 .000000 .000000 
38 27.087964 -.032425 31.427562 .008283 -.142871 -.070406 
39 67.579313 -.033340 -2.321055 -.104652 -.178912 -.084550 
40 .000000 .000000 .000000 .000000 .000000 .000000 
41 19.743850 -.030062 31.395486 -.005691 -.157684 -.073727 
42 48.341458 -.052811 -2.343965 -.026340 -.363373 -.035776 
43 48.344994 -4.445788 -113.123091 -.032057 -.650787 .026734 
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Confirma-se com esse exemplo que a possibilidade de 
combinar dois ou mais c6digos existentes, ampliando a gama de problemas possiveis 
de serem analisados, apresenta vantagens com a utilizat;:ao da orienta<;:ao por objetos, 
dentre as quais pode-se salientar as seguintes: 
• menor tempo gasto na implementa<;:ao da nova potencialidade, pois nao 
houve necessidade de se proceder ao desenvolvimento, excut;:ao de testes e 
eliminat;:ao de erros do c6digo que representa as matrizes; 
• possibilidade reduzida de introduzir erros em c6digo ja testado 
(impossibilidade neste caso, pois o c6digo nao foi aberto ), no qual 
praticamente nao ha restrit;:oes a estrutura de dados; 
• qualquer metodo que precise ser desenvolvido ou alterado, de modo a 
adaptar o c6digo que se deseja introduzir, pode ser implementado em uma 
sub-classe. Isso permite a inclusao de qualquer conjunto de classes 
praticamente sem restrit;:oes; 
Note-se que o exemplo apresentado pela figura 7.5 nao 
representa a potencialidade maxima do ambiente utilizando matriz de banda skyline, 
pois a intent;:ao com esse exemplo nao foi a de verificar esse maximo, mas sim a de 
comprovar as vantagens anteriormente referidas que sao oferecidas pela programat;:ao 




Foi desenvolvido urn sistema computacional baseado na 
filosifia da linguagem orientada por objetos. Esse sistema e composto por uma 
biblioteca de classes de objetos relacionados a estruturas aporticadas tridimensionais 
que permitem a analise linear desse tipo de estrutura com o emprego do metodo dos 
elementos finitos. Devido a modularidade que essa biblioteca apresenta, serve de base 
para urn sistema mais complexo, pois a ela podem ser adicionadas novas teoriais e 
ideias sem que seja necessaria reescrever o c6digo ja existente. Isso e conseguido, 
conforme o procedimento comentado no Capitulo 7, atraves da cria9ao de classes 
derivadas das existentes, especializadas com os acrescimos de dados e metodos. 
Assim, o sistema permite a quem vier a amplia-lo, dedicar-se exclusivamente a 
implementa((ao da nova potencialidade, conseguindo urna otimiza((aO de tempo e 
esfor9o. 
Exemplos foram realizados demonstrando o funcionamento do 
sistema e a facilidade de sua amplia((ao por outros pesquisadores. Comparas:oes dos 
resultados obtidos foram feitas de modo a trazer maior credibilidade ao c6digo que foi 
aqui implementado, permitindo que as futuras amplia9oes a serem realizadas tenham 
urn patamar de partida confiavel. 
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8.2 AVALIAQAO DA UTILIZAQAO DA 
OOP 
0 desenvolvimento do prograrna apresentado nos capitulos 5 e 
6 demonstrou as vantagens da filosofia de prograrnat;ao orientada por objetos. 
Alterat;5es nas especificat;5es de projeto (muito comuns no desenvolvimento de 
softwares) forarn feitas de modo mais facil do seriarn caso fosse utilizada a linguagem 
procedural. Isso ocorreu basicarnente devido a essas alterat;5es estarem localizadas em 
algumas das classes do sistema, nao havendo, portanto, a necessidade de se proceder 
as alterat;5es a partir do inicio do prograrna e nao tendo que modificar outras partes do 
c6digo ja estavel. Essa e uma caracteristica da propriedade do encapsulamento, a qual 
perrnitiu escrever urn c6digo que tern uma manutem;ao mais facil, com menor 
probabilidade de introdut;ao de erros. 
A propriedade da herant;a foi uti! na implementa((aO do c6digo 
por perrnitir uma economia de tempo e esfor9o consideravel ao se fazer as sub-classes 
herdarem metodos e dados de super-classes. Tais metodos precisararn ser 
implementados uma unica vez, sendo que para as sub-classe eles foram 
complementados de acordo com as especifica9oes que cada uma delas necessitou. 
Isso tarnbem arnplia a quantidade de classes semelhantes que podem ser abrangidas e 
perrnite o crescimento indefinido dos tipos de problemas que possam vir a ser 
analisados pelo sistema (problemas de transferencia de calor, escoarnento de fluidos, 
eletromagnetismo, etc), nao se restringindo apenas ao campo da analise estrutural. 
0 conceito de classe e a propriedade da heran9a tam bern 
perrnitirarn uma melhora no gerenciarnento dos dados e a modulariza((ao do sistema. 
Assim, como apenas o objeto pode charnar urn metodo que altere os dados a ele 
associados, diminuem as possibilidades de o programador cometer urn engano 
fazendo com que urn dado receba urn valor que nao era intencionalmente a ele 
endere9ado ou que armazene uma inconsistencia. Ja a modularizat;ao perrnitiu dividir 
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o c6dogo em blocos, geralmente individuais, facilitando a implementac;:ao e ampliac;:ao 
do ambiente. 
Ainda com relac;:ao it modularizac;:ao, na fase de testes notou-se 
outra vantagem da linguagem OOP sobre a procedural. Como as classes representam 
conjunto de objetos geralmente independentes, seus c6digos podem ser testados e 
avaliados antes de se haver completado todo o projeto. Isso facilita sobremaneira a 
localizac;:ao e eliminac;:ao de erros, pois nao ha a necessidade de se efetuar a procura 
por todo o c6digo, restringindo-a a umas poucas linhas. 
Observou-se tambem que a modularizac;:ao favorece o 
desenvolvimento de software por urn grupo de pesquisadores, pois cada participante 
do grupo pode implementar urn determinado tipo de procedimento concomitante e 
independentemente dos demais. Isso leva a uma maior rapidez na execuc;:ao do 
produto final. 
Essas propriedades, aliadas ao polimorfismo, permitiram 
desenvolver mais as classes que ja haviam sido criadas para o espa<;o bidimensional, 
ampliando-as com a derivac;:ao de classes mais especificas para atender aos objetos 
mais especializados (barras e n6s no espac;:o tridimensional, por exemplo) , 
introduzindo uma nova potencialidade (analise tridimensional) ao sistema existente, 
nao necessitando, entretando, que fosse aberto o c6digo ja testado e estavel. Dessa 
forma, o objetivo primeiro deste projeto, que e urn ambiente computacional orientado 
por objetos para analise de estruturas tri-dimensionais, foi alcanc;:ado sem que fosse 
perdida a possibilidade de se efetuar uma analise no plano. 
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8.3 ANALISE DE RESULTADOS DE 
SIMULA<;OES 
A introduyao da utilizayao de urn c6digo gerado por urn outro 
pesquisador independente (matriz de banda simetrica) mostrou requerer pouco tempo 
no entendimento de como utilizar o objeto a ser introduzido, e, tambem, nao houve 
restriyao a estrutura de dados. A propriedade da heranya permitiu a implementa<;ao da 
nova potencialidade ao sistema completamente sem a possibilidade de introdu<;ao de 
erros, pois nenhum dos c6digos ja testados teve de ser aberto para uma readapta<;ao, 
bastando criar uma nova classe, mais especifica, que representasse a nova 
potencialidade., mostrando assim, a vantagem que a orienta<;ao por objetos oferece na 
reutilizayao ou na amplia<;ao de urn c6digo ja existente. 
E: importante salientar que o metodo dos elementos finitos 
permite simular o comportamento de urn sistema fisico complexo atraves de uma 
transforma<;ao. Essa transforma<;ao aproxima as equa<;oes parciais que regem o 
problema em urn conjunto de equa<;oes algebricas as quais se pode aplicar as 
propriedades das matrizes e solucionar o problema por computador. 
Os problemas numericos analisados por este ambiente 
computacional, foram tambem calculados utilizando-se o programa comercial SAP-
90. Os resultados numericos fomecidos pelas duas analises apresentaram diferen<;as 
minimas, indicando uma boa precisao e dando confiabilidade ao sistema aqui 
desenvolvido. Ainda, para os exemplos analisados, o tempo que cada urn dos 
programas levou para efetuar o processamento foi praticamente o mesmo. Entretanto 
este dado e subjetivo, pois nao foram efetuadas medi<;oes e os exemplos nao 
correspondem a estruturas muito complexas. 
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8.4 SUGESTOES PARA TRABALHOS 
FUTUROS 
Apresenta-se a seguir alguns recursos especiais que podem ser 
implementados a esse sistema atraves da cria<;ao de classes mais especificas, derivadas 
das aqui existentes. Sao eles: 
- Permitir integraliiio por pontos de Gauss 
Pode ser criada uma classe que permita a substitui<;ao da 
integra<;ao de uma fun<;ao por uma opera<;ao matemiitica entre os valores que essa 
fun<;ao assume em determinados pontos notiiveis (denominados pontos de Gauss). 
Utiliza-se essa nova classe, por exemplo, na obten<;ao do carregamento nodal 
equivalente de uma carga que nao tenha sido aqui implementada e cuja lei de varia<;ao 
siga uma determinada expressao matemiitica. Pode-se, entao, atraves da cria<;ao de 
uma sub-classe da classe TLoad que contenha urn objeto dessa classe representativa 
dos pontos de Gauss, obter o carregamento nodal equivalente desse novo tipo de 
carga. 
- Amilise de elemento de barra com seliiio varilivel 
Utilizando-se urn procedimento semelhante ao descrito no item 
anterior pode-se permitir que o usuiirio fas:a analise de elemento com se<;ao transversal 
variando segundo uma funs:ao qualquer (viga em misula, por exemplo ). A 
implementa'(ao desse procedimento poderii ser feita em uma classe que tern a classe 
TGenericSecao como raiz e terii seus metodos desenvolvidos de modo a considerar as 
altera<;6es nas caracteristicas geometricas da se<;ao transversal, traduzindo-as na 
matriz de rigidez do elemento, evitando-se, assim, uma revisao em todo o c6digo jii 
testado. 
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- lmplementar urn procedimento que permita analisar o efeito de 
conexiies semi-rigidas 
Considerando-se o metodo aplicado por BLANDFORD[l994], 
pode-se levar em considera9ao os efeitos provocados por conexi'ies semi-rigidas 
implementando-se uma classe derivada da classe TBarra ( ou TBarra3d, conforme o 
caso) que tenha a caracteristica de o comprimento do objeto ser nulo, alterando-se, 
desta forma, a matriz de rigidez do elemento. Provavelmente ter-se-a que escrever 
apenas os metodos que calculam a matrix de rigidez do elemento segundo as 
coordenadas locais, a matriz de rotayao, assim como a fun9ao construtora e destrutora. 
- Implementar metodos para armazenar e Ier o estado atual dos diversos 
objetos 
Pode-se implementar metodos (nestas classes ou em sub-
classes) para que os diversos objetos de diversas classes tenham a atual situa9ao de 
seus dados armazenada ou !ida de urn arquivo. Esses metodos poderao ser criados em 
cada uma das classes que terao objetos a serem armazenados, nao necessitando alterar 
nenhuma das fun96es ja existentes e testadas ou apenas serem implementados na 
classe que gerencia toda a analise. Tal artificio sera muito uti! na entrada manual de 
dados; no processamento de urn problema Iongo; e tambem quando, por algurn 
motivo, o computador for desligado ou o usuario tiver que se ausentar. 
Pode-se tambem utilizar esses metodos na implementayao de 
uma fun9ao Undo (utilizada por PESQUERA et all[l983] e PAULIN0[1988] no 
desenvolvimento de pre-processadores) que permita ao usuario o retorno ao estagio 
anterior ao que foi executado caso este resulte em urn erro fatal ou caso os resultados 
obtidos nao tenham sido satisfat6rios, economizando urn tempo consideravel ao 
usuario, pois assim este nao tera que processar novamente etapas concluidas e de 
resultados aceitaveis. 
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- Utiliza~ao da matriz de rigidez em blocos 
Para poder ana!isar estruturas mais complexas faz-se necessaria 
a implementayiio de urn procedimento que per:mita trabalhar com matrizes de rigidez 
maiores que as conseguidas neste trabalho. Para tanto sugere-se a cria9iio de uma 
classe derivada da classe TSqMatrix aqui desenvolvida que grave a matriz de rigidez 
da estrutura em urn arquivo e, a partir deste arquivo, obtenha blocos da matriz para 
proceder aos calculos ( decomposi9iio da matriz e solu9iio dos sistemas de equa96es ). 
Deve-se tarnbem criar urna classe derivada da classe que gerencia o sistema 
(TModel_ With_Bar_2d ou TModel_ With_Bar_3d), que contenha urn objeto dessa 
nova classe de matrizes e que provavelmente tera apenas os metodos 
Set_ Cond_ Contour, Fili_Mat_ Globe Solve reescritos para proporcionar acesso a 
essa nova potencialidade. Esse procedimento ampliaria em muito o tamanho 
permitido para a estrutura. 
- Analise nao-linear 
Atraves de sub-classes da classe TMaterial que permitam 
avaliar os valores do modulo de elasticidade e do modulo tangente atraves de 
processos incrementais pode-se obter a matriz de rigidez de objetos TBarra3d, 
TBarra2d ou derivados se necessario, nas quais os efeitos da niio-linearidade fisica 
ou geometrica estejam presentes. A classe que gerencia o modelo tambem devera ter 
sua sub-classe que permita esse tipo de analise. 
- Analise dinamica 
Pode-se criar sub-classes das classes TBarra2d ou TBarra3d 
que considerem na montagem da matriz de rigidez os efeitos das solicita96es 
harmonicas, assim como sub-classes da classe TLoad devem ser implementadas para 
representar esse tipo de carregamento. Tambem sera necessaria a cria9iio de urna 
classe derivada da que gerencia o modelo e que acrescente nele o estudo das 
vibra96es. 
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Enfim, muitos outros trabalhos tais como a cria.;:ao de uma 
biblioteca de classes cujos objetos representem elementos utilizados na analise de 
placas e cascas, a cria.;:ao de pre e p6s-processadores que permitam uma interface mais 
amigavel como usuano, classes que gerem o modelo (malha), classes que permitam 
estudos de otimiza9iio, sub-estrutura.;:ao, dimensionamento e ate detelhamento das 
pe9as estruturais, podem servir-se deste sistema e amplia-lo, pois o programa aqui 
desenvolvido e apenas 0 inicio. 
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APENDICE A 
ROTEIRO PARA ELABORA<;AO DE ARQUIVO DE 
DADOS 
Urn arquivo de dados para o ambiente aqui desenvolvido deve 
ser redigido em urn editor de textos que grave o arquivo em formato ASCI. Por 
exemplo: edit do DOS, editor do turbo Pascal ou do Borland C++. 
seguir: 
Importante: 
• Niio utilize virgula para separar os dados. 
• As casas decimais devem ser separadas da parte inteira por ponto e niio por 
virgula. 
• Os dados relativos a analise tridimensional niio deveriio ser digitados ( nem 
mesmo o valor zero) quando a analise se der no plano. 
• Quando niio existir urn determinado valor para o dado, digite zero. 
Os dados deveriio ser digitados conforme estiio descriminados a 
Nlimero de nos do modelo 
Para cada n6 digite: 
- numero do n6; 
- coordenada X; 
- coordenada Y; 
- coordenada Z. 
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Nfunero de nos com restric;ao a deslocamentos 
Para cada no com restric;ao digite: 
- nfunero do no, 
- restric;ao a translac;ao em X, 
- restric;ao a translac;ao em Y, 
- restric;ao a translac;ao em Z, 
- restri<;ao a rotac;ao em X, 
- restri<;ao a rota<;ao em Y, 
- restri<;ao a rota<;ao em Z. 
Nfunero de nos com recalques de apoio 
Para cada no com recalque fomec;a: 
- nfunero do no, 
- recalque de translac;ao em X, 
- recalque de translac;ao em Y, 
- recalque de translac;ao em Z, 
- recalque de rota<;ao em X, 
- recalque de rota<;ao em Y, 
- recalque de rotac;ao em Z. 
Nfunero de se<;oes transversais 
Para cada se<;ao digite: 
- Tipo de sec;ao transversal --+ as op<;oes sao : C para cantoneira de abas 
iguais; L para cantoneira de abas 
desiguais; H para perfil H; I para perfil I ; 
U para perfil U e Q para outra sec;ao 
qualquer. 
- Os dados da sec;ao --+ para cada tipo deve-se 
tipo C --+ fomecer o valor da aba e da espessura da 
can tone ira. 
tipo L --+ fomecer o valor da altura, o valor da aba e o 
valor da espessura da cantoneira. 
tipos H, I e U --+ fomecer o valor da altura e o peso por 
metro linear do perfil. 
tipo Q --+ fomecer o valor da area, do momento de 
inercia com relac;ao ao eixo Z, o momento de 
inercia com relac;ao ao eixo Y, a constante de 
tor.yao e o peso por metro linear da se.yao. 
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Nfu:nero de grupos de se<;5es transversais 
Para cada grupo fome<;a o numero da se<;ao a ele correspondente (apenas digite 
o nfu:nero da se<;ao. Nao digite o nfu:nero do grupo) 
Numero de materiais que compoe o modelo 
Para cada material fome<;a: 
- o modulo de elasticidade. OBS.: Se for digitado o valor zero nesta 
linha, adota-se os valores padroes que sao:modulo de elasticidade = 
210000 e modulo de Yong = 0.3 
- o modulo de Y ong. ( caso nao tenha digitado o valor zero na linha 
acima) 
( apenas digite zero ou os valores do modulo de elasticidade e do 
modulo de Y ong. Nao digite o nfu:nero do material) 
Numero de barras que compoem o modelo 
Para cada barra fome<;a: 
- o nfu:nero da barra; 
- o numero do no inicial; 
- o numero do no final; 
- o nfu:nero do grupo de se<;6es; 
- o nfu:nero do tipo de material; 
- o angulo de rota<;ao entre a se<;ao transversal da barra e o eixo local X. 
Nfu:nero de tipos de carregamento 
Para cada carregamento digite: 
- 0 numero de nos com carga 
Para cada no com carga fome<;a: 
- o nfu:nero do no; 
- a for<;a na dire<;ao do eixo X; 
- a for<;a na dire<;ao do eixo Y; 
- a for<;a na dire<;ao do eixo Z; 
- o momento que provoca rota<;ao em tomo do eixo X; 
- o momento que provoca rota<;ao em tomo do eixo Y; 
- o momento que provoca rota<;ao em tomo do eixo Z. 
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- 0 numero de barras com carga 
Para cada barra com carga fomeo;:a: 
- o nlimero da barra; 
- o tipo de carga ~ as opo;:oes sao: D para carga 
uniformemente distribuida; T para carga linearmente 
distribuida e E para carga distribuida ao Iongo do eixo 
da barra. 
- os dados da carga ~ para cada tipo deve-se 
tipo D ~ fomecer o valor da carga e o angulo 
que esta forma como eixo local Y. 
tipo T ~ fomecer o valor da carga e o iingulo 
que esta forma como eixo local Y. 
tipo E ~ fomecer o valor da carga. 
Nlimero combinao;:oes entre os tipos de carregamento 
Para cada combinao;:ao digite: 
- 0 nlimero de tipos de carregamento que fazem parte da combinao;:ao 
- para cada tipo de carregamento fomeo;:a sua posio;:ao na lista de 
tipos de carregamentos e o seu peso. 
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