Evolutionary Algorithms 310 those results, the Memetic Algorithm is pointed as the best approach for CaRS considering the tested cases. Final conclusions and future directions for the research of algorithms for CaRS and its variations are addressed in Section 5.
Introduction
The Traveling Salesman Problem (TSP) is a classic Combinatorial Optimization problem. Given a graph G= (N,M) , where N={1,...,n} is the set of nodes and M={1,...,m} is the set of edges, and costs, c ij , associated with each edge connecting vertices i and j, the problem consists in finding the minimum length Hamiltonian cycle. The TSP is NP-hard (Garey & Johnson, 1979) and one of the combinatorial optimization problems more intensively investigated. The size of the larger non trivial TSP instance solved by an exact method evolved from 318 cities in the 80's (Crowder & Padberg, 1980) , to 7397 cities in the 90's (Applegate et al., 1994) and 24978 cities in 2004. The best mark was reached in 2006 with the solution of an instance with 85900 cities (Applegate et al., 2006) . The TSP has several important practical applications and a number of variants (Gutin & Punnen, 2002) . Some of these variants are classic such as the Peripatetic Salesman (Krarup, 1975) and the M-tour TSP (Russel, 1977) , other variants are more recent such as the Colorful TSP (Xiong et al., 2007) and the Robust TSP (Montemanni et al., 2007) , among others. A new TSP variant is introduced in this chapter named The Car Renter Salesman Problem (CaRS) . It models important applications in tourism and transportation areas and represents a complex variant that challenges the state of the art. In this paper the new problem and some variations are presented, its complexity is analyzed and some related problems are briefly overviewed. A memetic algorithm is proposed for the problem and it is compared to a hybrid GRASP/VND algorithm. CaRS Problem is introduced in Section 2, where several conditions under which this variant can be presented are introduced. Section 3 presents two metaheuristic methods for the investigated problem. In order to compare the performance of the proposed approaches, a set of instances introduced for the new problem, named CaRSLib. This set contains Euclidean and non-Euclidean symmetric instances with number of cities ranging from 14 to 300 and number of cars between 2 and 5. A set of 40 instances is used in the computational experiments. The heuristics proposed in Section 3 establish the first upper limits for solutions of CaRSLib of instances. The results of computational experiments comparing the performance of the proposed approaches are presented in Section 4. Statistical tests are applied to support conclusions on the behavior of the proposed algorithms. According to 1. Several types of cars are available for rent, each of them has own characteristics, that is, specific operational costs. These costs include fuel consumption, fees that have to be paid to travel on roads and the value of the rent. The fees that have to be paid to travel on the roads may depend on the type of the car and on the specific roads chosen for the route. The value of the rent can also be associated with a cost per kilometer. Thus, without loss of generality, these costs can be considered as a function of each car on a value associated to the edges (i,j) of graph G. The operational cost of a given car k to traverse an edge (i,j) is denoted by k ij c . 2. A car rented in a given company can only be returned in a city where there is an agency of the same company. It is therefore not allowed to rent a car of a given company to travel on a certain segment of the route, if that car cannot be returned on the last city of the segment -there is not an agency of this company in the last city of the segment. 3. Whenever it is possible to rent a car in a city i and return it in city j, i≠j, there is an extra for returning the car to its home city. The variable k ij d represents the expense to return car k to city j when it was rented in city i, i≠j. 4. The tour begins and ends in the city where the first car is rented, the city that is the basis for the CaRS. 5. The return cost is null in case the tour is completed with a single car which is delivered in the same town it was rented. This case corresponds to the classic TSP considering the cost of other conditions associated only with the selected car. 6. Cars with the same characteristics rented in a single rental car company can be hired under different costs, depending on the city they where rented or on the contract negotiation. Therefore, without loss of generality, the designation of rent can be efficiently controlled by decisions related to cars, not considering the companies. The set K={1,...,k}, |K|=k is the set of different cars that can be in the solution. 7. The costs of returning the rented car may be strictly associated with the path between the city where the car is delivered and the city where the car was rented or these costs can be a result of independent calculation. The objective of the proposed problem it to find the hamiltonian cycle that, starting on an initial vertex previously known, minimize the sum of total operating costs of cars in the tour. The total operating costs are composed of a parcel that unifies the rent and other expenses in a value associated to the edges, and a parcel associated to return the car to a city that is not its basis, calculated for each car and for each pair of cities origin/return in the cycle. The CaRS cycle may also be understood as obtained by the union of up to t Hamiltonian paths developed on up to t disjoint subsets of vertices of G. Each of the paths is accomplished with a different car or a car different from those used for the neighboring paths in the cycle. Therefore the cities that compose the cycle can be grouped into up to t different subsets of vertices of G that are covered by cars at least distinct from each other in the neighboring paths in the cycle. Figure 1 illustrates, in a complete graph with six vertices, a typical instance of CaRS. In the example there are three different rental cars. Figures 1(a), (b) and (c) show the accounting of the costs involved in the displacement of each type of car. Note that, unlike the classical traveling salesman cycle, the solution of CaRS depends on the city chosen to be the starting point of the tour, the basis of the salesman. This fact is due to the rate of return is linked both to the starting city and the direction of devolution. In the example this city is represented by vertex F. Figure 3 . This solution considers a case where all available cars are rented and no car is rented more than once. The cost of the cycle, according to the solution shown in Figure 3 , corresponds to the cost of path F-A-B for car 1, added to the cost of path B-E-C for car 2, added to the cost of path C-D-F of car 3, in a total of 6 unities. To this value it is necessary to add the cost of returning the car to their bases. For car 1, the cost of the return from B to F is one unity. For car 2, the cost of the return from C to B is two unities and, for car 3, the cost to return to C when the car is delivered in F is two unities. Thus, the cost of the final solution is 11 unities. The CaRS Problem has several variants in accordance with the real conditions of the problem. The problem can be classified according to the availability of cars, the alternatives of return, the existence of symmetry of the cost matrix and the existent links between the cities, etc. 
Variants of the car renter salesman problem
The Renter Salesman admits several specific situations being classified according to: 1. Availability of rental cars Since there is no guarantee that the rental companies are present in all cities of the tour, it may not necessarily be assumed that any car can be rented in any city. The case in which all cars can be rented in all cities is called total. In any other case the problem is called partial. In this study, when no observation is made otherwise, the problem is considered total. 2. Alternatives to return the car to its basis Since there is no guarantee that the rental companies operate services for receiving cars in all cities, it may not necessarily be assumed that any rental car can be returned in any city. To distinguish these different situations, the case in which all cities can receive all cars is called unrestricted. In any other situation the problem is called restricted. In this paper, when no observation is made otherwise, the problem is considered unrestricted. 3. The integrity of the contract When the problem does not allow the same type of car is rented more than once on the tour, the problem is called without repetition, in this case k≥t. The case without repetition where all cars have to be rented is called exact, in this case k=t. In any other situation the problem is called with repetition. In this paper, when no observation is made otherwise, the problem is considered without repetition.
Calculation of the costs of returning a rental car
The costs of returning the cars may be made of values independent of the topology or network restrictions. In this case the problem is called free. In the event that the cost of returning a car is calculated taking into account the route used by the car to return to its base, the problem is said to be bonded. In this paper, when no observation is made otherwise, the problem is considered free.
Symmetry of the distances between the cities When
where ncars denotes the number of cars available in a given problem instance, the problem is said to be symmetric, otherwise the problem is said to be asymmetric. 6. Existence of links in the connection graph that models the problem When the graph that models the problem is complete, the problem is called complete, otherwise the problem is called incomplete.
The difficulty of solving CaRS
The problem basically consists in determining a Hamiltonian cycle in a graph G by composition of paths developed on the vertices of G. Let T={1,...,t} denote the set of indices of up to t subgraphs H r of G, r∈T. Calling V(H r ) the vertices of H r , the subgraphs H r of CaRS have the following properties.
Constraint (1) determines that the union of all paths visits all vertices of G. Constraints (2) implies that two different subgraphs never have more than one vertex in common, a condition to prevent formation of subcycles. Note that the constraints (1) and (2) are not sufficient to guarantee the cycle of the CaRS. It is also necessary that the t subgraphs considered three to three, four to four, and so on, until t-1 to t-1, do not have more than one vertex in common.
Once this problem deals with Hamiltonian paths, each path done by a car in one subgraph H r visits all vertices of H r . The path of subgraph H r has to be assigned to a car different from the cars assigned to neighbor paths during the construction of an Hamiltonian cycle in G.
The costs of the edges of each subgraph correspond to the operation costs of the car traversing H r . Furthermore, when t≥2 the total cost considers the return cost of each car rented in city i and returned in city j, i≠j. Hamiltonian cycle and Hamiltonian path problems are well known NP-complete problems (Garey & Johnson, 1979) . Due to what was previously exposed, the difficulty of solving CaRS is at least the same as the TSP. Nevertheless, although some solutions of the TSP are also solutions of CaRS, the latter has a number of feasible solutions greater than the former and incorporates all the requirements of the TSP, like other several classes of vehicle routing problems which are known to be more difficult than the TSP (Ralphs et al., 2003) . The Traveling Salesman Problem is a particular case of CaRS in the situation where there is only one vehicle available for rent. Note that the solution space of CaRS is exponentially greater than the solution space of the Traveling Salesman Problem. Considering G =(N,M) a complete graph and that CaRS is total, unrestricted and without repetition, any permutation of the vertices of G is a feasible solution for the rental car problem considering only one of the k possible cars. Once there are k cars available for rent, there are k.n! different feasible configurations that meet the condition of use of only one different car in CaRS. From k ≥2 each hamiltonian cycle of the car renter salesman can be partitioned in up to k-subpaths in sequence and to each possibility of composition of such partitions a distinct cost for the route can be assigned. The possibility of this single value is guaranteed due to the composition of the costs related to the return fee of the rented cars with the costs of the trajectories of independent costs of each car. The number of possible partitions associated to each hamiltonian cycle in G is equal to the number of different ways the set of n cities of the cycle can be divided in s groups of cities that are visited by s different cars, k ≥ s ≥ 2. The number that counts this process of division of a set in disjoint sets that go from 2 to k is the Stirling number of the second type. In this way, the number of configurations of the space of solutions of CaRS is at least O(2 n ) greater than the space of solutions of the Traveling Salesman Problem, since that for k = 2 the associated number of Stirling is O(2 n ) (Amdeberhan et al. 2008) . For a general case of CaRS the dimension of the space of solutions is still greater once there is not a theoretical limit for the number of different cars to be considered in the problem.
Metaheuristic algorithms
This section presents two heuristics for the investigated problem. The first one is a Greedy Randomized Adaptive Search Procedure (GRASP) (Feo & Resende, 1995) combined with Variable Neighborhood Descent (VND) (Mladenović & Hansen, 1997) in the local search phase. The second heuristics is a Memetic Algorithm (Moscato, 1989) .
GRASP with VND
This algorithm has a pre-processing phase where nCar optimal TSP solutions are obtained with the Concorde TSP Solver (Applegate et al., 2001) , one for each available car, where nCar is the number of cars available for the instance being considered. The constructive phase of the GRASP hybridized with VND, named GVND, starts with a random selected car at the home city. A path is built each iteration between two cities: a known origin and a destination city randomly chosen among the cities yet not considered by the algorithm. A Restricted Candidate List (RCL), with size α, is built with the cities that have the cheapest return rates for the car being considered in the current iteration. The destination city is selected at random, based on a roulette wheel, from the RCL and a path between the origin and the destination city is built. Except for the last iteration, the path is built based on the tours built in the pre-processing phase. In the first iteration the path between the origin and destination cities is obtained in the optimal solution correspondent to the first selected car. The path of the i-th car, 1 < i < nCar, is also obtained from the optimal solution that corresponds to the i-th car, but in this case a procedure to remove cities already considered in paths constructed in previous iterations may be necessary. Suppose that city b, between cities a and c in the path built in the i-th iteration, is already in a path built in iteration j, j < i. Then the procedure removes city b from the i-th path and includes a link between cities a and c. The initial starting city is the origin of the first iteration. The origin city of iteration i, i > 1, is the destination city of iteration i-1. The destination city of the last iteration is the initial starting city. In the last iteration, the nearest neighbor heuristic is used to build the path of the last considered car.
In the local search phase a VND metaheuristic was used to explore the search space of three neighborhood structures named InvertSol, Insert&Saving and Shift. InvertSol is a simple low time consuming heuristics that reverses the sequences of cities of an input solution. With the reversal, though the same cars traverse the same sets of cities, the cost of rent and fees for returning the car to where they were rented change. The Insert&Saving procedure searches for a car insertion in a given solution that yields a decreasing of its cost. Let s be a solution in which there is at least one car that is not assigned to a path in s. Insert&Saving method randomly chooses a not assigned car and searches the best position to insert it in s. The procedure verifies the cost of the insertion of the new car in every point of s. If any of these insertions produces a solution with a cost lower than the cost of s, the new solution is set as the current solution in the local search. The procedure continues until all non-assigned cars have been considered for insertion. In the third procedure, Shift, a neighboring solution s' of a solution s is generated by exchanging two cities within the path of one car of s. The whole neighborhood of each solution is searched in the local search procedures.
Memetic algorithm
Algorithm 1 Chromosomes are represented in 2-dimensional arrays with n elements as illustrated in figure 4 for an instance with n = 11 and 5 cars. The second row corresponds to the sequence of cities visited in the tour. The elements in the first row correspond to cars. Let car c be assigned to the cities in the second row corresponding to indices i 1 to i m , that is, car c goes from city i 1 to city i m , then the elements of the first row corresponding to indices i 1 to i m-1 are equal to c. The last city visited by a car is not assigned to that car in the chromosome, since the car is returned on that city and another car is rented there to continue the tour. The starting city (city 0) is not represented in the chromosome as the final destination. In figure 4 four of the five available cars are used. The tour begins at city 0 with car 2 which passes through cities 6, 4, 3, 10 and is delivered in city 7 where car 1 is rented. Car 1 proceeds to city 9 passing through city 1. Car 5 is rented in city 9, passes through cities 2 and 5 and is delivered in city 8 where the last car, 4, is rented. Car 4 is delivered in the starting city. The fitness of each chromosome is given by the inverse of the objective function, which means that the lower the value of the objective function the fittest the chromosome is.
Fig. 4. Chromosome
The initial population is generated with a version of the nearest neighbor heuristics adapted for CaRS in procedure generateInitPop( ) which receives the size of the population as input parameter. Let nCar be the number of available cars of a given instance. The algorithm randomly selects a car c and a destination city j for c, j ≠ 0. Then a path between cities 0 and j is built with the nearest neighbor heuristic. City j is set as the new origin and a new car and a new destination city are randomly selected. The procedure continues until all cities are added to the tour or until there is only one car available. In the latter case, the last available car is assigned to a path built with the same heuristics between the previous destination city and the starting city, closing the tour. In step 4, each individual of the initial population is subjected to the same VND procedure used in GVND. Parents for recombination are selected with the roulette wheel method. A multi-point recombination operation adapted for CaRS is used to generate two children. The recombination operator is illustrated in Figure 5 , considering an instance with n = 11 and 3 cars. Two parent chromosomes, A and B, generate offspring C and D. In Figure 5 a 2-point operator is used. The first and third parts of chromosomes A and B are inherited by chromosomes C and D, respectively. A restoration procedure may be necessary to restore feasibility regarding the routes and car assignments. For example, after recombination the route of chromosome C is [0 3 1 8 10 1 9 4 5 10 6] which is not feasible since cities 1 and 10 appear twice each and cities 2 and 7 are missing. Thus the route of chromosome C is replaced by [0 3 1 8 10 * 9 4 5 * 6] with asterisks replacing the second time cities 1 and 10 appears. Each asterisk is then replaced at random by cities 2 and 7. The row corresponding to the car assignment of chromosome C after recombination is [1 1 1 1 2 3 3 2 2 2 2 3] which is not feasible for the problem considered in this paper, since each car can be rented only once. Thus, the car assignment of chromosome C is replaced by [1 1 1 1 2 3 3 * * * * 3] and each asterisk is replaced by car 3. Chromosome D is analyzed similarly.
Fig. 5. Recombination operator
The solutions resulting from the recombination are subjected to mutation. The mutation operator verifies which vehicles are not in the solution represented in the chromosome. Each of these vehicles is inserted in the chromosome in a given segment defined in advance. The maximum size of each segment is defined as the mutation rate. The mutation operator is illustrated in figure 6 considering an instance with n= 11, 5 cars, and the mutation rate sets the size of the segments to 3. Cars 3 and 4 are not used in the solution shown in chromosome A of figure 6. The mutation operator inserts the missing cars in the solution, resulting on chromosome B. Cities 10 and 5 are chosen at random to be the starting cities of cars 3 and 4, respectively. Therefore, vehicle 5 is replaced by vehicle 3 in cities 10, 7 and 1 and car 4 replaces car 1 in cities 5 and 8, since these are the last two cities of the tour. The sequence of cars is the resulting chromosome is [2 2 2 5 3 3 3 5 1 4 4]. A repairing function has to be utilized to restore the feasibility of the resultant chromosome, since car 5 appears in two different paths. The second time car 5 appears in the solution is removed, resulting on [2 2 2 5 3 3 3 * 1 4 4]. The asterisks are replaced by the car that appears in the city immediately before to the ones which the asterisks are assigned. In this example, the asterisks are replaced by car 3.
Fig. 6. Mutation operator
After crossover and mutation, the offspring is subjected to the VND method presented at GVND. The resulting solutions are compared with their parents and the best two individuals survive. Finally, part of the current population is replaced by new solutions generated with the constructive method used to create the initial population. The number of new individuals created with that procedure is given by the renewal rate and the individuals chosen to be replaced are those with the worst values of fitness. This renewal process promotes diversification and prevents premature convergence.
Computational experiments
This section presents the comparison between the performance of the GRASP/VND and the Memetic Algorithm, called GVND and MA, respectively. Since the problem introduced in this paper is new, a library of instances, named CaRSLib, was created with the purpose of testing the proposed algorithms. These instances have the following features: total (all cars can be rented in all cities), unrestricted (all cars can be delivered in any city), without repetition (each type of car can be rented at most once), free (the return costs are not correlated with instance topology), symmetric (costs to go from city i to city j and vice-versa are equal) and complete (the graph that models the instance is complete). The set consists of Euclidean and non-Euclidean instances. For each set, three groups of instances were created, the first is based on real maps, the second was formed with randomly generated data and the third one is based on the TSPLIB instances. The dataset, the description of each group of instances and file formats are available at http://www.dimap.ufrn.br/lae/en/projects/CaRS.php. An exact backtracking algorithm was developed and adapted to CaRS. This method enumerates all possible configurations utilizing permutations of the available cars for each instance. The results were used to evaluate the solutions generated by the metaheuristic algorithms on the instances solved by the exact method. The algorithm was implemented in C++ and executed on an Intel Core Duo 1.67 GHz, 2GB RAM running Linux. The algorithm solved eighteen Euclidean and non Euclidean instances with n between 10 and 16 and 2 cars. Table 1 presents the results for the backtracking algorithm (column Backtrack) and the best results obtained by GVND and MA. Columns gap show the deviation of the best solution (Best) found by the metaheuristic algorithm from the optimum (#Opt). Table 1 shows that the performance of the memetic algorithm is satisfactory for small instances, obtaining the optimum for all investigated instances. The success rate of GVND is 78% and the maximal deviation from the best solution is 3%. The results shown in the following tables for GVND and MA were obtained on a PC Intel Xeon QuadCore W3520 2.8 GHz, 8G of RAM running Scientific Linux 5.5 64bits. The results refer to 40 CaRS instances, 20 of them are Euclidean and 20 are non Euclidean. Each group of instances is formed with 10 instances based on real maps, 5 random instances and 5 instances based on TSPLIB (Reinelt, 1995) . Thirty independent executions of each algorithm were performed for each instance. Two groups of experiments were performed with fixed processing times. In the first group the average processing times spent by GVND to find its best solution for each instance was given to both algorithms. In the second group the average processing times of the MA for each instance was fixed for both algorithms. Preliminary tests to tune the parameters of the proposed algorithms were executed on a set of 20 CaRSLib instances, with number of cities ranging from 14 to 300 and 2 to 5 vehicles. Twenty independent executions were performed for each instance. Two groups of tests were performed with the GVND. First, the algorithm was executed without the VND method and then the VND was included. The parameter α was set to 0.25. The maximum number of restarts was set to 300. An additional stopping criterion fixed 90 re-starts without improvement of the best current solution. The parameters chosen for the Memetic Algorithms are: nOffspring = 20, sizePop = 30, txCros = 0.60, txMuta = 0.40 and txRenw = 0.15. The stopping criterion was maxGen = 0.30nOffspring generations without improvement of the best current solution. With the aim of comparing the algorithms on a fair basis, the same maximum processing time is given for both algorithms. These processing times were obtained in preliminary experiments with the stop conditions afore mentioned. The results are reported in Tables 2-5 . These tables show the name of the instance (Name), the number of cities (City), the number of available cars (Car) , the best solution found (#Best), the average (Avg) solution, the best solution obtained by one of the tested algorithms (Best), the standard deviation (SD), the number of times (Freq) the best known solution, reported in column #Best, was found by each algorithm, the maximum processing time in seconds (T) and the p-value obtained in the statistical U-test (Conover, 2001) . Considering level of significance 0.05, values less than 0.05 in the last column indicate that the performance of MA is significantly better than the performance of GVND and values greater than 0.95 indicate that GVND produced better results than MA. Tables 2 and 3 Table 2 shows that MA and GVND outperforms one another on 9 instances each, considering level of significance 0.05. With the processing time of MA fixed for both algorithms, column p-value of Table 3 shows that MA presents the best performance on 9 instances and the GVND on 8 instances. These results show that the algorithms present similar performance concerning the number of instances each of them is significantly better than the other. If hitting the lowest value solution is set as a target for the algorithms, then Table 2 and 3 show that MA hits this target 19 and 17 times, respectively, whilst GVND hits the target 3 and 5 times. For these results, the test to compare success rates between two methods (Taillard et al., 2008) shows that the confidence level of the hypothesis that MA has success rate higher than GVND is 1 and 0.999968 when the maximum processing times are fixed by the GVND and the MA, respectively. Column Freq of Table 2 shows that, on average, 15% and 10% of the best solutions generated by one of the tested algorithms on the two experiments with fixed processing times are found by MA and GVND, respectively. Data presented in column Freq of Table 3 show that, on average, 13.5% and 10% of the best solutions are found by MA and GVND, respectively. Londrina100n 100 
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Conclusion
This chapter presented the Car Renter Salesman Problem (CARS), a new generalization of the classic Traveling Salesman Problem. An experimental investigation was carried out to compare two metaheuristic approaches proposed for this new problem: GRASP (Greedy Randomized Search Procedure) hybridized with VND (Variable Neighborhood Descent) and Memetic Algorithms. The algorithms were applied to 40 Euclidean and non Euclidean instances of the CaRSLib benchmark which is proposed for this problem. An exact procedure established the optimal solutions of 4 from the 40 instances, whilst the proposed heuristics established the first upper limits for the remaining 36 instances. Statistical tests are applied to the results generated by the proposed algorithms in order to support conclusions on their behaviors concerning quality of solution.
To establish a fair basis of comparison for the proposed algorithms, the effect of the computational effort demanded by each algorithm is neutralized by comparing the performance of each algorithm according to fixed processing times. These execution times are established in accordance to the requirements of each algorithm for its best performance. Therefore, the proposed algorithms are tested twice, first with the processing times fixed by the best performance of one algorithm and then with the processing times fixed by the best performance of the other. Thus, a superior qualitative behavior can be considered conclusive when it holds for both processing time conditions. The results of the computational experiments showed that for Euclidean instances the proposed algorithms present similar behavior with some advantage for MA concerning the number of best solutions found. For the set of non Euclidean instances, MA outperformed GVND on the whole set regardless the maximum processing time fixed for both algorithms. The MA also presented the best solution values for all non Euclidean instances. This chapter presented also other six variants for the introduced problem, opening up the topic for future research.
