In this work, we study the realization and bifurcation of Boolean functions of four variables via a Cellular Neural Network (CNN). We characterize the basic relations between the genes and the offsets of an uncoupled CNN as well as the basis of the binary input vectors set. Based on the analysis, we have rigorously proved that there are exactly 1882 linearly separable Boolean functions of four variables, and found an effective method for realizing all linearly separable Boolean functions via an uncoupled CNN. Consequently, any kind of linearly separable Boolean function can be implemented by an uncoupled CNN, and all CNN genes that are associated with these Boolean functions, called the CNN gene bank of four variables, can be easily determined. Through this work, we will show that the standard CNN invented by Chua and Yang in 1988 indeed is very essential not only in terms of engineering applications but also in the sense of fundamental mathematics.
Introduction
Cellular Neural Networks (CNN) were originally introduced by Yang [1988a, 1988b] as an array of dynamical systems, called cells. In a twodimensional (2-D) configuration, it can be described by the following dynamical equations [Chua, 1997] :
with the output equations
where S i,j is the sphere of influence of radius r = 1; x i,j , y i,j , u i,j and z are scalars, called respectively state, output, input and threshold of cell C i,j ; a k,l and b k,l are scalars synaptic weights. A standard CNN is uniformly defined by a string of "19" real numbers, called a CNN gene, i.e. a uniform threshold z, nine feedback synaptic weights a k,l , and nine control synaptic weights b k,l , because the string completely determines the properties of the CNN. The universe of all CNN genes is called the CNN genome. Many real-world applications, from image processing to brain science to pattern recognition, can be easily implemented by a single CNN gene or a CNN "program" defined by a string of CNN genes called a CNN chromosome.
A Boolean function of n variables is defined as the following binary map:
where (u 1 , u 2 , . . . , u n ) ∈ {−1, 1} n and v ∈ {−1, 1}. Obviously, there exist 2 2 n Boolean functions for any given n ∈ N . A CNN gene G is said to be Boolean if, and only if, given any binary input image U = {u i,j ∈ {−1, 1}}, the steady-state output y i,j (∞) of each cell C i,j is also binary, and can be uniquely determined by the input pattern of only those C k,l that are located inside the sphere of influence S i,j of C i,j [Chua, 1999] .
It is known that only linearly separable CNN genes or linearly separable Boolean functions can be realized by an uncoupled standard CNN. In other words, the class of all uncoupled CNNs with binary inputs and outputs is identical to the linearly separable class of Boolean functions with respect to Boolean input-output maps [Chua, 1997; Chua et al., 2002; Julian et al., 2003] . It is also known that the linearly separable genes are very important for constructing the CNN chromosome; for example, the well-known game-of-life chromosome contains two linearly separable genes and a logical AND gene [Berlekamp et al., 1982; Chua, 1999] .
Observe, on the other hand, that the number of Boolean functions quickly increases as the number of variables increases; for instance, there are 2 2 9 = 2 512 ≈ 1.34078 × 10 154 distinct Boolean functions or Boolean genes when n = 9, which is a number tremendously greater than the size or age of the universe . Therefore, a realization of the Boolean functions is a very important but also extremely difficult task.
How many distinct linearly separable CNN genes are there for n input variables? That is, how many Boolean functions of n variables can be realized by an uncoupled CNN? The known results are that there are 14 linearly separable CNN genes of two variables and there are 104 linearly separable ones of three variables [Chua, 1997 [Chua, , 1999 . The corresponding results on linearly separable CNN genes of four or more variables remain a question to be answered today.
In this paper, we study the realization problem for linearly separable Boolean functions of four variables via an uncoupled CNN, and analyze the bifurcation of their genes. Because the CNN of four input variables agrees with the simplest 2-D network model, a realization of linearly separable Boolean genes is very essential. In this work, we not only rigorously prove that there are exactly 1882 linearly separable CNN genes in the family of 2 2 4 = 65536 Boolean functions of four variables and their bifurcations, but also build up a complete CNN gene bank, which contains all the linearly separable genes of this kind.
The rest of this paper is organized as follows. Section 2 characterizes some essential properties of the input vector set and the structures of the uncoupled CNN of four input variables. Section 3 gives a main method of realization and bifurcation of these linearly separable Boolean functions. Section 4 lists one part of linearly separable Boolean genes of four variables and the binary decoding tapes as well as the decimal codes of the corresponding CNN output patterns. All these genes constitute a complete CNN gene bank of four variables, a part of the CNN genome. Finally, Sec. 5 presents some conclusions.
Some Essential Properties of an Uncoupled CNN
The standard uncoupled CNN is described by
namely, the feedback template and the control template in its gene z B A are
and
respectively. The simplest model of locally-connected networks on a plane is the one whose cell each links its three nearest neighbors, i.e. the sphere of influence of cell C i is a large triangle consisting of four small triangles as shown in Fig. 1 .
In this situation, we can extend (4) to the following form:
This is equivalent as in (6), with
We only consider the binary input-output operations of (7) in this paper. Let
where U is a set of binary input vectors of (7), with
in which
Namely, 
Thus, V = {u 0 , u 1 , u 2 , u 4 } is a linearly independent group of U . (b) From (11), it is easy to see that
The proof of the Lemma is thus completed.
Next, let
Here, w k is called the offset level of the CNN (7) with respect to the input vector u k (k = 0, 1, 2, . . . , 15) [Chua, 1999] . 2, 3, . . . , 15) . (17) Proof. Because the DP plot (an acronym for the driving-point plot [Chua et al., 1985] ) ofẋ i = −x i + af (x i ) + w k depends only on two parameters, namely, the self-feedback coefficient a and the offset level w k , the proof is similar to that of Theorem 2.8.1 in [Chua, 1999] . Also, y i (+∞), the output of x i , depends only on the sign of w k . For simplicity, we omit the details. 
(2) the offset levels w k of (7 ), except w 0 , w 1 , w 2 and w 4 , given by
Proof.
(1) The formula (18) or (19) can be directly obtained from (15).
(2) From (14) and (15), we have
and the calculations of w 5 , w 6 and w 7 are similar to w 3 . As to w 8 , from (14) and (15), we have u 8 = −u 7 and
Similarly, we obtain other w k (k = 9, 10, . . . , 15) as shown in (20 (7) can be obtained as shown in Table 2 .
Thus, applying Theorem 1, we can immediately get the following result. Theorems 1 and 2 will be the most important results for realizing Boolean genes via the uncoupled CNN (7), as further discussed in the next section. (7). 
Realization and Bifurcation of Boolean Functions
Firstly, we present some elementary Lemmas. 
or, in a simple form,
respectively.
Lemma 4. For any three different real numbers
. . , 7) satisfy the following two properties:
and for any allowable ordering of w k (k = 0, 1, 2, . . . , 7), namely,
we have
is an arrangement of (0, 1, 2, 3, 4, 5, 6, 7).
Property B.
There are 96 different kinds of allowable orderings of the eight numbers w k (k = 0, 1, 2, 3, 4, 5, 6, 7), namely, (a) if w 0 < w 1 < w 2 < w 3 , then w 4 < w 5 < w 6 < w 7 , and all the allowable orderings of eight numbers w 0 , w 1 , w 2 , w 3 , w 4 , w 5 , w 6 and w 7 are as follows:
(1) (0, 1, 2, 3, 4, 5, 6, 7), (2) (0, 1, 2, 4, 3, 5, 6, 7), (3) (0, 1, 4, 2, 5, 3, 6, 7), (4) (0, 4, 1, 5, 2, 6, 3, 7), (5) (4, 0, 5, 1, 6, 2, 7, 3), (6) (4, 5, 0, 6, 1, 7, 2, 3), (7) (4, 5, 6, 0, 7, 1, 2, 3), (8) (4, 5, 6, 7, 0, 1, 2, 3), (9) (0, 1, 4, 5, 2, 3, 6, 7), (10) (0, 4, 1, 2, 5, 6, 3, 7), (11) (4, 0, 5, 6, 1, 2, 7, 3), (12) (4, 5, 0, 1, 6, 7, 2, 3),
respectively;
(b) if w 0 < w 2 < w 1 < w 3 , then w 4 < w 6 < w 5 < w 7 , and all the allowable orderings of eight numbers w 0 , w 1 , w 2 , w 3 , w 4 , w 5 , w 6 and w 7 are as follows: 
respectively; (c) if w 2 < w 0 < w 3 < w 1 , then w 6 < w 4 < w 7 < w 5 , and all the allowable orderings of eight numbers w 0 , w 1 , w 2 , w 3 , w 4 , w 5 , w 6 and w 7 are as follows: (2, 0, 3, 1, 6, 4, 7, 5) , (26) (2, 0, 3, 6, 1, 4, 7, 5), (27) (2, 0, 6, 3, 4, 1, 7, 5), (28) (2, 6, 0, 4, 3, 7, 1, 5), (29) (6, 2, 4, 0, 7, 3, 5, 1), (30) (6, 4, 2, 7, 0, 5, 3, 1), (31) (6, 4, 7, 2, 5, 0, 3, 1), (32) (6, 4, 7, 5, 2, 0, 3, 1), (33) (2, 0, 6, 4, 3, 1, 7, 5) , (34) (2, 6, 0, 3, 4, 7, 1, 5), (35) (6, 2, 4, 7, 0, 3, 5, 1), (36) (6, 4, 2, 0, 7, 5, 3, 1),
(d) if w 2 < w 3 < w 0 < w 1 , then w 6 < w 7 < w 4 < w 5 , and all the allowable orderings of eight numbers w 0 , w 1 , w 2 , w 3 , w 4 , w 5 , w 6 and w 7 are as follows: (2, 3, 0, 1, 6, 7, 4, 5) , (38) (2, 3, 0, 6, 1, 7, 4, 5), (39) (2, 3, 6, 0, 7, 1, 4, 5), (40) (2, 6, 3, 7, 0, 4, 1, 5), (41) (6, 2, 7, 3, 4, 0, 5, 1), (42) (6, 7, 2, 4, 3, 5, 0, 1), (43) (6, 7, 4, 2, 5, 3, 0, 1), (44) (6, 7, 4, 5, 2, 3, 0, 1), (45) (2, 3, 6, 7, 0, 1, 4, 5) , (46) (2, 6, 3, 0, 7, 4, 1, 5) , (47) (6, 2, 7, 4, 3, 0, 5, 1), (48) (6, 7, 2, 3, 4, 5, 0, 1),
(e) if w 1 < w 0 < w 3 < w 2 , then w 5 < w 4 < w 7 < w 6 , and all the allowable orderings of eight numbers w 0 , w 1 , w 2 , w 3 , w 4 , w 5 , w 6 and w 7 are as follows: (1, 0, 3, 2, 5, 4, 7, 6) , (50) (1, 0, 3, 5, 2, 4, 7, 6), (51) (1, 0, 5, 3, 4, 2, 7, 6), (52) (1, 5, 0, 4, 3, 7, 2, 6), (53) (5, 1, 4, 0, 7, 3, 6, 2), (54) (5, 4, 1, 7, 0, 6, 3, 2), (55) (5, 4, 7, 1, 6, 0, 3, 2), (56) (5, 4, 7, 6, 1, 0, 3, 2), (57) (1, 0, 5, 4, 3, 2, 7, 6), (58) (1, 5, 0, 3, 4, 7, 2, 6), (59) (5, 1, 4, 7, 0, 3, 6, 2), (60) (5, 4, 1, 0, 7, 6, 3, 2),
respectively; (f) if w 1 < w 3 < w 0 < w 2 , then w 5 < w 7 < w 4 < w 6 , and all the allowable orderings of eight numbers w 0 , w 1 , w 2 , w 3 , w 4 , w 5 , w 6 and w 7 are as follows: (1, 3, 0, 2, 5, 7, 4, 6) , (62) (1, 3, 0, 5, 2, 7, 4, 6), (63) (1, 3, 5, 0, 7, 2, 4, 6) , (64) (1, 5, 3, 7, 0, 4, 2, 6 ), (65) (5, 1, 7, 3, 4, 0, 6, 2), (66) (5, 7, 1, 4, 3, 6, 0, 2), (67) (5, 7, 4, 1, 6, 3, 0, 2), (68) (5, 7, 4, 6, 1, 3, 0, 2), (69) (1, 3, 5, 7, 0, 2, 4, 6) , (70) (1, 5, 3, 0, 7, 4, 2, 6 ), (71) (5, 1, 7, 4, 3, 0, 6, 2) , (72) (5, 7, 1, 3, 4, 6, 0, 2),
(g) if w 3 < w 1 < w 2 < w 0 , then w 7 < w 5 < w 6 < w 4 , and all the allowable orderings of eight numbers w 0 , w 1 , w 2 , w 3 , w 4 , w 5 , w 6 and w 7 are as follows:
(73) (3, 1, 2, 0, 7, 5, 6, 4), (74) (3, 1, 2, 7, 0, 5, 6, 4), (75) (3, 1, 7, 2, 5, 0, 6, 4), (76) (3, 7, 1, 5, 2, 6, 0, 4), (77) (7, 3, 5, 1, 6, 2, 4, 0), (78) (7, 5, 3, 6, 1, 4, 2, 0), (79) (7, 5, 6, 3, 4, 1, 2, 0) , (80) (7, 5, 6, 4, 3, 1, 2, 0) , (81) (3, 1, 7, 5, 2, 0, 6, 4), (82) (3, 7, 1, 2, 5, 6, 0, 4), (83) (7, 3, 5, 6, 1, 2, 4, 0), (84) (7, 5, 3, 1, 6, 4, 2, 0) ,
(h) if w 3 < w 2 < w 1 < w 0 , then w 7 < w 6 < w 5 < w 4 , and all the allowable orderings of eight numbers w 0 , w 1 , w 2 , w 3 , w 4 , w 5 , w 6 and w 7 are as follows:
(85) (3, 2, 1, 0, 7, 6, 5, 4), (86) (3, 2, 1, 7, 0, 6, 5, 4), (87) (3, 2, 7, 1, 6, 0, 5, 4), (88) (3, 7, 2, 6, 1, 5, 0, 4), (89) (7, 3, 6, 2, 5, 1, 4, 0), (90) (7, 6, 3, 5, 2, 4, 1, 0), (91) (7, 6, 5, 3, 4, 2, 1, 0), (92) (7, 6, 5, 4, 3, 2, 1, 0), (93) (3, 2, 7, 6, 1, 0, 5, 4), (94) (3, 7, 2, 1, 6, 5, 0, 4), (95) (7, 3, 6, 5, 2, 1, 4, 0) , (96) (7, 6, 3, 2, 5, 4, 1, 0) 
Lemmas 3 and 4 can be easily proved, we omit them for simplicity. 
Proof. Firstly, nine open intervals can be given on (−∞, +∞) according to the numbers w i k (k = 0, 1, 2, 3, 4, 5, 6, 7); they are:
For every interval I j (j = 0, 1, 2, . . . , 8), and for any given z j , z j ∈ I j , we can calculate (b 1 , b 2 , b 3 , b 4 ) T by using the w 0 , w 1 , w 2 , w 4 and z j in formula (19), as follows:
where A −1 is the inverse matrix of A in (12). Clearly, from Lemma 4, we have
Then, we can construct the uncoupled CNN (7) by using the six numbers b 1 , b 2 , b 3 , b 4 , z j and a, its gene is given by
which can realize a Boolean function whose binary output pattern is (sgn(w 0 ), sgn(w 1 ), sgn(w 2 ), . . . , sgn(w 15 )).
The proof is thus completed.
Example 1. If w 0 = 2, w 1 = 6, w 2 = 10, w 4 = 18, then w 3 = 14, w 5 = 22, w 6 = 26, w 7 = 30. Consequently, z 1 ∈ I 1 = (w 0 /2, w 1 /2) = (1, 3). Take z 1 = 2, the center point of the interval
and w 8 = −26, w 9 = −22, w 10 = −18, w 11 = −14, w 12 = −10, w 13 = −6, w 14 = −2, w 15 = 2, a = 1 + (1/2) min{|w k k = 0, 1, 2, . . . , 15} = 2. Therefore, we can design the uncoupled CNN (7) 
Similarly, we can list the other eight genes and the corresponding output patterns, binary decoding tapes, and decimal codes of the CNN. Details are shown in Table 3 .
Remark 1. If the output pattern of CNN (7) is
, and its decimal code is
We should pay more attention to the values w 0 /2, w 1 /2, w 2 /2, . . . , w 7 /2 in the above theorem and example. They are the bifurcation values that yield Boolean functions. This bifurcation phenomenon is generated by changing only one parameter, i.e. the threshold z of the CNN (7).
Next, we will classify all the allowable orderings of w k (k = 0, 1, 2, . . . , 7) in Lemma 4 into nine classes where the sign of w k is determined.
where (i 0 , i 1 , . . . , i 7 ) denotes all the 96 arrangements of (1) to (96) in Lemma 4; (II) :
where (i 0 , i 1 , . . . , i 7 ) denotes all the 96 arrangements of (1) to (96) in Lemma 4; (III) :
where (i 0 , i 1 , . . . , i 7 ) denotes all the 96 arrangements of (1) to (96) in Lemma 4; (IV) :
where (i 0 , i 1 , . . . , i 7 ) denotes all the 96 arrangements of (1) to (96) in Lemma 4; 
where (i 0 , i 1 , . . . , i 7 ) denotes all the 96 arrangements of (1) to (96) in Lemma 4; (VII) :
where (i 0 , i 1 , . . . , i 7 ) denotes all the 96 arrangements of (1) to (96) in Lemma 4; (VIII) :
where (i 0 , i 1 , . . . , i 7 ) denotes all the 96 arrangements of (1) to (96) in Lemma 4;
where (i 0 , i 1 , . . . , i 7 ) denotes all the 96 arrangements of (1) to (96) 
then, according to Theorem 3, (b) can only realize a new Boolean function that is different from the Boolean functions yielded by (a). This situation is denoted by
(ii) for a pair of allowable orders (a) and (b) in the same class, if the order (b) is obtained by exchanging two pairs of numbers of (a), i.e. 
then, according to Theorem 3, (b) can only realize three new Boolean functions that are different from the Boolean functions yielded by (a). This situation is denoted by
Remark 2. It is allowable that one subscript set is an empty set.
Proof. (i) Firstly, the signs of w k (k = 0, 1, 2, . . . , 7) are completely determined in the order pair (a) and (b), because they are in the same order class (I)
but all the signs of (2z−w i k ) (k = 0, 1, . . . , 7) are not changed regardless of (a) or (b) when z belongs to the remaining eight intervals appeared in the proof of Theorem 3. Thus, only one output pattern of (b) is different from those of (a). The proofs of (ii)-(iv) are similar. For (v), we only note that when z ∈ (w ip /2, w i p+1 /2) in (a) and z ∈ (w jp /2, w j p+1 /2) in (b), all signs of (2z − w i k ) (k = 0, 1, . . . , 7) are fixed. The proof of the Lemma is thus completed.
For convenience, we denote the linearly separable Boolean functions as LSBF, and the linearly separable Boolean genes as LSBG, in the following.
Lemma 6
(i) The ordering class (I) can realize 104 LSBF via the uncoupled CNN (7 ); (ii) the ordering class (II) can realize 160 LSBF via the uncoupled CNN (7 ); (iii) the ordering class (III) can realize 240 LSBF via the uncoupled CNN (7 ); (iv) the ordering class (IV) can realize 288 LSBF via the uncoupled CNN (7 ); (v) the ordering class (V) can realize 298 LSBF via the uncoupled CNN (7 ); (vi) the ordering class (VI) can realize 288 LSBF via the uncoupled CNN (7 ); (vii) the ordering class (VII) can realize 240 LSBF via the uncoupled CNN (7 ); (viii) the ordering class (VIII) can realize 160 LSBF via the uncoupled CNN (7 ); (ix) the ordering class (IX) can realize 104 LSBF via the uncoupled CNN (7 ).
Proof (i) The class (I) is
If we use the notations of Lemma 5, then there are some related chains of the orderings in Lemma 4, namely,
Applying Theorem 3 and Lemma 5, we know that the order (1) can realize 9 LSBF. The other orders in the chain, (2)-(8), can yield 16 new LSBF. But other orders out of the chain, (9)-(12), cannot yield any new LSBF, because the LSBFs realized do appear in the chain. Thus, the whole chain (a) can generate 25 LSBF.
Further, we have other chains of w k as shown below: Remark 3. The underline above indicates that the order has appeared in the preceding orders. If no script on the midline between two orders, it implies that the latter cannot yield a new LSBF.
Applying Theorem 3 and Lemma 5 repeatedly, we can see that the chain (b) can realize 9 LSBF, the chain (c) can realize 16 LSBF, and likewise, (d) : 9, (e) : 16, (f) : 9, (g) : 16 and (h) : 4, respectively. Thus, the class (I) can realize a total of 104 LSBF.
(ii) Similar to (i), for class (II):
For the pair (a) and (b) in Lemma 4, we have two related chains: (iii) Class (III) is:
We have 12 chains of the orders shown in Lemma 4: Every one of the above chains is independent. By Theorem 3 and Lemma 5, each chain can yield 20 LSBF, so that situation (III) can realize a total of 240 LSBF.
(iv) Class (IV) is:
At this time, there are 24 independent chains of the orders shown in Lemma 4. They are:
(1) (v) Class (V) is:
Similar to the preceding classes, there are 14 independent order chains in Lemma 4. They are: Thus, these chains can yield exactly 298 LSBF according to Theorem 3 and Lemma 5. As to the classes (VI)-(IX), since the signs of the orders of these classes are symmetric with respect to (IV), (III), (II) and (I), respectively, they can realize 288, 240, 160 and 104 LSBF, respectively.
The proof of Lemma 6 is thus completed. From Lemma 6, we immediately obtain the following realization theorem for LSBF: We will list the binary decoding tapes, decimal codes and genes of output patterns of classes (I) and (IX) among these 1882 LSBF in the next section, leaving the rest to a separate supplement [Chen & Chen, 2004] .
Genes, Binary Decoding Tapes and Decimal Codes of LSBF
Based on the analysis and results given in the preceding sections, we are now able to realize 
Conclusions
In this paper, we have characterized some essential properties of an uncoupled CNN of four input variables. We have not only rigorously proved that the uncoupled CNN can realize exactly 1882 linearly separable Boolean functions (LSBF) or linearly separable Boolean genes (LSBG), but have also developed an effective method for generating all these CNN genes. In particular, we have established the CNN gene bank of four input variables, which contains all LSBG. It is well known that a single CNN gene is the most important element for constructing the CNN chromosome. The more the CNN genes, the shorter the length of the corresponding CNN chromosome, and the more convenient the corresponding implementation task. The game-of-life chromosome, for example, consists of only two LSBG and one logical AND gene, which is already very powerful.
The CNN considered in this paper is the simplest possible two-dimensional locally-connected network. It can be easily implemented in applications such as image processing, brain science and pattern recognition. It is also possible that some functions of input-output operations of the CNN with nine input variables can be replaced by that of the CNN with four input variables studied in this paper.
Future research along the same line includes the establishment of more general results about the standard CNN of n input variables and the discovery of more CNN genes that can realize all LSBF of n variables, especially for the case of n = 9. Such a huge bank of CNN genes is needed to be built, with which the CNN technology will find more engineering and technological applications.
