












Bab ini berisi mengenai  explorasi  kebutuhan dan karekteristik dari Framework Spring MVC, Cara kerja kan komponen Spring MVC  yang digunakan pada aplikasi.

3.1.	Eksplorasi Spring Web MVC
Spring MVC (Model – View - Controller) adalah sebuah framework yang di desain untuk sebuah website. Tujuan dari desain MVC pada spring adalah untuk memperjelas pembagian bisnis proses, navigasi dan logik untuk presentasi, selain itu juga berfungsi sebagai pendiri web-tier yang ringan dan terstruktur.
3 komponen utama yang saling berhubungan dalam framework MVC, yaitu :
1.	Model
Kontrak antara controller dan view, terdiri dari data-data yang dibutuhkan untuk melakukan render view, dan dipopulasikan oleh controller
2.	View
Melakukan render response berdasarkan request yang diterima
3.	Controller
Menangani alur logic dan berinteraksi dengan service tier untuk bisnis logic

Gambar 3.1 – Pemetaan jalannya request pada Framework Spring MVC

Spring dalam MVC merupakan Sebuah Front Controller tunggal yang mengirimkan permintaan kepada individual controller, permintaan routing secara keseluruhan dikontrol oleh front controller, individual controller dapat digunakan untuk menampung banyak alamat URL yang berbeda-beda. Controller yang dimaksud adalah POJO(Plain Old Java Object).

3.1.1.	Komponen-komponen Spring MVC
Tabel 3.1 -  komponen spring MVC
No 	Nama Komponen	Keterangan
1.	Dispatcher Servlet	Implementasi dari Spring Front Controller
2.	Controller	Pengguna membuat komponen untuk menampung request-request, mengenkapsulasi arah logika dan delegasi service objek untuk business logic
3.	View	Bertanggung jawab dalam merender output
4.	Model And View	Dibuat oleh controller, menampung data model dan mengasosiasikan view ke request
5.	View Resolver	Digunakan untuk melakukan mapping nama-nama logical view menjadi view implementasi secara umumnya
6.	Handler Mapping	Strategi Interface yang digunakan oleh dispactcher servlet untuk mapping resquest yang datang dari individual controller

Semua komponen dari MVC dikonfigurasikan didalam Spring Application context menggunakan depedency injection, contoh depedency injection :
<bean id="springCheersController" class="com....web.SpringCheersController"><property name="methodNameResolver“ ref=“springCheersMethodResolver"/><property name="service" ref="service"/></bean>

Membuat sebuah basic controller
Tujuan :
-	Membuat sebuah pembungkus yang tipis disekeliling bisnis secara fungsionalitas




-	Membuat setter untuk menginjeksikan objek service
-	Implementasikan fungsi handlerequest()

Gambar 3.2 - Contoh pembuatan controller

3.1.2.	View di dalam Spring MVC
    	 View dalam spring MVC mendukung secara luas untuk berbagai macam view teknologi, cth teknologi view : JSP, JSTL, Velocity, FreeMarker, JasperReports, PDF, dan Excel
View direpresentaikan menggunakan nama logical view yang dikembalikan oleh controller, view di dalam spring MVC dapat mengembalikan nilai dari sebuah actual view class melalui controller jika dibutuhkan.




Menggunakan RequestDispatcher untuk melakukan route ke dalam internal resource seperi pada JSP
-	FreeMarkerViewResolver
Menggunakan FreeMarkerView untuk merender respon menggunakan template Freemarker engine
-	VelocityViewResolver
Menggunakan VelocityView untuk merender respon menggunakan Freemarker engine
-	BeanNameViewResolver
Melakukan mapping view name kebentuk nama dari sebuah bean dari ApplicationContext

       Gambar 3.3 - Contoh membuat View menggunakan JSP dan JSTL
3.2.	Konfigurasi sebuah aplikasi Spring MVC
1.	Konfigurasi DispatcherServlet  dalam web.xml
2.	Konfigurasi ContextLoaderListener/ContextLoaderServlet untuk load business tier dan data tier ApplicationContext
3.	Membuat konfigurasi file web-tier ApplicationContext
4.	Konfigurasi Controller
5.	Mapping URLs ke dalam Controller
6.	Mapping nama logical view ke bentuk implementasi view










3.	Membuat konfigurasi Web-tier ApplicationContext
Penamaan sangat penting dan harus mengikuti aturan : WEB-INF/<servlet_name>-servlet.xml, DispatcherServlet  akan secara otomatis menload file ini ketika ApplicationContextnya di setting.

4.	Konfigurasi Controller
Pada contoh kali ini kita akan membuat aplikasi beer, jadi konfigurasi ditulis menggunakan penggalan code berikut :
<bean id="beerListController" class="com.springcheers.web.BeerListController"><property name="service" ref="service"/></bean>

5.	Mapping URLs ke dalam Controller
Mapping Request (URLs) ke dalam controller di atur oleh implementasi dari HandlerMapping interface.
Cara mengkonfigurasi HandlerMapping : 
<bean id="urlMapping" class="o.s.web.servlet.handler.SimpleUrlHandlerMapping"> <property name="mappings"><props><prop key="/list.htm">springCheersController</prop><prop key="/view.htm">springCheersController</prop><prop key="/edit.htm">customerForm</prop><prop key="/create.htm">customerForm</prop><prop key="/beer/list.htm">beerListController</prop></props></property></bean>

Cara mengkonfigurasi ViewResolver :
<bean id="viewResolver" class=“o.s.w.servlet.view.InternalResourceViewResolver"><property name="prefix" value="/WEB-INF/jsp/"/><property name="suffix" value=".jsp"/></bean>

MultiActionController adalah sebuah controller yang dapat menghandle tugas yang berbeda-beda. Setiap method/fungsi menghandle sebuah request yang berbeda-beda, penentu method/fungsi yang bertugas adalah MethodNameResolver. Fungsi dari MultiActionController adalah untuk melakukan grouping tugas yang bersangkutan kedalam sebuah class.


Gambar 3.5 -  Membuat sebuah MultiActionController









3.3.	Cara Kerja Spring Web MVC
Terdapat 3 cara kerja MVC pada web spring, Yaitu ;
1.	Dispatcher Servlet
Merupakan kerangka spring web Model-View-Controller (MVC) di rancang di sebuah dispatcher servlet. Selain itu menangani permintaan (request) yang di dasarkan pada pengaturan di file xml.
2.	Handler Mapping /Mapping Request
Pada point ini , merupakan konfigurasi mapping Web app yang tersimpan dalam web.xml
3.	Spring IoC Container
Pada point ini merupakan inti dari sebuah web spring atau sering di sebut Heart of Spring framework . pada point ini juga merupakan file konfigurasi untuk memanage objek-objek yang ada dalam aplikasi. 

Gambar 3.7 – Alur Kerja Spring MVC
Dalam Spring MVC, komponen inti disatcher adalah "DispatcherServlet ", yang bertindak sebagai front controller-(pola desain). Setiap permintaan web harus melalui komponen ini "DispatcherServlet ", dan "DispatcherServlet " akan mengirimkan permintaan web untuk penangan yang tepat untuk menjalankan aplikasi.
3.3.1.	DispatcherServlet 
    	 Kerangka Spring Web model-view-controller (MVC) dirancang di sebuah DispatcherServlet  yang merupakan front controller dari aplikasi web. DispatcherServlet  adalah suatu class di dalam Spring yang berfungsi untuk menerima HTTP request dan meneruskannya menuju proses selanjutnya berdasarkan mapping yang didefinisikan di dalamnya yang didasarkan pada pengaturan di file xml. Jadi, DispatcherServlet  adalah class yang mengatur jalannya permintaan dan keluaran. Diagram di bawah ini menunjukkan bagaimana alur kerja dari DispatcherServlet , yang merupakan sebuah ekspresi dari pola  FrontController. Dispatcher servlet berfungsi sebagai container untuk menerima request dan mengirimkan response kepada user.


Gambar 3.8 - Process Jalannya Request pada Spring Web MVC DispatcherServlet [ANO09]

Urutan Proses Jalannya Request dikirim ke Spring MVC Framework :
1.	DispatcherServlet  Yang pertama menerima Request tersebut.
2.	DispatcherServlet   berkonsultasi denga HandlerMapping dan memanggil Controller terkait dengan Request tersebut.
3.	Proses Request di controller dengan memanggil metod appropriate service mengembalikan sebuah objek ModeAndView untuk DispatcherServlet  tersebut. Obyek ModeAndView berisi data model dan nama tampilan.
4.	DispatcherServlet  mengirimkan nama View untuk ViewResolver untuk menemukan View sebenarnya untuk invoke.
5.	DispatcherServlet  akan melewati objek model ke View untuk membuat hasilnya.
6.	View dengan bantuan data model akan membuat hasilnya kembali ke pengguna.

DispatcherServlet  di dalam file web.xml, yang di dalamnya juga ditambahkan URL Mapping yang akan di handle oleh DispatcherServlet . 

3.3.2.	HandlerMapping
     	Handler Mapping berguna untuk mengatur mapping dari request URL ke bean-controller yang dituju. SimpleUrlHandlerMapping merupakan salah satu jenis dari Handler Mapping di Spring. Selain SimpleUrlHandlerMapping ada juga BeanUrlHandlerMapping. BeanUrlHandlerMapping me-mapping request URL langsung kepada bean-controller yang bernama sama dengan URL tersebut. Misalkan dipanggil “/index.htm” (tanpa tanda kutip), maka bean yang akan dipanggil selanjutnya adalah bean-controller yang memiliki nama “/index.htm”. BeanUrlHandlerMapping tidak mengakomodir penggunaan wildcard (*). Karena kesederhanaannya itu ia lebih cocok digunakan untuk aplikasi kecil.
     Untuk code di atas, ketika URL “/index.htm” dipanggil lewat HTTP request, maka bean-controller yang selanjutnya akan dieksekusi adalah “indexController”. Dan jika URL yang dipanggil adalah “/BooksDisplay.htm” maka bean-controller yang diaktifkan selanjutnya adalah booksManagerController, sekarang kita akan mereview aturan pencocokan jalur secara default.
3.4.	Annotation
(@) merupakan suatu tag untuk memberikan informasi pada suatu kode berperilaku seperti meta tag, banyak sekali penggunaan annotation pada applikasi java terutama Spring MVC.
Pada Implementasi IoC pada Spring Web MVC. Beberapa Annotasi yang sering di Gunakan antara lain :
1.	@Controller adalah anotasi yang menyebabkan suatu class akan memiliki behaviour sebgai controller.
2.	@RequestMapping adalah anotasi yang berfungsi melakukan pemetaan url dengan controller yang bersangkutan,
3.	@Entity adalah anotasi untuk menandakan bahwa kelas tersebut merupakan entitas yang merepresentasikan table DB, atribut dalam dari kelas ini akan menjadi column,
4.	@Table adalah anotasi untuk meng-override nama table, defaultnya akan sama dengan nama class,
5.	@Id adalah anotasi yang berfungsi sebagai key dan bersifat auto generated atau biasanya lbh familiar dengan istilah auto increment.
6.	@Column adalah anotasi yang berfungsi untuk meng-override nama columnnya, defaultnya akan sama dengan nama atribut,
7.	@Repository adalah anotasi yang berfungsi untuk menandakan bahwa kelas tersebut berfungsi sebagai repository atau biasa disebut Data Access, yaitu Dao. 
8.	@Autowired adalah anotasi yang berfungsi untuk menginject SessionFactory ke superclass yaitu HibernateDaoSupport, 
9.	@Service adalah anotasi (“securityService”) untuk menandakan bahwa class ini merupakan service layer atau business facade, dan gw namakan “securityService”
10.	@Transactional adalah anotasi yang menyebabkan class tersebut menjadi bersifat transaksional pada masing-masing method.















Contoh Object dengan Annotation
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