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Un algoritmo di Min Cost Flow 
per l’assegnazione di risorse umane a veicoli GSE 
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￿￿ ￿ ￿￿￿￿ ￿ ￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿ ￿ ￿￿
￿
#￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿1￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿)￿￿￿￿￿￿￿￿)￿￿￿￿￿￿￿￿￿￿￿￿￿
)￿￿￿￿￿￿￿1￿￿￿￿￿∑ ￿￿￿￿ ￿ ￿ ￿￿￿ ￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿)￿￿￿￿￿￿)￿￿￿￿￿￿￿￿9￿￿:￿￿￿￿￿￿
￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿;￿￿
￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿
￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿/￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿   !￿￿￿￿￿￿￿￿￿)￿￿￿￿￿￿￿￿￿￿￿￿￿:￿￿￿￿￿￿
￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿ ￿ ￿￿￿￿ ￿ ￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿ ￿ ￿￿
I￿￿￿￿￿￿￿)￿￿￿￿￿￿￿￿￿￿￿￿P1￿￿￿￿￿￿￿￿￿￿￿￿￿￿"￿￿￿1￿)￿￿￿￿￿￿￿￿￿￿￿￿￿￿1￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿/￿












￿￿￿￿(￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿)￿￿￿￿￿￿￿￿￿￿￿￿￿￿*￿￿ ￿ ￿￿￿ ￿ ￿￿￿1￿￿￿￿￿￿￿￿￿(￿￿￿￿￿9L1￿￿;￿￿￿￿￿￿￿￿￿￿￿￿￿ ￿ ￿￿￿￿￿￿￿￿
￿￿)￿￿￿￿￿￿￿￿￿￿￿￿￿￿* ￿￿ ￿ ￿￿￿￿￿8￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿)￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿8￿￿￿￿￿￿￿￿￿￿￿￿￿1￿￿￿￿
￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿+￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿,￿￿￿￿￿￿￿￿￿￿￿1￿￿￿￿￿￿￿￿￿(￿￿￿￿￿￿￿￿￿￿￿+￿￿￿￿￿￿￿￿￿￿￿￿￿￿


















￿￿￿￿￿ ￿￿ ￿￿(￿￿￿￿￿￿￿￿￿￿ 9￿￿￿ ￿￿￿￿￿￿￿￿ <￿￿￿￿￿>;￿￿ ￿￿￿￿￿ ￿￿￿￿￿￿￿￿￿1￿ ￿￿￿￿￿￿￿￿ ￿(￿￿￿￿￿￿￿￿￿￿￿ ￿￿￿￿(￿￿￿￿￿￿￿￿￿1￿
￿￿))￿￿￿￿￿￿￿￿ ￿￿￿￿ ￿￿￿￿￿￿)￿￿￿ ￿￿￿￿￿￿￿￿￿￿￿￿￿￿ ￿￿￿￿￿￿￿￿￿￿ ￿￿￿￿ ￿￿￿￿￿￿￿￿ )￿A￿￿￿￿￿￿￿￿￿￿ ￿￿￿ ￿￿￿￿￿￿￿￿￿￿￿



























￿￿￿￿ ￿￿￿￿￿￿ ￿￿ ￿￿￿￿￿ ￿￿ ￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿ ￿￿￿￿￿￿￿￿￿￿￿ ￿￿￿ ￿￿ ￿￿￿￿ ￿￿￿￿￿￿ ￿￿￿￿￿￿￿￿￿￿ )￿￿￿￿￿￿￿￿￿￿1￿ ￿￿￿
￿￿￿￿￿￿￿￿￿￿￿(￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿/￿

























































^ ￿ ￿￿￿ ￿ T￿￿￿ # T￿￿￿￿
￿￿￿)￿D￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿






























￿￿￿￿(￿)￿￿￿￿ ￿￿￿￿)￿￿￿￿￿￿￿1￿ ￿￿￿ ￿￿￿￿￿￿￿￿￿￿ ￿￿￿ :￿￿￿￿￿￿ ￿￿￿￿￿￿￿￿￿ )￿￿￿￿￿￿￿￿ ￿￿￿￿￿￿￿￿￿￿￿ ￿￿￿￿ ￿￿￿)￿￿ ￿￿￿￿
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GSE  Tipo R Tipo β
a1  a2  a3  a4  a5  a6  a7  a8  a9  b1  b2  b3  b4  b5  b6  b(i)
Task 0  P1  1  5  7  4  3  5  10  11  1  107 109 107 106 105 104 1 
P2  3  4  5  6  3  4  5  7  10  5  6  7  8  9  10  1 
P3  10  11  3  4  3  11  21  10  11  7  6  7  9  10  1  1 
P4  7  8  9  10  9  8  7  6  5  3  4  5  6  7  3  1 
P5  5  4  3  2  1  10  7  7  9  7  3  2  1  10  11  1 
Task 1  T1- α 1  2  3  4  1  2  3  5  7  -  -  -  -  -  -  2 
T1- β -  -  -  -  -  -  -  -  -  10  11  9  7  6  5  2 
Task 2  T2- α 5  6  8  9  10  11  3  6  8  -  -  -  -  -  -  2 
T2- β -  -  -  -  -  -  -  -  -  12  30  5  7  1  3  1 
Richieste  ALFA 0  0  0  0  0  0  0  0  0  -  -  -  -  -  -  -7 























^ ￿ ￿`1abcd ￿ T￿efg￿ # T￿hi￿￿￿
￿`1abcd
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#define MAX 50 
#define INFINITO 999 
/*#define INFINITO INT_MAX*/ 
#define NTASK    50     
#define PPLTASK  3 
#define PPLTASK1 5 
#define TIPORES  3 
#define MAXBI    3 
#define TIPOA    (5+NTASK*MAXBI) 
#define TIPOB    (5+NTASK*MAXBI) 
#define TIPOC    (5+NTASK*MAXBI) 
#define MAXCOSTO 100 
/* TALFA + TBETA + TGAMMA == 5 !!! */ 
#define TALFA     2 
#define TBETA     2 
#define TGAMMA    1 
#define NNODI    (5+(NTASK-1)*PPLTASK+TIPOA+TIPOB+TIPOC+TIPORES) 
#define STARTGSE (5+(NTASK-1)*PPLTASK) 
struct nodo { 
  int v; 
  int costo; 
  int c_orig; 
  struct nodo *next; 
}; 
struct link_solve{ 
  int orig; 
  int dest; 
  int costo; 
  struct link_solve *next; 
}; 
 void leggi_grafo_dinamico(struct nodo *G[],int *bi) { 
     int i,n,j,k, ca,cb,cc; 
     struct nodo *p, *p1; ￿￿￿￿￿￿￿
￿
     n=NNODI - TIPORES; 
     srand(time(0)); 
  
  ca=TALFA; 
  cb=TBETA; 
  cc=TGAMMA; 
   
   for (i=0;i<NNODI;i++){ 
     G[i] = NULL; 
     bi[i]=0; 
     } 
   
   /* Prima task da 5 elementi*/    
   for (i=0;i< PPLTASK1;i++){ 
         bi[i]=1; 
         //printf ("\n Genero il nodo %3d (task1) ", i); 
         for (j=STARTGSE ; j< n; j++){ 
         //printf (" -> nodo %3d  ", j); 
           p = malloc(sizeof(struct nodo)); 
           if (p==NULL){ 
               printf ("\n Errore grave!"); 
               fflush(NULL); 
               system("PAUSE");   
               exit(5); 
           } 
           p->v=j; 
           p->costo=1 + rand() % MAXCOSTO; 
           p->c_orig=p->costo; 
           p->next = G[i]; 
           G[i] = p;    
         } 
   } //fine for 
   /* Le altre Task NTASK-1*/ 
     k=TIPORES; 
        
     /* archi costo zero to alfa/beta/gamma*/   
     if (k>0 ){ 
   for (i=PPLTASK1; i< PPLTASK1 + ((NTASK-1) *PPLTASK); i+=PPLTASK){ 
                 
    // tipo alfa        
          bi[i]=1 + rand() % MAXBI; 
          ca=ca+bi[i]; 
          //printf ("\n Genero il nodo %3d (Talfa) %d (%d)", i,  bi[i],ca); 
          for (j=STARTGSE ; j< STARTGSE + TIPOA; j++){ 
              //printf (" -> nodo %3d  ", j); 
           p = malloc(sizeof(struct nodo)); 
           if (p==NULL){ 
               printf ("\n Errore grave!"); 
               fflush(NULL); 
               system("PAUSE");   
               exit(5); 
           } 
           p->v=j; 
           p->costo=1 + rand() % MAXCOSTO; 
           p->c_orig=p->costo; 
           p->next = G[i]; 
           G[i] = p;    
         }   
   } ￿￿￿￿￿￿￿
￿
   k--; 
   } 
   if (k>0 ){ 
   for (i=PPLTASK1+1; i< PPLTASK1 + ((NTASK-1) *PPLTASK); i+=PPLTASK){ 
       // tipo beta 
                        
          bi[i]=1 + rand() % MAXBI; 
          cb=cb+bi[i]; 
          //printf ("\n Genero il nodo %3d (Tbeta) %d (%d)", i, bi[i],cb); 
          for (j=STARTGSE+TIPOA ; j< STARTGSE + TIPOA + TIPOB; j++){ 
              //printf (" -> nodo %3d  ", j); 
           p = malloc(sizeof(struct nodo)); 
           if (p==NULL){ 
               printf ("\n Errore grave!"); 
               fflush(NULL); 
               system("PAUSE");   
               exit(5); 
           } 
           p->v=j; 
           p->costo=1 + rand() % MAXCOSTO; 
           p->c_orig=p->costo; 
           p->next = G[i]; 
           G[i] = p;    
         }      
   } 
   k--; 
   } 
   if (k>0 ){ 
   for (i=PPLTASK1+2; i< PPLTASK1 + ((NTASK-1) *PPLTASK); i+=PPLTASK){ 
         // tipo gamma 
         bi[i]=1 + rand() % MAXBI; 
         cc=cc+bi[i]; 
          //printf ("\n Genero il nodo %3d (Tgamma) %d (%d)", i, bi[i],cc); 
          for (j=STARTGSE+TIPOA+TIPOB ; j< STARTGSE + TIPOA + TIPOB + TIPOC; 
j++){ 
           p = malloc(sizeof(struct nodo)); 
           if (p==NULL){ 
               printf ("\n Errore grave!"); 
               fflush(NULL); 
               system("PAUSE");   
               exit(5); 
           } 
           p->v=j; 
           p->costo=1 + rand() % MAXCOSTO; 
           p->c_orig=p->costo; 
           p->next = G[i]; 
           G[i] = p;    
         }            
       }//fine for tutte le task gamma 
   k--; 
   } 
       
       k=TIPORES; 
        
     /* archi costo zero to alfa/beta/gamma*/   ￿￿￿￿￿￿￿
￿
     if (k>0 ){ 
         bi[NNODI-k]=( -1)* ca; 
         for (j=STARTGSE ; j< STARTGSE + TIPOA; j++){ 
           p = malloc(sizeof(struct nodo)); 
           if (p==NULL){ 
               printf ("\n Errore grave!"); 
               fflush(NULL); 
               system("PAUSE");   
               exit(5); 
           } 
           p->v=NNODI-k; 
           p->costo=0; 
           p->c_orig=p->costo; 
           p->next = G[j]; 
           G[j] = p;    
         }   
      k--; 
      } 
      if (k>0 ){ 
         bi[NNODI-k]=( -1)* cb;               
         for (j=STARTGSE +TIPOA ; j< STARTGSE + TIPOA + TIPOB; j++){ 
           p = malloc(sizeof(struct nodo)); 
           if (p==NULL){ 
               printf ("\n Errore grave!"); 
               fflush(NULL); 
               system("PAUSE");   
               exit(5); 
           } 
           p->v=NNODI-k; 
           p->costo=0; 
           p->c_orig=p->costo; 
           p->next = G[j]; 
           G[j] = p;    
         }   
      k--; 
      } 
      if (k>0 ){ 
         bi[NNODI-k]=( -1)* cc;                             
         for (j=STARTGSE +TIPOA +TIPOB; j< STARTGSE + TIPOA + TIPOB +TIPOC; 
j++){ 
           p = malloc(sizeof(struct nodo)); 
           if (p==NULL){ 
               printf ("\n Errore grave!"); 
               fflush(NULL); 
               system("PAUSE");   
               exit(5); 
           } 
           p->v=NNODI-k; 
           p->costo=0; 
           p->c_orig=p->costo; 
           p->next = G[j]; 
           G[j] = p;    
         }   
      k--; 
      }       
       
     
      
      ￿￿￿￿￿￿￿
￿
      
 }//fine funz 
/* 
 *  Visualizza la lista di adiacenza a video 
 */ 
void stampa_lista(struct nodo *n) { 
    int i=1; 
  while (n != NULL) { 
        if (i % 4 == 0) printf ("\n");    
    printf(" [%3d / %3d] -> ", n->v, n->costo); 
    n = n->next; 
    i++; 
  } 
  printf(" NULL\n"); 
  return; 
} 
/* 
**  Algoritmo: bubble_sort 
** 
**  Accetta come parametro il puntatore al primo elemento 
**  della lista della soluzione;  
**  la ordina utilizzando l'algoritmo "bubble sort"  
**  e restituisce il puntatore al primo elemento 
**  della lista. 
*/ 
struct link_solve *bubble_sort(struct link_solve *s) { 
  struct link_solve *p, *last; 
  int flag, orig, dest, costo; 
  last = NULL; 
  flag = 1; 
  while (flag == 1) { 
    p = s; 
    flag = 0; 
    while (p->next != last) { 
      if (p->orig > (p->next)->orig) { 
        orig = p->orig; 
        dest = p->dest; 
        costo= p->costo; 
        p->orig = (p->next)->orig; 
        p->dest = (p->next)->dest; 
        p->costo = (p->next)->costo; 
        (p->next)->orig = orig; 
        (p->next)->dest = dest; 
        (p->next)->costo = costo; 
        flag = 1; 
      } 
      p = p->next; 
    } 
    last = p; 
  } 




 *  Visualizza la soluzione a  video 
 */ 
void stampa_soluzione(struct nodo *G[], int *tipo_nodi, int num_nodi ) { 
     int i,c_tot,k,temp; 
     struct nodo *p; 
     struct link_solve *S=NULL,*p1; 
     c_tot=0; 
     char c; 
     for (i=0;i<num_nodi;i++){ 
            if (tipo_nodi[i]== 0 ) { 
               p=G[i]; 
               while (p != NULL) {  
                  if (tipo_nodi[p->v] > 0 ){ 
          //            printf ("\n Alla risorsa [%3d] assegno [%3d]  con 
costo: %3d", i, p->v, p->c_orig); 
                      c_tot=c_tot+p->c_orig; 
                      p1 = malloc(sizeof(struct link_solve)); 
                      if (p1==NULL){ 
                         printf ("\n Errore grave!"); 
                         fflush(NULL); 
                         system("PAUSE");   
                      exit(5); 
                      } 
                      p1->orig=p->v; 
                      p1->dest=i; 
                      p1->costo=p->c_orig; 
                      p1->next = S; 
                      S = p1;                          
                  } 
                  p = p->next; 
               } 
            } 
     } 
    
     S=bubble_sort(S); 
     p1=S; 
     i=0; 
     c='A';  
     k=1; 
     temp=0; 
//     temp=p1->orig; 
     while ( p1 != NULL) {         
        if (i <5 ){ 
             printf("\n P%d  ->  GSE ID: [%3d]           Costo %3d ] ", p1-
>orig + 1, p1->dest, p1->costo); 
               temp=p1->orig; 
        }else{ 
             
             if (k>PPLTASK) { 
                c='A'; 
                k=1;                              
             }     
             if ( (i-PPLTASK1) % PPLTASK == 0)  
                printf("\n\n Task [%2d]", ((i-PPLTASK1)/PPLTASK)+1); 
             printf("\n   [%3d] SubGrp %d[%c]  ->  GSE ID: [%3d] Type [%c]           
Costo %3d ] ",p1->orig, k,c, p1->dest, c, p1->costo); 
             while ( p1->next != NULL  && (p1->next)->orig == p1->orig ){ ￿￿￿￿￿￿￿
￿
               p1 = p1->next;                    
               printf("\n   [%3d]              ->  GSE ID: [%3d]                    
Costo %3d ] ",p1->orig, p1->dest, p1->costo); 
               //p1 = p1->next; 
             } 
             k++; 
             c++; 
        } 
        temp=p1->orig; 
    p1 = p1->next; 
         i++; 
  }  
        printf ("\n\n Costo totale: %4d \n\n",c_tot);     
    /*     
    p1=S; 
  while (p1 != NULL) { 
    printf(" [%3d / %3d] -> ", p1->orig, p1->dest); 
    p1 = p1->next; 
  } 
    */     
     return; 
} 
/* 
 *  Stampa Vettori l, pi, label (x debug) 
 */ 
void stampa_vettori(int *l, int *pi,int *label, int n ) { 
    int i; 
    printf ("\n               [i]  -> ");  
    for (i=0; i<n; i++)  
         printf(" %3d ",i); 
    printf ("\n Distanze     l[i]  -> ");  
    for (i=0; i<n; i++)  
         printf(" %3d ",l[i]); 
    printf ("\n Predecessori pi[i] -> ");  
    for (i=0; i<n; i++)  
         printf(" %3d ",pi[i]); 
    printf ("\n Etichette label[i] -> ");  
    for (i=0; i<n; i++)  
         printf(" %3d ",label[i]); 
    printf("\n");     
  return; 
} 
void aggiorna_costi(struct nodo *G[], int v, int *pg,int num_nodi) { 
    struct nodo *p,*p1, *prec; 
    int w,i; 
    /* 1) aggiorno i costi degli archi uscenti dal nodo v (con pgreco 
modificato)*/  
    p=G[v]; 
    prec = NULL; 
    while (p != NULL) {       
      p->costo = p->c_orig -pg[v] + pg[p->v]; 
      //printf ("\n Nodo [%2d] -> [%3d]: pg[%2d] -> pg[%2d] con nuovo costo: 
%3d (%3d)",v, p->v, pg[v] , pg[p->v], p->costo, p->c_orig); ￿￿￿￿￿￿￿
￿
      p = p->next; 
    }      
    /* 2) aggiorno i costi degli archi entranti al nodo v (con pgreco 
modificato)*/  
    for (i=0; i<num_nodi; i++) { 
        if (i!=v){ 
            p=G[i];         
            while (p != NULL) { 
                  if (p->v == v){ 
                    p->costo = p->c_orig -pg[i] + pg[p->v]; 
                    //printf ("\n Nodo [%2d] -> [%3d]: pg[%2d] -> pg[%2d] 
con nuovo costo: %3d (%3d)", i, p->v, pg[i] , pg[p->v], p->costo, p-
>c_orig); 
                  }   
            p = p->next; 
            }          
        } 
    } 
       
     
} 
/* Attenzione: provenendo da Dijkstra, v1 > v2*/ 
void aggiorna_grafo(struct nodo *G[], int v1, int v2,int *pg) { 
    struct nodo *p,*p1, *prec; 
    int w=0, w_orig=0; 
    int i=0; 
    //printf ("\n v1= %d , v2=%d", v1,v2); 
    /* Aggiorno arco v2->v1*/  
    //printf ("\n Elimino  arco nodo[%2d] -> [%2d]",v2,v1); 
    p=G[v2]; 
    prec = NULL; 
    while (p != NULL) { 
       if (p->v == v1) { 
           if (p == G[v2]) { 
           /* salvo il costo ridotto arco v1-v2 */ 
             w=p->costo; 
             w_orig=p->c_orig; 
           /* tolgo l'arco */   
             G[v2] = G[v2]->next; 
             free(p); 
             p = G[v2]; 
          } else { 
           /* salvo il costo ridotto arco v1-v2 */ 
             w=p->costo; 
             w_orig=p->c_orig; 
           /* tolgo l'arco */                   
             prec->next = p->next; 
             free(p); 
             p = prec->next; 
          } 
      } else { 
        prec = p; 
        p = p->next; 
      } 
    } 
    /* Accodo il nuovo arco col costo ridotto*/ 
    //printf ("\n Aggiungo arco nodo[%2d] -> [%2d] con costo: %3d 
(%3d)",v1,v2, w, w_orig); ￿￿￿ ￿￿￿
￿
    p1 = malloc(sizeof(struct nodo)); 
    p1->v = v2; 
    p1->costo=w; 
    p1->c_orig=w_orig; 
    p1->next = G[v1]; 
    G[v1] = p1; 
    return; 
} 
/* 
 *  Funzione principale che implementa l'algoritmo di Dijkstra con costi 
ridotti 
 * l[i] -> etichetta del nodo generico i che rappresenta la lunghezza del 
 *         miglior cammino minimo da s a i 
 * pi[i] -> nodo che prece nel camminimo minimo il nodo i 
 * label[i] -> se vale 1 il nodo i e' etichettato in modo permanente 
 * 
 * bi[i] -> potenziale pos= eccesso, zero=transito neg=deficit 
 * nomi_nodi[i] -> vettori di stringhe di appoggio per i nomi dei nodi 
 * pg[i] -> vettore con i pgreco dei nodi 
 * pg1[i] -> vettore di appaggio per capire se cambiano i pgreco dei nodi  
 * tipo_nodi[i] uso il vettore iniziale bi[i] per catalogare i nodi 
 *              se <0 deficit se >0eccesso se == 0 transito 
 *              serve per l'output 
 */ 
int main(void) { 
  int l[NNODI], pi[NNODI], label[NNODI], pg[NNODI], pg1[NNODI], 
num_nodi,z,tipo_nodi[NNODI]; 
  int bi[NNODI]; 
   
  int i,s,u, min_dist, label_nodes,capacita,fine_dijk,dl,node_def,k,pg_old; 
  struct nodo *p, *G[NNODI], *v, *G1[NNODI]; 
  time_t t1,t2; 
  clock_t ticks1, ticks2; 
  printf ("\n Programma in C per la Tesi"); 
  printf ("\n Autore: Fabio Bredo"); 
  printf("\n\n\n Dati iniziali \n"); 
  printf("\n  Num Tot Task   : %3d\n", NTASK); 
  printf("\n  Ppl per Task1  : %3d\n", PPLTASK1); 
  printf("\n  Ppl per TaskX  : %3d\n", PPLTASK); 
  printf("\n  Tipologie GSE  : %3d\n", TIPORES); 
  printf("\n  Num TipoA GSE  : %3d\n", TIPOA); 
  printf("\n  Num TipoB GSE  : %3d\n", TIPOB); 
  printf("\n  Num TipoC GSE  : %3d\n", TIPOC); 
  printf("\n  Max Costo      : %3d\n", MAXCOSTO); 
  printf("\n  Max Eccesso    : %3d\n", MAXBI); 
  printf("\n\n"); 
  printf("\n  Num Tot Nodi   : %3d\n", NNODI); 
  printf("\n  1 nodo GSE     : %3d\n", STARTGSE); 
  printf("\n\n"); 
  printf("\n RICHIESTE per la Task Principale : \n"); 
  printf("\n  Num Tot TipoA   : %3d\n", TALFA); 
  printf("\n  Num Tot TipoB   : %3d\n", TBETA); 
  printf("\n  Num Tot TipoC   : %3d\n", TGAMMA); 
  printf("\n\n"); 
  printf("\n\n Premere un tasto per iniziare del programma \n"); 
   ￿￿￿!￿￿￿
￿
  getch(); 
  num_nodi = NNODI; 
/* 
 * Inserisco il grafico 
 */ 
   
   leggi_grafo_dinamico(G,bi); 
  
/* 
 * Stampo il grafico (la lista di adiacenza con i costi) 
 */ 
  printf ("\n Ecco la lista di adiacenza: \n"); 
  for (i=0; i<num_nodi; i++) { 
        printf("\n %d: %d - ", i, bi[i]); 
    stampa_lista(G[i]); 
  } 
  getch(); 
/*Memorizzo l'ora di inizio */ 
  t1=time(NULL); 
   
  ticks1=clock(); 
  /* pgreco */   
  for (i=0; i<num_nodi; i++) { 
      pg[i]=0; 
      pg1[i]=0; 
      } 
/* 
 * Controllo se ci sono nodi con deficit bi<0 
 */ 
  z=0; 
  node_def=0; 
  for (i=0; i<num_nodi; i++) { 
      tipo_nodi[i]=bi[i]; 
      z=z+bi[i]; 
      if (bi[i] < 0) 
          node_def=node_def + bi[i] ; 
  }   
   
  if (z!=0){ 
       printf ("\n Attenzione sbilanciamente nodi con deficit / eccesso ( 
Sum[bi_i] != 0 ) \n"); 
         for (i=0; i<num_nodi; i++)  
            printf("\n %d: %d - ", i, bi[i]);  
       fflush(NULL); 
       system("PAUSE");   
       exit(6);  
     }         
   
  k=0; 
/* ------------------------------------------------------------------------ 
 * Finche ci sono nodi con bi<0 




  while (  node_def < 0){ 
/* 
 * Seleziono un nodo sorgente con bi>0 
 */ 
   
  s=-1; 
  for (i=0; i<num_nodi; i++) { 
      if (bi[i] > 0) 
          s=i; 
  } 
  //printf ("\n\n Nodo sorgente : %3d con eccesso : %3d  \n", s, bi[s]); 
  
/* 
 * Passo 1: Inizializzazione 
 */ 
  /* l distanze*/ 
  for (i=0; i<num_nodi; i++)  
      l[i]=INFINITO; 
   
  l[s]=0; 
  /* pi predecessori*/ 
  for (i=0; i<num_nodi; i++)  
      pi[i]=0; 
   
   
  pi[s]=s; 
   
  /* label: ettichette*/   
  for (i=0; i<num_nodi; i++)  
      label[i]=0; 
  /* Etichetto permanente il nodo u (sorgente) */ 
  u=s;   
  //label[u]=1; 
   
    
   fine_dijk=0;   
    
   while (  fine_dijk == 0){ 
/* 
 * Passo 2: Revisioni delle etichette 
 */ 
     p = G[u]; 
     while (p != NULL)  { 
          if (  label[p->v]==0 ) 
                if ( l[p->v] > l[u]+p->costo){ 
                   pi[p->v] = u; 
                   l[p->v] = l[u] + p->costo; 
                } 
          p = p->next; 
    
     }// fine while 
/* 
 * Passo 3: Determinazionedi una ettichetta permanente 
 */      
    min_dist=INFINITO; 
    for (i=0; i<num_nodi; i++) 
          if (  label[i]==0 && l[i] < min_dist ){ 
                min_dist =  l[i]; ￿￿￿￿￿￿￿
￿
                u=i; 
          } 
       /* Etichetto permanente il nodo u*/ 
       label[u]=1; 
       /* Se etichetto un nodo con deficit*/ 
       if (bi[u] < 0){ 
           //printf ("\n Trovato nodo destinatario : %3d con difetto : %3d 
\n\n", u, bi[u]); 
          /* fine dijksta*/         
          fine_dijk++; 
          /* sistemo i bi(s) e bi(u) */ 
          bi[s]=bi[s] - 1; 
          bi[u]=bi[u] + 1;          
          dl=l[u]; /* serve per aggiornare i pgreco */ 
          node_def++; 
       } 
                 
 }//fine while   dijkst 
 i=u;     
  //  printf ("\n\n Fine Dijkstra \n"); 
 /* 
    printf ("\n Percorso a ritroso nodo(costo): \n"); 
    while (i!=s)  { 
           printf ( " %3d (%3d)", i, l[i] );  
           i=pi[i]; 
    } 
    printf ( " %3d (%3d)", i, l[i] ); 
   printf ("\n\n Nodi etichettati in modo definitivo : "); 
   for (i=0; i<num_nodi; i++)  
        if (label[i] == 1) 
       printf("\n label[%d]: %d ", i, label[i]); 
   */ 
  //stampa_vettori(l,pi, label, num_nodi);  
   
    /* Aggiorno i pgreco dei nodi etichettati in modo definitivo */  
    i=u; 
  /* pgreco pg/pg1 controllo se campio il pgreco dei nodi*/   
    for (i=0; i<num_nodi; i++)  
      pg1[i]=0; 
       
    //printf ("\n\n Aggiornamento pgreco "); 
            
     for (i=0; i<num_nodi; i++)  
        if (label[i] == 1) { 
           pg_old=pg[i]; 
           pg[i]=pg[i]-l[i]+dl; 
           //printf ("\n pgreco nodo[%2d]=%2d",i,pg[i]); 
           if (pg_old != pg[i]) 
                pg1[i]=1; 
        } 
    //printf ("\n\n Aggiornamento costi ridotti ");
    /* Aggiorno il grafo con i costi ridotti di tutti gli archi  
       entranti e uscenti da un nodo in cui ho cambiato il pgreco    ￿￿￿￿￿￿￿
￿
    */  
    for (i=0; i<num_nodi; i++)  
       if (pg1[i]==1) { 
          aggiorna_costi (G,i,pg,num_nodi);            
       }       
     
    //printf ("\n\n Aggiornamento del grafo "); 
    /* Aggiorno il grafico  cambiando gli archi */ 
    i=u; 
  
    while (i!=s)  { 
           aggiorna_grafo(G,i, pi[i], pg); 
           i=pi[i]; 
    } 
     
     
//  printf("\n\n Fine iterazione %d",k); 
//  printf("\n -----------------------------------------------------------
-\n"); 
  //getch(); 
  k++; 
     
}//fine while node_def <0 
    printf ( "\n\n\n Risultato finale : \n");     
     stampa_soluzione(G,tipo_nodi,num_nodi ); 
     
    /* Stampo il tempo di esecuzione */       
  //(void) time(&t2); 
  t2=time(NULL); 
  ticks2=clock(); 
    printf("\n Cicli di Clock CPU %ld [CLOCKS_PER_SEC = %ld].\n",ticks2-
ticks1, CLOCKS_PER_SEC); 
  printf("\n Tempo impiegato = %d  Secondi" ,(int)t2-t1); 
  getch(); 
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