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Resumen
El incesante desarrollo tecnolo´gico en la industria del silicio y la necesidad de
cumplir con tiempos de mercado competitivos han llevado al desarrollo de nuevas
te´cnicas de disen˜o y verificacio´n funcional. En este trabajo de tesis se presentan
diferentes aportes a la verificacio´n funcional moderna partiendo de casos de estudio
reales y en donde se plantean diversos problemas a resolver.
El trabajo se divide impl´ıcitamente en dos partes: La primera, se enfoca en rea-
lizar aportes a la verificacio´n funcional proponiendo me´todos para generacio´n de
entradas, chequeo de salidas y evalucacio´n de cobertura funcional en disen˜os. En
particular, se considera como caso de estudio la verificacio´n funcional de unidades
aritme´ticas sustenta´ndose en la utilizacio´n y desarrollo de los frameworks para ve-
rificacio´n funcional OVM y Teal and Truss. Del ana´lisis y desarrollo se obtiene un
conjunto de reglas para la generacio´n aleatoria de casos de prueba para la verifica-
cio´n de unidades de punto flotante. Adema´s, se realiza la evaluacio´n de, no solo el
comportamiento de los frameworks propuestos, sino tambie´n se analizan para´metros
de calidad como su usabilidad, extensibilidad y nivel de abstraccio´n. Como aporte se
describen los pasos para disen˜ar e implementar monitores de verificacio´n aplicables
a diversos dominios. El monitor presentado, no so´lo realiza el chequeo de resulta-
dos comparados con modelos de referencia, sino que adema´s realiza el ana´lisis de
cobertura considerando los casos ejercitados. En la evaluacio´n de los frameworks se
verifican dos disen˜os diferentes de unidades aritme´ticas donde al menos se detectan
dos errores en casos no considerados por parte del disen˜ador.
La segunda parte del trabajo propone un nuevo enfoque para la verificacio´n fun-
cional. El enfoque propuesto parte del hecho que las pruebas orientadas a la verifi-
cacio´n deben realizarse indefectiblemente en todo proyecto y propone preparar a los
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4entornos de verificacio´n de manera tal que sus resultados sean de utilidad para el
disen˜ador. Como caso de estudio se presenta la verificacio´n de un modelo digital de
un convertidor de potencia para emulacio´n HIL (Hardware in the Loop). En parti-
cular, se hace enfa´sis en la aceleracio´n obtenida al utilizar las te´cnicas de HIL en la
verificacio´n de disen˜os analo´gicos-digitales.
Continuando con la l´ınea de aritme´tica presentada en la primer seccio´n, primero
se compara el comportamiento de un modelo que utiliza punto fijo para la represen-
tacio´n de variables de estado con otro que utiliza representacio´n en punto flotante. La
evaluacio´n se realiza considerando diversos escenarios representativos y reales donde
se aplicar´ıa el convertidor. Luego de comprobar la funcionalidad del convertidor uti-
lizando te´cnicas descriptas en la primer parte de la tesis, se utilizan los resultados
recopilados para el ana´lisis de resolucio´n de dos variables de estados en el modelo de
convertidor de punto fijo. La motivacio´n principal de este ana´lisis es que partiendo
de resoluciones o´ptimas es posible obtener modelos que minimizan el a´rea ocupada
en el disen˜o final y la ma´xima velocidad de reloj del circuito.
A partir de los resultados obtenidos, el disen˜ador puede apreciar que el aumento
de resolucio´n a partir de cierto umbral so´lo incrementa el a´rea utilizada y reduce la
frecuencia de reloj sin obtener mejoras significativas en la presicio´n. Para el caso de
estudio evaluado, es posible apreciar que existe un pequen˜o intervalo de resolucio´n
cr´ıtico de las variables de estado donde los errores se reducen dra´sticamente a cero,
sin reduccio´n de la performance o aumentar el consumo de a´rea. Si bien en este
trabajo, los resultados completos de las pruebas se presentan en un ape´ndice, el
enfoque propuesto resume un gran volumen de informacio´n en gra´ficas de ra´pida
interpretacio´n por parte del disen˜ador.
Abstract
The steady technological growth of the silicon industry and the need to fulfill
competitive time-to-market have driven new design and functional verification tech-
niques. This work presents several contributions to modern functional verification
based on real scenarios.
This work is implicitly divided in two parts: One of them focusses on contri-
butions for input generation, output checking alternatives and functional coverage
evaluation. In particular, arithmetic units are verified by means of two verification
environments based on the frameworks OVM and Teal and Truss. A set of rules is
obtained for random constrained inputs generation targeted to floating point arith-
metic units. In addition, both environments are evaluated in terms of not only their
behavior, but also their quality attributes like usability, extensibility, and abstrac-
tion level. The contributions involve a list of steps to design and develop functional
verification monitors towards many domains. These monitors are meant to check the
correct design output based on a reference design, and also to provide a functional
coverage analysis. The developed environments instantiate the monitors to check two
arithmetic units. At least two errors caused by cases not considered by the designer
were detected on the tests.
The other part of this work presents a non-studied approach to functional veri-
fication. Considering that test for the functional verification should be carried out
anyway, this part of the study proposes to adjust the verification environments so
that functional verification results may be useful for the designer. The case study
involves verifying a digital model of a power converter intended for HIL emulation
(Hardware in the Loop). Particular emphasis is given to the speed-up obtained by
using this techniques on mixed digital-analog designs.
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6By following the arithmetic context proposed in the first part, a fixed point
model of a power converter is compared against a floating-point converter model.
The models are evaluated considering several real representative scenarios, where the
converter might be applied. The techniques presented in the first section are used to
check the correct behavior of the converter model. Then, the functional verification
results are used on the resolution analysis of two state variables of the fixed-point
model. The motivation of this analysis is that by using an optimized resolution, it
is possible to obtain models that minimize the final desing area and maximize the
clock frequency.
From the verification results, the designer can see that the resolution increment
from a certain threshold number only increases the occupied area and decreases the
clock frequency without legible benefits on the precision of the design. In particular
for this case of study, there exists a small interval of the resolution of state variables
where errors drastically decrease without compromising design performance or area.
Although complete results of the tests are presented on an appendix, the proposed
approach graphically summarizes a large volume of information for a fast designer
interpretation.
I´ndice general
Agradecimientos 2
Resumen 3
Abstract 5
1. Introduccio´n 17
1.1. El proceso de verificacio´n funcional . . . . . . . . . . . . . . . . . . . 18
1.2. Interaccio´n dentro del desarrollo de un proyecto . . . . . . . . . . . . 19
1.3. Organizacio´n del trabajo . . . . . . . . . . . . . . . . . . . . . . . . . 20
2. Fundamentos 24
2.1. Verificacio´n funcional tradicional . . . . . . . . . . . . . . . . . . . . 25
2.1.1. Verificacio´n basado en integracio´n . . . . . . . . . . . . . . . . 26
2.1.2. Verificacio´n de microprocesadores . . . . . . . . . . . . . . . . 27
2.1.3. Emulacio´n y aceleracio´n . . . . . . . . . . . . . . . . . . . . . 27
2.2. Elementos de la verificacio´n funcional moderna . . . . . . . . . . . . . 29
2.2.1. Generacio´n aleatoria con restricciones . . . . . . . . . . . . . . 29
2.2.2. Programacio´n orientada a objetos en verificacio´n funcional . . 30
2.2.3. Frameworks para verificacio´n funcional . . . . . . . . . . . . . 31
2.2.4. Aserciones . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
2.3. Verificacio´n basada en aserciones . . . . . . . . . . . . . . . . . . . . 38
2.3.1. Inicios . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
2.3.2. Introduccio´n en la industria . . . . . . . . . . . . . . . . . . . 39
2.3.3. Verificacio´n dirigida por la cobertura . . . . . . . . . . . . . . 40
7
I´ndice general 8
2.4. Conclusiones del cap´ıtulo . . . . . . . . . . . . . . . . . . . . . . . . . 41
3. Experiencias aplicando Frameworks para Verificacio´n Funcional en
unidades de punto flotante 43
3.1. Introduccio´n . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 43
3.2. Trabajo relacionado . . . . . . . . . . . . . . . . . . . . . . . . . . . . 44
3.3. El estandar IEEE754-2008 . . . . . . . . . . . . . . . . . . . . . . . . 45
3.3.1. Formatos . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 45
3.3.2. Conjuntos de datos de punto flotante . . . . . . . . . . . . . . 45
3.3.3. Estrategias de redondeo . . . . . . . . . . . . . . . . . . . . . 46
3.3.4. Aritme´tica infinita . . . . . . . . . . . . . . . . . . . . . . . . 47
3.3.5. Operaciones con NaNs . . . . . . . . . . . . . . . . . . . . . . 47
3.4. Disen˜o de un Sumador/Restador IEEE754-2008 . . . . . . . . . . . . 47
3.5. Plan de verificacio´n . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
3.6. Instanciacio´n de los frameworks . . . . . . . . . . . . . . . . . . . . . 53
3.6.1. Truss . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 53
3.6.2. OVM . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 55
3.6.3. Modelo de referencia . . . . . . . . . . . . . . . . . . . . . . . 57
3.7. Resultados . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 58
3.7.1. Resultados de la verificacio´n funcional . . . . . . . . . . . . . 58
3.7.2. Evaluacio´n de la experiencia . . . . . . . . . . . . . . . . . . . 59
3.8. Conclusiones del cap´ıtulo . . . . . . . . . . . . . . . . . . . . . . . . . 60
4. Disen˜o metodolo´gico de monitores de verificacio´n para unidades de
punto flotante 61
4.1. Trabajo relacionado . . . . . . . . . . . . . . . . . . . . . . . . . . . . 63
4.2. El mecanismo de verificacio´n . . . . . . . . . . . . . . . . . . . . . . . 64
4.2.1. Monitor de Verificacio´n . . . . . . . . . . . . . . . . . . . . . . 64
4.2.2. Generacio´n de entradas . . . . . . . . . . . . . . . . . . . . . . 68
4.3. Caso de estudio: Suma y Resta . . . . . . . . . . . . . . . . . . . . . 70
4.3.1. Estructura del generador . . . . . . . . . . . . . . . . . . . . . 71
4.3.2. Definicio´n de puntos de cobertura . . . . . . . . . . . . . . . . 71
4.4. Implementacio´n . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 75
I´ndice general 9
4.4.1. Implementacio´n del mo´dulo generador . . . . . . . . . . . . . 75
4.4.2. Implementacio´n del colector de cobertura . . . . . . . . . . . . 76
4.4.3. Implementacio´n del mo´dulo Checker . . . . . . . . . . . . . . 77
4.4.4. Instantiacio´n dentro de Frameworks de Verificacio´n . . . . . . 78
4.5. Evaluacio´n de los componentes de verificacio´n . . . . . . . . . . . . . 79
4.5.1. Configuracio´n del Test 1 . . . . . . . . . . . . . . . . . . . . . 79
4.5.2. Configuracio´n del Test 2 . . . . . . . . . . . . . . . . . . . . . 80
4.6. Conclusiones del cap´ıtulo . . . . . . . . . . . . . . . . . . . . . . . . . 82
5. Verificacio´n automatizada 85
5.1. Introduccio´n . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 85
5.2. Generacio´n automatizada de casos de prueba . . . . . . . . . . . . . . 86
5.3. Automatizacio´n mediante Scripts . . . . . . . . . . . . . . . . . . . . 86
5.3.1. Automatizacio´n mediante componentes de verificacio´n . . . . . 89
5.4. Ana´lisis automatizado de resultados . . . . . . . . . . . . . . . . . . . 90
5.4.1. Ana´lsis mediante Scripts . . . . . . . . . . . . . . . . . . . . . 90
5.4.2. Ana´lsis mediante componentes de verificacio´n . . . . . . . . . 91
5.4.3. Nivel Transaccio´n . . . . . . . . . . . . . . . . . . . . . . . . . 94
5.4.4. Nivel Secuencia . . . . . . . . . . . . . . . . . . . . . . . . . . 95
5.4.5. Nivel Test . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 95
5.4.6. Nivel Escenario . . . . . . . . . . . . . . . . . . . . . . . . . . 95
5.5. Caso de estudio: Verificacio´n de modelos HIL para convertidores de
potencia . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 96
5.5.1. Motivacio´n . . . . . . . . . . . . . . . . . . . . . . . . . . . . 96
5.6. Breve resen˜a de Modelos HIL . . . . . . . . . . . . . . . . . . . . . . 97
5.7. Verificacio´n del BoostConverter QXY . . . . . . . . . . . . . . . . . . 99
5.7.1. Breve resen˜a del formato QXY . . . . . . . . . . . . . . . . . 100
5.7.2. Interface . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 100
5.7.3. Sequencer . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 101
5.7.4. Driver . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 102
5.7.5. DUV . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 102
5.7.6. Monitor . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 102
5.7.7. Scoreboard . . . . . . . . . . . . . . . . . . . . . . . . . . . . 103
I´ndice general 10
5.7.8. Transacciones . . . . . . . . . . . . . . . . . . . . . . . . . . . 103
5.8. Verificacio´n con OVM del convertidor a lazo abierto . . . . . . . . . . 105
5.8.1. Scoreboard . . . . . . . . . . . . . . . . . . . . . . . . . . . . 105
5.8.2. Driver . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 106
5.8.3. Monitor . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 107
5.8.4. Definicio´n de escenarios . . . . . . . . . . . . . . . . . . . . . 107
5.8.5. Scripts . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 111
5.9. Resultados . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 112
5.9.1. Cobertura de co´digo . . . . . . . . . . . . . . . . . . . . . . . 114
5.9.2. Profiling . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 114
5.10. Conclusiones del cap´ıtulo . . . . . . . . . . . . . . . . . . . . . . . . . 115
6. Ana´lisis de resolucio´n asistido por la Verificacio´n funcional 116
6.1. Introduccio´n . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 117
6.1.1. El problema de la resolucio´n . . . . . . . . . . . . . . . . . . . 119
6.2. Me´todo 1 - Enfoque basado en simulacio´n . . . . . . . . . . . . . . . 120
6.3. Metodo 2 - Enfoque anal´ıtico . . . . . . . . . . . . . . . . . . . . . . 122
6.4. Resultados . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 126
6.4.1. Escenarios de prueba . . . . . . . . . . . . . . . . . . . . . . . 126
6.4.2. Ana´lisis de a´rea y frecuencia . . . . . . . . . . . . . . . . . . . 128
6.4.3. Resultados del Me´todo 1 . . . . . . . . . . . . . . . . . . . . . 129
6.4.4. Resultados del Me´todo 2 . . . . . . . . . . . . . . . . . . . . . 133
6.5. Conclusiones del cap´ıtulo . . . . . . . . . . . . . . . . . . . . . . . . . 135
7. Conclusiones del trabajo 138
7.1. La interminable tarea de verificacio´n . . . . . . . . . . . . . . . . . . 138
7.2. Un nuevo enfoque de la verificacio´n . . . . . . . . . . . . . . . . . . . 139
7.3. Produccio´n surgida del presente trabajo de tesis . . . . . . . . . . . . 140
7.4. Trabajo futuro . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 141
A. Verificacio´n del modelo de convertidor de potencia: Resultados 143
A.1. Carga tipo corriente y tensio´n de entrada alternada . . . . . . . . . . 144
A.2. Carga tipo resistencia y tensio´n de entrada alternada . . . . . . . . . 149
A.3. Carga tipo potencia y tensio´n de entrada alternada . . . . . . . . . . 151
I´ndice general 11
A.4. Carga tipo corriente y tensio´n de entrada fluctuante . . . . . . . . . 154
Bibliograf´ıa 160
I´ndice de figuras
1.1. Proceso de desarrollo . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
2.1. Flujo de emulacio´n y aceleracio´n . . . . . . . . . . . . . . . . . . . . . 28
2.2. Esqueleto del un entorno basado en OVM . . . . . . . . . . . . . . . 32
2.3. Fases en la ejecucio´n de los entornos de verificacio´n . . . . . . . . . . 35
2.4. Estructura de un entorno basado en Teal & Truss . . . . . . . . . . . 36
2.5. Fases en la verificacio´n dirigida por la cobertura . . . . . . . . . . . . 41
3.1. Disen˜o del core IEEE ADD SUB . . . . . . . . . . . . . . . . . . . . 49
3.2. Disen˜o del mo´dulo IEEE ADD SUB Proc . . . . . . . . . . . . . . . 50
3.3. Instanciacio´n de Teal & Truss para el Sumador / Restador . . . . . . 54
3.4. Diagrama de clases basado en T&T para la verificacio´n del Sumado-
r/Restador. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 55
3.5. Instanciacio´n de Ovm para la verificacio´n del Sumador /Restador. . . 56
3.6. Diagrama de clases basado en OVM para la verificacio´n del Sumado-
r/Restador. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 57
4.1. Comparacio´n de coberturas - CVD vs CRT . . . . . . . . . . . . . . . 69
4.2. Monitor instanciado dentro de un testbench tradicional . . . . . . . . 75
4.3. Monitor instanciado como parte de un entorno basado en OVM . . . 76
4.4. Estructura del generador de entradas . . . . . . . . . . . . . . . . . . 77
4.5. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 78
4.6. Cobertura Total para las diferentes capacidades de bins . . . . . . . . 81
4.7. Cobertura de entrada utilizando estrategia mixta (b=100) . . . . . . 82
4.8. Cobertura total utilizando una estrategia mixta . . . . . . . . . . . . 83
12
I´ndice de figuras 13
5.1. Etapas propuestas para el ana´lisis . . . . . . . . . . . . . . . . . . . . 92
5.2. Diagrama conceptual de una fuente conmutada . . . . . . . . . . . . 97
5.3. Diagrama esquema´tico de un Boost converter . . . . . . . . . . . . . 98
5.4. Tensio´n de entrada alternada . . . . . . . . . . . . . . . . . . . . . . 112
6.1. Entorno de simulacio´n basado en OVM . . . . . . . . . . . . . . . . . 121
6.2. Valores de tensio´n de entrada mı´nimos considerados para el ana´lisis
de resolucio´n . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 125
6.3. Diferencias mı´nimas de corriente consideradas para el ana´lisis de re-
solucio´n . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 125
6.4. Planos proyectados para para´metros de disen˜o de convertidores con
errores de tensio´n error ≤ 5% y error ≤ 2% . . . . . . . . . . . . . 130
6.5. Utilizacio´n de Slices para el convertidor de punto fijo . . . . . . . . . 131
6.6. Frecuencia de reloj ma´xima . . . . . . . . . . . . . . . . . . . . . . . 132
6.7. Errores de tensio´n y corriente en Escenario 1 . . . . . . . . . . . . . . 133
6.8. Errores de tensio´n y corriente en Escenario 2 . . . . . . . . . . . . . . 134
6.9. Errores de tensio´n y corriente en Escenario 3 . . . . . . . . . . . . . . 135
6.10. Errores de tensio´n y corriente en Escenario 4 . . . . . . . . . . . . . . 136
A.1. Tensio´n de entrada de corriente alternada Vin = V AC . . . . . . . . . 144
A.2. Tensio´n de salida - Carga tipo corriente y Vin = V AC . . . . . . . . . 145
A.3. Error en tensio´n de salida - Carga tipo corriente y Vin = V AC . . . . 145
A.4. Error en tensio´n de salida detallado entre 80ms y 90ms - Carga tipo
corriente y Vin = V AC . . . . . . . . . . . . . . . . . . . . . . . . . . 146
A.5. Corriente de entrada - Carga tipo corriente y Vin = V AC . . . . . . . 147
A.6. Error en corriente de entrada - Carga tipo corriente y Vin = V AC . . 147
A.7. Error en corriente de entrada detallado entre 80ms y 90ms - Carga
tipo corriente y Vin = V AC . . . . . . . . . . . . . . . . . . . . . . . 148
A.8. Tensio´n de salida - Carga tipo resistencia y Vin = V AC . . . . . . . . 148
A.9. Tensio´n de salida detallada entre 80ms y 90ms - Carga tipo resistencia
y Vin = V AC . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 149
A.10.Error de tensio´n de salida - Carga tipo resistencia y Vin = V AC . . . 150
A.11.Error en corriente de entrada - Carga tipo resistencia y Vin = V AC . 150
I´ndice de figuras 14
A.12.Error en corriente de entrada detallado entre 80ms y 90 ms - Carga
tipo resistencia y Vin = V AC . . . . . . . . . . . . . . . . . . . . . . 151
A.13.Tensio´n de salida - Carga tipo potencia y Vin = V AC . . . . . . . . . 152
A.14.Tensio´n de salida detallada entre 80ms y 90ms - Carga tipo potencia
y Vin = V AC . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 152
A.15.Error de tensio´n de salida - Carga tipo potencia y Vin = V AC . . . . 153
A.16.Corriente de entrada - Carga tipo potencia y Vin = V AC . . . . . . . 153
A.17.Error en corriente de entrada detallado entre 80ms y 90ms - Carga
tipo potencia y Vin = V AC . . . . . . . . . . . . . . . . . . . . . . . 154
A.18.Error en corriente de entrada - Carga tipo potencia y Vin = V AC . . 155
A.19.Error en corriente de entrada detallado entre 85ms y 95ms - Carga
tipo potencia y Vin = V AC . . . . . . . . . . . . . . . . . . . . . . . 155
A.20.Patro´n de tensio´n de entrada fluctuante Vin = V F . . . . . . . . . . . 156
A.21.Tensio´n de salida - Carga tipo corriente y Vin = V F . . . . . . . . . . 156
A.22.Error en tensio´n de salida - Carga tipo corriente y Vin = V F . . . . . 157
A.23.Error en tensio´n de salida detallado entre 10 y 15 ms - Carga tipo
corriente y Vin = V F . . . . . . . . . . . . . . . . . . . . . . . . . . . 158
A.24.Corriente de entrada - Carga tipo corriente y Vin = V F . . . . . . . . 158
A.25.Error en corriente de entrada - Carga tipo corriente y Vin = V F . . . 159
I´ndice de cuadros
3.1. Formatos de punto flotante IEEE754-2008. . . . . . . . . . . . . . . . 46
3.2. Formatos de punto flotante decimales . . . . . . . . . . . . . . . . . . 48
4.1. Performance del generador de entradas utilizando estrategia mixta . . 82
6.1. Escenarios de evaluacio´n del convertidor . . . . . . . . . . . . . . . . 127
6.2. Para´metros de disen˜o ni, nv para errores del 2% . . . . . . . . . . . . 131
6.3. Para´metros de disen˜o ni, nv para errores del 5% . . . . . . . . . . . . 132
6.4. Para´metros de disen˜o ni, nv utilizando el me´todo anal´ıtico cuando n = 8134
15

Cap´ıtulo 1
Introduccio´n
La tecnolog´ıa actual del silicio ha permitido empaquetar millones de transistores
en una sola pastilla. Este hecho es consecuencia, no solo de avances tecnolo´gicos en
la fabricacio´n, sino tambie´n de nuevas te´cnicas para su disen˜o. En la actualidad,
resulta impensable el disenn˜o de un chip complejo desde cero. Por el contrario, un
SoC (System-on-Chip) actual, se desarrolla reutilizando componentes ya disen˜ados
y verificados obteniendo disen˜os de calidad aceptables y con tiempos y presupuestos
razonables. Sin embargo, este crecimiento casi constante de la complejidad, provoca
que los disen˜adores hayan visto excedidas sus capacidades para verificar disen˜os de
tal magnitud. Esto se debe a que es comu´n encontrar que disen˜os de millones de
compuertas necesiten un gran nu´mero de casos de pruebas para su verificacio´n. La
verificacio´n funcional de sistemas digitales, tal como indica su nombre, es el proceso
usado para demostrar que un disen˜o digital descripto en algu´n HDL (Hardware
Description Language) cumple o no con sus especificaciones.
Hoy en d´ıa entre el 60% y el 80% del esfuerzo de desarrollo es invertido en
verificacio´n funcional [41]. En algunos casos, este hecho puede resultar un cuello de
botella para el desarrollo del proyecto. Por esta razo´n, se ha intentado reducir los
tiempos de verificacio´n basa´sndose en:
Inicio de la verificacio´n en etapas tempranas: Au´n cuando el disen˜o no haya sido
finalizado, el equipo de verificacio´n cuenta con las especificaciones funcionales y
puede comenzar a disen˜ar una estructura de pruebas para ir verificando partes
del disen˜o a medida que sean finalizadas.
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Figura 1.1: Proceso de desarrollo
Debe considerarse que la verificacio´n funcional es un proceso que en realidad no
termina nunca. La verificacio´n funcional en s´ı, pretende exponer los errores presentes
en un disen˜o y no demostrar su ausencia. Esto indica, que si un error esta´ oculto en
el disen˜o, en algu´n momento se manifestara´.
1.1. El proceso de verificacio´n funcional
Al igual que en otros procesos, la verificacio´n funcional debe ser planificada cuida-
dosamente. El resultado de esa planificacio´n se lo conoce como Plan de verificacio´n.
Este artefacto, es un documento revisado y seguido por el equipo de verificacio´n. En
el se describen:
Estrategias de testeo: Se indican que metodolog´ıas o te´cnicas se aplicara´n a
cada parte del disen˜o
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Entorno de simulacio´n: Arquitectura general del entorno software que estimu-
lara´ y evaluara´ el comportamiento del disen˜o.
Herramientas de verificacio´n: Un listado de simuladores o analizadores necesa-
rios para las pruebas.
Pruebas espec´ıficas: Listado de pruebas imprescindibles para cumplir ciertas
normas.
Mapeo: Dada una serie de especificaciones funcionales, se indica que caso o
casos de prueba son destinados a la misma.
En el presente trabajo, se hace hincapie´ en las estrategias y en los entornos
de verificacio´n y no en el seguimiento del proceso. A lo largo de los Cap´ıtulos, se
presentan en profundidad diferentes estrategias utilizadas para abordar diferentes
problema´ticas comunes en la verificacio´n industrial actual. La verificacio´n funcional
comparte te´cnicas y herramientas de gestio´n y seguimiento de procesos relacionadas
con el desarrollo de software lo suficientemente probadas y actualizadas, razo´n por
la cual no son abordadas en este trabajo. Por otra parte, en el a´mbito del proceso de
desarrollo de hardware, los esfuerzos se han concentrado en las estrategias y entornos.
Puede considerarse que el desarrollo de una estructura de verificacio´n confiable,
flexible y reutilizable es, en s´ı, una de las estrategias globales ma´s importantes.
1.2. Interaccio´n dentro del desarrollo de un pro-
yecto
Anteriormente se menciono´ la necesidad de la verificacio´n funcional dentro del
desarrollo de un proyecto. Aun as´ı, el proceso de verificacio´n funcional permite mejo-
rar el rendimiento de los dema´s procesos del proyecto. La colaboracio´n ma´s inmediata
aparece con el proceso de disen˜o. El equipo de disen˜o alimenta al de verificacio´n con
partes del disen˜o para verificar. Los resultados de la verificacio´n se resumen en un
conjunto de casos ejecutados de los cuales pueden o no surgir errores funcionales.
En el caso de presentarse errores, se realimenta al disen˜o con una serie de inconsis-
tencias (o issues en ingle´s) y descripciones precisas del escenario donde se manifiesta
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el error. En caso de no encontrarlos, esa parte se marca como verificada para su
posterior reutilizacio´n.
Otro tipo de interaccio´n se presenta durante el ana´lisis de las especificaciones
funcionales y su mapeo en casos de prueba. Dado que el equipo de verificacio´n tra-
baja de manera independiente al de disen˜o, es posible detectar ambigu¨edades en las
especificaciones o bien la ausencia de consideraciones sobre las mismas de manera
temprana. De esta forma, el equipo encargado de la captura de requerimientos puede
reformular o completar las especificaciones. Si bien este no es uno de los objetivos
de la verificacio´n funcional, es una situacio´n que ocurre con frecuencia.
Sin embargo, si bien se consideran los errores resultantes de la verificacio´n para
corregir el disen˜o, poco se han considerado los resultados para llevar a cabo optimi-
zaciones o mejoras sobre este. Este trabajo presenta entre sus aportes la verificacio´n
funcional de diversos disen˜os, pero contrastando el enfoque colaborativo para hallar
o detectar partes del mismo que podr´ıan ser optimizadas como valor agregado. Esta
colaboracio´n en forma de sugerencias surgen de la utilizacio´n y ana´lisis de los resul-
tados propios de la simulacio´n con fines de verificar el disen˜o. En el Cap´ıtulo 6 se
presenta la aplicacio´n de la verificacio´n funcional en el ana´lisis de resolucio´n, a´rea y
frecuencia ma´xima de un disen˜o industrial.
1.3. Organizacio´n del trabajo
El objetivo principal del presente trabajo es proveer un conjunto de aportes a
la verificacio´n funcional moderna. Estos aportes aparecen como soluciones a pro-
blema´ticas reales originadas en el sector industrial y acade´mico. El trabajo sustenta
sus pilares en el desarrollo de entornos de verificacio´n, estrategias para la generacio´n
y verificacio´n automa´tica y en aportes de resultados para la optimizacio´n del proceso
de disen˜o.
El contexto del trabajo de tesis elegido presenta el estudio de la verificacio´n fun-
cional de sistemas digitales que utilizan sistemas de representacio´n de punto fijo y
de punto flotante. En te´rminos generales, se enfoca a la verificacio´n funcional como
herramienta complementaria y de asistencia en la fase de disen˜o. El trabajo comienza
relevando las herramientas utilizadas en la verificacio´n funcional moderna conside-
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rando en todo momento las necesidades que presenta la industria en este proceso.
Luego, el trabajo se enfoca en el ana´lisis estructural basa´ndose en dos infraestruc-
turas (o Frameworks en ingle´s) para verificacio´n funcional. Sobre estos se proponen
y aplican me´todos para la verificacio´n de sistemas digitales que utilizan operaciones
aritme´ticas simples (sumas, restas y productos). Inicialmente, se aborda la genera-
cio´n automa´tica de casos de prueba. La generacio´n involucra el estudio del dominio
de entrada, en este caso operadores de punto fijo y de punto flotante (con represen-
tacio´n binaria y decimal) y ana´lisis de casos extremos (o corner cases en inge´s) para
luego convertirlos en casos de pruebas de un test aleatorio con restricciones. Esta
fase de la verificacio´n es presentada como el Cap´ıtulo 2 y presenta como aporte una
mejora en las pruebas de disen˜os con punto flotante decimal ma´s una comparacio´n
cualitativa de ambos frameworks.
Para completar el proceso de verificacio´n, el trabajo continu´a con las te´cnicas
utilizadas para la comprobacio´n de resultados y el ana´lisis de cobertura funcional en
este tipo de disen˜os. Entre estas te´cnicas se destacan: La construccio´n de modelos de
referencia, la definicio´n de aserciones generales y para cada operacio´n aritme´tica en
particular, y la definicio´n de modelos de cobertura. La aplicacio´n de este conjunto
de te´cnicas se implementan en lo que se denomina Monitor de verificacio´n y es el
foco de desarrollo del Cap´ıtulo 3.
En la segunda parte del informe, se provee una visio´n distinta de la verificacio´n
funcional. En particular, se propone enfatizar las tareas de la verificacio´n funcional
de manera tal que sus resultados sirvan de apoyo al proceso de disen˜o. Esta asisten-
cia, no solo resulta u´til al disen˜ador en el proceso de depuracio´n, sino que tambie´n
puede ser usada como herramienta de ana´lisis para la seleccio´n de ciertos para´metros
de disen˜o que pueden ser dif´ıciles de estimar a priori o bien aquellos cuya seleccio´n
tiene impacto directo sobre la performance o el a´rea del disen˜o. De esta manera, el
Cap´ıtulo 4, aborda las herramientas que provee la verificacio´n funcional moderna
para la ejecucio´n automatizada de pruebas, complementadas con te´cnicas de gene-
racio´n de escenarios y herramientas para el ana´lisis y reporte de resultados. Para la
generacio´n de escenarios se propone la implementacio´n de scripts para la ejecucio´n de
pruebas as´ı como tambie´n la construccio´n de componentes de verificacio´n gene´ricos
para utilizarse, por ejemplo, en entornos basados en frameworks. En este Cap´ıtulo
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se aplican los aportes de los Cap´ıtulos anteriores pero dentro de un contexto ma´s
complejo. Para demostrar las caracter´ısticas y problemas que se abordan en disen˜os
con los dos sistemas de representacio´n, se presenta como caso de estudio la verifica-
cio´n funcional de un modelo de convertidor de potencia para la prueba de sistemas
HIL (del ingle´s Hardware in the Loop). En particular, se aborda la verificacio´n de un
modelo implementado con aritme´tica de punto fijo y considerando como referencia
un modelo en punto flotante. El estudio involucra la generacio´n de diferentes escena-
rios o configuraciones esta´ticas emulados digitalmente en cada prueba, por ejemplo,
capacidad de los condensadores, inductividad de la bobina, tensio´n de entrada, en-
tre otros para´metros que incluir´ıa el modelo real. Adema´s, se utilizan herramientas
para generar dina´micamente condiciones de entrada y salida, como por ejemplo co-
rrientes de entrada y cargas que simulan diversos dispositivos conectados a la salida
del convertidor. Las pruebas poseen dos niveles de ana´lisis, el primero es durante la
ejecucio´n de la prueba, recolectando valores de tensio´n y corriente, errores y desvia-
ciones paso a paso. En el segundo nivel se aplican herramientas como el ana´lisis de
cobertura funcional, ana´lisis de cobertura de co´digo, profiling y ana´lisis estad´ıstico
de los resultados, una vez finalizada la prueba. Para las primeras tareas se utilizan
herramientas comu´nmente integradas en el simulador mientras que para el ana´lisis se
utilizan como Matlab u Octave. Tanto la generacio´n de pruebas como el ana´lisis de
resultados son presentados de manera tal que puedan ser interpretados ra´pidamente
por el disen˜ador.
En el Captulo 5, se presenta una situacio´n concreta donde la verificacio´n funcional
es utilizada como herramienta para el ana´lisis de resolucio´n. La motivacio´n de este
ana´lisis se basa en las ventajas que posee la aplicacio´n de aritme´tica de punto fijo
sobre la aritme´tica de punto flotante y las consecuencias aparejadas por la incorrecta
seleccio´n de para´metros de resolucio´n: Alta ocupacio´n de a´rea y baja frecuencia de
funcionamiento. La bibliografa estudiada propone diversos me´todos para la seleccio´n
de para´metros de disen˜o asociados a la resolucio´n. Sin embargo, coinciden que la
simulacio´n permanece como la herramienta ma´s eficaz para esta tarea. El caso de
estudio propuesto es el mismo al propuesto en el Captulo 4. En particular se aborda
el ana´lisis de resolucio´n en los registros para el ca´lculo de corriente y tensio´n. Para
corroborar o refutar las afirmaciones de la bibliografa, se presenta un me´todo analti-
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co para el ana´lisis de resolucio´n que considera u´nicamente la fo´rmula del modelo del
convertidor. La ejecucio´n de las pruebas demuestra que una incorrecta seleccio´n de
para´metros de disen˜o tienen impacto directo sobre la velocidad del reloj as´ı como en
el a´rea ocupada. Ma´s aun, con los resultados de la simulacio´n se demuestra que existe
una delgada zona del espacio de posibles resoluciones la cual permiten la resolucio´n
o´ptima. Esto significa que si e´sta se aumenta, se incrementa innecesariamente el a´rea
y se disminuye la frecuencia de reloj. Por otro lado, si la resolucio´n se disminuye, se
provoca una abrupta pe´rdida de precisio´n en el modelo. El segundo me´todo es eva-
luado, y si bien su aplicacio´n insume menos tiempo que la simulacio´n, sus resultados
son sobredimensionados y no consideran el posible error provocado ciclo tras ciclo.
Esto refuerza la hipo´tesis y confirma los resultados de otros trabajos que proponen
a la simulacio´n como herramienta para el ana´lisis de resolucio´n. Finalmente en el
Captulo 6 se presentan las conclusiones del trabajo y se propone el trabajo futuro
continuando con esta l´ınea.
Cap´ıtulo 2
Fundamentos
La revolucio´n del silicio ha generado la demanda constante de mejoras en los
disen˜os electro´nicos. Aunque en los u´ltimos an˜os las mejoras se hayan visto enfoca-
das a disminuir consumo de potencia y aumentar el nivel de integracio´n, desde sus
comienzos, los principales objetivos fueron el aumento en la velocidad de ca´lculo, la
reduccio´n de costos de fabricacio´n y la reduccio´n en los tiempos de desarrollo. Esto
ha permitido que los sistemas digitales sean cada vez ma´s complejos. Sin embargo,
una limitante del crecimiento de la complejidad de estos sistemas se encuentra en la
etapa de verificacio´n. Es frecuente que en la industria del hardware existan pe´rdidas
millonarias y retardos en los proyectos de varios meses producto de un error en el
disen˜o, en particular en los circuitos integrados de aplicacio´n espec´ıfica (ASICs). Aun
cuando se utilizan arquitecturas reconfigurables como FPGAs (field-programmable
gate arrays) y CPLDs (Complex Programmable Logic Device), resulta imprescindi-
ble que el disen˜o funcione tal como fue especificado desde la versio´n inicial. Es por
eso que la Verificacio´n Funcional (VF) ha surgido como un esfuerzo en equipo para
asegurarse que el chip o el sistema en desarrollo se comporte tal como fuera especi-
ficado. Uno de los textos referentes del a´rea Comprehensive Functional Verification
the Complete Industry Cycle [58] define a la verificacio´n como “El proceso de deter-
minar si los productos de un ciclo de vida dado cumplen una serie de requerimientos
establecidos”. En el a´mbito de los sistemas digitales, se refiere al proceso de asegurar-
se que los requerimientos son correctamente mapeados a una implementacio´n RTL
(Register-Transfer Logic). En la etapa de disen˜o, el disen˜ador generalmente realiza su
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trabajo basa´ndose en casos representativos que responden a las especificaciones. Sin
embargo, la tarea del verificador es asegurarse que la implementacio´n sea correcta
en todos los casos.
Para cumplir con este objetivo planteado, el medio ma´s directo ser´ıa la inspeccio´n
exhaustiva donde todas las caracter´ısticas del disen˜o fueran ejercitadas en todos los
posibles escenarios. Sin embargo, sucede que la bu´squeda exhaustiva es pra´cticamente
imposible en disen˜os reales. Si de todas formas, esto fuera posible, su aplicacio´n
carecer´ıa de sentido ya que existen conjuntos significativos de casos de pruebas cuya
evaluacio´n obtiene los mismos resultados.
En general, no existe una u´nica metodolog´ıa de verificacio´n que sea aplicable a
todos los posibles disen˜os. En contraposicio´n, existen diferentes metodolog´ıas que
se adaptan mejor a la verificacio´n de disen˜os con determinadas carcter´ısticas. Si el
equipo de verificacio´n sigue el mismo estilo de disen˜o o evalu´a los mismos casos de
referencia, ambos equipos cometera´n ide´nticos errores y muy pocos errores funcio-
nales podra´n ser encontrados [58]. Es por eso que la etapa de verificacio´n debe ser
independiente a la de disen˜o ya que existe el riesgo de que la verificacio´n sea rea-
lizada sobre la implementacio´n y no sobre las especificaciones. Este hecho, sumado
a la complejidad de los sistemas actuales, implica que la verificacio´n sea una tarea
lenta y costosa. Sin embargo, utilizar las te´cnicas apropiadas pueden ahorrar tanto
presupuesto como tiempo [35]. Otro error frecuente en los equipos de verificacio´n es
invertir todo el potencial humano disponible en la especializacio´n para el trabajo so-
bre una u´nica metodolog´ıa. Esto puede llevar a forzar la aplicacio´n de metodolog´ıas
que no se adaptan a la verificacio´n de cierto tipo de disen˜o. Es por eso que es desea-
ble contar con un amplio conocimiento de las tecnolog´ıas de verificacio´n existentes
as´ı como tambie´n poseer capacidad de reconocer que metodolog´ıa aplicar en cada
caso.
2.1. Verificacio´n funcional tradicional
Desde los comienzos en la industria elctro´nica, la complejidad de los dispositivos
ha aumentado a ritmo constante. Si bien la verificacio´n funcional ha intentado seguir
este ritmo de crecimiento, nunca ha logrado alcanzarlo, por lo contrario, la diferencia
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es cada vez mayor. Es de vital importancia dotar al equipo de verificacio´n de un
conjunto actualizado de herramientas, procesos y lenguajes para una verificacio´n
eficaz.
2.1.1. Verificacio´n basado en integracio´n
Tanto al momento de disen˜ar como de verificar un disen˜o digital, resulta impo-
sible realizarlo a nivel de compuertas ba´sicas. En general, las tareas se realizan en
diferentes niveles de abstracio´n previamente establecidos. Los niveles superiores brin-
dara´n una idea global de las tareas de esa etapa. A medida que los niveles bajan su
abstraccio´n, estos se dividira´n en una o ma´s tareas. Esta divisio´n en diferentes niveles
es va´lida tanto para el disen˜o como para la verificacio´n. En el disen˜o, el nivel ma´s
bajo esta´ compuesto por numerosas descripciones de componentes simples, mientras
que en verificacio´n contienen monitores para verificar cada uno de esos componentes.
En la literatura [56], esta divisio´n en niveles se establece en:
Verificacio´n de bloque: Contiene un u´nico mo´dulo RTL o bien varios mo´dulos
agrupados. En este nivel, las entradas y las salidas del mo´dulo se conectan a
modelos funcionales de buses o BFM (del ingle´s bus functional model). Las
caracter´ısticas de este nivel son la flexibilidad(para adaptarse a mo´dulos con
diferentes para´metros) y la observabilidad(capacidad de poder analizar valores
de sen˜ales de entrada/salida/internas).
Verificacio´n del sub-sistema: En este nivel se evalu´a la interaccio´n entre diferen-
tes bloques. Los modelos funcionales de bus son reemplazados por descripciones
reales RTL. El tiempo de la ejecucio´n de las pruebas es mayor, no solo porque
la simulacio´n sea ma´s compleja, sino tambie´n por que la cantidad de mo´dulos
participantes es mayor. Dado que los mo´dulos pueden provenir de diferentes
disen˜adores, en este nivel suelen aparecer bugs relacionados con suposiciones o
interpretaciones del disen˜ador.
Verificacio´n del chip completo: Todo el chip es verificado. La emulacio´n se reali-
za a partir de RTL u´nicamente y sin BFMs (so´lo aquellos aquellos que estimulan
entradas y recolectan salidas). El hecho de que toda la simulacio´n sea a partir
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de RTL provoca que la verificacio´n del chip completo sea considerablemente
ma´s lenta.
2.1.2. Verificacio´n de microprocesadores
Su objetivo es lograr el ma´ximo nivel de confianza en un disen˜o que incorpora mi-
croprocesadores. En este enfoque, se utilizan programas codificados en C o lenguaje
ensamblador utilizando un generador de instrucciones espec´ıfico para determinada
arquitectura. Debe considerarse que la simulacio´n de un microprocesador es una tarea
computacionalmente costosa si se realiza una simulacio´n a nivel de compuertas. Es
por eso que el DUV se simula a nivel de BFM. La secuencia de instrucciones coheren-
tes generadas estimulan al DUV mientras que un conjunto de monitores embebidos
en el disen˜o y en el generador recolectan informacio´n. El proceso de chequeo pue-
de realizarse durante la simulacio´n o posterior a la misma. Ba´sicamente, el chequeo
consiste en contrastar las salidas del DUV con las de un modelo de referencia.
2.1.3. Emulacio´n y aceleracio´n
Dada la creciente complejidad de los ca´lculos que realizan los disen˜os, es necesa-
rio contar con medios eficientes para simulacio´n. Resulta indispensable disponer de
herramientas que ra´pidamente simulen el disen˜o RTL y que cuenten con una interfaz
hardware-software para comprobar que el disen˜o se comporta tal como fue especifica-
do. Sin embargo, los disen˜os que requieren grandes cantidades de ciclos de simulacio´n
comprometen a la velocidad de la verificacio´n. En estos casos, es necesario contar
con herramientas diferentes al software de simulacio´n. Dos enfoques utilizados para
resolver esta problema´tica son la emulacio´n y la aceleracio´n (Fig. 2.1).
La emulacio´n mapea el disen˜o a un dispositivo hardware especializado para ace-
lerar la simulacio´n RTL. Luego, mediante una interfaz software-hardware, es posible
otorgar flexibilidad al sistema. Esta interfaz es la encargada de inyectar valores de
sen˜ales en las entradas as´ı como la recoleccio´n de las sen˜ales a la salida. En general,
los emuladores esta´n formados por una matriz de FPGAs. El software de emulacio´n
mapea las diferentes partes del disen˜o en diversas FPGAs. Luego, los resultados son
devueltos al software por medio de alguna interfaz con gran ancho de banda (ej. PCI
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Figura 2.1: Flujo de emulacio´n y aceleracio´n
o PCI-e) logrando de esta manera, resultados en el orden de 1-10 Mhz.
Por otro lado, la aceleracio´n compila el disen˜o HDL en un programa ejecutable.
Cada parte del disen˜o es traducida a instrucciones espec´ıficas de un procesador. Este
procesa la instruccio´n simulando su comportamiento. De esta manera, se pueden
disponer, en varios procesadores para ejecucio´n en paralelo, diversas partes del disen˜o
RTL. Este enfoque provee un rendimiento superior a la simulacio´n tradicional que
se ejecuta en micro procesadores de uso general.
Debe considerarse que estos enfoques requieren de hardware externo espec´ıfico
y generalmente costoso, lo cual puede ser, en ciertos proyectos, una limitante para
la aplicacio´n. Por otro lado, la visibilidad de sen˜ales debe ser especificada a priori,
esto significa que si el ingeniero desea conocer el comportamiento de alguna sen˜al
interna adicional no prevista, debera´ recompilar y volver a cargar el disen˜o. Adema´s,
al aumentar la visibilidad con nuevas sen˜ales internas, se aumenta el tra´fico de datos
en la interfaz hardware-software, disminuyendo el ancho de banda.
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2.2. Elementos de la verificacio´n funcional moder-
na
Se consideran te´cnicas de funcional moderna a aquellas que aparecieron despue´s
del an˜o 2005. El objetivo de las te´cnicas actuales no es reemplazar a las tradicionales.
Por el contrario, su objetivo es complementarlas, proveyendo de diversos me´todos y
elementos que aumentan el nivel de confiabilidad de la verificacio´n.
Tradicionalmente, la verificacio´n funcional se realizaba estimulando al DUV den-
tro de un mo´dulo de hardware conocido como Testbench. En general, este mo´dulo
estaba escrito en el mismo lenguaje de descripcio´n que el DUV. Este mo´dulo, no
era sintetizable ya que conten´ıa primitivas orientadas a simulacio´n (por ejemplo, ge-
neracio´n de retardos). La aparicio´n de la verificacio´n funcional moderna esta´ muy
relacionada con el surgimiento de los lenguajes de Verificacio´n de Hardware (HVL).
A diferencia de los HDLs, los HVLs son super conjuntos de HDLs que permiten
escribir entornos de verificacio´n en mayor nivel de abstraccio´n que los HDLs. Los
HVLs incorporan elementos existentes en los lenguajes de programacio´n de software
modernos como son la programacio´n orientada a objetos y estructuras y tipos de
datos complejos. Adema´s incorporan construcciones para descripcio´n de propiedades
que posteriormente se utilizara´n tanto para crear est´ımulos como as´ı tambie´n pa-
ra verificar comportamientos. Ma´s adelante se detallan con mayor profundidad las
aplicaciones ma´s relevantes.
2.2.1. Generacio´n aleatoria con restricciones
Tradicionalmente, la verificacio´n de un DUV se realizaba estimula´ndolo con un
conjunto finito de entradas. Las salidas eran conocidas a-priori y generalmente cubr´ıan
los mismos casos que el disen˜ador hab´ıa utilizado como referencia. Esto provocaba, no
solo que la verificacio´n no fuese completa, sino que respondiera a los requerientos del
disen˜ador y no de las especificaciones. La generacio´n de est´ımulos aleatorios aparece
como una alternativa para evitar esa generacio´n dirigida. Este enfoque ha ganado
popularidad en los u´ltimos an˜os. Su e´xito se debe a la ventaja en la utilizacio´n de
escenarios aleatorios que describen situaciones o casos no contemplados expresamen-
te en la descripcio´n del plan de verificacio´n. Un generador de est´ımulos aleatorios
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se ejecuta en paralelo con la simulacio´n del DUV y produce una serie de est´ımulos
que alimentan al entorno de verificacio´n. Sin embargo, los casos generados no son
completamente aleatorios ya que contienen restricciones estrate´gicamente ajustadas
para probar una caracter´ıstica interesante del disen˜o. Si la generacio´n de valores fue-
se totalmente aleatoria, se producir´ıan combinaciones de entradas inva´lidas o bien
sema´nticamente incorrectas que no ser´ıan de utilidad para la verificacio´n. La calidad
de la generacio´n que provee un test aleatorio depende de dos factores importantes. El
primero esta´ directamente ligada a la capacidad del ingeniero verificador en descri-
bir situaciones precisas mediante restricciones. El segundo, tiene relacio´n al soporte
que provee el entorno de verificacio´n para ejecucio´n y depuracio´n de tests aleatorios.
La generacio´n aleatoria es lograda mediante elementos de los HVLs conocidas como
contraints. El ingeniero puede describir escenarios utilizando la sintaxis declarativa
del HVL. Por ejemplo en SystemVerilog:
constraint Bank2Addresses {addr ≥ 1024; addr ≤ 2047; }
El ejemplo define al constraint de nombre Bank2Addresses que exige que la gene-
racio´n aleatoria produzca valores de addr en el rango de 1024 a 2047. En el caso del
ejemplo, la relacio´n es simplemente mayor y menor, pero pueden De esta manera,
pueden describirse una o ma´s constraints que restrinjan los intervalos de valores de
uno o ma´s datos. En un nivel de sofisticacio´n mayor, puede exigirse que los l´ımites (
1024 y 2047 del ejemplo) sean variables de manera tal de poder restringir, durante
la simulacio´n, el intervalo de posibles valores.
Debe considerarse que la generacio´n aleatoria debe proveer un soporte para se-
guimiento de los casos ya generados. Es por eso que la verficacio´n aleatoria con res-
tricciones esta´ fuertemente relacionada con la verificacio´n dirigida por la cobertura
como se explica ma´s adelante.
2.2.2. Programacio´n orientada a objetos en verificacio´n fun-
cional
Las te´cnicas de OOP han demostrado ser de utilidad en equipos de programacio´n
en abordar la codficacio´n de problemas complejos de software. En particular, la
caracter´ıstica clave para enfrentar esa complejidad es la capacidad de expresar la
intencio´n del co´digo mediante objetos. Este paradigma permite a los programadores
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desarrollar de manera individual diferentes piezas de co´digo de forma ma´s efectiva.
Los problemas a los que se enfrentan hoy en verificacio´n son similares a los que se
presentaban cuando la POO fue adoptada en los sistemas software. Co´digos de miles
de l´ıneas y cientos de mo´dulos que deben ser compilados, instanciados, controlados
y ejecutados. En este sentido, la POO viene a relajar estos problemas separando y
flexibilizando caracter´ısticas y funcionalidades en objetos abstractos que sera´n luego
especializados.
2.2.3. Frameworks para verificacio´n funcional
A lo largo del proceso de construir entornos de verificacio´n para cada disen˜o
hardware en particular, los ingenieros reconocen patrones en la estructura de los
testbenches que aparecen una y otra vez. En algunos casos, esa similitud no existe
a nivel estructural sino a nivel comportamental. En este punto, los ingenieros de
verificacio´n utilizan algunas de las caracter´ısticas de la POO para implementar es-
tructuras altamente reusables, configurables y extensibles a nuevas caracter´ısticas
no previstas al momento de la especificacio´n. En particular, la herencia de clases
permite, entre otras funcionalidades, crear esqueletos de objetos con propiedades en
comu´n para luego ser instanciados en entornos espec´ıficos donde adquieran su forma
final. Una clase abstracta es capaz de definir solo las propiedades del objeto pero
no necesariamente sus me´todos. De hecho, es posible definir su comportamiento de
manera abstracta por medio de me´todos template. Por otro lado, el polimorfismo de
objetos permite a un objeto cambiar su tipo a otro otorgando alta flexibilidad al
entorno que lo contiene. En contraposicio´n a la POO en sistemas software, las clases
no son utilizadas para el ocultamiento de informacio´n y por lo tanto las propiedades
del objeto son accedidas de manera directa desde el co´digo fuente. Esto se debe a
que en verificacio´n funcional es deseable obtener ma´xima visibilidad de los objetos
con la menor cantidad de indirecciones posibles. Finalmente, la creacio´n de mo´dulos
y posteriormente entornos de verificacio´n complejos es impulsada por la composi-
cio´n de objetos. De esta manera un entorno complejo puede ser creado a partir de
mo´dulos ma´s simples, tambie´n creados a partir de objetos simples.
En general, un framework para verificacio´n funcional es visto como una infraes-
tructura abstracta de mo´dulos de verificacio´n que utiliza todas esas caracter´ısticas
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de la POO. En las siguientes subsecciones se describen brevemente tres frameworks
comu´nmente usados para verificacio´n funcional.
OVM
OVM (Open Verification Methodology [25]) es un framework de co´digo abierto
para verificacio´n funcional de sistemas digitales en un entorno de simulacio´n. Esta´ to-
talemte escrito en SystemVerilog, aunque existe una versio´n adaptada a SystemC.
La filosof´ıa de OVM es reemplazar el enfoque tradicional de escribir testbenches por
una metodolog´ıa ma´s robusta. Esta robustez se logra utilizando componentes reusa-
bles y optimizados para cumplir una tarea dentro de una estructura de verificacio´n
cudiadosamente disen˜ada. OVM provee al equipo de verificacio´n, una coleccio´n de
clases abstractas que modelan componentes para estimular el DUV. La flexibilidad
estructural de OVM se logra implementando clases abstractas para crear items de
datos, drivers, monitores, scoreboards a medida de la aplicacio´n. Por otro lado, la
flexibilidad comportamental de un entorno OVM se logra describiendo funcionalides
espec´ıficas en las fases predefinidas (Fig. 2.3a). A continuacio´n se describen algunos
de los compontentes abstractos de OVM que sera´n especializados a medida de la
aplicacio´n:
Figura 2.2: Esqueleto del un entorno basado en OVM
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SystemVerilog Wrapper es un simple mo´dulo SystemVerilog que solamente instancia al disen˜o que se
esta´ verificando. Este mecanismo se utiliza para homogeneizar el lenguaje ya
que e´ste puede estar descrito tambie´n en cualquier HDL, tal como VHDL o
Verilog.
OVM Agent es la mı´nima unidad funcional de OVM. Un agente es el responsable de esti-
mular y evaluar una parte espec´fica del disen˜o. Cada agente puede ser pasivo
(monitorea solo las sen˜ales provenientes del disen˜o) o activo (adema´s de moni-
torear el disen˜o estimula entradas espec´ıficas).
OVM Sequencer o secuenciador es el encargado de generar secuencias de transacciones va´lidas
que sera´n posteriormente inyectadas en el disen˜o. El sequencer conoce a priori
el tipo de transaccio´n que debe generar.
OVM Driver recibe una a una las transacciones generadas por el sequencer y convierte la
informacio´n de estas en un formato y protocolo reconocible por el disen˜o. Por
ejemplo, un Driver podr´ıa encargarse de recibir arreglos con datos (transaccio-
nes) y emitirlas a un pin RX del disen˜o respetando el baudrate y codificacio´n
del protocolo UART1650.
OVM Monitor es el encargado de recolectar sen˜ales desde la interfaz del dispositivo y conver-
tirla en informacio´n a nivel de transaccio´n. Esta transaccio´n puede ser poste-
riormente chequeada o analizada.
OVM Environment es el conjunto de unidades funcionales que integran el entorno de verificacio´n.
El entorno puede variar segu´n las caracter´ısticas del disen˜o que se desee veri-
ficar, es decir puede tener algunos agentes activos y otros pasivos, poseer o no
recoleccio´n de cobertura, etc.
OVM Test En la bibliograf´ıa [25] se considera a los objetos de tipo test fuera del entorno
de verificacio´n. Un test es una combinacio´n espec´ıfica de entorno y tipos de
transacciones formada para evaluar una caracter´ıstica de intere´s del disen˜o. Es
posible codificar una serie de tests diferentes y posteriormente ejecutarlos de
manera independiente o bien de forma consecutiva e invocados desde un script
TCL.
Cap´ıtulo 2. Fundamentos 34
UVM
UVM (Universal Verification Methodology) es una metodolog´ıa h´ıbrida para ve-
rificar disen˜os complejos. Es de co´digo abierto y soportada por Cadence y Mentor.
UVM es el sucesor directo de OVM. De hecho, un entorno existente en OVM es fa´cil-
mente portable a UVM. La estructura de UVM es similar a la de OVM, basado en
la composicio´n de objetos, que a lo largo de la simulacio´n, pasan por diferentes fases
(Fig 2.3b): Creacio´n, construccio´n, ejecucio´n y reporte. La composicio´n de objetos
simples para generar objetos complejos y la divisio´n de su comportamiento en fases
permiten a ingeniero verificador ajustar diferentes comportamientos a medida de sus
necesidades. Esta´ codificado en gran parte en SystemVerilog y utiliza una librer´ıa
escrita en C++ para la aceleracio´n de ciertas funcionalidades (UVM DPI).
Teal and Truss
Teal & Truss es una combinacio´n de librer´ıas de software orientadas a la verifica-
cio´n funcional de sistemas digitales. Una de las caracter´ısticas ma´s importantes de
Truss es la simplicidad de uso. El disen˜ador es provisto de un simple esqueleto de
clases el cual debe completar o refinar para la verificacio´n de su disen˜o. Sus compo-
nentes esta´n altamente acoplados lo cual restringe como el entorno de verificacio´n
debe ser estructurado. Esta´ basado en un disen˜o por capas donde la capa de nivel
inferior interactu´a con el DUV mientras que la de nivel superior provee funcionalida-
des como la de creacio´n de escenarios y la de generacio´n de reportes. Por otro lado,
Teal es una librer´ıa de soporte que provee una interfaz entre disen˜os HDL y C++ y
provee elementos fundamentales para el desarrollo en alto nivel de un sistema de ve-
rificacio´n como Truss. Aunque T&T es usado especialmente en entornos acade´micos
y de hardware abierto, su aplicacio´n es factible en la industria de desarrollo de cores
IP.
2.2.4. Aserciones
Desde el punto de vista del software, una asercio´n es una expresio´n lo´gica que, si
su evaluacio´n resulta falsa, es una situacio´n de error. En particular, se utilizan para
describir situaciones que no deben suceder. Dentro de un HDL, una asercio´n es una
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(a) OVM (b) UVM
Figura 2.3: Fases en la ejecucio´n de los entornos de verificacio´n
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Figura 2.4: Estructura de un entorno basado en Teal & Truss
sentencia condicional que evalu´a comportamientos espec´ıficos. Dentro de la verifica-
cio´n funcional, una asercio´n es una especificacio´n ejecutable de los requerimientos
del disen˜o. En particular se pretende que esa especificacio´n siempre se cumpla. La
verificacio´n funcional se basa en cuatro pilares fundamentales:
Chequeo automa´tico de aserciones: Un conjunto de reglas predefinidas se em-
bebe dentro del co´digo RTL. As´ı como las herramientas de linting analizan la
sinta´xis y sema´ntica del co´digo, el chequeo automa´tico de aserciones sintetiza
el disen˜o y utiliza me´todos formales para analizar las estructuras internas del
disen˜o. El chequeo automa´tico de aserciones puede reconocer errores de sincro-
nizacio´n de clocks, estructuras de buses y ma´quinas de estados finitos. Estas
funcionalidades son dif´ıciles de verificar solamente con la simulacio´n. Dado que
las reglas de aserciones forman parte de un conjunto predefinido, el proceso
puede ser automatizado completamente. El chequeo automa´tico se adecua pa-
ra la verificacio´n a nivel de bloque antes que el co´digo RTL sea evaluado. Su
uso tambie´n es adecuado luego de la integracio´n a nivel de chip. Por otro lado,
no son adecuadas para chequear estilos de co´digo o chequeo de sinta´xis.
Verificacio´n formal esta´tica: Los disen˜adores agregan las aserciones dentro de
su co´digo. Mediante la verificacio´n formal, el disen˜ador puede obtener inme-
diatamente realimentacio´n sobre sus suposiciones. El ana´lsis es esta´tico, por
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lo tanto necesita un u´nico estado inicial. Generalmente el estado after reset
es suficiente. La verificacio´n formal utiliza te´cnicas matema´ticas para probar
aserciones verdaderas (segu´n un conjunto de suposiciones) o aserciones falsas
(descubriendo contra-ejemplos). Una Prueba significa que la verificacio´n formal
esta´tica ha explorado exhaustivamente todos los comportamientos posibles con
respecto a la asercio´n y esta no ha podido ser violada. Las ventajas que posee
la verificacio´n formal esta´tica son: el ana´lisis exhaustivo de ciertas a´reas del
disen˜o y la independencia de un entorno de verificacio´n. En general, la verifica-
cio´n formal esta´tica es aplicable en la depuracio´n de esquemas de arbitracio´n,
interconexionados, lo´gicas complejas y disen˜o de memorias.
Simulacio´n con aserciones: Las aserciones especificadas por el usuario son si-
muladas junto al DUV y al entorno de verificacio´n. Durante la simulacio´n, las
aserciones monitorean pasivamente las sen˜ales en las interfaces y dentro del
disen˜o. Una caracter´ıstica interesante es que al detectarse una violacio´n, no re-
sulta necesario esperar que el error se propague a la salidas para ser detectado.
Las aserciones son utilizadas para recolectar informacio´n de cobertura e infor-
macio´n estad´ıstica para luego poder evaluar que proporcio´n de la funcionalidad
ha sido ejercitada como se explicara´ ma´s adelante. Entre las ventajas en la uti-
lizacio´n de esta metodolog´ıa se puede destacar la adaptacio´n transparente al
entrono de simulacio´n y la mejora en la observabilidad del entorno de verifi-
cacio´n. La aserciones dentro de la simulacio´n son las herramientas adecuadas
para probar interfaces esta´ndar y buses. Adema´s, pueden utilizarse aserciones
para asegurar la cobertura de puntos de verificacio´n cr´ıticos o bien para el
guiado en la generacio´n de entradas en un test aleatorio, tal como se muestra
ma´s adelante. Por otro lado, las aserciones no son adecuadas para realizar co-
bertura de co´digo o de ma´quinas de estado. En ese caso, las herramientas de
simulacio´n proveen esta informacio´n de manera ma´s eficiente.
Verificacio´n formal dina´mica: A diferencia de la verificacio´n formal esta´tica,
e´sta se ejecuta en paralelo con la simulacio´n. La verificacio´n formal hace uso
del conocimiento encapsulado en los vectores de simulacio´n para explorar po-
sibles violaciones. En el caso de detectarse una violacio´n, el contraejemplo que
ha descubierto dicha violacio´n es utilizado como parte del estimulo. Si bien
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la verificacio´n formal dina´mica no es exhaustiva, puede ser aplicada a gran-
des disen˜os. Esta metodolog´ıa complementa a la verificacio´n realizada en la
simulacio´n y resulta ideal para encontrar casos extremos dif´ıciles ocultos.
A partir de estos pilares surgen diversas metodolog´ıas y herramientas que resultan
indispensables en la verificacio´n funcional moderna. En la seccio´n 2.3 se describe
brevemente su historia y el papel que juegan las aserciones en la verificacio´n funcional
moderna.
2.3. Verificacio´n basada en aserciones
2.3.1. Inicios
A principios de los 30, una rama diferente de la lo´gica se enfocaba en formalismos
para describir ca´lculos, comenzando con las ma´quinas de Turing y continuando con
el desarrollo de la teor´ıa de auto´matas finitos en la de´cada del 50. En [55] se describe
que uno de los inicios de la verificacio´n formal de hardware tuvo lugar en 1957 en el
trabajo de Alonzo Church [16]. En ese trabajo se propon´ıa la lo´gica para especificar
circuitos secuenciales planteando el problema que dado un programa de estados fini-
tos, visto como una transicio´n de estados finitos, cumpl´ıa o no con las especificaciones
temporales dadas. Este problema conocido como problema de desicio´n de Church.
Este problema fue resuelto en 1962 [6] mostrando que la validez de un problema
sobre una estructura finita es decidible. En terminolog´ıa moderna, el problema de
desicio´n de Church es el problema de model-checking en el enfoque de tiempo lineal,
reintroducido a principios de la de´cada del 80.
La historia de la lo´gica temporal se remonta a tiempos recientes en [47] pero en el
libro de Arthur Norman Prior [50] aparecen indicios de la lo´gica temporal moderna.
En [34] se confirma la equivalencia expresiva entre la lo´gica temporal y la cla´sica.
En el trabajo de Amir Pnueli [48] se presenta la aplicacio´n de lo´gica temporal pa-
ra verificar la correctitud de programas utilizando lo que se conocer´ıa como Lo´gica
Temporal Lineal (LTL) sobre especificaciones de programas sin final. La LTL es
una lo´gica temporal que incluye dos conectivos: next (siguiente) y until (hasta). Las
fo´rmulas en LTL son construidas a partir de un conjunto de proposiciones ato´micas
Cap´ıtulo 2. Fundamentos 39
usando los t´ıpicos conectivos binarios as´ı como el conector unario temporal Next y
el binario Until. La conexio´n entre el model checking y el problema de desicio´n de
Church fue estudiada en [19] y en [51] en 1982. En 1976, Vaughan Ronald Pratt
propuso utilizar lo´gica dina´mica, una extensio´n de la lo´gica modal para especificar
programas [49]. Esta lo´gica propon´ıa un enfoque de saltos de tiempo para razonar so-
bre el comportamiento de los programas en contraste con el razonamiento de tiempo
lineal de Pnueli. A principios de los 80, se aclara que la lo´gica temporal y la dina´mica
proveen dos diferentes perspectivas para especificar programas: La primera se basa
en estados mientras que la segunda lo hace en acciones. Uno de los esfuerzos que
combinan ambos enfoques es el lenguaje RCTL/Sugar. Es una lo´gica basada en la
ramificacio´n del tiempo sin nocio´n de acciones. A diferencia de la lo´gica dina´mica,
que utiliza expresiones regulares en las instrucciones del programa, RCTL / Sugar
utiliza expresiones regulares en los predicados de estado.
2.3.2. Introduccio´n en la industria
Todo el desarrollo teo´rico fue puesto en practica en herramientas ([10] [54]). A
fines 1990 y comienzo del 2000, el model checking comenzo´ a tener impacto en la
industria. Esto llevo al desarrollo de herramientas basadas en LTL: ForSpec, desarro-
llado por Intel, y PSL, desarrollado por el consorcio Accelera. ForSpec fue publicado
en 2000 y posee un lenguaje de tiempo lineal. Se agregaron dos modos u´tiles para
los ingenieros: clocks y resets. ForSpec soporta construcciones orientadas a hardware
as´ı como una sema´ntica uniforme para validacio´n formal y dina´mica. Una carac-
ter´ıstica interesante es el poder de expresio´n logrado en las descripciones.
En el 2000, Accellera decidio´ que era necesario el desarrollo de un lenguaje de
especificacio´n esta´ndar para que la verificacio´n formal fuese aplicable en la industria.
Dado que el objetivo era especificar propiedades y no disen˜os, se eligio´ el nombre
de “property specification language” (PSL). Accellera escogio´ Sugar como lenguaje
base para PSL en 2003 y adema´s adopto´ todas las caracter´ısticas principales de
ForSpec. En esencia, PSL es LTL, extendida con modos dina´micos (conocido como
capa regular), clocks, y resets (conocidos como aborts). PSL adema´s de incluir la
sintaxis de Sugar, PSL incluye una extensio´n que permite saltos en el tiempo. En
2005, IEEE estandariza PSL [2]. SystemVerilog, tambie´n un estandar IEEE desde
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2005, incluye SVA (SystemVerilog Assertions) [3], similar a PSL.
La verificacio´n basada en aserciones es ba´sicamente una metodolog´ıa que utiliza
a las aserciones para aplicaciones combinadas de simulacio´n, verificacio´n formal y
semi-formal.
Inicialmente, las aserciones se inclu´ıan en los monitores para detectar comporta-
mientos indeseados y que en general eran dif´ıciles de capturar durante la simulacio´n.
Esto permit´ıa aumentar en gran medida la observabilidad del disen˜o con una veri-
ficacio´n ma´s eficiente. En tiempos ma´s recientes, las aserciones tambie´n se utilizan
como entrada para realizar verificacio´n formal.
2.3.3. Verificacio´n dirigida por la cobertura
La verificacio´n aleatoria con restricciones permite ejercitar casos que quiza´ no
hayan sido previstos a la hora de armar el plan de verificacio´n. Sin embargo, ya sea
por el origen de la semilla generadora de nu´meros aleatorios o bien la repeticio´n
de valores generados, puede ocurrir que un testbench no produzca nunca determi-
nados valores que ejerciten determinadas caracter´ısticas de intere´s. Si el ingeniero
de verificacio´n pudiera conocer esta situacio´n, deber´ıa detener las pruebas y pensar
en alguna estrategia para lograr entradas que ejerciten las caracter´ısticas restantes.
Ba´sicamente, la Verificacio´n dirigida por la cobertura o CDV (del ingle´s Coverage
Driven Verification) aborda esta problema´tica.
En el enfoque dirigido por la cobertura, la medida de la cobertura se utiliza para
identificar casos que han sido ejecutados en vez de codificarlos expl´ıcitamente. Es por
eso que resulta de vital importancia implementar el modelo de cobertura y evaluar
e´sta desde etapas tempranas del proyecto. Este mecanismo permite realizar ajustes
sobre el generador de est´ımulos aleatorios y guiar al testbench a casos de prueba
pendientes de generacio´n.
Mediante el uso de aserciones es posible describir casos de intere´s los cuales deben
generarse en algu´n momento de la simulacio´n. Con el uso de aserciones, es posible
definir desde casos combinacionales simples hasta secuencias complejas producidas
a lo largo del tiempo. Si el generador aleatorio produce un caso que cumple con lo
especificado en la asercio´n, se deja registro del suceso. Finalizada la simulacio´n, el in-
geniero de verificacio´n evalu´a que porcentaje de los casos de intere´s se han producido
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Figura 2.5: Fases en la verificacio´n dirigida por la cobertura
segu´n las aserciones activadas. De esta manera, se tiene conocimiento de que´ restric-
ciones del generador aleatorio ajustar para crear los casos restantes. La clave para
lograr una CDV ma´s eficiente es realizar el ajuste de manera automa´tica. Para esto
es necesario contar con el soporte de la herramienta de simulacio´n y desarrollar es-
tructuras computacionales altamente eficientes para registrar la ocurrencia de casos
de intere´s. Adema´s, el motor de valores aleatorios debe proveer la flexibilidad de
cambiar las restricciones durante la simulacio´n.
En el Capitulo 3 se presenta un caso de estudio donde se aplica CDV en el
contexto de la verificacio´n de unidades de punto flotante.
2.4. Conclusiones del cap´ıtulo
En este cap´ıtulo se presenta la necesidad de verificar funcionalmente un disen˜o.
Un error dentro del disen˜o puede traer diferentes consecuencias, desde el despresti-
gio del fabricante hasta cuantiosas pe´rdidas econo´micas y f´ısicas. Considerando que
siempre existen probabilidades de error dentro de un disen˜o, la verificacio´n funcional
es la encargada de detectar dicho error.
Tradicionalmente las pruebas sobre los disen˜os eran realizadas por el mismo di-
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sen˜ador considerando su interpretacio´n y generalmente basa´ndose en el mismo con-
junto de casos tomados como referencia al momento de disen˜ar. Esta verificacio´n,
ba´sicamente tiende a verificar que el disen˜o cumple con lo implementado y no con lo
que indica la especificacio´n funcional. La verificacio´n funcional moderna tiene como
objetivo proveer diferentes te´cnicas y enfoques que permitan una verificacio´n pro-
funda, a´gil y flexible para diferentes proyectos. No existe una metodolog´ıa universal
que pueda aplicarse en todos y cada una de las partes del disen˜o. Por lo contrario, se
proveen un conjunto de enfoques que pueden ser aplicados a diversas partes. Por un
lado, la verificacio´n formal, posee un sustento matema´tico y asegura que la porcio´n
de disen˜o verificado no contiene errores. La desventaja que presenta la verificacio´n
formal es que so´lo es aplicable a casos combinacionales o de una cantidad finita de ci-
clos. Cuando el disen˜o es de mayor complejidad o la cantidad de ciclos no es conocida
a priori, la carga computacional para la verificacio´n es alta y lo vuelve inaplicable.
La verificacio´n basada en simulacio´n, por otro lado, sigue siendo el me´todo pre-
ferido por los ingenieros. Uno de los motivos de esta permanencia es el desarrollo
de nuevos enfoques la evolucio´n de existentes. Por ejemplo, la verificacio´n basada en
transacciones de la verificacio´n tradicional se ha visto enriquecida con el soporte de
la generacio´n aleatoria con restricciones y la programacio´n orientada a objetos en los
nuevos lenguajes de verificacio´n. Este hecho, no solo provee herramientas para au-
mentar el nivel de abstraccio´n en los entornos de verificacio´n, sino que adema´s, abre
nuevos caminos para el desarrollo de frameworks esta´ndar para verificacio´n funcional.
OVM y UVM son dos casos exitosos descriptos en este cap´ıtulo. Estos frameworks
han sido reconocidos por las ventajas de reusabilidad y flexibilidad que conllevan.
Por otro lado, el enfoque de la verificacio´n basada en aserciones provee herramientas
para ana´lisis formal y de cobertura funcional basa´ndose en descripciones declarati-
vas homoge´neas. Una consecuencia de las aserciones es la verificacio´n dirigida por la
cobertura. Esta permite dirigir la generacio´n de est´ımulos a partes aun no ensayadas
de un disen˜o.
Cap´ıtulo 3
Experiencias aplicando
Frameworks para Verificacio´n
Funcional en unidades de punto
flotante
3.1. Introduccio´n
La mayor´ıa de los sistemas digitales actuales incorporan ca´lculos lo´gicos y aritme´ti-
cos que realizan desde simples decisiones combinacionales hasta la ejecucio´n de com-
plejos modelos f´ısicos. Segu´n las necesidades del sistema digital, e´ste puede involucrar
ar´ıtmetica de punto fijo o punto flotante. La operaciones de punto fijo son ma´s sim-
ples y por consiguiente su implementacio´n en hardware tambie´n lo es. Sin embargo,
la aplicacio´n del punto fijo puede no resultar natural al disen˜ador. Por otro lado,
las operaciones de punto flotante resultan ma´s convenientes para ca´lculos complejos
(por ejemplo en modelos f´ısicos) pero a expensas de un hardware ma´s complejo. La
complejidad en el disen˜o de estos sistemas hace imprescindible la aplicacio´n de la
verificacio´n funcional. En la literatura, es posible encontrar precedentes que aplican
tanto verificacio´n formal ([17], [31]) como aquellos que utilizan me´todos basados en
simulacio´n ([29]).
La complejidad de estos sistemas tambie´n alcanza a la verificacio´n funcional. Esto
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se debe no so´lo por el taman˜o de cores que implementan la verificacio´n de operaciones
en punto flotante, sino tambie´n por los numerosos casos extremos o corner cases
que implementan las operaciones. Esta caracter´ıstica hace a la verificacio´n formal
pra´cticamente inaplicable. De esta manera, los me´todos basados en simulacio´n siguen
siendo los principales me´todos de verificacio´n de operaciones de punto flotante.
En este Cap´ıtulo se presentan experiencias en la verificacio´n funcional de un Su-
mador/Restador decimal de punto flotante descripto en VHDL y que debe ajustarse
al Esta´ndar IEEE 754-2008 [4]. Estas experiencias incluyen el desarrollo de un plan
de verificacio´n y posteriormente la presentacio´n de un entorno de simulacio´n basados
en dos frameworks de verificacio´n mencionados en el Cap´ıtulo 2: Truss and OVM.
3.2. Trabajo relacionado
Dada la novedad de los frameworks de verificacio´n de co´digo abierto, poco trabajo
relacionado se encuentra en conferencias y revistas. En [60] se presenta un caso
de estudio de verificacio´n funcional aplicando Teal and Truss [42] (T&T). En esa
experiencia se presenta la verificacio´n funcional de un arreglo sisto´lico para resolver
problemas del camino mı´nimo.
Con el objetivo de demostrar las principales caracter´ısticas del framework OVM,
[12] presenta la verificacio´n de un disen˜o de co´digo abierto de un conversor 8b/10b
RTL. En este trabajo queda demostrado que para alguien con escasa experiencia en
programacio´n orientada a objetos, la aplicacio´n de la metodolog´ıa puede ser intimi-
datoria. Sin embargo, se puede evaluar claramente la alta flexibilidad, portabilidad
y reusabilidad del entorno de verificacio´n una vez que ya se han dado los prime-
ros pasos. Dentro del dominio de verificacio´n de unidades de punto flotante, en [29]
se presenta una herramienta para generar conjuntos de operandos que representan
casos de prueba (FPgen). Los operandos son generados de acuerdo a restricciones
establecidas en el plan de testeo. Los autores demuestran las capacidades de FPgen
verificando una unidad de divisio´n de punto flotante.
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3.3. El estandar IEEE754-2008
El esta´ndar especifica me´todos y formatos para arime´tica de punto flotante en
sistemas digitales. Adema´s recomienda formatos para intercambio de datos y condi-
ciones y tratamiento de excepciones.
3.3.1. Formatos
Se caracterizan por su base, precisio´n y rango del exponente. Cada formato puede
representar un u´nico conjunto de datos de punto flotante. Todos los formatos pue-
den ser utilizados como formatos aritme´ticos, es decir, que pueden ser usados para
representar tanto los operandos como los resultados de operaciones de punto flotante
descriptas en el esta´ndar. Se definen cinco formatos ba´sicos:
a. Tres formatos binarios, codificados en ancho de 32, 64, y 128 bits.
b. Dos formatos decimales, codificados en ancho de 64 y 128 bits.
El esta´ndar recomienda la generacio´n de formatos adicionales mediante la extensio´n
de los ba´sicos.
3.3.2. Conjuntos de datos de punto flotante
El esta´ndar especifica los posibles conjuntos de datos representables en punto flo-
tante. El conjunto finito de nu´meros de punto flotante que pueden ser representados
por un formato en particular es determinado por los siguientes para´metros enteros:
a. b = Base 2 o 10
b. p = Nu´mero de d´ıgitos de la mantisa(precisio´n)
c. emax = Exponente ma´ximo e
d. emin = Exponente mı´nimo e
emin debe ser 1 - emax para todos los formatos. Los valores de esos para´metros para
cada formato ba´sico se muestran en la Tabla 3.2. Cada formato es identificado por
su base y el nu´mero de bits utilizado en su codificacio´n.
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Cuadro 3.1: Formatos de punto flotante IEEE754-2008.
Format Binary (b=2) Decimal (b=10)
Para´metro binary32 binary64 binary128 decimal64 decimal128
p, digitos 24 53 113 16 34
emax +127 +1023 +16383 +384 +6144
3.3.3. Estrategias de redondeo
El esta´ndar define que cinco modos de redondeo deben ser estar presentes en el
disen˜o y deben poder ser configurables de manera esta´tica (siempre la misma estra-
tegia) y dima´mica (la estrategia puede variar segu´n las necesidades). Las estrategias
propuestas son:
a. roundTiesToEven, el nu´mero debe ser el punto flotante ma´s cercano al re-
sultado infinitamente preciso; Si dos nu´meros de punto flotante, igualmente
cercanos, pueden representar a un resultado infinitamente preciso que no es
posible representar, debe elegirse aquel con el bit menos representativo par.
b. roundTiesToAway, el nu´mero debe ser el punto flotante ma´s cercano al resul-
tado infinitamente preciso; Si dos nu´meros igualmente cercanos cumplen esta
condicio´n, debe entregarse aquel con mayor magnitud.
c. roundTowardPositive, el resultado debe ser el nu´mero punto flotante ma´s cer-
cano del formato (posiblemente +∞) y no menor que el resultado infinitamente
preciso.
d. roundTowardNegative, El resultado debe ser el nu´mero punto flotante ma´s
cercano del formato (posiblemente −∞) y no mayor al resultado infinitamente
preciso.
e. roundTowardZero, el resutado debe ser el numero de punto flotante del formato
mas cercano y no mayor en magnitud que el resultado infinitamente preciso.
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3.3.4. Aritme´tica infinita
El comportamiento del infinito en artime´tica de punto flotante deriva de los limi-
tados casos de aritmetica real con operandos arbitratiamente grandes en magnitud,
cuando ese l´ımite existe. Los infinitos deben ser interpretados en el sentido af´ın, esto
es:
−∞ < {cualquier numero finito} < +∞.
Las operaciones con operandos infinitos son usualmente exactas y por lo tanto no
disparan excepciones.
3.3.5. Operaciones con NaNs
Un disen˜o que realiza ca´lculos de acuerdo al estandar debe soportar operandos
del tipo Not-a-Number (NaN). Existen dos sub clases: sNaN (signal not a number),
y qNAN (quiet not a number). La primera engloba representaciones para variables
no inicializadas y apliaciones de la aritme´tica (tales como infinitos complejos o de
rango extremamente amplios). Por otro lado, los Quiet NaNs, deben ser dejados a
criterios de la implementacio´n mostrando informacio´n de diagnostico heredada de
datos o resultados inva´lidos o no disponibles.
Bajo el tratamiento por defecto de una excepcio´n, cualquier operacio´n que in-
dique una operacio´n inva´lida en la que se espera un resultado de punto flotante,
el resultado debe ser un Quiet NaN. La indicacio´n de un NaNs debe ser reservada
para operandos que, bajo tratamiento por defecto de la excepcio´n, indican una ex-
cepcio´n de operacio´n invalida para cualquier operacio´n de ca´lculo, sin considerar las
conversiones.
3.4. Disen˜o de un Sumador/Restador IEEE754-
2008
En este cap´ıtulo se presenta como caso de estudio la verificacio´n de un Sumador
/ Restador de punto flotante con representacio´n decimal disen˜ado segu´n el estandar
IEEE 754-2008 [4]. El disen˜o presentado esta´ descripto en co´digo VHDL RTL y
soporta las siguientes caracter´ısticas:
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Cuadro 3.2: Formatos de punto flotante decimales
signo Combinacio´n bits exponente bits mantisa
decimal32 31 30-26 25-20 19-0
decimal64 63 62-58 57-50 49-0
decimal128 127 126-122 121-110 109-0
a. Los tres formatos decimales de punto flotante definidos en el esta´ndar: deci-
mal32, decimal64 and decimal128 (ver Tabla 3.2).
b. Operandos pertenecientes a las siguientes clases: Ceros, nu´meros normales y
no normalizados, infinitos, y N.a.N (not-a-number) de dos clases: sNaN (signal
not a number), y qNAN (quiet not a number).
c. Flags para manejo de excepciones: underflow, overflow, inexact e invalid.
d. Todos los algor´ıtmos de redondeo definidos en el estandar. Estos son: RoundTo-
wardPositive, RoundTowardNegative, RoundTowardZero, RoundTiesToAway
y RoundTiesEven.
La representacio´n y valor del dato de punto flotante se infieren a partir de los
campos en la Tabla 3.2. Por ejemplo, el valor del campo de combinacio´n “11111”
pertenece a la codificacio´n de un NaN. Cuando el valor es “11110”, entonces la
codificacio´n pertenece a +∞ o −∞ dependiendo del bit de signo. En cualquier otro
caso, el campo de combinacio´n contiene los bits principales tanto del exponente
ajustado as´ı como la mantisa del nu´mero finito. En [4] pueden encontrarse mayores
precisiones sobre como inferir representaciones y valores de punto flotante.
La implementacio´n del Sumador/Restador parametrizable se muestra en la Fig.
3.1. El mo´dulo DECODE decodifica los operandos de entradas en sen˜ales de signo
(s), exponente (q) y mantisa (m) as´ı como en flags de infinito (inf ), sNaN, y qNaN. El
mo´dulo ADD SUB DECIMAL realiza las operaciones aritme´ticas de suma o resta de
punto flotante con los operandos decodificados. El mo´dulo ENCODE codifica el valor
de salida de ADD SUB DECIMAL segu´n el formato correspondiente al esta´ndar.
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En el disen˜o de DECODE se ha considerado que, tal como indica el esta´ndar,
deben soportarse diferentes representaciones para el mismo nu´mero decimal: A dife-
rencia del punto flotante binario, en formatos de punto flotante decimal un nu´mero
puede admitir mu´ltiples representaciones. El conjunto de representaciones en punto
flotante de un mismo numero es llamado cohorte de ese nu´mero; los elementos del
cohorte son distintas representaciones de un mismo nu´mero.
El sub-modulo ADD SUB PROC que se muestra en la Fig. 3.2, suma o resta
los operandos segu´n el co´digo de operacio´n presente en op. Para la suma o resta de
nu´meros en punto flotante, es necesario forzar a que ambos operandos esten represen-
tados con el mismo exponente. Esta tarea la realiza el mo´dulo INPUT MAKE que
realiza desplazamientos en los operandos ajustando la mantisa de manera acorde. El
sub-modulo ADD/SUB realiza una operacio´n especifica considerando de entrada el
signo y la magnitud de ambos operandos con el mismo exponente. Con la mantisa
extendida, el exponente y el signo, OUTPUT MAKE genera mantisa y exponente
de acuerdo al me´todo de redondeo expecificado. Finalmente, OUTPUT MAKE, de-
termina si el resultado es inexacto as´ı como si deben generarse flags de underflow u
overflow.
[b]
Figura 3.1: Disen˜o del core IEEE ADD SUB
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3.5. Plan de verificacio´n
La construccio´n de un entorno de verificacio´n va ma´s alla´ de la instanciacio´n de
un framework. Adema´s, es necesario conocer la especificacio´n del disen˜o en te´rminos
de entradas, procesamiento y salidas. La generacio´n de posibles entradas para un
disen˜o suele ser una tarea dif´ıcil y, en algunos casos, imposibles (por ejemplo, disen˜os
secuenciales donde una de sus entradas depende del resultado de uno o ma´s ciclos
anteriores). En esos casos, la completitud de la verificacio´n depende del talento del
ingeniero para reconocer al menos los casos ma´s relevantes de entradas. En el contexto
de la verificacio´n del Sumador / Restador, los casos del (1) al (15) son definidos por
restricciones matema´ticas que configuran un generador de est´ımulos aleatorios.
Dado:
P =

7 para decimal32
16 para decimal64
34 para decimal128
donde P es la precisio´n de la mantisa para un formato dado,
Qmax =

90 para decimal32
369 para decimal64
6111 para decimal128
,
Qmin =

−101 para decimal32
−398 para decimal64
−6176 para decimal128
,
donde Qmax and Qmin representan respectivamente los exponentes ma´ximo y mı´ni-
mos soportados para un formato dado:
[b]
Figura 3.2: Disen˜o del mo´dulo IEEE ADD SUB Proc
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Ξ = [Qmin..Qmax]
Σ = [−10p − 1.,10p − 1]
y sea
A =Ma ∗ 10Ea
B =Mb ∗ 10Eb
Donde A y B son los operandos del DUV:
{Ma,Mb, Ea, Eb/Ma,Mb ∈ Σ ∧ Ea, Eb = 0} (3.1)
{Ma,Mb, Ea, Eb/Ma,Mb ∈ 10P−1.,10P − 1] ∧
Ea, Eb = 0} (3.2)
{Ma,Mb, Ea, Eb/Ea, Eb ∈ Ξ ∧Ma,Mb ∈ Σ} (3.3)
{Ea, Eb,Ma,Mb/Ea = Eb ∧ (Ma +Mb) < 10P − 1} (3.4)
{Ma,Mb, Ea, Eb/ |Ea − Eb| < 2 ∗ P − 1 ∧
Ma,Mb ∈ Σ} (3.5)
{Ea, Eb,Ma,Mb/(Ea − Eb) > Qmax − P} (3.6)
{Ma,Mb, Ea, Eb/ |Ea − Eb| < 2 ∗ P − 1
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∧Ma,Mb ∈ Ξ} (3.7)
{A,B/A = 0 ∧B ̸= 0} (3.8)
{A,B/A ̸= 0 ∧B = 0} (3.9)
{A,B/A,B =∞} (3.10)
{A,B/A = −B} (3.11)
{A,B/A =∞∧ B ∈ Σ} (3.12)
{A,B/A ∈ Σ ∧B =∞} (3.13)
{A,B/A,B = −∞} (3.14)
{A,B/A ∈ Σ ∧B = sNaN} (3.15)
{A,B/A = sNaN ∧B ∈ Σ} (3.16)
Cada uno de estos casos de tests representan restricciones dentro de un entorno
de verificacio´n en SystemVerilog. La verificaccio´n del DUV consiste en testear todas
las arquitecturas de operandos IEEE754 (decimal32, decimal64 and decimal128 )
con todos los casos presentados y utilizando todas las estrategias mencionadas en la
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Seccio´n 3.4.
3.6. Instanciacio´n de los frameworks
Se construyen dos entornos de verificacio´n para ALUs gene´ricos basandose en
los principios de reusabilidad de ambos frameworks. Cada testbench admite la con-
figuracio´n en el formato de los operandos y representacio´n para ser reutilizado en
la verificacio´n de cualquier ALU. En esta experiencia en particular, se implemen-
tan mo´dulos espec´ıficos BCD para verificar un Sumador / Restador IEEE754. Como
convencio´n de nombres, el prefijo ALU xxx representa mo´dulos que pueden ser re-
utilizados para cualquier tipo de representacio´n (ej. binario sin signo). Por otro lado,
ALU BCD xxx son mo´dulos programados espec´ıficamente para verificar disen˜os que
trabajan con operandos IEEE754-2008. Tanto los entornos basados en T&T como
aquellos basados en OVM de esta experiencia esta´n codificados en SystemVerilog y
son simulados bajo el entorno QuestaSim 6.5c de Mentor Graphics.
3.6.1. Truss
El framework Truss sugiere un disen˜o por capas donde el nivel superior interactu´a
a nivel de bit con el DUV mientras que el nivel inferior crea diferentes escenarios
basados en los casos significativos descriptos en la Seccio´n 3.5. La Fig. 3.3 muestra
la arquitectura propuesta basa´ndose en T&T.
En la capa connection, el mo´dulo BCD Driver traduce valores de transacciones a
sen˜ales del Testbench mientras que BCD Monitor realiza la tarea inversa, decodifi-
cando y analizando el resultado. La interconexio´n entre mo´dulos es realizada median-
te interfaces llamadas Channels en el contexto de Truss. El ALU Channel posee un
puerto de entrada donde los operandos junto con el operador matema´tico es enviado
al DUV. Adema´s, un puerto de salida captura y env´ıa el resultado de la operacio´n en
conjunto con los flags al monitor. La capa agent layer atiende a los requerimientos
de la capa de transaccio´n. Dado que el disen˜o es completamente combinacional, no
hay necesidad de sincronizar resultados, por lo tanto esta capa provee al driver de
transacciones y asocia el resultado de la operacio´n a la transaccio´n actual.
En la capa transaction layer, tanto los operandos como el resultado son vistos
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Figura 3.3: Instanciacio´n de Teal & Truss para el Sumador / Restador
como dos conjuntos ide´nticos de mantisa y exponente. En esta experiencia, so´lo las
operaciones de suma y resta se han considerado. El componente BCD Generator
produce operadores y operandos de acuerdo a los tests definidos en la Secci´ıon 3.5
mediante la descripcio´n de los mismos con restricciones (constraints) SystemVeri-
log. La clase BCD Abstract Case provee una plantila de me´todos modelo para crear
diferentes casos con restricciones con operaciones aritme´ticas aleatorias, es esta ex-
periencia suma o resta. La verificacio´n del resultado de la operacio´n se encuentra
en esta capa y el soporte lo implementa la clase BCD Checker. Esta clase utiliza
la biblioteca decNumber [22] como mo´delo de referencia para verificar que tanto el
resultado como los flags del DUV sean correctos. En el nivel superior, el componente
BCD Test Component configura el entorno y controla la generacio´n de tests de una
forma espec´ıfica para verificar un comportamiento en particular del DUV. La Fig.
3.4 muestra las clases implementadas y su interrelacio´n.
Como muestra de la reusabilidad del entorno propuesto, se puede mencionar que
para verificar una ALU con diferente representacio´n de operandos, tres clases son
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totalmente reutilizables mientras que seis clases deben especializarse. Cada especia-
lizacio´n infiere la codificacio´n de treinta l´ıneas de co´digo.
3.6.2. OVM
La implementacio´n con el framework OVM esta´ basada en composicio´n de obje-
tos. En contraste con Truss, los tests no son parte del framework ya que describen una
eta´pa espec´ıfica en el plan de verificacio´n. En el contexto de la verificacio´n de la ALU
un test ALU Ordinary Tests es invocado para generar transacciones cuya prueba no
deber´ıa activar ningu´n flag a la salida del DUV. Por otro lado, ALU Corner Tests
son transacciones que activan al menos un flag luego de la operacio´n. Finalmente,
ALU Regression Tests esta orientado para casos donde alguna prueba falla. Este
test vuelve a ejecutar algunos de los casos ya probados y reanuda la ejecucıo´n de los
restantes.
Una transaccio´n en esta instancia de OVM representa una combinacio´n espec´ıfica
de operandos y operacio´n. En particular la clase BCD Transfer restringe valores
Figura 3.4: Diagrama de clases basado en T&T para la verificacio´n del Sumador/-
Restador.
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Figura 3.5: Instanciacio´n de Ovm para la verificacio´n del Sumador /Restador.
de mantisa y exponente a ser generados dentro un cierto rango. Cada clase que
hereda de esta (BCD Transfer Casex ) debe restringir sus operandos al subconjunto
de nu´meros definidos en el estandar o bien redefinir el conjunto original para forzar
un caso extremo. Una clase BCD Transfer Casex se implementa en SystemVerilog
utilizando restricciones y siguiendo las definiciones mencionadas en 3.5. La clase
ALU Base Sequence es un motor de transacciones ba´sicas. Cada test define una
secuencia de transacciones espec´ıfica para luego enviarla al driver BCD Driver. La
clase BCD Driver recibe transacciones a nivel de dato (en te´rminos de mantisas y
exponentes) y genera sen˜ales para el DUV en formato de operando IEEE754.
La clase BCD Monitor decodifica el resultado desde la interfaz del DUV y lo
compara con el del modelo de referencia basado en la biblioteca DecNumber de IBM.
El resultado de esta comparacio´n es luego enviado al scoreboard para su posterior
ana´lisis. Dado que OVM requiere que el DUV sea un mo´dulo SystemVerilog, el DUV
original escrito en HDL es encapsulado dentro de una clase SystemVerilog ALU Dut.
El diagrama de clases para el entorno implementado se muestra en la Fig. 3.6.
Para la implementacio´n de una nueva representacio´n nume´rica, el entorno OVM
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Figura 3.6: Diagrama de clases basado en OVM para la verificacio´n del Sumador/-
Restador.
requiere la especializacio´n de solamente cuatro clases mientras que cuatro clases se
mantienen intactas. Cada especializacio´n requiere un promedio de veinte l´ıneas de
co´digo.
3.6.3. Modelo de referencia
En esta experiencia se ha encapsulado a la biblioteca decNumber [22] para uti-
lizarse como modelo de referencia que cumple con el esta´ndar IEE754-2008. Esta
soporta nu´meros enteros, de punto fijo y de punto flotante decimales incluyendo in-
finitos, NaN, y valores subnormales. Dado que esta biblioteca esta´ completamente
implementada en ANSI C, el mo´dulo encapsulado utiliza la interfaz Direct Program
Interface (DPI) de SystemVerilog para comunicar con funciones externas de C con
testbenches de SystemVerilog. Tanto el encapsulado como la biblioteca son compila-
dos para obtener una biblioteca de v´ınculos dina´micos (DLL) que es invocada desde
el Testbench. Para poder verificar que el mo´dulo BCD ADD SUB cumple con el
esta´ndar, el encapsulado de la biblioteca debe soportar la paremetrizacio´n en te´rmi-
nos de cualquiera de los formatos soportados as´ı como estrategias definidos en el
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esta´ndar.
3.7. Resultados
En esta experiencia, no so´lo son considerados los resultados de la verificacio´n, sino
tambie´n se considera el esfuerzo humano invertido en aprender las tecnolog´ıas aplica-
das asi como el tiempo invertido en la instanciacio´n del framework. La siguiente sub-
seccio´n describe en primer lugar los errores detectados en el mo´dulo IEEE-ADDSUB
y luego se analizan los resultados de la aplicacio´n de ambos frameworks.
3.7.1. Resultados de la verificacio´n funcional
Estas nuevas metodolog´ıas son aplicadas luego de que el DUV ha sido probando
utilizando me´todos cla´sicos como tests dirigidos e inspeccio´n de co´digo.
Ambos entornos evaluados llevan al DUV a producir los mismos errores. En par-
ticular, los errores evidencian diferencias en los signos de algunos resultados y errores
al indicar flags en casos no extremos. Los mismos errores se producen independien-
temente del formato. A continuacio´n se muestran algu´nos de los errores detectados:
a. Caso de prueba 3: Caso de ejemplo: ∞ + 1.454E20 Error detectado: El disen˜o
dispara el flag de Inexacto
b. Caso de prueba 8: Caso de ejemplo: 0E-71 + -3.920689E-26 Error detectado:
El disen˜o dispara los flag de Inexacto e Infinito.
c. Caso de prueba 11: Caso de ejemplo:∞ + (−∞) Error detectado: El resutado
del disen˜o (sNaN ) difiere en signo con el modelo de referencia.
La verificacio´n basada en frameworks propuesta dirige al DUV a los mismos
errores que no fueron detectados previamente con los me´todos tradicionales. Esta
experiencia demuestra el potencial de las tecnolog´ıas aplicadas as´ı como una forma
ma´s estructurada que los me´todos tradicionales para evaluar disen˜os.
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3.7.2. Evaluacio´n de la experiencia
En esta experiencia, adema´s del esfuerzo humano, se analiza algu´nos criterios de
calidad y caracter´ısticas expuestas sobre los frameworks aplicados.
i. Usabilidad: T&T fue inicialmente escrito en C++ con el objetivo de proveer
soporte para la POO. Luego, los autores decidieron reescribirlo usando Sys-
temVerilog de modo tal de proveer una interfaz con un lenguaje orientado a
la verificacio´n funcional. Puede suceder que los ingenieros electro´nicos posean
mayor experiencia en la programacio´n con C++ por lo tanto el tiempo de pues-
ta en marcha de T&T sea menor al tiempo de instaciacio´n de OVM. Por otro
lado, OVM fue concebido como un framework en SystemVerilog puramente
orientado a objetos, por lo cual puede resultar ma´s accesible para ingenieros
de la comunidad informa´tica.
ii. Portabilidad: T&T provee una amplia lista de posibles simuladores donde ser
ejecutado. La migracio´n del co´digo T&T a otro simulador implica simplemente
en editar el script de compilacio´n. A diferencia de T&T, la lista de simuladores
soportados por OVM es ma´s corta y so´lo se provee documentacio´n para el uso
en simuladores de Cadence y de Mentor Graphics.
iii. Reusabilidad: Dado que varios de los componentes de OVM heredan de una
superclase (ovm component), los ingenieros pueden modificar o reusar varios
componentes segu´n su necesidad. Por otro lado, y a pesar de que T&T provee
un entorno de verificacio´n completo, resulta necesario implementar todas las
capas del framework para verificar un disen˜o. Esta actividad puede insumir
demasiado tiempo para un proyecto simple. Para este proyecto en particular,
aplicar OVM insume el 50% menos de l´ıneas de co´digo que T&T.
iv. Disponibilidad: T&T es una alternativa de co´digo abierto propuesta y admi-
nistrada por dos ingenieros. La informacio´n sobre bugs y documentacio´n es
publicada a traves de foros y listas de difusio´n. Por otro lado, si bien el co´digo
de OVM es abierto, es soportado y mantenido por dos compan´ıas l´ıderes en he-
rramientas para disen˜o electro´nico (Mentor Graphics and Cadence). El soporte
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te´cnico as´ı como su documentacio´n y versiones son actualizadas frecuentemen-
te.
v. Alternativa de co´digo abierto: En algunos proyectos, el costo de las herra-
mientas de simulacin´ profesionales pueden incrementar considerablemente el
presupuesto. A pesar de que SystemVerilog es un esta´ndar libre y de que OVM
sea framework de verificacio´n libre y de co´digo abierto en SystemVerilog, no
existen simuladores gratuitos que soporten este lenguaje. Por otro lado, la ver-
sio´n de C++ de T&T con un simulador de co´digo abierto, tal como GHDL [24]
o IcarusVerilog [59], es una combinacio´n atractiva para empresas en desarrollo.
3.8. Conclusiones del cap´ıtulo
En este cap´ıtulo se describen experiencias al aplicar los Frameworks T&T y OVM
en la verificacio´n funcional del disen˜o un mo´dulo Sumador / Restador. Dos entornos
de verificacio´n gene´ricos son construidos y luego se especializan las clases corres-
pondientes al estandar IEEE754-2008. Aunque ambos entornos han descubierto los
mismos errores del DUV, se han observado diferentes experiencias considerando ap-
titudes del equipo de verificacio´n, aprendizaje de la tecnolog´ıa, costo de la solucio´n,
etc. Con respecto al esfuerzo humano, se comprobo´ que para el entorno basado en
T&T se necesitan mayor cantidad de l´ıneas de co´digo que para instaciar un entorno
en OVM. Por otro lado, T&T resulta de ma´s facil comprensio´n con menos cono-
cimiento de OOP que OVM. A pesar de que SystemVerilog es un estandar de un
lenguaje libre, no existen simuladores libres que lo soporten. En cambio es posible
ejecutar la versio´n C++ de T&T en diversos simuladores libres y de co´digo abier-
to (por ejemplo, IcarusVerilog). Finalmente puede destacarse mayor soporte te´cnico
para OVM que para T&T teniendo en cuenta frecuentes actualizaciones tanto del
co´digo fuente como de su documentacio´n.
Cap´ıtulo 4
Disen˜o metodolo´gico de monitores
de verificacio´n para unidades de
punto flotante
Gracias a la capacidad de reprogramacio´n que proveen las FPGAs, un enfoque
simple de verificacio´n funcional puede ser realizado mediante la s´ıntesis del disen˜o
para un chip espec´ıfico y observando el comportamiento de las salidas en una placa
de prototipos. Sin embargo, realizar pequen˜as modificaciones sobre el disen˜o para
corregir errores pueden incurrir en largos tiempo de compilacio´n y s´ıntesis hasta po-
der probar el disen˜o nuevamente. Este enfoque adema´s de ser lento, no garantiza
cobertura funcional, lo que es particularmente serio en un sistema cr´ıtico donde la
presencia de un error encubierto es inadmisible. La verificacio´n funcional no suele ser
una tarea trivial y en algunos casos resulta en un cuello de botella sobre proyectos de
sistemas digitales. Por ejemplo, la verificacio´n de unidades de punto flotante (FPU)
ha sido reconocida como una tarea compleja [30]. En particular esa dificultad aparece
por tres diferentes aspectos. Primero, el espacio de bu´squeda crece exponencialmen-
te cuando el dominio de entrada aumenta. Segundo e independientemente del ancho
de los operandos, cada operacio´n puede contener combinaciones de operandos que
implican un ana´lisis ma´s complejo del resultado, por ejemplo, not a number (NaN).
Tercero, el esta´ndar introduce la nocio´n de cohorte para el formato de punto flotante
decimal. Esto significa que, para un operando dado existen diversas formas de repre-
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sentar el mismo valor nume´rico. Si el resultado de la operacio´n es inexacto, la mayor
cantidad de datos significativos es preservada cuando se selecciona aquel cohorte cu-
ya mantisa sea el mayor nu´mero entero que pueda ser almacenado en conjunto con
el exponente, por ejemplo: 100,0 es codificado como 1000 ∗ 101 mientras que 100,00
es codificado como 10000 ∗ 102
En trabajos tales como [30], [17], [7], [31], se han desarrollado tanto me´todos
formales como basados en simulacio´n para tratar con el problema de la verificacio´n
de FPUs. A pesar de algu´nos e´xitos en la aplicacio´n de me´todos formales ([18],[31]),
la simulacio´n sigue siendo el enfoque principal para este problema, especialmente
cuando se abordan los casos extremos. Estos casos requir´ıan una importante cantidad
de trabajo manual ([17] [9]) si se aplicaran me´todos formales y en algunos casos
resultar´ıa imposible la descripcio´n de ciertas reglas.
Los me´todos basados en simulacio´n involucran la generacio´n de entradas para
estimular al disen˜o as´ı como tambie´n de me´todos para comprobar los resultados de
sus operaciones. Es as´ı como los operandos de la FPU pueden ser creados mediante
un generador aleatorio con restricciones mientras que un monitor de sen˜ales recolecta
el resultado del DUV. Dado que el conjunto de restricciones definidas en el generador
pueden no cubrir el espacio de entradas en su totalidad, suele ser necesario corregir el
generador de est´ımulos de manera tal que pueda cubrir esos huecos en el espacio de
cobertura que no han sido generados. En general, la informacio´n estad´ıtica sobre las
entradas previas puede ser utilizada para realizar ajustes en la generacio´n de nuevos
casos. Este enfoque recibe el nombre de Verificacio´n Dirigida por la Cobertura o en
ingle´s Coverage Driven Verification (CDV).
Este Cap´ıtulo completa el enfoque propuesto en el Cap´ıtulo anterior donde solo
se describen los pasos para la construccio´n de un monitor para verificacio´n. Las
contribuciones expl´ıcitas de este cap´ıtulo son:
La aplicacio´n de una estrategia mixta donde se combinan test aleatorios restrin-
gidos o en ingle´s constrained random tests (CRT) y el enfoque de Verificacio´n
Dirigida por la Covertura (CVD).
El desarrollo de dos nuevos componentes de Propiedad Intelectual para veri-
ficacio´n (VIP) funcional de disen˜os de FPUs: Un generador de entradas y un
monitor de chequeo y cobertura. El uso combinado de ambos componentes
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aseguran la completa verificacio´n funcional del DUV.
En este Cap´ıtulo, la generacio´n automa´tica de est´ımulos y la recoleccio´n de cober-
tura son implementados y aplicados de forma separada pero su utilizacio´n conjunta
asegura la completa cobertura del disen˜o. La generacio´n de entradas puede realizarse
de forma aleatoria basa´ndose en casos cuyas combinaciones no se hayan generado con
el objetivo de acelerar el proceso de verificacio´n. Por otro lado, se define un monitor
que recolecta informacio´n desde la interfaz del DUV. El objetivo de este componente
es, no solo chequear la correctitud del disen˜o y el chequeo del cumplimiento de algu´n
esta´ndar, sino tambie´n el de proveer un completo ana´lisis de cobertura en te´rminos
del dominio de entradas y casos extremos.
Ambos mo´dulos pueden ser utilizados tanto dentro de un testbench tradicional
as´ı como parte de un entorno de verificacio´n avanzado basado en OVM [25] o UVM
[1].
Los casos de estudio, se enfocan en la verificacio´n de las operaciones de suma
y resta segu´n el esta´ndar IEEE754-2008 [4]. La verificacio´n se realiza utilizando los
componentes propuestos sobre dos disen˜os de FPU con diferente representacio´n de
opeandos: Binaria y Decimal. El generador de entradas implementado y el monitor de
salidas proveen flexibilidad y reusabilidad mediante la modificacio´n de para´metros,
algu´nos esta´ticos y otros dina´micos.
4.1. Trabajo relacionado
En [30], se presenta una herramienta para generacio´n de tests para operaciones
de punto flotante (FP). Esa herramienta (FPgen) ha sido disen˜ada para verificacio´n
funcional basada en simulacio´n y genera casos de prueba compuestos por operan-
dos de punto flotante en la operacio´n de divisio´n. En [14] se aborda la verificacio´n
de sumadores de punto flotante con especificaciones reusables. En ese trabajo, los
autores usan la te´cnica de Verificacio´n simbo´lica de modelos extendidos o del ingle´s
extended word-level Symbolic Model Verification (SMV). En ese trabajo se han rea-
lizado mejoras en la verificacio´n utilizando Diagramas de Decisio´n Multiplicativos
de Poder Hı´brido (o del ingle´s Multiplicative Power Hybrid Decision Diagrams )
(*PHDDs) e incorporan simulacio´n simbo´lica condicional as´ı como te´cnicas de cor-
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to circuito. Basa´ndose en los casos de ana´lisis, las especificaciones de sumadores de
punto flotante son divididas en cientos de sub especificaciones independientes de la
implementacio´n.
4.2. El mecanismo de verificacio´n
Independientemente de la complejidad del sistema aritme´tico, su entorno de ve-
rificacio´n estara´ ba´sicamente compuesto por un generador de entradas que estimu-
lara´ el DUV y un monitor conectado a sus entradas y salidas mediante las cuales se
lo evaluara´ y presentara´n los resultados de la verificacio´n. Los entornos de verifica-
cio´n basados en frameworks proveen una estructura reusable para crear escenarios
complejos, adecuados para la verificacio´n de este tipo de disen˜os
Los componentes Monitores recogen la informacio´n tanto de entrada como de
salida del DUV, realizan el ana´lisis de cobertura y env´ıan en forma de transaccio´n la
informacio´n al componente de chequeo. Este u´ltimo es el responsable de realizar la
comprobacio´n del resultado del disen˜o. En este Cap´ıtulo, la generacio´n de casos de
pruebas se trata de una versio´n optimizada a la presentada en el Cap´ıtulo anterior.
Tanto el ana´lisis de cobertura como la funcionalidad de chequeo se han integrado
dentro del monitor con el objetivo de proveer un mo´dulo de verificacio´n auto con-
tenido. Los pasos para la construccio´n del monitor de verificacio´n son descriptos en
4.2.1 mientras que las te´cnicas para la generacio´n de casos son presentadas en 4.2.2.
4.2.1. Monitor de Verificacio´n
Basado en [21] para sistemas digitales en general, un monitor para la verificacio´n
de unidades de punto flotante debe proveer no solo la funcionalidad de chequeo de
resultados y flags, sino tambie´n debe de reportar que porcentaje del vasto dominio
de entrada ha sido verificado.
Por un lado, el ana´lisis de cobertura es utilizado como me´trica de confianza. En
particular es utilizada para asegurarse que el plan de verificacio´n haya sido completa-
do y profundizado tanto como sea posible [8]. Por otro lado, el ana´lisis de cobertura
debe ser considerado como una herramienta para descubrir o localizar huecos en el
dominio au´n no verificado. Basa´ndose en [28] los pasos para construir un monitor de
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verificacio´n para disen˜os de FPUs consisten en:
Divisio´n del Dominio: Dado el taman˜o de un dominio de entrada (nu´meros
en punto flotante), ser´ıa pra´cticamente inaplicable probar todas las posibles
combinaciones de entradas, razo´n por la cual se realiza una divisio´n balanceada
del mismo en inte´rvalos.
Identificacio´n de casos extremos: Tal como se menciona en [30] existen diversos
casos nume´ricos que son esenciales para asegurar cobertura funcional. Esos
casos pueden ser dif´ıciles de alcanzar mediante el uso de valores aleatorios de
entrada y deben de definirse por extensio´n.
Seleccio´n de un modelo de referencia: La tarea principal del monitor es compro-
bar que el resultado del funcionamiento del DUV sea correcto. Un modelo de
referencia permite al monitor realizar esa comprobacio´n contrastando la salida
de ambos.
Modelo de Cobertura
El objetivo principal del ingeniero de verificacio´n es el de asegurarse que el disen˜o
cumple con las especificaciones. Dado que resultar´ıa impra´ctico y en algu´nos casos
imposibles realizar las pruebas con todas las combinaciones de entradas posibles,
este debe asegurarse de que al menos los casos ma´s significativos este´n cubiertos.
El primer paso de la metodolog´ıa propuesta en este Cap´ıtulo se centra en realizar
la divisio´n del dominio de entrada D en k subconjuntos o bins. Cada uno de estos
contiene la descripcio´n por comprensio´n del caso de prueba que representa. En este
trabajo, el dominio D es dividido en espacios de ide´ntico taman˜o por cuestiones
de simplicidad. Es posible realizar divisiones que no consideren ide´ntico taman˜o
pero no sera´ abordado en este trabajo. Un ana´lisis ma´s profundo sobre divisio´n de
dominios puede encontrarse en [13]. Sean nmin and nmax valores mı´nimos y ma´ximos
respectivamente, entonces el ancho d del dominio D es:
d = |nmax..nmin| (4.1)
y la capacidad de cada bin es determinada por cap = d
k
, de modo tal que en el
i-esimo bin le corresponden a aquellos elementos N tal que
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(i ∗ cap) + nmin < N ≤ ((i+ 1) ∗ cap) + nmin (4.2)
Se dice entonces que el valor de k define la granularidad de la cobertura para los
subconjuntos del dominio D. Cuanto mayor sea el valor de k, menor sera´ la capacidad
del bin. En te´rminos de verificacio´n, si el dominio de entrada y salida es dividido
en k inte´rvalos, escoger un valor adecuado de k es una cuestio´n de compromiso
entre completitud y tiempo en el proceso de verificacio´n. Ma´s espec´ıficamente en el
contexto de la verificacio´n de FPU , “El dominio de mantisa” S puede ser dividido en
s bins y “El dominio de los exponentes”E puede ser dividido en e bins. Formalmente:
Sp = [S0..Ss] (4.3)
y
Ep = [E0..Ee] (4.4)
el conjunto de bins de mantisas y exponentes del operando p, p={A,B} respectiva-
mente y
o ∈ O = {+,−, ∗, /, ...} (4.5)
el conjunto de posibles operaciones, el dominio de posibles casos C es definido por:
C = SA × EA × SB × EB × o (4.6)
Con el objetivo de que el ana´lisis de cobertura contemple tanto entradas como
salidas del DUV, el resultado puede lograrse mediante la divisio´n de la salida en
mantisa y exponente. Formalmente el conjunto R se define como:
R = Sr × Er (4.7)
Debe considerarse que el ana´lisis de las salidas debe realizarse de manera indepen-
diente con el ana´lisis de cobertura de valores de entrada. La razo´n principal es que
existen combinaciones de operandos que nunca logara´n generar determinados valores
de salida (por ej. la suma de los mayores operandos posibles, nunca podr´ıa producir
el resultado ma´s pequen˜o a la salida). Sin embargo, el mecanismo hasta aqu´ı descrito
no considera el ana´lisis de casos extremos que puedan aparecer durante la simula-
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cio´n. Ma´s au´n, con un generador de valores aleatorios, puede suceder que nunca se
produzcan operaciones que involucren Infinitos y NaNs. Para estos casos, un nuevo
paso en la metodolog´ıa propuesta implica la definicio´n expl´ıcita de los casos que
describen cada caso extremo. Esta tarea debe ser realizada a mano y debe adaptarse
al esta´ndar [4]. Cada propiedad que es definida expl´ıcitamente recibe el nombre de
Punto de Cobertura o en ingle´s Coverpoint.
Se dice que la verificacio´n de la funcionalidad del disen˜o esta´ completamente
cubierta si el monitor ha registrado al menos c instancias en cada bin C, al menos
r instancias en cada bin de R y todos los puntos de cobertura han sido cubiertos
al menos m veces. Los para´metros s, e y r, definen la granularidad de la cobertura
mientras que c, y m definen el nu´mero de aciertos necesarios para considerar que el
bin o el coverpoint haya sido cubierto.
Tambie´n, se ha definido un para´metro adicional g que mide el grado de avance de
la verificacio´n. El objetivo de g es detener la simulacio´n una vez que se haya logrado
la cobertura adecuada, siguiendo la expresio´n de control:
∑
wi ∗ cpti +
∑
wj ∗ cvgj ≥ g (4.8)
donde wi es el peso de cada coverpoint i, cpti es la cobertura del coverpoint i, wj
es el peso del bin j y cvgj es la cobertura del bin j. La primer suma representa la
porcio´n de la cobertura total provista por los coverpoints mientras que la segunda
esta´ relacionada con los bins. La tarea de recolectar la informacio´n de cobertura y
detener la simuacio´n una vez que se haya superado el umbral g es realizada por un
mo´dulo especializado del entorno de verificacio´n llamado Coverage collector.
Modelo de referencia
Alcanzar el 100% de la cobertura funcional en la simulacio´n no significa que el
disen˜o cumpla con las especificaciones. La correctitud del disen˜o debe ser tambie´n
verificada y se ha designado esa responsabilidad en este trabajo al monitor. En
principio, la verificacio´n del resultado es au´n ma´s importante que la cobertura en
s´ı ya que esta u´ltima no debe de ser considerada si el disen˜o presenta comportamiento
erro´neo. Por esta razo´n, el modelo de referencia debe de proveer un mecanismo para
detener la verificacio´n ante resultados inesperados. El tercer paso propuesto en este
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trabajo involucra la adopcio´n de un modelo de referencia. Existen diversas formas de
implementar un modelo de referencia. Cualquiera de las siguientes puede ser aplicada:
Un disen˜o previamente verificado: Un disen˜o HDL el cual ya cumpla con el
esta´ndar es instanciado como parte del monitor. Cada caso generado alimenta
tanto al DUV como al HDL de referencia. Finalmente, los resultados de ambos
disen˜os son comparados.
Definicio´n tabular: Cada fila de una tabla consiste en un par de operandos,
una operacio´n y un resultado. Por ma´s que resulte una tarea laboriosa, una
aplicacio´n de esta te´cnica se encuentra en [22].
Biblioteca Software: Dado que la mayor´ıa de los Lenguajes de Verificacio´n de
Alto Nivel (o en ingle´s High Level Verification Languages (HVL)) proveen una
interfaz que permite interactuar con lenguajes de programacio´n de alto nivel,
es posible incluir una biblioteca software que provea algoritmos que imiten el
comportamiento del DUV, para finalmente, poder comparar sus resultados.
Sea cual sea la opcio´n adoptada, el modelo de referencia debe encontrarse en
una unidad separada, usualmente conocida como Checker. En el caso ma´s general,
el Checker puede ser visto como una caja negra que recibe las entradas y salidas del
DUV. Su funcio´n es reportar si el comportamiento del DUV es el adecuado y, en
caso contrario, detener la simulacio´n.
4.2.2. Generacio´n de entradas
La generacio´n de entradas puede ser tanto un proceso manual como autma´tico.
El primero requiere un gran esfuerzo de disen˜o para describir cada posible entrada y
su correspondiente salida. El segundo utiliza generacio´n de est´ımulos aleatorios con
restricciones para crear entradas que prueban una caracter´ıstica de intere´s del DUV.
Un Test Aleatorio con Restricciones tiene diversas ventajas:
Un CRT puede crear casos que no han sido planificados por el ingeniero de
verificacio´n.
Reducen sesgos producidos por la intervencio´n humana
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Aumenta la productividad
Las restricciones de un plan de verificacio´n son priorizadas y evaluadas una por
vez. Al mismo tiempo, se mide la cobertura del disen˜o.
Sin embargo, a pesar que todas las restricciones descriptas sean aplicadas, no
significa completitud en la cobertura del disen˜o.
Idealmente, se espera que el incremento por caso de test (o en ingle´s Increment
Per Test Case) sea:
IPTC =
1
|C| (4.9)
La Figura 4.1 muestra la performance CDV en su caso ideal vs. CRT. La ca´ıda
del rendimiento del CRT se debe a que durante la simulacio´n se generan casos de
similares caracter´ısticas que pertenecen al mismo bin. Para corregir este defecto, en
este trabajo se agregan dos mejoras posibles al CRT:
Cambiar la semilla del generador aleatorio cuando la performance comienza a
disminuir bajo cierto valor ct. Repetir esta solucio´n al menos st veces.
Ajustar el generador aleatorio de manera tal que produzca entradas que no
hayan sido cubiertas.
Figura 4.1: Comparacio´n de coberturas - CVD vs CRT
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4.3. Caso de estudio: Suma y Resta
El monitor es parametrizado en las siguientes caracter´ısticas claves:
Ancho de Operandos: 32, 64, 128 bits
Representacio´n (Binaria o Decimal)
Estrategia de redondeo (como se menciona en 3.3.3)
#Bins en los que se divide el Dominio (s, e, sr y er mencionados en 4.2.1)
Codificacio´n de operandos (0: Suma, 1:Resta)
#Casos en cada bin (c mencionados in 4.2.1)
#Casos en cada punto de cobertura (m mencionado in 4.2.1)
Objetivo de cobertura (g mencionado en 4.2.1)
ct (valor umbral donde comenzar el proceso dirigido por la cobertura)
Adema´s, el monitor disen˜ado posee otros atributos configurables como creacio´n
de reportes, taman˜os de buffers de entrada/salida (para disen˜os segmentados) y
configuracio´n de eventos de muestreo. Los coverpoints de utilidad para cada repre-
sentacio´n en particular son definidas en un archivo independiente utilizando sintaxis
declarativa de SystemVerilog.
Para lograr una verificacio´n dirigida por la cobertura, adema´s se disen˜o´ un gene-
rador ajustable. Este puede ser parametrizado segu´n las siguientes caracter´ısticas:
Ancho del operando: 32, 64, 128 bits
Representacio´n (Binaria o Decimal)
Codificacio´n de las operaciones
Casos extremos activos
Restricciones de generacio´n.
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4.3.1. Estructura del generador
El generador esta´ ba´sicamente compuesto por varios sub componentes de entra-
das.
Codificador aritme´tico: Puede ser implementado como un mo´dulo o funcio´n
que traduce un par de entrada < Mantisa, Exponente > al formato de re-
presentacio´n del DUV. Para aumentar la flexibilidad del generador, se deben
incluir dos tipos de codificador (BCD y binario).
Conjunto de restricciones: El conjunto de reglas para generar casos espec´ıficos
que llevan al DUV a un estado de intere´s. En este contexto, las restricciones
son expresadas en te´rmino de rangos nume´ricos de manera tal que el generador
producira´ valores aleatorios dentro de eses rangos.
Interaccio´n con el monitor: El generador debe proveer al monitor de una interfaz
para comandar la CDV.
4.3.2. Definicio´n de puntos de cobertura
Para el monitor propuesto, se han definido varios puntos de cobertura. Dado que
existen cinco diferentes formatos posibles, algunos de los puntos de cobertura pueden
ser u´tiles para evaluar cierto formato y pueden no tener sentido en otros.
A continuacio´n se definen los puntos de cobertura espec´ıficos para las operaciones
de suma y resta:
Para decimal64 y decimal128 sea Ξ el conjunto de valores va´lidos para exponentes
y Σ los valores va´lidos de mantisa:
Ξ = [Qmin..Qmax] (4.10)
Σ = [−10p − 1.,10p − 1] (4.11)
y sean
A =Ma ∗ 10Ea (4.12)
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B =Mb ∗ 10Eb (4.13)
Donde A y B son los operandos decimales del DUV. Se definen los siguientes
puntos de cobertura:
{Ma,Mb, Ea, Eb/Ma,Mb ∈ Σ ∧ Ea, Eb ∈ Ξ} (4.14)
{Ma,Mb, Ea, Eb/Ma,Mb ∈ Σ ∧ Ea, Eb = 0} (4.15)
{Ma,Mb, Ea, Eb/Ma,Mb ∈ [10P−1.,10P − 1] ∧
Ea, Eb = 0} (4.16)
{Ma,Mb, Ea, Eb/(Ma +Mb) < 10P − 1 ∧
Ea = Eb} (4.17)
{Ma,Mb, Ea, Eb/Ma,Mb ∈ Σ ∧
|Ea − Eb| < 2 ∗ P − 1} (4.18)
Los puntos de cobertura de 4.15 a 4.18 son definidos para asegurarse que el DUV
realiza una correcta alineacio´n del punto sin provocar overflow o underflow. Por otro
lado, para aquellos disen˜os cuyos operandos tienen representacio´n binaria:
Ξ = [0,0..,1,999., 98] (4.19)
Σ = [−2p − 1.,2p − 1] (4.20)
y sea
A =Ma ∗ 2Ea (4.21)
B =Mb ∗ 2Eb (4.22)
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Donde A y B son operandos binarios del DUV:
{Ma,Mb/(Ma +Mb) = 1} (4.23)
{Ma,Mb/Ones(Ma), Ones(Mb) < i, ∀i : 0..P} (4.24)
{Ma,Mb, Ea, Eb/Ones(Ma) = Ones(Mb)} (4.25)
Donde la funcio´n Ones representa la funcio´n de conteo de cantidad de unos en el
argumento.
{Ma,Mb, Ea, Eb/Ma −Mb < 2−P ∧ Ea = Eb} (4.26)
Los casos de test 4.3.2 y 4.3.2 prueban la alineacio´n de nu´meros flotantes binarios
mientras que los casos 4.3.2 y 4.26 prueban diferentes secuencias de Ones en el
operando representado.
Los siguientes puntos de cobertura son compartidos en el ana´lisis de ambas re-
presentaciones:
{Ma,Mb, Ea, Eb/(Ea − Eb) > Qmax − P} (4.27)
{Ma,Mb, Ea, Eb/ |Ea − Eb| < 2 ∗ P − 1
∧Ma,Mb ∈ Ξ} (4.28)
{A,B/A = 0 ∧B ̸= 0} (4.29)
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{A,B/A ̸= 0 ∧B = 0} (4.30)
{A,B/A,B =∞} (4.31)
{A,B/A,B =∞} (4.32)
{A,B/A = −B} (4.33)
Los puntos de cobertura 4.27 a 4.33 aseguran el correcto comportamiento del DUV
con el manejo del signo del resultado.
{A,B/A =∞∧ B ∈ Σ} (4.34)
{A,B/A ∈ Σ ∧B =∞} (4.35)
{A,B/A,B = −∞} (4.36)
Los puntos de cobertura definidos de 4.34 a 4.36 aseguran el correcto comportamiento
del DUV al manejar infinitos en al menos uno de los operandos.
{A,B/A ∈ Σ ∧B = sNaN} (4.37)
{A,B/A = sNaN ∧B ∈ Σ} (4.38)
Los puntos de cobertura 4.37 y 4.38 comprueban el comportamiento del DUV al
manejar nu´meros no normalizados.
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Figura 4.2: Monitor instanciado dentro de un testbench tradicional
4.4. Implementacio´n
Siguiendo los pasos descriptos en la seccio´n 4.3, se implementa un componen-
te generador de entradas y un componente monitor para verificar disen˜os de FPUs
que deben cumplir con el esta´ndar IEEE754-2008. Ambos componentes pueden ser
utilizados de manera independiente dentro de un entorno de verificacio´n tradicional
basado en testbenches (Fig. 4.2) as´ı como dentro de complejos entornos de verifica-
cio´n basados en frameworks (Fig. 4.3) tal como se describe en el Cap´ıtulo anterior.
Ambos componentes se han disen˜ado con el objetivo de proveer flexibilidad (soportar
diferentes formatos), reusabilidad (ser utilizado en diferentes entornos de verificacio´n)
y fa´cil instanciacio´n (estar listo para ser utilizado so´lo con ajustar algunos para´me-
tros). Se utiliza SystemVerilog como lenguaje de verificacio´n de alto nivel, por lo
tanto en el nivel superior, ambos componentes son vistos como mo´dulos caja negra
parametrizable.
4.4.1. Implementacio´n del mo´dulo generador
Este mo´dulo restringe la generacio´n de entradas segu´n las propiedades descriptas
en 4.3.2 utilizando sintaxis declarativa. La sen˜al csd comanda el cambio en la semilla
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Figura 4.3: Monitor instanciado como parte de un entorno basado en OVM
de generacio´n de valores aleatorios cuando la tasa de crecimiento de la cobertura
cae bajo cierto umbral ct. Adema´s, el mo´dulo implementado debe generar entradas
basa´ndose en las restricciones del plan de verificacio´n o bien aquellas reglas que son
ajustadas por el monitor con el objetivo de ejecutar la CDV. La sen˜al cvd selecciona
el modo de generacio´n. Tanto cs como cvd pueden ser controladas tanto desde el
monitor como desde el entorno de verificacio´n. La Figura 4.4 muestra la estructura
de este componente. Debe notarse que la salida del mo´dulo de verificacio´n son sen˜ales
HDL esta´ndar.
4.4.2. Implementacio´n del colector de cobertura
El Colector de cobertura es codificado como una unidad separada utilizando sinta-
xis declarativa SystemVerilog y utilizando construcciones nativas del lenguaje (bins,
covergroups y coverpoints). Los para´metros del monitor definidos en 4.2.1 son codi-
ficados como para´metros de un mo´dulo SystemVerilog y definen taman˜os de estruc-
turas y objetivos de cobertura.
En cada evento del muestreo, el colector marca el bin apropiado como un e´xito y
setea la sen˜al csd si la performance de la cobertura ha bajado de cierto umbral ct. Si
esto ocurre ma´s de sd veces, la sen˜al cdv es puesta en alto de modo tal que se inicie
la generacio´n de casos basados en la cobertura.
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Figura 4.4: Estructura del generador de entradas
Dado que SystemVerilog no provee la funcionalidad de reporte en tiempo de
simulacio´n de la cobertura de un bin en particular, se implementa una estructura
software mı´nima y de acceso ra´pido. Tal como se menciona en la Seccio´n 4.2.1, el
espacio de pruebas de entradas es construido mediante el producto cartesiano entre
mantisa y exponente de ambos operandos. La estructura del bin es implementada
utilizando una matriz de cinco dimensiones. Dado que al comienzo esta estructura
sera´ rala, se utiliza una estructura basada en diccionarios. Para encontrar algu´n
bin aun no cubierto, se itera sobre la estructura hasta encontrar un bin vac´ıo. La
restriccio´n que representa a ese bin, es creada y comunicada al generador de entradas.
4.4.3. Implementacio´n del mo´dulo Checker
Para la implementacio´n de este mo´dulo se utilizan dos bibliotecas software escri-
tas en lenguaje C++. La biblioteca SoftFloat [32] se incluye para verificar disen˜os
tienen representacio´n binaria. Por otro lado, la biblioteca DecNumber de IBM [22]
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se utiliza para proveer soporte a la verificacio´n de disen˜os con aritme´tica decimal.
Dado que ambas bibliotecas se encuentran codificadas en ANSI C++, se utiliza la
interfaz de SystemVerilog DPI (Direct Programming Interface) de manera tal que
el Checker realice llamada a funciones C++ de forma transparente desde una tarea
SystemVerilog. Como el monitor es parame´trizable en representacio´n tanto Bina-
ria como Decimal, ambas bibliotecas son incluidas y luego se realiza el llamado de
funcio´n apropiado,
Figura 4.5
4.4.4. Instantiacio´n dentro de Frameworks de Verificacio´n
Los mo´dulos implementados pueden ser instanciados dentro de frameworks de
verificacio´n avanzados tales como Open Verification Methodology (OVM) o su suce-
sor Unified Verification Methodology (UVM). Esta subseccio´n describe la inclusio´n
del monitor y del generador como componentes OVM.
Un objeto Sequencer en OVM crea secuencias de entradas para estimular el DUV.
En este contexto, el programador puede escribir un conjunto de restricciones para
cada secuencia para probar un comportamiento particular del DUV. El generador
descripto en este trabajo debe ser agregado como un nuevo tipo de secuencia. De
esta forma, cada vez que se le solicita al Sequencer una nueva entrada, el generador
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respondera´ con un nuevo caso a ser analizado. Dentro del contexto de OVM, este
caso es llamado una Transaction.
Dado que la generacio´n puede ser controlada por el generador de valores aleatorios
con restricciones o dirigidos, el sequencer puede controlar la sen˜al cvd.
Por otro lado, el monitor es ma´s fa´cil de instanciar que el generador. Un compo-
nente monitor de OVM tiene el mismo comportamiento que el monitor implementado
en este trabajo. El programador debe encapsular el co´digo del monitor implementado
dentro un componente monitor de OVM. De esta forma, cada sen˜al de la interfaz
SystemVerilog de OVM debe ser conectada a las entradas del monitor.
Los pasos para la contruccio´n del monitor descriptos en la Seccio´n 4.2 incluye la
funcionalidad de recopilacio´n estad´ıstica. El componente de OVM scoreboard puede
ser omitido o bien ser utilizado para realizar otro t´ıpo de me´tricas como por ejemplo
cobertura de co´digo.
4.5. Evaluacio´n de los componentes de verifica-
cio´n
Para probar los mo´dulos implementados se verifican dos disen˜os de FPU diferen-
tes: uno con aritme´tica decimal [57] y otro con aritme´tica binaria [53]. Para esto, se
planifica la seleccio´n de diversos para´metros con el objetivo de demostrar la flexibili-
dad y reusabilidad de los componentes desarrollados siguiendo los pasos definidos en
4.2. Adema´s, se instancia el generador de entradas para demostrar las mejoras que
se alcanzan al utilizar CDV.
Las pruebas se ejecutan bajo la siguiente plataforma:
Hardware: AMD Turion TMX2, 4 GB RAM
Software: Linux Debian 5, Mentor Graphics Questasim TM10.0a, OVM Frame-
work 2.2
4.5.1. Configuracio´n del Test 1
Granularidad s, e, r = b = 5, 10, 50, 100
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Operaciones: Suma y Resta
Codificacio´n de Operaciones: 0 para suma y 1 para resta.
Formato de operandos: decimal64, decimal128
Estrategias de Redondeo: Todas las estrategias
Coverpoints activos: 4.14 a 4.18 y de 4.27 a 4.38 descriptos en 4.3.2
#hits c: 2
#hits m: 2
Valor umbral ct = 5%, 10%, 50%
Objetivo de la cobertura G : 100%
No se detectan errores funcionales durante la ejecucio´n.
4.5.2. Configuracio´n del Test 2
Granularidad s, e, r = b = 5, 10, 50, 100
Operaciones: Suma y Resta
Codificacio´n de Operaciones: 000 para Suma y 001 para Resta
Formato de operandos: binary64, binary32
Estrategias de Redondeo: Todas las estrategias
Coverpoints activos: 4.18 a 4.38 descriptos en 4.3.2
#hits c: 2
#hits m: 2
Valor umbral ct 5%, 10%, 50%
Objetivo de la cobertura G : 100%
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Figura 4.6: Cobertura Total para las diferentes capacidades de bins
No se detectan errores funcionales durante la ejecucio´n.
A lo largo de ambas pruebas, existe un punto donde el crecimiento de la perfor-
mance se detiene y se mantiene asinto´tica cercano al 80%. La Fig. 4.6 muestra las
tendencias de la cobertura para bins de diferentes tamao˜s. Esto se debe a que un
CRT produce cambios imperceptibles en la cobertura total dado que se comienzan a
generar casos de iguales caracter´ısticas a los antes ya generados. La cobertura per-
manece asinto´tica al 80% para el resto de la simulacio´n. En la Fig.4.7 se muestra
el resultado de aplicar una estrategia mixta para diferentes valores de umbral. La
mejora en la performance de la cobertura utilizando una estrategia mixta con un
cierto valor umbral ct puede ser medida de la siguiente forma:
perfct =
Time of CRT
Time CDVct
(4.39)
Para una estructura de cobertura con b=100 (la ma´s lenta en lograr el 100% de
cobertura) se aplica la estrategia mixta. La performance para los diferentes valores
umbrales se resume en la Tabla 4.1
La cobertura total de la verificacio´n para los diferentes valores umbrales se mues-
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Cuadro 4.1: Performance del generador de entradas utilizando estrategia mixta
ct =5% de IPTC ct = 10% de IPTC ct = 50% de IPTC
Tiempo (ciclos) 221648 187210 100232
Aceleracio´n 1.4x 1.9x 4.3x
Figura 4.7: Cobertura de entrada utilizando estrategia mixta (b=100)
tra en la Fig.4.8
La flexibilidad del monitor se demuestra al poder ajustar diferentes para´metros
para los distintos tests sin reescribir ni una so´la l´ınea de co´digo. La reusabilidad del
monitor queda garantizada al tener que escribir so´lo los casos extremos cuando se
agrega una nueva operacio´n a verificar. El procedimiento de comprobacio´n el mode-
lo de referencia y la infraestructura de cobertura esta´n preparados para incorporar
nuevas operaciones aritme´ticas del esta´ndar tales como divisio´n y multiplicacio´n.
Finalmente, el modelo es fa´cilmente instanciable dentro de un mo´dulo Verilog/Sys-
temVerilog.
4.6. Conclusiones del cap´ıtulo
Este Cap´ıtulo presenta el desarrollo de dos componentes claves para la verificacio´n
de FPUs. Luego de describir los casos ma´s significativos del esta´ndar IEEE754-
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Figura 4.8: Cobertura total utilizando una estrategia mixta
2008 FPU, el Cap´ıtulo se orienta en la generacio´n de casos de entrada basados en
esas caracter´ısticas. En particular, se presenta como caso de estudio la verificacio´n
de las operaciones de suma y resta. Dado que los casos de entrada generados no
alcanzan a cubrir la verificacio´n total del disen˜o, se inicia una etapa de generacio´n de
est´ımulos basa´ndose en la cobertura. Con el objetivo de proveer un ana´lisis completo
de la cobertura, se establece una serie de pasos para definir el disen˜o de un monitor
funcional. Primero, se dividen tanto el dominio de entrada como el de salida en bins
de igual taman˜o. Luego los casos extremos son definidos expl´ıcitamente
Ambos componentes se implementan en SystemVerilog y luego son evaluados
como parte de un entorno de verificacio´n de FPU basado el el framework OVM. Como
DUVs se instancian dos disen˜os de FPU diferentes; uno que utiliza representacio´n
decimal y otro con representacio´n binaria. Dado que no se han encontrado errores
funcionales en ambos disen˜os durante la ejecucio´n de los tests, puede concluirse que
ambos cumplen con el esta´ndar.
Por otro lado, las pruebas muestran que un CRT crea casos solapados que provo-
can el congelamiento en la cobertura total del disen˜o. Para mejorar este inconvenien-
te, la semilla de generacio´n de nu´meros aleatoria es cambiada. Si bien la semilla fue
reemplazada dos veces, no se encontraron cambios significativos en la performance.
La verificacio´n continua con una fase de CVD. Se observa que este enfoque no so´lo
acelera el proceso de verificacio´n hasta 4.5x sino que tambie´n es capaz de encontrar
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casos no cubiertos.
La construccio´n estructurada y gene´rica del monitor muestra que es posible lograr
componentes de verificacio´n de gran flexibilidad y reusabilidad.
Cap´ıtulo 5
Verificacio´n automatizada
5.1. Introduccio´n
En el capitulo 2 se menciono´ la importancia de que la fase de verificacio´n funcional
sea independiente de la fase de disen˜o. Es frecuente que tanto el plan de verificacio´n
como un entorno para la verificacio´n preliminar de un disen˜o este´ disponible antes
de la primer versio´n de e´ste. Es por eso que tanto en el presente cap´ıtulo como en el
siguiente, se propone un enfoque de la verificacio´n funcional como herramienta para
asistencia al equipo de disen˜o. La asistencia que aqu´ı se propone apunta a, adema´s de
indicarle al disen˜ador s´ı lo implementado responde a las especificaciones funcionales,
proveer de una herramienta de ana´lisis y de depuracio´n. En particular, y siguiendo
con el eje central de la tesis, se presentan aportes destinados al ana´lisis de disen˜os que
involucran operaciones de punto fijo y punto flotante aplicando verificacio´n basada
en simulacio´n.
En este Cap´ıtulo se presentan enfoques para la automatizacio´n de pruebas den-
tro de un entorno simulado as´ı como estrategias para el ana´lisis de resultados de las
mismas. A diferencia de los Cap´ıtulos 3 y 4, la automatizacio´n que aqu´ı se presenta
va´ ma´s alla´ de la generacio´n automa´tica de entradas. Primero, se aborda la auto-
matizacio´n para la creacio´n de escenarios reales con gran precisio´n y mayor nivel
de complejidad. Segundo, se propone el ana´lisis de resultados orientado a proveer
informacio´n sobre errores, desviaciones o cobertura de co´digo. Finalmente, la auto-
matizacio´n tambie´n involucra la presentacio´n de los resultados de manera tal que
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sean de utilidad para el disen˜ador. Todas las estrategias son coordinadas por una
descripcio´n de instrucciones recopiladas en un Script. En la Seccio´n 5.2, se presentan
las herramientas que son utilizadas para la automatizacio´n de pruebas mientras que
en la seccio´n 5.3, se proponen herramientas para el ana´lisis de resultados. Finalmen-
te, en la seccio´n 5.6, se presenta un caso de estudio donde se aplican las estrategias
desarrolladas.
5.2. Generacio´n automatizada de casos de prueba
En el cap´ıtulo 3 se presenta la generacio´n de est´ımulos aleatorios para la verifica-
cio´n basada en simulacio´n de un disen˜o combinacional. Si bien el espacio de posibles
valores de entrada es extenso e intratable, su taman˜o es acotado. En los disen˜os se-
cuenciales el taman˜o del espacio de pruebas crece exponencialmente con cada ciclo
de reloj ya que los valores de las entradas dependen de su estado anterior. Este hecho
causa que la generacio´n de casos de prueba para circuitos secuenciales sea ma´s com-
pleja y necesite un tratamiento diferente. Es por eso que resulta indispensable un
ana´lisis del espacio de posibles entradas y su comportamiento a lo largo de la prue-
ba. La automatizacio´n puede generarse de diversas formas y en diferentes niveles de
abstraccio´n. En este trabajo se propone la utilizacio´n de Scripts para generacio´n de
escenarios y restricciones para nivel de secuencias.
5.3. Automatizacio´n mediante Scripts
Un Script (del lat´ın scriptum, escrito) es un archivo de o´rdenes o archivo de
procesamiento por lotes, que por lo regular se almacena en un archivo de texto plano.
Los Script son generalmente interpretados. En el contexto de la verificacio´n funcional,
el uso habitual de los Script es el de realizar diversas tareas como generar valores
del escenario, configurar rutas de almacenamiento de reportes e iniciar, controlar y
detener la simulacio´n. En algunos casos, la automatizacio´n puede llegar a ser extrema
e involucrar:
Compilacio´n del entorno y el DUV
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Control de la Simulacio´n
Confeccio´n de gra´ficas detalladas.
Reporte de Resultados/Errores al equipo de Verificacio´n y Disen˜o mediante
correo electro´nico.
Un Script gene´rico para automatizacio´n de pruebas consta de los siguientes coman-
dos:
Script 1 Script gene´rico para automatizacio´n de pruebas
1: Definicio´n de escenarios ϵ = {ε1, . . . , εn}
2: Definicio´n de conjunto de para´metros del disen˜o pi = {pi1, . . . , pin}
3: para todo εi in ϵ hacer
4: para todo pij in pi hacer
5: Iniciar Simulacio´n
6: mientras no se produzcan errores hacer
7: Simular DUV con para´metros pi dentro de un escenario εi
8: fin mientras
9: si No ocurrieron errores entonces
10: Registrar Cobertura
11: Registrar Resultados de la simulacio´n
12: si no
13: Registrar Situacio´n del error
14: Detener Script
15: fin si
16: fin para
17: fin para
El Script 1 define una estructura gene´rica para la automatizacio´n de pruebas.
La l´ınea 1 define por extensio´n todos los escenarios de prueba posibles que se han
definido en el plan de verificacio´n. En la l´ınea 2 se definen las combinaciones o tuplas
de para´metros posibles con los que se puede configurar el DUV. En el caso de ser ma´s
de un para´metro con los que se configure el DUV, pueden definirse por extensio´n
todos los valores posibles que puede adoptar ese para´metro. En tal caso se debe
agregar un nivel de iteracio´n al bucle principal por cada para´metro extra. Las l´ıneas
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de 3 a 17 constituyen el bucle principal de la simulacio´n. En la l´ınea 7 la simulacio´n
se esta´ ejecutando y finalizara´ cuando se hayan completado todas las secuencias
de los tests. En el caso de producirse errores, no solo debe detenerse la simulacio´n
del escenario actual, sino que tambie´n debe cancelarse la ejecucio´n de todo el bucle
principal de verificacio´n. Desde el punto de vista de la verificacio´n funcional, carece
de sentido recolectar cobertura funcional o continuar ejecutando pruebas sobre un
disen˜o con errores ya que hay altas probabilidades que el error vuelva a repetirse
con todas las secuencias. Sin embargo, desde el enfoque propuesto en este trabajo,
se debe proveer de la mayor cantidad de informacio´n posible al disen˜ador y los casos
con errores deben registrarse, y por el contrario, con el ma´ximo nivel de detalle.
La cobertura funcional en disen˜os con errores no aporta informacio´n significativa
adicional, por lo tanto tampoco tiene sentido recolectarla.
Script 2 Enfoque propuesto
1: si No ocurrieron errores entonces
2: Registrar Cobertura Funcional
3: Registrar Resultados de la simulacio´n
4: si no
5: Registrar u´ltimas secuencias sin error
6: Registrar Situacio´n del error
7: Detener Script
8: fin si
Las l´ıneas 9 a 15 deben reemplazarse por las propuestas en el algor´ıtmo 2. Debe
tenerse en cuenta que deben proveerse de mecanismos para registrar con el mayor
nivel de detalle la situacio´n del error desde el entorno de verificacio´n. Estos me-
can´ısmos se describen en la seccio´n 5.3.1. El lenguaje para la codificacio´n del Script
en verificacio´n funcional es generalmente TCL ya que la mayor´ıa de los simuladores lo
soportan. Otra opcio´n posible es la utilizacio´n de algu´n lenguaje de Scripting sopor-
tado por el sistema operativo, por ejemplo, Bash de Unix. Esta u´ltima opcio´n podr´ıa
crear diferentes procesos que involucren un escenario espec´ıfico, y ser ejecutados en
paralelo si el simulador y la plataforma donde se ejecute el mismo lo soportan.
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5.3.1. Automatizacio´n mediante componentes de verificacio´n
El enfoque anterior implica iniciar una nueva simulacio´n por cada combinacio´n
de para´metros y escenario. Esto se debe a que es necesario reconfigurar el entorno
de verificacio´n y el DUV seguu´n las necesidades de la prueba. Sin embargo, si la
configuracio´n del DUV es parametrizable, la automatizacio´n puede producirse desde
los componentes de verificacio´n en diferentes niveles de abstraccio´n. En el ma´s bajo
nivel, las transacciones son convertidas a sen˜ales interpretadas por el DUV. Este
nivel tiene una tarea establecida, y su comportamiento es siempre el mismo. Por
esta razo´n, la automatizacio´n no involucra este nivel.
El nivel de Secuencia genera transacciones que contienen diferentes atributos, co-
mo por ejemplo, comandos y direcciones. En este caso es posible asignar diferentes va-
lores a uno o ma´s atributos de manera automa´tica. Los valores pueden ser generados
en forma aleatoria con restricciones o bien siguiendo un criterio de generacio´n asig-
nado por el nivel superior. Para la generacio´n aleatoria se define α = {αa, α2, . . . , αn}
al vector de atributos de la transaccio´n y R = {R1, R2, . . . , Rn} al conjunto de res-
tricciones. Es posible aplicar un subconjunto R′(α) de R con el objetivo de obtener
automa´ticamente una nueva transaccio´n. La seleccio´n de R′ depende de que carac-
ter´ıstica del DUV se desea analizar y debe responder a lo descripto en el plan de
verificacio´n.
En caso de que la prueba involucre atributos con valores constantes o conocidos a
priori, la generacio´n automa´tica puede realizarse mediante una funcio´n matema´tica,
(por ejemplo seno(αi)), constantes o bien valores previamente definidos en un archi-
vo o tabla. Esta u´ltima estrategia es muy usada ya que permite definir valores de
atributos sin necesidad de modificar el componente generador de secuencias (Sequen-
cer) ni conocer detalles de la implementacio´n del entorno. Otra ventaja interesante
es que estos valores pueden proceder de ejecuciones previas, siendo de gran utilidad
para el desarrollador en la tarea de depuracio´n.
A nivel de Test, es posible automatizar la seleccio´n de diferentes secuencias. Si
el nivel de Secuencia posee asignacio´n directa de ciertos atributos, el Test debe
indicar el origen de esos valores, ya sea una funcio´n matema´tica, la ruta del archivo
donde se encuentran los valores o bien un valor fijo. En el caso de que el nivel de
Secuencia genere valores de manera aleatoria, es responsabilidad del Test administrar
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el subconjunto R′. La administracio´n consiste en modificar R′ de manera tal de
generar secuencias va´lidas que conduzcan al DUV a un estado de intere´s. En ciertos
casos, R′ es generado de manera inva´lida con el objetivo de evaluar el DUV bajo
condiciones de error. En tales casos, los Tests son espec´ıficos y su cobertura no debe
ser evaluada. Es por eso, que tambie´n es responsabilidad del Test activar o desactivar
el ana´lisis de resultados y la confeccio´n de reportes.
5.4. Ana´lisis automatizado de resultados
Al igual que en la seccio´n 5.2, el ana´lisis del comportamiento del DUV puede
ser automatizado tanto a nivel de escenario mediante scripts o bien desde el entorno
de verificacio´n mediante componentes. Desde el enfoque tradicional, el entorno de
verificacio´n debe reportar los errores que se han encontrado durante la simulacio´n
indicando el estado de entradas, salidas y, si es posible, el estado interno del DUV.
5.4.1. Ana´lsis mediante Scripts
En el enfoque propuesto por este trabajo, el ana´lisis de los resultados debe pre-
sentar el mayor nivel de detalle de manera tal de asistir al disen˜ador. Dado que el
formato de representacio´n de los mismos puede contener diferente nivel de detalle,
se propone el uso de diversas herramientas. Si bien los simuladores actuales proveen
gran cantidad de herramientas para esta tarea, suele ser necesario el uso de herra-
mientas externas. En el caso de que el DUV no haya presentado errores durante la
simulacio´n, se inicia una cadena de ana´lisis como se muestra en la Fig. 5.1. Cada una
de las etapas cumple una funcio´n espec´ıfica que es de utilidad para el disen˜ador.
Ana´lisis de cobertura de co´digo: En general, esta herramienta permite detallar
que partes del disen˜o HDL se han activado. La mayor´ıa de los simuladores
soportan esta caracter´ıstica por lo cual no es necesario iniciar una herramienta
externa.
Ana´lisis de cobertura funcional: Tanto el ingeniero de verificacio´n como el di-
sen˜ador utilizan esta informacio´n para estimar que proporcio´n del plan de
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cobertura se ha evaluado. La mayor´ıa de los simuladores poseen la capacidad
de analizar esta informacio´n.
Ana´lisis de a´rea: Este tipo de ana´lisis es dependiente de la tecnolog´ıa a la que
este´ orientado el disen˜o. En particular, es necesario conocer los posibles disposi-
tivos donde este sera´ sintetizado. Cada fabricante provee su propia herramienta
de s´ıntesis o ana´lisis que sera´ invocada desde el Script.
Ana´lisis de frecuencia ma´xima: El ana´lisis esta´tico de frecuencia o STA (del
ingle´s Static timing analysis) es un me´todo para el ca´lculo de tiempos esperados
en un sistema digital sin la necesidad de simulacio´n. En particular, en el enfoque
propuesto se enfoca en el ana´lisis del camino cr´ıtico (en ingle´s critical path)
definido como el mayor tiempo de procesamiento entre la entrada de la sen˜al
y su resultante.
Ana´lisis de Consumo: Estas herramientas realizan estimaciones de potencia
consumida. Para esto, las mismas deben contar con la descripcio´n del disen˜o.
Ma´s precisamente, utilizan informacio´n sobre el conexionado y las caracter´ısti-
cas de los recursos utilizados en determinada tecnolog´ıa.
Otros ana´lisis: En el enfoque propuesto, se propone realizar ana´lisis adicionales
como por ejemplo, diferencias nu´mericas o desviaciones. Las herramientas de
simulacio´n no proveen esta caracter´ıstica. Para el caso de ana´lisis y reporte
es posible utilizar herramientas como MatLab u Octave ya que proveen la
capacidad de ejecucio´n desde el mismo script.
5.4.2. Ana´lsis mediante componentes de verificacio´n
Dentro de la cadena de ana´lisis presentada anteriormente existen etapas que ne-
cesitan algu´n tipo de soporte por parte del entorno de verificacio´n. Por ejemplo, para
indicar que se han producido errores, es necesario contar con un modelo de referencia
que indique cual es el resultado esperado. Adema´s debe de proveerse una estructura
que permita ir registrando las secuencias de entradas que se han producido. Fuera
del a´mbito de los frameworks, ambos componentes pueden ser vistos como una u´ni-
ca unidad conocida como monitor de verificacio´n. Desde un entorno de verificacio´n
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Análisis de Cobertura de código 
Análisis de Cobertura Funcional 
Análisis de frecuencia máxima 
Análisis de área 
Análisis de consumo 
Otros análisis 
Figura 5.1: Etapas propuestas para el ana´lisis
basado en framework hay dos componentes involucrados en esta tarea, el monitor de
sen˜ales y el Scoreboard. Dado que este trabajo esta´ fuertemente sustentado con el
uso de frameworks, el tratamiento se realizara´ por separado.
Monitor de sen˜ales
Este componente interactu´a directamente con la interfaz del DUV. Su funcio´n es
generalmente conocida como Anti - Driver, ya que realiza la tarea inversa a este. En
general, el monitor realiza las siguientes tareas:
Recoleccio´n de sen˜ales del DUV: El Monitor decodifica las sen˜ales provenientes
del DUV y crea una transaccio´n de salida de mayor nivel de abstraccio´n. Por
ejemeplo, a partir de una secuencia de bits, se interpretan, teniendo en cuenta
cierto protocolo, y se presenta en formato (Comando, Operacio´n, Dato). Esta
transaccio´n es enviada posteriormente al Scoreboard.
Verificacio´n de protocolos: Dado que el monitor debe conocer estrictamente el
protocolo de comunicaciones que posee el DUV, las violaciones de protocolo y
su cobertura funcional son analizadas dentro del monitor.
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Logging de sen˜ales: Las sen˜ales deben ser almacenadas para su posterior ana´li-
sis y visualizacio´n. En general, los simuladores actuales proveen rutinas para
manejo eficiente de archivos.
Scoreboard
Este componente trabaja con transacciones en alto nivel que recibe desde el
Monitor. La principal razo´n por la cual el Scoreboard trabaja a este nivel es la inde-
pendencia de detalles de implementacio´n del DUV y del modelo de referencia. Esto
permite al equipo de verificacio´n utilizar la misma estructura para verificar diferen-
tes implementaciones, reutilizando completamente el entorno o bien implementando
una acotada y pequen˜a porcio´n de co´digo del monitor. Las tareas del monitor son
las siguientes:
Analizar cobertura funcional: Utilizando un modelo de cobertura acorde al plan
de verificacio´n, se registra la ocurrencia de los atributos de la transaccio´n de
salida.
Contrastar resultados: La comparacio´n de las sen˜ales de salida se realiza uti-
lizando un modelo de referencia. El resultado de esta comparacio´n no es so-
lamente binaria. Este trabajo propone que los resultados de la comparaco´n
puedan ser valores nume´ricos, como por ejemplo, porcentaje de desviacio´n.
Confeccio´n de reportes: El scoreboard debe llevar estad´ısticas de fallas y acier-
tos. El formato de reporte puede ser un simple archivo de texto separado por
comas.
Recopilacio´n de resultados para herramientas externas: Dado que en algunos
casos puede ser necesario realizar ana´lisis con herramientas externas, debe pro-
veerse de me´todos de comunicacio´n con estas, por ejemplo, archivos de texto o
mediante libre´ıas.
Modelos de referencia Software
Resulta valioso poseer de antemano un modelo del disen˜o escrito en algu´n lenguaje
de programacio´n de alto nivel. Este tipo de modelos es particularmente u´til cuando
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el disen˜o esta´ orientado a acelerar alguna una rutina software. La mayor´ıa de los
entornos de verificacio´n soportan algu´n tipo de integracio´n de rutinas en lenguaje de
alto nivel. Por ejemplo, la interfaz DPI (Direct Program Interface) permite incluir
dentro de un entorno SystemVerilog rutinas escritas en C++ de forma transparente
e invocarlas como si se tratase de una simple funcio´n en SystemVerilog.
Modelos de referencia Hardware
En muchas ocaciones, un proyecto de disen˜o de hardware consiste en la optimi-
zacio´n de alguna caracter´ıstica de un disen˜o´ existente, por ejemplo, consumo o a´rea.
En tales casos, el disen˜o existente puede ser utilizado como modelo de referencia ya
que este debe ser funcionalmente equivalente al DUV. Desde el Scoreboard, los datos
considerados como correctos deben ser vistos a ide´ntico nivel de abstraccio´n.
Modelos de referencia externos
En algunos casos, el DUV realiza cierto tipo de tarea que resultar´ıa costosa
computacionalmente la simulacio´n de un modelo de referencia. En otros casos, ya
existen herramientas comerciales que realizan esa tarea o bien, ya existe hardware
que emula ese comportamiento. En este trabajo, se propone la comunicacio´n desde
el entorno simulado (en particular, desde el scoreborard) hacia el exterior utilizando
puertos de comunicacio´n. Un ejemplo t´ıpico es la verificacio´n de disen˜os de filtros
en ima´genes. En ese caso, puede utilizarse la herramienta MatLab para realizar el
filtrado en paralelo e independiente con la simulacio´n del DUV. La conexio´n en-
tre ambas herramientas puede realizarse utilizando sockets TCP o bien mediante
librer´ıas compartidas (dll).
5.4.3. Nivel Transaccio´n
El desarrollo de componentes de verificacio´n para este nivel implica un ana´lisis
de las interfaz del DUV. En este nivel se escribe de manera ato´mica una operacio´n
sobre la interfaz del DUV. Es por eso que resulta necesario conocer los protocolos
de comunicacio´n con los que funciona el disen˜o. Por ejemplo, una transaccio´n puede
ser un paquete de datos que se escribira´n en formato serie asincro´nico en el DUV.
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5.4.4. Nivel Secuencia
El nivel de secuencia se describe como una sucesio´n coherente de transacciones
que provocan un cambio de estado en el DUV. El contenido de las transacciones
puede ser aleatoria o fija siempre que sean valores va´lidos. El ejemplo ma´s claro es
la inicializacio´n de un DUV donde se deben escribir determinada serie de comandos
en forma de paquetes para su configuracio´n y puesta en funcionamiento.
5.4.5. Nivel Test
Un test define una serie de comandos o secuencias que conducen al DUV a un
estado que interesa verificar. En este nivel deben establecerse que secuencias se uti-
lizara´n. Cuando las secuencias se generan a partir de valores aleatorios, los tests se
conocen como Aleatorios Restringidos o CRT (del inge´s Contrained Random Test).
En caso de que las secuencias se generen utilizando valores espec´ıficos, se los clasifica
como Tests Dirigidos (Directed Test). Tambie´n puede suceder que sobre un atribu-
to de la transaccio´n se generen todos los casos posibles. Este test recibe el nombre
de Test Exhaustivo (o Exhaustive Test). Este tipo de test es aplicable cuando el
atributo de la transaccio´n tiene una cantidad finita y manejable de combinaciones.
Los tests de regresio´n (en ingle´s Regression Test) son u´tiles para la depuracio´n del
disen˜o luego que este ha sido modificado. Su objetivo es verificar que el disen˜o siga
cumpliendo con las especificaciones luego de la reestructuracio´n.
5.4.6. Nivel Escenario
El ana´lisis del nivel de escenario implica conocer las caracter´ısticas del DUV y el
entorno con el que interactuara´. En general, un escenario describe para´metros como:
Configuracio´n del entorno: Se describen retardos, cantidad de tiempo que se
ejecutara´ la prueba, configuracio´n de reportes, etc.
Configuracio´n del DUV: Se trata de la configuracio´n de para´metros espec´ıficos
del disen˜o, como por ejemplo, resolucio´n de las sen˜ales o arquitectura a utilizar
(Parameters en SystemVerilog y Generic en VHDL).
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Pruebas que se realizara´n: De una biblioteca de pruebas de nivel Test, se eligen
cuales se ejecutara´n y si es necesario, se indica en que orden.
5.5. Caso de estudio: Verificacio´n de modelos HIL
para convertidores de potencia
Esta seccio´n describe la verificacio´n completa del modelo de un convertidor de
potencia para PFC (Power Factor Correction) como ejemplo de aplicacio´n. Esta
seccio´n presenta las ventajas de la verificacio´n con HIL (Hardware In the Loop) y
la necesidad de automatizar su proceso de verificacio´n. Inicialmente se presentan
algunos detalles del modelo que sera´ verificado y posteriormente se presentan cada
uno de los componentes de verificacio´n.
5.5.1. Motivacio´n
En el desarrollo de fuentes conmutadas, es indispensable la verificacio´n del con-
trolador de manera eficiente. Esta verificacio´n apunta a evitar irregularidades en su
funcionamiento antes de su fabricacio´n. Con el objetivo de realizar una verificacio´n
completa, la simulacio´n se realiza en conjunto con el convertidor, tal como funcionar´ıa
en su versio´n final. De esta forma, se pueden detectar los errores de implementacio´n
as´ı como analizar no idealidades — como retardos en la conversio´n y segmentacio´n.
De esta manera, esta etapa de simulacio´n puede probar al controlador en su versio´n
final ya que este estara´ siendo usado con el modelo del convertidor de potencia.
Dado que el sistema final contiene partes analo´gicas y digitales, la simulacio´n
puede ser realizada utilizando alguna herramienta comercial de simulacio´n mixta
que simule ambas partes. Sin embargo, el proceso de simulacio´n mixta puede ser
lento, tornando esta etapa en extensa. Para acelerar el proceso de debbuging, en vez
de simularlos, los modelos pueden ser emulados en una FPGA (Field Programma-
ble Gate Array) si es que la especificacio´n utilizada es sintetizable. Este enfoque es
conocido como HIL (Hardware in the Loop), y puede ser usado en cualquier dispo-
sitivo Hardware incluyendo computadoras y FPGAs, para emular el convertidor de
potencia. En [52], se muestra como la emulacio´n de sistemas HIL pueden reducir
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Figura 5.2: Diagrama conceptual de una fuente conmutada
de manera abrupta la duracio´n de la verificacio´n. En ese trabajo, las pruebas han
logrado una aceleracio´n de hasta 29,000 veces en comparacio´n con herramientas de
simulacio´n mixta. Esto despeja cualquier duda de la utilidad del enfoque HIL. Esta
estrategia motiva a contar con un modelo de convertidor previamente verificado para
usarlo en HIL. La tarea de verificacio´n de un sistema HIL debe contemplar diversos
escenarios de tensio´n y corriente as´ı como distintas configuraciones en el converti-
dor. Precisamente, el caso de estudio que se presenta en este Cap´ıtulo se orienta a
automatizar tal proceso de manera de poder contar con herramientas que aceleren
aun ma´s la tarea global de verificacio´n de la fuente.
La mayor´ıa de los trabajos previos han usado computadoras para implementar
HIL cuando el paso de integracio´n se encuentra en el orden de decenas o cente-
nas de microsegundos [37]. Esto puede parecer suficiente para bajas frecuencias de
conmutacio´n, en el orden de kilohertz o decenas de kilohertz. Si el dispositivo obje-
tivo funciona a mayor frecuencia, el paso de integracio´n debe ser ma´s pequen˜o para
obtener un modelo ma´s preciso. Con el objetivo de lograr decenas o centenas de
nanosegundos, se han introducido FPGAs en la emulacio´n HIL [5, 15, 36, 40, 43, 46].
5.6. Breve resen˜a de Modelos HIL
En este Cap´ıtulo se utiliza como ejemplo de aplicacio´n un convertidor de potencia
para PFC, pero conclusiones similares pueden ser extra´ıdas para otras topolog´ıas o
aplicaciones.
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Figura 5.3: Diagrama esquema´tico de un Boost converter
La figura 5.2 presenta, de manera resumida, las partes que componen una fuente
conmutada en configuracio´n de lazo cerrado. El regulador, en este caso digital, rea-
liza el ca´lculo de PWM (del inge´s Pulse width modulation) adecuado para que un
conmutador genere una induccio´n correcta en el convertidor. El convertidor produ-
cira´ determinadas tensiones que se vera´n reflejada en la planta. Dado que la planta
representa un feno´meno f´ısico de naturaleza analo´gica, un ADC (del ingle´s Analog
to Digital Converter) ecalu´a la accio´n del convertidor. Esta informacio´n, es suminis-
trada al regulador de manera digital para ajustar el ciclo PWM.
Sin embargo, en este trabajo en particular, se aborda la verificacio´n de un sistema
a lazo abierto, es decir, sin el regulador. La razo´n fundamental es que el funciona-
miento del regulador introduce correcciones que podr´ıan encubrir errores propios del
disen˜o del convertidor.
Un modelo de convertidor necesita calcular sus variables de estado, por ejemplo:
Corriente de entrada, Iin y tensio´n de salida (Vout), en cada paso de simulacio´n.
En esta experiencia, la frecuencia de conmutacio´n ha sido fijada en 100 kHz, y
cada per´ıodo de conmutacio´n ha sido dividido en 1000 inte´rvalos de tiempo. De esta
manera, el intervalo de tiempo es ∆t = 10 ns. Adema´s debe considerarse que 10 ns
es tambie´n la resolucio´n de pulso PWM (Pulse Width Modulation).
En este ejemplo de aplicacio´n, cada componente del convertidor de potencia se
modela con sus caracter´ısticas ideales. Sin embargo, es posible agregarle para´me-
tros caracter´ısticos (por ejemplo, tiempos de conmutacio´n) ligados a componentes
comerciales.
El modelo debe considerar cual es el estado del conmutador Q de la Fig. 5.3
ya sea abierto o cerrado. Adema´s, el estado del convertidor depende del valor de
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la corriente de entrada dado que puede ser positiva entonces los diodos conducen
(CCM o Continuous Current Mode), o pueden ser cero y los diodos no conducen
(DCM o Discontinuous Current Mode)[23]. De esta forma, surgen tres posibilidades
(conmutador cerrado, conmutador abierto en CCM y conmutador abierto en DCM).
Estos esta´n definidos respectivamente en las ecuaciones (5.1), (5.2) y (5.3):
iin(k) = iin(k − 1) + ∆t
L
· vg
vout(k) = vout(k − 1)− ∆t
C
· iR (5.1)
iin(k) = iin(k − 1) + ∆t
L
· (vg − vout)
vout(k) = vout(k − 1) + ∆t
C
· (iin − iR) (5.2)
iin(k) = 0
vout(k) = vout(k − 1)− ∆t
C
· iR (5.3)
El modelo del convertidor de potencia debe implementar esas tres ecuaciones
para poder simular su comportamiento. Pueden agrega´rsele otros elementos como,
corrientes para´sitas, pe´rdidas y otras no linearidades que no han sido incluidas en
este trabajo por cuestiones de simplicidad.
5.7. Verificacio´n del BoostConverter QXY
En este Cap´ıtulo se ha tomado la implementacio´n de un modelo de convertidor
de potencia. En general, se trata de un modelo implementado con aritme´tica en
punto fijo (QXY) mientras se toma como referencia un modelo de convertidor con
representacio´n en punto flotante previamente verificado. El objetivo de esta seccio´n
es verificar el funcionamiento del mismo as´ı como evaluar el posible impacto que
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produce el uso de aritme´tica en punto fijo. La evaluacio´n se realiza considerando
diferentes condiciones de carga a la salida del convertidor mientras que es estimulado
con diferentes tensiones de entrada.
Para la verificacio´n del disen˜o se ha propuesto la implementacio´n de un entorno
basado en el framework OVM. A continuacio´n se describen los diferentes componen-
tes del entorno de verificacio´n y se analizan las opciones para su implementacio´n.
5.7.1. Breve resen˜a del formato QXY
El formato nume´rico Q es una representacio´n de punto fijo donde es posible
definir de manera independiente los bits pertenecientes a la parte entera y a la parte
fraccionaria. Un nu´mero en formato Qm.n utiliza n+m+ 1 bits, donde:
Q indica que el nu´mero se encuentra en notacio´n Q inicialmente utilizada por
Texas Instruments para nu´meros en punto fijo con signo (El nombre Q es una
reminiscencia del s´ımbolo esta´ndar para representar nu´meros racionales).
m (opcional, inicialmente asumido como uno o cero) indica la cantidad de bits
destinados al almacenamiento de la parte entera.
n es el nu´mero de bits utilizado para almacenar la parte fraccionaria. El caso
especial cuando n = 0 hace referencia a los nu´meros enteros.
Su rango es [− (2m) , 2m − 2−n] mientras que su resolucio´n es −2−n Por ejemplo, un
nu´mero en formato Q14.1:
requiere 14 + 1 + 1 = 16bits
su rango es [−214, 214 − 2−1] = [−16384,0,+16383,5]
su representacio´n [0x8000, 0x80010xFFFF, 0x0000, 0x0001 · · · 0x7FFE, 0x7FFF ]
5.7.2. Interface
La interconexio´n del entorno OVM con el DUV se realiza mediante interfaces de
SystemVerilog. Estas contienen la informacio´n de diferentes sen˜ales de distinto tipo
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que son enviadas y recolectadas del convertidor. Sin embargo, una interfaz esta´ndar
no puede contener sen˜ales del tipo real ya que el esta´ndard de SystemVerilog so´lo
admite sen˜ales digitales en sus interfaces 1 En el caso del modelo QXY la interfaz
contiene las siguientes sen˜ales (en sintaxis SystemVerilog):
logic Clk: Transporta la sen˜al del clock comu´n a todo el entorno de verifica-
cio´n.
logic Reset: Sen˜al para inicializacio´n de todos los mo´dulos HDL y sincroni-
zacio´n con dema´s componentes de OVM.
logic [12:0] Ir Corriente de carga. Es la sen˜al en formato QXY que se obtiene
del BoostConverter
logic [12:0] Vin: Es el valor en formato QXY de la tensio´n de entrada al
BoostConverter.
logic [9:0] DutyCycleIn: Valor del ciclo u´til para el generador PWM.
logic [11:0] Vout: Es el valor en formato QXY de la tensio´n de salida del
BoostConverter
logic [11:0] Iin: Corriente de entrada en formato QXY al convertidor.
A continuacio´n se detallan los componentes de OVM involucrados en la verificacio´n
del modelo QXY.
5.7.3. Sequencer
Este componente genera transacciones a partir de diferentes escenarios de intere´s
para la verificacio´n BoostConverterQXY. Este contiene:
Escenarios donde var´ıa la tensio´n de entrada (Vin) y otros donde se mantiene
fija.
1 En mo´dulos donde es primordial el uso de valores reales, este tipo de sen˜ales se de-
clarara´n dentro del mo´dulo e invocados utilizando el nombre jera´rquico de la sen˜al (ejemplo
$root. < nombreModulo > . < NombreSenalReal >).
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Escenarios donde var´ıa la corriente de carga (Ir) y otros donde se mantiene
fija.
Combinacio´n de las anteriores.
La descripcio´n de los escenarios se realiza utilizando sintaxis declarativa de System-
Verilog describiendo pol´ıticas de generacio´n dentro del sequencer. El sequencer gene-
ra transacciones que simulan tensiones de corriente alterna (CA) o bien de corriente
continua. En el caso de una tensio´n de entrada de corriente alterna y rectificada
en media onda, se pre-calcula una tabla que corresponde a tensiones provenientes
de la red ele´ctrica (240V-60Hz). Por otro lado, si el escenario involucra tensiones
en corriente continua, se fija una tensio´n constante y a partir de all´ı se le aplican
diferentes modificaciones como se describe ma´s adelante.
5.7.4. Driver
El Driver toma de la transaccio´n generada por el Sequencer los valores de entrada
(Vin e Ir) en representacio´n en punto flotante y los traduce a sen˜ales con formato
QXY para inyectarlos en la interfaz. Adema´s el Driver debe calcular el ancho de pulso
correspondiente para la tensio´n de entrada provista en la transaccio´n. El ca´lculo del
PWM se realiza siguiendo la ecuacio´n:
PWMDuty = 100− (Vin/Vout ∗ 1000,0) (5.4)
5.7.5. DUV
El DUV es simplemente un mo´dulo SystemVerilog que encapsula a la unidad en
testeo BoostConverterQXY.
5.7.6. Monitor
El monitor captura las sen˜ales de salida del DUV con representacio´n QXY y las
traduce a valores con representacio´n en punto flotante. Con estos valores, se conforma
una transaccio´n de salida en cada paso de simulacio´n. La transaccio´n de salida es
posteriormente enviada al Scoreboard para su ana´lisis. Si bien el monitor decodifica
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ciclo a ciclo las sen˜ales provenientes del DUV, por cuestiones de eficiencia y posterior
manipulacio´n de los resultados generados, es suficiente registrar transacciones con
menos frecuencia. Es por esto que el monitor ha sido parametrizado con las siguientes
configuraciones:
Sample freq: Establece una divisio´n de frecuencia sobre el reloj del sistema
para indicar cuando debe registrarse la transaccio´n de salida.
Sample avg: Indica si la muestra que se registrara´ proviene de los promedios
de ciclos anteriores o bien de un valor puntual.
5.7.7. Scoreboard
El Scoreboard realiza varias tareas. Primero, recibe transacciones de salida desde
el monitor y transacciones de entrada desde el sequencer con el objetivo de alimen-
tar el modelo de referencia. Luego, es posible comparar ambos resultados, realizar
ca´lculos estad´ısticos y confeccionar reportes. En este caso, la transaccio´n de salida
proveniente del monitor se compone por dos valores de punto flotante: Vout e Iin.
Ambos valores pueden ser comparados con los del modelo de referencia y de esta
manera calcular errores, desviaciones o bien generar reportes.
El modelo de referencia, puede formar parte del Scoreboard si se trata de un
algoritmo o una simple funcio´n de transferencia. En este caso, el modelo de referencia
es un mo´dulo BoostConverter con representacio´n en punto flotante. Dado que este
mo´dulo contiene co´digo concurrente, no puede ser directamente instanciado dentro
del Scoreboard, pero s´ı puede hacerse referencia a sus sen˜ales utilizando identificacio´n
jera´rquica y es por eso que se ha incluido como parte del Scoreboard. En este caso,
el modelo de referencia es instanciado en el TB de alto nivel y desde el Scoreboard se
hace referencia jera´rquica mediante $root.converter top.REF. < NombreSenal >.
5.7.8. Transacciones
Una transaccio´n para el BoostConverter es una instanta´nea de los valores de ten-
sio´n y corriente que ingresan o egresan del convertidor. Se han dividido las transac-
ciones de las pruebas en transacciones de entrada (o requerimientos) y transacciones
de salida (o resultantes) y contienen los siguientes datos:
Cap´ıtulo 5. Verificacio´n automatizada 104
Entrada
Vin: (punto flotante) Valor que define la tensio´n de entrada para el instante
actual.
Ir: (punto flotante) Valor que define la corriente de salida del circuito.
Salida
Vout: (punto flotante) Tensio´n de salida del DUV
Iin: (punto flotante) Corriente en el lazo de entrada del DUV
Segu´n el tipo de test que se realice, puede ser necesario aleatorizar algunos com-
ponentes de la trasaccio´n. Con este objetivo, la transaccio´n posee soporte para alea-
torizar los siguientes valores:
R Load: (punto flotante) Indica la resistencia de carga conectada a la salida
del circuito.
P Load: (punto flotante) Indica la potencia que debe ser entregada por el cir-
cuito
desvioVinMax: (entero) Indica el ma´ximo valor que puede producirse en Vin.
desvioVinMin: (entero) Indica el mı´nimo valor que puede producirse en Vin.
desvioVin: (punto flotante) Es un valor entre [desvioVinMin..desvioVinMax],
dependiente del tiempo, que se produce en torno a una tensio´n fija causando
oscilaciones a los valores de Vin. Las oscilaciones responden a una funcio´n
sinusoidal.
desvioR LoadMax: (entero) Indica un valor mı´nimo en la resistencia de carga.
desvioR LoadMin: (entero) Indica un valor ma´ximo en la resistencia de carga.
desvioR Load: (punto flotante) Es la variacio´n entre [desvioR LoadMin..desvioR LoadMax]de
la resistencia de carga en funcio´n del tiempo. Los valores de este para´metro
tienen un comportamiento ascendente (hasta R LoadMax) y luego descendente
(hasta R LoadMin).
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desvioP LoadMax: (entero) Indica un valor mı´nimo en la potencia a la salida.
desvioP LoadMin: (entero) Indica un valor ma´ximo en la potencia de salida.
desvioP Load: (punto flotante) Es la variacio´n entre [desvioP LoadMin..desvioP LoadMax]
de la resistencia de carga en funcio´n del tiempo. Los valores de este para´metro
tienen un comportamiento ascendente (hasta P LoadMax) y luego descendente
(hasta P LoadMin).
Los valores aleatorizados son utilizados en diferentes restricciones las cuales no ne-
cesariamente esta´n activas todas a la vez. El Sequencer es el encargado de activar y
desactivar dichas restricciones segu´n el test que se desee ejecutar.
5.8. Verificacio´n con OVM del convertidor a lazo
abierto
Se ha disen˜ado un entorno basado en OVM de manera tal que pueda ser reutiliza-
do en las diferentes pruebas. Para cada una de estas se describe que configuracio´n o
modificacio´n es necesaria para su ejecucio´n. Los mo´dulos Sequencer, Driver, Monitor
y Scoreboard son comunes a todas las pruebas y configurados segu´n la prueba lo
requiera.
5.8.1. Scoreboard
Con el objetivo de proveer un profundo ana´lisis del comportamiento del Boost-
Converter, el Scoreboard se codifica de manera tal de poder obtener y almacenar los
valores de:
Iin Referencia
Vout Referencia
Vout DUV
Iin DUV
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AbsV out = Vout Referencia− Vout DUV
AbsIin = Iin Referencia− Iin DUV
Cada uno de estos ı´tems se almacena en archivos de texto por separado para
su posterior tratamiento con alguna herramienta de ana´lisis (Por ejemplo, Matlab).
La razo´n de elegir este formato de archivo es que, a pesar de ocupar mayor espacio,
provee flexibildad para ser utilizado en diferentes herramientas de ana´lisis y posibilita
la ra´pida interpretacio´n humana.
5.8.2. Driver
Posee un bucle infinito que, ante un evento (configurable), traduce los valores de
la transaccio´n a sen˜ales de la interfaz. En este caso, el evento se establece con el
cambio en la sen˜al de la tensio´n de entrada Vin. La interpretacio´n de las sen˜ales se
realiza segu´n la siguiente fo´rmula:
Vin =
⌊
Ir/1024/10
−9 ∗ 5−3
⌋
(5.5)
o directamente en sintaxis SystemVerilog:
c if.Ir = $floor(req.Ir/1024.0/$pow(10.0,-9) *$pow(5.0,-3) )
En los casos donde se utilicen las tensiones y valores de ciclos de trabajo pre-
calculados se utilizara´ adema´s el mo´dulo InputGenerator de tal manera que:
c if.DutyCycleIn = $root.converter top.gen.PwmDutyCycle
c if.Vin = $floor( $root.converter top.gen.VgGen*8.0)
Mientras que en los dema´s casos donde las transacciones provengan del Sequencer
de OVM se utiliza:
c if.Vin = $floor( req.Vin*8.0)
c if.DutyCycleIn=1000-((req.VinDuv/400)*1000.0);
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5.8.3. Monitor
Colecta datos en cada conmutacio´n del PWM. El monitor es configurable me-
diante los para´metros Sample freq y Sample avg. El primer para´metro define con
que frecuencia se realiza el muestreo de los datos. Si las muestras se toman en cada
uno de los ciclos, la simulacio´n podr´ıa resultar ma´s lenta. El segundo para´metro indi-
ca si deben considerarse valores puntuales o bien valores promediados en los u´ltimos
Sample freq ciclos.
5.8.4. Definicio´n de escenarios
Carga tipo corriente (IR)
Las pruebas deben configurarse con los siguientes para´metros:
Vin: Dado por tabla (o memoria)
Ciclo de Trabajo: Dado por tabla (o memoria)
IR: Fija
Los valores de cada transaccio´n son provistos por la memoria de ciclos de trabajo
y tensiones generadas por el Driver. La corriente se ha fijado en 0.75(A). El monitor
colectara´ datos en cada conmutacio´n del PWM:
Sample freq = 1000
Sample avg = TRUE
Carga tipo resistiva (R)
El escenario de esta prueba esta´ descrito por el BoostConverter con una resis-
tencia fija como carga a la salida del disen˜o de referencia y el DUV. El valor de esa
resistencia forma parte de la transaccio´n.
Vin: Dado por tabla (o memoria)
Ciclo de Trabajo: Dado por tabla (o memoria)
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R: Fija, donde Ir = Vout/R
A diferencia de la carga tipo corriente, la transaccio´n debe configurarse de manera
tal que la corriente Ir tenga la forma:
Ir(t) = Vout(t− 1)/Rload
Rload = 1000Ω
Adema´s, por cuestiones de flexibilidad, se introduce la propiedad RLoad a la
transaccio´n de manera tal que permita definir la resistencia de carga conectada a
la salida. Para las pruebas se ha utilizado una resistencia de = 1000Ω Por otra parte,
el monitor colectara´ datos en cada conmutacio´n del PWM, por lo tanto:
Sample freq = 1000
Sample avg = TRUE
Carga tipo potencia (P)
El escenario de esta prueba describe una situacio´n donde la carga conectada al
BoostConverter es una potencia fija. Esta carga esta´ determinada por una constante
del entorno.
Vin: Dado por tabla (o memoria)
Ciclo de Trabajo: Dado por tabla (o memoria)
P: Fija, donde Ir = P/Vout
En las Transacciones se ha tomado un valor fijo de 300 watts. Al igual que en el
caso de Carga tipo Resistiva, debe considerarse que la corriente var´ıe, por lo cual
una nueva transaccio´n es creada:
PLoad = 300(watt)
Ir(t) = P/Vout(t− 1)
El monitor colecta datos en cada conmutacio´n del PWM, por lo tanto:
Sample freq = 1000
Sample avg = TRUE
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Carga tipo corriente y tensio´n de entrada fija
La prueba se realiza en un escenario similar al de tipo corriente mencionado pero
en con una tensio´n de entrada fija. Para las transacciones se define la tensio´n de
entrada fija y continua con valores correspondientes a la red ele´ctrica dome´stica.
Vin = 230 (volts)
Ir = 0.75 (ampere)
Dado que se trata de una prueba de una duracio´n considerable, el monitor se
configura:
Sample freq = 5000
Sample avg = TRUE
Carga tipo corriente y tensio´n de entrada con oscilaciones
El escenario de esta prueba describe una situacio´n donde la carga es del tipo
corriente y la tensio´n de entrada se mantiene en torno a una tensio´n fija, pero con
un ruido perio´dico de comportamiento conocido. El ruido responde a una onda si-
nusoidal y podr´ıa emular la influencia algu´n artefacto lindero. Para la generacio´n de
transacciones, la tensio´n de entrada responde a la funcio´n:
VinDuv=210 + 30* sine(t);
VinRef=210 + 30* sine(t);
Produciendo de esta manera un ruido perio´dico sobre la tensio´n de entada. Dicho
ruido posee una frecuencia de 1600 hz.
Para la construccio´n del Monitor debe considerarse que las fluctuaciones de Vin
a la entrada del Converter pueden suceder ciclo tras ciclo y es necesario un ana´lisis
minucioso de la salida. Es por eso que en este caso se configura el Monitor para
enviar muestras al Scoreboard en cada ciclo de simulacio´n. Por lo tanto se configura
el monitor:
Sample freq = 1
Sample avg = FALSE
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Carga tipo resistencia variable y tensio´n de entrada fija
En esta prueba, la resistencia de carga inicial comienza a incrementar su valor
hasta desvioR LoadMax y luego lo decrementa hasta desvioR LoadMin.
Para las transacciones de esta prueba se definen:
R Load (carga inicial): 1000 (ohms)
desvioR LoadMax: 1500 (ohms)
desvioR LoadMin: 1000 (ohms)
De esta manera la carga asciende hasta la mitad de la prueba y luego descien-
de hasta el valor inicial. Se utilizan incrementos de manera tal que el ma´ximo se
produzca a la mitad de la prueba y el mı´nimo al final.
Dado que se trata de una prueba con variaciones en la carga, el monitor debe
capturar las salidas ciclo a ciclo:
Sample freq = 1
Sample avg = FALSE
Carga tipo potencia variable y tensio´n de entrada fija
En esta prueba, la potencia conectada a la salida se incrementa hasta el valor
devioP LoadMax y luego desciende hasta desvioP LoadMin. Para una transaccio´n
en esta prueba se definen:
P Load (carga inicial): 300 (watt)
desvioP LoadMax: 400 (watt)
desvioP LoadMin: 100 (watt)
Dado que el valor con el que finaliza la prueba (desvioP LoadMin) es distinto al valor
inicial, se debe tener en cuenta que el valor ma´ximo de potencia no se encontrara´ en
la mitad de la prueba. Para los para´metros dados, esto sucede transcurrido un cuarto
de la prueba.
Al igual que en otras pruebas donde hay variaciones en la carga, el monitor
necesita recolectar las salidas ciclo a ciclo:
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Sample freq = 1
Sample avg = FALSE
5.8.5. Scripts
El Script para la instanciacio´n de la prueba se resume en tres grandes etapas.
La primera realiza la definicio´n por extensio´n de todos los tests que sera´n evalua-
dos as´ı como las configuraciones del disen˜o. Luego, dentro de un ciclo iterativo se
encuentran las etapas restantes. La segunda realiza la preparacio´n de carpetas con-
tenedoras con nombres significativos e interpretables tanto para el acceso por parte
del verificador (inspeccio´n visual de los resultados) como por parte de algu´n script
para su posterior ana´lisis (escaneo en profundidad del a´rbol de carpetas y confeccio´n
de resultados finales). Por u´ltimo se inicia la simulacio´n.
Script 5.1: Script para verificacio´n del convertidor
1 set tests_list {sin_noisy_test ac_current_test
ac_resistance_test ... }
2 set bitsIin {16 ..47}
3 set bitsVout {16 ..47}
4 foreach testname $tests_list {
5 foreach valorIin $bitsIin {
6 foreach valorVout $bitsVout {
7 set nArchivo ""
8 append nArchivo $testname/
bitsIin$valorIin/bitsVout$valorVout
9 mkdir $nArchivo
10 eval vsim -c -novopt converter_top +
OVM_TESTNAME=$testname -L ../
ModeloQXYLazoAbierto/work -sv_lib
lib/mathLib +CFG=monitor.txt
-GNv=$valorVout -GNi=$valorIin +
OUT_DIR=$nArchivo
11 run 20ms
12 }
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Figura 5.4: Tensio´n de entrada alternada
13 }
14 }
5.9. Resultados
Las pruebas definidas anteriormente se implementan e instancian dentro de un
entorno de verificacio´n basado en OVM implementando cada una de las transacciones
y ejecuta´ndolas de una a la vez.
En esta seccio´n se presentan los resultados ma´s relevantes de las pruebas ha-
ciendo hincapie´ en aquellos relacionados con la verificacio´n funcional. Los resultados
completos de las pruebas pueden encontrarse en el Apendice A. Todos los casos son
representados en gra´ficas utilizando Scripts para ana´lisis escritos para la herramienta
MatLab.
Las pruebas que involucran tensiones de entradas correspondientes a corriente
alterna, son extra´ıdas de tabla y pertenecen a varios semiciclos de tensio´n alterna
procedentes, en este caso, de la red ele´ctrica (A.1).
En casos donde la tensio´n de entrada contiene fluctuaciones, se muestra una
gra´fica para cada caso en particular. Por u´ltimo, los casos que poseen tensio´n fija a
la entrada no se representan.
Cap´ıtulo 5. Verificacio´n automatizada 113
El tiempo de ejecucio´n de cada prueba as´ı como la frecuencia de muestreo de las
salidas dependen del comportamiento de las entradas. Si estas tienen un compor-
tamiento perio´dico o mono´tono, se realizan pruebas largas y se promedia en gran
cantidad de ciclos. En cambio, si los valores son dina´micos, ya sean aleatorios o
con algu´n comportamiento conocido, las pruebas son cortas y con muestreos de alta
resolucio´n.
Carga tipo corriente y tensio´n de entrada alternada
El convertidor se comporto´ de manera muy similar al modelo de referencia. Se
ha detectado que el error en ambos modelos var´ıa siguiendo el patro´n de los ciclos
de tensio´n alterna siendo el error negativo cuando el semiciclo parte desde o vuelve
a cero. Se detecto´ que cuando la tensio´n de entrada es cercana a cero, el modelo
QXY provee menos tensio´n que el modelo de referencia. La situacio´n opuesta ocurre
cuando la tensio´n de entrada llega a su valor ma´ximo. Esto se le atribuye a un error
en la resolucio´n. El ana´lisis de resolucio´n es presentado en profundidad en el Capitulo
5.
El comportamiento de la corriente Iin descrito es similar al de la tensio´n Vout.
Carga tipo resistencia y tensio´n de entrada alternada
Para esta prueba, el Convertidor no presenta diferencias significativas con el mo-
delo de referencia. Sin embargo, es posible ver que la desviacio´n ma´xima por encima
del valor ideal en ambos modelos no se produce ni en el ma´ximo del semiciclo ni en
cero.
De las diferencias entre ambos modelos se puede decir que tambie´n se sigue un
patro´n solidario a los ciclos de la tensio´n alterna de entrada. Sin embargo, no se
encuentra una relacio´n directa del error con el valor del semiciclo.
Carga tipo potencia y tensio´n de entrada alternada
No se han detectado errores funcionales en esta prueba. Las diferencias entre
ambos modelos es menor que para otras pruebas. Se detecto´ que ambos modelos se
aproximan al valor ideal (400 volt) cuando la tensio´n de entrada es cercana a cero y
cuando alcanza su valor ma´ximo.
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Carga tipo corriente y tensio´n de entrada fluctuante
En esta prueba, no se han detectado errores funcionales. De la comparacio´n con
el modelo de referencia puede encontrarse un defasaje en los valores de Vout. Este
defasaje presenta un retardo de 2ms.
5.9.1. Cobertura de co´digo
El mo´dulo BoostConverter con representacio´n QXY posee una cobertura de co´di-
go del 100%. Esto implica que cada condicio´n, cada sen˜al y cada mo´dulo ha estado
activo al menos una vez. Adema´s, esto indica que no existe dentro del disen˜o alguna
especificacio´n que por la cual se infiera hardware sin funcionalidad.
5.9.2. Profiling
Se realizo´ un Profiling de performance que indica tiempo de simulacio´n consumido
por cada uno de los mo´dulos involucrados en el entorno. Los reportes arrojados por
la herramienta Questasim, indican que los mo´dulos que mayor tiempo insumen son:
Modelo de referencia: 25%
Generador Vin: 8%
Scoreboard: 3%
Driver: 2.8%
El reporte de profiling indica que la simulacio´n del modelo de referencia y el
generador de tensiones son los mo´dulos que consumen mayor tiempo de simulacio´n.
Por otro lado, la simulacio´n del DUV utiliza el 0.1% del tiempo de simulacio´n. Estos
resultados permitir´ıan al equipo de verificacio´n centrar esfuerzos en la optimizacio´n
del modelo de referencia. Cabe sen˜alar que una vez verificado el ConverterQXY, no
sera´ necesaria la utilizacio´n del modelo de punto flotante, acelerando de esta forma
la verificacio´n.
Cap´ıtulo 5. Verificacio´n automatizada 115
5.10. Conclusiones del cap´ıtulo
En este Cap´ıtulo se presenta la automatizacio´n de pruebas para un entorno de
verificacio´n. A lo largo del Cap´ıtulo se muestran las diversas alternativas para la
automatizacio´n segu´n el nivel de abstraccio´n. Si bien se plantea un caso de estudio
industrial real, el seguimiento de las pautas descriptas para afrontar una verificacio´n
automatizada son aplicables a cualquier proyecto de hardware digital que utilicen un
modelo f´ısico.
En el caso de estudio analizado, no se encontraron errores funcionales para las
pruebas definidas. Sin embargo, la verificacio´n funcional muestra que es posible apro-
vechar los resultados de las pruebas para aclarar diferentes interpretaciones y con-
ceptos que pueden diferir entre el equipo de disen˜o y el de verificacio´n. La precisa
presentacio´n de resultados permiten al disen˜ador extraer diversas conclusiones de
intere´s. Por ejemplo, es posible detectar algunas relaciones entre las desviaciones y
los semiciclos de entradas. De esta forma, pueden inferirse reparaciones o modifica-
ciones necesarias para la optimizacio´n del disen˜o. Partiendo del ana´lisis de profiling
puede deducirse que la mayor cantidad del tiempo de verificacio´n es insumido por la
ejecucio´n del modelo de referencia, mientra que el tiempo de la simulacio´n del DUV
es insignificante. Esto indica que cuando se utilice el modelo final del convertidor,
por ejemplo, emulado en una FPGA, la velocidad sera´ mucho mayor.
Por u´ltimo, las diferencias nume´ricas en los valores entre el modelo de referencia
y el DUV encontradas en algunos casos se atribuyen a la falta de resolucio´n de
los registros que almacenan los estados internos. En el pro´ximo Cap´ıtulo se utiliza
la verificacio´n funcional como herramienta para corroborar y corregir este tipo de
situaciones.
Cap´ıtulo 6
Ana´lisis de resolucio´n asistido por
la Verificacio´n funcional
En el Cap´ıtulo anterior, se propone a la verificacio´n funcional ba´sicamente co-
mo una herramienta disen˜o. En ese Cap´ıtulo se propone que los resultados de la
verificacio´n sirvan para evaluar el desempen˜o del DUV (Design Under Verification)
en la mayor cantidad de escenarios posibles y de esa manera poder tomar algunas
decisiones en e´l. En este Cap´ıtulo se propone el uso de la verificacio´n funcional para
un problema concreto que es el ana´lisis de resolucio´n. En particular, y continuan-
do con el caso de estudio ya presentado, se propone el ana´lisis de resolucio´n para
convertidores de potencia orientados a HIL que utilizan aritme´tica de punto fijo. El
presente Cap´ıtulo se organiza de la siguiente manera: En la seccio´n 6.1 se presentan
los sistemas HIL as´ı como trabajos relacionados. En la seccio´n 6.1.1 se presenta la
incidencia de la resulucio´n en HIL y se exponen los detalles a considerar en un caso
de aplicacio´n concreto. En las secciones 6.2 y 6.3 se presentan dos me´todos para
el ana´lisis de resolucio´n, uno anal´ıtico y otro basado en simulacio´n. En la seccio´n
6.4 se presentan los resultados de los experimentos y se muestra el ana´lisis de a´rea
y frecuencia y los resultados del ana´lisis de resolucio´n utilizando ambos me´todos.
Finalmente, en la Seccio´n 6.5, se presentan las conclusiones del Cap´ıtulo.
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6.1. Introduccio´n
La aritme´tica de punto flotante es probablemente la representacio´n ma´s fa´cil y
natural para disen˜ar un modelo de convertidor de potencia. En [38], se muestra un
sistema HIL que utiliza el paquete float pkg de VHDL2008 mientras que en [44] se
hace lo propio utilizando una HLST (High Level Synthesis tool) donde se evalu´a
la precisio´n de las operaciones de punto flotante. Sin embargo, el problema de esta
aritme´tica, es que no fue soportada de manera nativa por las herramientas de s´ıtensis
hasta tiempos recientes. Los sistemas HIL, al igual que otros disen˜os que utilizan
aritme´tica de punto flotante, se caracterizan por una alta ocupacio´n de a´rea y una
baja frecuencia de reloj en el dispositivo objetivo.
En el contexto de HIL, [52] muestra una comparacio´n de varias te´cnicas de simu-
lacio´n tales como simuladores de sen˜ales mixtas, VHDL sintetizable y modelos no
sintetizables, modelos de punto fijo y punto flotante y modelos traducidos automa´ti-
camente a VHDL. Esta comparacio´n prueba que la artitme´tica de punto fijo obtiene
los mejores resultados de s´ıntesis (a´rea y velocidad) pero incrementa el tiempo uti-
lizado en la etapa de disen˜o. No se conocen trabajos previos que hayan estudiado la
resolucio´n de variables de estado de un modelo de convertidor. Cuando un convertidor
de potencia es disen˜ado, sus variables de estado deben ser calculadas y almacenadas
(en registros en el caso de una implementacio´n HDL) con la correcta resolucio´n.
En cada paso del tiempo, estas variables deben ser actualizadas agregando pe-
quen˜os valores. El ancho de los registros definen la resolucio´n de una variable. El
Vocabulario Internacional de Metrolog´ıa [33] define la resolucio´n como “el cambio
ma´s pequen˜o en una cantidad medible que causa un cambio perceptible en la indi-
cacio´n correspondiente.” Adema´s define precisio´n como “El grado de concordancia
entre el valor de la magnitud medida y un valor de la cantidad real de la misma”.
En [20], los autores explican que la resolucio´n de las variables internas esta´ di-
rectamente relacionada con la precisio´n de su co´mputo. Ma´s au´n, si estas variables
se modifican dentro de un algoritmo iterativo, esta relacio´n suele ser mucho ma´s
compleja.
Dado un ancho de sen˜al constante, cuanto ma´s pequen˜o es el intervalo de tiempo
(el que requiere mayor precisio´n), ma´s pequen˜a es la resolucio´n de los ca´lculos. De esta
manera, cuando el sistema utiliza altas frecuencias de conmutacio´n e integracio´n, el
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ancho de la sen˜al debe ser incrementado. Es aqu´ı donde aparece un compromiso entre
resolucio´n de los ca´lculos y velocidad de simulacio´n. Adema´s, en sistemas emulados,
deben analizarse los recursos de un sistema HIL (por ejemplo: a´rea ocupada en la
FPGA). Cuando se utiliza punto fijo, el ancho de las variables es cr´ıtico pero los
detalles de resolucio´n tambie´n deben ser considerados cuando se trabaja con punto
flotante. En el caso de un HIL para un convertidor de potencia, la resolucio´n necesaria
para las sen˜ales aritme´ticas depende de los para´metros de disen˜o del modelo pero
tambie´n las tensiones y corrientes de entradas y salidas que cambian a trave´s del
tiempo. De esta manera, el ca´lulo de resolucio´n no es simple de calcular a priori.
Un error casi imperceptible producido y acumulado en cada ciclo causado por
resolucio´n insuficiente puede convertirse en inaceptable a lo largo del funcionamien-
to. La solucio´n inmediata a este problema involucrar´ıa almacenar a las variables en
registros de mayor ancho. Sin embargo, esta solucio´n emp´ırica aumenta la ocupacio´n
de a´rea y disminuye la frecuencia de ca´lculo en el dispositivo programable. Indepen-
dientemente de la tecnolog´ıa utilizada, la optimizacio´n de la frecuencia de reloj y
de la utilizacio´n de recursos es una actividad importante en el disen˜o de un sistema
hardware. Por un lado, la optimizacio´n de recursos permite incluir mayor cantidad
de mo´dulos sintetizados en una so´la pastilla, o bien reducir el consumo de poten-
cia. Por otro lado, y dentro del contexto de sistemas HIL, una mayor frecuencia de
reloj provee emulaciones ma´s ra´pidas. Estos hechos, motivan la necesidad de reali-
zar un ana´lisis de resolucio´n para utilizar el taman˜o correcto de registros para cada
aplicacio´n.
Algunos trabajos, como [46], utilizan punto fijo para la representacio´n del modelo
de convertidores de potencia conmutados. Sin embargo, sus autores han utilizado
registros de taman˜o fijo y espec´ıfico para almacenar los resultados intermedios. Esos
anchos han sido fijados por aspectos de contruccio´n que van ma´s alla´ del modelo
matema´tico del convertidor tales como el ancho de los multiplicadores de la FPGA
(por ejemplo, 18 bits en Xilinx Virtex 5) o la resolucio´n del ADC (Analog to Digital
Converter) utilizado. En [5] se presenta un me´todo robusto para minimizar el error
en lineas de corriente en motores propulsio´n reconstruidos desde una simple medicio´n
del link-dc. En [39] se presenta un nu´cleo de procesador digital de ultra baja latencia
para sistemas HIL. Este nu´cleo tiene como objetivo ser utilizado en la validacio´n
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de varios disen˜os industriales con un amplio rango de tensiones y corrientes. Sin
embargo, la resolucio´n de los registros utilizada para almacenar las variables es fijo y
elegido para soportar el peor escenario. Si se utilizara la resolucio´n correcta para cada
escenario se optimizar´ıa la latencia, la frecuencia y el a´rea ocupada en el dispositivo.
En este trabajo, se proponen dos me´todos para encontrar el ancho o´ptimo para
las variables de estado en sistemas HIL. El primer me´todo esta´ basado en simulacio´n
y provee la resolucio´n o´ptima basa´ndose en la performance de cada modelo real. El
segundo me´todo es anal´ıtico y provee como resultado un valor conservador de resolu-
cio´n para tensio´n y corriente. Aunque el primer me´todo requiere mayor cantidad de
recursos de ca´lculo, provee los resultados ma´s precisos de mı´nima resolucio´n que per-
mite una determinada exactitud. Ma´s au´n, este me´todo garantiza que le convertidor
se comportara´ tal como fue especificado y que no se provocaran valores inespera-
dos de tensio´n y corriente. El segundo me´todo puede ser fa´cilmente aplicable por
el disen˜ador cuando no existen fuertes restricciones de a´rea y frecuencia. La validez
de los resultados de este u´ltimo queda demostrada con los resultados del primero.
Finalmente, se realiza un ana´lisis de a´rea y frecuencia para mostrar la importancia
de seleccionar una correcta resolucio´n.
6.1.1. El problema de la resolucio´n
Un trabajo de referencia sobre ana´lisis de resolucio´n es [11]. En ese trabajo se
abordan diferentes te´cnicas para obtener el valor o´ptimo de resolucio´n considerando
el compromiso entre performance y presicio´n. En su desarrollo, se presentan me´todos
basados en aritme´tica af´ın, aproximaciones utilizando LTI (Line time-invariant) y
aritme´tica no lineal. Sin embargo, cada uno de los me´todos propuestos resultan en
la sobreestimacio´n de la resolucio´n. Los autores concluyen que, conceptualmente, la
forma ma´s simple de comprobar que, una representacio´n de presicio´n finita cumple
con las especificaciones, es proba´ndola. T´ıpicamente, las simulaciones se realizan dos
veces: Una con la ma´xima resolucio´n posible y otra con la resolucio´n propuesta. Este
enfoque es el utilizado con ma´s frecuencia en la industria actual.
La resolucio´n de sistemas HIL no ha sido abordado en la literatura. Los primeros
trabajos sobre sistemas HIL utilizaban frecuencias de conmutacio´n muy bajas, enton-
ces los problemas de resolucio´n no aparec´ıan debido a que existe una relacio´n entre
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resolucio´n y frecuencia de conmutacio´n como se mostrara´ ma´s tarde. Sin embargo,
las mejoras en la electro´nica digital han hecho posible incrementar la frecuencia de
conmutacio´n y reducir el paso de integracio´n de las variables de estado.
El ancho de una sen˜al debe ser elegido de manera tal de cumplir con el compromiso
entre presicio´n y velocidad de la simulacio´n. El ancho necesario queda determinado
tanto por la ma´xima magnitud que puede almacenarse y su resolucio´n. En el caso
de una variable de estado, la resolucio´n debe ser considerada teniendo en cuenta los
valores incrementales que esta puede tomar en cada intervalo de tiempo.
El ancho se incrementa considerando la diferencia entre o´rdenes de magnitud
entre el valor de la sen˜al y sus respectivos incrementos. De esta manera, la sen˜al
debe contar con el ancho correcto para poder almacenar ambos valores con suficiente
resolucio´n.
El ancho de la sen˜al x puede ser determinada por la Eq. (6.1):
widthx = ⌈log2
x
∆x
⌉+ n (6.1)
donde x es el valor de la variable, ∆x es el valor incremental y n es el nu´mero de bits
necesarios para almacenar el valor incremental. Cundo n = 1, esta ecuacio´n otorga el
nu´mero mı´nimo de bits necesarios para almacenar x y ∆x simultaneamente. De esta
forma, ∆x se representa con ’0’ o ’1’, por lo tanto so´lo mu´ltiplos de ∆x pueden ser
agregados, lo cual resulta en valores de baja resolucio´n. Entonces, n debe ser mayor
que 1, y de esa manera, pueden almacenarse pequen˜os valores incrementales cercanos
a ∆x. A continuacio´n se presentan dos me´todos para obtener resoluciones va´lidas:
El primero es basado en simulacio´n y con una estrecha relacio´n con la verificacio´n
funcional. El segundo es anal´ıtico y provee resultados de una manera simple, aunque
sobre dimensionados.
6.2. Me´todo 1 - Enfoque basado en simulacio´n
Este me´todo esta´ basado en la simulacio´n y partiendo del modelo de convertidor
real. De hecho, un conjunto de modelos de convertidores con diferentes configuracio-
nes son simulados para encontrar el escenario que describe el peor caso. Dado que
los modelos de convertidores esta´n orientados a hardware sintetizable, puede acele-
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Figura 6.1: Entorno de simulacio´n basado en OVM
rarse el proceso de simulacio´n mediante la emulacio´n del mismo utilizando hardware
reconfigurable (por ejemplo, FPGA). Con el objetivo de lograr flexibilidad en la
prueba de cada convertidor, se ha disen˜ado un entorno de verificacio´n. Este entorno
es u´til, no solo para obtener la optima resolucio´n con mı´nima ocupacio´n de recursos
y ma´xima frecuencia de funcionamiento, sino tambie´n para garantizar el correcto
comportamiento del convertidor final. Los convertidores se evalu´an instancia´ndolos
con diferentes configuraciones y comparando sus variables y salidas con un modelo
de referencia. La prueba consiste en generar distintos anchos para los registros de
tensio´n (nv) y corriente (ni). Dentro del contexto de verificacio´n funcional, el con-
vertidor toma el rol de DUV. El DUV utilizado en este trabajo acepta valores de
para´metros (ni, nv) de 16 a 47 bits. En ensayos preliminares se ha encontrado que
utilizar resoluciones menores a 16 bits provoca que el disen˜o produzca errores inacep-
tables en Iin y Vout. Un error es considerado inaceptable cuando la diferencia entre
las salidas del modelo de convertidor y las del modelo de referencia tienen un error
mayor al 20%. El modelo utilizado como referencia en este trabajo es esencialmente
la implementacio´n del convertidor utilizando variables de punto flotante de 64 bits.
El entorno de verificacio´n esta´ basado en el framework OVM (Open Verification
Methodology) [25] dado que provee una estructura flexible y reutilizable necesaria
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para verificar y analizar a los modelos de convertidores en los escenarios y pruebas
propuestas. El entorno sigue un enfoque por capas. Las capa inferior (DUV) inter-
actu´a con el convertidor a nivel de sen˜ales digitales. En la capa media, el Driver
convierte valores de punto flotante de tensio´n y corriente a registros de punto fijo.
Adema´s, al mismo nivel de abstraccio´n, el Monitor decodifica las salidas del con-
vertidor en punto fijo a valores de punto flotante. En el nivel superior, el Sequencer
provee mecanismos para crear secuencias de valores de tensio´n provenientes de la red
ele´ctrica. Mediante el Scoreboard realiza el ca´lculo de error de Iin y Vout y almace-
na dichos errores para su posterior ana´lisis. Adema´s, se incluyen me´todos basados
en aserciones que detienen la simulacio´n cuando el error de Iin o Vout excede cierto
valor umbral de tolerancia. Este mecanismo desecha las combinaciones inva´lidas de
(ni, nv) acelerando el proceso de simulacio´n.
6.3. Metodo 2 - Enfoque anal´ıtico
El problema principal del Me´todo 1 es que son necesarias muchas simulaciones
para obtener la mı´nima resolucio´n que se requiere para una precisio´n fijada. Dado
que este proceso puede ser prolongado, es deseable un me´todo ma´s ra´pido. En esta
seccio´n se propone un me´todo anal´ıtico que utiliza una fo´rmula simple, similar a la
Eq. (6.1). Sin embargo, este me´todo concluye en una cantidad de bits superior a la
propuesta por el Me´todo 1, por lo cual no garantiza una resolucio´n mı´nima para cierta
precisio´n. Con el objetivo de proveer valores de resolucio´n conservador, la Eq. (6.1)
no considera valores t´ıpicos o medios sino que considera el peor caso, por lo tanto, x
ser´ıa el valor ma´ximo de la variable de estado que sera´ permitido en la simulacio´n,
mientras que ∆x deber´ıa ser el mı´nimo valor incremental razonable de la variable de
estado. El valor ma´ximo, o al menos su valor aproximado es fa´cil de calcular ya que
solo depende de los transitorios que sera´n calculados. Sin embargo, hallar el mı´nimo
incremento no es una tarea trivial. ∆x puede ser 0, entonces no se necesitar´ıan bits
extras para almacenar ese incremento. Por lo tanto, debe encontrarse un valor para
∆x excluyendo el 0. El problema aparece cuando ∆x es cercano a 0, ya que puede
ser un valor extremadamente pequen˜o, necesita´ndose muchos bits para almacenar
esa variable.
Cap´ıtulo 6. Ana´lisis de resolucio´n asistido por la Verificacio´n funcional 123
Sin embargo, los valores de incrementos muy pequen˜os tienen un bajo impacto
sobre la simulacio´n, especialmente si el error ocurre durante periodos muy cortos.
Para encontrar un grado de compromiso entre precisio´n y tiempo de simulacio´n, o
recursos hardware si se trata de emulacio´n, el segundo me´todo determina resoluciones
de variables de estado lo suficientemente grandes, la mayor´ıa del tiempo, pero no todo
el tiempo.
En este caso en particular, se propone escoger un taman˜o de registro muy preciso
el 95% del tiempo. La precisio´n es menor durante ese 5% ya que, durante ese tiempo,
los valores incrementales son extremadamente cercanos a 0.
El convertidor de potencia presentado en la seccio´n 5.6 se utiliza como ejemplo de
aplicacio´n. Pueden realizarse ca´lculos similares para otras aplicaciones o topolog´ıas
tomando en cuenta las ecuaciones de sus variables de estado as´ı como el rango de sus
posibles valores. Los valores de estado de un convertidor con correccio´n de potencia
se describe en (5.1), (5.2), y (5.3).
En (5.1), el valor incremental de la tensio´n de salida no es normalmente cercana
a 0V , dado que la carga normalmente no es cercana a 0A en esta aplicacio´n. Sin
embargo, el valor incremental de la corriente de entrada puede ser cercano a 0A ya
que depende de la tensio´n de entrada ac. Fig. 6.2 muestra la tensio´n de entrada
rectificada a trave´s de un semi ciclo. Se descarta el 5% del tiempo donde aparecen
los valores ma´s pequen˜os, entonces el valor mı´nimo de tensio´n que sera´ tomado en la
ecuacio´n Eq. (5.1) es 25,01 V . De esta manera, el valor incremental de la corriente
de entrada de la ecuacio´n (5.1) es ∆t
L
· vg = 5,002 · 10−5 A, considerando L = 5 mH.
Tomando este valor de incremento como el peor caso, el ancho de la variable de
corriente deber´ıa ser:
widthiin = ⌈log2
iin
∆iin
⌉+ n
widthiin = ⌈log2
8
5,002 · 10−5 ⌉+ n
widthiin = 18 + n (6.2)
El ancho para el registro de la variable de corriente de entrada deber´ıa ser 18+n,
donde n es el nu´mero de bits utilizados para para almacenar el valor incremental, tal
como se explico´ anteriomente. En la ecuacio´n previa, el valor ma´ximo de corriente
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de entrada se ha fijado en 8A, pero este para´metro, ajustado por el disen˜ador, es
una limitacio´n para los transitorios que pueden ser simulados por el modelo.
El mismo ana´lisis debe ser realizado con las dema´s ecuaciones del modelo del
convertidor. La corriente de entrada en la Ec. (5.2) no presenta problemas de reso-
lucio´n, dado que la diferencia entre las tensiones de entrada y salida no es cercana
a 0V . Sin embargo, la diferencia entre corrientes, necesarias para calcular la tensio´n
de salida, perio´dicamente es cercana a 0V . La Fig. 6.3 muestra ambas corrientes.
La misma metodolog´ıa se aplica descartando el 5% del tiempo cuando la diferencia
es ma´s cercana a 0V . Como puede observarse, la diferencia mı´nima, una vez que el
porcentaje se descarta, es de 0,0656 A. Con esta diferencia, el valor incremental de
la tensio´n de salida en la Ec. (5.2) es ∆t
C
· (iin − iR) = 6,56 · 10−6 V , si C = 100 µF .
Considerando este valor de incremento mı´nimo, el ancho de la variable de la tensio´n
de salida es:
widthvout = ⌈log2
vout
∆vout
⌉+ n
widthvout = ⌈log2
1,000
6, 56 · 10−6 ⌉+ n
widthvout = 27 + n (6.3)
De esta manera, el ancho para la variable de tensio´n de salida debe ser 28 + n
bits. En particular, la tensio´n ma´xima de salida se ha fijado en 1,000V , y esto es
nuevamente, un para´metro seleccionado por el disen˜ador para esta aplicacio´n.
Finalmente, el mismo ana´lisis debe ser relizado para la Ec. (5.3). En este caso, la
corriente de entrada no afronta ningu´n problema de resolucio´n ya que la corriente de
entrada es de 0A en DCM, sin valores incrementales. Adema´s, la tensio´n de salida
cambia con la corriente de salida, pero la carga no es normalmente cercana a 0A,
por lo tanto, no deben realizarse mayores consideraciones en este caso.
En resumen, la sen˜al de corriente de entrada debe tener un ancho de 18+n bits,
mientras que la tensio´n de salida debe tener un ancho de 28 + n bits. El para´metro
n describe el nu´mero de bits del valor incremental que es al menos 1 bit. Como se
explicara anteriormente, la Ec. (6.1) representa el nu´mero de bits necesarios para
almacenar a la variable y a su valor incremental. ∆x representa los valores t´ıpicos de
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Figura 6.2: Valores de tensio´n de entrada mı´nimos considerados para el ana´lisis de
resolucio´n
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Figura 6.3: Diferencias mı´nimas de corriente consideradas para el ana´lisis de resolu-
cio´n
incrementos, pero el valor del incremento real no es exactamente igual a ∆x, por lo
cual ma´s de un bit (n > 1) es necesario para almacenar ese incremento con presicio´n.
Considerando los resultados del Me´todo 1, este trabajo propone que el valor de n
es aproximadamente 8 para poseer suficiente resolucio´n. Por lo tanto, la resolucio´n
para variables de corriente de entrada debe ser de 26 bits, mientras que la resolucio´n
para las de tensio´n de salida debe ser de 36 bits, considerando este caso espec´ıfico
donde L = 5 mH y C = 100 µF.
En este trabajo, el ana´lisis ha sido desarrollado para sen˜ales de punto fijo. Cuando
se utilizan sen˜ales de punto flotante, puede pensarse que no es necesario determi-
nar el ancho de la sen˜al ya que las variables de punto flotante permiten almacenar
valores pequen˜os o grandes sin modificar su ancho. Sin embargo, tal como se men-
ciono´ anteriormente, la variable debe almacenar tanto su valor t´ıpico as´ı como su
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valor incremental. Una variable de 32-bit IEEE-754 utiliza 24 bits para almacenar
su mantisa: un 1 (uno) fijo y 23 adicionales. Si Vout es de aproximadamente 1, 000 V ,
el MSB en punto flotante es 29 y el LSB es 2−14, que es 6,103 · 10−5 V . Segu´n la
Ec. (6.3), si se considera el peor caso, el valor de incremento para la tensio´n de sa-
lida es 6,56 · 10−6, entonces una sen˜al de punto flotante 32-bit IEEE 754 no posee
suficiente resolucio´n para simular esta aplicacio´n.
Cuando se compara una sen˜al de 32-bit IEEE-754 con el ana´lisis previo, la sen˜al
de punto flotante tiene 24 bits de mantisa, mientras que la corriente de entrada
deber´ıa ser de 26 bits, y la tensio´n de salida debe ser, por lo tanto, de 36 bits. Una
posible solucio´n ser´ıa utilizar variables de 64-bit IEEE-754 pero el a´rea del disen˜o
para la implementacio´n hardware ser´ıa mayor y la velocidad de la simulacio´n se
encontrar´ıa seriamente afectada.
Los anchos propuestos para corriente de entrada y tensio´n de salida han sido
elegidos considerando el peor caso razonable. Los resultados de los experimentos
llevados a cabo con el Me´todo 1 sirven de sustento para verificar los resultados del
Me´todo 2. Por un lado, los resultados comprobara´n que la desicio´n de descartar el
5% del tiempo puede ser elegido utilizando el peor caso. Esto significa que agregar
ma´s bits no mejorara´n significativamente la precisio´n de la simulacio´n. Por otro
lado, los resultados demostrara´n que puede utilizarse el peor caso para calcular los
anchos de la variables, o bien puede utilizarse un ancho optimizado para acotar la
simulacio´n. Los resultados experimentales en la Seccio´n 6.4 han sido extra´ıdos de
modelos de punto fijo, pero tambie´n podr´ıan aplicarse para corroborar si la mantisa
de un modelo IEEE-754 es lo suficientemente precisa.
6.4. Resultados
6.4.1. Escenarios de prueba
La evaluacio´n de la resolucio´n es realizada mediante un modelo de convertidor
con diferentes configuraciones de Vin
1, L, C, Vout y Pout, de a una combinacio´n a la
vez. Este espectro de posibles configuraciones (Tabla 6.1) describe algunos posibles
1RMS rectified input voltage
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escenarios reales. Los valores de L y C permanecen fijos para la evaluacio´n de cada
escenario.
Cuadro 6.1: Escenarios de evaluacio´n del convertidor
L C Vin Vout Pout
Escenario 1 5 mH 100 µF 230 V 400 V 300 W
Escenario 2 1 mH 100 µF 230 V 400 V 300 W
Escenario 3 1 mH 100 µF 110 V 300 V 150 W
Escenario 4 1 mH 470 µF 230 V 400 V 300 W
Para realizar un ana´lisis ma´s amplio, cada DUV con su configuracio´n espec´ıfica
es simulada utilizando diferentes cargas en cada escenario:
a. Test de corriente: La carga es modelada como un drenador de corriente.
b. Test de potencia: La carga es modelada como un consumidor de potencia.
c. Test resistivo: La carga es modelada como una resistencia.
El Me´todo 1 se evalu´a simulando cada convertidor dentro de un entorno de ve-
rificacio´n. La configuracio´n del DUV y el tipo de carga se mantienen fijo durante la
simulacio´n. Los tests se ejecutan en configuracio´n de lazo abierto siguiendo la misma
secuencia de valores de tensio´n de entrada. Al utilizar lazo abierto, se permite que
los valores de tensio´n y corriente evolucionen libremente. Tal como se mencionara en
el Cap´ıtulo anterior, el regulador realizar´ıa correcciones sobre el controlador llevando
al convertidor a ocultar errores causados por insuficiente resolucio´n. En ese caso, se
llevar´ıa al disen˜ador a una eleccio´n incorrecta de para´metros.
La performance de cada modelo de convertidor es evaluada considerando el valor
medio absoluto en los valores de Iin y Vout durante la simulacio´n. Debe mencionarse
que el error relativo no puede evaluarse, en particular en ana´lisis de corriente, ya
que hay situaciones donde sus valores se hacen cero y el error es indeterminado. El
tiempo de simulacio´n se ha fijado en 140 ms. Esta duracio´n se ha seleccionado para
permitir que las sen˜ales de Iin y Vout se estabilicen luego del per´ıodo de transitorios,
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asegura´ndose que el modelo del convertidor es evaluado tanto en estado transitorio
como en estado estacionario. La ejecucio´n de los tests esta´ automatizada mediante
un script TCL (Tool Command Language), utilizando la metodolog´ıa mencionada
en el Cap´ıtulo anterior. Este script fija los para´metros de disen˜o ni y nv, as´ı como
el escenario y las condiciones de la prueba. Finalizada la preparacio´n del escenario,
se inicia la simulacio´n. Luego, cuando ha finalizado la prueba sobre el escenario es-
pec´ıfico, se reportan los errores. Los errores funcionales son listados mientras que las
desviaciones son organizados por grupos con determinado error umbral. De esta ma-
nera se provee al disen˜ador con un conjunto de combinaciones (ni, nv) que conducen
al convertidor a producir en el peor caso un determinado error umbral.
Luego, el Me´todo 2 se evalu´a aplicando la Ec. (6.1) para cada escenario y variable
de estado, tal como se describio´ anteriormente en 6.3. Los resultados de su aplicacio´n
se presentan en 6.4.4.
6.4.2. Ana´lisis de a´rea y frecuencia
La aplicacio´n del Me´todo 1 resulta en un conjunto de soluciones (ni, nv) para
construir un modelo de convertidor de punto fijo que cumple con restricciones de
error absoluto de Iin y Vout tolerable. Adema´s, el Me´todo 2 puede ser utilizado para
hallar una solucio´n conservadora, aunque no considera algu´n tipo de especificacio´n
del error.
Todas las combinaciones brindadas por el Me´todo 1 cumplen con las restricciones
pero, existe un subconjunto de esas combinaciones, quiza´ una, que minimiza el a´rea
del disen˜o en el dispositivo, optimiza la velocidad del reloj o ambas a la vez. Con
el propo´sito de analizar el impacto en a´rea y frecuencia, todos los convertidores son
sintetizados utilizando cada una de las diferentes combinaciones de para´metros de
disen˜o (ni, nv). El a´rea del modelo en cierto dispositivo es evaluado en te´rminos del
nu´mero inferido de multiplicadores, LUTs (Look-Up Tables) y slices. Por otro lado,
se evalu´a la velocidad ma´xima de cada convertidor. Un script TCL se utiliza para
automatizar el proceso. Primero, la s´ıntesis es realizada con diferentes combinaciones
de para´metros de disen˜o (ni, nv) y luego se realiza un ana´lisis automa´tico de sus
reportes de s´ıntesis para obtener la informacio´n de a´rea y frecuencia ma´xima.
En este trabajo, la s´ıntesis esta´ destinada a la FPGA Virtex V xc5vlx20t uti-
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lizando la herramienta XST de Xilinx con para´metros por defecto y restricciones
automa´ticas. El convertidor se ha sintetizado 256 veces para diferentes combinacio-
nes: 16 valores para ni (de 32 a 47 bits) x 16 valores de nv (en el mismo inte´rvalo).
Para todas las combinaciones de (ni, nv), la herramienta de s´ıntesis ha inferido dos
multiplicadores de 18x18-bit, con lo cual se puede deducir que es necesario analizar
el a´rea considerando las LUTs solamente. La Fig. 6.5 contempla un subconjunto
de para´metros de disen˜o (ni, nv). Los convertidores que poseen esas combinaciones
utilizan al menos esa cantidad de slices. Puede observarse que el nu´mero de slices
usado crece linealmente cuando se agrega un nuevo bit en registros, tanto en tensio´n
como en corriente.
A continuacio´n se considera la informacio´n sobre la ma´xima frecuencia para un
convertidor con determinada configuracio´n. Las l´ıneas horizontales en la Fig. 6.6
muestran que para cualquier ancho de registro de corriente evaluado, la ma´xima fre-
cuencia se mantiene para un determinado ancho de registro de tensio´n. Esto significa
que la ma´xima frecuencia del circuito depende de la cantidad de bits utilizados en
los registros de Vout en esta aplicacio´n. En particular, esta dependencia se debe a un
camino cr´ıtico en el lazo de ca´lculo de Vout. Este ca´lculo no puede ser segmentado ya
que el co´mputo de cada nuevo estado, k, necesita conocer el estado inmediatamente
anterior, k-1, tal como se enuncia en las Ec. (5.1), (5.2) y (5.3).
6.4.3. Resultados del Me´todo 1
Los experimentos son llevados a cabo utilizando las siguiente infraestructura soft-
ware/hardware:
Simulador : Mentor Graphics Questasim-64bit R© 10.0c.
Synthesizer : Xilinx XST R©0.4D.
Hardware: Intel i5 R© - 4Gb RAM utilizando Microsoft Windows 7 R©.
Luego de ejecutar todos los tests en cada uno de los escenarios, se analizan los
errores para tensio´n y corriente. La performance de los convertidores se resume gra´fi-
camente a trave´s de proyecciones. En la Fig. 6.4, el eje x representa los valores que
se le asignan a ni, y el eje y representa los valore asignados a nv. El eje z representa
Cap´ıtulo 6. Ana´lisis de resolucio´n asistido por la Verificacio´n funcional 130
5%
2%
Figura 6.4: Planos proyectados para para´metros de disen˜o de convertidores con erro-
res de tensio´n error ≤ 5% y error ≤ 2%
el porcentaje de error. De esta manera, la informacio´n de error en Vout e Iin describe
una superficie tridimensional. A modo de ejemplo, la Fig. 6.4 muestra un plano para
esas combinaciones de para´metros con un error en Vout del 5% y un plano para aque-
llas con un error del 2%. Las curvas de nivel de las Figs. 6.7 a 6.10 son proyecciones
de la interseccio´n entre la superficie de error y los planos paralelos a el plano (x, y)
en diferentes porcentajes de error. De esta forma, cada curva delimita un conjunto
de para´metros de disen˜o con cierto error umbral. Las curvas presentadas con linea
punteada representan proyecciones en error de corriente, mientras que las curvas con
l´ınea continua representan errores en tensio´n.
Puede observarse en las Figs. 6.7 a 6.10 que ninguna curva etiquetada de tensio´n
intersecta a una de corriente con las misma etiqueta. Este feno´meno se repite para
todos los tests y en todos los escenarios y demuestra que el error en corriente acota
la seleccio´n de para´metros de disen˜o dentro de las combinaciones va´lidas. Adema´s,
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Figura 6.5: Utilizacio´n de Slices para el convertidor de punto fijo
se muestra que el porcentaje de error en tensio´n es siempre menor que el porcentaje
de error en corriente para cualquier combinacio´n analizada (ni, nv).
Las Figs. 6.7 a 6.10 resumen el error obtenido en los modelos de convertidor.
Puede observarse que el error en corriente puede variar entre 50% y 0% en so´lo
cinco bits de resolucio´n (por ejemplo, 17 a 22 bits en corriente). Este hecho, refuerza
la hio´ptesis de que una seleccio´n incorrecta de para´metros de disen˜o pueden llevar a
valores de tensio´n y corriente indeseables. Cuando ni es mayor que 23 y nv es mayor
que 30, el error medio absoluto en corriente y tensio´n es cero o tiende a cero.
Cuadro 6.2: Para´metros de disen˜o ni, nv para errores del 2%
Corriente Potencia Resistiva
Escenario 1 (23, 30) (24, 30) (22, 30)
Escenario 2 (24, 31) (24, 32) (22, 32)
Escenario 3 (23, 31) (23, 32) (23, 32)
Escenario 4 (22, 31) (23, 31) (24, 31)
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Figura 6.6: Frecuencia de reloj ma´xima
Las Tablas 6.2 y 6.3 resumen las mejores soluciones, considerando los resultados
de la s´ıntesis, que cumplen las restricciones para construir un convertidor con un
error absoluto medio del 2% y del 5% respectivamente
En las Figs. 6.5 y 6.6, puede apreciarse que hay una diferencia de aproximada-
mente 5 slices y 2 MHz entre la curva con el menor error en corriente y en tensio´n
y aquellas con el mayor error. Es por eso que para los escenarios propuestos, la se-
leccio´n correcta de para´metros de disen˜o puede ser realizada utilizando los ma´ximos
valores de la Tabla 6.2, ni=24, nv=32.
Cuadro 6.3: Para´metros de disen˜o ni, nv para errores del 5%
Corriente Potencia Resistencia
Escenario 1 (21, 26) (20,25) (20, 26)
Escenario 2 (21, 29) (21, 29) (20, 30)
Escenario 3 (22, 30) (22, 30) (22, 31)
Escenario 4 (21, 29) (21,30) (22, 29)
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Figura 6.7: Errores de tensio´n y corriente en Escenario 1
6.4.4. Resultados del Me´todo 2
A continuacio´n se aplica el me´todo anal´ıtico para obtener combinaciones con-
servadoras de para´metros de disen˜o (ni,nv). Dado que este se basa solamente en el
modelo del convertidor, su aplicacio´n no considera ni el tipo de carga ni un error
tolerable. Sin embargo, como la configuracio´n del escenario s´ı tiene impacto sobre el
disen˜o, el me´todo se aplica para cada configuracio´n. La Tabla 6.4 resume los resulta-
dos de la aplicacio´n del Me´todo 2 para cada escenario. En la tabla puede observarse
que la resolucio´n para los registros de tensio´n var´ıa entre 34 y 38 bits, mientras que
la resolucio´n de los registros de corriente var´ıa entre 23 y 26 bits. Si se consideran
las resoluciones ma´s altas del Me´todo l (considerando los diferentes escenarios y tipo
de carga), es posible notar que el Me´todo 2 es conservador, tal como se preve´ıa, y
que el valor n = 8 se adecua para esta aplicacio´n espec´ıfica. Sin embargo, el para´me-
tro n puede ser dif´ıcil de conocer a priori si el Me´todo 1 uno no fue aplicado con
anterioridad.
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Figura 6.8: Errores de tensio´n y corriente en Escenario 2
Cuadro 6.4: Para´metros de disen˜o ni, nv utilizando el me´todo anal´ıtico cuando n = 8
(ni, nv)
Escenario 1 (26, 36)
Escenario 2 (23, 36)
Escenario 3 (25, 34)
Escenario 4 (23, 38)
Dado que el Me´todo 2 no considera el error ma´ximo tolerable en la Ec. (6.1),
existe un valor umbral de error para el Me´todo 1, donde las resolucio´n de las variables
son mayores que para el mismo caso del Me´todo 2. Esta situacio´n puede observarse
comparando el Escenario 4 en las Tablas 6.2 (Carga resistiva) y 6.4. En ese caso, las
resolucio´n para ni resultante del Me´todo 1, es un bit ma´s grande. De todos modos,
puede observarse que en la Tabla 6.3 esta situacio´n no ocurre para errores tolerables
mayores al 5%.
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Figura 6.9: Errores de tensio´n y corriente en Escenario 3
6.5. Conclusiones del cap´ıtulo
Este Cap´ıtulo se enfoca en el estudio de resolucio´n de variables de estado de punto
fijo en modelos de convertidores de potencia. Para esto se proponen dos me´todos
diferentes. El primer me´todo esta´ basado en simulacio´n. El ana´lisis de resolucio´n
se realiza midiendo el error absoluto medio del modelo de convertidor considerando
varias combinaciones de resoluciones en tensio´n y corriente mientras se verifica su
funcionalidad. Aunque la desventaja del Me´todo 1 puede ser el tiempo de ejecucio´n,
e´ste provee la resolucio´n o´ptima de registros y garantiza el correcto comportamiento
del modelo.
El segundo me´todo es anal´ıtico y sobreestima la resolucio´n de las variables de
estado. Esta sobreestimacio´n puede incrementar la utilizacio´n de recursos en el dis-
positivo y puede acotar la frecuencia de reloj, pero ma´s importante es el hecho de
que el error de presicio´n provocado por el modelo es desconocido. Sin embargo, su
aplicacio´n es ra´pida y simple.
Luego de la simulacio´n de un conjunto completo de configuraciones, el primer
Cap´ıtulo 6. Ana´lisis de resolucio´n asistido por la Verificacio´n funcional 136
Figura 6.10: Errores de tensio´n y corriente en Escenario 4
me´todo demuestra que el error absoluto medio en corriente es siempre mayor que el
error en tensio´n para cualquier resolucio´n en el ejemplo de aplicacio´n propuesto.
Dado que varias configuraciones cumplen la misma restriccio´n en error de tensio´n
y corriente, se realiza un ana´lisis de la s´ıntesis de manera de poder lograr la mayor
resolucio´n con velocidad de reloj y a´rea del disen˜o optimizados. Los resultados de la
s´ıntesis indican que el uso de slices en el dispositivo destino se incrementa linealmente
cuando un nuevo bit es agregado tanto en registros tensio´n como en los de corriente.
La s´ıntesis, adema´s, ha demostrado que la ma´xima frecuencia de reloj es gobernada
por la resolucio´n de los registros de tensio´n.
El Me´todo 1 demuestra que la resolucio´n calculada por el Me´todo 2 es correcta
pero conservadora. Adema´s, el ana´lisis de a´rea y frecuencia muestra las diferencias
en el a´rea y frecuencia ma´xima entre el enfoque conservador y los valores o´ptimos
del me´todo basado en simulacio´n. Para el ejemplo propuesto, la resolucio´n calculada
por el Me´todo 1 mejora el a´rea del convertidor en un 10%, mientras que la mejora
en la frecuencia de reloj es bastante pequen˜a (aproximadamente el 2%).
Los experimentos han demostrado que los errores crecen abru´ptamente de 0%
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a 50% en so´lo cinco bits bajo la resolucio´n o´ptima y para el ejemplo de aplicacio´n
propuesto. Si la resolucio´n esta´ por debajo ese intervalo, los errores provocados se
tornan inaceptables.
En resumen, la aplicacio´n de los me´todos propuestos demuestra que es posible im-
plementar convertidores de potencia conmutados utilizando representacio´n de punto
fijo sin pe´rdida de precisio´n mientras se optimiza el a´rea y frecuencia en el dispositivo.
Cap´ıtulo 7
Conclusiones del trabajo
El trabajo presenta una serie de aportes orientados a mejorar la verificacio´n fun-
cional moderna. A lo largo de los diferentes Cap´ıtulos se presentan problema´ticas
reales presentes en proyectos de desarrollo de sistemas digitales y es el objetivo de
este trabajo abordarlas. En los primeros Cap´ıtulos se reconoce la importancia de la
verificacio´n funcional dentro del ciclo de desarrollo. All´ı se mencionan las diversas he-
rramientas que presenta tanto la verificacio´n funcional tradicional como la moderna.
Las fortalezas y debilidades de cada herramienta se ven expuestas en cada Cap´ıtulo
al abordarse diferentes casos de estudios. Se exponen las fortalezas destacadas en
la verificacio´n de cierto disen˜o mientras que las debilidades son analizadas, mejo-
radas y generalizadas a otros tipos de problemas. Si bien al final de cada Cap´ıtulo
se presentan conclusiones espec´ıficas para el mismo, en este Cap´ıtulo se presentan
brevemente algunas conclusiones globales del trabajo y posible trabajo futuro sobre
la misma l´ınea de investigacio´n.
7.1. La interminable tarea de verificacio´n
En el Cap´ıtulo 2, se expone un caso de estudio de un mo´dulo de funcionalidad
simple pero no menos importante. Se trata de un Sumador /Restador, cuya fun-
cionalidad puede resultar trivial. Sin embargo, la verificacio´n de unidades de punto
flotante involucra un ana´lis exhaustivo no so´lo del dominio de posibles valores de
entrada, sino tambie´n del comportamiento de las operaciones dentro de ese dominio.
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En el estudio se evidencia el enorme espacio de bu´squeda que debe ser analizado para
una verificacio´n funcional completa. El tratamiento de disen˜os de mayor compleji-
dad involucra espacios de bu´squeda aun mayores por lo cual se propone el estudio
de casos tanto t´ıpicos como extremos. En ese caso puntual, el ana´lisis del dominio
de posibles entradas es traducido a un conjunto de restricciones para generar con-
juntos de operandos. Los resultados muestran que la generacio´n aleatoria con esas
restricciones conducen al disen˜o a casos no previstos o bien no interpretados por el
disen˜ador. Si bien las operaciones presentadas en este Cap´ıtulo se limitan a la suma
y resta, se describe como extender esta estrategia a otras operaciones aritme´ticas. El
Cap´ıtulo se sustenta en la verificacio´n funcional utilizando entornos basados en dos
frameworks.
El objetivo del Cap´ıtulo 3 es alcanzar una completa verificacio´n funcional me-
diante la generacio´n dirigida por la cobertura de casos de prueba. Los resultados
indican la cobertura funcional crece a medida que el generador aleatorio produce
casos diferentes. En un punto este comportamiento permanece asinto´tico. Para com-
pletar la cobertura, se adoptan dos estrategias. La primera involucra el cambio de
la semilla de generacio´n, pero la mejora es casi nula. La segunda estrategia analiza
los casos au´n no ejecutados y reconfigura el generador para que sean probados. En
este caso la mejora se comporta linealmente y logra una completa cobertura. Debe
aclararse que esta estrategia es aplicable ya que, en el instante donde la cobertura
es asinto´tica, el espacio de bu´squeda ha sido disminuido varias magnitudes.
7.2. Un nuevo enfoque de la verificacio´n
En la segunda parte del trabajo se aborda la verificacio´n funcional de un modelo
de convertidor de potencia. En particular, el modelo esta´ orientado a la simulacio´n
en HIL y por lo tanto el disen˜ador puede sintetizar el modelo del convertidor junto
con el controlador dentro del hardware final para la evaluacio´n del conjunto. El enfo-
que propuesto pretende enriquecer los resultados de la verificacio´n de manera tal de
mejorar el globalmente el desarrollo del proyecto. Dado que la verificacio´n funcional,
principalmente aquella basada en simulacio´n, debe estimular y evaluar al disen˜o o
una parte de e´l, se pretende recolectar y utilizar la informacio´n de las pruebas exito-
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sas en la verificacio´n de manera tal que puedan ser utilizadas como realimentacio´n
para otros procesos, como por ejemplo, disen˜o. En el caso de estudio presentado, a
la vez que se verifica funcionalmente el modelo, se extraen caracter´ısticas de su fun-
cionamiento. En este caso, las estad´ısticas relevadas ayudaron a ajustar para´metros
que modelaban componentes analo´gicos. Luego, se realiza un ana´lisis de resolucio´n
sobre registros que almacenan dos variables de estado (Iin y Vout). Como la verifica-
cio´n funcional debe considerar el ana´lisis de todas las posibles configuraciones, sus
resultados son utilizados para la eleccio´n de los para´metros de disen˜o de resolucio´n.
Tal como se menciona y se demuestra en el trabajo, la eleccio´n de estos para´metros
es una tarea dif´ıcil por me´todos anal´ıticos. Como resultados de este ana´lisis se obtie-
ne que es posible obtener una resolucio´n aceptable y o´ptima en relacio´n a ma´xima
frecuencia de funcionamiento y mı´nimo consumo de recursos.
7.3. Produccio´n surgida del presente trabajo de
tesis
A lo largo del trabajo de tesis, se han realizado tres publicaciones en congre-
sos especializados (Experiences applying framework-based functional verification to a
design for programmable logic [45], Generic construction of monitors for Floating-
Point Unit designs [28], Components for Coverage-Driven Verification of floating-
point units [27]) con referato internacional. Esos trabajos surgieron para verificar los
sistemas digitales propuestos como en [29]. Con el objetivo de demostrar lo presenta-
do en [52], se ha desarrollado en colaboracio´n con un conjunto de investigadores de la
UAM (Universidad Auto´noma de Madrid) un entorno para la verificacio´n funcional
de modelos de convertidores de potencia para sistemas HIL. De esta interaccio´n surge
la motivacio´n del enfoque colaborativo de la verificacio´n funcional en el proceso de
desarrollo presentado en este trabajo de tesis. Los resultados del trabajo en conjunto
han sido publicados en el Journal Transactions on industrial informatics de IEEE
(Resolution Analysis of Switching Converter Models for Hardware-In-the-Loop [26]).
Con respecto a la transferencia de tecnolog´ıa al sector productivo, se han llevado
a cabo tres proyectos. El primer proyecto consistio´ en el desarrollo de un entorno
basado en OVM [25] orientado a verificar un Bridge de protocolo VME a AMBA
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para la empresa INVAP S.E.. El trabajo titulado Verificacio´n Funcional para un
Bridge VME/AMBA se encuentra en el marco del Convenio espec´ıfico entre INVAP
SE y la Facultad de Ciencias Exactas, UNCPBA (Expediente No 1-41091/11). El
segundo proyecto realizado para la empresa Redimec S.R.L. es titulado Desarrollo de
un mo´dulo conversor de protocolo ARINC429 se encuentra en el marco del Convenio
espec´ıfico Redimec SRL y la Facultad de Ciencias Exactas, UNCPBA (Resolucio´n
N2282, Expediente 1.-18562/2003) cuya aplicacio´n esta´ orientada al sector aerona´uti-
co militar. Por u´ltimo, se desarrollo´ un entorno basado en UVM para la verificacio´n
de un controlador de radar meteorolo´gico en el proyecto titulado Verificacio´n de di-
sen˜os de sistemas digitales en el marco del Convenio espec´ıfico entre EMTECH S.A.
y la Facultad de Ciencias Exactas, UNCPBA (RR 1904/13).
7.4. Trabajo futuro
El trabajo aborda te´cnicas e infraestructuras para mejorar la calidad del proceso
de verificacio´n funcional. Sin embargo, poco se ha tratado sobre la aceleracio´n de
este proceso. Como trabajo futuro se propone desarrollar te´cnicas para acelerar la
etapa de verificacio´n funcional de un sistema digital. Entre los objetivos espec´ıficos
se planea:
Partiendo de te´cnicas basadas en simulacio´n se pretende acelerar la verificacio´n
mediante:
• La emulacio´n tanto del DUV (Device Under Verification) as´ı como parte
del testbench en hardware reprogramable.
• Sintetizar aserciones sobre hardware reprogramable, permitiendo as´ı el
monitoreo y chequeo de sen˜ales sobre la implementacio´n del dispositivo
final.
• Especializar te´cnicas HIL (Hardware-In-the- Loop) para emulacio´n de
planta. Esto resultar´ıa particularmente u´til en la verificacio´n de disen˜os
industriales donde no es posible o resulta riesgosa la interaccio´n con un
dispositivo defectuoso.
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Desarrollar te´cnicas para agilizar el proceso de verificacio´n dirigido por la co-
bertura. En particular, se pretende optimizar el conjunto casos de pruebas de
manera tal de lograr ma´xima cobertura con la mı´nima cantidad de est´ımulos.
Ape´ndice A
Verificacio´n del modelo de
convertidor de potencia:
Resultados
En esta seccio´n se presentan los resultados completos recolectados durante la
verificacio´n funcional. Se considera oportuno presentar los resultados aqu´ı ya que un
resumen de los mismos es suficiente para corroborar la hipo´tesis presentada en los
respectivos cap´ıtulos.
Los resultados se presentan en forma de gra´ficas. Las gra´ficas fueron representadas
utilizando la herramienta MatLab y dependiendo del detalle requerido, se utiliza una
ampliacio´n de una instanta´nea acotada para obtener una vista ma´s detallada. Las
pruebas que involucran tensiones de entradas correspondientes a corriente alterna,
son extra´ıdas de tabla y pertenecen a varios semic´ıclos de tensio´n alterna procedentes,
en este caso, de la red ele´ctrica (A.1).
En casos donde la tensio´n de entrada contiene fluctuaciones, se muestra una
gra´fica para cada caso en particular. Por u´ltimo, los casos que poseen tensio´n fija a
la entrada no se representan.
El tiempo de ejecucio´n de cada prueba as´ı como la frecuencia de muestreo de las
salidas depende el comportamiento de las entradas. Si estas tienen un comportamien-
to perio´dico o mono´tono, se realizan pruebas largas y se promedia en gran cantidad
de ciclos. En cambio, si los valores son dina´micos, ya sean aleatorios o con algu´n
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comportamiento conocido, las pruebas son cortas y con muestreos de alta resolucio´n.
A.1. Carga tipo corriente y tensio´n de entrada al-
ternada
La ejecucio´n de las pruebas se realizo´ durante 200ms. Los resultados muestran
valores de tensio´n muy similares entre el modelo de referencia y el modelo QXY.
Ambos modelos muestran tensiones de salida que siguen el patro´n de los semic´ıclos
de la tensio´n.
Si bien en la Figura A.3 es dif´ıcil encontrar las diferencias entre ambos modelos,
la Figura A.3 muestra que el error entre ambos modelos var´ıa siguiendo el patro´n de
los ciclos de tensio´n alterna siendo el error negativo cuando el semic´ıclo parte desde
o vuelve a cero.
En los primeros 60 ms el patro´n del error es el mismo so´lo que su amplitud va
creciendo (transitorio). Transcurrido ese tiempo, el re´gimen del error, es permanente.
La Figura A.4 muestra una vista ampliada de uno de los ciclos de variacio´n, en
particular el que se encuentra entre 80 ms y 90 ms. De la diferencia puede deducirse
que cuando la tensio´n de entrada es cercana a cero, el modelo QXY provee menos
tensio´n que el modelo de referencia. La situacio´n opuesta ocurre cuando la tensio´n
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Figura A.1: Tensio´n de entrada de corriente alternada Vin = V AC
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Figura A.2: Tensio´n de salida - Carga tipo corriente y Vin = V AC
Figura A.3: Error en tensio´n de salida - Carga tipo corriente y Vin = V AC
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Figura A.4: Error en tensio´n de salida detallado entre 80ms y 90ms - Carga tipo
corriente y Vin = V AC
de entrada llega a su valor ma´ximo.
El comportamiento de la corriente de entrada descrito es similar al de la tensio´n
de salida. Puede observarse que transcurrido los mismos 60 ms, el comportamiento
de la tensio´n es perio´dico y sigue el patro´n de los semic´ıclos de la tensio´n de entrada
alterna.
Sin embargo, puede observarse de la A.5 que el comportamiento del error en la
corriente de entrada es diferente pero aun as´ı, sigue siendo perio´dico.
Puede observarse en las Figura A.7 que el comportamiento del error tiene com-
portamiento perio´dico. En particular puede observarse que el error es cercano a cero
cuando el valor de la tensio´n de entrada es cercano a cero o bien tiene su valor ma´xi-
mo. Por otra parte los valores de tensio´n de salida del modelo QXY son mayores a
los del modelo de referencia en la parte creciente del semic´ıclo de tensio´n alterna y
menores en la decreciente, obteniendo errores positivos y negativos respectivamente.
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Figura A.5: Corriente de entrada - Carga tipo corriente y Vin = V AC
Figura A.6: Error en corriente de entrada - Carga tipo corriente y Vin = V AC
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Figura A.7: Error en corriente de entrada detallado entre 80ms y 90ms - Carga tipo
corriente y Vin = V AC
Figura A.8: Tensio´n de salida - Carga tipo resistencia y Vin = V AC
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Figura A.9: Tensio´n de salida detallada entre 80ms y 90ms - Carga tipo resistencia
y Vin = V AC
A.2. Carga tipo resistencia y tensio´n de entrada
alternada
La Figura A.8 muestra que el comportamiento de ambos modelos de convertidor
es perio´dico. Sin embargo, es posible ver que la desviacio´n ma´xima por encima del
valor ideal en ambos modelos no se produce ni en el ma´ximo del semic´ıclo ni en cero.
El valor ideal es aproximadamente 1.5ms antes y despue´s del valor ma´ximo del
semicc´lo de tensio´n de corriente alterna. Esta caracter´ıstica se puede apreciar en la
Figura A.9.
De las diferencias entre ambos modelos se puede decir que tambie´n sigue un
patro´n mono´tono luego de 10ms (primer semic´ıclo). En general el valor de tensio´n de
salida del modelo QXY es menor que el del modelo de referencia. Este patro´n tiene
la misma frecuencia que los ciclos de la tensio´n alterna de entrada. Sin embargo, no
se encuentra una relacio´n directa del error con el valor del semic´ıclo.
Al igual que en ana´lisis anteriores, el patro´n de las corriente de entrada es
mono´tono y a igual frecuencia que los semic´ıclos de la tensio´n de entrada alter-
na. Puede observarse adema´s que la corriente de entrada es nula en los valores cero
de los semic´ıclos de la tensio´n alterna.
Por otro lado el ana´lisis de errores en corriente de entrada no es trivial. La Figura
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Figura A.10: Error de tensio´n de salida - Carga tipo resistencia y Vin = V AC
Figura A.11: Error en corriente de entrada - Carga tipo resistencia y Vin = V AC
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Figura A.12: Error en corriente de entrada detallado entre 80ms y 90 ms - Carga
tipo resistencia y Vin = V AC
A.12 muestra la regio´n ampliada de la Figura A.11 entre 80 ms y 90 ms.
A.3. Carga tipo potencia y tensio´n de entrada al-
ternada
La Figura A.13 muestra la tensio´n para carga tipo potencia de ambos modelos. Es
posible ver a trave´s de la vista ampliada presentada en Figura A.14 que existen muy
poca diferencia entre ambos modelos y que la proximidad a el valor ideal (400 volt)
se corresponde a los instantes que la tensio´n de entrada es cercana a cero y cuando
tiene su valor ma´ximo. En la parte creciente del semic´ıclo, los valores de tensio´n de
entrada en ambos modelos se encuentran por debajo del ideal y en la decreciente por
encima del mismo.
Al igual que en carga tipo corriente, puede decirse que el comportamiento del
error es mono´tono luego de los primeros 60 ms. Puede deducirse adema´s que el error
es nulo 1.5ms antes y despue´s del ma´ximo del semic´ıclo de tensio´n alterna. Los errores
son ma´ximos positivos en el ma´ximo valor del semic´ıclo y ma´ximo negativo en las
cercan´ıas del cero.
Con respecto a las corrientes de entrada, puede deducirse a partir de la Figura
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Figura A.13: Tensio´n de salida - Carga tipo potencia y Vin = V AC
Figura A.14: Tensio´n de salida detallada entre 80ms y 90ms - Carga tipo potencia y
Vin = V AC
Ape´ndice A. Verificacio´n del modelo de convertidor de potencia: Resultados 153
Figura A.15: Error de tensio´n de salida - Carga tipo potencia y Vin = V AC
Figura A.16: Corriente de entrada - Carga tipo potencia y Vin = V AC
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Figura A.17: Error en corriente de entrada detallado entre 80ms y 90ms - Carga tipo
potencia y Vin = V AC
A.16 que siguen el patro´n de los semic´ıclos de tensio´n alterna, pero el valor ma´ximo
lo alcanzan instantes despue´s de la ma´xima tensio´n de entrada.
El error en corriente de entrada mostrado en la Figura A.18 no tiene un ana´lisis
trivial, pero es posible deducir que la mı´nima diferencia se produce al mismo tiempo
que el ma´ximo y mı´nimo del semic´ıclo de tensio´n alterna.
A.4. Carga tipo corriente y tensio´n de entrada
fluctuante
En la Figura A.20 se han representado los valores de tensio´n de entrada que se
han usado en la prueba. Es posible ver que se trata de una tensio´n sinusoidal entorno
a una tensio´n de 210 volts.
Es posible ver que, si bien la frecuencia con la que fluctu´a, la tensio´n de entrada
es mayor a la producida por induccio´n, se pueden notar que en la Figura A.21 los
puntos de inflexio´n sobre el comportamiento de la tensio´n de entrada es provocado
por las fluctuaciones.
Puede apreciarse que los errores de tensio´n de salida responden al mismo patro´n
de comportamiento que la tenio´n de entrada, con la diferencia de un defasaje de 2ms.
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Figura A.18: Error en corriente de entrada - Carga tipo potencia y Vin = V AC
Figura A.19: Error en corriente de entrada detallado entre 85ms y 95ms - Carga tipo
potencia y Vin = V AC
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Figura A.20: Patro´n de tensio´n de entrada fluctuante Vin = V F
Figura A.21: Tensio´n de salida - Carga tipo corriente y Vin = V F
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Figura A.22: Error en tensio´n de salida - Carga tipo corriente y Vin = V F
En la Figura A.24 es imposible visualizar el comportamiento de la corriente del
modelo QXY ya que se encuentra justo detra´s de los valores del modelo de referencia.
Adema´s puede apreciarse que de ciclo a ciclo se producen fluctuaciones en ambos
modelos. Las pequen˜as diferencias de corriente de entrada para ambos modelos son
mejor apreciadas en la Figura A.25 donde en el peor de los casos no supera los 0.01.
Contrastando las Figura A.22 y Figura A.25, puede concluirse que el ma´ximo valor
de corriente ocurre cuando el error de tensio´n es ma´ximo (negativo) y el error de
corriente es cero.
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Figura A.23: Error en tensio´n de salida detallado entre 10 y 15 ms - Carga tipo
corriente y Vin = V F
Figura A.24: Corriente de entrada - Carga tipo corriente y Vin = V F
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Figura A.25: Error en corriente de entrada - Carga tipo corriente y Vin = V F
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