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Abstract 
 
An enhanced level of autonomy for UAVs is desirable when behaviours more sophisticated 
than simply following waypoint presets are desired. Behaviour Trees (BT) provide a decision-
tree like approach for developers to efficiently implement these sophisticated behaviours 
through a robust, modular, scalable framework. 
 
This paper presents a framework for easy development of BTs which implements autonomous 
unmanned aerial vehicle (UAV) behaviours, building upon the existing Java Behaviour Tree 
(JBT) software for video games. Behaviour Engine software was also developed, allowing the 
BTs to be interfaced with an autopilot to deliver enhanced UAV control. The Behaviour Engine 
software was loaded with BTs implementing the UAV behaviours of pursue, evade, stalk and 
patrol, with the results showing that these behaviours function as desired in the Behaviour 
Engine software for two simulated UAVs. 
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Introduction 
 
Video games are appraised on their ability to immerse a gamer in a believable environment with 
dynamics which reflect those of the real world. The key system driving these dynamics is the 
video game’s artificial intelligence engine (AI engine), which implements intelligent decision 
making in the video game’s non-playable characters (NPCs) [1]. Sensory data from the NPCs 
is passed as inputs to the AI engine, which then selects and executes the appropriate behaviour 
on the basis of pre-programmed decision logic [2]. This development strategy requires that all 
of the agent’s states map to all its possible behaviours – with behaviour trees (BTs) providing 
this capability through a hierarchical, modular and scalable framework [3]. 
 
Fig. 1 introduces the hierarchical BT structure. The hierarchy originates at a root node, with 
connections which branch through to condition nodes, composite nodes and action nodes. These 
connections constitute decision paths, which a ‘tick’ originating at the BT’s root node may 
propagate through. The specific paths taken by the tick are influenced through the BT’s 
composite nodes, which function in conjunction with condition nodes to build a picture of the 
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agent’s state. This ensures that the tick ultimately reaches the appropriate action node, with each 
embedding an executable and ideally, atomic behaviour (an action). Thus, an AI engine may 
periodically propagate a tick through its BTs, for the purpose of selecting and executing the 
most appropriate behaviour for an agent.  
 
 
Fig. 1: A graphical representation of a BT, showing its decision paths 
BTs are a way to improve efficiency, safety and robustness of autonomous behavior through 
modularity [3]. Their advantage lies in their ability to deliver sophisticated behaviours through 
a decomposition of actions, which are selected and executed through the decision logic 
implemented by condition and composite nodes. Despite these advantages, BTs have not 
seemed to gain widespread application to the high-level control of UAVs since earlier work in 
[4,5]. For this reason, this paper presents a practical system, we call a Behaviour Engine (BE), 
that embeds BTs to implement UAV autonomous behaviour. 
 
Concept of Operations and System Architecture 
 
The concept of operations for the Behaviour Engine is to command a UAV autopilot through 
transmission of high-level commands to the autopilot, in response to sensory data received 
from the autopilot, utilizing an existing UAV communication protocol (MAVLink). This 
enables the UAV to exhibit enhanced autonomous behaviours with minimal autopilot 
modification.  Fig. 2 presents the physical architecture for the developed system which 
implements the BE. The BE software is installed on two single board computers (SBCs) (we 
used a Raspberry Pi 3 Model B) and is loaded with a library of user-developed BTs. The BEs 
then interface with the Simulated Autopilot subsystem, which executes the Ardupilot Desktop 
Executable, providing a Software-In-the-Loop (SITL) simulation of up to two UAVs, closely 
replicating a solution using physical autopilots [6]. The Behaviour Engine Link provides an 
interface to the Ground Control Station (GCS), which can use existing flight management 
software for human supervisory control. Table 1 describes the function of each software 
component in Fig. 2.  
 
Note that our modular design approach utilizing MAVLink/MAVProxy means that the 
Simulated Autopilot subsystem can easily be substituted for a real MAVLink or MAVProxy 
capable hardware autopilot. In fact, the BE can be used with any Robot Operating System 
(ROS)-capable robotic platform via the MAVRos package (http://wiki.ros.org/mavros).   
 
Behaviour Tree Library 
 
The BT Library implements the behaviours of: pursue, evade, stalk and patrol. The behaviours 
of pursue, evade and stalk are coordinated; a UAV implementing the pursue behaviour seeks a 
UAV implementing the evade behaviour, with a UAV implementing the stalk behaviour 
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following the path of a UAV performing the patrol behaviour. The patrol behaviour is 
independent, and at a high-level is effectively the UAV moving through its environment with 
fluid motion. 
 
 
Fig. 2: System architecture for developing and testing behaviour tree functionality with 2 
simulated UAVs 
Table 1: Description of components 
Subsystem Component Status Description 
Behaviour 
Engine 
Behaviour Engine 
Manager 
Developed Manages and executes all software components in the 
Behaviour Engine subsystem, including ticking the BTs.  
BT Library  Developed Holds the BTs developed through the JBT framework 
and compiled with the JBT framework’s runtime 
libraries. 
MAVLink Packet 
Decoder 
Developed Decodes UAV flight data sent from the Simulated 
Autopilot.  
MAVProxy Existing Transmits encoded commands to, and receives 
MAVLink packets from, the Simulated Autopilot. 
MAVProxy Relay Developed Receives plain-text commands from the BTs and 
forwards them to MAVProxy for encoding. 
Ground 
Control 
Station 
APM Planner 2 Existing Provides real-time feedback on UAV performance 
through a moving map and flight data display. 
Command-Line 
Interface 
Developed Provides central user management of the system and 
real-time feedback on BT execution. 
Flight Data Relay Existing Exchanges flight data between two Behaviour Engine 
subsystems when coordinated behaviours are desired.  
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Simulated 
Autopilot 
ArduPilot Desktop 
Executable 
Existing Simulates a hardware ArduPilot autopilot through a 
SITL configuration. 
FlightGear Existing Provides a 3D visualisation of the simulated UAV. 
MAVProxy Existing Forwards MAVLink packets from the Ardupilot 
Desktop Executable to the Behaviour Engine 
subsystem. 
 
The BT Library has been developed to reap the advantages of modularity and scalability 
presented by the BT framework. It is structured to allocate each of the aforementioned 
behaviours to an individual BT, with some nodes being duplicated across the BTs where they 
share a common function. At its highest-level, the BT Library implements the Master BT, which 
functions alongside the Command-Line Interface to enable a user to switch between behaviours. 
Fig. 3 shows the Master BT where each sub-BT is guarded by a condition node, which 
determines if that behaviour has been selected by the user.  
 
 
Fig. 3: Master BT showing implemented behaviours 
Behaviour Tree Development Framework  
 
The BTs presented under this paper were developed through the existing, open-source JBT 
software package, which includes a graphical editor for conceptualizing BTs, code generators 
that yield templates for programming individual action and condition nodes, and a runtime 
library which enables BTs to be executed (i.e. ticked) following their development [7]. 
 
To streamline the BT development process, the process illustrated in Fig. 4 was utilised (see 
user guide in [7]). In the planning phase, a developer defines intended node functionality in a 
requirements spreadsheet and connects nodes to form a model BT through the JBTEditor 
graphical interface. Using the Java language, the model BT’s nodes are programmed to 
implement the requirement’s functionality, with the model BT then interfaced with the JBT 
runtime libraries to yield an executable BT which may be integrated into the BE. 
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Fig. 4: BT development process 
Results 
 
The functionality of the BE is demonstrated through loading it with the BT Library and 
validating the execution of the BTs through the Flight Gear, APM Planner 2 and Command-
Line Interface components. Fig. 5 (top) demonstrates a single UAV implementing the patrol 
behaviour. The UAV autonomously departed from its launch location, conducted a brief patrol 
of the environment constrained by a user-defined geofence, and then returned to its launch 
position upon the battery falling below a threshold for safe return. The Command-Line Interface 
in the figure presents BT execution feedback which can verify this sequence of behaviour 
execution.  
 
Fig. 5 (bottom) demonstrates a UAV implementing the evade behaviour and another 
implementing the pursue behaviour. As per the definition of these behaviours, the pursuing 
UAV seeks the evading UAV – with this being evident through the BT execution feedback 
provided through the Command-Line Interface. 
 
Conclusion 
 
This paper has introduced the BE; which can interface BTs loaded onto a SBC with a simulated 
autopilot. Through simulation, the paper has also demonstrated the advantages of BTs in 
implementing complex behaviours through decomposing them into a hierarchical tree of nodes. 
To deliver physical UAV control which satisfies the concept of operations, future work shall 
test the BE software with a physical autopilot on an operational UAV. 
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Fig. 5: Single-UAV (top) and Multi-UAV (bottom) demonstration of the BE  
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