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Abstract 
A significant area of research is the alignment of web system and organisational requirements. In this paper we 
describe an approach to facilitating this alignment using graphical models of the processes that are being 
supported by a web-based system. This approach is supported by the AWeSOMe modelling architecture. This 
architecture allows us to investigate the effectiveness of different notations for modelling systems. The 
architecture is being implemented as the AWeSOMe modelling tool, which will be used to investigate our 
approach to alignment in industry-based case studies. 
Introduction 
Current software development is often characterised by significant early uncertainty in system scope, 
particularly where the Web is leveraged in supporting changes to business processes. This uncertainty can then 
lead to poor alignment between business processes and IT systems, substantial ongoing system 
redevelopment, and client and customer dissatisfaction with the resultant systems. The lack of appropriate 
approaches to address these problems leads to significant costs in web development projects [11], which is a 
significant business activity in its own right [6], with cost overruns being a significant waste of resources. 
The AWeSOMe tool described in this paper is being developed to support research which investigates an 
innovative approach to reducing this uncertainty and the resulting volatility, and through this support a more 
rapid resolution of the development scope for software systems. Specifically, the research will utilise recent 
progress in the development of high-level modelling approaches [14, 16] (which more effectively link system 
information management and functional behaviours with business processes) to enable the automated 
identification of potential discordances between the software system being developed and the organisational 
context in which the system exists. These discordances arise when aspects of the (proposed) system or 
business processes are changed without appropriate consideration of the impacts on the complex inter-
relationships which exist within the composite software/business environment. 
Specific objectives of the research include: 
Customisation and extension of existing modelling approaches to support identification of key discordances: 
Existing modelling approaches can represent the relationship between software systems and business domains 
[15], but have not traditionally been used to identify or reason about discordances in these relationships when 
changes are made to either of these (see the section below for an explanation of this issue). We aim to adapt 
these modelling approaches to allow this reasoning about potential discordances to occur. The AWeSOMe tool 
will allow us to prototype extensions to modelling notations and use these notations to model systems.  
Development of algorithms for automated identification of discordances: Once the modelling approaches have 
been developed, we will develop algorithms to allow reasoning about the models and subsequent automated 
identification and appropriate reporting of discordances. The AWeSOMe tool will support the integration of 
software components implementing algorithms that analyse the underlying data model for discordances. 
Evaluation of the effectiveness of the techniques:  The AWeSOMe tool can be used in case studies that 
demonstrate the modelling and reasoning algorithms and allows evaluation of the resultant impact on the 
reduction of scope volatility during the development process. Particular attention will be payed to applicability of 
the approaches across a range of problem domains and technologies, and the applicability to managing real-
world projects. 
This paper describes the AWeSOMe tool which is being developed to support research into aligning web 
system and organisation models. We begin by discussing the existing research that is informing this work. We 
then discuss the problem that this research seeks to address. Next we discuss the research methodology that is 
being applied to investigate this problem, and discuss the role of the AWeSOMe tool in this research. Next we 
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discuss the conceptual and software frameworks that are supporting the development of AWeSOMe. We 
conclude by outlining the next stages of our work building on the AWeSOMe tool. 
Background 
This project will build upon our earlier research in several key areas. The first area, related to the earlier stages 
of the Web development process, includes research into Web characterisation models [11], development 
processes [10], requirements volatility[22], Web Impact analysis [12, 20, 21] and – most recently – our work on 
the role of issue resolution in supporting the determination of system scope in Web projects. This last body of 
research is crucial in the context of this project. For the commercial Web projects which we studied, once an 
initial project brief had been established the key trigger for almost all subsequent adjustments to the project 
scope was the resolution of issues. These issues related to the way in which the system environment impacts 
on, and is impacted (or changed) by the introduction of the system. This leads us to an approach to scope 
refinement which will be based on the dualistic modelling of the system and environment as they currently exist 
prior to the development (an as-is view), and as they are desired to be (a to-be view). 
The second area of our previous research which feeds into this project is our development of high-level 
information flow models [16]. Whilst the detailed behaviour and low-level information design of a Web system 
tends to be extremely volatile during (and usually after) the system development the flow of information between 
the system and its environment tends to be much more stable. We subsequently showed [17] that a 
representation based on high-level information flows provided a clearer basis for system design, and – most 
significantly – facilitated identification of ways in which a proposed design change may result in impacts upon 
the systems environment. Further, the information flow models, when combined with conventional work flows (a 
simplified form of which was shown in Figures 1 and 2 above), appeared to capture a key set of interfaces 
between the system and the organisation in which it is embedded – those interfaces which, when changed, lead 
to changes in the scope, and vide versa. The interfaces do not uniquely and completely define the system, but 
they do appear to provide a source of crucial information for identifying and resolving the discordances that 
were discussed in the background section above, and which are the focus of this research. 
Merging the above two threads of previous research provides a clear approach to supporting the automated 
identification of those discordances between an IT system and its environment that have the potential to affect 
decisions on the system scope and its corresponding boundary. These identified discordances can then be 
used to raise issues within a linked issue-tracking system. The issues, when resolved, will allow a progressive 
clarification and elaboration of the agreed system scope (as well as the concomitant changes to the associated 
organisational workflows and business processes).  
The approach will be based on the development of a modelling notation which links information flows, functional 
boundaries and work flows – and which supports the development of models that initially represent the current 
(as-is) domain. The models are then progressively adjusted to show the incorporation of variations on the 
proposed IT system, with discordances being automatically identified and issues being raised with the developer 
as the models are modified. The value of a visual notation that can be evolved can be seen in the success of 
approaches such as Threat Model Analysis (TMA). Visualising the system helps to make the boundaries more 
readily apparent, and thus less likely to be overlooked. The existence of the model also allows the impact of 
changes in the relationships between elements on the security threats to the system to be assessed and 
addressed. A prototype tool which forms part of this research will allow evaluation of the effectiveness of the 
models and algorithms in managing the construction and evolution of a system, and identifying boundary 
conditions that require negotiation between the client and the developer. We believe this approach will lead to a 
much more rapid convergence of the agreed system scope and a substantial reduction in overlooked adverse 
misalignment between the system and its environment. 
Approach 
As was mentioned above, a key characteristic of much software systems development is early uncertainty in the 
system scope. There exists a significant and growing body of research into the early stages of the development 
cycle when the development scope is nominally resolved – mostly focussing on domain modelling and 
requirements capture and analysis. Most of this research however assumes an initially unknown but largely 
invariant system scope which simply must be elicited and analysed. Both research and practice often overlooks 
the complex interdependencies through which the emerging definition of a system can directly or indirectly affect 
the environment in which that system exists, and thereby create a feedback loop which leads to subsequent 
changes in the scope of that system [21]. This type of interdependency between system and environment is 
most common where part of a business process is being fundamentally changed or replaced by a software 
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system. Whilst this characteristic of system development is not uncommon in most (if not all) software systems, 
recent technologies, and especially web-based systems, are exemplars of where the scale of the feedback 
mechanism makes addressing it early an imperative.  
Before we consider existing research which is relevant, let us illustrate the above problem with a simplified 
illustrative example. Consider an existing business process (variants of which exist in many small businesses) 
that involves casual employees completing a paper-based timesheet at the end of each week which is 
subsequently checked by a supervisor and either returned for amendment or approved and submitted to a 
payroll administrator for payment. This is shown in Figure 1 in a simplified process modelling notation, in which 
the shaded region represents an existing payroll IT system. This figures adopts a simplistic notation, but is used 
to illustrate the representation of the relationship between the business workflows and the existing (or 
anticipated) software systems. The modelling notation to be developed will be much more sophisticated than 
shown in this figure. 
 
Figure 2: Initial scope of electronic timesheet submission 
Assume that a decision was then taken to develop a simple system to support online submission (and 
modification, when necessary) of timesheets by casual employees. The initial system scope was focussed on 
just support for the casual employees, and could be defined as shown in Figure 2. Such a change in the 
relevant subsection of the workflow would however have impacts on – and potentially require changes to – other 
sections of the overall business process. For example, the processing of timesheets by the staff supervisor was 
previously carried out on the paper-based timesheets, but these no longer exist in that form (now being 
Figure 1: Existing casual staff payment process 
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electronic). The result is a discordance between the new software system and part of the existing process (the 
checking of the timesheets which assumes paper-based input). Resolving this discordance will involve changes 
to the scope of the proposed system and/or the business processes, and would be the basis for negotiation with 
the client. 
In other words, when we move from a system as it currently exists (the as-is view of the business/system) to the 
definition of a potential new or changed system (the to-be view of the business/system) we introduce potential 
discordances between the system and the business processes to be supported by the new system. Resolving 
these discordances leads either to changes in the scope of the system, or changes in the associated business 
processes – either of which can lead to further changes to either or both. Much of the complexity of the early 
stages of project scoping resolves around understanding and negotiating these changes and defining the 
boundary of what functionality should “the system to be” support and which it should not. Whilst this form of 
scope resolution is well accepted and understood, it is our contention that it is invariably overlooked, and there 
has been little research specifically addressing how it can be most effectively managed.  We contend that by 
undertaking richer forms of the modelling shown in the above examples, based on a merger of existing process 
modelling techniques and our own information flow modelling formalism [16], it is possible to automatically 
identify potential discordances early in the project scoping / specification, and to then raise these as 
development issues that need to be resolved – thereby leading to more rapid convergence onto an agreed 
system scope which is integrated with the modified organisational workflows and business processes.
As mentioned above, there has been substantial research over the last 30+ years, focusing on the early stages 
of software systems development and the relationships between software systems and business processes. 
Requirements Engineering (RE) is an active research area which focuses on approaches to capturing, 
analysing and modelling requirements for software systems. The majority of research in this field assumes a 
fixed, though initially unknown, scope which must be discovered, analysed and documented. Where 
requirements are recognised as varying (or volatile [22]) this is usually attributed to uncertainty on the part of the 
client [13] or changes occurring in the domain independently of the introduction of the system-to-be. Very little 
research has considered the way in which the introduced system itself can lead to changes in the domain – and 
hence create a positive feedback loop leading to changes in the system. Our earlier research, which has had a 
specific focus on Web systems development, has shown that often Web systems and the organisation domain 
in which the systems exists co-evolve, with the nature and extent of this evolution often not being clearly 
understood until early design prototypes are available [8,9].  
In many respects, this research is also closely related to work on IT-business alignment, which focuses on ways 
in which a software system can be most appropriately designed to seamlessly integrate with, and support, 
existing or proposed business activities. Of particular interest is research on strategic alignment [15]. Research 
has shown that strategic alignment can have substantial positive impact on business performance [4]. Whilst the 
desired end result is similar (the absence of discordances between the system and the business processes – or 
the business objectives which are supported by those processes), the focus of work on IT-business alignment is 
typically on how to ensure that software systems appropriately support a given set of business objectives, rather 
than the identification of specific aspects where an existing business process requires modification as a 
consequence of the introduction or modification of a software system to which it interfaces. Furthermore, the 
research in this area has not paid due attention to the nature and extent of impact that the “system-to-be” may 
have on the corresponding business rules that govern business processes and workflows within organisations. 
Similarly, work in areas as diverse as soft-systems methodologies (SSM) [3], problem frames [7] and COTS 
(Commercial Off-The-Shelf) development [18] also provides insights into the interdependence of software 
systems and the organisational processes within which they are embedded. For example, rich pictures – a tool 
used within SSM and elsewhere – can be used to understand the relationships between software systems and 
the contexts within which they exist.  Nevertheless, again, these techniques are useful in supporting effective 
system design, but not in identifying specific points of discordance. This identification is typically assumed to 
occur as a natural consequence of the system design process, and hence has lacked any focus as a research 
topic. Indeed, this assumption is partially true – the discordances do indeed become obvious – but often not 
until later in the development cycle, well after design or indeed implementation has commenced and scoping 
contracts have been agreed upon and signed off. 
Given that there is much work on what defines a software system effectively aligned with organisational 
processes or business goals, but not on specific techniques for identifying particular points where they are 
potentially misaligned, the obvious question is how such discordances can be discovered as early in the 
development as possible and what strategies could be employed in early resolution of issues arising from the 
identification of these discordances. Answering these questions is the core of this research project. 
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Our particular approach to answering this question emerges from the convergence of two of our earlier research 
contributions: investigation of the ways in which issues that emerge during software system design (and Web 
development in particular) have influenced the developers understanding of the system scope [10,21]; and the 
potential role in web system design of a high-level information flow model [16]. Taken together, these two areas 
of work indicate the importance to defining system scope of understanding the flow of information into and out of 
a system, especially when coupled with an equivalent process flow. These areas of work are the main 
motivations behind the development of the AWeSOMe tool. 
Methodology 
The AWeSOMe tool is being developed to support investigation of issues around the management of scope and 
requirements of web systems. The design decisions made when developing AWeSOMe have been guided by 
these research goals. A brief discussion of these goals follows to show how they have influenced the design of 
AWeSOMe. 
Stage 1: Analysis of existing data on issue resolution and scope refinement: In the first stage of the 
project, we will consider the question of what system/domain interfaces are associated with those discordances 
that, when resolved, lead to scope changes. We will analyse the data collected in our earlier research on issue 
analysis with the specific objective of identifying those issues which related to an identified discordance. These 
issues will then be analysed to select only those which resulted in a subsequent change or refinement to the 
perceived or agreed system scope. The AWeSOMe tool provides a realisation of the concepts being discussed 
in this phase and provides a focal point for discussions. Work on AWeSOMe feeds back into these discussions. 
Stage 2: Development of a modelling notation for representing interfaces between a software system 
and its business domain:  Using results from our previous work [16,17] we will develop a rich model that 
captures the way in which business models and processes inter-relate with IT system designs, particularly in 
terms of their mutual impacts.  This model will be compatible with existing business and system design models 
(UML for example) and will leverage work that focuses on the impacts IT can have on organisational operation. 
The modelling notation will be lightweight yet expressive, and be understandable to both developers and clients 
– thereby facilitating communication between them. Of specific interest will be the i* modeling notation and the 
corresponding framework developed by Yu [19]. The purpose of this modelling is to support identification of 
misalignments that exist between the IT systems’ core functionality and the organisational workflows (see stage 
3). AWeSOMe acts as tool for prototyping different notations and experimenting with different approaches to 
modelling. Because it is not tied to any existing notations or frameworks we are free to try out new concepts.   
Stage 3: Automated discordance identification algorithms: In this stage we will develop algorithms for 
analysing the interface models constructed using the notation developed in stage 2. These algorithms will be 
based on identifying points in the models where the specific modelling semantics have been breached by 
making changes to the models. In particular, as a model is constructed or changed to incorporate the 
relationship between a proposed software system and the organisational workflows it supports, the algorithms 
should be able to identify discordances in these interfaces that have the potential, when resolved, to affect the 
system scope.  We will investigate existing automated reasoning algorithms and technologies to find the most 
effective one for our purposes. The models created using the AWeSOMe tool are stored in a database in a 
simple schema that we have created. Using this data model we can create software components that analyse 
this data using the algorithms developed in this phase. These tools can be standalone or they can be integrated 
with AWeSOMe. 
Stage 4: Implementation of tools to support reasoning:  In this component we will develop a prototype tool 
which supports the construction and evolution of the above models that is suitable for use in industry-based 
case studies. The AWeSOMe tool will serve as the basis for this implementation, both conceptually and 
technically. The prototype tool will be interoperable with existing CASE tools so that the models can also form 
the basis of subsequent modelling (e.g. the models should be able to be exported into skeletons of preliminary 
UML use case diagrams). Our preliminary design for this tool involves an interface that supports the 
construction of the as-is model (i.e. existing workflows and information flows) and the subsequent modification 
of the model to incorporate proposed changes and new system functionality (the to-be model). A rich versioning 
capability will allow the modeller to wind back or forward the model (or different versions of the changes) in 
order to consider possible ways in which the scope can be affected. We will also implement in the tool the 
discordance identification and subsequent issue handling processes. The result will be a composite modelling, 
versioning and issue tracking CASE tool prototype.  
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Stage 5: Evaluation and refinement: Supporting all the above project components, and running throughout 
the project, is a series of user and usage experiments.  We will conduct experiments with commercial 
developers using the model and associated tool to track the extent to which they support effective identification 
of discordances and raises these as issues to be resolved. Specifically we will consider the extent to which the 
identified discordances are valid and complete, and the extent to which their resolution affects the agreed 
system scope (or at least led to valid discussions about the scope). We will also conduct case studies of the use 
of the tool.  Evaluations will be performed both with AWeSOMe and with the tool developed in stage 4. 
Conceptual Framework 
A key purpose of the AWeSOMe tool is to assist with the development of new techniques and methods for 
building web systems. These techniques and methods are based on the existing body of work relating to Web 
Engineering. In particular we build on the concept of alignment in systems modelling [1,2,4], existing 
approaches to modelling systems [14], and existing notations used for modelling systems [14]. The use of these 
concepts in this work is introduced below. 
Alignment & Discontinuities 
A system can be aligned, misaligned, or unaligned. An unaligned system can not be realised. It is a system that 
has discontinuities. A misaligned system is one where there are gaps between the web system and the 
organisational processes it is supporting, but these gaps have been identified and steps have been taken to 
ensure the process still works. Sometimes a physical change such as printing hard copy versions of electronic 
documents is an acceptable workaround. When a discontinuity is resolved with a workaround rather than with a 
change to the software scope we say there is a misalignment, but the discontinuity has been resolved. An 
aligned system is one where the web system totally encompasses the organisational processes. A discontinuity 
is a discordance that has not been resolved. A model is aligned when all its discontinuities have been resolved. 
A discordance can be changed either by modifying the software system or the physical system. AWeSOMe is 
developed to help developers of web systems identify these discordances early in the development cycle, when 
the cost of rectifying them is lower than it would be otherwise. 
Notations 
A key component of this research is developing a notation that can be used to create models of web systems 
and organisations. There are numerous notations available for modelling web systems and our own research 
has also developed a useful notation [16]. The AWeSOMe tool seeks to build on this research and support 
further research in to notations that are useful for modelling web systems. In particular, we believe it is essential 
for many projects to have a simple notation that can readily be applied to real world problems. While BPMN, 
BPEL, IDEF(n) and the like are extremely useful, there is often a great deal of overhead and cost involved in 
integrating these modelling notations and techniques into an organisation. We aim to develop a simple notation 
that will be easily adopted for projects of any size, while still retaining the richness of expression that makes 
other notations useful. 
An example of the kind of notation we are developing is shown in Figures 1&2. This notation describes a system 
in terms of Actors, Activities, and Artefacts, and the flows between them. The flows indicate, for example, that 
an Actor can perform an activity, and that an Artefact can be the input or output of an Activity. This notation is 
not well developed, but with the AWeSOMe tool serving as a prototype we can easily modify notations and 
evaluate how useful they are for modelling actual systems. 
Software Framework 
The concepts developed in this work are intended to be applied to real world problems. While many of the 
concepts are widely used in existing tools, we believe our approach to integrating them to be unique. For this 
reason we have chosen to develop a software framework that supports the creation of tools based on the ideas 
developed in this work. These tools aim to be useful both as research aids as we develop our ideas, and as 
tools that can be used in web engineering projects. The following discussion presents our approach to 
AWeSOMe’s architecture and a brief discussion of its key components.  
4-Layer Architecture 
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In order to support our research goals we have chosen to base AWeSOMe on a 4-layer architecture as used in 
UML. Figure 4 shows a linear representation of the UML 4-layer architecture on the left and the corresponding 
layers used in the AWeSOMe architecture. 
 
Figure 3 4-Layer Architectures for UML and AWeSOMe. 
The UML layers are described in the UML 2.0 specification [cite]. In the AWeSOMe architecture, the 
significance of the layers is as follows: 
• M0 – the physical system that is being modelled. This can be an implementation of a web system, or 
the processes and workflows of a business. 
• M1 – a model representing the physical system. The model is an abstraction that allows aspects of the 
physical system to be represented in a data structure that supports reasoning about the system. The 
model is expressed using a notation. 
• M2 – a notation for describing models of organisations or web systems. Common examples of the kinds 
of notations describe are BPMN, UML Activity Diagrams, and WIED. 
• M3 – a model for describing notations. The M3 layer is constructed to be as simple as possible while 
still allowing a variety of notations to be expressed. The M3 layer describes notations in terms of the 
entities that can be used in the models and the relationships that can be created between these entities. 
The M3 layer is expressed as a database schema. 
Modelling Framework 
The modelling framework is a collection of database schemas, software interfaces and component designs that 
support the implementation of a notation independent tool for modelling web systems and organisations. Figure 
5 shows how the 4-layer architecture is realised as  
 
Figure 4 The AWeSOMe modelling framework 
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Database Schema 
The M3 database schema describes a way of representing notations. We have kept this description as simple 
and as minimally abstract as possible. In our schema we say that a Notation consists of Entities and 
Relationships. Both of these can have Attributes associated with them. We also support the notion of 
superclasses and abstract Entities. In the example notation described above, the Entities are activities, actors, 
and artefacts. The Relationships are invoke and produce. Relationships are defined as having to and from 
entities, so when modelling the notation we would say the from-Entity for invoke is actor and the to-Entity for 
invoke is artefact. 
M2Modeller 
The M2Modeller allows us to model notations that are used to model web systems or organisations (or both). 
Modelling different notations allows us to experiment with different approaches to modelling web systems and 
organisations. Our goal is to develop a notation that is simple to use but effective for modelling web systems 
and organisations. The M2Modeller allows us to capture modelling semantics and layout semantics. In our 
implementation the M2Modeller is a web application developed in Java using the Struts framework and 
Hibernate. Notations created in the M2Modeller are stored in the Notation Store. The Notation Store is 
implemented as a Hibernate persistence layer, and in the current implementation also uses a MySQL 
database.M1Modeller 
M1Modeller 
The M1Modeller allows us to model web systems and organisations using any of the notations modelled in the 
M2Modeller. It also allows us to manage branches and evolutions in the model. The M1Modeller will also be 
used to interact with software components that help to resolve alignment discontinuities in the model being 
created. In our implementation the M1Modeller is a 2-tier client-server application. The server layer consists of a 
collection of web-services that manage the M1 data and layout models. This layer is implemented using 
Apaches Axis web-service framework and Hibernate. These services are consumed by a C# application that 
allows the user to create and manipulate models of physical systems using notations that have been added to 
the system. The model created using the M1Modeller is stored in the Model Store. The Model Store is 
implemented as a Hibernate persistence layer, and in the current implementation also uses a MySQL database. 
Figure 5 shows an example of modelling the timesheet system discussed earlier using AWeSOMe’s 
M1Modeller. 
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Figure 5 The M1Modeller for AWeSOMe 
Further Work 
The AWeSOMe modeller is being developed to support ongoing research into the development of Web 
Systems. This research intends to have several outcomes, which will be actualised in the AWeSOMe tool and in 
related tools the investigation identifies as being necessary. These outcomes are: 
• An improved understanding (represented as models) of the interdependence of organisational 
workflows and the software systems which support these workflows, and particularly with the way in 
which appropriate modelling (based on a composite of workflow modelling and information flow 
modelling) of these interdependencies can lead to identification of discordances between the workflows 
and the systems. 
• A set of techniques for undertaking reasoning about the models that are constructed and the 
subsequent automated identification of those discordances between software systems and the 
workflows that are supported which have the potential to affect, when resolved, the agreed scope of the 
software system. 
• A prototype tool which supports the construction of the models and subsequent reasoning about these 
models, and which thereby assists in identifying misalignments between software systems and the 
workflows that they support. 
• Integration of the prototype tool with existing widely-utilised software product development tools which 
thereby allow the rapid adoption and leveraging of the models and techniques which will be developed.  
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