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Abstract
In the Lattice Agreement (LA) problem, originally proposed by Attiya et al. [1], a set of processes has to
decide on a chain of a lattice. More precisely, each correct process proposes an element e of a certain join-semi
lattice L and it has to decide on a value that contains e. Moreover, any pair pi, pj of correct processes has to
decide two values deci and decj that are comparable (e.g., deci ≤ decj or decj < deci). LA has been studied
for its practical applications, as example it can be used to implement a snapshot objects [1] or a replicated
state machine with commutative operations [8]. Interestingly, the study of the Byzantine Lattice Agreement
started only recently, and it has been mainly devoted to asynchronous systems. The synchronous case has
been object of a recent pre-print [16] where Zheng et al. propose an algorithm terminating in O(√f) rounds
and tolerating f < dn/3e Byzantine processes.
In this paper we present new contributions for the synchronous case. We investigate the problem in the
usual message passing model for a system of n processes with distinct unique IDs. We first prove that, when
only authenticated channels are available, the problem cannot be solved if f = n/3 or more processes are
Byzantine. We then propose a novel algorithm that works in a synchronous system model with signatures
(i.e., the authenticated message model), tolerates up to f byzantine failures (where f < n/3) and that
terminates in O(log f) rounds. We discuss how to remove authenticated messages at the price of algorithm
resiliency (f < n/4). Finally, we present a transformer that converts any synchronous LA algorithm to an
algorithm for synchronous Generalised Lattice Agreement.
1 Introduction
Fault-tolerance is a key research topic in distributed computing [10]: reliable algorithms have been
deeply investigated in classic message passing [2] and in newer model of computations [6, 7, 11, 4].
A special mention has to be given to algorithms for distributed agreement [9, 14] . They represent
a cornerstone of todays cloud-based services. In particular, practical and efficient implementations
of distributed consensus, transformed in the last 10 years the Internet from a large computers
network in a world-scale service platform. Despite its fundamental role, real implementations of
distributed consensus are still confined to small scales or tightly controlled environments; the well
known FLP result, in fact, makes distributed consensus impossible to solve deterministically in
asynchronous settings, where communication latencies cannot be bounded. To cope with this limit,
practical systems trade off consistency criteria (allowing weaker agreement properties) with liveness
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(guaranteeing run termination only in long-enough grace periods where the systems “behaves” like
a synchronous one).
For such a reason, agreement properties weaker than consensus proved to be extremely effec-
tive for the implementation of a broad family of distributed applications, since they can be used
in systems where consensus cannot be solved, or they can be faster than consensus algorithms
circumventing time-complexity lower bounds.
Lattice Agreement — In this paper we investigate an agreement problem that is weaker than
consensus: the Lattice Agreement (LA) problem. In LA, introduced by Attiya et al. [1], each
process pi has an input value xi drawn from the join semilattice and must decide an output value
yi, such that (i) yi is the join of xi and some set of input values and (ii) all output values are
comparable to each other in the lattice, that is they are all located on a single chain in the lattice
(see Figure 1). LA describes situations in which processes need to obtain some knowledge on the
global execution of the system, for example a global photography of the system. In particular Attiya
et al. [1] have shown that in the asynchronous shared memory computational model, implementing
a snapshot object is equivalent to solving the Lattice Agreement problem.
Faleiro et al. [8] have shown that in a message passing system a majority of correct processes
and reliable communication channels are sufficient to solve LA in asynchronous systems, proposing
a Replicated State Machine with commutative updates built on top of a generalized variant of their
LA algorithm. Generalized Lattice Agreement (GLA) is a version of LA where processes propose
and decide on a, possibly infinite, sequence of values. A recent solution of Skrzypczak et al. [15]
considerably improves Faleiro’s construction in terms of memory consumption, at the expense of
liveness.
The restriction of having only commutative updates is justified by the possibility of developing
faster algorithms. It is well known [2] that consensus cannot be solved in synchronous systems in
less than O(f) rounds, even when only crash failures are considered, on the other hand it has been
shown [18] that, when crash failures are considered, Lattice Agreement can be solved in O(log f)
rounds 1, in O(log f) message delays in asynchronous [17].
Byzantine Failures — All these papers consider process failures, but assume that such failures are
non-malicious. More recently, some works started proposing LA algorithms that tolerate Byzantine
failures. The first one has been by Nowak and Rybicki [13]: they introduced LA with Byzantine
failures and proposed a definition of Byzantine LA in which decisions of correct processes are not
allowed to contain values proposed by Byzantine processes. Using such definition, authors have
shown that the number of correct processes needed to solve LA depends on the structure of the
lattice, and they have shown a LA algorithm for specific kinds of lattices.
Successively, Di Luna et al. [5] proposed a less restrictive definitions of Byzantine LA, in which
correct processes can decide also values proposed by Byzantine. Authors have shown that, when
their definition is used, LA can be solved for any possible lattice when f < n3 : they proposed
a solution for Byzantine LA in asynchronous systems that terminates in O(f) rounds; the same
paper also proposed a Generalized version of the algorithm and built on top of it a Replicated
State Machine that executes commutative operations. In this paper we adopt the Byzantine LA
definition from [5], since it allows to circumvent the impossibility of [13] and it is usable in many
practical scenario. The same definition has been also used by Zheng and Garg [16], where they show
that LA can be solved in synchronous systems with O(√f) rounds also in presence of Byzantine
1 Actually, it can be solved faster than log(f) on specific lattices, the ones having height less than log f [18],
however in this paper we are interested only in worst case performances.
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<latexit sha1_base64="DjnMLU4XyZVEA08coJbiOW3XOFk =">AAACJXicbVDLSsNAFJ3UV62vVpduBovgQkqiBV0W3LisYB/QlDKZ3tahk0mYuVFKyEe41Q/wa9yJ4MpfMYlZ2NazOpxzL +dwvFAKg7b9ZZXW1jc2t8rblZ3dvf2Dau2wa4JIc+jwQAa67zEDUijooEAJ/VAD8z0JPW92k/m9R9BGBOoe5yEMfTZVYiI4w1 TqufHledNNRtW63bBz0FXiFKROCrRHNavsjgMe+aCQS2bMwLFDHMZMo+ASkoobGQgZn7EpDFKqmA9mGOd9E3oaGYYBDUFTIW kuwt+PmPnGzH0vvfQZPphlLxP/8wYRTq6HsVBhhKB4FoRCQh5kuBbpEEDHQgMiy5oDFYpyphkiaEEZ56kYpcssBPqRRKGDp2R RTcM9L5DZds7yUquke9Fw7IZz16y3msWKZXJMTsgZccgVaZFb0iYdwsmMPJMX8mq9We/Wh/X5e1qyip8jsgDr+wdM1KUz</l atexit><latexit sha1_base64="DjnMLU4XyZVEA08coJbiOW3XOFk =">AAACJXicbVDLSsNAFJ3UV62vVpduBovgQkqiBV0W3LisYB/QlDKZ3tahk0mYuVFKyEe41Q/wa9yJ4MpfMYlZ2NazOpxzL +dwvFAKg7b9ZZXW1jc2t8rblZ3dvf2Dau2wa4JIc+jwQAa67zEDUijooEAJ/VAD8z0JPW92k/m9R9BGBOoe5yEMfTZVYiI4w1 TqufHledNNRtW63bBz0FXiFKROCrRHNavsjgMe+aCQS2bMwLFDHMZMo+ASkoobGQgZn7EpDFKqmA9mGOd9E3oaGYYBDUFTIW kuwt+PmPnGzH0vvfQZPphlLxP/8wYRTq6HsVBhhKB4FoRCQh5kuBbpEEDHQgMiy5oDFYpyphkiaEEZ56kYpcssBPqRRKGDp2R RTcM9L5DZds7yUquke9Fw7IZz16y3msWKZXJMTsgZccgVaZFb0iYdwsmMPJMX8mq9We/Wh/X5e1qyip8jsgDr+wdM1KUz</l atexit><latexit sha1_base64="DjnMLU4XyZVEA08coJbiOW3XOFk =">AAACJXicbVDLSsNAFJ3UV62vVpduBovgQkqiBV0W3LisYB/QlDKZ3tahk0mYuVFKyEe41Q/wa9yJ4MpfMYlZ2NazOpxzL +dwvFAKg7b9ZZXW1jc2t8rblZ3dvf2Dau2wa4JIc+jwQAa67zEDUijooEAJ/VAD8z0JPW92k/m9R9BGBOoe5yEMfTZVYiI4w1 TqufHledNNRtW63bBz0FXiFKROCrRHNavsjgMe+aCQS2bMwLFDHMZMo+ASkoobGQgZn7EpDFKqmA9mGOd9E3oaGYYBDUFTIW kuwt+PmPnGzH0vvfQZPphlLxP/8wYRTq6HsVBhhKB4FoRCQh5kuBbpEEDHQgMiy5oDFYpyphkiaEEZ56kYpcssBPqRRKGDp2R RTcM9L5DZds7yUquke9Fw7IZz16y3msWKZXJMTsgZccgVaZFb0iYdwsmMPJMX8mq9We/Wh/X5e1qyip8jsgDr+wdM1KUz</l atexit><latexit sha1_base64="DjnMLU4XyZVEA08coJbiOW3XOFk =">AAACJXicbVDLSsNAFJ3UV62vVpduBovgQkqiBV0W3LisYB/QlDKZ3tahk0mYuVFKyEe41Q/wa9yJ4MpfMYlZ2NazOpxzL +dwvFAKg7b9ZZXW1jc2t8rblZ3dvf2Dau2wa4JIc+jwQAa67zEDUijooEAJ/VAD8z0JPW92k/m9R9BGBOoe5yEMfTZVYiI4w1 TqufHledNNRtW63bBz0FXiFKROCrRHNavsjgMe+aCQS2bMwLFDHMZMo+ASkoobGQgZn7EpDFKqmA9mGOd9E3oaGYYBDUFTIW kuwt+PmPnGzH0vvfQZPphlLxP/8wYRTq6HsVBhhKB4FoRCQh5kuBbpEEDHQgMiy5oDFYpyphkiaEEZ56kYpcssBPqRRKGDp2R RTcM9L5DZds7yUquke9Fw7IZz16y3msWKZXJMTsgZccgVaZFb0iYdwsmMPJMX8mq9We/Wh/X5e1qyip8jsgDr+wdM1KUz</l atexit>
{1, 2}
<latexit sha1_base64="rHG Gev1zcJXAc+FbITZE9nHdlf4=">AAACJXicbVDLSsNAFJ3UV 62vVpduBovgQkpSCrosuHFZwT6gCWUyva1DJw9m7igl9CPc6 gf4Ne5EcOWvmMQsbOtZHc65l3M4fiyFRtv+skobm1vbO+Xdy t7+weFRtXbc05FRHLo8kpEa+EyDFCF0UaCEQayABb6Evj+7yf z+IygtovAe5zF4AZuGYiI4w1Tqu4lz2XQXo2rdbtg56DpxCl InBTqjmlV2xxE3AYTIJdN66NgxeglTKLiERcU1GmLGZ2wKw5 SGLADtJXnfBT03mmFEY1BUSJqL8PcjYYHW88BPLwOGD3rVy8 T/vKHBybWXiDA2CCHPglBIyIM0VyIdAuhYKEBkWXOgIqScKYY ISlDGeSqadJmlwMBIFCp6WiyrabjvRzLbzlldap30mg3Hbjh 3rXq7VaxYJqfkjFwQh1yRNrklHdIlnMzIM3khr9ab9W59WJ+ /pyWr+DkhS7C+fwBF3KUv</latexit><latexit sha1_base64="rHG Gev1zcJXAc+FbITZE9nHdlf4=">AAACJXicbVDLSsNAFJ3UV 62vVpduBovgQkpSCrosuHFZwT6gCWUyva1DJw9m7igl9CPc6 gf4Ne5EcOWvmMQsbOtZHc65l3M4fiyFRtv+skobm1vbO+Xdy t7+weFRtXbc05FRHLo8kpEa+EyDFCF0UaCEQayABb6Evj+7yf z+IygtovAe5zF4AZuGYiI4w1Tqu4lz2XQXo2rdbtg56DpxCl InBTqjmlV2xxE3AYTIJdN66NgxeglTKLiERcU1GmLGZ2wKw5 SGLADtJXnfBT03mmFEY1BUSJqL8PcjYYHW88BPLwOGD3rVy8 T/vKHBybWXiDA2CCHPglBIyIM0VyIdAuhYKEBkWXOgIqScKYY ISlDGeSqadJmlwMBIFCp6WiyrabjvRzLbzlldap30mg3Hbjh 3rXq7VaxYJqfkjFwQh1yRNrklHdIlnMzIM3khr9ab9W59WJ+ /pyWr+DkhS7C+fwBF3KUv</latexit><latexit sha1_base64="rHG Gev1zcJXAc+FbITZE9nHdlf4=">AAACJXicbVDLSsNAFJ3UV 62vVpduBovgQkpSCrosuHFZwT6gCWUyva1DJw9m7igl9CPc6 gf4Ne5EcOWvmMQsbOtZHc65l3M4fiyFRtv+skobm1vbO+Xdy t7+weFRtXbc05FRHLo8kpEa+EyDFCF0UaCEQayABb6Evj+7yf z+IygtovAe5zF4AZuGYiI4w1Tqu4lz2XQXo2rdbtg56DpxCl InBTqjmlV2xxE3AYTIJdN66NgxeglTKLiERcU1GmLGZ2wKw5 SGLADtJXnfBT03mmFEY1BUSJqL8PcjYYHW88BPLwOGD3rVy8 T/vKHBybWXiDA2CCHPglBIyIM0VyIdAuhYKEBkWXOgIqScKYY ISlDGeSqadJmlwMBIFCp6WiyrabjvRzLbzlldap30mg3Hbjh 3rXq7VaxYJqfkjFwQh1yRNrklHdIlnMzIM3khr9ab9W59WJ+ /pyWr+DkhS7C+fwBF3KUv</latexit><latexit sha1_base64="rHG Gev1zcJXAc+FbITZE9nHdlf4=">AAACJXicbVDLSsNAFJ3UV 62vVpduBovgQkpSCrosuHFZwT6gCWUyva1DJw9m7igl9CPc6 gf4Ne5EcOWvmMQsbOtZHc65l3M4fiyFRtv+skobm1vbO+Xdy t7+weFRtXbc05FRHLo8kpEa+EyDFCF0UaCEQayABb6Evj+7yf z+IygtovAe5zF4AZuGYiI4w1Tqu4lz2XQXo2rdbtg56DpxCl InBTqjmlV2xxE3AYTIJdN66NgxeglTKLiERcU1GmLGZ2wKw5 SGLADtJXnfBT03mmFEY1BUSJqL8PcjYYHW88BPLwOGD3rVy8 T/vKHBybWXiDA2CCHPglBIyIM0VyIdAuhYKEBkWXOgIqScKYY ISlDGeSqadJmlwMBIFCp6WiyrabjvRzLbzlldap30mg3Hbjh 3rXq7VaxYJqfkjFwQh1yRNrklHdIlnMzIM3khr9ab9W59WJ+ /pyWr+DkhS7C+fwBF3KUv</latexit>
{1, 3}
<latexit sha1_base64="Rhw GK14FynUSgcS+0kADb+P99Cg=">AAACJXicbVDLSsNAFJ3UV 62vVpduBovgQkqiBV0W3LisYB/QlDKZ3tahkwczd5QS8hFu9 QP8GnciuPJXTGIWtvWsDufcyzkcL5JCo21/WaW19Y3NrfJ2Z Wd3b/+gWjvs6tAoDh0eylD1PaZBigA6KFBCP1LAfE9Cz5vdZH 7vEZQWYXCP8wiGPpsGYiI4w1TqubFzfukmo2rdbtg56CpxCl InBdqjmlV2xyE3PgTIJdN64NgRDmOmUHAJScU1GiLGZ2wKg5 QGzAc9jPO+CT01mmFII1BUSJqL8PcjZr7Wc99LL32GD3rZy8 T/vIHByfUwFkFkEAKeBaGQkAdprkQ6BNCxUIDIsuZARUA5Uww RlKCM81Q06TILgb6RKFT4lCyqabjnhTLbzlleapV0LxqO3XD umvVWs1ixTI7JCTkjDrkiLXJL2qRDOJmRZ/JCXq036936sD5 /T0tW8XNEFmB9/wBHmaUw</latexit><latexit sha1_base64="Rhw GK14FynUSgcS+0kADb+P99Cg=">AAACJXicbVDLSsNAFJ3UV 62vVpduBovgQkqiBV0W3LisYB/QlDKZ3tahkwczd5QS8hFu9 QP8GnciuPJXTGIWtvWsDufcyzkcL5JCo21/WaW19Y3NrfJ2Z Wd3b/+gWjvs6tAoDh0eylD1PaZBigA6KFBCP1LAfE9Cz5vdZH 7vEZQWYXCP8wiGPpsGYiI4w1TqubFzfukmo2rdbtg56CpxCl InBdqjmlV2xyE3PgTIJdN64NgRDmOmUHAJScU1GiLGZ2wKg5 QGzAc9jPO+CT01mmFII1BUSJqL8PcjZr7Wc99LL32GD3rZy8 T/vIHByfUwFkFkEAKeBaGQkAdprkQ6BNCxUIDIsuZARUA5Uww RlKCM81Q06TILgb6RKFT4lCyqabjnhTLbzlleapV0LxqO3XD umvVWs1ixTI7JCTkjDrkiLXJL2qRDOJmRZ/JCXq036936sD5 /T0tW8XNEFmB9/wBHmaUw</latexit><latexit sha1_base64="Rhw GK14FynUSgcS+0kADb+P99Cg=">AAACJXicbVDLSsNAFJ3UV 62vVpduBovgQkqiBV0W3LisYB/QlDKZ3tahkwczd5QS8hFu9 QP8GnciuPJXTGIWtvWsDufcyzkcL5JCo21/WaW19Y3NrfJ2Z Wd3b/+gWjvs6tAoDh0eylD1PaZBigA6KFBCP1LAfE9Cz5vdZH 7vEZQWYXCP8wiGPpsGYiI4w1TqubFzfukmo2rdbtg56CpxCl InBdqjmlV2xyE3PgTIJdN64NgRDmOmUHAJScU1GiLGZ2wKg5 QGzAc9jPO+CT01mmFII1BUSJqL8PcjZr7Wc99LL32GD3rZy8 T/vIHByfUwFkFkEAKeBaGQkAdprkQ6BNCxUIDIsuZARUA5Uww RlKCM81Q06TILgb6RKFT4lCyqabjnhTLbzlleapV0LxqO3XD umvVWs1ixTI7JCTkjDrkiLXJL2qRDOJmRZ/JCXq036936sD5 /T0tW8XNEFmB9/wBHmaUw</latexit><latexit sha1_base64="Rhw GK14FynUSgcS+0kADb+P99Cg=">AAACJXicbVDLSsNAFJ3UV 62vVpduBovgQkqiBV0W3LisYB/QlDKZ3tahkwczd5QS8hFu9 QP8GnciuPJXTGIWtvWsDufcyzkcL5JCo21/WaW19Y3NrfJ2Z Wd3b/+gWjvs6tAoDh0eylD1PaZBigA6KFBCP1LAfE9Cz5vdZH 7vEZQWYXCP8wiGPpsGYiI4w1TqubFzfukmo2rdbtg56CpxCl InBdqjmlV2xyE3PgTIJdN64NgRDmOmUHAJScU1GiLGZ2wKg5 QGzAc9jPO+CT01mmFII1BUSJqL8PcjZr7Wc99LL32GD3rZy8 T/vIHByfUwFkFkEAKeBaGQkAdprkQ6BNCxUIDIsuZARUA5Uww RlKCM81Q06TILgb6RKFT4lCyqabjnhTLbzlleapV0LxqO3XD umvVWs1ixTI7JCTkjDrkiLXJL2qRDOJmRZ/JCXq036936sD5 /T0tW8XNEFmB9/wBHmaUw</latexit>
{2, 3}
<latexit sha1_base64="3E1nlP8yy3GIhd7hNo2DS350vFk =">AAACJXicbVDLSsNAFJ34rPXV6tLNYBFcSElqQZcFNy4r2Ac0oUymt3XoZBJmbpQS+hFu9QP8GnciuPJXTGIWtvWsDufcy zkcP5LCoG1/WWvrG5tb26Wd8u7e/sFhpXrUNWGsOXR4KEPd95kBKRR0UKCEfqSBBb6Enj+9yfzeI2gjQnWPswi8gE2UGAvOMJ V6btK4uHTnw0rNrts56CpxClIjBdrDqlVyRyGPA1DIJTNm4NgRegnTKLiEedmNDUSMT9kEBilVLADjJXnfOT2LDcOQRqCpkD QX4e9HwgJjZoGfXgYMH8yyl4n/eYMYx9deIlQUIyieBaGQkAcZrkU6BNCR0IDIsuZAhaKcaYYIWlDGeSrG6TILgUEsUejwab6 opuG+H8psO2d5qVXSbdQdu+7cNWutZrFiiZyQU3JOHHJFWuSWtEmHcDIlz+SFvFpv1rv1YX3+nq5Zxc8xWYD1/QNJWKUx</l atexit><latexit sha1_base64="3E1nlP8yy3GIhd7hNo2DS350vFk =">AAACJXicbVDLSsNAFJ34rPXV6tLNYBFcSElqQZcFNy4r2Ac0oUymt3XoZBJmbpQS+hFu9QP8GnciuPJXTGIWtvWsDufcy zkcP5LCoG1/WWvrG5tb26Wd8u7e/sFhpXrUNWGsOXR4KEPd95kBKRR0UKCEfqSBBb6Enj+9yfzeI2gjQnWPswi8gE2UGAvOMJ V6btK4uHTnw0rNrts56CpxClIjBdrDqlVyRyGPA1DIJTNm4NgRegnTKLiEedmNDUSMT9kEBilVLADjJXnfOT2LDcOQRqCpkD QX4e9HwgJjZoGfXgYMH8yyl4n/eYMYx9deIlQUIyieBaGQkAcZrkU6BNCR0IDIsuZAhaKcaYYIWlDGeSrG6TILgUEsUejwab6 opuG+H8psO2d5qVXSbdQdu+7cNWutZrFiiZyQU3JOHHJFWuSWtEmHcDIlz+SFvFpv1rv1YX3+nq5Zxc8xWYD1/QNJWKUx</l atexit><latexit sha1_base64="3E1nlP8yy3GIhd7hNo2DS350vFk =">AAACJXicbVDLSsNAFJ34rPXV6tLNYBFcSElqQZcFNy4r2Ac0oUymt3XoZBJmbpQS+hFu9QP8GnciuPJXTGIWtvWsDufcy zkcP5LCoG1/WWvrG5tb26Wd8u7e/sFhpXrUNWGsOXR4KEPd95kBKRR0UKCEfqSBBb6Enj+9yfzeI2gjQnWPswi8gE2UGAvOMJ V6btK4uHTnw0rNrts56CpxClIjBdrDqlVyRyGPA1DIJTNm4NgRegnTKLiEedmNDUSMT9kEBilVLADjJXnfOT2LDcOQRqCpkD QX4e9HwgJjZoGfXgYMH8yyl4n/eYMYx9deIlQUIyieBaGQkAcZrkU6BNCR0IDIsuZAhaKcaYYIWlDGeSrG6TILgUEsUejwab6 opuG+H8psO2d5qVXSbdQdu+7cNWutZrFiiZyQU3JOHHJFWuSWtEmHcDIlz+SFvFpv1rv1YX3+nq5Zxc8xWYD1/QNJWKUx</l atexit><latexit sha1_base64="3E1nlP8yy3GIhd7hNo2DS350vFk =">AAACJXicbVDLSsNAFJ34rPXV6tLNYBFcSElqQZcFNy4r2Ac0oUymt3XoZBJmbpQS+hFu9QP8GnciuPJXTGIWtvWsDufcy zkcP5LCoG1/WWvrG5tb26Wd8u7e/sFhpXrUNWGsOXR4KEPd95kBKRR0UKCEfqSBBb6Enj+9yfzeI2gjQnWPswi8gE2UGAvOMJ V6btK4uHTnw0rNrts56CpxClIjBdrDqlVyRyGPA1DIJTNm4NgRegnTKLiEedmNDUSMT9kEBilVLADjJXnfOT2LDcOQRqCpkD QX4e9HwgJjZoGfXgYMH8yyl4n/eYMYx9deIlQUIyieBaGQkAcZrkU6BNCR0IDIsuZAhaKcaYYIWlDGeSrG6TILgUEsUejwab6 opuG+H8psO2d5qVXSbdQdu+7cNWutZrFiiZyQU3JOHHJFWuSWtEmHcDIlz+SFvFpv1rv1YX3+nq5Zxc8xWYD1/QNJWKUx</l atexit>
{2, 4}
<latexit sha1_base64="cXoYTA/Vgfna1AX3VlgysPCAV7c =">AAACJXicbVDLSsNAFJ3UV62vVpduBovgQkpSCrosuHFZwT6gCWUyva1DJw9m7igl9CPc6gf4Ne5EcOWvmMQsbOtZHc65l 3M4fiyFRtv+skobm1vbO+Xdyt7+weFRtXbc05FRHLo8kpEa+EyDFCF0UaCEQayABb6Evj+7yfz+IygtovAe5zF4AZuGYiI4w1 Tqu0nzsuUuRtW63bBz0HXiFKROCnRGNavsjiNuAgiRS6b10LFj9BKmUHAJi4prNMSMz9gUhikNWQDaS/K+C3puNMOIxqCokD QX4e9HwgKt54GfXgYMH/Sql4n/eUODk2svEWFsEEKeBaGQkAdprkQ6BNCxUIDIsuZARUg5UwwRlKCM81Q06TJLgYGRKFT0tFh W03Dfj2S2nbO61DrpNRuO3XDuWvV2q1ixTE7JGbkgDrkibXJLOqRLOJmRZ/JCXq036936sD5/T0tW8XNClmB9/wBLFaUy</l atexit><latexit sha1_base64="cXoYTA/Vgfna1AX3VlgysPCAV7c =">AAACJXicbVDLSsNAFJ3UV62vVpduBovgQkpSCrosuHFZwT6gCWUyva1DJw9m7igl9CPc6gf4Ne5EcOWvmMQsbOtZHc65l 3M4fiyFRtv+skobm1vbO+Xdyt7+weFRtXbc05FRHLo8kpEa+EyDFCF0UaCEQayABb6Evj+7yfz+IygtovAe5zF4AZuGYiI4w1 Tqu0nzsuUuRtW63bBz0HXiFKROCnRGNavsjiNuAgiRS6b10LFj9BKmUHAJi4prNMSMz9gUhikNWQDaS/K+C3puNMOIxqCokD QX4e9HwgKt54GfXgYMH/Sql4n/eUODk2svEWFsEEKeBaGQkAdprkQ6BNCxUIDIsuZARUg5UwwRlKCM81Q06TJLgYGRKFT0tFh W03Dfj2S2nbO61DrpNRuO3XDuWvV2q1ixTE7JGbkgDrkibXJLOqRLOJmRZ/JCXq036936sD5/T0tW8XNClmB9/wBLFaUy</l atexit><latexit sha1_base64="cXoYTA/Vgfna1AX3VlgysPCAV7c =">AAACJXicbVDLSsNAFJ3UV62vVpduBovgQkpSCrosuHFZwT6gCWUyva1DJw9m7igl9CPc6gf4Ne5EcOWvmMQsbOtZHc65l 3M4fiyFRtv+skobm1vbO+Xdyt7+weFRtXbc05FRHLo8kpEa+EyDFCF0UaCEQayABb6Evj+7yfz+IygtovAe5zF4AZuGYiI4w1 Tqu0nzsuUuRtW63bBz0HXiFKROCnRGNavsjiNuAgiRS6b10LFj9BKmUHAJi4prNMSMz9gUhikNWQDaS/K+C3puNMOIxqCokD QX4e9HwgKt54GfXgYMH/Sql4n/eUODk2svEWFsEEKeBaGQkAdprkQ6BNCxUIDIsuZARUg5UwwRlKCM81Q06TJLgYGRKFT0tFh W03Dfj2S2nbO61DrpNRuO3XDuWvV2q1ixTE7JGbkgDrkibXJLOqRLOJmRZ/JCXq036936sD5/T0tW8XNClmB9/wBLFaUy</l atexit><latexit sha1_base64="cXoYTA/Vgfna1AX3VlgysPCAV7c =">AAACJXicbVDLSsNAFJ3UV62vVpduBovgQkpSCrosuHFZwT6gCWUyva1DJw9m7igl9CPc6gf4Ne5EcOWvmMQsbOtZHc65l 3M4fiyFRtv+skobm1vbO+Xdyt7+weFRtXbc05FRHLo8kpEa+EyDFCF0UaCEQayABb6Evj+7yfz+IygtovAe5zF4AZuGYiI4w1 Tqu0nzsuUuRtW63bBz0HXiFKROCnRGNavsjiNuAgiRS6b10LFj9BKmUHAJi4prNMSMz9gUhikNWQDaS/K+C3puNMOIxqCokD QX4e9HwgKt54GfXgYMH/Sql4n/eUODk2svEWFsEEKeBaGQkAdprkQ6BNCxUIDIsuZARUg5UwwRlKCM81Q06TJLgYGRKFT0tFh W03Dfj2S2nbO61DrpNRuO3XDuWvV2q1ixTE7JGbkgDrkibXJLOqRLOJmRZ/JCXq036936sD5/T0tW8XNClmB9/wBLFaUy</l atexit>
{1, 4}
<latexit sha1_base64="MTTYAbC71tpKBNaJBTFYXAYUCfs =">AAACJXicbVDLSsNAFJ3xWeur1aWbwSK4kJJIQZcFNy4r2Ac0oUymt3Xo5MHMjVJCPsKtfoBf404EV/6KSczCtp7V4Zx7O YfjRUoatKwvura+sbm1Xdmp7u7tHxzW6kc9E8ZaQFeEKtQDjxtQMoAuSlQwiDRw31PQ92Y3ud9/BG1kGNzjPALX59NATqTgmE l9J7EvWk46qjWsplWArRK7JA1SojOq04ozDkXsQ4BCcWOGthWhm3CNUihIq05sIOJixqcwzGjAfTBuUvRN2VlsOIYsAs2kYo UIfz8S7hsz973s0uf4YJa9XPzPG8Y4uXYTGUQxQiDyIJQKiiAjtMyGADaWGhB53hyYDJjgmiOClowLkYlxtsxCoB8rlDp8Shf VLNzzQpVvZy8vtUp6l03batp3rUa7Va5YISfklJwTm1yRNrklHdIlgszIM3khr/SNvtMP+vl7ukbLn2OyAPr9A0lWpTE=</l atexit><latexit sha1_base64="MTTYAbC71tpKBNaJBTFYXAYUCfs =">AAACJXicbVDLSsNAFJ3xWeur1aWbwSK4kJJIQZcFNy4r2Ac0oUymt3Xo5MHMjVJCPsKtfoBf404EV/6KSczCtp7V4Zx7O YfjRUoatKwvura+sbm1Xdmp7u7tHxzW6kc9E8ZaQFeEKtQDjxtQMoAuSlQwiDRw31PQ92Y3ud9/BG1kGNzjPALX59NATqTgmE l9J7EvWk46qjWsplWArRK7JA1SojOq04ozDkXsQ4BCcWOGthWhm3CNUihIq05sIOJixqcwzGjAfTBuUvRN2VlsOIYsAs2kYo UIfz8S7hsz973s0uf4YJa9XPzPG8Y4uXYTGUQxQiDyIJQKiiAjtMyGADaWGhB53hyYDJjgmiOClowLkYlxtsxCoB8rlDp8Shf VLNzzQpVvZy8vtUp6l03batp3rUa7Va5YISfklJwTm1yRNrklHdIlgszIM3khr/SNvtMP+vl7ukbLn2OyAPr9A0lWpTE=</l atexit><latexit sha1_base64="MTTYAbC71tpKBNaJBTFYXAYUCfs =">AAACJXicbVDLSsNAFJ3xWeur1aWbwSK4kJJIQZcFNy4r2Ac0oUymt3Xo5MHMjVJCPsKtfoBf404EV/6KSczCtp7V4Zx7O YfjRUoatKwvura+sbm1Xdmp7u7tHxzW6kc9E8ZaQFeEKtQDjxtQMoAuSlQwiDRw31PQ92Y3ud9/BG1kGNzjPALX59NATqTgmE l9J7EvWk46qjWsplWArRK7JA1SojOq04ozDkXsQ4BCcWOGthWhm3CNUihIq05sIOJixqcwzGjAfTBuUvRN2VlsOIYsAs2kYo UIfz8S7hsz973s0uf4YJa9XPzPG8Y4uXYTGUQxQiDyIJQKiiAjtMyGADaWGhB53hyYDJjgmiOClowLkYlxtsxCoB8rlDp8Shf VLNzzQpVvZy8vtUp6l03batp3rUa7Va5YISfklJwTm1yRNrklHdIlgszIM3khr/SNvtMP+vl7ukbLn2OyAPr9A0lWpTE=</l atexit><latexit sha1_base64="MTTYAbC71tpKBNaJBTFYXAYUCfs =">AAACJXicbVDLSsNAFJ3xWeur1aWbwSK4kJJIQZcFNy4r2Ac0oUymt3Xo5MHMjVJCPsKtfoBf404EV/6KSczCtp7V4Zx7O YfjRUoatKwvura+sbm1Xdmp7u7tHxzW6kc9E8ZaQFeEKtQDjxtQMoAuSlQwiDRw31PQ92Y3ud9/BG1kGNzjPALX59NATqTgmE l9J7EvWk46qjWsplWArRK7JA1SojOq04ozDkXsQ4BCcWOGthWhm3CNUihIq05sIOJixqcwzGjAfTBuUvRN2VlsOIYsAs2kYo UIfz8S7hsz973s0uf4YJa9XPzPG8Y4uXYTGUQxQiDyIJQKiiAjtMyGADaWGhB53hyYDJjgmiOClowLkYlxtsxCoB8rlDp8Shf VLNzzQpVvZy8vtUp6l03batp3rUa7Va5YISfklJwTm1yRNrklHdIlgszIM3khr/SNvtMP+vl7ukbLn2OyAPr9A0lWpTE=</l atexit>
{1, 2, 3}
<latexit sha1_base64="oqF twiIdYkbWwUAtcxHKpMZ2Oyg=">AAACJ3icbVDLTsJAFJ36R HyBLt1MJCYuCGmRRJckblxiIg9DCZkOF5ww0zYztxrS8BVu9 QP8GndGl/6Jbe1CwLM6OefenJPjhVIYtO0va219Y3Nru7BT3 N3bPzgslY86Jog0hzYPZKB7HjMghQ9tFCihF2pgypPQ9abXqd 99BG1E4N/hLISBYhNfjAVnmEj3buxU69ULdz4sVeyanYGuEi cnFZKjNSxbBXcU8EiBj1wyY/qOHeIgZhoFlzAvupGBkPEpm0 A/oT5TYAZx1nhOzyLDMKAhaCokzUT4+xEzZcxMecmlYvhglr 1U/M/rRzi+GsTCDyMEn6dBKCRkQYZrkUwBdCQ0ILK0OVDhU84 0QwQtKOM8EaNkm4VAFUkUOniaL6pJuOcFMt3OWV5qlXTqNce uObeNSrORr1ggJ+SUnBOHXJImuSEt0iacKPJMXsir9Wa9Wx/ W5+/pmpX/HJMFWN8/OFalog==</latexit><latexit sha1_base64="oqF twiIdYkbWwUAtcxHKpMZ2Oyg=">AAACJ3icbVDLTsJAFJ36R HyBLt1MJCYuCGmRRJckblxiIg9DCZkOF5ww0zYztxrS8BVu9 QP8GndGl/6Jbe1CwLM6OefenJPjhVIYtO0va219Y3Nru7BT3 N3bPzgslY86Jog0hzYPZKB7HjMghQ9tFCihF2pgypPQ9abXqd 99BG1E4N/hLISBYhNfjAVnmEj3buxU69ULdz4sVeyanYGuEi cnFZKjNSxbBXcU8EiBj1wyY/qOHeIgZhoFlzAvupGBkPEpm0 A/oT5TYAZx1nhOzyLDMKAhaCokzUT4+xEzZcxMecmlYvhglr 1U/M/rRzi+GsTCDyMEn6dBKCRkQYZrkUwBdCQ0ILK0OVDhU84 0QwQtKOM8EaNkm4VAFUkUOniaL6pJuOcFMt3OWV5qlXTqNce uObeNSrORr1ggJ+SUnBOHXJImuSEt0iacKPJMXsir9Wa9Wx/ W5+/pmpX/HJMFWN8/OFalog==</latexit><latexit sha1_base64="oqF twiIdYkbWwUAtcxHKpMZ2Oyg=">AAACJ3icbVDLTsJAFJ36R HyBLt1MJCYuCGmRRJckblxiIg9DCZkOF5ww0zYztxrS8BVu9 QP8GndGl/6Jbe1CwLM6OefenJPjhVIYtO0va219Y3Nru7BT3 N3bPzgslY86Jog0hzYPZKB7HjMghQ9tFCihF2pgypPQ9abXqd 99BG1E4N/hLISBYhNfjAVnmEj3buxU69ULdz4sVeyanYGuEi cnFZKjNSxbBXcU8EiBj1wyY/qOHeIgZhoFlzAvupGBkPEpm0 A/oT5TYAZx1nhOzyLDMKAhaCokzUT4+xEzZcxMecmlYvhglr 1U/M/rRzi+GsTCDyMEn6dBKCRkQYZrkUwBdCQ0ILK0OVDhU84 0QwQtKOM8EaNkm4VAFUkUOniaL6pJuOcFMt3OWV5qlXTqNce uObeNSrORr1ggJ+SUnBOHXJImuSEt0iacKPJMXsir9Wa9Wx/ W5+/pmpX/HJMFWN8/OFalog==</latexit><latexit sha1_base64="oqF twiIdYkbWwUAtcxHKpMZ2Oyg=">AAACJ3icbVDLTsJAFJ36R HyBLt1MJCYuCGmRRJckblxiIg9DCZkOF5ww0zYztxrS8BVu9 QP8GndGl/6Jbe1CwLM6OefenJPjhVIYtO0va219Y3Nru7BT3 N3bPzgslY86Jog0hzYPZKB7HjMghQ9tFCihF2pgypPQ9abXqd 99BG1E4N/hLISBYhNfjAVnmEj3buxU69ULdz4sVeyanYGuEi cnFZKjNSxbBXcU8EiBj1wyY/qOHeIgZhoFlzAvupGBkPEpm0 A/oT5TYAZx1nhOzyLDMKAhaCokzUT4+xEzZcxMecmlYvhglr 1U/M/rRzi+GsTCDyMEn6dBKCRkQYZrkUwBdCQ0ILK0OVDhU84 0QwQtKOM8EaNkm4VAFUkUOniaL6pJuOcFMt3OWV5qlXTqNce uObeNSrORr1ggJ+SUnBOHXJImuSEt0iacKPJMXsir9Wa9Wx/ W5+/pmpX/HJMFWN8/OFalog==</latexit>
{1, 3, 4}
<latexit sha1_base64="yFbvORIvZL6DqFXkqVZIfx47gpQ =">AAACJ3icbVDLTsJAFJ3iC/EFunQzkZi4IKRVEl2SuHGJiTwMEDIdLjhhpm1mbjWk6Ve41Q/wa9wZXfontrULAc/q5Jx7c 06OG0hh0La/rMLa+sbmVnG7tLO7t39Qrhx2jB9qDm3uS1/3XGZACg/aKFBCL9DAlCuh686uU7/7CNoI37vDeQBDxaaemAjOMJ HuB5FTu6g1BvGoXLXrdga6SpycVEmO1qhiFQdjn4cKPOSSGdN37ACHEdMouIS4NAgNBIzP2BT6CfWYAjOMssYxPQ0NQ58GoK mQNBPh70fElDFz5SaXiuGDWfZS8T+vH+LkahgJLwgRPJ4GoZCQBRmuRTIF0LHQgMjS5kCFRznTDBG0oIzzRAyTbRYCVShRaP8 pXlSTcNf1Zbqds7zUKumc1x277tw2qs1GvmKRHJMTckYcckma5Ia0SJtwosgzeSGv1pv1bn1Yn7+nBSv/OSILsL5/ADvSpaQ =</latexit><latexit sha1_base64="yFbvORIvZL6DqFXkqVZIfx47gpQ =">AAACJ3icbVDLTsJAFJ3iC/EFunQzkZi4IKRVEl2SuHGJiTwMEDIdLjhhpm1mbjWk6Ve41Q/wa9wZXfontrULAc/q5Jx7c 06OG0hh0La/rMLa+sbmVnG7tLO7t39Qrhx2jB9qDm3uS1/3XGZACg/aKFBCL9DAlCuh686uU7/7CNoI37vDeQBDxaaemAjOMJ HuB5FTu6g1BvGoXLXrdga6SpycVEmO1qhiFQdjn4cKPOSSGdN37ACHEdMouIS4NAgNBIzP2BT6CfWYAjOMssYxPQ0NQ58GoK mQNBPh70fElDFz5SaXiuGDWfZS8T+vH+LkahgJLwgRPJ4GoZCQBRmuRTIF0LHQgMjS5kCFRznTDBG0oIzzRAyTbRYCVShRaP8 pXlSTcNf1Zbqds7zUKumc1x277tw2qs1GvmKRHJMTckYcckma5Ia0SJtwosgzeSGv1pv1bn1Yn7+nBSv/OSILsL5/ADvSpaQ =</latexit><latexit sha1_base64="yFbvORIvZL6DqFXkqVZIfx47gpQ =">AAACJ3icbVDLTsJAFJ3iC/EFunQzkZi4IKRVEl2SuHGJiTwMEDIdLjhhpm1mbjWk6Ve41Q/wa9wZXfontrULAc/q5Jx7c 06OG0hh0La/rMLa+sbmVnG7tLO7t39Qrhx2jB9qDm3uS1/3XGZACg/aKFBCL9DAlCuh686uU7/7CNoI37vDeQBDxaaemAjOMJ HuB5FTu6g1BvGoXLXrdga6SpycVEmO1qhiFQdjn4cKPOSSGdN37ACHEdMouIS4NAgNBIzP2BT6CfWYAjOMssYxPQ0NQ58GoK mQNBPh70fElDFz5SaXiuGDWfZS8T+vH+LkahgJLwgRPJ4GoZCQBRmuRTIF0LHQgMjS5kCFRznTDBG0oIzzRAyTbRYCVShRaP8 pXlSTcNf1Zbqds7zUKumc1x277tw2qs1GvmKRHJMTckYcckma5Ia0SJtwosgzeSGv1pv1bn1Yn7+nBSv/OSILsL5/ADvSpaQ =</latexit><latexit sha1_base64="yFbvORIvZL6DqFXkqVZIfx47gpQ =">AAACJ3icbVDLTsJAFJ3iC/EFunQzkZi4IKRVEl2SuHGJiTwMEDIdLjhhpm1mbjWk6Ve41Q/wa9wZXfontrULAc/q5Jx7c 06OG0hh0La/rMLa+sbmVnG7tLO7t39Qrhx2jB9qDm3uS1/3XGZACg/aKFBCL9DAlCuh686uU7/7CNoI37vDeQBDxaaemAjOMJ HuB5FTu6g1BvGoXLXrdga6SpycVEmO1qhiFQdjn4cKPOSSGdN37ACHEdMouIS4NAgNBIzP2BT6CfWYAjOMssYxPQ0NQ58GoK mQNBPh70fElDFz5SaXiuGDWfZS8T+vH+LkahgJLwgRPJ4GoZCQBRmuRTIF0LHQgMjS5kCFRznTDBG0oIzzRAyTbRYCVShRaP8 pXlSTcNf1Zbqds7zUKumc1x277tw2qs1GvmKRHJMTckYcckma5Ia0SJtwosgzeSGv1pv1bn1Yn7+nBSv/OSILsL5/ADvSpaQ =</latexit>
{1, 2, 3, 4}
<latexit sha1_base64="/4LIg7NQkncIg/lDhO2f0BFj5/8 =">AAACKXicbVDLTsJAFJ3iC/EFunQzkZi4IKRFEl2SuHGJiTwSSsh0uOCEaaeZudWQhs9wqx/g17hTt/6Ibe1CwLM6Oefen JPjhVIYtO1Pq7CxubW9U9wt7e0fHB6VK8ddoyLNocOVVLrvMQNSBNBBgRL6oQbmexJ63uwm9XuPoI1QwT3OQxj6bBqIieAME2 ngxk6tUbusNd3FqFy163YGuk6cnFRJjvaoYhXdseKRDwFyyYwZOHaIw5hpFFzCouRGBkLGZ2wKg4QGzAczjLPOC3oeGYaKhq CpkDQT4e9HzHxj5r6XXPoMH8yql4r/eYMIJ9fDWARhhBDwNAiFhCzIcC2SMYCOhQZEljYHKgLKmWaIoAVlnCdilKyzFOhHEoV WT4tlNQn3PCXT7ZzVpdZJt1F37Lpz16y2mvmKRXJKzsgFccgVaZFb0iYdwokiz+SFvFpv1rv1YX39nhas/OeELMH6/gEtU6Y W</latexit><latexit sha1_base64="/4LIg7NQkncIg/lDhO2f0BFj5/8 =">AAACKXicbVDLTsJAFJ3iC/EFunQzkZi4IKRFEl2SuHGJiTwSSsh0uOCEaaeZudWQhs9wqx/g17hTt/6Ibe1CwLM6Oefen JPjhVIYtO1Pq7CxubW9U9wt7e0fHB6VK8ddoyLNocOVVLrvMQNSBNBBgRL6oQbmexJ63uwm9XuPoI1QwT3OQxj6bBqIieAME2 ngxk6tUbusNd3FqFy163YGuk6cnFRJjvaoYhXdseKRDwFyyYwZOHaIw5hpFFzCouRGBkLGZ2wKg4QGzAczjLPOC3oeGYaKhq CpkDQT4e9HzHxj5r6XXPoMH8yql4r/eYMIJ9fDWARhhBDwNAiFhCzIcC2SMYCOhQZEljYHKgLKmWaIoAVlnCdilKyzFOhHEoV WT4tlNQn3PCXT7ZzVpdZJt1F37Lpz16y2mvmKRXJKzsgFccgVaZFb0iYdwokiz+SFvFpv1rv1YX39nhas/OeELMH6/gEtU6Y W</latexit><latexit sha1_base64="/4LIg7NQkncIg/lDhO2f0BFj5/8 =">AAACKXicbVDLTsJAFJ3iC/EFunQzkZi4IKRFEl2SuHGJiTwSSsh0uOCEaaeZudWQhs9wqx/g17hTt/6Ibe1CwLM6Oefen JPjhVIYtO1Pq7CxubW9U9wt7e0fHB6VK8ddoyLNocOVVLrvMQNSBNBBgRL6oQbmexJ63uwm9XuPoI1QwT3OQxj6bBqIieAME2 ngxk6tUbusNd3FqFy163YGuk6cnFRJjvaoYhXdseKRDwFyyYwZOHaIw5hpFFzCouRGBkLGZ2wKg4QGzAczjLPOC3oeGYaKhq CpkDQT4e9HzHxj5r6XXPoMH8yql4r/eYMIJ9fDWARhhBDwNAiFhCzIcC2SMYCOhQZEljYHKgLKmWaIoAVlnCdilKyzFOhHEoV WT4tlNQn3PCXT7ZzVpdZJt1F37Lpz16y2mvmKRXJKzsgFccgVaZFb0iYdwokiz+SFvFpv1rv1YX39nhas/OeELMH6/gEtU6Y W</latexit><latexit sha1_base64="/4LIg7NQkncIg/lDhO2f0BFj5/8 =">AAACKXicbVDLTsJAFJ3iC/EFunQzkZi4IKRFEl2SuHGJiTwSSsh0uOCEaaeZudWQhs9wqx/g17hTt/6Ibe1CwLM6Oefen JPjhVIYtO1Pq7CxubW9U9wt7e0fHB6VK8ddoyLNocOVVLrvMQNSBNBBgRL6oQbmexJ63uwm9XuPoI1QwT3OQxj6bBqIieAME2 ngxk6tUbusNd3FqFy163YGuk6cnFRJjvaoYhXdseKRDwFyyYwZOHaIw5hpFFzCouRGBkLGZ2wKg4QGzAczjLPOC3oeGYaKhq CpkDQT4e9HzHxj5r6XXPoMH8yql4r/eYMIJ9fDWARhhBDwNAiFhCzIcC2SMYCOhQZEljYHKgLKmWaIoAVlnCdilKyzFOhHEoV WT4tlNQn3PCXT7ZzVpdZJt1F37Lpz16y2mvmKRXJKzsgFccgVaZFb0iYdwokiz+SFvFpv1rv1YX39nhas/OeELMH6/gEtU6Y W</latexit>
{2, 3, 4}
<latexit sha1_base64="i52Ze0P1vpEbjENz/nfj3ocaPq8 =">AAACJ3icbVDLTsJAFJ36RHyBLt1MJCYuCGmRRJckblxiIg9DCZkOF5ww0zYztxrS8BVu9QP8GndGl/6Jbe1CwLM6Oefen JPjhVIYtO0va219Y3Nru7BT3N3bPzgslY86Jog0hzYPZKB7HjMghQ9tFCihF2pgypPQ9abXqd99BG1E4N/hLISBYhNfjAVnmE j3blyvXlQb7nxYqtg1OwNdJU5OKiRHa1i2Cu4o4JECH7lkxvQdO8RBzDQKLmFedCMDIeNTNoF+Qn2mwAzirPGcnkWGYUBD0F RImonw9yNmypiZ8pJLxfDBLHup+J/Xj3B8NYiFH0YIPk+DUEjIggzXIpkC6EhoQGRpc6DCp5xphghaUMZ5IkbJNguBKpIodPA 0X1STcM8LZLqds7zUKunUa45dc24blWYjX7FATsgpOScOuSRNckNapE04UeSZvJBX6816tz6sz9/TNSv/OSYLsL5/AD2TpaU =</latexit><latexit sha1_base64="i52Ze0P1vpEbjENz/nfj3ocaPq8 =">AAACJ3icbVDLTsJAFJ36RHyBLt1MJCYuCGmRRJckblxiIg9DCZkOF5ww0zYztxrS8BVu9QP8GndGl/6Jbe1CwLM6Oefen JPjhVIYtO0va219Y3Nru7BT3N3bPzgslY86Jog0hzYPZKB7HjMghQ9tFCihF2pgypPQ9abXqd99BG1E4N/hLISBYhNfjAVnmE j3blyvXlQb7nxYqtg1OwNdJU5OKiRHa1i2Cu4o4JECH7lkxvQdO8RBzDQKLmFedCMDIeNTNoF+Qn2mwAzirPGcnkWGYUBD0F RImonw9yNmypiZ8pJLxfDBLHup+J/Xj3B8NYiFH0YIPk+DUEjIggzXIpkC6EhoQGRpc6DCp5xphghaUMZ5IkbJNguBKpIodPA 0X1STcM8LZLqds7zUKunUa45dc24blWYjX7FATsgpOScOuSRNckNapE04UeSZvJBX6816tz6sz9/TNSv/OSYLsL5/AD2TpaU =</latexit><latexit sha1_base64="i52Ze0P1vpEbjENz/nfj3ocaPq8 =">AAACJ3icbVDLTsJAFJ36RHyBLt1MJCYuCGmRRJckblxiIg9DCZkOF5ww0zYztxrS8BVu9QP8GndGl/6Jbe1CwLM6Oefen JPjhVIYtO0va219Y3Nru7BT3N3bPzgslY86Jog0hzYPZKB7HjMghQ9tFCihF2pgypPQ9abXqd99BG1E4N/hLISBYhNfjAVnmE j3blyvXlQb7nxYqtg1OwNdJU5OKiRHa1i2Cu4o4JECH7lkxvQdO8RBzDQKLmFedCMDIeNTNoF+Qn2mwAzirPGcnkWGYUBD0F RImonw9yNmypiZ8pJLxfDBLHup+J/Xj3B8NYiFH0YIPk+DUEjIggzXIpkC6EhoQGRpc6DCp5xphghaUMZ5IkbJNguBKpIodPA 0X1STcM8LZLqds7zUKunUa45dc24blWYjX7FATsgpOScOuSRNckNapE04UeSZvJBX6816tz6sz9/TNSv/OSYLsL5/AD2TpaU =</latexit><latexit sha1_base64="i52Ze0P1vpEbjENz/nfj3ocaPq8 =">AAACJ3icbVDLTsJAFJ36RHyBLt1MJCYuCGmRRJckblxiIg9DCZkOF5ww0zYztxrS8BVu9QP8GndGl/6Jbe1CwLM6Oefen JPjhVIYtO0va219Y3Nru7BT3N3bPzgslY86Jog0hzYPZKB7HjMghQ9tFCihF2pgypPQ9abXqd99BG1E4N/hLISBYhNfjAVnmE j3blyvXlQb7nxYqtg1OwNdJU5OKiRHa1i2Cu4o4JECH7lkxvQdO8RBzDQKLmFedCMDIeNTNoF+Qn2mwAzirPGcnkWGYUBD0F RImonw9yNmypiZ8pJLxfDBLHup+J/Xj3B8NYiFH0YIPk+DUEjIggzXIpkC6EhoQGRpc6DCp5xphghaUMZ5IkbJNguBKpIodPA 0X1STcM8LZLqds7zUKunUa45dc24blWYjX7FATsgpOScOuSRNckNapE04UeSZvJBX6816tz6sz9/TNSv/OSYLsL5/AD2TpaU =</latexit>
{1, 2, 4}
<latexit sha1_base64="GBneFQ9C1FWbbUaw26xpN4UhEWI =">AAACJ3icbVDLTsJAFJ3iC/EFunQzkZi4IKQlJLokceMSE3kYSsh0uOCEmbaZudWQhq9wqx/g17gzuvRPbGsXAp7VyTn35 pwcL5TCoG1/WYWNza3tneJuaW//4PCoXDnumiDSHDo8kIHue8yAFD50UKCEfqiBKU9Cz5tdp37vEbQRgX+H8xCGik19MRGcYS Ldu7FTa9Sa7mJUrtp1OwNdJ05OqiRHe1Sxiu444JECH7lkxgwcO8RhzDQKLmFRciMDIeMzNoVBQn2mwAzjrPGCnkeGYUBD0F RImonw9yNmypi58pJLxfDBrHqp+J83iHByNYyFH0YIPk+DUEjIggzXIpkC6FhoQGRpc6DCp5xphghaUMZ5IkbJNkuBKpIodPC 0WFaTcM8LZLqds7rUOuk26o5dd26b1VYzX7FITskZuSAOuSQtckPapEM4UeSZvJBX6816tz6sz9/TgpX/nJAlWN8/OhOlow= =</latexit><latexit sha1_base64="GBneFQ9C1FWbbUaw26xpN4UhEWI =">AAACJ3icbVDLTsJAFJ3iC/EFunQzkZi4IKQlJLokceMSE3kYSsh0uOCEmbaZudWQhq9wqx/g17gzuvRPbGsXAp7VyTn35 pwcL5TCoG1/WYWNza3tneJuaW//4PCoXDnumiDSHDo8kIHue8yAFD50UKCEfqiBKU9Cz5tdp37vEbQRgX+H8xCGik19MRGcYS Ldu7FTa9Sa7mJUrtp1OwNdJ05OqiRHe1Sxiu444JECH7lkxgwcO8RhzDQKLmFRciMDIeMzNoVBQn2mwAzjrPGCnkeGYUBD0F RImonw9yNmypi58pJLxfDBrHqp+J83iHByNYyFH0YIPk+DUEjIggzXIpkC6FhoQGRpc6DCp5xphghaUMZ5IkbJNkuBKpIodPC 0WFaTcM8LZLqds7rUOuk26o5dd26b1VYzX7FITskZuSAOuSQtckPapEM4UeSZvJBX6816tz6sz9/TgpX/nJAlWN8/OhOlow= =</latexit><latexit sha1_base64="GBneFQ9C1FWbbUaw26xpN4UhEWI =">AAACJ3icbVDLTsJAFJ3iC/EFunQzkZi4IKQlJLokceMSE3kYSsh0uOCEmbaZudWQhq9wqx/g17gzuvRPbGsXAp7VyTn35 pwcL5TCoG1/WYWNza3tneJuaW//4PCoXDnumiDSHDo8kIHue8yAFD50UKCEfqiBKU9Cz5tdp37vEbQRgX+H8xCGik19MRGcYS Ldu7FTa9Sa7mJUrtp1OwNdJ05OqiRHe1Sxiu444JECH7lkxgwcO8RhzDQKLmFRciMDIeMzNoVBQn2mwAzjrPGCnkeGYUBD0F RImonw9yNmypi58pJLxfDBrHqp+J83iHByNYyFH0YIPk+DUEjIggzXIpkC6FhoQGRpc6DCp5xphghaUMZ5IkbJNkuBKpIodPC 0WFaTcM8LZLqds7rUOuk26o5dd26b1VYzX7FITskZuSAOuSQtckPapEM4UeSZvJBX6816tz6sz9/TgpX/nJAlWN8/OhOlow= =</latexit><latexit sha1_base64="GBneFQ9C1FWbbUaw26xpN4UhEWI =">AAACJ3icbVDLTsJAFJ3iC/EFunQzkZi4IKQlJLokceMSE3kYSsh0uOCEmbaZudWQhq9wqx/g17gzuvRPbGsXAp7VyTn35 pwcL5TCoG1/WYWNza3tneJuaW//4PCoXDnumiDSHDo8kIHue8yAFD50UKCEfqiBKU9Cz5tdp37vEbQRgX+H8xCGik19MRGcYS Ldu7FTa9Sa7mJUrtp1OwNdJ05OqiRHe1Sxiu444JECH7lkxgwcO8RhzDQKLmFRciMDIeMzNoVBQn2mwAzjrPGCnkeGYUBD0F RImonw9yNmypi58pJLxfDBrHqp+J83iHByNYyFH0YIPk+DUEjIggzXIpkC6FhoQGRpc6DCp5xphghaUMZ5IkbJNkuBKpIodPC 0WFaTcM8LZLqds7rUOuk26o5dd26b1VYzX7FITskZuSAOuSQtckPapEM4UeSZvJBX6816tz6sz9/TgpX/nJAlWN8/OhOlow= =</latexit>
{}
<latexit sha1_base64="kMwU3Mnkih+uR5tWOD1yiHQlzus =">AAACInicbVDLSsNAFJ34rPXV6tLNYBFclcQHdllw47KCfUATymR62w6dTMLMjVJCf8GtfoBf405cCX6MSczCtp7V4Zx7O YfjR1IYtO0va219Y3Nru7RT3t3bPzisVI86Jow1hzYPZah7PjMghYI2CpTQizSwwJfQ9ae3md99BG1EqB5wFoEXsLESI8EZZp KbuPNBpWbX7Rx0lTgFqZECrUHVKrnDkMcBKOSSGdN37Ai9hGkUXMK87MYGIsanbAz9lCoWgPGSvOycnsWGYUgj0FRImovw9y NhgTGzwE8vA4YTs+xl4n9eP8ZRw0uEimIExbMgFBLyIMO1SFcAOhQaEFnWHKhQlDPNEEELyjhPxTidZSEwiCUKHT7NF9U03Pd DmW3nLC+1SjoXdeeyfn1/VWs2ihVL5IScknPikBvSJHekRdqEkwl5Ji/k1Xqz3q0P6/P3dM0qfo7JAqzvH94npI0=</latex it>
Fig. 1: Hasse diagram of the semilattice induced over the power set of {1, 2, 3, 4} using the union
operation as join. Given any two elements e, e′ of the lattice if e < e′, then e appears lower
in the diagram than e′ and there is an “upward” path, going from lower points to upper
points, connecting e to e′ (e.g., {1} ≤ {1, 3, 4}, but {2} 6≤ {3}). Any two elements e, e′ of
the semilattice have a join e ⊕ e′ = e ∪ e′ and e ⊕ e′ ≥ e, e′ (e.g., {1} ⊕ {2, 3} = {1, 2, 3}
). The red edges indicate a possible chain (i.e., sequence of increasing values) that contains
the output values.
failures.
Contributions — In this paper we present new contributions for the Byzantine LA problem
in synchronous settings. Our first results is for systems with only authenticated channels (i.e.,
signatures are not available), in such systems we show that Byzantine LA on arbitrary lattices
cannot be solved, in synchronous systems, with f = dn/3e or more faulty processes (Section 3).
Interestingly, such proof shows that the algorithm of Zheng and Garg [16] is tight in the number
of tolerable failures. On the positive side we show algorithms that solve LA and Generalized LA,
with and without signatures, having better running time that the state-of-the-art.
Looking at the model with signatures, we show a novel algorithm for LA that works in a syn-
chronous system model, tolerates up to f byzantine failures (where f < dn/3e) and that terminates
in O(log f) rounds. The algorithm improves over the LAβ algorithm from Garg at al. [18] by using
a similar construction, but adding tolerance to Byzantine failures. We make use of a modified
Gradecast algorithm that allows processes to prove that a message has been seen by all correct
processes in the system. (Sections 4-5)
We conclude our investigation on LA by briefly discussing how to remove signatures and make
our construction work only with authenticated channels trading-off part of its resiliency: we are
able to tolerate only f < dn/4e failures (Section 6).
In the last part of the manuscript, we devote our attention to Generalized Lattice Agreement
(Section 7). Specifically, we show a transformer that using as building block a generic LA algorithm
creates a Generalized Lattice Agreement algorithm. At the best of our knowledge this is the first
time GLA is investigated in synchronous systems.
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Tab. 1: Comparison of algorithms for Byzantine Lattice Agreement when the lattice has an height
that is greater than f .
Model Assumption Paper Resiliency Time Messages
(SYNC)
Auth. Links (No Sign.)
This paper f < dn/4e O(log(f)) O(n2 log(f))
Zheng et al.
[16]
f < dn/3e O(√f) O(n2√f)
Auth. Messages (Signatures) This paper f < dn/3e O(log(f)) O(n2 log(f))
(ASYNC)
Auth. Links (No Sign.) Di Luna et al.
[5]
f < dn/3e O(f) O(n2)
Auth. Messages (Signatures) Di Luna et al.
[5]
f < dn/3e O(f) O(f · n)
1.1 Related Work
A map of the relevant related work is illustrated in Table 1, where we compare Byzantine fault-
tolerant algorithms using the definition of LA from [5]. Zheng and Garg [16] showed that Byzantine
LA can be solved in synchronous settings with O(√f) rounds. The algorithm they propose makes
use of a modified version of the Gradecast [3] algorithm as a building block. Furthermore, correct
processes are asked to keep track of a lattice of safe values among which final values will be decided.
This approach guarantees that Byzantine processes cannot pollute correct process decisions with
values that are not safe, i.e. values that are known by every correct process. When signatures are
available, the algorithm we propose matches the same resiliency f < dn/3e (that we show being
optimal) while having a faster running time. When we remove signatures our construction has
a worse resiliency f < dn/4e but it keeps a faster running time. Di Luna et al. [5] proposed a
solution for Byzantine LA in asynchronous settings, also providing an algorithms for its generalized
variant. Their algorithm bases its correctness on an initial phase were values to be proposed are
broadcasted to build a safe set of values in the lattice from which the final decided values will be
chosen. Byzantine processes that try to propose arbitrary values that are not contained in the safe
set will see their message simply ignored.
2 System Model, Notation, and Preliminaries
We use the usual message passing models with unique identifiers (IDs). There is a set Π of n
processes with unique IDs in {1, . . . , n} connected by a complete communication graph. The system
is synchronous, and the execution of the algorithm can be divided in discrete finite time units called
rounds. In each round a process is able to send messages to its neighbours (send phase), and receive
all messages sent to it at the beginning of the round (receive phase). Processes in Π are partitioned
in two sets F and C. Processes in C are correct, they faithfully follow the distributed protocol.
Processes in F are Byzantine, they arbitrarily deviate from the protocol. As usual when Byzantine
failures are considered, we assume that the communication channels are authenticated by mean of
Message Authentication Codes (MAC). The authenticated channels are the only assumption used
in Section 3. In Section 4 we assume that there is a public key infrastructure that allows processes
to cryptographically sign messages, that can be lately verified by other processes. This model has
authenticated messages. Byzantine processes are polynomially bounded and cannot forge signatures
of correct processes. For an easier presentation we explain our algorithms for the case of n = 3f+1,
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where f = |F |, however they can be easily adapted for any other n > 3f + 1.
Notation. With  we indicate the empty string. Given a string G, with |G| we indicate the length
of the string (|| = 0), with G[j] and 0 ≤ j < |G| we indicate the character of string G in position
j. With G[k : l] (given 0 ≤ k ≤ l ≤ |G|), we indicate the substring of G between position k and l.
As an example given G = ssms, we have G[0] = s and G[0 : 1] = ss. Given two strings a and b
with a · b we indicate the string obtained by concatenating b after a.
2.1 The Byzantine Lattice Agreement Problem
Each process pi ∈ C starts with an initial input value proi ∈ E with E ⊆ V (set E is a set of
allowed proposal values). Values in V form a join semi-lattice L = (V,⊕) for some commutative join
operation ⊕: for each u, v ∈ V we have u ≤ v if and only if v = u⊕v. Given V ′ = {v1, v2, . . . , vk} ⊆
V we have
⊕
V ′ = v1 ⊕ v2 ⊕ . . .⊕ vk.
The task that processes in C want to solve is the one of Lattice Agreement, and it is formalised
by the following properties:
• Liveness: Each process pi ∈ C eventually outputs a decision value deci ∈ V ;
• Stability: Each process pi ∈ C outputs a unique decision value deci ∈ V ;
• Comparability: Given any two pairs pi, pj ∈ C we have that either deci ≤ decj or decj ≤
deci;
• Inclusivity: Given any correct process pi ∈ C we have that proi ≤ deci;
• Non-Triviality: Given any correct process pi ∈ C we have that deci ≤
⊕
(X ∪B), where X
is the set of proposed values of all correct processes (X : {proi| with pi ∈ C}), and B ⊆ E is
|B| ≤ f .
Lattice definitions. Given two distinct elements u, v ∈ V ve say that there exists a path
between u and v if they are comparable; a path of length k between u and v is a sequence of k+ 1
distinct elements (e0, e2, . . . , ek) of the lattice such that e0 = u ≤ e1 ≤ e2 ≤ . . . ≤ ek−1 ≤ ek = v.
As an example the path between {1, 2, 3} and {1} in the lattice of Figure 1 has length 2. We say
that a v ∈ V is minimal if it does not exists u ∈ V , with u 6= v, such that u ⊕ v = v (i.e., it does
not exists an u ≤ v). As in [16] we define the height of an element v in a lattice (V,⊕) has the
length of the longest path from any minimal element to v in the lattice (as an example the Lattice
in Figure 1 has height 4). A sub-lattice of (V,⊕) is a subset U of V closed with respect the join
operation, the definition of height for a sub-lattice does not change.
Preliminaries. In the rest of the paper we will assume that L is a semi-lattice over sets (V
is a set of sets) and ⊕ is the set union operation. This is not restrictive, it is well known [12]
that any join semi-lattice is isomorphic to a semi-lattice of sets with set union as join operation.
An important lattice is the one on the power set of the first {1, . . . , n} natural numbers with the
union as join operation (see Figure 1), we will use as shorthand for such lattice the notation Ln.
Such lattice is interesting for our purpose, we will show that an algorithm solving lattice agreement
exclusively on such lattice (the GAC of Section 4) can be used as building block to solve lattice
agreement on an arbitrary lattice (Section 5). When Ln is considered, the height of an element e is
equal to its cardinality (i.e, |e| cfr. Figure 1), given a sub lattice of Ln its height is upper bounded
by the difference between the minimum and maximum cardinality of its elements.
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3 Authenticated Channels and No Signature - Necessity of 3f + 1 processes in
synchronous systems
In the following we show that 3f + 1 processes are necessary when there are no signatures.
Lemma 1. It does not exist any algorithm solving Byzantine LA on arbitrary lattices in a syn-
chronous system with 3 processes when one is faulty. The impossibility holds even when relaxing
the Non-Triviality allowing |B| ≤ k for any fixed k.
Proof. We first discuss the case of k = 1. Let A be an algorithm solving LA with 3 pro-
cesses when one is faulty. Since A works on arbitrary lattices it should also work on the lat-
tices induced by the union operation on the power set of the first 6 natural numbers with E =
{{1}, {2}, {3}, {4}, {5}, {6}}. Now let us consider the hexagonal system of Figure 2. Such a system
is constituted by 6 processes p1, p2, p3, p4, p5, p6 with an edge between each pi, pj such that i = j±1
and one edge between p1 and p6. Each of the six processes has as input an unique value in [1, 6],
just for simplicity process pi has input {i}. Note that even if A is an algorithm for three processes,
it is possible to execute A on the hexagon, but its behaviour does not necessarily follows the LA
specification.
On the right of the figure we have 6 triangles, each triangle is related to a corresponding edge
in the hexagon. The relationship is such that the view of two neighbour processes in the hexagon
is equal to the view of two processes in a triangle where the third process is a Byzantine simulating
the behaviour of the other processes in the hexagon. As example: the view of processes p1, p2 in
the hexagon is the same that p1, p2 would have in triangle tgreen, analogously the view of p6, p1 in
the hexagon is the same view of p6, p1 in tblue. Note that A once executed on any of the triangle in
the figure has to follow the LA specification.
A run of A on the hexagon in principle has an undefined behaviour. However we observe that
a run of A on the hexagon eventually terminates on each process, this is because each process has
a local view that is consistent with a system of 3 processes one of which is a Byzantine. Recall,
that the local view of each process pi in the hexagon is exactly the same view that the process has
in the two triangles on the right, and A being a correct algorithm when 3 processes are considered
the algorithm will correctly terminate in each triangle in the right.
Moreover, each process will output a decision value that must be the same that the process will
output in the corresponding triangles.
Let dec1, dec2, dec3, dec4, dec5, dec6 be the decisions of processes dictated by A (naturally we
have deci decision of pi). As reference see Figure 3. The triangles on the right impose a certain
number of comparability relationships among these decisions. Recall, that each decision is a subset,
not necessarily proper, of [1, 6], and that the comparability in this setting is the relationship of
inclusion. An example is triangle tgreen that imposes the comparability between dec1 and dec2,
that is either dec1 ⊂ dec2 or dec2 ⊆ dec1. In the following we use deci ↔ decj to indicate that deci
must be comparable with decj . Before continuing with the proof we give the following technical
observation.
Observation 1. Consider a collection of m sets S1, S2, . . . , Sm such that for each Si we have i ∈ Si.
If it holds that Sj ↔ Si+1 for all j ∈ [1,m− 1] then there exists an |Sk| ≥ m.
Therefore, let us take w.l.o.g. dec1, and let us walk in clockwise direction for 3 steps on
the hexagon. On this walk we have: dec1 ↔ dec2 ↔ dec3 ↔ dec4, by the inclusivity property
we have for each deci that i ∈ deci. Therefore we can apply our technical lemma and state
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that one of the deci has cardinality at least 4 violating the non-triviality property of A on some
triangle (recall that k being equal to 1 we have |B| ≤ 1). The generalised proof for an arbitrary k
follows the same reasoning using: a lattice on the power set of the first 3(k + 1) natural numbers,
E = {{1}, . . . , {3(k + 1)}} and a 3(k + 1)−gon instead of an hexagon. We then walk on the
3(k+ 1)−gon for k+ 2 steps instead of 3. We will have a chain dec1 ↔ dec2 ↔ . . .↔ deck+3 where
by inclusivity of A on the corresponding triangle we have i ∈ deci, and where our observation shows
that one of the decisions contains at least k + 3 distinct elements of E violating the non-triviality
on some triangle.
Theorem 1. It does not exist any algorithm solving Byzantine LA on arbitrary lattices in a syn-
chronous system with 3f processes and f faulty if |B| ≤ f . The same holds if n < 3f
Proof. Let A be an algorithm that solves LA on a system of 3f processes. We build an algorithm
Asym for three processes using A. In algorithm Asym each process simulates f processes of A.
Each of these simulated processes starts with proposal of the real process. Once a simulated
process decides the corresponding real process decides the same set. It is immediate that Asym is a
correct lattice agreement algorithm with a relaxed non-triviality assumptions that includes at most
f values from a Byzantine. This violates Lemma 1. When the number of failures is greater than
n/3 the same argument holds.
The proof of Theorem 1 does not work in a system with authenticated messages (i.e., signatures),
it is therefore unkown whether 3f + 1 processes are necessary also in this model. Interestingly, in
[5] it is shown that, when the system is asynchronous, 3f + 1 processes are necessary also when
authenticated messages are available.
4 Algorithm for Ln: Grade And Classify (GAC)
In this section we show an algorithm that works on Ln (note that n is also the number of processes).
The algorithm terminates in O(log(n)) rounds. We will then discuss in Section 5 how to use this
algorithm so solve LA on arbitrary join semi-lattices, and how to adapt it to work in O(log(f))
rounds.
High Level Description. Our algorithm is based on the algorithmic framework of Zheng et al. [18]
adapted to tolerate Byzantine failures. As in the original, the algorithm works by continuously
partitioning processes in masters and slaves sets. Partitioning is recursively operated in successive
epochs. Processes that have been assigned to the same partition in each epoch are a “group”.
We indicate a generic group G at epoch ep with the string s · σ, where σ is in {s,m}ep−1. As an
example, the string ssm indicates the set of process that at the end of epochs 0 and 1 entered the
group of slaves (string ss) and then, at the end of epoch 2, entered in the masters group (string
ssm). When we write p ∈ G, we indicate that process p belongs to the group of processes identified
by string G.
The algorithm then enforces some properties on the partitions generated at an epoch ep on a
Group G:
• each master process in G ·m adjusts its proposal to be a superset of each possible decision of
a slave process in G · s.
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<latexit sha1_base64="y8DMl5zB3fHBv KZ5QPTkikkEZ8E=">AAACIXicbVDLSsNAFJ34rPXV6tLNYBFclcQHiquCG5cV7QPaUCbT2 zp0kgkzN0oJ+QS3+gF+jTtxJ/6MSczCtp7V4Zx7OYfjhVIYtO0va2l5ZXVtvbRR3tza3tm tVPfaRkWaQ4srqXTXYwakCKCFAiV0Qw3M9yR0vMl15nceQRuhgnuchuD6bByIkeAMU+ku HDiDSs2u2znoInEKUiMFmoOqVeoPFY98CJBLZkzPsUN0Y6ZRcAlJuR8ZCBmfsDH0UhowH4 wb510TehQZhoqGoKmQNBfh70fMfGOmvpde+gwfzLyXif95vQhHl24sgjBCCHgWhEJCHmS 4FukIQIdCAyLLmgMVAeVMM0TQgjLOUzFKV5kJ9COJQqunZFZNwz1PySTdzplfapG0T+rOa f389qzWuCpWLJEDckiOiUMuSIPckCZpEU7G5Jm8kFfrzXq3PqzP39Mlq/jZJzOwvn8Ah9y j1Q==</latexit>
p2
<latexit sha1_base64="KiDYqk53pORns nw4GOkI1PTJgbA=">AAACIXicbVDLSsNAFJ3UV62vVpduBovgqiRVUVwV3LisaB/QljKZ3 tahk0mYuVFKyCe41Q/wa9yJO/FnTGIWtvWsDufcyzkcN5DCoG1/WYWV1bX1jeJmaWt7Z3e vXNlvGz/UHFrcl77uusyAFApaKFBCN9DAPFdCx51ep37nEbQRvrrHWQADj02UGAvOMJHu gmF9WK7aNTsDXSZOTqokR3NYsYr9kc9DDxRyyYzpOXaAg4hpFFxCXOqHBgLGp2wCvYQq5o EZRFnXmB6HhqFPA9BUSJqJ8PcjYp4xM89NLj2GD2bRS8X/vF6I48tBJFQQIiieBqGQkAU ZrkUyAtCR0IDI0uZAhaKcaYYIWlDGeSKGySpzgV4oUWj/KZ5Xk3DX9WWcbOcsLrVM2vWac 1o7vz2rNq7yFYvkkByRE+KQC9IgN6RJWoSTCXkmL+TVerPerQ/r8/e0YOU/B2QO1vcPiZe j1g==</latexit>
p3
<latexit sha1_base64="KIxlapocJjVGO hyrre/m2kBG7z8=">AAACIXicbVDLSsNAFJ3UV62vVpduBovgqiRWUVwV3LisaB/QljKZ3 tahk0mYuVFKyCe41Q/wa9yJO/FnTGIWtvWsDufcyzkcN5DCoG1/WYWV1bX1jeJmaWt7Z3e vXNlvGz/UHFrcl77uusyAFApaKFBCN9DAPFdCx51ep37nEbQRvrrHWQADj02UGAvOMJHu gmF9WK7aNTsDXSZOTqokR3NYsYr9kc9DDxRyyYzpOXaAg4hpFFxCXOqHBgLGp2wCvYQq5o EZRFnXmB6HhqFPA9BUSJqJ8PcjYp4xM89NLj2GD2bRS8X/vF6I48tBJFQQIiieBqGQkAU ZrkUyAtCR0IDI0uZAhaKcaYYIWlDGeSKGySpzgV4oUWj/KZ5Xk3DX9WWcbOcsLrVM2qc1p 147vz2rNq7yFYvkkByRE+KQC9IgN6RJWoSTCXkmL+TVerPerQ/r8/e0YOU/B2QO1vcPi1K j1w==</latexit>
p4
<latexit sha1_base64="bY0WvdD8r0Nkt wjcdA4TUrG98AA=">AAACIXicbVDLSsNAFJ3UV62vVpduBovgqiRaUVwV3LisaB/QhjKZ3 tahk2SYuVFK6Ce41Q/wa9yJO/FnTGIWtvWsDufcyzkcT0lh0La/rMLK6tr6RnGztLW9s7t Xruy3TRhpDi0eylB3PWZAigBaKFBCV2lgvieh402uU7/zCNqIMLjHqQLXZ+NAjARnmEh3 alAflKt2zc5Al4mTkyrJ0RxUrGJ/GPLIhwC5ZMb0HFuhGzONgkuYlfqRAcX4hI2hl9CA+W DcOOs6o8eRYRhSBZoKSTMR/n7EzDdm6nvJpc/wwSx6qfif14twdOnGIlARQsDTIBQSsiD DtUhGADoUGhBZ2hyoCChnmiGCFpRxnohRsspcoB9JFDp8ms2rSbjnhXKWbOcsLrVM2qc15 6x2fluvNq7yFYvkkByRE+KQC9IgN6RJWoSTMXkmL+TVerPerQ/r8/e0YOU/B2QO1vcPjQ2 j2A==</latexit>
p5
<latexit sha1_base64="RdjaLLT5fO8fH O8xIt9SeWThYOI=">AAACIXicbVDLSsNAFJ3UV62vVpduBovgqiRqUVwV3LisaB/QhjKZ3 tahk2SYuVFK6Ce41Q/wa9yJO/FnTGIWtvWsDufcyzkcT0lh0La/rMLK6tr6RnGztLW9s7t Xruy3TRhpDi0eylB3PWZAigBaKFBCV2lgvieh402uU7/zCNqIMLjHqQLXZ+NAjARnmEh3 alAflKt2zc5Al4mTkyrJ0RxUrGJ/GPLIhwC5ZMb0HFuhGzONgkuYlfqRAcX4hI2hl9CA+W DcOOs6o8eRYRhSBZoKSTMR/n7EzDdm6nvJpc/wwSx6qfif14twdOnGIlARQsDTIBQSsiD DtUhGADoUGhBZ2hyoCChnmiGCFpRxnohRsspcoB9JFDp8ms2rSbjnhXKWbOcsLrVM2qc15 6xWvz2vNq7yFYvkkByRE+KQC9IgN6RJWoSTMXkmL+TVerPerQ/r8/e0YOU/B2QO1vcPjsi j2Q==</latexit>
p6
<latexit sha1_base64="jWwALaz/FTbws 3Krz3cVLB+V3UM=">AAACIXicbVDJSgNBFOyJW4xbokcvjUHwFGbc8RTw4jGiWSAZQk/nJ TbpWeh+o4RhPsGrfoBf4028iT9jz5iDSaxTUfUeVZQXSaHRtr+swtLyyupacb20sbm1vVO u7LZ0GCsOTR7KUHU8pkGKAJooUEInUsB8T0LbG19nfvsRlBZhcI+TCFyfjQIxFJyhke6i /nm/XLVrdg66SJwpqZIpGv2KVewNQh77ECCXTOuuY0foJkyh4BLSUi/WEDE+ZiPoGhowH7 Sb5F1TehhrhiGNQFEhaS7C34+E+VpPfM9c+gwf9LyXif953RiHl24igihGCHgWhEJCHqS 5EmYEoAOhAJFlzYGKgHKmGCIoQRnnRozNKjOBfixRqPApnVVNuOeFMjXbOfNLLZLWcc05q Z3dnlbrV9MVi2SfHJAj4pALUic3pEGahJMReSYv5NV6s96tD+vz97RgTX/2yAys7x+Qg6P a</latexit>
1<latexit sha1_base64="Cln/tEDHWEBuk zOo4G9tXkvQQic=">AAACH3icbVDLSsNAFJ34rPXV6tLNYBFclcQHiquCG5ct2Ae0oUymt 3XoJBNmbpQS8gVu9QP8Gnfitn9jErOwrWd1OOdezuF4oRQGbXtura1vbG5tl3bKu3v7B4e V6lHHqEhzaHMlle55zIAUAbRRoIReqIH5noSuN73P/O4zaCNU8IizEFyfTQIxFpxhKrWc YaVm1+0cdJU4BamRAs1h1SoNRopHPgTIJTOm79ghujHTKLiEpDyIDISMT9kE+ikNmA/Gjf OmCT2LDENFQ9BUSJqL8PcjZr4xM99LL32GT2bZy8T/vH6E41s3FkEYIQQ8C0IhIQ8yXIt 0AqAjoQGRZc2BioByphkiaEEZ56kYpZssBPqRRKHVS7KopuGep2SSbucsL7VKOhd157J+3 bqqNe6KFUvkhJySc+KQG9IgD6RJ2oQTIK/kjbxbH9an9WV9/56uWcXPMVmANf8B1hKi8g= =</latexit>
2<latexit sha1_base64="JBaEXHSzDb0PZ Zf+CB3SVWGMXj4=">AAACH3icbVDJTgJBFOzBDXEDPXrpSEw8kRnUaDyRePEIiSwJTEhP8 8AOPUu6X2sImS/wqh/g13gzXvkbZ8Y5CFinStV7qUp5kRQabXthFTY2t7Z3irulvf2Dw6N y5bijQ6M4tHkoQ9XzmAYpAmijQAm9SAHzPQldb3qf+t1nUFqEwSPOInB9NgnEWHCGidSq D8tVu2ZnoOvEyUmV5GgOK1ZxMAq58SFALpnWfceO0J0zhYJLiEsDoyFifMom0E9owHzQ7j xrGtNzoxmGNAJFhaSZCH8/5szXeuZ7yaXP8Emveqn4n9c3OL515yKIDELA0yAUErIgzZV IJgA6EgoQWdocqAgoZ4ohghKUcZ6IJtlkKdA3EoUKX+JlNQn3vFDGyXbO6lLrpFOvOZe16 9ZVtXGXr1gkp+SMXBCH3JAGeSBN0iacAHklb+Td+rA+rS/r+/e0YOU/J2QJ1uIH182i8w= =</latexit>
3
<latexit sha1_base64="6vyVA/GgfOOht 7wSVMLxzH5UQ5g=">AAACH3icbVDJTgJBFOzBDXEDPXrpSEw8kRnRaDyRePEIiSwJTEhP8 8AOPUu6X2sImS/wqh/g13gzXvkbZ8Y5CFinStV7qUp5kRQabXthFTY2t7Z3irulvf2Dw6N y5bijQ6M4tHkoQ9XzmAYpAmijQAm9SAHzPQldb3qf+t1nUFqEwSPOInB9NgnEWHCGidSq D8tVu2ZnoOvEyUmV5GgOK1ZxMAq58SFALpnWfceO0J0zhYJLiEsDoyFifMom0E9owHzQ7j xrGtNzoxmGNAJFhaSZCH8/5szXeuZ7yaXP8Emveqn4n9c3OL515yKIDELA0yAUErIgzZV IJgA6EgoQWdocqAgoZ4ohghKUcZ6IJtlkKdA3EoUKX+JlNQn3vFDGyXbO6lLrpHNZc+q16 9ZVtXGXr1gkp+SMXBCH3JAGeSBN0iacAHklb+Td+rA+rS/r+/e0YOU/J2QJ1uIH2Yii9A= =</latexit>
4<latexit sha1_base64="17TlHvoI6kwKE RsewfXbE0t8c5c=">AAACH3icbVDLTsJAFJ3iC/EFunQzkZi4Iq1iNK5I3LiERB4JNGQ6X HDCTNvM3GoI6Re41Q/wa9wZt/yNbe1CwLM6OefenJPjhVIYtO2FVdjY3NreKe6W9vYPDo/ KleOOCSLNoc0DGeiexwxI4UMbBUrohRqY8iR0vel96nefQRsR+I84C8FVbOKLseAME6lV H5ards3OQNeJk5MqydEcVqziYBTwSIGPXDJj+o4dojtnGgWXEJcGkYGQ8SmbQD+hPlNg3H nWNKbnkWEY0BA0FZJmIvz9mDNlzEx5yaVi+GRWvVT8z+tHOL5158IPIwSfp0EoJGRBhmu RTAB0JDQgsrQ5UOFTzjRDBC0o4zwRo2STpUAVSRQ6eImX1STc8wIZJ9s5q0utk85lzbmqX bfq1cZdvmKRnJIzckEcckMa5IE0SZtwAuSVvJF368P6tL6s79/TgpX/nJAlWIsf20Oi9Q= =</latexit>
5
<latexit sha1_base64="jBTdO23I+YSpk ohbsLGr4esM4sY=">AAACH3icbVDLTsJAFJ3iC/EFunQzkZi4Iq1KNK5I3LiERB4JNGQ6X HDCTNvM3GoI6Re41Q/wa9wZt/yNbe1CwLM6OefenJPjhVIYtO2FVdjY3NreKe6W9vYPDo/ KleOOCSLNoc0DGeiexwxI4UMbBUrohRqY8iR0vel96nefQRsR+I84C8FVbOKLseAME6lV H5ards3OQNeJk5MqydEcVqziYBTwSIGPXDJj+o4dojtnGgWXEJcGkYGQ8SmbQD+hPlNg3H nWNKbnkWEY0BA0FZJmIvz9mDNlzEx5yaVi+GRWvVT8z+tHOL5158IPIwSfp0EoJGRBhmu RTAB0JDQgsrQ5UOFTzjRDBC0o4zwRo2STpUAVSRQ6eImX1STc8wIZJ9s5q0utk85lzbmq1 VvX1cZdvmKRnJIzckEcckMa5IE0SZtwAuSVvJF368P6tL6s79/TgpX/nJAlWIsf3P6i9g= =</latexit>
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<latexit sha1_base64="oIuhkpcwe14x5 Vca/gjYBuKINcM=">AAACH3icbVDLTsJAFJ3iC/EFunQzkZi4Iq3vuCJx4xISeSRAyHS44 IRpp5m51ZCmX+BWP8CvcWfc8je2tQsBz+rknHtzTo4bSGHQtudWYW19Y3OruF3a2d3bPyh XDttGhZpDiyupdNdlBqTwoYUCJXQDDcxzJXTc6X3qd55BG6H8R5wFMPDYxBdjwRkmUvN6 WK7aNTsDXSVOTqokR2NYsYr9keKhBz5yyYzpOXaAg4hpFFxCXOqHBgLGp2wCvYT6zAMziL KmMT0NDUNFA9BUSJqJ8PcjYp4xM89NLj2GT2bZS8X/vF6I49tBJPwgRPB5GoRCQhZkuBb JBEBHQgMiS5sDFT7lTDNE0IIyzhMxTDZZCPRCiUKrl3hRTcJdV8k42c5ZXmqVtM9rzkXtq nlZrd/lKxbJMTkhZ8QhN6ROHkiDtAgnQF7JG3m3PqxP68v6/j0tWPnPEVmANf8B3rmi9w= =</latexit>
p3
<latexit sha1_base64="KIxlapocJjVGOhyrre/m2kBG7z8=">AAACIXicbVDLSsNAFJ 3UV62vVpduBovgqiRWUVwV3LisaB/QljKZ3tahk0mYuVFKyCe41Q/wa9yJO/FnTGIWtvWsDufcyzkcN5DCoG1/WYWV1bX1jeJmaWt7Z3evXNlvGz/UHFrcl77uusyAFApaKFBCN9DAP FdCx51ep37nEbQRvrrHWQADj02UGAvOMJHugmF9WK7aNTsDXSZOTqokR3NYsYr9kc9DDxRyyYzpOXaAg4hpFFxCXOqHBgLGp2wCvYQq5oEZRFnXmB6HhqFPA9BUSJqJ8PcjYp4xM89NL j2GD2bRS8X/vF6I48tBJFQQIiieBqGQkAUZrkUyAtCR0IDI0uZAhaKcaYYIWlDGeSKGySpzgV4oUWj/KZ5Xk3DX9WWcbOcsLrVM2qc1p147vz2rNq7yFYvkkByRE+KQC9IgN6RJWoST CXkmL+TVerPerQ/r8/e0YOU/B2QO1vcPi1Kj1w==</latexit>
p4
<latexit sha1_base64="bY0WvdD8r0NktwjcdA4TUrG98AA=">AAACIXicbVDLSsNAFJ 3UV62vVpduBovgqiRaUVwV3LisaB/QhjKZ3tahk2SYuVFK6Ce41Q/wa9yJO/FnTGIWtvWsDufcyzkcT0lh0La/rMLK6tr6RnGztLW9s7tXruy3TRhpDi0eylB3PWZAigBaKFBCV2lgv ieh402uU7/zCNqIMLjHqQLXZ+NAjARnmEh3alAflKt2zc5Al4mTkyrJ0RxUrGJ/GPLIhwC5ZMb0HFuhGzONgkuYlfqRAcX4hI2hl9CA+WDcOOs6o8eRYRhSBZoKSTMR/n7EzDdm6nvJp c/wwSx6qfif14twdOnGIlARQsDTIBQSsiDDtUhGADoUGhBZ2hyoCChnmiGCFpRxnohRsspcoB9JFDp8ms2rSbjnhXKWbOcsLrVM2qc156x2fluvNq7yFYvkkByRE+KQC9IgN6RJWoST MXkmL+TVerPerQ/r8/e0YOU/B2QO1vcPjQ2j2A==</latexit>
3
<latexit sha1_base64="6vyVA/GgfOOht7wSVMLxzH5UQ5g=">AAACH3icbVDJTgJBFO zBDXEDPXrpSEw8kRnRaDyRePEIiSwJTEhP88AOPUu6X2sImS/wqh/g13gzXvkbZ8Y5CFinStV7qUp5kRQabXthFTY2t7Z3irulvf2Dw6Ny5bijQ6M4tHkoQ9XzmAYpAmijQAm9SAHzP Qldb3qf+t1nUFqEwSPOInB9NgnEWHCGidSqD8tVu2ZnoOvEyUmV5GgOK1ZxMAq58SFALpnWfceO0J0zhYJLiEsDoyFifMom0E9owHzQ7jxrGtNzoxmGNAJFhaSZCH8/5szXeuZ7yaXP8 Emveqn4n9c3OL515yKIDELA0yAUErIgzZVIJgA6EgoQWdocqAgoZ4ohghKUcZ6IJtlkKdA3EoUKX+JlNQn3vFDGyXbO6lLrpHNZc+q169ZVtXGXr1gkp+SMXBCH3JAGeSBN0iacAHkl b+Td+rA+rS/r+/e0YOU/J2QJ1uIH2Yii9A==</latexit>
4<latexit sha1_base64="17TlHvoI6kwKERsewfXbE0t8c5c=">AAACH3icbVDLTsJAFJ 3iC/EFunQzkZi4Iq1iNK5I3LiERB4JNGQ6XHDCTNvM3GoI6Re41Q/wa9wZt/yNbe1CwLM6OefenJPjhVIYtO2FVdjY3NreKe6W9vYPDo/KleOOCSLNoc0DGeiexwxI4UMbBUrohRqY8 iR0vel96nefQRsR+I84C8FVbOKLseAME6lVH5ards3OQNeJk5MqydEcVqziYBTwSIGPXDJj+o4dojtnGgWXEJcGkYGQ8SmbQD+hPlNg3HnWNKbnkWEY0BA0FZJmIvz9mDNlzEx5yaVi+ GRWvVT8z+tHOL5158IPIwSfp0EoJGRBhmuRTAB0JDQgsrQ5UOFTzjRDBC0o4zwRo2STpUAVSRQ6eImX1STc8wIZJ9s5q0utk85lzbmqXbfq1cZdvmKRnJIzckEcckMa5IE0SZtwAuSV vJF368P6tL6s79/TgpX/nJAlWIsf20Oi9Q==</latexit>
p4
<latexit sha1_base64="bY0WvdD8r0NktwjcdA4TUrG98AA=">AAACIXicbVDLSsNAFJ 3UV62vVpduBovgqiRaUVwV3LisaB/QhjKZ3tahk2SYuVFK6Ce41Q/wa9yJO/FnTGIWtvWsDufcyzkcT0lh0La/rMLK6tr6RnGztLW9s7tXruy3TRhpDi0eylB3PWZAigBaKFBCV2lgv ieh402uU7/zCNqIMLjHqQLXZ+NAjARnmEh3alAflKt2zc5Al4mTkyrJ0RxUrGJ/GPLIhwC5ZMb0HFuhGzONgkuYlfqRAcX4hI2hl9CA+WDcOOs6o8eRYRhSBZoKSTMR/n7EzDdm6nvJp c/wwSx6qfif14twdOnGIlARQsDTIBQSsiDDtUhGADoUGhBZ2hyoCChnmiGCFpRxnohRsspcoB9JFDp8ms2rSbjnhXKWbOcsLrVM2qc156x2fluvNq7yFYvkkByRE+KQC9IgN6RJWoST MXkmL+TVerPerQ/r8/e0YOU/B2QO1vcPjQ2j2A==</latexit>
4<latexit sha1_base64="17TlHvoI6kwKERsewfXbE0t8c5c=">AAACH3icbVDLTsJAFJ 3iC/EFunQzkZi4Iq1iNK5I3LiERB4JNGQ6XHDCTNvM3GoI6Re41Q/wa9wZt/yNbe1CwLM6OefenJPjhVIYtO2FVdjY3NreKe6W9vYPDo/KleOOCSLNoc0DGeiexwxI4UMbBUrohRqY8 iR0vel96nefQRsR+I84C8FVbOKLseAME6lVH5ards3OQNeJk5MqydEcVqziYBTwSIGPXDJj+o4dojtnGgWXEJcGkYGQ8SmbQD+hPlNg3HnWNKbnkWEY0BA0FZJmIvz9mDNlzEx5yaVi+ GRWvVT8z+tHOL5158IPIwSfp0EoJGRBhmuRTAB0JDQgsrQ5UOFTzjRDBC0o4zwRo2STpUAVSRQ6eImX1STc8wIZJ9s5q0utk85lzbmqXbfq1cZdvmKRnJIzckEcckMa5IE0SZtwAuSV vJF368P6tL6s79/TgpX/nJAlWIsf20Oi9Q==</latexit>
p5
<latexit sha1_base64="RdjaLLT5fO8fHO8xIt9SeWThYOI=">AAACIXicbVDLSsNAFJ 3UV62vVpduBovgqiRqUVwV3LisaB/QhjKZ3tahk2SYuVFK6Ce41Q/wa9yJO/FnTGIWtvWsDufcyzkcT0lh0La/rMLK6tr6RnGztLW9s7tXruy3TRhpDi0eylB3PWZAigBaKFBCV2lgv ieh402uU7/zCNqIMLjHqQLXZ+NAjARnmEh3alAflKt2zc5Al4mTkyrJ0RxUrGJ/GPLIhwC5ZMb0HFuhGzONgkuYlfqRAcX4hI2hl9CA+WDcOOs6o8eRYRhSBZoKSTMR/n7EzDdm6nvJp c/wwSx6qfif14twdOnGIlARQsDTIBQSsiDDtUhGADoUGhBZ2hyoCChnmiGCFpRxnohRsspcoB9JFDp8ms2rSbjnhXKWbOcsLrVM2qc156xWvz2vNq7yFYvkkByRE+KQC9IgN6RJWoST MXkmL+TVerPerQ/r8/e0YOU/B2QO1vcPjsij2Q==</latexit>
5
<latexit sha1_base64="jBTdO23I+YSpkohbsLGr4esM4sY=">AAACH3icbVDLTsJAFJ 3iC/EFunQzkZi4Iq1KNK5I3LiERB4JNGQ6XHDCTNvM3GoI6Re41Q/wa9wZt/yNbe1CwLM6OefenJPjhVIYtO2FVdjY3NreKe6W9vYPDo/KleOOCSLNoc0DGeiexwxI4UMbBUrohRqY8 iR0vel96nefQRsR+I84C8FVbOKLseAME6lVH5ards3OQNeJk5MqydEcVqziYBTwSIGPXDJj+o4dojtnGgWXEJcGkYGQ8SmbQD+hPlNg3HnWNKbnkWEY0BA0FZJmIvz9mDNlzEx5yaVi+ GRWvVT8z+tHOL5158IPIwSfp0EoJGRBhmuRTAB0JDQgsrQ5UOFTzjRDBC0o4zwRo2STpUAVSRQ6eImX1STc8wIZJ9s5q0utk85lzbmq1VvX1cZdvmKRnJIzckEcckMa5IE0SZtwAuSV vJF368P6tL6s79/TgpX/nJAlWIsf3P6i9g==</latexit>
(tpurple)
<latexit sha1_base64="F5USPGaefbC1EgoiHN4GZGzpfm0=">AAACKnicbVDLTgJBEJ zFF+IL9OhlIjHBC9n1EY0nEi8eMZFHAoTMDg1OmN2dzPRoyIbf8Kof4Nd4I179EAfkIGCdKlXdXZ0KlRQGfX/iZdbWNza3stu5nd29/YN84bBuEqs51HgiE90MmQEpYqihQAlNpYFFo YRGOLyb+o1n0EYk8SOOFHQiNohFX3CGTmqXsJsqq5WE8Vk3X/TL/gx0lQRzUiRzVLsFL9vuJdxGECOXzJhW4CvspEyj4O5irm0NKMaHbAAtR2MWgemks6fH9NQahglVoKmQdCbC342UR caMotBNRgyfzLI3Ff/zWhb7N51UxMoixHwahELCLMhwLVwbQHtCAyKbfg5UxJQzzRBBC8o4d6J19SwERlai0MnLeFF14WGYyLHrLlhuapXUz8vBRfnq4bJYuZ23mCXH5ISUSECuSYXc kyqpEU4UeSVv5N378D69iff1O5rx5jtHZAHe9w9Xsqfj</latexit>
(tbrown)
<latexit sha1_base64="izhR/bcBZU8uCKJUKU8bZUEQ6N0=">AAACKXicbZDNSgMxFI Uz/tb/VpdugkWomzLjD4qrghuXClaFOpRMeq2hmWRIbpQyzGO41QfwadypW1/ETO3Cqnd1OOdezuVLMikshuF7MDU9Mzs3X1lYXFpeWV2r1tYvrXaGQ5trqc11wixIoaCNAiVcZwZYm ki4SgYnZX51D8YKrS5wmEGcsr4St4Iz9Fangd08MfpBFTvdaj1shqOhf0U0FnUynrNuLajc9DR3KSjkklnbicIM45wZFFxCsXjjLGSMD1gfOl4qloKN89HPBd12lqGmGRgqJB2Z8PMiZ 6m1wzTxmynDO/s7K83/so7D26M4FypzCIqXRSgkjIosN8LDANoTBhBZ+TlQoShnhiGCEZRx7k3n6UwUpk6i8JyKSdeXJ4mWhWcX/Sb1V1zuNqO95sH5fr11PKZYIZtkizRIRA5Ji5yS M9ImnGjySJ7Ic/ASvAZvwcf36lQwvtkgExN8fgFr26dp</latexit>
bpurple
<latexit sha1_base64="3jZd1qKDcP0nGIPtl7+c67YYY6Q=">AAACKHicbVDLTgJBEJ z1ifgCPXqZSEw8kV0f0Xgi8eIRE3lEIGR2aHDC7OxkpkdDNvyFV/0Av8ab4eqXuIscBKxTpaq7q1OhlsKi70+8ldW19Y3N3FZ+e2d3b79QPKjb2BkONR7L2DRDZkEKBTUUKKGpDbAol NAIh7eZ33gGY0WsHnCkoROxgRJ9wRmm0mPYTbQzWsK4Wyj5ZX8KukyCGSmRGardopdr92LuIlDIJbO2FfgaOwkzKHh6MN92FjTjQzaAVkoVi8B2kunLY3riLMOYajBUSDoV4e9GwiJrR 1GYTkYMn+yil4n/eS2H/etOIpR2CIpnQSgkTIMsNyLtAmhPGEBk2edAhaKcGYYIRlDGeSq6tJy5wMhJFCZ+Gc+raXgYxjLrLlhsapnUz8rBefny/qJUuZm1mCNH5JickoBckQq5I1VS I5wo8kreyLv34X16X97kd3TFm+0ckjl43z9bOads</latexit>
bbrown
<latexit sha1_base64="YwMDgdfdun0lWoQvqInqmNnNKhg=">AAACJ3icbZDLTgJBEE V7fCK+QJduOhITV2TGRzSuSNy4xEQeBgjpbgrs0N0z6a7RkAlf4VY/wK9xZ3TpnziDLASs1c29VbmVwyMlHfr+l7e0vLK6tp7byG9ube/sFop7dRfGVkBNhCq0Tc4cKGmghhIVNCMLT HMFDT68zvLGI1gnQ3OHowg6mg2M7EvBMLXueTfhNnwy426h5Jf9ydBFEUxFiUyn2i16uXYvFLEGg0Ix51qBH2EnYRalUDDOt2MHERNDNoBWKg3T4DrJ5OMxPYodw5BGYKlUdGLC34uEa edGmqebmuGDm88y87+sFWP/spNIE8UIRmRFKBVMipywMkUBtCctILLsc6DSUMEsQwQrKRMiNeOUzUyhjhXKFNN41k3LOQ9Vxi6YJ7Uo6ifl4LR8fntWqlxNKebIATkkxyQgF6RCbkiV 1IggmjyTF/LqvXnv3of3+bu65E1v9snMeN8/cBCm8g==</latexit>
p1
<latexit sha1_base64="y8DMl5zB3fHBvKZ5QPTkikkEZ8E=">AAACIXicbVDLSsNAFJ 34rPXV6tLNYBFclcQHiquCG5cV7QPaUCbT2zp0kgkzN0oJ+QS3+gF+jTtxJ/6MSczCtp7V4Zx7OYfjhVIYtO0va2l5ZXVtvbRR3tza3tmtVPfaRkWaQ4srqXTXYwakCKCFAiV0Qw3M9 yR0vMl15nceQRuhgnuchuD6bByIkeAMU+kuHDiDSs2u2znoInEKUiMFmoOqVeoPFY98CJBLZkzPsUN0Y6ZRcAlJuR8ZCBmfsDH0UhowH4wb510TehQZhoqGoKmQNBfh70fMfGOmvpde+ gwfzLyXif95vQhHl24sgjBCCHgWhEJCHmS4FukIQIdCAyLLmgMVAeVMM0TQgjLOUzFKV5kJ9COJQqunZFZNwz1PySTdzplfapG0T+rOaf389qzWuCpWLJEDckiOiUMuSIPckCZpEU7G 5Jm8kFfrzXq3PqzP39Mlq/jZJzOwvn8Ah9yj1Q==</latexit>
p2
<latexit sha1_base64="KiDYqk53pORnsnw4GOkI1PTJgbA=">AAACIXicbVDLSsNAFJ 3UV62vVpduBovgqiRVUVwV3LisaB/QljKZ3tahk0mYuVFKyCe41Q/wa9yJO/FnTGIWtvWsDufcyzkcN5DCoG1/WYWV1bX1jeJmaWt7Z3evXNlvGz/UHFrcl77uusyAFApaKFBCN9DAP FdCx51ep37nEbQRvrrHWQADj02UGAvOMJHugmF9WK7aNTsDXSZOTqokR3NYsYr9kc9DDxRyyYzpOXaAg4hpFFxCXOqHBgLGp2wCvYQq5oEZRFnXmB6HhqFPA9BUSJqJ8PcjYp4xM89NL j2GD2bRS8X/vF6I48tBJFQQIiieBqGQkAUZrkUyAtCR0IDI0uZAhaKcaYYIWlDGeSKGySpzgV4oUWj/KZ5Xk3DX9WWcbOcsLrVM2vWac1o7vz2rNq7yFYvkkByRE+KQC9IgN6RJWoST CXkmL+TVerPerQ/r8/e0YOU/B2QO1vcPiZej1g==</latexit>
1<latexit sha1_base64="Cln/tEDHWEBukzOo4G9tXkvQQic=">AAACH3icbVDLSsNAFJ 34rPXV6tLNYBFclcQHiquCG5ct2Ae0oUymt3XoJBNmbpQS8gVu9QP8Gnfitn9jErOwrWd1OOdezuF4oRQGbXtura1vbG5tl3bKu3v7B4eV6lHHqEhzaHMlle55zIAUAbRRoIReqIH5n oSuN73P/O4zaCNU8IizEFyfTQIxFpxhKrWcYaVm1+0cdJU4BamRAs1h1SoNRopHPgTIJTOm79ghujHTKLiEpDyIDISMT9kE+ikNmA/GjfOmCT2LDENFQ9BUSJqL8PcjZr4xM99LL32GT 2bZy8T/vH6E41s3FkEYIQQ8C0IhIQ8yXIt0AqAjoQGRZc2BioByphkiaEEZ56kYpZssBPqRRKHVS7KopuGep2SSbucsL7VKOhd157J+3bqqNe6KFUvkhJySc+KQG9IgD6RJ2oQTIK/k jbxbH9an9WV9/56uWcXPMVmANf8B1hKi8g==</latexit>
2<latexit sha1_base64="JBaEXHSzDb0PZZf+CB3SVWGMXj4=">AAACH3icbVDJTgJBFO zBDXEDPXrpSEw8kRnUaDyRePEIiSwJTEhP88AOPUu6X2sImS/wqh/g13gzXvkbZ8Y5CFinStV7qUp5kRQabXthFTY2t7Z3irulvf2Dw6Ny5bijQ6M4tHkoQ9XzmAYpAmijQAm9SAHzP Qldb3qf+t1nUFqEwSPOInB9NgnEWHCGidSqD8tVu2ZnoOvEyUmV5GgOK1ZxMAq58SFALpnWfceO0J0zhYJLiEsDoyFifMom0E9owHzQ7jxrGtNzoxmGNAJFhaSZCH8/5szXeuZ7yaXP8 Emveqn4n9c3OL515yKIDELA0yAUErIgzZVIJgA6EgoQWdocqAgoZ4ohghKUcZ6IJtlkKdA3EoUKX+JlNQn3vFDGyXbO6lLrpFOvOZe169ZVtXGXr1gkp+SMXBCH3JAGeSBN0iacAHkl b+Td+rA+rS/r+/e0YOU/J2QJ1uIH182i8w==</latexit>
(tgreen)
<latexit sha1_base64="BkA163shRHAokPp79bzMz8Wxgms=">AAACKXicbVDJTgJBFO zBDXEDPXrpSEzwQmZcovFE4sUjJrIkQEhP88AOPd2T7jcaMpnP8Kof4Nd4U6/+iMPIQcA6VareS1XKD6Ww6LqfTm5ldW19I79Z2Nre2d0rlvabVkeGQ4NrqU3bZxakUNBAgRLaoQEW+ BJa/vhm6rcewVih1T1OQugFbKTEUHCGqdSpYD8eGQCVnPSLZbfqZqDLxJuRMpmh3i85+e5A8ygAhVwyazueG2IvZgYFl5AUupGFkPExG0EnpYoFYHtx1jmhx5FlqGkIhgpJMxH+fsQss HYS+OllwPDBLnpT8T+vE+HwqhcLFUYIik+DUEjIgiw3Ih0D6EAYQGTT5kCFopwZhghGUMZ5KkbpOnOBQSRRGP2UzKtpuO9rmaTbeYtLLZPmadU7q17cnZdr17MV8+SQHJEK8cglqZFb UicNwokmz+SFvDpvzrvz4Xz9nuac2c8BmYPz/QNDzqdS</latexit>
bgreen
<latexit sha1_base64="VAUlw2BjHXpexxR0AI4pD9NTOx4=">AAACJ3icbVDLSsNAFJ 34rPXV6tLNYBFclcQHiquCG5cV7EPaUCbT2zp0ZhJmbpQS+hVu9QP8GneiS//EpGZhW8/qcM69nMMJIiksuu6Xs7S8srq2Xtgobm5t7+yWyntNG8aGQ4OHMjTtgFmQQkMDBUpoRwaYC iS0gtF15rcewVgR6jscR+ArNtRiIDjDVLoPesnQAOhJr1Rxq+4UdJF4OamQHPVe2Sl0+yGPFWjkklnb8dwI/YQZFFzCpNiNLUSMj9gQOinVTIH1k2njCT2KLcOQRmCokHQqwt+PhClrx ypILxXDBzvvZeJ/XifGwaWfCB3FCJpnQSgkTIMsNyKdAmhfGEBkWXOgQlPODEMEIyjjPBXjdJuZQBVLFCZ8msyqaXgQhDLbzptfapE0T6reafX89qxSu8pXLJADckiOiUcuSI3ckDpp EE4UeSYv5NV5c96dD+fz93TJyX/2yQyc7x9IGqbb</latexit>(torange)
<latexit sha1_base64="j6xDXYhT6Bz10RR1fRXxl76dfrI=">AAACKnicbVDLSgNBEJ z1GeMr0aOXwSDES9j1geIp4MVjBPOAJITesY2DszPLTK8Slv0Nr/oBfo234NUPcRNzMGqdiqpuqqgwVtKR74+9hcWl5ZXVwlpxfWNza7tU3mk5k1iBTWGUsZ0QHCqpsUmSFHZiixCFC tvhw+XEbz+iddLoGxrF2I9gqOWdFEC51KvSIDUW9BCzw0Gp4tf8KfhfEsxIhc3QGJS9Qu/WiCRCTUKBc93Aj6mfgiUpFGbFXuIwBvEAQ+zmVEOErp9OS2f8IHFAhsdouVR8KuLPjxQi5 0ZRmF9GQPfutzcR//O6Cd2d91Op44RQi0kQSYXTICeszNdAfistEsGkOXKpuQALRGglByFyMcnnmQuMEkXSmqdsXs3Dw9CoLN8u+L3UX9I6qgXHtdPrk0r9YrZige2xfVZlATtjdXbF GqzJBIvZM3thr96b9+6NvY/v0wVv9rPL5uB9fgEmuafH</latexit>
(tpink)
<latexit sha1_base64="54ddEcx8GyK9Y1H/h5UqLS6D7ik=">AAACKHicbVDLTsJAFJ 3iC/EFunQzkZjghrQ+onFF4sYlJvKI0JDpcMEJ02kzc6shTf/CrX6AX+POsPVLbLELQc/q5Jx7c06OF0ph0LZnVmFldW19o7hZ2tre2d0rV/bbJog0hxYPZKC7HjMghYIWCpTQDTUw3 5PQ8SY3md95Am1EoO5xGoLrs7ESI8EZptJDDQdxKNQkORmUq3bdnoP+JU5OqiRHc1Cxiv1hwCMfFHLJjOk5dohuzDQKLiEp9SMDIeMTNoZeShXzwbjxvHJCjyPDMKAhaCoknYvw+yNmv jFT30svfYaPZtnLxP+8XoSjKzcWKowQFM+CUEiYBxmuRboF0KHQgMiy5kCFopxphghaUMZ5KkbpOAuBfiRR6OA5WVTTcM8LZJJu5ywv9Ze0T+vOWf3i7rzauM5XLJJDckRqxCGXpEFu SZO0CCeKvJBX8ma9Wx/WpzX7OS1Y+c8BWYD19Q12aKbp</latexit>
p2
<latexit sha1_base64="KiDYqk53pORnsnw4GOkI1PTJgbA=">AAACIXicbVDLSsNAFJ 3UV62vVpduBovgqiRVUVwV3LisaB/QljKZ3tahk0mYuVFKyCe41Q/wa9yJO/FnTGIWtvWsDufcyzkcN5DCoG1/WYWV1bX1jeJmaWt7Z3evXNlvGz/UHFrcl77uusyAFApaKFBCN9DAP FdCx51ep37nEbQRvrrHWQADj02UGAvOMJHugmF9WK7aNTsDXSZOTqokR3NYsYr9kc9DDxRyyYzpOXaAg4hpFFxCXOqHBgLGp2wCvYQq5oEZRFnXmB6HhqFPA9BUSJqJ8PcjYp4xM89NL j2GD2bRS8X/vF6I48tBJFQQIiieBqGQkAUZrkUyAtCR0IDI0uZAhaKcaYYIWlDGeSKGySpzgV4oUWj/KZ5Xk3DX9WWcbOcsLrVM2vWac1o7vz2rNq7yFYvkkByRE+KQC9IgN6RJWoST CXkmL+TVerPerQ/r8/e0YOU/B2QO1vcPiZej1g==</latexit>
p3
<latexit sha1_base64="KIxlapocJjVGOhyrre/m2kBG7z8=">AAACIXicbVDLSsNAFJ 3UV62vVpduBovgqiRWUVwV3LisaB/QljKZ3tahk0mYuVFKyCe41Q/wa9yJO/FnTGIWtvWsDufcyzkcN5DCoG1/WYWV1bX1jeJmaWt7Z3evXNlvGz/UHFrcl77uusyAFApaKFBCN9DAP FdCx51ep37nEbQRvrrHWQADj02UGAvOMJHugmF9WK7aNTsDXSZOTqokR3NYsYr9kc9DDxRyyYzpOXaAg4hpFFxCXOqHBgLGp2wCvYQq5oEZRFnXmB6HhqFPA9BUSJqJ8PcjYp4xM89NL j2GD2bRS8X/vF6I48tBJFQQIiieBqGQkAUZrkUyAtCR0IDI0uZAhaKcaYYIWlDGeSKGySpzgV4oUWj/KZ5Xk3DX9WWcbOcsLrVM2qc1p147vz2rNq7yFYvkkByRE+KQC9IgN6RJWoST CXkmL+TVerPerQ/r8/e0YOU/B2QO1vcPi1Kj1w==</latexit>
p5
<latexit sha1_base64="RdjaLLT5fO8fHO8xIt9SeWThYOI=">AAACIXicbVDLSsNAFJ 3UV62vVpduBovgqiRqUVwV3LisaB/QhjKZ3tahk2SYuVFK6Ce41Q/wa9yJO/FnTGIWtvWsDufcyzkcT0lh0La/rMLK6tr6RnGztLW9s7tXruy3TRhpDi0eylB3PWZAigBaKFBCV2lgv ieh402uU7/zCNqIMLjHqQLXZ+NAjARnmEh3alAflKt2zc5Al4mTkyrJ0RxUrGJ/GPLIhwC5ZMb0HFuhGzONgkuYlfqRAcX4hI2hl9CA+WDcOOs6o8eRYRhSBZoKSTMR/n7EzDdm6nvJp c/wwSx6qfif14twdOnGIlARQsDTIBQSsiDDtUhGADoUGhBZ2hyoCChnmiGCFpRxnohRsspcoB9JFDp8ms2rSbjnhXKWbOcsLrVM2qc156xWvz2vNq7yFYvkkByRE+KQC9IgN6RJWoST MXkmL+TVerPerQ/r8/e0YOU/B2QO1vcPjsij2Q==</latexit>
p6
<latexit sha1_base64="jWwALaz/FTbws3Krz3cVLB+V3UM=">AAACIXicbVDJSgNBFO yJW4xbokcvjUHwFGbc8RTw4jGiWSAZQk/nJTbpWeh+o4RhPsGrfoBf4028iT9jz5iDSaxTUfUeVZQXSaHRtr+swtLyyupacb20sbm1vVOu7LZ0GCsOTR7KUHU8pkGKAJooUEInUsB8T 0LbG19nfvsRlBZhcI+TCFyfjQIxFJyhke6i/nm/XLVrdg66SJwpqZIpGv2KVewNQh77ECCXTOuuY0foJkyh4BLSUi/WEDE+ZiPoGhowH7Sb5F1TehhrhiGNQFEhaS7C34+E+VpPfM9c+ gwf9LyXif953RiHl24igihGCHgWhEJCHqS5EmYEoAOhAJFlzYGKgHKmGCIoQRnnRozNKjOBfixRqPApnVVNuOeFMjXbOfNLLZLWcc05qZ3dnlbrV9MVi2SfHJAj4pALUic3pEGahJMR eSYv5NV6s96tD+vz97RgTX/2yAys7x+Qg6Pa</latexit>
p1
<latexit sha1_base64="y8DMl5zB3fHBvKZ5QPTkikkEZ8E=">AAACIXicbVDLSsNAFJ 34rPXV6tLNYBFclcQHiquCG5cV7QPaUCbT2zp0kgkzN0oJ+QS3+gF+jTtxJ/6MSczCtp7V4Zx7OYfjhVIYtO0va2l5ZXVtvbRR3tza3tmtVPfaRkWaQ4srqXTXYwakCKCFAiV0Qw3M9 yR0vMl15nceQRuhgnuchuD6bByIkeAMU+kuHDiDSs2u2znoInEKUiMFmoOqVeoPFY98CJBLZkzPsUN0Y6ZRcAlJuR8ZCBmfsDH0UhowH4wb510TehQZhoqGoKmQNBfh70fMfGOmvpde+ gwfzLyXif95vQhHl24sgjBCCHgWhEJCHmS4FukIQIdCAyLLmgMVAeVMM0TQgjLOUzFKV5kJ9COJQqunZFZNwz1PySTdzplfapG0T+rOaf389qzWuCpWLJEDckiOiUMuSIPckCZpEU7G 5Jm8kFfrzXq3PqzP39Mlq/jZJzOwvn8Ah9yj1Q==</latexit>
p6
<latexit sha1_base64="jWwALaz/FTbws3Krz3cVLB+V3UM=">AAACIXicbVDJSgNBFO yJW4xbokcvjUHwFGbc8RTw4jGiWSAZQk/nJTbpWeh+o4RhPsGrfoBf4028iT9jz5iDSaxTUfUeVZQXSaHRtr+swtLyyupacb20sbm1vVOu7LZ0GCsOTR7KUHU8pkGKAJooUEInUsB8T 0LbG19nfvsRlBZhcI+TCFyfjQIxFJyhke6i/nm/XLVrdg66SJwpqZIpGv2KVewNQh77ECCXTOuuY0foJkyh4BLSUi/WEDE+ZiPoGhowH7Sb5F1TehhrhiGNQFEhaS7C34+E+VpPfM9c+ gwf9LyXif953RiHl24igihGCHgWhEJCHqS5EmYEoAOhAJFlzYGKgHKmGCIoQRnnRozNKjOBfixRqPApnVVNuOeFMjXbOfNLLZLWcc05qZ3dnlbrV9MVi2SfHJAj4pALUic3pEGahJMR eSYv5NV6s96tD+vz97RgTX/2yAys7x+Qg6Pa</latexit>
5
<latexit sha1_base64="jBTdO23I+YSpkohbsLGr4esM4sY=">AAACH3icbVDLTsJAFJ 3iC/EFunQzkZi4Iq1KNK5I3LiERB4JNGQ6XHDCTNvM3GoI6Re41Q/wa9wZt/yNbe1CwLM6OefenJPjhVIYtO2FVdjY3NreKe6W9vYPDo/KleOOCSLNoc0DGeiexwxI4UMbBUrohRqY8 iR0vel96nefQRsR+I84C8FVbOKLseAME6lVH5ards3OQNeJk5MqydEcVqziYBTwSIGPXDJj+o4dojtnGgWXEJcGkYGQ8SmbQD+hPlNg3HnWNKbnkWEY0BA0FZJmIvz9mDNlzEx5yaVi+ GRWvVT8z+tHOL5158IPIwSfp0EoJGRBhmuRTAB0JDQgsrQ5UOFTzjRDBC0o4zwRo2STpUAVSRQ6eImX1STc8wIZJ9s5q0utk85lzbmq1VvX1cZdvmKRnJIzckEcckMa5IE0SZtwAuSV vJF368P6tL6s79/TgpX/nJAlWIsf3P6i9g==</latexit>
6
<latexit sha1_base64="oIuhkpcwe14x5Vca/gjYBuKINcM=">AAACH3icbVDLTsJAFJ 3iC/EFunQzkZi4Iq3vuCJx4xISeSRAyHS44IRpp5m51ZCmX+BWP8CvcWfc8je2tQsBz+rknHtzTo4bSGHQtudWYW19Y3OruF3a2d3bPyhXDttGhZpDiyupdNdlBqTwoYUCJXQDDcxzJ XTc6X3qd55BG6H8R5wFMPDYxBdjwRkmUvN6WK7aNTsDXSVOTqokR2NYsYr9keKhBz5yyYzpOXaAg4hpFFxCXOqHBgLGp2wCvYT6zAMziLKmMT0NDUNFA9BUSJqJ8PcjYp4xM89NLj2GT 2bZS8X/vF6I49tBJPwgRPB5GoRCQhZkuBbJBEBHQgMiS5sDFT7lTDNE0IIyzhMxTDZZCPRCiUKrl3hRTcJdV8k42c5ZXmqVtM9rzkXtqnlZrd/lKxbJMTkhZ8QhN6ROHkiDtAgnQF7J G3m3PqxP68v6/j0tWPnPEVmANf8B3rmi9w==</latexit>
2<latexit sha1_base64="JBaEXHSzDb0PZZf+CB3SVWGMXj4=">AAACH3icbVDJTgJBFO zBDXEDPXrpSEw8kRnUaDyRePEIiSwJTEhP88AOPUu6X2sImS/wqh/g13gzXvkbZ8Y5CFinStV7qUp5kRQabXthFTY2t7Z3irulvf2Dw6Ny5bijQ6M4tHkoQ9XzmAYpAmijQAm9SAHzP Qldb3qf+t1nUFqEwSPOInB9NgnEWHCGidSqD8tVu2ZnoOvEyUmV5GgOK1ZxMAq58SFALpnWfceO0J0zhYJLiEsDoyFifMom0E9owHzQ7jxrGtNzoxmGNAJFhaSZCH8/5szXeuZ7yaXP8 Emveqn4n9c3OL515yKIDELA0yAUErIgzZVIJgA6EgoQWdocqAgoZ4ohghKUcZ6IJtlkKdA3EoUKX+JlNQn3vFDGyXbO6lLrpFOvOZe169ZVtXGXr1gkp+SMXBCH3JAGeSBN0iacAHkl b+Td+rA+rS/r+/e0YOU/J2QJ1uIH182i8w==</latexit>
3
<latexit sha1_base64="6vyVA/GgfOOht7wSVMLxzH5UQ5g=">AAACH3icbVDJTgJBFO zBDXEDPXrpSEw8kRnRaDyRePEIiSwJTEhP88AOPUu6X2sImS/wqh/g13gzXvkbZ8Y5CFinStV7qUp5kRQabXthFTY2t7Z3irulvf2Dw6Ny5bijQ6M4tHkoQ9XzmAYpAmijQAm9SAHzP Qldb3qf+t1nUFqEwSPOInB9NgnEWHCGidSqD8tVu2ZnoOvEyUmV5GgOK1ZxMAq58SFALpnWfceO0J0zhYJLiEsDoyFifMom0E9owHzQ7jxrGtNzoxmGNAJFhaSZCH8/5szXeuZ7yaXP8 Emveqn4n9c3OL515yKIDELA0yAUErIgzZVIJgA6EgoQWdocqAgoZ4ohghKUcZ6IJtlkKdA3EoUKX+JlNQn3vFDGyXbO6lLrpHNZc+q169ZVtXGXr1gkp+SMXBCH3JAGeSBN0iacAHkl b+Td+rA+rS/r+/e0YOU/J2QJ1uIH2Yii9A==</latexit>
1<latexit sha1_base64="Cln/tEDHWEBukzOo4G9tXkvQQic=">AAACH3icbVDLSsNAFJ 34rPXV6tLNYBFclcQHiquCG5ct2Ae0oUymt3XoJBNmbpQS8gVu9QP8Gnfitn9jErOwrWd1OOdezuF4oRQGbXtura1vbG5tl3bKu3v7B4eV6lHHqEhzaHMlle55zIAUAbRRoIReqIH5n oSuN73P/O4zaCNU8IizEFyfTQIxFpxhKrWcYaVm1+0cdJU4BamRAs1h1SoNRopHPgTIJTOm79ghujHTKLiEpDyIDISMT9kE+ikNmA/GjfOmCT2LDENFQ9BUSJqL8PcjZr4xM99LL32GT 2bZy8T/vH6E41s3FkEYIQQ8C0IhIQ8yXIt0AqAjoQGRZc2BioByphkiaEEZ56kYpZssBPqRRKHVS7KopuGep2SSbucsL7VKOhd157J+3bqqNe6KFUvkhJySc+KQG9IgD6RJ2oQTIK/k jbxbH9an9WV9/56uWcXPMVmANf8B1hKi8g==</latexit>
6
<latexit sha1_base64="oIuhkpcwe14x5Vca/gjYBuKINcM=">AAACH3icbVDLTsJAFJ 3iC/EFunQzkZi4Iq3vuCJx4xISeSRAyHS44IRpp5m51ZCmX+BWP8CvcWfc8je2tQsBz+rknHtzTo4bSGHQtudWYW19Y3OruF3a2d3bPyhXDttGhZpDiyupdNdlBqTwoYUCJXQDDcxzJ XTc6X3qd55BG6H8R5wFMPDYxBdjwRkmUvN6WK7aNTsDXSVOTqokR2NYsYr9keKhBz5yyYzpOXaAg4hpFFxCXOqHBgLGp2wCvYT6zAMziLKmMT0NDUNFA9BUSJqJ8PcjYp4xM89NLj2GT 2bZS8X/vF6I49tBJPwgRPB5GoRCQhZkuBbJBEBHQgMiS5sDFT7lTDNE0IIyzhMxTDZZCPRCiUKrl3hRTcJdV8k42c5ZXmqVtM9rzkXtqnlZrd/lKxbJMTkhZ8QhN6ROHkiDtAgnQF7J G3m3PqxP68v6/j0tWPnPEVmANf8B3rmi9w==</latexit>
borange
<latexit sha1_base64="cBoUS4b2RQc4qNyKdLyQKDvQqUQ=">AAACKHicbVC7TsNAED zzDOENJc2JCIkqsnkIRBWJhjJIBCISK1ofSzhxvrPu1qDIyl/QwgfwNXQoLV+CHVyQwFSjmV3NaKJESUe+P/JmZufmFxYrS9XlldW19Y3NrWtnUiuwJYwyth2BQyU1tkiSwnZiEeJI4 U30eF74N09onTT6igYJhjH0tbyXAiiXbqNeZizoPg57GzW/7o/B/5KgJDVWotnb9CrdOyPSGDUJBc51Aj+hMANLUigcVrupwwTEI/Sxk1MNMbowG1ce8r3UARmeoOVS8bGIvz8yiJ0bx FF+GQM9uGmvEP/zOindn4aZ1ElKqEURRFLhOMgJK/MtkN9Ji0RQNEcuNRdggQit5CBELqb5OBOBcapIWvM8nFTz8CgyqtgumF7qL7k+qAeH9ePLo1rjrFyxwnbYLttnATthDXbBmqzF BNPshb2yN+/d+/A+vdHP6YxX/myzCXhf3ypcp1A=</latexit>
bpink
<latexit sha1_base64="9sfxXQgZbXAQyoTlwoRFWZmTSVc=">AAACJnicbVDLSsNAFJ 3UV62vVpduBovgqiQ+UFwV3LisYB/QhjKZ3tahk0mYuVFKyE+41Q/wa9yJuPNTTGIWtvWsDufcyzkcL5TCoG1/WaWV1bX1jfJmZWt7Z3evWtvvmCDSHNo8kIHuecyAFAraKFBCL9TAf E9C15veZH73EbQRgbrHWQiuzyZKjAVnmEo9bxiHQk2TYbVuN+wcdJk4BamTAq1hzSoPRgGPfFDIJTOm79ghujHTKLiEpDKIDISMT9kE+ilVzAfjxnnhhB5HhmFAQ9BUSJqL8PcjZr4xM 99LL32GD2bRy8T/vH6E4ys3FiqMEBTPglBIyIMM1yJdAuhIaEBkWXOgQlHONEMELSjjPBWjdJq5QD+SKHTwlMyrabjnBTLbzllcapl0ThvOWePi7rzevC5WLJNDckROiEMuSZPckhZp E04keSYv5NV6s96tD+vz97RkFT8HZA7W9w97UaZy</latexit>
Hexagon
<latexit sha1_base64="9agLCwJju4WTv 826HuCzb+bUDvA=">AAACJXicbVDJSgNBFOxxjXFL9OilMQiewowLiifBi0cFs0ASwpv2G Zv0dA/db1wY8hFe9QP8Gm8iePJXnIxzMMY6FVXvUUWFsZKOfP/Tm5mdm19YLC2Vl1dW19Y r1Y2mM4kV2BBGGdsOwaGSGhskSWE7tghRqLAVDs/GfusOrZNGX9FjjL0IBlreSAGUSa1z fICB0f1Kza/7Ofg0CQpSYwUu+lWv1L02IolQk1DgXCfwY+qlYEkKhaNyN3EYgxjCADsZ1R Ch66V53xHfSRyQ4TFaLhXPRfz9kULk3GMUZpcR0K37643F/7xOQjfHvVTqOCHUYhxEUmE e5ISV2RDIr6VFIhg3Ry41F2CBCK3kIEQmJtkyE4FRokhacz+aVLPwMDRqlG0X/F1qmjT36 sF+/fDyoHZ6UqxYYltsm+2ygB2xU3bOLliDCTZkT+yZvXiv3pv37n38nM54xc8mm4D39Q0 72KXH</latexit>
(tblue)
<latexit sha1_base64="sMRnK4ho7kwxGBNDHjYqjA1PvIg=">AAACKHicbVDJTgJBFO zBDXEDPXrpSEzwQmZcovFE4sUjJrJEIKSneWCHnp5J92sNmcxfeNUP8Gu8Ga5+iTPIQdA6VareS1XKj6Qw6LpTJ7eyura+kd8sbG3v7O4VS/tNE1rNocFDGeq2zwxIoaCBAiW0Iw0s8 CW0/PFN5reeQBsRqnucRNAL2EiJoeAMU+mhgv3YlxaSk36x7FbdGehf4s1JmcxR75ecfHcQchuAQi6ZMR3PjbAXM42CS0gKXWsgYnzMRtBJqWIBmF48q5zQY2sYhjQCTYWkMxF+f8QsM GYS+OllwPDRLHuZ+J/XsTi86sVCRRZB8SwIhYRZkOFapFsAHQgNiCxrDlQoyplmiKAFZZynok3HWQgMrEShw+dkUU3DfT+USbqdt7zUX9I8rXpn1Yu783Lter5inhySI1IhHrkkNXJL 6qRBOFHkhbySN+fd+XA+nenPac6Z/xyQBThf32Tppt8=</latexit>
bblue
<latexit sha1_base64="D/Q0PJeHAQbrWMa9qGis2lVD5Rc=">AAACJnicbVDJSgNBFO yJW4xbokcvjUHwFGZcUDwFvHiMYBZIhtDdeYlNeha6XythyE941Q/wa7yJePNTnIlzMIl1Kqreo4risZIGXffLKaysrq1vFDdLW9s7u3vlyn7LRFYLaIpIRbrDmQElQ2iiRAWdWAMLu II2H99kfvsRtJFReI+TGPyAjUI5lIJhKnV4P+HKwrRfrro1dwa6TLycVEmORr/iFHuDSNgAQhSKGdP13Bj9hGmUQsG01LMGYibGbATdlIYsAOMns8JTemwNw4jGoKlUdCbC34+EBcZMA p5eBgwfzKKXif95XYvDKz+RYWwRQpEFoVQwCzJCy3QJoAOpAZFlzYHKkAqmGSJoSZkQqWjTaeYCA6tQ6uhpOq+m4ZxHKtvOW1xqmbROa95Z7eLuvFq/zlcskkNyRE6IRy5JndySBmkS QRR5Ji/k1Xlz3p0P5/P3tODkPwdkDs73D2ncpmg=</latexit>
Fig. 2: Starting configuration of the Hexagon. For each edge there is a corresponding triangle that
is a legal starting configuration of A with one Byzantine. As an example, take p1, p2 in the
hexagon. They have the exactly same view of p1, p2 in tgreen where the other node is bgreen
a Byzantine that simulates the behaviour of p3, p4, p5, p6 in the hexagon.
p1
<latexit sha1_base64="y8DMl5zB3fHBvK Z5QPTkikkEZ8E=">AAACIXicbVDLSsNAFJ34rPXV6tLNYBFclcQHiquCG5cV7QPaUCbT2zp 0kgkzN0oJ+QS3+gF+jTtxJ/6MSczCtp7V4Zx7OYfjhVIYtO0va2l5ZXVtvbRR3tza3tmtVP faRkWaQ4srqXTXYwakCKCFAiV0Qw3M9yR0vMl15nceQRuhgnuchuD6bByIkeAMU+kuHDiDS s2u2znoInEKUiMFmoOqVeoPFY98CJBLZkzPsUN0Y6ZRcAlJuR8ZCBmfsDH0UhowH4wb510T ehQZhoqGoKmQNBfh70fMfGOmvpde+gwfzLyXif95vQhHl24sgjBCCHgWhEJCHmS4FukIQIdC AyLLmgMVAeVMM0TQgjLOUzFKV5kJ9COJQqunZFZNwz1PySTdzplfapG0T+rOaf389qzWuCp WLJEDckiOiUMuSIPckCZpEU7G5Jm8kFfrzXq3PqzP39Mlq/jZJzOwvn8Ah9yj1Q==</late xit>
p2
<latexit sha1_base64="KiDYqk53pORnsn w4GOkI1PTJgbA=">AAACIXicbVDLSsNAFJ3UV62vVpduBovgqiRVUVwV3LisaB/QljKZ3ta hk0mYuVFKyCe41Q/wa9yJO/FnTGIWtvWsDufcyzkcN5DCoG1/WYWV1bX1jeJmaWt7Z3evXN lvGz/UHFrcl77uusyAFApaKFBCN9DAPFdCx51ep37nEbQRvrrHWQADj02UGAvOMJHugmF9W K7aNTsDXSZOTqokR3NYsYr9kc9DDxRyyYzpOXaAg4hpFFxCXOqHBgLGp2wCvYQq5oEZRFnX mB6HhqFPA9BUSJqJ8PcjYp4xM89NLj2GD2bRS8X/vF6I48tBJFQQIiieBqGQkAUZrkUyAtCR 0IDI0uZAhaKcaYYIWlDGeSKGySpzgV4oUWj/KZ5Xk3DX9WWcbOcsLrVM2vWac1o7vz2rNq7 yFYvkkByRE+KQC9IgN6RJWoSTCXkmL+TVerPerQ/r8/e0YOU/B2QO1vcPiZej1g==</late xit>
p3
<latexit sha1_base64="KIxlapocJjVGOh yrre/m2kBG7z8=">AAACIXicbVDLSsNAFJ3UV62vVpduBovgqiRWUVwV3LisaB/QljKZ3ta hk0mYuVFKyCe41Q/wa9yJO/FnTGIWtvWsDufcyzkcN5DCoG1/WYWV1bX1jeJmaWt7Z3evXN lvGz/UHFrcl77uusyAFApaKFBCN9DAPFdCx51ep37nEbQRvrrHWQADj02UGAvOMJHugmF9W K7aNTsDXSZOTqokR3NYsYr9kc9DDxRyyYzpOXaAg4hpFFxCXOqHBgLGp2wCvYQq5oEZRFnX mB6HhqFPA9BUSJqJ8PcjYp4xM89NLj2GD2bRS8X/vF6I48tBJFQQIiieBqGQkAUZrkUyAtCR 0IDI0uZAhaKcaYYIWlDGeSKGySpzgV4oUWj/KZ5Xk3DX9WWcbOcsLrVM2qc1p147vz2rNq7 yFYvkkByRE+KQC9IgN6RJWoSTCXkmL+TVerPerQ/r8/e0YOU/B2QO1vcPi1Kj1w==</late xit>
p4
<latexit sha1_base64="bY0WvdD8r0Nktw jcdA4TUrG98AA=">AAACIXicbVDLSsNAFJ3UV62vVpduBovgqiRaUVwV3LisaB/QhjKZ3ta hk2SYuVFK6Ce41Q/wa9yJO/FnTGIWtvWsDufcyzkcT0lh0La/rMLK6tr6RnGztLW9s7tXru y3TRhpDi0eylB3PWZAigBaKFBCV2lgvieh402uU7/zCNqIMLjHqQLXZ+NAjARnmEh3alAfl Kt2zc5Al4mTkyrJ0RxUrGJ/GPLIhwC5ZMb0HFuhGzONgkuYlfqRAcX4hI2hl9CA+WDcOOs6 o8eRYRhSBZoKSTMR/n7EzDdm6nvJpc/wwSx6qfif14twdOnGIlARQsDTIBQSsiDDtUhGADoU GhBZ2hyoCChnmiGCFpRxnohRsspcoB9JFDp8ms2rSbjnhXKWbOcsLrVM2qc156x2fluvNq7 yFYvkkByRE+KQC9IgN6RJWoSTMXkmL+TVerPerQ/r8/e0YOU/B2QO1vcPjQ2j2A==</late xit>
p5
<latexit sha1_base64="RdjaLLT5fO8fHO 8xIt9SeWThYOI=">AAACIXicbVDLSsNAFJ3UV62vVpduBovgqiRqUVwV3LisaB/QhjKZ3ta hk2SYuVFK6Ce41Q/wa9yJO/FnTGIWtvWsDufcyzkcT0lh0La/rMLK6tr6RnGztLW9s7tXru y3TRhpDi0eylB3PWZAigBaKFBCV2lgvieh402uU7/zCNqIMLjHqQLXZ+NAjARnmEh3alAfl Kt2zc5Al4mTkyrJ0RxUrGJ/GPLIhwC5ZMb0HFuhGzONgkuYlfqRAcX4hI2hl9CA+WDcOOs6 o8eRYRhSBZoKSTMR/n7EzDdm6nvJpc/wwSx6qfif14twdOnGIlARQsDTIBQSsiDDtUhGADoU GhBZ2hyoCChnmiGCFpRxnohRsspcoB9JFDp8ms2rSbjnhXKWbOcsLrVM2qc156xWvz2vNq7 yFYvkkByRE+KQC9IgN6RJWoSTMXkmL+TVerPerQ/r8/e0YOU/B2QO1vcPjsij2Q==</late xit>
p6
<latexit sha1_base64="jWwALaz/FTbws3 Krz3cVLB+V3UM=">AAACIXicbVDJSgNBFOyJW4xbokcvjUHwFGbc8RTw4jGiWSAZQk/nJTb pWeh+o4RhPsGrfoBf4028iT9jz5iDSaxTUfUeVZQXSaHRtr+swtLyyupacb20sbm1vVOu7L Z0GCsOTR7KUHU8pkGKAJooUEInUsB8T0LbG19nfvsRlBZhcI+TCFyfjQIxFJyhke6i/nm/X LVrdg66SJwpqZIpGv2KVewNQh77ECCXTOuuY0foJkyh4BLSUi/WEDE+ZiPoGhowH7Sb5F1T ehhrhiGNQFEhaS7C34+E+VpPfM9c+gwf9LyXif953RiHl24igihGCHgWhEJCHqS5EmYEoAOh AJFlzYGKgHKmGCIoQRnnRozNKjOBfixRqPApnVVNuOeFMjXbOfNLLZLWcc05qZ3dnlbrV9M Vi2SfHJAj4pALUic3pEGahJMReSYv5NV6s96tD+vz97RgTX/2yAys7x+Qg6Pa</latexit>
p3
<latexit sha1_base64="KIxlapocJjVGOhyrre/m2kBG7z8=">AAACIXicbVDLSsNAFJ3U V62vVpduBovgqiRWUVwV3LisaB/QljKZ3tahk0mYuVFKyCe41Q/wa9yJO/FnTGIWtvWsDufcyzkcN5DCoG1/WYWV1bX1jeJmaWt7Z3evXNlvGz/UHFrcl77uusyAFApaKFBCN9DAPFdCx5 1ep37nEbQRvrrHWQADj02UGAvOMJHugmF9WK7aNTsDXSZOTqokR3NYsYr9kc9DDxRyyYzpOXaAg4hpFFxCXOqHBgLGp2wCvYQq5oEZRFnXmB6HhqFPA9BUSJqJ8PcjYp4xM89NLj2GD2bR S8X/vF6I48tBJFQQIiieBqGQkAUZrkUyAtCR0IDI0uZAhaKcaYYIWlDGeSKGySpzgV4oUWj/KZ5Xk3DX9WWcbOcsLrVM2qc1p147vz2rNq7yFYvkkByRE+KQC9IgN6RJWoSTCXkmL+TVer PerQ/r8/e0YOU/B2QO1vcPi1Kj1w==</latexit>
p4
<latexit sha1_base64="bY0WvdD8r0NktwjcdA4TUrG98AA=">AAACIXicbVDLSsNAFJ3U V62vVpduBovgqiRaUVwV3LisaB/QhjKZ3tahk2SYuVFK6Ce41Q/wa9yJO/FnTGIWtvWsDufcyzkcT0lh0La/rMLK6tr6RnGztLW9s7tXruy3TRhpDi0eylB3PWZAigBaKFBCV2lgvieh40 2uU7/zCNqIMLjHqQLXZ+NAjARnmEh3alAflKt2zc5Al4mTkyrJ0RxUrGJ/GPLIhwC5ZMb0HFuhGzONgkuYlfqRAcX4hI2hl9CA+WDcOOs6o8eRYRhSBZoKSTMR/n7EzDdm6nvJpc/wwSx6 qfif14twdOnGIlARQsDTIBQSsiDDtUhGADoUGhBZ2hyoCChnmiGCFpRxnohRsspcoB9JFDp8ms2rSbjnhXKWbOcsLrVM2qc156x2fluvNq7yFYvkkByRE+KQC9IgN6RJWoSTMXkmL+TVer PerQ/r8/e0YOU/B2QO1vcPjQ2j2A==</latexit>
p4
<latexit sha1_base64="bY0WvdD8r0NktwjcdA4TUrG98AA=">AAACIXicbVDLSsNAFJ3U V62vVpduBovgqiRaUVwV3LisaB/QhjKZ3tahk2SYuVFK6Ce41Q/wa9yJO/FnTGIWtvWsDufcyzkcT0lh0La/rMLK6tr6RnGztLW9s7tXruy3TRhpDi0eylB3PWZAigBaKFBCV2lgvieh40 2uU7/zCNqIMLjHqQLXZ+NAjARnmEh3alAflKt2zc5Al4mTkyrJ0RxUrGJ/GPLIhwC5ZMb0HFuhGzONgkuYlfqRAcX4hI2hl9CA+WDcOOs6o8eRYRhSBZoKSTMR/n7EzDdm6nvJpc/wwSx6 qfif14twdOnGIlARQsDTIBQSsiDDtUhGADoUGhBZ2hyoCChnmiGCFpRxnohRsspcoB9JFDp8ms2rSbjnhXKWbOcsLrVM2qc156x2fluvNq7yFYvkkByRE+KQC9IgN6RJWoSTMXkmL+TVer PerQ/r8/e0YOU/B2QO1vcPjQ2j2A==</latexit>
p5
<latexit sha1_base64="RdjaLLT5fO8fHO8xIt9SeWThYOI=">AAACIXicbVDLSsNAFJ3U V62vVpduBovgqiRqUVwV3LisaB/QhjKZ3tahk2SYuVFK6Ce41Q/wa9yJO/FnTGIWtvWsDufcyzkcT0lh0La/rMLK6tr6RnGztLW9s7tXruy3TRhpDi0eylB3PWZAigBaKFBCV2lgvieh40 2uU7/zCNqIMLjHqQLXZ+NAjARnmEh3alAflKt2zc5Al4mTkyrJ0RxUrGJ/GPLIhwC5ZMb0HFuhGzONgkuYlfqRAcX4hI2hl9CA+WDcOOs6o8eRYRhSBZoKSTMR/n7EzDdm6nvJpc/wwSx6 qfif14twdOnGIlARQsDTIBQSsiDDtUhGADoUGhBZ2hyoCChnmiGCFpRxnohRsspcoB9JFDp8ms2rSbjnhXKWbOcsLrVM2qc156xWvz2vNq7yFYvkkByRE+KQC9IgN6RJWoSTMXkmL+TVer PerQ/r8/e0YOU/B2QO1vcPjsij2Q==</latexit>
p1
<latexit sha1_base64="y8DMl5zB3fHBvKZ5QPTkikkEZ8E=">AAACIXicbVDLSsNAFJ34 rPXV6tLNYBFclcQHiquCG5cV7QPaUCbT2zp0kgkzN0oJ+QS3+gF+jTtxJ/6MSczCtp7V4Zx7OYfjhVIYtO0va2l5ZXVtvbRR3tza3tmtVPfaRkWaQ4srqXTXYwakCKCFAiV0Qw3M9yR0vM l15nceQRuhgnuchuD6bByIkeAMU+kuHDiDSs2u2znoInEKUiMFmoOqVeoPFY98CJBLZkzPsUN0Y6ZRcAlJuR8ZCBmfsDH0UhowH4wb510TehQZhoqGoKmQNBfh70fMfGOmvpde+gwfzLyX if95vQhHl24sgjBCCHgWhEJCHmS4FukIQIdCAyLLmgMVAeVMM0TQgjLOUzFKV5kJ9COJQqunZFZNwz1PySTdzplfapG0T+rOaf389qzWuCpWLJEDckiOiUMuSIPckCZpEU7G5Jm8kFfrzX q3PqzP39Mlq/jZJzOwvn8Ah9yj1Q==</latexit>
p2
<latexit sha1_base64="KiDYqk53pORnsnw4GOkI1PTJgbA=">AAACIXicbVDLSsNAFJ3U V62vVpduBovgqiRVUVwV3LisaB/QljKZ3tahk0mYuVFKyCe41Q/wa9yJO/FnTGIWtvWsDufcyzkcN5DCoG1/WYWV1bX1jeJmaWt7Z3evXNlvGz/UHFrcl77uusyAFApaKFBCN9DAPFdCx5 1ep37nEbQRvrrHWQADj02UGAvOMJHugmF9WK7aNTsDXSZOTqokR3NYsYr9kc9DDxRyyYzpOXaAg4hpFFxCXOqHBgLGp2wCvYQq5oEZRFnXmB6HhqFPA9BUSJqJ8PcjYp4xM89NLj2GD2bR S8X/vF6I48tBJFQQIiieBqGQkAUZrkUyAtCR0IDI0uZAhaKcaYYIWlDGeSKGySpzgV4oUWj/KZ5Xk3DX9WWcbOcsLrVM2vWac1o7vz2rNq7yFYvkkByRE+KQC9IgN6RJWoSTCXkmL+TVer PerQ/r8/e0YOU/B2QO1vcPiZej1g==</latexit>
(tpurple)
<latexit sha1_base64="F5USPGaefbC1EgoiHN4GZGzpfm0=">AAACKnicbVDLTgJBEJzF F+IL9OhlIjHBC9n1EY0nEi8eMZFHAoTMDg1OmN2dzPRoyIbf8Kof4Nd4I179EAfkIGCdKlXdXZ0KlRQGfX/iZdbWNza3stu5nd29/YN84bBuEqs51HgiE90MmQEpYqihQAlNpYFFoYRGOL yb+o1n0EYk8SOOFHQiNohFX3CGTmqXsJsqq5WE8Vk3X/TL/gx0lQRzUiRzVLsFL9vuJdxGECOXzJhW4CvspEyj4O5irm0NKMaHbAAtR2MWgemks6fH9NQahglVoKmQdCbC342URcaMotBN RgyfzLI3Ff/zWhb7N51UxMoixHwahELCLMhwLVwbQHtCAyKbfg5UxJQzzRBBC8o4d6J19SwERlai0MnLeFF14WGYyLHrLlhuapXUz8vBRfnq4bJYuZ23mCXH5ISUSECuSYXckyqpEU4UeS Vv5N378D69iff1O5rx5jtHZAHe9w9Xsqfj</latexit>
(tbrown)
<latexit sha1_base64="izhR/bcBZU8uCKJUKU8bZUEQ6N0=">AAACKXicbZDNSgMxFIUz /tb/VpdugkWomzLjD4qrghuXClaFOpRMeq2hmWRIbpQyzGO41QfwadypW1/ETO3Cqnd1OOdezuVLMikshuF7MDU9Mzs3X1lYXFpeWV2r1tYvrXaGQ5trqc11wixIoaCNAiVcZwZYmki4Sg YnZX51D8YKrS5wmEGcsr4St4Iz9Fangd08MfpBFTvdaj1shqOhf0U0FnUynrNuLajc9DR3KSjkklnbicIM45wZFFxCsXjjLGSMD1gfOl4qloKN89HPBd12lqGmGRgqJB2Z8PMiZ6m1wzTx mynDO/s7K83/so7D26M4FypzCIqXRSgkjIosN8LDANoTBhBZ+TlQoShnhiGCEZRx7k3n6UwUpk6i8JyKSdeXJ4mWhWcX/Sb1V1zuNqO95sH5fr11PKZYIZtkizRIRA5Ji5ySM9ImnGjySJ 7Ic/ASvAZvwcf36lQwvtkgExN8fgFr26dp</latexit>
(tgreen)
<latexit sha1_base64="BkA163shRHAokPp79bzMz8Wxgms=">AAACKXicbVDJTgJBFOzB DXEDPXrpSEzwQmZcovFE4sUjJrIkQEhP88AOPd2T7jcaMpnP8Kof4Nd4U6/+iMPIQcA6VareS1XKD6Ww6LqfTm5ldW19I79Z2Nre2d0rlvabVkeGQ4NrqU3bZxakUNBAgRLaoQEW+BJa/v hm6rcewVih1T1OQugFbKTEUHCGqdSpYD8eGQCVnPSLZbfqZqDLxJuRMpmh3i85+e5A8ygAhVwyazueG2IvZgYFl5AUupGFkPExG0EnpYoFYHtx1jmhx5FlqGkIhgpJMxH+fsQssHYS+Oll wPDBLnpT8T+vE+HwqhcLFUYIik+DUEjIgiw3Ih0D6EAYQGTT5kCFopwZhghGUMZ5KkbpOnOBQSRRGP2UzKtpuO9rmaTbeYtLLZPmadU7q17cnZdr17MV8+SQHJEK8cglqZFbUicNwokmz+ SFvDpvzrvz4Xz9nuac2c8BmYPz/QNDzqdS</latexit>
bpurple
<latexit sha1_base64="3jZd1qKDcP0nGIPtl7+c67YYY6Q=">AAACKHicbVDLTgJBEJz1 ifgCPXqZSEw8kV0f0Xgi8eIRE3lEIGR2aHDC7OxkpkdDNvyFV/0Av8ab4eqXuIscBKxTpaq7q1OhlsKi70+8ldW19Y3N3FZ+e2d3b79QPKjb2BkONR7L2DRDZkEKBTUUKKGpDbAolNAIh7 eZ33gGY0WsHnCkoROxgRJ9wRmm0mPYTbQzWsK4Wyj5ZX8KukyCGSmRGardopdr92LuIlDIJbO2FfgaOwkzKHh6MN92FjTjQzaAVkoVi8B2kunLY3riLMOYajBUSDoV4e9GwiJrR1GYTkYM n+yil4n/eS2H/etOIpR2CIpnQSgkTIMsNyLtAmhPGEBk2edAhaKcGYYIRlDGeSq6tJy5wMhJFCZ+Gc+raXgYxjLrLlhsapnUz8rBefny/qJUuZm1mCNH5JickoBckQq5I1VSI5wo8kreyL v34X16X97kd3TFm+0ckjl43z9bOads</latexit>
bbrown
<latexit sha1_base64="YwMDgdfdun0lWoQvqInqmNnNKhg=">AAACJ3icbZDLTgJBEEV7 fCK+QJduOhITV2TGRzSuSNy4xEQeBgjpbgrs0N0z6a7RkAlf4VY/wK9xZ3TpnziDLASs1c29VbmVwyMlHfr+l7e0vLK6tp7byG9ube/sFop7dRfGVkBNhCq0Tc4cKGmghhIVNCMLTHMFDT 68zvLGI1gnQ3OHowg6mg2M7EvBMLXueTfhNnwy426h5Jf9ydBFEUxFiUyn2i16uXYvFLEGg0Ix51qBH2EnYRalUDDOt2MHERNDNoBWKg3T4DrJ5OMxPYodw5BGYKlUdGLC34uEaedGmqeb muGDm88y87+sFWP/spNIE8UIRmRFKBVMipywMkUBtCctILLsc6DSUMEsQwQrKRMiNeOUzUyhjhXKFNN41k3LOQ9Vxi6YJ7Uo6ifl4LR8fntWqlxNKebIATkkxyQgF6RCbkiV1IggmjyTF/ LqvXnv3of3+bu65E1v9snMeN8/cBCm8g==</latexit>
bgreen
<latexit sha1_base64="VAUlw2BjHXpexxR0AI4pD9NTOx4=">AAACJ3icbVDLSsNAFJ34 rPXV6tLNYBFclcQHiquCG5cV7EPaUCbT2zp0ZhJmbpQS+hVu9QP8GneiS//EpGZhW8/qcM69nMMJIiksuu6Xs7S8srq2Xtgobm5t7+yWyntNG8aGQ4OHMjTtgFmQQkMDBUpoRwaYCiS0gt F15rcewVgR6jscR+ArNtRiIDjDVLoPesnQAOhJr1Rxq+4UdJF4OamQHPVe2Sl0+yGPFWjkklnb8dwI/YQZFFzCpNiNLUSMj9gQOinVTIH1k2njCT2KLcOQRmCokHQqwt+PhClrxypILxXD BzvvZeJ/XifGwaWfCB3FCJpnQSgkTIMsNyKdAmhfGEBkWXOgQlPODEMEIyjjPBXjdJuZQBVLFCZ8msyqaXgQhDLbzptfapE0T6reafX89qxSu8pXLJADckiOiUcuSI3ckDppEE4UeSYv5N V5c96dD+fz93TJyX/2yQyc7x9IGqbb</latexit>
dec3
<latexit sha1_base64="kOlFpfF5zHvSsn E5xPUEkH4PZmY=">AAACI3icbVC7TgJBFJ3FF+ILtLSZSEysyK5oNFYkNpaYuEACGzI7XHD C7CMzdzSE7DfY6gf4NXbGxsJ/cXfdQtBTnZxzb87J8WMpNNr2p1VaWV1b3yhvVra2d3b3qr X9jo6M4uDySEaq5zMNUoTgokAJvVgBC3wJXX96nfndB1BaROEdzmLwAjYJxVhwhqnkjoAPm 8Nq3W7YOehf4hSkTgq0hzWrPBhF3AQQIpdM675jx+jNmULBJSSVgdEQMz5lE+inNGQBaG+e t03osdEMIxqDokLSXITfH3MWaD0L/PQyYHivl71M/M/rGxxfenMRxgYh5FkQCgl5kOZKpDMA HQkFiCxrDlSElDPFEEEJyjhPRZPushAYGIlCRY/JopqG+34kk3Q7Z3mpv6Rz2nCajfPbs3r rqlixTA7JETkhDrkgLXJD2sQlnAjyRJ7Ji/VqvVnv1sfPackqfg7IAqyvbx2ppKc=</late xit>
dec4<latexit sha1_base64="dsfVzy89ajCRM2 JlQcIOLrK7Qgc=">AAACI3icbVDNTsJAGNz6i/gHevSykZh4Iq1iNJ5IvHjExAIJNGS7fOC GbbfZ/aohDc/gVR/Ap/FmvHjwXWxrDwLOaTLzfZnJ+JEUBm37y1pZXVvf2Cxtlbd3dvf2K9 WDtlGx5uByJZXu+syAFCG4KFBCN9LAAl9Cx5/cZH7nEbQRKrzHaQRewMahGAnOMJXcIfBBY 1Cp2XU7B10mTkFqpEBrULVK/aHicQAhcsmM6Tl2hF7CNAouYVbuxwYixidsDL2UhiwA4yV5 2xk9iQ1DRSPQVEiai/D3I2GBMdPATy8Dhg9m0cvE/7xejKMrLxFhFCOEPAtCISEPMlyLdAag Q6EBkWXNgYqQcqYZImhBGeepGKe7zAUGsUSh1dNsXk3DfV/JWbqds7jUMmmf1Z3z+sVdo9a 8LlYskSNyTE6JQy5Jk9ySFnEJJ4I8kxfyar1Z79aH9fl7umIVP4dkDtb3Dx9kpKg=</late xit>
dec5
<latexit sha1_base64="2/Q6u99GZL2Pkn tsydF5vqYxBBc=">AAACI3icbVDNTsJAGNz6i/gHevSykZh4Iq1KNJ5IvHjExAIJNGS7fOC GbbfZ/aohDc/gVR/Ap/FmvHjwXWxrDwLOaTLzfZnJ+JEUBm37y1pZXVvf2Cxtlbd3dvf2K9 WDtlGx5uByJZXu+syAFCG4KFBCN9LAAl9Cx5/cZH7nEbQRKrzHaQRewMahGAnOMJXcIfBBY 1Cp2XU7B10mTkFqpEBrULVK/aHicQAhcsmM6Tl2hF7CNAouYVbuxwYixidsDL2UhiwA4yV5 2xk9iQ1DRSPQVEiai/D3I2GBMdPATy8Dhg9m0cvE/7xejKMrLxFhFCOEPAtCISEPMlyLdAag Q6EBkWXNgYqQcqYZImhBGeepGKe7zAUGsUSh1dNsXk3DfV/JWbqds7jUMmmf1Z3zeuPuota 8LlYskSNyTE6JQy5Jk9ySFnEJJ4I8kxfyar1Z79aH9fl7umIVP4dkDtb3DyEfpKk=</late xit>
dec6
<latexit sha1_base64="+pTzrowRNmCeay Si9IR7i9XMpXs=">AAACI3icbVA7TsNAFFzzDeGXQEmzIkKiimz+oopEQxkknERKrGi9eQm r7NrW7jMoinwGWjgAp6FDNBTcBdu4IAlTjWbe04zGj6QwaNtf1tLyyuraemmjvLm1vbNbqe 61TBhrDi4PZag7PjMgRQAuCpTQiTQw5Uto++ObzG8/gjYiDO5xEoGn2CgQQ8EZppI7AN6/6 Fdqdt3OQReJU5AaKdDsV61SbxDyWEGAXDJjuo4doTdlGgWXkJR7sYGI8TEbQTelAVNgvGne NqFHsWEY0gg0FZLmIvz9mDJlzET56aVi+GDmvUz8z+vGOLzypiKIYoSAZ0EoJORBhmuRzgB0 IDQgsqw5UBFQzjRDBC0o4zwV43SXmUAVSxQ6fEpm1TTc90OZpNs580stktZJ3Tmtn9+d1Rr XxYolckAOyTFxyCVpkFvSJC7hRJBn8kJerTfr3fqwPn9Pl6ziZ5/MwPr+ASLapKo=</late xit>
dec2<latexit sha1_base64="whfkgOUl8cBz4i t83hKOFYPr6JE=">AAACI3icbVC7TgJBFJ3FF+ILtLSZSEysyC5qNFYkNpaYuEACGzI7XHD C7CMzdzSE7DfY6gf4NXbGxsJ/cXfdQtBTnZxzb87J8WMpNNr2p1VaWV1b3yhvVra2d3b3qr X9jo6M4uDySEaq5zMNUoTgokAJvVgBC3wJXX96nfndB1BaROEdzmLwAjYJxVhwhqnkjoAPm 8Nq3W7YOehf4hSkTgq0hzWrPBhF3AQQIpdM675jx+jNmULBJSSVgdEQMz5lE+inNGQBaG+e t03osdEMIxqDokLSXITfH3MWaD0L/PQyYHivl71M/M/rGxxfenMRxgYh5FkQCgl5kOZKpDMA HQkFiCxrDlSElDPFEEEJyjhPRZPushAYGIlCRY/JopqG+34kk3Q7Z3mpv6TTbDinjfPbs3r rqlixTA7JETkhDrkgLXJD2sQlnAjyRJ7Ji/VqvVnv1sfPackqfg7IAqyvbxvupKY=</late xit>
dec1<latexit sha1_base64="0/6CLowCxUGb0m gZCOmP818gvkA=">AAACI3icbVDLTsJAFJ3iC/EFunQzkZi4Iq2PaFyRuHGJiQUSaMh0uOC EaaeZudWQpt/gVj/Ar3Fn3LjwX2yxCwHP6uSce3NOjh9JYdC2v6zSyura+kZ5s7K1vbO7V6 3tt42KNQeXK6l012cGpAjBRYESupEGFvgSOv7kJvc7j6CNUOE9TiPwAjYOxUhwhpnkDoEPn EG1bjfsGegycQpSJwVag5pV7g8VjwMIkUtmTM+xI/QSplFwCWmlHxuIGJ+wMfQyGrIAjJfM 2qb0ODYMFY1AUyHpTIS/HwkLjJkGfnYZMHwwi14u/uf1YhxdeYkIoxgh5HkQCgmzIMO1yGYA OhQaEFneHKgIKWeaIYIWlHGeiXG2y1xgEEsUWj2l82oW7vtKptl2zuJSy6R92nDOGhd35/X mdbFimRySI3JCHHJJmuSWtIhLOBHkmbyQV+vNerc+rM/f05JV/ByQOVjfPxozpKU=</late xit>
dec3
<latexit sha1_base64="kOlFpfF5zHvSsnE5xPUEkH4PZmY=">AAACI3icbVC7TgJBFJ3F F+ILtLSZSEysyK5oNFYkNpaYuEACGzI7XHDC7CMzdzSE7DfY6gf4NXbGxsJ/cXfdQtBTnZxzb87J8WMpNNr2p1VaWV1b3yhvVra2d3b3qrX9jo6M4uDySEaq5zMNUoTgokAJvVgBC3wJXX 96nfndB1BaROEdzmLwAjYJxVhwhqnkjoAPm8Nq3W7YOehf4hSkTgq0hzWrPBhF3AQQIpdM675jx+jNmULBJSSVgdEQMz5lE+inNGQBaG+et03osdEMIxqDokLSXITfH3MWaD0L/PQyYHiv l71M/M/rGxxfenMRxgYh5FkQCgl5kOZKpDMAHQkFiCxrDlSElDPFEEEJyjhPRZPushAYGIlCRY/JopqG+34kk3Q7Z3mpv6Rz2nCajfPbs3rrqlixTA7JETkhDrkgLXJD2sQlnAjyRJ7Ji/ VqvVnv1sfPackqfg7IAqyvbx2ppKc=</latexit>
dec4<latexit sha1_base64="dsfVzy89ajCRM2JlQcIOLrK7Qgc=">AAACI3icbVDNTsJAGNz6 i/gHevSykZh4Iq1iNJ5IvHjExAIJNGS7fOCGbbfZ/aohDc/gVR/Ap/FmvHjwXWxrDwLOaTLzfZnJ+JEUBm37y1pZXVvf2Cxtlbd3dvf2K9WDtlGx5uByJZXu+syAFCG4KFBCN9LAAl9Cx5 /cZH7nEbQRKrzHaQRewMahGAnOMJXcIfBBY1Cp2XU7B10mTkFqpEBrULVK/aHicQAhcsmM6Tl2hF7CNAouYVbuxwYixidsDL2UhiwA4yV52xk9iQ1DRSPQVEiai/D3I2GBMdPATy8Dhg9m 0cvE/7xejKMrLxFhFCOEPAtCISEPMlyLdAagQ6EBkWXNgYqQcqYZImhBGeepGKe7zAUGsUSh1dNsXk3DfV/JWbqds7jUMmmf1Z3z+sVdo9a8LlYskSNyTE6JQy5Jk9ySFnEJJ4I8kxfyar 1Z79aH9fl7umIVP4dkDtb3Dx9kpKg=</latexit>
dec4<latexit sha1_base64="dsfVzy89ajCRM2JlQcIOLrK7Qgc=">AAACI3icbVDNTsJAGNz6 i/gHevSykZh4Iq1iNJ5IvHjExAIJNGS7fOCGbbfZ/aohDc/gVR/Ap/FmvHjwXWxrDwLOaTLzfZnJ+JEUBm37y1pZXVvf2Cxtlbd3dvf2K9WDtlGx5uByJZXu+syAFCG4KFBCN9LAAl9Cx5 /cZH7nEbQRKrzHaQRewMahGAnOMJXcIfBBY1Cp2XU7B10mTkFqpEBrULVK/aHicQAhcsmM6Tl2hF7CNAouYVbuxwYixidsDL2UhiwA4yV52xk9iQ1DRSPQVEiai/D3I2GBMdPATy8Dhg9m 0cvE/7xejKMrLxFhFCOEPAtCISEPMlyLdAagQ6EBkWXNgYqQcqYZImhBGeepGKe7zAUGsUSh1dNsXk3DfV/JWbqds7jUMmmf1Z3z+sVdo9a8LlYskSNyTE6JQy5Jk9ySFnEJJ4I8kxfyar 1Z79aH9fl7umIVP4dkDtb3Dx9kpKg=</latexit>
dec5
<latexit sha1_base64="2/Q6u99GZL2PkntsydF5vqYxBBc=">AAACI3icbVDNTsJAGNz6 i/gHevSykZh4Iq1KNJ5IvHjExAIJNGS7fOCGbbfZ/aohDc/gVR/Ap/FmvHjwXWxrDwLOaTLzfZnJ+JEUBm37y1pZXVvf2Cxtlbd3dvf2K9WDtlGx5uByJZXu+syAFCG4KFBCN9LAAl9Cx5 /cZH7nEbQRKrzHaQRewMahGAnOMJXcIfBBY1Cp2XU7B10mTkFqpEBrULVK/aHicQAhcsmM6Tl2hF7CNAouYVbuxwYixidsDL2UhiwA4yV52xk9iQ1DRSPQVEiai/D3I2GBMdPATy8Dhg9m 0cvE/7xejKMrLxFhFCOEPAtCISEPMlyLdAagQ6EBkWXNgYqQcqYZImhBGeepGKe7zAUGsUSh1dNsXk3DfV/JWbqds7jUMmmf1Z3zeuPuota8LlYskSNyTE6JQy5Jk9ySFnEJJ4I8kxfyar 1Z79aH9fl7umIVP4dkDtb3DyEfpKk=</latexit>
(torange)
<latexit sha1_base64="j6xDXYhT6Bz10RR1fRXxl76dfrI=">AAACKnicbVDLSgNBEJz1 GeMr0aOXwSDES9j1geIp4MVjBPOAJITesY2DszPLTK8Slv0Nr/oBfo234NUPcRNzMGqdiqpuqqgwVtKR74+9hcWl5ZXVwlpxfWNza7tU3mk5k1iBTWGUsZ0QHCqpsUmSFHZiixCFCtvhw+ XEbz+iddLoGxrF2I9gqOWdFEC51KvSIDUW9BCzw0Gp4tf8KfhfEsxIhc3QGJS9Qu/WiCRCTUKBc93Aj6mfgiUpFGbFXuIwBvEAQ+zmVEOErp9OS2f8IHFAhsdouVR8KuLPjxQi50ZRmF9G QPfutzcR//O6Cd2d91Op44RQi0kQSYXTICeszNdAfistEsGkOXKpuQALRGglByFyMcnnmQuMEkXSmqdsXs3Dw9CoLN8u+L3UX9I6qgXHtdPrk0r9YrZige2xfVZlATtjdXbFGqzJBIvZM3 thr96b9+6NvY/v0wVv9rPL5uB9fgEmuafH</latexit>
(tpink)
<latexit sha1_base64="54ddEcx8GyK9Y1H/h5UqLS6D7ik=">AAACKHicbVDLTsJAFJ3i C/EFunQzkZjghrQ+onFF4sYlJvKI0JDpcMEJ02kzc6shTf/CrX6AX+POsPVLbLELQc/q5Jx7c06OF0ph0LZnVmFldW19o7hZ2tre2d0rV/bbJog0hxYPZKC7HjMghYIWCpTQDTUw35PQ8S Y3md95Am1EoO5xGoLrs7ESI8EZptJDDQdxKNQkORmUq3bdnoP+JU5OqiRHc1Cxiv1hwCMfFHLJjOk5dohuzDQKLiEp9SMDIeMTNoZeShXzwbjxvHJCjyPDMKAhaCoknYvw+yNmvjFT30sv fYaPZtnLxP+8XoSjKzcWKowQFM+CUEiYBxmuRboF0KHQgMiy5kCFopxphghaUMZ5KkbpOAuBfiRR6OA5WVTTcM8LZJJu5ywv9Ze0T+vOWf3i7rzauM5XLJJDckRqxCGXpEFuSZO0CCeKvJ BX8ma9Wx/WpzX7OS1Y+c8BWYD19Q12aKbp</latexit>
p2
<latexit sha1_base64="KiDYqk53pORnsnw4GOkI1PTJgbA=">AAACIXicbVDLSsNAFJ3U V62vVpduBovgqiRVUVwV3LisaB/QljKZ3tahk0mYuVFKyCe41Q/wa9yJO/FnTGIWtvWsDufcyzkcN5DCoG1/WYWV1bX1jeJmaWt7Z3evXNlvGz/UHFrcl77uusyAFApaKFBCN9DAPFdCx5 1ep37nEbQRvrrHWQADj02UGAvOMJHugmF9WK7aNTsDXSZOTqokR3NYsYr9kc9DDxRyyYzpOXaAg4hpFFxCXOqHBgLGp2wCvYQq5oEZRFnXmB6HhqFPA9BUSJqJ8PcjYp4xM89NLj2GD2bR S8X/vF6I48tBJFQQIiieBqGQkAUZrkUyAtCR0IDI0uZAhaKcaYYIWlDGeSKGySpzgV4oUWj/KZ5Xk3DX9WWcbOcsLrVM2vWac1o7vz2rNq7yFYvkkByRE+KQC9IgN6RJWoSTCXkmL+TVer PerQ/r8/e0YOU/B2QO1vcPiZej1g==</latexit>
p3
<latexit sha1_base64="KIxlapocJjVGOhyrre/m2kBG7z8=">AAACIXicbVDLSsNAFJ3U V62vVpduBovgqiRWUVwV3LisaB/QljKZ3tahk0mYuVFKyCe41Q/wa9yJO/FnTGIWtvWsDufcyzkcN5DCoG1/WYWV1bX1jeJmaWt7Z3evXNlvGz/UHFrcl77uusyAFApaKFBCN9DAPFdCx5 1ep37nEbQRvrrHWQADj02UGAvOMJHugmF9WK7aNTsDXSZOTqokR3NYsYr9kc9DDxRyyYzpOXaAg4hpFFxCXOqHBgLGp2wCvYQq5oEZRFnXmB6HhqFPA9BUSJqJ8PcjYp4xM89NLj2GD2bR S8X/vF6I48tBJFQQIiieBqGQkAUZrkUyAtCR0IDI0uZAhaKcaYYIWlDGeSKGySpzgV4oUWj/KZ5Xk3DX9WWcbOcsLrVM2qc1p147vz2rNq7yFYvkkByRE+KQC9IgN6RJWoSTCXkmL+TVer PerQ/r8/e0YOU/B2QO1vcPi1Kj1w==</latexit>
p5
<latexit sha1_base64="RdjaLLT5fO8fHO8xIt9SeWThYOI=">AAACIXicbVDLSsNAFJ3U V62vVpduBovgqiRqUVwV3LisaB/QhjKZ3tahk2SYuVFK6Ce41Q/wa9yJO/FnTGIWtvWsDufcyzkcT0lh0La/rMLK6tr6RnGztLW9s7tXruy3TRhpDi0eylB3PWZAigBaKFBCV2lgvieh40 2uU7/zCNqIMLjHqQLXZ+NAjARnmEh3alAflKt2zc5Al4mTkyrJ0RxUrGJ/GPLIhwC5ZMb0HFuhGzONgkuYlfqRAcX4hI2hl9CA+WDcOOs6o8eRYRhSBZoKSTMR/n7EzDdm6nvJpc/wwSx6 qfif14twdOnGIlARQsDTIBQSsiDDtUhGADoUGhBZ2hyoCChnmiGCFpRxnohRsspcoB9JFDp8ms2rSbjnhXKWbOcsLrVM2qc156xWvz2vNq7yFYvkkByRE+KQC9IgN6RJWoSTMXkmL+TVer PerQ/r8/e0YOU/B2QO1vcPjsij2Q==</latexit>
p6
<latexit sha1_base64="jWwALaz/FTbws3Krz3cVLB+V3UM=">AAACIXicbVDJSgNBFOyJ W4xbokcvjUHwFGbc8RTw4jGiWSAZQk/nJTbpWeh+o4RhPsGrfoBf4028iT9jz5iDSaxTUfUeVZQXSaHRtr+swtLyyupacb20sbm1vVOu7LZ0GCsOTR7KUHU8pkGKAJooUEInUsB8T0LbG1 9nfvsRlBZhcI+TCFyfjQIxFJyhke6i/nm/XLVrdg66SJwpqZIpGv2KVewNQh77ECCXTOuuY0foJkyh4BLSUi/WEDE+ZiPoGhowH7Sb5F1TehhrhiGNQFEhaS7C34+E+VpPfM9c+gwf9LyX if953RiHl24igihGCHgWhEJCHqS5EmYEoAOhAJFlzYGKgHKmGCIoQRnnRozNKjOBfixRqPApnVVNuOeFMjXbOfNLLZLWcc05qZ3dnlbrV9MVi2SfHJAj4pALUic3pEGahJMReSYv5NV6s9 6tD+vz97RgTX/2yAys7x+Qg6Pa</latexit>
p1
<latexit sha1_base64="y8DMl5zB3fHBvKZ5QPTkikkEZ8E=">AAACIXicbVDLSsNAFJ34 rPXV6tLNYBFclcQHiquCG5cV7QPaUCbT2zp0kgkzN0oJ+QS3+gF+jTtxJ/6MSczCtp7V4Zx7OYfjhVIYtO0va2l5ZXVtvbRR3tza3tmtVPfaRkWaQ4srqXTXYwakCKCFAiV0Qw3M9yR0vM l15nceQRuhgnuchuD6bByIkeAMU+kuHDiDSs2u2znoInEKUiMFmoOqVeoPFY98CJBLZkzPsUN0Y6ZRcAlJuR8ZCBmfsDH0UhowH4wb510TehQZhoqGoKmQNBfh70fMfGOmvpde+gwfzLyX if95vQhHl24sgjBCCHgWhEJCHmS4FukIQIdCAyLLmgMVAeVMM0TQgjLOUzFKV5kJ9COJQqunZFZNwz1PySTdzplfapG0T+rOaf389qzWuCpWLJEDckiOiUMuSIPckCZpEU7G5Jm8kFfrzX q3PqzP39Mlq/jZJzOwvn8Ah9yj1Q==</latexit>
p6
<latexit sha1_base64="jWwALaz/FTbws3Krz3cVLB+V3UM=">AAACIXicbVDJSgNBFOyJ W4xbokcvjUHwFGbc8RTw4jGiWSAZQk/nJTbpWeh+o4RhPsGrfoBf4028iT9jz5iDSaxTUfUeVZQXSaHRtr+swtLyyupacb20sbm1vVOu7LZ0GCsOTR7KUHU8pkGKAJooUEInUsB8T0LbG1 9nfvsRlBZhcI+TCFyfjQIxFJyhke6i/nm/XLVrdg66SJwpqZIpGv2KVewNQh77ECCXTOuuY0foJkyh4BLSUi/WEDE+ZiPoGhowH7Sb5F1TehhrhiGNQFEhaS7C34+E+VpPfM9c+gwf9LyX if953RiHl24igihGCHgWhEJCHqS5EmYEoAOhAJFlzYGKgHKmGCIoQRnnRozNKjOBfixRqPApnVVNuOeFMjXbOfNLLZLWcc05qZ3dnlbrV9MVi2SfHJAj4pALUic3pEGahJMReSYv5NV6s9 6tD+vz97RgTX/2yAys7x+Qg6Pa</latexit>
borange
<latexit sha1_base64="cBoUS4b2RQc4qNyKdLyQKDvQqUQ=">AAACKHicbVC7TsNAEDzz DOENJc2JCIkqsnkIRBWJhjJIBCISK1ofSzhxvrPu1qDIyl/QwgfwNXQoLV+CHVyQwFSjmV3NaKJESUe+P/JmZufmFxYrS9XlldW19Y3NrWtnUiuwJYwyth2BQyU1tkiSwnZiEeJI4U30eF 74N09onTT6igYJhjH0tbyXAiiXbqNeZizoPg57GzW/7o/B/5KgJDVWotnb9CrdOyPSGDUJBc51Aj+hMANLUigcVrupwwTEI/Sxk1MNMbowG1ce8r3UARmeoOVS8bGIvz8yiJ0bxFF+GQM9 uGmvEP/zOindn4aZ1ElKqEURRFLhOMgJK/MtkN9Ji0RQNEcuNRdggQit5CBELqb5OBOBcapIWvM8nFTz8CgyqtgumF7qL7k+qAeH9ePLo1rjrFyxwnbYLttnATthDXbBmqzFBNPshb2yN+ /d+/A+vdHP6YxX/myzCXhf3ypcp1A=</latexit>
bpink
<latexit sha1_base64="9sfxXQgZbXAQyoTlwoRFWZmTSVc=">AAACJnicbVDLSsNAFJ3U V62vVpduBovgqiQ+UFwV3LisYB/QhjKZ3tahk0mYuVFKyE+41Q/wa9yJuPNTTGIWtvWsDufcyzkcL5TCoG1/WaWV1bX1jfJmZWt7Z3evWtvvmCDSHNo8kIHuecyAFAraKFBCL9TAfE9C15 veZH73EbQRgbrHWQiuzyZKjAVnmEo9bxiHQk2TYbVuN+wcdJk4BamTAq1hzSoPRgGPfFDIJTOm79ghujHTKLiEpDKIDISMT9kE+ilVzAfjxnnhhB5HhmFAQ9BUSJqL8PcjZr4xM99LL32G D2bRy8T/vH6E4ys3FiqMEBTPglBIyIMM1yJdAuhIaEBkWXOgQlHONEMELSjjPBWjdJq5QD+SKHTwlMyrabjnBTLbzllcapl0ThvOWePi7rzevC5WLJNDckROiEMuSZPckhZpE04keSYv5N V6s96tD+vz97RkFT8HZA7W9w97UaZy</latexit>
dec1<latexit sha1_base64="0/6CLowCxUGb0mgZCOmP818gvkA=">AAACI3icbVDLTsJAFJ3i C/EFunQzkZi4Iq2PaFyRuHGJiQUSaMh0uOCEaaeZudWQpt/gVj/Ar3Fn3LjwX2yxCwHP6uSce3NOjh9JYdC2v6zSyura+kZ5s7K1vbO7V63tt42KNQeXK6l012cGpAjBRYESupEGFvgSOv 7kJvc7j6CNUOE9TiPwAjYOxUhwhpnkDoEPnEG1bjfsGegycQpSJwVag5pV7g8VjwMIkUtmTM+xI/QSplFwCWmlHxuIGJ+wMfQyGrIAjJfM2qb0ODYMFY1AUyHpTIS/HwkLjJkGfnYZMHww i14u/uf1YhxdeYkIoxgh5HkQCgmzIMO1yGYAOhQaEFneHKgIKWeaIYIWlHGeiXG2y1xgEEsUWj2l82oW7vtKptl2zuJSy6R92nDOGhd35/XmdbFimRySI3JCHHJJmuSWtIhLOBHkmbyQV+ vNerc+rM/f05JV/ByQOVjfPxozpKU=</latexit>
dec6
<latexit sha1_base64="+pTzrowRNmCeaySi9IR7i9XMpXs=">AAACI3icbVA7TsNAFFzz DeGXQEmzIkKiimz+oopEQxkknERKrGi9eQmr7NrW7jMoinwGWjgAp6FDNBTcBdu4IAlTjWbe04zGj6QwaNtf1tLyyuraemmjvLm1vbNbqe61TBhrDi4PZag7PjMgRQAuCpTQiTQw5Uto++ ObzG8/gjYiDO5xEoGn2CgQQ8EZppI7AN6/6Fdqdt3OQReJU5AaKdDsV61SbxDyWEGAXDJjuo4doTdlGgWXkJR7sYGI8TEbQTelAVNgvGneNqFHsWEY0gg0FZLmIvz9mDJlzET56aVi+GDm vUz8z+vGOLzypiKIYoSAZ0EoJORBhmuRzgB0IDQgsqw5UBFQzjRDBC0o4zwV43SXmUAVSxQ6fEpm1TTc90OZpNs580stktZJ3Tmtn9+d1RrXxYolckAOyTFxyCVpkFvSJC7hRJBn8kJerT fr3fqwPn9Pl6ziZ5/MwPr+ASLapKo=</latexit>
dec5
<latexit sha1_base64="2/Q6u99GZL2PkntsydF5vqYxBBc=">AAACI3icbVDNTsJAGNz6 i/gHevSykZh4Iq1KNJ5IvHjExAIJNGS7fOCGbbfZ/aohDc/gVR/Ap/FmvHjwXWxrDwLOaTLzfZnJ+JEUBm37y1pZXVvf2Cxtlbd3dvf2K9WDtlGx5uByJZXu+syAFCG4KFBCN9LAAl9Cx5 /cZH7nEbQRKrzHaQRewMahGAnOMJXcIfBBY1Cp2XU7B10mTkFqpEBrULVK/aHicQAhcsmM6Tl2hF7CNAouYVbuxwYixidsDL2UhiwA4yV52xk9iQ1DRSPQVEiai/D3I2GBMdPATy8Dhg9m 0cvE/7xejKMrLxFhFCOEPAtCISEPMlyLdAagQ6EBkWXNgYqQcqYZImhBGeepGKe7zAUGsUSh1dNsXk3DfV/JWbqds7jUMmmf1Z3zeuPuota8LlYskSNyTE6JQy5Jk9ySFnEJJ4I8kxfyar 1Z79aH9fl7umIVP4dkDtb3DyEfpKk=</latexit>
dec2<latexit sha1_base64="whfkgOUl8cBz4it83hKOFYPr6JE=">AAACI3icbVC7TgJBFJ3F F+ILtLSZSEysyC5qNFYkNpaYuEACGzI7XHDC7CMzdzSE7DfY6gf4NXbGxsJ/cXfdQtBTnZxzb87J8WMpNNr2p1VaWV1b3yhvVra2d3b3qrX9jo6M4uDySEaq5zMNUoTgokAJvVgBC3wJXX 96nfndB1BaROEdzmLwAjYJxVhwhqnkjoAPm8Nq3W7YOehf4hSkTgq0hzWrPBhF3AQQIpdM675jx+jNmULBJSSVgdEQMz5lE+inNGQBaG+et03osdEMIxqDokLSXITfH3MWaD0L/PQyYHiv l71M/M/rGxxfenMRxgYh5FkQCgl5kOZKpDMAHQkFiCxrDlSElDPFEEEJyjhPRZPushAYGIlCRY/JopqG+34kk3Q7Z3mpv6TTbDinjfPbs3rrqlixTA7JETkhDrkgLXJD2sQlnAjyRJ7Ji/ VqvVnv1sfPackqfg7IAqyvbxvupKY=</latexit>
dec2<latexit sha1_base64="whfkgOUl8cBz4it83hKOFYPr6JE=">AAACI3icbVC7TgJBFJ3F F+ILtLSZSEysyC5qNFYkNpaYuEACGzI7XHDC7CMzdzSE7DfY6gf4NXbGxsJ/cXfdQtBTnZxzb87J8WMpNNr2p1VaWV1b3yhvVra2d3b3qrX9jo6M4uDySEaq5zMNUoTgokAJvVgBC3wJXX 96nfndB1BaROEdzmLwAjYJxVhwhqnkjoAPm8Nq3W7YOehf4hSkTgq0hzWrPBhF3AQQIpdM675jx+jNmULBJSSVgdEQMz5lE+inNGQBaG+et03osdEMIxqDokLSXITfH3MWaD0L/PQyYHiv l71M/M/rGxxfenMRxgYh5FkQCgl5kOZKpDMAHQkFiCxrDlSElDPFEEEJyjhPRZPushAYGIlCRY/JopqG+34kk3Q7Z3mpv6TTbDinjfPbs3rrqlixTA7JETkhDrkgLXJD2sQlnAjyRJ7Ji/ VqvVnv1sfPackqfg7IAqyvbxvupKY=</latexit>
dec3
<latexit sha1_base64="kOlFpfF5zHvSsnE5xPUEkH4PZmY=">AAACI3icbVC7TgJBFJ3F F+ILtLSZSEysyK5oNFYkNpaYuEACGzI7XHDC7CMzdzSE7DfY6gf4NXbGxsJ/cXfdQtBTnZxzb87J8WMpNNr2p1VaWV1b3yhvVra2d3b3qrX9jo6M4uDySEaq5zMNUoTgokAJvVgBC3wJXX 96nfndB1BaROEdzmLwAjYJxVhwhqnkjoAPm8Nq3W7YOehf4hSkTgq0hzWrPBhF3AQQIpdM675jx+jNmULBJSSVgdEQMz5lE+inNGQBaG+et03osdEMIxqDokLSXITfH3MWaD0L/PQyYHiv l71M/M/rGxxfenMRxgYh5FkQCgl5kOZKpDMAHQkFiCxrDlSElDPFEEEJyjhPRZPushAYGIlCRY/JopqG+34kk3Q7Z3mpv6Rz2nCajfPbs3rrqlixTA7JETkhDrkgLXJD2sQlnAjyRJ7Ji/ VqvVnv1sfPackqfg7IAqyvbx2ppKc=</latexit>
dec1<latexit sha1_base64="0/6CLowCxUGb0mgZCOmP818gvkA=">AAACI3icbVDLTsJAFJ3i C/EFunQzkZi4Iq2PaFyRuHGJiQUSaMh0uOCEaaeZudWQpt/gVj/Ar3Fn3LjwX2yxCwHP6uSce3NOjh9JYdC2v6zSyura+kZ5s7K1vbO7V63tt42KNQeXK6l012cGpAjBRYESupEGFvgSOv 7kJvc7j6CNUOE9TiPwAjYOxUhwhpnkDoEPnEG1bjfsGegycQpSJwVag5pV7g8VjwMIkUtmTM+xI/QSplFwCWmlHxuIGJ+wMfQyGrIAjJfM2qb0ODYMFY1AUyHpTIS/HwkLjJkGfnYZMHww i14u/uf1YhxdeYkIoxgh5HkQCgmzIMO1yGYAOhQaEFneHKgIKWeaIYIWlHGeiXG2y1xgEEsUWj2l82oW7vtKptl2zuJSy6R92nDOGhd35/XmdbFimRySI3JCHHJJmuSWtIhLOBHkmbyQV+ vNerc+rM/f05JV/ByQOVjfPxozpKU=</latexit>
dec6
<latexit sha1_base64="+pTzrowRNmCeaySi9IR7i9XMpXs=">AAACI3icbVA7TsNAFFzz DeGXQEmzIkKiimz+oopEQxkknERKrGi9eQmr7NrW7jMoinwGWjgAp6FDNBTcBdu4IAlTjWbe04zGj6QwaNtf1tLyyuraemmjvLm1vbNbqe61TBhrDi4PZag7PjMgRQAuCpTQiTQw5Uto++ ObzG8/gjYiDO5xEoGn2CgQQ8EZppI7AN6/6Fdqdt3OQReJU5AaKdDsV61SbxDyWEGAXDJjuo4doTdlGgWXkJR7sYGI8TEbQTelAVNgvGneNqFHsWEY0gg0FZLmIvz9mDJlzET56aVi+GDm vUz8z+vGOLzypiKIYoSAZ0EoJORBhmuRzgB0IDQgsqw5UBFQzjRDBC0o4zwV43SXmUAVSxQ6fEpm1TTc90OZpNs580stktZJ3Tmtn9+d1RrXxYolckAOyTFxyCVpkFvSJC7hRJBn8kJerT fr3fqwPn9Pl6ziZ5/MwPr+ASLapKo=</latexit>
(tblue)
<latexit sha1_base64="sMRnK4ho7kwxGBNDHjYqjA1PvIg=">AAACKHicbVDJTgJBFOzB DXEDPXrpSEzwQmZcovFE4sUjJrJEIKSneWCHnp5J92sNmcxfeNUP8Gu8Ga5+iTPIQdA6VareS1XKj6Qw6LpTJ7eyura+kd8sbG3v7O4VS/tNE1rNocFDGeq2zwxIoaCBAiW0Iw0s8CW0/P FN5reeQBsRqnucRNAL2EiJoeAMU+mhgv3YlxaSk36x7FbdGehf4s1JmcxR75ecfHcQchuAQi6ZMR3PjbAXM42CS0gKXWsgYnzMRtBJqWIBmF48q5zQY2sYhjQCTYWkMxF+f8QsMGYS+Oll wPDRLHuZ+J/XsTi86sVCRRZB8SwIhYRZkOFapFsAHQgNiCxrDlQoyplmiKAFZZynok3HWQgMrEShw+dkUU3DfT+USbqdt7zUX9I8rXpn1Yu783Lter5inhySI1IhHrkkNXJL6qRBOFHkhb ySN+fd+XA+nenPac6Z/xyQBThf32Tppt8=</latexit>
bblue
<latexit sha1_base64="D/Q0PJeHAQbrWMa9qGis2lVD5Rc=">AAACJnicbVDJSgNBFOyJ W4xbokcvjUHwFGZcUDwFvHiMYBZIhtDdeYlNeha6XythyE941Q/wa7yJePNTnIlzMIl1Kqreo4risZIGXffLKaysrq1vFDdLW9s7u3vlyn7LRFYLaIpIRbrDmQElQ2iiRAWdWAMLuII2H9 9kfvsRtJFReI+TGPyAjUI5lIJhKnV4P+HKwrRfrro1dwa6TLycVEmORr/iFHuDSNgAQhSKGdP13Bj9hGmUQsG01LMGYibGbATdlIYsAOMns8JTemwNw4jGoKlUdCbC34+EBcZMAp5eBgwf zKKXif95XYvDKz+RYWwRQpEFoVQwCzJCy3QJoAOpAZFlzYHKkAqmGSJoSZkQqWjTaeYCA6tQ6uhpOq+m4ZxHKtvOW1xqmbROa95Z7eLuvFq/zlcskkNyRE6IRy5JndySBmkSQRR5Ji/k1X lz3p0P5/P3tODkPwdkDs73D2ncpmg=</latexit>
Hexagon
<latexit sha1_base64="9agLCwJju4WTv8 26HuCzb+bUDvA=">AAACJXicbVDJSgNBFOxxjXFL9OilMQiewowLiifBi0cFs0ASwpv2GZv 0dA/db1wY8hFe9QP8Gm8iePJXnIxzMMY6FVXvUUWFsZKOfP/Tm5mdm19YLC2Vl1dW19Yr1Y 2mM4kV2BBGGdsOwaGSGhskSWE7tghRqLAVDs/GfusOrZNGX9FjjL0IBlreSAGUSa1zfICB0 f1Kza/7Ofg0CQpSYwUu+lWv1L02IolQk1DgXCfwY+qlYEkKhaNyN3EYgxjCADsZ1RCh66V5 3xHfSRyQ4TFaLhXPRfz9kULk3GMUZpcR0K37643F/7xOQjfHvVTqOCHUYhxEUmEe5ISV2RDI r6VFIhg3Ry41F2CBCK3kIEQmJtkyE4FRokhacz+aVLPwMDRqlG0X/F1qmjT36sF+/fDyoHZ 6UqxYYltsm+2ygB2xU3bOLliDCTZkT+yZvXiv3pv37n38nM54xc8mm4D39Q072KXH</late xit>
Fig. 3: Ending configuration of the Hexagon.
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• the height of a sub-lattice in which processes in G ·m (or G · s) are allowed to decide halves
at each epoch.
Thanks to the above properties each group becomes independent and has to solve the lattice
agreement on a lattice that has half of the height of the original. A key concept for our algorithm
is the one of “admissible value”, a value is admissible, for a certain epoch, if it is ensured that it
will not conflict with decisions of processes that have been elected as masters in a previous epoch.
This is done by showing a cryptographical proof that such a value can be accepted by a slave since
it is in the proposal value of each master the slave could conflict with. After O(log(n)) rounds the
algorithm terminates (each group operates on a lattice constituted by a single point).
4.1 The Provable Gradecast Primitive
The algorithm makes use of the gradecast primitive introduced by Ben-Or et al. in [3]. Such
primitive is similar to a broadcast, we have a sender process pi that sends a message m, each
other process pj , after 3 rounds, outputs a tuple (pi,mj , cj) where cj ∈ {0, 1, 2} is a score of the
correctness of pi. The gradecast ensures the following properties:
• for any two correct processes pj , p` if cj > 0 and c` > 0 than mj = m`.
• for any two correct processes pj , p` we have |cj − c`| ≤ 1
• if the gradecast sender is correct, than for any correct process pj we have cj = 2.
• for any correct process pj if (pi,mj , 0) then mj = ⊥.
Intuitively, if we let processes communicate by mean of the gradecast primitive we force Byzan-
tines to send at most two different messages to the set C of correct processes, and one of these
messages has to be ⊥. We modify the original gradecast to make it “provable”. In our version of
the gradecast each correct process outputs a tuple composed by 4 objects (pi,mj , ci, Si,mj ) where
Si,mj is a special object that can either be ⊥ or a seen-all proof. In case Si,mj is different from
⊥, then it is a cryptographic proof that can be shown to other processes and it implies that, any
correct process p ∈ C has seen a rank, for the gradecast of message mj from process pi, that is
at least 1. Moreover, we have that if ci = 2 then Si,mj 6= ⊥. Practically, the modification of the
original gradecast are contained, and are limited to the second and third round of the algorithm.
The original gradecast, with source ps works as follows: in the first round ps broadcasts a message
m to all processes; in the second round each correct process relays the message received by ps (it
ignores messages from other processes); at the end of the second round a correct process selects the
most frequent message received, and if such message was received by at least a quorum of n − f
processes then it relays the message at the beginning of the third round; at the end of the third
round each correct selects the most frequent message received and it ranks it 2 and delivers it if
the message was received by at least n− f processes; if it was received by at least f + 1 it delivers
it and ranks it 1, otherwise it delivers ⊥ with rank 0.
In our version, see Algorithm 1, the relaying process signs the relay sent at the beginning of
round 3 (see line 15) and a process that sees a message with rank 2 collects the n− f (i.e., 2f + 1
if n = 3f + 1) signed messages (see line 22). These signed messages constitute a proof that the
message has been seen by all: delivered by each correct with rank at least 1. Note that the algorithm
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is for a single instance and a single determined sender, however one can trivially run in parallel an
instance for each possible sender in the system.
We do not prove the properties discussed above for our version of gradecast, they immediately
derives from the correctness of the original algorithm [3]. We do show the property introduced by
the seen-all proof:
Algorithm 1 Provable GradeCast (PGC) - Algorithm for sender process ps and receiver process
pi
1: SND phase of round 1
2: if pi = ps then
3: Broadcast(m) . Executed only by sender ps
4: . Code executed by any correct process pi ∈ Π
5: RCV phase of round 1
6: rcv = receive messages()
7: m=select one message from ps in rcv
8: SND phase of round 2
9: Broadcast(m)
10: RCV phase of round 2
11: rcv = receive messages()
12: m = select the message in rcv received from the largest set of distinct sources.
13: SND phase of round 3
14: if m has been received from at least n− f sources then
15: Broadcast(m, sign(m)) . pi relays the most frequent message signed by himself
16: RCV phase of round 3
17: rcv = receive messages()
18: remove from rcv all messages that are not correctly signed
19: mi = select the message in rcv received from the largest set of distinct sources..
20: if mi has been received by at least n− f sources then
21: ci = 2
22: Sps,mi = select n− f correctly signed messages in rcv for message mi
23: else if mi has been received by at least f + 1 sources then
24: ci = 1
25: Sps,mi = ⊥
26: else
27: mi = ⊥
28: ci = 0
29: Sps,mi = ⊥
30: return < mi, ci, Sps,mi >
Observation 2. Consider an instance of gradecast with source ps. If a process pi, whether Byzan-
tine or correct, can produce a seen-all proof for a message m, then each process p ∈ C delivered
message m with rank at least 1 at the end of the gradecast instance.
Proof. Let us suppose by contradiction that there exists two processes pi and pj such that (i) pi is
able to show a seen-all proof for a message m and (ii) pj is correct and it never delivered m with
rank 1 or more, during the execution of the instance of provable gradecast algorithm.
If pi is able to show a seen-all proof, it means that it collected at least n − f signed copies of
m (see line 22). Considering that in the system we have at most f Byzantine processes that can
generate fake signed copies of m, it follows that the remaining n − 2f copies arrive from correct
processes. Since n ≥ 3f +1, it follows that at least f +1 signed copies of m have been generated by
correct processes and sent at the beginning of round 3. A correct process broadcasts the message
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to all other processes in the system. This implies that pi receives at least f + 1 copies of m at the
beginning of round 3. It remains to show that m is the most frequent message pi receives. Notice
that a correct process sends a signed message m at the beginning of round 2 only upon receiving
from a Byzantine quorum of processes (see Line 15), this implies that no two correct processes relay
two different messages at the beginning of round 2. Therefore, m is the only message that a correct
can send to pi, and the Byzantines cannot create more than f messages. This implies that m is the
most frequent message that pi receives and it will be received with frequency at least f + 1. This
contradicts the fact that pi does not deliver m with rank 1.
4.2 Detailed Algorithm Description
Processes communicate by provable gradecasts. The three rounds necessary to execute a gradecast
instance form a single epoch. We assume that in each epoch there are n concurrent instances of
gradecast running, one for each possible sender. The pseudo-code is in Algorithm 2.
4.2.1 Epoch ep = 0
Epoch 0 has a special structure. Correct processes belong to a single group G = . In this epoch all
values in E ⊆ {{1}, . . . , {n}} are admissible (i.e., they do not have to carry an admissibility proof),
and no classification step is executed. That is, at the end of the epoch each process goes to group
G = s and no correct pi updates its value proi. This phase is performed to force Byzantine processes
to commit to a certain set of values that cannot be changed later; values that are not associated
with a seen-all proof, showing that they have been gradecasted in epoch 0, will be ignored in the
next epochs.
4.2.2 Epoch ep ≥ 1
Epochs 1 and onward share the same structure. At the beginning of an epoch, all correct processes
belonging to a same group share the values of three thresholds. At the beginning of epoch ep = 1,
the group G = s encloses all the processes and the thresholds are td = 0, tm =
n
2 and tu = n.
Value gradecast. An epoch starts by making each correct process pj in a group G gradecast a
message Mj containing, its proposal value proi, the group to which pj belongs, and an admissibility
proof for each element in proi (the structure and the precise purpose of this proof is defined later).
Each other correct process pi in a group G receives, by mean of the gradecast, a set of tuples:
Pi : {(p0,M0, c0, Sp0,M0), (p1,M1, c1, Sp1,M1), . . .}.
We define a special set of values Vi that is a subset of values in messages contained in Pi. Set
Vi contains all “admissible values” in Pi and such that: (1) the rank of the message carrying the
value is at least 1 and (2) the sender of the message is in G.
Value v is admissible for process pi in epoch ep if the message that carries v contains also an
“admissibility proof” proving that v has been seen by all correct processes in SLV (G[0 : 1], G[0 :
2], . . . , G[0 : ep − 1]), where SLV (Set) is a filter function that removes from the set of string
Set all the strings that end with letter m. As an example considering G = ssmsm we have
SLV (s, ss, ssm, ssms, ssmsm) = {s, ss, ssms}. Essentially, there must be a proof showing that v
has been seen with rank 1 by all processes in the epochs in which processes in G have been classified
as slave. The actual structure of this proof is described later (Section 4.2.3).
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Algorithm 2 GAC - Algorithm for process pi
1: td = 0, tu = n, tm = b tu2 c
2: G = 
3: proi = ∅ . proposed value.
4: Proofs = {}
5: function LA-Propose(proi)
6: proi = proi
7: gradecast(M = (proi, G,⊥)) . Epoch 0 - start
8: Pi =rcv()
9: G = G · s
10: updateproofs(proi, Pi, 0) . Epoch 0 - end
11: for ep ∈ [1, . . . , log(n)) + 1] do
12: gradecast(M = (proi, G, Proofs))
13: Pi =rcv()
14: Vi =filter(Pi)
15: if classify(Vi) = s then
16: G = G · s
17: td = td, tu = tm, tm = td + b tu−td2 c
18: updateproofs(proi, Pi, ep)
19: else
20: G = G ·m
21: proi = Vi
22: td = tm, tu = tu, tm = td + b tu−td2 c
23: decide(
⊕
proi) . The
⊕
is needed since Vi is a set of sets
24: function classify(V )
25: if |V | ≤ tm then
26: return s
27: else
28: return m
29: function filter(P )
30: V = {∀v ∈M |M ∈ P ∧M rank is greater than 0 ∧ admissible(v,M) ∧ M source is in G ∧ v in E}
31: return V
32: function admissible(v,M)
33: if ∀t ∈ [0, .., |G| − 1] such that G[0 : t] terminates with s, there exists an admissibility proof for v in M then
34: return True
35: else
36: return False
37: function updateproofs(proi, Pi, ep)
38: for all v ∈ proi do
39: proofv = [⊥]ep+1
40: if ep > 0 then
41: for all t ∈ [0, . . . , ep− 1] do
42: if G[t] = s then
43: Let p be a valid proof from Pi for G[0 : t] (it must exists since v is admissible).
44: proofv[t] = p
45: Construct a valid proof p for v and group G using messages in Pi.
46: proofv[ep] = p
47: Proofs = Proofs ∪ {proofv}
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Process pi becomes a group slave if |Vi| ≤ tm, it becomes a group master if tm < |Vi|. If pi
becomes a slave, it enters the group G · s. Otherwise, it becomes a master, and it enters G ·m.
Slaves actions If a process pi is a slave, it updates its set of thresholds as td = td, tu = tm, tm =
td + b tu−td2 c. Finally, a slave does not update its proposed value proi, in the next epoch it will
have again the exactly same value it had in the current epoch. Regarding the admissibility proof,
a correct slave has the duty to collect an admissibility proof for its value proposed proi this is done
by collecting the seen-all proof generated by gradecasting its proi at the beginning of the epoch.
Masters actions If process pi is a master, it updates its set of thresholds as td = tm, tu = tu, tm =
td + b tu−td2 c. Moreover, it updates its value proi = Vi. Regarding the admissibility proof, a correct
master has no duty in creating an admissibility proof for its new proi, but it has to collect proofs
to show that any value inserted in proi was admissible in G[0 : ep− 1].
4.2.3 Admissibility proof
A message m containing a value v carries an admissibility proof for v and group G if message
m contains for each, also non-proper, prefix G[0 : j] of G terminating with character s (for j
in {0, 1, . . . , |G| − 1}), a seen-all proof for m with a sender p in G[0 : j − 1]. From Oservation
2, it is immediate to see that an admissibility proof for G implies that all correct processes in
SLV (G[0 : 1], G[0 : 2], . . . , G[0 : |G| − 1]) received v in the value gradecast phase and ranked the
source of the gradecast at least 1. See Figure 4 for a graphical representation of the usefulness of
such a proof. Assume there exists an admissibility proof for value v and group G = ssms, then
there is a seen-all proof for the epochs 0, 1, 3 and groups in Gs : {s, ss, ssms}(marked as green
in the figure). This implies that, in each of these epochs, value v has been seen by each correct
process with rank at least 1. In particular, a seen-all proof for value v and group ss implies that v
has been gradecasted by a process in group s, and it has been received by all correct with rank at
least 1. This implies that v has been inserted in the proposal of all correct masters in group sm (in
the figure we represent with an orange border the processes that have v in their proposal). This
means that a master in ssm can update its proposal inserting v, and it knows that it will still be
comparable with the decision of any process in a group with prefix sm. Iterating the reasoning, a
chain of seen-all proofs, the first for group ss and the second for group ssms, implies that v is in
the proposal of all correct processes in a group with prefix sm or ssmm, and thus a future master
in ssmmsm can safely include v in its proposal. The necessity of a seen-all proof for epoch 0, and
thus for group s is needed to force Byzantine processes to commit to at most f values. This is due
to the fact that f Byzantine processes are able to create admissibility proofs for at most f distinct
values in epoch 0.
4.2.4 Termination
A process pi terminates the above algorithm when the epoch is log(n) + 1. Upon termination it
decides its value proi.
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Fig. 4: Graphical representation of the purpose of an admissibility proof.
4.3 Correctness of GAC
Definition 1. Let A(G) be the set of values admissible for correct processes in group G during the
gradecast of epoch |G|.
Given a group G the lemma below shows that the set of admissible values of any other group
G′ = G · σ will be a subset, not necessarily proper, of A(G).
Lemma 2. Let us consider the group G it holds A(G′) ⊆ A(G) for any G′ = G · y.
Proof. The proof is by induction on y:
• Base case. G′ = G · : It is immediate by observing that G′ = G. Thus A(G) = A(G′).
• Inductive case. We assume the above is true up to G′ = σ, in the inductive step we have to
show that it holds for the two possible extensions of σ. Case (1): G′ = σ ·m, in such a case the
set of admissible values does not change. Thus A(σ) = A(G′). Case (2): G′ = σ · s, suppose
that a value v is in A(G′) but not in A(σ). In order to be admissible for G′ there must exist
a proof for each prefix of G′ ending with an s, this is by construction also an admissibility
proof for σ. Therefore A(G′) ⊆ A(σ).
Definition 2. Given an epoch ep we define as Wep the set of values that have been gradecasted by
a process in epoch ep and that have been seen by all correct processes with gradecast rank at least 1.
With Wep(G) we indicate the subset of Wep that was sent by processes claiming to belong to group
G.
Lemma 3. Consider a correct master pi in the group G = σ ·m. If pi decides, its decision, let it
be deci, is comparable with the one of any correct slave in G
′ = σ · s.
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Proof. To prove the above it is sufficient to show that each value v in A(G′) is included in deci. In
order for a value to be in A(G′) it must exist an admissibility proof for group G′, the admissibility
proof implies two things:
• (1) that v is in W|σ|(σ) (see Observation 2);
• (2) that v is in A(σ).
From the above, and the code of a correct master pi, v will be in the set Vi of Line 14 at epoch |σ|.
Since a master never removes a value from its proi its decision deci must include v. This complete
the proof since each correct slave p in G′ never put in its proposal a value that is not in A(G′): by
Lemma 2 the set of values that a slave will consider in any possible future execution of Line 14 is
included in A(G′).
Lemma 4. Let p be a correct process that decides deci. Its decision respects Inclusivity and Non-
Triviality.
Proof. The inclusivity is immediate from the fact that its proposal proi will be admissible for
any epoch, thus, in each epoch, it will always be included in its set Vi. It remains to show that
deci ≤
⊕
(X ∪ B). The non-trivial part is to show the bound of f on the set B. We will show by
induction on epoch number ep that the sets Bep of admissible values issuable by Byzantines are
such that Bep+1 ⊆ Bep and that |B0| = f . Note that, Bep+1 ⊆ Bep is implied by Lemma 2.
The bound on |B0| = f derives directly from the gradecast property: a single Byzantine cannot
gradecast two different elements of E in epoch ep = 0.
Lemma 5. Let p be a correct process that at some epoch ep ≤ log(n) + 1 updates its proposal proi
with a new value w. For any possible G such that p ∈ G and log(n) + 1 ≥ |G| ≥ ep we have
w ∈ A(G).
Proof. The proof is by induction:
• Base case: |G| = ep: in this case p puts w in its proposal when it belongs to group G, since
p is correct it does so if and only if w ∈ A(G).
• Inductive step: Let us suppose that it holds for G, we will show that it holds also for the two
possible extensions G′ = G · s and G′′ = G ·m. For G′ we have that process p being correct it
updates the admissibility proof for w (line 45). This implies that w ∈ A(G′). Considering G′′
we have that, by construction of the admissibility proof, A(G′′) = A(G) and thus w ∈ A(G′′)
(by inductive hypothesis w ∈ A(G)).
Lemma 6. For any correct process pi ∈ G with G 6=  we have |A(G)|−|proi| ≤ n/2|G|−1. Moreover,
given process pi ∈ G we have |A(G)| ≤ tu and proi ≥ td, where tu and td are the thresholds of group
G.
Proof. We will show that for each pi ∈ G it holds that |A(G)| ≤ tu, that |proi| ≥ td, and, that
tu − td ≤ n/2|G|−1. Recall that tu, td and tm depend on G. The proof is by induction on G.
• Base case: G = s: it derives immediately from the structure of the lattice and the fact that
td = 0 and tu = n for all processes in G.
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• Inductive case: By inductive hypothesis the claim holds for σ. We have G = σ ·m or G = σ ·s.
Let tu, tm, td be the thresholds of group σ, by inductive hypothesis we have |A(σ)| ≤ tu that
|proi| ≥ td and that tu − td ≤ n/2|G|−1.
– Case G = σ ·m. First notice that for master processes the set of admissible values does
not change, that is A(σ) = A(G) neither the threshold tu. In such a case we will show
that the lattice “shrinks from below” in the sense that by updating the lower bound
on proi our claim holds. Since pi is in G we have that it updates proi and the new
proi contains a number of elements that are at least td + b tu−td2 c + 1, thus the new
t′d = td + b tu−td2 c + 1. By immediate algebraic manipulations we have tu − t′d ≤ tu−td2
that proves our claim.
– Case G = σ · s. In such a case we will show that the lattice “shrinks from above”.
Consider the generic pi ∈ G this implies that at the end of epoch |σ| the set Vi contained
at most tm elements. It is immediate that since pi is correct each value in A(σ) that
is not in Vi cannot be admissible in the extension G. Therefore we have |A(G)| ≤ tm,
now it remains to show that |proi| ≥ td but this is immediate from inductive hypothesis.
Thus we have t′u = tm and t′d = td, that implies t
′
u − t′d ≤ tm − td ≤ tu−td2 .
Observation 3. Any correct process decides at epoch log(n) + 1.
Lemma 7. Given any pair pi, pj of processes in C their decision deci and decj are comparable.
Proof. Let Gi be the group where pi belongs at the end of epoch r = log(n) + 1, and let Gj the
analogous for pj . If Gi and Gj share a common prefix σ such that σ ·m is a prefix of Gi and σ · s
is a prefix of Gj , then Lemma 3 shows the comparability.
The only case when the above (or the symmetric of the above) does not hold is if G = Gi = Gj . In
this case, we will show that deci = decj . Suppose the contrary, then we have that there exists at
least a value v ∈ deci and such that v 6∈ decj . By Lemma 5 we have v ∈ A(G), and by Lemma 2 v
is in each prefixes of G. Suppose pi inserted v in its proposal in an epoch ep such that it has been
master again in epoch ep′ > ep, however this implies that also pj is master in ep′, and pi being
correct in epoch ep′ it gradecasts v that will be included in the proposal of pj . The above implies
that v has been received and inserted by pi in its proposal exactly in the last epoch in which pi
became master.
Let eplast be such an epoch. Note that if tu − td ≤ 2 then v is also in the proposal of pj (both
processes enter in the master group in eplast): in case tu − td = 2 to become master each process
has to collect enough values to trespass the threshold tm, recall that tm = td + 1 and thus it has
to collect tu values, but those and are all the admissible values (by Lemma 6). In the other case,
when tu − td = 1, a process has also to collect all admissible values (tm = td and tu = tm + 1) (by
Lemma 6).
Therefore, tu − td > 2 in eplast, however by the structure of the algorithm and the number of
epochs being log(n) + 1 we eventually have an epoch ep′ > eplast such that tu− td = 1 and tm = td,
when this happens process pj will become master upon receipt of v from pi (by Lemma 5 v is
admissible for pj). This contradicts the fact that Gi = Gj , since pi is never again a master after
epoch eplast.
From previous lemmas we have:
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Theorem 2. Given the lattice L constituted by the power set of the first n natural numbers with
union as join operation, GAC is a correct LA algorithm on L, that terminates in O(log(n)) rounds
and tolerates up to n/3− 1 Byzantine processes.
5 Adapting GAC to work on arbitrary semi-lattices in log(f) rounds
We first explain how to adapt the GAC algorithm to work in log(f) on Ln when each correct
proposes a different unique value in {{1}, {2}, . . . , {n}}. We call such an algorithm GACfast, we
then discuss how to adapt GACfast to work on a generic join semi-lattice dropping the assumption
of different proposal values. The main idea is to modify epoch 0 to satisfy two needs: (1) to force
Byzantines to commit to a certain value; (2) to make all processes collect at least n − f different
proposal values. This allows the thresholds to be set to td = n − f, tu = n, tm = bn − f2 c in all
processes at the end of epoch 0. The modified epoch 0 is Algorithm 3. The code follows the old one
with the notable exceptions that: a correct process updates its proposal by including all values, in
E, that have been seen with rank at least 2, and it updates its thresholds accordingly.
Algorithm 3 GACfast: Collect and Commit Epoch 0 - Algorithm for process pi
1: G = 
2: proi . proposed value.
3: Proofs = {}
4: function LA-Propose(proi)
5: proi = proi
6: gradecast(M = (proi, G,⊥)) . Epoch 0 - start
7: Pi =rcv()
8: Vi = {∀v ∈M |M ∈ Pi ∧M rank is equal 2 ∧v ∈ E}
9: G = G · s
10: proi = Vi
11: updateproofs(proi, Pi, 0) . Epoch 0 - end
12: td = n− f, tu = n, tm = td + b tu−td2 c
13: . . . . Remain as Algorithm 2 but for line 11
The remaining of the algorithm is the same as Algorithm 2 but for line 11 where we have
ep ∈ [1 . . . , log(f) + 1].
Correctness discussion The same lemmas and observations of Section 4.3 hold with the following
exceptions:
Lemma 8. For any correct process pi ∈ G with G 6=  we have |A(G)|−|proi| ≤ f/2|G|−1. Moreover,
given process pi ∈ G we have |A(G)| ≤ tu and proi ≥ td, where tu and td are the thresholds of group
G.
Proof. We will show that for each pi ∈ G it holds |A(G)| ≤ tu that |proi| ≥ td and that tu − td ≤
f/2|G|−1. Recall that tu, td and tm depends on G. The proof is by induction on G.
• Base case: G = s: it derives immediately from the structure of epoch 0, the property of the
gradecast, the fact that there are at least n− f correct processes. At the end of epoch 0 we
have td = n− f and tu = n for all processes in G.
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• Inductive case: By inductive hypothesis the claim holds for σ. We have G = σ ·m/(σ ·s). Let
tu, tm, td be the thresholds of group σ, by ind. hypothesis we have |A(σ)| ≤ tu that |proi| ≥ td
and that tu − td ≤ f/2|G|−1.
– Case G = σ ·m. First notice that for master processes the set of admissible values does
not change, that is A(σ) = A(G) neither the threshold tu. In such a case we will show
that the lattice “shrinks from below” in the sense that by updating the lower bound
on proi our claim holds. Since pi is in G we have that it updates proi and the new
proi contains a number of elements that are at least td + b tu−td2 c + 1, thus the new
t′d = td + b tu−td2 c + 1. By immediate algebraic manipulations we have tu − t′d ≤ tu−td2
that proves our claim.
– Case G = σ · s. In such a case we will show that the lattice “shrinks from above”.
Consider the generic pi ∈ G this implies that at the end of epoch |σ| the set Vi contained
at most tm elements. It is immediate that since pi is correct each value in A(σ) that
is not in Vi cannot be admissible in the extension G. Therefore we have |A(G)| ≤ tm,
now it remains to show that |proi| ≥ td but this is immediate from inductive hypothesis.
Thus we have t′u = tm and t′d = td, that implies t
′
u − t′d ≤ tm − td ≤ tu−td2 .
Observation 4. Any correct process decides at epoch log(f) + 1.
Theorem 3. Given the lattice L constituted by the power set of the first n natural numbers with
union as join operation and where each correct process proposes a distinct element in {{1}, . . . , {n}},
GACfast is a correct LA that terminates in O(log(f)) rounds and tolerates up to n/3−1 Byzantine
processes.
5.1 Arbitrary Semi-lattices LA
We adapt GACfast to work on an arbitrary join semi-lattice LA = (VA,⊕), an arbitrary set EA ⊆ VA
of allowed proposal values, and an arbitrary mapping of proposal values and correct processes
(recall that in previous section we were assuming a different proposal value for each correct). The
adaptation works by running GACfast on an intermediate semi-lattice L
∗. Lattice L∗ is the one
induced by the union operation over the power set of V ∗ = Π × EA. The set V ∗ is constituted
by all possible pairs process ID and initial proposed value proi (each proi is in EA). Each correct
process pi starts GACfast with input (pi, proi).
Algorithm 4 O(log f) Lattice Agreement Algorithm for arbitrary join semi-lattice - Algorithm for
process pi
1: function LA-Propose(proi)
2: Trigger GACfast with proposal value (pi, proi)
3: wait until GACfast terminates with output deci
4: X : {y|(x, y) ∈ deci ∧ y ∈ EA}
5: dec′i =
⊕
X
6: return dec′i
Note that epoch 0, with is commitment functionality, forces the algorithm to effectively decides
on a lattice L∗ that is the power set of a subset X of V ∗ of cardinality at most n and at least n−f .
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Such lattice is isomorphic to the lattice on which the correctness of GACfast has been shown in
Section 5.
Once GACfast terminates each process pi ∈ C has a decision deci. This decision deci is a set
{(pi, vali), . . . , (px, valx)}, from such a set the process pi obtains a decision dec′i on LA where dec′i
is dec′i =
⊕
Di given Di : {y|∀(x, y) ∈ deci ∧ y ∈ EA}. This strategy enforces that the decisions
dec′i and dec
′
j of any two correct processes pi, pj are comparable points on the semi-lattice LA. It
is also immediate that non-triviality and inclusivity hold. The formal pseudocode of the reduction
is Algorithm 4. From the above we have:
Theorem 4. Given f Byzantine processes and n processes in total, if n ≥ 3f + 1, there exists a
Byzantine lattice agreement algorithm terminating in O(log f) rounds in the authenticated message
model.
5.1.1 Message Complexity
The provable gradecast generates at most O(n2) messages at each round. Each epoch is composed
by 3 rounds and in each epoch all correct processes do a gradecast, thus we have a total ofO(n3 log f)
messages. However, as noted also in [16], it is possible to use O(n2) messages in total to run n
parallel instances of gradecast (each message will be structured with n locations one for each
possible gradecaster). Therefore, our algorithm can be implemented using O(n2 log f) messages.
6 Trade-off Between Signatures and Number of Processes
Signatures are used to implement the seen-all proof of our provable gradecast primitive (explained
in Section 4.1). By assuming n ≥ 4f + 1 processes we may implement an interactive version of the
seen-all proof that does not use signatures. We explain the interactive provable gradecast algorithm
when n = 4f + 1, the extension for n > 4f + 1 is immediate. The modifications with respect to
Section 4.1 are as follows:
• The threshold of line 23 remains f + 1, the one of line 20 becomes 3f + 1, the threshold of
line 14 is 3f +1. Therefore, a message will have rank 1 if seen with multiplicity at least f +1,
a message has rank 2 if seen with multiplicity at least 3f + 1.
• The seen-all proof Sps,mi is simply a set of IDs. These IDs are the ones of processes from
which pi receives mi in the receive phase of round 3.
The seen-all proof Sps,mi is checked in an interactive way by querying each process contained
in the set Sps,mi . The proof passes if at least 2f + 1 of such processes confirm to have relayed mi
in the relevant gradecast instance. It is obvious that by increasing the two thresholds we do not
affect the original properties of the gradecast (discussed in Section 4.1).
Observation 5. Consider an instance of interactive provable gradecast with source ps. If a process
pi, whether Byzantine or correct, can produce a passable seen-all proof for a message m, then each
process p ∈ C delivered message m with rank at least 1 at the end of the gradecast instance.
Proof. In the interactive provable gradecast if a proof produced by process pi is passable, then it
implies that at least a set of f + 1 correct processes have relayed message m to pi at the end of
round 3 of the gradecast. Being these processes correct they will relay m to all other processes in
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the system. Therefore, any other process has received m with frequency at least f + 1 at the end
of round 3. This implies that each correct process delivers m with rank at least 1.
Moreover, we have the following observation:
Observation 6. Consider an instance of interactive provable gradecast with source ps. Given a
correct process pi, if pi receives a message m with rank 2 then the corresponding proof is passable.
Using the interactive provable gradecast and the straightforward interactive variant of the ad-
missibility proof we have:
Theorem 5. Given f Byzantine processes and n processes in total, if n ≥ 4f + 1, then there exists
a byzantine lattice agreement algorithm terminating in O(log f) rounds in the authenticated channel
model.
Message Complexity. We argue that the interactive provable gradecast generates at most O(n2)
messages at each round. The additional cost introduced by the interactive proof is at most O(n)
per round: this is the number of messages that a process has to send to verify the admissibility of all
values inside a set (we have to send at most one query message to each other process independently of
how many values we want to check). Thus the total asymptotic cost remains the same: O(n2 log f)
messages.
7 An universal transformer from LA to Generalised LA
[8] introduced the Generalised Lattice Agreement problem. Such problem is essentially a version of
LA in which processes are allowed to propose and decide on a, possibly infinite, sequence of values.
The equivalent problem for Byzantine failures, in asynchronous system, has been defined in [5]. In
this section we show a transformer algorithm that builds upon a generic “one-shot” LA algorithm
to create a Byzantine tolerant Generalised LA algorithm.
Synchronous Generalised LA. We consider the definition of [5] adapted for a synchronous system.
In the Synchronous Generalised LA, each correct process pi receives input values from an infinite
sequence Proi = 〈pro0, pro1, pro2, . . .〉 where each prok is a value inside a set of admissible values
E (note that E is not necessarily finite). Without loss of generality we imagine that at each round
r, pi receives a value pror ∈ Proi (note that this is not restrictive since we could modify the lattice
to admit a neutral element, such as ∅). A correct process pi must output an infinite number of
decision values Deci = 〈dec0, dec1, dec2, . . .〉. The sequence of decisions has to satisfy the following
properties:
• Liveness: each correct process pi ∈ C performs an infinite sequence of decisions Deci =
〈dec0, dec1, dec2, . . .〉;
• Local Stability: For each pi ∈ C its sequence of decisions is non decreasing (i.e., dech ⊆
dech+1, for any dech ∈ Deci);
• Comparability: Any two decisions of correct processes are comparable, even when they
happen on different processes;
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• Inclusivity: Given any correct process pi ∈ C, if Proi contains a value prok, then prok is
eventually included in dech ∈ Deci;
• Non-Triviality: Given any correct process pi ∈ C if pi outputs some decision deck at a
round r, then
deck ≤
⊕
(Prop[0 : r]∪B[0 : g(r)]), where, Prop[0 : r] is the union of the prefixes, until index
r, of all sequences Proi of correct processes; and, B[0 : g(r)] is the union of all prefixes, until
index r, of f infinite sequences Bi, one for each Byzantine process. Function g is g : N→ N.
Each Bi is a sequence of elements in E.
Intuitively, function g upper bounds, to f · g(k) the number of values that Byzantine processes
can insert up to decision k.
7.1 Transformer
We now explain the high level idea behind the transformer. Let LA be a one shot synchronous
lattice agreement algorithm that terminates in δ rounds. We divide the time in terms, a term
lasts for δ rounds and it allows to execute, from start to termination, an instance of LA. At the
beginning of term k, correct processes start the k-th instance of LA, we denote it as k-LA. Each
correct process receives from upper layer a stream of elements in E, and it batches such elements
until a new instance of LA starts. Let Ck be the k-th batch, at the beginning of term k, process pi
starts the instance k-LA with input (pi, deck−1⊕Ck), where deck−1 is the output of the (k−1)-LA
instance. There are few minor details to add to this description to get an actual algorithm (see
pseudocode in Algorithm 5), the most important being the mechanism needed to bound the number
of values that could be added by Byzantine processes (recall that we have to upper bound their
values by a function g). The key idea is to start the instance k-LA with a set of admissible values
PT (k−1)+δ, that is the set of all subsets of E of size less or equal to T (k − 1) + δ. Function T is a
function mapping each index of the decision sequence of a correct process to an upper bound on
the maximum size of the decision, where the size is counted as number of elements in the decision.
We assume T (−1) = 0; we have that T (0) = δ ·n: each correct process that starts the first instance
of LA proposes at most δ values; the closed form for k > 0 of T (k) is in the statement of Lemma 9.
Correctness discussion. Assuming that each LA is an instance of a correct LA algorithm (ac-
cording to definition in Section 2.1), we argue that the Generalised LA algorithm obtained by the
transformer described above is a correct algorithm according to definition in Section 7. The liveness
property is satisfied by the liveness of each instance of LA. The local stability and the inclusivity
derive directly from the fact that once a process p outputs deck−1, the next instance of LA will
have as input a value that contains (p, deck−1 ⊕ Ck). Therefore, by inclusivity of LA we have that
the decision of k-LA contains the pair (p, deck−1 ⊕ Ck), and this means that deck−1 ⊕ Ck ≤ deck.
It remains to show the non-triviality:
Lemma 9. Consider the sequence of decisions of a correct process p executing the transformer in
Algorithm 5. This sequence respects the Non-Triviality property for a function g(r) < (T (k) =
δ·n((f+1)k+1−1)
f )
Proof. We have to upper bound the number of different values of E that could be inserted by
byzantines in the decision deck of a correct process. Without loss of generality we suppose that E
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is infinite. We will upper bound the total number T (k) of elements in E that could be in a decision
deck (deck is the k-th elements of the sequence of decisions Deci = 〈dec0, dec1, dec2, . . .〉). Clearly,
this upper bound is an upper bound on g(k). When k = 0 we have that each process is allowed to
propose a (id, Y ) where |Y | = δ, by the Non-Triviality of LA we have |dec0| ≤ nδ. When k > 0
we have the following recurrence relation on T that is T (k) ≤ f · T (k − 1) + T (k − 1) + nδ, where:
the term (n− f)δ accounts for the new δ elements that each correct process may add (the C sets);
the term T (k− 1) account for the fact that each correct process proposes also its previous decision
(that has maximum size T (k− 1)); and finally the term f ·T (k− 1) + fδ accounts for the fact that
each byzantine could propose a set of new elements of size T (k − 1) + δ. Essentially, a Byzantine
could fake its decision deck−1 to be any subset of E of size at most T (k − 1).
Algorithm 5 Transformer - Algorithm for process pi
1: C = ∅ . Batch of values
2: dec = ∅ . Decision
3: upon event propose(pror)
4: C = C ∪ {pror}
5: upon event r = δ · (k + 1) for some k ∈ N
6: Start the instance k of LA over lattice Lk with admissible values Ek = Π× PT (k−1)+δ
7: k-LA-Propose((pi, dec⊕ C))
8: C = ∅
9: upon event decision from the current instance of LA(dec′)
10: X : {y|(x, y) ∈ dec′}
11: dec =
⊕
X
12: Decisionk(dec)
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