Introduction
Rumination about what makes research successful is a strong indication that a researcher will not continue to do successful research. Nonetheless, the invitation to publish a short article in SEN on the occasion of being honoured by receiving SIGSOFT's "Outstanding Research Award" has led me to reflect on what I have done. I have been active in research on software design for more than 35 years; perhaps this is the time to pause and look back. I also want to look forward; I have some concerns about the direction being taken by many researchers in the software community and would like to offer them my (possibly unwelcome) advice.
Research in other areas of engineering
I have the pleasure of working in a Faculty of Engineering and often walk past bulletin boards where the work of Mechanical, Chemical, and Civil Engineering colleagues is posted. As I look at these papers, I notice a pattern. The majority of those papers begin by describing a problem that is frequently encountered in connection with product design or production. They proceed to develop a model of the essential or fundamental parts of the problem, abstracting from facts that they consider irrelevant, and then proceed to analyse that model. Finally they show how the results of their analysis can be applied to solve, or improve the solution of, the original problem. Somewhere in the paper, there is a survey of alternative approaches, including those in the literature and those in use in other industrial environments.
Because of my deep interest in computer science and mathematics, I also get announcements and papers from those fields. The tradition of scholarship in these fields, (and others such as philosophy, history, literature), is quite different from that in engineering. Outside of engineering, scholars often begin with an analysis of the literature in their field, highlighting work that is related to their own. Often, they identify something that is either missing or, in their opinion, wrong in the earlier work. This allows them to explain their own approach to the subject and to then present their new results. Sometimes, but not always, there is a section that discusses the practical implications or applications of their work.
I can reformulate this observation to make my point more explieit. In engineering research, problems are found in current practice, abstraction is used to identify the fundamental issues, and analysis provides insight on those issues. After the abstract models are investigated, the engineering researcher provides some advice on how to solve the original design or production problems. Advice to developers is the goal of the research. In the other fields, many problems are found in the research literature and the goal seems to be to add to that literature. I know many exceptions to these observations, but they are "the exceptions that prove the rule"; they stand out because they are exceptions.
Is SIGSOFT consistent?
I am the second winner of the SIGSOFT award. An obvious approach is to ask what my work has in common with that of the 1997 winner of the prize, Dr. Barry Boehm. At first glance, the answer is "nothing". Barry Boehm addresses questions that strike me as too hard to answer and I don't see him attacking the issues that I personally view as most pressing. Is the fact that we have both won this prize merely a coincidence? If you look more deeply however, our work is similar and that the common properties are the secret of Success.
Dr. Boehm and I have both followed the engineering pattern. Both of us had extensive contact with industrial practice and both set out to solve what we perceived to be the most serious problems encountered by practitioners. The fact that we picked diferent problems is not important for this discussion. It may be the result of the kind of industry or simply where we were within the company. The essential point is that our research was stimulated by what we saw in industrial practice. 4 Which paradigm is followed in Software Engineering research?
The reason that I have chosen to write on this difficult topic is that when I examine the literature in "Software Engineering", I see papers that follow the paradigm of fields other than engineering. Further, I observe referees judging papers by the standards of non-engineering fields. Finally, I observe that most software developers, ignore the bulk of our research. Whereas practising engineers find things of value in research publications, most software developers do not.
I have angered colleagues with this observation before, but it seems to me that much of the~research published in our conferences and journals is ignored by software developers because it does not address issues that concern developers or offer solutions that they can use. When most software developers read, they don't look at research literature, but at "slick" magazines offering superficial descriptions of easy answers. Engineering in general, and software engineering in particular, is always difficult. Market pressures force us to try to do better than those who worked before us. Easy answers are usually not answers at all; easy answers are diversions. I do not see solid useful advice in the most popular software magazines. However, I cannot advise the readers of those magazines to turn to the research journals. The authors who write in those journals have some other audience in mind.
5 An ancient "case study"
My first piece of successful research was the result of an invitation to leave academia for a while and work with software developers at Philips Computer Industry in Apeldoorn, Netherlands. I went there thinking that I had the answer to software development problems. Fortunately for me, the people who shared my vision, and had invited me to Apeldoorn, had been reassigned to another location. I found myself in a room full of people who were neither missionaries nor researchers; they were developing software. As I watched their work, and tried to understand their discussions, I realised that my vision (which I later discovered was shared by several other researchers) was completely wrong. I was assuming things to be easy that were in fact impossible. The developers' major problems were problems that I had never considered, problems that none of my professors or colleagues thought worthy of discussion.
It was sitting at a lunch table, listening to a frustrated discussion about changing interfaces, that led me to start questioning the way that people throughout the industry were dividing software into work assignments, which they called modules. In the middle of a sandwich, I predicted that there would be severe problems because one of my colleagues was describing an interface by drawing a picture of a control block on a paper napkin; I told them not to discuss the data structure because it was very likely to change. They told management that I was trying to obstruct progress. Two holes were punched in the napkin and it was inserted in a binder with other design documentation.
When it was time to integrate the software components that were discussed during that lunch, it turned out that (1) they were incompatible, and (2) they were very hard to change. Several important deadlines were missed because the picture on the napkin was no longer valid, but many people had based their program design on that interface description.
I had been among these intelligent, hard-working people long enough to understand their need for interface descriptions that were complete and precise. However, having the perspective that sometimes comes from being only a visitor, I saw something more. I realised that they should be using interfaces that were simpler, and less likely to change, than the data structures that were used to pass data from one program to another. I began to realise that only a different decomposition would allow stable interfaces. It was from this experience that the principle now known as "information hiding" evolved.
When I returned to my university position, I began informal (not controlled) experimentation to see if my idea could work in practice. Four widely cited papers [5, 6, 7, 8] were the immediate result; the term "information hiding" which I coined to try to explain how my structure was derived, has since appeared in many software engineering textbooks.
6 Lessons learned I see two important points in this anecdote. First, I would never have realised the nature of the problem, unless I had been working on that project, reviewing development documents, and sitting at that lunch table. Second, I chose not to respond to the immediate needs of the developers. They thought that their problem was simply that they did not know how to document the interfaces; their pictures described the format, but not the meaning of the data. Moreover, drawing those pictures took lots of time. They never questioned the need to draw and distribute the pictures; they never questioned organ~sing the software so that the pictures had to be used to communicate between programmers. Everyone did it that way! I have known researchers who, in similar situations, wrote programs that would draw pretty pictures of control blocks. Such a tool would have provided symptomatic relief, would have been welcomed by the developers; it would have been publishable research. However, the pictures did not describe the semantics of the control blocks, and they did not reduce either the impact of interface changes or make interface changes less likely. Further, if they wanted such a tool, the developers could have built it; there was nothing that required research training or the time to think enjoyed by most researchers.
I believe that the role of the successful engineering researcher is to understand developers' problems, but to use the luxury of not having to meet short-term deadlines, to look for the underlying causes and fundamental cures rather than immediate, symptomatic, relief. Developers, who must meet pressing market driven deadlines, do not have the time to look for long-term solutions. That is the researcher's job.
Some historical perspective
Younger researchers, who have heard about information hiding or abstraction since they were first introduced to programm~ng, may not appreciate how novel the ideas were at the time. When I discussed the problem of software decomposition with my academic colleagues, they were not at all interested. One, whose work has had incredible impact over the years, told my department head that there was no substance in the problem of modularisation and suggested that I be fired. Another, a very senior person in Artificial Intelligence, claimed that the problem of software development was easy, would soon be solved, and was not worthy of academic research.
In his classic, still popular, and still important, book, "The Mythical Man Month "l , Fred Brooks referred to my proposal as "a recipe for disaster".
When I first submitted [7] (with the title, "A New Criteria For Dividing Systems Into Modules"), it was rejected with a one line review that said, "Obviously Parnas doesn't know what he's talking about because nobody does it that way." I got the paper accepted without substantive change by pointing out that since my paper c]almed that the method was new, it should not be rejected because nobody did it. ApproYimately ten years later, a textbook mentioned the same paper and said, "but Parnas only wrote down what all good programmers were doing anyway". If I believe both of these observers, I can conclude that the set of good programmers was empty.
In fact, neither observation was true. I found my idea by corn-1 The 20th anniversary edition of the book, now recognlses this zemaxk is incorrect.
paring the few systems that did not have interface problems, with many that did. I rejected empty phrases, like "beautiful", '~clean", and "elegant", which had been used to describe the better systems, and looked for a criteria that explained to engineers (who are widely believed to have no appreciation of beauty) what had to be done. In those days, the idea of hiding information was considered subversive. The company that I worked with thought that the solution to software problems lay in standaxdising documentation in order to make all design information accessible to everyone. My insight was obtained by a very unacademic type of research -reading a lot of code and reflecting on what was happening. Today, the idea seems so obvious that I am uncomfortable talking about it, but if I read more code, I see that it is still worth teaching. Even in programs that use the latest languages and are described as "object oriented", I find a failure to use abstractions or hide information.
Open problems for researchers
My 1972 papers left lots of questions open for other researchers, but very few people followed them up. Simple minded approaches to information hiding, and simple-minded implementations of information-hiding modules, lead to very inefficient programs and made the ideas, though logical, seem impractical. Research was needed on how to design interfaces, how to implement intermodule communication, etc. I had raised the problem of decomposition into modules, but there was, and is, a need for work on composing systems from separately developed "information hiding" modules. Implementation methods that work well for modules that do not abstract from information, do not usually work well with information hiding modules.
Research was also needed on how to apply the idea to systems with many independently changeable design decisions. My case study had only 5. Many methods work well when there are 5 components but not when there axe 50 or 500. Although the idea of information hiding was quickly accepted by researchers, it was not being applied by the majority of software developers. If it had been widely applied, we would not have the "year 2000" problem today. In other words, all that researchers had to do was study why information hiding was not being used and they would have found lots of interesting and challenging problems worth investigating. In fact, most academic and industry researchers simply assumed that the issue was solved and returned to other issues (e.g. developing more new languages).
Who is studying inspection methods?
Anyone who takes a close look would reallse that software inspection is a major problem in many development environments. The industry badly needs methods that will help inspectors to proceed systematically, carefully considering all cases in a way that provides confidence that nothing has been overlooked. There have been influential publications on inspection beginning with [2] , followed up by [3] and, more recently, a book [4] . However, note that this work does not come from academic researchers but from practitioner/consultants.
More important, these pragmatic publications focus on the management/organisational aspects of inspections, and take no advantage at all of the vast body of research literature on mathematical methods of verification. I first became aware of the difficulty in inspecting documents and code when attempting to apply design methods to an avionics system and we offered some useful advice in [10] . However, I became more aware of the importance of this problem, and the continuing dearth of research literature about it, when asked to work on inspecting a safety-critical system [13] . Driven by an immediate need, we developed an improved method (described in [12] ), but there is still a tremendous need for improved methods and for tools and I see very little academic interest in this problem. I have seen a few other papers on the topic but noted little substance beyond that in those cited. Mathematically supported inspection should be far easier than automated verification, and of immediate value, but it has not attracted the attention of mathematically oriented researchers.
10 Who is taking a serious look at documentation?
My current area of study is another example of a sadly neglected topic. About a decade ago, a series of informal conversations with software developers led me to realise just how much time and money is lost because of the poor quality of software maintenance documentation. Ask your favourite software developer why a mistake was made and you are very likely to be told that the documentation was uncleax, incomplete, inconsistent, or inaccurate. Programs are very precise and sensitive to minor changes. Complete documents must include a lot of detail and cover many different cases. Even program descriptions that describe what programs do, not how they do it, will be bulky and must be organised in such a way that (a) the information that you need is easy to find and (b) gaps and inaccuracies can be detected. Finding ways to write precise program documentation that is organised for information retrieval is a tremendously fertile field with many concrete problems for software engineering researchers who want their work to have impact on software developers. That field is not being ploughed by verymany. In fact, the problem is not even accepted as "real research" by the people who axe best qualified to solve it.
My engineering education has shown me how mathematics plays an essential role in the documentation of engineering products. My associates and I have carefully studied much of the "formal methods" literature and concluded that what those papers offer is not a solution to the software documentation problem. The examples that I have studied obviously represent a great deal of careful, often creative, thought. The specifications were certRinly difficult to write, but they will be even harder to read. In most approaches, the reader is expected to derive the behaviour from a subtle set of axioms that may interact in surprising ways. In engineering mathematics, the documentation of behaviour is described by formulae, which the reader can evaluate simply by plugging in the values for the case that interests them. The "engineering approach" and the "formal methods" approach are equally mathematical, but they require a very different kind of rea-soning when you use the mathematics to find out what a program will do.
Because we have used mathematical notation, and many researchers appear not to have thought about the practical aspects of program documentation, I have found reviewers judging our work as if it were work on denotational semantics. They are always disappointed because they find no new mathematics. In fact, we are pleased to have been able to apply the simplest of mathematical models. The fact that we have new things to say on how to represent and organise mathematical information is not important to many reseatchers because they have never watched a software developer try to answer specific questions about the code. More important, the broad field ofsoftwate documentation includes many small and solvable research problems that are not being pursued by those who have the necessary mathematical background. In the meantime, the popular literature continues to suggest that software developers can be "engineers" without knowing or using mathematics. My colleagues and I have published on this topic [11, 14] but those papers represent early work and there are many research problems that must be solved before the methods become suitable for everyday use. • Try to apply your ideas to programs that were written for some other purpose, not to programs that you made up to illustrate your ideas.
• Don't attack the symptoms, but keep looking for the causes. The developers can, and will, attack the symptoms at least as well as we can.
• Keep asking why people aren't using our ideas and don't take "stupidity" or "ignorance" as an answer. You cannot eliminate stupidity and you can do little to correct ignorance, but if there is a weakness in existing research results, you have found a solid research problem.
• 
