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The present manuscript describes the process followed to carry out the last part of a displacement 
sensor implementation. The mentioned sensor is based on the self-mixing (SM) interferometric laser 
effect that is capable of providing correct target measurements in real-time even when it is subject 
to extraneous parasitic movements. 
Self-mixing interferometry is a measurement technique, in which a laser beam is reflected from an 
object, back into the laser. The reflected light interferes with the light generated inside the laser, and 
this causes changes in the optical and electrical properties of the laser. Information about the target 
object and the laser itself can be obtained by analyzing these changes. It is necessary to say that SM 
displacement sensors have traditionally needed a stationary support (such as an optical table and/or 
anti-vibration material) to guarantee an accurate target measurement as any parasitic/extraneous 
movement of the SM sensing laser system can corrupt the real target displacement measurement. 
So, keeping in mind such a limitation that can potentially limit the use of such optical sensors, a Solid-
State Accelerometer (SSA) coupled Self-Mixing (SSA-SM) sensing system has been recently proposed 
that measures real target displacement even if the laser sensor is itself subject to a displacement. 
This system uses the SSA accelerometer to determine the movement that the sensor is subjected to. 
Then, the subtraction of this movement to total movement measured by the self-mixing 
intermerometry allows knowing the real motion of the target, but to perform this subtraction the 
two signals should be in phase. 
A first prototype allying the signal obtained from the accelerometer and the signal obtained from the 
self-mixing interferometry has been created, and verifications have been done using a filter 
implemented in MATLAB which allows to perform the calibration on the two real signals and 
calculates the corrected displacement. 
The main objective is then to implement this idea and to validate in a practical way the operating 
principle of the sensor that had been validated using MATLAB. To do this, the signals have been 
processed in the digital domain, as it is much more practical to use digital filters to correct signals. A 
dsPIC has been used to perform this task.  
The report begins by introducing the physical operating principle of the sensor, based on the SM 
interferometry, the interest of its study and developments for this application. Then it describes the 
proposed method, its scope and the starting point of this study. The employed components such as 
the dsPIC33FJ128GP802, the development tools used for programming and the computer interface 
are mentioned and their main characteristics are explained. 
First, the correction and subtraction of the two signals has been implemented in the dsPIC, which 
takes care of band-pass filtering and phase and gain corrections needed to do that. The methodology 
used was to create a program step by step, starting with a simple program that only received and 
sent a signal (through analogical to digital converters and vice versa) , after introducing a filter and 
finally, a program that received ,filtered and sent two signals. At that point, real samples have been 
used in order to calculate the phase and gain mismatches and create a filter to compensate them. 
Once the filter is done, the subtraction code has been implemented and good results have been 
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obtained for different cases although the accelerometer signals were still conditioned by analog 
elements. 
This has led to completely digitalize the sensor part responsible for obtaining the displacement signal 
from the accelerometer. Initially, a double analog integration was used to obtain a displacement 
from the acceleration signal. To digitalize this operation, the filter characteristic of an integrator has 
been programmed in the dsPIC twice, in serial mode. Finally, the integration and filtering parts have 
been added in a single dsPIC, providing much better results than before. An accuracy of 100nm has 
been achieved, achieving the removal of 97,18% of the parasitic signal over the frequency range of 
interest.  
A paper has been drafted and accepted, and a place at a conference called IEEE Sensors Conference, 
on the 28-31st of October 2012 in Taiwan, has been granted to present this project. 
In addition, an optimization of two aspects of the sensor has been done. In the first one, the accuracy 
of the filter has been increased due to the higher number of coefficients that has been achieved 
(from 1500 to 1790), through the use of a special feature of dsPIC : the use of a part of the program 
memory, called PSV (program space visibility), as a data memory. In the second one, the expansion of 
the range of frequencies where the SM interferometric signal is able to be unrolled has also been 
increased.  The first proposed SSA-SM sensing system uses Consecutive-Samples based Unwrapping 
(CSU) to process the SM interferometric signal accomplished in a microcontroller, who limits this 
range to 2 kHz because of his performances and programmed code. Therefore, using the same 
method, a program that is able to detect the number of fringes of a self-mixing signal has been 
developed, so that SM displacement signals up to 34 kHz could be reconstructed. 
In conclusion, the operating principle has been validated. This results in a displacement/vibration 
sensing system that can be used for embedded applications as there is no more need of keeping the 
sensor stationary. Such an approach opens the way for the use of such laser sensors in conditions 
where the use of anti-vibration support is not available or possible. The proposed data fusion 
between the acceleration signal and the SM interferometric signal results in a robust sensing system. 
Hence, a compact, real-time, precise and self-aligned SSA-SM sensor has been designed that has a 
displacement measurement precision of approximately 100nm with a parasitic movement 
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ADC, A/D: Analog-to-Digital Converter 
C 
CLK: Clock 
CSU: Consecutive-Samples based Unwrapping 
D 
DAC, D/A: Digital-to-analog Converter  
DMA: Direct Memory Access 
DSP: Digital Signal Processor 
F 
FFT: Fast Fourier Transform 
FIR: Finite Impulse Response 
FRC: Fast RC internal oscillator 
G 
GBF: Générateur de Basses Fréquences  
I 
IIR: Infinite Impulse Response 
M 
MEMS: Micro-electro-mechanical system 
MIPS: Mega Instructions Per Second 
P 
PLL: Phase-Locked Loop  
PSV: Program Space Visibility 
S 
SM: Self-Mixing 
SPI: Serial Peripheral Interface 
SSA: Solid-State Accelerometer 
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L’interférométrie laser "self-mixing" (SM) ou "optical feedback" est une technique de mesure dans 
laquelle un rayon laser reflété par une cible revient dans le laser émetteur, en causant des 
interférences avec le rayon émis.  Cet effet cause des variations des propriétés optiques et 
électriques du laser. Il est possible d’obtenir de l’information relative à l’objet sur lequel le rayon 
s’est reflété en analysant ces variations. Cette technique a été étudiée depuis ces dernières 
décennies pour des applications de détection de distance, vitesse, vibration et déplacement. 
L’effet de self-mixing dans un laser se produit lorsqu’une partie du rayon rétrodiffusé par une cible 
interfère avec le rayon émis, en modifiant les propriétés spectrales du laser. Les variations de la 
puissance optique de sortie du laser P(t) causé par cette rétroaction optique peuvent être écrites 
comme : 
                                                                                   
où P0 est la puissance optique émise sous conditions de libre fonctionnement, m est l’index de 
modulation et xF(t) est la phase de sortie du laser en présence de rétroaction, donné par : 
        
    
       
                                                                        
où D(t) est le déplacement de la cible. La longueur d’onde émise avec rétroaction λF(t) est donnée 
par l’équation de phase : 
                                                                                  
Où α est le facteur d’amélioration de la largeur de ligne et x0(t) la phase de la sortie du laser en 
absence de rétroaction, obtenue en remplaçant λF(t) par λ dans l’équation (2), où λ est la longueur 
d’onde émise sans rétroaction. C est le facteur de couplage de rétroaction qui détermine le régime 




                                                                                    
où τL et τD sont les temps d’aller-retour dans les cavités internes et externes respectivement, γ est 
l’efficacité du couplage et kext dépend linéairement de la réflectivité de la surface de la cible.   
L’interférométrie SM est un moyen attractif de mesure dans le sens qu’il permet d’utiliser une simple 
diode laser (contenant la photodiode intégré) comme un micro-interféromètre, un laser ou un 
détecteur, le tout résultant en un capteur compact, miniaturisé, pas cher et auto-aligné capable de 
réaliser des mesures nanométriques. Par contre, il faut dire que les capteurs basés sur ce 
phénomène doivent avoir un support stationnaire (par exemple une table optique ou un support 
antivibratoire) afin de garantir une mesure précise de la cible si un mouvement parasite perturbe la 
mesure du laser. Ce fait a limité l’utilisation des capteurs de SM pour des applications embarqués 
ainsi qu’industriels où l’environnement hostile peut introduire des mouvements parasites. 
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Ainsi, en tenant compte d’une telle limitation, un système (SSA-SM) qui a couplé un accéléromètre 
(Solid-State Accelerometer, SSA) au laser SM a été proposé(1) afin de mesurer le vrai déplacement de 
la cible en temps réel même si le capteur laser est exposé à un déplacement. Le schéma du système 
proposé est présenté dans la figure 1.  
 
Figure 1.Schéma du système de déplacement SSA-SM proposé. 
L’accéléromètre (Solid-State Micro-electro-mechanical system (MEMS)) mesure l’accélération de la 
diode laser (acc(t)). La soustraction du déplacement calculé à partir de l’accéléromètre au 
déplacement global (corrompu) obtenu à partir de la diode laser (P(t)) donne le vrai déplacement de 
la cible. 
Le système présenté est basé sur une diode laser de chez Sanyo (DL7140) qui émet à λ=785nm avec 
une puissance de sortie de 60mW.  L’accéléromètre (LIS344ALH) chez ST a une résolution typique de 
bruit de 50µg/√Hz. Les résultats obtenus à partir de ce prototype en temps réel sont comparés avec 
un PZT (Piezo-electric Transducer) chez Physik Instrumente (P753.2CD) équipé avec un capteur 
capacitif de rétroaction (capacitive feedback sensor(CFS)) de 2nm de résolution. Le CFS est utilisé 
comme référence du mouvement de la cible.  
La méthode consiste à récupérer le déplacement du laser (Dparasite(t)) en intégrant deux fois le signal 
donné par l’accéléromètre (acc(t)) grâce à l’algorithme "somme de Riemann" implémenté dans un 
circuit analogique, et le déplacement corrompu (Dcorrompu(t)), à cause des mouvements du laser et de 
la cible, à partir de la puissance de sortie de la diode laser (P(t)) grâce à la méthode CSU (Consecutive 
Samples based Unwrapping) implémenté dans un microcontrôleur (AduC7020, Analog Devices). 
Après, afin de soustraire le déplacement du laser (Dparasite(t)) à celui qui provient de l’effet self-mixing 
(Dcorrompu(t)), les erreurs de phase et gain doivent être corrigées.   
Pour corriger la phase et le gain, un filtre a été calculé à partir des mesures réalisées dans le rang de 
fréquences souhaitées (40-500Hz). Pendant la calibration, la diode laser vibre et la cible reste 
immobile. Afin de valider le principe de fonctionnement, avec des signaux mesurés et le filtre calculé, 
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Lors d’une précédente étude (antérieure à mon stage), un premier prototype alliant le signal de 
déplacement obtenu à partir d’un signal de self-mixing et le signal d’un accéléromètre a été conçu. 
Mis à part la partie reconstruction du signal de self-mixing, les signaux sont traités dans le domaine 
analogique. 
Ici, les buts sont d’implémenter un filtre numérique qui corrige la phase et le gain et de faire la 
soustraction afin de mettre en pratique ce qui avait été vérifié de façon théorique. 
Avec cette intention, l’objectif est de numériser les signaux bruts issus du SM et de l’accéléromètre 
et ainsi améliorer les performances du capteur parce qu’un system numérique est plus compact, 
moins sensible au bruit qu’un circuit analogique, mais aussi et surtout parce qu’il est plus aisé de 
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Afin de réaliser cette tâche un dsPIC a été choisi pour traiter les signaux. Le dsPIC est une fusion 
entre un DSP (Digital Signal Processing) et un PIC (Peripheral Interface Controller), qui incorpore le 
processeur d’un DSP pour avoir des hautes performances de calcul avec une gamme complète 
d'interfaces pour plusieurs buses, comme par exemple le bus CAN, l’I2C, le SPI, le PMP etc., et 
plusieurs périphériques, comme par exemple des convertisseurs analogique-numérique et 
numérique-analogique, des comparateurs analogiques…  
Le modèle choisi a été le dsPIC33FJ128GP802(2), de chez Microchip Thecnology Inc., dont 33 indique 
l’architecture (16 bits digital signal controller), FJ128 signifie Flash program memory (128Kb de 
mémoire de programme), GP8, General Purpose family et 02 est le Pin Count, 28 pins. La figure 2 
montre leur package : 
 
Figure 2. Diagramme des pins. 
Ce modèle a été choisi par les performances élevées de ses périphériques, notamment dans celles 
des convertisseurs analogique-numérique (ADC) et numérique-analogique (DAC), puisque ce sont ces 
périphériques qui vont déterminer la précision de cette partie du capteur, mais aussi par les 
performances élevées de son CPU, sa vitesse de travaille (40MIPS), paramètre très important quand 
on travaille en temps réel, et son architecture de mémoire Harvard, qui contient la mémoire de 
programme (128Kb) et la mémoire de données (RAM, 16Kb) séparées.     
L’ADC est capable d’échantillonner à 1,1Msps avec une résolution de 10bits ou à 500Ksps avec une 
résolution de 12bits, et il est aussi capable d’échantillonner jusqu’à 4 voies au même moment 
(avec 10bits). Ce modèle n’incorpore qu’un convertisseur analogique-numérique, alors, s’il faut 
échantillonner plus d’une voie au même instant, la conversion en numérique se réalise 
séquentiellement, bien qu’elles soient échantillonnées à la fois.  
Le DAC contient deux voies de sortie, le Right Channel et le Left Channel, il s’agit d’un DAC pensé aux 
applications d’audio, chacune avec une résolution de 16bits et qui sont capables de fonctionner à 
une vitesse maximale de 100Ksps. En plus, il incorpore un filtre interpolateur qui sort des valeurs 
parmi les échantillons convertis. 
Comme outils intéressants peuvent être mentionnés le DMA, les plusieurs Timers, le contrôleur 
d’interruptions, le grand nombre de I/O pins programmables, la flexibilité des options du clock, le 
DCI, les comparateurs analogiques et les nombreuses modules de communication : SPI (Serial 
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Peripheral Interface), I2C (Inter-Integrated Circuit), UART (Universal Asynchronous Receiver-
Transmitter) , ECAN (Enhanced Controller Area Network), PMP (Parallel Master Port) et CRC (Cyclic 
Redundancy Check). 
Le DMA (Direct Memory Access) est un bus spécial qui s’occupe de transférer des données entre les 
périphériques et la mémoire RAM sans utiliser la CPU, ce qui suppose un avantage pour travailler en 
temps réel. Ce dsPIC peut utiliser jusqu’à 8 canaux de DMA.     
Le DCI (Data Converter Interface) s’occupe de transformer les donnés reçues des (ou envoyés aux) 
périphériques dans différents formats : données avec ou sans signe, type enter ou fractionnel… 
Pour programmer le dsPIC il faut utiliser un programmateur, dans ce cas le 
programmateur/débuguer utilisé est le MPLAB ICD 3 (figure 3), qui permet connecter le 16-bit 28-pin 
Starter Board (figure4) où se trouve placé le dsPIC à l’ordinateur. Tous les deux sont de chez 
Microchip Thecnology Inc.  
 
 
Figure 3. MPLAB ICD 3 
 
Figure 4. 16-bit 28-pin Starter Board 
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L’interface utilisée pour développer les programmes et qui fait le lien entre l’ordinateur et le 
programmateur a été le MPLAB Integrated Development Environment (IDE) 8.40. Le code doit être 
écrit en langage C et à travers le compilateur MPLAB C30 v. 3.31, il est "traduit au langage machine".  
Ces programmes permettent, avec un programmateur/débuguer, non seulement de programmer 
mais encore de débuguer, c’est-à-dire, exécuter pas à pas le programme, ce qui est vraiment utile 
pour trouver les erreurs.  
Ce compilateur a des fonctions particulières comme par exemple __attributte__, qui permet de 
spécifier attributs spéciaux à variables et à fonctions, __builtin_X, qui permet de modifier des 
paramètres en écrivant en langage C lorsque ces paramètres ne pourraient être écris que en 
assembleur (par exemple imposer le Start du clock), et tants d’autres(3).  
Le MATLAB 2010b a été utilisé pour calculer les coefficients des filtres souhaités, dont les codes ont 
été fournis par monsieur Usman Zabit, co-auteur du projet.   
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6. Filtrage et soustraction 
 
Dans cette première partie l’implémentation de la soustraction a été conçue. La figure 5 montre un 
schéma du système. Il s’agit de recevoir les deux signaux (Dcorrompu(t) et Dparasite(t)), leur corriger la 
phase et le gain en les filtrant et puis calculer la soustraction pour avoir le vrai déplacement de la 
cible. 
 
Figure 5. Schéma de départ. Dcorrompu(t) : signal de self-mixing récupéré, Dparasite(t) : 
 déplacement obtenu à partir de l’accéléromètre, Dcorrigé : déplacement calculé. 
  
Tout au début, il a fallu se familiariser avec les logiciels et les appareils mentionnés. Dans ce but, le 
premier pas a été de programmer dans le dsPIC une simple boucle ADC-DAC qui permet de travailler 
en temps réel, c’est-à-dire, le dsPIC reçoit un signal analogique, le transforme en numérique grâce au 
convertisseur ADC interne puis il le reconvertit en analogique encore grâce au DAC et l’envoie via la 
sortie analogique. Ce code a été la base pour les programmes suivants réalisés (figure 6). 
 
Figure 6. Evolution. (a) Boucle ADC-DAC, (b) Filtrage, (c) 2-voies, (d) Soustraction 
 
6.1. Boucle ADC-DAC  
 
Pour concevoir le programme, il a fallu configurer les périphériques et outils nécessaires : le CLK qui 
va gérer le dsPIC, le convertisseur ADC, le Timer3 pour contrôler l’ADC, le DMA et le DAC.   
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Le CLK interne (FRC) avec PLL a été choisi comme base de temps, en le configurant de telle sorte que 
l’on puisse travailler à la vitesse maximale, 40MIPS, puisqu’en temps réel il faut limiter au maximum 
les retards.  Le FRC a une valeur de 7,37MHz. La fréquence d’oscillation peut être définie comme : 
          
 
     
 
D’où M, N1 et N2 sont des paramètres qu’il faut définir afin d’utiliser le PLL et donc la vitesse 
maximale. On a choisi M = 43, N1 = 2, N2 = 2, en obtenant ainsi une fréquence d’oscillation : 
              
  
  
   
          
Et une fréquence de cycle(FCY):  
    
    
 
        
Le convertisseur ADC a été configuré pour échantillonner la quatrième chaîne analogique (AN4 : 
Analog Input 4 (Input Voltage)) à 10,316 KHz et les donnés converties sont assemblés dans un buffer 
de 256 échantillons.  
Le Timer3, qui a une fonction spéciale car il peut initier la conversion analogique-numérique, il a été 
réglé pour sauter toutes les 96,9 µs (fréquence d’échantillonnage 10,316KHz). Donc, quand il saute, 
le module ADC s’arrête d’échantillonner et on commence la conversion A/D, qui va prendre  
                . 
Où : 
12  Conversion de 10 bits + 1 bit de départ + 1 bit de fin de conversion. 
Le TAD doit être au moins 76 ns
(4). On a choisi une valeur standard de 100 ns. 
                   
 
      
         , avec ADCS(5) = 3.  
Lorsque la conversion est terminée, le module commence l’échantillonnage à nouveau. Cependant, 
depuis le Timer3 continue de fonctionner, et après de (96.9 µs – 1.2 µs) = 95.7 µs, le Timer3 expirera 
à nouveau et va déclencher la prochaine conversion.  
Le DMA a été configuré pour fonctionner en mode ping-pong dont le principe est le suivant : comme 
l’on travaille avec deux buffers, pendant que le convertisseur A/D rempli un buffer, le convertisseur 
D/A vide l’autre buffer. Une fois que le buffer est plein, c’est-à-dire, quand le DMA a lu 256 bits, 
l’autre buffer doit bien sûr être vidé, une interruption DMA est générée et les buffers sont changés. 
De cette manière on peut recevoir et envoyer les donnés sans arrêt.  
Finalement, le convertisseur numérique-analogique a été programmé. Le DAC doit fonctionner à une 
vitesse égale à 256 fois la vitesse de l’ADC. Le CLK qui gère le module ADC s’appelle FVCO. Il s’agit de la 
sortie du diviseur pre-PLL(N1) avant du diviseur post-PLL(N2).  
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Cette valeur FVCO est un multiple entier (256*10,316KHz*60 = 158,5MHz) du CLK désiré pour le DAC. 
Alors, en définissant le registre DACFDIV à la valeur 60 le CLK souhaité a été obtenu. 
On peut trouver le code du programme dans les annexes (Annexe A). 
Tout de suite, les résultats obtenus à l’oscilloscope en réponse à une entrée sinusoïdale, créée pour 
un GBF, sont montrés. Les valeurs caractéristiques de la sinusoïde sont les suivantes : 







Figure 7. Résultats obtenus dans la boucle ADC-DAC 
 
La couleur jaune correspond au signal d’entrée et la bleu à la sortie. On peut voir que le dsPIC 
reconvertit bien le signal si on regarde au-dessous des images les fréquences mesurées, qui  
coïncident dans tous les cas, bien que les signaux soient un peu déphasés.  
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6.2. Boucle ADC-DAC + filtre 
 
À partir du programme précédent un filtre a été implémenté avec le but de corriger toute différence 
de phase et de gain des signaux à traiter. Il a fallu d’abord concevoir un filtre simple afin de vérifier 
que le dsPIC faisait bien son travail. 
L’option choisie a été un filtre FIR car ce type de filtre a une réponse plus stable par rapport aux 
filtres IIR, bien qu’il y ait besoin de plus de coefficients pour réaliser un filtre du même ordre. 
D’abord, un filtre FIR quelconque dont les coefficients ont étés trouvés chez Microchip(6) a été mis en 
place, juste pour valider l’utilisation des librairies où les fonctions des filtres FIR déjà écrites (Annexe 
B) peuvent être trouvées. En premier lieu les données ont été traitées par paquets de 256 
échantillons, c’est-à-dire, tous les échantillons qui sortent des buffers du DMA étaient filtrés du coup.    
Puis le code a été testé avec cinq cas différents afin de vérifier que le programme faisait ce qui était 
prévu. Dans les cinq cas, il s’agissait d’un filtre de cinq coefficients dont les valeurs étaient toutes à 
zéro sauf la troisième, qui prends des valeurs au choix : 0 (la sortie doit être nulle), 1 (pour laisser 
passer tout le signal sans l’atténuer),   -1 (inverser le signal), 0,5 (l’amplitude de la sortie doit être la 
moitié que l’entrée) et -0,5 (inverser et atténuer).    
Les coefficients doivent être exprimés dans le format Q15 : 15 bits de magnitude et 1 de signe. Ce 
format est du type fractional dont les valeurs vont de -1,0 à +0,999969…Pour cela il suffit d’associer 
au bit 0 le poids 2-15, le bit 14 ayant le poids 2-1 et enfin le bit 15 est le bit de signe.  
Limites :  
-1 (1000 0000 0000 0000b = 0x8000) à +0,999969…(0111 1111 1111 1111b = 0x7FFF) 
Pour réaliser la conversion il faut multiplier le coefficient par 215 puis le convertir au format 
hexadécimal. S’il s’agit d’un numéro négatif, il est nécessaire de convertir en premier lieu sa valeur 
absolue en hexadécimal et ensuite d’en faire le complément à deux. Par exemple, le procédé pour le 
coefficient -0,5 serait : 
                                       
                                                                     
                                  
Alors, pour les filtres mentionnés, on aura les coefficients suivants exprimés dans le format Q15 : 
[0 0 0 0 0] = [0x0000 0x0000 0x0000 0x0000 0x0000 0x0000] 
[0 0 1 0 0] = [0x0000 0x0000 0x7FFF 0x0000 0x0000 0x0000] 
[0 0 -1 0 0] = [0x0000 0x0000 0x8000 0x0000 0x0000 0x0000] 
[0 0 0,5 0 0] = [0x0000 0x0000 0x4000 0x0000 0x0000 0x0000] 
[0 0 -0,5 0 0] = [0x0000 0x0000 0xC000 0x0000 0x0000 0x0000] 
Tableau 1. Coefficients pour les filtres d’essaie exprimés dans le format Q15 
En raison de l’impossibilité de représenter le nombre 1, le plus grand nombre représentable, 
0,999969, a été utilisé. Cela cause, donc, une petite atténuation presque imperceptible.  
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Le code ajouté au programme précédent dans le premier cas peut être trouvé joint aux annexes 
(Annexe B). Dans les autres cas il ne faut que changer le troisième coefficient décrit ci-dessus dans le 
fichier FIR.h.  
Les résultats obtenus sont les suivantes : 
 
 VMOYEN VC-C  VMOYEN VC-C 
FILTRE 1   FILTRE -1   
sans signal 1,43V - sans signal 2,39V - 
sinus (1,6-0V) 1,88V 1,06V sinus (1,6-0V) 1,86V 1,06V 
carré (1,6-0) 1,92V 1,08V carré (1,6-0) 1,92V 1,08V 
FILTRE 0,5   FILTRE -0,5   
sans signal 1,59V - sans signal 2,09V - 
sinus (1,6-0V) 1,83V 580mV sinus (1,6-0V) 1,82V 580mV 
carré (1,6-0) 1,84V 660mV carré (1,6-0) 1,84V 660mV 
FILTRE 0      
sans signal 1,79V -    
sinus (1,6-0V) 1,79V -    
carré (1,6-0) 1,79V -    
Tableau 2. Résultats obtenus des filtres d’essaie  
 
On peut observer ce que l’on attendait. Pour les filtres 1 et -1 la sortie vaut la même valeur bien que 
pour le cas -1 elle soit inversée. Pareil pour les cas 0,5 et -0,5, où l’on peut voir que la valeur crête-
crête (VC-C) est atténuée par rapport au premier cas. Et finalement pour le filtre 0 la sortie est nulle 
dans tous les cas.  
Il faut dire que la sortie donnée par le convertisseur DAC n’est pas directement la valeur mise à 
l’entré, mais une valeur proportionnel à celle-ci(7).  
Une fois constaté que le filtre fonctionnait correctement, une dernière vérification, qui consiste à 
faire un filtre passe-bas avec plus de coefficients afin de voir si le retard introduit par le filtre affecte 
la réponse du système, a été faite. Ce retard dépend directement du nombre de coefficients que le 
filtre possède selon l’expression suivante (8) : 
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Un filtre a été créé avec les spécifications suivantes: 
Fréquence de la bande de passe : 500Hz 
Fréquence de la bande de stop : 1000Hz 
Atténuation de la bande de passe : 0,5 dB 
Atténuation de la bande de stop : 40 dB 
Fréquence d’échantillonnage : 10316Hz   
Nombre de coefficients : 37 
Les coefficients de ce filtre ont été calculés grâce à le MATLAB R2010a à travers de la fonction fir1, et 
ils ont été convertis au format Q15 avec la fonction dec2q15.  
En observant la sortie obtenue on a pu constater que le retard introduit par le filtre était trop grand 
et que le dsPIC n’était pas capable de reconstruire le signal correctement. Donc, on a opté pour 
traiter les données échantillon par échantillon.  Il a alors fallu modifier un peu le code. Dans un 
premier temps les données étaient filtrées en paquets de 256 et après converties en numérique 
selon la structure montrée dans l’annexe B (Main.c). À partir de ce moment-là les données ont été 
traitées une par une puisque le retard dépend du nombre d’échantillons filtrés à la fois. La structure 
implémentée est la suivante: on prend un échantillon, on le filtre et l’envoie au convertisseur DAC. 
Cette structure peut être trouvée jointe aux annexes (Annexe B). Avec cette modification on a pu 
bien reconvertir le signal.  
Ensuite les graphiques obtenus avant et après la modification du filtrage échantillon par échantillon 
sont montrées, ainsi que le diagramme de Bode du filtre. 
- Filtrage par paquets de 256 échantillons : 
400Hz 
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Figure 9. Filtrage échantillon par échantillon, filtre passe-bas 
 
Figure 10. Filtre passe-bas d’essaie. 
Capteur de déplacement avec correction de mouvements parasites en temps réel basé sur 
l’interférométrie laser Self-Mixing  




On peut voir que dans le premier cas (figure 8) le dsPIC n’était pas capable de bien reconstruire le 
signal, et que dans le deuxième cas (figure 9) il faisait bien son travail : pour des fréquences 
inferieures à 500Hz le filtre laissait passer tout le signal, entre 500Hz et 1000Hz l’atténuait et à partir 
de 1000Hz il ne laissait rien passer. 
 
6.3. Correction de la phase et du gain 
 
En tenant compte du principe de fonctionnement du capteur, on souhaite soustraire les deux signaux 
que l’on a avec le but d’obtenir le vrai déplacement. Mais pour pouvoir les soustraire ils doivent avoir 
la même phase, alors il faut corriger le déphasage existant entre les deux.  
Tout d’abord, donc, il a fallu calculer ce retard. Pour faire cela, un filtre qui ne modifie pas la phase a 
été programmé, ainsi on a pu voir le retard introduit tant par le filtre que par les composants 
internes du dsPIC (ADC, DAC…). Le filtre avait 21 coefficients et une unique valeur au milieu, un 1. Le 
résultat a été une pente qui décroissait de façon constante. Voilà les résultats obtenus :  
 
 
Figure 11. Retard en ms entre 200 et 250 Hz 
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Et la valeur de la pente a été calculée en faisant une régression aux valeurs mesurées. 
 
Figure 13. Régression du retard en dégrées 
On peut voir que la phase décroise 18,9° chaque hertz. Initialement, on avait pensé à imposer au 
filtre une pente d’égale magnitude mais dans le sens contraire afin de les compenser (figure 14), 
mais la valeur de la pente était trop grande et de plus pour implémenter un tel filtre l’utilitaire de 
MATLAB avait du mal à le calculer avec un nombre raisonnable de coefficients.  
 
Figure 14.Filtre + pente. 
Alors on a essayé de travailler avec deux dsPIC en parallèle et ainsi avoir le même retard dans les 
deux chaînes (figure 15), mais quand on a comparé les deux sorties il y avait un retard qui ne 
dépendait pas du filtre implémenté, mais du CLK interne qui gérait chaque Kit dsPIC et probablement 
d’autres choses. Donc, on ne pouvait pas corriger le déphasage en utilisant deux Kit dsPIC différents. 
 
Figure 15. Deux Kit dsPIC en parallèle. 
y = -18,9x + 3956 
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La solution finale a été d’utiliser le même dsPIC pour traiter les deux signaux (figure 16), de cette 
façon on a aussi pu faire la soustraction immédiatement après avoir corrigé le déphasage des deux 
signaux sans perdre en précision.  
 
Figure 16. Solution final : un dsPIC avec deux voies. 
Pour faire cela, il faut que les données reçues soient prises en même temps (synchrones) sinon il y a 
un petit décalage temporel comme il peut être vu dans la suivante figure : 
 
Figure 17. Modes d’échantillonnage 
C’est pourquoi on l’a programmé pour échantillonner deux voies en même temps et les convertir 
séquentiellement puisqu’il n’y a qu’un convertisseur ADC dans ce modèle de dsPIC. Comme avant, le 
premier pas a été de configurer une boucle ADC-DAC qui recevait deux signaux par les voies 
analogiques d’entrée (AN1 et AN3) et les envoyait par les deux sorties du DAC, le Right Channel et le 
Left channel. 
Par rapport à l’ancien code il a fallu changer plusieurs registres, surtout ceux de l’ADC. Le 
simultaneous sampling bit (SIMSAM)  dans le premier registre de control de l’ADC (ADC1CON1) doit 
valoir 1 pour échantillonner au même instant les deux voies sélectionnées et on a dû activer deux 
chaînes d’échantillonnage (CH0 et CH1) en définissant le channel select bits (CHPS) du deuxième 
registre de control de l’ADC (ADC1CON2) à la valeur 1. 
Les données, une fois converties, ont été stockées dans le buffer du DMA0 par ordre de conversion, 
c’est-à-dire, le DAC reçoit une valeur de la première voie, la convertit et la garde dans l’adresse i du 
DMA, après il reçoit une valeur de la deuxième voie, la convertit et la garde dans l’adresse i+1 du 
DMA et ainsi de suite, en ayant la suivant structure pour les données converties : 
DMA0 
AN1 – échantillon 1 
AN3 – échantillon 1 
AN1 – échantillon 2 
AN3 – échantillon 2 
… 
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 Pour avoir cette structure il faut définir le bit ADDMABM de l’ADC1CON1 à 1 et le bit SMPI de 
l’ADC1CON2 à 0(9). 
Après, dans la partie du programme qui s’exécute tout le temps, il faut tenir compte de cela : on écrit 
la valeur stockée dans l’adresse i du DMA dans le Right channel  du DAC et l’adresse i+1 dans le Left 
channel. Comme résultat, on obtient à la sortie du Right channel les valeurs reçues dans la première 
voie analogique (AN1) et à la sortie du Left channel celles reçues dans la deuxième voie (AN3). 
Une fois vérifié que la boucle marchait bien deux filtres ont été introduis, un par voie. Il n’a fallu 
définir que deux variables du type FIRStruct et les initialiser, deux buffers de retard et deux buffers 
de coefficients.  
Ci-dessous deux graphiques qui permettent voir le fonctionnement souhaité sont montrées, on a mis 
le même signal à l’entrée des deux voies, qui ont le même filtre, et on observe la sortie des deux 
chaînes du DAC.  
400Hz 800Hz 
  
Figure 18. Boucle avec deux voies 
La couleur jaune correspond à l’entrée et la bleu et la violet sont les sorties. On peut voir que les 
deux sorties se trouvent totalement en phase et ont la même amplitude.   
À ce moment-là on était déjà prêt pour corriger la phase et le gain. Alors, le déphasage et le gain ont 
été mesurés dans le prototype pour différentes fréquences dans la plage souhaitée à partir de la FFT 
et le filtre qui corrigeait ces écarts a été calculé. Ensuite, on a mis dans une voie le filtre obtenu et 
dans l’autre un filtre transparent, c’est-à-dire un filtre que ne modifiait ni le gain ni la phase, avec le 
même nombre de coefficients pour imposer le même retard aux deux signaux à la sortie du filtre. Il a 
fallu augmenter beaucoup le nombre de coefficients puisqu’on travaille à une fréquence assez basse 
(40Hz-500Hz) par rapport à la fréquence d’échantillonnage (le code qui donnait les coefficients 
calculait le filtre jusqu’à la moitié de la fréquence d’échantillonnage, en suivant le théorème de 
Nyquist), alors l’utilitaire de MATLAB qui générait les coefficients avait un peu de mal à suivre les 
points souhaités à très basse fréquence car fixer le gain et la phase pour les mêmes fréquences est 
coûteux. Avec 1500 coefficients il a bien pu faire le filtre désiré. Les graphiques des filtres 
mentionnés ainsi que la partie principale du code définitif peuvent être trouvées dans les annexes 
(Annexe C). 
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Avec les signaux de l’accéléromètre et de SM déjà calibrés on a fait la soustraction des deux pour 
avoir le vrai déplacement. La partie modifiée du code peut être trouvée dans les annexes (Annexe C) 
et les résultats obtenus dans le prototype réel dans différents cas tout de suite. Le signal vert 
correspond au signal de self-mixing reçu par la diode laser (P(t)), le violet est le reconstruit à partir du 
signal de SM (Dcorrompu(t)), le bleu est la sortie final qui indique le vrai déplacement calculé (Dcorrigé(t)) 
et le jaune correspond au mouvement réel de la cible.    
Le signal violet contient l’information des deux mouvements : le mouvement parasite et le réel de la 
cible. Il s’agit, donc, de soustraire le signal de l’accéléromètre au signal récupéré par le SM, le violet. 
 
Figure 19.Résultat expérimental en temps réel pour un étrange mouvement  
sinusoïdal du capteur pendant que la cible reste immobile. 
 
Dans ce cas, le signal de self-mixing récupéré (violet) ne contient que le mouvement parasitaire. On 
peut voir que le mouvement calculé (bleu) a des pointes parasites, c’est parce que, aux hautes 
fréquences,  le circuit analogique a un peu de mal à reconstruire le signal, et celui-ci a des 
discontinuités quand le signal croise le zéro. On va traiter cet aspect plus tard. De toute façon, le 
signal calculé suit bien la référence.  
Capteur de déplacement avec correction de mouvements parasites en temps réel basé sur 
l’interférométrie laser Self-Mixing  





Figure 20.Résultat expérimental en temps réel pour un mouvement  
sinusoïdal du capteur (40Hz) pendant que la cible vibre à 175Hz. 
 
Dans ce deuxième cas, le signal de self-mixing récupéré contient à la fois le mouvement parasite et le 
réel. Si on compare le déplacement de référence (jaune) avec celui calculé (bleu) on peut constater 
que l’on l’a bien calculé.    
 
 
Figure 21.Résultat expérimental en temps réel pour un étrange mouvement 
 aléatoire du capteur pendant que la cible suit un différent mouvement aléatoire. 
 
Celui-ci est le cas le plus défavorable parce que les deux objets bougent de façon aléatoire avec une 
tendance différente chacun. On peut voir que même dans ce cas le signal calculé suit bien le 
mouvement de référence.     
L’image suivante (figure 22) montre le diagramme de Bode du filtre, fait à partir des mesures. 
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Figure 22. Diagramme de Bode du filtre. 
 
À ce moment-là, un papier scientifique ("Real-Time Accelerometer Coupled Self-Mixing Laser 
Displacement Sensor for Embedded Applications") a été rédigé et accepté par IEEE, et une place dans 
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7.1. Numérisation de l’intégration 
 
Dans cette partie le circuit analogique qui s’occupait d’intégrer deux fois le signal de l’accéléromètre 
(acc(t)) afin d’obtenir le déplacement correspondant (Dparasite(t)) a été numérisé (figure 23).  
 
Figure 23.Numérisation de la double intégration. Dcorrompu(t) : signal de self-mixing récupéré, Dparasite(t) : 
 déplacement obtenu à partir de l’accéléromètre, Dcorrigé : déplacement calculé. 
Le but de numériser la double intégration est d’améliorer la précision obtenue car le circuit 
analogique avait des discontinuités aux hautes fréquences, et celles-ci causaient des distorsions à la 
sortie.   
Pour faire cela une autre carte de la même famille que l’antérieur a été utilisée et, d’abord, deux 
filtres intégrateurs en série ont été implémentés. Un filtre intégrateur a une courbe caractéristique 
comme celle-ci : 
 
Figure 24. Courbe théorique d’un intégrateur. 
Pour des fréquences très basses le gain devient trop grand, alors, pour ne pas saturer le système, on 
a dessiné un filtre qui a une petite atténuation aux basses fréquences en tenant compte qu’il fasse 
bien l’intégration dans le rang de fréquences désiré (40Hz-500Hz). 
Il a fallu bien calibrer le gain puisque pour des hautes fréquences le gain est très petit et, donc, le 
signal filtré, très faible. Alors le gain a été augmenté jusqu’à avoir des valeurs mesurables à des 
Capteur de déplacement avec correction de mouvements parasites en temps réel basé sur 
l’interférométrie laser Self-Mixing  




hautes fréquences sans saturer le système à celles plus basses. Les graphiques du filtre résultant et la 
partie principale du code on peut les trouver aux annexes (Annexe D). 
On a mesuré les résultats et on a vu que, en les comparant avec le filtre respectif transparent, dans la 
phase il y avait un écart de 180° et pour le gain, il suivait les valeurs désirées. Après avoir vérifié qu’il 
faisait bien son travail, on l’a testé dans le prototype. Une fois cette partie numérisée, on a dû 
recalculer le filtre correcteur de la phase et du gain en calculant à nouveau les retards et les 




Une fois numérisé les circuits analogiques responsables de faire la double intégration du signal de 
l’accéléromètre et la correction de phase et la soustraction, on a voulu vérifier le bon 
fonctionnement de l’ensemble. Dans un premier temps, on avait essayé de travailler avec deux dsPIC 
en série (figure 25), l’un pour l’intégration et l’autre pour la soustraction, mais quand on a calculé le 
filtre correcteur on a eu le même problème dont on a déjà parlé, le filtre introduit une pente assez 
forte et le filtre avait du mal à suivre les points désirés.  
 
Figure 25. Premier solution. Dcorrompu(t) : signal de self-mixing récupéré, Dparasite(t) : 
 déplacement obtenu à partir de l’accéléromètre, Dcorrigé : déplacement calculé. 
 
 Alors, on a pensé à dessiner un filtre pour faire directement la double intégration et l’implémenter 
dans le même dsPIC qui fait la correction et la soustraction. C’est-à-dire, avant on avait deux dsPIC, le 
premier s’occupait de récupérer le déplacement à partir du signal d’accélération et le deuxième 
recevait ce signal, corrigeait la phase et le gain par rapport à le signal de self-mixing déroulé (qui 
passait à travers d’un filtre transparent pour lui imposer le même retard qu’à l’autre) et puis on 
calculait la soustraction. On a pensé, donc, que le filtre transparent pouvait être remplacé par le 
correcteur pendant que l’autre voie avait le filtre double-intégrateur et ainsi on pouvait travailler 
avec un seul dsPIC (figure 26). 
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Figure 26. Solution final. Dcorrompu(t) : signal de self-mixing récupéré, Dparasite(t) : 
 déplacement obtenu à partir de l’accéléromètre, Dcorrigé : déplacement calculé. 
 
On a bien réussi à faire marcher le prototype réel avec un seul dsPIC. Comme toujours, le filtre 
correcteur a été calculé, bien que pour ce cas il faille corriger la phase du signal self-mixing au lieu de 
corriger celle de l’accéléromètre. Les graphiques correspondants aux deux filtres calculés on peut les 
trouver aux annexes (Annexe E).  
Tout de suite les résultats obtenus dans le prototype dans cette nouvelle configuration sont montrés. 
Le signal vert correspond au signal de self-mixing reçu (P(t)), le bleu est le signal déroulé à partir de 
celui-ci (Dcorrompu(t)), le jaune est le corrigé (Dcorrigé(t)) et le violet est la référence (vrai mouvement).   
 
 
Figure 27. Résultat expérimental en temps réel pour un 
mouvement sinusoïdal du capteur pendant que la cible reste 
immobile. 
 
Figure 28. Résultat expérimental en temps réel pour un 
étrange mouvement du capteur pendant que la cible reste 
immobile. 
 
On peut observer que le déplacement calculé (jaune) vaut quasiment zéro, comme le vrai 
mouvement (violet). Il y a une petite sinusoïde qui reste, probablement causé soit par des petits 
erreurs de calcul quand on a calculé le déphasage soit que le filtre n’est pas capable de suivre 
parfaitement les points calculés.  
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De toute façon, la précision du mouvement calculé a été améliorée par rapport a l’ancien système 
(Figure 19). Plus tard la valeur de cette petite erreur sera quantifiée.  
 
Figure 29. Résultat expérimental en temps réel pour un 
mouvement sinusoïdal du capteur (281Hz) pendant que la 
cible vibre à 135Hz.  
 
 
Figure 30. Résultat expérimental en temps réel pour un 
mouvement sinusoïdal du capteur (40Hz) pendant que la 
cible vibre à 110Hz.  
 
Dans le premier cas le capteur vibre à une fréquence plus haute que la cible et dans le deuxième à 
l’envers. Dans les deux cas on peut observer comme prévu que le signal calculé (jaune) suit bien la 
référence (violet) bien qu’ils soient un peu déphasés.  
 
 
Figure 31. Résultat expérimental en temps réel pour un 
étrange mouvement aléatoire du capteur pendant que la 
cible suit un différent mouvement aléatoire.   
 
Figure 32. Résultat expérimental en temps réel pour un 
étrange mouvement aléatoire du capteur pendant que la 
cible suit un différent mouvement aléatoire.   
 
Même dans le cas le plus défavorable ou, le capteur comme la cible bougent aléatoirement, le 
système est capable de récupérer avec précision le mouvement de la cible. Si l’on compare 
minutieusement ce résultat avec l’antérieur calculé dans cette configuration (Figure 21), on peut voir 
que l’on s’approche plus du vrai mouvement.  
La figure suivante montre le diagramme de Bode du filtre qui a été réalisé à partir des mesures dans 
le prototype dans ce cas. 
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Figure 33. Diagramme de Bode du filtre. 
 
Dans le but de connaître la précision du système, la valeur de la sortie quand il n’y avait que le signal 
parasite (mouvement du capteur quand la cible reste immobile) a été mesurée et quantifiée par 
rapport a l’entrée. Alors, on a mesuré l’amplitude du mouvement parasite et celui qui sort de la 
soustraction, afin de voir quel pourcentage on arrive à corriger. On a mesuré ces valeurs pour 4 
fréquences différentes dans la plage désirée, en réalisant 3 mesures pour chacune, et à partir de la 
moyenne on a obtenu la valeur du signal parasite que l’on est capable d’éliminer. Un tableau 
résumant ces mesures est montré. Les unités sont exprimées en mètres car on s’intéresse au 
déplacement : on sait que 35mV de tension correspondent à λ/2 (mètres), en étant λ = 785nm dans 
ce cas.   
Fréquence [Hz] 40 195 310 420 
 Dparasite [µm] 4,69 3,24 1,95 1,24 
 Drésidu [nm] 112 98,8 49,7 40,8 
 
     
Moyenne 
Rapport [%] 2,40 3,04 2,55 3,30 2,82 
Tableau 3. Résultats en chiffres du prototype réel.  
Ces résultats indiquent qu’il reste 2,82% du signal parasite à la sortie, donc on est capable d’éliminer 
à peu près un (100-2,82) = 97,18% du signal parasite.  
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Avec l’objectif principal déjà accompli, une amélioration de la partie numérique a été faite. Il y avait 
deux aspects que l’on pouvait optimiser : les filtres et le procédé de récupération du mouvement à 
partir du signal de self-mixing, le dérouleur.  
 
8.1. Optimisation des filtres de la soustraction 
 
Les filtres calculés jusqu’à ce moment-là avaient 1500 coefficients, ce qui correspond à la valeur 
maximale de mémoire disponible avec ce dsPIC. Les coefficients étaient stockés dans la mémoire de 
données (RAM), qui a une taille de 16384 bytes. Chaque filtre a besoin de deux buffers, l’un pour 
stocker les coefficients et l’autre pour la matrice de calcul, en étant ces deux buffer de la même taille 
(3000 bytes chaque buffer pour un filtre de 1500 coefficients). Avec deux filtres, cela faisait 12kbytes 
juste pour les filtres, et, en tenant compte des variables internes nécessaires et qu’il y a une partie de 
la mémoire inaccessible (les vecteurs qui gèrent la mémoire et l’espace réservé au DMA), on était à la 
limite.   
Alors, on a découvert qu’il y a une partie de la mémoire de programme qui peut être utilisée pour 
stocker des données et qui s’appelle PSV (Program Space Visibility). Il n’est pas possible d’y écrire, 
elle ne sert que pour lire, mais dans ce cas elle pouvait garder les coefficients pendant que la 
mémoire des données avait les matrices de calcul, dans lesquelles il faut écrire et lire.  
Avec l’utilisation de cette partie on a réussi à augmenter le nombre de coefficients jusqu’à 1790. Il 
faut dire qu’il est possible de l’augmenter plus encore puisque les nouvelles librairies utilisées pour le 
filtrage ont été conçues pour lire d’une partie de la mémoire de données qui s’appelle ymemory, et 
c’est cette partie qui limite maintenant le nombre maximum de coefficients. Si l’on peut modifier le 
code pour utiliser la ymemory et la xmemory au même temps, l’une pour chaque filtre, il serait 
possible d’augmenter plus encore le nombre de coefficients, mais les librairies fournies par Microchip 
sont privées et se trouvent cachées. Alors il se pourrait faire en écrivant le code du filtrage à la main, 
en assembleur pour utiliser le minimum de cycles de CPU possibles, mais cela est lent à faire et on a 
pensé que ce n’était pas la peine d’y dédier beaucoup de temps car 1790 coefficients sont déjà 
suffisants. Le code du filtrage peut être trouvé aux annexes (Annexe F). 
 
8.2. Optimisation du dérouleur 
 
Dans cette dernière partie une amélioration de la récupération du signal de self-mixing a été faite. Le 
but principal était augmenter la plage de fréquences de travaille du système parce que à ce moment-
là  il était limité à 2KHz. Au départ on faisait cette tâche avec un micro-convertisseur AduC7020 de 
chez Analog Devices, qui déroulait le signal de SM en utilisait la méthode CSU (Consecutive Samples 
based Unwrapping). Cette méthode consiste en détecter le nombre de franges que le signal de SM a 
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(grâce à la dérivée),  de construire un escalier à partir de celles-ci et puis d’additionner le signal de 
SM à cet escalier afin de construire une sinusoïde le plus propre possible. Ci-dessous le schéma de 
cette technique est montré : 
 
Figure 34. Schéma du dérouleur. (a) Signal self-mixing simulé, (b) Détection des franges, 
 (c) Escalier construit à partir de (b), (d) Sinusoïde construite (addition de (a) et (c)). 
 
Alors, le code a été implémenté, en suivant le même principe, dans un dsPIC. Tout d’abord un 
programme qui faisait l’escalier à partir de la détection de ces franges a été conçu. On a profité des 
comparateurs analogiques qu’il y a dans le dsPIC pour détecter les franges. Chaque détection 
déclenche une interruption, et c’est dans ces interruptions-là que l’on ajoute ou soustraie un pas fixe, 
en donnant comme résultat l’escalier (en fonction de quel comparateur détecte l’événement on 
ajoute ou soustraie le pas). Comme référence de tension aux comparateurs on a utilisé un diviseur de 
tension interne au dsPIC (VREF), qui est pareil dans les deux comparateurs. La figure suivante montre 
le résultat obtenu avec des signaux simulés : 
 
Figure 35. Escalier obtenu avec des signaux simulés en utilisant 
les comparateurs internes.  
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L’étape suivante a été d’additionner le signal de self-mixing à l’escalier. Le DAC a été programmé 
pour travailler à sa vitesse maximale : 100Ksps (car il est l’élément le plus lent de tous) et l’ADC aussi. 
L’ADC est géré par le Timer3, et chaque fois qu’il déchaîne une conversion, une interruption est 
générée, alors on profite de ces interruptions pour garder la valeur de l’escalier au même moment 
(car sinon les deux signaux ne seraient pas synchrones) et on écrit au DAC la somme des deux 
valeurs : celle de l’escalier et celle de la conversion. 
D’un autre coté, un circuit analogique qui fournissait la dérivée du signal self-mixing aux 
comparateurs a été utilisé. La dérivée est un signal composé par des pulses positifs et négatifs (figure 
29 (b)), qui permet de détecter les franges à partir du signal self-mixing. Pourtant, il a fallu caler ce 
signal à une tension moyenne positive parce qu’il était calé à zéro, et le dsPIC n’est pas capable de 
générer des tensions négatives. Il a aussi fallu utiliser une tension externe puisque si les deux 
comparateurs doivent utiliser une tension interne de référence, celle-là doit être la même pour les 
deux.   
En observant la sortie on a pu voir que les deux signaux n’étaient pas adaptés à la même échelle, 
bien qu’ils suivent la bonne tendance. Le signal jaune est le signal de self-mixing simulé, le violet est 
la dérivé de celui-ci et le vert est la sortie. 
 
Figure 36. Reconstruction du signal de self-mixing dont les valeurs ne sont pas  
adaptées à la même échelle. 
 
Dans cette figure on peut observer ce que commenté : deux signaux n’étaient pas adaptés à la même 
échelle. Alors on a essayé d’augmenter le pas de l’escalier, mais le DAC saturait très vite, puis on a 
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Figure 37. Reconstruction du signal de self-mixing à 1 et à 10KHz. 
  
Comme il peut être vu dans la figure 32 le signal dérivé (violet) devient sinusoïdal et plus fort aux 
hautes fréquences, fait qui cause qu’il soit plus difficile de détecter à celles plus basses et qu’il soit 
plus difficile de régler la tension de référence puisqu’elle peut interférer  avec cette sinusoïde 
parasite. Ces paramètres de la dérivée peuvent être réglés à travers du circuit analogique qui la 
calcule, et dans ce cas, les hautes fréquences ont été prises comme prioritaires. Une fois calibré le 
circuit analogique mentionné on a testé le système afin de savoir jusqu’à quelle fréquence on arrivait 
à traiter, en obtenant comme résultat 34KHz, fréquence à partir de laquelle le DAC ne pouvait plus 
reconstruire une sinusoïde. Les résultats à 34KHz sont montrés dans la figure suivante et le code du 
programme se trouve aux annexes (Annexe G) : 
 
Figure 38. Signal déroulé à 34KHz. 
 À partir de 34KHz le DAC a besoin de plus de points par période afin de reconstruire un signal 
propre. Par rapport au système initial on avait beaucoup augmenté la plage de travail, mais le but 
que l’on s’avait proposé était de 100KHz et avec ce DAC on n’y arrivait pas. Le suivant et dernier pas a 
été donc  d’utiliser un DAC externe qui fonctionne plus vite.  
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Le DAC choisi a été l’AD5541AR de chez Analog Devices, dont les caractéristiques principales sont 
qu’il travaille avec 16 bits, qu’il reçoit les données en série et que son principe de fonctionnement est 
basé sur la méthode R-2R(10).  
Le protocole utilisé pour connecter ce DAC avec le dsPIC est le SPI (Serial Periferal Interface) qui a 
deux signaux de contrôle, le clock (SCK) et le       qui est un pulse de synchronisation, et un signal de 
données, le SDO (Serial Data Output)(11). Le dsPIC a été configuré en mode Master (le dsPIC gère le 
DAC) et en mode Framed qui permet d’envoyer le signal de clock tout le temps (si celui-ci reste 
désactivé le dsPIC ne sort le clock qu’au moment d’envoyer les données).  Du côté du DAC externe, il 
a besoin de trois signaux d’entrée, le DIN (Data Input), le clock du dispositif qui le gère (SCLK) et qui 
doit être actif à tout moment, et le        (Chip Select) qui sert pour activer la prise de données et qui 
doit valoir zéro (actif) pendant 16 pulses du clock afin que le DAC reçoive 16 bits. À la suite un 
schéma des temps qu’il faut respecter et de la méthode qu’il faut suivre pour utiliser le DAC externe 
est montré, les valeurs des temps peuvent être consultées dans le tableau 3 du datasheet de 
l’AD5541AR (10) : 
 
 
Figure 39. Timing du DAC AD5541A. 
 Il faut remarquer que le protocole SPI du dsPIC n’incorpore pas le signal de contrôle Chip Select 
nécessaire pour activer le DAC, puisque le signal       seulement reste actif pendant un pulse du clock. 
Il a fallu, donc, configurer un pin du dsPIC comme une sortie numérique et le gérer via software, en le 
activant et désactivant juste avant et après de l’envoie de données. Le pin utilisé est le RB7. La figure 
suivante montre un schéma des connexions faites : 
 
Figure 40. Schéma des connexions dsPIC – DAC externe. 
Afin de pouvoir synchroniser les deux dispositifs, il faut faire attention au clock du module SPI, car, 
pour travailler à temps réel, il doit fonctionner 16 fois plus vite que la fréquence d’échantillonnage (il 
faut 16 pulses pour envoyer 16 bits). Cet aspect se fait automatiquement en interne du dsPIC, il ne 
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faut que définir la fréquence d’échantillonnage à laquelle on souhaite travailler à partir de deux 
diviseurs du clock, le PPRE et le SPRE qui peuvent être définis au premier registre de contrôle du SPI 
(SPIxCON 1). Dans ce cas, une fréquence d’échantillonnage de 129,87KHz a été choisie.   
L’ADC interne du dsPIC a été configuré pour travailler en mode 12bits, en ayant tous les dispositifs 
une résolution de 16 bits. Alors, pour mieux profiter de la résolution du système, les données 
converties par l’ADC sont multipliées par 24 (=16), qui correspond á déplacer en 4 bits à gauche en 
numérique, ainsi, les bits les plus signifiants, sont pris en compte. Le code se trouve aux annexes 
(Annexe H).  
Les graphiques obtenues quand une simple boucle a été programmée sont montrées ci-dessous. La 
première figure correspond aux signaux de contrôle, et les autres sont les résultats pour différentes 
fréquences. Le signal jaune est l’information des échantillons envoyés (SDO-DIN), le signal vert est le 
Chip Select (RB7-      ), le signal violet est le clock  (SCK-SCLK) et le bleue est la sortie du DAC externe. 
 
Figure 41. Signaux de contrôle. 
Cette première image correspond à l’envoi d’un échantillon. On peut voir que, pendant le signal Chip 
Select (vert) reste à zéro, l’envoi de données (jaune) se réalise. De son côté, le clock (violet) ne 
s’arrête jamais, et le DAC prend les valeurs numériques de la voie jaune aux fronts montants du 
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Figure 43. Résultats obtenus avec le DAC externe différentes fréquences. 
 
On peut voir qu’à très basse fréquence le DAC est bien capable de reconstruire le signal, mais que, à 
mesure que l’on augmente la fréquence, le signal reconstruit devient moins bon. C’est parce que le 
DAC utilisé ne fait pas d’interpolations entre les valeurs qui sort, comme faisait celui qu’il y a en 
interne du dsPIC(12), mais maintiens la dernière valeur qu’il a eu. Cela indique qu’il aurait besoin de 
beaucoup plus de points par période pour pouvoir dessiner une sinusoïde.  
La solution serait, donc, d’utiliser un DAC qui soit capable de créer des points additionnels entre les 
échantillons  grâce à un filtre d’interpolation, comme le DAC interne du dsPIC, mais qui soit plus 
rapide que celui-ci.  
  
Capteur de déplacement avec correction de mouvements parasites en temps réel basé sur 
l’interférométrie laser Self-Mixing  






Travailler dans un projet basé sur un effet (SM) en voie d’investissement a été très satisfaisant, non 
seulement pour avoir travaillé avec cette technique mais encore pour avoir connu le monde de la 
recherche.  
Ce projet éveille l’intérêt grâce à sa méthode qui est capable de corriger, en temps réel, des 
mouvements parasites, très habituels dans les applications industrielles. En plus, le fait qu’il soit basé 
sur une diode laser permet que le capteur soit compact, robuste et précis avec un coût réduit.  
La réalisation de ce projet a eu des petits moments de découragement dû à la stagnation des idées 
quand une partie a été difficile à faire, mais ils ont été compensés par ceux de gratification quand les 
résultats ont été obtenus, en validant de cette manière le principe de fonctionnement du capteur. 
Car bien qu’il ait été validé de façon théorique, le passage de la théorie à la réalité présente toujours 
des contretemps. 
Travailler avec le dsPIC33FJ128GP802, assez puissant parmi la grande gamme d’appareils 
électroniques dédiés au traitement de signaux, m’a permis d’apprendre beaucoup sur l’infinité 
d’applications pour lesquelles il peut s’utiliser, le grand nombre de périphériques et outils qu’il 
contient, sa haute programmabilité et sa façon de fonctionner, qui en font un élément de calcul 
puissant et optimisé. Mais aussi et surtout, ce projet m’a permis d’apprendre à utiliser leurs 
performances et comment les gérer et configurer afin qu’il fasse ce que l’on souhaite. 
L’utilisation des logiciels et des autres appareils employés dans le laboratoire a aussi été 
enrichissante et utile pour des projets futurs.   
Malheureusement, à cause du temps disponible, la toute dernière partie, celle de l’amélioration du 
dérouleur, n’a pas pu être complétée, bien que l'amélioration du système initial ait été atteinte.  
Grâce aux résultats obtenus, une place dans une conférence internationale a été accordée, ce qui 
montre que les résultats obtenus sont bons. Cependant, ils ne sont pas parfaits, ce qui laisse le projet 
ouvert à de futures modifications avec le but de l’améliorer encore plus, comme par exemple 
d’implémenter l’ensemble des traitements dans un FPGA.    
Pour conclure, ce projet a été une bonne opportunité pour travailler avec cette nouvelle technologie 
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Annexe A. Code du boucle ADC-DAC 
 ADC_DAC.h : 
#ifndef __ADCDRV1_H__ 
#define __ADCDRV1_H__  
#endif 
 
#define Fosc   79227500   // = 7,37MHz*43/4 
#define Fcy   (Fosc/2) 
#define Fs      10316    // 10,316KHz 
#define Cont   (Fcy/Fs)-1  // Timer3 Counter  






void __attribute__((interrupt, no_auto_psv)) _DMA0Interrupt(void); 
void __attribute__((interrupt, no_auto_psv)) _DAC1RInterrupt(void); 
 





fractional BufferA[NUMSAMP] __attribute__((space(dma))); // Ping-pong buffer A 




 AD1CON1bits.FORM = 3;   // Data Output Format: Signed Fraction (Q15 format) 
 AD1CON1bits.SSRC = 2;   // Sample Clock Source: GP Timer starts conversion 
 AD1CON1bits.ASAM = 1;   // ADC Sample Control: Sampling begins immediately after conversion 
 AD1CON1bits.AD12B = 0;   // 10-bit ADC operation 
 
 AD1CON2bits.CHPS = 0;   // Converts CH0 
     
 AD1CON3bits.ADRC = 0;   // ADC Clock is derived from Systems Clock 
 AD1CON3bits.ADCS = 3;   // ADC Conversion Clock Tad=Tcy*(ADCS+1)= (1/40M)*4 = 100ns   
     
 AD1CON1bits.ADDMABM = 1;    // DMA buffers are built in conversion order mode 
 AD1CON2bits.SMPI = 0;   // SMPI must be 0. incrementa ladresa del DMA cada operacio 
 
     AD1CHS0bits.CH0SA = 4;   // MUXA +ve input selection (AN4) for CH0 
 AD1CHS0bits.CH0NA = 0;   // MUXA -ve input selection (Vref-) for CH0 
 
     AD1PCFGL=0xFFFF; 
     AD1PCFGLbits.PCFG4 = 0;   // AN4 as Analog Input 
     
     IFS0bits.AD1IF = 0;    // Clear the A/D interrupt flag bit (conv. completa) 
     IEC0bits.AD1IE = 0;    // Do Not Enable A/D interrupt  





 /* Initiate DAC Clock */ 
 ACLKCONbits.SELACLK = 0;   // FRC with Pll as Clock Source  
 ACLKCONbits.AOSCMD = 0;   // Auxiliary Oscillator Disabled 
 ACLKCONbits.ASRCSEL = 0;   // Auxiliary Oscillator is the Clock Source 
 ACLKCONbits.APSTSCLR = 7;   // FRC divide by 1  
 
 DAC1STATbits.ROEN = 1;   // Right Channel DAC Output Enabled   
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 DAC1DFLT = 0x0000;    // DAC Default value is 0 
            
 DAC1CONbits.DACFDIV = 59;    //(7.37MHz*43/2)/(256*10.316KHz)=60->59 
  
 DAC1CONbits.FORM = 1;   // Data Format is signed integer 
 DAC1CONbits.AMPON = 0;   // Analog Output Amplifier is enabled during Sleep/Stop-in Idle mode  
 
 DAC1CONbits.DACEN = 1;   // DAC1 Module Enabled  
} 
 
void initTimer3()  
{  
 TMR3 = 0x0000;    // Clear TMR3 
 PR3 = Cont;    // Load period value in PR3 
 IFS0bits.T3IF = 0;    // Clear Timer 3 Interrupt Flag 
 IEC0bits.T3IE = 0;    // Clear Timer 3 interrupt enable bit 





 DMA0CONbits.AMODE = 0;   // Configure DMA for Register indirect with post increment 
 DMA0CONbits.MODE = 2;   // Configure DMA for Continuous Ping-Pong mode 
 DMA0PAD = (int)&ADC1BUF0;   // Peripheral Address Register: ADC buffer 
 DMA0CNT = (NUMSAMP-1);   // DMA Transfer Count is (NUMSAMP-1)   
 DMA0REQ = 13;    // ADC interrupt selected for DMA channel IRQ (ADC1BUF0)  
 DMA0STA = __builtin_dmaoffset(BufferA);  // DMA RAM Start Address A  
 DMA0STB = __builtin_dmaoffset(BufferB);   // DMA RAM Start Address B 
 IFS0bits.DMA0IF = 0;    // Clear the DMA interrupt flag bit 
     IEC0bits.DMA0IE = 1;    // Set the DMA interrupt enable bit  
 DMA0CONbits.CHEN = 1;   // Enable DMA channel 
} 
 
unsigned int DmaBuffer = 0;    //Indicador de buffer A o B 
int flag = 0;     //flag = 0 => buffer is full 
 
void __attribute__((interrupt, no_auto_psv)) _DMA0Interrupt(void) 
{ 
 DmaBuffer ^= 1;    // Ping-pong buffer select flag 
 flag = 1;     // Ping-pong buffer full flag 
  IFS0bits.DMA0IF = 0;    // Clear the DMA0 Interrupt Flag 
} 
 
void __attribute__((interrupt, no_auto_psv)) _DAC1RInterrupt(void) 
{ 
 IFS4bits.DAC1RIF = 0;    // Clear Right Channel Interrupt Flag    
} 
 





_FOSCSEL(FNOSC_FRC);    // FRC Oscillator 
_FOSC(FCKSM_CSECMD & OSCIOFNC_ON & POSCMD_NONE); // Clock Switching is enabled and Fail Safe Clock Monitor is disabled 
      // OSC2 Pin Function: OSC2 is Clock Output 
      // Primary Oscillator Mode: Disabled 
_FWDT(FWDTEN_OFF);    // Watchdog Timer Enabled/disabled by user software 
 
int main (void) 
{ 
 // Configure Oscillator to operate the device at 40MIPS 
 // Fosc= Fin*M/(N1*N2), Fcy=Fosc/2 
 // Fosc= 7.37M*43/(2*2)=79.22Mhz for ~40MIPS input clock 
  
 PLLFBD=41;    // M=43 
 CLKDIVbits.PLLPOST=0;   // N1=2 
 CLKDIVbits.PLLPRE=0;   // N2=2 
 OSCTUN=0;    // FRC freqüència nominal: 7.37MHz 
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 RCONbits.SWDTEN=0;   // Watch Dog desactivat 
 
 __builtin_write_OSCCONH(0x01);  // Initiate Clock Switch to FRC with PLL (NOSC=0b001) 
 __builtin_write_OSCCONL(0x01);  // Start clock switching 
 
 while (OSCCONbits.COSC != 0b001);  // Wait for Clock switch to occur 
 
 while(OSCCONbits.LOCK!=1) {};   // Wait for PLL to lock 
 
 initADC();                  // Initialize the A/D converter to convert Channel 0 
 initDAC();      // Initialize the D/A converter  
 initDMA0();    // Initialize the DMA controller to buffer ADC data in conversion order 
 initTimer3();    // Initialize the Timer to generate sampling event for ADC 
 
 extern fractional BufferA[NUMSAMP];  // Ping pong buffer A 
 extern fractional BufferB[NUMSAMP];  // Ping pong buffer B 
 
 extern unsigned int DmaBuffer;   // DMA flag. => buffer A - B 
 extern int flag;    // flag = 0 => buffer is full 
 int i; 
 
 while (1)                   // Loop Endlessly - Execution is interrupt driven 
     {      
  if(flag)  
  {             
   for(i = 0; i < NUMSAMP; i++) 
   { 
    while(DAC1STATbits.REMPTY != 1); // Wait for D/A conversion 
    if(DmaBuffer == 0) 
     DAC1RDAT = BufferA[i]; // Load the DAC buffer with data 
    else 
     DAC1RDAT = BufferB[i]; // Load the DAC buffer with data 
   }  
   flag = 0; 
  }   
 } 
 return 0; 
} 
 
Annexe B. Filtres 
 Librairies des filtres 
FIRStruct : 
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 Code du filtre 
 
- FIR.h : 
#define NC 5      //numéro de coeffs  
 
fractional coefficients[NC] __attribute__ ((space(xmemory),far)) = { // FIR coefficient Buffer 
0x0000, 0x0000, 0x0000, 0x0000, 0x0000                                                          
}; 
 
fractional z[NC] __attribute__ ((space(ymemory),far));   // FIR Delay Buffer 
 
 





fractional BufferA[NUMSAMP] __attribute__((space(dma)));  // Ping-pong buffer A 
fractional BufferB[NUMSAMP] __attribute__((space(dma)));  // Ping-pong buffer B 
 




   … 
} 
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_FOSCSEL(FNOSC_FRC);    // FRC Oscillator 
_FOSC(FCKSM_CSECMD & OSCIOFNC_ON & POSCMD_NONE); // Clock Switching is enabled and Fail Safe Clock Monitor is disabled 
      // OSC2 Pin Function: OSC2 is Clock Output 
      // Primary Oscillator Mode: Disabled 
_FWDT(FWDTEN_OFF);    // Watchdog Timer Enabled/disabled by user software 
 
int main (void) 
{  
 … 




 extern fractional BufferA[NUMSAMP];  // Ping pong buffer A 
 extern fractional BufferB[NUMSAMP];  // Ping pong buffer B 
 extern fractional outputSignal[NUMSAMP];  // Output buffer for the FIR filter output 
 
 extern unsigned int DmaBuffer;   // DMA flag. => buffer A - B 
 extern int flag;    // flag = 1 => buffer is full 
 int i; 
 int OK = 0;  
 DmaBuffer = 0; 
 
 while (1)                   // Loop Endlessly - Execution is interrupt driven 
     {      
  if(flag)  
  {     
   if(!DmaBuffer) 
   { 
    FIR(NUMSAMP, &outputSignal[0], &BufferA[0], &FIRfilter); // FIR filtering on BufferA  
   } 
   else if(DmaBuffer) 
   { 
    FIR(NUMSAMP, &outputSignal[0], &BufferB[0], &FIRfilter); // FIR filtering on BufferB 
   } 
   OK = 1;  
   flag = 0; 
  } 
  if(OK == 1) 
  { 
   for(i = 0; i < NUMSAMP ; i++) 
   { 
    while(DAC1STATbits.REMPTY != 1); // Wait for D/A conversion 
    DAC1RDAT = outputSignal[i];  // Load the DAC buffer with data 
   } 
  OK = 0; 
  } 
 } 
 return 0; 
} 
 
- fir.s, firdelay.s, firinit.s : il faut inclure ces fichiers déjà conçus où l’on peut trouver les 
définitions des fonctions et structures mentionnés dans l’annexe B.1 (Annexe B.1 
Librairies des filtres) pour faire marcher me filtre.  
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 Structure du filtrage échantillon par échantillon (Main.c) 
while (1)                       
{      
 if(flag)  
 {     
  if(!DmaBuffer) 
  { 
   for(i = 0; i < NUMSAMP ; i++) 
   { 
    FIR(1, &outputSignal[i], &BufferA[i], &FIRfilter); // FIR filtering on BufferA 
    while(DAC1STATbits.REMPTY != 1);  // Wait for D/A conversion 
    DAC1RDAT = outputSignal[i];   // Load the DAC buffer with data 
   } 
  } 
  else if(DmaBuffer) 
  { 
   for(i = 0; i < NUMSAMP ; i++) 
   { 
    FIR(1, &outputSignal[i], &BufferB[i], &FIRfilter); // FIR filtering on BufferB 
    while(DAC1STATbits.REMPTY != 1);  // Wait for D/A conversion 
    DAC1RDAT = outputSignal[i];   // Load the DAC buffer with data 
   } 
  }  
  flag = 0; 




Annexe C. Filtres de correction 
 
 Dessins des filtres réalisés pour corriger la phase et le gain. Il faut dire que la courbe de la phase 
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 Code pour corriger la phase et le gain (Main.c) 
… 
while (1)                      
    {      
 if(flag)  
 {       
  i = 0;      
  while(i < NUMSAMP) 
  { 
   if(!DmaBuffer) 
   { 
    FIR(1, &outputSignalA[i], &BufferA[i], &FIRfilterA); 
    FIR(1, &outputSignalB[i], &BufferA[i+1], &FIRfilterB); 
    while(DAC1STATbits.REMPTY != 1);  
    DAC1RDAT = outputSignalA[i];    
    DAC1LDAT = outputSignalB[i]; 
   } 
   else if(DmaBuffer) 
   { 
    FIR(1, &outputSignalA[i], &BufferB[i], &FIRfilterA); 
    FIR(1, &outputSignalB[i], &BufferB[i+1], &FIRfilterB); 
    while(DAC1STATbits.REMPTY != 1);  
    DAC1RDAT = outputSignalA[i];    
    DAC1LDAT = outputSignalB[i]; 
   } 
   i = i + 2; 
  } 
  flag = 0;       
 } 
} 
 Code de la soustraction (Main.c) 
… 
while (1)                      
{      
 if(flag)  
 {       
  i = 0;      
  while(i < NUMSAMP) 
  { 
   if(!DmaBuffer) 
   { 
    FIR(1, &outputSignalA[i], &BufferA[i], &FIRfilterA); 
    FIR(1, &outputSignalB[i], &BufferA[i+1], &FIRfilterB); 
    while(DAC1STATbits.REMPTY != 1);     
    DAC1RDAT = (outputSignalA[i]-outputSignalB[i]);    
   } 
   else if(DmaBuffer) 
   { 
    FIR(1, &outputSignalA[i], &BufferB[i], &FIRfilterA); 
    FIR(1, &outputSignalB[i], &BufferB[i+1], &FIRfilterB); 
    while(DAC1STATbits.REMPTY != 1);     
    DAC1RDAT = (outputSignalA[i]-outputSignalB[i]);    
   } 
   i = i + 2; 
  } 
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Annexe D. Intégrateur 
 
 Graphiques du filtre intégrateur 
 
 Code principal (main.c) 
while (1)                      
{      
if(flag)  
 {     
  if(!DmaBuffer) 
  { 
   for(i = 0; i < NUMSAMP ; i++) 
   { 
    FIR(1, &outputSignal1[i], &BufferA[i], &FIRfilter1);    
FIR(1, &outputSignal2[i], &outputSignal1[i], &FIRfilter2);  
    DAC1RDAT = outputSignal2[i]; 
   } 
  } 
  else if(DmaBuffer) 
  { 
   for(i = 0; i < NUMSAMP ; i++) 
   { 
    FIR(1, &outputSignal1[i], &BufferB[i], &FIRfilter1);    
FIR(1, &outputSignal2[i], &outputSignal1[i], &FIRfilter2);   
 while(DAC1STATbits.REMPTY != 1);      
    DAC1RDAT = outputSignal2[i];       
   } 
  }  
  flag = 0; 
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Annexe E. Configuration finale 
 
 Filtre double-intégrateur  
 




Capteur de déplacement avec correction de mouvements parasites en temps réel basé sur 
l’interférométrie laser Self-Mixing  




Annexe F. Code du filtrage en utilisant le PSV 
 
- Main.c : 
… 
// FIR Filter structure initialization 
extern FIRStruct FIR1_psvFilter; 
FIRDelayInit(&FIR1_psvFilter); 






- FIR_psv.s : 
                .equ FIR1_psvNumTaps, 1790 
                .section .FIR1_psvconst, code ; <-Syntax supported in MPLAB C30   ;v1.30 and later 
                .align 256 
FIR1_psvTaps: 
.hword 0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002, …. 
.hword 0X0001,0X0001,0X0001,0X0001,0X0000,0X0000,0X0000,0X0000,0X0000,0X0000,0X0000,0X0000,0X0000,0X0000,0X0000, …. 
.hword 0Xfffc,0Xfffc,0Xfffc,0Xfffc,0Xfffc,0Xfffc,0Xfffc,0Xfffb,0Xfffb,0Xfffb,0Xfffb,0Xfffb,0Xfffb,0Xfffb,0Xfffc,0Xfffc,0Xfffc,0Xfffd,0Xfffd, ….  
… (et ainsi de suita jusqu’à 1790 coefficients). 
; ........................................................................................................ 
                .equ FIR2_psvNumTaps, 1790 
                .section .FIR2_psvconst, code ; <-Syntax supported in MPLAB C30   ;v1.30 and later 
                .align 256 
FIR2_psvTaps: 
.hword 0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002,0X0002, …. 
.hword 0X0001,0X0001,0X0001,0X0001,0X0000,0X0000,0X0000,0X0000,0X0000,0X0000,0X0000,0X0000,0X0000,0X0000,0X0000, …. 
.hword 0Xfffc,0Xfffc,0Xfffc,0Xfffc,0Xfffc,0Xfffc,0Xfffc,0Xfffb,0Xfffb,0Xfffb,0Xfffb,0Xfffb,0Xfffb,0Xfffb,0Xfffc,0Xfffc,0Xfffc,0Xfffd,0Xfffd, ….  
… (et ainsi de suita jusqu’à 1790 coefficients). 
; ........................................................................................................ 
                .section .ydata, data, ymemory; 
                .align 256 
FIR1_psvDelay: 
                .space FIR1_psvNumTaps*2 
; ........................................................................................................ 
                .section .ydata, data, ymemory; 
                .align 256 
FIR2_psvDelay: 
                .space FIR2_psvNumTaps*2 
; ........................................................................................................ 
                .section .data 










                .section .data 










* Il faut incluire le fichier libdsp-coff.a, qui est caché, mais que peut être trouvé dans la web de Microchip. 
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Annexe G. Code du dérouleur 
 





fractional BufferA[NUMSAMP] __attribute__((space(dma))); // Ping-pong buffer A 
fractional BufferB[NUMSAMP] __attribute__((space(dma))); // Ping-pong buffer B 
fractional escalierA[NUMSAMP] __attribute__((space(xmemory),far)); 




 AD1CON1bits.FORM = 3;   // Data Output Format: Signed Fraction (Q15 format) 
 AD1CON1bits.SSRC = 2;   // Sample Clock Source: GP Timer starts conversion 
 AD1CON1bits.ASAM = 1;   // ADC Sample Control: Sampling begins immediately after conversion 
 AD1CON1bits.AD12B = 1;   // 12-bit ADC operation 
 AD1CON2bits.CHPS = 0;   // Converts CH0 
 AD1CON3bits.ADRC = 0;   // ADC Clock is derived from Systems Clock 
 AD1CON3bits.ADCS = 3;   // ADC Conversion Clock Tad=Tcy*(ADCS+1)= (1/40M)*4 = 100ns  
      // ADC Conversion Time for 12-bit Tc=14*Tad = 1.4us  
 AD1CON1bits.ADDMABM = 1;    // DMA buffers are built in conversion order mode 
 AD1CON2bits.SMPI = 0;   // SMPI must be 0 
     //AD1CHS0: A/D Input Select Register 
     AD1CHS0bits.CH0SA = 0;   // MUXA +ve input selection (AN0) for CH0 
 AD1CHS0bits.CH0NA = 0;   // MUXA -ve input selection (Vref-) for CH0 
 AD1PCFGL=0xFFFF; 
     AD1PCFGLbits.PCFG0 = 0;   // AN0 as Analog Input   
     IFS0bits.AD1IF = 0;    // Clear the A/D interrupt flag bit 
     IEC0bits.AD1IE = 0;    // Do Not Enable A/D interrupt  




 CMCONbits.C2EN = 1; 
 CMCONbits.C1EN = 1; 
 CMCONbits.C2OUTEN = 1; 
 CMCONbits.C1OUTEN = 1; 
 CMCONbits.C1OUT = 1; 
 CMCONbits.C2OUT = 1; 
 CMCONbits.C1INV = 1; 
 CMCONbits.C2INV = 1; 
 CMCONbits.C1POS = 1;    //0-->Input is connected to CVREFIN, 1-->C1IN+ 
 CMCONbits.C1NEG = 0;    //Input is connected to C1IN- 
 CMCONbits.C2POS = 0;    //Input is connected to CVREFIN 
 CMCONbits.C2NEG = 0;    //Input is connected to C2IN- 
 CVRCONbits.CVREN = 1; 
 CVRCONbits.CVROE = 0; 
 CVRCONbits.CVRSS = 0;    //Comparator voltage reference source, CVRSRC = AVDD – AVSS 
 CVRCONbits.CVRR = 0; 
 CVRCONbits.CVR = 9; 
 RPOR5bits.RP11R = 1; 
 RPOR5bits.RP10R = 1;   //RP5 output C1 
 RPOR4bits.RP9R = 2; 
 RPOR4bits.RP8R = 2;    //RP4 output C2 
 IFS1bits.CMIF = 0; 
 IEC1bits.CMIE = 1; 




 /* Initiate DAC Clock */ 
 ACLKCONbits.SELACLK = 0;   // FRC w/ Pll as Clock Source  
 ACLKCONbits.AOSCMD = 0;   // Auxiliary Oscillator Disabled 
 ACLKCONbits.ASRCSEL = 0;   // Auxiliary Oscillator is the Clock Source 
 ACLKCONbits.APSTSCLR = 7;        // FRC divide by 1  
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 DAC1STATbits.ROEN = 1;   // Right Channel DAC Output Enabled    
 DAC1DFLT = 0x8000;    // DAC Default value is 0           
 DAC1CONbits.DACFDIV = 5;     
 DAC1CONbits.FORM = 1;   // Data Format is signed integer 
 DAC1CONbits.AMPON = 0;   //DAC1STATbits.RITYPE = 0; 
 DAC1CONbits.DACEN = 1;   // DAC1 Module Enabled  
} 
void initTMR3()  
{ 
 TMR3 = 0x0000;    // Clear TMR3 
 PR3 = CONT;    // Load period value in PR3 
 IFS0bits.T3IF = 0;    // Clear Timer 3 Interrupt Flag 
 IEC0bits.T3IE = 1;    // Set interrupt enable bit 
 IPC2bits.T3IP = 6; 




 DMA0CONbits.AMODE = 0;   // Configure DMA for Register indirect with post increment 
 DMA0CONbits.MODE = 2;   // Configure DMA for Continuous Ping-Pong mode 
 DMA0PAD = (int)&ADC1BUF0;   // Peripheral Address Register: ADC buffer 
 DMA0CNT = (NUMSAMP-1);   // DMA Transfer Count is (NUMSAMP-1)  
 DMA0REQ = 13;    // ADC interrupt selected for DMA channel IRQ 
 DMA0STA = __builtin_dmaoffset(BufferA);  // DMA RAM Start Address A  
 DMA0STB = __builtin_dmaoffset(BufferB);   // DMA RAM Start Address B 
 IFS0bits.DMA0IF = 0;    // Clear the DMA interrupt flag bit 
   IEC0bits.DMA0IE = 1;    // Set the DMA interrupt enable bit 
 DMA0CONbits.CHEN = 1;   // Enable DMA channel 
} 
unsigned int i = 0; //compter 
int c = 0x000F; 
unsigned int DmaBuffer = 0; 
int flag = 0; 
unsigned int k = 0; 
void __attribute__((interrupt, no_auto_psv)) _CMPInterrupt(void) 
{ 
 i ^= 1; 
 if(i) 
 { 
  if(CMCONbits.C1EVT) 
  { 
   c = c + 0x0EF0; 
   CMCONbits.C1EVT = 0; 
  }    
  else if(CMCONbits.C2EVT) 
  { 
   c = c - 0x0EF0; 
   CMCONbits.C2EVT = 0; 
  } 
 } 
 IFS1bits.CMIF = 0;           
} 
void __attribute__((interrupt, no_auto_psv)) _DMA0Interrupt(void) 
{ 
 DmaBuffer ^= 1;    // Ping-pong buffer select flag 
 flag = 1;     // Ping-pong buffer full flag 
 k = 0; 
  IFS0bits.DMA0IF = 0;    // Clear the DMA0 Interrupt Flag 
} 
void __attribute__((interrupt, no_auto_psv)) _DAC1RInterrupt(void) 
{ 
IFS4bits.DAC1RIF = 0;    // Clear Right Channel Interrupt Flag    
} 
void __attribute__((interrupt, no_auto_psv)) _T3Interrupt(void) 
{ 
 if(!DmaBuffer)  escalierA[k] = c;  
 else if(DmaBuffer)  escalierB[k] = c;  
 k++;  
 IFS0bits.T3IF = 0;    // Clear Timer 3 Interrupt Flag 
} 
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_FOSCSEL(FNOSC_FRC);    // FRC Oscillator 
_FOSC(FCKSM_CSECMD & OSCIOFNC_ON & POSCMD_NONE); // Clock Switching is enabled and Fail Safe Clock Monitor is disabled 
_FWDT(FWDTEN_OFF);    // Watchdog Timer Enabled/disabled by user software 
 
int main (void) 
{ 
 // Configure Oscillator to operate the device at 40MIPS 
 // Fosc= Fin*M/(N1*N2), Fcy=Fosc/2 
 // Fosc= 7.37M*43/(2*2)=79.22Mhz for ~40MIPS input clock 
 PLLFBD=41;    // M=43 
 CLKDIVbits.PLLPOST=0;   // N1=2 
 CLKDIVbits.PLLPRE=0;   // N2=2 
 OSCTUN=0;    // FRC freqüència nominal: 7.37MHz 
 RCONbits.SWDTEN=0;   // Watch Dog desactivat 
 
 __builtin_write_OSCCONH(0x01);  // Initiate Clock Switch to FRC with PLL (NOSC=0b001) 
 __builtin_write_OSCCONL(0x01);  // Start clock switching 
 
 while (OSCCONbits.COSC != 0b001);  // Wait for Clock switch to occur 
 








 CMCONbits.C1EVT = 0; 
 CMCONbits.C2EVT = 0; 
 
 extern fractional BufferA[NUMSAMP];   // Ping pong buffer A 
 extern fractional BufferB[NUMSAMP];   // Ping pong buffer B 
 extern fractional escalierA[NUMSAMP]; 
 extern fractional escalierB[NUMSAMP]; 
 extern unsigned int DmaBuffer;    // DMA flag 
 extern int flag;     // Flag 
  int j; 
 
while (1)                    // Loop Endlessly - Execution is interrupt driven 
     {  
  if(flag)  
  {             
   for(j = 0; j < NUMSAMP; j++) 
   { 
    while(DAC1STATbits.REMPTY != 1); // Wait for D/A conversion 
    if(!DmaBuffer) 
    DAC1RDAT = (BufferA[j]/4)+escalierA[j];  // Load the DAC buffer with data 
    else if(DmaBuffer) 
    DAC1RDAT = (BufferB[j]/4)+escalierB[j];  // Load the DAC buffer with data 
   }  
   flag = 0; 
  }  
 } 
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Annexe H. Code du DAC externe 
 
- ADC_DAC.c : 
void initSPI2(void) 
{ 
 SPI2CON1bits.DISSCK = 0; 
 SPI2CON1bits.DISSDO = 0; 
 SPI2CON1bits.MODE16 = 1;  
 SPI2CON1bits.CKE = 0; 
 SPI2CON1bits.SSEN = 0; 
 SPI2CON1bits.CKP = 1; 
 SPI2CON1bits.MSTEN = 1; 
 SPI2CON1bits.SPRE = 4;  
 SPI2CON1bits.PPRE = 2; 
 SPI2CON2bits.FRMEN = 1; 
 SPI2STATbits.SPIROV = 0; 
 SPI2CON2bits.SPIFSD = 0; 
  
 IFS2bits.SPI2IF = 0; 
 IEC2bits.SPI2IE = 0; 
 
 RPOR2bits.RP5R = 10;    //RP5 -> SDO 
 RPOR3bits.RP6R = 11;    //RP6 -> CLK1OUT 
  
 TRISBbits.TRISB7 = 0;    //Output, CS 
 TRISBbits.TRISB5 = 0;   //Output, SDO 
 TRISBbits.TRISB6 = 0;   //Output, CLK 
 
 SPI2STATbits.SPIEN = 1; 
} 
 
- Main.c : 
… 
while (1)                     // Loop Endlessly - Execution is interrupt driven 
{        
 if(!DmaBuffer) 
 {          
  for(i = 0; i < NUMSAMP; i++) 
  { 
   temp = SPI2BUF; 
   SPI2BUF =  16*BufferA[i];  // Load the SPI buffer with data 
   PORTBbits.RB7 = 0;    
   while (!SPI2STATbits.SPIRBF); 
   PORTBbits.RB7 = 1;  
  }     
 } 
 else if(DmaBuffer) 
 { 
  for(i = 0; i < NUMSAMP; i++) 
  { 
   temp = SPI2BUF; 
   SPI2BUF =  16*BufferB[i];  // Load the SPI buffer with data 
   PORTBbits.RB7 = 0; //CS 
   while (!SPI2STATbits.SPIRBF);       
   PORTBbits.RB7 = 1;   
  }   
 }  
} 
… 
 
 
