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第 2 章 Web アプリケーションとその開発
手法 
2.1 Web アプリケーションと Web API 




例としてはマイクロブログサービスを提供する Twitter [2]，SNS サービスを提供する




利用して情報の受け渡しが行われる．Web API は HTTP などの通信プロトコルを利用して
他のアプリケーションが Web アプリケーションサーバに対して任意の処理を依頼し，その
結果を受取るための仕組みである．Web API の利用例としては，自身の Web サイトに地図
を埋め込む例が挙げられる．例えば食べログ [5]という飲食店紹介サイトでは，飲食店の情
報としてその飲食店の位置が地図と共に示されている(図 2.1)． 
 図 2.1で表示されている地図の部分は Google Maps の Web API を用いて店舗の位置を表
示している．図 2.1 の地図が表示される仕組みとしては，以下のようになる． 
 
(1) ページ内の Java Script や PHP などのスクリプト言語を用いて記述されたプログラム
が Google Maps API を利用して Google Maps に情報を要求する(リクエスト) 
(2) Google Maps は要求に即した情報を返す(レスポンス) 
(3) ページ内のプログラムにより，レスポンスから地図情報を作成する 
 
 以上を図で表したものを図 2.2 に示す．この例のように，Web API を利用して作成され
る Web アプリケーションは，Web API の仕様にあったにリクエストを送り，またその返答
結果を解釈するためのプログラムが必要である． 
 Web API の数は年々増加しており，Programmable Web における年ごとの Web API 登
録数の推移(図 2.3)を見ると，2000 年から現在まで，Web API の登録数は指数関数的に増
加していることがわかる．Programmable Web に登録されている Web API のうち，2013
年 1 月現在で REST 型として登録されている Web API は 5385 件で，SOAP 型として登録




図 2.1 食べログの飲食店店舗位置表示画面(参考文献 [5]から引用) 
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図2.3 Programmable Webにおける年ごとのWeb API登録数の推移(参考文献 [1]から引用) 
 
2.2 Web API の種類 
Web API に は 大 別 し て SOAP(Simple Object Access Protocol) [6] 型 と
REST(Representational State Transfer) [7]型と呼ばれるものがある． 
SOAP 型は XML 形式で示した「SOAP エンベロープ」を用いて，Web アプリケーショ
ンと他のアプリケーションが相互に通信を行う手法である．通信の際にはこの SOAP エン
ベロープを HTTP を利用して送受信を行う．SOAP エンベロープの内容は使用出来る属性
やおおまかな構造(SOAP ヘッダと SOAP ボディを持つ，など)は決まっているが，詳細は
各 Web API ごとに異なる． 
REST 型は HTTP リクエストの URI によって欲しい情報を指定し，XML や JSON など
の構造的なデータとしてレスポンスを受け取る手法である．特に HTTP の GET メソッド
が使われる場合が多く，その場合情報の指定はリクエスト URI 中で行われるという特徴が
ある．本研究では，REST は Roy Fielding が提唱した REST の原義 [7]ではなく，以上で
示した Web API のアーキテクチャを述べる際に一般的に言われる Web API の型を指すこ
ととする． 
SOAP 型は SMTP や HTTP などのプロトコルにより利用することが可能であるが，特に
HTTP の POST メソッドが使われることが多い．SOAP 型におけるリクエスト・レスポン
スの例を表 2.1 に示す． 
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表 2.1 SOAP 型におけるリクエスト・レスポンスの例( [8]から引用) 
リクエスト 
POST /WebSite1/WebService.asmx HTTP/1.1 
Host: localhost 
Content-Type: text/xml; charset=utf-8 
Content-Length: length 
SOAPAction: "http://tempuri.org/getHello" 











HTTP/1.1 200 OK 
Content-Type: text/xml; charset=utf-8 
Content-Length: length 











REST 型におけるリクエスト・レスポンスの例を表 2.2 に示す．GET メソッドにより指
定される URL はベース URL を指定する部分と，パラメータを指定する部分の 2 つによっ
て構成される．リクエスト URL は以下のような形式となる． 
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表 2.2 REST 型におけるリクエスト・レスポンスの例( [8]から引用) 
リクエスト 




HTTP/1.1 200 OK 
Content-Type: text/xml; charset=utf-8 
Content-Length: length 
  




REST 型は HTTP の GET メソッドを利用していることが多く，SOAP 型に比べてシン
プルな構造となっている．Web ブラウザに URL を入力するだけで動作確認が行うことが可
能なので利用や確認が容易である．SOAP 型は REST 型に比べて構造が複雑であるが，そ
の分リクエストとして REST 型より多量の情報を送ることが可能であり，WS(Web 
Services)パッケージ [10]などの SOAP の機能拡張のための仕様も豊富に存在する．WS パ
ッケージを用いることで実運用上の多様なケースに対応した機能を SOAP 型によって利用
することができるようになったが，その分 WS パッケージに対応しているプログラムライ
ブラリの導入が必要となる．Web API を利用する際，WS パッケージに対応しているプロ
グラムライブラリが開発者の環境(OS やプログラミング言語)において存在しない場合もあ
るため，WS パッケージを用いた SOAP 型の Web API は多様な開発環境に対応していると
はいえない．対して REST 型では HTTP のメソッドを用いたシンプルな構造となっており，
SOAP 型のように特定のパッケージの仕様を解釈するためにライブラリを導入する必要は
ない． 
2.3 Web API の仕様記述言語 
 Web API にはその仕様をコンピュータに入力として与え，仕様を解釈させるための仕様
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記述言語が存在する．SOAP 型の Web API の仕様を記述する言語として WSDL(Web 
Services Description Language) [11]がある．REST 型の Web API の仕様を記述する言語
としては WADL(Web Application Description Language) [12]がある． 
 
2.3.1 WSDL 
 WSDL文書は XML によって記述される．WSDL を構成する主要な要素を表 2.3に示す． 
 
表 2.3 WSDL を構成する主要な要素( [13]から引用) 
要素名 要素の説明 




































 WSDL 文書の実際の記述例を示す．Web サービスとして，ショッピングサイトで，ある
商品の値段を計算して返却する Web サービスが運用されていると考える．この Web サービ
スは商品コード(Code)と商品の個数(Value)を渡すと価格を返す機能を持つとする．この
Web サービスのサービスを要求する場合，HTTP で SOAP メッセージを送る．図 2.4 にそ
のメッセージの例を示す． 
 
図 2.4 HTTP による SOAP メッセージ例 
 
 
 SOAP メッセージは SOAP がバインディングされているプロトコル(ここでは HTTP)の
ヘッダを記述した後，SOAP の要求記述を行う．要求は SOAP エンベロープにまとめられ
ており，その中に SOAP ヘッダと SOAP 本体(ボディ)を記述する．この例では，商品コー
POST /axis/services/Estimate HTTP/1.0 
Content-Type: text/xml; charset=utf-8 












  <soapenv:Body> 
    <ns1:getPrice 
soapenv:encodingStyle="http://schemas.xmlsoap.org/soap/encoding/" 
xmlns:ns1="http://unitec-denki.utj.co.jp/schema/2003/"> 
      <Code xsi:type="xsd:string">code-001</Code> 
      <Value xsi:type="xsd:int">30</Value> 
    </ns1:getPrice> 






ンスは図 2.5 のようになる．価格として 1575 円が返されている． 
 
図 2.5 SOAP メッセージのレスポンス例 
 
 










HTTP/1.1 200 OK 
Content-Type: text/xml; charset=utf-8 
Date: Wed, 12 Mar 2003 15:06:08 GMT 
Server: Apache Coyote/1.0 
Connection: close  
 





  <soapenv:Body> 
    <ns1:getPriceResponse 
soapenv:encodingStyle="http://schemas.xmlsoap.org/soap/encoding/" 
xmlns:ns1="http://unitec-denki.utj.co.jp/schema/2003/"> 
      <getPriceReturn xsi:type="xsd:int">1575</getPriceReturn> 
    </ns1:getPriceResponse> 






















<wsdl:part name="Code" type="xsd:string"/> 








  <wsdl:operation name="getPrice" parameterOrder="Code Value"> 
    <wsdl:input name="getPriceRequest" message="impl:getPriceRequest"/> 
    <wsdl:output name="getPriceResponse" message="impl:getPriceResponse"/> 
  </wsdl:operation> 
</wsdl:portType>  
 
<wsdl:binding name="EstimateSoapBinding" type="impl:Estimate"> 
  <wsdlsoap:binding style="rpc" transport="http://schemas.xmlsoap.org/soap/http"/> 
  <wsdl:operation name="getPrice"> 
    <wsdlsoap:operation soapAction=""/> 
    <wsdl:input name="getPriceRequest"> 
      <wsdlsoap:body use="encoded"encodingStyle="http://schemas.xmlsoap.org/soap/encoding/" 
       namespace="http://unitec-denki.utj.co.jp/schema/2003/"/> 
    </wsdl:input> 
    <wsdl:output name="getPriceResponse"> 
      <wsdlsoap:body use="encoded" encodingStyle="http://schemas.xmlsoap.org/soap/encoding/"
       namespace="http://unitec-denki.utj.co.jp/schema/2003/"/> 
    </wsdl:output> 




  <wsdl:port name="Estimate" binding="impl:EstimateSoapBinding"> 
    <wsdlsoap:address location="http://localhost:8080/axis/services/Estimate"/> 





この価格情報を返す Web サービスを利用したい場合は，Web アプリケーション開発時に
WSDL を読み込ませることで，開発ツールが Web サービスの機能を利用するメソッドを自
動生成できるようになるため，開発が容易になる．WSDL を読み込むことのできる開発ツ




WSDL と同様，WADL も XML で記述される．WADL を構成する主要な要素を表 2.4 に
示す． 
 
表 2.4 WADL を構成する主要な要素 
要素名  要素の説明 
application 要素 WADL のタグ構造の最上位要素．以下で説明する要素は全てこ
の application 要素内で記述される 
grammars 要素 
HTTP レスポンスにより返却されるデータフォーマットのス
キーマについて記述する．grammars 内で include 要素を用い
ることでスキーマ記述を読み込むことができる．読み込むスキ





base 属性内でベースとなるリクエスト URI の指定を行う 
resource 要素 
Web API で利用可能な特定の 1 つの機能について記述する．つ
まり機能を複数持つ Web API は resource 要素を複数持つこと
になる．以下で説明する要素は全てこの resource 要素内で記
述される 
method 要素 HTTP プロトコルのどのメソッドが利用されるかを記述する．
















図 2.7 に Yahoo News Search の WADL 記述例 [12]を示す． 
13 
 




<?xml version="1.0"?>  
<application xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
 xsi:schemaLocation="http://wadl.dev.java.net/2009/02 wadl.xsd"  
 xmlns:tns="urn:yahoo:yn"  
 xmlns:xsd="http://www.w3.org/2001/XMLSchema"  
 xmlns:yn="urn:yahoo:yn"  
 xmlns:ya="urn:yahoo:api"  
 xmlns="http://wadl.dev.java.net/2009/02">  
 
<grammars>  
<include href="NewsSearchResponse.xsd"/>  
<include href="Error.xsd"/>  
</grammars>  
 
<resources base="http://api.search.yahoo.com/NewsSearchService/V1/">  
<resource path="newsSearch">  
<method name="GET" id="search">  
<request> 
<param name="appid" type="xsd:string"  
 style="query" required="true"/>  
<param name="query" type="xsd:string"  
 style="query" required="true"/>  
<param name="type" style="query" default="all">  
<option value="all"/>  
<option value="any"/>  
<option value="phrase"/>  
</param>  
<param name="results" style="query" type="xsd:int" 
default="10"/>  
<param name="start" style="query" type="xsd:int" 
default="1"/>  
<param name="sort" style="query" default="rank">  
<option value="rank"/>  
<option value="date"/>  
</param>  
<param name="language" style="query" type="xsd:string"/>  
</request>  
<response status="200">  
<representation mediaType="application/xml"  
 element="yn:ResultSet"/>  
</response>  
<response status="400">  
<representation mediaType="application/xml"  









 resources 要素中にアプリケーションが提供する情報を記述する．base 属性で Web API
をリクエストする際のベース URL を記述する．resource 要素中の path 属性では URL に
関して，各機能ごとに共通でない部分がある場合にベース URL に追加する部分 URL を指
定することができる．例えば図 2.5 の例では resources 要素中でベース URL として「http:
//api.search.yahoo.com/NewsSearchService/V1/」が指定されており，resource 要素中では
path 属性で「newsSearch」が指定されている．この例では，実際に HTTP リクエストを
送る場合にはベース URL として「http://api.search.yahoo.com/NewsSearchService/V1/ne
wsSearch」を利用することになる．例えばこの Web API に別の機能として論文検索が実
装され，その機能のベース URL が「http://api.search.yahoo.com/NewsSearchService/V1/
articleSearch」となった場合には，図 2.5 の WADL には resource 要素が追加され，path
属性として「articleSearch」が与えられることになる． 
method 要素では http で用いるメソッドの名前を指定する．この例では GET メソッドが
指定されている．id 属性にはその WADL 文書内の一意である任意の値を入力する．request
要素の各 param 要素が HTTP リクエスト内の各パラメータに対応している．request 要素
の属性を以下に示す．詳細は param 要素の属性として記述する． 
 
z name … パラメータの名前 
z type … 文字列や数字などのパラメータの型 
z default … パラメータのデフォルト値．クライアントから送られる HTTP リクエス
ト内で，パラメータに値が指定されなかった場合この値が使用される 
z required … パラメータが必須か否か．クライアントから送られる HTTP リクエス
トで，必ず指定しなければならないパラメータならば，”required=true”を指定する 
z style … スタイルを指定する．style 属性は他のタグの属性としても使われており，
param タグ内では”style=query”を指定するように決められている． 
  
応答の仕様は response タグ内の representation タグに記述する．status 属性でレスポン
スの HTTP ステータスを指定し，タグ内で representation タグを用いてそのステータスが
返された時の対応を記述する．representation タグの mediaType 属性ではレスポンスのイ
ンターネットメディアタイプを指定し，element 属性では grammar タグ内で宣言されてい
る エ レ メ ン ト 名 を 指 定 す る ． 例 で は grammar タ グ 内 で 指 定 さ れ て い
る”NewsSearchResponse.xsd”内に ResultSet エレメントが宣言されている．このように
grammarタグでインポートできるスキーマにはW3C XML Schemaなどのスキーマ言語が






図 2.8 NewsSearchResponse.xsd 
 
 
SOAP 型の Web API は構造が複雑であるため Web API の開発者が WSDL も併せて提供
する事例が多い．WADL は WSDL と違い提供されなくても REST 型の Web API の利用は
難しくないため，併せて提供される事例が少ない．しかし利用は難しくないとしても，開
発者はその利用にあたり Web API を利用するためのプログラムを作成する必要があり，ま
た 2.1 で示したように Web API が急速に増加している状況で，開発者が各 Web API に対し
てプログラムを作成するのは非効率的である．以上の理由から本研究では REST 型の Web 
<xs:schema targetNamespace="urn:yahoo:yn" elementFormDefault="qualified"> 
 <xs:element name="ResultSet"> 
  <xs:complexType> 
<xs:sequence> 
<xs:element name="Result" type="ResultType" minOccurs="0" 
maxOccurs="50"/> 
</xs:sequence> 
<xs:attribute name="totalResultsAvailable" type="xs:integer"/> 
<xs:attribute name="totalResultsReturned" type="xs:integer"/> 





<xs:element name="Title" type="xs:string"/> 
<xs:element name="Summary" type="xs:string"/> 
<xs:element name="Url" type="xs:string"/> 
<xs:element name="ClickUrl" type="xs:string"/> 
<xs:element name="NewsSource" type="xs:string"/> 
<xs:element name="NewsSourceUrl" type="xs:string"/> 
<xs:element name="Language" type="xs:string"/> 
<xs:element name="PublishDate" type="xs:string"/> 
<xs:element name="ModificationDate" type="xs:string" 
minOccurs="0"/> 





<xs:element name="Url" type="xs:string"/> 
<xs:element name="Height" type="xs:integer" minOccurs="0"/> 









2.4 Web API を利用するためのプログラムライブラリ 
 現在，開発者がWeb APIを利用してアプリケーションを開発する場合，一般的には(1)Web 
API 提供者が公開しているオンラインドキュメントを読んで仕様を把握し，(2)仕様に則し
たプログラムを作成するというプロセスをたどる．オンラインドキュメントとは，各 Web 
API 提供者が Web 上で公開しているもので，Web API に関するリクエストやレスポンス等
の仕様が書かれている．Web API のオンラインドキュメントの例を図 2.6 に示す．この例





 このリクエスト例では query パラメータとして「Cameron」を指定し，region パラメー
タで「uk」(イギリス)を指定している．Yahoo Web Search API は Yahoo の検索エンジンを
利用して Web 検索をした結果を返す API であるので，この例では uk.search.yahoo.com の
エンジンを利用してキーワード「Cameron」で検索した結果がレスポンスとして返される． 











実際に Twitter や Facebook など，比較的有名な Web API については作成されたプログ
ラムライブラリが公開されている [19]． 
以上の他に多くの Web アプリケーションで導入されている Basic や OAuth などを利用
したユーザ認証も Web API に関する処理といえるが，ほとんどの Web アプリケーションで







図 2.6 Web API オンラインドキュメントの例(Yahoo Web Search [20]の一部) 
 
2.5 プログラムライブラリ作成時の問題点 
 開発者が Web API のプログラムライブラリを作成する上で，2.2 で述べた現在の開発プ
ロセスでは，以下のような問題がある． 
 
（１） Web API ごとにプログラムライブラリを作成しなければならない 
 Web API は HTTP によるリクエスト・レスポンス通信など基本的な構造は共通している
が，指定可能なパラメータやレスポンスのスキーマなど細かな部分は共通しておらず，相
互の互換性はない．例えば検索を行う Web API で Yahoo! Web Search と CiNii API [21]が
ある．検索クエリを指定するパラメータの名前として，Yahoo! Web Search は「query」，
CiNii API は「q」を指定する．また検索の結果帰ってくるレスポンスの構造データのスキ





 Twitter や Facebook など，比較的有名な Web API に対しては，ライブラリが既に存在す
る場合が多いが，2.1 で述べたように Web API の数は急速に増加しており，ライブラリが




ドを複数の開発者がコーディングしてしまうことになる．実際に twitter の Web API では
プログラムライブラリが複数作成，公開されており，公式サイトで紹介されているものだ
けでも 43 件のプログラムライブラリが存在し，Ruby という一つのプログラミング言語に









 例えば前述した twitter の Web API ライブラリとして twitter4r [22]というものがある．







（４） Web API の仕様変更に対応する必要がある 
 Web API の仕様が変更された場合，そのプログラムライブラリもその仕様変更に対応し
更新する必要がある．更新ではライブラリの開発者がコーディングをし直す必要がある．
もし開発者が更新を行わなかった場合，ライブラリの一部もしくは全てが利用不可能にな
ってしまう可能性がある．例を挙げると，実際に twitter API では過去に大規模な仕様変更
が行われており [23] [24] [25]，以前使用できていた機能が利用不可になるケースが起きて
いる．この仕様変更によって，多くのライブラリの一部機能が利用できなくなる問題が起
















































図3.1. Web APIプログラムライブラリ生成手法概要図 
























REST 型の Web API では，HTTP のリクエストを送りそのリクエストに応じたレスポンス
が返される．図 3.2，図 3.3 ではドキュメント中に Resource URL もしくは Request URL













if (HTML ファイルの 1行 == 「http://」ではじまり，「?」で終わる) 




















z ベースURL … HTTPリクエストを送る際に指定するURL 
z パラメータ名 … リクエストで指定できるパラメータの名前 
z パラメータの型 … 文字列や数字など各パラメータで指定できる型 
z パラメータのデフォルト値 … リクエストで指定しなかった場合の省略時値 
z 必須パラメータか否か … 必ず指定しなければならないパラメータであるか否か 
z リクエストの形式 … リクエストの送信方法に関する規定(GETメソッドかPOSTメ
ソッドか，など) 

































実験用プログラムのプログラミング言語：Ruby 1.9.2 (標準添付ライブラリのみ使用) 






































if (キーワードリストにあるワードが URL より前に出てくる) 
 URL のスコアを加算する 
 end 
 
if (HTML ファイルの 1行 == 「http://」ではじまり，「?」で終わる) 
 if (「http://」から「?」の間に URL として不適切な文字が含まれていない) 
  ベース URL とみなす 
  高いスコアを基礎スコアとして与える 
 end 
else if (HTML ファイルの 1行 == 「http://」ではじまる) 
 if (「http://」から始まる文字列に URL として不適切な文字が含まれていない) 
  URL とみなす 




if (文字列 == (ある表の前の数行もしくは表の要素名にキーワードリストのキーワードが
ある && 表の第 1列目の要素である && 基本英数字で構成されており，文字数も少ない)) 








 ベース URL に関する抽出ルール中にあるスコアとは，あるオンラインドキュメントから

















































































べき情報が確定すると，プロトタイプシステムは抽出した情報を WADL 形式で出力する． 
 プロトタイプシステムの開発環境を以下に示す． 
 
OS：Windows 7 Ultimate SP1 





z HTML からの 3.3 で示した要素の抽出 






図 5.1 プロトタイプシステム概要 
 
5.1.2 抽出ルールに基づいた情報の抽出 
 プロトタイプシステムでは入力された html から，各抽出ルールに一致する情報を判定し




抽出した情報そのもの．ベース URL ならば，「http://…」，といったものが入る 
z 情報の種類 
3.3 で示した抽出する 7 要素のうち，どれにあたるか 
z 抽出された元の html での行番号 















れたオンラインドキュメントの例を図 5.3 に示す．図 5.2 と図 5.3 では共にプロトタイプシ






















¾ select [information type] 
¾ 現在の各情報の一覧を表示 
z insert 
¾ insert into [value] values [information type] 
¾ 新たな要素を追加 
z update 
























5.1.4 WADL の出力 
 プロトタイプシステムで抽出した情報は WADL 形式で出力される．出力された WADL
は NetBeans を用いてプログラムライブラリに変換することが可能である． 
 
5.2 オンラインドキュメントの分類 
 Web API のオンラインドキュメントは Web API と同じ数だけ存在する．記される情報は
共通しているが，表による情報の整理や具体例の提示などその記述方法にはそれぞれ差が
ある．抽出ルールを検討する上で，これらの各オンラインドキュメントの性質から分類を
することが望ましいと考えた．本研究ではオンラインドキュメントをタイプ 1 とタイプ 2
に分けて考える．以下にその 2 種類の特徴を示す． 
 
5.2.1 タイプ 1 のオンラインドキュメント 
 以下の特徴を持つオンラインドキュメントをタイプ 1 とした． 
 
(1) Web APIの1つの機能に関する情報が1つのWebページ(htmlページ)に示されている．














 基本的にタイプ 1 は(1)～(3)の要素すべてを満たすが，いずれかの要素が欠けている場合
もある．タイプ 1 の例としては，Yahoo! Answers API や twitter API が挙げられる．いず
れも(1)～(3)の要素を満たしている． 
 
5.2.2 タイプ 2 のオンラインドキュメント 
 以下の特徴を持つオンラインドキュメントをタイプ 2 とした． 
 
(1) Web API の 1 つの機能に関する情報がリンクによって分割され，複数の Web ページを
閲覧する必要がある．または，1 つの機能に関する情報だけでなく，他の機能の情報も
併せて示されている 
これは，例えば SNS に関する Web API があり，その Web API は SNS 内の投稿の
キーワード検索の機能と自分が SNS に投稿する機能の 2 つを備えているとする．この
Web API がタイプ 2 のオンラインドキュメントである場合は，ベース URL，パラメー
タに関する情報，レスポンスの形式などが別々のページに示されていたり，またはキ
ーワード検索に利用可能なパラメータと SNS に投稿する際に利用可能なパラメータが
同じ Web ページ内で示されていたりする，ということである． 
(2) 各情報は表，箇条書き，定義リストの形式は用いられず，整形されていない文章内で
説明される 
 タイプ 2 では，3.3 で示した本研究で抽出される情報が表や箇条書きを用いず，文章
の一部として出てくる事が多い． 
 

















ととする．独自スクリプトの基本的な構文は図 5.4 のようになる． 
 
 
図 5.4 独自スクリプトの構文 
 
例えば HTML コードのある 1 行 で「http://～?」というパターンと一致し，かつその直





¥[1-3](Base|Resource) URL /¥[b]http:¥/¥/.+? /¥[1-2]Method /¥[1-5]GET 
 
 上の例ではブロックが 4 つできていることになる．各ブロックは先頭に必ず「¥[n-m]」






一致した HTML コード中の行より上の n 行から m 行の範囲，基準点となったブロックよ
り右に記述されているブロックであれば，自分の左隣のブロックのパターンが一致した




z ベース URL に関するキーワードリスト(リスト b) 
z パラメータ名に関するキーワードリスト(リスト pn) 
z パラメータの型に関するキーワードリスト(リスト pt) 
z パラメータのデフォルト値に関するキーワードリスト(リスト pd) 
z パラメータが必須か否かに関するキーワードリスト(リスト pr) 
z リクエストの形式が GET メソッドの場合のキーワードリスト(リスト rg) 
z リクエストの形式が POST メソッドの場合のに関するキーワードリスト(リスト rps) 
z リクエストの形式が PUT メソッドの場合のに関するキーワードリスト(リスト rpu) 
























(1) ベース URL に関するルール 
if (HTML ファイルの 1行の一部 == “http://”ではじまり，”?”で終わる) 
  if (“http://”から”?”の間に URL で不適切な文字が含まれていない) 
   ベース URL とみなす 
   高い基礎スコアを与える 
  end 
else if (HTML ファイルの 1行の一部 == “http://”ではじまる) 
  if (“http://”から始まる文字列に URL で不適切な文字が含まれていない) 
   ベース URL とみなす 
   低い基礎スコアを与える 
  end 
end 
 
if (リスト bにある文字列が抽出した URL より前に出てくる) 




if (抽出した URL の文字数 < 10) 
 その URL のスコアを減算する 
end 
 
if (“/”と英数字，”_”，”-”，”.”，”{“，”}”で構成された文字列がある && 今
まで抽出した URL の末尾 n文字 == その文字列の先頭 n文字) 












if (HTML ファイルの 1行の一部 == “http://”ではじまり，”?”が記述されている 
&& “?”以降は英数字または”.”, “-”, “_”,”=“，”英数字または”.”, “-”, 
“_”“”&”のパターンを持つ文字列が存在する) 




if (HTML ファイルの 1 行の一部 ==“&”, “英数字または”.”, “-”, “_”“,”=“， 
“英数字または”.”, “-”, “_”“ のパターンを持つ文字列が存在する) 




























if (パラメータ名を抽出した div の要素の文字列の一部 == “example”,”values” 
といった例を示しているような文字列) 
 if (例として数字が示されている) 
  そのパラメータの型を整数型とみなす 
 else if (例として文字列が示されている) 
  そのパラメータの型を文字列とみなす 
 else if (例として”true”や”false”が示されている) 












if (パラメータ名を抽出した span の要素の文字列の一部 == “example”,”values”とい
った例を示しているような文字列) 
 if (例として数字が示されている) 
  そのパラメータの型を整数型とみなす 
 else if (例として文字列が示されている) 
  そのパラメータの型を文字列とみなす 
 else if (例として”true”や”false”が示されている) 












if (ある表の前の数行もしくは表の要素内の文字列の一部 ==リスト pn の文字列) 
if (上記の if 文に一致した文字列 == 表の第 1列目の要素である &&上記の if 文に一 
致した文字列 ==“英数字または”.”, “-”, “_”“) 
   パラメータ名とみなす 
end 
 
if (パラメータ名を抽出した表の要素内の文字列一部 ==リスト pt の文字列 
&& それ以外の文字列の比が少ない) 
  パラメータの型とみなす 
end 
 
if (パラメータ名を抽出した表の要素内の文字列一部 ==リスト pr の文字列 
&& それ以外の文字列の比が少ない) 
  パラメータが必須か否かの情報であるとみなす 
end 
 








if (パラメ－タ名として抽出した文字列の一部 == “(スペース)” 
|| パラメ－タ名として抽出した文字列の一部 == “{” 













if (HTML ファイルの 1行 == キーワードリストにある”GET”を含む文字列と一致する 
|| HTML ファイルのまとまった複数行 ==リスト rg にある文字列と一致する) 
  リクエストの形式を GET とみなす 
else if (HTML ファイルの 1行 == リスト rps にある文字列と一致する 
|| HTML ファイルのまとまった複数行 == リスト rps にある文字列と一致する) 
  リクエストの形式を POST とみなす 
else if (HTML ファイルの一行 == リスト rpu にある文字列と一致する 
|| HTML ファイルのまとまった複数行 == リスト rpu にある文字列と一致する) 
  リクエストの形式を PUT とみなす 
end 
 
if (HTML ファイルの一行 == リスト res にある文字列と一致する) 














を行った．実験対象は Programmable Web に登録されている Web API のオンラインドキ
ュメントのうち，被マッシュアップ件数の多いもの上位 30 件とした．この実験対象を選択
した理由は，これらの Web API のオンラインドキュメントは Web API のオンラインドキ
ュメントの基準となっているといえるからである．被マッシュアップ件数が多いというこ
とは，よく使われる人気の高い Web API であるということであり，これらのオンラインド





(1) 実験対象 30 件のうち，上位 10 件のオンラインドキュメントを見てそこから情報が抽
出できるよう抽出ルールを作成する． 
この上位 10 件のオンラインドキュメントをグループ A とする．またそれ以外の 20
件をグループ B とする． 




















 実験対象とした Programmable Web に登録されているオンラインドキュメントを以下に
示す． 
 
(1) Twitter API https://dev.twitter.com/docs (参照 2012-12-13) 
(2) Flickr API http://code.flickr.com/ (参照 2012-12-13) 
(3) Amazon eCommerce API 
 https://affiliate-program.amazon.com/gp/advertising/api/detail/main.html ( 参照 
2012-12-13) 
(4) Facebook API http://developers.facebook.com/ (参照 2012-12-13) 
(5) Twilio API http://www.twilio.com/ (参照 2012-12-13) 
(6) eBay API https://www.x.com/developers/ebay (参照 2012-12-13) 
(7) Last.fm API http://www.lastfm.jp/api (参照 2012-12-13) 
(8) Twilio SMS API http://www.twilio.com/api/sms (参照 2012-12-13) 
(9) del.icio.us API http://delicious.com/developers (参照 2012-12-13) 
(10) Yahoo Web Search API http://developer.yahoo.com/search/web/webSearch.html (参
照 2012-12-13) 
(11) Yahoo Geocoding API http://developer.yahoo.com/maps/rest/V1/geocode.html (参照 
2012-12-13) 
(12) foursquare API https://developer.foursquare.com/ (参照 2012-12-13) 
(13) GeoNames API http://www.geonames.org/export/ (参照 2012-12-13) 
(14) Box.net API http://developers.box.com/docs/ (参照 2012-12-13) 
(15) Wikipedia API http://www.mediawiki.org/wiki/API (参照 2012-12-13) 
(16) Amazon EC2 API 
 http://aws.amazon.com/archives/3215?_encoding=UTF8&jiveRedirect=1 ( 参 照 
2012-12-13) 
(17) Bing API http://www.bing.com/developers/ (参照 2012-12-13) 
(18) Yahoo Image Search API  
http://developer.yahoo.com/search/image/V1/imageSearch.html (参照 2012-12-13) 
(19) Shopping.com API  




(20) Yahoo BOSS API http://developer.yahoo.com/boss/search/ (参照 2012-12-13) 
(21) Yahoo Local Search API http://developer.yahoo.com/search/local/localSearch.html 
(参照 2012-12-13) 
(22) Freebase API http://wiki.freebase.com/wiki/Freebase_API (参照 2012-12-13) 
(23) Yelp API http://www.yelp.com/developers (参照 2012-12-13) 
(24) LinkedIn API https://developer.linkedin.com/ (参照 2012-12-13) 
(25) Eventful API http://api.eventful.com/ (参照 2012-12-13) 
(26) Salesforce.com API http://developer.force.com/ (参照 2012-12-13) 
(27) Instagram API http://instagram.com/developer/ (参照 2012-12-13) 
(28) geocoder API http://geocoder.us/help/ (参照 2012-12-13) 
(29) Upcoming API http://upcoming.yahoo.com/services/api/ (参照 2012-12-13) 
(30) Commission Junction API http://www.cj.com/webservices (参照 2012-12-13) 
 
6.1.3 抽出精度の算出 
 抽出結果は適合率と再現率で表現し，最終的な抽出精度は f 値によって表現することとし









になるので，ライブラリ生成の際に Web API の一部機能が利用不可能なライブラリが生成
されてしまう可能性がある．ライブラリ生成において全ての機能を備えた利用可能な Web 
API ライブラリを生成するためには，適合率，再現率は共に 1 である必要があるといえる． 
今回の実験では，グループ A の全てのオンラインドキュメントの f 値が 0.8 以上となるまで










 6.1.2 で示した実験対象に対する再現率，適合率，f 値を表 6.1 と表 6.2 に示す．表 6.1 と
表 6.2 では，3.3 で示した 7 要素それぞれの再現率，適合率，f 値の平均を示している．表
6.1 がグループ A の結果，表 6.2 がグループ B の結果である．7 要素それぞれでの再現率，
適合率，f 値は表 6.3 から表 6.16 に示す．また各オンラインドキュメントが 5.2 で述べるグ
ループのうちどちらに属するかも表中に示した． 
 
表 6.1 グループ A のオンラインドキュメントに対する抽出精度(7 要素平均) 
オンラインドキュメント名 タイプ 適合率 再現率 f 値 
Twitter 1 0.90 1.00 0.95 
Flickr 1 0.73 0.94 0.82 
Amazon eCommerce 1 0.77 0.79 0.78 
Facebook 2 0.57 0.83 0.67 
Twilio 1 1.00 0.88 0.93 
eBay 2 0.53 0.80 0.64 
Last.fm 1 0.50 1.00 0.67 
Twilio SMS 1 0.84 0.81 0.83 
del.icio.us 2 0.82 0.89 0.86 
Yahoo Search 1 0.78 0.82 0.80 
タイプ 1 の平均 0.79 0.89 0.83 














表 6.2 グループ B のオンラインドキュメントに対する抽出精度(7 要素平均) 
オンラインドキュメント名 タイプ 適合率 再現率 f 値 
Yahoo Geocoding API 1 0.53 0.63 0.58 
foursquare API 1 0.20 0.20 0.20 
GeoNames API 2 0.01 0.17 0.01 
Box.net API 2 0.06 0.04 0.05 
Wikipeda API 2 0.23 0.26 0.24 
Amazon EC2 API 1 0.31 0.60 0.41 
Bing API 2 0.08 0.25 0.13 
Yahoo Image Search API 1 0.42 0.75 0.53 
Shopping.com API 2 0.68 0.69 0.69 
Yahoo BOSS API 2 0.17 0.35 0.23 
Yahoo Local Search API 1 0.28 0.53 0.37 
Freebase API 1 0.41 0.47 0.44 
Yelp API 1 0.55 0.59 0.57 
LinkedIn API 1 0.44 0.57 0.50 
Eventful API 1 0.34 0.63 0.44 
Salesforce.com API 2 0.00 0.00 0.00 
Instagram API 2 0.50 0.50 0.50 
geocoder API 2 0.19 0.25 0.21 
Upcoming API 2 0.27 0.30 0.28 
Commission Junction API 1 0.00 0.00 0.00 
タイプ 1 の平均 0.35 0.50 0.40 
タイプ 2 の平均 0.22 0.28 0.23 
 
 
表 6.3 グループ A のオンラインドキュメントに対する抽出精度(ベース URL) 
オンラインドキュメント名 タイプ 適合率 再現率 f 値 
Twitter 1 0.50 1.00 0.67 
Flickr 1 0.50 1.00 0.67 
Amazon eCommerce 1 1.00 1.00 1.00 
Facebook 2 0.03 1.00 0.57 
Twilio 1 1.00 1.00 1.00 
eBay 2 0.08 1.00 0.14 
Last.fm 1 1.00 1.00 1.00 
Twilio SMS 1 1.00 1.00 1.00 
del.icio.us 2 0.52 0.73 0.61 
Yahoo Search 1 1.00 1.00 1.00 
タイプ 1 の平均 0.86 1.00 0.91 






表 6.4 グループ B のオンラインドキュメントに対する抽出精度(ベース URL) 
オンラインドキュメント名 タイプ 適合率 再現率 f 値 
Yahoo Geocoding API 1 0.33 1.00 0.50 
foursquare API 1 0.00 0.00 0.00 
GeoNames API 2 0.05 1.00 0.09 
Box.net API 2 0.00 0.00 0.00 
Wikipeda API 2 0.50 0.67 0.57 
Amazon EC2 API 1 0.33 1.00 0.50 
Bing API 2 0.33 1.00 0.50 
Yahoo Image Search API 1 0.50 1.00 0.67 
Shopping.com API 2 0.50 1.00 0.67 
Yahoo BOSS API 2 0.20 0.17 0.18 
Yahoo Local Search API 1 0.17 1.00 0.29 
Freebase API 1 0.50 1.00 0.67 
Yelp API 1 1.00 1.00 1.00 
LinkedIn API 1 0.33 1.00 0.50 
Eventful API 1 0.33 1.00 0.50 
Salesforce.com API 2 0.00 0.00 0.00 
Instagram API 2 1.00 1.00 1.00 
geocoder API 2 0.75 1.00 0.86 
Upcoming API 2 0.33 1.00 0.50 
Commission Junction API 1 0.00 0.00 0.00 
タイプ 1 の平均 0.35 0.80 0.46 
タイプ 2 の平均 0.37 0.68 0.44 
 
表 6.5 グループ A のオンラインドキュメントに対する抽出精度(パラメータ名) 
オンラインドキュメント名 タイプ 適合率 再現率 f 値 
Twitter 1 0.90 1.00 0.95 
Flickr 1 0.67 1.00 0.80 
Amazon eCommerce 1 0.78 0.97 0.87 
Facebook 2 0.67 0.50 0.57 
Twilio 1 1.00 0.50 0.67 
eBay 2 0.07 0.23 0.10 
Last.fm 1 0.25 1.00 0.40 
Twilio SMS 1 0.38 0.23 0.29 
del.icio.us 2 1.00 1.00 1.00 
Yahoo Search 1 0.64 1.00 0.78 
タイプ 1 の平均 0.66 0.81 0.68 






表 6.6 グループ B のオンラインドキュメントに対する抽出精度(パラメータ名) 
オンラインドキュメント名 タイプ 適合率 再現率 f 値 
Yahoo Geocoding API 1 0.88 1.00 0.93 
foursquare API 1 0.00 0.00 0.00 
GeoNames API 2 0.00 0.00 0.00 
Box.net API 2 0.33 0.25 0.29 
Wikipeda API 2 0.20 0.10 0.13 
Amazon EC2 API 1 0.20 1.00 0.33 
Bing API 2 0.00 0.00 0.00 
Yahoo Image Search API 1 0.42 1.00 0.59 
Shopping.com API 2 0.86 0.39 0.54 
Yahoo BOSS API 2 0.30 0.89 0.44 
Yahoo Local Search API 1 0.43 1.00 0.60 
Freebase API 1 0.40 0.29 0.33 
Yelp API 1 0.55 0.79 0.65 
LinkedIn API 1 0.74 1.00 0.85 
Eventful API 1 0.02 0.50 0.04 
Salesforce.com API 2 0.00 0.00 0.00 
Instagram API 2 0.00 0.00 0.00 
geocoder API 2 0.00 0.00 0.00 
Upcoming API 2 1.00 0.50 0.67 
Commission Junction API 1 0.00 0.00 0.00 
タイプ 1 の平均 0.36 0.66 0.43 
タイプ 2 の平均 0.27 0.21 0.21 
 
表 6.7 グループ A のオンラインドキュメントに対する抽出精度(パラメータの型) 
オンラインドキュメント名 タイプ 適合率 再現率 f 値 
Twitter 1 1.00 1.00 1.00 
Flickr 1 NA NA NA 
Amazon eCommerce 1 0.76 0.73 0.75 
Facebook 2 NA NA NA 
Twilio 1 NA NA NA 
eBay 2 NA NA NA 
Last.fm 1 NA NA NA 
Twilio SMS 1 NA NA NA 
del.icio.us 2 NA NA NA 
Yahoo Search 1 0.65 1.00 0.79 
タイプ 1 の平均 0.80 0.91 0.85 






表 6.8 グループ B のオンラインドキュメントに対する抽出精度(パラメータの型) 
オンラインドキュメント名 タイプ 適合率 再現率 f 値 
Yahoo Geocoding API 1 0.75 1.00 0.86 
foursquare API 1 NA NA NA 
GeoNames API 2 0.00 0.00 0.00 
Box.net API 2 0.00 0.00 0.00 
Wikipeda API 2 NA NA NA 
Amazon EC2 API 1 0.00 0.00 0.00 
Bing API 2 NA NA NA 
Yahoo Image Search API 1 0.58 1.00 0.74 
Shopping.com API 2 NA NA NA 
Yahoo BOSS API 2 NA NA NA 
Yahoo Local Search API 1 0.71 0.83 0.77 
Freebase API 1 0.00 0.00 0.00 
Yelp API 1 0.75 0.27 0.40 
LinkedIn API 1 0.00 0.00 0.00 
Eventful API 1 0.00 0.00 0.00 
Salesforce.com API 2 NA NA NA 
Instagram API 2 NA NA NA 
geocoder API 2 NA NA NA 
Upcoming API 2 NA NA NA 
Commission Junction API 1 NA NA NA 
タイプ 1 の平均 0.47 0.52 0.46 
タイプ 2 の平均 0.00 0.00 0.00 
 
表 6.9 グループ A のオンラインドキュメントに対する抽出精度(パラメータのデフォルト
値) 
オンラインドキュメント名 タイプ 適合率 再現率 f 値 
Twitter 1 1.00 1.00 1.00 
Flickr 1 NA NA NA 
Amazon eCommerce 1 1.00 1.00 1.00 
Facebook 2 NA NA NA 
Twilio 1 NA NA NA 
eBay 2 NA NA NA 
Last.fm 1 0.50 1.00 0.67 
Twilio SMS 1 NA NA NA 
del.icio.us 2 NA NA NA 
Yahoo Search 1 0.30 0.60 0.40 
タイプ 1 の平均 0.70 0.90 0.77 





表 6.10 グループ B のオンラインドキュメントに対する抽出精度(パラメータのデフォルト
値) 
オンラインドキュメント名 タイプ 適合率 再現率 f 値 
Yahoo Geocoding API 1 0.00 0.00 0.00 
foursquare API 1 0.00 0.00 0.00 
GeoNames API 2 0.00 0.00 0.00 
Box.net API 2 0.00 0.00 0.00 
Wikipeda API 2 NA NA NA 
Amazon EC2 API 1 NA NA NA 
Bing API 2 NA NA NA 
Yahoo Image Search API 1 0.60 0.50 0.55 
Shopping.com API 2 NA NA NA 
Yahoo BOSS API 2 NA NA NA 
Yahoo Local Search API 1 0.33 0.25 0.29 
Freebase API 1 0.00 0.00 0.00 
Yelp API 1 NA NA NA 
LinkedIn API 1 0.00 0.00 0.00 
Eventful API 1 NA NA NA 
Salesforce.com API 2 NA NA NA 
Instagram API 2 NA NA NA 
geocoder API 2 NA NA NA 
Upcoming API 2 NA NA NA 
Commission Junction API 1 NA NA NA 
タイプ 1 の平均 0.16 0.13 0.14 
タイプ 2 の平均 0.00 0.00 0.00 
 
表 6.11 グループ A のオンラインドキュメントに対する抽出精度(パラメータが必須か否か) 
オンラインドキュメント名 タイプ 適合率 再現率 f 値 
Twitter 1 0.90 1.00 0.95 
Flickr 1 0.47 0.70 0.56 
Amazon eCommerce 1 0.05 0.06 0.06 
Facebook 2 NA NA NA 
Twilio 1 NA NA NA 
eBay 2 NA NA NA 
Last.fm 1 0.25 1.00 0.40 
Twilio SMS 1 NA NA NA 
del.icio.us 2 0.94 0.94 0.94 
Yahoo Search 1 0.64 1.00 0.78 
タイプ 1 の平均 0.46 0.75 0.55 





表 6.12 グループ B のオンラインドキュメントに対する抽出精度(パラメータが必須か否か) 
オンラインドキュメント名 タイプ 適合率 再現率 f 値 
Yahoo Geocoding API 1 0.25 0.29 0.27 
foursquare API 1 0.00 0.00 0.00 
GeoNames API 2 0.00 0.00 0.00 
Box.net API 2 0.00 0.00 0.00 
Wikipeda API 2 NA NA NA 
Amazon EC2 API 1 0.00 0.00 0.00 
Bing API 2 NA NA NA 
Yahoo Image Search API 1 0.42 1.00 0.59 
Shopping.com API 2 NA NA NA 
Yahoo BOSS API 2 NA NA NA 
Yahoo Local Search API 1 0.04 0.10 0.06 
Freebase API 1 0.00 0.00 0.00 
Yelp API 1 0.45 0.90 0.60 
LinkedIn API 1 0.00 0.00 0.00 
Eventful API 1 NA NA NA 
Salesforce.com API 2 NA NA NA 
Instagram API 2 NA NA NA 
geocoder API 2 NA NA NA 
Upcoming API 2 0.00 0.00 0.00 
Commission Junction API 1 NA NA NA 
タイプ 1 の平均 0.15 0.29 0.19 
タイプ 2 の平均 0.00 0.00 0.00 
 
表 6.13 グループ A のオンラインドキュメントに対する抽出精度(リクエストの形式) 
オンラインドキュメント名 タイプ 適合率 再現率 f 値 
Twitter 1 1.00 1.00 1.00 
Flickr 1 1.00 1.00 1.00 
Amazon eCommerce 1 NA NA NA 
Facebook 2 NA NA NA 
Twilio 1 1.00 1.00 1.00 
eBay 2 1.00 1.00 1.00 
Last.fm 1 NA NA NA 
Twilio SMS 1 1.00 1.00 1.00 
del.icio.us 2 NA NA NA 
Yahoo Search 1 NA NA NA 
タイプ 1 の平均 1.00 1.00 1.00 






表 6.14 グループ B のオンラインドキュメントに対する抽出精度(リクエストの形式) 
オンラインドキュメント名 タイプ 適合率 再現率 f 値 
Yahoo Geocoding API 1 NA NA NA 
foursquare API 1 1.00 1.00 1.00 
GeoNames API 2 NA NA NA 
Box.net API 2 NA NA NA 
Wikipeda API 2 NA NA NA 
Amazon EC2 API 1 1.00 1.00 1.00 
Bing API 2 0.00 0.00 0.00 
Yahoo Image Search API 1 NA NA NA 
Shopping.com API 2 NA NA NA 
Yahoo BOSS API 2 0.00 0.00 0.00 
Yahoo Local Search API 1 NA NA NA 
Freebase API 1 1.00 1.00 1.00 
Yelp API 1 0.00 0.00 0.00 
LinkedIn API 1 1.00 1.00 1.00 
Eventful API 1 NA NA NA 
Salesforce.com API 2 0.00 0.00 0.00 
Instagram API 2 NA NA NA 
geocoder API 2 0.00 0.00 0.00 
Upcoming API 2 0.00 0.00 0.00 
Commission Junction API 1 NA NA NA 
タイプ 1 の平均 0.80 0.80 0.80 
タイプ 2 の平均 0.00 0.00 0.00 
 
表 6.15 グループ A のオンラインドキュメントに対する抽出精度(レスポンスの形式) 
オンラインドキュメント名 タイプ 適合率 再現率 f 値 
Twitter 1 1.00 1.00 1.00 
Flickr 1 1.00 1.00 1.00 
Amazon eCommerce 1 1.00 1.00 1.00 
Facebook 2 1.00 1.00 1.00 
Twilio 1 1.00 1.00 1.00 
eBay 2 1.00 1.00 1.00 
Last.fm 1 NA NA NA 
Twilio SMS 1 1.00 1.00 1.00 
del.icio.us 2 NA NA NA 
Yahoo Search 1 1.00 1.00 1.00 
タイプ 1 の平均 1.00 1.00 1.00 






表 6.16 グループ B のオンラインドキュメントに対する抽出精度(レスポンスの形式) 
オンラインドキュメント名 タイプ 適合率 再現率 f 値 
Yahoo Geocoding API 1 1.00 0.20 0.67 
foursquare API 1 NA NA NA 
GeoNames API 2 0.00 0.00 0.00 
Box.net API 2 0.00 0.00 0.00 
Wikipeda API 2 0.00 0.00 0.00 
Amazon EC2 API 1 NA NA NA 
Bing API 2 0.00 0.00 0.00 
Yahoo Image Search API 1 0.00 0.00 0.00 
Shopping.com API 2 NA NA NA 
Yahoo BOSS API 2 NA NA NA 
Yahoo Local Search API 1 0.00 0.00 0.00 
Freebase API 1 1.00 1.00 1.00 
Yelp API 1 NA NA NA 
LinkedIn API 1 1.00 1.00 1.00 
Eventful API 1 1.00 1.00 1.00 
Salesforce.com API 2 0.00 0.00 0.00 
Instagram API 2 NA NA NA 
geocoder API 2 0.00 0.00 0.00 
Upcoming API 2 0.00 0.00 0.00 
Commission Junction API 1 NA NA NA 
タイプ 1 の平均 0.67 0.53 0.61 
タイプ 2 の平均 0.00 0.00 0.00 
 






 評価実験において，Commission Junction API のオンラインドキュメントに関してはど
の情報も取得できていない．これは Commission Junction API のオンラインドキュメント
では，抽出すべき情報は全て JavaScript 内に記述されており，HTML は単純なレイアウト
の指定のみに用いられていたのが原因である．プロトタイプシステムでは入力として与え
ているのはオンラインドキュメントの HTML ファイルのみであるため Commission 





 6.2 の結果より，タイプ 1 のドキュメントはグループ B でも f 値が高く，逆にタイプ 2 の




は Web API のオンラインドキュメント特有の記述であることもあり，例からベース URL
とパラメータ名を抽出する抽出ルールも有効であった． 
Shopping.com API の平均 f 値が比較的高いのは，Shopping.com のオンラインドキュメ
ントから得られる要素がベース URL とパラメータ名のみであり，それらの抽出精度が高い




if (HTML ファイルの 1行の一部 == “http://”ではじまり，”?”が記述されている 
&& “?”以降は”英数字または”.”, “-”, “_”“,”=“，”英数字または”.”, 
“-”, “_”“”&”のパターンを持つ文字列が存在する) 









if (パラメータ名を抽出した表の要素内の文字列一部 == ”Default is”) 
 “Default is”の後の文字列をパラメータのデフォルト値とみなす 
end 
 
if (パラメータ名を抽出した表の要素内の文字列一部 == ”DEFAULT =”) 






if (HTML ファイルの 1行の一部 == ”default =” 




if (HTML ファイルの 1行の一部 == ”default” 
&& HTML ファイルの 1行の一部 != ”default =” 





if (HTML ファイルの 1行の一部 == ”default = names in local language” 
&& ”default = names in local language”が現れる直前の英単語がパラメータ名と
して既に抽出されている) 







































 現在 Web API のライブラリ開発は，開発者が Web API のオンラインドキュメントを元
に人手でコーディングを行なっている．ただ，特定の Web API には，ライブラリ生成を手
助けするツールやサービスが用意されている場合もある．例えば Google Maps では，任意
の地点を指した状態の地図表示機能を Web サイトに埋め込めるよう html コードとして提
供するためのツールが用意されている．しかし多くの Web API にはこのようなツールは用
意されていない． 







(3) WADL 形式でプロトタイプシステムから情報を出力する 
(4) WADL をライブラリが生成できるツール(Net Beans など)に読み込ませる 
(5) そのツールからライブラリを出力する 
 
 Net Beans の例では，WADL から Java のライブラリを生成することが可能である．そ
の際生成されるコードの行数の総計は 204 行であり，単純に考えればその分だけコーディ
ング量が減少できたことになる． 




z コーディング(Web API に関する処理以外) 




URL やパラメータ名，レスポンスの形式など Web API 提供者から指定されている各要素の
仕様を確認する． 
プロトタイプシステムを用いる場合は，コーディングの Web API に関する処理はライブラ
リとして生成可能であるので必要ないが，代わりにユーザによる抽出された情報の修正が
必要となる．よって，このユーザによる抽出された情報の修正が，プロトタイプシステム




で述べたユーザによる情報の修正機能により Web API の全ての機能を備えたライブラリを
生成することが可能となっている．表 6.17 にグループ B のオンラインドキュメントにおけ
る抽出すべき情報の数とプロトタイプシステムで実際に抽出できた数を示す．ここで記す
情報の数とはオンラインドキュメント中に出現した，3.3で示した 7要素全ての合計である．
表 6.17 より，プロトタイプシステムの現在の抽出精度では，平均で約 14 の情報の追加が
必要であることがわかる．また，表 6.2 より，適合率の平均は約 0.28 である．これと 6.1.3

















表 6.17 グループ B のオンラインドキュメントにおける抽出した情報の数 
オンラインドキュメント名 タイプ 抽出できた数 抽出すべき情報の数 
Yahoo Geocoding API 1 17 24 
foursquare API 1 1 33 
GeoNames API 2 26 36 
Box.net API 2 3 27 
Wikipeda API 2 3 18 
Amazon EC2 API 1 4 8 
Bing API 2 1 10 
Yahoo Image Search API 1 33 39 
Shopping.com API 2 20 50 
Yahoo BOSS API 2 9 16 
Yahoo Local Search API 1 39 66 
Freebase API 1 7 51 
Yelp API 1 24 37 
LinkedIn API 1 20 40 
Eventful API 1 3 5 
Salesforce.com API 2 0 5 
Instagram API 2 1 3 
geocoder API 2 3 7 
Upcoming API 2 2 8 
Commission Junction API 1 0 11 
平均 10.8 24.7 
タイプ 1 の平均 14.8 31.4 




















オンラインドキュメントからの仕様の確認は，各 Web API によってレイアウトの異なるド









第 7 章 関連研究 
Web API を用いたアプリケーション開発効率向上に関しては井上らの研究 [31]がある．




率化として Riabov らの研究 [32]や Lu ら [33]の研究がある．彼らの研究では複数の Web 
API を利用したマッシュアップの効率化について述べられており，Web API の仕様は既に
プログラムとして実装されている前提での研究となっている．以上の研究とは異なり，本
研究では Web API の機能を利用するためのプログラムライブラリを生成する． 
HTML からの情報抽出という観点では片山らの研究 [34]や池田ら [35]の研究がある．こ
れらの研究では HTML のタグ構造や類似度を利用し HTML の解析を行なっているが，対
象となる HTML は Web API のオンラインドキュメントではなく，広範囲の HTML を対象
としている．また，単語などの特定の情報を抽出するわけではなく，DOM ツリーからのブ
ロックの抽出や HTML 内に現れるパターンの抽出をしている．本研究の手法は Web API
のオンラインドキュメントのみを対象とし，それに見られる規則性を利用して，特定の情
報の抽出を行なうものである． 
Web コンテンツのラッピング技術という観点では石井ら [36]や Liu ら [37]の HTML の
ラッピング言語の研究がある．これらは HTML 中から情報を抽出し，XML データ等の他
の形式にマッピングすることが可能である．本研究とは HTML 中の情報抽出という点で共
通している．石井らや Liu らの研究では主に HTML のタグ構造に注目し情報抽出が行える
よう言語設計がなされているが，本研究では正規表現を元にした独自スクリプトにより
HTML のタグ構造だけでなく，前後の特定の単語の関係や URL 等の特殊な文章記述にも
対応し，情報抽出が行えるようになっている． 
 また，研究ではないが本研究の目的と似たものとして Object Network [38]というプロジ




クトは現在の Web API に対してフォーマットを統一するよう呼びかけるもので，実際にフ
ォーマットをObject Networkが提案しているフォーマットに変換するような仕組みは提供
されていない．またフォーマットを共通化しなければならないため，各 Web API 特有の機













 現在REST型のWeb APIではWADLがWeb APIと併せて提供される事例は少ないが，本研
究によってWADLの生成が容易になれば，2章で述べた諸問題の解決につながるだけでなく，
WADLを利用したWeb API同士の新たな連携も展望として考えられる．これには例えば複
数のWeb APIに対応する共通ライブラリの作成がある．  
 共通ライブラリの作成は，全く異なる機能を提供しているWeb API同士では難しいが，
データベースからの検索など，似ている機能を提供しているWeb API同士であれば，作成
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