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Ideja za izdelavo portala z recepti se je oblikovala med razmišljanjem o koncu ugodnosti 
študentskih bonov. Kuhanje doma je postalo finančno najugodnejša alternativa, še vedno pa je 
obstajala želja po druženju s prijatelji ob dobri hrani. Rezultat je bila ideja o portalu z recepti, 
ki bi na enostaven način prikazoval recepte, hkrati pa omogočal deljenje in všečkanje 
receptov ter dogovarjanje za skupne obroke med prijatelji. 
Portal je postavljen s pomočjo PHP ogrodja Laravel, ki omogoča lahko in pregledno pisanje 
kode. Poleg tega uporablja še JavaScript knjižnico ReactJS, ki omogoča hitrejše prikazovanje 
spletne strani in s tem boljšo uporabniško izkušnjo. Celoten razvoj je potekal s pomočjo 
orodij, ki omogočajo lažji, hitrejši in predvsem bolj dosleden razvoj programske kode. 
Razvoj, tudi z uporabo orodij, vseeno ni potekal brez težav. Največja težava se je pojavila pri 
uporabi zunanje storitve za pošiljanje elektronskih sporočil. Po enem mesecu uporabe storitve 
Mandrill za pošiljanje elektronskih sporočil o registraciji, ponastavitvi gesla ali prošnjah za 
prijateljstvo so se pri lastniku Mandrill storitve – Mailchimp odločili, da Mandrill ne bo več 
deloval kot samostojna brezplačna storitev, ampak kot del plačljive storitve [1]. Ker je koda 
za portal spisana v ogrodju Laravel, je bilo razmeroma preprosto zamenjati ponudnika za 
pošiljanje elektronskih sporočil za drugega. 
V naslednjih poglavjih so opisane uporabljene tehnologije, njihova uporaba pri izdelavi 




Rezultat dela je portal, kjer se zbirajo recepti, uporabniki jih lahko delijo in označijo tiste, ki 
so jim všeč. Uporabniki lahko označijo kateri uporabniki so njihovi prijatelji in jih povabijo 
na skupno kuhanje. 
Portal še ni bil javno objavljen in tako preizkušen na realnem občinstvu. S pomočjo analize in 
drugih metrik bo sčasoma postalo razvidno kaj portalu manjka, kaj se lahko še izboljša. 
 





The idea behind the recipe web application formed when the benefits of being a student were 
ending. Cooking at home became the next cheapest alternative, but the wish for socializing 
with friends during meals remained. The result was an idea for a web application that would 
present recipes in simple manner and at the same time enable users to share and like recipes as 
well as integrate a system of invites between friends. 
The application is created with the help of a PHP framework Laravel, which enables writing 
meaningful and beautiful code. Beside the framework, it uses a JavaScript library ReactJS, 
which produces faster and more responsive website and consequently a better user experience. 
The whole development was based on tools, which allow easier, faster and most importantly 
more coherent development of software code. 
The development, even with using the appropriate tools, did not go without some problems. 
The biggest problem arose while using a third party service for managing transactional 
emails. After only one month of using Mandrill as my primary service for distributing 
registration, password reset and friend invites emails, Mailchimp (the owner of Mandrill 
service) decided to suspend Mandrill as an independent product and integrated it as a part of 
paid service package inside Mailchimp [1]. Because the code for defining a third party service 
like sending emails is written well in Laravel, the hassle of changing from one service 




Next chapters describe different technology used, their use in the production and a tutorial for 
using the web application. 
The finished result is a web application that hosts recipes where users can share and like them. 
Users can also tag their friends and invite them to cook together. 
The website is not live yet so it has not endured a full user experience and stress test. With the 
help of analysis tools and tools for measuring metrics it is going to become obvious what is 
missing with the current state of the application and where it can grow. 
 






Z zaključevanjem študentskega statusa se je bližal tudi konec državnih ugodnosti v obliki 
študentskih bonov. Ena izmed finančno dostopnih možnosti je bilo kuhanje doma, vendar je pri 
tej možnosti vedno obstajalo več problemov: 
 Količina umazane posode navadno narašča z zahtevnostjo (in velikokrat okusnostjo) 
kuhane jedi. 
 Čas potreben za obrok je večji kot prehranjevanje v restavraciji, ker je treba hrano kupiti, 
pripraviti in nato še skuhati. 
 Velikokrat je dolgčas, če kuhaš sam, hkrati pa velikokrat ni ideje, kaj sploh kuhati. 
Nekajkrat sem že kuhal s prijateljem ali prijateljico in vsi trije zgoraj našteti problemi so bili 
omiljeni. Tudi če pri kuhi nastane velika količina umazane posode, si lahko delo razdeliš. Tudi 
čas, potreben za obrok, je lahko manjši, ker se delo ponovno porazdeli, poleg tega pa je še 
zabaven socialni dogodek. 
Ideja, ki se je porodila, je bila preprosta: portal z recepti, ki bi imel vgrajeno možnost vabila na 
skupni obrok ter ocenjevanje sposobnosti kuhanja prijateljev. Zelo kmalu po oblikovani ideji 
sem na internetu poiskal domeno, ki se mi je takoj usidrala v mislih: skuhajva.si. Na mojo 
neverjetno srečo je bila domena nezasedena in brez pomisleka sem jo kupil. Nato se je začelo 
preigravanje, idej kako bom časovno lahko izpeljal službo in splavitev portala, hkrati pa me je 




Osnovna ideja je zajemala nekakšen postopek vabila, v katerem bi izbral prijatelja, ki ga vabiš 
na obrok, izbira lokacije ter seznam sestavin, ki jih imava skupaj in nama jih ni potrebno kupiti. 
Na ta način bi lahko prihranil čas, ki je potreben za nakup, ker se lahko sestavine, ki jih imava 
doma, komplementirajo. V primeru, da bi kakšna sestavina manjkala, bi portal imel vgrajeno 
možnost povezave z večjimi trgovci in njihovimi e-trgovinami, preko katere bi lahko naročil 
manjkajoče izdelke. 
Po prvotnem navdušenju sem ugotovil, da je trg že poln podobnih rešitev za prikazovanje in 
izbiro receptov, vendar sem pri vsaki pogrešal neko malenkost. Največkrat se je pojavila 
pomanjkljivost dobre mobilne podprtosti. Po nekaj pogovorih s prijatelji sem ugotovil, da jih 
kar nekaj kuha s prenosnikom v kuhinji ali pa si recept in sestavine izpiše na listek. S svojo 






2 Uporabljene tehnologije 
Portal uporablja večino novejših tehnologij oz. zadnjih izdanih različic posameznih tehnologij, 
ki že dolgo obstajajo v spletnem svetu. Strežniški del portala temelji na tehnologiji PHP in 
njegove zadnje različice 7.0.0 [2], ki je izjemno pospešila celoten proces serviranja spletnih 
strani do končnega uporabnika. Ker se večino spletnih tehnologij te dni gradi na ramenih 
ogrodij (ang. framework), je uporabljen Laravel, ki je napisan v PHP-ju. Podatkovna baza je 
postavljena v MySQL strukturi. Uporabniški vmesnik za iskanje po portalu uporablja JSReact 
Javascript knjižnico. Vsa koda je shranjena s pomočjo programskega orodja Git na oblačni 
shrambi na spletnem servisu Github. V nadaljevanju bom bolj podrobno opisal vsako izmed 
tehnologij. 
 
2.1 Razvojno okolje, VirtualBox in Vagrant 
Obstajajo trije načini razvoja spletnih aplikacij: 
1. Lokalni razvoj 
Prednosti: 
 preprosta uporaba večine razvojnih orodij 
 ni potrebe po internetni povezavi 
 brez direktnega vpliva na ostale programerje 




 uporaba lokalnih virov (procesor, RAM, disk) 
 odvisno od operacijskega sistema programerja 
 potreba po dodatnih strežniških programih 
 okolje je lahko zelo različno od tistega na produkcijskem strežniku 
 
2. Uporaba lokalnega razvojnega strežnika 
Prednosti: 
 relativno preprosta uporaba večine razvojnih orodij 
 ni potrebe po internetni povezavi 
 brez direktnega vpliva na ostale programerje 
 razvojno okolje je lahko praktično identično kot produkcijsko okolje 
 dodatni strežniški programi se zaženejo/ustavijo znotraj virtualnega računalnika 
(ang. virtual machine) 
Slabosti: 
 malo večja poraba lokalnih virov 
  
3. Uporaba centralnega razvojnega strežnika 
Prednosti: 
 razvojno okolje je lahko praktično identično kot produkcijsko okolje 
 dodatni strežniški programi, ki so nameščeni direktno na strežnik 
Slabosti: 
 oddaljen dostop 
 spremembe vplivajo na ostale razvojnike 
 težje razhroščevanje 
V razvojnih ekipah se priporoča uporabo lokalnega razvojnega strežnika (2.) ter uporabo 
centralnega razvojnega strežnika (3.). Razvojnik razvije in testira del programske kode na 
svojem lokalnem razvojnem strežniku, nato vse spremembe kode prenese in integrira na 
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centralni razvojni strežnik, kjer se še dodatno testira medsebojni vpliv dodane/spremenjene 
kode različnih razvojnikov v ekipi. 
VirtualBox je eden izmed mnogih programov, ki omogočajo zagon ter upravljanje z 
virtualizacijami različnih operacijskih sistemov, med drugim tudi strežnikov. Preko njega lahko 
zaženemo lokalni razvojni strežnik (2.). 





Laravel je brezplačno odprtokodno PHP spletno ogrodje in je namenjeno razvoju spletnih 
aplikacij, ki sledijo vzoru arhitekture MVC (model - pogled - krmilnik, ang. model - view - 
controller). Laravel je eno izmed ogrodij, ki ponujajo modularnost kode z modularnim paketnim 
sistemom, ki upravlja z odvisnostmi posameznih paketov kode. Uvaja tudi kombinacijo 
gonilnikov, ki omogočajo lahko zamenjavo in razširitev seje uporabnika, avtentikacije, načina 
dostopanja do relacijskih podatkovnih baz ter predpomnjenja. Vsebuje pripomočke, ki 
pomagajo pri postavitvi aplikacije in njenega vzdrževanja ter usmerjajo k sintaktično lepi kodi. 
Laravel ima veliko uporabnih modulov, ki omogočajo hitrejši razvoj in predvsem bolj dosledno 
poimenovanje funkcij, spremenljivk ter splošno obliko kode. Samo ogrodje ima že vgrajene 
funkcije za komuniciranje s podatkovno bazo, vgrajen sistem za avtentikacijo uporabnikov 
vključno z registracijo, prijavo ter ponastavitvijo gesla in veliko ostalih dodatkov, ki naredijo 
izdelavo aplikacije toliko hitrejšo ter smiselno urejeno. [3] 
2.2.2 Homestead 
Laravel si prizadeva celotno izkušnjo razvoja spletne aplikacije poenostaviti in narediti prijetno. 
Poleg samega PHP ogrodja ponuja tudi Homestead [4]. Homestead je uraden paket 
prednastavljenih tehnologij, združen v sliko gostujočega virtualnega operacijskega sistema, ki 
uporablja Vagrant ter VirtualBox za inicializacijo lokalnega razvojnega strežnika. 
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Homestead vključuje naslednje (za portal pomembne) tehnologije: 
 Ubuntu 14.04 
 Git 
 PHP 7.0 
 MySQL 
 Composer 
 Node (z dodatki PM2, Bower, Grunt in Gulp) 
 Redis 
 Memcached 
Homestead slika vsebuje že prirejen sistem, ki ga zaženemo vsakič, ko želimo nadaljevati z 
delom na aplikaciji. S sistemom javnih in zasebnih ključev lahko preko protokola SSH (Secure 
Shell) dostopamo do datotek, ki se nahajajo na lokalnem virtualnem strežniku, prav tako imamo 
dostop do podatkovne baze, ki domuje na lokalnem virtualnem strežniku. Celotna interakcija 
poteka preko konzole. Obstajajo sicer grafični uporabniški vmesniki, vendar so navadno okorni, 
počasni ali pa imajo nezadovoljivo kontrolo nad viri, ki jih želimo upravljati. 
2.2.3 Usmerjevalnik spletnega prometa ter vmesna oprema 
Ogrodje vključuje usmerjevalnik (ang. router) spletnih naslovov. Z njim lahko preprosto 
določimo kateri spletni naslov (ang. route) naj sprejme katero izmed različnih HTTP metod 
(GET, POST, PUT, PATCH, DELETE ter OPTIONS) [5] ter kakšne parametre lahko podamo 
posameznemu spletnemu naslovu. 
S preprostim načinom upravljanja dovoljenj do posameznih spletnih naslovov, imenovanim 
vmesna programska oprema (ang. middleware), lahko preprosto določimo zahtevo, da je 
uporabnik prijavljen v aplikacijo, če hoče dostopati do posameznega spletnega naslova. V 
primeru, da uporabnik ni prijavljen, spletni naslov oz. usmerjevalnik spletnih naslovov pa to 
zahteva, ga bo sistem preusmeril na stran za prijavo. Poleg že vključene vmesne opreme za 
prijavljene uporabnike lahko spišemo tudi svoje vmesne programske opreme. Tako lahko na 
primer napišemo vmesno programsko opremo, ki bo preverjala, da je uporabnik v profilu 
izpolnil določene podatke, da lahko dostopa do določenega spletnega naslova. V nasprotnem 
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primeru ga bo aplikacija usmerila na spletni naslov z njegovim profilom, kjer bo lahko dodal 
manjkajoče podatke. 
2.2.4 Lokalizacija 
Laravel omogoča preprosto menjavo jezika celotne aplikacije. Vsi prevodi (za en jezik) so 
shranjeni v datoteki, ki vsebuje samo seznam vseh prevodov ter njihovih pripadajočih ključev. 
Vsi spletni naslovi ter vsa besedila, ki so vidna uporabniku, nadomestimo s kodo, ki z 
določenim ključem poišče pripadajoči prevod v datoteki s prevodi. V datoteki, ki usmerja 
spletni promet, nato določimo, katerega izmed določenih jezikov naj aplikacija uporablja in 
Laravel bo sam poskrbel, da bodo vsi prevodi ustrezno zamenjani. Tako lahko na spletni strani 
uporabniku damo možnost preklopa jezika. Vrednost izbranega jezika se kot spremenljivka 
zapiše v piškotek, iz katerega Laravel ob vsakem obisku strani prebere vrednost in nastavi 
izbrani jezik v datoteki, ki usmerja spletni promet. 
2.2.5 Seja 
Seja omogoča hranjenje podatkov o uporabniku in njegovih dejanjih. Uporablja se jo tudi za 
hranjenje podatkov, ki so enkratni, kot na primer sporočila o uspešni posodobitvi podatkov v 
profilu. 




 podatkovna baza 
 Memcached/Redis 
 podatkovni niz 
Prednastavljeni gonilnik je datotečni gonilnik, ki shranjuje podatke v datoteke na strežniku. 
Zelo uporaben je tudi gonilnik Memcached oz. Redis. Oba gonilnika se poslužujeta preproste 
strukture svojih podatkovnih baz, ki jih strežnik s sistemom ključev in vrednosti hrani v 
pomnilniku. To v praksi zelo pohitri celoten prikaz spletne strani. 




Laravel omogoča več različnih pristopov k validaciji posameznih HTTP zahtev. V osnovnem 
krmilniku, ki je starš (ang. parent) vsem drugim krmilnikom, je na voljo lastnost, ki upravlja 
HTTP zahteve in jih validira. Tako ima vsaka metoda dostop do zahteve (ang. request) in s tem 
možnost validiranja na podlagi podanih pravil. Če je zahteva uspešna in ne zadane ob nobeno 
pravilo oz. ne vrne napake, potem se nadaljna koda znotraj metode izvede. V primeru neuspešne 
validacije bo sprožena izjema, uporabnik pa bo avtomatično prejel odgovor z napakami ter 
navodili, kako jih odpraviti. Pri tradicionalni HTTP zahtevi bo sprožena preusmeritev, medtem 
ko bo pri Ajax (več o tem v podpoglavju 2.7 Ajax) zahtevi vrnjen odgovor v zapisu JSON, ki 
bo vseboval vse validacijske napake. 
Za zahtevnejše validacijske scenarije lahko ustvarimo validacijo obrazcev (ang. form request). 
V krmilniku lahko vsaki metodi vstavimo (ang. method injection) validacijo obrazca, ki se bo 
izvršila pred izvedbo metode. Prejeta zahteva bo najprej izvršila validacijo nad prejetimi 
podatki iz obrazca in šele po uspešni validaciji brez napak se bo izvršila metoda, v katero je 
bila vstavljena validacija. Na ta način lahko naredimo metode v krmilnikih preglednejše. S tem 
načinom validacije dobimo tudi dostop do vmesne programske opreme in tako hkrati potrdimo 
še pravice uporabnika do oddajanja takega tipa zahteve. 
2.2.7 Razširitve s paketi 
Laravel je tesno povezan s paketnim upraviteljem Composer. Z njim lahko brez težav 
dodajamo, odstranjujemo ter najbolj pomembno, posodabljamo programske pakete, s katerimi 
je obogatena naša aplikacija. Več o Composer-ju v podpoglavju 2.3 Composer. 
2.2.8 Fasade 
Fasade (ang. facades) omogočajo dostop do različnih objektov znotraj posameznih datotek (oz. 
konteksta), v katerih kličemo ta objekt. To omogoča bolj ekspresivno ter lažje berljivo kodo, ki 
s sabo prinese tudi lažje testiranje in predvsem prilagodljivost. 
2.2.9 Testiranje 
Testiranje programske kode je eno izmed bolj pomembnih, zahtevnih ter tudi dragih delov 
izdelave programske opreme. Med 25 % in 50 % vseh stroškov izdelave programske opreme je 
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tipično porabljenih za testiranje. Ta procent je lahko še občutno višji pri programski opremi z 
visoko zanesljivostjo ter sistemih, kjer je v ospredju posel ali varnost [6]. Testiranje v splošnem 
zajema 4 faze (slika 1): 
1. Testiranje komponent/enot 
Predstavlja najnižjo obliko testiranja. Cilj je napisati komponente oz. enote programske 
opreme, ki zadoščajo predpisanim zahtevam. 
2. Integracijsko testiranje 
Cilj je ugotoviti, da moduli, ki sestavljajo aplikacijo, pravilno, zanesljivo ter koherentno 
delujejo med seboj. 
3. Sistemsko testiranje 
Glavni cilj sistemskega testiranja je zagotoviti, da bodo uporabniki aplikacijo sprejeli in 
jo uporabljali brez težav. 
4. Testiranje sistemske integracije 
Cilj je zagotoviti, da je aplikacija zmožna obratovati poleg ostalih specifičnih sistemov 
in nima negativnega učinka na ostale sisteme, ki bi lahko bili pristoni v operacijskem 
okolju. 




Slika 1: V model (povzeto po sliki 4.2 [5]) 
 
Laravel je zgrajen z mislijo na testiranje, zato je PHPUnit vgrajen že direktno v Laravel ogrodje 
in omogoča test posameznih komponent aplikacije. Pisanje testov enot (ang. unit tests) je 
zamudno in težko, zato privzeti Laravel paket vključuje metode, s katerimi lahko zelo lahko in 
opisno pišemo teste. 
Poleg olajšanih metod pisanja testov vključuje tudi načine polnjenja baze s testnimi podatki z 
uporabo paketa Faker. Ta priskrbi testne/izmišljene podatke od preprostih nizov besed, 
datumov, elektronskih naslovov vse do naslovov ulic ter SWIFT bančnih kod. Tako lahko z 




2.2.10 Podatkovna baza 
Velik problem pri delu v ekipah nastane pri podatkovnih bazah. Vsa programska koda je 
navadno shranjena v odlagališču kode (ang. code repository) (več o odlagališčih kode in 
nadzoru različic z Git orodjem v podpoglavju 2.5 Nadzor različic in Git), medtem ko 
podatkovne baze zaradi varnosti niso nikjer shranjene oz. nadzorovane s strani orodja za nadzor 
različic. 
Pri ogrodju Laravel je zato na voljo orodje z imenom migracije (ang. migrations). Ta omogoča 
nadzor revizij na način, da vsako spremembo v shemi podatkovne baze zapišemo v migracijo, 
ta pa se kot del kode, ki jo imamo pod nadzorom različic, prenese v odlagališče kode. Ostali 
člani ekipe tako dobijo vse spremembe podatkovne baze zapisane v kodi. Vse, kar morajo 
storiti, je, pognati ukaz za posodobitev podatkovne baze, ki izvrši vse ukaze zapisane v 
migracijah. 
Zaradi Laravel fasad se nam tudi ni potrebno ukvarjati z MySQL kodo ali kakšno drugo SQL 
kodo, ki teče na podatkovnih bazah, ker z zelo opisno kodo povemo, kakšno spremembo želimo 
vršiti nad podatkovno bazo. 
Za primerjavo, koda, ki ustvari novo tabelo z imenom recipes ter stolpce id, title, prepare_time, 
public, user_id ter timestamps s svojimi lastnostmi, zapisana s pomočjo Laravel fasade: 
public function up() 
{ 
          Schema::create('recipes', function($table) { 
              // auto increment id (primary key) 
              $table->increments('id'); 
 
              $table->string('title'); 
              $table->integer('prepare_time'); 
              $table->boolean('public')->default(0); 
              $table->integer('user_id')->unsigned(); 
 
              // created_at, updated_at DATETIME 
              $table->timestamps(); 
          }); 
} 
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Ter koda zapisana v osnovnem MySQL jeziku: 
CREATE TABLE `recipes` ( 
        id            int AUTO_INCREMENT NOT NULL, 
        title         varchar(255) NOT NULL, 
        prepare_time  int NOT NULL, 
        public        tinyint NOT NULL DEFAULT '0', 
        user_id       int(10) UNSIGNED NOT NULL, 
        created_at    timestamp NOT NULL DEFAULT '0000-00-00 00:00:00', 
        updated_at    timestamp NOT NULL DEFAULT '0000-00-00 00:00:00', 
        /* Keys */ 
        PRIMARY KEY (id) 
) ENGINE = InnoDB; 
 
2.2.11 Varnost 
Glede na poročilo varnostnih groženj iz leta 2012 [7] se število okuženih spletnih naslovov 
poveča za 30.000 vsak dan. Nepreviden programer lahko nevede zelo hitro povzroči varnostno 
luknjo in s tem potencialno grožnjo za vhodno točko napadalca. Največkrat izkoriščene 
varnostne luknje so: 
 napačno spisana avtentikacija 
 manjkajoča avtorizacija spletnih poti aplikacije 
 nefiltriran uporabniški vnos pri oddaji spletnih obrazcev, kar lahko privede tudi do 
vnosa zlonamerne SQL kode (ang. SQL injection) 
 Cross Site Scripting (XSS) 
 Cross Site Request Forgery (CSRF) 
Do napačno spisane avtentikacije pride zelo pogosto zaradi napake programerja. Pri 
avtentikaciji je zelo veliko pasti, na katere je potrebno misliti. Kot že omenjeno, ker se večino 
spletnih tehnologij programira s pomočjo programskih ogrodij, so funkcije ter metode za 
avtentikacijo uporabnikov že vgrajene v samo ogrodje in tako varne pred programerjevim 
nepoznavanjem pasti avtentikacije. Laravel ima prav tako vgrajeno avtentikacijo v jedro kode. 
Laravel vključuje tudi že omenjeno vmesno opremo, ki nam omogoča avtorizacijo posameznih 
spletnih poti. Vse, kar mora razvijalec storiti, je, nastaviti, katera vmesna programska oprema 
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varuje določen spletni naslov. To nas zavaruje pred nepooblaščenim dostopom do posameznih 
spletnih poti (na primer dostop do nadzorne plošče aplikacije). 
Vsak spletni obrazec na spletu je potencialna varnostna luknja. Podatke, ki jih zapišemo v 
podatkovno bazo, je potrebno pred zapisom očistiti, kar pomeni uporabo predpisanih funkcij, 
ki vsak vhodni podatek pretvorijo v obliko, ki ne more biti škodljiva za podatkovno bazo. V 
praksi to pomeni, da vse znake, ki imajo poseben pomen v MySQL jeziku, spremenimo v 
neškodljive znake oz. pred njih vstavimo poševnico nazaj (\). Poleg tega je potrebno uporabiti 
še funkcije z vezanjem parametrov na posamezne stavke PDO (PHP Data Objects). Laravel 
ponovno poskrbi za našo varnost in z uporabo abstraktnih metod avtomatično očisti podatke 
pred zapisom v podatkovno bazo. 
Pri nefiltriranem uporabniškem vnosu pa lahko naletimo še na eno varnostno luknjo in to je 
Cross Site Scripting. Gre za zelo pogosto varnostno luknjo, ki se pojavi, ko podatke izpišemo 
nazaj v brskalnik v enaki obliki, kot smo jih prejeli. Napadalec lahko v naše vnosno polje vnese 
<script> značko in brskalnik bo po shranitvi in osvežitvi strani ukaz izvedel. Tako lahko s 
pomočjo JavaScript kode napadalec izvede svojo zlonamerno kodo od preprostih povezav, na 
katere lahko uporabnik klikne do nevarnih metod, kjer lahko napadalec pridobi podatke iz vaših 
piškotkov. Rešitev je dokaj preprosta: vse podatke, ki jih je uporabnik vpisal v naše obrazce, 
mu moramo vrniti v obliki HTML entitet oz. v obliki, ki jih brskalnik ne bo izvedel, vendar jih 
bo samo prikazal. Tako bi napadalčev <script> pretvoril v neškodljiv &lt;script&gt;, 
ki ga brskalnik ne bi izvedel, vendar bi celoten vnos samo nedolžno prikazal v enaki obliki kot 
mu je bil podan (slika 2). 




Slika 2: XSS ranljivost. Levo prikaz v urejevalniku in desno prikaz na strani. Zgoraj je prikazana zloraba XSS ranljivosti, 
spodaj je XSS ranljivost onemogočena 
 
Napad Cross Site Request Forgery (CSRF) se zgodi, ko napadalec zlorabi brskalnik in ga 
prepriča, da zlorabi svojo avtoriteto. V praksi to pomeni, da napadalec poda zahtevo targetirani 
spletni strani (na primer, banki) preko brskalnika in zlorabi njegov način upravljanja s piškotki 
in/ali sejami. Če je uporabnik v enem zavihku vpisan v spletno stran svoje banke in je spletna 
stran banke (poleg zelo neumne napake, da občutljive podatke ureja s pomočjo HTTP GET 
zahteve in parametrov) dovzetna za tak napad, potem lahko drug zavihek zlorabi vpisne podatke 
prvega zavihka in tako dovoli napadalcu, da opravlja zahteve v imenu uporabnika. Rešitev je 
uporaba skrivnih žetonov (ang. secret token) v skritem vnosnem polju znotraj vsakega obrazca 
(slika 3). Ta skrivni žeton ni dostopen iz drugega zavihka brskalnika. Seveda je potrebno ta 
skrivni žeton vsakič pri oddaji obrazca preveriti znotraj aplikacije. Laravel ima funkcionalnost 
upravljanja z žetoni že vgrajeno v spisano vmesno programsko opremo, še več, pri vsaki novi 
seji ustvari nov žeton in tako ne dopušča možnosti, da bi napadalec žeton ponaredil. 
 
Slika 3: Primer avtomatično ustvarjenega žetona za preprečevanje napada CSRF 
 
Poleg naštetih ranljivosti lahko pride še do enega zelo pogostega napada – kraja podatkovne 
baze. Lahko se zgodi, da za ranljivost sploh ni kriv programer spletne aplikacije vendar 
sistemski skrbnik ponudnika gostovanja. Zato je dobro občutljive podatke v podatkovni bazi 
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zaščititi. Vsako uporabniško geslo, ki ščiti uporabniški račun, je s pomočjo algoritma Bcrypt 
privzeto pretvorjeno v 60-znakovni niz, ki se zapiše v podatkovno bazo. V primeru uporabe 
privzetega krmilnika za avtentikacijo bo krmilnik ob prijavi uporabnika primerjal vpisano 
vrednost pretvorjeno z algoritmom Bcrypt z znakovnim nizom zapisanim v bazi. Na ta način so 
gesla v bazi zavarovana in niso nikoli zapisana v preprostem besedilu (ang. plain text) in tako 
vidna, tudi če pride do zlorabe/kraje podatkovne baze. 
2.2.12 Blade 
Laravel uporablja vgrajen sistem predlog za HTML imenovan Blade. Predloge stremijo k čim 
manjšemu ponavljanju kode ter k preprostosti in preglednosti. Vse predloge so v osnovi PHP 
datoteke z razširjenim naborom funkcij oz. sintaktičnimi dodatki. Vsa koda se prevede v HTML 
kodo, ki jo sistem servira brskalniku. 
S pomočjo dodatnega paketa Forms & HTML lahko s funkcijami, ki delujejo kot bližnjica za 
ustvarjanje HTML elementov, ustvarimo povezave ali obrazce. V primeru uporabe tega 
dodatnega paketa pri ustvarjanju obrazcev z zahtevami POST, PUT ali DELETE se CSRF žeton 
kot skrito vnosno polje avtomatično doda v vnosni obrazec in tako prepreči možnost napada 
preko CSRF ranljivosti. Paket omogoča tudi zelo preprosto ponovno izpolnitev že vpisanih 
vnosnih polj, če pride do validacijske napake pri oddaji obrazca. 
 
2.3 Composer 
Composer je odprtokodno orodje, s katerim nadziramo odvisnosti v programskem jeziku PHP. 
Omogoča preprosto ustvarjanje ter posodabljanje seznama programskih knjižnic oz. paketov, 
ki jih uporablja aplikacija. Composer upravlja s paketi na nivoju posameznega projekta. Projekt 
sestoji iz hierarhije različnih paketov na katere se zanaša in so nujni za njihovo pravilno 
delovanje. Orodje olajša vse delo s prenašanjem in namestitvami posameznih paketov. Paketi 
so navadno nameščeni v skupno mapo (privzeta mapa je Vendor) s pomočjo spletnih virov ali 
kot zgoščene lokalne datoteke. Za nameščanje preko spletnih virov potrebujemo Git, Apache 
Subversion (SVN) ali drugo programsko opremo za nadzor različic. Najbolj pogosta je uporaba 
Gita ter spletnega skladišča kode Packagist. 
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Composer za nadzor posameznih paketov uporablja datoteko zapisano v formatu JSON 
imenovano composer.json. V njej so zapisani vsi paketi, ki jih projekt potrebuje za pravilno 
delovanje. Posamezno odvisnost paketa opisuje ime paketa, ki se mora ujemati z imenom 
paketa na skladišču kode, od koder kopiramo kodo, ter verzijo paketa. V verziji paketa lahko 
določimo katera najnižja verzija je potrebna za delovanje in do katere najvišje verzije lahko 
Composer še namesti posamezen paket kode: 
{ 
    "require": { 
        "laravel/framework": "5.2.*" 
    } 
} 
 
Kot že rečeno, Laravel je tesno povezan z orodjem Composer in to tako, da je sama Laravel 
koda navedena kot svoj paket v composer.json datoteki. Tako lahko spremenimo oz. 
nadgradimo Laravel na najnovejšo različico s pomočjo Composerja. 
Za namestitev paketov v naš projekt zaženemo ukaz composer install. Ukaz poleg 
namestitve ustvari še dodatno datoteko imenovano composer.lock. Vanjo se zapišejo točno 
določene verzije paketov, ki so bile nameščene. To datoteko moramo nujno vključiti v naš 
sistem za nadzor različic (ang. version control), saj poskrbi, da bodo ob naslednji izvršitvi ukaza 
composer install nameščene iste verzije paketov, kot takrat, ko je bila ustvarjena 
datoteka composer.lock. To zagotovi, da v primeru razvijanja programske opreme v ekipi vsak 




Bootstrap je odprtokodni projekt, ki se je začel z dvema zaposlenima v podjetju Twitter. 
Ugotavljali so, da pri oblikovanju uporabniškega vmesnika vsak razvijalec uporablja drugačen 
nabor orodij in knjižnic, ki omogočajo ponastavitve CSS-a ter različne prijeme za podprtost na 
mobilnih napravah in tako se je začela ideja o projektu Bootstrap [8]. 
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Brskalniki se razlikujejo med seboj po hitrosti, videzu in funkcionalnosti. Vsak brskalnik ima 
tudi nabor prednastavljenih CSS pravil, ki se razlikujejo med seboj, kar pomeni, da vsak 
brskalnik prikaže spletno stran malo drugače. 
Bootstrap je knjižnica CSS pravil, ki vključuje ponastavitev CSS pravil, kar pomeni, da z 
njegovo uporabo ponastavimo vse privzete sloge brskalnikov. Ena izmed najpomembnejših 
lastnosti za odzivno oblikovanje (ang. responsive design) je sistem blokov (ang. grid system). 
Privzeto število blokov je 12 v vrstici [9]. To pomeni, da bi 13. blok s širino 1 padel v novo 
vrsto na levo, 7. blok s širino 2 bi padel v novo vrsto na levo, 5. blok s širino 3 bi padel v novo 
vrsto na levo in tako naprej (slika 4). 
 
Slika 4: Sistem blokov v knjižnici Bootstrap [8] 
 
Bootstrap je narejen s poudarkom na mobilno (ang. mobile first), kar pomeni, da najprej naloži 
CSS sloge za mobilne naprave in nato jih s poizvedbami o mediju (ang. media query) prepisuje 
s slogi za večje ekrane. Bootstrap uporablja privzeto 4 različne širine ekranov: 
 do 768 slikovnih pik (ang. pixel) – oznaka xs 
 nad 768 slikovnih pik – oznaka sm 
 nad 992 slikovnih pik – oznaka md 
 nad 1200 slikovnih pik – oznaka lg 
S posebnimi HTML razredi (ang. class) col-xs-*, col-sm-*, col-md-* ter  
col-lg-* lahko označimo isti element kot različno širok blok na različnih širinah ekranov. 
V praksi to pomeni, da imamo v primeru 12 blokov na največjem ekranu 6 blokov širine 2 v 
dveh vrstah, na malo manjšem ekranu 4 bloke širine 3 v treh vrstah, na še manjšem ekranu 3 
bloke širine 4 v štirih vrstah in na najmanjšem ekranu 12 blokov širine 12 enega pod drugim. 
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Bootstrap vsebuje tudi sloge za oblikovanje gumbov, menijev, obvestil, tabel in drugih 
pogostih elementov. Poleg standardnega paketa, ki vsebuje sloge za vse elemente ter nekaj 
JavaScript vtičnikov, ima Bootstrap zaradi modularne sestave tudi možnost izbiranja slogov, 
ki jih naša aplikacija potrebuje in katerih ne. Na ta način lahko CSS datoteko še dodatno 
zmanjšamo in pohitrimo nalaganje spletne strani. 
 
2.5 Nadzor različic in Git 
Nadzor različic je sistem, ki beleži spremembe ene ali več datotek skozi čas od začetka 
beleženja. Poznamo 3 različne načine beleženja zgodovine datotek [10]: 
1. Lokalni sistemi za nadzor različic 
2. Centralizirani sistemi za nadzor različic 
3. Razdeljeni/distribuirani sistemi za nadzor različic 
Zgodovina razvoja posameznega sistema je potekala v istem vrstnem redu. Prvi sistemi so 
uporabljali preprosto lokalno podatkovno bazo, ki je beležila spremembe datotek. Podatkovna 
baza hrani samo razlike med posameznimi verzijami datoteke. Na ta način lahko poustvari 
datoteko v katerikoli točki časa tako, da doda vse razlike sprememb. Ta vrsta sistema je dobra, 
če delamo na projektu sami. Takoj, ko želimo delati v ekipi, lokalni sistem za nadzor različic 
odpade. 
Centralizirani sistemi so bili izumljeni z namenom, da omogočijo sodelovanje razvijalcev na 
različnih operacijskih sistemih na istem projektu. Uporabljajo strežnik, ki drži vse časovno 
različne verzije vseh datotek. Uporabniki nato prenesejo datoteke oz. njihove spremembe v 
svoje lokalno okolje. To predstavlja kar nekaj prednosti pred lokalnimi sistemi za nadzor 
različic. Vsak izmed razvijalcev približno ve, kaj kdorkoli izmed njih dela, in skrbniku sistema 
je lažje vzdrževati centralizirani sistem kot vsak lokalni sistem na vsakem posameznem 
računalniku. Vendar obstaja ena zelo velika slabost. Vsa koda in njena zgodovina se nahaja na 
enem strežniku, in če se zgodi, da je strežnik nedosegljiv za nekaj časa, to pomeni, da noben 
izmed razvijalcev, ki delajo na projektu, ne more posodobiti ali dostopati do kode. Poleg tega 
tvegamo (če se ne ustvarja rednih varnostnih kopij), da se trdi disk na strežniku uniči, in 
izgubimo vso kodo in njeno zgodovino. 
 23 
 
Razdeljeni sistemi za nadzor različic odpravijo slabosti centraliziranih sistemov, ker njihovi 
uporabniki ne dobijo samo zadnjih sprememb iz odlagališča kode, vendar popolnoma 
prezrcalijo celotno odlagališče kode. To pomeni, da četudi glavni strežnik z odlagališčem kode 
ugasne zaradi napake, lahko po obnovitvi strežnika vso kodo samo prezrcalimo nazaj od enega 
izmed razvijalcev. 
Git je porazdeljeni sistem za nadzor različic, ki se uporablja za razvijanje programske opreme. 
Prvotni namen Git-a je bil nadzor zgodovine različic kode jedra operacijskega sistema Linux 
[10]. Dandanes ga uporablja veliko programerjev za potrebe nadzorovanja sprememb kode, 
zelo uporaben pa je ravno v ekipah, kjer več programerjev dela na istem projektu, ker omogoča 




Github, Inc. ima v lasti spletno stran github.com, ki ponuja storitve oblačnega shranjevanja 
kode z uporabo orodja Git. V osnovi omogoča dva različna načina shranjevanja kode: zasebna 
ter javna odlagališča kode. Zasebna odlagališča kode so privatna in jih lahko vidi samo lastnik 
ter uporabniki s katerimi je delil odlagališče kode. Javna odlagališča kode so javno objavljena 
in zato prosto dostopna za vsakega uporabnika interneta. 
 
2.7 Ajax 
Ajax kratica pomeni Asynchronous JavaScript + XML (asinhroni JavaScript z XML notacijo) 
[11]. Ajax ni tehnologija, ampak skupek več tehnologij: 
 standardna predstavitev vsebine na spletu s pomočjo XHTML ter CSS 
 dinamičen prikaz in interakcija z uporabo DOM (Document Object Model) 
 izmenjava podatkov ter manipulacija z XML in XSLT tehnologijo 
 asinhrono pridobivanje podatkov z XMLHttpRequest tehnologijo 
 JavaScript, ki povezuje vse tehnologije skupaj 
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Klasična spletna aplikacija deluje tako, da večina uporabnikovih dejanj sproži HTTP zahtevo 
na strežnik. Strežnik opravi nekaj nalog: sprejme podatke, se pogovarja z drugimi vpletenimi 
sistemi (na primer podatkovna baza), izračuna nove vrednosti podatkov in nato vrne HTML 
stran nazaj uporabniku. Ta tradicionalni model (slika 5) je tehnično pravilen in primeren za 
uporabo kot hipertekst (ang. hypertext) medij, vendar je neprimeren za kakršnokoli spletno 
aplikacijo, ki strmi k odzivnosti, hitrosti ali prijetni uporabniški izkušnji. Pri tradicionalnem 
modelu se velikokrat pojavi čakanje uporabnika. Ko uporabnik odda zahtevo na strežnik, 
strežnik izračuna nove vrednosti HTML dokumenta in ga pošlje nazaj uporabniku, v tem času 
pa uporabnik čaka. 
Ajax aplikacija izniči to čakajočo naravo tradicionalnega modela s tem, ko uvede posrednika – 
Ajax, med uporabnikom ter strežnikom. Namesto nalaganja spletne strani ob začetku seje, 
spletni brskalnik naloži Ajax, navadno skrit v nevidnem okvirju. Ta okvir je zadolžen za 
upodabljanje uporabniškega vmesnika kot tudi za komunikacijo s strežnikom v imenu 
uporabnika. Ajax omogoča asinhrono interakcijo uporabnika s spletno aplikacijo – neodvisno 
od komunikacije s strežnikom. Tako uporabnik nikoli ne strmi v prazen zaslon spletnega 





Slika 5: Tradicionalni model za spletne aplikacije (levo) in Ajax model (desno) 
 
2.8 jQuery 
jQuery je odprtokodna JavaScript knjižnica, napisana z namenom poenostaviti pisanje 
JavaScripta ter poenotiti obnašanje posameznih JavaScript funkcij na čim več različnih 
brskalnikih [12]. Z 78 % [13] je jQuery največkrat uporabljena JavaScript knjižnica, ki deluje 
čez skoraj celoten spekter brskalnikov. 
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jQuery je napisana na način, ki omogoča lažje navigiranje po dokumentu, izbiranje DOM 
(Document Object Model) elementov, ustvarjanje animacij, upravljanje z dogodki ter z 
razvijanjem aplikacij, ki temeljijo na Ajax-u. 
DOM definira, kako je spletna stran sestavljena iz HTML, XHTML ali XML elementov. jQuery 
deluje po principu ponovnega upodabljanja DOM drevesa (ang. DOM tree). Najprej pregleda 
dogodke, ki se morajo izvršiti, in sestavi novo DOM drevo. Nato brskalniku prepusti, da 
ponovno izriše celotno DOM drevo in pripadajoče CSS oblike. jQuery to naredi za vsako akcijo, 
ki spremeni določen element v DOM drevesu. To pomeni, da lahko v enem kliku na gumb, ki 
spreminja 3 različne elemente na strani, trikrat sprožimo upodabljanje DOM drevesa pri 
brskalniku. To lahko pri počasnejših sistemih privede do zapoznelih reakcij elementov. 
 
2.9 React 
React je JavaScript knjižnica, ki so jo kot odprtokodni projekt leta 2013 objavili razvijalci pri 
Facebook-u [14]. Njegova glavna prednost je način pisanja ter izvajanja kode v primerjavi z 
JavaScript knjižnico jQuery. jQuery, kot že omenjeno, za vsako spremembo DOM drevesa 
naloži brskalniku nalogo, da ponovno izriše celotno spletno stran. React je drugačen, saj najprej 
zbere vse spremembe, ki se morajo izvršiti, nastavi novo stanje strani in brskalniku pove, kdaj 




Slika 6: Primerjava prikazovanja oz. posodabljanja  elementov z jQuery (zgoraj) ter z React (spodaj). Povzeto po slikah v viru 
[15]. 
  







3 Razvoj in opis aplikacije 
3.1 Razvoj 
Razvoj se je začel s postavitvijo lokalnega okolja na operacijskem sistemu Linux Ubuntu. Tega 
sem si izbral zaradi preprostosti uporabe konzole ter velike podpore pri odprtokodni skupnosti.  
Prek konzole sem namestil VirtualBox in Vagrant ter naložil sliko Homestead. V 
konfiguracijsko datoteko homestead.yaml sem zapisal poti do mape na lokalnem okolju in pot 
do mape na virtualnem strežniku znotraj Homestead ter nastavil izmišljeno domeno 
http://skuhajvasi.app, da vodi do moje mape na disku. Poleg tega sem v lokalni hosts datoteki 
povezal izbrano domeno z IP naslovom zapisanim v konfiguracijski datoteki. To je povzročilo, 
da je internetni brskalnik ob obisku http://skuhajvasi.app najprej pogledal v hosts datoteko in 
ugotovil, da mora to domeno preusmeriti na IP naslov, ki ga je moja aplikacija uporabljala za 
povezavo do virtualnega strežnika. Vsakič, ko sem spremenil datoteko na lokalnem disku in 
posledično na virtualnem strežniku, sem z osvežitvijo strani v brskalniku lahko videl 
spremembe. 
S pomočjo orodja Composer sem namestil Laravel (takrat zadnje) verzije 5.1. Namestil sem si 
tudi Git in ga nastavil ter povezal z Github računom preko zasebno-javnega para ključev. Tako 
sem lahko začel objavljati svoje objave (ang. commit) na zasebno odlagališče kode na Github. 
Na produkcijskem strežniku sem nastavil vse potrebno v zvezi z domeno skuhajva.si, vključno 
z git ukazom, ki se izvrši po prejetju (ang. post-receive hook) nove objave kode na strežnik 
(slika 7). Ta ukaz po vsaki novi objavi kode na produkcijski strežnik izvrši zaporedje ukazov, 
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ki aplikacijo postavijo v stanje nadgradnje, iz Github odlagališča kode pridobijo in združijo vse 
zadnje spremembe kode v obstoječo, nadgradijo vso kodo s podatki o 
dodanih/odstranjenih/posodobljenih paketih s pomočjo datoteke composer.lock, preverijo 
spremembe podatkovne baze in jih v SQL jeziku izvršijo nad produkcijsko bazo, počistijo vso 
interno predpomnjenje aplikacije ter ponovno naredijo aplikacijo dostopno. 
 
Slika 7: Postavitev lokalnega virtualnega strežnika, odlagališča kode preko Github uporabniškega računa ter produkcijskega 
strežnika 
 
Na produkcijski strežnik sem dodal datoteko .htaccess, ki na Apachi strežnikih ureja spletni 
promet. V njej sem nastavil uporabniško ime ter geslo, s katerima je možno dostopati do spletne 
strani, ki še ni javno objavljena. Vstopne podatke sem razdelil prijateljem, ki sem jih prosil, naj 
čim bolj uporabljajo portal in mi javljajo napake in vprašanja. 
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Aplikacijo sem razširil z več paketi preko orodja Composer: Forms & HTML paket, ki skrbi za 
lažjo uporabo obrazcev na strani (več o tem paketu v podpoglavju 2.2.12 Blade), paket 
Eloquent-sluggable, ki olajša delo z imenovanjem povezav, paket Bootstrap, ki vključi 
Bootstrap CSS v projekt (olajša delo pri izgledu strani na mobilnih napravah) ter paketa 
mailin-Api-php in Mandrill, ki uporabljata zunanjega ponudnika storitev za pošiljanje 
elektronskih sporočil uporabnikom. 
 
3.2 Orodja 
Pomembno je, da razvijalec uporablja urejevalnik besedil, ki pripomore k hitrejšemu in 
sintaktično pravilnemu razvoju kode. Za razvoj aplikacije sem uporabljal Sublime Text 3, 
preprost odprtokodni urejevalnik besedil, ki omogoča razširitve s pomočjo paketov, napisanih 
s strani odprtokodne skupnosti. Zmanjšanje napak pri objavah na odlagališče kode bi moralo 
biti v interesu vsakega razvijalca. Dobro orodje za pregledovanje kakovosti kode je prva linija 
obrambe pred sintaktičnimi napakami, zato sem za svojo aplikacijo vključil SublimeLinter, ki 
skrbi za opozarjanje pri napakah v kodi, ne glede na uporabljen programski jezik. 
Vsakodnevni razvoj je potekal v večinoma istih fazah. V konzoli sem z ukazom 
homestead up zagnal svoj lokalni virtualni strežnik. Tako je izmišljena domena 
skuhajvasi.app postala aktivna. Z ukazom git status sem preveril, ali obstajajo 
spremembe, ki jih še nisem shranil na Github. Nadaljeval sem z delom ali pa sem začel z delom 
na novi funkcionalnosti. Če so bile potrebne spremembe podatkovne baze ali CSS slogov in 
JavaScript kode, sem v ločeni konzoli s pomočjo SSH protokola dostopal direktno do mojega 
lokalnega virtualnega strežnika. Od tu sem nato lahko dostopal do podatkovne baze in preverjal, 
ali izpolnjevanje podatkov na spletni strani spreminja podatke v bazi in obrazno. V primeru 
sprememb CSS slogov ali Javascript kode sem v konzoli, ki je bila povezana na lokalni virtualni 
strežnik, vpisal ukaz gulp, ki je združil vse CSS datoteke in Javascript datoteke v dve ločeni 
stisnjeni datoteki. 
Za urejanje dela aplikacije, ki je napisan v React knjižnici sem moral namestiti dodatno orodje 
webpack, ki pripravi JavaScript kodo, da jo brskalnik lahko bere in izvaja. 
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Po vsaki spremembi kode sem ponovno naložil spletno stran na naslovu skuhajvasi.app in 
preveril, ali spremembe odražajo želje. Ko sem bil zadovoljen z opravljenim delom, sem 
ponovno preveril status z Gitom. Odločil sem se, katere spremembe bom shranil v svojo objavo 
na odlagališče kode. Z ukazom git push sem spremembe prenesel najprej na Github in nato 
še z ukazom git push production master na skuhajva.si strežnik. Na spletni strani 
skuhajva.si sem nato ponovno preveril, ali spremembe delujejo kot na mojem lokalnem 
strežniku. 
Kljub pazljivosti, da sta razvojno in produkcijsko okolje enaka, se je nekajkrat zgodilo, da se je 
na produkcijski strani pojavila napaka, četudi je na lokalnem razvojnem strežniku ni bilo. 
Laravel omogoča preprost preklop med razvojnim ter produkcijskim okoljem z nastavitvijo v 
datoteki app.php. S preklopom bi sicer vsem, ki bi tisti trenutek bili na strani in naleteli na isto 
napako, omogočil, da vidijo podroben opis napake. To lahko privede do varnostne luknje in da 
sposobnemu napadalcu dovolj informacij, da to izkoristi kot vstopno točko za napad. Zato sem 
spremenil delovanje te nastavitve tako, da je sedaj napaka vedno skrita očem javnosti, razen 
kadar je prijavljen skrbnik, ki ima dostop do podrobnega opisa napake. 
 
3.3 Podatkovna baza 
Ogrodje Laravel omogoča izjemno lahko povezovanje s podatkovnimi bazami skozi osnovni 
SQL (ang. raw SQL), skozi upravljalca SQL poizvedb (ang. fluent query builder) in skozi 




 SQL Server 
Aplikacija uporablja večinoma Eloquent ORM za komunikacijo z MySQL podatkovno bazo. 
Osnovne nastavitve za komunikacijo so shranjene v datoteki database.php in so del sistema za 
nadzor različic. Nastavitve, kot so ime (spremenljivka DB_DATABASE), uporabnik 
(spremenljivka DB_USERNAME) ter geslo (spremenljivka DB_PASSWORD) podatkovne 
baze, so občutljivi podatki in so zato zapisani v datoteki .env, ki ni del sistema za nadzor različic. 
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Podatkovna baza je sestavljena iz 13 tabel, od tega so 4 povezovalne tabele (slika 8). Imena 
tabel ter imena njihovih stolpcev so pisana v angleščini in z malimi črkami zaradi standarda 
pisanja kode. V primeru, da se projektu pridružijo neslovensko govoreči razvijalci, lahko mimo 
jezikovne bariere nadaljujejo z delom. Imena glavnih tabel so v množinski obliki samostalnika. 
Imena vseh 4 povezovalnih tabel: ingredient_recipe, allergen_recipe, recipe_tag in friend_user 
so po standardu sestavljena iz imen obeh tabel, ki jih povezovalna tabela povezuje. Obe imeni 
sta v edninski obliki, urejeni po abecednem vrstnem redu, med njima pa je podčrtaj. 
 
Slika 8: Relacije med posameznimi tabelami v podatkovni bazi 
 
Najpomembnejši tabeli, na kateri se opira aplikacija, sta users in recipes. 
V podatkovni bazi je še tabela migrations, ki je standardna Laravel tabela, ki vsebuje vse 
migracije, ki smo jih vršili nad podatkovno bazo (več o orodju za migracije v podpoglavju 
2.2.10 Podatkovna baza). 
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3.3.1 Tabela users 
Vsebuje vse uporabnike, ki so se na portalu registrirali. 
Stolpec Vrsta Prazno (Null) Privzeta vrednost 
id int(10) Ne   
nickname varchar(255) Da  NULL  
name varchar(255) Da  NULL  
surname varchar(255) Da  NULL  
email varchar(255) Ne   
city varchar(255) Da  NULL  
country varchar(255) Da  NULL  
allergies text Da  NULL  
password varchar(60) Ne   
is_admin tinyint(1) Ne  0  
confirmed tinyint(1) Ne  0  
confirmation_code varchar(255) Da  NULL  
remember_token varchar(100) Da  NULL  
created_at timestamp Ne  0000-00-00 00:00:00  
updated_at timestamp Ne  0000-00-00 00:00:00  
avatar_file_name varchar(255) Da  NULL  
avatar_file_size int(11) Da  NULL  
avatar_content_type varchar(255) Da  NULL  
avatar_updated_at timestamp Da  NULL  
Tabela 1: Tabela users 
 
Pri registraciji mora uporabnik navesti svoj elektronski naslov in geslo. To dejanje ustvari novo 
vrstico v tabeli users in izpolni podatke v stolpcih id, email, password, created_at in 
updated_at. Polji is_admin in confirmed se nastavita na privzeto vrednost 0. Polje nickname 
dobi avtomatično generiran niz kuhar-(14 naključnih števk). Polje confirmation_code dobi niz 
30 naključno ustvarjenih znakov. Uporabniku se na elektronski naslov pošlje potrditveno 
povezavo, s katero bo zaključil registracijo. Klik na potrditev v elektronski pošti preusmeri 
uporabnika nazaj na spletno stran, v spletnem naslovu pa se skriva enaka koda, kot se je ob 
registraciji vpisala v polje confirmation_code. Obisk tega spletnega naslova sproži preverjanje 
te kode v bazi. Če je preverjanje uspešno in uporabnik s to kodo obstaja, potem se polje 
confirmation_code nastavi na NULL, polje confirmed pa na 1. Uporabnika zaradi priročnosti še 
avtomatično prijavi v aplikacijo z njegovimi vpisnimi podatki. 
Stoplci nickname, name, surname, email, city, country, allergies in password so podatki, ki jih 
uporabnik lahko izpolni/spremeni na svojem profilu. Prav tako lahko uporabnik spremeni sliko 
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svoje prikazne slike (ang. avatar). To spremeni polja avatar_file_name, avatar_file_size, 
avatar_content_type in avatar_updated_at. Vsakič, ko uporabnik spremeni katerikoli podatek 
v tabeli, se posodobi tudi časovni žig zapisan v polju updated_at. 
V primeru, da uporabnik ob vpisu v aplikacijo odkljuka možnost 'Zapomni si me', se nastavi 
polje remember_token v tabeli. To omogoči, da uporabnika ne izpiše iz aplikacije ob zaprtju 
brskalnika. 
 
3.3.2 Tabela recipes 
Vsebuje vse recepte, ki so vnešeni na spletni portal. 
Stolpec Vrsta Prazno (NULL) Privzeta vrednost 
id int(10) Ne  
user_id int(10) Da  NULL  
title varchar(255) Ne   
instructions text Ne   
slug varchar(255) Ne   
public tinyint(1) Ne  0  
parent_id int(11) Ne  0  
prepare_time int(10) Ne   
created_at timestamp Ne  0000-00-00 00:00:00  
updated_at timestamp Ne  0000-00-00 00:00:00  
image1_file_name varchar(255) Da  NULL  
image1_file_size int(11) Da  NULL  
image1_content_type varchar(255) Da  NULL  
image1_updated_at timestamp Da  NULL  
image2_file_name varchar(255) Da  NULL  
image2_file_size int(11) Da  NULL  
image2_content_type varchar(255) Da  NULL  
image2_updated_at timestamp Da  NULL  
image3_file_name varchar(255) Da  NULL  
image3_file_size int(11) Da  NULL  
image3_content_type varchar(255) Da  NULL  
image3_updated_at timestamp Da  NULL  
image4_file_name varchar(255) Da  NULL  
image4_file_size int(11) Da  NULL  
image4_content_type varchar(255) Da  NULL  
image4_updated_at timestamp Da  NULL  
Tabela 2: Tabela recipes 




Uporabnik ima možnost objavljanja receptov. Začetek objavljanja recepta se začne na spletnem 
naslovu skuhajva.si/nov-recept. Uporabnik izpolni vsa obvezna polja: 'Naslov', 'Navodila za 
pripravo', 'Čas priprave' ter 'Sestavine'. Vrednosti teh polj se zapišejo v novo vrstico po vrsti v 
stolpce title, instructions, prepare_time. 'Sestavine' se zapišejo v povezovalno tabelo, ki jo bom 
opisal v nadaljevanju. 
Avtomatično se izpolnijo polja id, user_id, slug, parent_id, created_at, updated_at. Polje 
user_id dobi vrednost id uporabnika (iz tabele users), ki objavlja recept. Na ta način se 
navidezno povežeta tabeli users in recipes (prikazano na sliki 8). Če uporabnik označi recept 
kot javnega, se polje public nastavi na 1, v nasprotnem primeru se nastavi na 0. 
Uporabnik lahko receptu doda tudi do 4 slike. Lastnosti dodanih slik se zapišejo v polja 
image(1-4)_file_name, image(1-4)_file_size, image(1-4)_content_type in image(1-
4)_updated_at. 
 
3.3.3 Tabela password_resets 
Tabela se polni s podatki o ponastavitvah gesel. Ko uporabnik prvič zahteva ponastavitev gesla, 
se zapiše email, token in created_at v novo vrstico. Vsakič naslednjič, ko uporabnik zahteva 
ponastavitev, se posodobita vrednosti token in created_at. 
Stolpec Vrsta Prazno (NULL) Privzeta vrednost 
email varchar(255) Ne   
token varchar(255) Ne   
created_at timestamp Ne  0000-00-00 00:00:00  
Tabela 3: Tabela password_resets 
 
3.3.4 Tabela friend_user 
V to tabelo se zapisujejo prijateljstva med uporabniki na portalu. 
Stolpec Vrsta Prazno (NULL) Privzeta vrednost 
user_id int(10) Ne   
friend_id int(10) Ne   
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status smallint(6) Ne   
action_user_id int(10) Ne   
created_at timestamp Ne  0000-00-00 00:00:00  
updated_at timestamp Ne  0000-00-00 00:00:00  
Tabela 4: Tabela prijateljstev 
 
Polji user_id in friend_id se obe navezujeta na polje id v tabeli users. Polje status označuje v 
kakšnem statusu je prijateljstvo. Obstajajo 4 statusi označeni s ciframi od 0 do 3:  
 [0] V čakanju odgovora 
 [1] Sprejet 
 [2] Zavrnjen 
 [3] Blokiran 
Polje action_user_id označuje, kateri uporabnik je zadnji spremenil status prijateljskega 
razmerja. Ko uporabnik 1 doda uporabnika 2 kot prijatelja, se v polji user_id in action_user_id 
zapiše id uporabnika 1 v friend_id se zapiše id prijatelja (uporabnika 2) v status pa 0. Ko se 
uporabnik 2 odzove na prošnjo, se v action_user_id zapiše njegov id, status pa se nastavi na 1, 
2 ali 3, odvisno od tega, kaj je uporabnik 2 izbral. Če izbere 1, se razmerje potrdi in oba 
uporabnika lahko vidita podatke drug drugega. Če izbere 2, se razmerje ne ustvari in noben 
podatek se ne prikaže nobenemu izmed njiju. Vendar lahko uporabnik 1 ponovno povabi 
uporabnika 2 k prijateljstvu. Če pa uporabnik 2 nastavi status na 3, uporabnika 1 blokira pred 
nadaljnimi prošnjami za prijateljstvo. 
Polji created_at in updated_at držita vrednosti časovnega žiga ustvarjenja ter posodobitve 
prijateljstva. 
 
3.3.5 Tabela notifications 
V tej tabeli so zbrana vsa obvestila, ki so bila poslana posameznim uporabnikom. 
Stolpec Vrsta Prazno (NULL) Privzeta vrednost 
id int(10) Ne   
user_id int(10) Ne   
recipient_id int(10) Ne   
type int(10) Ne   
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is_read tinyint(1) Ne  0  
created_at timestamp Ne  0000-00-00 00:00:00  
updated_at timestamp Ne  0000-00-00 00:00:00  
object_id int(10) Da  NULL  
Tabela 5: Tabela z obvestili uporabnikov 
 
Tabela vsebuje podatke o prejemniku obvestila (recipient_id), tipu obvestila (type) in vršilcu 
dejanja (user_id) ter podatke o objektu obvestila (object_id). Obstajajo 4 tipi obvestila: 
 [1] novo prijateljstvo 
 [2] nov Njam! recepta 
 [3] povabilo k skupnem kuhanju 
 [4] nova značka 
Tipi obvestil niso omejeni na zgornje štiri, zato je možno dodajati nove. 
Polje is_read označuje, ali je uporabnik obvestilo že označil kot prebrano (1) ali ne (0). Polja 
id, created_at in updated_at so standardna. 
 
3.3.6 Tabela likes 
Vsebuje označbe vseh receptov, ki so bili označeni za všečne. 
Stolpec Vrsta Prazno (NULL) Privzeta vrednost 
id int(10) Ne   
user_id int(11) Ne   
recipe_id int(11) Ne   
deleted_at timestamp Da  NULL  
created_at timestamp Ne  0000-00-00 00:00:00  
updated_at timestamp Ne  0000-00-00 00:00:00  
Tabela 6: Tabela všečnih receptov 
 
Polja id, created_at in updated_at so standardna. Polji user_id in recipe_id povezujeta glavni 
tabeli users in recipes ter hranita podatek, kateremu uporabniku je všeč kateri recept. Polje 
deleted_at hrani podatek o uporabnikovi morebitni odstranitvi iz všečnih receptov. Na ta način 
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se ob ponovnem označevanju recepta kot všečnega, lastniku recepta obvestila o novem Njam!-u 
ne pošlje ponovno. 
 
3.3.7 Tabele allergens, ingredients, tags in njihove povezovalne tabele 
Tabele z alergeni, sestavinami in oznakami dodatno opisujejo recept, na katerega so povezane 
preko povezovalnih tabel. 
Vse tabele, ki podajajo dodatne parametre receptu, so sestavljene enako. Vsebujejo standardne 
stolpce id, created_at in updated_at, poleg tega pa še stolpec z imenom name. Slednji drži ime 
alergena, sestavine ali oznake, odvisno od tabele (tabela 7). 
Stolpec Vrsta Prazno (NULL) Privzeta vrednost 
id int(10) Ne   
name varchar(255) Ne   
created_at timestamp Ne  0000-00-00 00:00:00  
updated_at timestamp Ne  0000-00-00 00:00:00  
Tabela 7: Sestava tabel alergenov, sestavin in oznak 
 




int(10) Ne   
name varchar(255) Ne   
created_at timestamp Ne  0000-00-00 00:00:00  
updated_at timestamp Ne  0000-00-00 00:00:00  
amount varchar(255) Ne  
unit varchar(255) Ne  
Tabela 8: Sestava povezovalnih tabel alergenov, sestavin in oznak 
 
Povezovalne tabele so enake po sestavi, razlika je le v imenu prvega stolpca, ki je imenovan z 
imenom tabele, ki jo povezuje, ter v zadnjih dveh stolpcih amount in unit, ki sta prisotna samo 
v povezovalni tabeli ingredient_recipe (tabela 8). 
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3.4 Logika aplikacije 
3.4.1 Struktura map in datotek 
V aplikaciji je ohranjena standardna Laravel struktura map in datotek. Mapa app vsebuje vso 
logiko aplikacije. Mapa bootstrap vsebuje datoteke, ki pripravijo aplikacijo na delovanje, mapa 
bower_components vsebuje zunanje knjižnice, ki so bile dodane preko paketnega upravitelja 
Bower. Mapa config hrani vse nastavitvene datoteke aplikacije, v mapi database pa so 
shranjene vse migracije in ostale datoteke, ki upravljajo s podatkovno bazo. Mapa public je 
standardna mapa na strežniku, ki dovoljuje dostop zunanjim obiskovalcem spletne strani. Mapa 
resources vsebuje vse vire CSS, JavaScript, Sass, jezikovne datoteke ter poglede (ang. views), 
ki sestavljajo sprednji (uporabniški) del aplikacije. Mapa storage vsebuje predpomnjene 
datoteke, shranjene seje, JSON datoteke ter dnevnik napak aplikacije. 
 
Z modro so označene mape, z vijolično datoteke. 
 app 
  Console 
  Events 
  Exceptions 
  Http 
   Controllers 
    Auth 
     AuthController.php 
     PasswordController.php 
    AdminPanelController.php 
    Controller.php 
    FriendsController.php 
    FrontPageController.php 
    NotificationsController.php 
    ProfileController.php 
    PublicProfileController.php 
    ReactRecipesController.php 
    RecipesController.php 
    TagsController.php 
   Middleware 
    AdminMiddleware.php 
    Authenticate.php 
    EncryptCookies.php 
    RedirectIfAuthenticated.php 
    VerifyCsrfToken.php 
   Requests 
    FriendRequest.php 
    ProfileRequest.php 
    RecipeRequest.php 
    Request.php 
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   Kernel.php 
   helpers.php 
   routes.php 
  Jobs 
  Listeners 
  Policies 
  Providers 
  Allergen.php 
  Ingredient.php 
  Like.php 
  Notification.php 
  Recipe.php 
  Tag.php 





























Modeli omogočajo določeno stopnjo abstrakcije nad podatkovno bazo in oddaljitev od 
osnovnega MySQL jezika. CRUD operacije (Create, Read, Update, Delete) tako postanejo bolj 
opisne, poleg tega pa dobimo še dodatne funkcionalnosti modela. 
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class Allergen extends Model 
{ 
 /** 
 * The database table used by the model. 
 * 
 * @var string 
 */ 
 protected $table = 'allergens'; 
 /** 
  * The attributes included in the model's JSON form (others are 
excluded). 
  * 
  * @var array 
  */ 
 protected $visible = ['id', 'name']; 
 /** 
 * Fillable fields for an allergen 
 * 
 * @var array 
 */ 
 protected $fillable = [ 
  'name' 
 ]; 
 /** 
 * Get the recipes associated with the given allergen 
 * 
 * @return \Illuminate\Database\Eloquent\Relations\BelongsToMany 
 */ 
 public function recipes() 
 { 




Z določitvijo class Allergen extends Model prenesemo oz. podaljšamo vse osnovne 
funkcionalnosti in lastnosti na model za alergene. S konstantami $table, $visible in 
$fillable določimo, katero tabelo opisuje model, kateri stolpci v tabeli so vidni v aplikaciji 
in kateri so dostopni za spremembe. 
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Model za alergene vsebuje še metodo (funkcijo) recipes(), ki poveže tabelo allergens s 
tabelo recipes in vzajemno model za recepte vsebuje metodo imenovano allergens(): 
 /** 
 * Get the allergens associated with the given recipe 
 * 
 * @return \Illuminate\Database\Eloquent\Relations\BelongsToMany 
 */ 
 public function allergens() 
 { 
  return $this->belongsToMany('App\Allergen')->withTimestamps(); 
 } 
 
V aplikaciji je 7 modelov, ki so predstavitve tabel users, recipes, likes, notifications, 
ingredients, tags ter že omenjen model za tabelo allergens. Vsa imena modelov so v ednini. 
 
3.4.3 Usmerjevalnik spletnega prometa 
Usmerjevalnik spletnega prometa se nahaja v datoteki routes.php v mapi app/Http in vsebuje 
vse možne spletne naslove, ki jih aplikacija dopušča. 
Primer abstrakcije ukazov za izvedbo najbolj pogostih spletnih zahtev je ukaz resource(): 
Route::resource('api/v1/recipes', 'ReactRecipesController'); 
 
Ukaz ustvari 7 poti in zahtev, ki se lahko izvajajo na teh poteh. Ko na določeno pot pride zahteva 
s strani uporabnika, jo usmerjevalnik preusmeri na določeno metodo v krmilniku 
ReactRecipesController (več o krmilnikih v podpoglavju 3.4.6 Krmilniki). 
Verb Path Action Route Name 
GET /api/v1/recipes index recipe.index 
GET /api/v1/recipes/create create recipe.create 
POST /api/v1/recipes store recipe.store 
GET /api/v1/recipes/{recipe} show recipe.show 
GET /api/v1/recipes/{recipe}/edit edit recipe.edit 
PUT/PATCH /api/v1/recipes/{recipe} update recipe.update 
DELETE /api/v1/recipes/{recipe} destroy recipe.destroy 
Tabela 9: Poti, ki se ustvarijo z ukazom resource() 
 
44 Razvoj in opis aplikacije 
 
 
Poti so ustvarjene tudi ročno z imenovanji posameznih HTTP zahtev. Primer GET zahteve, ki 
pristane na pot /profil in preusmeri zahtevo naprej na metodo show v krmilniku 
ProfileController: 
 Route::get('/profil', [ 
  'as'  => 'show', 
  'uses' => 'ProfileController@show' 
 ]); 
 
Skupno je v datoteki routes.php imenovanih 45 poti za različne HTTP zahteve. 
V datoteki routes.php je nastavljen tudi jezik aplikacije: 




Prvi ukaz zagotovi, da se v aplikaciji uporablja slovenske prevode, kar pomeni, da se v mapi 
/resources/lang/ uporablja mapo /sl in s tem slovenske prevode v kodi. 
Drugi ukaz zapiše datume, ki se uporabljajo v kodi (na primer pri času objave recepta), v 
slovenskem jeziku s slovenskimi pravili datumov. 
 
3.4.4 Validacija obrazcev 
Aplikacija ima 3 validacije obrazcev, ki se nahajajo v mapi /app/Http/Requests: 
ProfileRequest.php, FriendRequest.php in RecipeRequest.php. 
Validacija ProfileRequest je odgovorna za pravilno vnešene vrednosti pri urejanju profila, 
FriendRequest pri dodajanju uporabnika kot svojega prijatelja, RecipeRequest validacija pa je 









class RecipeRequest extends Request 
{ 
 /** 
  * Determine if the user is authorized to make this request. 
  * 
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  * @return bool 
  */ 
 public function authorize() 
 { 
  $recipe = $this->route('recipe'); 
  if($recipe == null || Auth::id() == $recipe->user_id) { 
   return true; 
  } else { 
   return false; 




  * Get the validation rules that apply to the request. 
  * 
  * @return array 
  */ 
 public function rules() 
 { 
  $rules = [ 
   'title'  => 'required|min:3|alpha_punctuation_space', 
   'instructions'  => 'required', 
   'portions'   => 'required|integer|min:1|max:100', 
   'slug'  => 'unique:recipes', 
   'prepare_time'  => 'required|integer|min:1|max:1000', 
   'ingredients.*.name' => 'required', 
   'ingredients.*.amount' => 'required|decimal', 
   'ingredients.*.unit' => 'required' 
  ]; 
  return $rules; 
 } 
 public function messages() 
 { 
  $messages = []; 
  foreach($this->request->get('ingredients') as $key => $val) { 
   $messages['ingredients.'.$key.'.name.required'] = 
'Sestavina ' . ($key+1) . ' ni določena.'; 
   $messages['ingredients.'.$key.'.amount.required'] = 
'Sestavina ' . ($key+1) . ' nima določene 
količine.'; 
   $messages['ingredients.'.$key.'.amount.integer'] = 
     'Količina pri sestavini ' . ($key+1) . ' mora 
biti število.'; 
   $messages['ingredients.'.$key.'.unit.required'] = 
'Sestavina ' . ($key+1) . ' nima določene enote.'; 
  } 




Metoda authorize() določa, ali se validacija sme izvesti ali ne. Če metoda vrne true, se 
nadaljuje z validacijo, v nasprotnem primeru vrne false, validacija se prekine in aplikacija 
vrne izjemo (ang. exception). V primeru validacije RecipeRequest se z metodo authorize() 
preveri, ali je uporabnik, ki hoče urediti že obstoječi recept, tudi njegov avtor. 
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Metoda rules() predpisuje, kakšna vrsta validacije se mora vršiti nad posameznimi polji. 
Na primer, polje s časom priprave recepta (prepare_time) je obvezno, mora biti cifra, ki je med 
vrednostmi 1 in 1000. Če metoda ugotovi, da kateri izmed pogojev ni uresničen, vrne v skladu 
z datoteko validation.php (nahaja se v mapi s prevodi /resources/lang) uporabniku odgovor s 
primernim informativnim besedilom. 
Metoda messages() dopolnjuje nabor odgovorov uporabniku in s tem izboljša uporabniško 
izkušnjo. 
 
3.4.5 Vmesna oprema 
Vmesna oprema se nahaja v mapi /app/Http/Middleware. Poleg standardnih, Authenticate.php, 
EncryptCookies.php, RedirectIfAuthenticated.php in VerifyCsrfToken.php, ki so že vključene v 










  * Handle an incoming request. 
  * 
  * @param  \Illuminate\Http\Request  $request 
  * @param  \Closure  $next 
  * @return mixed 
  */ 
 public function handle($request, Closure $next) 
 { 
  if ($request->user()->is_admin != 1) { 
   return redirect(route('home')); 
  } 




AdminMiddleware preverja, ali je uporabnik, ki poskuša dostopati do določenega spletnega 
naslova, tudi v podatkovni bazi označen kot skrbnik (stolpec is_admin v tabeli users v 




Krmilniki skrbijo za pravilno izvrševanje HTTP zahtev uporabnikov. V aplikaciji je poleg 
osnovnega Controller.php še 11 drugih krmilnikov, ki razširjajo funkcionalnost osnovnega. 











class PublicProfileController extends Controller 
{ 
 /** 
  * Display users' public profile. 
  * 
  * @param  string  $nickname 
  * @return View 
  */ 
 public function show($nickname) 
 { 
  $user = User::findByUsernameOrFail($nickname); 
  $recipes = $user->recipes; 




Krmilnik vsebuje le eno metodo. Ta sprejme parameter $nickname, ki ji je podan preko 
usmerjevalnika spletnega prometa. V podatkovni bazi poišče uporabnika s podanim vzdevkom 
in ga zapiše v spremenljivko $user. Nato poišče še vse recepte najdenega uporabnika in obe 
spremenljivki poda pogledu, ki prikaže javni profil uporabnika. 
 
3.4.7 Potek izvrševanja kode na primeru 
Uporabnik se odloči, da bo objavil nov recept. V meniju izbere 'Nov recept'. Spletni naslov kaže 
na /recepti/nov-recept. Aplikacija ima že vnaprej pripravljen seznam vseh spletnih naslovov, 
do katerih lahko uporabniki dostopajo. V brskalnik se uporabniku naloži obrazec za objavo 
novega recepta. Uporabnik izpolni podatke in pritisne gumb za oddajo recepta. Klik na gumb 
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sproži preko tehnologije AJAX zahtevo tipa POST. V POST zahtevo so vključeni vsi podatki, 
ki jih je uporabnik izpolnil v obrazcu. Zahteva v routes.php najde pot, ki ustreza zahtevi: 
Route::group([ 
 'prefix' => trans('routes.recipes'), 
 'as' => 'recipe::' 
 ], function() { 
 
  . 
  . 
  . 
 
  Route::post(trans('routes.create'), [ 
   'as'            => 'store', 
   'uses'          => 'RecipesController@store', 
   'middleware'    => ['auth'] 
  ]); 
 







Če upoštevamo slovenske prevode in poenostavimo: 
Route::post('recepti/nov-recept', [ 
 'as'            => 'recipe::store', 
 'uses'          => 'RecipesController@store', 
 'middleware'    => ['auth'] 
]); 
 
Kot vidimo, pot res ustreza POST zahtevi na zahtevanem URL. Preden zahteva nadaljuje pot h 
krmilniku, se izvede metoda handle() v vmesni opremi (ang. middleware) auth: 
public function handle($request, Closure $next) 
    { 
        if ($this->auth->guest()) { 
            if ($request->ajax()) { 
            } else { 
                return redirect()->guest(route('login')); 
            } 
        } 
        return $next($request); 
    } 
 
Uporabnik, ki ni prijavljen (gost), se bo ujel na prvem if stavku in sistem ga bo preusmeril na 
stran za prijavo. Če je uporabnik prijavljen (v našem primeru), ga bo vmesna oprema spustila 
naprej. 
Sedaj se lahko zahteva prenese naprej do metode store() v krmilniku RecipesController: 
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public function store(RecipeRequest $request) 
{ 
$request->merge(['public' => $request->input('public', false)]); 
 
 $recipe = $this->user->recipes()->create($request->all()); 
 
 $tags = $request->has('tags') ? $request->get('tags') : []; 
 $allergens = $request->has('allergens') ? $request->get('allergens') 
: []; 
 $ingredients = $request->has('ingredients') ? $request-




 $this->syncIngredients($recipe, $ingredients); 
 




Preden pa se izvede metoda store(), se izvrši validacija obrazca RecipeRequest (podrobno 
opisana v podpoglavju 3.4.4 Validacija obrazcev). Če uporabnik stori napako pri vnašanju 
(pozabi izpolniti kakšno polje ali pa vpiše napačen tip podatka), se ustvari preusmeritveni 
odgovor, ki uporabnika pošlje na prejšnjo lokacijo (v tem primeru na /recepti/nov-recept). Ker 
je v tem primeru šlo za AJAX zahtevo, se ob validacijski napaki ustvari in pošlje uporabniku 
HTTP odgovor s statusno kodo 422, skupaj z JSON podatki o napakah. 
V primeru uspešne validacije se začne izvajati metoda store(). Zaradi načina podajanja 
vrednosti iz potrditvenih polj se v primeru neobkljukanega polja v zahtevo ne zapiše parameter 
public z vrednostjo false. Zato se zahtevi najprej doda parameter public, ki je true, če je 
prišel od uporabnika, v nasprotnem primeru pa je privzeto nastavljen na false. 
Preko metode create(), ki je metoda, dostopna vsem modelom, se iz vseh podatkov zahteve 
ustvari nov recept, ki se asociira z modelom User in zapiše v tabelo recipes. Sam recept in 
njegovi podatki se shranijo v spremenljivko $recipe. 
Z receptom se sinhronizirajo podatki o oznakah, alergenih in sestavinah. V podatkovni bazi se 
dodajo/posodobijo/odstranijo vrstice v povezovalnih tabelah recipe_tag, allergen_recipe in 
ingredient_recipe. 
AJAX zahtevi, ki je celoten postopek hranjenja recepta sprožila, se vrne podatke v JSON 
zapisu. 
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V primeru, ko ni prišlo do nobene napake v procesu, se izvrši success metoda v uporabnikovem 
brskalniku: 
success: function(response) { 
 $('button[type=submit]').attr('disabled', false).html('<span 
class="glyphicon glyphicon-ok"></span>'); 
 var recipe = response[0]; 
 document.title = recipe.title; 
   
 window.history.pushState({"pageTitle":recipe.title},"", recipe.slug); 
 
 var ingredientList = ''; 
 recipe.ingredients.forEach(function(ingredient) { 
  ingredientList += '<li>' + ingredient.name + ' ' + 





 $('#recipe-portions').html('Nahrani ' + recipe.portions + ' 
kuharje'); 





 $('.view-mode').css('display', 'block'); 
 $('.edit-mode').css('display', 'none'); 




V odgovoru strežnika response (JSON zapis) je zapisan recept, ki se je pravkar shranil v 
podatkovno bazo. Ta se zapiše v spremenljivko recipe za nadaljno uporabo. Ime dokumenta se 
nastavi na naslov recepta, vrstica z URL naslovom se spremeni v /recepti/ime-recepta, v 
zgodovino brskanja pa se zapiše obisk tega naslova. 
Vse lastnosti recepta se izpolnijo v skladu s podatki v spremenljivki recipe. Skrijejo se vse 
napake in besedila pomoči, v primeru, da so bili prej prikazani, CSS razred edit-mode se 
zamenja z razredom view-mode in uporabnik vidi recept, kot ga vidijo vsi uporabniki portala. 
3.4.8 Težave 
Za zunanjega ponudnika pošiljanja elektronskih sporočil sem se odločil na podlagi vedno bolj 
zahtevnih algoritmov za filtriranje vsiljene pošte s strani podjetja Google ter predlogih več 
blogerjev, da se splača prepustiti določene storitve zunanjemu ponudniku, ki se s tem 
profesionalno ukvarja. Izbral sem Mandrill, ker je ponujal dobro stroritev za primerno plačilo. 
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Po enem mesecu njegove uporabe za pošiljanje elektronskih sporočil o registraciji, ponastavitvi 
gesla in prošnjah za prijateljstvo so se pri lastniku Mandrill storitve, Mailchimp, odločili, da 
Mandrill ne bo več deloval kot samostojna storitev, ampak kot del plačljive storitve [1]. Z malo 
dodatnega truda sem našel drugega ponudnika storitev, Sendinblue, in zaradi preproste menjave 
paketov v orodju Composer tudi hitro zamenjal paket in s tem ponudnika te storitve. 
Med razvojem se je pojavila še ena težava. Sredi razvoja aplikacije je izšla nova verzija ogrodja 
Laravel (5.2). Dokumentacija na Laravel strani [16] zelo podrobno opisuje, kako posodobiti 
različne verzije in na katere stvari je potrebno paziti. V osnovi v datoteki composer.json 
spremenimo Laravel vrednost iz 5.1 v 5.2 in zaženemo composer update. Composer bi 
moral dobiti zadnjo verzijo ogrodja Laravel in jo namestiti, vendar je konzola vračala napako. 
Po nekaj brskanja po spletni strani Github sem ugotovil, da že nekaj časa obstaja hrošč, ki 
povzroča napako, na katero sem naletel. Poskusil sem eno izmed ponujenih rešitev in uspešno 
obšel napako. Iz tega lahko zaključim, da je prav zaradi odprtokodnosti orodja Composer hitro 
prišlo do odziva odprtokodne skupnosti, ki je našla rešitev. 
 
3.5 Ostalo delo 
Sama osnovna funkcionalnost aplikacije je bila razmeroma hitro postavljena, vse nadaljnje delo 
je bilo oblikovanje, optimiziranje in odpravljanje napak ter iskanje tistih mejnih primerov (ang. 
edge cases), na katere lahko naletijo uporabniki. Izboljšanje, skrajšanje ali olepšanje kode se 
imenuje po angleško refactoring. Po opravljenem procesu del kode, ki smo jo spreminjali, 
opravlja isto nalogo kot prej, vendar smo z izboljšanjem kode omogočili hitrejše delovanje tega 
dela aplikacije ali naredili kodo bolj berljivo in urejeno. 
Poleg funkcionalnosti portala sem oblikoval celoten izgled spletne strani, logo ter ostale 
vizualne efekte. Zgledoval sem se po dobrih praksah oblikovanja spletnih strani, ki sem jih 
pridobil skozi leta dela s spletnimi tehnologijami. 
  







4 Uporaba aplikacije 
Portal ima 3 vrste uporabnikov: gost, prijavljen uporabnik ter skrbnik. 
Od gosta ni zahtevana registracija in lahko prosto brska po vseh receptih, ki so na voljo na 
portalu (slika 9). 
 
Slika 9: Iskalnik receptov 
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Iskalnik omogoča preprosto iskanje po imenu recepta in po imenih oznak, ki so pripete receptu, 
ter napredno iskanje po času kuhanja ter po alergenih, ki so prisotni v receptu. Deluje instantno, 
kar pomeni, da je vsaka sprememba iskalnih pogojev takoj vidna v rezultatih. 
Na prvi strani se nahajajo recepti, ki so jih drugi uporabniki označili za najboljše (slika 10), ter 
recepti, ki so razporejeni na zajtrk, kosilo in večerjo. Uporabnik lahko tudi odpre posamezen 
recept. To je večinoma vse, kar lahko gost uporablja. 
 
Slika 10: Domača stran spletnega portala 
 
Prava vrednost portala je gostu skrita, zato je še toliko bolj pomembno, da so mu z različnimi 
tehnikami sporočene prednosti registracije in uporabe kot prijavljenemu uporabniku. 
Uporabnik začne postopek registracije s klikom na gumb 'Registracija' v meniju, vpiše svoj 
elektronski naslov ter geslo in s klikom na potrditev avtomatično pošlje potrditveno elektronsko 
pošto v svoj elektronski poštni nabiralnik (slika 11). S klikom na povezavo v prejeti pošti potrdi 




Slika 11: Stran za registracijo 
 
Šele ko uporabnik potrdi svoj elektronski naslov, se lahko vpiše v svoj profil (slika 12). 
 
Slika 12: Potrditvena registracijska elektronska pošta 
56 Uporaba aplikacije 
 
 
Prijavljen uporabnik ima spremenjeno zgornjo vrstico menija. Poleg elementa 'Recepti' v 
meniju se pojavi še možnost objave novega recepta, elementa 'Registracija' ter 'Prijava' pa se 
zamenjata z elementoma 'Obvestila' ter vzdevkom in sliko profila (slika 13). 
 
Slika 13: Slika menija neprijavljenega uporabnika (zgoraj) in prijavljenega uporabnika (spodaj) 
 
Uporabnik v svojem receptu poda vse bistvene lastnosti recepta: naslov recepta, slike, sestavine, 
alergene, navodila, čas priprave, koliko ljudem je recept namenjen in oznake. Označi tudi, ali 
želi, da je njegov recept javno objavljen, da ga lahko vidijo vsi obiskovalci portala (slika 14). 
 




Ko uporabnik recept shrani, se ta shrani med njegove recepte pod 'Profilom' ('Moja kuharska 
knjiga') (slika 15). Ne glede na to, ali je recept objavljen javno ali zasebno, se bo prikazal na tej 
strani. Na receptu je z modro ikono sveta prikazano, da je recept objavljen javno in s sivo ikono, 
da je zeseben. Če se je uporabnik odločil, da bo recept objavil javno, se bo ta lahko prikazal 
tudi med rezultati iskanja. 
 
Slika 15: Recepti, ki jih je objavil prijavljen uporabnik 
 
Poleg objavljanja receptov lahko prijavljen uporabnik tudi označi recepte, ki so mu všeč. To 
naredi tako, da v desnem zgornjem kotu knjige na prikazu recepta klikne »Njam!«. To dejanje 
uvrsti recept med njegove najljubše recepte, do katerih lahko dostopa preko svojega profila. 
Če uporabnik želi urediti recept, ki ga je objavil, lahko to stori na prikazu posameznega recepta. 
Vpisan uporabnik, ki je tudi lastnik recepta, ima pod naslovom recepta dodaten gumb za 
urejanje ter gumb za izbris recepta. Po kliku na gumb za urejanje se vsa polja, ki jih je možno 
urejati, spremenijo. Odpre se tudi dodaten prostor z možnostjo označitve recepta kot javnega 
ter z gumboma za shranjevanje in preklic urejanja recepta (slika 16). 




Slika 16: Urejanje recepta 
 
Uporabnik si profil uredi na zavihku 'Profil'. Razdeljen je na 3 sklope: prvi vsebuje podatke o 
uporabniku ter možnost menjave gesla. Vsi podatki pod profilom se avtomatsko shranijo na 
strežnik, takoj ko polje, ki ga je uporabnik urejal, izgubi fokus (ko na primer uporabnik klikne 
kamorkoli stran od polja, ki ga je urejal). V primeru uspešne shranitve podatkov na strežnik se 
prikaže zelena kljukica ob polju, ki je bilo spremenjeno. Če je prišlo do napake ali pa je 
uporabnik vpisal nepravilne podatke, se polje obarva rdeče in uporabniku prikaže besedilo o 




Slika 17: Urejanje profila 
 
Drugi sklop pod profilom so značke. Te si uporabnik prisluži ob različnih dejanjih na portalu. 
Na primer, ko uspešno objavi prvi recept, dobi značko, ki nakazuje, da se je vpisal med kuharske 
šefe portala. Ko si uporabnik zasluži značko, se ta iz brezbarvne spremeni v barvno. 
Tretji in zadnji sklop profila zajema podatke o načinu prikaza portala. Uporabnik lahko tu 
označi, na katere alergene je alergičen, in določi, ali hoče, da se v rezultatih iskanja sploh 
prikazujejo recepti, ki vsebujejo izbrane alergene. Uporabnik lahko tudi zbriše svoj profil in s 
tem tudi vse svoje podatke s portala. Recepti tega uporabnika se v tem primeru pripišejo 
privzetemu računu portala. 
Obstajajo 4 obvestila (slika 18), ki jih uporabnik lahko prejme. Uporabnik dobi obvestilo, ko: 
 ga drug uporabnik doda kot prijatelja 
 da drug uporabnik njegovemu receptu Njam! 
 ga drug uporabnik povabi k skupnem kuhanju 
 si zasluži novo značko 




Slika 18: Obvestila 
 
Pod profilom obstaja še en zavihek, in sicer 'Prijatelji'. Tu lahko uporabnik označi druge 
uporabnike za prijatelje ali pa povabi prijatelje k uporabi portala. V isto vnosno polje uporabnik 
vpiše vzdevek uporabnika ali njegov elektronski naslov. V primeru, da uporabnik z vpisanim 
vzdevkom ali elektronskim naslovom obstaja, prejme ta uporabnik elektronsko sporočilo in 
obvestilo na portalu. 
Ko uporabnik doda novega prijatelja, se obema uporabnikoma pojavi drug uporabnik kot »v 
čakanju odgovora«. V tem stanju nihče od njiju ne vidi podatkov o drugem, razen vzdevka. Ko 
se povabljeni odzove in potrdi prijateljstvo, se obema prikažejo vsi podatki. 
Povabilo k skupnemu kuhanju lahko pošljemo samo svojim prijateljem na portalu. V vabilu 
izberemo, kateri recept želimo pripraviti s prijateljem ter katere sestavine imamo na voljo. V 
primeru, da ima prijatelj v profilu označeno, da je alergičen na določeno sestavino, bo ob izbiri 
recepta dodano opozorilo ob posameznem receptu, ki vsebuje to sestavino. Pritisk na gumb 
'Povabi' bo prijatelju poslal obvestilo znotraj aplikacije in elektronsko pošto. 
Poleg gostov in prijavljenih uporabnikov obstaja še tretji tip uporabnikov, in sicer skrbniki. Ti 
imajo dostop do zadnjega dela aplikacije, kjer lahko vidijo statistiko portala. Statistika prikazuje 
rast števila uporabnikov, rast števila receptov na portalu in najbolj aktivne uporabnike z največ 
objavljenimi recepti (slika 19). Recepti in uporabniki, ki so trenutno na spletnem portalu, so 




Slika 19: Nadzorna plošča za skrbnike spletnega portala 
  







5 Izboljšave in nadaljnje delo 
Po mojem mnenju ima portal možnost za nadaljevanje v poslovne vode. V tej smeri bom tudi 
delal. V prihodnje bom aplikacijo dal v testiranje bližnjim prijateljem in prosil za povratne 
informacije o izboljšavah. Sam imam tudi že kar nekaj idej, ki bi jih rad vključil v aplikacijo. 
Pri vpisovanju recepta je potrebno vnesti kateri alergeni se nahajajo v receptu in katere oznake 
naj recept nosi. S pomočjo JavaScripta bi na strani za vnašanje recepta prebiral besedilo in 
nastavljal avtomatske oznake glede na vpisano besedilo v pripravi recepta. Avtomatizacija 
alergenov bi potekala glede na izbrane sestavine, ki bi jih uporabnik naštel v receptu. Oboje, 
oznake in alergene, bi avtor recepta lahko še vedno prilagodil, če sistem ne bi zadovoljivo 
nastavil oznak ali alergenov. 
Obstaja možnost, da bi se povezal s katero izmed odprtih podatkovnih baz, ki hranijo podatke 
o energijskih vrednostih posameznih sestavin. Vsote energijskih vrednosti recepta bi prikazal 
pri vsakemu receptu. 
Pri vabilu prijatelja na skupen obed bi lahko sistem predlagal uporabo določenega trgovskega 
centra in njihovega e-oddelka, če bi pri receptu uporabnik ugotovil, da mu manjkajo določene 
sestavine. E-trgovec bi nato lahko izbrane izdelke pripeljal kar na dom uporabniku. 
Celoten sistem bi lahko deloval kot inteligenten sistem za predloge receptov, ki bi 
posameznemu uporabniku predlagal določen recept glede na recepte, ki so mu všeč, objavljene 
recepte ali pretekle iskane recepte. 
64 Izboljšave in nadaljnje delo 
 
 
Če bi uspel inteligenten sistem pripeljati še korak dlje, bi lahko sam poskušal ustvariti svoj 
recept in ga predlagal uporabniku. Glede na odzive uporabnikov (oglede, oznake, deljenja,...) 
bi se lahko umetna inteligenca učila katere sestavine gredo skupaj, koliko časa in truda je 
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