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Zada´n´ı pra´ce
1. Seznamte se s principy forma´ln´ı specifikace a verifikace; detailneˇji prostudujte zejme´na
metody verifikace prˇedpokla´daj´ıc´ı specifikaci v jazyce logiky pracuj´ıc´ı s rea´lny´m cˇasem
(RT logiky, RTL).
2. Po vza´jemne´ dohodeˇ s Bc. Markem Gachem navrhneˇte blokove´ sche´ma a rozhran´ı
na´stroje schopne´ho verifikovat vlastnosti syste´mu specifikovane´ho jazykem RT logiky.
3. Po dohodeˇ s vedouc´ım vytvorˇte v prˇirozene´m jazyce neforma´ln´ı slovn´ı specifikaci
neˇkolika jednoduchy´ch syste´mu˚ pracuj´ıc´ıch v rea´lne´m cˇase.
4. Syste´my specifikovane´ v prˇedchoz´ım bodeˇ specifikujte forma´lneˇ pomoc´ı jazyka RT
logiky.
5. Na´stroj (blokoveˇ navrzˇeny´ v bodeˇ 2) implementujte a jeho funkcˇnost oveˇrˇte verifi-
kac´ı vhodneˇ vybrany´ch vlastnost´ı syste´mu˚ specifikovany´ch jazykem RT logiky. Zvazˇte
implementaci metod vedouc´ıch k redukci stavove´ho prostoru.
6. Shrnˇte dosazˇene´ vy´sledky a navrhneˇte mozˇna´ rozsˇ´ıˇren´ı Vasˇ´ı pra´ce.
Abstrakt
Protozˇe komplexnost syste´mu˚ porˇa´d roste a s t´ım take´ riziko vy´skytu chyb, je potrˇeba tyto
chyby efektivneˇ a spolehliveˇ opravovat. U rˇady syste´mu˚ rea´lne´ho cˇasu tato potrˇeba plat´ı
dvojna´sob, jelikozˇ byt’ jedina´ chyba mu˚zˇe zp˚usobit jejich u´plne´ zhroucen´ı, ktere´ mu˚zˇe mı´t
katastrofa´ln´ı d˚usledky. Forma´ln´ı verifikace, na rozd´ıl od jiny´ch metod, umozˇnˇuje spolehlive´
oveˇrˇova´n´ı pozˇadavk˚u kladeny´ch na urcˇity´ syste´m.
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Abstract
As systems complexity grows, so grows the risk of errors, that’s why it’s necessary to effecti-
vely and reliably repair those errors. With most of real-time systems this statement pays
twice, because a single error can cause complete system crash which may result in catastro-
phe. Formal verification, contrary to other methods, allows reliable system requirements
verification.
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Tato pra´ce vznikla jako sˇkoln´ı d´ılo na Vysoke´m ucˇen´ı technicke´m v Brneˇ, Fakulteˇ in-
formacˇn´ıch technologi´ı. Pra´ce je chra´neˇna autorsky´m za´konem a jej´ı uzˇit´ı bez udeˇlen´ı opra´v-
neˇn´ı autorem je neza´konne´, s vy´jimkou za´konem definovany´ch prˇ´ıpad˚u.
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Kapitola 1
U´vod
Syste´my rea´lne´ho cˇasu lze naj´ıt ve velke´m mnozˇstv´ı zarˇ´ızen´ı, od doma´c´ıch spotrˇebicˇ˚u, prˇes
elektroniku a dopravn´ı prostrˇedky, azˇ naprˇ´ıklad po vesmı´rne´ sondy. Protozˇe komplexnost
teˇchto syste´mu˚ porˇa´d roste a s t´ım take´ riziko vy´skytu chyb, je potrˇeba tyto chyby efektivneˇ
a spolehliveˇ opravovat. Nezˇ mu˚zˇe by´t ovsˇem neˇjaka´ chyba opravena, mus´ı by´t nejdrˇ´ıve
v˚ubec odhalena. Stare´ zp˚usoby hleda´n´ı chyb, jako kontrola implementace syste´mu jiny´m
cˇloveˇkem, jsou prˇi rozsa´hlosti dnesˇn´ıch syste´mu˚ velice neefektivn´ı a je tedy potrˇeba uplatnit
automatizovatelne´ metody pro hleda´n´ı a prˇ´ıpadneˇ i opravu chyb.
Forma´ln´ı verifikace umozˇnˇuje spolehlive´ oveˇrˇova´n´ı pozˇadavk˚u kladeny´ch na urcˇity´ sys-
te´m. Samozrˇejmeˇ tato vysoka´ spolehlivost a efektivita z hlediska odhalova´n´ı chyb je vykou-
pena rˇadou proble´mu˚. Forma´ln´ı verifikace vyzˇaduje pro svou cˇinnost urcˇitou formu popisu
specifikace syste´mu a oveˇrˇovany´ch vlastnost´ı, at’ jizˇ je to popis pomoc´ı logicky´ch formul´ı,
automat˚u, specia´ln´ıho programovac´ıho jazyka, petriho s´ıt´ı nebo trˇeba procesn´ı algebry.
Pouzˇity´ popis take´ prˇ´ımo ovlivnˇuje mozˇnosti oveˇrˇova´n´ı, urcˇita´ forma popisu mu˚zˇe by´t ve-
lice vhodna´ pro oveˇrˇova´n´ı specificke´ vlastnosti syste´mu, ale za´rovenˇ take´ nepouzˇitelna´ pro
oveˇrˇova´n´ı vlastnost jine´. Dalˇs´ım proble´mem je slozˇitost vy´pocˇtu, at’ jizˇ z hlediska cˇasove´
cˇi prostorove´ na´rocˇnosti. Pouzˇ´ıvane´ metody mı´vaj´ı cˇasto exponencia´ln´ı slozˇitost. Cˇasto se
tedy mus´ı u slozˇiteˇjˇs´ıch syste´mu˚ prˇistupovat k abstrakci pro zjednodusˇen´ı slozˇitosti rˇesˇeny´ch
proble´mu˚.
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Kapitola 2
Syste´my rea´lne´ho cˇasu [5]
Hlavn´ım rozd´ılem mezi standardn´ımi syste´my a syste´my rea´lne´ho cˇasu je v pozˇadavc´ıch na
korektnost teˇchto syste´mu˚. Hlavn´ım pozˇadavkem u standardn´ıch syste´mu˚ je samozrˇejmeˇ
spra´vnost vy´stup˚u. U syste´mu˚ rea´lne´ho cˇasu je ovsˇem situace slozˇiteˇjˇs´ı, nebot’ kromeˇ spra´-
vnosti vy´stup˚u je d˚ulezˇity´ take´ cˇas, kdy byly tyto vy´stupy vyprodukova´ny.
Syste´m rea´lne´ho cˇasu by mohl by´t tedy definova´n jako syste´m, ktery´ mus´ı reagovat
spra´vneˇ a vcˇas na vstupn´ı podneˇty. Je d˚ulezˇite´ si uveˇdomit, zˇe termı´n vcˇas je relativn´ı,
nemus´ı vzˇdy znamenat rychle, vyjadrˇuje pouze nutnost dodrzˇen´ı urcˇity´ch cˇasovy´ch mez´ı,
aby byla splnˇena pozˇadovana´ doba odezvy dane´ho syste´mu.
Syste´my rea´lne´ho cˇasu lze deˇlit neˇkolika zp˚usoby. Sp´ıˇse nezˇ rozdeˇlen´ı podle pozˇadavk˚u
na dobu odezvy se ale vyuzˇ´ıva´ deˇlen´ı podle charakteru selha´n´ı syste´mu, tedy jake´ budou
d˚usledky nedodrzˇen´ı pozˇadovany´ch cˇasovy´ch mez´ı. Zde se vyuzˇ´ıva´ rozdeˇlen´ı do trˇ´ı kategori´ı:
1. Soft RT syste´m - nedodrzˇen´ı cˇasove´ho omezen´ı ma´ za na´sledek pouze degradova´n´ı
vy´konu syste´mu, ale nezp˚usob´ı jeho selha´n´ı.
2. Firm RT syste´m - nedodrzˇen´ı neˇkolika cˇasovy´ch omezen´ı nevede k u´plne´mu selha´n´ı
syste´mu, ovsˇem vetsˇ´ı pocˇet nedodrzˇeny´ch cˇasovy´ch omezen´ı mu˚zˇe ve´st k selha´n´ı
syste´mu nebo dokonce katastrofeˇ.
3. Hard RT syste´m - nedodrzˇen´ı jedine´ho cˇasove´ho omezen´ı ma´ za na´sledek kompletn´ı
selha´n´ı syste´mu, ktere´ mu˚zˇe vyu´stit v katastrofu.
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Kapitola 3
Verifikace
3.1 Od testova´n´ı k verifikaci
Testova´n´ı je pravdeˇpodobneˇ jednou z nejstarsˇ´ıch technik pro odhalova´n´ı chyb v softwaru
nebo hardwaru. Jde o spusˇteˇn´ı testovane´ho syste´mu s vyuzˇit´ım konecˇne´ mnozˇiny vstup˚u
a na´sledne´ oveˇrˇen´ı, zda z´ıskane´ vy´stupy nebo chova´n´ı syste´mu odpov´ıda´ jeho specifikaci.
Na rozd´ıl od standardn´ıch syste´mu˚ je u syste´mu˚ pracuj´ıc´ıch v rea´lne´m cˇase kromeˇ hodnot
vstup˚u d˚ulezˇity´ take´ cˇas, kdy byly tyto vstupy syste´mu prˇedlozˇeny. Stejneˇ tak u oveˇrˇova´n´ı
je, kromeˇ korektnosti vy´stup˚u, d˚ulezˇity´ take´ cˇas, kdy byly vyprodukova´ny. Protozˇe u veˇtsˇ´ıch
a slozˇiteˇjˇs´ıch syste´mu˚ je pocˇet mozˇny´ch vstup˚u obrovsky´, neˇkdy i nekonecˇny´, je tato tech-
nika pro celkove´ oveˇrˇen´ı vlastnost´ı syste´mu prakticky nepouzˇitelna´.
Simulace, narozd´ıl od testova´n´ı, pracuje pouze s modelem existuj´ıc´ıho syste´mu. Vy´hodou
vyuzˇit´ı modelu je mozˇnost prova´deˇn´ı test˚u, ktere´ by byly u rea´lne´ho syste´mu prˇ´ıliˇs ne-
bezpecˇne´, jako naprˇ´ıklad testova´n´ı rˇ´ızen´ı jaderne´ elektra´rny, nebo dokonce nemozˇne´. Pro
jeden rea´lny´ syste´m lze vytvorˇit libovolny´ pocˇet jeho model˚u s r˚uzny´mi u´rovneˇmi abstrakce.
To umozˇnˇuje prˇi testova´n´ı ignorovat irelevantn´ı cˇa´sti syste´mu, ktere´ na oveˇrˇova´n´ı testovane´
vlastnosti nemaj´ı zˇa´dny´ vliv, a urychlit t´ım celkovou simulaci. Nevy´hodou simulace je, zˇe
nen´ı mozˇne´ namodelovat vsˇechny sekvence uda´lost´ı, ktere´ mohou v rea´lne´m modelu nastat.
Prˇedchoz´ı dveˇ techniky jsou dobre´ pro odhalova´n´ı chyb v simulovane´m nebo rea´lne´m
syste´mu, ale veˇtsˇinou nemohou garantovat, zˇe syste´m splnˇuje pozˇadavky, ktere´ jsou na neˇj
kladeny. Verifikace doka´zˇe zjistit, zda je oveˇrˇovana´ vlastnost vzˇdy platna´ nebo zda mu˚zˇe
doj´ıt k jej´ımu porusˇen´ı. Nevy´hodou verifikace je, zˇe vyzˇaduje pro svou cˇinnost popis syste´mu
a pozˇadavk˚u kladeny´ch na tento syste´m pomoc´ı jazyka, vhodne´ho pro verifikaci.
3.2 Obecne´ metody verifikace
3.2.1 Symbolicke´ logiky [1]
Symbolicka´ logika je kolekce jazyk˚u, ktere´ pouzˇ´ıvaj´ı symboly pro reprezentaci fakt˚u, uda´lost´ı
a akc´ı, a poskytuj´ı pravidla umozˇnuj´ıc´ı usuzova´n´ı nad teˇmito symboly. Pokud je k dispozici
specifikace syste´mu a jeho pozˇadovany´ch vlastnost´ı ve formeˇ logicky´ch formul´ı, je mozˇne´
doka´zat, zˇe tyto vlastnosti jsou logicky´m d˚usledkem specifikace tohoto syste´mu. Mezi nej-
pouzˇ´ıvaneˇjˇs´ı logiky pro popis a na´slednou verifikaci syste´mu˚ patrˇ´ı vy´rokova´ logika a pre-
dika´tova´ logika.
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3.2.1.1 Vy´rokova´ logika
Za´kladn´ımi prvky vy´rokove´ logiky jsou pravdivostn´ı symboly true a false a vy´rokove´
promeˇnne´, ktery´ch existuje obecneˇ nekonecˇny´ pocˇet. Kombinac´ı teˇchto prvk˚u vznikaj´ı
vy´roky, oznacˇovane´ jako formule, jazyka vy´rokove´ logiky.
Bud’ P konecˇna´ nepra´zdna´ mnozˇina vy´rokovy´ch promeˇnny´ch. Pak p je atom pokud
p ∈ P nebo p je jeden z pravdivostn´ıch symbol˚u true a false. Litera´l l je atom p nebo
jeho negace ¬p. Formule F je bud’ samostatny´ litera´l l nebo vznikne aplikac´ı neˇktere´
z na´sleduj´ıc´ıch spojek na formule F1 a F2:
• Negace ¬F1 nebo ¬F2
• Konjunkce F1 ∧ F2
• Disjunkce F1 ∨ F2
• Implikace F1 → F2
• Ekvivalence F1 ↔ F2
Interpretace I prˇiˇrazuje kazˇde´ vy´rokove´ promeˇnne´ pra´veˇ jednu pravdivostn´ı hodnotu
true nebo false a vyjadrˇuje tak vy´znam formule slozˇene´ z teˇchto promeˇnny´ch. Pokud
je da´na formule F a j´ı odpov´ıdaj´ıc´ı interpretace I, lze vypocˇ´ıtat vy´slednou pravdivostn´ı
hodnotu te´to formule. Nejjednodusˇsˇ´ı metodou pro urcˇen´ı pravdivostn´ı hodnoty formule F je
vyuzˇit´ı pravdivostn´ı tabulky. Pravdivostn´ı tabulka 3.1 shrnuje pravdivostn´ı hodnoty formul´ı
vznikly´ch aplikac´ı jednotlivy´ch spojek vy´rokove´ logiky. Hodnota 1 odpov´ıda´ pravdivostn´ı
hodnoteˇ true, hodnota 0 pravdivostn´ı hodnoteˇ false.
F1 F2 ¬F1 F1 ∧ F2 F1 ∨ F2 F1 → F2 F1 ↔ F2
0 0 1 0 0 1 1
0 1 1 0 1 1 0
1 0 0 0 1 0 0
1 1 0 1 1 1 1
Tabulka 3.1: Pravdivostn´ı tabulka pro jednoduche´ formule vy´rokove´ logiky
Formule F je splnitelna´, pra´veˇ tehdy kdyzˇ existuje interpretace I, pro kterou formule
F naby´va´ hodnoty true, tedy formule F je prˇi dane´m ohodnocen´ı promeˇnny´ch pravdiva´.
Pote´ se rˇ´ıka´, zˇe interpretace I je modelem formule F neboli I |= F . Formule F je va-
lidn´ı, pra´veˇ tehdy kdyzˇ pro vsˇechny interpretace I plat´ı I |= F . Je d˚ulezˇite´ si uveˇdomit,
zˇe splnitelnost a validita jsou tzv. dua´ln´ı pojmy, tedy oveˇrˇova´n´ı jedne´ vlastnosti lze jed-
nodusˇe prˇeve´st na oveˇrˇova´n´ı druhe´. F je validn´ı, pra´veˇ tehdy kdyzˇ ¬F je nesplnitelna´. Dı´ky
te´to dualiteˇ je mozˇne´ vzˇdy oveˇrˇovat pouze jednu z dany´ch vlastnost´ı, tedy validitu nebo
splnitelnost, podle toho, ktere´ oveˇrˇen´ı je z hlediska pouzˇite´ho postupu vy´hodneˇjˇs´ı.
Pro urcˇen´ı, zda formule popisuj´ıc´ı pozˇadovanou vlastnost syste´mu je logicky´m d˚usledkem
formul´ı specifikuj´ıc´ıch dany´ syste´m lze vyuzˇ´ıt principu rezoluce. Rezoluce vyzˇaduje prˇeve-
den´ı formule do konjunktn´ı norma´ln´ı formy (CNF). CNF formule je tvorˇena konjunkc´ı
klauzul´ı, kde kazˇda´ klauzule je disjunkc´ı litera´l˚u. Rezolucˇn´ı princip pote´ rˇ´ıka´, zˇe pokud
existuj´ı ve formuli dveˇ klauzule C1 a C2, kde l1 ∈ C1, l2 ∈ C2 a l1 ∧ l2 naby´va´ hodnoty
false, tedy plat´ı, zˇe litera´l l1 je negac´ı litera´lu l2, pak logicky´m d˚usledkem, tzv. rezolventou,
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klauzul´ı C1 a C2 je klauzule vznikla´ disjunkc´ı klauzul´ı C1 a C2 po odebra´n´ı litera´l˚u l1 a
l2 z teˇchto klauzul´ı. Forma´lneˇ lze tento pricip zapsat na´sledovneˇ:
a1 ∨ . . . ∨ ai ∨ . . . ∨ an, b1 ∨ . . . ∨ bj ∨ . . . ∨ bm
a1 ∨ . . . ∨ ai−1 ∨ ai+1 ∨ . . . ∨ an ∨ b1 ∨ . . . ∨ bj−1 ∨ bj+1 ∨ . . . ∨ bm
kde ai and bj jsou litera´ly ∀i ∈ 1..n, ∀j ∈ 1..m, ai je negac´ı bj a oddeˇluj´ıc´ı prˇ´ımka vyjadrˇuje
je logicky´m d˚usledkem.
Pro oveˇrˇen´ı validity testovane´ vlastnosti syste´mu lze pote´ vyuzˇ´ıt rezolucˇn´ıho teore´mu,
ktery´ rˇ´ıka´, zˇe mnozˇina klauzul´ı S je nesplnitelna´, pra´veˇ tehdy kdyzˇ je odvozena pra´zdna´
klauzule z te´to mnozˇiny S. Pokud tedy jakoukoliv aplikac´ı rezolucˇn´ıho principu nedojde
k odvozen´ı pra´zdne´ klauzule, je vy´sledna´ mnozˇina klauzul´ı, a tedy i formule, kterou tyto
klauzule tvorˇ´ı, validn´ı.
Tento postup vyuzˇ´ıva´ rˇada na´stroj˚u pro oveˇrˇova´n´ı splnitelnosti nebo validity formul´ı
vy´rokove´ logiky. Nevy´hodou je exponecia´ln´ı slozˇitost rˇesˇen´ı tohoto proble´mu, ikdyzˇ existuj´ı
efektivn´ı reprezentace a heuristiky pro sn´ızˇen´ı jak prostorove´, tak cˇasove´ slozˇitosti rˇesˇen´ı.
3.2.1.2 Predika´tova´ logika
Predika´tova´ logika je logikou 1. rˇa´du. Ma´ veˇtsˇ´ı vyjadrˇovac´ı s´ılu a je tedy vhodneˇjˇs´ı pro
usuzova´n´ı nad urcˇity´m vy´pocˇtem. Rozsˇiˇruje vy´rokovou logiku o predika´ty, funkce a kvan-
tifika´tory.
Za´kladn´ım prvkem jazyka je term. Nejjednodusˇsˇ´ımi termy jsou promeˇnne´ a kon-
stanty, slozˇiteˇjˇs´ı termy jsou vytva´rˇeny pomoc´ı funkc´ı. N -a´rn´ı funkce f prˇij´ıma´ n termu˚
jako sve´ argumenty, na konstanty lze take´ nahl´ızˇet jako na 0-a´rn´ı funkce.
Vy´rokove´ promeˇnne´ jsou zastoupeny ve formeˇ predika´t˚u. N -a´rn´ı predika´t p prˇij´ıma´
n termu˚ jako sve´ argumenty, 0-a´rn´ı predika´t pote´ odpov´ıda´ vy´rokove´ promeˇnne´ zna´me´
z vy´rokove´ logiky. Atom je pravdivostn´ı hodnota true nebo false, nebo n-a´rn´ı predika´t
aplikovany´ na n termu˚. Litera´l je atom nebo jeho negace. Formule predika´tove´ logiky je
samostatny´ litera´l, nebo vznikne aplikac´ı logicke´ spojky ¬, ∧, ∨, →, ↔ na jednu nebo v´ıce
formul´ı nebo aplikac´ı kvantifika´toru na danou formuli. V predika´tove´ logice existuj´ı dva
typy kvalifika´tor˚u:
• Univerza´ln´ı kvantifika´tor ∀x.F [x] vyjadrˇuj´ıc´ı, zˇe pro vsˇechny x plat´ı formule F .
• Existencˇn´ı kvantifika´tor ∃x.F [x] vyjadrˇuj´ıc´ı, zˇe existuje neˇjake´ x, pro ktere´ plat´ı for-
mule F .
Promeˇnna´ x se pote´ oznacˇuje jako kvantifikovana´ promeˇnna´ a F [x] jako rozsah platnosti
kvantifika´toru. Promeˇnna´ x se oznacˇuje jako va´zana´ ve formuli F [x], pokud se x vyskytuje
v rozsahu platnosti kvantifika´toru ∀ nebo ∃. Promeˇnna´ x se oznacˇuje jako volna´ ve formuli
F [x], pokud se ve formuli vyskytuje instance x, ktera´ nen´ı va´zana´ zˇa´dny´m kvantifika´torem.
Pokud formule neobsahuje zˇa´dnou volnou promeˇnnou, pak se oznacˇuje jako uzavrˇena´.
Stejneˇ jako u vy´rokove´ logiky i zde mohou formule naby´vat ohodnocen´ı true nebo false.
U predika´tove´ logiky je ovsˇem situace trochu slozˇiteˇjˇs´ı, protozˇe ohodnocen´ı termu˚ mu˚zˇe by´t
kromeˇ pravdivostn´ıch hodnot te´meˇrˇ jake´koliv, od cely´ch cˇ´ısel azˇ naprˇ´ıklad po jme´na lid´ı.
Interpretace I prˇiˇrazuje termu˚m hodnoty z dome´ny DI . Dome´na DI interpretace
I je mnozˇina hodnot nebo objekt˚u, jako cela´ cˇ´ısla, rea´lna´ cˇ´ısla, auta, lidi, nebo pouze
abstraktn´ı objekty, ktery´ch mohou naby´vat jednotlive´ termy. |DI | vyjadrˇuje kardinalitu
mnozˇity, tedy celkovy´ pocˇet teˇchto hodnot. Dome´na mu˚zˇe by´t konecˇna´, spocˇetneˇ nekonecˇna´
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nebo nespocˇetneˇ nekonecˇna´, vzˇdy ale mus´ı by´t nepra´zdna´. Prˇiˇrazen´ı αI interpretace I pote´
mapuje symboly promeˇnny´ch, konstant, funkc´ı a predika´t˚u na prvky, funkce a predika´ty
dome´ny DI :
• Kazˇde´mu symbolu promeˇnne´ x je prˇiˇrazena hodnota xI z dome´ny DI
• Kazˇde´mu symbolu n-a´rn´ı funkce f je je prˇiˇrazena n-a´rn´ı funkce
fI : DnI → DI
ktera´ mapuje n prvk˚u dome´ny DI na jediny´ prvek te´to dome´ny
• Kazˇde´ konstanteˇ (0-a´rn´ı funkcˇn´ı symbol) je prˇirazena hodnota z dome´ny DI
• Kazˇde´mu symbolu n-a´rn´ıho predika´tu p je prˇizˇazen n-a´rn´ı predika´t
pI : DnI → {true, false}
ktery´ mapuje n prvk˚u dome´ny DI na pravdivostn´ı hodnotu true nebo false
• Kazˇde´ vy´rokove´ promeˇnne´ (0-a´rn´ı predika´tovy´ symbol) je prˇiˇrazena pravdivostn´ı hod-
nota true nebo false
Interpretace I : (DI , αI) je tedy dvojic´ı skla´daj´ıc´ı se z dome´ny hodnot, ktery´ch mohou
symboly jazyka naby´vat, a prˇiˇrazen´ı, ktere´ mapuje jednotlive´ symboly na tyto hodnoty.
Prˇi prˇ´ıtomnosti kvantifika´tor˚u se situace trochu komplikuje. Nejprve je potrˇeba defino-
vat x-variantu interpretace I : (DI , αI) jako interpretaci J : (DJ , αJ), takovou, zˇe plat´ı
na´sleduj´ıc´ı:
• DI = DJ
• αI [y] = αJ [y] pro vsˇechny konstanty, volne´ promeˇnne´, funkce a predika´tove´ symboly
y kromeˇ x
tedy interpretace I a J jsou stejne´ azˇ na ohodnocen´ı promeˇnne´ x. Za´pis J : I / {x 7→ v}
pote´ rˇ´ıka´, zˇe J je x-variantou I, kde αJ [x] = v pro neˇjakou hodnotu v ∈ DI . Pak plat´ı, zˇe:
• I |= ∀x.F pra´veˇ tehdy kdyzˇ ∀v ∈ DI , I / {x 7→ v} |= F
• I |= ∃x.F pra´veˇ tehdy kdyzˇ ∃v ∈ DI takove´, zˇe I / {x 7→ v} |= F
neboli I je interpretac´ı ∀x.F , pra´veˇ tehdy kdyzˇ vsˇechny jej´ı x-varianty jsou interpretac´ı F .
A I je interpretac´ı ∃x.F , pra´veˇ tehdy kdyzˇ neˇjaka´ x-varianta I je interpretac´ı F .
Pro snazˇsˇ´ı strojovou manipulaci a analy´zu formul´ı se cˇasto prova´d´ı u´prava teˇchto formul´ı
do specificke´ho tvaru. Jedn´ım z cˇasto vyuzˇ´ıvany´ch tvar˚u je tzv. prenexn´ı norma´ln´ı forma,
ve ktere´ jsou vsˇechny kvantifika´tory prˇesunuty na levou stranu, tedy zacˇa´tek, formule.
Forma´lneˇ rˇecˇeno, formule F je v prenexn´ı norma´ln´ı formeˇ, pra´veˇ tehdy kdyzˇ je ve tvaru
(Q1v1)(Q2v2) . . . (Qn−1vn−1)(Qnvn)(M)
kde kazˇdy´ vy´raz (Qivi), pro i = 1..n, je bud’ (∀vi) nebo (∃vi) a M je formule bez jaky´chkoliv
kvantifika´tor˚u. (Q1v1) . . . (Qnvn) se oznacˇuje jako prefix a M jako matice formule F . Matice
M mu˚zˇe by´t pote´ upravena do konjunktn´ı norma´ln´ı formy (CNF), ktera´ obsahuje pouze
konjunkce disjunkc´ı litera´l˚u.
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Prenexn´ı CNF mu˚zˇe by´t da´le upravena do Skolemovy standardn´ı formy procesem ozna-
cˇovany´m skolemizace. Prˇi skolemizaci dojde k nahrazen´ı existencˇn´ıch kvantifika´tor˚u Sko-
lemovy´mi funkcemi. Absence existencˇn´ıch kvantifika´tor˚u cˇasto usnadnˇuje proces oveˇrˇova´n´ı
platnosti a validity formul´ı a take´ na´sledneˇ umozˇnˇuje velice jednodusˇe odstranit i univerza´ln´ı
kvantifika´tory.
Necht’ Qi je existencˇn´ı kvantifika´tor v prefixu (Q1v1) . . . (Qnvn), pro i = 1..n. Pokud se
nalevo od Qi nevyskytuje zˇa´dny´ unverza´ln´ı kvantifika´tor, pak lze nahradit vsˇechny vy´razy
vi v matici M novou konstantou c, ktera´ se jesˇteˇ nevyskytuje v matici M , a odstranit vy´raz
(Qivi) z prefixu. Jestlizˇe (Qu1 . . . Qum), pro 1 ≤ u1 < . . . < um < i, jsou univerza´ln´ı kvanti-
fika´tory nalevo odQi, pak se vsˇechny vy´razy vi nahrad´ı novoum-a´rn´ı funkc´ı f(vu1 , . . . , vum),
ktera´ se jesˇteˇ nevyskytuje v matici M , a (Qivi) se odstran´ı z prefixu. Vy´sledna´ formule
bez existencˇn´ıch kvantifika´tor˚u je pote´ ve Skolemoveˇ norma´ln´ı formeˇ. Konstanty a funkce
pouzˇite´ prˇi skolemizaci se oznacˇuj´ı jako Skolemovy konstanty a Skolemovy funkce.
Dalˇs´ı, cˇasto pouzˇ´ıvanou, operac´ı prˇi zpracova´n´ı a oveˇrˇova´n´ı formul´ı je substituce. Sub-
stituce je syntakticka´ operace nad formul´ı, ktera´ mu˚zˇe vy´razneˇ ovlivnit jej´ı se´mantiku, tedy
vy´znam. Umozˇnˇuje oveˇrˇovat validitu cele´ mnozˇiny formul´ı pomoc´ı sˇablon formul´ı. Je take´
jeden ze za´kladn´ıch na´stroj˚u pro manipulaci s formulemi prˇi jejich oveˇrˇova´n´ı.
Obecneˇ je substituce σ mapova´n´ı z formule na formuli
σ : {F1 7→ G1, F2 7→ G2, . . . , Fn−1 7→ Gn−1, Fn 7→ Gn}
kde dome´na substituce σ, domain(σ) je
domain(σ) : {F1, F2, . . . , Fn−1, Fn}
a rozsah substituce σ, range(σ) je
range(σ) : {G1, G2, . . . , Gn−1, Gn}
Aplikace substituce σ na formuli F , Fσ, nahrad´ı kazˇdy´ vy´skyt formule Fi z dome´ny σ od-
pov´ıdaj´ıc´ı formul´ı Gi z rozsahu σ. Prˇi manipulac´ıch s formulemi se veˇtsˇinou nenahrazuj´ı
cele´ formule, ale pouze jednotlive´ termy, prˇeva´zˇneˇ promeˇnne´, za jine´ promeˇnne´, konstanty
nebo funkce. Drˇ´ıve zmı´neˇna´ skolemizace je take´ urcˇitou formou substituce.
Narozd´ıl od vy´rokove´ logiky se u predika´tove´ logiky vetsˇinou nepouzˇ´ıvaj´ı obecne´ me-
tody pro oveˇrˇova´n´ı validity a splnitelnosti. Ty jsou cˇasto velice neefektivn´ı nebo dokonce
nepouzˇitelne´. Se´mantika formul´ı predika´tove´ logiky je charakterizova´na pomoc´ı teori´ı. Ty
urcˇuj´ı, z jaky´ch symbol˚u se dane´ formule mohou skla´dat a jake´ axiomy pro dane´ formule
mus´ı platit. Na za´kladeˇ pouzˇite´ teorie se pote´ vol´ı vhodna´ metoda pro oveˇrˇen´ı platnosti
dany´ch formul´ı.
3.2.2 Automaty a jazyky
Automat je schopen rozhodnout, zda sekvence slov patrˇ´ı do specificke´ho jazyka. Tento
jazyk se skla´da´ z mnozˇiny slov nad neˇjakou konecˇnou abecedou. Pokud tato sekvence slov
odpov´ıda´ sekvenc´ı uda´lost´ı a akc´ı, je mozˇne´ sestrojit automat, ktery´ bude prˇij´ımat pouze
spra´vne´ sekvence teˇchto uda´lost´ı a akc´ı z hlediska urcˇite´ho syste´mu a t´ımto bude rˇesˇit
verifikaci zadane´ho proble´mu v tomto syste´mu.
Automaty mohou reprezentovat procesy nebo celkovy´ syste´m. Prˇesneˇji specifikacˇn´ı au-
tomat bude reprezentovat pozˇadovanou specifikaci syste´mu a implementacˇn´ı automat bude
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modelovat implementaci, ktera´ se snazˇ´ı splnit pozˇadovanou specifikaci. C´ılem je pote´ zjis-
tit, zda implementace splnˇuje zadanou specifikaci. Na tento proble´m lze nahl´ızˇet jako na
proble´m inkluze jazyk˚u, tedy jde o zjiˇsteˇn´ı, zda jazyk, ktery´ je prˇij´ıma´n implementacˇn´ım
automatem je podmnozˇinou jazyka prˇij´ımane´ho specifikacˇn´ım automatem.
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Kapitola 4
Verifikace syste´mu˚ rea´lne´ho cˇasu [2]
Existuj´ı dveˇ formy specifikace syste´mu˚ rea´lne´ho cˇasu, prvn´ı zachycuje strukturu a funkcio-
nalitu syste´mu, druha´ pak pouze jeho chova´n´ı.
Strukturn´ı a funkciona´ln´ı popis zahrnuje specifikaci mechanicky´ch, elektricky´ch a elek-
trotechnicky´ch komponent syste´mu. Ukazuje jak jednotlive´ komponenty pracuj´ı a jake´
funkce a operace poskytuj´ı. Popisuje take´ propojen´ı jednotlivy´ch komponent a jak akce
jedne´ komponenty ovlivnˇuj´ı ostatn´ı komponenty syste´mu.
Popis chova´n´ı specifikuje odezvu syste´mu na r˚uzne´ akce a uda´losti. Ukazuje tedy pouze
jak jednotlive´ komponenty syste´mu reaguj´ı na intern´ı a extern´ı uda´losti, ne jak takovy´to
syste´m sestrojit. Vzhledem k tomu, zˇe u syste´mu˚ rea´lne´ho cˇasu jsou zaj´ımave´ hlavneˇ cˇasove´
vlastnosti, popis chova´n´ı bez zbytecˇneˇ slozˇite´ strukturn´ı specifikace cˇasto postacˇuje pro
verifikaci splnitelnosti veˇtsˇiny cˇasovy´ch omezen´ı kladeny´ch na dany´ syste´m. Kromeˇ toho
redukc´ı komplexnosti specifikace a analy´zy lze omezit pouzˇite´ specifikacˇn´ı jazyky tak, aby
se zaby´valy pouze cˇasovy´mi za´vislostmi.
4.1 Specifikace a bezpecˇnostn´ı tvrzen´ı
Aby bylo mozˇne´ doka´zat, zˇe syste´m splnˇuje urcˇita´ bezpecˇnostn´ı krite´ria, je potrˇeba identifi-
kovat vztah specifikace syste´mu k bezpecˇnostn´ımu tvrzen´ı, ktere´ reprezentuje pozˇadovanou
vlastnost syste´mu. Samozrˇejmeˇ se prˇedpokla´da´, zˇe implementace syste´mu odpov´ıda´ prˇed-
lozˇene´ specifikaci. Ikdyzˇ specifikace pomoc´ı popisu chova´n´ı neukazuje, jak dany´ syste´m
zkonstruovat, nen´ı velky´ proble´m doka´zat, zˇe syste´m implementovany´ na za´kladeˇ neˇjake´
strukturn´ı a funkcˇn´ı specifikace splnˇuje pozˇadovane´ chova´n´ı.
Jeden z na´sleduj´ıc´ıch trˇ´ı prˇ´ıpad˚u mu˚zˇe by´t vy´sledkem analy´zy vztahu mezi specifikac´ı
a bezpecˇnostn´ım tvrzen´ım:
1. Bezpecˇnostn´ı tvrzen´ı je teore´m odvoditelny´ ze specifikace, takzˇe syste´m je bezpecˇny´
vzhledem k chova´n´ı popsane´mu bezpecˇnostn´ım tvrzen´ım.
2. Bezpecˇnostn´ı tvrzen´ı je nesplnitelne´ vzhledem ke specifikaci, takzˇe syste´m je urcˇiteˇ
nebezpecˇny´, protozˇe specifikace zp˚usob´ı porusˇen´ı bezpecˇnostn´ıho tvrzen´ı.
3. Bezpecˇnostn´ı tvrzen´ı je splnitelne´ za urcˇity´ch podmı´nek, je tedy nutne´ prˇidat dalˇs´ı
omezen´ı syste´mu pro zarucˇen´ı bezpecˇnosti.
Specifikace a bezpecˇnostn´ı tvrzen´ı mohou by´t zapsane´ pomoc´ı jednoho z v´ıce speci-
fikacˇn´ıch jazyk˚u rea´lne´ho cˇasu. Volba jazyka urcˇuje, jake´ algoritmy mohou by´t pouzˇity pro
analy´zu a verifikaci.
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4.2 Model typu uda´lost-akce
Model typu uda´lost-akce zachycuje datove´ za´vislosti a cˇasove´ usporˇa´da´n´ı vy´pocˇetn´ıch akc´ı,
ktere´ mus´ı by´t provedeny jako odezvy na uda´losti v syste´mech rea´lne´ho cˇasu. Skla´da´ se ze
cˇtyrˇ za´kladn´ıch prvk˚u:
• Akce - pla´novatelna´ jednotka pra´ce, mu˚zˇe by´t jednoducha´ nebo slozˇena´. Jednoduche´
akce jsou atomicke´, nemohou nebo nemus´ı by´t rozdeˇleny na neˇkolik jednodusˇsˇ´ıch akc´ı
pro potrˇeby analy´zy. Jejich vykona´n´ı spotrˇebuje omezene´ mnozˇstv´ı cˇasu. Slozˇene´ akce
jsou cˇa´stecˇneˇ usporˇa´dane´ jednoduche´ nebo slozˇene´ akce. Stejna´ akce se mu˚zˇe vysky-
tovat v jedne´ slozˇene´ akci i v´ıcekra´t. Rekurzivn´ı akce nebo cyklicky rˇeteˇzene´ akce,
kde jedna akce je podakc´ı sve´ho prˇedch˚udce v dane´m rˇeteˇzu u´loh, nejsou povoleny.
Sekvencˇn´ı proveden´ı dvou akc´ı se oznacˇuje za´pisem A;B a vyjadrˇuje, zˇe akce A je
na´sledova´na akc´ı B. Paraleln´ı proveden´ı dvou akc´ı je oznacˇuje za´pisem A ‖ B a vy-
jadrˇuje, zˇe akce A je provedena soubeˇzˇneˇ s akc´ı B.
• Stavovy´ predika´t - tvrzen´ı o stavu specifikovane´ho syste´mu.
• Uda´lost - cˇasova´ znacˇka oznacˇuj´ıc´ı bod v cˇase, ktery´ je vy´znamny´ pro popis chova´n´ı
syste´mu, existuj´ı cˇtyrˇi typy uda´lost´ı:
– Extern´ı uda´lost - zp˚usobena uda´lost´ı mimo specifikovany´ syste´m.
– Spousˇteˇc´ı uda´lost - oznacˇuje pocˇa´tek neˇjake´ akce.
– Koncova´ uda´lost - oznacˇuje konec neˇjake´ akce.
– Prˇechodova´ uda´lost - oznacˇuje zmeˇnu neˇjake´ vlastnosti syste´mu.
• Cˇasove´ omezen´ı - tvrzen´ı o u´plne´m cˇasova´n´ı uda´lost´ı v syste´mu.
4.3 Logika rea´lne´ho cˇasu (RTL)
Za´pis specifikace podle modelu typu uda´lost-akce nen´ı ovsˇem vhodny´, protozˇe tento po-
pis je obt´ızˇneˇ zpracovatelny´ pocˇ´ıtacˇem. Jako rˇesˇen´ı totoho proble´mu byla vytvorˇena lo-
gika rea´lne´ho cˇasu (real-time logic) neboli RTL. RTL je logika 1. rˇa´du specia´lneˇ rozsˇ´ıˇrena´
o mozˇnosti zachycen´ı cˇasovy´ch pozˇadavk˚u specifikovane´ho syste´mu a prˇitom umozˇnˇuj´ıc´ı
jednoduche´ mechanicke´ zpracova´n´ı te´to specifikace.
RTL je zalozˇena na modelu typu uda´lost-akce, ale je rozsˇ´ıˇrena o neˇkolik novy´ch vlast-
nost´ı jako funkce vy´skytu @, ktera´ prˇiˇrazuje cˇasove´ hodnoty vy´skyt˚um uda´lost´ı. Za´pis
@(E, i) = x znamena´, zˇe k i-te´mu vy´skytu uda´losti E dojde v cˇase x. RTL rozliˇsuje celkem
trˇi typy konstant - akce, uda´losti a cela´ cˇ´ısla. Akce jsou definova´ny stejneˇ jako v modelu
typu uda´lost-akce, aby se odliˇsily od promeˇnny´ch pouzˇ´ıvaj´ı se pro jejich za´pis velka´ p´ısmena.
Subakce Bi slozˇene´ akce A se pote´ oznacˇuje A.Bi. Uda´losti slouzˇ´ı jako cˇasove´ znacˇky a stejneˇ
jako u modelu typu uda´lost-akce existuj´ı cˇtyrˇi typy teˇchto uda´lost´ı:
• Spousˇteˇc´ı uda´lost oznacˇuje zacˇa´tek dane´ akce a je uvozena znakem ↑
• Koncova´ uda´lost oznacˇuje konec dane´ akce a je uvozena znakem ↓
• Prˇechodova´ uda´lost oznacˇuje zmeˇnu urcˇite´ vlastnosti syste´mu
• Extern´ı uda´lost je uvozena znakem Ω
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Pro snazˇsˇ´ı pochopen´ı prˇedkla´dany´ch metod a postup˚u budou jednotlive´ kroky verifikace
ilustrova´ny na jednoduche´m prˇ´ıkladu zˇeleznicˇn´ıho prˇejezdu. Prˇejezd obsahuje pouze jedinou
kolej, v urcˇity´ cˇas tedy mu˚zˇe proj´ızˇdeˇt pouze jediny´ vlak. Cely´ syste´m se bude skla´dat
z komponent vlaku, vlakove´ho senzoru, ovladacˇe za´vor a samotny´ch za´vor. U´kolem ovladacˇe
za´vor je zajistit, aby v dobeˇ pr˚ujezdu vlaku zˇeleznicˇn´ım prˇejezdem se na krˇ´ızˇen´ı cesty a kolej´ı
nevyskytovalo zˇa´dne´ auto. Pro zjednodusˇen´ı situace lze prˇedpokla´dat, zˇe tento u´kol je vzˇdy
splneˇn, pokud jsou za´vory v dobeˇ pr˚ujezdu vlaku sklopeny.
Specifikace syste´mu (SP) v prˇirozene´m jazyce vypada´ na´sledovneˇ:
• Kdyzˇ se vlak prˇibl´ızˇ´ı k vlakove´mu senzoru a je zachycen t´ımto senzorem, je zasla´n
signa´l ovladacˇi za´vor, ktery´ zacˇne pomalu skla´peˇt za´vory prˇed zˇeleznicˇn´ım prˇejezdem.
– Za´vora bude sklopena do 30 sekund od doby, kdy se vlak prˇibl´ızˇil a byl zachycen
senzorem.
– Sklopen´ı za´vory trva´ alesponˇ 15 sekund.
Bezpecˇnostn´ı tvrzen´ı (SA) v prˇirozene´m jazyce lze pak vyja´drˇit na´sledovneˇ:
• Pokud vlak potrˇebuje alesponˇ 45 sekund pro urazˇen´ı cesty od senzoru k zˇeleznicˇn´ımu
prˇejezdu a pr˚ujezd vlaku je dokoncˇen do 60 sekund od doby, kdy byl vlak zachycen
senzorem, pak je zajiˇsteˇno, zˇe v dobeˇ dorazˇen´ı vlaku k zˇeleznicˇn´ımu prˇejezdu jsou
za´vory sklopeny a vlak opust´ı zˇeleznicˇn´ı prˇejezd beˇhem 45 sekund od doby, kdy bylo
dokoncˇeno skla´peˇn´ı za´vor.
Pro potrˇeby pocˇ´ıtacˇove´ho zpracova´n´ı a verifikace je nyn´ı potrˇeba prˇeve´st vy´sˇe uvedenou
specifikaci a bezpecˇnostn´ı tvrzen´ı na za´pis v RTL.
Specifikace syste´mu v RTL:
∀x @(TrainApproach, x) ≤ @(↑ Downgate, x) ∧
@(↓ Downgate, x) ≤ @(TrainApproach, x) + 30
∀y @(↑ Downgate, y) + 15 ≤ @(↓ Downgate, y)
Bezpecˇnostn´ı tvrzen´ı v RTL:
∀t∀u @(TrainApproach, t) + 45 ≤ @(Crossing, u) ∧
@(Crossing, u) < @(TrainApproach, t) + 60→
@(↓ Downgate, t) ≤ @(Crossing, u) ∧
@(Crossing, u) ≤ @(↓ Downgate, t) + 45
Pro doka´za´n´ı, zˇe bezpecˇnostn´ı tvrzen´ı je teore´m odvoditelny´ ze specifikace syste´mu, lze
pouzˇ´ıt existuj´ıc´ı metody pro dokazova´n´ı teore´mu˚. Ovsˇem za´pis v jazyce RTL nen´ı pro tyto
metody prˇ´ıliˇs vhodny´. Proto je potrˇeba nejprve prˇeve´st RTL formule vy´sˇe do diferencˇn´ı
logiky, ktera´ je mnohem vhodneˇjˇs´ı a prˇevod mezi teˇmito logikami je jednoduchy´ a dobrˇe
automatizovatelny´. C´ılovou logikou zde bude celocˇ´ıselna´ diferencˇn´ı logika (IDL) s neinter-
pretovany´mi funkcemi.
Specifikace syste´mu v diferencˇn´ı logice:
∀x f(x) ≤ g1(x) ∧ g2(x) ≤ f(x) + 30
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∀y g1(y) + 15 ≤ g2(y)
Bezpecˇnostn´ı tvrzen´ı v diferencˇn´ı logice:
∀t∀u f(t) + 45 ≤ h(u) ∧ h(u) < f(t) + 60→ g2(t) ≤ h(u) ∧ h(u) ≤ g2(t) + 45
V teˇchto formul´ıch, t, u, x a y jsou promeˇnne´ a f , g1, g2 a h jsou neinterpretovane´
celocˇ´ıselne´ funkce. f odpov´ıda´ funkci vy´skytu uda´losti TrainApproach, g1 odpov´ıda´ funkci
vy´skytu oznacˇuj´ıc´ı pocˇa´tek akce Downgate, g2 odpov´ıda´ funkci vy´skytu oznacˇuj´ıc´ı konec
akce Downgate a h odpov´ıda´ funci vy´skytu uda´losti Crossing.
Proble´m zjiˇsteˇn´ı, zda bezpecˇnostn´ı tvrzen´ı vyply´va´ ze specifikace syste´mu je obecneˇ
nerozhodnutelny´ pro celkovou mnozˇinu RTL formul´ı, takzˇe ne´ vzˇdy lze naj´ıt rˇesˇen´ı. Pro
specifickou podmnozˇinu RTL formul´ı je ale tento proble´m rozhodnutelny´, ovsˇem rˇesˇen´ı ma´
exponencia´ln´ı slozˇitost.
Existuje neˇkolik zp˚usob˚u, jak lze zvy´sˇit efektivitu rˇesˇen´ı. Prvn´ım zp˚usobem je pouzˇit´ı
aproximace pro z´ıska´n´ı jednodusˇsˇ´ı mnozˇiny specifikace syste´mu a bezpecˇnost´ıch tvrzen´ı.
Druhy´m zp˚usobem je zameˇrˇen´ı analy´zy pouze na cˇa´st specifikace syste´mu, ktera´ se ty´ka´
nebo mu˚zˇe ovlivnit platnost bezpecˇnostn´ıho tvrzen´ı. Trˇet´ım zp˚usobem je omezen´ı speci-
fikacˇn´ıho jazyka tak, zˇe bude me´neˇ obecny´, ale mu˚zˇe by´t pouzˇita efektivneˇjˇs´ı analy´za.
4.4 Omezene´ RTL formule
Jedna trˇ´ıda omezeny´ch RTL formul´ı vycha´z´ı ze skutecˇnosti, zˇe ve specifikaci mnoha syste´mu˚
rea´lne´ho cˇasu:
1. se RTL formule skla´daj´ı z aritmeticky´ch nerovnost´ı zahrnuj´ıc´ıch dva termy a celocˇ´ı-
selnou konstantu, kde term mu˚zˇe by´t bud’ promeˇnna´ nebo funkce
2. RTL formule neobsahuj´ı aritmeticke´ vy´razy obsahuj´ıc´ı funkce, ktere´ berou jako argu-
ment instanci sebe sama
Takova´to trˇ´ıda omezeny´ch RTL formul´ı umozˇnˇuje potencia´ln´ı vyuzˇit´ı prˇ´ıstup˚u zna´my´ch
z teorie graf˚u pro jejich analy´zu. Naprˇ´ıklad lze vyuzˇ´ıt algoritmus hleda´n´ı nejkratsˇ´ı cesty
z urcˇite´ho bodu do vsˇech ostatn´ıch a rˇesˇit jednoduchy´ proble´m celocˇ´ıselne´ho programova´n´ı,
kde kazˇda´ nerovnost je ve tvaru xi−xj ≤ ±aij kde xi a xj jsou promeˇnne´ a aij je celocˇ´ıselna´
konstanta. Nebo lze vyuzˇ´ıt grafu omezen´ı pro reprezentaci mnozˇiny nerovnost´ı. Kazˇda´
promeˇnna´ bude pote´ reprezentovat uzel v grafu a nerovnost xi ± aij ≤ xj bude reprezen-
tovat orientovanou hranu s va´hou aij jdouc´ı z uzlu xi do uzlu xj . Pote´ mnozˇina nerovnost´ı
reprezentova´na takovy´mto grafem je nesplnitelna´, pra´veˇ tehdy kdyzˇ existuje v grafu cyklus
kladnou celkovou va´hou.
Na za´kladeˇ prˇedchoz´ıch pozorova´n´ı je tedy potrˇeba omezit RTL formule tak, aby obsa-
hovaly aritmeticke´ nerovnosti v na´sleduj´ıc´ı formeˇ:
funkce vy´skytu± celocˇı´selna´ konstanta ≤ funkce vy´skytu
kdy formule @(E1, i)± I < @(E2, j) lze zapsat jako @(E1, i)± I + 1 ≤ @(E2, j) a formule
¬(@(E1, i)± I ≤ @(E2, j)) lze zapsat jako @(E2, j)± I + 1 ≤ @(E1, i).
Vsˇechny formule, ktere´ se vyskytuj´ı v drˇ´ıve uvedene´m prˇ´ıkladeˇ, splnˇuj´ı vy´sˇe popsana´
omezen´ı a patrˇ´ı tedy do definovane´ trˇ´ıdy omezeny´ch RTL formul´ı. Ovsˇem naprˇ´ıklad formule
∀t∃u @(TrainApproach, t) + u ≤ @(Crossing, t)
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ktera´ se nevyskytuje v prˇedchoz´ım prˇ´ıkladeˇ, nepatrˇ´ı do te´to trˇ´ıdy omezeny´ch RTL formul´ı,
protozˇe prvn´ı argument nerovnosti ≤ je sumou funkce a promeˇnne´.
Aby bylo mozˇne´ sestrojit graf omezen´ı, ktery´ umozˇn´ı analy´zu rˇesˇene´ho proble´mu, je nej-
prve potrˇeba transformovat RTL formuli F na odpov´ıdaj´ıc´ı formuli F ′ v diferencˇn´ı logice1.
Kazˇda´ funkce vy´skytu @(E, i) je nahrazena funkc´ı fE(i) kde E je uda´lost a i je cˇ´ıslo nebo
promeˇnna´. Da´le je nutne´ prˇeve´st formuli F ′ na formuli F ′′ v klauza´ln´ı formeˇ. Vy´sledna´
formule F ′′ je pak ve formeˇ
C1 ∧ C2 ∧ . . . ∧ Cn−1 ∧ Cn
kde Ci pro i = 1..n je disjunktn´ı klauzule ve tvaru
L1 ∨ L2 ∨ . . . ∨ Lm−1 ∨ Lm
a Lj pro j = 1..m je litera´l ve tvaru
v1 ± I ≤ v2
kde v1 a v2 jsou neinterpretovane´ celocˇ´ıselne´ funkce odpov´ıdaj´ıc´ı funkc´ım vy´skytu a I je
celocˇ´ıselna´ konstanta.
Pokud jsou k dispozici specifikace syste´mu SP a bezpecˇnostn´ı tvrzen´ı SA vyja´drˇene´
pomoc´ı omezeny´ch RTL formul´ı, zby´va´ doka´zat, zˇe SA je teore´m odvoditelny´ z SP , tedy
oveˇrˇit validitu vy´roku SP → SA. Oveˇrˇova´n´ı validity formul´ı u logik 1. rˇa´d˚u je cˇasto pro-
blematicke´, lze ovsˇem vyuzˇ´ıt dualitu validity a splnitelnosti uvedenou v kapitole 3.2.1.1.
Oveˇrˇen´ı validity formule SP → SA lze pak jednodusˇe prˇeve´st na odpov´ıdaj´ıc´ı proble´m
oveˇrˇen´ı nesplnitelnosti formule ¬(SP → SA). Protozˇe formule SP → SA lze zapsat jako
¬SP ∨ SA, stacˇ´ı tedy doka´zat, zˇe jej´ı negace, formule SP ∧ ¬SA, je nesplnitelna´. Proces
verifikace se tedy mı´sto potvrzen´ı platnosti bezpecˇnostn´ıho tvrzen´ı bude snazˇit vyvra´tit
jeho opak.
Pro veˇtsˇ´ı na´zornost prˇedlozˇeny´ch postup˚u a u´prav budou jednotlive´ kroky demon-
strova´ny na prˇ´ıkladeˇ da´le. Ten bude navazovat na prˇ´ıklad z minule´ kapitoly, jehozˇ vy´sledkem
byl za´pis specifikace syste´mu a bezpecˇnostn´ıho pravidla ve formeˇ RTL formul´ı. Nyn´ı je
potrˇeba prˇeve´st tyto formule do klauza´ln´ıho tvaru, ktery´ nav´ıc splnˇuje podmı´nky a ome-
zen´ı prob´ırane´ v te´to kapitole.
Specifikace syste´mu je vetsˇinou tvorˇena celou mnozˇinou formul´ı, ktere´ popisuj´ı jeho
chova´n´ı. Vsˇechny tyto formule samozrˇejmeˇ mus´ı platit za´rovenˇ, specifikaci cele´ho syste´mu
lze tedy popsat jedinou formul´ı, ktera´ vznikne konjunkc´ı vsˇech formul´ı z te´to mnozˇiny.
Specifikace syste´mu v prˇ´ıkladeˇ z prˇedchoz´ı kapitoly obsahuje pouze dveˇ formule, vy´sledna´
formule popisuj´ıc´ı cely´ syste´m bude vypadat na´sledovneˇ:
f(x) ≤ g1(x) ∧ g2(x) ≤ f(x) + 30 ∧ g1(y) + 15 ≤ g2(y)
Je patrne´, zˇe tato formule je jizˇ v klauza´ln´ı formeˇ, tedy v tomto ohledu jizˇ nejsou potrˇeba
zˇa´dne´ u´pravy. Ovsˇem druha´ klauzule sta´le nesplnˇuje omezen´ı kladene´ na tvar aritmeticke´
nerovnosti klauzul´ı. Je tedy potrˇeba prove´st jej´ı u´pravu. Prvn´ı klauzule tvar aritmeticke´
nerovnosti splnˇuje, hodnota celocˇ´ıselne´ konstanty je zde jednodusˇe 0, ekvivalentneˇ by mohla
by´t zapsa´na ve tvaru f(x) + 0 ≤ g1(x), cozˇ odpov´ıda´ pozˇadavk˚um. Vy´sledna´ upravena´
formule se bude skla´dat celkem ze trˇ´ı klauzul´ı:
f(x) ≤ g1(x)
1Prˇesneˇji na odpov´ıdaj´ıc´ı formuli v celocˇ´ıselne´ diferencˇn´ı logice s neinterpretovany´mi funkcemi
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g2(x)− 30 ≤ f(x)
g1(y) + 15 ≤ g2(y)
Bezpecˇnostn´ı tvzen´ı je vyja´drˇeno vzˇdy jedinou, cˇasto slozˇiteˇjˇs´ı, formul´ı. Ikdyzˇ nic neb-
ra´n´ı existenci v´ıce samostatny´ch bezpecˇnostn´ıch tvrzen´ı, z pohledu analy´zy se neprova´d´ı
oveˇrˇova´n´ı vsˇech teˇchto tvrzen´ı za´rovenˇ. Je sice mozˇne´ sloucˇit tato tvrzen´ı do jedine´ formule,
jak se to deˇla´ u specifikace syste´mu, z hlediska efektivity a pameˇt’ove´ na´rocˇnosti je ovsˇem
vy´hodneˇjˇs´ı oveˇrˇovat kazˇde´ tvrzen´ı samostatneˇ. Protozˇe popsana´ verifikace se snazˇ´ı vyvra´tit
opak bezpecˇnostn´ıho tvrzen´ı, pracuje se da´le s negac´ı tohoto tvrzen´ı, cozˇ je formule
¬(∀t∀u f(t) + 45 ≤ h(u) ∧ h(u) < f(t) + 60→ g2(t) ≤ h(u) ∧ h(u) ≤ g2(t) + 45)
Tato formule obsahuje implikaci, takzˇe urcˇite nen´ı v klauza´ln´ı formeˇ. Nejprve je tedy potrˇeba
prˇeve´st formuli do te´to formy. Po odstraneˇn´ı implikace vznikne formule
¬(∀t∀u ¬(f(t) + 45 ≤ h(u) ∧ h(u) < f(t) + 60) ∨ (g2(t) ≤ h(u) ∧ h(u) ≤ g2(t) + 45))
Po proveden´ı negac´ı z˚ustane formule
∃t∃u (f(t) + 45 ≤ h(u) ∧ h(u) < f(t) + 60) ∧ (h(u) < g2(t) ∨ g2(t) + 45 < h(u))
Pro konecˇne´ prˇeveden´ı formule do klauza´ln´ı formy je trˇeba eliminovat existencˇn´ı kvan-
tifika´tory, cozˇ lze jednodusˇe prove´st pomoc´ı skolemizace uvedene´ v kapitole 3.2.1.2, kde
promeˇnne´ t a u budou nahrazeny skolemovy´mi konstantami T a U . Vy´sledna´ formule
f(T ) + 45 ≤ h(U) ∧ h(U) < f(T ) + 60 ∧ (h(U) < g2(T ) ∨ g2(T ) + 45 < h(U))
je jizˇ formul´ı v klauza´ln´ı formeˇ, ovsˇem neˇktere´ klauzule opeˇt nesplnˇuj´ı omezen´ı tvaru aritme-
ticke´ nerovnosti. Po patrˇicˇny´ch u´prava´ch obsahuje vy´sledna´ formule trˇi na´sleduj´ıc´ı klauzule:
f(T ) + 45 ≤ h(U)
h(U)− 59 ≤ f(T )
h(U) + 1 ≤ g2(T ) ∨ g2(T ) + 46 ≤ h(U)
Tyto klauzuje jizˇ splnˇuj´ı vesˇkera´ omezen´ı. Specifikace syste´mu i bezpecˇnostn´ı tvrzen´ı jsou
tedy nyn´ı ve tvaru, ktery´ je potrˇebny´ pro konstrukci grafu omezen´ı.
4.5 Graf omezen´ı
Algoritmus konstrukce grafu omezen´ı vyzˇaduje, aby formule zahrnuj´ıc´ı specifikaci syste´mu
a bezpecˇnostn´ı tvrzen´ı splnˇovaly pozˇadavky uvedene´ v kapitole 4.4. Pro kazˇdy´ litera´l ve
tvaru v1 ± I ≤ v2 se pote´ zkonstruuje uzel oznacˇeny´ v1, uzel oznacˇeny´ v2 a hrana 〈v1, v2〉
s va´hou ±I smeˇrˇuj´ıc´ı z uzlu v1 do uzlu v2. Algoritmus pro konstrukci grafu omezen´ı je
na´sleduj´ıc´ı:
Vstup: Mnozˇina klauzul´ı S
Vy´stup: Graf omezen´ı G
Metoda:
• Na pocˇa´tku je graf G pra´zdny´.
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• Pro kazˇdou klauzuli Ci ∈ S, pro kazˇdy´ litera´l Lj ∈ Ci, kde Lj je ve tvaru v1± I ≤ v2:
1. Najdi shluk s funkcˇn´ım symbolem termu v1. Pokud takovy´to shluk neexistuje,
vytvorˇ novy´.
2. Najdi uzel oznacˇeny´ v1 ve shluku nalezene´m nebo vytvorˇene´m v bodeˇ 1. Pokud
takovy´to uzel neexistuje, prˇidej uzel oznacˇeny´ v1 do tohoto shluku.
3. Opakuj body 1 a 2 pro term v2.
4. Vytvorˇ orientovanou hranu 〈v1, v2〉 s va´hou ±I jdouc´ı z uzlu v1 do uzlu v2.
Mnozˇina klauzul´ı, kterou vyuzˇ´ıva´ algoritmus, se odv´ıj´ı od zp˚usobu oveˇrˇova´n´ı platnosti
bezpecˇnostn´ıho tvrzen´ı. Zde se vyuzˇ´ıva´ prˇ´ıstup vyvra´cen´ı platnosti opaku tohoto tvrzen´ı,
tedy oveˇrˇen´ı platnosti formule F ′′ = SP ∧ ¬SA. Mnozˇina klauzul´ı v tomto prˇ´ıpadeˇ bude
tedy obsahovat klauzule obsazˇene´ ve formuli SP a znegovane´ formuli SA. Na obra´zku 4.1
je zobrazen graf omezen´ı pro prob´ırany´ prˇ´ıklad.
f(x)
f(T)
g2(x)g1(x)
g2(T)
h(U)
shluk f shluk g2
0 15
1
46
45
-59
30
Obra´zek 4.1: Graf omezen´ı
4.6 Oveˇrˇen´ı nesplnitelnosti
Pro oveˇrˇen´ı nesplnitelnosti formule F ′′ lze nyn´ı vyuzˇ´ıt zkonstruovany´ graf omezen´ı G, ktery´
tuto formuli reprezentuje. Du˚kaz nesplnitelnosti formule F ′′ se prova´d´ı pomoc´ı identifikace
kladny´ch cykl˚u v grafu G. Pro nalezen´ı teˇchto cykl˚u je potrˇeba nejprve definovat proces
unifikace a pojmy cesta a cyklus v tomto typu grafu.
Unifikace: Unifikac´ı vi a v′i se oznacˇuje prˇ´ıpad, kdy existuje substituce σ takova´, zˇe
viσ = v′iσ, kde viσ a v
′
iσ jsou termy vznikle´ aplikac´ı substituce σ na vi a v
′
i.
Cesta: Cestou z uzlu v0 do uzlu vn v grafu G se oznacˇuje sekvence hran
〈v0, v1〉, 〈v′1, v2〉, 〈v′2, v3〉, . . . , 〈v′n−2, vn−1〉, 〈v′n−1, vn〉
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pro kterou plat´ı, zˇe existuje substituce σ, pomoc´ı n´ızˇ lze prove´st pa´rovou unifikaci vi a
v′i pro vsˇechna 1 ≤ i < n. Tedy pro kazˇdy´ pa´r vi a v′i, kde 1 ≤ i < n, mus´ı platit, zˇe uzly
vi a v′i jsou totozˇne´ nebo se na´cha´zej´ı ve stejne´m shluku.
Cyklus: Cyklem v grafu G se oznacˇuje sekvence hran
〈v0, v1〉, 〈v′1, v2〉, 〈v′2, v3〉, . . . , 〈v′n−2, vn−1〉, 〈v′n−1, vn〉
ktera´ je cestou vytvorˇenou na za´kladeˇ substituce σ a za´rovenˇ lze pomoc´ı te´to substituce
σ prove´st unifikaci v0 a vn. Opeˇt mus´ı platit, zˇe uzly v0 a vn jsou totozˇne´ nebo se na´cha´zej´ı
ve stejne´m shluku. Cyklus je tedy jednodusˇe cesta, pro kterou lze unifikovat jej´ı pocˇa´tecˇn´ı
a koncovy´ uzel. Va´ha cesty nebo cyklu je pote´ definova´na jako suma vsˇech vah hran, ktere´
tato cesta nebo cyklus obsahuj´ı.
Nyn´ı lze jizˇ doka´zat, zˇe pokud existuje v grafu G, ktery´ odpov´ıda´ formuli F ′′, pozi-
tivn´ı cyklus, pak formule, ktera´ je slozˇena s konjunkc´ı litera´l˚u odpov´ıdaj´ıc´ıch jednotlivy´m
hrana´ch v tomto cyklu, je nesplnitelna´. Aplikova´n´ım substituce σ na kazˇdy´ litera´l (nerov-
nost) Li v cyklu, tedy na formuli tvaru:
v0σ + I0 ≤ v1σ ∧
v′1σ + I1 ≤ v2σ ∧
...
v′n−2σ + In−2 ≤ vn−1σ ∧
v′n−1σ + In−1 ≤ vnσ
a sloucˇen´ım teˇchto nerovnost´ı vznikne formule
I0 + I1 + . . .+ In−1 + In ≤ 0
ktera´ je ocˇividneˇ nesplnitelna´, protozˇe soucˇet I0+I1+. . .+In−1+In je suma vah jednotlivy´ch
hran cyklu, a tato suma u kladne´ho cyklu nemu˚zˇe by´t mensˇ´ı ani rovna nule. Nesplnitelnost
te´to nerovnosti znamena´, zˇe take´ p˚uvodn´ı RTL nerovnosti, odpov´ıdaj´ıc´ı teˇmto hrana´m, jsou
nesplnitelne´.
4.7 Prohleda´vac´ı strom
Pokud kazˇda´ hrana kladne´ho cyklu odpov´ıda´ litera´lu, ktery´ na´lezˇ´ı jednotkove´ klauzuli,
tedy klauzule je tvorˇena pouze t´ımto litera´lem, pak mus´ı by´t formule F ′′ nesplnitelna´
a bezpecˇnostn´ı tvrzen´ı SA odvoditelne´ ze specifikace syste´mu SP . Ovsˇem pokud hrana
v neˇjake´m cyklu odpov´ıda´ litera´lu, ktery´ je soucˇa´st´ı nejednotkove´ klauzule, je potrˇeba
uka´zat, zˇe zbyle´ litera´ly te´to klauzule odpov´ıdaj´ı hrana´m z jiny´ch kladny´ch cykl˚u. Potrˇeba
tohoto d˚ukazu jednodusˇe plyne z faktu, zˇe klauzule jsou disjunktn´ı, takzˇe pro doka´za´n´ı
nesplnitelnosti cele´ klauzule je potrˇeba uka´za´t, zˇe vsˇechny jej´ı litera´ly (disjunkty) jsou ne-
splnitelne´. Naprˇ´ıklad negace bezpecˇnostn´ıho tvrzen´ı obsahuje klauzuli
h(U) + 1 ≤ g2(T ) ∨ g2(T ) + 46 ≤ h(U)
Jestlizˇe existuje pozitivn´ı cyklus obsahuj´ıc´ı hranu odpov´ıdaj´ıc´ı nerovnosti h(U)+1 ≤ g2(T ),
pak je nav´ıc potrˇeba uka´za´t, zˇe existuje jiny´ kladny´ cyklus, ktery´ obsahuje hranu od-
pov´ıdaj´ıc´ı nerovnosti g2(T ) + 46 ≤ h(U).
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Samozrˇejmeˇ, zˇe s pocˇtem hran pozitivn´ıch cykl˚u, jejichzˇ odpov´ıdaj´ıc´ı litera´ly na´lezˇ´ı
nejednotkovy´m klauzul´ım, roste kombinatoricky take´ potrˇeba identifikace dalˇs´ıch kladny´ch
cykl˚u. Proble´m oveˇrˇen´ı nesplnitelnosti F ′′ je NP -u´plny´. Z d˚uvodu slozˇitosti rˇesˇen´ı tohoto
proble´mu je d˚ulezˇite´ proces verifikace maxima´lneˇ zefektivnit.
Jeden z algoritmu˚, ktery´ efektivneˇji rˇesˇ´ı popsany´ proble´m, vyuzˇ´ıva´ tzv. prohleda´vac´ıho
stromu. Tento algoritmus vycha´z´ı z na´sleduj´ıc´ıch pozorova´n´ı. Meˇjme formuli F ′′ v kon-
junktn´ı formeˇ, tedy ve tvaru
C1 ∧ C2 ∧ . . . ∧ Cn−1 ∧ Cn
kde kazˇda´ klauzule Ci, i = 1..n, je v disjunktn´ı formeˇ, tedy ve tvaru
Lk,1 ∨ Lk,2 ∨ . . . ∨ Lk,mk−1 ∨ Lk,mk
kde litera´ly v ruzny´ch klauzul´ıch mohou by´t stejne´. Za´pis
Xi,1, Xi,2, . . . , Xi,ni−1, Xi,ni
bude oznacˇovat nerovnosti odpov´ıdaj´ıc´ı hrana´m v i-te´m kladne´m cyklu grafu G, kde Xi,j je
litera´l odpov´ıdaj´ıc´ı j-te´ hraneˇ v i-te´m kladne´m cyklu a kazˇda´ nerovnost Xi,j se vyskytuje
alesponˇ v jedne´ klauzuli Ck. Necht’
Pi = Xi,1 ∧Xi,2 ∧ . . . ∧Xi,ni−1 ∧Xi,ni
Z kapitoly 4.6 je jizˇ zna´mo, zˇe formule Pi je nesplnitelna´. Pak F ′′ je ale splnitelna´ pra´veˇ
tehdy kdyzˇ F ′′∧¬Pi je splnitelna´. Ve vysledku je tedy existence kladne´ho cyklu ekvivalentn´ı
prˇida´n´ı klauzule
¬Pi = ¬Xi,1 ∨ ¬Xi,2 ∨ . . . ∨ ¬Xi,ni−1 ∨ ¬Xi,ni
do formule F ′′, cozˇ procesu verifikace umozˇnˇuje vyuzˇ´ıt nav´ıc klauzuli ¬Pi prˇi oveˇrˇova´n´ı
nesplnitelnosti F ′′.
Protozˇe popis algoritmu ve formeˇ forma´ln´ıho za´pisu cˇi pseudoko´du nen´ı prˇ´ıliˇs srozumi-
telny´, bude jeho cˇinnost popsa´na na´zorneˇ na prakticke´m prˇ´ıkladeˇ. Pro veˇtsˇ´ı prˇehlednost
konstruovane´ho prohleda´vac´ıho stromu se nejprve prˇiˇrad´ı kazˇde´mu litera´lu z mnozˇiny klau-
zul´ı S formule F ′′ p´ısmeno abecedy, ktere´ bude tento litera´l reprezentovat. Odpov´ıdaj´ıc´ı
prˇiˇrazen´ı jsou na´sleduj´ıc´ı:
A = f(x) ≤ g1(x)
B = g2(x)− 30 ≤ f(x)
C = g1(y) + 15 ≤ g2(y)
D = f(T ) + 45 ≤ h(U)
E = h(U)− 59 ≤ f(T )
F ∨G = h(U) + 1 ≤ g2(T ) ∨ g2(T ) + 46 ≤ h(U)
Pote´ je potrˇeba vytvorˇit klauzule ¬Pi reprezentuj´ıc´ı kladne´ cykly v grafu G, ktere´ budou
prˇida´ny ke klauzul´ım formule F ′′, mnozˇina SC teˇchto klauzul´ı obsahuje:
¬F ∨ ¬G
¬B ∨ ¬D ∨ ¬F
¬A ∨ ¬C ∨ ¬G ∨ ¬E
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Algoritmus na´sledneˇ vytva´rˇ´ı prohleda´vac´ı stromu s vyuzˇit´ım klauzul´ı z mnozˇiny SC a
prˇi jeho konstrukci oveˇrˇuje nesplnitelnost klauzul´ı z mnozˇin S a SC . Kazˇda´ nova´ u´rovenˇ
tvorˇene´ho stromu je vy´sledkem analy´zy dalˇs´ı klauzule z mnozˇiny SC , tedy analy´zy dalˇs´ıho
kladne´ho cyklu v grafu G. kazˇdy´ uzel stromu je bud’ samostatny´ litera´l neˇjake´ klauzule
z mnozˇiny SC nebo konjunkce litera´l˚u z r˚uzny´ch klauzul´ı mnozˇiny SC . Na obra´zku 4.2 je
nejhorsˇ´ı prˇ´ıpad vytvorˇene´ho prohle´davac´ıho stromu ilustrovane´ho prˇ´ıkladu, kde jsou pro-
zkouma´ny vsˇechny konjunkce jednotlivy´ch litera´l˚u. Prvn´ı u´rovenˇ stromu je tvorˇena od-
pov´ıdaj´ıc´ımi litera´ly prvn´ı klauzule z mnozˇity SC , tedy litera´ly ¬F a ¬G. Pro vytvorˇen´ı
dalˇs´ı u´rovneˇ se prˇidaj´ı ke vsˇem uzl˚um aktua´ln´ı u´rovneˇ litera´ly dalˇs´ı, jesˇteˇ neanalyzovane´,
klauzule. V tomto prˇ´ıpadeˇ se prˇidaj´ı litera´ly druhe´ klauzule, tedy litera´ly ¬B, ¬D a ¬F .
Tento postup se opakuje, dokud se neanalyzuj´ı vsˇechny klauzule z mnozˇiny SC , tedy vesˇkere´
kladne´ cykly. Z obra´zku 4.2 je patrne´, zˇe strom nar˚usta´ exponencia´lneˇ s pocˇtem klauzul´ı
mnozˇiny SC . Nasˇteˇst´ı v praxi nen´ı potrˇeba velke´ mnozˇstv´ı uzl˚u v˚ubec analyzovat, tedy ani
vytva´rˇet. Metody pro redukci stavove´ho prostoru budou obsahem dalˇs´ı kapitoly.
Pro d˚ukaz, zˇe konjunkce klauzul´ı z mnozˇin S a SC , tedy formule F ′′, je nesplnitelna´, je
potrˇeba uka´za´t, zˇe kazˇdy´ listovy´ uzel stromu splnˇuje jednu z na´sleduj´ıc´ıch podmı´nek:
1. Konjunkce litera´l˚u listove´ho uzlu a alesponˇ jedne´ klauzule z mnozˇiny S je nesplnitelna´,
tedy naby´va´ ohodnocen´ı false.
2. Konjunkce litera´l˚u listove´ho uzlu je sama nesplnitelna´.
Prvn´ı podmı´nka vycha´z´ı z jednoduche´ logicke´ u´vahy. Pokud existuje formule Ck ∧¬Ck,
kde Ck je klauzule z mnozˇiny S a ¬Ck je konjunkc´ı litera´l˚u v listove´m uzlu stromu, tedy
formule je ve tvaru
(Lk,1 ∨ Lk,2 ∨ . . . ∨ Lk,mk−1 ∨ Lk,mk) ∧ (¬Lk,1 ∧ ¬Lk,2 ∧ . . . ∧ ¬Lk,mk−1 ∧ ¬Lk,mk)
pak je tato formule vzˇdy nesplnitelna´. Stacˇ´ı tedy jednodusˇe uka´zat, zˇe neˇktery´ z litera´l˚u
Li v klauzuli ¬Ck je nesplnitelny´, tedy zˇe existuje komplementa´rn´ı litera´l ¬Li, ktery´ je vzˇdy
splnitelny´. Naprˇ´ıklad nesplnitelnost prvn´ıho listove´ho uzlu v prob´ırane´m prˇikladeˇ obsahuj´ıc´ı
konjunkci ¬F ∧¬B ∧¬A mu˚zˇe by´t doka´za´na pomoc´ı jedne´ z klauzul´ı A nebo B z mnozˇiny
S. Obeˇ tyto klauzule obsahuj´ı jediny´ litera´l, ktery´ tedy mus´ı by´t vzˇdy splneˇn, za´rovenˇ ale
ma´ by´t splneˇn i vy´raz v listove´m uzlu, ktery´ vyzˇaduje platnost opaku obou teˇchto litera´l˚u.
Konjunkce listove´ho uzlu s jednou z teˇchto klauzul´ı, tedy naprˇ. A ∧ (¬F ∧ ¬B ∧ ¬A), je
tedy urcˇiteˇ nesplnitelna´. Protozˇe pro kazˇdy´ listovy´ uzel lze naj´ıt alesponˇ jednu klauzuli
z mnozˇiny S, ktera´ doka´zˇe jeho nesplnitelnost, lze rˇ´ıci, zˇe klauzule z mnozˇin S a SC jsou
nesplnitelne´, a tedy i formule F ′′ je nesplnitelna´.
4.8 Optimalizace
Jak jizˇ bylo rˇecˇeno v prˇedchoz´ı kapitole, v nejhorsˇ´ım prˇ´ıpadeˇ je prohleda´vac´ı strom vytvorˇen
analy´zou vsˇech kladny´ch cykl˚u. Cˇasova´ slozˇitost tohoto algoritmu je bohuzˇel exponencia´ln´ı
s ohledem na pocˇet kladny´ch cykl˚u. Pokud graf omezen´ı G obsahuje celkem n kladny´ch
cykl˚u a kazˇdy´ cyklus obsahuje m hran, pak mnozˇina SC obsahuje celkem n klauzul´ı, kde
kazˇda´ klauzule je disjunkc´ı m litera´l˚u. Pak prohleda´vac´ı strom vytvorˇeny´ z te´to mnozˇiny
klauzul´ı bude obsahovat celkem mn listovy´ch uzl˚u, ktere´, v nejhorsˇ´ım prˇ´ıpadeˇ, bude potrˇeba
vsˇechny oveˇrˇit. Ikdyzˇ je vy´pocˇetn´ı slozˇitost algoritmu exponencia´ln´ı, existuj´ı r˚uzne´ mozˇnosti
optimalizace, ktere´ cˇasto vy´razneˇ redukuj´ı velikost stavove´ho prostoru, tedy pocˇet uzl˚u
stromu, a t´ım i cˇasovou na´rocˇnost oveˇrˇova´n´ı.
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¬F
¬G
¬F ∧ ¬B
¬F ∧ ¬D
¬F
¬G ∧ ¬B
¬G ∧ ¬D
¬G ∧ ¬F
¬F ∧ ¬B ∧ ¬A
¬F ∧ ¬B ∧ ¬C
¬F ∧ ¬B ∧ ¬G
¬F ∧ ¬B ∧ ¬E
¬F ∧ ¬D ∧ ¬A
¬F ∧ ¬D ∧ ¬C
¬F ∧ ¬D ∧ ¬G
¬F ∧ ¬D ∧ ¬E
¬F ∧ ¬A
¬F ∧ ¬C
¬F ∧ ¬G
¬F ∧ ¬E
¬G ∧ ¬B ∧ ¬A
¬G ∧ ¬B ∧ ¬C
¬G ∧ ¬B
¬G ∧ ¬B ∧ ¬E
¬G ∧ ¬D ∧ ¬A
¬G ∧ ¬D ∧ ¬C
¬G ∧ ¬D
¬G ∧ ¬D ∧ ¬E
¬G ∧ ¬F ∧ ¬A
¬G ∧ ¬F ∧ ¬C
¬G ∧ ¬F
¬G ∧ ¬F ∧ ¬E
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Obra´zek 4.2: Prohleda´vac´ı strom
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Obra´zek 4.3: Prohleda´vac´ı strom prˇi pouzˇit´ı optimalizac´ı
Prvn´ı mozˇnost´ı redukce prohleda´vac´ıho stromu je zastaven´ı generova´n´ı novy´ch uzl˚u
z uzlu, jezˇ sa´m cˇin´ı mnozˇinu klauzul´ı S nesplnitelnou. Protozˇe uzly obsahuj´ı konjunkce
negac´ı litera´l˚u, mus´ı by´t pro celkovou platnost tohoto uzlu platne´ vsˇechny tyto litera´ly.
Pokud se doka´zˇe neplatnost neˇktere´ negace litera´lu v uzlu, pak prˇida´n´ım dalˇs´ıch litera´l˚u
k tomuto uzlu, tedy vygenerova´n´ım synovsky´ch uzl˚u, budou tyto uzly opeˇt nesplnitelne´,
nema´ tedy smysl je v˚ubec generovat. Naprˇ´ıklad synovske´ uzly uzlu ¬F ∧ ¬B nen´ı potrˇeba
jizˇ generovat, protozˇe konjunkce tohoto uzlu s klauzul´ı B z mnozˇiny S je nesplnitelna´, tedy
tento uzel jizˇ zneplatnˇuje mnozˇinu S, vsˇechny synovske´ uzly vygenerovane´ z tohoto uzlu by
opeˇt vyzˇadovaly platnost ¬F ∧ ¬B, ktera´ urcˇiteˇ nikdy nebude splneˇna.
Druhou mozˇnost´ı optimalizace je prˇeskupen´ı porˇad´ı analy´zy klauzul´ı z mnozˇiny SC tak,
aby bylo mozˇne´ aplikovat prvn´ı optimalizaci cˇ´ım jak nejdrˇ´ıve. Cˇ´ım bl´ızˇe korˇeni stromu se
generova´n´ı uzl˚u zastav´ı, t´ım veˇtsˇ´ı bude vy´sledna´ redukce tohoto stromu. Nevy´hodou te´to op-
timalizace je nutnost vyuzˇit´ı r˚uzny´ch heuristik, ktere´ urcˇ´ı porˇad´ı analy´zy klauzul´ı z mnozˇiny
SC , nebo backtrackingu v prˇ´ıpadeˇ zjiˇsteˇn´ı, zˇe dane´ porˇad´ı nevede k prˇ´ınosne´ redukci.
V prˇedchoz´ım prˇ´ıkladeˇ jizˇ zmı´neˇny´ uzel ¬F∧¬B zp˚usoboval zneplatneˇn´ı mnozˇiny S, protozˇe
jeho konjunkce s klauzul´ı B je nesplnitelna´. Je zrˇejme´, zˇe litera´l ¬F jinak neprˇisp´ıva´ k zne-
platneˇn´ı mnozˇiny S. Je tedy mozˇne´ odlozˇit analy´zu prvn´ı klauzule z mnozˇiny SC a prˇednost-
neˇ zacˇ´ıt analy´zou druhe´ klauzule, ktera´ v´ıce napoma´ha´ oveˇrˇova´n´ı neplatnosti. Prˇehozen´ı
porˇad´ı analy´zy prvn´ıch dvou klauzul´ı zp˚usob´ı, zˇe jizˇ na prvn´ı u´rovni stromu lze zastavit
generova´n´ı synovsky´ch uzl˚u pro uzly ¬B a ¬D, protozˇe tyto uzly jizˇ zajiˇst’uj´ı nesplnitel-
nost mnozˇiny S. Pouzˇit´ı obou zmı´neˇny´ch optimalizac´ı ma´ za na´sledek vy´raznou redukci
prohleda´vac´ıho stromu do podoby na obra´zku 4.3.
Trˇet´ı optimalizace vyuzˇ´ıva´ drˇ´ıve vygenerovany´ch uzl˚u, ktere´ jizˇ byly oznacˇeny jako
nesplnitelne´. Tedy noveˇ vygenerovany´ uzel v je nesplnitelny´, jestlizˇe jizˇ neˇkdy drˇ´ıve byl
vygenerova´n uzel oznacˇeny´ v. Naprˇ´ıklad nejnizˇsˇ´ı uzel ¬F ∧ ¬G ve stromu na obra´zku 4.3
se jizˇ nemus´ı oveˇrˇovat, protozˇe tento stejny´ uzel byl jizˇ vygenerova´n a oveˇrˇen drˇ´ıve jako
listovy´ uzel.
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Kapitola 5
Na´vrh na´stroje pro verifikaci
Protozˇe metod verifikace je obecneˇ velke´ mnozˇstv´ı a rˇada metod mu˚zˇe vyuzˇ´ıvat r˚uzne´
optimalizace a heuristiky, je vhodne´, aby byl na´stroj dobrˇe rozsˇiˇritelny´. Samozrˇejmeˇ je
d˚ulezˇite´, aby samotny´ na´stroj byl rychly´ a efektivn´ı, ale pokud mozˇno jednoduchy´ pro
pouzˇit´ı. Na obra´zku 5.1 je zobrazen na´vrh blokove´ho sche´matu na´stroje s prˇihle´dnut´ım
k vy´sˇe uvedeny´m za´kladn´ım pozˇadavk˚um.
GUI 
SettingsPH
Search Tree
VisualizerPH
Constraint Graph
VisualizerPHLogsPHOutputPHInputPH Observer
Settings Constraint GraphVisualizer
Search Tree
VisualizerInput Output Logs
Verifier 
CorePH07
CorePH08
CorePH06
CorePH05
CorePH04
CorePH03
CorePH02
CorePH01
Observer
Core
Formula
Parser
Constraint Graph
Builder
Formula
Converter
Search Tree
Builder Optimalizator
External 
Graphical
Representation
Observer
Other
Tool
Input Output Logs Settings
Obra´zek 5.1: Blokove´ sche´ma na´stroje
Na´stroj se skla´da´ ze dvou za´kladn´ıch cˇa´st´ı, verifika´tor (Verifier) a graficke´ uzˇivatelske´
rozhran´ı (GUI ). Verifika´tor rˇesˇ´ı samotne´ oveˇrˇova´n´ı vlastnost´ı syste´mu˚ popsany´ch ve formeˇ
RTL formul´ı. Jako implementacˇn´ı jazyk te´to cˇa´sti lze pouzˇ´ıt naprˇ. jazyk C++, ktery´
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umozˇnˇuje celkem snadnou tvorbu i slozˇiteˇjˇs´ıch programu˚, zat´ımco si zachova´va´ slusˇnou
rychlost a efektivitu. Nav´ıc existuje pro tento jazyk rˇada knihoven, ktere´ mohou by´t uzˇitecˇ-
ne´, naprˇ. knihovny pro vizualizaci graf˚u a stromu˚, nebo knihovny pro paralelizaci vy´pocˇt˚u.
Jednotlive´ cˇa´sti procesu oveˇrˇova´n´ı u metody popsane´ v kapitole 4 jsou zde zastoupeny
ve formeˇ modul˚u. Prvn´ı modul, Formula Parser, zajiˇst’uje zpracova´n´ı vstupn´ıch formul´ı
a jejich prˇeveden´ı do intern´ı reprezentace. Druhy´ modul, Formula Converter, prˇeva´d´ı for-
mule do diferencˇn´ı logiky, ktera´ je vyzˇadova´na pro konstrukci grafu omezen´ı. Trˇet´ı modul,
Constraint Graph Builder, vytva´rˇ´ı samotny´ graf omezen´ı. Cˇtvrty´ modul, Search Tree Buil-
der, pak vytva´rˇ´ı prohleda´vac´ı strom a prova´d´ı oveˇrˇova´n´ı jeho uzl˚u. Tento modul mu˚zˇe nav´ıc
vyuzˇ´ıvat r˚uzne´ optimalizacˇn´ı moduly. Nastaven´ı programu se mu˚zˇe nacˇ´ıtat naprˇ. z extern´ıch
XML soubor˚u. Verifika´tor lze spousˇteˇt jako samostatny´ program z prˇ´ıkazove´ rˇa´dky, cˇ´ımzˇ
poskytuje mozˇnosti skriptova´n´ı a neza´vislost na graficky´ch rozhran´ıch.
Graficke´ uzˇivatelske´ rozhran´ı slouzˇ´ı k zjednodusˇen´ı pouzˇit´ı verifika´toru. Jako imple-
mentacˇn´ı jazyk lze pouzˇ´ıt naprˇ. jazyk Java, ktery´ umozˇnˇuje jednodusˇe vytvorˇit uzˇivatelske´
rozhran´ı, ktere´ je snadno prˇenositelne´ mezi r˚uzny´mi operacˇn´ımi syste´my. Kromeˇ ovla´da´n´ı
verifika´toru, tedy nastaven´ı parametr˚u programu a zpracova´n´ı vstup˚u, vy´stup˚u a za´znamu˚
o cˇinnosti, zde jsou i dalˇs´ı moduly. Modul Constraint Graph Visualizer slouzˇ´ı k zobrazen´ı
vytvorˇene´ho grafu omezen´ı a modul Search Tree Visualizer k zobrazen´ı prohleda´vac´ıho
stromu. Tyto moduly mohou by´t uzˇitecˇne´ naprˇ. prˇi kontrole spra´vnosti procesu oveˇrˇova´n´ı
nebo pro ilustraci cˇinnosti oveˇrˇovac´ı metody pro studijn´ı u´cˇely.
Posledn´ı d˚ulezˇitou cˇa´st´ı na´vrhu je zp˚usob komunikace. Komunikace mezi jednotlivy´mi
moduly je celkem bezproble´mova´, jelikozˇ je to komunikace mezi cˇa´stmi implementovany´mi
ve stejne´m jazyce. Lze naprˇ´ıklad vyuzˇ´ıt rozhran´ı v jazyce Java a virtua´ln´ı metody v jazyce
C++. Komunikace mezi samotny´m verifika´torem a graficky´m uzˇivatelsky´m rozhran´ım je
jizˇ slozˇiteˇjˇs´ı. Jednou z mozˇnost´ı, ktera´ se zde nab´ız´ı, je vyuzˇit´ı syste´mu CORBA. CORBA
poskytuje univerza´ln´ı rozhran´ı pro vola´n´ı metod objekt˚u, jej´ı implementace je k dispo-
zici pro velkou rˇadu jazyk˚u, vcˇetneˇ jazyk˚u Java a C++. Umozˇnˇuje tedy standardizovanou
komunikaci neza´vislou na pouzˇite´m jazyce, cozˇ je prˇesneˇ to, co je zde potrˇeba. CORBA
se vyuzˇ´ıva´ hlavneˇ u distribuovany´ch aplikac´ı, kde cˇa´sti aplikace mohou by´t situova´ny na
r˚uzny´ch pocˇ´ıtacˇ´ıch. Tato vlasnost je zde take´ prˇ´ınosna´, protozˇe mu˚zˇe by´t velice vy´hodne´,
a cˇasto i nezbytne´, aby verifika´tor pracoval na jine´m stroji nezˇ samotne´ graficke´ uzˇivatelske´
rozhran´ı. Jednotlive´ cˇa´sti obsahuj´ı modul Observer, ktery´ zajiˇst’uje realizaci komunikace
a v prˇ´ıpadeˇ graficke´ho uzˇivatelske´ho rozhran´ı take´ koordinuje komunikaci mezi jednotlivy´mi
moduly, nav´ıc tento modul umozˇnˇuje zprostrˇedkova´n´ı komunikace s extern´ımi programy
a t´ım jednoduche´ vyuzˇit´ı verifika´toru dalˇs´ımi na´stroji.
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Kapitola 6
Realizace na´stroje pro verifikaci
Tato kapitola se zaby´va´ celkovou realizac´ı na´stroje pro verifikaci. Na´stroj se skla´da´ ze dvou
celk˚u, z verifika´toru, programu oveˇrˇuj´ıc´ıho zadane´ vlastnosti vlozˇene´ho syste´mu, a z gra-
ficke´ho rozhran´ı, aplikace, jenzˇ slouzˇ´ı pro snadneˇjˇs´ı a uzˇivatelsky prˇ´ıveˇtiveˇjˇs´ı pouzˇit´ı ve-
rifika´toru. Na´sleduj´ıc´ı podkapitoly popisuj´ı konecˇny´ na´vrh obou teˇchto celk˚u a zaby´vaj´ı
se rˇesˇen´ım jednotlivy´ch krok˚u verifikacˇn´ıho procesu a dalˇs´ıch d˚ulezˇity´ch implementacˇn´ıch
proble´mu˚.
6.1 Implementacˇn´ı prostrˇed´ı
Vhodny´ vy´beˇr implementacˇn´ıho prostrˇed´ı vy´razneˇ ovlivnˇuje rychlost a efektivnost jak
samotne´ho vy´voje, tak i vytvorˇene´ho programu. Je take´ d˚ulezˇite´ uveˇdomit si rozd´ılne´
pozˇadavky obou celk˚u na´stroje.
Z pohledu verifika´toru je d˚ulezˇita´ hlavneˇ rychlost vy´pocˇtu, implementacˇn´ı prostrˇed´ı
mus´ı tedy poskytovat vysokou rychlost a efektivitu, ale za´rovenˇ take´ konstrukce na vysˇsˇ´ı
u´rovni abstrakce, aby byl rˇesˇeny´ proble´m zvla´dnutelny´. Vsˇechny tyto pozˇadavky nejle´pe
splnˇuje jazyk C++, ktery´ byl take´ vybra´n jako implementacˇn´ı jazyk verifika´toru. Jazyk
C++ je objektoveˇ orientovany´ programovac´ı jazyk umozˇnˇuj´ıc´ı naprˇ´ıklad polymorfismus,
prˇeteˇzˇova´n´ı metod a opera´tor˚u nebo pouzˇit´ı vyj´ımek. Protozˇe jde o kompilovany´ jazyk,
programy v tomto jazyce jsou velice vy´konne´, narozd´ıl od vysˇsˇ´ıch programovac´ıch jazyk˚u.
Mozˇnou nevy´hodou tohoto jazyka je vsˇak horsˇ´ı prˇenositelnost programu˚ na jine´ architektury
a operacˇn´ı syste´my. Tento proble´m lze ovsˇem vyrˇesˇit podmı´neˇny´m prˇekladem a z´ıskana´
rychlost a efektivita sta´le vy´razneˇ prˇevysˇuj´ı tuto, trochu neprˇ´ıjemnou, skutecˇnost.
Graficke´ rozhran´ı si klade u´plneˇ jine´ priority z hlediska potrˇeb implementace. Jelikozˇ cely´
verifikacˇn´ı proces vykona´va´ verifika´tor, graficke´ rozhran´ı v˚ubec nevyzˇaduje rychly´ a efek-
tivn´ı chod. Nejd˚ulezˇiteˇjˇs´ım pozˇadavkem je zde dobra´ prˇenostitelnost aplikace. Tato apli-
kace slouzˇ´ı jako graficka´ na´dstavba nad verifika´torem, jenzˇ ma´ za u´kol pouze shromazˇd’ovat
vstupn´ı data, zjednodusˇit konfiguraci a vhodneˇ interpretovat a zobrazovat data vy´stupn´ı.
K tomuto u´cˇelu lze s vy´hodou vyuzˇ´ıt platforem .NET nebo Java. Obeˇ platformy kompiluj´ı
vytvorˇene´ programy pouze to specia´ln´ıho meziko´du, ktery´ na´sledneˇ interpretuj´ı. Du˚sledkem
je mozˇnost spusˇteˇn´ı jizˇ zkompilovane´ho programu kdekoliv, kde je k dispozici dana´ plat-
forma, tedy neza´visle na architekturˇe nebo operacˇn´ım syste´mu, na ktery´ch tato platforma
beˇzˇ´ı. Kromeˇ te´to neza´vislosti nav´ıc poskytuj´ı obeˇ tyto platformy mozˇnosti pro tvorbu
graficke´ho uzˇivatelske´ho rozhran´ı a obsahuj´ı velke´ mnozˇstv´ı vestaveˇny´ch knihoven. Ce-
nou za vesˇkere´ tyto vy´hody je vy´razne´ zpomalen´ı chodu programu˚, ko´d totizˇ mus´ı by´t
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interpretova´n. Nepoma´haj´ı zde ani r˚uzne´ optimalizace za chodu, jenzˇ tyto platformy cˇasto
prova´d´ı a zvysˇuj´ı tak rychlost interpretace. Jelikozˇ platforma .NET sta´le nen´ı prˇ´ıliˇs rozsˇ´ıˇrena´
v operacˇn´ıch syste´mech jako je Linux, byla pro implementaci graficke´ho rozhran´ı zvolena
platforma Java a jej´ı stejnojmenny´ jazyk.
6.2 Modularita
Protozˇe je implementovany´ program znacˇneˇ rozsa´hly´ a slozˇity´ je vhodne´ jej vystaveˇt mo-
dula´rneˇ. Modularitu lze pozorovat na dvou u´rovn´ıch:
• Intern´ı modularita programu - C´ılem je rozdeˇlit vnitrˇn´ı strukturu programu na
jednotlive´ cˇa´sti, ktere´ se vyznacˇuj´ı vysokou neza´vislost´ı. Zde jsou tyto cˇa´sti repre-
zentovane´ subsyste´my, ktere´ pln´ı vzˇdy urcˇitou u´lohu bez veˇtsˇ´ı na´vaznosti na zbytek
programu. Vy´hodou je zjednodusˇen´ı a zprˇehledneˇn´ı ko´du a urcˇita´ centralizace speci-
ficky´ch sluzˇeb. Prˇi nutnosti modifikace jedne´ sluzˇby pak nehroz´ı nebezpecˇ´ı zavlecˇen´ı
chyb do jiny´ch cˇa´st´ı programu. V prˇ´ıpadeˇ potrˇeby nove´ sluzˇby se jednodusˇe prˇida´
novy´ subsyste´m a definuje se interakce tohoto subsyste´mu s ostatn´ımi cˇa´stmi pro-
gramu, pokud je to potrˇeba.
• Extern´ı modularita programu - C´ılem je zajistit jednoduchou rozsˇiˇritelnost pro-
gramu bez nutnosti rekompilace nebo dokonce modifikace zdrojove´ho ko´du programu.
Tato modularita je zajiˇsteˇna za´suvny´mi moduly. Tyto moduly jsou reprezentova´ny po-
moc´ı dynamicky´ch knihoven, sd´ıleny´ch objekt˚u nebo specia´ln´ıch arch´ıv˚u v za´vislosti
na pouzˇite´m implementacˇn´ım prostrˇen´ı a jsou dynamicky nacˇ´ıta´ny za chodu pro-
gramu.
6.3 Verifika´tor
Jak jizˇ bylo zmı´neˇno v kapitole 6.1, verifika´tor je napsa´n v jazyce C++. Na´vrh je vysoce
modula´rn´ı s c´ılem zajistit jednoduchou modifikovatelnost ko´du, snadnou rozsˇiˇritelnost pro-
gramu a cˇa´stecˇnou neza´vislost na konkre´tn´ıch implementac´ıch jednotlivy´ch cˇa´st´ı. K dosazˇen´ı
teˇchto c´ıl˚u vy´razneˇ prˇisp´ıva´ vyuzˇit´ı velke´ho pocˇtu na´vrhovy´ch vzor˚u[3]. Blokove´ sche´ma na
obra´zku 6.1 zachycuje detailn´ı strukturu verifika´toru.
Verifika´tor se skla´da´ celkem z sˇesti cˇa´st´ı - ja´dra a peˇti subsyste´mu˚. Ja´dro a te´meˇrˇ vsˇechny
subsyste´my jsou inicializova´ny prˇi startu verifika´toru. Jedinou vyj´ımkou je komunikacˇn´ı
subsyste´m, ktery´ je nastartova´n pouze, pokud je verifika´tor spusˇteˇn v tzv. mo´du serveru,
jinak totizˇ nen´ı potrˇeba.
6.3.1 Ja´dro
Ja´dro je reprezentova´no trˇ´ıdou Core, jenzˇ obsahuje vsˇechny subsyste´my. Tato trˇ´ıda je im-
plementova´na jako na´vrhovy´ vzor singleton[3], vzˇdy tedy existuje pouze jedina´ instance
te´to trˇ´ıdy a k te´to instanci je umozˇneˇn prˇ´ıstup v cele´m programu.
Hlavn´ım u´kolem ja´dra je inicializace a konfigurace vsˇech potrˇebny´ch subsyste´mu˚. Ja´dro
zajiˇst’uje registraci intern´ıch a nacˇten´ı extern´ıch za´suvny´ch modul˚u, zpracova´n´ı konfigurace
a nastaven´ı jednotlivy´ch subsyste´mu˚ podle te´to konfigurace. Umozˇnˇuje take´ spustit samotny´
proces verifikace.
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Obra´zek 6.1: Detailn´ı blokove´ sche´ma verifika´toru
6.3.2 Proxy ja´dra
Protozˇe prˇ´ımy´ prˇ´ıstup k jednotlivy´m subsyste´mu˚m by byl znacˇneˇ nebezpecˇny´ a umozˇnˇoval
by, at’ jizˇ c´ıleneˇ nebo pouze omylem, modifikovat d˚ulezˇita´ nastaven´ı teˇchto subsyste´mu˚, ktere´
by mohly zaprˇ´ıcˇinit nespra´vny´ chod ja´dra nebo cele´ho programu, jsou vesˇkere´ subsyste´my
chra´neˇny ja´drem.
Prˇ´ıstup k d˚ulezˇity´m sluzˇba´m ja´dra je mozˇny´ pouze skrz obecne´ rozhran´ı ICoreProxy.
Toto rozhran´ı je implementova´no jako na´vrhovy´ vzor facade[3] a slouzˇ´ı pro jednotny´ prˇ´ıstup
ke sluzˇba´m ja´dra. Rozhran´ı prˇesneˇ definuje sluzˇby, ktere´ mus´ı ja´dro poskytovat sve´mu okol´ı,
tedy konkre´tn´ım subsyste´mu˚m a za´suvny´m modul˚um.
Proxy ja´dra, instance trˇ´ıdy CoreProxy, je konkre´tn´ı implementac´ı rozhran´ı ICoreProxy.
Pozˇadovane´ sluzˇby jsou zde jednodusˇe delegova´ny na specificke´ subsyste´my, ktere´ mohou
prˇ´ıchoz´ı pozˇadavek vyrˇ´ıdit.
6.3.3 Pla´novacˇ ja´dra
Pla´novacˇ ja´dra, instance trˇ´ıdy CoreScheduler, je potrˇebny´ pouze v tzv. mo´du serveru.
Zajiˇst’uje totizˇ pla´nova´n´ı akc´ı, ktere´ jsou potrˇeba pro vyrˇ´ızen´ı pozˇadavk˚u vzda´lene´ho klienta.
Po vykona´n´ı vsˇech teˇchto akc´ı sestavuje take´ vy´slednou zpra´vu, jenzˇ je zasla´na jako odpoveˇd’
na prˇ´ıchoz´ı pozˇadavek.
6.3.4 Uda´lostn´ı subsyste´m
Uda´lostn´ı subsyste´m realizuje komunikaci zalozˇenou na zas´ıla´n´ı uda´lost´ı. Uda´lost je repre-
zentova´na objektem trˇ´ıdy Event nebo trˇ´ıdy z n´ı zdeˇdeˇne´. Uda´lostn´ı subsyste´m rozliˇsuje
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celkem dva typy uda´lost´ı:
• Za´kladn´ı (basic) uda´losti - Tyto uda´losti jsou identifikova´ny celocˇ´ıselnou konstan-
tou, kterou lze z´ıskat metodou getId(), a vyuzˇ´ıva´ je hlavneˇ sa´m verifika´tor pro svou
cˇinnost. Patrˇ´ı zde naprˇ´ıklad trˇ´ıda LogEvent reprezentuj´ıc´ı za´pis do protokolu uda´lost´ı.
• Uzˇivatelem definovane´ (custom) uda´losti - Tyto uda´losti jsou identifikova´ny
rˇeteˇzcem, ktery´ lze z´ıskat metodou getStringId(). Vsˇechny tyto uda´losti musej´ı
mı´t nastaven celocˇ´ıselny´ identifika´tor na hodnotu konstanty CUSTOM, tak uda´lostn´ı
sybsyste´m pozna´, zˇe se jedna´ o uzˇivatelem definovanou uda´lost. Tento typ uda´lost´ı
umozˇnˇuje uzˇivateli vytva´rˇet vlastn´ı uda´losti, ktere´ lze naprˇ´ıklad pouzˇ´ıt pro komunikaci
mezi r˚uzny´mi extern´ımi za´suvny´mi moduly.
Prˇi vytva´rˇen´ı nove´ho typu uda´losti je nutne´ korektneˇ implementovat metodu clone(), jenzˇ
slouzˇ´ı k vytva´rˇen´ı kopi´ı dane´ uda´losti. Kopie uda´lost´ı jsou porˇizova´ny v prˇ´ıpadeˇ, zˇe ma´ by´t
stejna´ uda´lost dorucˇena v´ıce naslouchaj´ıc´ım objekt˚um. C´ılove´ objekty, ktere´ zpracova´vaj´ı
prˇijatou uda´lost, mus´ı take´ korektneˇ uvolnit objekt uda´losti, jakmile ho jizˇ da´le nepotrˇebuj´ı.
Uda´lostn´ı subsyste´m je reprezentova´n trˇ´ıdou EventMediator, ktera´ je implementova´na
jako na´vrhovy´ vzor mediator [3] a p˚usob´ı jako prostrˇedn´ık mezi dveˇmi komunikuj´ıc´ımi
stranami. Objekty nikdy nezas´ılaj´ı uda´lost prˇ´ımo c´ılove´mu objektu, ale vzˇdy oneˇmu pro-
strˇedn´ıkovi, vytvorˇene´ instanci trˇ´ıdy EventMediator, ktery´ je filtruje a propaguje c´ılovy´m
objekt˚um. Aby c´ılovy´ objekt prˇij´ımal uda´losti specificke´ho typu, mus´ı se nejprve zare-
gistrovat u prostrˇedn´ıka jako odbeˇratel tohoto typu uda´losti. Registrace se prova´d´ı skrz
obecne´ rozhran´ı ICoreProxy pomoc´ı metody subscribeForEvents(. . .), ktera´ registraci
deleguje na patrˇicˇne´ metody uda´lostn´ıho subsyste´mu. Prˇi registraci se vyzˇaduje specifi-
kace typu uda´losti, kterou chce dany´ objekt odeb´ırat a c´ıl, objekt implementuj´ıc´ı rozhran´ı
IEventListener, kde se budou tyto uda´losti zas´ılat. Uda´lostn´ı subsyste´m si udrzˇuje ta-
bulky registrac´ı pro jednotlive´ typy za´kladn´ıch i uzˇivatelem definovany´ch uda´lost´ı. Jakmile
prostrˇedn´ık prˇijme neˇjakou uda´lost, zjist´ı pomoc´ı teˇchto tabulek c´ılove´ objekty, ktery´m tuto
uda´lost dorucˇit, a patrˇicˇneˇ je propaguje da´le. Pokud zˇa´dny´ objekt nevyzˇaduje dorucˇen´ı
dane´ho typu uda´losti, je objekt reprezentuj´ıc´ı uda´lost automaticky uvolneˇn.
6.3.5 Subsyste´m rozsˇ´ıˇren´ı
Subsyste´m rozsˇ´ıˇren´ı zajiˇst’uje extern´ı, a cˇa´stecˇneˇ intern´ı, modularitu programu. Modularita
je zalozˇena na principu za´suvny´ch modul˚u a definic´ıch obecny´ch rozhran´ı pro komunikaci
s teˇmito moduly. Za´suvne´ moduly mohou by´t jak intern´ı, tak extern´ı.
Intern´ı moduly jsou soucˇa´st´ı samotne´ho ko´du verifika´toru a tedy vzˇdy k dispozici. Tyto
moduly se registruj´ı, a cˇasto i vyuzˇ´ıvaj´ı, prˇi samotne´ inicializaci a prvotn´ı konfiguraci veri-
fika´toru a mus´ı by´t tedy zajiˇsteˇna jejich prˇ´ıtomnost.
Extern´ı moduly jsou automaticky nacˇteny a zaregistrova´ny azˇ za chodu programu po
inicializaci subsyste´mu rozsˇ´ıˇren´ı. Jsou reprezentova´ny formou dynamicky´ch knihoven (sou-
bory *.dll) nebo sd´ıleny´ch objekt˚u (soubory *.so), v za´vislosti na operacˇn´ım syste´mu.
Subsyste´m rozsˇ´ıˇren´ı je reprezentova´n trˇ´ıdou ExtensionsManager, ktera´ zajiˇst’uje kom-
pletn´ı spra´vu intern´ıch i extern´ıch za´suvny´ch modul˚u. Za´rovenˇ je tato trˇ´ıda implementova´na
podle na´vrhove´ho vzoru factory [3] a pln´ı u´lohu spra´vce vytvorˇeny´ch instanc´ı trˇ´ıd z teˇchto
modul˚u.
Nezˇ je mozˇne´ jednotlive´ za´suvne´ moduly pouzˇ´ıvat, je potrˇeba je nacˇ´ıst. Subsyste´m
rozsˇ´ıˇren´ı prohleda´va´ adresa´rˇe dle nacˇtene´ konfigurace, ve vy´choz´ım nastaven´ı jsou pro-
hleda´ny adresa´rˇe modules a plugins v aktua´ln´ım pracovn´ım adresa´rˇi verifika´toru. Vyhleda´-
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vaj´ı se vzˇdy pouze validn´ı soubory za´suvny´ch modul˚u, tedy soubory s prˇ´ıponou *.dll nebo
*.so, ostatn´ı jsou ignorova´ny. Jelikozˇ pra´ce se souborovy´m syste´mem vyzˇaduje vola´n´ı speci-
ficky´ch funkc´ı pouzˇite´ho operacˇn´ıho syste´mu, jsou tyto operace abstrahova´ny pomoc´ı trˇ´ıdy
Directory, jenzˇ zastrˇesˇuje rozd´ılnost implementace na jednotlivy´ch operacˇn´ıch syste´mech.
Tato trˇ´ıda poskytuje metody pro prohleda´n´ı urcˇite´ho adresa´rˇe a vrac´ı seznam vsˇech po-
tencia´ln´ıch za´suvny´ch modul˚u v tomto adresa´rˇi.
Protozˇe struktury reprezentuj´ıc´ı dynamickou knihovnu a sd´ıleny´ objekt se obecneˇ liˇs´ı
a funkce pro jejich obsluhu jsou opeˇt za´visle´ na operacˇn´ım syste´mu, je i zde vytvorˇena jejich
abstraktn´ı reprezentace ve formeˇ trˇ´ıdy Library. Tato trˇ´ıda zapouzdrˇuje nativn´ı struktury
a poskytuje potrˇebne´ metody pro obsluhu jako je nacˇten´ı a uvolneˇn´ı knihovny nebo vy-
hleda´va´n´ı symbol˚u. Nacˇten´ı za´suvne´ho modulu se skla´da´ ze dvou krok˚u. Nejprve se nacˇte
nalezeny´ modul do pameˇti a na´sledneˇ se vyhleda´ vstupn´ı bod tohoto modulu. Vstupn´ı bod
tvorˇ´ı funkce zetavPluginEntry(). Tato funkce je definova´na jako funkce jazyka C a sym-
bol, ktery´ ji v za´suvne´m modulu identifikuje je tedy shodny´ s jej´ım na´zvem. Pokud se
subsyste´mu rozsˇ´ıˇren´ı nepodarˇ´ı v za´suvne´m modulu tento symbol nale´zt, nen´ı modul va-
lidn´ım rozsˇ´ıˇren´ım a je ignorova´n. Pokud je symbol nalezen, je odkaz na neˇj prˇeveden na
ukazatel na funkci, cˇ´ımzˇ ve skutecˇnosti je.
Funkce zetavPluginEntry() vrac´ı ukazatel na objekt implementuj´ıc´ı rozhran´ı IPlugin.
Toto rozhran´ı definuje metody, jenzˇ poskytuj´ı d˚ulezˇite´ informace o za´suvne´m modulu,
ktery´mi jsou:
• SID - Rˇeteˇzec identifikuj´ıc´ı konkre´tn´ı za´suvny´ modul a objekt, ktery´ tento modul
vytva´rˇ´ı. Tento rˇeteˇzec lze z´ıskat pomoc´ı metody sid().
• Implementovane´ rozhran´ı - Rˇeteˇzec identifikuj´ıc´ı obecne´ rozhran´ı, ktere´ implemen-
tuje objekt vytva´rˇeny´ za´suvny´m modulem. Tento rˇeteˇzec lze z´ıskat pomoc´ı metody
implements().
• Vyzˇadovana´ data - Rˇeteˇzec popisuj´ıc´ı vstupn´ı data, ktera´ potrˇebuje objekt vytva´-
rˇeny´ za´suvny´m modulem ke sve´ cˇinnosti. Tato informace ma´ vy´znam hlavneˇ u veri-
fikacˇn´ıch modul˚u. Tento rˇeteˇzec lze z´ıskat pomoc´ı metody requires().
• Produkovana´ data - Rˇeteˇzec popisuj´ıc´ı vy´stupn´ı data, ktera´ produkuje objekt
vytva´rˇeny´ za´suvny´m modulem jako vy´sledek sve´ cˇinnosti. Tato informace ma´ vy´znam
hlavneˇ u verifikacˇn´ıch modul˚u. Tento rˇeteˇzec lze z´ıskat pomoc´ı metody provides().
Kromeˇ vy´sˇe popsany´ch metod poskytuje rozhran´ı IPlugin jesˇteˇ posledn´ı metodu create(),
jenzˇ slouzˇ´ı k vytvorˇen´ı vy´sˇe zmı´neˇne´ho objektu vytva´rˇene´ho za´suvny´m modulem. Tato me-
toda vrac´ı ukazatel na obecne´ ba´zove´ rozhran´ı Interface, ze ktere´ho deˇd´ı vsˇechna roz-
hran´ı verifika´toru, vcˇetneˇ rozhran´ı IPlugin. Konkre´tn´ı implementovane´ rozhran´ı lze zjis-
tit pomoc´ı metody implements(). Tento prˇ´ıstup umozˇnˇuje tzv. pozdn´ı zava´deˇn´ı objekt˚u
za´suvny´ch modul˚u. Prˇi nacˇ´ıta´n´ı modulu dojde pouze k vytvorˇen´ı instance trˇ´ıdy implemen-
tuj´ıc´ı rozhran´ı IPlugin, ktera´ je obecneˇ velmi mala´. Samotny´ objekt za´suvne´ho modulu
je vytvorˇen teprve tehdy, azˇ verifika´tor, nebo neˇktera´ jeho cˇa´st, tento objekt vyzˇaduje pro
svou cˇinnost.
Verifika´tor rozliˇsuje dva typy za´suvny´ch modul˚u:
• Za´suvny´ modul (plugin) - Standardn´ı za´suvny´ modul jehozˇ vytva´rˇene´ objekty
implementuj´ı jake´koliv rozhran´ı zdeˇdeˇne´ z obecne´ho ba´zove´ho rozhran´ı Interface.
Hlavn´ım prˇ´ınosem teˇchto modul˚u je zajiˇsteˇn´ı neza´vislosti na konkre´tn´ı implementaci.
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Verifika´tor, nebo jeho soucˇa´sti, vyuzˇ´ıva´j´ı pouze abstraktn´ı metody urcˇite´ho rozhran´ı
a nezaj´ıma´ je konkre´tn´ı realizace. Uzˇivatel si pak jednodusˇe mu˚zˇe upravit konkre´tn´ı
chova´n´ı vy´meˇnou modulu za jiny´. Prˇ´ıkladem tohoto typu rozhran´ı je naprˇ´ıklad roz-
hran´ı IConfigReader pro nacˇ´ıta´n´ı konfigurace nebo ILogger pro za´pis do protokolu
uda´lost´ı.
• Verifikacˇn´ı modul (module) - Specia´ln´ı za´suvny´ modul realizuj´ıc´ı urcˇitou cˇa´st veri-
fikacˇn´ıho procesu. Implementuje pseudorozhran´ı Module. Tato trˇ´ıda je rozhran´ım, ale
za´rovenˇ take´ plnohodnotnou komponentou verifika´toru. Mu˚zˇe tedy vyuzˇ´ıvat uda´lostn´ı
subsyste´m i vesˇkere´ sluzˇby ja´dra. Kazˇdy´ verifikacˇn´ı modul mus´ı implementovat me-
todu run(. . .), jenzˇ spousˇt´ı chod modulu. Tato metoda je vola´na verifika´torem v pr˚u-
beˇhu verifikacˇn´ıho procesu a jsou ji prˇeda´ny vyzˇadovana´ vstupn´ı data. Vstupn´ı data
jsou reprezentova´na strukturou TInputData, ktera´ obsahuje za´kladn´ı konfiguracˇn´ı
data modulu a vy´stupn´ı data vytvorˇena´ prˇedchoz´ım volany´m modulem. Po ukoncˇen´ı
cˇinnosti vrac´ı tato metoda vyprodukovana´ vy´stupn´ı data reprezentova´na strukturou
TOutputData.
Jak jizˇ bylo zmı´neˇno drˇ´ıve, subsyste´m rozsˇ´ıˇren´ı nepln´ı pouze funkci spra´vy za´suvny´ch
modul˚u, ale take´ spravuje a monitoruje vytvorˇene´ objekty teˇchto modul˚u. Vytva´rˇen´ı ob-
jekt˚u je mozˇne´ skrz rozhran´ı ICoreProxy pomoc´ı metody createInstance(. . .), ktera´ de-
leguje tento pozˇadavek patrˇicˇne´ metodeˇ subsyste´mu rozsˇ´ıˇren´ı. Vytva´rˇeny´ objekt je identi-
fikova´n pomoc´ı SID za´suvne´ho modulu, ktery´ jej vytva´rˇ´ı. Subsyste´m umozˇnˇuje vytva´rˇet
dva typy objekt˚u za´suvny´ch modul˚u:
• Standardn´ı objekt - Standardn´ı instance trˇ´ıdy, po vytvorˇen´ı je odkaz na tento
objekt zarˇazen do seznamu instanc´ı a prˇi uvolneˇn´ı je tento objekt automaticky smaza´n.
• Sd´ıleny´ objekt - Specia´ln´ı typ objektu, kdy v´ıce komponent syste´mu mu˚zˇe vyuzˇ´ıvat
stejnou instanci trˇ´ıdy. Pokud si neˇjaka´ komponenta vyzˇa´da´ vytvorˇen´ı sd´ılene´ho ob-
jektu a ten jizˇ existuje, nedojde k vytvorˇen´ı nove´ instance, ny´brzˇ k pouzˇit´ı jizˇ drˇ´ıve
vytvorˇene´ho objektu a komponenteˇ bude vra´cen odkaz na tento objekt. Sd´ılene´ ob-
jekty jsou vy´hodne´ v situac´ıch, kdy konkre´tn´ı implementace neˇjake´ho rozhran´ı ma´
urcˇity´m zp˚usobem nemeˇnny´ vnitrˇn´ı stav, nebo je u´plneˇ bezestavova´. Mı´sto neˇkolika
instanc´ı lze pak jednodusˇe vyuzˇ´ıt jizˇ vytvorˇenou a usˇetrˇit tak prostrˇedky verifika´toru.
Prˇi uvolneˇn´ı se pouze sn´ızˇ´ı pocˇ´ıtadlo referenc´ı, teprve jakmile toto pocˇ´ıtadlo klesne
na nulu je sd´ıleny´ objekt smaza´n.
Vesˇkere´ objekty vytvorˇene´ subsyste´mem rozsˇ´ıˇren´ı jsou plneˇ v jeho rezˇii. Jakmile dojde
k rusˇen´ı objektu reprezentuj´ıc´ıho tento subsyste´m, jsou za´rovenˇ s n´ım uvolneˇny i vesˇkere´
vytvorˇene´ objekty, jak standardn´ı, tak sd´ılene´. Komponenty, ktere´ vyuzˇ´ıvaj´ı tyto objekty,
se nemus´ı starat o jejich korektn´ı uvolneˇn´ı. Je ovsˇem d˚ulezˇite´, aby vsˇechny trˇ´ıdy, jejichzˇ
objekty se vytva´rˇej´ı, implementovaly virtua´ln´ı destruktor, jinak nemus´ı doj´ıt k uvolneˇn´ı
vsˇech prostrˇedk˚u rusˇene´ho objektu.
6.3.6 Protokolovac´ı subsyste´m
Protokolovac´ı subsyste´m je reprezentova´n trˇ´ıdou LogManager, ktera´ centralizuje za´pisy do
protokol˚u uda´lost´ı. Tato trˇ´ıda se beˇhem sve´ inicializace zaregistruje u uda´lostn´ıho sub-
syste´mu jako odbeˇratel protokolovy´ch uda´lost´ı, za´kladn´ıch uda´lost´ı typu LOG reprezento-
vany´ch trˇ´ıdou LogEvent. Objekt te´to uda´losti obsahuje zpra´vu, jenzˇ se ma´ zaznamenat do
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protokolu uda´lost´ı, a take´ informaci o d˚ulezˇitosti te´to zpra´vy, tzv. u´rovenˇ protokolova´n´ı.
U´rovenˇ protokolova´n´ı je vyja´drˇena konstantami od 1 do 7 s na´sleduj´ıc´ım vy´znamem:
• 1. u´rovenˇ, ERROR, je vyhrazena pro chyby, ktere´ vylucˇuj´ı dalˇs´ı korektn´ı beˇh programu.
• 2. u´rovenˇ, WARNING, je vyhrazena pro varova´n´ı, ktere´ mohou ovlivnit spra´vny´ beˇh nebo
konfiguraci programu, prˇ´ıpadneˇ za´suvne´ho modulu, ale cˇasto mohou by´t ignorova´ny.
• 3. - 7. u´rovenˇ, INFORMATION, FINE, FINER, FINEST a DEBUG, jsou vyhrazeny pro zpra´vy
informacˇn´ıho charakteru. Tyto zpra´vy maj´ı za u´kol informovat uzˇivatele o pr˚ubeˇhu
pra´ce verifika´toru a jednotlivy´ch verifikacˇn´ıch modul˚u. Posledn´ı 7. u´rovenˇ slouzˇ´ı k vy´-
pisu lad´ıc´ıch informac´ı a nemeˇla by se pouzˇ´ıvat.
Protokolovac´ı subsyste´m deˇl´ı uda´losti do trˇ´ı kategori´ı - chyby, varova´n´ı a informacˇn´ı
zpra´vy. Kazˇda´ kategorie je zaznamena´va´na pomoc´ı vlastn´ıho protokolovac´ıho objektu. Pro-
tokolovac´ı objekt je instance trˇ´ıdy implementuj´ıc´ı rozhran´ı ILogger, jenzˇ definuje metody
pro za´pis do protokolu uda´lost´ı. Verifika´tor obsahuje celkem trˇi intern´ı za´suvne´ moduly
pro protokolova´n´ı, ktere´ zaznamena´vaj´ı zpra´vy na standardn´ı vy´stup, standardn´ı chy-
bovy´ vy´stup nebo do specifikovane´ho souboru. Dalˇs´ı mohou by´t doda´ny ve formeˇ ex-
tern´ıch za´suvny´ch modul˚u. Prˇi prˇijet´ı protokolove´ uda´losti se k obsazˇene´ zpra´veˇ nejprve
prˇipoj´ı rˇeteˇzec identifikuj´ıc´ı objekt, jenzˇ zaslal zpracova´vanou uda´lost. Na´sledneˇ se pouzˇije
prˇ´ıslusˇny´ protokolovac´ı objekt pro za´pis vy´tvorˇene´ zpra´vy do c´ılove´ho protokolu uda´lost´ı.
Protokolovac´ı objekt jesˇteˇ prˇipoj´ı ke zpra´veˇ cˇasovou znacˇku za´pisu a provede za´znamena´n´ı
zpra´vy.
Jelikozˇ ve velke´m mnozˇstv´ı prˇ´ıpad˚u je vytva´rˇen´ı zpra´vy protokolovac´ı uda´losti znacˇneˇ
komplikovane´, cˇasto je potrˇeba prova´deˇt konkatenace jednotlivy´ch cˇa´st´ı zpra´vy, forma´tova´-
n´ı, konverze r˚uzny´ch datovy´ch typ˚u do textove´ podoby apod., je zde zvolen prˇ´ıstup filtrova´n´ı
na u´rovni odesilatele. Vsˇechny komponenty si mohou zjistit nastaven´ı u´rovneˇ protokolova´n´ı
pomoc´ı metody getLogLevel() rozhran´ı ICoreProxy a na za´kladeˇ te´to z´ıskane´ hodnoty
rozhodnout, zda protokolovac´ı uda´lost vytvorˇit cˇi nikoliv. Otestova´n´ı jedne´ celocˇ´ıselne´ hod-
noty je podstatneˇ rychlejˇs´ı nezˇ slozˇita´ konstrukce zpra´vy, ktera´ by nakonec stejneˇ byla
zahozena. Verifika´tor nav´ıc obsahuje sadu maker pro usnadneˇn´ı protokolova´n´ı, ktere´ auto-
matizuj´ı a zjednodusˇuj´ı cely´ proces. Patrˇ´ı zde makra LOG ERROR(. . .), LOG WARNING(. . .),
LOG INFO(. . .) a LOG DEBUG(. . .). Tyto makra prˇij´ımaj´ı jako parametr text zpra´vy s pod-
porou konverze a konkatenace pomoc´ı prˇeteˇzˇova´n´ı opera´toru <<.
6.3.7 Konfiguracˇn´ı subsyste´m
Konfiguracˇn´ı subsyste´m je reprezentova´n trˇ´ıdou ConfigManager, ktera´ spravuje konkre´tn´ı
zdroje konfigurace. K jednotlivy´m zdroj˚um konfigurace se prˇistupuje skrz obecne´ rozhran´ı
IConfigReader, ktere´ definuje metody pro nacˇten´ı konfigurace a z´ıska´n´ı hodnoty urcˇite´
polozˇky te´to konfigurace. Verifika´tor obsahuje jednu konkre´tn´ı implementaci tohoto roz-
hran´ı, jenzˇ vyuzˇ´ıva´ XML soubor˚u pro ulozˇen´ı konfigurace. Tento objekt je vytva´rˇen in-
tern´ım za´suvny´m modulem.
Identifikace polozˇky konfigurace je hierarchicka´. Na´zev polozˇky se zapisuje ve forma´tu
cesta/k/polozˇce/konfigurace, zp˚usob ulozˇen´ı konfigurace je plneˇ na konkre´tn´ı trˇ´ıdeˇ im-
plementuj´ıc´ı rozhran´ı IConfigReader, stejneˇ tak mozˇny´ prˇevod do intern´ı reprezentace
beˇhem nacˇ´ıta´n´ı nebo mozˇnosti kesˇova´n´ı. Z hlediska z´ıska´va´n´ı hodnot polozˇek konfigurace
mus´ı konkre´tn´ı trˇ´ıda implementovat pouze metodu getRawValue(. . .), jenzˇ vrac´ı hledanou
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hodnotu ve formeˇ rˇeteˇzce nebo rˇeteˇzec s vy´choz´ı hodnotou, pokud nen´ı hledana´ polozˇka kon-
figurace nalezena. Navra´cen´ı hodnot jiny´ch datovy´ch typ˚u, nezˇli rˇeteˇzec, je realizova´no for-
mou sˇablonovany´ch metod getValue(. . .), ktere´ automaticky rˇesˇ´ı konverze na pozˇadovane´
datove´ typy pomoc´ı prˇet´ızˇene´ho opera´toru >>. Standardn´ı datove´ typy toto prˇet´ızˇen´ı obsa-
huj´ı, uzˇivatelem definovane´ datove´ typy mus´ı pro spra´vnou funkcˇnost konverze toto prˇet´ızˇen´ı
implementovat.
Konfiguracˇn´ı subsyste´m poskytuje identickou sˇablonovanou metodu getValue(. . .) pro
prˇ´ıstup k hodnota´m polozˇek konfigurace. Subsyste´m ovsˇem prohleda´va´ vesˇkere´ spravovane´
zdroje konfigurac´ı, ktere´ byly zaregistrova´ny pomoc´ı metody addConfigReader(. . .). Spra-
vovane´ zdroje jsou ulozˇeny v seznamu a prˇi hleda´n´ı se postupneˇ prohleda´vaj´ı v porˇad´ı jejich
vy´skytu v tomto seznamu. Vra´cena je hodnota prvn´ı nalezene´ polozˇky konfigurace se za-
dany´m na´zvem. Pokud tedy hledanou polozˇku obsahuje v´ıce zdroj˚u konfigurace, je vra´cena
hodnota drˇ´ıve zaregistrovane´ho zdroje. Neˇkdy je ovsˇem potrˇeba, aby pra´veˇ prˇida´vany´
zdroj konfigurace prˇepsal konfigurace prˇedchoz´ı, tedy aby byl tento zdroj prohleda´n drˇ´ıve.
K tomu slouzˇ´ı parametr forceMaxPriority. Tento parametr vynut´ı prˇida´n´ı zdroje konfi-
gurace na pocˇa´tek seznamu zdroj˚u a tedy vynut´ı prioritn´ı prohleda´n´ı tohoto zdroje prˇed
jizˇ prˇ´ıtomny´mi zdroji.
6.3.8 Komunikacˇn´ı subsyste´m
Komunikacˇn´ı subsyste´m je aktivova´n pouze v prˇ´ıpadeˇ, zˇe je verifika´tor spusˇteˇn v tzv.
mo´du serveru. V tomto mo´du verifika´tor nasloucha´ na prˇ´ıchoz´ı pozˇadavky prˇipojene´ho
klienta a vyrˇizuje je. Konceptua´lneˇ je tento rezˇim navrzˇen pro prˇipojen´ı pouze jedine´ho kli-
enta, nejcˇasteˇji zasta´vaj´ıc´ıho roli graficke´ho rozhran´ı pro zjednodusˇen´ı pouzˇit´ı verifika´toru.
I prˇesto, zˇe se tento stav mu˚zˇe jevit jako znacˇneˇ limituj´ıc´ı, nen´ı nikterak v rozporu s uzˇit´ım
verifika´toru. Je potrˇeba si uveˇdomit, zˇe proces verifikace je obecneˇ na´rocˇny´ a zdlouhavy´
vy´pocˇet, jenzˇ vyuzˇ´ıva´ te´meˇrˇ vsˇechny dostupne´ zdroje hostitelske´ho pocˇ´ıtacˇe a je tedy krajneˇ
nevhodne´ spousˇteˇt v´ıce takovy´chto vy´pocˇt˚u za´rovenˇ. V praxi jsou cˇasto pozˇadavky zcela
opacˇne´, tedy, mı´sto spousˇteˇn´ı v´ıce verifikacˇn´ıch proces˚u na jedine´m pocˇ´ıtacˇi, paralelizovat
jeden vy´pocˇet na velke´ mnozˇstv´ı pocˇ´ıtacˇ˚u, prˇ´ıpadneˇ specializovany´ch procesor˚u, s c´ılem
jesˇteˇ v´ıce tento vy´pocˇet urychlit.
Komunikacˇn´ı subsyste´m je jediny´m subsyste´mem, ktery´ nen´ı reprezentova´n konkre´tn´ı
trˇ´ıdou. Ja´dro obsahuje pouze referenci na objekt implementuj´ıc´ı rozhran´ı ICommunicator,
jenzˇ definuje metody pro inicializaci a spusˇteˇn´ı serveru. Jelikozˇ mo´d serveru je jaky´msi
rozsˇ´ıˇren´ım, ktere´ nemus´ı by´t v˚ubec vyuzˇito pro potrˇeby verifikace, neobsahuje verifika´tor
zˇa´dny´ intern´ı za´suvny´ modul implementuj´ıc´ı toto rozhran´ı. Konkre´tn´ı objekt, ktery´ realizuje
komunikaci, mus´ı by´t tedy doda´n ve formeˇ extern´ıho za´suvne´ho modulu.
Pokud je verifika´tor spusˇteˇn v mo´du serveru, pak se po inicializaci ja´dra a za´kladn´ıch
subsyste´mu˚ nav´ıc aktivuje komunikacˇn´ı subsyste´m a pla´novacˇ. Je d˚ulezˇite´ si ale uveˇdomit,
ktery´ objekt ma´ nyn´ı na starosti rˇ´ızen´ı verifika´toru. Zat´ımco ve standardn´ım mo´du je cˇinnost
verifika´toru rˇ´ızena ja´drem na za´kladeˇ nacˇtene´ konfigurace, zde je situace zcela odliˇsna´.
Po inicializaci komunikacˇn´ıho subsyste´mu je spusˇteˇn server a ja´dro mu prˇeda´ kompletn´ı
kontrolu nad rˇ´ızen´ım dalˇs´ı cˇinnosti verifika´toru. Verifikace je nyn´ı ovla´da´na prˇipojeny´m
vzda´leny´m klientem na za´kladeˇ zaslany´ch pozˇadavk˚u. Vznika´ zde tedy potrˇeba zpeˇtne´ ko-
munikace serveru s ja´drem a prˇ´ıstup k potrˇebny´m sluzˇba´m ja´dra.
Beˇhem inicializace objektu implementuj´ıc´ıho rozhran´ı ICommunicator mu ja´dro prˇeda´,
skrz toto rozhran´ı, odkazy na proxy ja´dra a uda´lostn´ı subsyste´m. Objekt tedy z´ıska´ mozˇnost
vyuzˇit´ı komunikace zalozˇene´ na zas´ıla´n´ı uda´lost´ı a za´rovenˇ take´ prˇ´ıstup ke sluzˇba´m ja´dra.
32
Zpeˇtna´ komunikace s ja´drem tak nyn´ı mu˚zˇe jednodusˇe prob´ıhat zas´ıla´n´ım uda´lost´ı. Server
zpracova´va´ pozˇadavky prˇijate´ od vzda´lene´ho klienta a transformuje tyto pozˇadavky na
vola´n´ı sluzˇeb ja´dra nebo na prˇ´ıkazy, specia´ln´ı uda´losti reprezentovane´ trˇ´ıdou CommandEvent,
jenzˇ pote´ zas´ıla´ ja´dru, prˇesneˇji pla´novacˇi ja´dra. Pla´novacˇ ja´dra pak po obdrzˇen´ı tyto prˇ´ıkazy
vykona´va´ a vy´sledek jejich proveden´ı zas´ıla´ zpeˇt ve formeˇ objektu trˇ´ıdy ResultEvent.
6.3.9 Modul pro zpracova´n´ı omezeny´ch RTL formul´ı
Modul pro zpracova´n´ı omezeny´ch RTL formul´ı (Restricted RTL formula parser) je jeden
z verifikacˇn´ıch modul˚u. Realizuje prˇevod omezeny´ch RTL formul´ı v textove´ podobeˇ do
intern´ı reprezentace, se kterou pote´ pracuj´ı dalˇs´ı moduly. Tento modul vyzˇaduje jako vstupn´ı
data textovy´ soubor obsahuj´ıc´ı omezene´ RTL formule popisuj´ıc´ı zadany´ syste´m nebo jeho
testovane´ vlastnosti. Jako vy´stupn´ı data pote´ produkuje seznam omezeny´ch RTL formul´ı
v intern´ı reprezentaci spolu s prˇilozˇenou prˇekladovou tabulkou.
Modul nezpracova´va´ vstupn´ı soubor jako celek, nacˇte vzˇdy jednu formuli, jenzˇ je na´sled-
neˇ zpracova´na a prˇevedena do sve´ intern´ı reprezentace. Pokud obsahuje vstupn´ı soubor v´ıce
formul´ı, mus´ı by´t tyto formule navza´jem oddeˇleny strˇedn´ıkem. Pro zpracova´n´ı nacˇteny´ch
formul´ı vyuzˇ´ıva´ modul syntakticky´ analyza´tor vytvorˇeny´ genera´torem syntakticky´ch ana-
lyza´tor˚u ANTLR1.
ANTLR generuje ko´d syntakticke´ho analyza´toru na za´kladeˇ prˇedlozˇene´ bezkontextove´
gramatiky. Tato gramatika mus´ı by´t zapsa´na ve formeˇ rozsˇ´ıˇrene´ Backus–Naurovy formy
(EBNF, Extended Backus–Naur Form), jenzˇ obsahuje, jak lexika´ln´ı, tak syntakticka´, pra-
vidla dane´ gramatiky. Pouzˇita´ bezkontextova´ gramatika zde popisuje jazyk tvorˇ´ıc´ı omezene´
RTL formule a za´pis te´to gramatiky ve formeˇ EBNF lze nale´zt v sekci 7.2 v prˇ´ıloha´ch.
Vytvorˇeny´ syntakticky´ analyza´tor je typu LL(*), cozˇ je rozsˇ´ıˇren´ı typu LL(k).
ANTLR umozˇnˇuje vytva´rˇet ko´d syntakticke´ho analyza´toru ve velke´ rˇadeˇ programo-
vac´ıch jazyk˚u jako je Java, C nebo C#. Neumı´ sice generovat ko´d prˇ´ımo v jazyce C++,
ovsˇem vytvorˇeny´ ko´d v jazyce C je plneˇ kompatibiln´ı s C++. Vygenerovany´ ko´d je tvorˇen
dveˇma cˇa´stmi:
• Lexika´ln´ı analyza´tor (scanner) - Zpracova´va´ vstupn´ı text. Prˇetva´rˇ´ı u´seky textu,
podle jejich vy´znamu, na tzv. tokeny, jenzˇ jsou jakousi abstraktn´ı reprezentac´ı urcˇite´ho
u´seku textu. Vy´znam kazˇde´ho u´seku textu je urcˇen na za´kladeˇ lexika´ln´ıch pravidel
pouzˇite´ gramatiky. Lexika´ln´ı analyza´tor tedy prova´d´ı urcˇity´ druh prˇedzpracova´n´ı
vstupn´ıch formul´ı, prˇi ktere´m je transformuje na posloupnost token˚u, tzv. token
stream.
• Syntakticky´ analyza´tor (parser) - Oveˇrˇuje spra´vnost formul´ı. Analyzuje vstupn´ı
posloupnost token˚u a na za´kladeˇ syntakticky´ch pravidel pouzˇite´ gramatiky se snazˇ´ı
vytvorˇit tzv. derivacˇn´ı strom. Existence derivacˇn´ıho stromu pro analyzovanou formuli
znamena´, zˇe tato formule mu˚zˇe by´t generova´na gramatikou omezeny´ch RTL formul´ı
a je tedy syntakticky platnou omezenou RTL formul´ı. V opacˇne´m prˇ´ıpadeˇ obsahuje
analyzovany´ text syntaktickou chybu.
Jelikozˇ matematicky´ za´pis omezeny´ch RTL formul´ı nen´ı vhodny´ pro strojove´ zpracova´n´ı,
prˇij´ıma´ modul, prˇesneˇji jeho syntakticky´ analyza´tor, pouze formule ve forma´tu ASCII. Je
tedy potrˇeba zave´st mapova´n´ı matematicky´ch symbol˚u, jenzˇ se mohou vyskytnout v teˇchto
formul´ıch, na znaky prˇ´ıpustne´ ve forma´tu ASCII. Protozˇe z EBNF lze jen obt´ızˇneˇ vyvodit
1 Vı´ce informac´ı na http://www.antlr.org/
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Symbol Matematicky´ za´pis Programovy´ za´pis Intern´ı reprezentace
Konstanta ± Konstanta [-]?[0-9]+ trˇ´ıda Constant
Promeˇnna´ Identifika´tor [a-z][a-zA-Z0-9]* trˇ´ıda Variable
Akce Identifika´tor [A-Z][a-zA-Z0-9]* trˇ´ıda Action
Extern´ı akce Ω # trˇ´ıda Action, typ EXTERNAL
Spousˇteˇc´ı akce ↑ ^ trˇ´ıda Action, typ START
Koncova´ akce ↓ $ trˇ´ıda Action, typ STOP
Prˇechodova´ akce zˇa´dny´ % trˇ´ıda Action, typ TRANSITION
Predika´t < < < trˇ´ıda BinaryPredicate, typ LESS
Predika´t ≤ ≤ =< trˇ´ıda BinaryPredicate, typ LEQ
Predika´t = = = trˇ´ıda BinaryPredicate, typ EQ
Predika´t ≥ ≥ >= trˇ´ıda BinaryPredicate, typ GEQ
Predika´t > > > trˇ´ıda BinaryPredicate, typ GREATER
Funkce + + + trˇ´ıda BinaryFunction, typ PLUS
Funkce − − - trˇ´ıda BinaryFunction, typ MINUS
Negace ¬ not nebo ! trˇ´ıda Connective, typ NEG
Konjunkce ∧ and nebo & nebo /\ trˇ´ıda Connective, typ AND
Disjunkce ∨ or nebo | nebo \/ trˇ´ıda Connective, typ OR
Implikace → imply nebo -> trˇ´ıda Connective, typ IMPLY
Pro vsˇechny ∀ forall nebo V trˇ´ıda Quantifier, typ FORALL
Existuje ∃ exists nebo E trˇ´ıda Quantifier, typ EXISTS
Funkce vy´skytu @ @ trˇ´ıda OccurenceFunction
Tabulka 6.1: Mapova´n´ı symbol˚u omezeny´ch RTL formul´ı na programovy´ za´pis
pouzˇite´ mapova´n´ı, je zde toto mapova´n´ı prˇehledneˇ shrnuto ve formeˇ tabulky 6.1. Tato
tabulka zachycuje neˇkolik d˚ulezˇity´ch aspekt˚u za´pisu vstupn´ıch formul´ı:
• Pro neˇktere´ symboly je prˇ´ıpustny´ch hned neˇkolik za´pis˚u, uzˇivatel si tedy mu˚zˇe zvolit
formu za´pisu, ktera´ mu nejv´ıce vyhovuje.
• Na´zvy promeˇnny´ch i akc´ı jsou zastoupeny identifika´tory tvorˇeny´mi posloupnost´ı alfa-
numericky´ch znak˚u. Syntakticky´ analyza´tor rozliˇsuje promeˇnne´ od akc´ı na za´kladeˇ
prvn´ıho p´ısmena identifika´toru. Na´zvy akc´ı mus´ı vzˇdy zacˇ´ınat velky´m p´ısmenem,
zat´ımco promeˇnne´ maly´m.
• Je potrˇeba dba´t na spra´vne´ oddeˇlen´ı jednotlivy´ch symbol˚u b´ıly´mi znaky. Neprˇ´ıto-
mnost b´ıle´ho znaku mezi dveˇma symboly mu˚zˇe zmeˇnit vy´znam urcˇite´ho u´seku formule.
Naprˇ´ıklad zapsa´n´ı ∃x jako Ex mı´sto E x zp˚usob´ı, zˇe tento u´sek bude interpretova´n
jako na´zev akce mı´sto existencˇn´ıho kvantifika´toru s nava´zanou promeˇnnou x.
Chyby zp˚usobene´ nespra´vny´m za´pisem omezene´ RTL formule v drtive´ veˇtsˇineˇ prˇ´ıpad˚u
odhal´ı sa´m syntakticky´ analyza´tor. Problematicˇteˇjˇs´ı jsou chyby se´manticke´, vznikle´ ne-
spra´vny´m prˇepisem matematicke´ho vyja´drˇen´ı formule do programove´ho za´pisu. I kdyzˇ
vesˇkere´ se´manticke´ detaily jsou vyja´drˇeny pravidly syntakticke´ho analyza´toru ve formeˇ
EBNF, velke´ rˇadeˇ uzˇivatel˚u nic nerˇ´ıkaj´ı. Uzˇivateli pro za´pis vstupn´ıch formul´ı u´plneˇ posta-
cˇuje mı´t na pameˇti na´sleduj´ıc´ı:
• Symboly ∧, ∨ a → maj´ı stejnou prioritu. Je tedy d˚ulezˇite´ dba´t na spra´vne´ uza´vor-
kova´n´ı formul´ı. Pokud zapisovana´ formule naprˇ´ıklad vyjadrˇuje, zˇe A ∧ B implikuje
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C ∨D, pak ekvivalentn´ı programovy´ za´pis bude (A /\ B) -> (C \/ D). Prˇi absenci
za´vorek by byl tento za´pis ekvivalentn´ı formuli A /\ (B -> (C \/ D)).
• Rozsah platnosti kvantifika´tor˚u je omezen na nejblizˇsˇ´ı formuli. Pokud za kvanti-
fika´torem na´sleduje dalˇs´ı kvantifika´tor, sd´ılej´ı tyto kvantifika´tory stejny´ rozsah plat-
nosti. Pokud za kvantifika´torem na´sleduje za´vorka, je rozsah platnosti rozsˇ´ıˇren na
vesˇkere´ formule obsazˇene´ v te´to za´vorce. Za´pis V x E y (A /\ B) tedy vyjadrˇuje,
zˇe vsˇechny vy´skyty promeˇnny´ch x a y jsou va´zane´ v obou formul´ıch A i B. Bez
patrˇicˇne´ho uza´vorkova´n´ı by se rozsah platnosti obou kvantifika´tor˚u vztahoval pouze
na formuli A a promeˇnne´ x a y ve formuli B by meˇly volny´ vy´skyt.
Jakmile syntakticky´ analyza´tor oveˇrˇ´ı spra´vnost vstupn´ı formule, je tato formule prˇeve-
dena do sve´ intern´ı reprezentace. ANLTR poskytuje dva zp˚usoby, jak prˇetvorˇit zpracovanou
formuli do pozˇadovane´ formy.
Prvn´ı mozˇnost´ı je vytvorˇit tzv. AST (Abstract Syntax Tree). AST je urcˇita´ forma de-
rivacˇn´ıho stromu, ktery´ vytva´rˇ´ı sa´m syntakticky´ analyza´tor. Informace potrˇebne´ pro jeho
konstrukci jsou soucˇa´st´ı EBNF. Kazˇde´ obsazˇene´ pravidlo mu˚zˇe mı´t definova´no mapova´n´ı
na specificky´ objekt, jenzˇ se vytvorˇ´ı, a prˇida´ do AST, prˇi pouzˇit´ı odpov´ıdaj´ıc´ıho pravi-
dla. Mapova´n´ı nemus´ı by´t u´plne´, mohou tedy existovat pravidla negeneruj´ıc´ı zˇa´dny´ uzel
stromu, tyto pravidla cˇasto slouzˇ´ı pouze k oveˇrˇova´n´ı spra´vne´ syntaxe formule. Zat´ımco
derivacˇn´ı strom tedy detailneˇ popisuje postup, ktery´ vedl k oveˇrˇen´ı formule, AST cˇasto ob-
sahuje, a poskytuje, pouze informace o jizˇ oveˇrˇeny´ch datech formule. AST je tedy vhodny´
pro na´sledne´ zpracova´n´ı a vytvorˇen´ı odpov´ıdaj´ıc´ı intern´ı reprezentace teˇchto dat. Vy´hodou
AST je jednoduchost na´sledne´ho zpracova´n´ı, ktere´ neˇkdy ani nen´ı potrˇeba, pokud se jako in-
tern´ı reprezentace pouzˇije prˇ´ımo AST. Nevy´hodou mu˚zˇe by´t nizˇsˇ´ı efektivita, jak po stra´nce
cˇasove´, tak prostorove´. Na´sledna´ potrˇeba prˇetvorˇen´ı AST do jine´ formy znamena´ druhe´
zpracova´n´ı stejny´ch dat. Vyuzˇit´ı AST jako intern´ı reprezentace zase vyzˇaduje, aby vesˇkere´
pouzˇite´ objekty byly zdeˇdeˇny ze specia´ln´ıch ba´zovy´ch trˇ´ıd, jenzˇ tvorˇ´ı za´klad AST. Tyto trˇ´ıdy
obsahuj´ı data potrˇebna´ pro konstrukci AST, ale zbytecˇna´ pro potrˇeby verifikacˇn´ıch modul˚u.
Jelikozˇ teˇchto objekt˚u je vytva´rˇeno obrovske´ mnozˇstv´ı, mu˚zˇe tato skutecˇnost znacˇneˇ zvy´sˇit
pameˇt’ove´ na´roky verifikace.
Druhou mozˇnost´ı je generovat intern´ı reprezentaci prˇ´ımo. ANTLR dovoluje prˇida´vat
k definovany´m pravidl˚um obsluzˇny´ ko´d, ktery´ je vykona´n prˇi pouzˇit´ı tohoto pravidla.
V tomto ko´du lze tedy rovnou vytva´rˇet pozˇadovanou intern´ı reprezentaci, cozˇ cˇin´ı tento
prˇ´ıstup velice efektivn´ı. Nevy´hodou je podstatneˇ slozˇiteˇjˇs´ı implementace. Obsluzˇny´ ko´d je
totizˇ vola´n azˇ na konci metod, jenzˇ reprezentuj´ı jednotliva´ pravidla. Na jedne´ straneˇ to
znamena´, zˇe generova´n´ı intern´ı reprezentace zacˇne teprve tehdy, jakmile je vytvorˇen cely´
derivacˇn´ı strom a formule je tedy validn´ı. Na druhe´ straneˇ to ovsˇem znamena´, zˇe intern´ı
reprezentace je generova´na obra´ceneˇ vzhledem k vytva´rˇen´ı derivacˇn´ıho stromu. Zat´ımco
proces konstrukce derivacˇn´ıho stromu postupneˇ dekomponuje celou formuli na u´seky, ktere´
na´sledneˇ oveˇrˇuje, ko´d mus´ı vytva´rˇet odpov´ıdaj´ıc´ı objekty jako samostatne´ celky, jenzˇ mus´ı
by´t na´sledneˇ spojova´ny do vysˇsˇ´ıch celk˚u reprezentuj´ıc´ıch predika´ty, funkce nebo atomicke´
cˇi slozˇene´ formule.
Syntakticky´ analyza´tor vyuzˇ´ıva´ druhe´ho prˇ´ıstupu, hlavneˇ pro jeho vysokou efektivitu.
Formule je interneˇ reprezentova´na jako n-a´rn´ı strom slozˇeny´ z vy´raz˚u, objekt˚u trˇ´ıd zdeˇdeˇ-
ny´ch ze trˇ´ıdy Expression. Koncepce trˇ´ıd jednotlivy´ch typ˚u vy´raz˚u je zalozˇena na na´vr-
hove´m vzoru composite[3]. Kompletn´ı hierarchie teˇchto trˇ´ıd je zobrazena na obra´zku 6.2,
mapova´n´ı symbol˚u, a jiny´ch cˇa´st´ı, formule na odpov´ıdaj´ıc´ı typ objektu lze pote´ nale´zt
v tabulce 6.1.
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Obra´zek 6.2: Hierarchie trˇ´ıd intern´ı reprezentace omezeny´ch RTL formul´ı
Jelikozˇ vlozˇeny´ obsluzˇny´ ko´d pravidel zpracova´va´ u´seky v opacˇne´m porˇad´ı, nezˇ je vola´n´ı
pravidel, je potrˇeba uchova´vat si drˇ´ıve vytvorˇene´ objekty pro na´sledne´ zpracova´n´ı. K tomuto
u´cˇelu slouzˇ´ı syntakticke´mu analyza´toru trˇ´ıda Storage. Tato trˇ´ıda obsahuje sadu za´sobn´ık˚u
pro ulozˇen´ı jizˇ vytvorˇeny´ch objekt˚u a zajiˇst’uje prˇevod na´zv˚u promeˇnny´ch a akc´ı na cˇ´ıselne´
identifika´tory. Pokud bude syntakticky´ analyza´tor zpracova´vat naprˇ´ıklad formuli A ∧ B,
pak nejdrˇ´ıve vytvorˇ´ı odpov´ıdaj´ıc´ı derivacˇn´ı strom. Na´sledneˇ dojde k vykona´n´ı obsluzˇne´ho
ko´du v opacˇne´m porˇad´ı, nezˇ je vola´n´ı pravidel prˇi konstrukci derivacˇn´ıho stromu (docha´z´ı
vlastneˇ k vynorˇova´n´ı z rekurze zp˚usobene´ sadou metod reprezentuj´ıc´ıch jednotliva´ pra-
vidla). Nejprve se tedy vytvorˇ´ı objekt reprezentuj´ıc´ı formuli A a ulozˇ´ı se na adekva´tn´ı
za´sobn´ık, stejny´ postup se zopakuje i v prˇ´ıpadeˇ formule B. Pote´ dojde k na´vratu do me-
tody zpracova´vaj´ıc´ı spojen´ı dvou formul´ı pomoc´ı logicke´ spojky, kde se vytvorˇ´ı novy´ objekt
reprezentuj´ıc´ı spojku ∧. Jelikozˇ v tomto cˇase je jizˇ provedeno oveˇrˇen´ı spra´vnosti formule, v´ı
analyza´tor, zˇe se vynorˇil z metod, ktere´ zpracovaly obeˇ spojovane´ formule, a zˇe tyto formule
mus´ı nale´zt na odpov´ıdaj´ıc´ım za´sobn´ıku. Analyza´tor tedy vyjme obeˇ vytvorˇene´ formule ze
za´sobn´ıku a vytvorˇ´ı z nich pozˇadovanou slozˇenou formuli, neboli prˇiˇrad´ı obeˇ formule ob-
jektu reprezentuj´ıc´ımu spojku ∧. Jakmile je zpracova´na cela´ formule, najde ji modul pro
zpracova´n´ı omezeny´ch RTL formul´ı ulozˇenou na jednom ze za´sobn´ık˚u.
Posledn´ım proble´mem, jenzˇ je potrˇeba vyrˇesˇit, z hlediska intern´ı reprezentace formul´ı je
identifikace na´zv˚u promeˇnny´ch a akc´ı. Z vy´pocˇetn´ıho hlediska je krajneˇ nevhodne´ pouzˇ´ıt pro
identifikaci prˇ´ımo na´zvy promeˇnny´ch a akc´ı. Pro potrˇeby na´sledne´ verifikace stacˇ´ı pouze za-
jistit, aby zvolena´ identifikace umozˇnovala porovnat dva na´zvy, zda jsou stejne´, a z´ıskat typ
entity dane´ho na´zvu. Oba tyto pozˇadavky lze jednodusˇe zajistit i s pouzˇit´ım celocˇ´ıselny´ch
identifika´tor˚u. Vesˇkere´ na´zvy jsou tedy prˇeva´deˇny na unika´tn´ı celocˇ´ıselny´ identifika´tor typu
id t pomoc´ı objektu implementuj´ıc´ıho rozhran´ı ITranslationTable. Objekt implemen-
tuj´ıc´ı toto rozhran´ı mus´ı zajistit, zˇe stejne´mu na´zvu bude vzˇdy prˇideˇlen tenty´zˇ identifika´tor.
36
Toto rozhran´ı poskytuje dveˇ mozˇnosti prˇevodu na´zvu na identifika´tor. Metoda getId(. . .)
jednodusˇe prˇevede zadany´ na´zev na identifika´tor, zat´ımco metoda generateId(. . .) pouzˇije
zadany´ na´zev pouze jako prefix pro noveˇ generovany´ unika´tn´ı na´zev a na´sledneˇ tomuto
na´zvu prˇiˇrad´ı unika´tn´ı identifika´tor.
6.3.10 Modul pro konverzi omezeny´ch RTL formul´ı
Modul pro konverzi omezeny´ch RTL formul´ı (Restricted RTL formula converter) je dalˇs´ım
z verifikacˇn´ıch modul˚u. Realizuje transformaci omezeny´ch RTL formul´ı na formuli v di-
ferencˇn´ı logice, prˇesneˇji v logice oznacˇovane´ jako QF UFIDL2. Nav´ıc vsˇechny atomicke´
formule, nerovnosti z pohledu diferencˇn´ı logiky, obsazˇene´ v te´to formuli normalizuje do
formy funkce vy´skytu ± celocˇı´selna´ konstanta ≤ funkce vy´skytu, ktera´ je vyzˇadova´na
algoritmem pro konstrukci grafu omezen´ı. Modul vyzˇaduje jako vstupn´ı data omezene´ RTL
formule ve formeˇ intern´ı reprezentace a produkuje jedinou QF UFIDL formuli s doplneˇnou
prˇekladovou tabulkou.
Cely´ proces konverze je zalozˇen na transformacˇn´ıch objektech, jenzˇ prova´deˇj´ı potrˇebne´
u´pravy jednotlivy´ch omezeny´ch RTL formul´ı. Implementace vycha´z´ı z na´vrhove´ho vzoru
visitor [3], ktery´ definuje rozhran´ı pro interakci mezi transformacˇn´ımi a zpracova´vany´mi
objekty. Vsˇechny vy´razy, objekty trˇ´ıd zdeˇdeˇny´ch ze trˇ´ıdy Expression (viz. 6.2), implemen-
tuj´ı metodu accept(. . .), jenzˇ umozˇnˇuje teˇmto vy´raz˚um prˇijmout libovolny´ transformacˇn´ı
objekt. Jelikozˇ je omezena´ RTL formule reprezentova´na formou stromu, je vhodne´ zajistit
propagaci transformacˇn´ıch objekt˚u cely´m t´ımto stromem. K tomu lze ovsˇem s vy´hodou
vyuzˇ´ıt navrzˇene´ hierarchie vy´raz˚u, implementuj´ıc´ı na´vrhovy´ vzor composite[3], a integrovat
propagaci prˇ´ımo do metody accept(. . .). Transformacˇn´ı objekty mus´ı vzˇdy implementovat
jedno z rozhran´ı IExpressionVisitor cˇi IExpressionConverter, ktere´ poskytuje metody
pro zpracova´n´ı vy´raz˚u, definice teˇchto rozhran´ı je zobrazena na obra´zku 6.3.
Obra´zek 6.3: Rozhran´ı pro konverzn´ı operace nad formulemi
Rozhran´ı IExpressionVisitor odpov´ıda´ standardn´ı implementaci na´vrhove´ho vzoru
visitor [3]. Definuje abstraktn´ı metodu visit(. . .), ktera´ prˇij´ıma´ obecny´ vy´raz ke zpra-
cova´n´ı. Typ vy´razu, jenzˇ byl prˇeda´n te´to metodeˇ, lze zjistit pomoc´ı metody getClassId().
Metoda visit(. . .) je vola´na samotny´m vy´razem na sebe sama v ra´mci obsluhy trans-
formacˇn´ıho objektu metodou accept(. . .) a mu˚zˇe by´t vola´na i opakovaneˇ. Kazˇdy´ trans-
formacˇn´ı objekt si mu˚zˇe zvolit, kdy ma´ by´t vola´n, specifikac´ı prˇ´ıslusˇny´ch prˇ´ıznak˚u. Vy´raz
2 QF UFIDL (Quantifier-Free Integer Difference Logic with Uninterpreted Functions) oznacˇuje celocˇ´ısel-
nou diferencˇn´ı logiku s neinterpretovany´mi funkcemi neobsahuj´ıc´ı kvantifika´tory.
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urcˇuje dobu vola´n´ı na za´kladeˇ vektoru teˇchto prˇ´ıznak˚u, ktery´ vrac´ı metoda callFlags().
Podporovane´ prˇ´ıznaky jsou:
• BEFORE CHILDREN - Nastaven´ı tohoto prˇ´ıznaku zajist´ı vola´n´ı transformacˇn´ıho objektu
prˇed jeho propagac´ı prˇ´ıpadny´m synovsky´m vy´raz˚um zpracova´vane´ho vy´razu.
• AFTER CHILDREN - Nastaven´ı tohoto prˇ´ıznaku zajist´ı vola´n´ı transformacˇn´ıho objektu
po jeho propagaci prˇ´ıpadny´m synovsky´m vy´raz˚um zpracova´vane´ho vy´razu.
Oba tyto prˇ´ıznaky mohou by´t nastaveny soucˇasneˇ, transformacˇn´ı objekt tedy mu˚zˇe by´t
vola´n prˇed i po jeho propagaci synovsky´m vy´raz˚um. Pokud zpracova´vany´ vy´raz neobsahuje
zˇa´dne´ synovske´ vy´razy, je nastaven´ı teˇchto prˇ´ıznak˚u ignorova´no a transformacˇn´ı objekt
vzˇdy ihned vola´n. Pro testova´n´ı, zda je urcˇity´ z prˇ´ıznak˚u nastaven, lze vyuzˇ´ıt metody
isSetCallFlag(). Tento typ transformacˇn´ıho objektu je vyuzˇ´ıva´n hlavneˇ pro sbeˇr infor-
mac´ı a detailneˇjˇs´ı analy´zu cˇa´st´ı formule.
Prˇedchoz´ı typ transformacˇn´ıho objektu trp´ı jedn´ım va´zˇny´m nedostatkem. Jakmile vyzˇa-
duje u´prava zrusˇen´ı vy´razu nebo jeho na´hradu jiny´m typem, nelze tyto zmeˇny promı´tnout
do stromove´ struktury formule. Transformacˇn´ı objekt se totizˇ nedostane k nadrˇazeny´m
uzl˚um tohoto stromu. Rˇesˇen´ım tohoto proble´mu je rozhran´ı IExpressionConverter. Toto
rozhran´ı definuje abstraktn´ı metodu convert(. . .), ktera´, narozd´ıl od metody visit(. . .),
vrac´ı vy´sledek provedeny´ch u´prav. Vy´sledkem mu˚zˇe by´t prˇedany´, jiny´ nebo noveˇ vytvorˇeny´
vy´raz. Tento vy´sledny´ vy´raz je pote´ prˇipojen do stromove´ struktury formule na mı´sto
prˇedchoz´ıho vy´razu. Toto rozsˇ´ıˇren´ı ale zp˚usobuje va´zˇne´ komlikace z hlediska propagace
transformacˇn´ıch objekt˚u tohoto typu. Du˚vodem je vola´n´ı metody convert(. . .) z metod
upravovane´ho vy´razu. Pokud je beˇhem u´prav tento vy´raz smaza´n a navra´cen vy´sledek, dojde
k na´vratu do metody accept(. . .) tohoto smazane´ho vy´razu a implementace mus´ı s t´ımto
stavem pocˇ´ıtat. Vy´razy rˇesˇ´ı tento proble´m omezen´ım mozˇnost´ı propagace a opeˇtovne´ho
vola´n´ı transformacˇn´ıho objektu. Zp˚usob a cˇas vola´n´ı transformacˇn´ıho objektu je da´n zvo-
leny´m prˇ´ıznakem, ktery´ vy´raz zjiˇst’uje pomoc´ı metody callFlag(). Podporova´ny jsou cel-
kem trˇi typy prˇ´ıznak˚u:
• DO NOT PROPAGATE - Tento prˇ´ıznak zp˚usob´ı vola´n´ı transformacˇn´ıho objektu ihned po
jeho prˇijet´ı vy´razem a okamzˇite´ vra´cen´ı vy´sledku. Transformacˇn´ı objekt nebude pro-
pagova´n da´le mozˇny´m synovsky´m vy´raz˚um.
• PROPAGATE IF NOT MODIFIED - Tento prˇ´ıznak zp˚usob´ı vola´n´ı transformacˇn´ıho objektu
ihned po jeho prˇijet´ı vy´razem. Pokud transformacˇn´ı objekt nahradil vy´choz´ı vy´raz
jiny´m, dojde k okamzˇite´mu vra´cen´ı vy´sledku. Jeslizˇe vsˇak byl vy´raz pouze upra-
ven nebo v˚ubec nebyl zmeˇneˇn, je transformacˇn´ı objekt propagova´n da´le synovsky´m
vy´raz˚um. K rozpozna´n´ı, zda vra´ceny´ vy´sledek odpov´ıda´ vy´choz´ımu vy´razu, slouzˇ´ı
prˇ´ıznak nullIfNotModified metody convert(. . .). Pokud je nastaven, pak trans-
formacˇn´ı objekt vrac´ı vy´sledny´ vy´raz pouze v prˇ´ıpadeˇ, zˇe dosˇlo k nahrazen´ı p˚uvodn´ıho
vy´razu jiny´m, jinak vrac´ı NULL. To umozˇnˇuje metodeˇ accept(. . .) otestovat, zda vy´raz
porˇa´d existuje a pokud ano, prove´st na´slednou propagaci transformacˇn´ıho objektu sy-
novsky´m vy´raz˚um.
• PROPAGATE FIRST - Tento prˇ´ıznak vynut´ı okamzˇitou propagaci transformacˇn´ıho ob-
jektu synovsky´m vy´raz˚um. Po dokoncˇen´ı propagace je teprve vola´n transformacˇn´ı
objekt.
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Specifikace v´ıce prˇ´ıznak˚u za´rovenˇ zde nen´ı podporova´na, transformacˇn´ı objekt mus´ı tedy
zvolit pouze jediny´ zp˚usob vola´n´ı.
Jelikozˇ prakticky vesˇkere´ u´pravy omezeny´ch RTL formul´ı vyzˇaduj´ı za´sahy do stro-
move´ reprezentace teˇchto formul´ı, vyuzˇ´ıva´ modul vy´hradneˇ druhy´ typ transformacˇn´ıch
objekt˚u. Tyto objekty ovsˇem cˇasto vyuzˇ´ıvaj´ı transformacˇn´ı objekty prvn´ıho typu pro ko-
lekci d˚ulezˇity´ch informac´ı potrˇebny´ch pro prova´deˇne´ u´pravy. Mezi pomocne´ transformacˇn´ı
objekty prvn´ıho typu patrˇ´ı:
• FreeVariableFinder - Zjiˇst’uje pocˇet volny´ch vy´skyt˚u zadane´ promeˇnne´ ve formuli.
• FreeVariableCollector - Vyhleda´ vesˇkere´ volne´ vy´skyty zadane´ promeˇnne´ a vytvorˇ´ı
seznam odkaz˚u na vy´razy reprezentuj´ıc´ı tyto promeˇnne´.
• QuantifiersCollector - Vyhleda´ vsˇechny kvantifika´tory ve formuli a zkonstruuje
seznam odkaz˚u na vy´razy reprezentuj´ıc´ı tyto kvantifika´tory.
• FunctionParametersCollector - Sesb´ıra´ a zpracuje jednotlive´ parametry zrˇeteˇzene´
bina´rn´ı funkce3. Nalezene´ parametry, prˇesneˇji odkazy na vy´razy, jenzˇ tyto parametry
reprezentuj´ı, jsou ulozˇeny podle typu do vytvorˇeny´ch seznamu˚ a prˇevedeny do formy,
v n´ızˇ reprezentuj´ı parametry n-na´rn´ı funkce scˇ´ıta´n´ı. Pokud nalezeny´ parametr na´lezˇel
funkci odcˇ´ıta´n´ı, je modifikova´n. V prˇ´ıpadeˇ konstanty je zmeˇneˇno zname´nko u jej´ı hod-
noty, v prˇ´ıpadeˇ funkce vy´skytu je ulozˇen prˇ´ıznak indikuj´ıc´ı tuto skutecˇnost. Nav´ıc jsou
vsˇechny funkce vy´skytu vyjmuty z formule. Aplikace tohoto transformacˇn´ıho objektu
zanecha´ formuli v nekonzistentn´ım stavu. Na´vrh prˇedpokla´da´ na´sledne´ zpracova´n´ı
konstant a okamzˇite´ uvolneˇn´ı podstromu, ktery´ reprezentoval zrˇeteˇzenou bina´rn´ı fun-
kci.
• ClausesCreator - Vytvorˇ´ı seznam klauzul´ı QF UFIDL formule z predika´t˚u obsazˇe-
ny´ch v omezene´ RTL formuli.
Kromeˇ vy´sˇe popsany´ch transformacˇn´ıch objekt˚u prvn´ıho typu obsahuje modul i neˇkolik
pomocny´ch transformacˇn´ıch objekt˚u druhe´ho typu. Tyto objekty realizuj´ı cˇaste´ operace
nad formulemi pouzˇ´ıvane´ prˇi velke´ rˇadeˇ u´prav. Patrˇ´ı zde:
• FormulaNegator - Provede negaci cele´ formule.
• QuantifiersRemover - Odstran´ı vesˇkere´ kvantifika´tory z formule a ulozˇ´ı je do vy-
tvorˇene´ho seznamu.
Modul realizuje prˇevod omezeny´ch RTL formul´ı na QF UFIDL formuli postupnou apli-
kac´ı dev´ıti transformacˇn´ıch objekt˚u v na´sleduj´ıc´ım porˇad´ı:
• ConstantSumator - Secˇte vesˇkere´ konstanty v rˇeteˇzene´ bina´rn´ı funkci na jedne´ straneˇ
predika´tu. Vyuzˇ´ıva´ FunctionParametersCollector pro kolekci jednotlivy´ch para-
metr˚u. Nalezene´ konstanty jsou zpracova´ny a nahrazeny konstantou reprezentuj´ıc´ı
jejich celkovou sumu, stare´ konstanty jsou uvolneˇny.
• RedundantQuantifierEliminator - Eliminuje vsˇechny zbytecˇne´ kvantifika´tory, tedy
kvantifika´tory, jenzˇ ve sve´m rozsahu platnosti neobsahuj´ı zˇa´dnou va´zanou promeˇnnou
a jejich vypusˇteˇn´ı tedy nijak nezmeˇn´ı vy´znam formule. Hleda´n´ı teˇchto kvantifika´tor˚u je
3 Zrˇeteˇzenou bina´rn´ı funkc´ı je mysˇlena sekvence bina´rn´ıch funkc´ı, kde vy´sledek prˇedchoz´ı bina´rn´ı funkce
je jedn´ım z parametr˚u na´sleduj´ıc´ı bina´rn´ı funkce.
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zalozˇeno na jednoduche´m principu. Pokud se odstran´ı kvantifika´tor, ktery´ ve sve´m roz-
sahu platnosti obsahoval va´zanou promeˇnnou, stane se tato promeˇnna´ volnou. Pocˇet
teˇchto promeˇnny´ch lze zjistit pomoc´ı transformacˇn´ıho objektu FreeVariableFinder.
Pokud je pocˇet nulovy´, kvantifika´tor neobsahoval ve sve´m rozsahu platnosti zˇa´dne´
va´zane´ promeˇnne´ a mu˚zˇe by´t odstraneˇn.
• QuantifiedVariableRenamer - Prˇejmenova´va´ va´zane´ promeˇnne´. Tato u´prava je d˚ule-
zˇitou soucˇa´st´ı prˇedzpracova´n´ı formule pro jej´ı prˇeveden´ı do prenexn´ı norma´ln´ı formy.
Prˇevod vyzˇaduje, aby se zˇa´dna´ va´zana´ promeˇnna´ nevyskytovala v rozsahu platnosti
jine´ho kvantifika´toru, jenzˇ va´zˇe stejnou promeˇnnou. Nav´ıc nesmı´ by´t zˇa´dna´ promeˇnna´
ve formuli za´rovenˇ volna´ i va´zana´. Transformacˇn´ı objekt nejprve vytvorˇ´ı seznam vsˇech
kvantifika´tor˚u ve formuli pomoc´ı QuantifiersCollector. Pak tento seznam postupneˇ
procha´z´ı a zpracova´va´ jednotlive´ va´zane´ promeˇnne´. V prˇ´ıpadeˇ, zˇe se jedna´ o prvn´ı
zpracova´n´ı va´zane´ promeˇnne´ dane´ho na´zvu, oveˇrˇ´ı pomoc´ı FreeVariableFinder, zda
se ve formuli nevyskytuj´ı volne´ promeˇnne´ stejne´ho na´zvu na nejvysˇsˇ´ı u´rovni. Po-
kud ano, mus´ı by´t zpracova´vana´ va´zana´ promeˇnna´ prˇejmenova´na. Jakmile je na-
lezena va´zana´ promeˇnna´ s na´zvem, ktery´ jizˇ existuje a byl zpracova´n, mus´ı by´t
tato va´zana´ promeˇnna´ takte´zˇ prˇejmenova´na. Prˇejmenova´n´ı se prova´d´ı nahrazen´ım
p˚uvodn´ıho na´zvu kvantifikovane´ promeˇnne´ a vsˇech va´zany´ch promeˇnny´ch kvanti-
fika´toru novy´m unika´tn´ım na´zvem. Tento na´zev, spolu s unika´tn´ım identifika´torem, je
vytvorˇen metodou generateId(. . .) ve formeˇ rq#pu˚vodnı´ na´zev ->nove´ ID . Va´zane´
promeˇnne´ jsou vyhleda´ny pomoc´ı FreeVariableCollector.
• NegationEliminator - Eliminuje vsˇechny symboly negace ve formuli. Transformacˇn´ı
objekt postupneˇ prohleda´va´ formuli a prˇi nalezen´ı symbolu negace provede negaci
na´sleduj´ıc´ı formule aplikac´ı transformacˇn´ıho objektu FormulaNegator na tuto for-
muli. Vy´raz reprezentuj´ıc´ı nalezeny´ symbol negace je pak odstraneˇn z formule.
• ImplicationEliminator - Eliminuje vsˇechny symboly implikace ve formuli. Trans-
formacˇn´ı objekt postupneˇ prohleda´va´ formuli a prˇi nalezen´ı symbolu implikace prˇevede
tuto implikaci na disjunkci podle vztahu A→ B ↔ ¬A∨B. Negace formule A je pro-
vedena aplikac´ı transformacˇn´ıho objektu FormulaNegator.
• PrenexNormalFormCreator - Prˇevede formuli do prenexn´ı norma´ln´ı formy. V te´to fa´zi
je formule ve tvaru, kdy pro prˇevod formule do prenexn´ı norma´ln´ı formy postacˇuje
prˇesunout vesˇkere´ kvantifika´tory na zacˇatek cele´ formule. Transformacˇn´ı objekt apli-
kuje pravidla ((Qx)(A) op B) ↔ (Qx)(A op B) a (A op (Qx)(B)) ↔ (Qx)(A op B),
kde Q je univerza´ln´ı nebo existencˇn´ı kvantifika´tor a op je symbol konjunkce nebo
disjunkce. Kvantifika´tory jsou vyjmuty z formule pomoc´ı transformacˇn´ıho objektu
QuantifiersRemover, na´sledneˇ jsou pak prˇida´ny na pocˇa´tek cele´ formule.
• PredicateNormalizator - Provede normalizaci predika´t˚u, nerovnost´ı diferencˇn´ı lo-
giky, do tvaru funkce vy´skytu± celocˇı´selna´ konstanta ≤ funkce vy´skytu.
• SkolemNormalFormCreator - Provede skolemizaci, cˇili prˇevod formule do Skolemovy
norma´ln´ı formy. Tato transformace zp˚usob´ı odstraneˇn´ı existencˇn´ıch kvantifika´tor˚u
a nahrazen´ı va´zany´ch promeˇnny´ch teˇchto kvantifika´tor˚u odpov´ıdaj´ıc´ımi Skolemovy´mi
konstantami cˇi funkcemi. Generova´n´ı unika´tn´ıch na´zv˚u a identifika´tor˚u pro vytvorˇene´
Skolemovy konstanty a funkce je prova´deˇno metodou generateId(. . .). Na´zvy kon-
stant jsou ve formeˇ sc#na´zev va´zane´ promeˇnne´ ->ID konstanty , na´zvy funkc´ı ve
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formeˇ sc#na´zev va´zane´ promeˇnne´ ->f(seznam ID )->ID funkce . Va´zane´ promeˇnne´
jsou vyhleda´ny pomoc´ı FreeVariableCollector.
• QFUFIDLFormulaCreator - Prˇevede omezene´ RTL formule na jedinou QF UFIDL for-
muli. Pro vytvorˇen´ı jednotlivy´ch klauzul´ı te´to formule se vyuzˇ´ıva´ ClausesCreator.
Po aplikaci vy´sˇe zmı´neˇny´ch transformacˇn´ıch objekt˚u jsou tedy vstupn´ı omezene´ RTL
formule prˇevedeny na jedinou QF UFIDL formuli s prˇilozˇenou prˇekladovou tabulkou, jenzˇ
nyn´ı obsahuje informace o prˇejmenovany´ch va´zany´ch promeˇnny´ch a vytvorˇeny´ch Skole-
movy´ch konstanta´ch a funkc´ıch. QF UFIDL formule je vzˇdy tvorˇena konjunkcemi disjunkc´ı
nerovnost´ı ve tvaru funkce vy´skytu ± celocˇı´selna´ konstanta ≤ funkce vy´skytu. Intern´ı
reprezentace vyuzˇ´ıva´ tohoto nemeˇnne´ho sche´matu a ukla´da´ pouze jeho jake´si parametry.
QF UFIDL formule je reprezentova´na seznamem klauzul´ı, objekt˚u trˇ´ıdy Clause, ktere´ jsou
tvorˇeny seznamem nerovnost´ı, struktur TInequality. Kazˇda´ nerovnost je charakterizova´na
sadou sˇesti atribut˚u:
• id - Jednoznacˇny´ unika´tn´ı identifika´tor nerovnosti a za´rovenˇ hrany grafu omezen´ı.
• leftFunctionId - Identifika´tor na´zvu akce na leve´ straneˇ nerovnosti.
• leftFunctionParameterId - Identifika´tor konstanty nebo promeˇnne´ urcˇuj´ıc´ı porˇado-
ve´ cˇ´ıslo vy´skytu akce na leve´ straneˇ nerovnosti.
• constantValue - Hodnota konstanty v nerovnosti.
• rightFunctionId - Identifika´tor na´zvu akce na prave´ straneˇ nerovnosti.
• rightFunctionParameterId - Identifika´tor konstanty nebo promeˇnne´ urcˇuj´ıc´ı porˇa-
dove´ cˇ´ıslo vy´skytu akce na prave´ straneˇ nerovnosti.
6.3.11 Modul pro tvorbu grafu omezen´ı
Modul pro tvorbu grafu omezen´ı (Constraint Graph Builder) je trˇet´ım z verifikacˇn´ıch mo-
dul˚u. Realizuje tvorbu grafu omezen´ı z QF UFIDL formule a vyhleda´va´ kladne´ cykly, ktere´
se v tomto grafu nacha´zej´ı. Modul vyzˇaduje jako vstupn´ı data QF UFIDL formuli ve formeˇ
intern´ı reprezentace a generuje k te´to formuli tzv. formule cykl˚u, jenzˇ popisuj´ı nalezene´
pozitivn´ı cykly.
Konstrukce grafu omezen´ı prob´ıha´ na za´kladeˇ algoritmu popsane´ho v kapitole 4.5. Uzly
tohoto grafu tvorˇ´ı tzv. shluky (clusters) a orientovane´ hrany zase jednotlive´ nerovnosti.
Graf je reprezentova´n formou tabulky sousednosti, ktera´ mapuje shluky na seznam hran
z nich vycha´zej´ıc´ıch. Shluky odpov´ıdaj´ı obecny´m akc´ım v nerovnostech, tedy akc´ım stejne´ho
na´zvu. Kazˇdy´ shluk nav´ıc obsahuje neomezeneˇ konkre´tn´ıch akc´ı, neboli akc´ı parametrizo-
vany´ch promeˇnnou nebo konstantou, jenzˇ vyjadrˇuje porˇadove´ cˇ´ıslo vy´skytu dane´ akce.
Hrany jsou ohodnoceny va´hou na za´kladeˇ konstanty obsazˇene´ v nerovnosti, kterou repre-
zentuj´ı. Graf omezen´ı je vytvorˇen z nerovnost´ı obsazˇeny´ch v QF UFIDL formuli.
Hlavn´ım u´kolem modulu je nalezen´ı pozitivn´ıch cykl˚u v grafu omezen´ı. Bohuzˇel neexis-
tuj´ı zˇa´dne´ algoritmy, jenzˇ by vyhleda´valy prˇ´ımo c´ıleneˇ takove´to cyklu. Modul tedy pracuje
ve dvou kroc´ıch. Nejprve identifikuje vesˇkere´ cykly nacha´zej´ıc´ı se v grafu a na´sledneˇ oveˇrˇ´ı,
zda nalezeny´ cyklus splnˇuje potrˇebne´ podmı´nky.
Algoritmus pro vyhleda´n´ı vsˇech cykl˚u v grafu omezen´ı je zalozˇen na Tarjanoveˇ algo-
ritmu pro vy´pocˇet elementa´rn´ıch okruh˚u v orientovane´m grafu[7], ktery´ je upraven, aby
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byl aplikovatelny´ na graf omezen´ı. Algoritmus prˇedpokla´da´ vzestupne´ cˇ´ıslova´n´ı uzl˚u grafu.
Shluky, ktere´ tvorˇ´ı uzly, jsou identifikova´ny celocˇ´ıselny´m identifika´torem prˇiˇrazeny´m akci,
jenzˇ shluk reprezentuje. Tyto identifika´tory splnˇuj´ı pozˇadavky kladene´ na cˇ´ıslova´n´ı a lze je
tedy vyuzˇ´ıt jako na´hradu. Pseudoko´d popisuj´ıc´ı cˇinnost navrzˇene´ho algoritmu je zobrazen
na obra´zku 6.4.
Princip algoritmu je zalozˇen na prohleda´va´n´ı DFS (Depth First Search). Algoritmus
postupneˇ procha´z´ı mozˇne´ cesty z kazˇde´ho uzlu grafu a testuje zda netvorˇ´ı tyto cesty cyklus.
Ja´dro vy´pocˇtu tvorˇ´ı metoda backtrack(. . .), ktera´ je rekurzivneˇ vola´na na kazˇdy´ dalˇs´ı uzel
prohleda´vane´ cesty na za´kladeˇ existence hrany mezi t´ımto uzlem a aktua´lneˇ zpracova´vany´m.
Tato metoda realizuje rˇ´ızene´ prohleda´va´n´ı grafu omezen´ı algoritmem DFS. C´ılem algoritmu
je nale´zt cesty, jenzˇ vedou z vy´choz´ıho uzlu a zase se do neˇj zpeˇt vracej´ı, takove´to cesty tvorˇ´ı
hledane´ cykly. Hleda´n´ı teˇchto cest je ovsˇem trochu problematicke´, jelikozˇ kazˇde´mu cyklu
grafu odpov´ıda´ obecneˇ v´ıce cest, prˇesneˇji cyklu tvorˇene´mu k uzly odpov´ıda´ k ekvivalentn´ıch
cest, ktere´ ho popisuj´ı. Naprˇ´ıklad v grafu na obra´zku 4.1 lze nale´zt cyklus tvorˇeny´ trˇemi uzly
f , g1 a g2, tomuto grafu ale odpov´ıdaj´ı hned trˇi cesty fg1g2f , g1g2fg1 a g2fg1g2, podle
toho, ze ktere´ho uzlu zacˇ´ına´ prohleda´va´n´ı. Samozrˇejmeˇ by bylo mozˇne´ vyhledat vesˇkere´ tyto
cesty a na´sledneˇ prove´st filtrova´n´ı na za´kladeˇ ekvivalence, tento prˇ´ıstup ovsˇem zbytecˇneˇ
zpracova´va´ obrovske´ mnozˇstv´ı cest nav´ıc. Pouzˇity´ algoritmus rˇesˇ´ı tento proble´m efektivneˇji
aplikac´ı na´sleduj´ıc´ı u´vahy. Prohleda´n´ı mozˇny´ch cest z kazˇde´ho uzlu urcˇite´ho cyklu vzˇdy
vyu´st´ı v nalezen´ı jedne´ konkre´tn´ı cesty, ktera´ tento cyklus popisuje. Tyto nalezene´ cesty
budou ale ekvivalentn´ı a stacˇilo by tedy nale´zt jedinou z nich. Pokud bude vybra´n vzˇdy
jediny´ uzel cyklu jako vy´choz´ı uzel prohleda´va´n´ı, pak algoritmus nalezne jedinou cestu pro
kazˇdy´ cyklus grafu. Zby´va´ tedy urcˇit postup, jak vybrat tento uzel. Navrzˇeny´ algoritmus
ho urcˇuje jednodusˇe podle ocˇ´ıslova´n´ı. Vzˇdy je prohleda´n uzel oznacˇeny´ nejmensˇ´ım cˇ´ıslem.
Celkova´ cˇinnost algoritmu by se dala shrnout a popsat asi na´sledovneˇ. Algoritmus pro-
hleda´va´ uzly grafu od uzl˚u s nejmensˇ´ım cˇ´ıslem do uzl˚u s nejvetsˇ´ım cˇ´ıslem. Na kazˇdy´ uzel
je zavola´na metoda backtrack(. . .), ktera´ postupneˇ prohleda´va´ jednotlive´ mozˇne´ cesty
z vy´choz´ıho uzlu. Aktua´ln´ı cesta je ulozˇena ve formeˇ posloupnosti uzl˚u na za´sobn´ıku
pointStack. Jedno vola´n´ı metody backtrack(. . .) vzˇdy zpracova´va´ hrany jdouc´ı ze speci-
fikovane´ho uzlu. Pokud metoda zjist´ı, zˇe neˇktera´ z hran koncˇ´ı ve vy´choz´ım uzlu, je nalezen
cyklus, ktery´ je zpracova´n podle potrˇeb modulu. Jinak je c´ılovy´ uzel, kde hrana koncˇ´ı, rekur-
zivneˇ prohleda´n metodou backtrack(. . .), ovsˇem pouze za prˇedpokladu, zˇe ma´ c´ılovy´ uzel
vysˇsˇ´ı cˇ´ıslo nezˇ aktua´lneˇ zpracova´vany´. Toto omezen´ı zajiˇst’uje pra´veˇ nalezen´ı jedine´ cesty
pro kazˇdy´ cyklus, jelikozˇ algoritmus se nemu˚zˇe vra´tit do nizˇsˇ´ı uzl˚u. Tedy pouze ten uzel
cyklu, ktery´ ma´ nejnizˇsˇ´ı cˇ´ıslo ze vsˇech mu˚zˇe proj´ıt vsˇemi uzly tohoto cyklu a vytvorˇit tak
cestu, jenzˇ ho reprezentuje. Za´rovenˇ si algoritmus znacˇkuje uzly, ktery´mi jizˇ prosˇel, pomoc´ı
prˇ´ıznaku mark a ukla´da´ si informace o provedene´m znacˇkova´n´ı aktua´ln´ı rekurze na za´sobn´ık
markedStack. Tento prˇ´ıznak umozˇnˇuje algoritmu oveˇrˇovat, zda c´ılovy´ uzel hrany nen´ı jizˇ
soucˇa´st´ı aktua´ln´ı prohleda´vane´ cesty. Pokud ano, nelze t´ımto smeˇrem v cesteˇ pokracˇovat,
jelikozˇ cyklus nesmı´ obsahovat jeden uzel dvakra´t (samozrˇejmeˇ s vyj´ımkou prvn´ıho a po-
sledn´ıho uzlu cesty). Je zrˇejme´, zˇe tato situace vlastneˇ znamena´ nalezen´ı cyklu, algoritmus se
vra´til do uzlu, ktery´ jizˇ navsˇt´ıvil beˇhem konstrukce aktua´ln´ı cesty. Ignorova´n´ı tohoto cyklu
ovsˇem jinak nevad´ı, jelikozˇ tento cyklus bude nalezen opeˇtovneˇ pozdeˇji, prˇi prohleda´va´n´ı
cest z tohoto uzlu (cozˇ mus´ı nastat jelikozˇ algoritmus mu˚zˇe prohleda´vat pouze uzly s vysˇsˇ´ım
cˇ´ıslem a tedy tento uzel jesˇteˇ nemohl by´t pouzˇit jako vy´choz´ı uzel prohleda´va´n´ı).
Cˇasova´ slozˇitost popsane´ho algoritmu je O((V +E)(C + 1)), kde V je pocˇet uzl˚u grafu,
E pocˇet hran grafu a C pocˇet cykl˚u grafu. I kdyzˇ na prvn´ı pohled se zda´ tato slozˇitost jako
prˇijatelna´, je potrˇeba si uveˇdomit, zˇe pocˇet cykl˚u grafu C mu˚zˇe nar˚ustat exponencia´lneˇ
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procedure findPositiveCycles;
function backtrack(cluster : integer) : boolean;
var f, g : boolean;
begin
f := false;
place cluster on pointStack;
mark(cluster) := true;
place cluster on markedStack;
foreach c in adjacencyTable(cluster) do
if c == cluster then // Hrana se vracı´ do vy´chozı´ho uzlu
begin // Cyklus tvorˇı´ posloupnost shluku˚ na za´sobnı´ku
process cycle given by pointStack;
f := true; // Nalezen cyklus
end;
else if c > cluster and not mark(c) then
begin // Rozsˇirˇ prohleda´vanou cestu o dalsˇı´ uzel
g := backtrack(c);
f := f or g; // Byl nalezen cyklus ?
end;
if (f == true)
begin
while top of markedStack <> cluster do
begin
t := top of markedStack;
mark(t) := false;
delete t from markedStack;
end;
delete cluster from markedStack;
mark(cluster) := false;
end;
delete cluster from pointStack;
backtrack := f;
end;
begin
foreach cluster in clusterTable do mark(cluster) := false;
foreach cluster in clusterTable do
begin
backtrack(cluster );
while markedStack not empty do
begin
t := top of markedStack;
mark(t) := false;
delete t from markedStack;
end;
end;
end;
Obra´zek 6.4: Pseudoko´d algoritmu pro detekci cykl˚u v grafu omezen´ı
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s pocˇtem uzl˚u V a hran E. Slozˇitost tedy mus´ı by´t bra´na jako exponencia´ln´ı.
Po nalezen´ı vsˇech cykl˚u grafu ovsˇem pra´ce modulu nekoncˇ´ı, na´sledneˇ je potrˇeba odfiltro-
vat cykly, ktere´ nesplnˇuj´ı podmı´nky kladny´ch cykl˚u grafu omezen´ı. Filtrova´n´ı je integrova´no
do metody processCycle(), jenzˇ je vola´na vzˇdy po nalezen´ı cyklu v grafu. Informace
o nalezene´m cyklu jsou ulozˇeny v seznamu m pointList, ktery´ obsahuje posloupnost hran
tvorˇ´ıc´ıch tento cyklus. Oveˇrˇen´ı kladnosti cyklu je jednoduche´, postacˇuje proj´ıt hrany cyklu
a secˇ´ıst jejich va´hy, pokud je vy´sledna´ suma veˇtsˇ´ı nezˇ nula, je cyklus kladny´.
Slozˇiteˇjˇs´ı je oveˇrˇen´ı celkove´ platnosti cyklu z hlediska grafu omezen´ı. Podle definice
cyklu grafu omezen´ı uvedene´ v kapitole 4.6 mus´ı existovat substituce σ, kterou lze uni-
fikovat jednotlive´ konkre´tn´ı uzly vi a v′i navza´jem navazuj´ıc´ıch hran. Algoritmus pro vy-
hleda´n´ı cykl˚u totizˇ pracuje pouze se shluky a ignoruje jejich vnitrˇn´ı strukturu, tedy vlastneˇ
prˇedpokla´da´ automatickou existenci substituce σ. Modul tedy mus´ı takovou substituci
nale´zt a doka´zat tak platnost cyklu. Oveˇrˇova´n´ı exitence substituce σ prova´d´ı metoda
isValidSubstitution(. . .). Tato metoda pracuje inkrementa´lneˇ postupny´m rozsˇiˇrova´n´ım
cesty cyklu o dalˇs´ı uzly. To umozˇnˇuje zastavit zpracova´n´ı cyklu, jakmile je zjiˇsteˇno, zˇe plat-
nou substituci jizˇ nen´ı mozˇne´ vytvorˇit. Prˇida´n´ı dalˇs´ıch uzl˚u na tomto stavu nemu˚zˇe nic
zmeˇnit.
Specifikace vytva´rˇene´ substituce je ulozˇena ve strukturˇe SubstitutionTable, ktera´ ob-
sahuje informace o provedeny´ch substituc´ıch pro kazˇdy´ shluk obsazˇeny´ v dane´m cyklu. Prˇi
prˇida´n´ı dalˇs´ıho uzlu neˇjake´ shluku se oveˇrˇuje, zda je mozˇne´ prove´st substituci, jenzˇ nen´ı
v rozporu s ostatn´ımi. Povolene´ substituce jsou na´sleduj´ıc´ı:
• Substituce promeˇnne´ za jinou promeˇnnou - Platna´ substituce, pokud nejsou
za´rovenˇ obeˇ tyto promeˇnne´ jizˇ substituova´ny za odliˇsne´ konstanty.
• Substituce promeˇnne´ za konstantu - Platna´ substituce, pokud promeˇnna´ nen´ı
zat´ım substituova´na za zˇa´dnou konstantu a za´rovenˇ zˇa´dna´ jina´ promeˇnna´, ktera´ ma
definovanou substituci s touto promeˇnnou, nen´ı substituova´na za odliˇsnou promeˇnnou.
Nalezene´ a oveˇrˇene´ kladne´ cykly jsou ulozˇeny jako posloupnost hran reprezentuj´ıc´ıch
jednotlive´ nerovnosti s prˇilozˇeny´mi informacemi o provedene´ substituci.
6.3.12 Modul pro tvorbu prohleda´vac´ıho stromu
Modul pro tvorbu prohleda´vac´ıho stromu (Search Tree Builder) je posledn´ım z verifikacˇn´ıch
modul˚u. Realizuje tvorbu prohleda´vac´ıho stromu z nalezeny´ch kladny´ch cykl˚u grafu omezen´ı
a dokazuje neplatnost teˇchto cykl˚u na za´kladeˇ nesplnitelnosti neˇktery´ch nerovnost´ı, ktere´
hrany teˇchto cykl˚u reprezentuj´ı. Modul vyzˇaduje jako vstupn´ı data QF UFIDL formuli ve
formeˇ intern´ı reprezentace s prˇilozˇeny´m seznamem nalezeny´ch kladny´ch cykl˚u a produkuje
zpra´vu, jenzˇ je vy´sledkem cele´ho procesu verifikace, tedy zda je oveˇrˇovana´ vlastnost platna´
nebo jej´ı platnost nelze doka´zat.
Cely´ proces oveˇrˇova´n´ı je zalozˇen na principech popsany´ch v kapitole 4.7. Modul po-
stupneˇ vytva´rˇ´ı prohleda´vac´ı strom a dokazuje neplatnost vsˇech cest t´ımto stromem, neboli
nesplnitelnost formule tvorˇene´ konjunkc´ı negac´ı nerovnost´ı, kterou tato cesta reprezentuje.
Jelikozˇ je formule tvorˇena konjunkc´ı neˇkolika atomicky´ch formul´ı, stacˇ´ı pro doka´za´n´ı jej´ı
nesplnitelnosti vyvra´tit platnost ktere´koliv obsazˇene´ atomicke´ formule.
Vyvra´cen´ı platnosti formule vyuzˇ´ıva´ za´kon vyloucˇen´ı sporu, ktery´ rˇ´ıka´, zˇe nemu˚zˇe pla-
tit vy´rok a za´rovenˇ jeho negace. Oveˇrˇovane´ formule obsahuj´ı jako atomicke´ formule negace
nerovnost´ı, modul ma´ za´rovenˇ k dispozici seznam klauzul´ı, disjunkc´ı nerovnost´ı, ktere´ jsou
v dane´m syste´mu platne´. Algoritmus se snazˇ´ı nale´zt k neˇktere´ negaci nerovnosti adekva´tn´ı
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nerovnost platnou v dane´m syste´mu. Pokud ji najde, mus´ı by´t negace te´to nerovnosti
a za´rovenˇ i cele´ formule, cesty v prohleda´vac´ım stromu, nesplnitelna´. Prˇi hleda´n´ı potrˇebne´
nerovnosti mohou nastat dva prˇ´ıpady:
• Nalezena´ nerovnost na´lezˇ´ı atomicke´ klauzuli - V tomto prˇ´ıpadeˇ mus´ı by´t ne-
rovnost platna´, jelikozˇ klauzule je vzˇdy platna´.
• Nalezena´ nerovnost je jedna z nerovnost´ı obsazˇeny´ch v klauzuli - V tomto
prˇ´ıpadeˇ nemus´ı by´t nerovnost nutneˇ platna´. Klauzule je tvorˇena disjunkc´ı jednot-
livy´ch nerovnost´ı a pro jej´ı platnost tedy postacˇuje, aby byla platna´ alesponˇ jedna
z obsazˇeny´ch nerovnost´ı. Aby mohla by´t tato klauzule, prˇesneˇji jej´ı nerovnost, pouzˇita
pro vyvra´cen´ı platnosti negace te´to nerovnosti, je potrˇeba nav´ıc doka´zat, zˇe ostatn´ı
nerovnosti nemohou by´t platne´.
Aby se urychlilo hleda´n´ı potrˇebny´ch nerovnost´ı, vytva´rˇ´ı si modul tabulku mapova´n´ı
identifika´tor˚u nerovnost´ı na klauzule, ktere´ tyto nerovnosti obsahuj´ı. Cesta v prohleda´vac´ım
stromu je tvorˇena posloupnost´ı identifika´tor˚u nerovnost´ı, ktere´ jsou interpretova´ny jako
negace teˇchto nerovnost´ı. Algoritmus vezme jednu negaci nerovnosti z te´to posloupnosti
a vyhleda´ skrz tabulku klauzuli, jenzˇ obsahuje p˚uvodn´ı nerovnost. Pokud je klauzule ato-
micka´, pak je platnost cesty vyvra´cena. Pokud obsahuje klauzule v´ıce nerovnost´ı, poznacˇ´ı
si algoritmus, zˇe pro vyvra´cen´ı cesty pomoc´ı te´to klauzule mus´ı za´rovenˇ vyvra´tit platnost
ostan´ıch nerovnost´ı obsazˇeny´ch v klauzuli a pokracˇuje analy´zou dalˇs´ı negace nerovnosti
oveˇrˇovane´ cesty. Pokud v dalˇs´ıch kroc´ıch oveˇrˇova´n´ı naraz´ı algoritmus na negaci nerovnosti,
ktera´ je v rozporu s nerovnost´ı v jizˇ drˇ´ıve pouzˇite´ neatomicke´ klauzuli, pak oveˇrˇ´ı, zda nejsou
jizˇ vsˇechny nerovnosti te´to klauzule v rozporu s neˇjaky´mi negacemi nerovnost´ı v aktua´lneˇ
oveˇrˇovane´ cesteˇ. Pokud ano, je formule reprezentova´na touto cestou nesplnitelna´, jelikozˇ
vsˇechny negace nerovnost´ı v cesteˇ mus´ı by´t splneˇny, ale za´rovenˇ alesponˇ jedna nerovnost
klauzule mus´ı by´t take´ splneˇna, cozˇ si navza´jem odporuje.
V kapitole 4.8 bylo zmı´neˇno neˇkolik mozˇnost´ı optimalizace prohleda´vac´ıho stromu.
Nejprˇ´ınosneˇjˇs´ı optimalizac´ı je zastaven´ı prohleda´va´n´ı, pokud je neˇjaky´ u´sek cesty oznacˇen
jako nesplnitelny´. V takove´m prˇ´ıpadeˇ jizˇ nema´ smysl da´le generovat uzly prohleda´vac´ıho
stromu, jelikozˇ rozsˇ´ıˇren´ı cesty o jake´koliv nove´ negace nerovnost´ı nijak nezmeˇn´ı fakt, zˇe
tato cesta bude nesplnitelna´. Tato optimalizace je take´ implementova´na v modulu.
Druhou mozˇnou optimalizac´ı je prˇeskla´da´n´ı formul´ı cykl˚u, jenzˇ vlastneˇ zp˚usob´ı prˇesu-
nut´ı urcˇity´ch negac´ı nerovnost´ı na zacˇa´tek cesty prohleda´vac´ıho stromu. Pokud jsou tyto
negace jednodusˇe vyvra´titelne´, zastav´ı se drˇ´ıve generova´n´ı dalˇs´ıch uzl˚u a zmensˇ´ı se tak
velikost prohleda´vac´ıho stromu. Tato optimalizace je za´visla´ na pouzˇit´ı heuristik pro urcˇen´ı
vhodne´ho porˇad´ı formul´ı cykl˚u a prˇ´ınosnost je dosti sporna´. Proto implementovany´ modul
tento druh optimalizace zat´ım neprova´d´ı.
Posledn´ı optimalizac´ı je vyuzˇit´ı drˇ´ıve oveˇrˇeny´ch cest. Pokud je aktua´lneˇ oveˇrˇovana´ cesta
ekvivalentn´ı s jinou, jizˇ oveˇrˇenou, cestou, nemus´ı se oveˇrˇova´n´ı v˚ubec prova´deˇt. I kdyzˇ se
tato optimalizace zda´ jako prˇ´ınosna´, je potrˇeba dobrˇe zva´zˇit celkovy´ efekt te´to optima-
lizace. V prˇ´ıpadeˇ implementovane´ho modulu znamena´ nalezen´ı ekvivalentn´ı, jizˇ oveˇrˇene´,
cesty vykona´n´ı neˇkolika krok˚u. Modul si mus´ı uchova´vat informace o jizˇ oveˇrˇeny´ch cesta´ch
a umeˇt tyto cesty porovnat. Cesty reprezentuj´ı formule tvorˇene´ konjunkc´ı negac´ı nerov-
nost´ı. Dveˇ takove´to formule jsou ekvivalentn´ı, pokud obsahuj´ı identicke´ nerovnosti, neboli
jedna formule je tvorˇena permutac´ı nerovnost´ı formule druhe´. Pro proveden´ı porovna´n´ı je
tedy nejprve potrˇeba serˇadit tyto permutace nerovnost´ı do porˇad´ı, ktere´ bude pro vsˇechny
ekvivalentn´ı permutace totozˇne´. Toho lze dosa´hnout naprˇ´ıklad vzestupny´m serˇazen´ım podle
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celocˇ´ıselne´ho identifika´toru nerovnost´ı. I s pouzˇit´ım nejlepsˇ´ıho rˇad´ıc´ıho algoritmu bude tato
slozˇitost O(n log n). I pokud na´sledne´ porovna´n´ı bude provedeno vyhleda´n´ım za´znamu
v hashovac´ı tabulce v konstantn´ım cˇase O(1), pak vy´sledny´ cˇas zjiˇsteˇn´ı, zda jizˇ dana´ cesta
nebyla oveˇrˇena drˇ´ıve, bude mı´t cˇasovou na´rocˇnost O(n log n). Tato slozˇitost nav´ıc neza-
hrnuje prˇ´ıpad neexistence ekvivalentn´ı, drˇ´ıve oveˇrˇene´, cesty, kdy je stejneˇ potrˇeba prove´st
na´sledne´ oveˇrˇen´ı aktua´ln´ı cesty. Oproti tomu je zde mozˇnost oveˇrˇen´ı cesty, kterou jizˇ mozˇna´
algoritmus drˇ´ıve oveˇrˇil. V nejhorsˇ´ım prˇ´ıpadeˇ mus´ı by´t oveˇrˇeny vsˇechny negace nerovnost´ı
v aktua´ln´ı cesteˇ, cozˇ znamena´ slozˇitost O(n). Oveˇrˇen´ı negace nerovnosti je provedeno vy-
hleda´n´ım potrˇebne´ klauzule s p˚uvodn´ı nerovnost´ı pomoc´ı hashovac´ı tabulky v konstantn´ım
cˇase O(1). Vy´sledna´ cˇasova´ slozˇitost oveˇrˇova´n´ı cesty je tedy O(n). Tedy zaveden´ı optima-
lizace neoveˇrˇova´n´ı jizˇ oveˇrˇeny´ch cest by nakonec znamenalo celkove´ zpomalen´ı algoritmu
mı´sto prˇedpokla´dane´ho zrychlen´ı. Proto tuto optimalizaci modul v˚ubec neimplementuje.
6.4 Graficke´ uzˇivatelske´ rozhran´ı
Jak jizˇ bylo zmı´neˇno v kapitole 6.1, graficke´ uzˇivatelske´ rozhran´ı je napsa´no v jazyce Java.
Na´vrh je, stejneˇ jako v prˇ´ıpadeˇ verifika´toru, zameˇrˇen na modularitu a dobrou rozsˇiˇritelnost
programu. U´cˇelem aplikace je zprostrˇedkovat sluzˇby a mozˇnosti verifika´toru jednotlivy´m
svy´m modul˚um. Blokove´ sche´ma na obra´zku 6.5 zachycuje detailn´ı strukturu graficke´ho
uzˇivatelske´ho rozhran´ı.
Graficke´ uzˇivatelske´ rozhran´ı se skla´da´ z ja´dra a sˇesti subsyste´mu˚. Veˇtsˇina prˇ´ıtomny´ch
subsyste´mu˚ je modifikovanou implementac´ı stejnojmenny´ch subsyste´mu˚ verifika´toru. Odli-
sˇnosti plynou z rozd´ılny´ch vlastnost´ı jazyka Java a C++. Hlavn´ım rozd´ılem je, zˇe graficke´
aplikace v jazyce Java jsou ze sve´ podstaty v´ıcevla´knove´ a je zde tedy potrˇeba zajistit
spra´vnou synchronizaci teˇchto vla´ken. Da´le jsou zde take´ odliˇsne´ prˇ´ıstupy z hlediska spra´vy
pameˇti, vyuzˇit´ı extern´ıch knihoven nebo trˇeba nemozˇnost pouzˇit´ı v´ıcena´sobne´ deˇdicˇnosti.
Vsˇechny tyto aspekty mohou ovlivnit na´vrh a na´slednou implementaci jednotlivy´ch sub-
syste´mu˚ nebo jiny´ch cˇa´st´ı.
6.4.1 Komponenty
Jelikozˇ je cela´ aplikace v´ıcevla´knova´ a cˇasto je vy´hodne´, nebo dokonce nutne´, prova´deˇt
urcˇity´ vy´pocˇet cˇi neˇjakou cˇinnost v separa´tn´ım vla´kneˇ, poskytuje aplikace neˇkolik trˇ´ıd pro
tyto u´cˇely. Tyto trˇ´ıdy rozsˇiˇruj´ı standardn´ı komponenty graficke´ho uzˇivatelske´ho rozhran´ı
a obohacuj´ı je o mozˇnosti beˇhu v separa´tn´ım vla´kneˇ. C´ılem teˇchto trˇ´ıd je usnadnit vy´voj
komponent, ktere´ prova´deˇj´ı pra´ci v separa´tn´ım vla´kneˇ a neblokuj´ı tak cˇinnost graficke´ho
uzˇivatelske´ho rozhran´ı. Za zmı´nˇku stoj´ı hlavneˇ dveˇ trˇ´ıdy, hojneˇ vyuzˇ´ıvane´ i v aplikaci sa-
motne´:
• Trˇ´ıda ZDaemon - Poskytuje zdeˇdeˇny´m trˇ´ıda´m mozˇnosti vytvorˇen´ı nove´ho vla´kna a spu-
sˇteˇn´ı ko´du obsazˇene´ho v metodeˇ run() v tomto vla´kneˇ. Spusˇteˇn´ı ko´du metody run()
ve vytvorˇene´m vla´kneˇ se prova´d´ı pomoc´ı metody start() a beˇh vla´kna koncˇ´ı jakmile
dojde k na´vratu z metody run() nebo je aplikace ukoncˇena.
• Trˇ´ıda ZEventProcessingDaemon - Rozsˇ´ıˇren´ı trˇ´ıdy ZDaemon poskytuj´ıc´ı zdeˇdeˇny´m
trˇ´ıda´m mozˇnosti zpracova´n´ı prˇijaty´ch uda´lost´ı v separa´tn´ım vla´kneˇ. Trˇ´ıda´m stacˇ´ı
pouze implementovat metodu processEnqueuedZEvent(. . .), jenzˇ je vola´na prˇi prˇijet´ı
uda´losti, a spustit zpracova´va´n´ı uda´lost´ı pomoc´ı metody start(). Trˇ´ıda uchova´va´
prˇijate´ uda´losti v intern´ı fronteˇ a prˇedkla´da´ je metodeˇ processEnqueuedZEvent(. . .).
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Obra´zek 6.5: Detailn´ı blokove´ sche´ma graficke´ho uzˇivatelske´ho rozhran´ı
Pokud je fronta pra´zdna´, vla´kno se automaticky usp´ı a cˇeka´ na nove´ uda´losti. Jakmile
neˇjaka´ doraz´ı, vla´kno je opeˇtovneˇ spusˇteˇno a prova´d´ı zpracova´n´ı. Prˇ´ıstup k fronteˇ
uda´lost´ı je chra´neˇna´ za´mkem, je tedy zajiˇsteˇna jej´ı konzistence a synchronizace prˇi
prˇ´ıstupu z v´ıce vla´ken soucˇasneˇ. Trˇ´ıda nav´ıc umozˇnˇuje u´plne´ zastaven´ı zpracova´va´n´ı
a tedy i ukoncˇen´ı vla´kna pomoc´ı metody stop(), nejdrˇ´ıve je ale dokoncˇeno zpracova´n´ı
uda´lost´ı prˇ´ıtomny´ch ve fronteˇ uda´lost´ı.
6.4.2 Ja´dro
Ja´dro graficke´ho uzˇivatelske´ho rozhran´ı je reprezentova´no trˇ´ıdou Core a pln´ı stejnou u´lohu
jako ja´dro u verifika´toru (viz. 6.3.1). Na rozd´ıl od verifika´toru zde ovsˇem nen´ı implemen-
tova´no jako singleton[3] objekt. Du˚vodem je odliˇsnost v rˇ´ızen´ı beˇhu aplikace. Aplikace beˇzˇ´ı
tak dlouho, dokud se neuzavrˇe jej´ı hlavn´ı okno, neboli dokud se nezrusˇ´ı vytvorˇena´ instance
trˇ´ıdy, ktera´ toto okno reprezentuje. Instance ja´dra je zde soucˇa´st´ı vytvorˇene´ instance trˇ´ıdy
hlavn´ıho okna a je tedy prˇ´ıtomna´ po celou dobu chodu aplikace.
Jelikozˇ graficke´ rozhran´ı mus´ı adekva´tneˇ reagovat na aktua´ln´ı cˇinnost ja´dra, je potrˇeba
umozˇnit jeho monitorova´n´ı. Monitorova´n´ı je zalozˇeno na na´vrhove´m vzoru observer [3].
Ja´dro udrzˇuje sv˚uj vnitrˇn´ı stav, reprezentovany´ instanc´ı trˇ´ıdy CoreStatus, ktery´ popisuje
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cˇinnost aktua´lneˇ vykona´vanou ja´drem. Pokud dojde ke zmeˇneˇ stavu ja´dra, jsou o te´to zmeˇneˇ
informova´ny vsˇechny objekty monitoruj´ıc´ı tento stav. Spusˇteˇn´ı monitorova´n´ı se prova´d´ı
pomoc´ı metody ja´dra addStatusObserver(. . .).
6.4.3 Proxy ja´dra
Proxy ja´dra slouzˇ´ı ke stejne´mu u´cˇelu jako v prˇ´ıpadeˇ verifika´toru (viz. 6.3.2). Je reprezen-
tova´no rozhran´ım ZCoreProxy a rozsˇ´ıˇreno o neˇkolik novy´ch sluzˇeb, ktere´ se ty´kaj´ı hlavneˇ
novy´ch soucˇa´st´ı ja´dra.
6.4.4 Pla´novacˇ ja´dra
Pla´novacˇ ja´dra je prvn´ı cˇa´st´ı ja´dra, jenzˇ doznala vetsˇ´ıch zmeˇn. Je tvorˇen instanc´ı trˇ´ıdy
CoreScheduler a zajiˇst’uje pla´nova´n´ı vesˇkery´ch cˇinnost´ı ja´dra. Trˇ´ıda prˇij´ıma´ a zpracova´va´
prˇ´ıkazy, uda´losti reprezentovane´ trˇ´ıdou ZCommandEvent, ktere´ zas´ıla´ graficke´ uzˇivatelske´ roz-
hran´ı na za´kladeˇ interakce s uzˇivatelem. Pla´novacˇ tyto prˇ´ıkazy mapuje na konkre´tn´ı cˇinnosti
ja´dra. Jelikozˇ cˇinnost ja´dra nesmı´ blokovat graficke´ uzˇivatelske´ rozhran´ı, jsou vsˇechny
prˇ´ıkazy zpracova´ny v separa´tn´ım vla´kneˇ. Vyuzˇ´ıva´ se zde trˇ´ıdy ZEventProcessingDaemon,
jenzˇ tvorˇ´ı za´klad trˇ´ıdy pla´novacˇe.
6.4.5 Uda´lostn´ı subsyste´m
Uda´lostn´ı subsyste´m je zalozˇen na stejne´m principu jako u verifika´toru (viz. 6.3.4). Uda´lost
je zde reprezentova´na trˇ´ıdou ZEvent. Na rozd´ıl od verifika´toru definuje graficke´ uzˇivatelske´
rozhran´ı trˇet´ı typ uda´losti, tzv. vzda´lenou (remote) uda´lost. Tento typ uda´losti, identifi-
kovany´ konstantou REMOTE, se vyuzˇ´ıva´ pro uda´losti zaslane´ verifika´torem. Jelikozˇ uda´losti
vytva´rˇene´ v jazyce Java jsou, jako vsˇechny jine´ objekty, automaticky rusˇeny, jakmile jizˇ
nejsou nikde potrˇeba, odpada´ zde nutnost vytva´rˇen´ı kopi´ı uda´lost´ı prˇi zas´ıla´n´ı neˇkolika
odbeˇratel˚um za´rovenˇ. Stejny´ objekt uda´losti je tedy zasla´n vsˇem odbeˇratel˚um.
Uda´lostn´ı subsyste´m je reprezentova´n trˇ´ıdou EventMediator a vsˇechny objekty, ktere´
chcou naslouchat na prˇ´ıchoz´ı uda´lost´ı, mus´ı implementovat rozhran´ı ZEventListener.
6.4.6 Subsyste´m rozsˇ´ıˇren´ı
Subsyste´m rozsˇ´ıˇren´ı, zastoupeny´ trˇ´ıdou ExtensionsManager, je konceptua´lneˇ stejny´ jako
v prˇ´ıpadeˇ verifika´toru (viz. 6.3.5). Hlavn´ı rozd´ıl spocˇ´ıva´ v odliˇsne´ reprezentaci a prˇ´ıstupu
k extern´ım za´suvny´m modul˚um a take´ v rozd´ılny´ch pozˇadavc´ıch kladeny´ch na tyto moduly.
Extern´ı za´suvne´ moduly tvorˇ´ı JAR arch´ıvy (soubory *.jar), ktere´ jsou nacˇteny z ad-
resa´rˇe specifikovane´ho aktua´ln´ı konfigurac´ı. Ve vy´choz´ım nastaven´ı se prohleda´vaj´ı, stejneˇ
jako u verifika´toru, adresa´rˇe modules a plugins. Vstupn´ı bod za´suvne´ho modulu tvorˇ´ı trˇ´ıda
implementuj´ıc´ı rozhran´ı ZPluginEntry. Toto rozhran´ı definuje metodu getPlugin(), jenzˇ
vrac´ı konkre´tn´ı objekt implementuc´ıc´ı rozhran´ı ZPlugin. Rozhran´ı ZPlugin pak poskytuje
metody, ktere´ vracej´ı informace o za´suvne´m modulu, jmenoviteˇ:
• SID - Rˇeteˇzec identifikuj´ıc´ı konkre´tn´ı za´suvny´ modul a objekt, jenzˇ tento modul
vytva´rˇ´ı. Tento rˇeteˇzec lze z´ıskat pomoc´ı metody sid().
• Implementovane´ rozhran´ı - Rˇeteˇzec identifikuj´ıc´ı rozhran´ı, resp. objekt, ktere´ im-
plementuje, resp. rozsˇiˇruje, objekt vytva´rˇeny´ za´suvny´m modulem. Tento rˇeteˇzec lze
z´ıskat pomoc´ı metody implement().
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Objekty se, stejneˇ jako u verifika´toru, vytva´rˇej´ı pomoc´ı metody create(). Pro nalezen´ı
vstupn´ıho bodu za´suvne´ho modulu se vyuzˇ´ıva´ jeho na´zev. Subsyste´m rozsˇ´ıˇren´ı prˇedpokla´da´,
zˇe vstupn´ı trˇ´ıda je nazva´na Entry a bal´ıcˇek, jenzˇ tuto trˇ´ıdu obsahuje, je za´rovenˇ na´zvem
za´suvne´ho modulu. Pro oddeˇlen´ı jednotlivy´ch na´zv˚u u´rovn´ı bal´ıcˇku lze pouzˇ´ıt bud’ stan-
dardn´ıho znaku tecˇka nebo pomlcˇku. Naprˇ´ıklad v prˇ´ıpadeˇ za´suvne´ho modulu reprezento-
vane´ho souborem zetav-gui-plugin.jar bude subsyste´m rozsˇ´ıˇren´ı hledat vstupn´ı trˇ´ıdu s na´-
zvem zetav.gui.plugin.Entry.
Graficke´ uzˇivatelske´ rozhran´ı rozliˇsuje dva typy za´suvny´ch modul˚u:
• Za´suvny´ modul (plugin) - Standardn´ı za´suvny´ modul jehozˇ vytva´rˇene´ objekty
implementuj´ı ktere´koliv rozhran´ı nebo rozsˇiˇruj´ı jaky´koliv, abstraktn´ı cˇi konkre´tn´ı,
objekt.
• Za´suvny´ panel (module) - Specia´ln´ı za´suvny´ modul s graficky´m rozhran´ım. Ob-
jekty vytva´rˇene´ t´ımto modulem mus´ı rozsˇiˇrovat abstraktn´ı trˇ´ıdu ZGuiModule. Tato
trˇ´ıda definuje metodu getModuleGui(), jenzˇ vrac´ı instanci graficke´ komponenty, ktera´
je prˇida´na ve formeˇ nove´ za´lozˇky do graficke´ho uzˇivatelske´ho rozhran´ı.
Jelikozˇ spra´va vsˇech vytva´rˇeny´ch objekt˚u je v rezˇii jazyka Java, je zbytecˇne´, aby tuto
funkci zasta´val i subsyste´m rozsˇ´ıˇren´ı, jak tomu je v prˇ´ıpadeˇ verifika´toru. Dı´ky zrusˇen´ı te´to
role ovsˇem nen´ı mozˇne´ vytva´rˇet sd´ılene´ objekty.
6.4.7 Protokolovac´ı subsyste´m
Protokolovac´ı subsyste´m je i zde reprezentova´n trˇ´ıdou LogManager a pln´ı stejnou funkci
jako v prˇ´ıpadeˇ verifika´toru (viz. 6.3.6). Zpracova´va´ protokolovac´ı uda´losti, objekty trˇ´ıdy
ZLogEvent, a zapisuje v nich obsazˇene´ zpra´vy do protokolu uda´lost´ı. Pro za´pis vyuzˇ´ıva´
objekty implementuj´ıc´ı rozhran´ı ZLogger. Graficke´ uzˇivatelske´ rozhran´ı umozˇnˇuje zazna-
mena´vat protokolovac´ı zpra´vy pouze to urcˇene´ho souboru.
Prakticky jediny´m konceptua´ln´ım rozd´ılem od implementace ve verifika´toru je odliˇsna´
forma filtrova´n´ı za´pis˚u v za´vislosti na nastaven´ı u´rovneˇ protokolova´n´ı. Zat´ımco v prˇ´ıpadeˇ ve-
rifika´toru dosˇlo k vytvorˇen´ı a na´sledne´mu odesla´n´ı protokolovac´ı uda´losti azˇ po otestova´n´ı,
zda nastavena´ u´rovenˇ vyzˇaduje zaprotokolova´n´ı tvorˇene´ zpra´vy, zde je protokolovac´ı uda´lost
vytvorˇena a zasla´na vzˇdy a protokolovac´ı sybsyste´m rozhodne, zda tuto zpra´vu zaprotoko-
lovat cˇi nikoliv.
6.4.8 Konfiguracˇn´ı subsyste´m
Konfiguracˇn´ı subsyste´m prosˇel asi nejveˇtsˇ´ımi zmeˇnami. Hlavn´ım d˚uvodem jsou znacˇneˇ
odliˇsne´ pozˇadavky, ktere´ na tento subsyste´m klade graficke´ uzˇivatelske´ rozhran´ı. Jedina´
cˇa´st, jenzˇ z˚ustala nezmeˇneˇna, je zp˚usob identifikace polozˇek konfigurace (viz. 6.3.7).
Na rozd´ıl od verifika´toru lze vyuzˇ´ıvat pouze jediny´ zdroj konfigurace. K te´to konfigu-
raci se prˇistupuje skrz rozhran´ı ZConfig. Toto rozhran´ı definuje metody nejen pro nacˇ´ıta´n´ı
a z´ıska´va´n´ı hodnot konfigurace, ale take´ metody pro ukla´da´n´ı a nastavova´n´ı hodnot te´to
konfigurace. Hodnoty mus´ı by´t nav´ıc vzˇdy reprezentova´ny rˇeteˇzcem, v prˇ´ıpadeˇ z´ıska´va´n´ı
nebo nastavova´n´ı hodnot jiny´ch datovy´ch typ˚u mus´ı sa´m uzˇivatel prova´deˇt potrˇebne´ kon-
verze.
Graficke´ uzˇivatelske´ rozhran´ı obsahuje jednu konkre´tn´ı implementaci tohoto rozhran´ı
ve formeˇ intern´ıho za´suvne´ho modulu. Tato implementace vyuzˇ´ıva´ pro nacˇ´ıta´n´ı a ukla´da´n´ı
konfigurace XML soubory.
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6.4.9 Komunikacˇn´ı subsyste´m
Stejneˇ jako v prˇ´ıpadeˇ verifika´toru i zde je komunikacˇn´ı subsyste´m implementova´n formou
extern´ıho za´suvne´ho modulu. Ja´dro obsahuje pouze odkaz na trˇ´ıdu implementuj´ıc´ı roz-
hran´ı ZCommunicator, jenzˇ definuje metody pro celkovou inicializaci subsyste´mu a pro
spusˇteˇn´ı a ukoncˇen´ı serveru a klienta. I kdyzˇ graficke´ uzˇivatelske´ rozhran´ı vyzˇaduje pro
svou cˇinnost prˇ´ıtomnost konkre´tn´ı implementace tohoto rozhran´ı, je zbytecˇne´ zahrnout
neˇjakou takovouto implementaci jako intern´ı modul. Du˚vodem je neznalost implementace,
jenzˇ bude pouzˇita na straneˇ verifika´toru, ktery´ sa´m neobsahuje zˇa´dnou konkre´tn´ı implemen-
taci vlastn´ıho komunikacˇn´ıho subsyste´mu. Je tedy na uzˇivateli, aby poskytnul adekva´tn´ı
za´suvne´ moduly na obou strana´ch.
Po nastartova´n´ı klienta a serveru prob´ıha´ vesˇkera´ komunikace skrz uda´lostn´ı subsyste´m.
Klient prˇij´ıma´ pozˇadavky, uda´losti reprezentovane´ trˇ´ıdou ZRequestEvent, a prˇeva´d´ı je
na vzda´lena´ vola´n´ı sluzˇeb serveru verifika´toru, vy´sledky vola´n´ı pak zas´ıla´ zpeˇt ve formeˇ
odpoveˇd´ı, uda´lost´ı reprezentovany´ch trˇ´ıdou ZResponseEvent. Server slouzˇ´ı k prˇij´ıma´n´ı
uda´lost´ı verifika´toru, ktere´ si klient vyzˇa´dal. Tyto uda´losti jsou na´sledneˇ zasla´ny c´ılovy´m
objekt˚um ve formeˇ vzda´leny´ch (remote) uda´lost´ı.
6.4.10 Lokalizacˇn´ı subsyste´m
Lokalizacˇn´ı subsyste´m, reprezentovany´ trˇ´ıdou LocalizationManager, zajiˇst’uje nacˇ´ıta´n´ı
a spra´vu jazykovy´ch bal´ıcˇk˚u a poskytuje metody pro z´ıska´va´n´ı adekva´tn´ıch rˇeteˇzc˚u v konfi-
gurac´ı definovane´m jazyce. C´ılem tohoto subsyste´mu je poskytnout jednoduche´ mozˇnosti lo-
kalizace graficke´ho uzˇivatelske´ho rozhran´ı, prˇ´ıpadneˇ i za´suvny´ch modul˚u, pro jesˇteˇ snadneˇjˇs´ı
obsluhu aplikace.
Lokalizacˇn´ı bal´ıcˇky tvorˇ´ı, stejneˇ jako za´suvne´ moduly, JAR arch´ıvy. Tyto arch´ıvy mus´ı
by´t umı´steˇny v adresa´rˇi languages, odkud jsou automaticky nacˇteny beˇhem startu apli-
kace. Jeden arch´ıv mu˚zˇe obsahovat lokalizacˇn´ı soubory pro v´ıce jazyk˚u za´rovenˇ. Koncept
lokalizace je zalozˇen na principech vyuzˇ´ıvany´ch samotny´m jazykem Java. Vyuzˇ´ıva´ se tzv. re-
source bundles, objekt˚u obsahuj´ıc´ıch mapova´n´ı kl´ıcˇ˚u na jimi zastoupene´ konkre´tn´ı hodnoty.
Toto mapova´n´ı je ulozˇeno v lokalizacˇn´ıch souborech ve forma´tu tzv. property soubor˚u4, tex-
tovy´ch soubor˚u obsahuj´ıch polozˇky ve formeˇ dvojice kl´ıcˇ=hodnota. Ko´dova´n´ı znak˚u teˇchto
soubor˚u mus´ı by´t ISO-8859-1, znaky neprˇ´ıtomne´ v tomto ko´dova´n´ı je potrˇeba zapsat ve
tvaru \uHHHH, kde HHHH je hexadecima´ln´ı index Unicode znaku. Lokalizacˇn´ı soubor je identi-
fikova´n na za´kladeˇ manifestu5 JAR arch´ıvu. Tento manifest obsahuje pro kazˇdy´ lokalizacˇn´ı
soubor atributy, tzv. per-entry attributes, s informacemi o prˇ´ıslusˇne´ lokalizaci. Kazˇdy´ loka-
lizacˇn´ı soubor mus´ı definovat na´sleduj´ıc´ı dva atributy:
• Localization-Name - Na´zev lokalizace, ke ktere´ lokalizacˇn´ı soubor prˇ´ıslusˇ´ı. Pojme-
nova´n´ı lokalizace umozˇnˇuje rozliˇsovat lokalizacˇn´ı soubory r˚uzny´ch cˇa´st´ı, aby se prˇe-
desˇlo konflikt˚um mezi lokalizacemi za´suvny´ch modul˚u a samotne´ aplikace. Graficke´
uzˇivatelske´ rozhran´ı pouzˇ´ıva´ lokalizaci s na´zvem zetav.gui.lang.ZetavGUI.
• Localization-Locale - Identifika´tor jazyka lokalizacˇn´ıho souboru ve standardn´ım
forma´tu ko´d-jazyka ko´d-zemeˇ .
V prˇ´ıpadeˇ lokalizace graficke´ho uzˇivatelske´ rozhran´ı do cˇeske´ho jazyka, kdy plna´ cesta k lo-
kalizacˇn´ımu souboru v JAR arch´ıvu je zetav/gui/lang/ZetavGUI cs CZ.lang, by manifest
4 Pro blizˇsˇ´ı informace viz. http://en.wikipedia.org/wiki/.properties
5 Viz. http://java.sun.com/javase/6/docs/technotes/guides/jar/jar.html#JAR%20Manifest
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obsahoval na´sleduj´ıc´ı definici:
Name: zetav/gui/lang/ZetavGUI_cs_CZ.lang // Per -entry atribut
Localization -Name: zetav.gui.lang.ZetavGUI
Localization -Locale: cs_CZ
6.5 Komunikace
Komunikace mezi graficky´m uzˇivatelsky´m rozhran´ım a verifika´torem je realizova´na po-
moc´ı pa´ru extern´ıch za´suvny´ch modul˚u, ktere´ implementuj´ı komunikacˇn´ı subsyste´my teˇchto
na´stroj˚u. Kromeˇ implementace pozˇadovany´ch rozhran´ı mus´ı tyto moduly nav´ıc adekva´tneˇ
reagovat na pozˇadavky zas´ılane´ ve formeˇ uda´lost´ı skrz uda´lostn´ı subsyste´m nebo naopak
generovat ocˇeka´vave´ uda´losti jako reakci na prˇijet´ı urcˇite´ho pozˇadavku vzda´lene´ strany.
6.5.1 Implementacˇn´ı pozˇadavky
Implementacˇn´ı pozˇadavky na oba komunikacˇn´ı subsyste´my se vy´razneˇ liˇs´ı. Zat´ımco komu-
nikacˇn´ı subsyste´m graficke´ho uzˇivatelske´ho rozhran´ı pln´ı prˇedevsˇ´ım u´lohu klienta, komu-
nikacˇn´ı subsyste´m verifika´toru zasta´va´ hlavneˇ funkci serveru.
V na´sleduj´ıc´ım textu bude komunikacˇn´ı subsyste´m graficke´ho uzˇivatelske´ho rozhran´ı
oznacˇova´n jako klient a komunikacˇn´ı subsyste´m verifika´toru jako server. Pozˇadavkem typu
typ je mysˇlen objekt ZRequestEvent, jehozˇ metoda getRequest() vrac´ı rˇeteˇzec typ. Od-
poveˇd´ı typu typ je mysˇlen objekt ZResponseEvent, jehozˇ metoda getResponse() vrac´ı
rˇeteˇzec typ. Daty jsou mysˇleny objekty z´ıskane´ vola´n´ım metody getData() dane´ho ob-
jektu uda´losti. Komponenty oznacˇuj´ı objekty, ktere´ mohou komunikovat skrz uda´lostn´ı
subsyste´m.
Klient a server mus´ı zajistit prˇesnou implementaci na´sleduj´ıc´ıh sluzˇeb:
• Prˇepos´ıla´n´ı vyzˇa´dany´ch uda´lost´ı verifika´toru - Tato sluzˇba umozˇnˇuje zaregis-
trovat klienta jako odbeˇratele specificke´ho typu uda´lost´ı. Komponenty zˇa´daj´ı o tuto
sluzˇbu zasla´n´ım pozˇadavku typu subscribeForEvents, ktery´ jako data obsahuje iden-
tifikaci typu uda´losti. Pokud jsou data datove´ho typu Integer resp. String, vyjadrˇuje
jejich hodnota celocˇ´ıselny´ identifika´tor (ID) resp. textovy´ identifika´tor (String ID)
typu uda´losti. Klient mus´ı reagovat na tyto pozˇadavky a zajistit registraci na straneˇ
serveru. Server ma´ k dispozici proxy ja´dra a prˇ´ıstup k uda´lostn´ımu subsyste´mu, mu˚zˇe
tedy jednodusˇe zaregistrovat sa´m sebe jako odbeˇratele uda´lost´ı vyzˇadovany´ch klien-
tem a prˇepos´ılat mu tyto uda´losti.
• Konfigurace verifika´toru - Tato sluzˇba umozˇnˇuje prove´st vzda´lenou konfiguraci
verifika´toru. Komponenty zˇa´daj´ı o tuto sluzˇbu zasla´n´ım pozˇadavku typu configure,
ktery´ jako data obsahuje seznam, datovy´ typ List, trˇ´ı rˇeteˇzc˚u datove´ho typu String.
Prvn´ı rˇeteˇzec obsahuje SID za´suvne´ho modulu, ktery´ bude pouzˇit pro zpracova´n´ı
konfigurace. Dalˇs´ı dva urcˇuj´ı zdroj dat. Pokud je hodnota druhe´ho rˇeteˇzce data, resp.
file, pak hodnota trˇet´ıho rˇeteˇzce obsahuje prˇ´ımo konfiguracˇn´ı data, resp. na´zev konfi-
guracˇn´ıho souboru na straneˇ serveru. Klientovi postacˇuje reagovat na tyto pozˇadavky
prˇeposla´n´ım informac´ı serveru. Server mus´ı zajistit zpracova´n´ı konfiguracˇn´ıch dat,
resp. nacˇten´ı konfiguracˇn´ıho souboru, a na´slednou konfiguraci verifika´toru, pro kte-
rou mu˚zˇe opeˇt vyuzˇ´ıt sluzˇeb ja´dra.
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• Prˇenos textovy´ch soubor˚u - Tato sluzˇba umozˇnˇuje ulozˇit prˇedlozˇeny´ text do sou-
boru na straneˇ serveru. Komponenty zˇa´daj´ı o tuto sluzˇbu zasla´n´ım pozˇadavku typu
transferTextFile, ktery´ jako data obsahuje seznam, datovy´ typ List, trˇ´ı rˇeteˇzc˚u
datove´ho typu String. Prvn´ı rˇeteˇzec obsahuje na´zev c´ılove´ho souboru na straneˇ ser-
veru, ktery´ bude vytvorˇen nebo prˇepsa´n. Dalˇs´ı dva urcˇuj´ı zdroj dat. Pokud je hod-
nota druhe´ho rˇeteˇzce data, resp. file, pak hodnota trˇet´ıho rˇeteˇzce obsahuje prˇ´ımo text
prˇena´sˇene´ho souboru, resp. na´zev prˇena´sˇene´ho souboru na straneˇ klienta. Klient mus´ı
zajistit zasla´n´ı prˇijaty´ch dat, resp. dat nacˇteny´ch ze zdrojove´ho souboru, na server.
Server je povinen obstarat ulozˇen´ı teˇchto dat do c´ılove´ho souboru.
• Spusˇteˇn´ı verifikace - Tato sluzˇba umozˇnˇuje spusˇteˇn´ı verifikacˇn´ıho procesu na straneˇ
serveru. Komponenty zˇa´daj´ı o tuto sluzˇbu zasla´n´ım pozˇadavku typu verify. Klient
mus´ı, kromeˇ spusˇteˇn´ı verifikacˇn´ıho procesu, take´ zajistit a zpracovat vy´sledek prove-
dene´ verifikace. Tento vy´sledek pak mus´ı poslat ve formeˇ odpoveˇdi typu verify ob-
sahuj´ıc´ı jako data rˇeteˇzec, datovy´ typ String, popisuj´ıc´ı vy´sledek verifikace. Rˇeteˇzec
mus´ı naby´vat jedne´ ze trˇ´ı hodnot:
– valid - Verifikace proka´zala platnost bezpecˇnostn´ıho tvrzen´ı.
– not-valid - Verifikace nemu˚zˇe proka´zat platnost bezpecˇnostn´ıho tvrzen´ı.
– error - Dosˇlo k chybeˇ prˇi procesu verifikace.
Pozˇadavky kladene´ na server jsou stejne´ jako v prˇ´ıpadeˇ klienta. Server spousˇt´ı veri-
fikacˇn´ı proces zasla´n´ım prˇ´ıkazu, uda´losti reprezentovane´ trˇ´ıdou CommandEvent, typu
verify (na´zev prˇ´ıkazu, parametr command, je rˇeteˇzec verify). Po dokoncˇen´ı verifikace
je vy´sledek vra´cen ve formeˇ vy´sledku, uda´losti reprezentovane´ trˇ´ıdou ResultEvent.
Prˇiˇrazen´ı vy´sledku k zaslane´mu prˇ´ıkazu se prova´d´ı na za´kladeˇ unika´tn´ıch identi-
fika´tor˚u uda´lost´ı. Po vytvorˇen´ı prˇ´ıkazu lze metodou getEventId() z´ıskat jeho uni-
ka´tn´ı identifika´tor, tento identifika´tor je pak soucˇa´st´ı zaslane´ odpoveˇdi a vrac´ı jej
metoda getResultId(). Vy´sledek verifikace pak popisuje rˇeteˇzec, jenzˇ vrac´ı me-
toda getResult(). Hodnota tohoto rˇeteˇzce mu˚zˇe naby´vat stejny´ch trˇ´ı hodnot jako
v prˇ´ıpadeˇ odpoveˇdi u klienta a ma´ ekvivalentn´ı vy´znam.
6.5.2 Prˇenos uda´lost´ı
Jednou ze sluzˇeb, jenzˇ mus´ı zajistit komunikacˇn´ı subsyste´my, je prˇepos´ıla´n´ı vyzˇa´dany´ch
uda´lost´ı verifika´toru. Je ovsˇem ota´zkou jak realizovat samotny´ prˇenos uda´lost´ı. Delegovat
tento proble´m na komunikacˇn´ı subsyste´m nen´ı v˚ubec vhodny´m rˇesˇen´ım. Komunikacˇn´ı sub-
syste´m nev´ı, a ani nemu˚zˇe veˇdeˇt, jake´ uda´losti bude muset prˇepos´ılat. Zp˚usob prˇenosu mus´ı
by´t tedy neza´visly´ na typu uda´losti.
Prˇenos uda´lost´ı je zalozˇen na principech serializace a opeˇtovne´ho vytvorˇen´ı uda´losti.
Ba´zova´ trˇ´ıda vsˇech uda´lost´ı, trˇ´ıda Event, implementuje rozhran´ı ISerializable. Toto
rozhran´ı definuje metodu serialize(), jenzˇ vrac´ı textovy´ rˇeteˇzec reprezentuj´ıc´ı danou
uda´lost. Vsˇechny trˇ´ıdy uda´lost´ı, ktere´ mohou by´t prˇena´sˇeny, pak mus´ı reimplementovat
tuto metodu. Komunikacˇn´ı subsyste´m pak mu˚zˇe, neza´visle na konkre´tn´ım typu uda´losti,
prove´st prˇevod uda´losti do textove´ podoby a v te´to podobeˇ tuto uda´lost zaslat klientovi.
Ten ji mus´ı prˇeve´st zpeˇt do podoby objektu reprezentuj´ıc´ıho tuto uda´lost. Klient tento
prˇevod ovsˇem nemus´ı realizovat, tato cˇinnost je zajiˇst’ova´na samotny´m ja´drem graficke´ho
uzˇivatelske´ho rozhran´ı. Ja´dro obsahuje instanci trˇ´ıdy EventFactory, jenzˇ zajiˇst’uje tvorbu
uda´lost´ı z jejich textove´ reprezentace pomoc´ı registrovany´ch zpracovatel˚u (handlers) pro
52
jednotlive´ typy uda´lost´ı. Zpracovatel je konkre´tn´ı implementac´ı rozhran´ı ZEventHandler,
ktere´ definuje metody pro prˇevod uda´losti z textove´ formy do formy objektu. Metoda
canCreateZEvent(. . .) urcˇuje, zda dany´ zpracovatel umı´ zpracovat uda´lost specifikovane´ho
typu, metoda createZEvent(. . .) pak vytva´rˇ´ı uda´lost tohoto typu z prˇedlozˇeny´ch dat. Ob-
jekty si mohou zaregistrovat vlastn´ı zpracovatele pro prˇepos´ılane´ typy uda´lost´ı pomoc´ı me-
tody registerEventHandler(. . .) a vyzˇa´dat vytvorˇen´ı uda´losti z jej´ı textove´ reprezentace
metodou createEvent(. . .). Obeˇ tyto metody jsou poskytova´ny proxy objektem ja´dra.
Takto navrzˇeny´ syste´m umozˇnˇuje jednodusˇe prˇena´sˇet jaky´koliv typ uda´losti. Stacˇ´ı pouze
reimplementovat metodu serialize() u trˇ´ıdy uda´losti, ktera´ se bude prˇena´sˇet, a imple-
mentovat a zaregistrovat zpracovatele tohoto typu uda´losti.
6.5.3 Konkre´tn´ı implementace
Pro zajiˇsteˇn´ı spojen´ı mezi graficky´m uzˇivatelsky´m rozhran´ım a verifika´torem obsahuj´ı tyto
na´stroje pa´r za´suvny´ch modul˚u realizuj´ıc´ıch komunikaci pomoc´ı syste´mu CORBA6. V prˇ´ı-
padeˇ za´suvne´ho modulu pro graficke´ uzˇivatelske´ rozhran´ı lze jednodusˇe vyuzˇ´ıt mozˇnost´ı
jazyka Java, ktery´ obsahuje implementaci tohoto syste´mu jako svou soucˇa´st. Jazyk C++
takove´ mozˇnosti neposkytuje, za´suvny´ modul pro verifika´tor tedy vyuzˇ´ıva´ sluzˇeb knihovny
omniORB verze 4.1[4], jenzˇ poskytuje implementaci syste´mu CORBA odpov´ıdaj´ıc´ı specifi-
kaci CORBA verze 2.6[6].
Syste´m CORBA je zalozˇen na tzv. distribuovany´ch objektech, jenzˇ poskytuj´ı sluzˇby
prˇipojeny´m klient˚um. Na rozd´ıl od obvykly´ch forem komunikace, zalozˇeny´ch na protoko-
lech a zas´ıla´n´ı zpra´v, je komunikace v syste´mech CORBA realizova´na formou vola´n´ı metod
distribuovany´ch objekt˚u. Lokalizace distribuovane´ho objektu je prova´deˇna na za´kladeˇ jeho
IOR (Interoperable Object Reference). IOR[6] je struktura obsahuj´ıc´ı, kromeˇ jiny´ch infor-
mac´ı, take´ informace o umı´steˇn´ı distribuovane´ho objektu. I kdyzˇ lze IOR zapsat formou
textove´ho rˇeteˇzce, je tento za´pis pro uzˇivatele absolutneˇ nesrozumitelny´. Nasˇteˇst´ı poskytuje
syste´m CORBA i dalˇs´ı mozˇnosti lokalizace distribuovane´ho objektu zalozˇene´ na tzv. objek-
tove´m URL (Object URL). Klient vyuzˇ´ıva´ pro lokalizaci distribuovane´ho objektu serveru
corbaloc URL[6], jenzˇ umozˇnˇuje lokalizovat tento objekt na za´kladeˇ hostitelske´ho jme´na,
prˇ´ıpadneˇ IP adresy, a cˇ´ısla portu, kde distribuovany´ objekt nasloucha´ na prˇ´ıchoz´ı spojen´ı
klient˚u.
Jakmile se klient prˇipoj´ı k serveru, mu˚zˇe pozˇadovat sluzˇby, ktere´ nab´ız´ı distribuovany´
objekt tohoto serveru. Klient k teˇmto sluzˇba´m prˇistupuje skrz rozhran´ı definovane´ v jazyce
IDL[6] (Interface Definition Language). Konkre´tn´ı implementace syste´mu CORBA pak na
za´kladeˇ definice tohoto rozhran´ı vytvorˇ´ı rozhran´ı cˇi abstraktn´ı objekt v c´ılove´m programo-
vac´ım jazyce. Klient pak jednodusˇe vola´ metody tohoto rozhran´ı cˇi abstraktn´ıho objektu
a syste´m CORBA zajist´ı automaticke´ vykona´n´ı odpov´ıdaj´ıc´ı implementace teˇchto metod
na straneˇ serveru a vra´t´ı vy´sledek. Na obra´zku 6.6 jsou zobrazeny definice rozhran´ı distri-
buovany´ch objekt˚u klienta a serveru. Tyto metody zajiˇst’uj´ı realizaci cˇtyrˇ sluzˇeb, ktere´ jsou
vyzˇadova´ny od konkre´tn´ı implementace komunikacˇn´ıho subsyste´mu.
Realizace veˇtsˇiny sluzˇeb je prova´deˇna vola´n´ım jedne´ z metod rozhran´ı IServer. Kon-
figuraci verifika´toru zajiˇst’uje metoda configure(. . .), prˇenos textovy´ch soubor˚u metoda
transferTextFile(. . .) a spusˇteˇn´ı verifikace zase metoda verify(. . .). Nejkomplikovaneˇjˇs´ı
je implementace prˇepos´ıla´n´ı vyzˇa´dany´ch uda´lost´ı klientovi, ta je vy´razneˇ ovlivneˇna sa-
motny´m syste´mem CORBA. Registraci klienta, jako odbeˇratele specificke´ho typu uda´lost´ı,
lze jednodusˇe prove´st pomoc´ı metod subscribeForXXXEvents(. . .). Ota´zkou je jak zas´ılat
6 Pro za´kladn´ı informace o syste´mu CORBA viz. http://en.wikipedia.org/wiki/CORBA
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Obra´zek 6.6: Rozhran´ı CORBA klienta a serveru
tyto uda´losti zpeˇt klientovi. Komunikace pomoc´ı syste´mu CORBA je ze sve´ podstaty jed-
nosmeˇrna´. Klient vola´ metody serveru a jedina´ data, ktera´ z´ıska´ zpeˇt, jsou na´vratove´ hod-
noty volany´ch metod. Zalozˇit zp˚usob prˇenosu uda´lost´ı na vyzy´va´n´ı, tzv. pollingu, kdy klient
bude v periodicky´ch intervalech volat urcˇitou metodu serveru vracej´ıc´ı vyzˇadovanou uda´lost,
je neefektivn´ı. Nejlepsˇ´ım rˇesˇen´ım je vytvorˇit separa´tn´ı komunikacˇn´ı kana´l, ktery´m bude ser-
ver zas´ılat vyzˇadovane´ uda´losti klientovi. Tento prˇ´ıstup je pouzˇit i v prˇ´ıpadeˇ popisovane´
implementace.
Distribuovany´ objekt serveru je tzv. perzistentn´ı objekt. IOR tohoto objektu se nemeˇn´ı
ani pokud tento objekt zanikne a je na´sledneˇ opeˇt vytvorˇen. Tento druh objektu take´
umozˇnˇuje lokalizaci pomoc´ı corbaloc URL. Klient vytva´rˇ´ı na sve´ straneˇ tzv. docˇasny´ dis-
tribuovany´ objekt, jenzˇ implementuje rozhran´ı IClient. Tento druh objektu ma´ odliˇsne´
IOR prˇi ka´zˇde´m vytvorˇen´ı, tedy jeho IOR je platne´ pouze po dobu jeho zˇivota, tedy po
dobu beˇhu graficke´ho uzˇivatelske´ho rozhran´ı. Klient prˇi realizaci prˇepos´ıla´n´ı vyzˇa´dany´ch
uda´lost´ı vola´ metodu forwardEventsTo(. . .), ktere´ jako parametr prˇeda´ IOR vytvorˇene´ho
docˇasne´ho distribuovane´ho objektu. Server pomoc´ı z´ıskane´ho IOR lokalizuje tento objekt
a spust´ı na sve´ straneˇ proces, jenzˇ bude zajiˇst’ovat prˇepos´ıla´n´ı uda´lost´ı tomuto objektu.
Tento proces se zaregistruje jako odbeˇratel vyzˇa´dany´ch typ˚u uda´lost´ı a prˇi prˇijet´ı neˇjake´
uda´losti ji prˇeposˇle vola´n´ım metody forwardCustomEvent(. . .) distribuovane´mu objektu
klienta.
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Kapitola 7
Za´veˇr a zhodnocen´ı
7.1 Smeˇry dalˇs´ıho vy´voje
Oba vytvorˇene´ na´stroje jsou vysoce modula´rn´ı s c´ılem umozˇnit jejich dalˇs´ı rozsˇ´ıˇren´ı. Z hle-
diska verifika´toru se zde nab´ızej´ı mozˇnosti optimalizace jednotlivy´ch verifikacˇn´ıch modul˚u
nebo jejich nahrazen´ı moduly, jenzˇ rˇesˇ´ı dany´ proble´m jiny´m postupem. V prˇ´ıpadeˇ gra-
ficke´ho uzˇivatelske´ho rozhran´ı lze prˇidat dalˇs´ı za´suvne´ panely, jenzˇ naprˇ´ıklad le´pe repre-
zentuj´ı vy´sledky procesu verifikace. Verifika´tor a graficke´ uzˇivatelske´ rozhran´ı nemus´ı by´t
dokonce ani rozsˇiˇrova´ny, ale trˇeba pouzˇity jako za´klad prˇi na´vrhu jiny´ch programu˚, ktery´m
mohou poskytnout sluzˇby pro komunikaci, protokolova´n´ı, konfiguraci, lokalizaci cˇi spra´vu
za´suvny´ch modul˚u.
Lze ovsˇem zmı´nit alesponˇ neˇkolik slibny´ch rozsˇ´ıˇren´ı z pohledu proble´mu rˇesˇene´ho im-
plementovany´mi na´stroji:
• Vytvorˇit za´suvne´ panely pro vizualizaci vytvorˇene´ho grafu omezen´ı a prohleda´vac´ıho
stromu.
• Vytvorˇit verifikacˇn´ı modul rˇesˇ´ıc´ı oveˇrˇova´n´ı validity zadane´ vlastnosti jako SMT (Satis-
fiability Modulo Theories) proble´m. Programy rˇesˇ´ıc´ı SMT proble´m, tzv. SMT solvery,
dnes umı´ rˇesˇit proble´my zadane´ ve formeˇ QF UFIDL formul´ı.
• Paralelizovat verifikacˇn´ı proces. Rˇesˇen´ı neˇktery´ch cˇa´sti verifikacˇn´ıho procesu lze roz-
deˇlit na v´ıce procesor˚u nebo jader, cozˇ by mohlo vy´razneˇ urychlit celkovou dobu
verifikace.
7.2 Za´veˇr
C´ılem te´to pra´ce bylo navrhout a implementovat na´stroj pro forma´ln´ı verifikaci syste´mu˚
specifikovany´ch jazykem RT logiky.
Vytvorˇeny´ na´stroj rˇesˇ´ı verifikaci zadane´ vlastnosti syste´mu postupy popsany´mi v ka-
pitole 4. Cely´ proces verifikace je rozdeˇlen do cˇtyrˇ modul˚u, ktere´ rˇesˇ´ı jednotlive´ kroky
verifikace. Spra´vnost vy´pocˇtu byla oveˇrˇena na neˇkolika testovac´ıch prˇ´ıkladech, ktere´ lze
nale´zt v prˇ´ıloha´ch.
Nad ra´mec zada´n´ı pak byla vytvorˇena aplikace, jenzˇ poskytuje graficke´ uzˇivatelske´ roz-
hran´ı pro vytvorˇeny´ na´stroj. Tato aplikace usnadnˇuje pouzˇit´ı a pra´ci s na´strojem.
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Prˇ´ılohy
Prˇ´ıklady specifikac´ı syste´mu˚ rea´lne´ho cˇasu
Zˇeleznicˇn´ı prˇejezd
Prˇejezd obsahuje pouze jedinou kolej, v urcˇity´ cˇas tedy mu˚zˇe proj´ızˇdeˇt pouze jediny´ vlak.
Syste´m je slozˇen z komponent vlaku, vlakove´ho senzoru, ovladacˇe za´vor a samotny´ch za´vor.
U´kolem ovladacˇe za´vor je zajistit, aby v dobeˇ pr˚ujezdu vlaku zˇeleznicˇn´ım prˇejezdem se na
krˇ´ızˇen´ı cesty a kolej´ı nevyskytovalo zˇa´dne´ auto. Lze prˇedpokla´dat, zˇe tento u´kol je vzˇdy
splneˇn, pokud jsou za´vory v dobeˇ pr˚ujezdu vlaku sklopeny.
Specifikace syste´mu:
• Kdyzˇ se vlak prˇibl´ızˇ´ı k vlakove´mu senzoru a je zachycen t´ımto senzorem, je zasla´n
signa´l ovladacˇi za´vor, ktery´ zacˇne pomalu skla´peˇt za´vory prˇed zˇeleznicˇn´ım prˇejezdem.
– Za´vora bude sklopena do 30 sekund od doby, kdy se vlak prˇibl´ızˇil a byl zachycen
senzorem.
– Sklopen´ı za´vory trva´ alesponˇ 15 sekund.
Bezpecˇnostn´ı tvrzen´ı:
• Pokud vlak potrˇebuje alesponˇ 45 sekund pro urazˇen´ı cesty od senzoru k zˇeleznicˇn´ımu
prˇejezdu a pr˚ujezd vlaku je dokoncˇen do 60 sekund od doby, kdy byl vlak zachycen
senzorem, pak je zajiˇsteˇno, zˇe v dobeˇ dorazˇen´ı vlaku k zˇeleznicˇn´ımu prˇejezdu jsou
za´vory sklopeny a vlak opust´ı zˇeleznicˇn´ı prˇejezd beˇhem 45 sekund od doby, kdy bylo
dokoncˇeno skla´peˇn´ı za´vor.
Specifikace syste´mu ve formeˇ omezeny´ch RTL formul´ı:
∀x @(TrainApproach, x) ≤ @(↑ Downgate, x) ∧
@(↓ Downgate, x) ≤ @(TrainApproach, x) + 30
∀y @(↑ Downgate, y) + 15 ≤ @(↓ Downgate, y)
Bezpecˇnostn´ı tvrzen´ı ve formeˇ omezeny´ch RTL formul´ı:
∀t∀u @(TrainApproach, t) + 45 ≤ @(Crossing, u) ∧
@(Crossing, u) < @(TrainApproach, t) + 60→
@(↓ Downgate, t) ≤ @(Crossing, u) ∧
@(Crossing, u) ≤ @(↓ Downgate, t) + 45
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Specifikace syste´mu ve formeˇ programove´ho za´pisu:
V x (@(% TrainApproach , x) =< @(^ Downgate , x) /\
@($ Downgate , x) =< @(% TrainApproach , x) + 30);
V y (@(^ Downgate , y) + 15 =< @($ Downgate , y))
Bezpecˇnostn´ı tvrzen´ı ve formeˇ programove´ho za´pisu:
V t V u ((@(% TrainApproach , t) + 45 =< @(% Crossing , u) /\
@(% Crossing , u) < @(% TrainApproach , t) + 60)
-> (@($ Downgate , t) =< @(% Crossing , u) /\
@(% Crossing , u) =< @($ Downgate , t) + 45))
Raketovy´ syste´m st´ıhac´ıho letounu
St´ıhacˇka je vybavena raketami na boj na da´lku. Po zameˇrˇen´ı rakety je nutno ji vypustit.
Je potrˇeba zajistit, aby dosˇlo ke vcˇasne´mu otevrˇen´ı zbranˇove´ sˇachty a aby raketa zazˇehla
motor v bezpecˇne´ vzda´lenosti od letadla. Take´ je nesmı´rneˇ d˚ulezˇite´, aby se raketa stihla
prˇed za´sahem c´ıle odjistit.
Specifikace syste´mu:
• Prˇi aktivaci syste´mu pro zameˇrˇen´ı c´ıle dojde k zaha´jen´ı otev´ıra´n´ı zbranˇove´ sˇachty.
• Otev´ıra´n´ı zbranˇove´ sˇachty bude dokoncˇeno do 4 sekund od aktivace syste´mu pro
zameˇrˇova´n´ı.
• Uplne´ otevrˇen´ı zbranˇove´ sˇachty trva´ alesponˇ 2 sekundy.
• Po otevrˇen´ı sˇachty lze kdykoliv vypustit raketu pokud je zameˇrˇen c´ıl, ta se nejprve
uvoln´ı ze zbranˇove´ sˇachty, cozˇ trva´ maxima´lneˇ 1 sekundu, pote´ zacˇne padat pod
letadlo.
• Po uvolneˇn´ı rakety bude zbranˇova´ sˇachta jesteˇ 3 sekundy otevrˇena a pote´ se zacˇne
zav´ırat.
• Uzavrˇen´ı je stejneˇ cˇasoveˇ na´rocˇne´ jako otev´ıra´n´ı, tzn. trva´ minima´lneˇ 2 sekundy a
maxima´lneˇ 4 sekundy.
• Po uplynut´ı 1 sekundy od uvolnˇen´ı rakety dojde k aktivaci polohove´ho cˇidla, ktere´
vyhodnocuje pozici rakety vzhledem k letadlu.
• Cˇidlo vzˇdy maxima´lneˇ do 2 sekund vyhodnot´ı, zˇe vzda´lenost od letadla je bezpecˇna´
pro zazˇehnut´ı raketove´ho pohonu (cˇas se mu˚zˇe liˇsit podle rychlosti pa´du rakety a
smeˇru pohybu st´ıhacˇky, ale prˇi jake´mkoliv pohybu a mane´vrech se st´ıhacˇka do 2 se-
kund dostatecˇneˇ vzda´l´ı od rakety).
• Podle pohybu rakety a st´ıhacˇky pote´ dojde do 3 sekund od zazˇehnut´ı raketove´ho
pohonu k odjiˇsteˇn´ı rakety.
• Odjiˇsteˇn´ı rakety je ale vzˇdy provedeno alesponˇ po 2 sekunda´ch.
Bezpecˇnostn´ı tvrzen´ı:
58
• Pokud bude zameˇrˇova´n´ı c´ıle dokoncˇeno do 5 sekund od okamzˇiku zapocˇet´ı zameˇrˇova´n´ı
a pilot do 2 sekund po zameˇrˇen´ı vypust´ı raketu, je zarucˇeno, zˇe do 15 sekund bude
k neprˇa´telske´mu letadlu mı´ˇrit odjiˇsteˇna´ raketa.
Specifikace syste´mu ve formeˇ omezeny´ch RTL formul´ı:
∀x @(↑MissileAimed, x) =< @(↑MissileP itOpen, x) ∧
@(↓MissileP itOpen, x) =< @(↑MissileAimed, x) + 4
∀y @(↑MissileP itOpen, y) + 2 =< @(↓MissileP itOpen, y)
∀z @(↓MissileP itOpen, z) =< @(MissileReleased, z) ∧
@(MissileReleased, z) =< @(↓MissileP itOpen, z) + 1
∀m @(↑MissileP itClose,m) =< @(MissileReleased,m) + 3 ∧
@(↑MissileP itClose,m) >= @(MissileReleased,m) + 3
∀n @(↑MissileP itClose, n) + 2 =< @(↓MissileP itClose, n)
∀o @(↑MissileP itClose, o) + 4 >= @(↓MissileP itClose, o)
∀p @(MissileSensorActive, p) =< @(MissileReleased, p) + 1 ∧
@(MissileSensorActive, p) >= @(MissileReleased, p) + 1
∀r @(MissileSensorActive, r) =< @(MissileJetOn, r) ∧
@(MissileJetOn, r) =< @(MissileSensorActive, r) + 2
∀s @(MissileTriggered, s) =< @(MissileJetOn, s) + 3
∀t @(MissileJetOn, t) + 2 =< @(MissileTriggered, t)
Bezpecˇnostn´ı tvrzen´ı ve formeˇ omezeny´ch RTL formul´ı:
∀w @(↑MissileAimed,w) =< @(↓MissileAimed,w) + 5 ∧
@(↓MissileAimed,w) =< @(MissileReleased, w) ∧
@(MissileReleased, w) =< @(↓MissileAimed,w) + 2→
@(MissileTriggered, w) =< @(↑MissileAimed,w) + 15
Specifikace syste´mu ve formeˇ programove´ho za´pisu:
V x (@(^ MissileAimed , x) =< @(^ MissilePitOpen , x) /\
@($ MissilePitOpen , x) =< @(^ MissileAimed , x) + 4);
V y (@(^ MissilePitOpen , y) + 2 =< @($ MissilePitOpen , y));
V z (@($ MissilePitOpen , z) =< @(% MissileReleased , z) /\
@(% MissileReleased , z) =< @($ MissilePitOpen , z) + 1);
V m (@(^ MissilePitClose , m) =< @(% MissileReleased , m) + 3 /\
@(^ MissilePitClose , m) >= @(% MissileReleased , m) + 3);
V n (@(^ MissilePitClose , n) + 2 =< @($ MissilePitClose , n));
V o (@(^ MissilePitClose , o) + 4 >= @($ MissilePitClose , o));
V p (@(% MissileSensorActive , p) =< @(% MissileReleased , p) + 1
/\ @(% MissileSensorActive , p) >= @(% MissileReleased , p) + 1);
V r (@(% MissileSensorActive , r) =< @(% MissileJetOn , r) /\
@(% MissileJetOn , r) =< @(% MissileSensorActive , r) + 2);
V s (@(% MissileTriggered , s) =< @(% MissileJetOn , s) + 3);
V t (@(% MissileJetOn , t) + 2 =< @(% MissileTriggered , t))
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Bezpecˇnostn´ı tvrzen´ı ve formeˇ programove´ho za´pisu:
V w ((@(^ MissileAimed , w) =< @($ MissileAimed , w) + 5 /\
@($ MissileAimed , w) =< @(% MissileReleased , w) /\
@(% MissileReleased , w) =< @($ MissileAimed , w) + 2) ->
(@(% MissileTriggered , w) =< @(^ MissileAimed , w) + 15))
Kulometny´ syste´m st´ıhac´ıho letounu
St´ıhacˇka je vybavena vy´konny´m kulometem pro boj z bl´ızka, ten se ovsˇem prˇi strˇ´ılen´ı zahrˇ´ıva´
a pokud zahrˇa´t´ı prˇekrocˇ´ı u´nosnou mez, mu˚zˇe doj´ıt k jeho posˇkozen´ı a znefunkcˇneˇn´ı. Te´to
situaci je trˇeba zabra´nit, naprˇ´ıklad tak, zˇe kulomet bude obsahovat cˇidlo detekuj´ıc´ı jeho
teplotu a prˇi veˇtsˇ´ım zahrˇa´t´ı zastav´ı jeho cˇinnost. Je ale take´ nutne´ zajistit, aby po opeˇtovne´m
poklesu teploty kulometu bylo mozˇne´ znova strˇ´ılet, cozˇ mu˚zˇe opeˇt zajistit prˇ´ıtomne´ cˇidlo.
Specifikace syste´mu:
• Kulomet se nezacˇne zahrˇ´ıvat drˇ´ıve nezˇ po 20 sekunda´ch strˇ´ılen´ı.
• Teplota kulometu prˇekrocˇ´ı u´nosnou mez do 10 sekund od pocˇa´tku zahrˇ´ıva´n´ı.
• U´plne´ zahrˇa´t´ı kulometu trva´ vzˇdy ale nejme´neˇ 7 sekund.
• Ochlazova´n´ı kulometu zacˇne prob´ıhat ihned po jeho vypnut´ı.
• Zchladnut´ı kulometu na prˇijatelnou teplotu trva´ podle klimaticky´ch podmı´nek alesponˇ
3 sekundy, ale maxima´lneˇ 5 sekund.
• Ihned po detekci zchlazen´ı kulometu dojde k opeˇtovne´mu povolen´ı strˇelby.
Bezpecˇnostn´ı tvrzen´ı:
• Pokud cˇidlo detekuje zahrˇa´t´ı kulometu do 5 sekund od pocˇa´tku zahrˇ´ıva´n´ı a pokles
teploty kulometu do 3 sekund od usta´len´ı prˇijatelne´ teploty je zarucˇeno, zˇe nikdy
nedojde k prˇehrˇa´t´ı kulometu a k opeˇtovne´mu povolen´ı strˇelby kulometu po zchlazen´ı
dojde do 10 sekund od vypnut´ı kulometu.
Specifikace syste´mu ve formeˇ omezeny´ch RTL formul´ı:
∀x @(CanonFireStart, x) + 20 =< @(↑ CanonWarming, x) ∧
@(↑ CanonWarming, x) =< @(CanonFireStart, x) + 20
∀y @(↑ CanonWarming, y) + 10 >= @(CanonOverheat, y)
∀z @(↑ CanonWarming, z) + 7 =< @(CanonOverheat, z)
∀p @(HeatDetection, p) =< @(↑ CanonCooling, p) ∧
@(↑ CanonCooling, p) =< @(HeatDetection, p)
∀r @(↑ CanonCooling, r) + 3 =< @(↓ CanonCooling, r) ∧
@(↓ CanonCooling, r) =< @(↑ CanonCooling, r) + 5)
∀s @(ColdDetection, s) =< @(CanonCanFire, s) ∧
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@(CanonCanFire, s) =< @(ColdDetection, s)
Bezpecˇnostn´ı tvrzen´ı ve formeˇ omezeny´ch RTL formul´ı:
∀t ∀u ∀v @(HeatDetection, u) =< @(↑ CanonWarming, t) + 5 ∧
@(ColdDetection, v) =< @(↓ CanonCooling, u) + 3→
@(HeatDetection, u) < @(CanonOverheat, t) ∧
@(CanonCanFire, v) =< @(HeatDetection, u) + 10
Specifikace syste´mu ve formeˇ programove´ho za´pisu:
V x (@(% CanonFireStart , x) + 20 =< @(^ CanonWarming , x) /\
@(^ CanonWarming , x) =< @(% CanonFireStart , x) + 20);
V y (@(^ CanonWarming , y) + 10 >= @(% CanonOverheat , y));
V z (@(^ CanonWarming , z) + 7 =< @(% CanonOverheat , z));
V p (@(% HeatDetection , p) =< @(^ CanonCooling , p) /\
@(^ CanonCooling , p) =< @(% HeatDetection , p));
V r (@(^ CanonCooling , r) + 3 =< @($ CanonCooling , r) /\
@($ CanonCooling , r) =< @(^ CanonCooling , r) + 5);
V s (@(% ColdDetection , s) =< @(% CanonCanFire , s) /\
@(% CanonCanFire , s) =< @(% ColdDetection , s))
Bezpecˇnostn´ı tvrzen´ı ve formeˇ programove´ho za´pisu:
V t, u, v ((@(% HeatDetection , u) =< @(^ CanonWarming , t) + 5
/\ @(% ColdDetection , v) =< @($ CanonCooling , u) + 3)
-> (@(% HeatDetection , u) < @(% CanonOverheat , t) /\
@(% CanonCanFire , v) =< @(% HeatDetection , u) + 10))
EBNF omezeny´ch RTL formul´ı
// Logicke´ spojky a kvantifika´tory
TOK_NOT = ’not’ | ’!’ ;
TOK_AND = ’and’ | ’&’ | ’/\’ ;
TOK_OR = ’or’ | ’|’ | ’\/’ ;
TOK_IMPLY = ’imply’ | ’->’ ;
TOK_FORALL = ’forall ’ | ’V’ ;
TOK_EXISTS = ’exists ’ | ’E’ ;
// Predika´ty a funkcˇnı´ symboly
TOK_LESS = ’<’ ;
TOK_LEQ = ’=<’ ;
TOK_EQ = ’=’ ;
TOK_GEQ = ’>=’ ;
TOK_GREATER = ’>’ ;
TOK_PLUS = ’+’ ;
TOK_MINUS = ’-’ ;
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// Typy akcı´
TOK_START_ACTION = ’^’ ;
TOK_STOP_ACTION = ’$’ ;
TOK_TRANSITION_ACTION = ’%’ ;
TOK_EXTERNAL_ACTION = ’#’ ;
// Konstanty, promeˇnne´ a akce
TOK_CONSTANT = (’-’)?(’0’..’9’)+ ;
TOK_VARIABLE = (’a’..’z’)(’a’..’z’ | ’A’..’Z’ | ’0’..’9’)* ;
TOK_ACTION = (’A’..’Z’)(’a’..’z’ | ’A’..’Z’ | ’0’..’9’)* ;
// Bı´le´ znaky
TOK_WS = (’ ’ | ’\t’ | ’\n’ | ’\r’)+ ;
// Pravidla pro syntakticky´ analyza´tor
rrtlformula = eformula ;
eformula = tformula eformuladot ;
eformuladot = connective tformula eformuladot | epsilon ;
tformula = predicate | TOK_NOT tformula |
quantifiedvars tformula | ’(’ eformula ’)’ ;
predicate = efunction predsymbol efunction ;
quantifiedvars = quantifier TOK_VARIABLE nextquantifiedvar ;
nextquantifiedvar = ’,’ TOK_VARIABLE nextquantifiedvar |
epsilon ;
efunction = tfunction efunctiondot ;
efunctiondot = funcsymbol tfunction efunctiondot | epsilon ;
tfunction = ofunction | TOK_CONSTANT ;
ofunction = ’@(’ actiontype TOK_ACTION ’,’ term ’)’ ;
term = TOK_VARIABLE | TOK_CONSTANT ;
connective = TOK_AND | TOK_OR | TOK_IMPLY ;
quantifier = TOK_FORALL | TOK_EXISTS ;
predsymbol = TOK_LESS | TOK_LEQ | TOK_EQ |
TOK_GEQ | TOK_GREATER ;
funcsymbol = TOK_PLUS | TOK_MINUS ;
actiontype = TOK_START_ACTION | TOK_STOP_ACTION |
TOK_TRANSITION_ACTION | TOK_EXTERNAL_ACTION ;
Pouzˇit´ı na´stroje
Verifika´tor v aktua´ln´ı verzi 0.1 podporuje pouze operacˇn´ı syste´m Linux, v brzke´ dobeˇ ovsˇem
bude tato podpora rozsˇ´ıˇrena i na operacˇn´ı syste´m Windows. Graficke´ uzˇivatelske´ rozhran´ı
je neza´visle´ na operacˇn´ım syste´mu a jeho pouzˇit´ı za´lezˇ´ı pouze na prˇ´ıtomnosti platformy
Java.
Na´sleduj´ıc´ı text lze povazˇovat za jakousi rychlou uzˇivatelskou prˇ´ırucˇku, jenzˇ popisuje
nejd˚ulezˇiteˇjˇs´ı polozˇky konfigurace a popisuje uzˇivateli za´kladn´ı postup pro proveden´ı veri-
fikace neˇjake´ vlastnosti zadane´ho syste´mu.
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Verifika´tor
Za´kladn´ı informace
Verifika´tor je program pro prˇ´ıkazovu rˇa´dku, nevyzˇaduje tedy pro sv˚uj chod zˇa´dnou podporu
graficke´ho rozhran´ı a lze jej jednodusˇe skriptovat. Po standardn´ı instalaci jsou jeho soubory
umı´steˇny v adresa´rˇi build/verifier a jeho podadresa´rˇ´ıch modules a plugins.
Intern´ı a extern´ı moduly
Verifika´tor obsahuje neˇkolik intern´ıch a extern´ıch modul˚u, ktere´ mohou by´t vyuzˇity uzˇiva-
telem. Tabulka 7.1 obsahuje podrobne´ informace o teˇchto modulech.
Typ
Implementovane´
SID
Na´zev modulu rozhran´ı
Umı´steˇn´ı
Popis
Standard Output Logger
Za´suvny´ modul ILogger internal-stdout
Intern´ı modul obsazˇeny´ v libzetav-shared.a
Protokolovac´ı objekt, jenzˇ zapisuje zpra´vy na standardn´ı vy´stup
Standard Error Logger
Za´suvny´ modul ILogger internal-stderr
Intern´ı modul obsazˇeny´ v libzetav-shared.a
Protokolovac´ı objekt, jenzˇ zapisuje zpra´vy na standardn´ı chybovy´ vy´stup
File Logger
Za´suvny´ modul ILogger internal-file
Intern´ı modul obsazˇeny´ v libzetav-shared.a
Protokolovac´ı objekt, jenzˇ zapisuje zpra´vy do zadane´ho souboru
Xml Config Reader
Za´suvny´ modul IConfigReader internal-xml-cfg-reader
Intern´ı modul obsazˇeny´ v libzetav-shared.a
Konfiguracˇn´ı objekt, jenzˇ vyuzˇ´ıva´ XML soubory pro ulozˇen´ı konfigurace
Corba Communicator
Za´suvny´ modul ICommunicator corba-communicator
plugins/libzetav-plugin-corba-communicator.so
Komunikacˇn´ı subsyste´m vyuzˇ´ıvaj´ıc´ı pro komunikaci syste´m CORBA
Restricted RTL Formula Parser
Verifikacˇn´ı modul Module rrtl-formula-parser
modules/libzetav-module-rrtlfparser.so
Modul pro zpracova´n´ı omezeny´ch RTL formul´ı
Restricted RTL Formula Converter
Verifikacˇn´ı modul Module rrtl-formula-converter
modules/libzetav-module-rrtlfconverter.so
Modul pro konverzi omezeny´ch RTL formul´ı
Constraint Graph Builder
Verifikacˇn´ı modul Module cg-builder
modules/libzetav-module-cgbuilder.so
Modul pro tvorbu grafu omezen´ı
Search Tree Builder
Verifikacˇn´ı modul Module search-tree-builder
modules/libzetav-module-stbuilder.so
Modul pro tvorbu prohleda´vac´ıho stromu
Tabulka 7.1: Intern´ı a extern´ı moduly verifika´toru
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Za´kladn´ı konfigurace
Chod verifika´toru je rˇ´ızen nacˇtenou konfigurac´ı. I prˇesto, zˇe mozˇnosti konfigurace jsou
rozmanite´, pro potrˇeby verifikace si uzˇivatel vystacˇ´ı pouze s malou cˇa´st´ı. Za´kladn´ı polozˇky
konfigurace, ktere´ jsou d˚ulezˇite´ z hlediska procesu verifikace, jsou uvedeny v tabulce 7.2.
Datovy´ typ multi-rˇeteˇzec, jenzˇ se vyskytuje v tabulce, je slozˇeny´m typem rˇeteˇzce, ktery´
se skla´da´ z neˇkolika rˇeteˇzc˚u oddeˇleny´ch navza´jem znaky strˇedn´ık, cˇa´rka nebo svile´ lomı´tko.
Datovy´ typ sid pak zastupuje rˇeteˇzec identifikuj´ıc´ı za´suvny´ nebo verifikacˇn´ı modul veri-
fika´toru.
Na´zev konfiguracˇn´ı polozˇky datovy´ typ hodnoty
Popis
subsystem/extensions/path multi-rˇeteˇzec
Specifikuje cestu k adresa´rˇ˚um se za´suvny´mi a verifikacˇn´ımi moduly verifika´toru.
subsystem/logging/log-level cˇ´ıslo
Specifikuje u´rovenˇ protokolova´n´ı. Kazˇda´ u´rovenˇ zahrnuje i u´rovneˇ n´ızˇe. Mozˇne´ u´rovneˇ jsou
0 (neprotokolovat), 1 (chyby), 2 (varova´n´ı), 3 - 7 (informace), prˇicˇemzˇ u´rovenˇ 7 vypisuje
lad´ıc´ı informace a nemeˇla by se norma´lneˇ pouzˇ´ıvat.
verification/run/chain multi-rˇeteˇzec
Specifikuje rˇeteˇzen´ı verifikacˇn´ıch modul˚u, ktere´ urcˇuje verifikacˇn´ı proces. Kazˇda´ polozˇka
multi-rˇeteˇzce reprezentuje sekci v konfiguraci obsahuj´ıc´ı informace o tomto modulu. Mo-
duly jsou spousˇteˇny sekvencˇneˇ v porˇad´ı jejich vy´skytu v multi-rˇeteˇzci.
verification/module/<polozˇka multi-rˇeteˇzce>/name sid
Specifikuje SID modulu, ktere´mu prˇ´ıslusˇ´ı tato konfiguracˇn´ı sekce. Verifika´tor vyhleda´ mo-
dul s t´ımto SID a spust´ı ho.
verification/module/<polozˇka multi-rˇeteˇzce>/input/info rˇeteˇzec
Rˇeteˇzec obsahuj´ıc´ı informace o vstupn´ım rˇeteˇzci prˇedane´m spusˇteˇne´mu modulu.
verification/module/<polozˇka multi-rˇeteˇzce>/input/data rˇeteˇzec
Vstupn´ı rˇeteˇzec prˇedany´ vstupn´ımu modulu.
Tabulka 7.2: Za´kladn´ı konfiguracˇn´ı polozˇky verifika´toru
Verifikace
Pro proveden´ı verifikace vlastnosti syste´mu vyja´drˇene´ ve formeˇ omezeny´ch RTL formul´ı
ulozˇeny´ch v souboru sa-formulas.in v adresa´rˇi verifika´toru a za prˇedpokladu specifikace
syste´mu popsane´ho omezeny´mi RTL formulemi ulozˇeny´mi v souboru sp-formulas.in v ad-
resa´rˇi verifika´toru, jsou potrˇebne´ na´sleduj´ıc´ı soubory:
build/verifier/zetav -verifier
build/verifier/zetav.cfg
build/verifier/sp-formulas.in
build/verifier/sa-formulas.in
build/verifier/modules/libzetav -module -rrtlfparser.so
build/verifier/modules/libzetav -module -rrtlfconverter.so
build/verifier/modules/libzetav -module -cgbuilder.so
build/verifier/modules/libzetav -module -stbuilder.so
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Soubor zetav.cfg je za´kladn´ı konfiguracˇn´ı soubor verifika´toru, ktery´ obsahuje potrˇebne´
informace pro proveden´ı verifikace. Obsah toho souboru pro proveden´ı popisovane´ verifikace
bude naprˇ´ıklad na´sleduj´ıc´ı:
<zetav -verifier >
<subsystem >
<extensions >
<path >./ modules </path >
</extensions >
<logging >
<log -level >3</log -level >
</logging >
</subsystem >
<verification >
<run >
<chain >rrtlfparser|rrtlfconv|cgbuilder|stbuilder </chain >
</run >
<module >
<rrtlfparser >
<name >rrtl -formula -parser </name >
<input >
<info >filenames:sp:sa </info >
<data >./sp-formulas.in;./sa -formulas.in </data >
</input >
</rrtlfparser >
<rrtlfconv >
<name >rrtl -formula -converter </name >
</rrtlfconv >
<cgbuilder >
<name >cg -builder </name >
</cgbuilder >
<stbuilder >
<name >search -tree -builder </name >
</stbuilder >
</module >
</verification >
</zetav -verifier >
Modul pro zpracova´n´ı omezeny´ch RTL formul´ı vyzˇaduje jako vstupn´ı data seznam sou-
bor˚u obsahuj´ıc´ıch omezene´ RTL formule. Formule v kazˇde´m souboru mus´ı vzˇdy patrˇit k spe-
cifikaci syste´mu nebo oveˇrˇovane´mu bezpecˇnost´ımu tvrzen´ı. Rˇeteˇzec popisuj´ıc´ı vstupn´ı data
(info polozˇka) je interpretova´n modulem jako multi-rˇeteˇzec, jehozˇ prvn´ı rˇeteˇzec mus´ı by´t
hodnota formulas, jenzˇ rˇ´ıka´ modulu, zˇe vstupn´ı data (data polozˇka), jenzˇ jsou take´ inter-
pretova´na jako multi-rˇeteˇzec, obsahuj´ı na´zvy soubor˚u s omezeny´mi RTL formulemi. Dalˇs´ı
rˇeteˇzce popisu vstupn´ıch dat pak mus´ı naby´vat hodnoty sp, pokud n− 1 rˇeteˇzec vstupn´ıch
dat obsahuje na´zev souboru s omezeny´mi RTL formulemi specifikace syste´mu, nebo sa,
pokud n − 1 rˇeteˇzec vstupn´ıch dat obsahuje na´zev souboru s omezeny´mi RTL formulemi
bezpecˇnostn´ıho tvrzen´ı.
Verifikace se pak provede spusˇteˇn´ım verifika´toru bez parametr˚u
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./zetav -verifier
Vy´sledkem verifikace je pote´ odpoveˇd’
System valid
pokud je bezpecˇnost´ı tvrzen´ı odvoditelne´ ze specifikace syste´mu,
System NOT valid
pokud nelze proka´zat platnost tohoto bezpecˇnostn´ıho tvrzen´ı, prˇ´ıpadneˇ
Verification process failed
pokud dosˇlo k chybeˇ prˇi verifikaci. Podrobneˇjˇs´ı informace, vcˇetneˇ r˚uzny´ch statistik, lze
nale´zt v protokolu uda´lost´ı. V prˇ´ıpadeˇ vy´choz´ı konfigurace jsou chyby protokolova´ny na
standardn´ı chybovy´ vy´stup a ostatn´ı zpra´vy (vcˇetneˇ varova´n´ı) na standardn´ı vy´stup.
Graficke´ uzˇivatelske´ rozhran´ı
Za´kladn´ı informace
Graficke´ uzˇivatelske´ rozhran´ı slouzˇ´ı pro jednodusˇsˇ´ı pouzˇit´ı verifika´toru. Vyzˇaduje pro sv˚uj
beˇh prˇ´ıtomnost platformy Java, ovsˇem mu˚zˇe beˇzˇet na jine´m stroji nezˇ verifika´tor a komu-
nikovat s n´ım prˇes s´ıt’.
Verifika´tor
V prˇ´ıpadeˇ pouzˇit´ı graficke´ho uzˇivatelske´ho rozhran´ı mus´ı by´t verifika´tor spusˇteˇn v tzv.
mo´du serveru, ve ktere´m je schopen prˇij´ımat pozˇadavky od graficke´ho uzˇivatelske´ho roz-
hran´ı. V tomto mo´du je automaticky spusˇteˇn komunikacˇn´ı subsyste´m, jehozˇ konfigurace je
prova´deˇna pomoc´ı neˇkolika novy´ch konfiguracˇn´ıch polozˇek zobrazeny´ch v tabulce 7.3.
Na´zev konfiguracˇn´ı polozˇky datovy´ typ hodnoty
Popis
subsystem/communication/communicator-name sid
Specifikuje SID modulu, ktery´ obsahuje konkre´tn´ı implementaci komunikacˇn´ıho sub-
syste´mu. Vy´choz´ım modulem je modul corba-communicator.
subsystem/communication/host rˇeteˇzec
Specifikuje na´zev pocˇ´ıtacˇe nebo jeho IP adresu, kde bude naslouchat server verifika´toru na
prˇ´ıchoz´ı pozˇadavky klient˚u. Pokud tato polozˇka nen´ı definova´na, bude server naslouchat
na vsˇech rozhran´ıch v pocˇ´ıtacˇi.
subsystem/communication/port rˇeteˇzec
Cˇ´ıslo portu, na ktere´m bude server naslouchat na prˇ´ıchoz´ı pozˇadavky klient˚u. Vy´choz´ı
port je 24680.
Tabulka 7.3: Konfiguracˇn´ı polozˇky verifika´toru v mo´du serveru
Pro potrˇeby komunikace veˇtsˇinou postacˇuje ponecha´n´ı vy´choz´ıch nastaven´ı, kdy se
pouzˇije prˇilozˇeny´ za´suvny´ modul pro komunikaci zalozˇenou na syste´mu CORBA. Pro u´speˇsˇ-
ne´ spusˇteˇn´ı verifika´toru v mo´du serveru jsou pak potrˇeba na´sleduj´ıc´ı soubory:
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build/verifier/zetav -verifier
build/verifier/zetav.cfg
build/verifier/modules/libzetav -module -rrtlfparser.so
build/verifier/modules/libzetav -module -rrtlfconverter.so
build/verifier/modules/libzetav -module -cgbuilder.so
build/verifier/modules/libzetav -module -stbuilder.so
build/verifier/plugins/libzetav -plugin -corba -communicator.so
Soubor zetav.cfg opeˇt obsahuje za´kladn´ı konfiguraci verifika´toru, tentokra´t pro spusˇ-
teˇn´ı v mo´du serveru. Obsah toho souboru v prˇ´ıpadeˇ nasloucha´n´ı pouze na loka´ln´ım stroji
mu˚zˇe by´t naprˇ´ıklad na´sleduj´ıc´ı:
<zetav -verifier >
<subsystem >
<extensions >
<path >./ modules ;./ plugins </path >
</extensions >
<communication >
<communicator -name >corba -communicator </ communicator -name >
<host >localhost </host >
<port >24680 </port >
</communication >
</subsystem >
</zetav -verifier >
Nastartova´n´ı verifika´toru v mo´du serveru se pak prova´d´ı jeho spusˇteˇn´ım s parametrem
./zetav -verifier --server -mode
Intern´ı a extern´ı moduly
Typ
Implementovane´
SID
Na´zev modulu rozhran´ı
Umı´steˇn´ı
Popis
Xml Config
Za´suvny´ modul ZConfig internal-xml-cfg
Intern´ı modul obsazˇeny´ v zetav-gui.jar
Konfiguracˇn´ı objekt, jenzˇ vyuzˇ´ıva´ XML soubory pro ulozˇen´ı konfigurace
Verifier Frontend
Za´suvny´ panel ZGuiModule verifier-frontend
Intern´ı modul obsazˇeny´ v zetav-gui.jar
Graficke´ uzˇivatelske´ rozhran´ı pro verifika´tor
Corba Communicator
Za´suvny´ modul ZCommunicator corba-communicator
plugins/zetav-gui-plugin-corbacommunicator.jar
Komunikacˇn´ı subsyste´m vyuzˇ´ıvaj´ıc´ı pro komunikaci syste´m CORBA
Tabulka 7.4: Intern´ı a extern´ı moduly graficke´ho uzˇivatelske´ho rozhran´ı
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Graficke´ uzˇivatelske´ rozhran´ı obsahuje pouze pa´r intern´ıch a extern´ıch modul˚u, ktere´
mohou by´t vyuzˇity uzˇivatelem. Tabulka 7.4 obsahuje podrobne´ informace o teˇchto modu-
lech.
Za´kladn´ı konfigurace
Graficke´ uzˇivatelske´ rozhran´ı nevyzˇaduje te´meˇrˇ zˇa´dnou konfiguraci. Konfigurace je ulozˇena
v souboru zetav-gui.cfg. Pokud nen´ı tento soubor nalezen, vytvorˇ´ı se prˇi startu graficke´ho
uzˇivatelske´ho rozhran´ı automaticky s vy´choz´ım nastaven´ım konfigurace.
Za´kladn´ı polozˇky konfigurace, jenzˇ se va´zˇou k subsyste´mu˚m, jsou stejne´ jako u veri-
fika´toru a lze je nale´zt v tabulka´ch 7.2 a 7.3. Veˇtsˇina teˇchto polozˇek lze nastavit v dialogu
nastaven´ı graficke´ho uzˇivatelske´ho rozhran´ı (Tools → Settings).
Verifikace
Po spusˇteˇn´ı graficke´ho uzˇivatelske´ho rozhran´ı (soubor zetav-gui.jar) je nejprve potrˇeba
prˇipojit se k serveru verifika´toru. Prˇipojen´ı lze prove´st pomoc´ı menu (Verifier → Con-
nect) nebo na´strojove´ liˇsty (Prvn´ı tlacˇ´ıtko vlevo). Prˇipojen´ı vyzˇaduje prˇ´ıtomnost modulu
zetav-gui-plugin-corbacommunicator.jar v adresa´rˇi se za´suvny´mi moduly.
Obra´zek 7.1: Specifikace vstupn´ıch formul´ı v graficke´m uzˇivatelske´m rozhran´ı
Po prˇipojen´ı se aktivuje mozˇnost prova´deˇn´ı verifikace. Nezˇ je ovsˇem mozˇne´ u´speˇsˇneˇ
prove´st verifikaci, je potrˇeba prove´st neˇkolik nastaven´ı. V panelu input (viz. 7.1) je potrˇeba
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zadat informace o vstupn´ıch omezeny´ch RTL formul´ıch. Panel rozliˇsuje omezene´ RTL for-
mule, ktere´ na´lezˇ´ı specifikaci syste´mu a ktere´ patrˇ´ı k oveˇrˇovane´mu bezpecˇnostn´ımu tvrzen´ı.
Take´ umozˇnˇuje urcˇit zdroj teˇchto formul´ı. Podporova´ny jsou trˇi typy zdroj˚u:
• Input - Vstupn´ı formule jsou vlozˇeny prˇ´ımo do textove´ho pole panelu input. Obsah
tohoto textove´ho pole je prˇenesen a ulozˇen na straneˇ verifika´toru jako soubor.
• Local File - Vstupn´ı formule jsou ulozˇeny ve specifikovane´m souboru. Obsah tohoto
souboru je prˇenesen a ulozˇen na straneˇ verifika´toru.
• Remote File - Vstupn´ı formule jsou ulozˇeny v souboru na straneˇ verifika´toru.
Obra´zek 7.2: Nastaven´ı verifikacˇn´ıho procesu v graficke´m uzˇivatelske´m rozhran´ı
Konfigurace cele´ho verifikacˇn´ıho procesu se prova´d´ı v panelu configuration v cˇa´sti
verification (Viz. 7.2). Rˇeteˇzen´ı modul˚u je da´no jejich porˇad´ım v seznamu v tomto
panelu. U kazˇde´ho modulu lze pak specifikovat na´zev konfiguracˇn´ı sekce a SID tohoto
modulu a take´ vstupn´ı data tohoto modulu. Pro specifikaci na´zv˚u soubor˚u s vstupn´ımi
formulemi lze vyuzˇ´ıt promeˇnne´ (posloupnost alfanumericky´ch znak˚u a podtrzˇ´ıtka uvozena´
znakem dolar). Graficke´ uzˇivatelske´ rozhran´ı poskytuje dveˇ promeˇnne´. INPUT SP obsahuje
na´zev souboru s vstupn´ımi omezeny´mi RTL formulemi, ktere´ na´lezˇ´ı specifikaci syste´mu.
INPUT SA obsahuje na´zev souboru s vstupn´ımi omezeny´mi RTL formulemi oveˇrˇovane´ho
bezpecˇnostn´ıho tvrzen´ı.
Samotna´ verifikace se pote´ spousˇt´ı prˇes menu (Verifier → Verify) nebo prˇes panel
na´stroj˚u (Druhe´ tlacˇ´ıtko zleva). Vy´sledek verifikace je pak vypsa´n do panelu output a za-
protokolovane´ zpra´vy do panelu log.
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