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Razvoj partnerskega sistema na temelju modernih razvojnih metodologij
Partnersko sodelovanje je priljubljena in ucˇinkovita vrsta trzˇenja izdelka ali
storitve prek poslovnih partnerjev. Diplomsko delo opisuje razvoj produkta,
ki nam omogocˇa, da lahko v obstojecˇo spletno aplikacijo (bodisi trgovino
ali storitev) enostavno implementiramo funkcionalnost partnerskega sistema,
kar nam omogocˇi vrsto novih mozˇnosti pri trzˇenju nasˇih storitev ali izdelkov.
Sistem je zasnovan tako, da zahteva minimalno kolicˇino posegov za integracijo
v obstojecˇo aplikacijo, razvoj produkta pa je potekal na temelju modernih
razvojih metodologij, ki smo jih uporabili tako, da smo na cˇimbolj ucˇinkovit
nacˇin priˇsli do minimalnega fukcionalnega produkta v cˇimkrajˇsem cˇasu.




Title: Development of the affiliate system based on modern development
methodologies
Affiliate partnership is a popular and effective method of online marketing
through affiliate partners. The thesis describes the development of a product,
which allows us to easily integrate affiliate system into an existing platform
(e-commerce or service). This kind of functionality opens up growth oppor-
tunities for the business. The system is designed in a way that it requires
minimal amount of changes for the implementation into an existing applica-
tion. The development of the product is based on the modern development
methodologies, which are used so that we get the minimum viable product
in the most efficient and quickest way.





Partnerski sistem (angl. affiliate system) je funkcionalnost, ki omogocˇa, da
dolocˇen izdelek ali storitev lahko promovirajo njegovi uporabniki ali pro-
dajalci, ki so za to specializirani in ob vsaki prodaji tega izdelka zasluzˇijo
provizijo.
Partnerstvo je med razlicˇnimi prodajalci in uporabniki [1] (angl. affiliate
marketing) zelo razsˇirjena in popularna metoda trzˇenja. Uporabniki, cˇe jim
izdelek priporocˇa nekdo, ki mu zaupajo, tudi veliko lazˇje in hitreje kupijo.
Tovrstno partnerstvo se na spletu ponavadi pojavlja v obliki krizˇanih promo-
cij [2] (angl. cross-promotion). Povezˇeta se dve podjetji, ki imata podoben
segment uporabnikov in vsak svoji uporabniˇski bazi priporocˇa izdelek svo-
jega partnerja. Tako lahko obe enostavno razsˇirita krog svojih uporabnikov
in hkrati zasluzˇita provizijo s promocijo partnerskega izdelka. Taksˇne akcije
so obicˇajno veliko bolj ucˇinkovite kot pa kakrsˇnokoli oglasˇevanje na spletu.
Poleg tega nacˇina je na spletu tudi ogromno posameznikov, ki so speci-
alizirani in sluzˇijo izkljucˇno samo od partnerskih promocij (angl. affiliates).
Taksˇni promotorji so ponavadi pisalci blogov (predvsem ocen in primerjav
izdelkov), lastniki raznih niˇsnih forumov ali portalov.
Na spletu se partnerski sistemi vezˇejo na spletne strani in delujejo tako,
da po registraciji uporabnik (promotor) dobi posebno povezavo na spletno
stran, kjer se izdelek prodaja. Povezava vkljucˇuje identifikacijski atribut,
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ki zaslugo za obisk strani ali nakup izdelka pripiˇse dolocˇenemu promotorju.
Tak partnerski sistem omogocˇa promotorjem pregled nad statistiko obiskov
in prodaj uporabnikov, ki so jih napotili k dolocˇenemu izdelku ali storitvi.
Obstaja veliko razlicˇnih partnerskih sistemov, ki se v glavnem locˇijo na
samo-gostovane [3] (angl. self-hosted) in upravljano-gostovane sisteme [4]
(angl. managed-hosted). Vecˇina prvih je spisanih v PHP jeziku in so vecˇinoma
zastareli, zato je tudi njihova prilagoditev zelo otezˇena. Problem z upravljano-
gostovanimi sistemi pa je, da ponudniki zaracˇunavajo visoke zneske za upo-
rabo, poleg tega pa v vecˇini poberejo tudi svojo provizijo od prodaj. Druga
velika pomanljivost obeh sistemov je, da zahtevajo radikalne spremembe v
funkcionalnosti nakupnega procesa spletne strani za implementacijo partner-
skega sistema.
V podjetju se s partnerskimi programi ukvarjamo od leta 2007, resno pa
smo se zacˇeli ukvarjati z razvojem SaaS (Software as a Service) orodij leta
2011. V tem cˇasu smo opazili omenjene pomankljivosti tovrstnih sistemov in
spoznal nacˇine, kako bi bilo mogocˇe nekatere med njimi ucˇinkovito odpraviti.
Zaznali smo tudi potrebo po taksˇnemu sistemu v povezavi z nasˇimi ob-
stojecˇimi resˇitvami. Prejeli smo veliko elektronskih sporocˇil od uporabnikov,
ki jim je nasˇa storitev vsˇecˇ. Sprasˇujejo nas o taksˇnem sistemu in iˇscˇejo ustre-
zno resˇitev. Ideja, kako to tezˇavo odpraviti (za nas in tudi za druge) na
veliko bolj ucˇinkovit nacˇin, kot pa je to mogocˇe z obstojecˇimi resˇitvami, je
predstavljena in ovrednotena v tem delu.
Priˇsli smo tudi do spoznanja, da lahko z analiticˇnim orodjem Mixpanel [5]
poenostavimo implementacijo partnerskega sistema z minimalnimi spremem-
bami v kodi. Poleg tega nam ta integracija omogocˇa sˇe mnoge prednosti, ki
bodo razlozˇene v nadaljevanju diplomske naloge.
1.1 Partnerski sistemi
V grobem lahko partnerske sisteme razdelimo na samo-gostovane [3] (angl.
self-hosted) in upravljano-gostovane [4] (angl. managed-hosted). Vsaka vrsta
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ima dolocˇene prednosti uporabe.
Prednosti samo-gostovanih partnerskih sistemov:
• Obicˇajno ne placˇujemo mesecˇne najemnine, pacˇ pa placˇamo licenco in
po mozˇnosti posodobitve.
• Zahtevajo tehnicˇno znanje za namestitev na svoje strezˇnike, kar pogosto
predstavlja dodatno breme za upravljalca oz administratorja.
• Primerni so v primerih, ko ima uporabnik zelo specificˇne zahteve, ki
jih je tezˇko realizirati na generalnem nivoju, sistem pa zahteva veliko
prilagoditev.
Prednosti upravljano-gostovanih partnerskih sistemov:
• Uporabniku ni potrebno skrbeti za namestitev in delovanje sistema.
• Ponavadi se za njihovo uporabo placˇuje mesecˇno najemnino, pogosto
pa tudi provizijo od prodaje.
• Navadno so enostavnejˇsi za uporabo in hitrejˇsi za implementacijo.
• Primerni so za enostavnejˇso uporabo.
1.2 Pregled obstojecˇih partnerskih sistemov
1.2.1 Samo-gostovani partnerski sistemi
iDevAffiliate
iDevAffiliate [6] je star partnerski sistem, ki ga je leta 1999 zasnovalo pod-
jetje iDevDirect. Ima sˇirok razpon funkcionalnosti: od prodajnih orodij,
porocˇil in naprednih nastavitev, ki omogocˇajo visoko stopnjo prilagodljivosti
partnerskega sistema.
Prednosti:





• Posodobitve so brezplacˇne samo do enega leta.
• Za dodatne funkcionalnosti moramo kupiti dodatke.
Post Affiliate Pro
Post Affiliate Pro [7] je glavna konkurenca iDevAffiliate sistemu. Je zelo
dodelana celovita resˇitev, ki omogocˇa ogromno prilagoditev, vendar zahteva
vecˇ tehnicˇnega znanja kot pa druge resˇitve. S tem omogocˇa tudi resˇevanje
problemov in prilagoditve, ki so pri vecˇini ostalih sistemov nemogocˇe.
Prednosti:
• Izjemno visoka stopnja prilagoditev.
• Mozˇnost implementacije na vecˇ razlicˇnih spletnih strani (znotraj ene
namestitve).
• Dobra podpora za vecˇnivojske partnerske programe.
• Fleksibilna mozˇnost placˇila (omogocˇajo licenco z enkratnim in mesecˇnim
placˇilom).
• Podprta z mobilno aplikacijo.
Slabosti:
• Zahteva visoko stopnjo tehnicˇnega znanja.
• Relativno dolga pot ucˇenja v primerjavi z drugimi sistemi.
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1.2.2 Upravljano-gostovani partnerski sistemi
V diplomski nalogi se bomo osredotocˇili na primerjavo upravljano-gostovanih
sistemov. Ti sistemi so tudi zaradi njihovih prednosti osrednji del diplom-
ske naloge. Upravljano-gostovani sistemi so se zacˇeli na spletu pojavljati v
zadnjih letih vzporedno z razvojem SaaS (Software as a Service) poslovnega
modela in pojavom zavedanja prednosti resˇitev v racˇunalniˇskem oblaku.
Ambassador
Ambassador [8] je verjetno najbolj razsˇirjena in priljubljena resˇitev partner-
skega sistema v oblaku, ki omogocˇa vse osnovne funkcionalnosti partnerskega
sistema in je relativno enostavna za implementacijo. Ambassador je nastal
leta 2010, vendar se je dobro razsˇiril sˇele v zadnjih dveh letih.
Prednosti:
• Enostavna integracija.
• Prijazen uporabniˇski vmesnik.
• Dobra podpora osnovnim partnerskim funkcionalnostim.
Slabosti:
• Visoka cena – mesecˇni paketi se zacˇnejo pri 200 USD na mesec.
• Ozek nabor mozˇnih dodatnih prilagoditev (sˇe posebej glede na ceno).
1.3 Motivacija in pregled naloge
V uvodu smo spoznali prednosti in slabosti obeh vrst partnerskih sistemov.
Glavni del naloge pa je posvecˇen razvoju partnerskega sistema, s katerim
zˇelimo odpraviti nekatere omejitve obstojecˇih resˇitev (prekompleksno funkci-
onalnost za vecˇino primerov, nefleksibilnost sistemov in visoke cene uporabe)
in narediti korak naprej pri enostavnejˇsi integraciji z obstojecˇimi sistemi.
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Drugo poglavje obravnava nacˇrt razvoja sistema. V poglavju bomo pred-
stavili agilen razvoj [9] in metodologije, ki omogocˇajo ucˇinkovit razvoj po-
dobnih aplikacij ali programskih resˇitev. Predstavili bomo tudi programski
jezik Ruby, podporno okolje Ruby on Rails [10] in vse ostale tehnologije in
orodja, ki bodo uporabljene pri realizaciji nasˇe programske resˇitve.
V tretjem poglavju bomo opisali konkretno izvedbo nacˇrta. Izvedba bo
predstavljena po delih, obenem pa bodo prikazane tudi razlicˇne iteracije in
razvoj projekta po posameznih delih funkcionalnosti.
V cˇetrtem poglavju bomo prikazali uporabo koncˇnega izdelka in integra-
cijo s ostalimi sistemi.
V zadnjem, petem poglavju zakljucˇujemo s pridobljenimi izkusˇnjami, ugo-
tovljenimi napakami in nacˇrtovanimi popravki. Za konec bomo pregledali sˇe
razlicˇne mozˇnosti za nadaljni razvoj, izboljˇsave na partnerskem sistemu, kot




V tem delu bomo predstavili razlicˇne metodologije razvoja, po katerih smo
se ravnali ob razvoju programske resˇitve.
Metodologija [11] je skupek metod, principov in pravil, ki jih uporabimo
na nekem podrocˇju z namenom regulacije postopkov. Dolocˇa jo analiza glav-
nega dela metod in principov povezanih z znanjem, ki je bilo pridobljeno
na tem podrocˇju dela. Pri razvoju programske opreme metodologijo razvoja
lahko definiramo kot razdelitev procesa razvoja v razlicˇne faze (korake), ki
vsebujejo aktivnosti z nameom oziroma ciljem boljˇsega nacˇrtovanja in upra-
vljanja razvoja.
V glavni razdelitvi metodlogije glede na tezˇavnost (slika 2.1) locˇimo na
agilne in planske metodologije [12].
Agilne metodologije uporabimo, kadar imamo odgovorne, disciplinirane
in izkusˇene razvijalce, nepredvidljive in spreminjajocˇe zahteve ter stranko, ki
je odprta za nacˇine dela, ki zahtevajo aktivno sodelovanje in je pripravljena
sodelovati pri razvoju programske resˇitve.
Planske metodologije uporabimo, ko imamo opravka z relativno komple-
ksnimi sistemi in resˇitvami, imamo manj izkusˇene razvijalce in ko imamo
opravka z narocˇnikom, ki zahteva visoko stopnjo formalnosti (dokumentira-
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Slika 2.1: Prikaz metodologij
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nosti projekta).
2.1.1 Agilen pristop
Osnovni principi agilnih metod [9] so: prilagajanje in kontroliranje na kon-
stantni bazi in filozofija, ki stremi k timskem delu in spodbujanju ter samo-
organizaciji skupine oziroma posameznikov, ki delajo na posameznem pro-
jektu. Agilne metode so sestavljene iz najboljˇsih praks, ki omogocˇajo hiter
in ucˇinkovit razvoj ter poslovni pristop, ki omogocˇa hitre in ucˇinkovite pri-
lagoditve resˇitev koncˇnemu uporabniku.
Agilne metode se znacˇajsko precej razlikujejo od tradicionalnih nacˇrtno-
usmerjenih, planskih metod razvoja [12]. Najizrazitejˇsa razlika je, da se
tovrstne metode fokusirajo k manj popolni dokumentaciji za dani problem
in so osredotocˇene bolj na sam razvoj (pisanju kode ali ostalim aktivnostim,
katerih rezultat je programska oprema).
Posledica taksˇne filozofije je, da pri razvoju projekta hitreje pridemo do
uporabnih rezultatov in resˇitev, se hitreje prilagodimo na dejanske probleme
uporabnika (in trga), saj pri tovrstnem razvoju sodelujemo neposredno s
koncˇnim uporabnikom. Zahteve oziroma potrebe hitreje prilagodimo na bolj
optimalen nacˇin kot pri tradicionalnih metodah razvoja. Zaradi narave in
nacˇel agilnih metodlogij so taksˇne metode primerne predvsem za manjˇse
razvojne skupine, kjer lahko cˇlani med seboj ucˇinkovito komunicirajo in imajo
vecˇ izkusˇenj.
Osnovne vrednote agilnih metod, ki so jih avtorji definirali (manifest agil-
nih metodologij [14]) so:
• Posamezniki in interakcije so pomembnejˇse od procesov in orodij.
• Delujocˇa programska oprema je pomembnejˇsa od popolne dokumenta-
cije.
• Sodelovanje s stranko je pomembnejˇse od pogodbenih pogajanj.
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• Odzivnost na spremembe je pomembnejˇsa od togega sledenja nacˇrtom.
Ob tem zapiˇsimo sˇe 12 principov agilnega razvoja [14]:
• Nasˇa najviˇsja prioriteta je zadovoljiti stranko s hitrim in nepretrganim
izdajanjem funkcionalnosti programske opreme.
• Sprejemamo spremembe zahtev, celo v poznih fazah razvoja. Agilni
procesi vprezˇejo tovrstne spremembe v prid konkurencˇnosti nasˇe stranke.
• Delujocˇo programsko opremo izdajamo pogosto, znotraj obdobja nekaj
tednov, do nekaj mesecev, s preferenco po krajˇsem cˇasovnem okvirju.
• Poslovnezˇi, narocˇniki in razvijalci morajo skozi celoten projekt dnevno
sodelovati.
• Projekte gradimo okrog motiviranih posameznikov. Omogocˇimo jim
delovno okolje, nudimo podporo in jim zaupamo, da bodo svoje delo
opravili.
• Najboljˇsa in najucˇinkovitejˇsa metoda posredovanja informacij razvojni
ekipi in znotraj ekipe same je pogovor iz ocˇi v ocˇi.
• Delujocˇa programska oprema je primarno merilo napredka.
• Agilni procesi promovirajo trajnostni razvoj. Narocˇniki, razvijalci in
uporabniki morajo biti zmozˇni konstantnega tempa za nedolocˇen cˇas.
• Nenehna tezˇnja k tehnicˇni odlicˇnosti in k dobremu nacˇrtovanju izboljˇsa
agilnost.
• Preprostost – umetnost zmanjˇsevanja kolicˇine nepotrebnega dela – je
bistvena.
• Najboljˇse arhitekture, zahteve in nacˇrti izhajajo iz tistih ekip, ki so
samoorganizirane.
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Slika 2.2: Prikaz metodologije Scrum
• V rednih cˇasovnih razdobjih ekipa iˇscˇe nacˇine, kako postati ucˇinkovitejˇsa
ob rednem prilagajanju svojega delovanja.
Obstaja veliko agilnih metodologij, vendar se bomo v diplomski nalogi
osredotocˇili na Scrum metodologijo, saj je ta najbolj primerna in relevantna
za tovrstne projekte in nacˇin razvoja.
2.1.2 Scrum
Scrum [15] je bolj znana agilna metodologija, ki se navadno uporablja pri
upravljanju projekta oziroma programskega razvoja. Pogosto se Scrum do-
jema kot metodologijo, a v resnici je bolj podporno ogrodje pri upravljanju
procesa razvoja programske resˇitve [9].
Scrum definira fleksibilni in holisticˇni pristop pri razvoju programske
opreme, kjer razvojna ekipa deluje kot enota, da dosezˇe dolocˇen zastavljeni
cilj (slika 2.2). Metodologijo lahko razumemo kot odgovor na tradicionalne,
sekvencˇne metodologije in njihove predpostavke, ki so v dolocˇenih pogojih
zelo okorne in neprimerne za doseganje ucˇinkovitega razvoja.
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Scrum spodbuja tesno in aktivno sodelovanje med vsemi cˇlani ekipe [18],
zato je metodologija primerna za manjˇse in izkusˇene ekipe. Kljucˇni princip
metodologije je zavedanje, da se med razvojnim procesom zahteve razvoja
(oziroma zahteve uporabnikov) lahko spremenijo in da nepredvidljive situa-
cije ne morejo vedno biti predvidene in pricˇakovane, kot predvidevajo tradi-
cionalne planske razvojne metode, ki se zaradi tega bolj posvecˇajo pripravi
dokumentacije.
Scrum zagovarja empiricˇni pristop, ki sprejema predpostavko, da problem
ne more biti v celoti razumljen. Zato je bolj pomembno osredotocˇanje na
maksimiziranje zmozˇnosti ekipe, da cˇimprej priskrbi osnovno funkcionalnost,
na podlagi katere reagira na dodatne potrebne spremembe in razsˇiritve, ki se
skozi uporabo osnovne verzije ob aktivnem sodelovanju koncˇnega uporabnika
pokazˇejo.
Zgradba
Projekti, ki jih vodimo po Scrum metodologiji napredujejo skozi zaporedje
delov, ki jih imenujemo sprinti ali interacije [18]. Obicˇajno je priporocˇena
dolzˇina trajanja sprinta konstantne dolzˇine in navadno traja od 1 do 4 tedne
ali najvecˇ 1 mesec. Cilj vsakega sprinta je nacˇrtovan, izdelan in prezkusˇen
izdelek oziroma njegov del.
Navadno med sprintom ne sprejemamo sprememb. Cˇe zˇelimo spremembe
na projekt pogosteje uvajati, uvedemo za delo na projektu krajˇse sprinte, ki
nam omogocˇajo krajˇse povratne zanke dela.
Vloge
V Scrum metodologiji dodelimo vloge osebam, ki sodelujejo pri razvoju.
Scrum ponavadi vsebuje 3 glavne vloge. Te vloge so:
Lastnik produkta predstavlja investitorje in ostale lastnike, narocˇnike
produkta. Je glas uporabnikov ter odgovorna oseba za opredelitev lastno-
sti izdelka. Skrbi, da ekipa z razvojem resˇitve ustvarja ROI (Return On
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Investment). Obicˇajno lastnik produkta napiˇse uporabniˇske zgodbe (zah-
teve). Lastnik produkta je eden in se nacˇeloma naj ne bi vpletal v delo ekipe
oziroma tehnicˇni razvoj, saj je to vloga Scrum vodje.
Razvojna ekipa je odgovorna za dostavo delov produkta (angl. P.S.I.)
na koncu vsakega sprinta. Ekipo navadno sestavlja od 3 do 9 posameznikov,
ki opravljajo konkretno delo (dizajn, programiranje, nacˇrtovanje, testiranje,
komunikacija ipd.). Ekipe so samo-organizirane, z vsemi znanji, ki jih delo
na projektu zahteva.
Scrum vodja (angl. Scrum master) skrbi za izvedbo Scrum metodologije
znotraj ekipe. Je oseba, ki je odgovorna za odpravljanje ovir za tekocˇe in
nemoteno dostavljanje delov produkta in splosˇno delo na produktu. Vloga
Scrum vodje ni samo tradicionalna vloga vodje projekta, pacˇ pa ima bolj
obsˇirno vlogo, ki se razprostira od ustreznega izvajanja metodologije, do
povezovanja cˇlanov ekipe, spodbujanja k izboljˇsanju in skrbi za zmanjˇsanje
motecˇih dejavnikov na ekipo.
Sestanki
Kljucˇni del metodologije so sestanki, ki imajo razlicˇne namene:
Planiranje sprinta obsega dolocˇanje prioritet z vidika analize in ocene
dnevnika izdelka. V sklopu planiranja sprinta se odlocˇi, kako zˇelimo dosecˇi
cilje sprinta (planiranje) skozi dnevnik sprinta, ki obsega opravila, pri cˇemer
izhajamo iz uporabniˇskih zgodb (zahtev). V tem delu predvidimo trajanje
dnevnika sprinta (navadno v urah). Planiranje sprinta poteka tako, da ra-
zvojna ekipa izbere posamezne postavke dnevnika izdelka, ki jih bodo izdelali
v izbranem sprintu.
Na podlagi teh postavk se izdela dnevnik sprinta, v katerem so identifici-
rana posamezna opravila v cˇasovnem obsegu od 1 do 16 ur. Dnevnik sprinta
izdela razvojna ekipa s pomocˇjo Scrum vodje.
Dnevni sestanek je namenjen hitremu obvesˇcˇanju o poteku dela med
cˇlani razvojne ekipe in pomaga, da cˇlani ekipe dobijo obcˇutek, kaj je od
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prejˇsnjega sestanka bilo narejeno. Glavni predmet tega sestanka je pogovor
o tem, kaj je vsak cˇlan naredil vcˇeraj, kaj planira za danes in hkrati informi-
ranje o doseganju ciljev ter morebitnih tezˇavah, s katerimi se posamezni cˇlan
srecˇa. Na dnevnem sestanku se lahko dopolni dnevnik sprinta in navadno
traja do 15 minut.
Retrospektiva sprinta je kriticˇno samo-ocenjevanje skupine in prever-
janje tega kaj deluje in kaj ne. Na retrospektivi sodeluje celotna razvojna
ekipa in se opravi na koncu vsakega sprinta. Ponavadi traja od 15 do 30
minut, ekipa pa se na njem pogovori tudi o tem, katero delo bi radi pricˇeli,
prenehali ali nadaljevali naprej.
Pregled sprinta je namenjen temu, da razvojna ekipa predstavi, kaj je
bilo dosezˇeno med sprintom. Gre za neformalno predstavitev, katere priprava
lahko traja navadno do 2 uri in poteka brez prosojnic. Sestanek je namenjen
vsem udelezˇencem, katerim se navadno v obliki demonstracije prikazˇe nove
lastnosti, arhitekturo oziroma posodobitve, ki so bile opravljene na nekem
izdelku.
Prilagojen pristop
V diplomski nalogi smo uporabili prilagojeno verzijo Scrum metodologije, saj
smo programsko resˇitev razvijali po lastnih zahtevah, zato smo imel hkratno
vlogo lastnika produkta, razvojne ekipe in Scrum vodje. Projekt smo vodili
sami, sledili pa smo ostalim praksam in priporocˇilom vodenja projekta po
Scrum metodologiji [13].
Preden smo projekt zacˇeli razvijati, smo napisali vse uporabniˇske zgodbe.
Te zajemajo opis funkcionalnosti programske opreme iz vidikov vseh upo-
rabniˇskih vlog, ki bodo sistem uporabljale. Te so: promotor, lastnik izdelka,
administrator.
Posamezne uporabniˇske zgodbe smo razdelili v sprinte in jih ustrezno
ovrednotili glede na sˇtevilo ur pricˇakovanega dela na posamezni uporabniˇski
zgodbi.
2.1. METODOLOGIJE RAZVOJA 15
Pri delu in vodenju projekta smo si pomagali s orodjem Pivotal Tracker [16],
ki omogocˇa vodenje in delo na projektu po metodologiji Scrum. Orodje




Current obsega trenutne zgodbe, ki so bile narejene in cˇakajo potrditev iz
strani lastnika produkta (cˇigar vlogo sem imel jaz), Backlog obsega zgodbe,
na katerih bomo zacˇeli delati v nadaljevanju dela na projektu, Icebox pa
obsega zgodbe, katere so pomembne za nadaljni razvoj in niso kljucˇnega
pomena v danem trenutku.
2.1.3 Testno usmerjen razvoj
Testno usmerjen razvoj (angl. test driven development) [17] je nacˇin razvoja
programske opreme, ki temelji na programiranju testa (testov), ki opisuje
novo funkcionalnost (zahtevo) ali dolocˇeno izboljˇsavo, nato pa se sˇele napiˇse
minimalno kolicˇino kode resˇitve, ki je potrebna, da je test uspesˇen. Na koncu
ta del kode programer izboljˇsa tako, da ustreza standardom kodiranja. Ta
nacˇin razvoja naj bi spodbujal enostavne vzorce pisanja kode in samozavest
razvijalca.
2.1.4 Uporabniˇske zgodbe
V zacˇetni fazi projekta smo opisali uporabniˇske zgodbe, kot jih priporocˇa
Scrum metodologija [19]. Uporabniˇske zgodbe za nasˇo resˇitev zajemajo 3
razlicˇne vloge uporabnikov:
Lastnik izdelka je uporabnik, ki storitev oziroma partnerski sistem upo-
rablja za upravljanje in sledenje svojih promotorjev ter celotne statistike
promocij svojih partnerjev.
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Promotor je uporabnik, ki sistem uporablja zato, da lahko spremlja
svoje prodaje, izplacˇila in druge dejavnosti, kot so dostop do informacij.
Administrator je uporabnik, ki skrbi in upravlja sistem ter ima pregled
nad vsemi uporabniki (lastniki izdelkov in promotorji).
Promotor (angl. affiliate)
Uporabniˇske zahteve:
• Kot promotor se lahko registriram na spletni strani.
• Kot promotor lahko ustvarim novo promocijo za dolocˇen izdelek.
• Kot promotor lahko dobim promocijsko povezavo za dolocˇen izdelek.
• Kot promotor lahko promocijsko povezavo posˇljem.
Lastnik izdelka
Uporabniˇske zahteve:
• Kot lastnik izdelka se lahko registriram na spletni strani.
• Kot lastnik izdelka lahko v sistem dodam nov izdelek.
• Kot lastnik izdelka lahko za dodan nov izdelek dobim kodo za enostavno
spremljanje statistike na spletni strani, ki jo dodam v nogo HTML
strukture.
• Kot lastnik izdelka lahko za dolocˇen izdelek dobim API zˇeton in skrivno
kodo, katero uporabim na svoji platformi za klicanje API funkcij porocˇa-
nja prodaj.
• Kot lastnik izdelka lahko izdelku dolocˇim privzeto provizijo za vsako
prodajo izdelka.
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• Kot lastnik izdelka lahko posameznemu uporabniku prilagodim provi-
zijo na prodan izdelek.
• Kot lastnik izdelka lahko spremljam kolicˇino prodanih izdelkov v cˇaso-
vnem obdobju.
• Kot lastnik izdelka lahko spremljam kolicˇino klikov poslanih na pro-
dajno stran izdelka.
• Kot lastnik izdelka lahko spremljam kolicˇino registracij za posamezni
izdelek (nekoncˇanih nakupov).
• Kot lastnik izdelka lahko spremljam profit vseh promotorjev na posa-
mezen izdelek.
• Kot lastnik izdelka, lahko oznacˇim, katere prodaje so bile izplacˇane in
kaksˇen je bil znesek izplacˇil promotorjem.
Administrator
Uporabniˇske zahteve:
• Kot administrator lahko dostopam na administracijsko kontrolno plosˇcˇo.
• Kot administrator lahko vidim statistiko registriranih lastnikov izdelka
in njihovih promotorjev.
• Kot administrator lahko urejam racˇune vseh ostalih registriranih upo-
rabnikov (lastnikov izdelka in promotorjev).
• Kot administrator lahko urejam uporabnike in njihove uporabniˇske po-
datke.
2.2 Uporabljene tehnologije
V tem poglavju bomo opredelili tehnologije (orodja in programske jezike),
katere smo se odlocˇili uporabiti za razvoj sistema.
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2.2.1 Ruby on Rails
Ruby on Rails [10] je glavni programski jezik, ki smo ga uporabili na projektu.
Ruby on Rails je ogrodje (angl. framework), ki temelji na programskem jeziku
Ruby. Jezik je odlicˇen iz vrste razlogov:
• Ima zelo lepo in ekspresivno sintakso.
• Predpisuje uporabo najboljˇsih praks.
• Temelji na sistemu komponent (angl. gems).
• Omogocˇa hiter razvoj.
2.2.2 nGinx, Postgresql, Puma
Ostale tehnologije oziroma programska oprema, ki smo jo uporabili na pro-
jektu je sledecˇa:
nGinx
Za servisiranje spletnih vsebin oziroma zahtevkov potrebujemo programsko
opremo spletnega strezˇnika. Najbolj znana je programska oprema Apache,
vendar smo se za ta projekt odlocˇil uporabiti nGinx [20], ki je zaradi hitrosti
in kompatibilnosti z Ruby on Rails boljˇsi.
Postgresql
Za bazo bomo uporabili objektno-relacijsko bazo Postgresql [27]. Za to bazo
smo se odlocˇili, ker je za tovrstni projekt najbolj primerna, saj deluje hitro
v primerjavi z drugimi konkurencˇnimi resˇitvami in hkrati omogocˇa podporo
razlicˇnim podatkovnim tipom (recimo Hstore, Json, Array) [28], ki nam delo
olajˇsajo.
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Ime entitete Ime objekta Opis
Uporabnik User Opisuje splosˇnega uporabnika
Izdelek Product Opisuje promocijski izdelek
Promocija Promotion Opisuje posamezno promocijo
Provizija Commission Opisuje provizijo pri prodaji
Analitika Analytic Opisuje statistiko dolocˇenega dneva
Izplacˇilo Payout Opisuje izplacˇilo provizije
Administrator AdminUser Opisuje administratorja
Obvestilo Ipn Opisuje dnevnik API zahtev
Tabela 2.1: Entitete uporabljene na projektu
Puma
Za serviranje Ruby aplikacije programski opremi nGinx potrebujemo tudi
Ruby strezˇnik. Za resˇitev smo uporabili strezˇnik Puma [21], ki pride v paketu
komponent Ruby-a. Za Pumo smo se odlocˇili, ker je najhitrejˇsi Ruby strezˇnik,
podpira pa tudi delo z nitmi (angl. threads).
2.3 Struktura baze
Pri strukturi baze smo opredelili, katere entitete, attribute in podatkovne
tipe ter relacije potrebujemo za realizacijo opisane funkcionalnosti.
Entitete, ki smo jih uporabili, so prikazane v tabeli 2.1.
Prikaz vseh relacij, atributov in podatkovnih tipov je podan na sliki 2.3.
2.4 Integracije z zunanjimi orodji
V tem delu bomo opredelili delovanje sistema v okviru povezovanja z zuna-
njimi orodji in sistemi. Za boljˇso preglednost je to poglavje razdeljeno na
dva dela:
• Integracija s sistemi za vzpostavitev partnerskega sistema, ki zajema
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Slika 2.3: Koncˇni ER diagram
razumevanje, kako nasˇ partnerski sistem fukcionira v sklopu povezova-
nja z ostalimi orodji, znotraj katerih ga lahko uporabimo.
• Integraciji z zunanjima orodjema za lazˇji vpogled v delovanje sistema,
ki nam pomagata pri ucˇinkovitem spremljanju aplikacije za spremljanje
ucˇinkovitosti delovanja in spremljanja uporabnikov (analitike).
2.4.1 Integracija s sistemi za vzpostavitev partnerskega
sistema
Ideja nasˇega partnerskega sistema je, da ga lahko enostavno integriramo
v obstojecˇe resˇitve, predvsem SaaS aplikacije in spletne trgovine (angl. e-
commerce).
Integracija je sestavljena iz dveh delov [22]:
• Integracija na aplikacijski strani (angl. frontend)
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• Integracija na strezˇniˇski strani (angl. backend)
Integracija na aplikacijski strani poteka tako, da na njo namestimo Java-
script kodo, ki izvrsˇi posodabljanje statistike o obiskih, napotitvah in name-
stitvi piˇskotka na stran uporabnika, da ga lahko ustrezno zaznamo in njegovo
registracijo oziroma nakup pripiˇsemo ustreznemu promotorju ob koncˇni ak-
ciji.
Integracija na strani strezˇnika je integracija, ki jo navadno napravimo
znotraj kode, ki se izvaja na strani strezˇnika oziroma bolj poredko na strani
odjemalca (brskalnika). Ta del definira API klice ob dveh kljucˇnih akcijah:
ko uporabnik opravi registracijo in ko uporabnik kupi poljuben izdelek.
Ob koncu projekta bo za lazˇjo integracijo na strani strezˇnika napisana
tudi Ruby knjizˇica, ki se za sˇe hitrejˇso integracijo lahko enostavno vkljucˇi v
projekt in uporabi njene zˇe napisane klice.
2.4.2 Integraciji z zunanjima orodjema za lazˇji vpogled
v delovanje sistema
Za lazˇje spremljanje dogajanja na aplikaciji in spremljanja uporabnikov zˇelimo
uporabiti dve kljucˇni orodji, ki nam bosta olajˇsali delo in vpogled v delovanje.
AppSignals
AppSignals [23] je storitev v oblaku, ki nam omogocˇa enostavno spremljanje
napak v aplikaciji. V primeru, da se na aplikaciji zgodi neka napaka, se
ta posˇlje v nasˇ AppSignal racˇun in zabelezˇi s cˇimvecˇ podatki in kontekstu
te napake. Tako je spremljanje napak in njihovo odpravljanje dosti lazˇje.
Poleg spremljanja napak pa nam to orodje omogocˇa tudi enostavni pregled
nad hitrostjo in ucˇinkovitostjo dela aplikacije (hitrost delovanja strezˇnika in
cˇas posameznega zahtevka), kar nam omogocˇa, da lahko kaksˇne nepravilnosti
pravocˇasno zaznamo in odpravimo.
22 POGLAVJE 2. NACˇRT
Mixpanel
Mixpanel [5] je napredna analiticˇna resˇitev, ki nam omogocˇa spremljanje ozi-
roma sledenje uporabnikom in njihovemu obnasˇanju. Z njim lahko enostavno
vidimo, kako se posamezen uporabnik vede znotraj nasˇe aplikacije in kaj so
njegove znacˇilnosti. Sami lahko definiramo razlicˇne parametre in vrednosti,
ki so za nas pomembne pri uporabi dolocˇene aplikacije; v nasˇem primeru je
to: tip uporabnik, sˇtevilo promocij, sˇtevilo prodaj, vsota zasluzˇkov ipd.
Mixpanel nam poleg tega omogocˇa tudi avtomatizacijo promocijskih ak-
tivnosti. Tako lahko recimo uporabniku, ki se zˇe vecˇ kot 10 dni ni vpi-
sal v aplikacijo in sˇe ni ustvaril promocije, enostavno posˇljemo elektron-
sko sporocˇilo in ga nagovorimo naj to opravi. S tem povecˇamo mozˇnost
ucˇinkovite vpeljave uporabnika v nasˇo aplikacijo.
Poglavje 3
Razvoj
V tem poglavju smo prikazali, kako je potekal razvoj partnerskega sistema.
V prvem delu bomo predstavili kljucˇne funkcionalnosti aplikacije, nato bomo
prikazali, kako se je ta funkcionalnost razvijala skozi sklope razvoja, na nacˇin,
ki smo ga predstavil znotraj Scrum metodologije.
Na koncu bomo pogledali, kako je potekala postavitev strezˇnika in name-
stitev na produkcijsko okolje.
3.1 Razvoj funkcionalnosti sistema
Zacˇetek razvoja je bil zasnovan na posameznih glavnih sklopih funkcionalno-
sti, katere lahko razdelimo na 3 kljucˇne dele:
3.1.1 Upravljanje uporabnikov
Prva kljucˇna funkcionalnost je upravljanje uporabnikov, ki zajema registra-
cijo uporabnika (lastnika izdelka oziroma promotorja) ter v ozadju admini-
stracijo vseh teh uporabnikov.
Po tem, ko je bila znana struktura in zasnova podatkovne baze (relacije
in vsi potrebni podatki), smo pricˇeli z implementacijo logike za registracijo
in prijavo uporabnikov. Za Ruby on Rails obstaja komponenta imenovana
Devise [24], ki omogocˇa poenostavljeno implementacijo uporabniˇske logike za
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registracijo in prijavo v aplikacijo. Devise podpira zelo sˇirok nabor naprednih
funkcionalnosti (kot so oAuth [26], integracije z zunanjimi avtentikacijskimi
skrbniki), vendar smo v nasˇem primeru potrebovali le osnovno funkcional-
nost.
Zatem smo namestili sˇe paket ActiveAdmin [25], ki omogocˇa hitro in
ucˇinkovito postavitev administracijskega vmesnika.
Sledila je osnovna konfiguracija in prilagoditev obeh dodatkov glede na
nasˇo zˇeljeno funkcionalnost.
Devise smo prilagodili tako, da sprejme vsa dodatna polja, ki jih pri
nasˇem sistemu potrebujemo (ime, priimek, PayPal naslov za placˇila ipd.) ter
ActiveAdmin prilagodil tako, da omogocˇa pregled nad vsemi uporabniki in
njihovo urejanje.
3.1.2 Spremljanje statistik
Druga kljucˇna funkcionalnost je bila logika okoli funkcionalnosti spremljanja
statistik.
Odlocˇili smo se za zasnovo, ki minimizira podvojene zapise v bazi in
omogocˇa ucˇinkovit pregled nad dnevnimi statistikami.
Vsaka promocija ima asociacijo na analitiko (entiteta Analytic), ki v po-
sameznem zapisu definira sˇtevilo ogledov, unikatnih ogledov, vpisov in pro-
daj za posamezen dan. Tako imamo podatke urejene po dnevih, kar nam
omogocˇa osnovni pregled za dogajanje nad statistikami.
Nad zapisi lahko enostavno izvajamo matematicˇne operacije (sesˇtevke,
povprecˇja ipd.) v posameznih obdobjih.
3.1.3 API Integracije
V strezˇniˇskem delu aplikacije zˇelimo imeti mozˇnost API klicev, ki nam omogocˇajo,
da posamezne klice zapisovanja statistik lahko klicˇemo poljubno glede na
zˇeljen dogodek v sistemu, ki ga povezujemo z nasˇim partnerskim sistemom.
Tako sta osnovni funkciji, ki jih zˇelimo imeti:
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• Track event – zabelezˇi posamezen dogodek, kot je recimo registracija
(angl. signup) ali ogled (angl. view).
• Track charge – zabelezˇi nakup izdelka.
3.2 Pregled iteracij razvoja
V tem delu bom predstavil posamezne interacije (sprinte) za razvoj projekta
in jih razgradil glede na potek in spremembe, ki so sledile, ko sem naletel na
dolocˇene tezˇave in probleme.
Za beta razlicˇico projekta sem planiral 6 iteracij, za katere sem zaradi
vecˇje agilnosti predvidel povprecˇno dolzˇino enega tedna [13]. Ker sem na
projektu delal sam, so nekateri sprinti potekali malenkost drugacˇe, kot pa bi
v primeru, cˇe bi jih izvajali znotraj ekipe v standardni obliki, saj sem sam
izvajal tudi vlogo Scrum masterja in lastnika produkta.
Seznam iteracij (tabela 3.1) je predstavljen na nacˇin, da v levem stolpcu
opredeli planirano delo za to obdobje, v nadaljevanju pa so opisane spre-
membe oziroma nepricˇakovane stvari, ki so vplivale na dejanski razvoj pro-
jekta.
V nadaljevanju podajam opis posameznih interacij.
3.2.1 Teden 1: Priprava na razvoj, implementacija upo-
rabniˇske prijave
V prvem tednu sem se osredotocˇil na pripravo okolja in pripravo podatkovne
baze ter modelov za delo na projektu. Priprava okolja je zajemala namesti-
tev in kreiranje novega Rails projekta, kateremu sem namestil vse osnovne
komponente in programsko opremo, ki je potrebna za razvoj. Poleg kompo-
nent (angl. gems) sem namestil tudi Postgresql bazo, za katero sem se odlocˇil
zaradi dobre podprtosti na vseh sistemih ter mozˇnostjo zapisa podatkovnega
tipa zgosˇcˇene tabele (hStore) [28].
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Sˇt. Plan iteracije Spremembe / opombe
1 • Vzpostavitev okolja.
• Definiranje strukture baze in razre-
dnih modelov.
• Implementacija uporabniˇske pri-
jave.
2 • Pisanje osnovne logike promocij.
• Implementacija adminstratorskega
vmesnika.
3 • Delo na osnovnem uporabniˇskem
vmesniku.
• Dodajanje vlog uporabnikov (raz-
like med vlogami).
• Implementacija upo-
rabniˇskega dela je zahte-
vala nekaj sprememb na
device komponenti.
4 • Implementacija API klicev.
• Delo na Javascript kodi za name-
stitev na uporabniˇski del.
5 • Integracija z Mixpanel in Appsi-
gnals.
• Sprememba strezˇnika na Puma
komponento (angl. gem).
• Delo na sluzˇbah za procesiranje v
ozadju (komponenta sidekiq).
• Delo na analitiki za administra-
torja.
• Aktivno delo na iz-
boljˇsavah in testiranje.
6 • Priprava produkcijskega strezˇnika.
• Priprava skript za namestitev apli-
kacije na strezˇnik (angl. deploy).
• Mozˇnost dodajanja izdelkov za te-
stiranje na testnem okolju.
7 • Integracija partnerskega sistema v
aplikacijo RankTrackr.
• Testiranje sistema na produkcij-
skem okolju.
Tabela 3.1: Seznam iteracij
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Sledilo je pisanje migracij, ki nam v Ruby on Rails sluzˇijo definiranju
baze: podatkovnih tipov, relacij in atributov modelov. Posebnost migracij
je, da nam omogocˇajo enostavno spreminjanje arhitekture baze glede na fazo
projekta [29]. Tako lahko strukturo in razvoj baze enostavno spremljamo
in premaknemo tudi nazaj v cˇas, kar je zelo koristno za agilni razvoj, saj
omogocˇa veliko fleksibilnosti.
Postavili smo tudi osnovo za uporabniˇsko prijavo. Uporabili smo zelo
poznano komponento imenovano Devise, ki nam delo poenostavi in omogocˇa
veliko dodatne funkcionalnosti. V nasˇem primeru potrebujemo le enostavno
registracijo in prijavo z identifikacijo uporabnika preko e-posˇtnega naslova.
Poleg osnovnih podatkov o uporabniku smo morali naredili nekaj prilago-
ditev na komponenti, tako da sprejme vse podatke, ki jih o posameznem
uporabniku potrebujemo.
3.2.2 Teden 2: Logika modelov in implementacija ad-
ministracijskega vmesnika
Logika modelov
V drugem tednu smo se posvetili logiki modelov. To delo je zajemalo de-
finiranje metod znotraj modelov, ki jih aplikacija uporablja (primer je na
sliki 3.1). Poleg metod smo definirali tudi validacijske nastavitve za zapi-
sovanje v bazo, relacije in obnasˇanje modelov v razlicˇnih kontekstih, ko se
instanca na novo ustvari ali zapiˇse v bazo.
Administracijski vmesnik
S pomocˇjo komponente Activeadmin smo pripravili osnovo za administracij-
ski vmesnik (slika 3.2). Definirali smo vidnost modelov, ki jih uporabljamo –
osnovne podatke, ki jih zˇelimo vidne na nivoju zbirke in posameznega zapisa
uporabnika (User), provizije (Commission), produkta (Product) in promocije
(Promotion).
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Slika 3.1: Logika razreda Provizija (angl. Commission)
Slika 3.2: Administracijski vmesnik
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Slika 3.3: Uporabniˇski vmesnik
3.2.3 Teden 3: Uporabniˇski vmesnik, vloge uporabni-
kov
Uporabniˇski vmesnik
Pripravili smo tudi predlogo za uporabniˇski vmesnik (slika 6). Uporabili smo
komponento Foundation [30], ki zajema skupek HTML in CSS elementov
ter komponent za uporabniˇski vmesnik. Na osnovni knjizˇice smo definirali
osnovno postavitev elementov in izgled aplikacije.
Razlikovanje uporabnikov
Ker zˇelimo omogocˇati razlicˇnim uporabnikom razlicˇne funkcionalnosti (re-
cimo lastnik produkta mora imeti mozˇnost urejanja izdelkov in pregled nad
promotorji) je bilo potrebno uporabniˇski prijavi prirediti nekaj logike. Odlocˇili
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smo se, da v tabelo uporabnikov dodamo nov atribut product_owner, ki locˇi
med promotorji in lastniki izdelkov. Za administratorja smo se odlocˇili za
locˇevanje na drugem nivoju in za njega obstaja poseben razred AdminUser,
saj je tovrstno razlikovanje najbolj smiselno (administrator je nad ostalimi
uporabniki in je redko v drugih vlogah).
3.2.4 Teden 4: API funkcionalnost, Javascript koda za
uporabniˇsko stran
API
V tem tednu smo pozornost posvetili implementaciji API funkcionalnosti.
Pri tem smo se drzˇali priporocˇil in dobrih REST praks [31], tako da smo te
definirali znotraj naslova /api/v1/<posamezen klic>.
Klici omogocˇajo osnovne funkcionalnosti belezˇenja dogodkov: track_event
za belezˇenje posameznih akcij (ogled, registracija) in track_charge za belezˇenje
posameznih nakupov izdelkov.
Za avtentikacijo je potrebna uporaba skrivnega kljucˇa, ki ga uporabnik
dobi potem, ko doda nov izdelek v sistem. Za tovrsten nacˇin avtentikacije
smo se odlocˇili, ker je enostaven in ucˇinkovit ter najbolj primeren glede na
nasˇe preproste API zahteve.
Javascript koda
Za doseg ciljev projekta (enostavno uporabo in implementacijo v obstojecˇe
resˇitve) potrebujemo tudi Javascript kodo, ki jo uporabnik lahko enostavno
namesti na spletno stran.
Funkcija te skripte je, da ko uporabnik pride prek promocijske povezave
na npr. http://mojatrgovina.com/?aff=xy, ta vstavi piˇskot na njegov
racˇunalnik, ki zabelezˇi skrajˇsan niz promotorja (v tem primeru xy), ki je
tega uporabnika napotil na to stran, hkrati pa se zabelezˇi ogled te strani.
V primeru, da uporabnik s piˇskotom, ki je namesˇcˇen v njegov brskalnik
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opravi nakup, sistem ustrezno pripiˇse vrednost nakupa promotorju, ki je
tega uporabnika napotil na spletno stran in ustrezno izracˇuna provizijo.
Pricˇakovali smo, da bomo to skripto koncˇali v enem tednu, vendar pa se
je cˇas pisanja nekoliko zavlekel sˇe v naslednji teden, saj se je izkazalo, da je
zadevo bolj kompleksna – koda se mora poganjati v izolaciji, saj nocˇemo, da
v kolikor na strani pride do napake v drugi namesˇcˇeni skripti, da ta napaka
vpliva na delovanje nasˇe knjizˇice. Poleg tega za pomocˇ uporabljamo knjizˇico
jQuery [32], ki dolocˇene klice poenostavi. Posebej pozorni moramo biti v
primeru, cˇe je jQuery zˇe namesˇcˇen na spletno stran, kar je zelo pogosto. V
tem primeru je potrebno ustrezno izolirati nasˇo instanco od jQuery-a [33].
3.2.5 Teden 5: Integracije, Puma, procesiranje v ozadju,
analitika za administratorja
Integracije
V tem tednu smo se posvetili integraciji zunanjih resˇitev – Mixpanel in Appsi-
gnals. Za integracijo s Mixpanel smo za osnovo uporabili komponento Mixpa-
nel, ki nam omogocˇa enostavno inicializacijo objekta preko katerega klicˇemo
posamezne dogodke (angl. events) in nastavljano uporabniˇske lastnosti. Po-
sebnost te komponente je, da uporablja Rails rack, kar nam omogocˇa, da
pred izvrsˇitvijo funkcije kontrolerja nastavimo, kateri dogodek zˇelimo v Mi-
xpanel poslati in ta poskrbi, da se ustrezna Javascript koda vstavi v stran,
ki je prikazana uporabniku.
Vsaka akcija uporabnika znotraj aplikacije je prek kontrolerjev ustrezno
posredovana na Mixpanel, kar nam omogocˇa enostavno sledenje njihovega
obnasˇanja in nacˇinov uporabe.
Na drugi strani nam integracija s storitvijo Appsignals omogocˇa, da se
vse napake, ki se zgodijo na strezˇniku ustrezno zabelezˇijo z vsemi podatki
na Appsignals strezˇniku, kar nam olajˇsa spremljanje in sledenje tezˇavam ter
ucˇinkovito odpravo napak.
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Puma
Na zacˇetku projekta smo za osnovni vmesnik s nGinx strezˇnikom uporabljali
komponento Unicorn, vendar pa smo po prebiranju literature in lastnih ugo-
tovitvah odkrili, da ni tako ucˇinkovit v dolocˇenih scenarijih, saj ne podpira
niti. Zato smo ta vmesnik zamenjali s komponento Pumo, ki je novejˇsi pro-
dukt Rails skupnosti in pridobiva veliko pozornosti.
Procesiranje v ozadju
Uposˇtevajocˇ dejstva, da dolocˇena akcija, odvisna od drugih zunanjih strezˇnik-
ov, lahko zaradi odvisnosti traja dlje kot smo pricˇakovali (ali pa se zaradi
nedosegljivosti strezˇnika sploh ne izvrsˇi uspesˇno), zˇelimo vpliv teh akcij na
uporabniˇsko izkusˇnjo in stabilnost sistema zmanjˇsati, zato smo se za resˇitev
problema odlocˇili uporabiti procesiranje v ozadju.
Primer, ko potrebujemo taksˇno obvladovanje situacije: ko na strezˇniˇski
strani (v kontekstu API dostopa, kjer ne moremo izvrsˇevati Javascript klicev
na uporabniˇski strani) klicˇemo Mixpanel API iz kontrolerja oziroma razreda
aplikacije, ker zˇelimo uporabniku posodobiti dolocˇeno lastnost.
Uporabili smo odprtokodno resˇitev Redis [34], ki je spominska podat-
kovna struktura, ki jo lahko uporabljamo za medprocesno komuniciranje ter
komponento Sidekiq [35], ki nam omogocˇa lazˇjo implementacijo procesiranja
opravil v ozadju.
Taksˇna resˇitev nam omogocˇa, da lahko staticˇne metode na razredih klicˇe-
mo z metodo delay, ki klic metode preda v izvrsˇevanje v ozadje. V primeru,
da se klic ne zakljucˇi uspesˇno (javi izjemo), se klic ponovi maksimalno 3×,
vsakicˇ v daljˇsem intervalu.
Del kode, kjer uporabljamo taksˇen pristop je v modelu uporabnika User,
prikazan na sliki 3.4.
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Slika 3.4: Primer izvrsˇevanja v ozadju
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Analitika za administratorja
V administracijskem vmesniku zˇelimo boljˇsi pregled nad uporabo sistema,
posameznih uporabnikov in promocijami. Priˇsli smo do elegantne resˇitve,
ki nam omogocˇa, da velik del kode abstraktno uporabimo na vecˇ delih, kjer
potrebujemo podobne analiticˇne povzetke.
Ruby on Rails omogocˇa poseben koncept imenovan Concerns (skrbniˇstvo) [37],
ki nam omogocˇa, da dolocˇeno funkcionalnost razreda na enostaven nacˇin
razsˇirimo s tem, da v mapo /models/concerns dodamo ta razred.
S tem namenom smo ustvarili skrbniˇski razred hasAnalytics, ki nam
omogocˇa, da nad zapisi in tabelami lahko izvajamo enotne in konsistentne
analiticˇne akcije, kot so:
• Total between – sesˇtevek rezultatov med dvema datumoma na posa-
mezni celici.
• Period count – sesˇtevek zapisov med dvema datumoma
Ti dve funkciji uporabljata privzeta created_at in updated_at cˇasovni
polji (angl. timestamp), ki jih Ruby on Rails privzeto priredi vsakemu iz-
med razredov. S taksˇno abstrakcijo lahko enostavno razsˇirimo uporabnost
razreda. To dosezˇemo tako, da nad skupino zapisov posameznega razreda iz-
vedemo matematicˇne operacije, s cˇimer dobimo pregled ustvarjenih zapisov
ali sesˇtevkov dolocˇenih celic glede na dolocˇen datum.
Za prikaz grafov smo uporabili znano knjizˇico Highcharts [38], ki je zelo
fleksibilna in omogocˇa vse potrebne funkcionalnosti za risanje grafov.
Tako lahko administrator enostavno vidi aktivnosti v sistemu v nadzorni
plosˇcˇi (slika 3.5).
3.2.6 Teden 6: Priprava produkcijskega okolja in skript
za namestitev aplikacije
V tem tednu smo se osredotocˇili na pripravo strezˇnika za produkcijsko okolje
ter skripte, ki nam bodo ob spremembah olajˇsale posodabljanje aplikacije in
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Slika 3.5: Vizualizacija za administratorja
namestitev na strezˇniku.
Strezˇnik smo konfigurirali po priporocˇljivi Ruby on Rails VPS (Virtual
Private Server) konfiguraciji in postavili na Linux Ubuntu operacijskem sis-
temu. Za namestitev oziroma uvajanje aplikacije si v Ruby on Rails poma-
gamo s skriptami za uvajanje.
Podrobnosti konfiguracije strezˇnika in skript za uvajanje smo predstavili
v naslednjem podpoglavju Priprava na produkcijsko okolje.
3.2.7 Teden 7: Integracija sistema v aplikacijo Rank-
Trackr, testiranje v produkcijskem okolju
V tem tednu smo se fokusirali na integracijo partnerskega sistema v obstojecˇo
aplikacijo RankTrackr [39]. Ustvarili smo svoj uporabniˇski racˇun, dodali
produkt RankTrackr in namestili Javascript kodo sistema na spletno stran
RankTrackr-ja .
Potrebnih je bilo tudi nekaj sprememb v strezˇniˇskem delu aplikacije. Za
lazˇjo integracijo smo napisali knjizˇico v Rubyu, ki omogocˇa enostavnejˇso
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integracijo v podobne aplikacije in nam ponuja vse potrebne metode, ki jih
potrebujemo za integracijo.
Podrobnosti o testiranju na produkcijskem okolju so podane v poglavju
4.3 Test na produkcijskem okolju.
3.3 Priprava na produkcijsko okolje
3.3.1 Konfiguracija strezˇnika
Na strezˇniku tecˇe Linux Ubuntu 14.04, saj je sˇiroko podprt operacijski sistem
in ga podpira velika vecˇina vseh VPS (Virtual Private Server) ponudnikov.
Kot ponudnika gostovanja smo izbrali Digitalocean [41]. Zelo vsˇecˇ nam je
njihova platforma, ta omogocˇa enostavno prilagajanje lastnosti strezˇnika, ki
ga potrebujesˇ (v primeru, da se potrebuje vecˇ RAM-a, ni potreben nakup
novega strezˇnika in migracija vseh stvari, pacˇ pa se strezˇnik samo ugasne in
pocˇaka slabo minuto, da se proces koncˇa).
Na strezˇniku smo ustvarili novega uporabnika deploy, ki ga uporabljamo
samo za dostop ob namestitvi in posodabljanju aplikacije. Na strezˇnik smo
prav tako namestili rbenv [36] (okolje za upravljanje Ruby verzij na sistemu),
nGinx strezˇnik [20], Postgresql bazo [27] in Redis [34].
3.3.2 Namestitev na strezˇnik
V Ruby on Rails za namestitev aplikacije na strezˇnik uporabljamo tako ime-
novane deploy skripte, ki nam poenostavijo delo. Za tovrstno funkcionalnost
smo uporabili obstojecˇo komponento imenovano Capistrano [40]. Capistrano
vsebuje nekatere zˇe definirane skripte, kot so premik datotek (preverjanje
zadnje razlicˇice na Git repozitoriju [42] in osvezˇitev zadnjih sprememb), na-
mestitev kompontent (angl. gems), zagon / zaustavitev / ponovni zagon
strezˇnika – Puma [21], nGinx [20].
Nasˇo skripto sem priredil tako, da omogocˇa uvajanje aplikacije v 2 okolji:
produkcijsko okolje in uprizoritveno okolje, katerega lahko uporabimo za to,
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da dolocˇene funkcionalnosti testiramo na produkcijskem strezˇniku preden jih
zacˇnemo uporabljati v produkciji.
Nasˇa osnovna skripta za namesˇcˇanje aplikacije (slika 3.6) je sestavljena
iz naslednjih korakov:
• Preverjanje revizije iz Git-a [42] (preveri ali imamo zadnjo verzijo na
Git strezˇniku).
• Zagon testov preveri, cˇe se vsi testi pravilno izvedejo.
• Prenos datotek, namestitev kompontent, izvedba migracij (osnovni ko-
rak).
• Priprava datotek za namesˇcˇanje.
• Ponovni zagon aplikacije.
• Cˇiˇscˇenje zacˇasnih datotek.
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Slika 3.6: Skripta za namesˇcˇanje aplikacije na strezˇnik
Poglavje 4
Uporaba
V tem poglavju bomo predstavili primer uporabe partnerskega sistema in
njegovo integracijo v obstojecˇo resˇitev.
4.1 Koncˇni izdelek
Koncˇni izdelek ponuja vso funkcionalnost, ki smo jo podali v zahtevah.
Hkrati pa tudi enostavno integracijo v obstojecˇe platforme – tako v SaaS
(Software as a Service) aplikacije, kot tudi e-trgovine in ostale resˇitve.
4.2 Integracija v obstojecˇo resˇitev
Cilj razvoja partnerskega sistema je bil uporaba v nasˇih obstojecˇih aplika-
cijah, zato smo jo integrirali v aplikacijo RankTrackr [39], ki je namenjena
spremljanju pozicije strani na spletnih iskalnikih (slika 4.1). Z opisano nad-
gradnjo smo dosegli, da nasˇo obstojecˇo aplikacijo lahko promovirajo drugi
uporabniki in za to dobijo ustrezno nagrado. Spodnja slika (slika 4.1) pri-
kazuje delovanje aplikacije RankTrackr v povezavi z nadgradnjo z razvitim
partnerskim sistemom. Na prodajni strani imamo namesˇcˇeno skripto, ki na
uporabnikov racˇunalnik namesti piˇskotek, na podlagi katerega lahko ugoto-
vimo, kdo je uporabnika na nasˇo spletno stran napotil. V kolikor se ta upo-
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Slika 4.1: Shema delovanja sistema
rabnik registrira in kasneje placˇa storitev, se to prek API integracije sporocˇi
v nasˇ partnerski sistem in ustrezno dolocˇi provizija, ki se pripiˇse promoterju,
ki je uporabnika napotil na nasˇo storitev.
Poleg kreiranja novega projekta in dodajanja Javascript kode na upo-
rabniˇski del spletne strani RankTrackr-ja, je bilo potrebnih tudi nekaj spre-
memb v strezˇniˇskem delu aplikacije. Za lazˇjo integracijo smo napisali knjizˇico
v Rubyu, ki omogocˇa enostavnejˇso integracijo v podobne aplikacije in nam
ponuja vse potrebne metode za API klice, ki jih potrebujemo za integracijo.
V nasˇem primeru smo knjizˇico uporabili na dveh koncih:
• Ko se uporabnik registrira na aplikaciji, klicˇemo metodo
track_event("signup"), ki nam zabelezˇi registracijo uporabnika.
• Ko dobimo obvestilo od PayPal, da je uporabnik opravil nakup, klicˇemo
metodo track_charge, kateri podamo znesek in identifikacijo promo-
torja, ki je uporabnika napotil na stran.
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Prav tako smo morali prilagoditi del ob registraciji, da ob uporabniku v
bazo zapiˇsemo njegov affiliate_id, v primeru, da obstaja piˇskot, ki se je
nastavil, ko je uporabnika na spletno stran napotil nek promotor.
4.3 Test na produkcijskem okolju
Za dokoncˇno testiranje v produkcijskem okolju nam ne ostane nicˇ drugega,
kot da se na strani registriramo kot nov promotor in prek nasˇe promocijske
povezave opravimo registracijo ter nakup izdelka ter preverimo, cˇe se vsi
dogodki pravilno izvedejo in zapiˇsejo v partnerskem sistemu.
Poleg tega moramo biti pozorni tudi na obnavljajocˇe narocˇnine, pri kate-
rih moramo paziti, da se rezultat oziroma obracˇun ustrezno zabelezˇi vsakicˇ,
ko se nekemu uporabniku avtomaticˇno obracˇuna storitev. V nasˇem primeru
moramo ob vsaki obnovi narocˇnine klicati API metodo track_charge, ki
se navadno zgodi v mesecˇnem intervalu, ko prejmemo IPN [43] obvestilo od
PayPal.
4.4 Primer uporabe
Marjan se ukvarja s spletnim marketingom zˇe nekaj cˇasa. Storitev Rank-
Trackr mu je vsˇecˇ, saj jo uporablja za svoje strani in tudi svoje stranke,
hkrati pa ve, da bi lahko aplikacijo priporocˇal na svojem blogu ali svojim
znancem in za to dobil primerno nagrado.
Marjan se registrira v nasˇem partnerskem sistemu. Nasˇ sistem mu priredi
povezavo, katero lahko uporabi, da z njo napoti svoje stranke ali znance na
predstavitveno stran aplikacije RankTrackr. Ko dolocˇen uporabnik obviˇscˇe
stran preko te povezave, ki vsebuje enolicˇno dolocˇen parameter, ki oznacˇuje
Marjana kot napotitelja, se na uporabnikov racˇunalnik namesti piˇskot, ki
hrani podatek o tem, kdo je tega uporabnika napotil na nasˇo stran.
Marjan storitev predlaga Mateju, tako da mu razlozˇi uporabnost storitve
in mu posˇlje svojo povezavo za promoviranje izdelka. Matej se ne odlocˇi
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za nakup takoj, vendar se vpiˇse na posˇtne novice in se na stran vrne cˇez
nekaj dni. Tokrat se odlocˇi za registracijo, in kasneje za nakup. Nasˇ sistem
ob registraciji preveri prisotnost piˇskota, ki opisuje, kdo je tega uporabnika
napotil na nasˇo storitev. V tem primeru ugotovi, da je to Marjan, in ta
podatek ob registraciji zabelezˇi. Hkrati na nasˇ partnerski sistem prek API
vmesnika sporocˇi registracijo in placˇilo, pri cˇemer zaracˇuna provizijo, ki jo
Marjan pri tem dobi in ga o tem obvesti.
Poglavje 5
Zakljucˇek
V sklopu diplomske naloge smo na temelju modernih razvojnih metodologij
razvili spletno aplikacijo, ki nam omogocˇa prodajo in upravljanje partnerskih
programov nasˇih lastnih produktov in aplikacij. V precej kratkem cˇasu se
nam je pridruzˇilo kar nekaj partnerjev, ki nam na mesecˇni bazi naslavljajo
nove stranke in pomagajo pri prodaji izdelkov. S principi in filozofijo moder-
nih razvojih metodologij nam je uspelo sistem razviti v razmeroma kratkem
cˇasu in ucˇinkovito prilagoditi glede na potrebe in omejitve tehnologij. Re-
zultat taksˇnega pristopa je izdelek, ki je v zelo kratkem cˇasu dosegel svoja
pricˇakovanja in daje zelo dobro osnovo za nadaljni razvoj in prilagoditve
glede na zahtevnejˇse potrebe na trgu.
Ob relativno majhnem vlozˇki dela nam je uspelo razviti fleksibilni sistem,
ki z majhnimi posegi omogocˇa, da lahko storitev ali izdelek zacˇnemo trzˇiti
prek trzˇnih partnerjev. Obenem za tovrstno funkcionalnost nimamo nobenih
dodatnih strosˇkov, razen strosˇke strezˇnikov, ki so minimalni. Poleg tega bi
lahko v prihodnosti storitev zacˇeli prodajati sˇe drugim, ki jo potrebujejo.
5.1 Napake in popravki
Pri razvoju in testiranju na projektu smo naleteli tudi na nekaj napak.
Dve izraziti napaki, ki smo ju ugotovili sˇele na produkcijskem strezˇniku:
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Slika 5.1: Prilagoditve kontrolerja za Javascript vticˇnik
Zapisovanje piˇskota
Zapisovanje piˇskota na odjemalcu se ni izvedlo na celotnem domenskem
prostoru (.domain.com), ampak samo za aktivno domeno oziroma poddo-
meno [44]. Posledica tega je bila, da se statistike niso ustrezno belezˇile,
ko je uporabnik preklopil med poddomenami, saj se je podatek o njegovem
promotorju (napotitelju) skril oziroma ni bil dosegljiv.
Klici API funkcij iz Javascript vticˇnika
Tezˇave so bile tudi s klicem API funkcij prek Javascript vticˇnika, kjer upo-
rabljamo Json oz Jsonp, da lahko sistemu posˇljemo podatek o obisku strani.
Tezˇava je bila v tem, da Ruby on Rails po privzeti nastavitvi zahteva pre-
verjanje avtenticˇnosti zahtevka, kar pa v primeru tega klica ne moremo za-
gotoviti. Zato je bilo potrebno za tovrstno obnasˇanje aplikacijo opremiti s
povratno metodo in prilagojeno glavo odziva (slika 5.1) [45].
K srecˇi nam pri spremljanju napak pomaga AppSignal aplikacija (slika 5.2),
ki nas o vsaki napaki obvesti po e-posˇti, hkrati pa nudi seznam in detajle
vseh napak, ki so se zgodile po zadnji uvedbi kode na strezˇnik.
Pogoste so tudi napake, ki jih ne moremo odpraviti, saj na njih nimamo
vpliva (so odvisne od ostalih uporabnikov oziroma napacˇne uporabe sistema)
– na primer: klic API funkcije s kljucˇem, ki ne obstaja; dostop do zapisa,
ki ga ni v bazi. Kljub temu da teh napak ne moremo odpraviti, je dobro,
da smo o vseh teh napakah obvesˇcˇeni in jih aktivino spremljamo, saj le tako
lahko vidimo, cˇe je z aplikacijo vse v redu.
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Slika 5.2: Aplikacija AppSignals
5.2 Nadaljni razvoj
V tem poglavju bomo opredelili mozˇne izboljˇsave sistema in trzˇno strategijo,
ki bi bila ucˇinkovita pri prodaji resˇitve.
5.2.1 Tehnicˇne izboljˇsave
Tehnicˇnih izboljˇsav na projektu je precej, zato se bomo osredotocˇili na naj-
pomembnejˇse funkcionalnosti, za katere menimo, da bi resˇitev postavile dalecˇ
pred ostale obstojecˇe resˇitve.
Direktna integracija s PayPal
V sistem bi bilo dobro neposredno integrirati PayPal tako, da bi lahko provi-
zije direktno izplacˇevali nasˇim promotorjem, ne da moramo izvazˇati podatke
o provizijah in jih delno rocˇno procesirati. Sistem bi tako poskrbel za av-
tomatizacijo procesa, seveda pa bi morali dodati nekaksˇne varovalke, da bi
to opravilo moral odobriti administrator oziroma ga cˇasovno omejiti, da se
lahko zgodi sˇele po roku, ko uporabniki od PayPal ne morejo vecˇ zahtevati
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povracˇila placˇila.
Zasˇcˇita pred zlorabo
Uporabniki trenutno lahko na razlicˇne nacˇine zlorabijo sistem (kar je po-
manjkljivost tudi pri drugih sistemih). To je mozˇno narediti tako, da se
registrirajo prek racˇuna prijatelja, ustvarijo svoj partnerski racˇun in se sami
vpiˇsejo prek partnerske povezave. V tem primeru pridobijo povracˇilo dela
strosˇkov za uporabniˇski racˇun.
Za zasˇcˇito pred tovrstnimi scenariji imamo trenutno pogoj, da mora pro-
motor pridobiti minimalno 2 razlicˇni stranki, preden lahko zahteva izplacˇilo.
Ta pogoj do neke mere pomaga, vendar pa nikakor ne v absolutnem smislu.
Kljub temu da popolna zasˇcˇita za tovrstne scenarije ne obstaja, bi lahko
dodali napredno spremljanje IP naslovov in brskalnikov uporabnikov na za-
znanih asociacijah med njihovimi racˇuni.
Podpora za vecˇ-nivojske partnerske programe
Kompleksnejˇsi partnerski sistemi omogocˇajo vecˇ-nivojske partnerske pro-
grame, kar pomeni, da lahko promotor pod sebe dobi vecˇ promotorjev in
tako od vsakega prejme del provizij. Tovrstni sistemi so primerni za komple-
ksnejˇse promocije in promocijske mrezˇe. Ta funkcionalnost pa bi omogocˇila
tudi pridobitev pozornosti nekaterih drugih uporabnikov taksˇnih resˇitev.
Napredne zmozˇnosti zaracˇunavanja provizij
V sistem bi bilo dobro vkljucˇiti tudi naprednejˇse zmozˇnosti zaracˇunavanja
provizij. Trenutno omogocˇamo osnovne nastavitve zaracˇunavanja kot so:
zaracˇunavanje na podlagi odstotka od celotnega zneska prodaje ali fiksnega
zneska. Naprednejˇse mozˇnosti bi omogocˇale nastavljanje zaporednih prodaj,
na primer: pri prvi prodaji uporabnik prejme 10%, pri naslednji 12% itd.
Sorodno bi lahko naredili tudi za zaporedje provizij fiksnih zneskov.
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5.2.2 Trzˇna strategija
V tem delu bomo predstavili trzˇno strategijo, za katero menimo, da bi bila
ucˇinkovita pri prodaji partnerskega sistema.
Predstavitev
Na spletni strani kundiaffiliate.com bi predstavili glavne 3 prednosti nasˇega
partnerskega sistema:
• Enostavnost integracije.
• Podpora za Mixpanel.
• Ugodna cena.
Za zacˇetek bi ponudili poceni osnovni paket, s fiksno ceno (brez provizij
transakcij) 29 USD na mesec (konkurencˇna storitev Ambassador ima najce-
nejˇsi paket za mesecˇno placˇilo 300 USD).
V nadaljevanju bi paket prilagodili, odvisno od tega, koliko bi uporabniki
bili pripravljeni placˇati za nadgrajeno resˇitev in glede na izboljˇsave, ki bi jih
dodali v sistem.
Del trzˇne strategije bi bila tudi video predstavitev, v kateri bi prikazali,
kako enostavno je resˇitev implementirati v obstojecˇi sistem. Ta predstavitev
bi bila predvsem ciljana na razvijalce, saj se oni pogosto odlocˇijo in prepricˇajo
svoje vodje za primerno resˇitev na tehnolosˇkem podrocˇju.
Pridobitev interesentov
Za oglasˇevanje bi uporabil Google Adwords, Facebook oglase in sponzori-
rane PR objave na raznih relevantnih straneh kot so entrepreneur.com, ge-
tapp.com in ostalih sorodnih portalih.
Ciljna skupina uporabnikov bi bili lastniki spletnih strani, starejˇsi od 20
let. Primarna ciljna skupina so lastniki SaaS storitev, ki zˇe imajo ali pa sˇe
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Slika 5.3: Potencial trga z uporabo orodja Google Keyword Planner
nimajo partnerskih sistemov, sekundarna skupina pa lastniki spletnih trgo-
vin ali prodajalci informativnih produktov (kot so na Clickbank, YVZoo).
Osredotocˇil bi se na ameriˇski in anglesˇki trg, v kasnejˇsi fazi pa na Evropo.
Na Facebook bi lahko za kampanjo uporabili tudi Facebook stran soro-
dnih resˇitev, prav tako bi lahko na Google iskalniku zakupili kljucˇne besede,
ko uporabniki iˇscˇejo splosˇno partnersko resˇitev ali pa katero od zˇe znanih
oziroma obstojecˇih platform. Slika 5.3 prikazuje kolicˇino mesecˇnih iskanj
oziroma potencial na iskalniku Google za nasˇo trzˇno niˇso z uporabo orodja
Google Keyword Planner [48].
5.3 Ucˇne lekcije
S projektom smo se naucˇili veliko prakticˇnih in pa tudi bolj abstraktnih
stvari, ki nam bodo v prihodnosti pomagale razumeti proces in sprejemati
odlocˇitve za sˇe boljˇso ucˇinkovitost. Te bi lahko strnili na sledecˇa spoznanja:
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5.3.1 Izkoriˇscˇanje naleta motivacije
Pomembna stvari, ki smo se je naucˇili pri razvoju projekta je, da je dobro biti
dovzeten za prebliske motivacije in te maksimalno izkoristiti, ko se zgodijo.
Te bi lahko definirali kot krajˇsa obdobja viˇsjega energijskega potenciala in
motivacije, ki navadno trajajo od 2 do 3 dni in so optimalni cˇas za izkoriˇscˇanje
razvoja kompleksnejˇsih delov.
5.3.2 Strogozacˇrtan cˇasovni plan
Pri delu na projektu smo se naucˇili, da je v smislu cˇasovnih okvirov zelo
dobro imeti natancˇno in strogo zacˇrtan cˇasovni plan v smislu zˇeljenega cilja.
To nas prisili, da se oddaljimo od tezˇenj po nepotrebnih optimizacijah in
abstrakciji kode, kadar to v resnici ni potrebno.
5.3.3 Selekcija obstojecˇih komponent
Pri uporabi zˇe napisanih delov kode ali komponent je pomembno, da se zave-
damo tega, da je dobro, da uporabimo cˇimvecˇ kar se da, vendar pa moramo
pri tem paziti na nekaj stvari. Prva je ta, da je projekt, ki ga vkljucˇimo
oziroma uporabimo v nasˇem projektu ustrezno vzdrzˇevan oziroma ni zasta-
rel. Druga stvar je ta, da za enostavnejˇse funkcionalnosti ne tezˇimo vedno
k uporabi knjizˇic, saj se moramo zavedati, da nam vsaka komponenta doda
eno odvisnost vecˇ k projektu, s tem pa raste tudi kompleksnost vzdrzˇevanja.
5.3.4 Abstrakcija funkcionalnosti
Zelo pomembna stvar, ki smo se jo naucˇili z uporabo Scrum metodologije
na projektu, je ucˇenje o ravnovesju programiranja med abstrakcijo in spe-
cificˇnostjo. Problem, ki se nam zgodi, cˇe razmiˇsljamo o razvoju programske
opreme prevecˇ vnaprej je ts, da se lahko ujamemo v pretirani abstrakciji
kode, za kar porabimo prevecˇ cˇasa. Moderne metodologije pa nas silijo, da
se drzˇimo rokov in ciljev, in se tako temu izognemo.
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