INTRODUCTION
Application of programmable logic controllers (PLCs) for systems controling complex industrial pro cesses makes exacting correctness demands to PLC programs. At the same time, the programming of log ical controllers is a practical area, in which existing developments in the field of formal methods of mod eling and analysis of software systems could have successful application.
The article extends the cycle of papers [1] [2] [3] [4] [5] dedicated to developing an approach to construction and verification of discrete PLC programs by LTL specification. This approach provides the availability of correctness analysis of PLC programs by the model checking method. We use the linear time temporal logic LTL for program behavior specification and SMV tool for verification of program properties.
A PLC is a reactive system. It has a set of inputs connected to control object by sensors and a set of outputs connected to actuators. The PLC periodically repeats the execution of a user program. There are three main phases for program execution (working cycle): (1) reading from inputs (sensors) and latching them in the memory, (2) program execution (with input variables remaining constant), (3) latching the values of the output variables to the environment.
For the model checking method application it is necessary to construct a finite model of the PLC pro gram. For successful verification of required properties it is important to take into consideration that not all combinations of input signals from the sensors can occur while PLC is working with a control object. This fact requires more advertence to the construction of the PLC program model.
In this paper we propose to describe a consistent behavior of PLC sensors by three groups of LTL for mulas. They will affect the program model by approximating it to the actual behavior of the system. For each sensor the first group of LTL formulas determines values of other sensors, if the considered sensor is on (off). The second group of LTL requirements concerns cases of triggering sensors. LTL formulas give explanation of what could be a reason of triggering and under what conditions it is possible. The third group of LTL requirements explains reasons and describes events, which lead to situations, when the sen 1 The article is published in the original. Abstract-The article extends the cycle of papers dedicated to programming and verificatoin of PLC programs by LTL specification. This approach provides the availability of correctness analysis of PLC programs by the model checking method. The model checking method application presupposes constructing a finite model of a PLC program. For successful verification of the required properties it is important to take into consideration that not all combinations of input signals from the sensors can occur while PLC is working with a control object. This fact requires more advertence to the construction of the PLC program model. In this paper we propose to describe a consistent behavior of sensors by three groups of LTL formulas. They will affect the program model, approximating it to the actual behavior of the PLC program. The idea of LTL requirements is shown by an example. A PLC program is a descrip tion of reactions on input signals from sensors, switches and buttons. In constructing a PLC program model, the approach to modeling a consistent behavior of PLC sensors allows to focus on modeling pre cisely these reactions without an extension of the program model by additional structures for design of the realistic behavior of sensors. The consistent behavior of sensors is taken into account only at the stage of checking the conformity of the programming model to required properties, i.e. a property satisfaction proof for the constructed model occurs with the condition that the model contains only such executions of the program that comply with the consistent behavior of sensors. DOI: 10.3103/S0146411614070256 sor state remains always on or off. The third group of LTL requirements allows to exclude unreal "stick ing" of sensors from the program model, i.e. to exclude "unfair" program execution, in which a sensor does not change its state, though situations allowing to do it appear infinitely often.
Modeling a Consistent
The idea of three groups of LTL requirements (two in each group) for describing the consistent behav ior of PLC sensors is shown by an example.
MODEL CHECKING. A PLC PROGRAM MODEL
Model checking is a process of checking whether a given model (a Kripke structure) satisfies a given logical formula. A Kripke structure represents the behaviour of a program. A temporal logic formula encodes the property of the program. We use the linear time temporal logic (LTL).
A Kripke Structure on a set of atomic propositions P is a state transition system = (S, s 0 , →, L), with a non empty set of states S, an initial state s 0 ∈ S, a transition relation →⊆ S × S which is defined for all s ∈ S, and a function L : S → 2 P , labeling every state by a subset of atomic propositions.
A Path of the Kripke structure from the state s 0 -is an infinite consequence of states π = s 0 s 1 s 2 … where
The linear time temporal logic language is considered as a specification language for behavioural properties of a programming model. PLC is a classic reactive control system, which once running must always have a correct infinite behavior. LTL formulas allow to represent this behavior.
The syntax of the LTL formula is given by the following grammar, p i ∈ P:
LTL formula describes a property of one path of the Kripke structure, descendant from an emphasized current state. The temporal operators X, F, G and U are interpreted as follows: Xϕ -ϕ must hold at the next state, Fϕ -ϕ must hold at some future state, Gϕ -ϕ must hold at the current state and all future state, ψUϕ -ϕ holds at the current or a future state, and ψ must hold up until this point. In addition, classical logical operators ∨ and ⇒ will be used further.
The Kripke structure satisfies an LTL formula (property) ϕ, if ϕ holds true for all paths, starting from the initial state s 0 .
The Kripke model for a PLC program can be built quite naturally. The state of the model is a state of a PLC program (a vector of values of all program variables) after the complete passing of a working cycle. A transition from one state to another is one program execution for the working cycle.
Notice, that the model differs from the PLC program by discrete representation of timers [5] . If there are no timers in the program, the behavior of the model coincides with the program behavior.
Atomic propositions of the model are logical expressions on PLC program variables with using arith metic and relational operators.
A CONSISTENT BEHAVIOR OF PLC SENSORS
The considered model of a PLC program usually needs an additional fine tuning for corresponding to an actual behavior of the PLC program. For example, when handling timers, from the program model (Kripke structure) must be eliminated paths (program executions), in which an active timer is never trig gered [5] . Furthermore, it is often necessary to eliminate unrealistic combinations of input variable values, which track the states of sensors. For example, a combination of inputs in a liquid tank, where a high level sensor is on and a low level sensor is off, is unrealistic (with a failure free operation of sensors).
It is convenient to use the LTL logic for decribing realistic executions of a program model with a con sistent behavior of PLC sensors. In this paper we propose to describe a consistent behavior of PLC sen sors by three groups of LTL formulas.
The first group of LTL requirements for a sensor behavior answers a question which values of other sensors must be on a current working cycle, (1) if the considered sensor is on, or (2) if the considered sen sor is off, respectively. Templates of LTL requirements for a sensor variable S are represented below:
(1)
The third group of LTL requirements explains reasons and describes events, which lead to situations, when a sensor state remains always on or off:
The third group of LTL requirements allows to exclude unrealistic "sticking" of sensors from a pro gram model, i.e. to exclude "unfair" program execution, in which a sensor does not change its state, though situations allowing to do it appear infinitely often.
Let us demonstrate the idea of these LTL requirements on an example of a first level sensor LS1 of a reservoir from a task "An installation for a preparation of mixtures." This task will be considered in detail in the next section. Further, LTL formulas will be written on SMV language. Symbols "&", "|", "~" and " >" mean logical "and," "or," "not" and implication, respectively.
The first group of LTL requirements for the sensor LS1 is:
G( X(LS1) -> X(LS0) ); G( ~X(LS1) -> ~X(LS2)
). These formulas mean, that if LS1 is on, a zero level sensor LS0 must be on. And if LS1 is off, a second level sensor LS2 must be off.
The second group of LTL requirements for the sensor LS1 describes cases of its triggering:
). The first formula means, that if the sensor LS1 has triggered, then (1) the first valve Vlv1 was opened and the first tank was not empty (a tank sensor TS1 is on) or the second valve Vlv2 was opened and the second tank was not empty (a tank sensor TS2 is on); (2) the zero level sensor of reservoir LS0 was on and stays on; (3) the second level sensor of reservoir LS2 was off and stays off. It means, that loading (feed) of mixed components has been performed, besides the reservoir content volume can not be changed by more than one level during one passing of a PLC working cycle. The second formula means, that if the sensor LS1 has triggered off, then (1) an error valve EVlv or a pouring valve PVlv was on; (2) the zero level reser voir sensor LS0 was on and stays on; (3) the second level reservoir sensor LS2 was off and stays off. It means, that unloading (drain) has been performed, besides reservoir contents volume can not be changed by more than one level during one passing of a PLC working cycle.
The third group of LTL requirements allows to exclude unrealistic "sticking" of the sensor LS1:
If the sensor LS1 forever stays on, then (1) after some time neither EVlv, nor PVlv will be opened or (2) 
AN INSTALLATION FOR A PREPARATION OF MIXTURES
A scheme of an installation, designed for mixing two components, is presented in Fig. 1 . The first com ponent is loaded from the tank 1 through the valve Vlv1 into the initially empty reservoir until the level sensor LS1 is not on. The valve Vlv1 is closed by the triggering sensor LS1. Then valve Vlv2 is opened and the second component is loaded from the tank 2 until the level sensor LS2 is not on. The valve Vlv2 is closed after that. Next, mixing occurs for T seconds. Mixer working is determined by the sensor MS. After this time the valve PVlv is opened and an unloading of a product takes place. The unloading is finished when LS0 is off. The valve EVlv is used for an emergency drain of a substandard mixture. Availability of components is determined by tank sensors TS1 and TS2.
Elements "E Valve," "Valve 1," "Valve 2," "P Valve," and "Mtr" are buttons with self locking, or switches. States of these switches are used as inputs of PLC.
The installation is automatic. PLC controls it by receiving input signals from sensors of the installation and switches on the control panel, and by sending ouput signals to drives of the installation and lamps of the control panel (see Fig. 1 ).
The task is to write a PLC program with 11 inputs and 11 outputs for controlling the installation. The interface of PLC is presented in Fig. 2 KUZMIN et al.
13. "Proper mixture." Proper mixture contains both components and can not be spoiled (it is deter mined by lamps).
14. "Forgotten timer." If a timer triggered, then it will be reset (on the next working cycle).
The requirements for a model of the sensor behavior (divided to groups): LS0. A PLC program controling the installation and its SMV model are given below. The program is written on ST language. SMV model includes program properties and requirements of a consistent behavior of sensors as LTL formulas. Initially, for each sensor S all sets of input signals are considered. It is provided by an operator next (S) := {0, 1}. Further, the construction "using…prove" is used for proving the model conformance to program properties. In "using" section there are LTL requirements of a consistency of all sensors. These LTL requirements are taken into account when the properties in "prove" section are proving.
A PLC program controling the installation for preparation of mixtures (ST language).
KUZMIN et al.
CONCLUSIONS
The PLC program is a description (in different laguages) of reactions to input signals from sensors, switches and buttons. In constructing a PLC program model, the approach to modeling the consistent behavior of PLC sensors allows to focus on modeling precisely these reactions without an extension of the program model by additional structures for a realization of the realistic behavior of sensors. The consistent behavior of sensors is taken into account only at the stage of checking conformity of the programming model to required properties, i.e. a property satisfaction proof for the constructed model occurs with the condition that the model contains only such executions of the program that comply with the consistent behavior of sensors.
