Object-oriented programming (OOP) has become a powerful method of software engineering. Better modelling via abstraction, re-use and stability benefit the construction, extension and maintenance of large programmes. The main techniques of OOP are known as data abstraction and encapsulation (information hiding), inheritance, and polymorphism (including dynamic binding).
A short introduction to OOP was given recently [2] . In this article I want to give, mostly by example, an idea of OOP, its strength and certain problems, and at the same time sketch the hows and whats of implementing OOP in Fortran, some of which are unknown in a procedural language like Fortran. The design of every feature should fully support the basic ideas of OOP and good programming practices. In my view, one must start with a comprehensive design which in turn will lead to a good, simple and safe implementation of OOP in F2000 and give Fortran a clear competitive edge. Unfortunately the J3 committee charged with drafting a proposal currently favours a minimalist version. Hence I must warn the readers that while I whet their appetites they may be served a less sumptuous meal in a few years time.
Basic Principles of OOP
Object-oriented programming is an attempt to achieve more reliable, flexible, re-usable, maintainable software, i.e., software engineering at its best. Good software is correct (according to specifications) and robust, is easily adapted to changing circumstances, and is efficient, portable and easy to use. The main concepts of OOP to achieve these goals are data abstraction and encapsulation, inheritance, and polymorphism. Additional tools are assertions, exception handling, genericity, ... Software is usually written to model aspects of our world, either very real or more conceptual aspects, but modelling is at the heart and it consists of applying certain actions to certain objects. The new and different view of OOP to modelling, as compared with tradtional procedural programming, is to put the objects first and the actions second. This perspective is quite natural as we usually list the components (objects) of a system first and subsequently the possible actions that can take place. Data abstraction is the process of identifying the necessary parts and actions that are needed to describe an object. The implementation of an abstract data type is usually called a class, and an object is an instance of a particular class. An OOP language must be designed such that objects are well defined and cannot be accidentally corrupted. This is done best by encapsulating and hiding the details of the implementation (black box). The message passing model reflects this attitude quite well, i.e., the interaction between objects is done only on the level of requests (sending messages) for information or actions via well-defined interfaces; peeking into the 'black box' in any other way is forbidden.
Inheritance is closely linked to specialisation; a specialized object (a passenger car) has at least all the attributes of a vehicle, maybe more and maybe with slightly different behaviour. Polymorphism describes in some sense the opposite point of view: Ma~y special objects still have some common properties, and it is only these that are important in the context. For example, at a car inspection the inspectors do not care what make a car is but whether it works properly.
While abstraction and encapsulation are necessary foundations, the real power of OOP stems from inheritance and polymorphism which enable the user to work at a higher level. We use similar concepts all the time in our daily life, often without thinking :much about it. It is this closeness to our normal way of thinking that has propelled OOP so much to the front stage in recent years, although OOP is already more than thirty years old. These powers, especially that of polymorphism, must be checked carefully by sensible rules that allow their safe use --without imposing unnecessary restrictions, as happened in several popular languages such as C++ and Java. Recent research into OOP languages has clearly identified the problems caused by the interplay of inheritance and polymorphism, which are central to any OOP design. Almost all current OOP languages were designed earlier, and are therefore more restricted in their flexibility or safety than is necessary. A full discussion is outside the scope of this paper but the basic idea behind new proposals is outlined and references for further reading will be given at the end. A website [3] currently under construction will have more details and references about OOP in F2000. Fortran is in the fortunate position to learn from earlier attempts and to come up with a good and modern design wile remaining elegant and simple enough to keep the learning curve as low as possible. The OOP language Eiffel [4] is a well-done example in most aspects with certain innovative features, and I have adopted quite a few ideas from it.
Classes and Objects
What is an object? What is a class? Objects are ubiquituous in daily life, but the word has a precise meaning in programming. Example 1 serves as a classical example of a class. The syntax in this example uses a slightly modified Fortran 90 notation and should be mostly self-explaining. P o i n t , Function, PUBLIC : : i n i t _ P t ( n x , n y ) Real, I n t e n t ( i n ) :: nx, ny x = n x ; y = n y i ni t P o i nt = S e l f END Functi on i ni t_Pt S u b r o u t i n e , PUBLIC : : s e t x ( newx ) Real, I n t e n t ( i n ) : : newx Though the code itself is easy to read, there are quite a number of hidden rules and assumptions present. A class is a unit of code containing instance variables, here the components x and y, and public and private methods (procedures) . An instance of a class, e.g., the variables a and b in the main programme, are called objects of type Point, in other words a class is just a code template for objects, and the public methods define the object interface or object type. Instead of instance variables and methods one often talks of the state and behaviour of objects.
The instance variables are private to each object, i.e., point a cannot see the x component of b or vice versa, even in code defined inside the scope of the class. This explains w h y p % getx has to be used in Equal. The only access to instance variables, if at all, is through the interface, and although the visibility attributes are are given explicitely here, they th~ default attributes and can be omitted. One should note that this is the strongest notion of privacy possible, stronger than that of TYPE in Fortran where the internal structure is invisible only outside the scoping unit (usually a module). A few addtional remarks: a class can be compiled separately; it is a unit like Modul e and Subroutine; all variables and methods of a class are accessed as object % method.
Many readers are probably objecting right now to this strong (strict, conservative) form of privacy, since it requires the programmer to write a rather large n u m b e r of often trivial methods. But before giving a remedy, it is worthwhile to ponder the benefits.
First, when introducing new language features, one should always apply the conservative principle:
viz. it is always better to start with cautious rules and defaults that reflect good practice than to start with permissive ones. This approach allows for a relaxation of rules w h e n everything is in place and any loosening of the initial rules will not compromise the goals. Secondly, from a more practical point of view, OOP will overwhelmingly be used for large and long-term projects. For such projects, questions of design, implementation, safety and maintenance will (or at least should) be on the programmer's mind from the very beginning. A strong default, as envisaged here, is useful in the design and implementation stage of a code --once the right classes are chosen and the object interfaces are defined, which tend to remain rather stable throughout their lifetime. The bodies of the methods can be developed and tested quite separately, since changes to them remain localized (in the sense that no recoding elsewhere is required). This also applies to later extension of codes. Thirdly and most important, the instance variables of an object are often interdependent, so that direct write access could leave an object in an inconsistent state. This mutual d e p e n d e n c y requires that instance variables are, in principle, accessed only through methods. These are strong arguments for the chosen defaults. As a direct result of these choices, the programmer tends to focus on the abstract data types, the objects, in precisely the way intended by OOP. Thuse we have here a good example of a language design supporting a programming principle. A similar line of argument would deny the possibility of changing the arguments to methods, i.e., all arguments must have I n t e n t (i n). 2 The word S e l f is a short convenient alias for the current object and is widely used in m a n y other OOP languages (e.g., t h i s in C++). The current object is always the one that qualifies a method, e.g., in a % Equal (b) the current object is a, and S e l f in the method Equal stands for a. There are objections against the introduction of a such word, since Fortran knows no reserved words. In m y view, this is a small price to pay, if at all (one can always adopt the policy that an explicit declaration of S e l f in a class denies this implicit use of Self), while other solutions have their own disadvantages. 3 I return now to the objections against the extra coding work. The modification in Example 2 takes these into consideration without compromising the basic principle.
1. Unless all methods are private as well --but most of them are needed to do something with an object, and so this version is useless. 2. This rule is implicitly present in quite a few OOP languages, because they pass arguments by value. 3. Ada95 would write Equal (a, b) which, of course, obscures the link between methods and objects.
Example 2: A s h o r t h a n d i n t e r f a c e Essentially the ReadOnl y construct is a short-hand inlined version, which eases the b u r d e n quite considerably and is therefore introduced as the new default. There can be, however, no Wri te0nl y or Publ i c attribute for instance variables.
Another objection is that sole reliance on method calls produces large overheads detrimental to performance. This is not quite true since these restrictions apply to the programmer while the compiler is free to eliminate this overhead by inlining; indeed, the strict rules should make this easy. Further refinements are possible and useful. In some cases objects of the same or a different class need privileged access to h i d d e n details for efficient implementations. In this case the access attributes can be modified to include the names of classes that have this privilege. This statement would give all objects of the Point class and only them read access, other objects would have to use a method (see Example 2).
A very useful notion is that of an abstract class. This is a class that has the same appearance as a concrete class except that it is declared abstract or, and more commonly, that some methods define only their interface but do not contain any executable statements. It is not possible to create instances of abstract classes which remain abstract as long as at least one method is abstract. They are u s e f u l for example, to enforce coherence among certain subclasses. 4
OOP combines data and methods in a new way; both are encapsulated in objects, with strong safety features, instead of being kept apart. Compared with traditional procedural programming, OOP does even more: instead of bringing the data to the methods, the methods are n o w brought (sent) to the data, i.e., the data has become the centre of attention. This reversal of roles is very natural in m a n y applications where objects always have to be in a certain state and are changed according to events. A very familiar example is a w i n d o w on the computer screen which is moved, minimized or restored, the display u p d a t e d or scrolled, etc. This emphasis on objects always being in a well-defined state is the main reason for the increased safety associated with objects since it is less likely by language design that objects are in an undefined or inconsistent state than in procedural languages where this goal is much more difficult to maintain.
We have introduced a good foundation :for data abstraction and encapsulation, but the first real step to the power of OOP comes with inheritance which will be addressed next.
Inheritance
Classes often need to be varied or specialized to account for very similar but not quite equivalent objects. Rewritting already existing classes is laborious and runs counter to some of our goals. 4 A new tool is needed: inheritance. A new class inherits code from an existing one and modifies or extends it. A look at the following simple example, Example 3, will help.
4. Maintaning any number of similar classes in this way would be difficult, some may not be not updated, errors start to creep in, etc. Col ou r_Poi nt inherits all the existing code from Poi nt, e.g., the methods setx, etc., and adds a new instance variable c of type Col ou r (never mind how that is implemented, probably using a few bytes for red, green, blue), but also redefines the old method Equal to test for full equality of coloured points. The code should be easy to understand now. A redefined method implies that the version of Equal of class Point is not available any more; it is non-existent for Col ou r_Poi nts objects. A mental bridge to inheritance is to imagine that the compiler will physically include the inherited code in the new class and put it all in place as required. This mental help is very useful to explain the behaviour of Sel f. Since S e l f always refers to the current object, S e l f is now a Col ou r_Poi nt and that meaning has to be used everywhere including the inherited methods. The word Super is often added as a complement to Sel f and is useful w h e n methods suffer small redefinitions.
Inheritance obviously introduces an order between classes: Col ou r_Poi nt is a subclass of Point which in turn is the superclass of Col ou r_Poi nt. This order is best displayed as an inverted class tree with the 5 superclass of all classes, the root (here called Any), at the top.
Inheritance does not have to be restricted to one class. Multiple inheritance can be very useful but cau.ses some problems if any two of the inherited superclasses have a common superclass up in the class tree before reaching Any. One must decide then which of the methods and instance variables with identical names but potentially different implementations should be used. These clashes can be dealt with in a welldefined manner [4]; but some people believe that the complexity associated with multiple inheritance is not worth the trouble, and they prefer to allow only single inheritance.
So far, only a simple example of redefinition has been given, but in fact all aspects of a method can be potentially redefined: the body, the argument types, and the result type of a Functi on. There is, however, an important difference between redefinition (or semantic overloading) and syntactic overloading as practiced in Fortran 90. Syntactic overloading permits use of the same name for different methods; the correct one is determined by the compiler from the distinct argument lists. Semantic overloading is possible only in OOP languages where the correct method is determined at run time from the type of the current object. Its full potential will come to the fore under polymorphism, which will play a major role in determining the exact rules of possible redefinitions: that is w h y they are not spelled out here.
The concept of inheritance is rather easy to grasp, and it provides a powerful tool for the p r o g r a m m e r to express specialisations in a well defined way; this is very difficult or impossible to achieve in non-OOP languages. The proper use of inheritance, and identification of classes and subclasses, touches u p o n questions of design and analysis beyond this paper. A major challenge is faced by anybody trying to write a library of classes for general use, since it is in general not possible to foresee which classes will be inherited and h o w they will be changed. In certain areas such as standard data structures or graphics, standard libraries are emerging, but this is not yet true in other a r e a s --though a well-designed library can be a very important asset and can help to construct a software product very quickly.
5. It is sometimes useful, for consistency, to introduce a class that is a subclass to all classes, called None that changes whenever a new subclass is added. This name is quite apt, as some reflection will show (left as an exercise). H o w w o u l d one do this in a language without dynamic binding? A kind of S e l e c t Case construct w o u l d have to be set up, selecting each object according to its class. However, as soon as a n e w subclass is added, the S e l e c t Case construct m u s t be u p d a t e d everywhere, obviously running counter to our basic goals for software construction. Under dynamic binding, this change can be completely confined to the n e w subclass. The needed m e t h o d will be redefined, if necessary, and will be chosen automatically w h e n an object of this class is encountered. This principle, aptly characterized as "localized responsibility for behaviour," shows the real strength and beauty of p o l y m o r p h i s m with dynamic binding.
6. Polymorphic = having many forms. 7. There are several possibilities of defining polymorphic objects; while a definition based on classes is usual, it could also be based on interfaces since that is the only known aspect of objects, classes promise then to implement a certain interface [Website]. 8. Unfortunely, things become a bit complicated due to the existence of POINTERs and the need for references.
It is also possible to construct classes with polymorphic instance variables, as in the heterogeneous linkedlist in Example 5, if one needs a dynamic structure that can hold polygons of various kinds. This is a seemingly complicated object, but it illustrates more differences between a Fortran Poi nte r, which can only point to (and is itself) a monomorphic object, and a reference, which is always polymorphic. Head is monomorphic because its type is always known, even though its instance variable p can vary. Otherwise, everything is the same as in a Fortran 90 list.
Example 5:
One should note, however, that polymorphism comes at a price. Certain details of objects are lost as soon as they are treated as polymorphic objects; essentially, only the c o m m o n subset of characteristics survives. This has been the cause of a lot of trouble for language designers, since it is not easy to capture this information loss in rules that combine safety and flexibility.
Returning to our previous examples of Poi nt and Col ou r_Poi nt, some problems with polymorphism are exposed in Example 6. (2), a Point, receives x(3), a Col our_Point, the argument is obviously of the wrong type for the Equal method of a Point, causing a run-time error! "Well", you say, "change the code to receive a polymorphic argument, @ Point." There is again trouble when i = 4, since now x (4) refers to a Col ou r_Poi nt which expects another Col ou r_Poi nt. We could change here also to @ Point, but n o w have to remove the equality check for Col our. N o w everything is fine, but the original intention of the Equal m e t h o d in Col ou r_Poi nt is completely lost, since n o w we can only check for equality of position, not colour! Obviously, the way inherited methods are redefined has a decisive influence on which methods a polymorphic object can call.
Methods such as Equal are binary methods, methods that expect arguments of the same type (here identical with class) and pose a serious problem for the design of OOP languages. A very accessible overview of this problem is given in [5] .
It is annoying ff a programme exits because of run-time errors; it is certainly preferable and safer to eliminate such errors during compilation. This form of checking is called static type checking. Research in this area has recently presented some solutions [6, 9] that on the one hand leave the p r o g r a m m e r with enough flexibility and allow him to precisely express his intentions, and on the other hand provide rather easy and definite rules that a compiler can check (and a programmer can learn easily). The benefits are that programmes do not have run-time errors due to polymorphism. As indicated, the compiler can inform the p r o g r a m m e r about errors and optimize the code, all strong reasons to adopt such a policy in Fortran 2000.
A full presentation of these techniques is not possible in this paper, but the idea can be demonstrated with an example. The basic idea is to give the programmer a chance to give an upper type bound on arguments --that is, the actual argument type is not fixed but is a parameter that can be changed as needed [6, 7] . The notorious Is a Cow an Animal? question posed by D. Shang [8] is coded in Example 7 using the virtual type solution [9] .
Example 7: Animals, herbivores, and cows Class :: Animal{ Food_Type <= Food } Subroutine :: E a t ( f ) Food_Type, I n t e n t ( i n ) : : f °°.
END Subroutine Eat END Class Animal Class :: Herbivore I n h e r i t :: Animal{ Food_Type <= Plants } END Class Herbivore Herbivore{ Food_Type = Grass } :: Cow I think the code speaks mostly for itself. FoodType is now a virtual (or parametric) type that can be further qualified in subclasses and in the declaration of objects; e.g., Food_Type in class He rbi vote must now be a subtype of P] ants, and this is spread throughout the inherited methods, while Cow must always receive food of exactly the Grass variety. It is easy to write similar code to express exactly what should happen in the Poi nt and Col our_Poi nt cases. Whatever solution is picked, polymorphism will be restricted in one way or the other, but it will be in line with the programmer's wishes.
An unexpected result of this solution is the emergence of parametric classes which are the orthogonal re-use complement to inheritance. Parametric classes (also generic classes, similar to templates in C++ but better defined) are classes where the types of arguments can be substituted at a later time. A practical example is sorting. A given set of objects is to be sorted according to some criterion; hence a LessThan and an Equal method must be defined for these objects. Once that is done, the objects can be sorted using the standard sorting methods. Such a sorting class is coded in Example 8. This presents a huge savings in coding over the Fortran 90 capabilities. Presently, one can overload the name So rt with various kinds of Real So rt, Cha r Sort, etc.; but for each type the sort method must be copied and modified --a rather senseless coding activity In a similar way, a number of standard data structures and data operations can be coded once and for all, forming a library that can be used in an easy, uniform and safe manner.
Conclusion
The basic ingredients and concepts of object-oriented programming have been presented, together with simple examples that should give a first impression of the power and even beauty of this approach. OOP is not the solution to all software problems --this impression is more the result of marketing hype --but OOP is capable of yielding very safe, efficient, maintenable and expressive software with powers far beyond those in the more traditional procedural framework.
A number of important issues and topics have been touched at the surface, others have been left out completely.
I have used the words type and subtype without a proper definition, although types and subtypes play an important role in OOP. Details can be found in [10] and [11] . Objects with polymorphic instance variables require a more detailed description of copying and equality testing (deep and shallow versions). Several OOP languages have additional constructs that can be summarized as "Design by Contract", i.e., conditions expressing rights and obligations between objects. A ggod description is found in [4] . Support for I / O (persistent objects) and the proper handling of memory recovery (garbage collection) is important.
Some effort must be made to provide a marriage of OOP and existing Fortran features that is as seamless as possible. Much of this effort is mainly cosmetic, but nevertheless useful, e.g., Rea] is a built-in class and Kind (A) could be written A % Kind.
The practical programming task does benefit from a variety of tools that help to display classes, their interfaces and the whole class tree. Compilers will have to be smart to handle the dependencies without huge compilation costs.
Last but not least, the building of libraries is essential for an efficient use of OOP: re-use is one of the major goals of OOP. Other OOP languages are far ahead of Fortran in this respect (e.g. C++'s STL).
Object-oriented design and analysis are fields closely related, but are far too large and complex to be treated here. The reader is referred to [12] for a wealth of information. Certain attempts at providing industrial standards for object-oriented design and analysis are going on at present.
What are the chances of such a comprehensive and competetive version of OOP in Fortran 2000? The current trend in J3 favours a minimal version of OOP suffering from a number of shortcomings that, in my view, will seriously handicap OOP in Fortran. I hope my presentation here has convinced the readers that more should and can be implemented in the Fortran 2000 standard paving the way for a bright future.
