Abstract-The object-oriented methodology is insufficient for developing agent-based control systems because it can not naturally represent the essential characteristics of agents, such as autonomous behavior, temporal continuity and cooperativety. The approach presented in this paper aims to extends UML for development agent-based control systems based on its profile for System Engineering -SysML, the upcoming standard for distributed control systems IEC61499 and the unified FIPA communication protocols. The new approach is demonstrated with a case study of FESTO distribution station.
In the last years there has been a trend to use UML [1] in control, automation, and industrial enterprise engineering. There are many working groups whose research activities are directed in filling the gap between state of the art in software engineering and state of the practice in the control application domain. They are using different approaches and techniques in order to extend the object-oriented software development and especially UML to the possibility of real time system modeling and analysis.
From another side the agent community has significant interest in developing methods and techniques for specifying, modeling, implementing and verifying of multiagent systems (MAS) for distributed control, but until now no standardized design methodology has been established. The success of UML in unifying many different objectoriented approaches led to the idea of applying UML to the design of MAS. From a software perspective, agent-based systems are a specialization of obj ect-oriented systems but UML does not provide enough means for capturing all agents related modeling aspects like autonomy, pro-activity and cooperation. The software agents have their own thread of control, localizing not only code and state but their invocations as well [2] . In an open and distributed, agentbased, integrated control environment, the need of standard mechanisms and specifications are vital for ensuring the interoperability of the autonomous agents.
In order to achieve the goal for development of multiagent control systems using UML three bright accepted standardization efforts are suggested and used in this paper, namely the FIPA's reference model for agent communications [3] , the first formal profile for systems engineering -Systems Modeling Language (SysML) [4] , [5] and the IEC 61499 standard defining the basic concepts and a methodology for design of modular, re-usable, open and vendor independent distributed control applications [6] . The basic idea is to create an executable functional model of the software at an early stage of the development process based on requirements specifications, possibility for formal specification, verification and validation of the system.
In order to extend the standardized concept to the whole development life cycle of a control application and to use the all benefits of object-oriented paradigm the concepts of IEC61499 standard are extended with different UML/SysML notations. The customization of UML for systems engineering is intended to support modeling of a broad range of systems, which may include hardware, software, data, personnel, procedures, and facilities. SysML is the first formal UML profile for system engineering, which supports the specification, analysis, design, verification and validation of a broad range of complex systems. By using of this profile essential aspects of systems engineering issues such as concurrency, hardware architecture, and requirements traceability can be applied to multi-agent and embedded systems.
The paper is organized in 4 Sections. After the introduction, in Section 2 the extensions of UML for modeling of agent-based systems are shortly presented and analyzed. In Section 3 the proposed approach is described and in Section 4 the application of the suggested approach to the FESTa Distribution Station as a case study is presented. Finally some conclusions are made.
II. ANALYSIS OF UML EXTENSIONS FOR MODELING OF MULTI-AGENT BASED CONTROL SYSTEMS
The main challenges towards a real-time UML are connected with the creation of different mechanisms to handle real-time features such as: models of physical time, timing specifications, timing facilities, modeling and management of physical resources and concurrency. Another important issue in UML-RT is the development of means for early verification and validation of designed systems in respect not only to their functionality, but also in respect to the non-functionality requirements, which refer to quality aspects of the service delivery.
In the last years there are many working groups developing and using different approaches and techniques in order to extend the object-oriented software development and especially UML to the field of real-time system modeling and analysis. The trends, in which developers works are generalized in the next clusters: Using standard UML possibilities, Using Functional decomposition, UML profile for schedulability, performance and time, UML-MAST, UML/SysML profile, Using UML with other standard resources as UML-SDL and UML-IEC 61499.
There are many different proposals for extending UML to support the design and analysis of RT systems and they can be joined in 2 main abstract classes. The first class of extensions follows the idea of Douglas [7] and Selic [8] according that, the behaviour of complex real-time control systems can be fully described using the standard capabilities of UML. The second class of RT extensions is connected with the combination of standard UML capabilities with those of other real-time frameworks, languages and methods, covering different real-time features of the designed systems.
UML2.0 provides means for architectural modeling inspired from UML-RT [9, 10] with structured classes, ports (isolate an object internals from its environment), connectors (which link communicating ports) and protocols (defined, reusable, interaction sequences). A structured class may have an internal structure. This structure is composed of structured classes, ports, protocols, etc. The idea of hierarchy appears too. UML 2.0 presents some features that support real-time aspects [11] .
Because the extensions of UML with the system engineering profile and the standard IEC 61499 are in the scope of this paper they are described in more details. A. Development ofIEC61499 based control systems using UML The standard IEC 61499 defines the basic concepts and a methodology for development of modular, re-useable and open distributed process measurement and control applications [6] . The main building element in an application according this standard is the function block (FB), which is with standardized structure and behaviour and therefore is independent of implementation. The control system may be modeled as logically connected function blocks through their input and output data and events.
There is a clear correspondence between UML-RT and IEC 61499. The modeling concepts in both standards share many similarities. For example FB and capsules are analogous, IEC 61499 data and event interfaces and ports are similar.
There are two methodologies, which use both standards UML and IEC 61499 for development of distributed control systems which will be shortly analyzed in the next paragraphs. The first approach describes the model structure using class and sequence diagrams. For these purposes different stereotypes in respect to the IEC61499 standard are defined as the FB stereotype, IPT (Industrial Process Terminator), the Data-and Control Dependency stereotypes, and Real-World Object Dependency stereotype [12] , [13] . The second approach suggests the control systems to be designed in UML environment and after that the model to be transformed by well-defined transformation rules in FB model using FBDK. A new modeling language UML-FB is defined [14] .
B. SysML
SysML is a general-purpose modeling language for system engineering that reuses a subset of the last UML2.1 version and provides additional extensions through stereotypes, diagram extensions and model library in order to model a wide range of system engineering problems as for example specifying requirements, structure, behaviour, allocations and constraints on system properties to support engineering analysis. The reusable subset of UML, known as UML4SysML includes Interactions, State machines, Use Cases and Profiles. In Fig.l The Requirements Diagrams, which. can be presented in graphical, tabular or tree structure format, are used to specify different constructs for system requirements and to cover the relationships between them. In SysML two kinds of requirements are used -functional and performance, as they specify the capabilities or the conditions which must be performed or satisfied by the system.
Other modeling capabilities of SysML, not shown in fig. 1 are the cross-cutting constructs, such as allocations for connecting the different views, and Profiles & Model libraries allowing further to customize and extend SysML to specific applications. SysML includes extensions supporting the causal analysis, the verification and testing processes and the decision tree development. The SysML is developed as an open source specification and the last draft SysML1.0a is submitted to the OMG for technology adoption in November 2005. There are several modeling tool vendors who have already updated their UML2.x based tools to comply with the OMG SysML specification as for example ARTiSAN Studio, Rhapsody, MagicDraw, Enterprise Architect etc. [4] . In this paper Rhapsody of Telelogic is used [15] , [16] .
SysML like UML is not a methodology and there is a need to choose an approach, which must be applied in the design processes. There are some successfully applied Model Based Systems Engineering (MBSE) methodologies such as Harmony SE, INCOSE Object-Oriented System Engineering (OOSE) Methodology, and IBM Rational Unified Process for SE (RUP SE), Vitech methodology, State Analysis (SA) methodology etc. A survey of these methodologies is given in [17] . In this paper a methodology based on Harmony-SE is used, which is a subset of a large methodology for integrated system and software development process [18] . The task flow development process includes the following basic elements as shown in Fig.2 : Requirements Analysis; System functional analysis; Architecture design; Hardware/Software design specification. 
c. Objects and Agents
The object-oriented approach is insufficient for development of agent-based systems because it cannot naturally represent the essential characteristics of agents, such as autonomous behavior, temporal continuity and cooperativity. According this approach, an obj ect is an encapsulated entity that characterized by attributes and methods and has clearly defined interface. The objects also may export methods as interface to offer functionality to other objects [19] . Contrary an agent can be seen as an even more abstract version of an encapsulated entity than an object that is capable of addressing both knowledge processing and control specific actions simultaneously in a real-time distributed environment. Agents do not have just attributes and methods but also have mental state and concepts such as plans and goals. Compared to the objects, the software agents have their own thread of control, localizing not only code and state but their invocations as well. In other words, agents themselves define when and how to act. Based on internal states, their activities include goals and conditions that guide the execution of defined tasks. While objects need outside control to execute their methods, agents know the conditions and intended effects of their actions and hence take responsibility for their needs. Furthermore, agents act both alone and with other agents. The successful industrial deployment of agent technology requires techniques that reduce the risk inherent in any new technology.
For the representation of engineering artifacts of 00 software the UML is wide applied. The UML's notations are extended to accommodate distinctive requirements of agents. OMG (Object Management Group) and FIPA [20] , [21] are aiming to increase the acceptance of agent-based technology in industry by relating to de-facto standards (00 software development) and supporting the development environment throughout the full system lifecycle. The extension of UML for specification of agentbased systems is called AUML (Agent Unified Modeling Language). Agent Interaction Protocol Diagrams are a part of AUML that extends UML with agent related modeling techniques. This extension and considerations extends the AUML for the software engineering process in order to fill the gap between the agent interaction protocol definition and the internal behaviour of an agent and its relation to the agent interaction protocols [3] , [22] . Interaction protocols were chosen because they are complex enough to illustrate the nontrivial use of AUML and are used commonly enough to make this subset of AUML useful to other researchers. The definition of interaction protocols is part of the specification of the dynamical model of an agentbased system. In UML, this model is captured by interaction diagrams (sequence diagrams), state diagrams and activity diagrams.
Agent interaction protocols can sometimes require specifications with very clear processing-thread semantics. The Activity Diagram differs from Interaction Diagrams because it provides an explicit thread of control. This is particularly useful for complex interaction protocols that involve concurrent processing. Another process-related UML diagram is the statechart. A statechart is a graph that represents a state machine. The statechart is not commonly used to express interaction protocol because it is a statecentric view, rather than an agent-or process-centered view [23], [24] .
III. SHORTLY DESCRIPTION OF SUGGESTED ApPROACH
The approaches in the area of distributed control system existing till this moment are based only on UML/SysML or UML and IEC 61499. In the approach using UML/SysML profile the SysML stereotypes define new modeling constructs by customizing the existing UML constructs with new properties and constructs in order to create a framework which is a dynamic evolutionary environment, providing traceability and consistency. A SysML specification would be a much better start for the system development than a specification in natural language. But there is a fundamental difference between UML and SysML in the sense that UML models for software systems are intended to employ the same concepts during the complete development phases, reflecting the final software. Through encapsulated objects in UML 2.0 and hierarchical structure which they gain using SysML profile the 00 systems get near to agent-based systems.
The methodology based on the both standards UML and IEC 61499 is suitable for open, interoperable, reconfigurable and distributed control system modeling. This methodology allows describing the live-cycle of a system and software encapsulation and re-use of the defined entities. The big advantage of utilizing this approach is that control engineers should be able to construct models of their DCS' s and utilize the different type of model analysis techniques in order to determine whether these models meet their performance and schedulability requirements, without requiring a deep understanding of the inner working of those techniques. The main disadvantage of the approach based on UML and IEC 61499 is connected with the absence of unified communication protocol.
The methodologies described above are used to model the internal structure of the control system and to define how this system can be mapped to physical entities. The first step in the development of control systems using the proposed approach is creating on UML/SysML model based on the IEC 61499. For this purpose the HARMONY methodology is used. The system requirements are assigned by Requirements Diagram to create taxonomy of captured requirements and Use Case Diagram. The architecture design phase is presented with BDD and IBD. Each diagram element has stereotype, corresponding on suitable element from IEC 61499. The Sequence, Activity and Statechart Diagrams are used to perform the system functionality analysis phase.
The second step is formal specification. In order to successfully implement the distribution which is essentially a mapping between agents and objects, a formal approach must be used. This step includes formalization of the diagrams, presenting the dynamical behaviour on the system -Statechart Diagram and Activity Diagram. On this stage is necessary to verify the diagrams through appropriate verification method. The new standard IEC 61499 gives excellent possibilities to present the model in formal way and after that to verify it.
The FIPA agent reference model was chosen to provide the normative framework within which agents can be deployed and operate. FIPA specification establishes the logical reference model for the creation, registration, location, communication, migration and retirement of agents. The FIPA standard do not attempt to prescribe the internal architecture of agents nor how they should be implemented, but it specifies the interface necessary to support interoperability between agent systems.
The FIPA modeling standard in the development of agent based systems uses Activity Diagram as part of AUML. Lind adopted UML Activity Diagrams to model agent interaction protocol without introducing any new modeling elements [25] . His approach uses existing UML concepts only and requires no additional modeling elements, which makes it easy for UML users to understand the notation without having learnt a completely new type of diagram. For this case to specify the agent communication protocol «ACLMessage» and «Host» predefined stereotype are used.
IV. CASE STUDY
The suggested approach will be illustrated in this section with a simple example of distributed control system for Distribution Station that is a part of didactic test bench manufactured by FESTO Corp. and is located at the Martin Luther University of Halle-Wittenberg. The Distribution Station, shown in Fig.4 , separates work pieces from a magazine and then feeds them for processing. Inputs and outputs of the Feed Magazine module "Transfer Control" which correspond to Basic FB. The internal structure of the controller covers the system hierarchy described through composition relationships and it is modeled through IBD ( fig.5-1) . In IEC 61499 this diagram corresponds to device which consists from two resources. The system behaviour of basic FB from IEC 61499 is specified through Execution Control Chart (ECC). Using SysML the system behavuoir is presented of IBD and their parts by Statecharts Diagrams. The ECC for the both modules -Storage and Transfer in SysML are modeled as Statechart Diagrams respectively shown in fig. 5-2 and 5-3 .
The algorithms which are executed in each state from ECC in UML/SysML are presented with Activity Diagrams. In fig. 5-4 The model of the agent-based control system using UML/SysML profile is realized by Telelogic-Rhapsody [14] . The development process includes the methodology stages, described in Section 2.
The static composite structure of the system consisting of controller, console, bus and station is represented by BDD. It corresponds to a Subapplication (Application) from IEC 61499. Basic elements of this diagram are SYSTEM BLOCK and they represent the Composite FB. The parts nested in these blocks correspond to Basic FB. In our example the controller corresponds to Composite BF and it is decomposed in two main parts -"Storage Control" and The paper presents an approach for development of multi-agent based control system using UML profile for system engineering SysML by Harmony SE methodology. The UML/SysML profile is extended and the same time restricted with different stereotypes from FIPA communication standard in order to fill gap from absence of unified communication protocol in applications based on the IEC 61499.
The main advantages of the proposed approach may be summarized as follows:
• SysML supports the whole life cycle by the development of control engineering applications from the requirements definition to the software implementation;
• The possibilities to model the physical systems in detail enhance the procedures for analysis, testing and validation of designed closed loop behaviour of the system; • Based on extended activity diagrams with FIPA standard, the proposed approach get near to agent-based systems.
