



Visualisasi adalah suatu metode yang populer untuk memodelkan suatu 
permasalahan. Dengan adanya proses visualisasi, suatu masalah akan lebih 
mudah untuk dipahami, diana/isis dan dipecahkan. Proses visualisasi untuk 
memodelkan dan memecahkan suatu masalah ini sudah dilakukan pada banyak 
hal. Antara lain bisa dilihat dari banyaknya tipe diagram yang ada saat ini, yaitu: 
Diagram Flowchart, Diagram Use Case, Diagram kelas, Entity Relationship 
Diagram (ERD)/Diagram ER, Diagram Physical Data Model/PDM, dan lain 
sebagainya. Dalam suatu database aktif, khusunya Oracle, kasus mutating table 
adalah kasus yang biasa terjadi. Mutating table adalah kasus dimana ada sebuah 
statement Data Manipulation Language/DML mencoba mengakses suatu tabel, 
sedangkan tabel tersebut masih dalam keadaan diubah oleh DML lain. Mutating 
table sebenarnya bukanlah sebuah kasus yang membahayakan, akan tetapi kasus 
tersebut terjadi karena adanya perancangan trigger yang kurang sesuai dengan 
DML yang sering digunakan. Saat ini, kasus mutating table sulit dilacak dengan 
jalan penelusuran secara manual, yaitu dengan jalan membaca kode-kode dari 
trigger. Sulitnya penelusuran secara manual tersebut menyebabkan kasus 
mutating table sering hanya bisa diketahui pada saat runtime saja. 
Dalam Tugas Akhir ini, akan dibuat sebuah algoritma dan aplikasi yang 
bisa digunakan untuk mendeteksilmeramalkan kasus mutating table secara visual, 
yaitu dengan memvisualisasikan dependency trigger pada tabel untuk kemudian 
ditelusuri. Visualisasi dilakukan dengan jalan melakukan proses parsing terhadap 
trigger body, kemudian menampilkannya dalam bentuk diagram. Dependency 
trigger yang ditampilkan dalam diagram adalah berupa event dan action 
terhadap tabel. 
Dari hasi/ uji coba terhadap berbagai struktur database, baik yang bersifat 
fiktif maupun yang bersifat nyata, didapatkan suatu kesimpulan bahwa kasus 
mutating table lebih mudah untuk diketahui dan diana/isis dengan visualisasi, 
daripada harus diketahui dengan jalan membaca langsung source code trigger 
ataupun melalui proses runtime. 
Kata Kunci: teori graph, trigger, mutating table, Oracle, Physical Data Model 
(PDM) 
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1.1 Latar Belakang 
BABl 
PENDAHULUAN 
Database, sebagai salah satu hasil dari pengembangan Teknologi Informasi, 
merupakan sarana penting bagi pengguna Teknologi Informasi untuk mengolah 
data. Saat ini banyak vendor database yang muncul dan memberikan pelbagai fitur 
serta keunggulan, salah satunya adalah fitur trigger pada database aktif. 
Database aktif adalah database yang bisa bereaksi secara aktif terhadap 
event-event yang terjadi. Hal ini berbeda dengan konsep database tradisional yang 
bersifat pasif. Artinya, database pasif membutuhkan keterlibatan aktif pihak 
administrator database atau pihak aplikasi dalam mengelola record-record-nya 
berdasarkan event-event yang terjadi. Untuk database aktif, hal di atas bisa diatasi 
dengan menggunakan trigger. Trigger adalah kumpulan perintah atau program 
yang dieksekusi secara otomatis pada saat terjadi event-event dalam database, 
khususnya pada tabel. Misalnya event insert, update, atau delete. 
Database aktif mempunyai peranan yang sangat penting pada komputerisasi 
pelbagai bidang pada saat ini. Kebutuhan akan database aktif sudah tidak bisa 
diragukan lagi keberadaannya. Contoh yang paling nyata dari hal ini adalah 
pesatnya penggunaan Oracle dan MS SQL Server dalam dunia internet dan bisnis. 
Dalam Oracle, terdapat dua jenis trigger, yaitu trigger row level dan trigger 
statement level. Khusus untuk trigger row level, terdapat suatu kemungkinan 
terjadinya kasus mutating table. Kasus mutating table ini terjadi jika suatu trigger 
1 
2 
dengan tipe row level tereksekusi, sedangkan trigger itu sendiri melakukan proses 
DML terhadap tabel dimana trigger itu berasal. Apabila proses ini dibiarkan, 
maka akan dihasilkan suatu ketidak-konsistenan data. Untuk menghindari hal ini, 
maka Oracle menganggap kasus mutating table tersebut menjadi sebuah error. 
Pada kasus trigger yang sederhana, pihak developer P L-SQL ataupun 
administrator database bisa dengan mudah memantau trigger-trigger apa saja 
yang telah dibuat, serta bagaimana dependency-nya terhadap tabel dan trigger-
trigger lainnya. Akan tetapi, pada kasus dimana jumlah trigger semakin banyak 
dan semakin kompleks, proses pemantauan akan menjadi semakin sulit. Terutama 
hila terjadi kasus mutating table yang melibatkan lebih dari dua tabel. Pencarian 
dimana letak pasti penyebab terjadinya mutating table akan sulit dilakukan. 
Kasus mutating table sebenarnya bisa saja dibiarkan oleh administrator 
database, sebab kasus mutating table bukanlah suatu kasus yang membahayakan. 
Akan tetapi, apabila dalam suatu struktur database sering muncul kasus mutating 
table, maka administrator database harus merombak ulang sebagian/seluruh 
struktur database yang dikelolanya. Hal ini perlu dilakukan, sebab seringnya 
kemunculan kasus mutating table, yang menyertai DML tertentu yang sering 
digunakan, adalah akibat dari rancangan yang kurang tepat dari struktur suatu 
database aktif. 
1.2 Tujuan 
Tujuan dari Tugas Akhir ini adalah membuat algoritma dan aplikasi untuk 
meramalkan terjadinya mutating table, menentukan letak beserta rute 
penyebabnya dengan jalan memvisualisasikan Dependency Trigger pada tabel. 
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Aplikasi ini nantinya bisa digunakan oleh pihak administrator database untuk 
menganalisis trigger-trigger yang dikelolanya. 
1.3 Permasalahan 
Permasalahan yang diangkat dalam pembuatan Tugas Akhir ini adalah: 
o Bagaimana mengetahui jenis-jenis trigger. Apakah itu trigger statement level, 
row level ataupun event-event pada saat apa trigger tersebut dieksekusi (misal: 
insert, update, delete). 
o Bagaimana melakukan proses parsing terhadap trigger body sehingga bisa 
diketahui tabel yang diacu dari trigger tersebut. 
o Bagaimana merancang bentuk visualisasi dari tabel, integrity constraint yang 
berupa relasi, action, event dan trigger menjadi satu diagram terpadu yang 
sederhana namun informatif. Dengan catatan, diagram barn tadi haruslah 
kompatibel dengan diagram Physical Data Model yang sudah ada. 
o Bagaimana membuat struktur data yang merepresentasikan referensi trigger-
tabe1-re1asi. Struktur data tersebut haruslah sesederhana mungkin dan mudah 
diimplementasikan. 
o Bagaimana membuat suatu algoritma untuk mencari rute-rute yang mungkin 
menyebabkan kasus mutating table. 
o Bagaimana membuat suatu algoritma untuk memverifikasi rute-rute yang telah 
ditemukan tadi sehingga bisa dipakai untuk meramalkan kasus mutating table. 
o Bagaimana menampilkan rute-rute event dan action penyebab kasus mutating 
table tersebut sehingga bisa dipahami dan bermanfaat oleh user. 
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1.4 Batasan Masalah 
Batasan masalah dalam Tugas Akhir ini adalah: 
o Tugas Akhir ini hanya meramalkan dan memvisualisasikan trigger kemudian 
menunjukkan di mana letak kemungkinan terjadi mutating table beserta rute 
penyebabnya. Tugas Akhir ini bukan suatu case tools pembangkit script 
trigger ataupun query analyzer. 
o Tugas Akhir ini tidak menunjukkan cara pemecahan dari kasus mutating table 
yang terjadi. Pemecahan dari kasus mutating table sangatlah melebar dan 
sangat tergatung dari logika pihak developer P L-SQL/administrator database. 
Dalam hal ini, sulit diketahui jalur logika pihak pengembang dalam 
membangun trigger-nya. 
o Proses parsing hanya dilakukan pada trigger body. Sehingga agar action 
trigger bisa dikenali oleh aplikasi, operasi DML haruslah langsung diletakkan 
pada trigger body, bukan pada stored procedure. 
o Visualisasi action pada trigger hanya untuk operasi DML. 
o Visualisasi lebih ditekankan pada trigger dengan event dan action serta 
triggering type. Untuk tabel, visualisasi hanya ditampilkan seperlunya saja 
(hanya ditampilkan table name saja). Hal ini dimaksudkan untuk menambah 
visibility diagram untuk kasus yang kompleks. 
o Hasil output peramalan mutating table hanya bersifat warning. Artinya, output 
peramalan valid apabila semua event dan action yang terdapat dalam rute 
terpenuhi. Tugas Akhir ini tidak menganalisis apakah query yang akan 
5 
dieksekusi oleh user memenuhi semua event dan action yang disebutkan 
dalam output aplikasi. 
o Tugas Akhir ini meramalkan semua mutating table hanya berdasarkan chain 
reaction action per-tabel, bukan action per-kolom. Sehingga setiap 
pengaksesan tabel dianggap mengakses key column, meskipun pihak 
pengembang trigger sudah mengantisipasi hal di atas dalam trigger-nya. 
o Trigger dibatasi hanya yang bersifat row level dan statement level. Trigger 
dengan tipe instead oftidak dipakai. 
1.5 Metodologi Pelaksanaan Tugas Akhir 
Metodologi yang digunakan dalam pembuatan Tugas Akhir 1m adalah 
sebagai berikut: 
1) Studi literatur: Y aitu tahap pencarian bahan-bahan/literatur yang dibutuhkan 
pada Tugas Akhir ini. Literatur tersebut meliputi teori tentang trigger dan 
mutating table. Ditambah sedikit literatur mengenaijava dan Object Oriented 
Programming/OOP (khususnya swing) guna proses pemograman dan 
visualisasi. Serta teori graph dan tree guna proses perancangan struktur data. 
2) Perancangan Aplikasi: Y aitu tahap analisis terhadap permasalahan yang 
dihadapi untuk mendapatkan kebutuhan aplikasi yang akan dibuat kemudian 
dimodelkan. Dalam tahap ini juga dibahas tentang perancangan proses-proses 
yang terjadi pada aplikasi serta algoritma-algoritma apa yang dipakai. 
3) Pembuatan Aplikasi: Adalah tahap dimana aplikasi utama dikerjakan, yaitu 
dengan menggunakan bahasa pemograman Java Standard Edition. Integrated 
Development Environtment/IDE yang dipakai adalah NetBeans 4.1. 
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4) Uji Coba dan Evaluasi: Pada tahap ini dilakukan uji coba aplikasi untuk 
mengevaluasi aplikasi Tugas Akhir serta menguji fungsionalitasnya. 
5) Pembuatan Dokumentasi Togas Akhir: Penyusunan dokumentasi 
direncanakan akan dikerjakan kurang lebih secara bersamaan dengan proses-
proses di atas. Sebab buku Tugas Akhir juga berfungsi sebagai sebuah 
dokumentasi yang mencatat setiap tahapan-tahapan penting dalam proses-
proses sebelumnya. Buku Tugas Akhir juga berguna bagi pihak-pihak lain 
yang ingin mengetahui penjelasan teknis bagaimana aplikasi ini dibuat. 
1.6 Sistematika Penulisan 
Dalam penyusunannya, laporan Tugas Akhir ini akan dikelompokkan 
menjadi enam bab, yaitu bab 1 berisi latar belakang, tujuan, permasalahan, dan 
batasan masalah. Bab 2 berisi teori dasar dan teori penunjang yang digunakan 
dalam pembuatan Tugas Akhir ini. Bab 3 berisi metodologi pembuatan aplikasi, 
analisis untuk mengembangkan aplikasi, algoritma yang dipakai, serta 
perancangan aplikasi. Bab 4 memuat tentang implementasi dari bab 3. Bab 5 
menguraikan tentang lingkungan uji coba, struktur database untuk pelaksanaan uji 
coba, skenario dan pelaksanaan uji coba pada aplikasi yang telah dibuat. 
Sedangkan bab terakhir, yaitu bab 6, berisi tentang kesimpulan dan saran yang 






Pada bab ini ak:an dibahas beberapa teori dasar yang menunjang dalam 
pembuatan Tugas Akhir. Diantaranya adalah trigger Oracle [RAC05], database 
ak:tif [RAC05], dan teori graph. 
2.1 Trigger pada Oracle 
Trigger adalah sebuah stored procedure yang dieksekusi pada saat terjadi 
event yang memodifikasi data pada tabel. 
2.1.1 Penciptaan Trigger 
Sintak:s umum dalam penciptaan sebuah trigger adalah sebagai berikut: 
CREATE [OR REPLACE] TRIGGER <trigger_name> 
{BEFOREIAFTER} {INSERTIDELETEIUPDATE} ON 
<table name> 
[REFERENCING [NEW AS <new row name>] [OLD AS 
- -
<old_row_name>]] 
[FOR EACH ROW [WHEN (< trigger_ condition> )]] 
<trigger_body> 
( ~ ~ REPlACE j r { e;cherna) 0 
--1rc:-:::.R::-:E.o.=IE"j Y--- Li !RIGGER jrl- ----->--~ 
Gambar 2.1 Penciptaan Trigger 
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o Trigger_ name adalah nama dari trigger. 
o Triggerring_event adalah event yang menyebabkan trigger dieksekusi. 
o Trigger _body adalah kode dari trigger. 
o Referencing_ clause adalah nama yang dipakai untuk menunjuk data pada 
baris yang sedang dimodifikasi. 
o Trigger _condition adalah kondisi yang bersifat opsional dan akan dievaluasi 
sebelum penyalaan trigger. Bila bernilai true, maka trigger akan dieksekusi. 
Berikut ini adalah beberapa kemungkinan kombinasi tipe trigger 
berdasarkan event statement, timing, dan level: 
a e . om mas• 1pe Tlf(f(er T b 12 1 K b. . T" T. . 
Kategori Nilai Keterangan 
Statement insert, Menentukan tipe statement DML 
delete, atau yang menyebabkan trigger 
update dinyalakan. 
Timing before atau Menentukan apakah trigger menyala 
after sebelum atau sesudah statement 
dieksekusi. 
Level row atau Jika trigger bertipe row level, maka 
statement trigger akan dinyalakan sekali untuk 
setiap baris yang dipengaruhi oleh 
trigger. 
Jika trigger bertipe statement level, 
maka trigger akan dinyalakan sekali 
sebelum atau sesudah statement. 
Sebuah trigger row level 
diidentifikasikan oleh klausa FOR 
EACH ROW dalam definisi trigger. 
Sebuah tabel bisa mempunyai lebih dari satu trigger untuk setiap satu tipe 
DML. Berikut ini adalah urutan-urutan pengekseskuisan trigger oleh Oracle: 
1. Mengeksekusi trigger before statement level, jika ada. 
2. Untuk masing-masing baris yang dipengaruhi oleh pemyataan: 
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A. Mengeksekusi trigger before row level, jika ada. 
B. Mengeksekusi pernyataan DML. 
C. Mengeksekusi trigger after row level, jika ada. 
3. Mengeksekusi trigger after statement level, jika ada. 
2.1.2 Korelasi Pengenal dalam Trigger Row Level 
Trigger row level dijalankan sekali per-baris yang diproses oleh statement 
trigger. Di dalam trigger jenis ini, data pada baris yang sedang diproses dapat 
diakses, yaitu dengan memakai korelasi pengenal :old dan :new. Korelasi 
pengenal adalah tipe spesial dari variabel pengikat P L/SQL. Titik dua (:) di depan 
dua korelasi pengenal tersebut menunjukkan bahwa keduanya adalah variabel 
pengikat yang akan diperlakukan oleh compiler P L/SQL sebagai tipe record. 
triggering_table %ROWTYPE 
triggering_ table adalah tabel dimana trigger didefinisikan. 
Korelasi pengenal :old dan :new dijabarkan sebagai berikut: 
a e . ore Sl Tbi22K 1a·p engena Tll(l(er ow eve R L I 
Statement :old :new 
triggering 
insert null Nilai baru yang akan di-insert-kan 
update Nilai awal Nilai baru yang akan di-update-kan 
delete Nilai awal null 
2.1.3 Klausa Kondisi 
Klausa kondisi ini berlaku hanya untuk trigger row level. kode trigger yang 
terdapat dalam trigger body akan dieksekusi hanya pada baris yang sesuai dengan 
kondisi yang didefinisikan oleh klausa kondisi. 
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Pendeklarasian WHEN clause adalah sebagai berikut: 
WHEN trigger_ condition 
trigger_condition adalah ekspresi boolean. Kondisi ini akan dievaluasi 
untuk tiap barisnya. Sebagai contoh, body dari trigger CekUmur berikut ini hanya 
akan dieksekusi jika urnu r _record yang diambillebih dari 20. 
CREATE OR REPLACE TRIGGER Ce kUmur 
BEFORE INSERT OR UPDATE OF umur record On penduduk 
FOR EACH ROW 





2.2 Database Aktif 
*/ 
Database aktif adalah konsekuensi dari adanya trigger. Database aktif ini 
terdiri dari tiga aturan, yaitu Event- Condition -Action atau ECA Rules. Aturan 
dalam model ECA memiliki tiga komponen sebagai berikut: 
1) Event yang memicu suatu trigger. 
2) Condition yang akan menentukan apakah suatu trigger dapat dijalankan atau 
tidak. 
3) Action menentukan aksi yang dilakukan oleh trigger. Aksi dapat berupa 
statement SQL maupun operasi-operasi Data Manipulation Languange 
(DML). 
2.2.1 Mutating Table 
Mutating table adalah tabel yang sedang dimodifikasi oleh statement DML. 
Untuk trigger, maka tabel tersebut adalah tabel dimana trigger tersebut 
didefinisikan. 
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Tabel yang terkait suatu relasi cascade delete juga mutating. Sedangkan 
constraining tables adalah tabel yang mungkin perlu dibaca karena adanya 
referential integity constraints. 
2.3 Teori Graph 
Graph adalah representasi simbolik dari sebuah network/route beserta 
keterkaitan antara satu sama lain. T eori graph adalah salah satu cabang dari ilmu 
matematika yang memodelkan sebuah network dan memecahkan permasalahan-
permasalahan di dalamnya [ROD05]:. 
Berikut ini adalah istilah-istilah yang ada dalam teori graph [ROD05]: 
o Graph: graph G adalah himpunan vertex (nodes) v yang terhubung oleh edge 
e. Dilambangkan dengan G=(v,e). 
o Vertex (node): adalah terminal point atau titik perpotongan dalam sebuah 
struktur data graph. Dalam dunia nyata, vertex merupakan pelambangan dari 
sebuah kota. 
o Edge (link): adalah penghubung diantara dua buah vertex/node. Edge (i,j) 
adalah edge yang berawal dari i dan berakhir di j. Dalam dunia nyata, edge 
merupakan pelambangan dari sebuah jalan. 
o Subgraph: adalah graph yang terbentuk dari himpunan bagian dari suatu 
graph lainnya. Dilambangkan dengan G '=( v ', c '). 
o MultiGraph: adalah graph yang di dalamnya terdapat dua vertex yang 
memiliki lebih dari dua edge diantara keduanya. 
o Directed Graph: yaitu graph yang setiap edge di dalamnya mempunyai arah 
[CAL05]. 
12 
o Weighted Graph: yaitu graph yang memberikan atribut weightlberat pada 
setiap edge-nya. 
Gambar 2.2 Directed Weighted Graph 
o Connection: adalah kumpulan dari dua vertex yang terhubung antara satu 
dengan lain minimal oleh sebuah edge. 
o Path: adalah urutan dari edge yang mengizinkan suatu penelusuran tanpa 




Gambar 2.3 Path dan Connection pada Graph 
o Chain: adalah urutan dari edge yang mempunyai connection antara satu 
dengan yang lain tanpa memperhatikan arah. 
o Chain Reaction: adalah sebuah proses berantai dimana output dari sebuah 
subproses menjadi input dari subproses selanjutnya. Bila ouput yang 
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dihasilkan subproses sebelumnya tidak sesuai dengan ketentuan-ketentuan 
tertentu, maka output tersebut tidak akan bisa dipakai sebagai input pada 
subproses berikutnya. Contoh chain reaction pada dunia nyata adalah proses 
reaksi nuklir [CHR06]. Dalam graph, chain reaction adalah path dengan 
syarat-syarat tertentu yang harus terpenuhi untuk bisa ditelusuri. 
o Cycle: adalah chain yang vertex asal dan vertex tujuan sama tanpa melewati 
sebuah edge lebih dari satu kali. 
o Circuit: adalah path yang vertex asal dan vertex tujuan sama tanpa melewati 
sebuah edge lebih dari satu kali. 
Gambar 2.4 Cycle dan Circuit 
o Depth First Search (DFS): adalah sebuah algoritma untuk menelusuri 
vertex/edge pada suatu struktur data graph/tree. Penelusuran secara DFS ini 
dimulai dari suatu vertex, yang bertindak sebagai titik awal, kemudian 
dilakukan eksplorasi terhadap satu cabang terlebih dahulu hingga berhenti 
pada kondisi depthlkedalaman tertentu baru kemudian dilanjutkan pada 
cabang berikutnya [TCRO 1]. 
----------
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ANALISIS DAN PERANCANGAN 
APLIKASI 
BAB3 
ANALISIS DAN PERANCANGAN 
APLIKASI 
Pada bah ini dijelaskan tentang metodologi yang digunakan dalam 
membangun aplikasi beserta algoritma yang dipakai. Perancangan aplikasi yang 
akan dijelaskan meliputi perancangan proses dan perancangan kelas. 
3.1 Metodologi Pengembangan Aplikasi 
Aplikasi yang dibangun dalam Tugas Akhir ini menggunakan metode 
sekuensiallinier (linear sequential) atau juga disebut waterfall model. 
3.1.1 Tahap Analisis 
Pada tahap ini akan dilakukan kegiatan sebagai berikut: 
o Menentukan rule-rule yang dipakai dalam proses parsing trigger body. 
o Menentukan bentuk diagram yang dipakai untuk memodelkan tabel, relasi, 
trigger, event, serta action-nya. 
o Menentukan struktur data graph yang sesuai dengan diagram tadi. 
o Menentukan penyebab-penyebab kasus mutating table pada Oracle. 
o Membuat algoritma untuk meramalnya. 
3.1.2 Tahap Desain 
Proses desain menterjemahkan kebutuhan user kedalam representasi 
aplikasi. Beberapa bentuk desain digunakan untuk menggambarkan aktiftas yang 
dilakukan oleh user serta proses yang dijalankan oleh sistem, ant~:~~~~:.,,..·~--··""' .... .. - ... .. \ 
~- · I'J#,' 
. . 1' .. c ........ 
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o Diagram use case 
Diagram use case dipakai untuk memodelkan actor dan aplikasi serta interaksi 
apa saja yang terjadi diantara keduanya. 
o Diagram Sekuen 
Diagram sekuen dipakai untuk memodelkan interaksi antar object dalam 
aplikasi. 
o Diagram Kelas 
Diagram kelas memodelkan struktur kelas-kelas dalam aplikasi serta 
keterkaitannya antara satu dengan yang lain. 
o Diagram Flowchart 
Diagram flowchart menggambarkan aliran proses/algoritma mulai dari awal 
suatu hingga ke akhir. Akhir suatu proses tersebut bisa saja menjadi awal dari 
suatu proses lainnya. 
3.1.3 Tahap lmplementasi 
Adalah tahap untuk mengubah hasil desain menjadi source code yang bisa 
dimengerti oleh komputer. 
3.1.4 Tahap Uji Coba 
Uji coba difokuskan pada pembuktian hasil peramalan mutating table dalam 
pelbagai kasus. Baik pada struktur database yang bersifat fiktif maupun yang 
bersifat nyata. 
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3.2 Analisis Kebutuhan Aplikasi 
Sebelum proses visualisasi dilakukan, terlebih dahulu harus diketahui 
tabel/view apa saja yang di-reference oleh trigger. Untuk mengetahui hal tersebut, 
maka diperlukan proses parsing pada trigger body. 
3.2.1 Analisis Rule untuk Proses Parsing Terhadap Trigger Body 
Trigger body terdapat dalam dictionary table user _triggers kolom 
ketigabelas, yaitu kolom trigger _body. 
Contoh query untuk mendapatkan trigger_ body: 
select trigger_body from user_triggers 
dari query di atas, akan didapatkan trigger_ body milik user yang sedang 
aktif. Berikut ini adalah contoh sebuah trigger_ body: 
begin 
insert into bel6 values( ' testT6 ' ) ; 
end ; 
3.2.1.1 DML Delete 
Untuk nama tabel yang dikenai action DML delete bisa diketahui dengan 
aturan parsing sebagai berikut: 
o Membaca string sesudah kata "delete from< white_space >", maka akan 
diketahui tabel apa yang dikenai action delete oleh trigger. 
contoh: 
delete from <nama_table>; 
3.2.1.2 DML Select 
Untuk nama tabel yang dikenai action DML Select bisa diketahui dengan 
aturan parsing sebagai berikut: 
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o Membaca string sesudah kata "from<white_space>", maka akan diketahui 
tabel apa yang dikenai action select oleh trigger. 
o Sebelum kata "<white_space>from" bukanlah kata "delete". 
3.2.1.31>~J[ l!J7tlate 
Untuk nama tabel yang dikenai action DML update bisa diketahui dengan 
aturan parsing sebagai berikut: 
o Membaca string sesudah kata "update<whi te space>", maka akan diketahui 
tabel apa yang dikenai action update oleh trigger. 
contoh: 
delete from <nama_table>; 
3.2.1.41>~J[ Insert 
Sedangkan untuk nama tabel yang dikenai action DML insert bisa diketahui 
dengan aturan parsing sebagai berikut: 
o Membaca baca sesudah kata "insert into<white_space>", maka akan 
diketahui tabel apa yang dikenai action insert oleh trigger 
contoh: 
insert in to <nama_ table>; 
3.2.2 Rancangan Bentuk Visualisasi Trigger-Tabel (Diagram l>eJ7entlency 
Trigger). 
Pada bagian ini akan dirancang bentuk diagram yang akan dipakai untuk 
memvisualisasikan keterkaitan antara tabel dan trigger berdasarkan relasi serta 
event dan action. 
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Adapun diagram yang akan dirancang haruslah memenuhi ketentuan-
ketentuan sebagai berikut: 
o Diagram harus memiliki kompatibilitas dengan diagram physical data model 
(PDM) yang sudah ada saat ini. Simbol-simbol yang terdapat dalam diagram 
PDMharus masih bisa dipakai dalam diagram ini. 
matakul 
lrodekul CHAR(2) <pk> 








lrodesem CHAR(1) <pk> 
namasem CHAR(6) 
sesi_kuliah 
!rode jam CHAR(1) <fk3> 
nipDosen CHAR(9) <fk1> 
lrodehari CHAR(1) <flc2> 
kelas CHAR(2) 
lrodekul CHAR(2) <fk4> 
Gambar 3.1 Contoh Diagram PDM dari Aplikasi Power Desaigner 9 
o Diagram harus mudah dibaca secara intuisi, artinya tidak diperlukan 
penjelasan dan pembelajaran mendetil untuk bisa membaca maksud dari 
diagram. 
o Diagram harus sederhana dan mudah diimplementasikan dalam aplikasi. 
Artinya, diagram harus sebisa mungkin dihindari adanya hal-hal yang 
menyulitkan pengimplementasian dalam aplikasi. Selain itu, diagram barn 
tersebut harus memiliki simbol/pelambang seminimal mungkin. 
o Diagram harus mempunyai daya visibilitas yang tinggi. Artinya, diagram 
dengan kompleksitas yang tinggi harus bisa dimuat dalam space yang kecil. 
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o Visualisasi trigger hanya diprioritaskan pada event dan action-nya saja tanpa 
mendetilkan proses event dan action tersebut. Detil tersebut misalnya adalah 
kolom apa yang diakses oleh action trigger. Hal ini diputuskan demikian 
dengan asumsi bahwa detil action bisa dibaca langsung oleh user pada trigger 
body. Jika detil action ditampilkan dalam diagram, maka akan memperumit 
diagram sehingga kesederhanaan diagram akan hilang. 
o Diagram ini selanjutnya akan diberi nama Diagram Dependency Trigger 
Pada subbab ini akan dijelaskan pula pelbagai bentuk altematif diagram 
yang akan dipakai, berserta analisis kelebihan dan kekurangannya. Guna 
memperjelas proses pembandingan, maka data tabel-trigger yang akan 
didiagramkan tersebut mempunyai struktur yang sama antara satu altematif 
diagram dengan altematifyang lain. 
Berikut ini adalah struktur trigger dan tabel yang akan dibuat diagramnya: 
o Struktur terdiri atas empat buah tabel dan dua buah trigger. Tabel yang 
terdapat dalam struktur antara lain adalah: Tablel, Table2, Table3, dan 
Table4. 
o Sedangkan trigger yang terdapat dalam struktur adalah Trigger2 dan Trigger]. 
o Table] mempunyai hubungan relasional dengan Table2. 
o Trigger3 dan Trigger2 adalah milik Tablel. 
o Trigger 3 adalah trigger row level, Trigger 2 adalah statement level. 
o Trigger3 dieksekusi pada event after delete. 
o Trigger] melakukan action insert pada Table3, serta select pada Table2. 
o Trigger2 dieksekusi pada event after delete or insert. 
o Trigger2 melakukan action insert dan update pada Table4. 
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Gam bar 3.2 Alternatif Pertama Diagram Dependency Trigger 
Keterangan diagram: 
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o Tabel dilambangkan dengan vertex. Trigger cukup dilambangkan dengan 
edge. 
o Nama trigger ditulis sebagai label pada tengah-tengah edge trigger. 
o Untuk event dan action trigger ditulis sebagai label dalam ujung-ujung edge 
trigger itu sendiri. 
o Untuk sebuah trigger, yang mempunyai dua action dan event berbeda, 
digambarkan dengan sebuah edge tersendiri. 
o Pembedaan trigger statement level dengan trigger row level adalah dengan 
pemberian warna merah pada trigger row level dan pemberian warna hijau 
pada trigger statement level. 
Analisis dari alternatif diagram pertama: 
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Diagram di atas sudah memenuhi beberapa ketentuan yang telah ditetapkan 
sebelumnya, yaitu: kompatibel dengan PDM, mudah dibaca dan intuitif, daya 
visibilitas yang tinggi (karena trigger dilambangkan hanya dengan edge). Akan 
tetapi diagram di atas mempunyai beberapa kelemahan, yaitu dibutuhkan dua 
buah edge untuk melambangkan satu buah trigger (yaitu hila trigger tersebut 
melakukan lebih dari satu proses action, baik dalam satu tabel ataupun lebih). Hal 
ini akan menimbulkan suatu kerancuan dan sedikit membingungkan. Disebut 
membingungkan sebab keadaan tersebut bisa menimbulkan anggapan bahwa dua 
edge tersebut merupakan dua buah trigger yang berbeda satu sama lain, padahal 
sebenamya tidak. Kelemahan lainnya dari diagram di atas adalah pengamat tidak 
bisa menghitung dengan cepat berapa jumlah trigger yang ada pada diagram. 
Sebab patokan jumlah edge = jumlah trigger, tidak bisa dipakai. Untuk mengatasi 
permasalahan terse but, terdapat bentuk diagram altematif kedua. 









PK P~:h:mrxK~n£ PK edOli~KIX 
After delete Trigger3 
insert 
Field1 
I I fl&ld1 Field2 field2 
Field3 field3 
After After 
insert Delete update 
Table4 
I Trigger2 l PK ~rimi!aiSe!l insert 
L ... _______ Field1 
Field2 
Gam bar 3.3 Alternatif Kedua Diagram Dependency Trigger 
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Keterangan tambahan: 
o Tabel dilambangkan dengan vertex dan trigger kali ini juga dilambangkan 
dengan vertex. 
o Nama trigger ditulis sebagai label pada tengah-tengah vertex trigger. 
o Untuk sebuah trigger yang mempunyai action dan event lebih dari satu, 
digambarkan dengan sebuah edge tersendiri untuk setiap action dan event. 
Analisis dari alternatif diagram kedua: 
Perbedaan diagram ini dengan alternatif pertama tadi adalah bahwa kali ini 
trigger tidak dilambangkan dengan edge, tetapi dilambangkan dengan sebuah 
vertex tersendiri. Hal ini akan menghilangkan kerancuan jumlah trigger tanpa 
banyak menghilangkan karakteristik menguntungkan dari alternatif diagram 
pertama. Dari bentuk alternatif kedua ini, user bisa dengan mudah menghitung 
berapa jumlah trigger yang terdapat dalam diagram, yaitu dengan jalan 
menghitung vertex trigger. 
Akan tetapi, dari proses analisis lebih mendalam, akan diketahui bahwa 
bentuk diagram seperti ini akan menghasilkan kelemahan lain, yaitu diagram ini 
akan banyak menghasilkan directed multigraph (directed graph yang terdapat 
lebih dari satu edge antara dua buah node dengan arab yang sama). Dalam 
pembuatan struktur data graph, hendaknya bentuk multigraph hams sebisa 
mungkin dihindari. Sebab multigraph mempunyai tingkat kerumitan yang lebih 
tinggi daripada singlegraph dan akan menyulitkan proses pembuatan algoritma 
serta pengimplementasian. 
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Memang, multigraph dalam sebuah PDM tidak bisa dihindari, sebab relasi 
lebih dari satu antara dua buah tabel dalam PDM memang diizinkan. Akan tetapi, 
apabila dalam Diagram Dependency Trigger juga memunculkan suatu directed 
multigraph, kerumitan diagram akan bertambah. Oleh karena itu, diusahakan 
directed multigraph hanya muncul pada kasus PDM saja tanpa mucul dalam 
Diagram Dependency Trigger. 
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Gam bar 3.4 Alternatif Ketiga Diagram Dependency Trigger 
Keterangan tambahan: 
o Sarna dengan rancangan diagram kedua. Akan tetapi, setiap action untuk satu 
trigger dan satu table menjadi hanya sebuah edge. 
Analisis dari altematif diagram ketiga: 
Bentuk diagram ketiga ini sama dengan diagram kedua namun 
menghilangkan adanya multigraph. Action dan event yang berbeda pada trigger 
yang sama dijadikan satu buah edge. 
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Karena Diagram Dependency Trigger pada batasan masalah di Tugas Akhlr 
m1 diprioritaskan pada visualisasi trigger bukan pada Diagram PDM, maka 
visualisasi tabel cukup dengan penampilan nama tabel saja (field-field tidak 
ditampilkan). Hal ini akan juga menambah daya visibilitas Diagram Dependency 
Trigger untuk kasus yang kompleks. 
Berikut ini adalah bentuk akhir Diagram Dependency Trigger yang 
diputuskan akan dipakai: 
relasl 





<insert> , <update> 
Gambar 3.5 Rancangan Final Diagram Dependency Trigger 
3.2.3 Analisis Penyebab Mutating Table pada Oracle 
Pada bab sebelumnya telah dibahas mengenai mutating table pada Oracle. 
Pada bab ini akan dianalisis lebih mendalam mengenai penyebab kasus mutating 
table pada Oracle. 
Dalam subbab ini akan dibahas mengenai Chain reaction. Adapun chain 
reaction adalah sebuah proses berantai dimana output dari sebuah subproses 
menjadi input dari subproses selanjutnya. Bila ouput yang dihasilkan subproses 
sebelumnya tidak sesuai dengan ketentuan-ketentuan tertentu, maka output 
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tersebut tidak akan bisa dipakai sebagai input pada subproses berikutnya. Contoh 
chain reaction pada dunia nyata adalah proses reaksi nuklir [CHR06]. 
Untuk kasus mutating table, chain reaction bisa diartikan sebagai reaksi 
berantai antara action dari sebuah trigger dengan event dari trigger berikutnya 
dalam sebuah Diagram Dependency Trigger. Chain reaction dikatakan berhasil 
apabila memenuhi ketentuan-ketentuan tertentu. Ketentuan-ketentuan tersebut 
akan dijelaskan pada subbab ini. 
Sesuai dengan batasan masalah pada bab 2, peramalan mutating table pada 
Tugas Akhir ini hanya diprioritaskan pada event dan action saja. Artinya, Tugas 
akhir ini mencari semua mutating table hanya berdasarkan chain reaction antara 
event dan action per-tabel, bukan action per-kolom. Sehingga setiap pengaksesan 
tabel dianggap mengakses key column, meskipun pihak developer trigger sudah 
mengantisipasi hal di atas dalam trigger-nya. 
Penyebab kasus mutating table pada Oracle dibagi menjadi dua, yaitu 
mutating table karena chain reaction antara trigger-trigger dan mutating table 
karena kasus chain reaction antara relasi cascade delete-trigger. 
3.2.3.1 ~rttttuting Table Karcna Kasus 1 (Chain Reaction Trigger- Trigger) 
Adalah mutating table yang terjadi karena chain reaction event dan action 
dalam suatu rangkaian trigger tanpa melibatkan relasi cascade delete. Karena 
chain reac:tion untuk kasus 1 ini tidak melibatkan relasi cascade delete, maka 
kasus 1 ini bisa terjadi pada struktur tabel tanpa relasi sama sekali. 
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3.2.3.1.1 Analisis Contoh 1 (untuk Kasus 1) 
Terdapat enam buah object, yaitu tiga tabel dan tiga trigger. Keenam object 
dalam contoh kali ini terhubung satu sama lain oleh chain reaction event dan 
action. Adapaun DDL dari enam buah object tersebut adalah sebagai berikut: 
create table Tl 
COL Tl VARCHAR ( 50 ) 
create table T2 
COL T2 VARCHAR ( 50 ) 
create table T3 
COL T3 VARCHAR ( 50 ) 
create or replace trigger tr l 
after insert on tl 




insert into t2 values( ' testT2 ' ); 
create or replace trigger tr2 
after insert on t2 




insert into t3 values ( ' testT3 ' ) ; 
create or replace trigger tr3 
after insert on t3 




insert into tl values ( ' testT3 ' ) ; 
Struktur dari object-object di atas adalah sebagaimana berikut: 
o Terdapat tiga tabel tanpa relasi, yaitu tl ,t2, dan t3. 
o Terdapat tiga buah trigger pada masing-masing tabel, yaitu trl,tr2, dan tr3. 
Semua trigger ini bertipe statement level. 
o Semua trigger di atas mempunyai event after insert. 
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o Setiap trigger mempunyai action ke arah tabel tetangga terdekatnya, yaitu tr 1 
mempunyai action ke t2, tr2 mempunyai action ke t3, tr3 mempunyai action 
ke tl. 
Apabila object-object di atas dibentuk Diagram Dependency Trigger-nya, 
maka akan terbentuk suatu directed graph dengan circuit tertutup sebagaimana 
















Gambar 3.6 Diagram Dependency Trigger Contoh 1 Kasus 1 
Dari analisis Diagram Dependency Trigger di atas diketahui bahwa apabila 
tabel t2 dikenai operasi insert, maka akan teijadi suatu chain reaction yang 
berawal dari tabel t2. Chain reaction ini membentuk suatu circuit tertutup dengan 




insert into t2 values ( 1 testT2 1 ); 
Gam bar 3. 7 Analisis Path Diagram Dependency Trigger Contoh 1 Kasus 1 
Terlihat bahwa chain reaction event dan action berhasil menemukan jalan 
untuk kern bali ke tabel asal, yaitu tabel t2. Analisis lebih lanjut pada diagram di 
atas akan diketahui bahwa chain reaction tidak akan pernah berhenti (infinite 
looping). Adapun output ketika operasi insert di atas benar-benar dijalankan pada 
Oracle adalah sebagaimana berikut ini: 
>[Error] Script lines: 1-1 --------------------------
ORA-00036: max:iJTwm. nUJTi:ler of recursive SQL levels (50) exceeded 
ORA-06512: at 11 TESTBED. TR2 11 , line 2 
ORA-04088: error during execution of trigger 1TESTBED.TR2 1 
ORA-06512: at II TESTBED. TR111 , line 2 
ORA-04088: error during execution of trigger I TESTBED. TR1 1 
ORA-06512: at II TESTBED. TR3 11 , line 2 
ORA-04088: error during execution of trigger I TESTBED. TR3 I 
ORA-06512: at II TESTBED. TR2 11 , line 2 
ORA-04088: error during execution of trigger I TESTBED. TR2 I 
ORA-06512: at II TESTBED. TR111 , line 2 
ORA-04088: error during execution o t trigger I TESTBED. TR1 1 
ORA-06512: at II TESTBED. TR3 11 , line 2 
ORA-04088: error during execution o t trigger I TESTBED. TR3 I 
ORA-06512: at II TESTBED . TR2 II , line 2 
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Temyata tidak terjadi mutating table pada contoh kasus ini, tetapi yang 
terjadi adalah rekursi. Ini artinya tabel t2 bukanlah tabel yang mutating, meskipun 
trigger tr 1 mengaksesnya sebagai akibat dari chain reaction yang berawal dari 
tabel t2 itu sendiri. Jadi, tabel t2 sudah tidak berada dalam kondisi mutating ketika 
trl mengakses t2. Hal ini dikarenakan tr2 (vertex kedua dari circuit) dieksekusi 
dalam kondisi statement level, yaitu dieksekusi ketika DML insert yang terjadi 
pada tabel t2 telah selesai dijalankan seluruhnya. 
3.2.3.1.2 Analisis Contoh 2 (untuk Kasus 1) 
Untuk menghasilkan kasus mutating table, maka contoh kasus di atas 
dimodifikasi sedemikian rupa sehingga bisa menghasilkan suatu kasus mutating 
table. Modifikasi dilakukan pada salah satu trigger, yaitu tr2. Kali ini tr2 diubah 
dari yang sebelumnya berupa trigger statement level, maka sekarang menjadi 














Gam bar 3.8 Diagram Dependency Trigger Contoh 2 Kasus 1 
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Tampak bahwa trigger tr2 sekarang berwama merah menandakan bahwa tr2 
adalah trigger row level. Untuk membandingkan struktur Diagram Dependency 
Trigger ini dengan sebelumnya, maka DML insert kembali dilakukan pada tabel 















:inse1·t into t2 values ( 1 testT2 1 ); 
Gambar 3.9 Analisis Path Diagram Dependency Trigger Contoh 2 Kasus 1 
Output yang muncul adalah: 
>[Error] Script lines: 1-2 --------------------------
ORA-04091: table TESTBED.T2 is mntatinq, trigger/function may not see it 
ORA-06512: at "TESTBED.TR1", line 2 
ORA-04088: error durinq execution of trigger 1 TESTBED.TR1 1 
ORA- 06512: at "TESTBED.TR3", line 2 
ORA-04088: error durinq execution of trigger 1 TESTBED.TR3 1 
ORA-06512: at "TESTBED. TR2" , line 2 
ORA-04088: error durinq execution of trigger 1TESTBED.TR2 1 
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Temyata kasus mutating table terjadi pada tabel t2. Hal ini terjadi sebab 
tabel t2 berada dalam keadaan mutating ketika action milik tr 1 mengaksesnya. 
Keadaan mutating table t2 ini disebabkan karena trigger tr2 yang bersifat row 
level. Sifat row level dari tr2 ini membuat trigger tr3, dan trigger trl dieksekusi 
ketika trigger tr2 masih dalam keadaan mutating. Jadi, DML insert belum selesai 
tereksekusi untuk semua row dalam tabel t2. 
Kasus mutating ini tidak hanya terjadi apabila DML insert dilakukan pada 
tabel t2 saja, akan tetapi, DML insert pada semua tabel dalam circuit di atas akan 
menghasilkan kasus mutating table pada tabel t2. 
Contoh: 
insert into t 3 values ( ' testT3 ' ) 
Akan menghasilkan output: 
> [Error] Script lines: 1-2 --------------------------
ORA-04091: table TESTBED.T2 is mutating, trigger/function may not see it 
ORA-06512: at "TESTBED.TR1", line 2 
ORA-04088: error during execution of trigger ' TESTBED. TR1 ' 
ORA-06512: at "'IESTBED. TR3", line 2 
ORA-04088: error during execution of trigger 'TESTBED. TR3 ' 
ORA-06512: at "TESTBED. TR2" , line 2 
ORA-04088: error during execution of trigger 'TESTBED. TR2 ' 
ORA-06512: at "'IESTBED. TR1" , line 2 
ORA-04088: error during execution of trigger ' TESTBED. TR1 ' 
ORA-06512: at "'IESTBED. TR3" , line 2 
ORA-04088: error during execution of trigger ' TESTBED . TR3 ' 
Contoh lain: 
insert into t l values( ' testT3 ' ) 
Akan menghasilkan output: 
> [Error] Script lines: 1-2 --------------------------
ORA-04091: table TESTBED. T2 is mutatinq, trigger/function may not see it 
ORA-06512: at "TESTBED. TR1" , line 2 
ORA-04088: error durinq execution of trigger 'TESTBED.TR1' 
ORA-06512: at "TESTBED.TR3", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED. TR3' 
ORA-06512: at "TESTBED.TR2", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED. TR2' 
ORA-06512: at "TESTBED.TR1", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED. TR1' 
3.2.3.1.3 Analisis Contoh 3 (untuk Kasus 1) 
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Kasus berikut adalah modiflkasi lebih lanjut dari contoh 2. Perubahan yang 
ada kali ini adalah perubahan trigger tr3 menjadi trigger row level. Hasil 
perubahan akan tampak pada Diagram Dependency Trigger berikut ini: 
<insert> 
-<on> insert 






Gambar 3.10 Diagram Dependency Trigger Contoh 3 Kasus 1 
Dengan perubahan tipe dari dua buah trigger row level pada struktur 
Diagram Dependency Trigger di atas, maka kasus mutating table akan juga akan 
mengalami perubahan. Untuk menganalisis struktur baru ini, DML insert kembali 
dijalankan pada ketiga tabel di atas. 
insert into tl 
values ( 'testT3' ) 
insert into t3 












insert into t2 values ( 'testT2' ); 
33 
Gambar 3.11 Analisis Path Diagram Dependency Trigger Contoh 3 Kasus 1 
Adapun output dari setiap operasi insert yang dijalankan pada struktur di 
atas adalah sebagai berikut: 
Output dari DML insert pertama: 
insert into t2 values ( 'test' ) 
> [Error] Script lines: 1-3 --------------------------
ORA-04091: table TESTBED. T2 is 11llltatinq, trigger /function may not see it 
ORA-06~12: at 11 TESTBED. TR111 , line 2 
ORA-04088: error durinq execution of trigger 'TESTBED. TR1' 
ORA-06~12: at 11 TESTBED. TR3 11 , line 2 
ORA-04088: error durinq execution of trigger 'TESTBED. TR3' 
ORA-06~12: at 11 TESTBED.TR2", line 2 
ORA- 04088: error durinq execution of trigger 'TESTBED.TR2' 
Output dari DML insert kedua: 
insert into t3 values ( 'test' ) 
>[Error] Script lines: 1-3 --------------------------
ORA-04091: table TESTBED.T3 is mutating, trigger/function may not see it 
ORA-06~12: at "TESTBED. TR2" , line 2 
ORA-04088: error durinq execution of trigger 'TESTBED.TR2' 
ORA-06~12: at "TESTBED.TR1", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED. TR1' 
ORA-06~12: at "TESTBED.TR3", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED. TR3' 
Output dari DML insert ketiga: 
insert into tl values( ' test ' ) 
>[Error] Script lines: 1-3 --------------------------
ORA-04091: table TESTBED.T2 is mutating, trigger/function may not see it 
ORA-06~12: at "TESTBED.TR1", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED. TR1' 
ORA-06~12: at "TESTBED. TR3" , line 2 
ORA-04088: error durinq execution of trigger 'TESTBED. TR3' 
ORA-06~12: at "TESTBED.TR2", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED. TR2' 
ORA-06~12: at "TESTBED.TR1", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED.TR1' 
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Dari hasil eksekusi ketiga DML insert di atas, terdapat dua buah tabel yang 
bersifat mutating, yaitu tabel t2 dan tabel t3. Penjelasan mengapa tabel t2 bersifat 
mutating bisa dilihat pada contoh-contoh sebelumnya. Sedangkan penyebab tabel 
t3 sehingga bersifat mutating adalah kurang lebih sama dengan penyebab 
mutating dari tabel t2, yaitu hal ini terjadi sebab tabel t3 berada dalam keadaan 
mutating ketika action milik tr2 mengaksesnya. Keadaan mutating table t3 ini 
disebabkan karena trigger tr3 bersifat row level. Sifat row level dari tr3 1m 
membuat trigger trl, dan trigger tr2 dieksekusi ketika trigger tr3 masih dalam 
keadaan belum selesai mengeksekusi semua row dalam tabel t3. 
3.2.3.1.4 Analisis Contoh 4 (untuk Kasus 1) 
Untuk menganalisis kasus mutating table yang lebih rumit, berikut ini 
adalah contoh struktur diagram yang mempunyai pelbagai percabangan path 
dalam sebuah circuit: 
create table T4 














T5 VARCHAR ( 50 ) 
table T6 
T6 VARCHAR (50 ) 
or replace trigger tr4 
after insert on T4 
--for each row 
insert into t5 values ( ' testT4 ' ) ; 
drop table t5 sub 1 cascade constraint 
I 
create table t5 sub 1 
COL t5 s ub 1 VARCHAR (50 ) 
) 
I 
create or replace trigger t5 s ub I 




--for each row 
insert into t5 sub 1 values ( ' testT5 ' ) ; 
create or replace trigger t5 sub_2_1 
after insert on t5 s ub 1 




insert into t5_sub 1 values ( ' testT5 ' ) ; 
delete from t5 sub_1 ; 
create or replace trigger t5_sub_II 
after delete on t5 sub 1 




insert into t5 values ( ' testT5 ' ) ; 
delete from t 5 ; 
create or replace trigger tr5 
after delete on t5 
--for each row 
begin 




create or replace trigger tr6 
after insert on t6 




insert into t4 values( 'testT6' ) ; 
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Bentuk Diagram Dependency Trigger dari struktur tabel-trigger di atas 
adalah sebagaimana berikut ini: 
<insert •~ 
corp insert 
<:on.> delete <on:• insert 
/ 
' / ·"- .... c:on> insert 
'·, . 
<:inse-rt>, <:delete.,. 
Gam bar 3.12 Diagram Dependency Trigger Contoh 4 Kasus 1 
Pada proses analisis struktur kali ini, tabel t4 dijadikan start node. DML 
yang ditujukan pada tabel t4 adalah insert. Hal ini sengaja supaya trigger terdekat 
dengan t4 (yaitu trigger tr4) bisa tereksekusi. 
start 
node 
insert into t4 
values ( 1 testT3 1 ) 
r 
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2 ~ < insert . > 
/ 
<insert>· 
Gam bar 3.13 Analisis Path Diagram Dependency Trigger Contoh 4 Kasus 1 
Output dari DML insert: 
insert into t4 values ( 1 test ' ) 
>[Error] Script lines: 1-1 --------------------------
ORA-00036: maxiJmDn nuri:Jer ot recursive SOL levels (50) exceeded 
ORA-06512: at "TESTBED.T5_SUB_2_1", line 2 
ORA-04088: error durinq execution ot trigger 1TESTBED.T5 SUB 2 1' 
ORA-06512: at "TESTBED.T5_SUB_2_ 1", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED.T5 SUB 2 1' 
ORA-06512: at "TESTBED.T5_SUB_2_1", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED.T5 SUB 2 1' 
ORA-06512: at "TESTBED.T5_SUB_2_1", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED.T5 SUB 2 1' 
ORA-06512: at 'TESTBED.T5_SUB_2_1", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED.T5_SUB_2_1' 
ORA-06512: at "TESTBED.T5_SUB_2_1", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED.T5 SUB 2 1' 
ORA-06512: at 'TESTBED.T5_SUB_2_1", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED.T5 SUB 2 1' 
ORA-06512: at "TESTBED.T5_SUB_2_1", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED. T5 SUB 2 1' 
ORA-06512: at "TESTBED.T5_SUB_2_1", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED.T5 SUB 2 1' 
ORA-06512: at "TESTBED.T5_SUB_2_1", line 2 
ORA- 04088: error durinq execution of trigger 'TESTBED.T5 SUB 2 1' 
ORA-06512: at "TESTBED.T5 SUB 2 1", line 2 
Dari percobaan ini bisa disimpulkan bahwa meskipun terjadi percabangan, 
chain reaction antara event dan action tetap berlangsung. 
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Rekursiterjadipadacircuitt5_sub_l ~5 ~t5_sub_2_1 ~6 ~t5_sub_l. 
3.2.3.1.5 Analisis Contoh 5 (untuk Kasus 1) 
Dari analisis pada contoh-contoh sebelumnya, apabila dari kasus ini ingin 
dihasilkan suatu mutating table (yaitu tabel t4), maka hal tersebut bisa terjadi 
dengan jalan mengubah trigger tr4 menjadi row level. Selain itu, untuk 
menghindari recursive SQL yang mendahului terjadinya mutating table, maka 
action untuk beberapa trigger harus diubah. Dalam hal ini adalah trigger 
t5_sub_ii dan t5_sub_2_1 diubah menjadi satu buah action saja. 
create table T4 
COL T4 VARCHAR (50 ) 
) 
I 
insert into t4 values( ' testing ' ) 
go 
create table T5 
COL T5 VARCHAR ( 50 ) 
) 
I 
insert into t5 values( ' testing ' ) 
go 
create table T6 
COL T6 VARCHAR (50 ) 
) 
I 
insert into t5 values( ' testing ' ) --inisialisasi 
go 
create or replace trigger tr4 
after insert on T4 
for each row 
begin 
insert into t5 values( ' testT4 ' ); 
end; 
go 
drop table t5 sub 1 cascade constraint 
I 
create table t5 sub 1 
COL t5 sub 1 
) 
I 
VARCHAR ( 50 ) 
isi 
insert into t5 sub 1 values( ' testing ' ) --inisialisasi isi 
go 
create or replace trigger t5 sub I 




--for each row 
insert into t5 sub 1 values( ' testT5 ' ); 
create or replace trigger t5_sub_2_1 
after insert on t5 sub 1 




--insert into t5 sub 1 values( ' testTS '); 
delete from t5 sub 1; 
create or replace trigger t5_ sub_II 
after delete on t5 sub 1 




--insert into t5 values( ' testT5 '); 
delete from t5; 
create or replace trigger tr5 
after delete on t5 




insert into t6 values( ' testT5 ' ); 
create or replace trigger tr6 
after insert on t6 




insert into t4 values( ' testT6 ' ); 
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Hasil pembentukan Diagram Dependency Trigger dari DDL di atas adalah 











Gambar 3.14 Diagram Dependency Trigger Contoh 5 Kasus 1 
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Sekarang apabila DML insert dijalankan pada tabel t4, diharapkan akan 
terjadi mutating table pada tabel t4. 
Berikut ini adalah pembuktiannya: 
insert into t4 values( ' testT3 ' ) 
>[Error] Script lines: 1-1 --------------------------
ORA-04091: table TESTBED.T4 is mutating, trigger/function may not see it 
ORA-06!512: at "TESTBED.TR6", line 2 
ORA-04088: error during execution of trigger 'TESTBED. TR6' 
ORA-06U2: at "TESTBED.TR!'i", line 2 
ORA-04088: error during execution of trigger 'TESTBED. TR!'i' 
ORA-06!512: at "TESTBED.T!'i_SUB_II", line 3 
ORA-04088: error during execution of trigger 'TESTBED.T5 SUB II' 
ORA-06!512: at "TESTBED.T!'i_SUB_2_1", line 3 
ORA-04088: error during execution of trigger 'TESTBED.T!'i SUB 2 1' 
ORA-06!512: at "TESTBED.T5_SUB_I", line 2 
ORA-04088: error during execution of trigger 'TESTBED.T5 SUB I' 
ORA-06512: at "TESTBED. TR4" , line 2 
ORA-04088: error during execution of trigger 'TESTBED. TR4' 
Dengan melihat Diagram Dependency Trigger, maka rute penyebab ke-
mutating-an tabel t4 akan mudah dilihat. Perhatikan rute berikut ini: 
<on> insert 
insert into t4 






Gam bar 3.15 Analisis Path Diagram Dependency Trigger Contoh 5 Kasus 1 
Penelusuran rute penyebab kasus mutating table bisa dilakukan dengan jalan 
menelusuri setiap edge pada diagram sesuai dengan urutan nomor, yaitu mulai 
dari edge nomor 1 hingga edge nomor 12. 
3.2.3.2 Mutating Table Karena Kasus 2 (chain reaction cascade delete-trigger) 
Apabila sebelumnya analisis dilakukan pada kasus tabel tanpa relasi, maka 
pada bagian ini akan dibahas tentang kasus mutating table yang teijadi pada tabel 
berelasi. Khususnya relasi cascade delete. 
Adapun pengertian dari mutating table kasus 2 disini adalah kasus mutating 
table yang teijadi karena chain reaction dari event dan action ditambah dengan 
reaksi cascade delete dalam suatu rangkaian trigger sehingga menyebabkan salah 
satu trigger (dari rangkaian trigger yang terekseskusi tersebut) kembali 
mengakses tabel tempat asalnya berada. 
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3.2.3.2.1 Analisis Contoh 1 (untuk Kasus 2) 
Pada contoh 1, anal isis akan dilakukan pada tabel dengan struktur 






Colbel1 ll!lrchar(SO) <~ 
bel3 
oolbel3 ll!lrcher(SO) "pk• 
oolbel2 ll!lrchar(SO) <tc> 
Gam bar 3.16 Diagram PDM Contoh 1 Kasus 2 
Semua relasi dalam struktur Diagram P DM di atas adalah relasi cascade 
delete. Adapun DDL dari struktur PDM di atas adalah sebagaimana berikut: 
create table BELl 
) 
I 
COLBELl varchar( 50 ) not null, 
constraint PK BELl primary key (COLBELl) 
create table BEL2 
) 
I 
COLBEL2 varchar( 50 ) not null, 
COLBELl varchar( 50 ), 
constraint PK_BEL2 primary key (COLBEL2), 
constraint FK BEL2 REFERENCE BELl foreign key (COLBELl) 
references BELl (COLBELl) 
on delete cascade 
create table BEL3 
) 
I 
COLBEL3 varchar( SO ) not null, 
COLBEL2 varchar( SO ), 
constraint PK_BEL3 primary key (COLBEL3), 
constraint FK BEL3 REFERENCE_BEL2 foreign key (COLBEL2) 
references BEL2 (COLBEL2) 
on delete cascade 
CREATE OR REPLACE TRIGGER "TESTBED2". "GERl" 
begin 
after delete on bel3 
--for each row 
delete from bell; --into t4 values (' testT6 ' ) ; 
end; 
go 
--untuk inisialisasi isi 
insert into bell values( ' l ' ) 
go 
insert into bel2 values( ' l ' , ' 1 ' ) 
go 
insert into bel3 values( ' l ' , ' 1 ' ) 
go 











Gam bar 3.17 Diagram Dependency Trigger Contoh 1 Kasus 2 
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Dari Diagram Dependency Trigger di atas, bisa diketahui bahwa terdapat 
sebuah circuit di dalam struktur kali ini. Karena terdapat circuit tanpa ada satupun 
trigger yang row level, maka kasus rekursi mungkin terjadi. Untuk 
membuktikannya, dipilih tabel bell sebagai start node. DML yang dijalankan kali 
ini adalah DML delete. Sebab DML delete adalah satu-satunya DML yang 
menyebabkan relasi cascade delete bereaksi. 
' ....... 
<on> delete 










Gam bar 3.18 Analisis 1 Path Diagram Dependency Trigger Contoh 1 Kasus 2 
Hasil output: 
delete from bell 
>[Error] Script lines: 1-3 - - ------------------------
ORA-00036: max:iJTrum. nlDTiler of recursive SOL levels (!iO) exceeded 
0RA-06!i12: at 11 TESTBED2.GER111 , line 2 
ORA-04088: error during execution of trigger 1TESTBED2.GER1 1 
0RA-06U2: at 11 TESTBED2.GER111 , line 2 
ORA-04088: error during execution of trigger I TESTBED2. GER1 1 
ORA-06!i12: at 11 TESTBED2.GER111 , line 2 
ORA-04088: error during execution of trigger I TESTBED2. GER1 1 
ORA-06U2: at II TESTBED 2. GER111 , line 2 
ORA-04088: error during execution of trigger I TESTBED2. GER1 1 
ORA-06512: at 11 TESTBED2.GER111 , line 2 
ORA-04088: error during execution of trigger I TESTBED2. GER1 1 
ORA-06512: at II TESTBED2. GER111 , line 2 
ORA-04088: error during execution of trigger I TESTBED2. GER1 1 
Seperti yang diharapkan, rekursi teijadi pada struktur 1ru. Hal ini 
membuktikan bahwa edge FK BEL2 REFERENCE BELl dan edge 
FK BEL3 REFERENCE BEL2 berhasil meneruskan chain reaction dalam circuit 
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di atas. Selanjutnya bisa diketahui bahwa dengan mengubah trigger ger 1 menjadi 
row level, maka kasus mutating table diperkirak:an akan terjadi pada tabel bell. 
CREATE OR REPLACE 7RIGGER "TESTBED2". "GERl" 
after delete on bel3 




delete from bell; --into t4 values ('tes tT6 '); 









delete frOJll bell t 
start 
node 
Gam bar 3.19 Analisis 2 Path Diagram Dependency Trigger Contoh 1 Kasus 2 
Sekali lagi, DML delete dijalankan pada tabel bell. Output dari DML delete 
tersebut adalah: 
delete from bell 
> [Error] Script lines: 1-3 --------------------------
ORA-040'.11: table TESTBED2.BEL1 is mutatinq, trigger/function lllilY not see it 
ORA-06~12: at "TESTBED2.GER1", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED2. GERl' 
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Seperti perkiraan, terjadi mutating table pada tabel bell. Hal ini terjadi 
karena ketika bell terkena DML delete, constraint 
FK BEL2 REFERENCE BELl dan constraint FK BEL3 REFERENCE_BEL2 
bereaksi sehingga mengeksekusi trigger ger 1. padahal ger 1 itu sendiri mengakses 
bell yang sedang mutating. Dalam kasus ini bisa dilihat bahwa constraint dengan 
sifat cascade delete ternyata mempunyai efek yang sama dengan trigger row level 
dengan event on delete. Sebagai pembanding, operasi delete juga dilakukan pada 
tabel-tabellainnya. Ouputnya adalah sebagai berikut: 
delete from bel2 
>[Error] Script lines: 1-2 --------------------------
ORA-04091: table TESTBED2.BEL2 is rnntatinq, trigger/function may not see it 
ORA-06512: at "TESTBED2.GER1", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED2.GER1' 
delete from bel3 
>[Error] Script lines: 1-2 --------------------------
ORA-04091: table TESTBED2.BEL3 is mutatinq, trigger/function may not see it 
ORA-06512: at "TESTBED2.GER1", line 2 
ORA-04088: error durinq execution of trigger 'TESTBED2.GER1' 
Dimanapun DML delete dijalankan, kasus mutating table tetap terjadi. 
Khususnya terjadi pada tabel dimana DML delete tersebut dilakukan. 
3.2.3.2.2 Analisis Contoh 2 (untuk Kasus 2) 
Berikut ini adalah contoh lain untuk kasus 2: 
create table BEL4 
) 
I 
COLBEL4 varchar( SO ) not null, 
constraint PK BEL4 primary key (COLBEL4) 
create table BELS 
COLBELS varchar( SO ) not null, 
COLBEL4 varchar( SO ), 
constraint PK_BELS primary key (COLBELS), 
constraint FK BELS REFERENCE_BEL4 foreign key (COLBEL4) 
references BEL4 (COLBEL4) 
on delete cascade 
) 
I 
create table BEL6 
) 
I 
COLBEL6 varchar( 50 ) not null, 
constraint PK BEL6 primary key (COLBEL6) 
CREATE OR REPLACE TRIGGER "TESTBED2". "GER2" 
after insert on bel6 
--for each row 
begin 
delete from bel4; --into t4 values( ' testT6 ' ); 
end; 
go 
CREATE OR REPLACE TRIGGER "TESTBED2". "GER3" 
after delete on bel5 
for each row 
begin 




insert into bel4 values( ' l ' ) 
go 




fk_bel5 _reference _bel-t 
<insert> 







Gam bar 3.20 Diagram Dependency Trigger Contoh 2 Kasus 2 
47 
48 
Untuk mengetahui dimana kasus mutating table pada Diagram Dependency 
Trigger kali ini, digunakan dua buah DML, yaitu: 
delete from bel5 
Dan juga: 
insert into bel 6 values( 'l' ) 
Masing-masing dari DML di atas akan menghasilkan kasus mutating table 
pada dua tabel yang berbeda, yaitu tabel be/4 dan juga tabel be/5. sedangkan be/6 
bukanlah tabel yang mutating. 
bel4 
<insert> 









Gam bar 3.21 Analisis 1 Path Diagram Dependency Trigger Contoh 2 Kasus 2 
fk_bel5 _reference _bel\ 
insert into 
bel6 values ( '1' ) 
<insert> \, 










ORA-04091: table TESTBED2 .BElA is JTWtatinq, 
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Gam bar 3.22 Analisis 2 Path Diagram Dependency Trigger Contoh 2 Kasus 2 
Dari analisis path di atas tampak bahwa DML insert pada be/6 
membutuhkan lebih dari satu putaran untuk bisa membuat tabel be/4 menjadi 
mutating. 
Tanpa melakukan percobaan, selanjutnya bisa diketahui pula bahwa operasi 
delete from bel4 
diharapkan akan menghasilkan mutating table di tabel be/4. 
3.2.3.3 Hasil Analisis dari Percobaan Kasus 1 dan Kasus 2 
kesimpulan yang diambil dari penyebab mutating table pada Oracle adalah: 
o Pesan kesalahan ORA-04091 (mutating table) terjadi karena ada DML yang 
mengakses tabel yang sedang berada dalam kondisi mutating. Baik secara 
direct access ataupun indirect access. Direct access maksudnya adalah trigger 
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tersebut mengakses tabel secara langsung tanpa perantara tabel/trigger lainnya 
dalam suatu circuit. Sedangkan indirect access adalah trigger yang 
tereksekusi dari tabel yang dikenai event kemudian mentrigger trigger-trigger 
lainnya hingga kern bali ke tern pat awal (circuit) 
2 
.·, 
1 ·, . ., 
! '· 
<delete> 
<on> update;> delete 
I 
1 










Gam bar 3.23 Direct Acces (Merah) dan Indirect Access (Biro) 
o Pengaksesan secara indirect akan menghasilkan kasus mutating table apabila 




pe r tama yang 
row level 
dlJUIOpai 





delete f rom bell t 
start 
node 









Gam bar 3.24 Trigger Pertama yang Dijumpai dalam Indirect Acces 1 
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o Dan sebaliknya, mutating table tidak akan terjadi apabila pada path trigger 
pertama yang dijumpai dalarn circuit bukanlah trigger row level. 
Kemungkinan yang terjadi adalah rekursi. 















Gam bar 3.25 Trigger Pertama yang Dijumpai dalam Indirect Acces 2 
o Pengaksesan secara indirect bisa melalui singlecircuit ataupun melalui 
multicircuit. Diantara keduanya tidak terdapat perbedaan. Sarna-sarna bisa 













<:on :> insert 
,/·/ 
insert into t2 values ( 1 testT2 1 ); 
Gambar 3.26 Indirect Acces secara Singlecircuit 
insert into t4 
values ( 1 testT3 1 ) 
) 
Gam bar 3.27 Indirect Acces secara Multicircuit 
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3.2.4 Analisis dan Perancangan Algoritma Peramalan Mutating Table 
Dari analisis penyebab mutating table pada subbab sebelumnya, bisa 
diambil dua bagian utama dari algoritma peramalan mutating table pada Oracle, 
yaitu: 
o Algoritma pertama adalah untuk mencari path circular itu sendiri. Baik path 
circular yang berupa singlecircuit ataupun yang multicircuit. 
o Algoritma kedua berfungsi untuk memverifikasi ke-valid-an chain reaction. 
Bila valid, maka path tersebut kemungkinan akan menyebabkan mutating 
table. 
Adapun pembagian algoritma peramal mutating table ini menjadi dua bagian 
utama adalah bertujuan untuk menyederhakan permasalahan sehingga lebih 
memudahkan dalam proses implementasi secara Object Oriented Programming 
(OOP). Dengan kata lain, proses penyederhanaan dilakukan dengan jalan 
memisahkan bagian kode/kelas yang mempunyai fungsi umum ( contoh: pencari 
circuit) dengan bagian kodelkelas yang berfungsi hanya untuk meramalkan 
mutating table (contoh: verifikasi chain reaction padapath circular). 
3.2.4.1 Algoritma Chain Reaction Verif~eator (CRY) pada Path Circular 
Supaya suatu path circular bisa menghasilkan suatu kasus mutating table, 
maka setiap action trigger haruslah bersesuaian dengan event yang diperlukan 
untuk men-trigger trigger berikutnya. Apabila hal ini tidak dipenuhi, maka chain 
reaction tidak akan terjadi dalam path circular tersebut. Tanpa ada chain 
reaction, kasus mutating table tentu tidak akan terjadi. 
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Berikut ini adalah Diagram Dependency Trigger dari salah satu contoh 
kasus mutating table yang pemah dibahas pada bab sebelwnnya. Guna 
memperjelas, terdapat tambahan keterangan gambar mengenai kesamaan antara 
















insert into t2 values ( 1 testT2 1 ); 
Gambar 3.28 Salah Satu Contoh Circuit dengan Kasus Mutating Table 
Pada gambar di atas, kesamaan antara action trigger dengan event yang 
dibutuhkan untuk men-trigger trigger berikutnya terlihat pada elips berwama 
hijau. Karena dalam singlecircuit di atas semua action dan event bersesuaian, 
maka chain reaction terjadi dan kasus mutating table muncul pada tabel t2. 
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Berikut ini adalah contoh kasus Diagram Dependency Trigger yang di 
dalamnya terdapat path circular berupa singlecircuit, namun tidak memunculkan 












insert into t2 values ( 'testT2' ); 
Gam bar 3.29 Contoh Kasus Singlecircuit Tanpa Mutating Table 
Alasan mengapa dalam singlecircuit ini tidak menghasilkan kasus mutating 
table adalah karena chain reaction tidak bisa berlangsung. Hal ini terlihat pada 
elips warna merah pada diagram di atas. Terdapat perbedaan antara action trigger 
dengan event yang dibutuhkan untuk mentrigger trigger berikutnya. Trigger tr 3 
mempunyai action berupa insert kepada tabel tl , sedangkan tr2 membutuhkan 
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event jenis delete untuk bisa tereksekusi. Karena tidak sama, maka chain reaction 
terhenti sampai pada tabel tl dan mutating table gagal terjadi. 
Untuk mengetahui apakah suatu circuit berhasil memunculkan kasus 
mutating table atau tidak, dibutuhkan sebuah algoritma untuk memverifikasinya. 
Algoritma ini adalah Chain Reaction Verificator (selanjutnya disingkat dengan 
CRV). Berikut ini adalah langkah-langkah penggunaan algoritma CRV dan Brute 
Force murni untuk meramalkan ke-mutating-an suatu tabel: 
1. Carl semua path circular yang dimiliki oleh tabel yang akan dicek ke-
mutating-annya. 
2. Masukkan semua path circular tersebut ke dalam array. Setiap satu buah 
path circular dalam array tersebut terdiri atas tabel, trigger dan edge. 
3. Cek setiap array path circular tadi (misal: path circular A). 
4. Setiap satu buah path circular dicek. Dengan awal mulai dari tabel yang 
akan dicek ke-mutating-annya (misal: tabel X). 
5. Path circular tersebut ditelusuri. Dimulai dari tabel X hingga kembali 
tabelX 
6. Bila selama perjalanan menemui edge < ... > dan <on> ... berurutan yang 
beda isinya 100%, maka path circular A gagal meneruskan chain reaction 
(Tabel X gagal mutating). 
7. Bila tidak, maka path circular A berhasil meneruskan chain reaction. 
Tabel X mutating melalui path circular A. 




deteksi Semua path 
drcular 




Looping Per Node 
di path drcular 
? node= Table 
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no mutatingPathCycle = 
true 
"--n_,oo...J mutatingPathCycle = 
false 
Gambar 3.30 Flowchart Peramalan Mutating Table dengan Algoritma CRV 
dan Brute Force Murni 
3.2.4.2 Algoritma Pencari Rute Penyebab Kasus Mutating Table. 
Bagian kedua dari algoritma peramalan mutating table adalah bagaimana 







Gam bar 3.31 Diagram Dependency Trigger untuk Studi Kasus 
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Algoritma yang dibutuhkan adalah algoritma yang bisa mencari semua rute 
path yang mungkin menghasilkan mutating table. Sesuai hasil analisis contoh 
kasus 1 dan 2, diketahui bahwa rute ini bisa merupakan singlecircuit ataupun 
gabungan antara dua/lebih singlecircuit (multicircuit). 
Dari contoh Diagram Dependency Trigger di atas, rute path circular (yaitu 
path yang dimulai dari vertex x dan berakhir di vertex x) yang dimiliki oleh tabel 
tbl c antara lain: 
1. 1727374711712 (singlecircuit path) 
2. 172737475717 (multicircuit path) 
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3. 1 ~2~3~4~5~6~7~8~9~10~11 ~12 (multicircuit path) 
4. 1 ~2~3~4~5~ 15~3~4~ 11 ~ 12 (irregular cycle path) 
5. 1 ~2~3~4~ 11 ~ 12~ 13~ 14 (multicircuit path) 
6. 1 ~2~3~4~5~6~7~8~9~10~11 ~12~13~14 (multicircuit path): ini 
adalah satu-satunya path yang berhasil meneruskan chain reaction sehingga 
menghasilkan kasus mutating table pada tabel tbl_ c. 
7. 13 ~ 14 (singlecircuit path) 
8. 13~ 14~ 1 ~2~3~4~ 11 ~ 12 (multicircuit path) 
9. 13~14~1~2~3~4~5~17 (multicircuitpath) 
10. 13~14~1 ~2~3~4~5~6~7~8~9~10~11~12 (multicircuitpath) 
11. 13~ 14~ 1 ~2~3~4~5~ 15~3~4~ 11 ~ 12 (irregular cycle path) 
12. dan seterusnya 
Yang perlu diperhatikan adalah bahwa path penghasil mutating table 
tersebut tidak mungkin berupa irregular cycle path (yaitu path circular di luar 
jenis singlecircuit ataupun multicircuit). 
3.2.4.2.1 Pendekatan Brute Force Murni 
Algoritma Brute Force murni bisa digunakan untuk mencari semua path 
yang tersebut di atas. Disebut Brute Force murni karena algoritma tersebut 
mencoba-coba semua kemungkinan path yang ada. Brute Force murni ini bisa 
dibangun dengan menggunakan algoritma rekursi, dan penelusurannya digunakan 
metode Depth First Search (DFS). 
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Langkah-langkah penggunaan algoritma Brute Force mumi dalam hal 
peramalan kasus mutating table pada Diagram Dependency Trigger adalah 
sebagaimana berikut (misal: mengecek ke-mutating-an tabel X): 
1. Carl semua path circular yang mungkin dengan menggunakan algoritma 
Brute Force. 
2. Cek setiap path circular yang dihasilkan pada langkah 1 dengan 
menggunakan algoritma CR V. 
3. Bila path circular yang sedang diverifikasi sepenuhnya valid, maka path 
circular tersebut berhasil menghasilkan mutating table (Path yang sudah 
valid ini selanjutnya disebut sebagai mutating route). 
4. Bila gagal, maka ulangi iterasi langkah 1-3 pada path circular lainnya 
yang dimiliki oleh tabel X 
5. Simpan semua mutating route yang ditemukan ke dalam sebuah struktur 
data. 
Adapun kelemahan dari algoritma Brute Force murni ini adalah: 
o Kompleks dan sulit diimplementasikan. Sebab saat pencarian path dengan 
penelusuran DFS, algoritma tersebut harus membuat flag-flag guna menandai 
setiap percabangan. Baik yang berupa percabangan multicircuit path, ataupun 
percabangan yang berupa irregular cycle path supaya tidak terjadi infinite 
looping. 
o Kurang efektif. Sebab path yang secara teoritis tidak mungkin menghasilkan 
kasus mutating table juga ikut dicek oleh algoritma CRV. Selain itu semua 
kemungkinan path dicari satu-persatu untuk kemudian ditelusuri satu-persatu 
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pula dengan algoritma CRV tanpa ada kecuali. Contoh: rute path 8-10, serta 
rute path yang berupa irregular cycle path. 
3.2.4.2.2 Optimasi dengan Cara Ekspansi 
Algoritma 1m dikembangkan untuk menghindari kompleksitas 
pengimplementasian dan kekurangefektifan algoritma Brute Force murni untuk 
meramalkan kasus mutating table. Sarna seperti algortima Brute Force di atas, 
Algoritma ini tetap dikembangkan dari proses rekursi dan penelusuran secara 
DFS. 
Adapun prinsip utama yang membedakan antara algoritma ini dengan Brute 
Force adalah eksplorasi DFS yang dipakai di algoritma ini adalah untuk mencari 
sing/ecircuit saja, bukan untuk mencari path circular. Hal ini akan sedikit 
mengurangi jumlah kedalaman/depth yang harus ditelusuri oleh penelusuran DFS 
hila dibandingkan dengan penelusuran DFS Brute Force murni. Sedangkan untuk 
rute multicircuit pada algoritma ini tetap bisa dihasilkan, yaitu melalui proses 
ekspansi dari vertex ke circuit. Ekspansi ini dilakukan dengan jalan 
mensubtitusikan antara sebuah vertex dalam path milik singlecircuit dengan 
sebuah singlecircuit lainnya. Subtitusi ini bisa berlangsung satu kali atau berkali-
kali, tergantung kebutuhan. Untuk lebih memudahkan pengacuan, algoritma 
ekspansi ini selanjutnya disebut sebagai algoritma VtCX (Vertex to Circuit 
Expansion). 
Langkah-langkah penggunaan algoritma VtCX dalam hal peramalan kasus 
mutating table pada tabel tertentu (misal tabel X) adalah: 
1. Carl semua path circular yang hanya berupa singlecircuit pada tabel X 
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2. Cek setiap singlecircuit yang dihasilkan pada langkah 1 dengan menggunakan 
algoritma CRV. 
3. Bila singlecircuit yang sedang dicek sepenuhnya valid, maka singlecircuit 
tersebut berhasil menghasilkan kasus mutating table. 
4. Bila algoritma CRV menemukan adanya kegagalan chain reaction pada tabel 
tertentu (misal tabel Y), maka tabel Y diekspansi sehingga menghasilkan 
singlecircuit baru dengan start node pada tabel Y. Gabungan singlecircuit 
tabel Y dengan singlecircuit tabel X menghasilkan multicircuit. 
5. Cek circuit hasil ekspansi tadi dengan algoritma CR V. 
6. Bila gagal, ulangi langkah 4 dan 5. hila masih gagal coba ekspansi tabel Y 
dengan singlecircuit lainnya yang masih dipunyai oleh tabel Y. 
7. Bila tetap gagal, maka path circular terse but tidak bisa menghasilkan kasus 
mutating table pada tabel X. 
8. Simpan semua mutating route yang ditemukan ke dalam sebuah struktur data. 
Untuk lebih memperjelas langkah-langkah di atas. Berikut ini adalah sebuah 
contoh nyata penggunaan algoritma VtCX untuk meramalkan ke-mutating-an tabel 
tbl c. 
1. Cari semua path circular yang hanya berupa singlecircuit pada tabel tbl_ c. 
Hasilnya output-nya adalah circuit 1727374711712 dan juga circuit 
13714 (circuit 13714 diabaikan karena trigger statement level tidak 













Gam bar 3.32 Dua Buah Singlecircuit yang Dimiliki oleh tbl_ c 
2. Algoritma CRV menemukan adanya kegagalan chain reaction, yaitu terjadi 
pada tabel tbl_ b ( ditunjukkan pada elips berwarna merah. Action insert tidak 












Gam bar 3.33 tbl_ b Gagal Meneruskan Chain Reaction 
3. Karena tabel tbl_b gagal meneruskan chain reaction, maka tbl_b diekspansi 
sehingga menghasilkan singlecircuit baru dengan start node pada tabel tbl_b. 








Gam bar 3.34 Dua Buah Singlecircuit Hasil Ekspansi Milik tbl_ b 
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4. Cek circuit hasil ekspansi tadi (singlecircuit 5~ 17 dan 5~6~9~ 1 0) dengan 
algoritma CRV. Temyata circuit 5~ 17 gagal (action update pada edge 17 
gagal men-trigger event delete pada edge 11 ). Circuit ini tidak memungkinkan 
untuk diekspansi lagi. Sedangkan circuit 5~6~9~10 temyata juga gagal 
pada tabel tbl_d, yaitu action update milik trigg_5 tidak bisa meneruskan 
event delete milik trigg_ 6. 
5. Karena tbl_d masih memungkinkan untuk diekspansi, maka tbl_d diekspansi. 




Gam bar 3.35 Sebuah Singlecircuit Basil Ekspansi Milik tbl_ d 
6. Hasil ekspansi ini ternyata berhasil meneruskan event delete milik trigg_ 6. 
padahal sebelumnya event delete ini mengalami kegagalan apabila diakses 
langsung oleh action update milik trigg_5. 
7. Untuk selanjutnya, semua rangkaian action event berhasil sampai ke tabel 
awal, yaitu tabel tbl_ c. Dengan demikian maka tbl_ c mengalami mutating. 
8. Adapun mutating route-nya adalah 17273747 (5767 (7787) 97) 
10711712713714. Path yang ditulis dalam tanda kurung berarti adalah 
path hasil ekspansi. 
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Hasil yang didapat dari algoritma ini hila dihandingkan dengan metode 
Brute Force adalah sehagaimana berikut: 
o Sederhana. Sehah algoritma rekursi yang hanya hertugas mencari singlecircuit 
saja memhutuhkan lehih sedikit flag jika dihandingkan dengan algoritma yang 
mencari semua kemungkinan path cicular yang ada. Hal ini akan 
mempermudah pengimplementasian dalam hentuk source code. 
o Lehih efektif. Sehah path yang dicek oleh algoritma CRV dari algoritma VtCX 
ini hanyalah path yang mempuyai kemungkinan menghasilkan kasus mutating 
table saja (singlecircuit ataupun multicircuit). Sedangkan path yang tidak 
mungkin menghasilkan kasus mutating table tidak akan ditelusuri oleh 
algoritma CRV. Adapun Path yang dicari oleh algoritma ini pada dasamya 
hanyalah yang herupa singlecircuit. Untuk path yang multicircuit hisa 
didapatkan hanya melalui proses ekspansi (tanpa pencarian langsung). 
Lagipula, proses ekspansi itu sendiri tidak dilakukan setiap waktu. Itu artinya 
proses ekspansi hanya dilakukan hila perlu saja, yaitu hila algoritma CRV 
menemui adanya kegagalan chain reaction pada sehuah vertex tertentu, dan 
vertex tempat di mana kegagalan itu terjadi memungkinkan untuk diekspansi. 
Proses ekspansi ini akan menghemat jumlah kedalamanldepth yang akan 
ditelusuri dalam penelusuran DFS dan juga menghemat jumlah circuit yang 
dicek oleh algoritma CRV. 
Berikut ini adalahflowchart dari proses peramalan mutating table yang telah 






Cari semua Circuit 
Looping Per circuit 
mutatingPathCycle = ~------------, 
true 
Looping Per Node 
di path circuit 






Chain valid = yes 
nowRekursi = no 
RET RN 
dari algor a VtCX 
Algoritma Vertex to 
circuit expansion 
(VtCX) 
nowRekursi = yes REKURSI 
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Gambar 3.36 Flowchart Peramalan Mutating Table dengan Menggunakan 
Algoritma CRV dan VtCX 
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3.3 Perancangan Aplikasi 
Proses perancangan ini ditujukan untuk mengetahui bagiamana aplikasi 
nantinya berjalan dan bagaimana membangun aplikasi. 
3.3.1 Perancangan Proses dalam Aplikasi 
Terdapat beberapa proses utama yang bisa dilakukan oleh user dalam 
aplikasi ini. Proses utama tersebut digambarkan dengan Diagram Use Case 
sebagaimana berikut: 
user 
Gambar 3.37 Diagram Use Case Utama dari Aplikasi 
Selanjutnya adalah membuat Diagram Sekuen dari Diagram Use Case di 
atas. 
o Diagram Sekuen dari "membuat Diagram Dependency Trigger" 
~ OialogNewOiagram ClasaQiagram 
uter 
kfiktonibol membuat diagram 
....... 
open dialog 
edit label dan trigger list 
tampllkan diagram ..... 
create object -
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Gam bar 3.38 Diagram Sekuen "Membuat Diagram Dependency Trigger" 
o Diagram Sekuen dari "meramalkan mutating table " 
TabPaneiDiagram ClassOiagram 
utlr 
: klik tombol peramal . .,..._ 
cekAIIMutatingTableQ .,_ 
Gambar 3.39 Diagram Sekuen "Meramalkan Mutating Table" 
o Diagram Sekuen dari "melihat rute penyebab kasus mutating" 
TabPaneiDiagram ClassDiagram 
u~r 
klik tombol peramal ..... 
lihat rute mutating 
cekAIIMutatingTableO 
10---' 
Gambar 3.40 Diagram Sekuen "Meramalkan Mutating Table" 
3.3.2 Perancangan Object-Object yang Ada Dalam Aplikasi 
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Pada bab ini akan dijelaskan tetang perancangan object-object apa saja yang 
akan ada dalam aplikasi nantinya. Object-object yang disebutkan dalam subbab 
ini hanya mencakup object yang bersifat primer saja, object-object yang bersifat 
sekunder tidak disebutkan 
3.3.2.1 Object Utama Diagram Dependency Trigger (ClassDiagram) 
Ketika diimplementasikan, Diagram Dependency Trigger ini nantinya akan 
direperesentasikan menjadi sebuah kelas tersendiri. Instance dari Kelas ini 
dinamakan object Class Diagram. 
Untuk menyederhakan kompleksitas dari Class Diagram, maka setiap proses 
yang bisa berdiri sendiri akan dipecah menjadi object tersendiri. Object-object ini 
adalah object penyimpan struktur data, object-object vertex dan edge, object 
pencari circuit, serta object penampil graph. 
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3.3.2.1.1 Object Penyimpan Struktur Data Graph 
Struktur data yang akan dipakai dalam implementasi Diagram Dependency 
Trigger adalah struktur data graph. 
Dari pelbagai macam jenis graph yang ada dalam teorema graph, jenis yang 
dipakai dalam implementasi Diagram Dependency Trigger antara lain: 
o Graph berarah (directed graph). Graph jenis ini dipakai karena edge relasi, 
edge event dan edge action membutuhkan edge yang mempunyai arah. Ada 
source dan target-nya, tidak bisa dibalik-balik. Oleh karenanya, dibutuhkan 
directed graph. 
o Weighted graph, yaitu graph yang mempunyai "berat" pada setiap edgenya. 
Berat ini digunakan sebagaijlag penanda pada edge. Sehingga melaluijlag ini 
bisa diketahui apakah edge itu merupakan edge event, action, relasi biasa 
ataupun relasi cascade delete. 
Untuk mempermudah proses implementasi, maka Tugas Akhir liD 
menggunakan sebuah librari struktur data graph yang sudah ada. Librari tru 
bemama JGraphT (www.jgrapht.sourceforge.net). Sedangkan kelas yang dipakai 
dari librari ini adalah ListenableDirectedWeightedGraph. 
3.3.2.1.2 Object·Object Yang Disimpan Dalam Struktur Data Graph 
Struktur data ListenableDirectedWeightedGraph mempunyru 
kemampuan untuk menyimpan data vertex dalam bentuk java.lang.Object. 
Sedangkan data Edge disimpan dalam bentuk object yang mengimplementasi 
interface org. _ 3pq. j grapht. edge. Defaul tEdge. 
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Ada pun 
. . . . 
Jerus-Jerus yang akan disimpan object dalam kelas 
ListenableDirectedWeightedGraph adalah: 
3.3.2.1.2.1 Class'l'able 
Merupakan representasi dari object table dalam aplikasi. Object ini nantinya 















+ ClaaTable (String TABLE_NAME) 
+ toString 0 
+ getTABLE_NAME 0 
+ setTABLE_NAME (String TABLE_NAME) 
+ getOESCRIPTION 0 
+ setDESCRIPTION (String DESCRIPTION) 
+ getTABLE_BODY 0 
+ setTABLE_BODY (String TABLE_BODY) 
+ getTypeOfNode 0 
+ setTypeOfNode (String typeOfNode) 
+ getNodelcon 0 
+ setNodelcon (lmagelcon nodelcon) 
+ getObjectName 0 














Gambar 3.41 Diagram Kelas untuk Class'l'able 
Field yang dicetak huruf kapital merupakan.field yang didapatkan dari hasil 
query terhadap tabel user_tables di Oracle. 
Sedangkan typeOfNode, nodeicon, dan TableModelProperty merupakan 
field yang harus ada sebagai akibat dari implementasi interface ClassNode. 
Pengertian tetang interface ini akan dijelaskan kemudian. 
3.3.2.1.2.2 Class'l'riqqer 
Merupakan representasi dari object trigger dalam aplikasi. Object 1m 



































+ Cla!8Trigger () 
+ toString () 
+ getTRIGGER_NAME () 
: DefaultTableModel 
+ setTRIGGER_NAME (String TRIGGER_NAME) 
+ getSTATUS () 
+ setSTATUS (String STATUS) 
+ getDESCRIPTION () 
+ setDESCRIPTION (String DESCRIPTION) 
+ getTRIGGER_TYPE () 
+ setTRIGGER_ TYPE (String TRIGGER_ TYPE) 
+ getTRIGGERING_EVENT () 
+ setTRIGGERING_EVENT (String TRIGGERING_EVENT) 
+ getTABLE_NAME () 
+ setTABLE_NAME (String TABLE_NAME) 
+ getTABLE_OVI.tiER () 
+ setTABLE_OVI.tiER (String TABLE_ OWNER) 
+ getBASE_OBJECT_TYPE () 
+ setBASE_OBJECT _TYPE (String BASE_ OBJECT_ TYPE) 
+ getCOLUMN_NAME () 
+ aetCOLUMN_NAME (String COLUMN_NAME) 
+ getREFERENCING_NAMES () 
+ setREFERENCING_NAMES (String REFERENCING_NAMES) 
+ get\MiEN_CLAUSE () 
+ aet'MiEN_CLAUSE (String \MiEN_ CLAUSE) 
+ getACTION_ TYPE () 
+ setACTION_ TYPE (String ACTION_ TYPE) 
+ getTRIGGER_BODY () 
+ setTRIGGER_BODY (String TRIGGER_BODY) 
+ getREFERENCE () 
+ setREFERENCE (String REFERENCE) 
+ getTypeOfNode () 
+ eetTypeOfNode (String typeOfNode) 
+ getNodelcon () 
+ getObjectName () 



































: DefaultTableModel l+ setNodelcon (lmagelcon node leon) ---------------------------------
Gam bar 3.42 Diagram Kelas untuk ClassTriqqer 
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Field yang dicetak huruf kapital (kecualifield REFERENCE) merupakanfield 
yang didapatkan dari hasil query terhadap tabel user_triggers di Oracle. 
Field REFERENCE merupakanfield yang menyimpan nama nama tabel yang 
diacu oleh trigger beserta action-nya. Field ini merupakan output dari proses 
parsing terhadap trigger_ body. 
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3.3.2.1.2.3 ClassEdqe 
Merupakan representasi dari relasi, action, dan event di Diagram 
Dependency Trigger dalam source code. Object ini nantinya akan menyimpan 
pelbagai property dan method sebagai berikut: 
ClaseEdge 
- label : String 
+ ON_EDGE : int = 1 
+ DDML_EDGE : int = 2 
+ RELATION_EDGE : int = 3 
+ CASCADE_EDGE : int = 4 
- typeOfNode :String 
- nodelcon : lmagelcon 
• TableModeiProperty : DefaultTableModel 
+ ClassEdge (Object source Vertex, Object targetVertex, double Weight, String label) 
+ getLabel 0 
+ toString 0 
+ getTypeOfNode 0 
+ setTypeOfNode (String typeOfNode) 
+ getNodelcon 0 
+ setNodelcon (lmagetcon nodelcon) 
+ getObjectName 0 









Gambar 3.43 Diagram Kelas untuk Class Trigger 
3.3.2.1.2.4 Diagram penurunan kelas 
Ketiga kelas yang akan disimpan dalam struktur data graph dan telah 
disebutkan di atas (yaitu ClassTable , ClassTrigger, ClassEdge) merupakan 
implementasi dari sebuah interface, yaitu interface ClassNode. Penyamaan ini 
bertujuan supaya ketika ketiga object yang berbeda di atas masuk ke dalam 
struktur data graph, ketiganya masih bisa dibedakan dengan jalan meng-casting 
ke interface ClassNode tadi. Berikut ini adalah diagram penurunan kelas untuk 
ketiga object tersebut: 
-
o- ClassNode 
+ getTypeOfNode 0 
+ setTypeOfNode (String typeOfNode) 
+ getNodelcon 0 
+ setNodelcon (lmagelcon nodelcon) 
+ getObjectName 0 
















Gam bar 3.44 Diagram Penurunan Kelas untuk Class Table, 
ClassTrigge~ClassEdqe 
3.3.2.1.3 Object Pencari Circuit 
77 
Untuk mencari Circuit yang terdapat dalam graph, dibutuhkan object 
tersendiri untuk melakukan hal ini. Pemisahan ini sengaja dilakukan sebab fungsi 
pencarian circuit bisa berlaku umum, tidak khusus dibutuhkan oleh 
ClassDiagram saja. Kelas dari object ini akan dinama CycleDetectorku. 
Kelas yang mereprentasikan object ini merupakan pengembangan dari kelas 
yang sudah ada dalam librari JGraphT. Kelas ini bemama CycleDetector. 
Dengan kata lain CycleDetectorku merupakan turunan langsung dari 
CycleDetector. Pengembangan ini dilakukan sebab dalam kelas CycleDetector 
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bel urn terdapat method yang berfungsi untuk mencari circuit. Yang ada adalah 
method untuk. mendeteksi adanya cycle [KAM03] atau tidak. 
3.3.2.1.4 Object Penampil Graph 
Object yang terakhir adalah object penampil graph itu sendiri. Proses ini 
akan ditangani sebuah librari penampil struktur data graph. Librari ini bemama 
JGraph [ALD05]. 
Object J Graph menerapkan pnns1p Model View Controller (MVC) 
[ALD03]. Model yang diperesentasikan oleh object ini adalah kelas penyimpan 
struktur data graph yang telah disebutkan sebelumnya. Object ini adalah instance 
dari kelas ListenableDirectedWeightedGraph. 
3.3.2.2 Method-method yang Ada dalam ClassDiagram 
Terdapat dua macam method yang bisa dipanggil dari luar object untuk 
melakukan peramalan mutating table. Method yang pertama adalah digunakan 
untuk mengecek semua mutating table pada diagram, sedangkan method yang 
kedua adalah digunakan untuk mengecek mutating table per-tabel yang dipilih 
oleh user. Karena method ini akan dipanggil dari luar object, maka modifier dari 
method ini adalah public. 
o cekAllMutatingTable ~Method yang dipakai untuk melakukan peramalan 
ke-mutating-an semua tabel yang terdapat dalam Diagram Dependency 
Trigger. Return value dari method ini adalah Map berisi semua mutating table 
yang ditemukan. 
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o cekOneMutatingTable ~ Method untuk melakukan peramalan mutating 
table pada satu buah tabel saja. Nama tabel yang akan dicek ke-mutating-
annya dijadikan parameter. 
Dua method yang bersifat public di atas membutuhkan beberapa method 
pendukung yang bersifat private. Method-method pendukung ini antara lain 
adalah: 
o cekEdgeinOutPakaiCRVAlgorithm ~ Method implementasi dari algoritma 
CRV. Parameter dari method ini adalah dua buah edge yang akan diverifikasi 
(edgein dan edgeOut}. Return value dari method ini adalah boolean hasil 
verifikasi edgein dan edgeOut. 
o cekVertexPakai VtCXAlgorithm ~ Method implementasi dari algoritma 
VtCX Parameter dari method ini adalah vertex yang akan dicek apakah perlu 
diekspansi atau tidak, edge masuk dan edge keluar milik vertex, serta rute 
yang berhasil didapatkan oleh algoritma ini. Return valuenya adalah boolean 
yang menyatakan apakah tabel ini bisa meneruskan chain reaction atau tidak. 
Sebagai catatan: method ini memanggil method implementasi dari Algoritma 
CRV. 
3.3.2.3 Diagram kelas dari ClassDiaqram 
Kesemua object-object yang disebutkan di atas berasosiasi satu dengan yang 
lainnya seperti tampak pada diagram UML berikut ini: 
f ClassTrigger-1, 
1 0 .. • 
'-
J 
1 .. 1 
Lioieruiblello~ded""ightedG,;;pj 
1 .. 1 
Modelnya 
1 .. 1 
ClassTable 
~ 
\ 0 .. • 
1 .. 1 1 .. 1 1 .. 1 
r=~ 
1 .. 1 
\ 
1 .. 1 
Directed~ightedEdge 
I 
I ',,___ 1 l Cletdge 1 
0 .. • 
CycleDetector 
Gambar 3.45 Diagram kelas untuk ClassDiaqram 
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3.3.3 Perancangan Proses Utama Pembentukan Diagram Dependency 
Trigger 
Aplikasi yang akan dibuat nantinya akan bisa men-generate Diagram 
Dependency Trigger yang berasal dari dua macam inputan. Inputan ini antara lain 
adalah melaluifi/e text dan melalui database. 
3.3.3.1 Input File Teks 
File teks yang dipakai dalam inputan ini berisi data-data yang dibutuhkan 
oleh aplikasi untuk men-generate Diagram Dependency Trigger. lnputan dari file 
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teks tidak: bisa membuat Diagram Dependency Trigger yang di dalamnya terdapat 
tabel berelasi. 
Data yang disimpan dalam file teks itu antara lain adalah: 
o Nama-nama trigger yang ak:an di-generate Diagram Dependency Trigger-nya. 
o Nama tabel pemilik dari trigger-trigger di atas. 
o Triggering_ event dari setiap trigger yang terdapat pada poin sebelumnya. 
o Trigger_ type milik masing-masing trigger. 
o Action dan tabel yang diacu oleh trigger. 
Adapun tujuan dari disediak:annya inputan melalui file teks adalah untuk: 
o Melak:ukan pengujian terhadap aplikasi. Sebab kasus-kasus yang rumit lebih 
mudah dibuat melalui file teks daripada harus dibuat secara nyata. 
o Melak:ukan perancangan struktur event action trigger. Hal ini dibutuhkan oleh 
para administrator database yang ingin merancang Diagram Dependency 
Trigger mereka. Dengan adanya file teks, mak:a struktur Diagram Dependency 
Trigger bisa dirancang dan dianalisis terlebih dahulu sebelum 
diimplementasikan dalam struktur database sesungguhnya. 
3.3.3.2 Input dari Database 
Selain file teks, Diagram Dependency Trigger bisa dibuat dengan jalan 
membaca langsung script trigger dan table dari database. 
Sebelum bisa di-generate oleh constructor dari Class Diagram, data mentah 
hasil pembacaan dari database (trigger body) harus terlebih dahulu diolah oleh 
sebuah parser. Parser ini mengambil informasi-informasi yang ada pada trigger 
body untuk kemudian dijadikan parameter dari constructor kelas Class Diagram. 
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3.3.4 Perancangan Proses Peramalan Mutating Table 
Seperti yang telah disebutkan pada bab-bab sebelumnya. Proses peramalan 
mutating table itu sendiri sebenarnya terdiri atas pelbagai proses terpisah, yaitu: 
proses pencari circuit, proses algoritma CRV, serta proses untuk algoritma VtCX 
Beberapa bagian dari Proses-proses ini yang tidak berhubungan erat dengan 
peramalan kasus mutating table akan dipecah menjadi object tersendiri. 
Sedangkan proses sisanya akan langsung diintegrasikan dalam ClassDiagraiTL 
Alasan pemisahan ini bisa dilihat pada keterangan subbab 3.3.2.1.3 dengan judul 
Object Pencari Circuit. 
Berikut ini adalah bagian flowchart yang lebih mendetil tentang langkah 
keduajlowchart (langkah "Cari Semua Circuit") dari proses peramalan mutating 
table dalam ClassDiagram yang telah dijelaskan pada sebelumnya (bisa dilihat 








• FindCycles 1-• 
FindCycled • findVertexl..oop 
Diagram 
..... 




~) Ke proses berikutnya 
Gam bar 3.46 Flowchart proses "Cari Semua Circuit" 
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Bagian Flowchart yang berwarna kuning merupakan proses yang dilakukan 
di object terpisah dari object utama (classDiagram). Proses tersebut dilakukan di 
object CycleDetectorku. 
Proses detectCycle dan FindCycles sudah ada secara default dalam librari 
JGraphT. Sedangkan fungsi FindCycledEdges dan findVertexLoopPath adalah 
methodtambahan yang terdapat dalam child class CycleDetectorku. 
Method findVertexLoopPath berfungsi untuk mencari circuit pada sebuah 
vertex parameter. Method ini nantinya akan memanggil method lain secara 
rekursi. Method ini adalah LoopTracerAlgorithm () . 
3.3.5 Perancangan Output 
Output dari peramalan mutating table ini adalah rute-rute penyebab mutating 
table. Supaya lebib informatif, output yang ditampilkan baruslah 
merepresentasikan algoritma yang dipakai. Dari output ini baruslah diketahui path 
mana yang merupakan basil pencarian circuit secara langsung, dan path mana 
yang merupakan basil ekspansi. Output ini nantinya akan ditampilkan dalam 
bentuk tree. Bentuk tree ini lebib memudahkan user untuk memahami maksud 
path yang ditemukan. Contob: ouput basil analisis pada bah 3.2.4.2.2 adalah 
1-72-73-74-7(5-76-7 (7-78-7) 9-7) 10-711-712-713-714. path tersebut akan 
ditampilkan dalam bentuk tree sebagai berikut ini: 
Tbl c: 
I_ Route#l 
I_ TRIGG 4 
I_ TBL A 
I_ TRIGG 1 
I_+ TBL B 
I I_ TRIGG_S 
I I_+ TBL_D 
I I I_ TRIGG_? 
I I_ TRIGG_6 
I_ TRIGG 2 
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Dari bentuk tree seperti di atas akan mudah diketahui bahwa circuit tersebut 
terdiri atas dua buah proses ekspansi. Proses ekspansi ini tetjadi pada dua buah 





Setelah melalui proses perancangan, dilakukan proses pembuatan aplikasi 
yang merupakan implementasi dari tahap perancancangan object, input, proses 
dan output pada bab 3. 
4.1 Lingkungan Aplikasi 
Seperti yang disebutkan dalam bab pendahuluan, aplikasi 1m 
diimplementasikan dengan menggunakan sebuah Integrated Development 
Environment/IDE opensource yang freeware milik sun microsystem, yaitu 
NetBeans 4.1. 
Komponen-komponen tambahan dari pihak third-party yang digunakan 
selama proses implementasi ini antara lain adalah librari JGraph, JGraphT, serta 
driver JDBC dari Oracle. 
4.2 lmplementasi Object-object Utama 
Berikut ini akan dijelaskan hasil implementasi dari object-object utama 
dalam aplikasi: 
4.2.1 Object-object Vertex dan Edge. 
Object ClassTable, ClassTrigger, dan ClassEdge nantinya akan 
dimasukkan ke dalam object untama (ClassDiagram). lmplementasi dari masing-
masing object ini adalah sebagai berikut: 
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4.2.1.1 interface ClassNode. 
Penjelasan mengenai interface ini bisa dilihat pada subbab 3.3.2.1.2.4. 
Berikut ini adalah source code untuk interface ClassNode: 
21 public interface ClassNode 
22 
23 ~ pax, .. xJ 
27 pub1ic St:tinq getTypeOfHod.e (); 
28 
29 ~ [•x ... •a 
33 public void setTypeOfHod.e(St~inq typeOfNode); 
34 
35 ~ v······A 
39 public Imaqeicon getHod.elcon(); 
40 
41 ~ [x• ... •J 
45 public void setHod.elcon(Imaqeicon nodeicon); 
46 
47 ~ r···· .·a 
SO pub1ic St:tinq getObjectHame (); 
51 
52 public DefaultTableModel getTableMod.elProperty(); 
53 
Dengan memanggil method get TypeOfNode () (baris 27), maka class yang 
mengimplementasikan interface ini bisa diketahui tipenya. Apakah itu tipe TABLE, 
TRIGGER, ataupun EDGE. 
Sedangkan method getObj ectName ( ) pada baris 50 akan me-return nama 
dari object yang mengimplementasikan interface ini. Misalnya untuk object 
dengan tipe ClassTable akan me-return-kan field TABLE_NAME hila method ini 
dipanggil. 
4.2.1.2 Object-object yang Mengimplementasikan Interface ClassNode. 
Semua object representasi dari object database mengimplementasikan 
interface ClassNode. Implementasi dari object-object representasi object database 
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tersebut pada dasamya hanya terdiri atas field serta getter dan setter. Hal ini 
berlaku pada ClassTable, ClassTrigger dan ClassEdge. 







Konstruktor ClassTable adalah sebagai berikut: 
// <editor:-fo1d defau1tstate="collapsed" desc=" CONSTRUCTOR "> 
v·· ... ·a 
public ClassTable () { 
setuodelcon (new j avax. sTJing .I.Jnaqelcon ( getClass ( ) • 
getResource( " / im.g/dbindex2.GIF" ))); 
setT:ypeOfHode ( "T liB LE" ) ; 
33 + P·· ... ·a 
36 - public ClassTable (Sti:ing T.ABLE_NAME) { 
3 7 setuodelcon (new j avax. STJing .I.maqelcon ( getClass ( ) • 
38 getResource ( "/im.g/dbindex2. GIF" ) ) ) ; 
39 this .Tab1eMode1PI:opei:ty 
40 = new DefaultTableModel (); 
41 this . Tab1eMode1PI:opei:ty.add.Col1DIDl( "key" ); 
42 this . TableModelPI:ope:rty. addCOllDIDl ("value" ) ; 
43 
44 this .TABLE_NAME = TABLE_NAME; 
45 this .Tab1eMode1P:ropei:ty. 
46 addR.ow(new Object[] { "T.ABLE_NAME" , TABLE_NAME}); 
47 setT:ypeOfHode ("TABLE" ) ; 
48 
Konstruktor ClassTrigger adalah sebagai berikut: 
28 - public ClassTrigger () { 
2 9 setNodelcon (new j avax. swing. Imaqelcon (getClass ( ) 
30 getResource (" /img/LOGGOFF. PNG" ))); 
31 setTypeOfH'ode ("TRIGGER" ) ; 
32 } 
33 
34 + p~~ ... ~a 
37 public ClassTrigger(String TRIGGER_NAME, 
38 String TRIGGER_TYPE, 
39 String TRIGGERING_EVENT, 
40 String TABLE_OWNER, 
41 String BASE_OBJECT_TYPE, 
42 String TABLE_NAME, 
43 String COLUMN_NAME, 
44 String REFERENCING_NAMES, 
45 String hlHEN_CLAUSE, 
46 String STATUS, 
47 String DESCRIPTION, 
48 String ACTION_TYPE, 
49 + String TRIGGER_BODY) ~ 
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83 I/ </edi tor:-fold> 
Konstruktor ClassEdge adalah sebagai berikut: 
31 El /~~ Cr:eates a new instance of ClassEdge ~ / 
32 public ClassEdge(Object sourceVertex, 
33 Object targetVertex, 
34 double Meight, 
35 - String label) { 
36 super (sourceVertex,targetVertex,Meight); 
37 this .label 
38 = new String( label); 
39 this .TableModelProperty 
40 = new DefaultTableModel () ; 
41 this . TableModelProperty. addCol'umn ("key" ) ; 
42 this . TableModelProperty. addCollllllft ("value" ) ; 
43 
44 this .TableModelProperty. 




setTypeOfHode ("EDGE" ) ; 
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4.2.2 Object ClassDiagram. 
Seperti yang dijelaskan pada bab 3. ClassDiagram merupakan kelas utama 
dalam aplikasi ini. Di dalamnya terdapat pelbagai macam method dan field yang 
berhubungan dengan pembuatan Diagram Dependency Trigger. 
4.2.2.1 Field-field Utama dari ClassDiagram. 
Berikut ini adalahfield-field utama yang dipakai dalam ClassDiagram: 
1254 protected ListenableDitected~eightedGtaph graphUtama 
1255 = new ListenableDirectedWeightedGraph(); 
1256 protected Ditected~eightedSubgtaph cycledSubgtaph; 
1257 protected JGtaphModelAdaptet JGraphModel 
1258 = new JGraphModelldapter(gtaphUtama); 
1259 protected JGtaph jgraph 
1260 = new JGraph( JGraphModel ) ; / /JGraph Visua1itation 
Struktur data utama graph disimpan dalam field graphUtama. Field ini 
bertipe ListenableDirectedWeightedGraph. Class ini terdapat dalam librari 
JGraphT. ListenableDirectedWeightedGraph bersifat listenable, artinya 
perubahan-perubahan yang teljadi dalam struktur graph akan menimbulkan event-
event yang bisa ditangkap. Hal ini penting ketika JGraphT diintegrasikan dengan 
JGraph. Integrasi ini dijembatani oleh Object JGraphModelAdapter. 
Object cycledSubgraph (baris 1256) merupakan subgraph dari 
graphUtama. cycledSubgraph ini dibuat ketika dalam graphUtama ditemukan 
adanya cycle. Untuk memudahkan analisis dan algoritma, graph yang terlibat 
cycle ini dipisahkan dari graphUtama. Oleh karena itulah object ini diperlukan. 
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4.2.2.2 lmplementasi dari Algoritma CRV. 
Inti dari method ini adalah mengecek apakah edge masuk hisa men-trigger 
edge keluar untuk tahel tertentu. Pengecekan ini dilakukan dengan jalan 
memhandingkan ClassEdge herdasarkan weight dan kesamaan label-nya. Untuk 
lehih jelasnya. Berikut ini adalah source code untuk method implementasi dari 
algoritma CRV. Parameter dari method ini adalah dua huah ClassEdge yang akan 
diverifikasi. 
Terdapat empat macam kondisi dalam method ini, yaitu: 
1. Kondisi ketika ClassEdge yang dihedakan sama-sama herupa event dan 
action (haris 136-153). 
2. Kondisi hila ClassEdge edgein berupa relasi cascade delete dan ClassEdge 
edgeOut herupa event (baris 155-161). 
3. Kodisi hila ClassEdge edge In herupa action dan ClassEdge edgeOut herupa 
relasi cascade delete (haris 163-169). 
4. Terakhir hila ClassEdge edgein dan edgeOut herupa relasi cascade delete 
(haris 171-173). 
Source code lengkap dari method implementasi dari algoritma CRVadalah: 




//<select> ,<update> ,<delet.e> ,<insert> 
String stringin = edgein.getLabel(); 















































getTRIGGERIHG_EVEHT(); //update or delete or insert 
String triggered; 
StJ::inqTokenizer tk = new StringTokenizer (stringOut, " " ); 
wbile (tk.hasMoreElements()){ 
triggered= tk.nextToken(); 
if (!triggered. equals ("or" )) { 
if (stringin.contains(triggered)) 
return true ; 
//apakah cascade b~sa m.entrigger on delete 
else if (edgein.getweight()==4&&edgeOut.getweight()<3){ 
if (edgeOut.getLabel(). 
toLowerCase ( ) . 
contains( "delete" )){ 
ret urn true ; 
//apakah action delete bisa m.entrigger re1asi cascade 
else if (edge!n.getweight()<3&&edge0ut.getweight()==4){ 
if (edge!n.getLabel(). 
toLowerCase ( ) . 
contains( "de1ete" )) { 
return true ; 
//sam.a-sam.a cascade delete. OK deh 
else if (edqeln.getweight()==4&&edqe0ut.getweight()==4){ 
ret urn true ; 
return false ; 
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4.2.2.3 Implementasi dari Algoritma VtCX. 
Setiap ClassTable dalam circuit, dari tabel yang akan dicek ke-mutating-
annya hingga akhir path dalam circuit, harus melewati method ini untuk bisa 
ditentukan apakah ClassTable tadi bisa meneruskan chain reaction atau tidak. 
Baik itu secara langsung ataupun harus melalui proses ekspansi. Method pengecek 
vertex ini bemama cekVertexPakai VtCXAlgori thm (). 
Parameter dari method ini bisa dilihat pada source code berikut: 
private boolean cekVertexPakaiVtCXllgoritbm(ClassTable tableYangDicek, 





o tableYangDicek merupakan vertex yang akan dicek oleh algoritma VtCX 
o edgeMasuk dan edgeKeluar adalah dua buah edge yang akan diverifikasi oleh 
cekEdgeinOutPakaiCR~lgorithm() dalam method m1. Apabila 
cekEdgeinOutPakaiCR~lgorithm () mereturn false, maka ekspansi akan 
dilakukan. 
o pathMutating. Adalah rute yang nantinya akan diisi secara otomatis oleh 
methodini. 
Langkah detil dari cekVertexPakai VtCXAlgori thm () adalah mula-mula 
method Im akan memanggil method cekEdgeinOutPakaiCR~lgorithm () 
dengan parameter edgein dan edgeOut. Selanjutnya, proses ekspansi akan 
dilakukan apabila method cekEdgeinOutPakaiCRVAlgori thm () tadi mereturn 
nilai false. 
Ekspansi dilakukan dengan cara mencari semua circuit baru untuk vertex 
yang sedang dicek dengan menggunakan method findAllVertexLoopPath (). 
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Method tersebut terdapat di object CycleDetectorku. Circuit hasil ekspansi tadi 
akan dicek satu-persatu lagi oleh method cekVertexPakai VtCXAlgorithm () . 
Pemanggilan method ini adalah pemanggilan secara rekursi. 
4.2.3 Object CycleDetectorku. 
Adalah object yang digunakan untuk mencari singlecircuit pada vertex 
temtentu. Penjelasan mengenai object ini bisa dilihat pada bab 3.3.2.1.3. Berikut 
ini potongan kode untuk konstruktor dari CycleDetectorku. 
46 l public CycleDetectorku(DirectedGraph graph) 
47 super (graph); 
48 this .graphku = graph; 
49 
DirectedGraph yang dijadikan parameter object ini adalah graph dimana 












Implementasi dari method pencari circuit adalah sebagai berikut: 
public LinkedList findVertexLoopPath(Object vertexToSearch, 
Graph graphYangDicariLoopnya){ 




new LinkedHashSet (30 ), 
retur, 
new LinkedHashSet (30 )); 
return retur; 
Method di atas memanggil method LoopTracerAlgor i thm ( ) • 
163 private int LoopTracerllgorithm(Object StartVertex, 
164 Object VertexNow, 
165 Graph subGraphnya, 
166 LinkedHashSet VertexSequence, 
167 LinkedList loopPathFixedForThisStartVertex, 
168- LinkedHashSet VertexHistoryThisVertex){ 
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Method ini adalah method dengan modifier private yang mempunyai sifat 
rekursi untuk mencari semua circuit berdasarkan prinsip DFS. 
Keterangan parameter: 
1. StartVertex merupakan vertex penanda start dari circuit yang akan dicari. 
2. VertexNow adalah path sekarang. 
3. subGraphnya adalah graph dimana pencarian circuit berlangsung. 
4. VertexSequence adalah path sementara yang telah berhasil ditemukan. 
Struktur data yang dipakai adalah LinkedHashSet supaya tidak ada nilai yang 
kern bar. 
5. loopPathFixedForThisStartVertex merupakan LinkedList penyimpan 
tetap dari circuit yang telah berhasil ditemukan. 
6. VertexHistoryThisVertex adalah kumpulan vertex yang pemah ditelusuri. 
Variable ini diperlukan supaya tidak terjadi redundansi pengecekan. 
Langkah-langkah dari proses pencarian circuit: 
1. Interasi satu-persatu vertex yang ada dalam graph. Dicari apakah ada edge 
penghubung dengan vertex atau tidak. 
2. Apabila ditemukan, cek apakah hubungan m1 sudah ada dalam 
VertexHistoryThisVertex atau belum. 
3. Apabila bel urn, cek apakah vertex terse but merupakan akhir dari circuit atau 
tidak. 
4. Bila iya, maka tambahkan circuit yang telah ditemukan ke dalam 
loopPathFixedForThisStartVertex. 
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5. Bila tidak, maka rekursi lagi dengan mengubah parameter vertexNow menjadi 
nilai vertex yang sedang dalam proses iterasi saat itu. 
163 private int LoopTracerAlgorithm(Object StattVettex, 
164 Object VettexNo~, 
165 Gtaph subGtaplmya, 
166 LinkedHashSet VettexSequence, 
167 LinkedList loopPathFixedFotThisStattVettex, 
168- LinkedHashSet VettexHistotyThisVettex){ 




Object[] allVettex = temp.toArray(); 
//dihi1angkan ditinya sendiri b: 
//dipindah ke Object sa)a biar 1 
172 int totalVettex = allVettex.length; 
173 for (int i=O;i<.,totalVettex- l ;it+) { //looping ini ada1ah untuk meng• 
174 if (subGtaplmya.containsEdge(VettexNo~,allVettex[i])){ //diexp: 
175 ClassEdge EdgeNo~ 
176 = (ClassEdge) subGtaplmya. 
177 getEdge(VettexNo~, a11Vettex[i]); 
178 if ( !EdgeNo~.getTarget () .egu.als (StattVettex)) { //attinya • 
179 if (!VettexHistotyThisVettex.contains(allVettex[i])){ 
180 VettexSequence.add(VettexNo~); //ditamb: 
181 VettexHistotyThisVettex.add(VettexNo~); //dan ke J 
182 Object Ne~VettexNo~ = new Object(); //dinew biar 
183 Ne~VettexNo~ = allVettex[i]; //dimu1a1 rekursi 1: 
184 LinkedHashSet NewVettexHistotyThisVettex 




189 new LinkedHashSet(VettexSequence), 
190 1oopPathFixedForThisStartVertex, 
191 NewVertexHistoryThisVertex); 
192 } else 
193 VertexSequence.remove(VertexNo~); 










VertexSequence.add(VertexNow); //di tambahkaJ 
204 return 1; 
205 







4.3 Implementasi Output. 
Sesuai dengan analisis pada subbab 3.3.5, output akhir dari aplikasi ini 
nantinya adalah circuit-circuit penyebab mutating table. Circuit ini ditampilkan 
dalam bentuk tree supaya bisa diketahui dengan jelas mana yang merupakan hasil 
ekspansi dan mana yang bukan. Berikut ini adalah contoh output-nya: 
Cffi Object !ffi OutPut 










8 ~ Route#2 
...,. trigg_5 
Gambar 4.1 Window Ouput 
Dari window output di atas, akan mudah diketahui bahwa terdapat tiga 
buah tabel yang diramalkan akan tetjadi mutating, yaitu tabel tbl_c, tbl_d, dan 
tbl_b. Untuk tbl_b, terdapat dua buah rute penyebab mutating. Rute ini adalah 
Route #1 dan #2. Untuk Route #1, terdapat 4 buah vertex, yaitu trigg_5, tbl_d, 
trigg_7, dan trigg_ 6. Proses ekspansi terlihat pada vertex tbl_ d. 
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Bah ini menjelaskan tentang lingkungan uji coba, skenario serta database 
untuk uji coba dan pelaksanaan uji coba aplikasi yang telah dibuat. 
5.1 Lingkungan Uji Coba 
Uji coba aplikasi dilakukan dengan menggunakan spesifikasi sebagai 
berikut: 
o Spesifikasi Perangkat Keras 
o Prosesor Intel Pentium 4 berkecepatan 2.8 GHz 
o Memory 1024 MB. 
o Spesifikasi Sistem 
o Windows 2000 Professional 
o NetBeans 4.1 
o Oracle 9i dan Oracle 1 Og Release 2 
o Aqua Data Studio 4.5.2 
o Power Desaigner 9 
5.2 Skenario Uji Coba 
Pada uji coba ini diberikan beberapa skenario yang ditujukan untuk 
mengetahui fungsionalitas aplikasi yang dibuat. Terdapat dua skenario yang 
diujikan pada aplikasi ini. Masing- masing skenario yang diujikan menggunakan 




5.2.1 Garis Besar Skenario 1 
Pengujian Skenario 1 adalah pengujian aplikasi dengan menggunakan kasus-
kasus fiktif seperti yang terdapat dalam bah analisis (bah 3). Skenario 1 ini 
digunakan untuk menguj i apakah aplikasi telah mampu melakukan proses-proses 
seperti pada analisis bah 3. 
5.2.1.1 Garis Besar Skenario 1.1 
Skenario 1.1 diambil dari contoh kasus pada subbab 3.2.3.1.3, yaitu contoh 3 
kasus 1. Penjelasan lebih lengkap mengenai contoh kasus ini bisa dilihat langsung 
pada subbab yang dikutip. Alasan mengapa skenario ini dijadikan salah satu kasus 
penguji adalah karena skenario ini merupkan bentuk dasar dari kasus mutating 
table yang berupa single circuit. 
5.2.1.1 Garis Besar Skenario 1.2 
Sarna seperti skenario 1.1. Kasus ini diambil dari bah analisis, yaitu bah 
3 .2.3 .1.5. Skenario ini digunakan untuk menguji aplikasi untuk kasus multicircuit. 
5.2.1.1 Garis Besar Skenario 1.3 
Kasus kali ini diambil dari dua kasus dalam bah analisis, yaitu bah 3.2.3.2.1. 
dan 3 .2.3 .2.2. Skenario 1.3 ini mewakili kasus mutating karena cascade delete. 
5.2.1.1 Garis Besar Skenario 1.4 
Skenario 1.4 ini diambil dari bah 3.2.4.2. Skenario ini dipilih untuk 
mewakili kasus mutating dengan path berupa multicircuit dengan jumlah tabel 
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yang mutating lebih dari satu buah. Skenario 1.4 ini dibaca dari file teks, bukan 
dari database seperti skenario-skenario sebelumnya. 
5.2.2 Garis Besar Skenario 2 
Skenario 2 adalah bertujuan untuk menguji aplikasi pada struktur database 
nyata, yaitu database SIM Akademik. 
Berikut ini adalah struktur P DM dari sistem database SIM Akademik yang 
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lo:ldejam CHAR(1) <00> 
nipDosen CHAR(9) <fk1 > 
l<:ldehati CHAR(1) <fiQ> 
lei as CHAR(2) 
lo:ldeio.JI CHAR(2) <fk4> 
FK_MAHASISW_REFERENCE_DOSEN FK_SESI_KUL_REFERENCE_DOSEN 
semester 











nipDosen CHAR(9) <p~ , 
' nama CHAR(25) jam hati ruang CHAR(5) 
alamat CHAR(30) lo:ldejam CHAR(1) <p~ lo:ldehati CHAR(1) <p~ 
telepon CHAR(12) namajam CHAR(15) namahati CHAR(6) 
Gambar 5.1 PDM untuk Skenario 2 
Semua relasi di atas merupakan relasi cascade delete. Kecuali relasi dari 
tabel mahasiswa ke tabel dosen, serta relasi dari tabel nilai ke tabel pesertakul. 
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5.3 Pelaksanaan Uji Coba 
Uji coba dilaksanakan dengan jalan men-generate Diagram Dependency 
Trigger, lalu meramalkan dimana saja terjadi kasus mutating table. Ramalan ini 
kemudian dibuktikan dengan jalan mengekseskusi perintah-perintah query yang 
menyebabkan mutating table tersebut. Namun pembuktian ini hanya bisa 
dilakukan untuk Diagram Dependency Trigger yang digenerate dari database, 
bukan darijile teks. Beberapa perintah-perintah query pada proses pelaksanaan uji 
coba ini dilakukan dengan menggunakan sebuah tool untuk query analyzer, yaitu 
Aqua Data Studio 4.5.2 (www.aquafold.com) 
5.3.1 Pelaksanaan Skenario 1 
Skenario 1 diuji coba dengan jalan men-generate Diagram Dependency 
Trigger yang berasal dari database, meramalkan dimana saja letak mutating table, 
kemudian membuktikan ramalan tersebut dengan perintah-perintah DML. Khusus 
untuk skenario 1.4, pembuktian secara query tidak bisa dilakukan. Pembuktian 
yang ada hanyalah dengan jalan menganalisis path yang berhasil ditemukan oleh 
aplikasi secara manual. 
5.3.1.1 Pelaksanaan Skenario 1.1 
Berikut ini adalah Diagram Dependency Trigger yang dibentuk oleh aplikasi 
dari script DDL pada skenario 1.1 
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Gambar 5.2 Diagram Dependency Trigger Skenario 1.1 
Dari Kasus ini, aplikasi berhasil menemukan dua buah tabel yang 
diramalkan akan terjadi kasus mutating table, yaitu tabel t3 dan tabel t2. Selain 
menampilkan nama tabel yang dicurigai terjadi mutating, aplikasi juga akan 
menampilkan rute yang menyebabkan mutating tersebut. Rute ini tampak pada tab 
output di window browser. 
tfu Object £& OutPut 
ROUTE MUTATING 
8---LJ t3 






Gambar 5.3 Window Browser untuk menampilkan output 
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Dengan melihat tree ini, user akan mengetahui bahwa terdapat dua buah 
tabel yang diramalkan mutating, yaitu tabel t3 dan t2. Tabel t2 dan tabel t3 
masing-masing mempunyai satu buah rute penyebab mutating, yaitu Route #1. 
Untuk tabel t2, Route #1 selama perjalanannya akan melewati empat buah vertex, 
yaitu trigger tr2, tabel t3, trigger tr3, tabel t1, dan trigger tr1. 
Untuk mengecek apakah peramalan ini benar atau tidak, maka perintah DML 
dijalankan pada tabel yang bersangkutan. Perintah DML ini haruslah sesuai 
dengan edge pertama dalam Diagram Dependency Trigger. Contohnya pada tabel 
t2. Karena edge pertama dalam Route #1 adalah mempunyai label <on> insert, 
maka perintah DML untuk mengeceknya adalah DML insert. 
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Diagra1 
~ ~ ~ <\ :-: !C 
Gam bar 5.4 Event Pertama dalam Rute Penyebab Mutating 
insert into t2 values ( ' test ' ) 
Hasil yang didapat adalah keluamya pesan kesalahan dari Oracle 
sebagaimana berikut ini: 
ORA-04091 : table TESTBED1 .T2 Is muta~ng , trlggerlfuncfion may not see~ 
ORA-06512: at "TESTBED1 .TR1",11ne 2 
ORA-04088: error during execution of trigger TESTBED1 .TR1 ' 
ORA-06512: at"TESTBED1 .TR3",1ine 2 
ORA-04088: error during execution oftrlgger TESTBED1 .TR3' 
ORA-06512: at"TESTBED1.TR2", 1ine 2 
ORA-04088: error during execu~on of trigger TESTBED1 .TR2' 
OK 
Gam bar 5.5 Pesan Kesalahan 
Peramalan ke-mutating-an tabel t2 oleh aplikasi telah terbukti. 
Berik:utnya adalah membuktikan ke-mutating-an tabel yang kedua, yaitu 
tabel t3. Proses pembuktian ini juga dilak:ukan dengan jalan mengeksek:usi 
perintah DML insert pada tabel t3. Karena edge pertama dalam rute penyebab ke-
mutating-an tabel t3 adalah <on> insert. 
insert into t 3 values ( ' test ' ) 
Pesan kesalahan yang muncul adalah: 
Message · ,_!:.;-~ 
ORA-04091: table TESTBED1.T3 is mutating, trigger/functiOn may not see it 
ORA-06512: at"TESTBED1.TR2", line 2 
ORA-04088: error during execution oftrigger 'TESTBED1.TR2' 
ORA-06512: at"TESTBED1.TR1", line 2 
ORA-04088: error during execution of trigger 'TESTBED1.TR1' 
ORA-06512: at"TESTBED1.TR3", line 2 
ORA-04088: error during execution oftrigger 'TESTBED1.TR3' 
OK 
Gam bar 5.6 Pesan Kesalahan yang Menunjukkan Bahwa Tabel T3 
Mutating 
Peramalan tabel t3 ini juga telah berhasil. 
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Untuk percobaan lebih lanjut, operasi insert juga dijalankan pada tabel yang 
tidak diramalkan akan terjadi mutating, yaitu tabel tl. 
insert into tl values( ' test ' ) 
Output yang didapatkan adalah: 
Message ~ 
ORA-04091 : table TESTBED1 .T2 Is mutaUng, trtggerlfuncUon may not see It 
ORA-06512: at ''TESTBED1 .TR1", line 2 
ORA-04088: error during execution of trigger 'TESTBED1 .TR1' 
ORA-06512: at"TESTBE01 .TR3", line 2 
ORA-04088: error during execution oftrtgger 'TESTBED1 .TR3' 
ORA-06512: at"TESTBED1 .TR2", line 2 
ORA-04088: error durtng execution oftrlgger 'TESTBED1 .TR2' 
ORA-06512: at"TESTBED1 .TR1", line 2 
ORA-04088: error during execution oftrlgger 'TESTBED1 .TR1' 
OK 
Gam bar 5. 7 Pesan Kesalahan yang Menunjukkan Bahwa Tabel T2 
Mutating 
Temyata tetap terjadi kasus mutating table pada tabel t2. hal ini 
membuktikan bahwa tabel tl tidak mutating. Ke-mutating-an tabel t2 ini karena 
DML insert pada tabel tl memicu trigger tr 1 melakukan action insert pada tabel 
t2. Padahal tabel t2 itu sendiri akan terjadi mutating ketika terkena action insert. 
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5.3.1.2 Pelaksanaan Skenario 1.2 
Tujuan dari skenario 1.2 ini adalah menguji coba basil implementasi dari 
algoritma VtCX. 
Aplikasi meramalkan bahwa akan terjadi mutating table pada tabel t4 
dengan rute sebagaimana berikut: 
<insert> 
-<on> insert I 
<insert> 
• 
~· J t5 I 
( 
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Gambar 5.8 Penandaan Rute "Route #1" 
Untuk kasus kali ini rute yang ditemukan adalah multicircuit. Dari window 
browser bisa diketahui bahwa proses ekspansi dari algoritma VtCX berlangsung 
selama dua kali. Ekspansi ini terjadi pada tabel t5 dan t5 _sub _1. 
Berikutnya adalah pembuktian peramalan di atas. Perintah DML yang 
dipakai untuk pembuktian ini adalah: 
insert into t4 values ( ' test ' ) 
106 
Output dari perintah SQL di atas adalah tampak pada pesan kesalahan 
sebagaimana berikut ini: 
Message _ '~' '• 
ORA-04091: table TESTBED1.T4 is mutating, trigger/function may not see it 
ORA-06512: at"TESTBED1.TR6", line 2 
ORA-04088: error during execu11on oftrlgger TESTBED1.TR6' 
ORA-06512: at"TESTBED1.TR5'', line 2 
ORA-04088: error during execu1ion oftrigger TESTBED1 .TR5' 
ORA-06512: at "TESTBED1.T5_8UB_II", line 3 
ORA-04088: error during execution of trigger TESTBED1.T5_SUB_II' 
ORA-06512: at "TESTBED1.T5_8UB_2_1",11ne 3 
ORA-04088: error during execu11on of trigger TESTBED1.T5_8UB_2_1' 
ORA-06512: at"TESTBED1.T5_8UB_f', line 2 
ORA-04088: error during execution of trigger TESTBED1.T5_8UB_I' 
ORA-06512: at"TESTBED1 .TR4", line 2 
ORA-04088: error during execution of trigger TESTBED1.TR4' 
OK 
Gambar 5.9 Pesan Kesalahan yang Menunjukkan Bahwa Tabel t4 Mutating 
Peramalan pada skenario 1.2 ini telah terbukti. 
5.3.1.3 Pelaksanaan Skenario 1.3 
Kasus ini adalah untuk menguji aplikasi dalam meramalkan mutating table 
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Gambar 5.10 Diagram Dependency Trigger untuk Schema testbed2 
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Adapun tabel yang diramalkan terkena kasus mutating table adalah semua 
tabel yang ada dalam diagram, kecuali tabel bel6. 
Untuk pembuktian pertama, dilakukan DML delete pada tabel bel3 (delete 
from bel3). hal ini karena delete adalah edge pertama dari path penyebab 
mutating. 
<inst?rt > 
<on " inser1 
'· '· 
Diagram Trigger 




.c delete > 
-....._ <delete> 
tk_bel2_reference_bel1 I 
<-on ,. delete 
,.Jo--L)-f tk _bel5 _reference _bel4 _ _., ~___... ..... 
.... J± tl 
\ 
bel5 • 
Pro ... 61 X I 
tfu Object rfu outPut 
# ROUTE MUTATING 
8 !J bel3 
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Gambar 5.11 Event Pertama dalam Rote "Route #1" 
ORA-04091 : table TESTBED2.BEL3 is mutating, triggertrunction may not see it 
ORA-06512: at"TESTBED2.GER1", line 2 
ORA-040BB: error during execution of trigger 'TESTBED2.GER1' 
OK 
Gam bar 5.11 Pesan Bahwa Tabel be/3 adalah Mutating 
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Begitu juga untuk dua tabel yang masih menjadi satu circuit dengan be/3, 
yaitu bel2 dan bell. Kedua tabel tersebut dibuktikan ke-mutating-annya dengan 
mengeksekusi DML delete. 
Hasil yang didapat dari DML delete terhadap tabel bell dan bel2 adalah 
sebagaimana berikut ini: 
Message 1. :. · 
ORA-04091 : table TESTBED2.8EL 1 is mutating, trigger/function may not see it 
ORA-06512: at"TESTBED2.GER1", line 2 
ORA-04088: error during execution oftrigger 'TESTBED2.GER1' 
OK 
Gam bar 5.12 Pesan Bahwa Tabel be/2 adalah Mutating 
delete from bell 
Message · ,·. · ;: 
ORA-04091: table TESTBED2.8EL2 is mutating, trigger/function may not see it 
ORA-06512: at"TESTBED2.GER1", line 2 
ORA-04088: error during execution oftrigger 'TESTBED2.GER1' 
OK 
Gam bar 5.13 Pesan Bahwa Tabel be/2 adalah Mutating 
delete from bel2 
Peramalan mutating table oleh aplikasi terbukti benar adanya. 
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Selanjutnya adalah membuktikan ramalan ke-mutating-an dari tabel be/4 
dan bel5. Sarna seperti sebelumnya, DML yang dipakai untuk proses pembuktian 
adalah delete. 
delete from bel4 
ORA-04091 : table TESTBED2.8EL4 is mutating, trigger/function may not see it 
ORA-06512: at "TESTBED2.GER2'', line 2 
ORA-04088: error during execution oftrigger 'TESTBED2.GER2' 
ORA-06512: at "TESTBED2.GER3", line 2 
ORA-04088: error during execution of trigger 'TESTBED2.GER3' 
OK 
Gambar 5.14 Pesan Bahwa Tabel be/4 adalah Mutating 
delete from bel5 
Message i\i: 
ORA-04091 : table TESTBED2.BEL5 is mutating, trigger/function may not see it 
ORA-06512: at "TESTBED2.GER2", line 2 
ORA-04088: error during execution of trigger 'TESTBED2.GER2' 
ORA-06512: at "TESTBED2.GER3", line 2 
ORA-04088: error during execution of trigger 'TESTBED2.GER3' 
OK 
Gam bar 5.15 Pesan Bahwa Tabel be/5 adalah Mutating 
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Ramalan ke-mutating-an untuk tabel be/4 dan be/5 oleh aplikasi juga 
terbukti. 
5.3.1.4 Pelaksanaan Skenario 1.4 
Karena untuk skenario ini hanya membaca dari file teks, maka koneksi ke 





ltiJ Object tiD OutPut 
't Objects 














Pro ... t5l X I 
Gambar 5.16 Diagram Dependency Trigger dari File Teks 
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Berikutnya adalah meramalkan semua mutating table yang ada dalam 
Diagram Dependency Trigger di atas. Hasil peramalannya bisa dilihat pada 
window output berikut ini: 
rfu Object ftU OutPut 
~ ROUTE MUTATING 
8 tbl_c 






l!l--$ Route #2 
Gambar 5.17 Window Ouput Penampil Rute Penyebab Mutating 
Apabila pembuktian peramalan mutating table pada Diagram Dependency 
Trigger, yang dibuat melalui database, adalah dengan menjalankan perintah-
perintah, maka untuk kali ini pembuktiannya adalah dengan cara manual, yaitu 
dengan jalan menelusuri satu-persatu path yang ditemukan oleh aplikasi. 
Penelusuran ini untuk menegetahui apakah ramalan tersebut benar atau tidak. 
Pembuktian pertama dilakukan pada rute mutating untuk tabel tbl_c. Rute 
mutating yang dimiliki oleh tbl_ c bisa dilihat pada screen shot berikut ini: 
rttJ Object ~ OutPut 
~ ROUTE MUTATING 
8 tbl_c 













Gambar 5.18 Rote Mutating Untuk Tabel tbl_c dalam Window Output 
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Dalam window di atas, terlihat bahwa rute mutating untuk tabel tbl_ c 
mengalami dua kali proses ekspansi. Ekspansi ini terjadi pada tabel tbl_ b dan 
tbl d. 
Berikut ini adalah rute root yang telah diberi tanda oleh aplikasi. 
<delete> 
Diagram Trigger 
!Qifl ~ <S 'Q ~ .., 



















Gambar 5.19 Rote Mutating dari Tabel tbl_c di Window Diagram 
Dependency Trigger 
Berikut ini adalah pemberian tanda elips dari Diagram Dependency Trigger 
yang menunjukkan bahwa peramalan ke-mutating-an tabel tbl_ c di atas adalah 
benar. Pemberian tanda ini didasarkan pada algoritma CRV. Adapun elips 
berwarna merah berarti edge gagal meneruskan chain reaction, sedangkan elips 
hijau berarti edge berhasil meneruskan chain reaction. 
• 
i ' \ Diagram Trigger 
!Q Ifl «> ~ 'r.l '1'.6 "" 
4 
I' 
• t·:' ,,. t"r -t 3 
I 2 
I _..Iii 1 
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Gam bar 5.20 Penandaan Chain reaction Rute Mutating untuk Tabel tbl_ c 
Berdasarkan penelusuran manual dari gambar di atas, terlihat bahwa chain 
reaction yang berasal dari tabel tbl_c berhasil kembali ke tbl_c. Dari rute tersebut, 
trigger pertama yang ditemui adalah trigger trigg_ 4 yang merupakan trigger row 
level. Hal ini menyebabkan tbl_ c mutating. 
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Berikutnya adalah pembuktian ramalan ke-mutating-an tabel tbl_b. Untuk 
tabel tbl_ b ini, terdapat dua buah rute yang menyebabkan tabel tbl_ b menjadi 
mutating. Rute ini antara lain adalah: 
Browser '-10.8 
tfu Object cfu OutPut 
~ ROUTE MUTATING 
$-- !J tbl_c 
tbl_a 
®---< tbl_d 
8 1J tbl_b 





8 ~ Route#2 
trigg_5 
Gambar 5.21 Rute Penyebab Mutating untuk tbl_b 
Dalam rute Route #1 , terdapat satu kali ekspansi. Ekspansi ini terjadi pada 
tabel tbl_ d. Pembuktian ke-mutating-an rute ini dengan menggunakan algoritma 
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Gambar 5.22 Penandaan Rute Chain reaction untuk Tabel tbl_b 
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Untuk Rute Route #2 milik tabel tbl b dan Route #1 milik tabel tbl d - -
terdapat kondisi mutating dengan tipe direct access (lihat bab 3.2.3.3). 
Pembuktian kasus mutating untuk direct access relatif mudah. Pembuktian ini 










Gambar 5.23 Direct Access untuk tbl_b dan tbl_d 
Semua ramalan ke-mutating-an yang terjadi pada tabel tbl_c, tbl_d dan tbl_d 
oleh aplikasi telah benar terbukti. 
5.3.2 Pelaksanaan Skenario 2 
Pada subbab ini akan dijelaskan mengenai pelaksanaan uji coba aplikasi 
untuk kasus database SIM akademik. 
5.3.2.1 Pembuatan Trigger hist_trigg 
Trigger yang akan diuji pada skenario 2 ini berjumlah satu buah. Trigger ini 
adalah trigger yang berfungsi mencatat history peserta kuliah yang mengundurkan 
diri. Trigger ini dieksekusi ketika salah satu record di tabel pesertakul dihapus. 
Record yang di-delete ini akan ditulis ke tabel peserta _ kul_ deleted. Trigger ini 
bemama hist _Trig. 
CREATE OR REPLACE TRIGGER "TESTBED3"."hist_trigg" 
after delete on pesertakul 
for each row 
declare 
recordDeleted pesertakul%rowtype; 




from matakul, semester where :old.kodekul = matakul.kodekul 




values(:old.kodekul, :old.nrp, :old.kelas, :old.nilai, :old.nhuruf,kod 
esem); 
end hist_trigg; 
Alur dari trigger ini adalah sebagaimana berikut: mula-mula trigger 
hist _ trigg akan dieksekusi ketika terjadi event delete di tabel pesertakul. Record-
record dari tabel pesertakul yang ter-delete tersebut akan dicari tahu pada 
semester berapa record tersebut berasal. Query untuk menentukan semester 
tersebut terdapat pada trigger body. Hasil dari query tersebut disimpan dalam 
sebuah variabel bemama kodesem. Kode tersebut adalah seperti ini: 
select semester.kodesem 
into kodesem 
from matakul, semester where :old.kodekul = 
matakul.kodekul and matakul.kodesem = semester.kodesem; 
Langkah proses dari trigger hist _trigg berikutnya adalah meng-insert-kan 
data yang telah terhapus tadi ke dalam tabel peserta _ kul_ deleted. Kolom-kolom 
dalam tabel peserta _ kul_deleted adalah sama persis dengan tabel pesertakul, 
namun ditambah satu buah kolom yang menyatakan semester. Kolom ini nantinya 
akan diisi oleh variabel kodesem. 
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Kode yang menyatakan perintah tersebut adalah seperti ini: 
insert into 
peserta_kul_deleted(kodekul,nrp,kelas,nilai,nhuruf,kodesem) 
values (: old.kodekul, :old.nrp, :old.kelas, :old.nilai, :old.nhur 
uf, kodesem) ; 
5.3.2.3 Pembuatan Diagram Dependency Trigger 
Diagram Trigger 
!Ci lfl ~ & 'l';lr 'G.. .r G ""t 
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Gam bar 5.24 Diagram Dependency Trigger untuk Skenario 2 
5.3.2.4 Pengujian Fungsionalitas hist_trigg 
Sebelum proses peramalan mutating table dijalankan, mula-mula dibuktikan 
dulu apakah trigger hist _trigg sudah bisa bekerja dengan baik sesuai harapan atau 
tidak. Pengujian fungsionalitas trigger hist _trigg adalah dengan jalan menghapus 
salah satu record dalam tabel pesertakul. 
lsi awal dari tabel pesertakul adalah bisa dilihat pada screen shot berikut ini: 
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IIHURUF KODEKUL I NRP I KELAS NILAI 
11 A SP 11020002 Al 83 
21 E SP 11020003 Al 24 
31 AB SP 11020004 Al 76 
41 D SP 11020005 A1 55 
51 E SP 11020006 Al 13 
61 E SP 11020007 Al 38 
71 c SP 11020008 Al 57 
81 E SP 11020009 Al 33 
91 B SP 11020010 Al 67 
101 E SP 11020011 Al 40 
111 A SP 11020012 Al 82 
121 E SP 11020013 Al 20 
131 E SP 11020014 Al 28 
141 A SP 11020015 A1 88 
151 A SP 11020016 Al 88 
161 BC SP 11020017 Al 64 
171 BC SP 11020018 Al 61 
181 D SP 11020019 Al 51 
191 E SP 11020020 A1 39 
Gambar 5.25 lsi Awal dari Tabelpesertakul 
Berikutnya adalah mengekseskusi perintah DML untuk menghapus salah 
satu record di tabel pesertakul. Record yang dihapus ini adalah record dengan 
NRP = '11 020002'. DML terse but adalah seperti ini: 
delete from pesertakul where nrp = ' 11020002 ' 
Begitu DML di atas dieksekusi, dengan segera record yang terhapus akan 
pindah ke tabel peserta _ kul_ deleted 
KODEKUL NRP KELAS NIL AI I NHURUF I KODESEM 
____!J SP 11020002 A1 83A 1 
~DTJ 11020002 A1 36E 1 
____2J TD 11020002 A1 54D 1 
~VB 11020002 A1 30E 1 
~PD 11020002 A1 28E 1 
~ss 11020002 A1 45D 2 
_____2JDL 11020002 A1 39E 2 
~PTJ 11020002 A1 35E 2 
~AS 11020002 A1 56 c 2 
~VL 11020002 A1 28 E 2 
Gambar 5.26 lsi dari Tabelpeserta_kul_deleted 
Dari pengujian ini, bisa diketahui bahwa trigger hist _trigg telah berhasil 
bekerja dengan baik tanpa memunculkan pesan kesalahan. 
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5.3.2.5 Peramalan Mutating Table 
Kemudian langkah berikutnya adalah meramalkan tabel apa saJa dari 
Diagram Dependency Trigger yang mungkin terjadi kasus mutating table. 
Hasil peramalan dari aplikasi menunjukkan bahwa ada dua buah tabel yang 
kemungkinan terjadi mutating, yaitu tabel matakul dan tabel semester. Ke-
mutatin-gan kedua tabel tersebut bisa dimengerti dengan mudah dengan melihat 
struktur potongan Diagram Dependency Trigger berikut ini: 
1 
<select> 
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Gambar 5.28 Penjelasan Rute Penyebab Ke-mutating-an Tabel semester 
5.3.2.6 Pembuktian Hasil Ramalan 
Dari salah satu potongan struktur Diagram Dependency Trigger di atas, bisa 
diketahui bahwa kasus mutating table pada tabel matakul tetjadi apabila tetjadi 
event delete pada tabel tersebut. Berikut ini adalah pembuktiannya: 
delete from matkul where kode = 'AS ' 
Message .~~. 
ORA-04091 : table TESTBED3.MATAKUL is mutating, trigger/function may not see it 
ORA-06512: at "TESTBED3.hist_trigg•, line 5 
ORA-04088: error during execution oftrlgger TESTBED3.hist_trigg' 
OK 
Gambar 5.29 Pesan Kesalahan dari Oracle bahwa Tabel matakul Mutating 
Ramalan ke-mutating-an tabel matkul telah terbukti. 
Berikutnya adalah membuktikan ke-mutating-an tabel yang kedua, yaitu 
tabel semester. Sarna seperti tabel matku/, ke-mutating-an tabel ini teJjadi apabila 
dalam tabel semester terjadi event delete . Berikut ini adalah pembuktiannya: 
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delete from seme ster where kodesem '1' 
Message . ,.t;ji 
ORA-04091 : table TESTBED3.MATAKUL is mutating, triggerlfunction may not see it 
ORA-06512: at"TESTBED3.hist_trigg", line 5 
ORA-04088: error during execution of trigger 'TESTBED3.hist_trigg' 
OK 
Gam bar 5.30 Pesan kesalahan dari Oracle Bahwa Tabel matakul mutating 
Ternyata pesan yang muncul adalah pesan ke-mutating-an tabel matku/, 
bukan pada tabel semester. Hal ini terjadi karena ke-mutating-an tabel semester 
terjadi sesudah ke-mutating-an tabel matkul. 
start. 






Gambar 5.31 Ke-mutating-an Tabel semester Sesudah Tabel matkul 
Dengan membaca source code dari trigger body bisa diketahui bahwa tabel 
matakul diakses terlebih dahulu sebelum tabel semester diakses. Karena eksekusi 
trigger terhenti pada tabel matkul, maka ke-mutating-an tabel semester belum 
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terjadi. Akan tetapi, hal ini bukan berarti ramalan aplikasi salah. Namun sesuai 
dengan batasan masalah pada bab 1, disebutkan bahwa basil peramalan aplikasi 
ini adalah hanya berupa warning. Artinya, output peramalan valid apabila semua 
event dan action yang terdapat dalam rute terpenuhi. Dalam hal ini rute untuk 
action select belum terpenuhi, sebab action tersebut yang ada di dalam 
trigger_ body bel urn sempat tereksekusi, sehingga mutating table bel urn terjadi. 
KESIMPULAN DAN SARAN 
6.1 Kesimpulan 
BAB6 
KESIMPULAN DAN SARAN 
Kesimpulan yang bisa diambil dari Tugas Akhir ini adalah: 
o Penggunaan Diagram Dependency Trigger, disamping penggunaan Diagram 
P DM standar, lebih memudahkan administrator database dan pihak developer 
P LISQL untuk menganalisis dan mengatur trigger-trigger serta relasi-relasi 
dalam suatu struktur database. Terutama untuk lebih memahami alur logika 
dari trigger-trigger yang terdapat dalam suatu database. 
o Diagram Dependency Trigger bisa digunakan untuk meramalkan suatu kasus 
mutating table secara lebih mudah daripada harus dengan membaca source 
code. 
6.2 Saran 
Saran yang dapat digunakan untuk pengembangan lebih lanjut dari aplikasi 
ini adalah: 
o Pembuatan Diagram Dependency Trigger tidak hanya diterapkan pada Oracle 
saJa. 
o Pembacaan action pada trigger hendaknya tidak hanya dilakukan pada trigger 
body saja, akan tetapi diperluas hingga ke stored procedure yang diacu oleh 
trigger tersebut dalam trigger body-nya. 






[ALD03] Alder, Gaudenz, Design and Implementation of the JGraph Swing 
Component, Switzerland, 2003 
http://www.jgraph.sourceforge.net/ 
[ALD05] Alder, Gaudenz, Benson, David, JGraph User Manual, 2005 
http:/ /www.j graph. com/ 
[CAL05] Caldwell, Chris, Graph Theory Glossary, University of Tennessee at 
Martin, 2005 
http://www. utm.edu/ departments/math/ graph/ glossary. html 
[CHR06] Wikipedia.org, Chain Reaction, wikipedia.org, 2006 
http://en.wikipedia.org/wiki/Chain reaction 
[KAM03] Kamil, Amir, Graph Algorithms, UC Berkeley, California, 2003 
www.cs.bcrkeley.edu/~kamil/sp03/041403.pdf 
[RAC05] Rachmawati, Ruli Dyah, Case Tool Pembangkit Script Trigger 
Untuk DBMS Oracle, Teknik lnformatika-ITS, Surabaya, 2005 
. 
[ROD05] Rodrigue, Jean-Paul, Graph Theory: Definition and Properties, 
Hofstra University, 2005 
http:/ /people.hofstra.edu/ geotrans/ eng/ ch2en/meth2en/ ch2m 1 en.html 
[TCRO 1] Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest, 
Clifford Stein. Introduction to Algorithms, Second Edition. MIT 
Press and McGraw-Hill, 2001. ISBN 0262032937. Section 22.3: 
Depth-first search, pp.540-549. 
http://en.wikipedia.org/wiki/Depth first search 
127 
~ ( 61. "' 
~~~~~:' ·'t ~,Li ~ I :~.~'1: ~ -~~ lA J\;.1~1 T!~ r-~~ Qlj~l.f~ i·:.f! ---: .:JI~- ~ 
"'r" j> _.,..;a u 'J ~y. ~J J~ . ! ~ 'f J ~ . ! r-r.J _JA-J .......:...f..~ ~J 
~ ~~~ tA J~~u ~ ·, L'~t&:. r .1 ~ .. 
~v·~- ~ · - I -
Dan orang-orang yang bertakwa kepada Tuhan dibawa ke dalamjannah 
berombong-rombongan (pula). Sehingga apabila mereka sampai ke jannah itu 
sedang pintu-pintunya telah terbuka dan berkatalah kepada mereka penjaga-
penjaganya: "Salaamun 'alaikum .. (Kesejahteraan dilimpahkan atasmu). 
Berbahagialah kamu .. maka masukilahjannah ini, sedang kamu kekal di 
dalamnya." 
(AI Qur'an surah Az Zumar 73) 
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Dan didekatkanlahjannah itu kepada orang-orang yang bertakwa pada tempat 
yang tiada jauh. "Inilah yang dijanjikan kepadamu, kepada setiap hamba yang 
selalu kembali (kepada Allah) lagi memelihara (semua peraturan-peraturan-Nya)". 
"(yaitu) orang yang takut kepada Tuhan yang Maha Pemurah sedang dia tidak 
kelihatan (olehnya) dan dia datang dengan hati yang bertaubat". "Masukilah 
jannah itu dengan aman, Itulah hari kekekalan". Mereka di dalamnya memperoleh 
apa yang mereka kehendaki dan pada sisi kami ada tambahannya. 
(AI Qur'an surah Qaaf31-35) 
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(apakah) perumpamaan (penghuni)jannah yang dijanjikan kepada orang-orang 
yang bertakwa yang di dalamnya ada sungai-sungai dari air yang tiada berubah 
rasa dan baunya, sungai-sungai dari air susu yang tidak berubah rasanya, sungai-
sungai dari khamar yang lezat rasanya bagi peminumnya dan sungai-sungai dari 
madu yang disaring; dan mereka memperoleh di dalamnya segala macam buah-
buahan dan ampunan dari Rabb mereka, sama dengan orang yang kekal dalam 
Jahannam dan diberi minuman dengan air yang mendidih sehingga memotong 
ususnya? 
(AI Qur 'an surah Muhammad 15) 
