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korǐsčenje rezultatov diplomske naloge je potrebno pisno privoljenje avtorja,
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Povzetek
Naslov: Upravljanje pametne hǐse s stenskimi terminali
Avtor: Luka Bergant
V sklopu diplomske naloge je predstavljena izdelava programske opreme za
stenske terminale, ki bo omogočala krmiljenje pametne hǐse. Stenski ter-
minali so na dotik občutljivi zasloni, ki jih poganja mikroprocesor PIC32,
imajo pa tudi omrežne zmožnosti. Terminali uporabnikove ukaze preko in-
ternetnega omrežja pošiljajo strežniku, ki jih obdela. Za komunikacijo med
strežnikom in terminali se uporablja protokol MQTT, ki je namenjen komu-
nikaciji IOT naprav znotraj lokalnega omrežja. Diplomska naloga vsebuje
tudi oblikovanje uporabnǐskega vmesnika, na katerem se bo uporabnik lahko
intuitivno pomikal prek menijev in izvajal željene operacije, kot so prižiganje
ali ugašanje luči, nastavitev svetlosti luči, vklop in izklop senzorja ali avto-
matskih urnikov luči.
Ključne besede: Pametna hǐsa, RTOS, MQTT, PIC32, stenski terminali.

Abstract
Title: Controling smart house with wall mounted terminals
Author: Luka Bergant
In this thesis we wrote software for wall mounted smart house terminals.
These terminals control the house and it’s functions such as turning lights
on and off and setting their brightness. Inside the terminals there is a PIC32
microcontroler that runs RTOS. It has a touch sensitive screen and a network
interface. Terminals communicate with the server using MQTT protocol,
which is mostly used in home automation and IOT. User can input commands
to treminal via an intuitive graphical user interface. Commands are than send
to server, processed and forwarded to the device they address.




Področje interneta stvari (IOT - internet of things) postaja vsak dan bolj
popularno. Vsi proizvajalci želijo v svoje naprave vključiti internetno po-
vezavo in upravljanje preko spleta, oz. preko mobilne aplikacije. Obstajajo
pametne žarnice, pečice, pralni stroji, sesalci, ključavnice itd. Te naprave
med seboj in s spletom komunicirajo preko internetnega omrežja ali preko
bluetooth povezav.
Ko pametne luči, prezračevanje, ogrevanje in ostale naprave interneta
stvari, ki jih najdemo v objektu, povežemo v celovit sistem, pa lahko go-
vorimo o pametnih hǐsah. To so hǐse s katerimi lahko upravljamo preko
terminala v objektu samem ali pa na daljavo preko mobilne aplikacije in
računalnika. Pametne hǐse omogočajo tudi avtomatizacjo različnih rutin
tako, da se izvajajo avtomatsko brez uporabnikovega posega. To uporab-
niku prinese večje udobje in prihranke pri porabi energije.
1.1 Cilji
Cilj te diplomske naloge je razviti programsko opremo za stenske terminale
in odjemalca za osebni računalnik. Terminali registrirajo dotike na zaslon in
s pomočjo programske opreme sestavijo MQTT pakete. Paketi se dodajo v
vrsto za pošiljanje, iz katere jih spletni vmesnik pošlje MQTT posredniku.
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Posrednik paket pošlje odjemalcu na osebnem računalniku, ki se nato na ukaz
v paketu odzove in hkrati stenskim terminalom pošlje potrditev.
1.2 Motivacija
Prednost stenskega terminala, ki je preko internetnega omrežja povezan na
posrednika, je, da je žična povezava naprava-posrednik bolj zanesljiva in bolj
odporna na zunanje motnje kot brezžična. Ker se terminali, posrednik in
računalnǐski odjemalec nahajajo blizu in v istem omrežju, taka povezava
zagotavlja tudi manǰse odzivne čase kot brezžična povezava. Prav tako je
tak pristop bolj odziven kot procesiranje na oddaljenem strežniku, kjer lahko
že sam prenos informacij traja več kot pol sekunde. Druga prednost je, da je
sistem lahko popolnoma izoliran od svetovnega spleta in je tako varen pred
vdori in krajo informacij.
Tak sistem nam zagotavlja tudi neodvisnost, saj imamo vso programsko in
strojno opremo na lokaciji, kjer je sistem nameščen. To pomeni, da je rešitev
na dolgi rok ceneǰsa, saj nam ni potrebno plačevati naročnine proizvajalcu,
da shranjuje in obdeluje naše podatke. Glavna prednost takega sistema pa
je, da je neodvisen od proizvajalčeve podpore. To pomeni, da tudi v primeru,
ko proizvajalec sistem neha podpirati, naš sistem še vedno deluje.
Poglavje 2
Vzpostavitev okolja
V tem poglavju sta opisani strojna in programska oprema, ki smo ju upora-
bili pri razvijanju programske opreme za stenske terminale. Nekatere kom-
ponente so opcijske, a olaǰsajo in pohitrijo razvoj.
2.1 Strojna oprema
Prvi korak pri vzpostavitvi okolja je bilo pridobivanje strojne opreme. Ta
vključuje stenski terminal, interneti usmerjevalnik, poljuben računalnik, na
katerem teče Windows operacijski sistem ter pretvornik nesinhrone serijske
komunikacije v USB.
2.1.1 Stenski terminali
Stenski terminal je po meri narejena naprava. Proizvaja ga podjetje Eke-
ktrina d.o.o., uporablja pa se v različnih njihovih produktih. Je relativno
enostavna naprava z vgrajeno omrežno povezljivostjo, zaslonom na dotik in
različnimi senzorji. Poganja ga osemdeset megaherčni Microchipov mikropro-
cesor PIC32 [17], ki temelji na MIPS [6] (Microprocessor without interlocking
pipelined stages) arhitekturi. Na sliki 2.1, je viden levo spodaj, zraven ru-
menega traka. Ta arhitektura spada pod RISC [13] (Reduced instruction set
computer) arhitekture, za katere je značilo malo visoko optimiziranih ukazov.
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Slika 2.1: Stenski terminal zadnja stran
To pripomore k relativno majhni porabi energije in je še posebej pomembno
za naprave, ki delujejo na baterijo in naprave, ki so stalno prižgane. Med
prve spadajo na primer mobilni telefoni, v slednje pa IoT naprave ter tudi
omenjeni stenski terminali.
Terminali vsebujejo 512 KB pomnilnika flash, kamor naložimo naš pro-
gram in 128 KB SRAM, kjer se nahajajo naše spremenljivke. Pomnilnik je
dodatno razširjen z 1 GB veliko SD kartico, ki se na sliki 2.1 nahaja desno
od rumenega traka in je označena z SDMolex. Na njej so shranjeni grafični
objekti in slike, saj za te datoteke na flash pomnilniku ni dovolj prostora.
Prav tako so na spominski kartici shranjeni fonti, kodne tabele, različne
pomožne datoteke in datoteke za konfiguracijo terminala ob zagonu. Pra-
viloma bi se vse te datoteke lahko naložile v delovni pomnilnik, a nam oviro
predstavlja njegova velikost, ki je kar 30 000 krat manǰsa od pomnilnika na
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povprečnem mobilnem telefonu. Večino pomnilnika zasede grafični vmesnik,
posledično pa ga le malo ostane za ostalo programsko opremo.
Uporabnǐski vmesnik se prikazuje na LCD zaslonu [18], vidnem na sliki
2.2. Krmili ga posebej za to nalogo namenjen čip za grafično procesiranje
[16] proizvajalca Solomon Systech. Ta čip preko I2C vodila komunicira z
Microchipovim procesorjem, ki mu pove katero sliko naj prebere z SD kartice
in jo prikaže na zaslonu.
Poleg prikazovanja slik in branja datotek z SD kartice, pa lahko grafični
čip tudi direktno naloži podatke iz SD kartice v glavni pomnilnik z DMA
prenosi. Ko je prenos končan, procesorju s prekinitvjo sporoči, da je prenos
zaključen in da lahko začne podatke uporabljati. Prednost takega načina
prenosa podatkov je, da nam procesorja ne obremeni. To pomeni, da lahko
stenski terminal nemoteno uporabljamo tudi med prenosom velike količine
podatkov.
Terminal ima tudi možnost UART serijske komunkacije preko namen-
skega konektorja na zadnji strani tiskanega vezja. UART se utilizira pred-
vsem med razvijanjem programske opreme in se ga po vgradnji ne uporablja
več razen v izjemnih primerih.
Na ploščici pa se seveda nahajajo tudi različne ostale komponente, kot so
na primer senzor za temperaturo, preprost zvočnik, ethernetni vmesnik itd.
Terminal se napaja z enosmerno napetostjo 12 V, ki jo moramo dovesti na
mesto, kjer bomo terminal namestili. Prav tako mora biti na mesto namesti-
tve speljan omrežni kabel, ki je preko usmerjevalnika povezan s strežnikom.
Na prvi pogled se nam zdi, da so specifikacije stenskega terminala slabe,
saj imamo relativno počasen procesor, malo pomnilnika in zaslon majhne
ločljivosti. V praksi se pokaže, da se s primerno optimizacijo programske
kode, te prepreke da prekriti in iz dane strojne opreme narediti veliko.
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Slika 2.2: Stenski terminal prednja stran
2.1.2 Obstoječa programska oprema
Za stenske terminale je bilo razvito že kar nekaj programske opreme. To
je tudi olaǰsalo naš razvoj nadgradenj in dopolnitev. Na terminalu tečejo
tako serijska konzola kot komunikacija z internetnim omrežjem. Hkrati je
poskrbljeno tudi za izrisovanje slik in registriranje dotikov. Še najbolj pa
nam pri razvoju prav pride bootloader, ki nam stenski treminal nadgradi z
novo verzijo programske opreme brez, da bi ga bi bilo potrebno priključiti na
osebni računalnik. Bootloader je bolj podrobno opisan v poglavju 2.1.4.
2.1.3 Komunikacija med računalnikom in terminalom
Kot smo omenili v poglavju 2.1.1, so stenski termninali sposobni komunikacije
tudi preko UART [7] serijskega vmesnika. UART je serijski vmesnik s tremi
pini. Po dveh poteka komunikacija, en pa služi ozemljitvi. Namenjen je
komunkaciji med napravami z nesorazmernimi procesorskimi zmogljivostmi,
kot sta na primer naš osebni računalnik in terminal. En pin sprejema znake,
drugi pa jih oddaja. Takšno obliko komunikacije moramo pretvoriti v obliko,
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razumljivo osebnemu računalniku. To smo storili s pomočjo pretvornika, ki
serijsko komunikacijo terminala pretvori v USB pakete. Te pakete nam nato
na računalnǐskem zaslonu prikaže serijski terminal.
Serijski vmesnik ponuja številne ukaze in deluje na principu ukazne lupine.
Podpira pregled nastavitev terminala in njihovo spreminjanje. Z njegovo
pomočjo lahko vplivamo na omrežne parametre, parametre zaslona, zvočnika
itd. Veliko pomoč ponuja tudi pri odkrivanju napak v programu, saj lahko
v serijski terminal iz programa izpisujemo nize oz. celo sledi izvajanja. Na
serijski vmesnik se pri napaki pri izvajanju in zaustavitvi terminala izpǐse
razlog zaustavitve in v primeru napake tudi lokacija napake v programski
kodi.
S serijskim terminalom pa ne moremo na terminal naložiti nove program-
ske opreme ali drugih datotek, saj je UART sorazmerno počasna oblika ko-
munikacije, datotek pa je lahko veliko. Datoteke grafičnega vmesnika lahko
na terminal naložimo tako, da iz terminala vzamemo SD kartico, jo vstavimo
v računalnik in posodobimo datoteke. Kartico nato vstavimo nazaj v termi-
nal, ki nato ob zagonu naloži posodobljene datoteke. Če terminal datotek ne
more naložiti, ker so okvarjene ali pa manjkajo, nam to sporoči preko izpisa
na serijski terminal.
2.1.4 Nalaganje programske opreme na terminal
Za nadgradnjo programske opreme terminala obstaja več rešitev. Prva in
najbolj osnovna je, da terminal preprogramiramo z namenskim programa-
torjem. To orodje zapǐse naš program direktno v flash pomnilnik. Slabost
tega pristopa je, da je počasen, da potrebujemo namensko strojno opremo ter
da terminal med nadgradnjo ne more biti pritrjen na steno, saj so konektorji
za programator dostopni samo z zadnje strani terminala. Te slabosti lahko
rešimo z vključitvijo bootloaderja.
Bootloader [15] je prva koda, ki se izvede po zagonu modula. V našem
primeru bootloader preveri, če se na SD kartici nahaja noveǰsa verzija pro-
gramske opreme. V primeru, da jo najde, sproži nalagalno proceduro. Ta
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program z SD kartice skopira v flash pomnilnik. Modul se nato ponovno
zažene. V primeru, da ni nove verzije programske opreme, bootloader zažene
program, ki je že naložen v flash pomnilniku. Bootloader nam omogoča tudi
avtomatsko vračanje na preǰsnjo verzijo programske opreme, če se je nova
verzija med nalaganjem okvarila.
Nov program lahko na SD kartico naložimo ročno ali preko spletnega vme-
snika, ki nam nalaganje omogoča kar preko spletnega brskalnika. Datoteko
le izberemo in jo s klikom na gumb naložimo na terminal. Na koncu lahko
terminal preko spletnega vmesnika tudi ponovno zaženemo, da se program
naloži v flash pomnilnik s pomočjo bootloaderja.
2.2 Programska oprema
Programiranje stenskega terminala zahteva veliko različne programske opreme.
Del te programske opreme je obvezen, saj brez njega ne moremo prevesti kode
za terminal, del programov pa je neobvezen in namenjen samo lažjemu pro-
gramiranju in razhroščevanju.
2.2.1 MPLAB X in VS Code
Prvi del obvezne programske opreme je Microchipov MPLAB X in XC32
prevajalnik. MPLAB je Microchipovo integrirano razvojno okolje (IDE), na-
menjeno programiranju Microchipovih in Atmelovih procesorjev. Na voljo je
za vse operacijske sisteme, sami pa smo zaradi omejitev programa gfxDesi-
gner izbrali ”Windows 10”. MPLAB X poleg urejevalnika kode in prevajanja
kode ponuja še mnogo durgih funkcionalnosti, kot so avtomatsko generiranje
nastavitev in funkcij IO pinov, ki pa zaradi starosti našega procesorja niso
podprte.
Prvi del neobvezne programske opreme predstavlja VS Code [14]. To je
Microsoftov brezplačni odprtokodni urejevalnik programske kode, ki podpira
zelo veliko jezikov in razširitev. Največjo prednost predstavlja skakanje po
kodi v velikem številu datotek. S preprostim klikom na funkcijo ali spremen-
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Slika 2.3: Uporabnǐski vmesnik programa gfxDesigner
ljivko lahko skočimo do njene definicije. Ta funkcionalnost v MPLABu ne
deluje vedno, saj ga zmede preveliko število datotek. V primerjavi z MPLA-
Bom pa Code ponuja tudi bolǰse barvanje sintakse in bolǰse prepoznavanje
kode, ki je prevedena pogojno.
Programiranje stenskih teminalov je potekalo tako, da je koda nastajala
v “VS Code”, prevedena pa je bila v MPLABu. Tak način se je izkazal za
najbolj efektivnega in nam prijaznega.
2.2.2 gfxDesigner
Drugi del obvezne programske opreme, če seveda nočemo pisati uporabnǐskega
vmesnika v programskem jeziku C, je gfxDesigner. To je orodje, razvito
prav z namenom oblikovanja uporabnǐskega vmesnika na podobnih napravah,
kot je stenski terminal. Orodje nam omogoča “pick and place” sestavljanje
grafičnega vmesnika, njegov vmesnik pa lahko vidimo na sliki 2.3. Uporaba




V tem poglavju bomo opisali postopek razvoja programske opreme za stenske
terminale. Programiramo jih v programskem jeziku C [8]. C je splošno
namenski programski jezik, ki spada med visoko-nivojske programske jezike.
Omogoča pisanje hitre in učinkovite kode z majhno porabo prostora. Prav iz
teh razlogov se je uveljavil tako pri pisanju kode za računalnike kot tudi za
mikrokontrolerje. Programski jezik C že več kot 40 let velja za enega najbolj
pogosto uporabljenih programskih jezikov. Za naš namen je primeren, ker
omogoča nizkonivojski dostop do pomnilnika in naprav ter hitro izvajanje
tudi na našem ne tako hitrem procesorju.
3.1 Operacijski sistem za delo v realnem času
Na stenskem teminalu teče operacijski sistem “Micro-Controller Operating
System II” (µC/OS II) [9]. To je operacijski sistem za delo v realnem času,
namenjen vgrajenim sistemom. Operacijski sistem je bil do nedavnega za-
prtokodni projekt, od februarja 2020 pa ga lahko najdemo tudi na githubu
[11].
Vsak operacijski sistem zna upravljati z opravili. Ta opravila operacijski
sistem zaganja, razvršča, ustavi ali pa jih prekine, da njihovo mesto zavzame
opravilo z vǐsjo prioriteto. Operacijski sistemi v realnem času se od na-
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Slika 3.1: Vzorčna shema razporejanja opravil
vadnih operacijskih sistemov razlikujejo v tem, da imajo vnaprej določene
čase servisiranja prekinitev, minimalni preklopni čas med opravili in da mo-
rajo procesiranje neke naloge opraviti v točno določenem časovnem obdo-
bju. Te karakteristike nam omogočajo zagotavljanje odzivnosti pri komuni-
kaciji z omrežjem in nastavitev manǰse prioritete nenujnim opravilom, kot so
osveževanje grafičnega vmesnika, ki lahko brez opazne zakasnitve traja tudi
več sto milisekund. Shemo poteka opravil lahko vidimo na sliki 3.1. Na sliki
se jasno vidi tudi, kako bolj pomembno opravilo, kot je na primer opravilo
ETH, ki upravlja komunikacijo z internetom, prekine manj pomembno. Na
sliki manj pomembno opravilo predstavlja LCD opravilo, ki upravlja izris
novih podatkov na zaslon. S tem mehanizmom OS lahko zagotovi obdelavo
bolj pomembnega opravila v vnaprej določenem času.
Operacijski sistemi nam pri programiranju za mikrokontrolerje prine-
sejo tudi veliko prednosti v primerjavi s programiranjem brez RTOS. Po-
leg podpore opravilom, razvrščanju opravil, vrstam in podobnim komponen-
tam imajo pogosto vključene tudi knjižnice, ki nam pomagajo pri uporabi
omrežja, zaslona, datotek ter ostalih delov našega sistema.
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3.1.1 Opravila
Kot smo že omenili v sekciji 3.1, se koda v RTOS izvaja v sklopu opravil in
servisnih rutin. Opravilo je sestavljeno iz programa in stanja tega programa.
Vsako opravilo je zadolženo za izvajanje določene funkcionalnosti sistema.
Po zagonu sistema je potrebno opravila zagnati in inicializirati. Za zagon
opravil poskrbi posebna funkcija opracijskega sistema. Vse funkcije µC/OS II
lahko najdemo v njegovi dokumentaciji [10]. Za zagon opravil smo uporabili
funkcijo “OSTaskCreate”. Pred zagonom opravila moramo seveda poskrbeti
za inicializacijo njegovega konteksta. V našem primeru ima vsako opravilo
svoj kontekst, kjer shranjuje podatke.
Po zagonu opravila vsako opravilo pride v svojo glavno zanko. V tej
neskončni zanki se odvijajo vse naloge opravila. Opravilo se preneha izvajati
šele, ko ga operacijski sistem odstrani s seznama opravil. Opravila lahko med
sabo tudi komunicirajo. Komunikacijo med opravili praviloma dosežemo z
vrstami in semaforji.
3.2 Osnove
V tej sekciji se bomo posvetili sami implementaciji programske kode za sten-
ske terminale. Najprej smo se morali spoznati z obstoječo kodo, šele nato
smo lahko dodali novo.
3.2.1 Programiranje serijskega vmesnika
Kot smo pisali že v poglavju 2.1.3, lahko stenski terminal komunicira tudi
preko serijskega vmesnika UART. Serijski vmesnik je predstavljal popolno
začetno točko pri pisanju kode, saj ne uporablja nobenih grafičnih elemen-
tov in je enostaven za uporabo. Stenski terminal je že na začetku ponujal
lepo število serijskih ukazov. Ti vključujejo ukaze za nastavljanje omrežnih
nastavitev kot sta IP in DHCP, igranje melodij ipd. Vključeni pa so tudi
marsikateri razvojni ukazi, kot so pregled zasedenosti pomnilnika, pregled
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Slika 3.2: Neofetch na Ubuntu osebnem računalniku
lastnosti grafičnega vmesnika in testiranje SRAM pomnilnika.
Prvi dodan ukaz serijskemu vmesniku je bil ukaz “cls”. Namenjen je
čǐsčenju zaslona terminala, podobno kot ukaz “cls” na operacijskem sistemu
Windows ali ukaz “clear” na Unix sistemih. Ukaz je implementiran s pomočjo
posebne ANSI sekvence znakov. Ko v terminal vpǐsemo ukaz cls, stenski
terminal pošlje sekvenco znakov \e[1;1H\e[2J, ki jih nato serijski terminal
interpretira in pobrǐse zaslon.
Drugi dodan ukaz pa je bil tako imenovani “neofetch”. Idejo za ta ukaz
smo dobili iz istoimenskega Unix ukaza [4], katerega izris lahko vidimo na
sliki 3.2. Ukaz je namenjen preglednemu izpisu različnih sistemskih lastnosti.
Prvi izziv pri implementaciji ukaza je bilo pridobivanje podatkov. Podatke
smo pridobili iz različnih spremenljivk in konstant, nato pa smo jih forma-
tirali v razumljivo obliko. Naslednji korak je bil izris logotipa. Logotip
je sestavljen iz zvezdic, ki so izpisane s pomočjo funkcije “printf”, ki nam
omogoča enostavno pisanje v serijski terminal. Zadnji korak je bil barvanje
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Slika 3.3: Neofetch na terminalu
logotipa in naslova. Tudi to smo, tako kot brisanje terminala, realizirali s
pomočjo ANSI sekvenc za ANSI kompatibilne terminale. Sekvenca \e[96m
nam barva besedilo v svetlo modro barvo, dokler ne pokličemo kakšne druge
barve ali pa sekvence za ponstavitev barve. Rezultate lahko vidimo na sliki
3.3. Orodje nam izpǐse datum prevajanja kode, verzijo jedra, verzijo naše
programske kode, ID in datum sestave stenskega terminala.
3.3 MQTT
MQTT [12] ali “ Message Queuing Telemetry Transport” je odprt protokol
za prenašanje sporočil med napravami. Za komunikacijo med strežnikom in
terminali smo ga izbrali, saj je relativno enostaven za implementacijo in ne
potrebuje veliko resursov.
3.3.1 Podroben opis
Protokol je bil razviti leta 1999 za nadzorovanje naftnih vodov skozi puščavo.
Za to nalogo je bila ključna zanesljivost, nizka poraba energije in dobro de-
lovanje pri nizki omrežni hitrosti. Prav iz teh razlogov je protokol odličen
tudi za IoT naprave.
MQTT na transportni plasti pakete pošilja preko TCP/IP protokola in
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privzeto uporablja vrata 1883. Protokol ločuje dve vrsti naprav. Prve so od-
jemalci, druge pa posredniki [1]. Naloga slednjih je učinkovito posredovanje
informacij med odjemalci.
MQTT komunikacija poteka po vnaprej določenih korakih. Najprej se
odjemalec poveže na posrednika. Po vzpostavitvi komunikacije s posredni-
kom se naprava lahko naroči na teme ali skupine tem. Teme so urejene
podobno kot datotečne strukture in izgledajo kot neka drevesa, na primer
“SHTerm/temp/outside”. Primer poteka komunikacije lahko vidimo na sliki
3.4. Sistem deluje podobno kot naročanje na različne časopise, kjer dobimo
samo tiste, na katere smo naročeni. Tako tudi naprave dobijo samo pakete
oz. informacije iz tem, na katere so naročene.
Naprave lahko poleg prejemanja sporočil le-ta tudi pošiljajo. Spročilo
poleg teme, na katero ga pošiljamo, in sporočila samega definira tudi QoS in
identifikacijsko številko, ki mora biti unikatna za vsakega klienta. QoS nam
pove, kolikokrat mora biti dostavljeno sporočilo klienta. Za vrednost imamo
tri možnosti. Prva možnost pove, da želimo sporočilo dostaviti največ enkrat,
hrati pa je najmanj zahtevna za implementacijo in omrežje. Ta nivo QoS je
dovolj dober za večino nekritičnih naprav in podatkov. Drugi nivo predstavlja
možnost dostave najmanj enkrat, ki specificira, da naj bo sporočilo dosta-
vljeno najmanj enkrat, lahko pa tudi večkrat. Zadnja in najbolj zahtevna
možnost je možnost točno enkrat, ki zahteva, da je sporočilo dostavljeno na-
tanko enkrat. Ta nivo QoS se uporablja za kritična sporočila, kjer je vsako
sporočilo tretirano kot nov podatek.
Ker je posrednik odgovoren tudi za evidenco vseh povezanih naprav in
sporočanje napak, mu odjemalec pri povezovanju lahko sporoči tudi svoje
RIP sporočilo. RIP sporočilo je MQTT sporočilo, ki ga posrednik posreduje
napravam, ki so nanj naročene. V primeru, da naprava neha pošiljati “ping”
sporočila posredniku, se RIP sporočilo naprave posreduje vsem, ki so nanj
naročeni.
Prisotnost in status naprav se ugotavlja tako, da naprave na dogovorjene
intervale pošiljajo “ping” zahteve posredniku. Na ta sporočila se posrednik
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odzove z “ping” odgovorom. Te zahteve sporočijo posredniku, da naprava
še vedno deluje in je prisotna, napravi pa, da posrednik še vedno sprejema
njena sporočila. V primeru izpada te komunikacije, strežnik predvideva, da
naprave ni več v omrežju, jo odstrani s seznama aktivnih naprav in ji sporočil
ne posreduje več.
Posredniki imajo poleg pomnenja seznama naprav tudi možnost pomne-
nja zadnjih sporočil na določeni temi. Če je ta možnost vključena in se na
temo naroči nova naprava, ji strežnik lahko avtomatsko posreduje zadnje
znano sporočilo na tej temi. Shemo komunikacije lahko vidimo na sliki 3.4,
kjer klient A dobi sporočilo, kljub temu da je bilo poslano, preden se je naročil
na temo. To je še posebej uporabno za teme, kot so v našem primeru zunanja
temperatura, ki se ne spreminjajo pogosto. Mehanizem nam omogoča, da se
na stenskih terminalih takoj po zagonu prikaže zunanja temperatura, brez
čakanja na novo vrednost ali odvečnega osveževanja.
Do sedaj vidna slabost MQTT je centralna točka odpovedi sistema. Če
odpove posrednik, cel sistem razpade. A temu ni nujno tako. Pri MQTT
lahko uporabimo več posrednikov, kjer se breme avtomatsko prestavi z nede-
lujočega posrednika na delujočega. V noveǰsih verzijah MQTT pa posredniki
lahko tudi sodelujejo med sabo in si delijo breme komuniciranja z napravami.
3.4 Programiranje MQTT za terminale
Pred implementacijo MQTT kode smo se najprej poglobili v njegovo delova-
nje. Po jasni ideji, kaj protokol ponuja in kako deluje, smo se lotili pisanja
programske kode za terminal. Za lažjo implementacijo in manǰso časovno
potratnost smo izhajali iz že obstoječe kode, pisane za podoben mikroproce-
sor. Izvorna koda je bila pred predelavo tesno vezana na “Modbus” protokol,
kar pa nam za naš projekt ni ustrezalo. Naši programski opremi namreč ni
potrebno komunicirati prek Modbus-a, saj imamo vse komponente na enem
tiskanem vezju.
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Slika 3.4: MQTT Diagram [5].
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Slika 3.5: MQTT ukaz v serijskem terminalu
Prvi korak pisanja kode je bilo pošiljanje paketov MQTT posredniku. Na
začetku smo podatke trdo kodirali za lažje razhroščevanje in jih s pomočjo
gumba na uporabnǐskem vmesniku poslali posredniku. Ko je pošiljanje delo-
valo, smo MQTT vmesniku dodali FIFO vrsto.
V vrsto lahko iz vseh opravil v sistemu dodajamo MQTT sporočila, ki
so, ko pride MQTT klient na vrsto za izvajanje, poslana v omrežje. Vrsta
nam omogoča shranjevanje sporočil, dokler niso poslana, in hkrati zagotavlja
pošiljanje v pravilnem vrstnem redu. V primeru, da je vrsta prazna (na
pošiljanje ne čaka nobeno sporočilo), nam vrsta to pri pridobivanju sporočila
iz vrste sporoči, MQTT opravilo pa za določen čas “zaspi” (se nekaj časa ne
izvaja). V primeru, da je vrsta polna, pa opravilo, ki poskuša dodati nov
element v vrsto, prejme napako, da je vrsta polna in da sporočilo ni bilo
dodano. V praksi se to ne dogaja, saj ima opravilo, ki skrbi za komunikacijo
z mrežo, visoko prioriteto, kar pomeni, da se izvaja pogosteje kot ostala
opravila.
Vrsto smo vseskozi testirali preko serijskega vmesnika. Na načetku smo
v serijski terminal dodali ukaz “mqtt” z argumentom “pub”. Ukaz kličemo
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s sekvenco “mqtt pub [tema] [sporočilo]”. Primer pošiljanja lahko vidimo
na sliki 3.5. Na zgornjem delu slike lahko vidimo ukaz za stenski terminal,
poslan preko serijskega vmesnika. Na spodnjem delu pa lahko vidimo prejeto
sporočilo na računalnǐskem klientu. Ukaz MQTT pub na stenskem terminalu
povzroči dodajanje specificirane teme s sporočilom v vrsto za pošiljanje, kar
je na sliki označeno z “[MQTT] Adding element to queue”. Paket se, ko
MQTT pride na vrsto za izvajanje, pošlje. Branje paketa iz vrste se na sliki
vidi kot “[MQTT] Read from queue”, obdelava in pošiljanje pa sledita v
naslednjih sedmih vrsticah.
Naslednji dodan ukaz je bil “mqtt sub tema”, ki klienta naroči na določeno
temo. Ukaz je samo testen, saj za teme, ki jih treminal potrebuje za svoje
delovanje, shranimo tudi tip podatkov in podpis teme za lažjo obdelavo po-
datkov. Na potrebne teme se terminal naroči tik po vzpostavitvi povezave z
MQTT posrednikom.
Med osnovne teme, na katere se terminal naroči tik po zagonu, spada tudi
“SHTerm/outsideTemp”. Ta tema nam sporoči zunanjo temperaturo, da jo
nato terminal prikaže na privzetem zaslonu, kot lahko vidimo na sliki 2.2.
Zunanjo temperaturo nam sporoča MQTT vmesnik, ki je opisan v poglavju
4.2. Vmesnik v primeru spremembe zunanje temperature pošlje vrednosti na
prej omenjeno temo. Terminali to sporočilo prejmejo, ga obdelajo in shranijo.
Stenski terminali vsa prejeta sporočila na osnovne teme shranjujejo v vna-
prej določeno strukturo. Ko pride do izrisovanja privzetega zaslona, opravilo
za posodabljanje besedila prebere zadnjo dobljeno vrednost zunanje tempe-
rature iz strukture. Opravilo za izrisovanje nato izrǐse podatke na zaslon.
MQTT specifikacija omogoča še veliko dodatnih možnosti, ki pa jih pri
naši implementaciji ni. Naš MQTT klient pokriva samo osnovna področja,
potrebna za vzpostavitev MQTT povezave, njeno ohranjanje, pošiljanje in
sprejemanje. Prav tako nismo implementirali celotnega QoS aspekta, saj
nam nivo “At most once” popolnoma zadostuje.
Poglavje 4
Komunikacija s strežnikom
V tem poglavju bomo opisali potek komunikacije med terminali, posredni-
kom in odjemalcem na osebnem računalniku. Terminali praviloma pošiljajo
sporočila posredniku, ki jih nato posreduje odjemalcu. Ta pakete obdela,
izvede akcijo in nanje odgovori. Hkrati je računalnǐski klient odgovoren tudi
za komunikacijo s sistemom za upravljanje luči.
4.1 Posrednik
Kot smo že omenili v poglavju 3.3, MQTT protokol za svoje delovanje potre-
buje posrednika. Ta posreduje pakete med klienti. Posrednik, ki smo ga upo-
rabljali za razhroščevanje komunikacije, se imenuje “Mosquitto”, tekel pa je
na lokalnem računalniku. Mosquitto je odprtokodna implementacija MQTT
posrednika, pošiljatelja in klienta, z njim pa upravljamo preko ukazne vrstice.
Mosquitto posrednik nam je omogočil natančno izpisovanje komunikacije in
poslanih sporočil. Hkrati smo lahko spremljali tudi rednost pošiljanja “ping”
sporočil med posrednikom in klienti.
Ko so bile napake odpravljene, smo “Mosquitto” posrednika zagnali na
Linux ploščici, katere prednost je manǰsa poraba energije in stalno delova-
nje. Ta ploščica se uporablja že za ostale projekte in tako ni predstavljala
dodatnih stroškov pri realizaciji projekta.
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4.2 Odjemalec na osebnem računalniku
Odjemalec na osebnem računalniku je namenjen premostitvi komunikacije
med stenskimi terminali in sistemom, ki upravlja razsvetljavo. Slednji je
napisan v programskem jeziku “Object Pascal” [3], zato smo tudi za imple-
metacijo odjemalca na osebnem računalniku uporabili isti jezik.
4.2.1 Delphi in Pascal
Delphi [2] je integrirano razvojno okolje za Delphi različico objektnega Pa-
scala. Objektni Pascal je naslednik Pascala, ki podpira objektno orientirano
programiranje. Ponuja tudi navzkrižno prevajanje za druge platforme, a
tega v našem projektu nismo uporabljali, saj potrebujemo samo program za
namizni Windows računalnik. Delphi odlikuje predvsem lahka integracija
z uporabnǐskim vmesnikom, hitro prevajanje in lahko razhroščevanje. Ra-
zvojno okolje pa lahko v Delphiju tudi razširimo z raznimi paketi in vtičniki,
kar nam je pomagalo predvsem pri uporabi TCP/IP sklada.
Delphijev IDE omogoča “pick and place” postavljanje vizualnih kompo-
nent na našo aplikacijo. Primer lahko vidimo na sliki 4.1, kjer je viden tudi
MQTT odjemalec na osebnem računalniku.
4.2.2 Delovanje
Kot smo omenili, je odjemalec na osebnem računalniku program, napisan
v programskem jeziku Delphi, in skrbi za posredovanje ukazov, poslanih s
terminalov, sistemu, ki upravlja z lučmi. Komunikacija z mrežo je realizirana
s pomočjo “Indy” Delphi komponente, ki vsebuje podporo TCP in UDP
komunikaciji. Za MQTT del programa pa smo uporabili TMS MQTT klienta.
To je plačljiv klient z brezplačno različico, ki nam omeji samo čas izvajanja
programa brez ponovnega zagona. Klient deluje v svoji niti, ki sprejema in
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Slika 4.1: Delphi IDE
pošilja pakete, nato pa nas s pomočjo klicev metod obvesti, da je prispel nov
paket ali odgovor na “ping”.
Računalnǐski program na globalnem nivoju deluje kot MQTT klient. To
pomeni, da prejme le informacije, poslane na teme, na katere je naročen.
Ker je stenskih terminalov veliko in ima vsak svojo ID številko, ki jo doda
v temo, na katero pošilja na primer “SHTerm/102/Kopalnica/temp”, bi bilo
naročanje na vse teme potratno. MQTT protokol nam zato omogoča, da v
temo, na katero se naročamo, dodamo “joker” simbol, ki lahko predstavlja
katerokoli zaporedje znakov. Ta simbol je “+”, uporabimo pa ga kot “SH-
Term/+/Kopalnica/temp” in posledično prejemamo sporočila za nastavitev
kopalnǐske temperature vseh terminalov.
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Slika 4.2: Uporabnǐski vmesnik odjemalca na osebnem računalniku
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4.2.3 Odjemalec na osebnem računalniku
Uporabnǐski vmesnik odjemalca na osebnem računalniku lahko vidimo na
sliki 4.2. Z gumbom “Connect” se povežemo na MQTT posrednika, ki teče
na IP in vratih, vpisanih v za to namenjenih poljih. Ko se je klient povezal na
posrednika, lahko poženemo še “Loopback” klienta, ki skrbi za posredovanje
informacij. Če sta obe statusni polji zeleni, pomeni, da nam je povezovanje
uspelo. V izpisu na dnu okna lahko vidimo tudi podatke, ki jih sprejemamo
oz. pošiljamo. Vrstica, v kateri pǐse “Pong”, signalizira, da smo posredniku
poslali sporočilo, da naš klient še deluje, tako kot je zahtevano v protokolu.
MQTT klient vsebuje tudi okno za pošiljanje in naročanje po izbiri. Ta
nam omogoča lažje razhroščevanje in pošiljanje podatkov na teme, ki nam
drugače niso dosegljive.
4.3 Potek komunikacije
Ko uporabnik na stenskem terminalu klinkne gumb, se želeni MQTT pa-
ket doda v vrsto za pošiljanje. Tema paketa se generira s pomočjo pritiskov
na straneh z načrti, opisanimi v poglavju 5.1.3, poslani podatki pa so ustvar-
jeni glede na tekoče stanje. Če je na primer luč v kopalnici ugasnjena, potem
na temo pošljemo ukaz, naj se prižge. Stanja so jasno predstavljena tudi na
uporabnǐskem vmesniku.
Paket se nato iz MQTT vrste pošlje v omrežje do posrednika. Posrednik
preveri, kateri klienti so naročeni na temo v paketu, in jim posreduje dobljeni
paket.
V primeru stenskih terminalov je na teme, na katere objavljajo podatke
terminali, naročen le odjemalec na osebnem računalniku. Ta ukaze, poslane s
terminalov, obdela, pošlje sistemu za upravljanje z lučmi, nato pa v primeru
uspeha na “loopback” teme pošlje potrditev. Če na primer terminal na temo
za delovanje senzorja “SHTerm/112/Kopalnica/SenzorOnOff” pošlje “ON”
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Slika 4.3: Shema komunikacije
in naš računalnǐski odjemalec uspešno izvede akcijo, povezano s tem, potem
odjemalec na osebnem računalniku na temo “SHTerm/loopback/Kopalnica
/SenzorOnOff” pošlje “ON”. Tako vsi terminali dobijo informacijo, da se je
status senzorja spremenil in to lahko posledično prikažejo na svojem upo-




Kot smo že omenili v poglavju 2.2.2, smo grafični vmesnik terminala sestavili
s pomočjo orodja “GFX designer”, ki je bilo razvito posebej za ta namen.
Orodje nam omogoča “pick and place” urejanje grafičnega vmesnika in ge-
nerira posebne datoteke, ki jih naložimo na stenski terminal.
5.1 Oblikovanje grafičnega vmesnika
Prvi korak izdelave grafičnega vmesnika je bilo oblikovanje ozadja in
barvne sheme. Pri tem smo si pomagali s programom “Adobe Photoshop”.
Z njim smo oblikovali ozadje in idejno zasnovo za uporabnǐski vmesnik sten-
skega terminala. Zasnovo lahko vidimo na sliki 5.1. Odločili smo se za mi-
nimalističen pristop z “ravnim” oblikovanjem. To pomeni, da komponente
uporabnǐskega vmesnika nimajo senc in treh dimenzij, ampak so večinoma
le dvodimenzionalne. Za glavno barvo smo izbrali modro, saj stenskim ter-
minalom doda futuristično noto. Kako se je maketa prelila v izvedbo, pa
lahko vidimo na sliki 2.2. Vremensko napoved v sliki trenutno zamenjuje IP
številka, saj strežnik trenutno terminalom še ne pošilja vremenske napovedi,
IP pa nam pomaga pri identifikaciji in pogostem posodabljanju terminalov.
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Slika 5.1: Maketa glavne strani
5.1.1 Oblikovanje menija in navigacije
Pri oblikovanju glavnega menija smo začeli z navigacijsko vrstico. Upo-
rablja se za vračanje na domači zaslon, preǰsnji zaslon ali pa za pomikanje na
druge strani menija. Oblikovana je tako, da zasede kar najmanj uporabnega
prostora na zaslonu, gumbi pa so še vedno dovolj veliki za pritiske s prstom.
Glavni meni nas s pritiskom na vnos v meniju popelje do ostalih funkcio-
nalnosti stenskega terminala. V glavnem meniju pa ni povezave do servisnega
menija, saj je namenjem le serviserjem in naprednim uporabnikom.
Ob kliku vnosa “Play melody” nam terminal zaigra eno od vnaprej pri-
pravljenih melodij. Ob kliku na vnos “map” nam meni pokaže načrt objekta,
s katerim lahko upravljamo luči. Načrt je podrobneje opisan v poglavju 5.1.3.
Gumb “Info” nam na zaslon izpǐse podrobnosti o stenskem terminalu. Ta
stran je razložena v poglavju 5.1.2. Na sliki lahko vidimo tudi gumb “Hec
Dneva”, ki nam na zaslon izpǐse dnevno šalo, ki jo računalnǐski klient posre-
duje vsem stenskim terminalom.
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Slika 5.2: Glavni meni
5.1.2 Oblikovanje informacijske strani
Info stran nam ponuja pregled nad strojno in programsko opremo sten-
skega terminala. Na sliki 5.3 lahko vidimo, da nam poleg IP številke, ki je
izpisana tudi na domačem zaslonu, prikaže še MAC številko, ID zaslona, ki
igra pomembno vlogo tudi pri komuniciranju z MQTT, verzijo programske
opreme ter uporabnǐsko ime in geslo za spletno konzolo.
Poleg vseh podatkov lahko na levi strani informacijske strani vidimo tudi
QR kodo. Ta nam omogoča hitro povezavo do spletne konzole specifičnega
stenskega terminala. QR koda je uporabna predvsem na mobilnih napravah,
na katerih jo lahko s pomočjo kamere poskeniramo.
5.1.3 Oblikovanje načrta
Stran načrt nam omogoča izbiro in krmiljenje luči v objektu. Na začetku
se nam pokaže stranski ris objekta, da lahko izberemo etažo, kot je vidno na
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Slika 5.3: Informacijska stran
Slika 5.4: Stranski ris objekta na strani načrt
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Slika 5.5: Upravljanje luči v sobi
sliki 5.4. Ko izberemo nadstropje, se nam narǐse tloris, kjer nato izberemo
sobo. Če smo izbrali napačno nadstropje, se lahko vrnemo en korak nazaj z
gumbom “back” ali pa na začetno stran z gumbom “home”.
Po izbiri sobe se na stenskem terminalu izrǐse stran za upravljanje z njo.
Uporabnǐski vmesnik lahko vidimo na sliki 5.5. S prvim gumbom lahko
prižgemo ali ugasnemo luč. Z drugim lahko aktiviramo ali deaktiviramo
senzor v sobi. Drsnik pa nam v kombinaciji z gumbom “SET BRIGHTNESS”
omogoča nastavljanje jakosti svetlobe. Ko smo z nastavitvami zadovoljni, se
lahko vrnemo na domačo stran ali pa izberemo drugo sobo. Uporabnǐski
vmesnik je predvsem enostaven za uporabo in z velikimi gumbi prilagojen
zaslonom na dotik.
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5.2 Generiranje GFX kode
Kot smo že omenili, lahko z “gfxDesigner-jem” objektom na strani, ki smo
jo ustvarili, dodamo tudi akcije. Koda se na računalnǐski strani generira
v posebne binarne datoteke s predpono SCR. Tovrstne datoteke terminalom
povedo različne parametre o strani in njeni obliki, hkrati pa so v njih zapisane
tudi akcije, ki jih je uporabnik nastavil za posamezne elemente na tej strani.
Ob prekinitvi zaradi akcije na element terminal pogleda v tabelo akcij za
prikazano stran. Če akicja za element obstaja, jo izvede. Na koncu se pokliče
še metoda, v kateri lahko ročno generiramo akcije.
5.2.1 Avtomatsko generiranje kode
Za marsikatero akcijo nam prav pride avtomatsko generiranje kode. Pritiske
na uporabnǐski vmesnik lahko tako direktno povežemo z akcijo, ne da bi pri
tem morali napisati veliko kode. Tako lahko na primer gumb kar direktno za-
igra melodijo, zamenja aktivno stran, požene časovnik, ohranjevalnik zaslona
itd.
To smo uporabili predvsem za menjanje aktivne strani, saj je pisanje
vsakič iste kode zamudno in potratno. Tako se na primer ob pritisku gumba
“back” na straneh, ki to omogočajo, avtomatsko naloži preǰsnja stran brez
dodatne kode. Tudi ob pritisku na gumb “Play melody” se avtomatsko pred-
vaja vnaprej nastavljena melodija s pomočjo že omenjenega mehanizma.
5.2.2 Ročno generiranje kode
Kodo pa seveda lahko generiramo tudi ročno. Ročno se koda generira v da-
toteki, ki upravlja z grafičnim vmesnikom. Prihajajoči dogodki so grupirani
po tipu dogodka. Znotraj želenega tipa ustavimo preverjanje ID-ja grafične
komponente, da izvemo, katera nam dogodek pošilja. Ko smo prepričani, da
gre za želeno komponento, lahko izvedemo poljubno programsko kodo.
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Ta pristop smo uporabljali predvsem za gumbe, ki izvajajo isto akcijo.
To je na primer gumb za vračanje na osnovno stran. Ta se pojavi skoraj na
vsaki neosnovni strani, njegov pritisk pa v vrsto grafičnega vmesnika doda
prehod na osnovno stran. Ročno generirano kodo prehoda na osnovno stran
in grupiranja akcij gumbov lahko vidimo na sliki 5.6, kjer vse akcije, ki imajo
v imenu “home”, pokličejo isto funkcijo. Prehod se, ko pride grafični vmesnik
na vrsto za procesiranje, tudi zgodi.
Ročno smo generirali tudi dodajanje MQTT paketov v vrsto. Ko upo-
rabnik pritisne na gumb na MQTT strani, se paket doda v vrsto. Kateri
paket se doda, pa se stenski terminal odloči na podlagi ID-ja pritisnjenega
gumba. Primer dodajanja paketa za vklop in izklop senzorja v sobi lahko vi-
dimo na sliki 5.6, kjer spodnji blok kode generira MQTT sporočilo. Najprej
se z ukazom “ele MQTT get recievedData” pridobijo podatki o trenutnem
stanju senzorja, nato pa se glede na te podatke v “tmpItem.msg” generira
ustrezno sporočilo. Na koncu se s pomočjo spremenljivke “currRoom” na-




To diplomsko delo predstavlja implementacijo vzorčnega sistema za krmilje-
nje pametne hǐse. Najprej smo predstavili razloge za implementacijo takšne
rešitve ter potrebno strojno in programsko opremo. Nato smo se spoznali s
terminalom in predstavili programiranje zanj. V nadaljevanju smo predsta-
vili tudi MQTT protokol, njegovo delovanje, prednosti in pomanjkljivosti. V
četrtem poglavju smo opisali nastajanje strežnika. Razjasnili smo njegov na-
men in integracijo s sistemom za luči. Na koncu pa smo opisali še oblikovanje
grafičnega vmesnika in njegovo integracijo s stenskim terminalom.
Sistem pa še zdaleč ni končan. Za končni produkt bi bila potrebna bolǰsa
intergracija s sistemom za luči in s še kakšnim drugim sistemom v pametni
hǐsi, kot so senčila, različni senzorji, ogrevanje. Tako bi hǐsa postala zares
pametna, mi pa bi bili zmožni njenega upravljanja v vsaki sobi.
Na strani računalnǐskega klienta manjkajo še različni dodatki, kot so ko-
munikacija z različnimi internetnimi API-ji za sprotno pridobivanje vremen-
ske napovedi, šal in podobnih podatkov. Te bi računalnǐski klient preko
MQTT pošiljal na stenske terminale, ki bi z dodanimi informacijami postali
še bolj uporabni.
Na koncu je tukaj še piljenje uporabnǐskega vmesnika, kateri je trenutno
prednostno uporaben in ne lep. Za implementacijo takšnega projekta, ki
bi bil na primer primeren za prodajo, bi bilo potrebno precej več časa ali
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večja ekipa programerjev. Projekt je namreč obsežen in vključuje vse od
programiranja za vgrajene sisteme do pisanja računalnǐskih programov in
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