Abstract. In this paper we introduce an approach that allows to handle the containment problem for the fragment XP(/,//,[ ], * ) of XPath. Using rewriting techniques we define a necessary and sufficient condition for pattern containment. This rewrite view is then adapted to query evaluation on XML documents, and remains valid even if the documents are given in a compressed form, as dags.
Introduction
The focus in this paper is on the containment problem ([1,2] ) for the fragment XP(/,//,[ ], * ) of XPath. XPath ([3] ) is the main language for navigating and selecting nodes in XML documents. The segment XP(/,//,[ ], * ) defines a class of Core XPath queries expressing descendant relationships between nodes, possibly containing filters, and allowing to use the don't-care (or wildcard) symbol ' * '. The queries of this fragment can be modeled by patterns: tree like graphs having two types of edges child and descendant. Every XML document t is an unranked tree t = (N odes t , Edges t ), and can also be seen as a pattern. For any two patterns P and Q, we say that P is contained in Q (P ⊆ Q), iff the query represented by Q is more general than the one represented by P . For example, a/b is contained in a//b, since child (/) is a particular case of descendant (//).
The big interest in the query containment problem ([1,2,4,5] ) is motivated by its applications. Using the notion of pattern containment we can define queries which are equivalent, i.e., that on any XML document, select the same set of nodes. The query equivalence problem is closely linked to the query minimization problem, which is essential for data base researchers. Since the time required for the evaluation of a given query Q is linear with respect to the size of Q ([6]), the minimization -possibility of replacing Q by an equivalent query of smaller size -is of interest from the point of view of complexity ([7,8,9,10] ).
We propose to handle the containment problem using a rewrite approach. We define a set of rewrite rules based on the semantics of XP(/,//,[ ], * )-query containment, and show that for any two patterns P and Q, P is contained in Q if and only if we can rewrite P to Q using these rules. This provides a characterization of the containment problem using algebraic techniques, which was missing in the literature. Such a rewrite view gives us a uniform framework to treat also other problems, for instance query evaluation. We extend our approach on compressed documents encoded as straightline regular grammars, and apply our rewrite technique in order to evaluate XP(/,//,[ ], * )-queries on compressed or unfolded (arborescent) XML documents. This paper is organized as follows: In Section 2 we introduce terminology and notation, and recall some results on the pattern containment problem. Our rewrite method is presented in Section 3. Finally, in Section 4 we show how to adapt this rewrite approach to the query evaluation problem.
The Pattern Containment Problem
Let Σ be an alphabet containing the element names of all XML documents considered. In this work we consider the fragment XP(/,//,[ ], * ) of XPath, which consists of: node tests (symbols from Σ ∪{ * }), child axis (/), descendant axis (//), and qualifiers also called filters ([...] ). Any element of XP(/,//,[ ], * ) is a query that can be represented as a rooted tree structure graph over Σ ∪ { * }, called unary pattern, having:
-edges of two types: simple for child, and double for descendant, -nodes labeled by the symbols from Σ ∪ { * }, -one distinguished node marked with a special selection symbol 's' representing the output information (located at the end of the main path in the query considered).
For instance, the unary pattern in Figure 1 Thus, all patterns considered in the sequel will be boolean, and they will be simply called patterns. For a given pattern P , we denote by N odes P the set of all its nodes. For any u ∈ N odes P , name P (u) stands for the element of Σ ∪{ * } labeling the node u. By Edges ↓ (P ) and Edges ⇓ (P ) we mean respectively the set of child and descendant edges of P . We define the size of P (denoted by |P |) to be the number of all edges in P . 
