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Os avanc¸os tecnolo´gicos no modelo de cloud teˆm vindo a possibilitar o aumento exponencial
na quantidade de informac¸a˜o armazena´vel online. Servic¸os de partilha de ficheiros como
Dropbox ou Google Drive ja´ desempenham um papel importante entre os utilizadores, tor-
nando a partilha e acessibilidade de ficheiros uma funcionalidade cada vez mais desejada.
A implementac¸a˜o de sistemas seguros esta´ rigorosamente associada a` noc¸a˜o de confianc¸a.
Os servic¸os de partilha utilizados na pra´tica tendem a contemplar um nı´vel de confianc¸a
leve, habitualmente considerando apenas adversa´rios que na˜o o provedor, o que inviabiliza
estes sistemas para os utilizadores com informac¸a˜o sensı´vel. Por outro lado, na˜o depositar
qualquer confianc¸a no provedor e´ uma soluc¸a˜o contradito´ria ao modelo, uma vez que forc¸a
a maior parte do processamento a ser realizado localmente e a elevada performance dos
servidores remotos mantem-se inutilizada.
Assim, os desafios associados ao desenvolvimento de seguranc¸a para cloud consistem
em adaptar o grau de confianc¸a exigido, de modo a equilibrar performance, seguranc¸a e
funcionalidade.
Esta dissertac¸a˜o propo˜e-se a realizar uma avaliac¸a˜o da seguranc¸a atual e das soluc¸o˜es
alternativas existentes, bem como a implementac¸a˜o de um sistema de partilha de ficheiros
seguro. Os objetivos iniciais passam pela ana´lise das alternativas atrave´s de uma abor-
dagem tanto teo´rica como pra´tica, identificando os problemas, apresentando alternativas
e testando a viabilidade das mesmas. Finalmente, foi implementado um sistema que vai
aplicar o conhecimento contemplado numa perspetiva pra´tica, seguido de uma validac¸a˜o de




Technological developments in the cloud model allow for an exponential growth in the online
storage of information. File sharing services such as Dropbox or Google Drive already play
an important role among the users, promoting the demand for information availability and
data sharing.
The implementation of secure systems is strictly related to the concept of trust. In practice,
data sharing systems tend to assume a weak level of trust, usually considering an adversary
model that excludes the provider, reducing its usefulness for users with sensible information.
On the other hand, not trusting the provider in any way is a solution that contradicts the model
itself, as it forces the bulk of processing to be performed locally, and the remote server’s high
performance remains unused.
Therefore, the challenges in developing cloud security consist in adapting the trust level,
balancing performance, security and functionality.
This thesis proposes an analysis of the current security and its alternative solutions, as well
as an implementation of a secure file sharing system. These initial objectives consist on both
a theoretical and practical approach to the subject, identifying the problems, presenting al-
ternatives and testing their viability. Finally, the implemented system is to apply the solutions
previously evaluated on a practical perspective, followed by a security validation that allows
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No mundo digital, os avanc¸os tecnolo´gicos possibilitaram o aumento exponencial na quanti-
dade de informac¸a˜o armazena´vel. Este crescimento leva, por sua vez, a uma necessidade
cada vez maior de funcionalidades de partilha de ficheiros. Afinal, se os utilizadores teˆm
cada vez mais dados guardados, mais desses dados va˜o ser u´teis quando partilhados com
outras pessoas [23].
A facilidade de partilha veio a aumentar com o melhoramento de redes que permitem a
transmissa˜o mais ra´pida e dinaˆmica de ficheiros e, inevitavelmente, este foi um ponto que
veio a acentuar-se com a evoluc¸a˜o da internet. A generalizac¸a˜o do servic¸o e as ligac¸o˜es de
melhor qualidade levaram os utilizadores a sentir-se constantemente ligados atrave´s deste
sistema, querendo cada vez mais poder interagir uns com os outros com a mesma facilidade
e rapidez que o fariam na vida real [14].
O modelo de cloud consiste na utilizac¸a˜o de servidores remotos para processamento e
armazenamento. Recorrendo a este paradigma, os clientes sa˜o cobrados apenas pelos
recursos necessa´rios a cada momento, beneficiando da elasticidade do modelo e de uma
reduc¸a˜o no investimento inicial em infraestrutura. O interesse em utilizar a internet como
um meio de partilha conjuga naturalmente com a noc¸a˜o de cloud, que agrega informac¸a˜o
de diferentes utilizadores num mesmo datacenter.
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Servic¸os de partilha de ficheiros como Dropbox ou Google Drive ja´ desempenham um papel
importante entre os utilizadores, tornando a partilha e acessibilidade de ficheiros uma funci-
onalidade cada vez mais desejada. No entanto, o ignorar de medidas de seguranc¸a em prol
de melhor performance po˜e em causa a utilizac¸a˜o destes sistemas [42].
A implementac¸a˜o de sistemas seguros esta´ rigorosamente associada a` noc¸a˜o de confianc¸a,
sendo que esta define as entidades contra as quais se planeia contrariar ameac¸as. Os
servic¸os de partilha utilizados na pra´tica tendem a contemplar um nı´vel de confianc¸a leve,
habitualmente considerando apenas adversa´rios que na˜o o provedor. Atitudes como estas
tornam os sistemas invia´veis aos utilizadores com informac¸a˜o sensı´vel, que exigem garan-
tias mais fortes.
Por outro lado, na˜o confiar no provedor e aplicar te´cnicas criptogra´ficas do lado do cliente e´
uma soluc¸a˜o contradito´ria ao modelo, uma vez que a maior parte do processamento e´ rea-
lizado localmente e a elevada performance dos servidores remotos mantem-se inutilizada.
Esta opc¸a˜o de manter a informac¸a˜o cifrada durante a transmissa˜o e armazenamento tende
a drasticamente reduzir a performance de um sistema, bem como a eliminar funcionalidades
que exijam processamento remoto.
Assim, os desafios associados ao desenvolvimento de seguranc¸a para cloud consistem
em adaptar o grau de confianc¸a exigido, de modo a equilibrar performance, seguranc¸a e
funcionalidade.
1.2 Partilha de ficheiros na cloud
O modelo de cloud
O modelo cloud define um modelo computacional que recorre a` utilizac¸a˜o de servidores lo-
calizados remotamente, quer para processamento como para armazenamento. Este termo
e´ utilizado para fazer refereˆncia tanto a`s aplicac¸o˜es que sa˜o disponibilizadas como servic¸os
online, como ao hardware e aos datacenters que providenciam esses mesmos servic¸os.
Numa abordagem na˜o orientada a` nuvem, os recursos das empresas sa˜o limitados pelo
investimento inicial. Essa decisa˜o e´ importante e complexa, uma vez que uma escolha
menos adequada pode resultar num excesso de recursos para o servic¸o oferecido ou numa
incapacidade de atender a um fluxo de pedidos maior que o previsto.
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A adaptabilidade do modelo de cloud possibilita a`s empresas um investimento inicial redu-
zido e uma melhor resposta a`s flutuac¸o˜es do seu servic¸o. Atrave´s desta forma de escalar
pay-as-you-go, apenas sa˜o utilizados os recursos necessa´rios a cada momento, evitando a
problema´tica do investimento inicial e oferecendo ao sistema capacidades de adaptac¸a˜o a
pontos crı´ticos de procura [6, 31]. Esta elasticidade natural da cloud e´ uma caraterı´stica
central no agressivo crescimento deste modelo.
As ideias primordiais do modelo de cloud surgiram nos anos 60. Joseph Licklider visionou
uma ligac¸a˜o global, que permitia acesso a programas e informac¸a˜o de qualquer site, a qual-
quer momento. Segundo Margaret Lewis, diretora de marketing da AMD, esta e´ uma pers-
petiva muito semelhante ao que hoje e´ considerado cloud computing [44]. O estado atual da
cloud apresenta-se como um modelo com capacidades de processamento aparentemente
ilimitadas. Um exemplo do poder destes servidores foi dado pela Amazon que, em 2011,
participou na competic¸a˜o de top500 supercomputadores com o seu servic¸o, alcanc¸ando
a posic¸a˜o 42 [25]. Isto significou que era possı´vel ter acesso a poder de processamento
iguala´vel aos melhores computadores do mundo sem ter de adquirir a maquinaria associ-
ada.
Servic¸os de partilha de ficheiros
O potencial de armazenamento apresentado pela cloud tornou propı´cia a implementac¸a˜o e
utilizac¸a˜o de servic¸os de armazenamento de ficheiros sobre este modelo. A existeˆncia dos
mesmos tem, como consequeˆncia, a procura por funcionalidades de partilha e consequente
desenvolvimento de sistemas que respondem a esses problemas.
A noc¸a˜o de partilha de dados refere-se apenas a` possibilidade de os tornar acessı´veis a
terceiros. No entanto, esta funcionalidade tem vindo a evoluir, permitindo sincronizac¸a˜o de
pastas, backup automa´tico e divisa˜o de permisso˜es. Sistemas como Dropbox ou Google
Drive sa˜o exemplos de ofertas de mercado populares, que abordam partilhas de ficheiros
com caraterı´sticas adicionais. O desenvolvimento de mais avanc¸adas funcionalidades de
partilha implica o considerar de requisitos de seguranc¸a adaptados a esses propo´sitos.
Proteger a integridade e confidencialidade dos dados na presenc¸a de entidades na˜o auto-
rizadas e´ o requisito mais ba´sico, uma vez que e´ necessa´rio na forma mais simplista da
partilha. Salvaguardar o controlo de acessos contra adulterac¸a˜o tambe´m e´ um requisito
essencial, sempre que o sistema recorra a um mecanismo que associe ficheiros a utiliza-
dores com permisso˜es de acesso. Detetar tentativas de personificac¸a˜o tambe´m pode ser
3
relevante, uma vez que na˜o implica adulterar o controlo de acessos, mas a autenticac¸a˜o em
si. Limitar os utilizadores a`s suas permisso˜es representa outra exigeˆncia dos sistemas que
permitam diferentes tipos de partilha, como read-only e read-write. A definic¸a˜o destes re-
quisitos e´ fulcral no desenvolvimento de sistemas seguros e vai consistir num dos objetivos
iniciais deste trabalho.
1.3 Modelos de confianc¸a
Uma pra´tica habitual na utilizac¸a˜o de sistemas digitais consiste na distribuic¸a˜o de diferentes
poderes e permisso˜es entre as entidades que fazem parte do mesmo. Como tal, e´ impor-
tante a definic¸a˜o da confianc¸a depositada nessas diferentes entidades, de modo a atender
aos requisitos de seguranc¸a exigidos ao sistema.
As abordagens pra´ticas tendem a assumir que os provedores de cloud sa˜o confia´veis. Isto
permite que certas medidas de seguranc¸a possam ser realizadas do lado dos servidores,
como a cifragem ou o controlo de acessos. Desta forma, o sistema atinge uma melhor
performance e os servidores continuam a poder realizar operac¸o˜es sobre a informac¸a˜o,
uma vez que teˆm acesso ao texto-limpo.
Pore´m, a necessidade de manusear informac¸a˜o confidencial ou sensı´vel exige um maior
cuidado com estas assunc¸o˜es, tornando este nı´vel de confianc¸a impratica´vel. Na˜o assu-
mindo confianc¸a no provedor, as medidas implementadas va˜o ter de contemplar ameac¸as
provenientes dos servidores que armazenam informac¸a˜o, implicando mais processamento
do lado do cliente e reduzida performance do servic¸o.
Relaxar este modelo permite que as entidades confia´veis funcionem com menos obsta´culos
e, consequentemente, maximizem a sua contribuic¸a˜o para o sistema em geral. Neste tra-
balho va˜o ser avaliados os diferentes nı´veis de confianc¸a que podem ser depositados num
ambiente de partilha de ficheiros na cloud e de que forma esses influenciam as medidas
de seguranc¸a. A finalidade desta ana´lise e´ a de encontrar um grau de confianc¸a adequado
a` utilizac¸a˜o para clientes com informac¸a˜o sensı´vel, mantendo uma performance via´vel na
aplicac¸a˜o pra´tica.
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1.4 Objetivos e contribuic¸o˜es
Atendendo aos problemas discutidos acima, o trabalho realizado nesta dissertac¸a˜o pode-se
dividir em quatro objetivos principais. Os dois iniciais sa˜o focados na ana´lise do estado da
arte pra´tico e teo´rico, enquanto que os restantes abordam as contribuic¸o˜es em si:
i. Ana´lise de seguranc¸a dos sistemas de partilha. Esta fase vai consistir numa abordagem
do estado da arte da partilha de ficheiros na cloud, de forma consistente com a metodo-
logia de ana´lise de seguranc¸a para sistemas digitais. Espera-se conseguir uma imagem
das medidas de seguranc¸a impostas pelos servic¸os e das respetivas fraquezas.
ii. Estudo de soluc¸o˜es alternativas. Observando os problemas assinalados em (i), esta
fase consiste na investigac¸a˜o de protocolos que apresentem respostas a`s insuficieˆncias
atuais. O objetivo consiste em listar e definir os diferentes avanc¸os teo´ricos e experi-
mentais, bem como contextualizar a sua utilizac¸a˜o na partilha de ficheiros segura.
iii. Experimentac¸a˜o das abordagens teo´ricas, isto e´, a recolha de dados pra´ticos que permi-
tam avaliar as alternativas referidas em (ii). Esta contribuic¸a˜o passa pela implementac¸a˜o
de um benchmark que deve executar testes com as diferentes soluc¸o˜es alternativas
identificadas, bem como a ana´lise dos resultados obtidos com o mesmo.
iv. Implementac¸a˜o de um sistema de partilha de ficheiros seguro, recorrendo a`s aborda-
gens estudadas. Este sistema deve contemplar os requisitos funcionais e de seguranc¸a
estudados em (i), utilizar abordagens criptogra´ficas referidas em (ii) e, apoiado em da-
dos obtidos em (iii), apresentar uma validac¸a˜o de seguranc¸a que permita comparabili-
dade com servic¸os atuais.
O objetivo central deste trabalho passa por abordar as alternativas aos sistemas existentes
e implementar um sistema que fac¸a uso dessas soluc¸o˜es numa aplicac¸a˜o pra´tica. Desta
forma, e´ realizada uma contribuic¸a˜o para os sistemas seguros de cloud apoiada por dados
experimentais, bem como implementada uma prova de conceito que pode ser utilizada como
base para futuros desenvolvimentos.
1.5 Organizac¸a˜o do documento
Esta dissertac¸a˜o esta´ estruturada em sete capı´tulos seguidos de treˆs de anexos, contendo
informac¸a˜o adicional ao trabalho desenvolvido. Assim, nos capı´tulos 2, 3 e 4 sa˜o abordados
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e estudados os conceitos relacionados com a dissertac¸a˜o. No capı´tulo 2, e´ analisada a
seguranc¸a dos sistemas e da informac¸a˜o, enquadrando e servindo como base a` abordagem
realizada nos restantes capı´tulos. No capı´tulo 3, e´ explorado o estado da arte da partilha de
ficheiros na cloud, atendendo a`s necessidades funcionais e a uma ana´lise de seguranc¸a. O
capı´tulo 4 e´ dedicado a` avaliac¸a˜o dos obsta´culos a`s soluc¸o˜es pra´ticas atuais, apresentando
alternativas teo´ricas de protocolos e de primitivas de seguranc¸a.
O capı´tulo 5 consiste na implementac¸a˜o e ana´lise de resultados de um benchmark. O
propo´sito do mesmo e´ o recolher de dados que possam servir como argumento para as
primitivas exploradas no capı´tulo 4.
O capı´tulo 6 engloba a implementac¸a˜o e validac¸a˜o de um sistema de partilha de ficheiros
seguro. A sua composic¸a˜o passa por: i. especificac¸o˜es de implementac¸a˜o, ii. componentes
e operac¸o˜es, iii. ana´lise de seguranc¸a, iv. ambiente e configurac¸a˜o e v. validac¸a˜o.
O capı´tulo 7 consiste na apresentac¸a˜o de concluso˜es relacionadas com o trabalho realizado,
bem como propostas para desenvolvimento futuro.
Em anexo, encontra-se material mais especı´fico do que o abordado ao longo da dissertac¸a˜o,
de modo a manter o nı´vel de detalhe sem pesar na leitura do documento em geral. Neste
capı´tulo podem-se consultar construc¸o˜es de esquemas criptogra´ficos, descric¸o˜es extensi-
vas de operac¸o˜es do sistema e diagramas de atividade.
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Capı´tulo 2
Seguranc¸a da informac¸a˜o e de sistemas
2.1 Seguranc¸a de sistemas informa´ticos
Documentos de conteu´do confidencial, ou de tal forma crı´tico que exigem um cuidado
acrescido no seu manuseamento, sa˜o habitualmente categorizados como “informac¸a˜o
sensı´vel”. Este termo pode ser atribuı´do a quaisquer dados que devem ser protegidos con-
tra divulgac¸a˜o, adulterac¸a˜o e ataques a` sua acessibilidade. Sistemas seguros, por sua vez,
procuram oferecer aos utilizadores um servic¸o reforc¸ado com garantias de confiabilidade na
sua utilizac¸a˜o, de modo a aceder a estas necessidades.
No entanto, apesar das medidas de salvaguarda serem a origem deste tipo de sistemas, e´
importante ter em conta a usabilidade dos mesmos. Um sistema seguro ideal na˜o so´ for-
nece certas garantias aos utilizadores, como tambe´m pode ser utilizado para os mesmos
propo´sitos que outros sistemas do mesmo ge´nero, uma vez que as medidas de seguranc¸a
que envolvam a perda de funcionalidades ou a reduc¸a˜o excessiva de performance podem
tornar um servic¸o inutiliza´vel na pra´tica. A aplicac¸a˜o de medidas de seguranc¸a deve con-
templar estas noc¸o˜es, focando-se na˜o numa perspetiva bina´ria de “seguro” ou “inseguro”,
mas sim em conseguir as garantias de seguranc¸a necessa´rias para o sistema ser seguro o
suficiente, mantendo uma qualidade de utilizac¸a˜o adequada.
Segundo [30], e´ aconselhado seguir va´rias diretrizes na aproximac¸a˜o a` seguranc¸a digi-
tal, devendo esta ser custo-eficiente, centrada no objetivo da organizac¸a˜o, de perio´dica
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verificac¸a˜o, dependente de fatores sociais, entre outras. Assim, para uma abordagem mais
explı´cita e minuciosa, a seguranc¸a do sistema exige a definic¸a˜o de responsabilidades para
os diferentes intervenientes, o estabelecimento de ameac¸as e riscos ao bom funcionamento
do sistema e a delimitac¸a˜o da polı´tica de seguranc¸a da empresa perante esses crite´rios.
2.1.1 Roles, ameac¸as e polı´ticas de seguranc¸a
Responsabilidades e roles
Todos os envolvidos na utilizac¸a˜o de um certo sistema esta˜o responsa´veis pela sua
seguranc¸a. No entanto, como a pra´tica habitual das organizac¸o˜es envolve a divisa˜o de
cargos entre os seus funciona´rios, a definic¸a˜o de roles vai permitir que o sistema possa
atribuir as diferentes responsabilidades na sua operac¸a˜o. A tı´tulo de exemplo:
• Os administradores devem estabelecer o programa e as polı´ticas de seguranc¸a a se-
guir, delimitando as prioridades e os objetivos que procuram servir os interesses da
organizac¸a˜o.
• Os gestores de seguranc¸a devem ser encarregues de gerir interac¸o˜es entre os dife-
rentes elementos que podem interferir na seguranc¸a de um sistema, bem como da
gesta˜o da seguranc¸a digital aplicada ao mesmo.
• Os utilizadores devem ser responsabilizados pelo detalhar das suas exigeˆncias a nı´vel
de seguranc¸a perante o sistema.
E´ aconselha´vel que esta divisa˜o de responsabilidades seja feita recorrendo a grupos de
intervenientes, aqui tendo sido abordados apenas 3, dependendo estes grupos do caso es-
pecı´fico em que esta˜o inseridos. Uma divisa˜o granular de obrigac¸o˜es simplifica a utilizac¸a˜o
e torna o processo de avaliac¸a˜o mais fa´cil e detalhado.
Ameac¸as e riscos
Os sistemas informa´ticos sa˜o vulnera´veis a va´rias ameac¸as, que podem causar diferentes
tipos de danos. Estas ameac¸as englobam atividades de entidades externas (hackers) que
divulgam informac¸a˜o privada, ac¸o˜es de utilizadores maliciosos do sistema que corrompem
a informac¸a˜o, ataques de denial-of-service (DoS) que levam a` inacessibilidade dos dados,
entre outros. Uma vista geral do tipo de ameac¸as presentes no sistema vai permitir que a
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salvaguarda e as medidas de recuperac¸a˜o de recursos sejam mais adequadas aos aconte-
cimentos.
Como nas responsabilidades, as ameac¸as tambe´m costumam ser agrupadas por tipo, agre-
gando: erros e omisso˜es, fraude e roubo, sabotagem por parte de empregados, perda
de infraestruturas fı´sicas, hackers maliciosos, espionagem industrial, co´digo malicioso ou
ameac¸as a` privacidade pessoal. Um conhecimento vasto das ameac¸as e´ crucial para a
implementac¸a˜o de seguranc¸a custo-eficiente, uma vez que, quanto mais pormenorizada-
mente forem conhecidos os adversa´rios ao funcionamento do sistema, mais especı´ficas e
adaptadas va˜o ser as respetivas contramedidas.
As atitudes perante as ameac¸as avaliadas nunca conseguem elimina-las por completo, ape-
nas reduzir a probabilidade da sua ocorreˆncia. O processo de avaliac¸a˜o de risco, reduc¸a˜o
de risco e manutenc¸a˜o das medidas para manter o risco em nı´veis aceita´veis chama-se
gesta˜o de risco.
A avaliac¸a˜o de risco consiste em:
1. Identificar bens e ameac¸as presentes no sistema, explicitando as componentes abor-
dadas.
2. Avaliac¸a˜o de consequeˆncias, isto e´, dos danos causados pelo sucesso das ameac¸as
nos bens abordados.
3. Ana´lise de salvaguarda, atribuindo o grau em que uma dada medida consegue, real-
mente, proteger os bens perante as ameac¸as.
4. Ana´lise de vulnerabilidade, contra´ria ao ponto anterior, avaliando o qua˜o vulnera´vel e´
o sistema, relativo a` fraqueza das medidas aplicadas (ou ate´ a` auseˆncia das mesmas).
5. Ana´lise de possibilidade, contemplando o qua˜o prova´vel e´ que uma dada ameac¸a
ocorra no sistema.
A boa inclusa˜o deste processo na seguranc¸a de um sistema depende da aplicac¸a˜o inte-
ligente de medidas de reduc¸a˜o de risco, devendo estas na˜o deteriorar a performance do
sistema por demais, e da aceitac¸a˜o do risco residual, tornando-se explı´cito o que o sistema
considera “seguro o suficiente” e o racionale associado ao estabelecimento desse crite´rio.
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Polı´ticas de seguranc¸a
Todas as implementac¸o˜es e escolhas de medidas resultam em polı´ticas de seguranc¸a que
devem ser relembradas para futuras avaliac¸o˜es e reavaliac¸o˜es. A escrita de documentos
ta˜o gerais como estes e´ muitas vezes auxiliada por standards organizacionais, diretrizes ou
procedimentos.
As polı´ticas de seguranc¸a podem ser divididas em treˆs tipos:
• Program policy - Estas sa˜o polı´ticas de seguranc¸a que consistem num estabeleci-
mento das medidas gerais de seguranc¸a e da estrutura do sistema. Devem abordar
os objetivos do programa (o que se pretende que o programa consiga realizar), o
aˆmbito (quais recursos va˜o ser abordados pelo documento) e as responsabilidades
(referidas acima).
• Issue-specific policies - Estas sa˜o polı´ticas de seguranc¸a que abordam to´picos mais
especı´ficos, como deciso˜es de planeamento ou metodologias particulares de gesta˜o
de risco. Devem ser constituı´das por uma introduc¸a˜o ao discutido (o issue), a posic¸a˜o
da organizac¸a˜o perante esse assunto, a aplicabilidade e as responsabilidades associ-
adas.
• System-specific policies - Estas sa˜o polı´ticas de seguranc¸a de baixo nı´vel, sendo es-
pecı´ficas a um sistema e apontando a colmatar falhas de precisa˜o nas descric¸o˜es de
seguranc¸a. O seu conteu´do pode ser dividido em duas partes, a definic¸a˜o de objeti-
vos de seguranc¸a, descrevendo com precisa˜o as caraterı´sticas de seguranc¸a e o grau
com o qual se pretende reforc¸ar as medidas associadas, e as regras operacionais,
delimitando os roles que podem desempenhar determinadas tarefas e as regras que
devem seguir ao faze-lo.
2.1.2 Common criteria
Em 2.1.1 foi referido que, para auxiliar na documentac¸a˜o de polı´ticas de seguranc¸a, e´ acon-
selhada a utilizac¸a˜o de standards. O objetivo destes e´ o de permitir que as organizac¸o˜es
recorram a guidelines exaustivamente estudadas para desenharem os seus sistemas de




O common criteria (CC) [34] e´ um standard que permite a comparabilidade entre resul-
tados de ana´lises de seguranc¸a independentes, oferecendo um conjunto de requisitos de
seguranc¸a e medidas de confiabilidade envolvidas no processo de avaliac¸a˜o. As categorias
de protec¸a˜o envolvem a confidencialidade, integridade e disponibilidade.
Este standard conjuga treˆs perspetivas principais de utilizac¸a˜o. Avaliac¸a˜o, recorrendo aos
crite´rios associados ao protection profile (PP) para avaliar os requisitos de seguranc¸a de
um target of evaluation (TOE). Desenvolvimento, recorrendo a`s guidelines para definic¸a˜o
de security targets (ST) utilizados na implementac¸a˜o e aos crite´rios de responsabilizac¸a˜o
para apoiar a avaliac¸a˜o do TOE. Utilizac¸a˜o, recorrendo aos PP para expressar as suas
necessidades de seguranc¸a de uma forma inambı´gua, ou a`s avaliac¸o˜es de diferentes TOEs
para fins comparativos.
O CC comec¸a por definir as entidades a proteger, denominadas assets, que podem passar
por conteu´dos de ficheiros, disponibilidade de um servic¸o ou acesso a uma determinada
func¸a˜o. Depois, e´ importante definir o ambiente no qual essas entidades va˜o ser colocadas,
como uma rede interna, entre escrito´rios, ou a internet. Apo´s estes pontos, identificam-se
as entidades que podem causar problemas ao sistema (threat agents) as ameac¸as (threats)
e as contramedidas (countermeasures) inerentes do sistema caraterizado, analisando-se o
risco como o resultado de uma dada ameac¸a enfrentada atrave´s de certas contramedidas.
Esta dinaˆmica e´ representada na figura 2.1.
Requisitos, security targets e protection profiles
Para a definic¸a˜o de requisitos de seguranc¸a, sa˜o apresentados dois tipos abordados:
• Security functional requirements (SFR), contemplando os objetivos de seguranc¸a para
o TOE.
• Security assurance requirements (SAR), descrevendo como deve ser estabelecida
confianc¸a na forma como o TOE atinge os SFR apresentados.
Os STs teˆm duas finalidades: apresentar o que vai ser avaliado, enumerando as proprie-
dades do TOE e tornando inteligı´vel o foco da avaliac¸a˜o e explicar o que foi avaliado, ser-
vindo como descric¸a˜o do compromisso entre exigeˆncias e nı´vel de garantia providenciado.
A estrutura dos mesmos passa por uma introduc¸a˜o, definic¸a˜o do problema de seguranc¸a,
objetivos de seguranc¸a, requisitos de seguranc¸a (SFR e SAR) e especificac¸a˜o do TOE.
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Figura 2.1: Avaliac¸a˜o de risco no CC - Imagem de [30]
Os PPs e os packages sa˜o dois construtores essenciais do CC. Um package pode ser funci-
onal, contendo apenas SFRs, ou de garantias, contendo apenas SARs, o objetivo dos mes-
mos e´ serem reutiliza´veis, sendo importante a sua simplicidade e interrelacionabilidade. Um
PP, por outro lado, descreve um tipo de TOE, abordando as exigeˆncias gerais do mesmo,
podendo ser utilizado como template para diferentes STs.
Avaliac¸a˜o
Avaliar um sistema para o CC significa avaliar o(s) TOE(s), o que implica recorrer aos cons-
trutores referidos previamente (fig. 2.2).
1. Inicialmente, e´ avaliado o PP, consoante os requisitos gerais contemplados. Apo´s
sucesso de avaliac¸a˜o, este pode ser reutilizado para ponto de partida de STs, evitando
gastar recursos na repetic¸a˜o deste passo inicial.
2. E´ avaliado o ST, consoante as caraterı´sticas do TOE e os objetivos de seguranc¸a,
verificando se os SFRs sa˜o verificados com os SARs descritos.
3. Por final, e´ analisado o TOE, consoante as descric¸o˜es especı´ficas do mesmo. Caso
estas u´ltimas duas avaliac¸o˜es se verificarem, e´ obtido um conformance claim que
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Figura 2.2: Avaliac¸a˜o PP-ST-TOE em CC - Imagem de [30]
descreve a versa˜o de CC na qual foi avaliado do PP/ST, bem como alguns crite´rios
adicionais, como especificac¸o˜es de SFRs/SARs ou comenta´rios relevantes.
Os resultados obtidos desta avaliac¸a˜o podem ser utilizados pelo dono da entidade (asset ) na
decisa˜o de aceitar os riscos inerentes a` sua utilizac¸a˜o, ou no caso de querer reavaliar o caso
perante outras varia´veis, como outro ambiente ou contemplando diferentes vulnerabilidades.
2.2 Seguranc¸a da informac¸a˜o
Nesta secc¸a˜o explicitam-se as diferentes primitivas e noc¸o˜es criptogra´ficas abordadas ao
longo da dissertac¸a˜o. Estas primitivas sera˜o descritas pela sua funcionalidade, pelo modelo
de seguranc¸a associado e, quando adequado, por construc¸o˜es das mesmas.
2.2.1 Func¸o˜es de hash resistentes a coliso˜es
Func¸o˜es de hash sa˜o func¸o˜es que recebem strings de tamanho arbitra´rio, comprimindo-
as em strings mais pequenas, habitualmente utilizadas em estruturas de informac¸a˜o para
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realizar lookups ra´pidos. No contexto de seguranc¸a, uma func¸a˜o de hash e´ ta˜o u´til quanto
mais difı´cil for encontrar uma colisa˜o. Esta e´ a diferenc¸a fundamental entre uma func¸a˜o de
hash cla´ssica e uma func¸a˜o de hash criptogra´fica.
Uma func¸a˜o de hash e´ um par de algoritmos (Gen,H) tal que:
• Gen e´ um algoritmo probabilı´stico que recebe um paraˆmetro de seguranc¸a 1n e de-
volve uma chave k.
• Existe um polino´mio l de forma que H e´ um algoritmo determinı´stico que recebe uma
chave k e uma string m ∈ {0, 1}∗ e devolve uma string {0, 1}l(n).
As func¸o˜es de hash criptogra´ficas devem ser one-way e collision resistant. Uma func¸a˜o
ser one-way implica que e´ de fa´cil computac¸a˜o um H(x) tendo um x, mas que e´ hard o
ca´lculo do seu inverso, isto e´, obter o x tendo o H(x). Uma func¸a˜o de hash e´ collision
resistant quando e´ hard o problema de encontrar um x e um x′ de tal forma que x 6= x′ e
H(x) = H(x′).
Habitualmente, sa˜o utilizadas func¸o˜es de hash que utilizam uma chave fixa e na˜o contem-
plam a utilizac¸a˜o de um Gen. Exemplos de func¸o˜es desse ge´nero utilizadas na pra´tica sa˜o
o MD5 e o SHA-1, ambas func¸o˜es de compressa˜o com tamanho fixo e a utilizarem chaves
pu´blicas, ao inve´s de um algoritmo de gerac¸a˜o de chaves.
O MD5 ja´ na˜o oferece garantias de seguranc¸a adequadas, e o SHA-1 ainda e´ muito utilizado.
Pore´m, existe uma tendeˆncia para a utilizac¸a˜o de te´cnicas que recorram a chaves com maior
tamanho, como o SHA-256 ou SHA-512.
2.2.2 Cifras sime´tricas
Atualmente, um sistema de cifragem e´ considerado seguro se um adversa´rio na˜o conseguir
computar nenhuma func¸a˜o aplica´vel ao texto-limpo no criptograma. Esta propriedade pode
ser analisada em diferentes cena´rios, sendo importante a definic¸a˜o das respetivas ameac¸as.
Para esta avaliac¸a˜o, deve ser definido o que e´ considerado quebrar a seguranc¸a de um
sistema e qual e´ o assumido poder computacional dos adversa´rios, podendo-se afirmar que
um esquema criptogra´fico e´ seguro para uma designada tarefa se um adversa´rio com um
dado poder na˜o conseguir quebrar o sistema. Atualmente, os diferentes cena´rios de ataque
sa˜o:
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• Ciphertext-only attack : um adversa´rio observa um criptograma e tenta derivar a res-
petiva mensagem.
• Known-plaintext attack : um adversa´rio conhece um par de texto-limpo/criptograma
cifrados utilizando uma dada chave e tenta derivar a mensagem de um outro cripto-
grama.
• Chosen-plaintext attack (CPA): Um adversa´rio que consegue obter a cifragem de
mensagens a` sua escolha tenta derivar um texto-limpo de um criptograma.
• Chosen-ciphertext attack (CCA): Um adversa´rio que consegue obter a decifragem de
criptogramas a` sua escolha tenta derivar um texto-limpo de um criptograma que ainda
na˜o decifrou diretamente.
O design de esquemas de cifragem sime´trica visa a indistinguibilidade entre criptogramas.
Na construc¸a˜o de esquemas com tamanho varia´vel de mensagens, sa˜o frequentemente
utilizadas permutac¸o˜es pseudoaleato´rias. Estes esquemas chamam-se cifras por blocos e
recorrem a diferentes modos de operac¸a˜o.
Cipher Block Chaining (CBC) e´ um modo de operac¸a˜o para este tipo de esquemas que
recorre a um vetor de inicializac¸a˜o (IV), sendo que a cifragem parte de uma permutac¸a˜o
que depende do bloco anterior (utilizando IV para o primeiro bloco). Como se trata de uma
cifragem probabilı´stica, o esquema satisfaz a noc¸a˜o standard de seguranc¸a IND-CPA. Toda
a cifragem tem de ser realizada sequencialmente (uma vez que depende do criptograma).
O Advanced Encryption Standard (AES) e´ uma cifra por blocos criada para substituir o Data
Encryption Standard (DES) que utiliza uma rede de permutac¸a˜o-substituic¸a˜o no processo
de cifragem. Sa˜o realizadas va´rias rondas, dependendo do tamanho de chave adotado,
em que cada uma faz uso de um array bidimensional de estado e opera em quatro fases,
resumidamente descritas de seguida:
1. AddRoundKey : Derivac¸a˜o de uma chave de 16 bytes a partir da chave mestra.
2. SubBytes : Operac¸a˜o de substituic¸a˜o de bytes.
3. ShiftRows : Operac¸a˜o de shift a`s linhas do array de estado.
4. MixColumns : Operac¸a˜o de transformac¸a˜o linear invertı´vel sobre as colunas do array.
O AES e´ considerado, neste momento, uma instanciac¸a˜o plausı´vel de uma
func¸a˜o/permutac¸a˜o pseudoaleato´ria.
15
2.2.3 Cifras de chave pu´blica, certificados e PKIs
Num cena´rio de cifragem com chave pu´blica, a entidade recetora gera um par de chaves: a
chave pu´blica (pk) e a chave privada (sk): (pk, sk). A chave pu´blica e´ utilizada pelo emissor
para cifragem e, por sua vez, o recetor utiliza a chave privada para decifrar o recebido.
A construc¸a˜o destes esquemas passa pela utilizac¸a˜o de um conjunto de treˆs algoritmos:
(Gen,Enc,Den) e opera como se segue:
• Setup: Recebendo um paraˆmetro de seguranc¸a 1n, entrega (pk, sk)← Gen(1n).
• Encrypt : Recebendo pk e uma mensagem m, entrega c← Encpk(m).
• Decrypt : Recebendo sk e um criptograma c, entrega m← Decsk(c).
Criptografia de chave pu´blica pode tambe´m ser utilizada para a gerac¸a˜o e verificac¸a˜o de
assinaturas digitais. O propo´sito destas assinaturas e´ o de validar a autenticidade e integri-
dade de informac¸a˜o, que pode ser verificada por qualquer entidade com acesso a` respetiva
chave pu´blica. Assinaturas digitais desfrutam da propriedade de na˜o-repu´dio, significando
que a entidade responsa´vel por uma dada assinatura e´, irrefutavelmente, o proprieta´rio da
chave privada associada.
Nesta aplicac¸a˜o de criptografia assime´trica, a entidade emissora gera um par de chaves:
a chave pu´blica (pk) e a chave privada (sk): (pk, sk). O emissor gera uma assinatura
associada a uma dada mensagem, sendo posteriormente transferida para o recetor que,
possuindo a chave pu´blica respetiva, pode verificar a validade do recebido. Estes esquemas
seguem uma construc¸a˜o baseada num tuplo de treˆs algoritmos (Gen, Sign, V rfy):
• Setup: Recebendo 1n, entrega (pk, sk)← Gen(1n).
• Sign: Recebendo sk e uma mensagem m, entrega σ ← Signsk(m).
• Verify : Recebendo pk, uma mensagem m e uma assinatura σ, entrega b ←
V rfypk(m,σ). Este b toma o valor de 1 quando a assinatura e´ va´lida e 0 quando
esta na˜o se verificar.
Uma Public Key Infrastructure (PKI) tem como objectivo a gesta˜o segura e eficiente de
chaves e certificados para permitir essa mesma utilizac¸a˜o. Esta define-se pelo conjunto
de hardware, software, pessoas, polı´ticas e procedimentos necessa´rios para criar, gerir,
armazenar, distribuir e revogar certificados de chave pu´blica.
16
2.2.4 Identity-Based Encryption e Certificateless Cryptography
Num cena´rio que assume a utilizac¸a˜o de Identity-Based Encryption (IBE), a chave pu´blica
de uma identidade e´ gerada a partir de um identificador da mesma, recorrendo-se a uma
third party de confianc¸a para gerar chaves privadas. Esta entidade externa esta´ res-
ponsa´vel por distribuir as chaves privadas apenas a`s entidades que se consigam autenticar
perante a mesma.
Atrave´s do seu modo de funcionamento, o IBE contorna a limitac¸a˜o de recorrer a canais
autenticados e certificados para reforc¸ar as chaves pu´blicas com uma nova dificuldade de
autenticac¸a˜o de chaves privadas. Simplificando a gerac¸a˜o de chaves pu´blicas e reduzindo
as exigeˆncias computacionais que adveˆm da verificac¸a˜o de certificados [29], o IBE centra-
liza processamento na third party. Esta desvantagem assume duas naturezas: i. olhando
o problema de uma perspetiva funcional, e´ exigida uma disponibilidade muito grande a` third
party, devendo esta estar maioritariamente acessı´vel para realizar autenticac¸o˜es e gerar
chaves privadas com uma performance adequada ao funcionamento do servic¸o, ii. tendo
em conta que a third party e´ responsa´vel por gerar e distribuir todas as chaves privadas,
cria-se um key escrow na pro´pria, podendo esta armazenar localmente uma co´pia das cha-
ves geradas e ganhando acesso a toda a informac¸a˜o que tenha sido cifrada utilizando IBE.
Te´cnicas de threshold [21, 28], utilizando mu´ltiplas entidades de gerac¸a˜o de chaves priva-
das, podem ser aplicadas para amenizar este problema, mas estas opc¸o˜es acabam por
exigir um peso adicional de comunicac¸a˜o e infraestrutura. Adicionalmente, caso a entidade
de confianc¸a seja comprometida, as consequeˆncias sa˜o mais graves que na utilizac¸a˜o de
um PKI tradicional, reduzindo a aplicabilidade do IBE para grupos pequenos de aplicac¸o˜es
com reduzidos requisitos de seguranc¸a.
O aspeto da IBE que evita a utilizac¸a˜o de certificados e´ interessante numa perspetiva fun-
cional, mas assumir confianc¸a total numa entidade nem sempre e´ uma atitude que se pode
tomar, quanto mais permitir um key escrow que garanta acesso a toda a documentac¸a˜o
armazenada. De modo a contornar este problema, foi introduzido um novo paradigma crip-
togra´fico: Certificateless public key cryptography (CL-PKC) [3].
Um sistema de CL-PKC tambe´m recorre uma terceira entidade para gerac¸a˜o de chaves,
o key generation center (KGC) mas, contrariamente ao que acontece no IBE, esta enti-
dade na˜o tem acesso a`s chaves privadas dos intervenientes. Isto acontece porque o KGC
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fornece uma chave privada parcial DA, computada a partir do identificador IDA e de uma
chave mestra s. A entidade A agora utiliza a chave parcial DA, alguma informac¸a˜o se-
creta QA e os paraˆmetros pu´blicos do KGC para gerar a chave pu´blica PubA. Esta chave
pu´blica e´ posteriormente partilhada com as restantes entidades do sistema que, atrave´s dos
paraˆmetros pu´blicos disponibilizados pelo KGC, podem verificar a sua validade.
Esta e´ uma te´cnica que na˜o beneficia da caraterı´stica simplista de gerac¸a˜o de chaves
pu´blicas do IBE, mas em contrapartida permite eliminar o problema do key escrow, redu-
zindo o poder da entidade de gerac¸a˜o de chaves.
Neste modelo, as entidades publicam as pro´prias chaves pu´blicas sem recorrer a certifica-
dos ou outras medidas de seguranc¸a. No entanto, ao contra´rio do que aconteceria num
sistema cla´ssico com PKI, a substituic¸a˜o da chave pu´blica por um adversa´rio, sem quais-
quer medidas adicionais, na˜o traria grande benefı´cio ao atacante. A tı´tulo de exemplo, no
caso em que um adversa´rio substitua a chave pu´blica de A por uma chave falsa PubA, este
na˜o conseguira´ decifrar a informac¸a˜o cifrada com PubA sem a chave privada parcial DA,
que apenas se obte´m quando autenticado como A perante o KGC. Caso, por outro lado,
o KGC queira tentar decifrar a informac¸a˜o no sistema com os dados a si acessı´veis, na˜o
se espera que tenha sucesso, uma vez que a decifragem de informac¸a˜o cifrada com PubA
exige, para ale´m da privada parcial DA, um valor secreto QA, inacessı´vel ao KGC.
Esta nova abordagem assume que o KGC na˜o realiza nem colabora em ataques a`s identida-
des, onde se podia fazer passar por entidades, gerando a chave privada e disponibilizando
a chave pu´blica associada. As melhorias a este nı´vel residem no afastar da confianc¸a to-
tal depositada pelo IBE na third party, que permitia acesso total a` informac¸a˜o cifrada com
chaves geradas pela mesma. Neste sentido, o CL-PKC encontra-se num ponto interme´dio
entre o PKC com certificados e o IBE.
A implementac¸a˜o de Certificateless cryptography de adotamos nesta dissertac¸a˜o e´ baseada
em pairings, tal como a abordagem de IBE em [51], permitindo que qualquer infraestrutura
preparada para funcionar com esquemas IBE possa ser utilizada para esquemas CL-PKC.
Para estes casos, ate´ as chaves privadas atrave´s do IBE podem ser va´lidas num esquema
CL-PKC, perdendo o benefı´cio da chave pu´blica ser deriva´vel a partir da identidade.
Tal como o PKC, tambe´m o CL-PKC pode ser utilizado para cifragem (CL-PKE) ou para as-




1. Setup: realizado pelo KGC, consiste na gerac¸a˜o dos paraˆmetros pu´blicos e da
chave mestra do sistema.
2. Partial-Private-Key-Extract : realizado pelo KGC, consiste na derivac¸a˜o da
chave privada parcial a partir de um identificador e da chave mestra.
3. Set-Secret-Value: realizado pelos utilizadores, consiste na computac¸a˜o de uma
informac¸a˜o aleato´ria secreta.
4. Set-Private-Key : realizada pelos utilizadores, consiste na combinac¸a˜o do obtido
nos pontos (2) e (3) para gerar a chave privada a utilizar.
5. Set-Public-Key : realizada pelos utilizadores, consiste na utilizac¸a˜o do identifica-
dor e do valor em (3) para gerar a chave pu´blica a utilizar.
• Especı´ficas a CL-PKE:
1. Encrypt : realizada pelas entidades emissoras, consiste na utilizac¸a˜o da chave
pu´blica obtida e dos paraˆmetros pu´blicos do KGC para validar a chave e encriptar
uma mensagem a transmitir.
2. Decrypt : realizada pelas entidades recetoras, consiste na utilizac¸a˜o da chave
privada para decifrar um criptograma recebido.
• Especı´ficas a CL-PKS:
1. Sign: realizada pelas entidades emissoras, consiste na utilizac¸a˜o da chave pri-
vada para gerar uma assinatura digital para uma dada mensagem.
2. Verify : realizada pelas entidades recetoras, consiste na utilizac¸a˜o da chave
pu´blica e dos paraˆmetros pu´blicos do KGC para validar a chave e verificar a
assinatura associada a uma dada mensagem.
Va˜o ser contempladas duas construc¸o˜es de CL-PKE em [3], nomeadamente BasicCL-PKE
e FullCL-PKE. Estas encontram-se em A.1 e A.2, respetivamente. A formalizac¸a˜o detalhada
dos mesmos pode-se encontrar no respetivo paper.
Em 2005, foram assinaladas fraquezas de seguranc¸a na construc¸a˜o de assinaturas digi-
tais CL-PKS, proposta por Al-Riyami e Paterson [33]. Como tal, nesta dissertac¸a˜o vai ser
contemplado o primeiro esquema de CLS proposto em [32]. A construc¸a˜o associada pode




Sistemas de partilha de ficheiros na
cloud
3.1 Conceito
Em 1990 foi proposto o projeto da World Wide Web [9], utilizando um computador NeXT
(fig. 3.1) como o primeiro web server e para programar o primeiro web browser. Protocolos
de partilha de ficheiros na˜o eram ainda muito usados, mas a sua popularidade cresceu em
proporc¸a˜o com o desenvolvimento do WWW (ou W3, como era chamado na altura).
Em 1999 foi criado, por Shawn Fanning, o Napster [10], um sistema de partilha de fichei-
ros com estrutura centralizada, que mantem os ficheiros nos respectivos hosts, utilizando
ligac¸o˜es peer-to-peer para transfereˆncias. Um ano depois foi criada a primeira rede de par-
tilha de ficheiros descentralizada Gnutella, gerando enorme interesse nesta metodologia de
partilha, e originando estudos relacionados com a viabilidade e escalabilidade deste tipo de
sistemas [17, 39, 49].
2000 marca um novo inı´cio da partilha de ficheiros moderna, com a introduc¸a˜o de mui-
tos protocolos de partilha de ficheiros, sobretudo pela contribuic¸a˜o de Ian Clarke [18], que
propoˆs um software chamado Freenet, permitindo a partilha de ficheiros anonimamente, a
procura e a publicac¸a˜o de freesites, (acessı´veis atrave´s desta rede dedicada), com objetivo
de promover a liberdade de expressa˜o e abolir a censura.
21
Figura 3.1: O computador NeXT
Em 2001 e´ lanc¸ado o BitTorrent por Bram Cohen, este protocolo de upload e download de
ficheiros e´ muito usado ainda nos dias de hoje, e a sua estrutura de tit-for-tat garante
incentivos aos utilizadores que mais contribuı´rem ao sistema (permitindo upload ) de modo
a na˜o haver demasiada explorac¸a˜o egoı´sta do mecanismo de partilha.
Em 2005 foi lanc¸ado o Megaupload, para alocac¸a˜o e partilha de ficheiros online cujas
acusac¸o˜es de pirataria e ataques aos direitos de autor em 2012 levaram ao congelamento
de cerca de 42 milho˜es de do´lares de ativos. Mega, o sucessor de Megaupload, foi lanc¸ado
em 2013 da Nova Zelaˆndia. Tambe´m em 2005 foi criado o YouTube, um website de partilha
de vı´deos, tambe´m este frequentemente atacado com queixas de quebras de direitos de
autor.
Tambe´m em 2005 foi lanc¸ado o primeiro sistema de partilha e gesta˜o de ficheiros na cloud,
referido na secc¸a˜o 3.2: Box, seguido de outros sistemas como o Dropbox em 2008 e o
Google Docs e SugarSync em 2009. Este trend de servic¸os de cloud para partilha de
ficheiros com sincronizac¸a˜o de pastas ainda se encontra em crescimento, apontando para
maior espac¸o oferecido e melhor acessibilidade para o utilizador [54].
3.2 Funcionalidade
A nossa abordagem vai contemplar as funcionalidades comuns oferecidas pelos sistemas
disponı´veis. Como tal, segue-se uma breve descric¸a˜o dos mesmos:
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• Dropbox1: Um servic¸o gra´tis (ate´ 2Gb) de armazenamento de ficheiros e
sincronizac¸a˜o de pastas na cloud que, com a sua forma de operac¸a˜o simples e in-
tuitiva, conseguiu promover-se com frases como: “Trabalhe com a sua equipa como
se todos estivessem usando um u´nico computador” e introduzindo muitos utilizadores
ao conceito da utilizac¸a˜o da nuvem para armazenamento de informac¸a˜o.
• Google Drive2: O Google Docs, antes de passar a fazer parte do Google Drive, per-
mitia aos utilizadores partilharem documentos entre si, ajustarem permisso˜es a nı´vel
do ficheiro com “apenas escrita” ou “escrita/leitura” e realizarem collaborate editing,
isto e´, utilizadores que partilhassem permisso˜es sobre um ficheiro podiam obser-
var as alterac¸o˜es a serem feitas ao mesmo em tempo real. Com a adaptac¸a˜o deste
Software-as-a-Service (SaaS), o google drive adicionou a possibilidade de partilha e
sincronizac¸a˜o de pastas a estas funcionalidade ja´ existentes (ate´ 15Gb).
• Box3: Com ate´ 5Gb livres, e´ muito mais focado para um ambiente de partilha de fichei-
ros em equipas, com facilidades em atribuic¸a˜o de tarefas, versionamento de ficheiros
e ate´ integrac¸a˜o Google Docs.
• OwnCloud4: Uma plataforma opensource que, entre mu´ltiplas aplicac¸o˜es disponibi-
liza´veis, permite o armazenamento e partilha de pastas na cloud. Para ale´m das
va´rias ferramentas que permitem a visualizac¸a˜o/alterac¸a˜o de ficheiros atrave´s do in-
terface de web, possui tambe´m um cliente de sincronizac¸a˜o para desktop e oferece a
capacidade de estabeler permisso˜es de acesso a nı´vel do ficheiro.
• SugarSync5: Uma aplicac¸a˜o que permite armazenamento e partilha de ficheiros na
cloud, focado em providenciar acessibilidade, backup automa´tico e partilha entre gru-
pos de trabalho, com diferentes permisso˜es atribuı´veis.
• Mega6: O servic¸o sucessor ao Megaupload permite o armazenamento de ate´ 50Gb








7Always-on privacy e´ um termo utilizado para transmitir a ideia de que os ficheiros esta˜o sempre seguros, sendo transferidos do
cliente ja´ cifrados
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A lista de servic¸os semelhantes pode continuar, com nomes como OpenDrive8, Hightail9
ou JustCloud10, mas as metodologias utilizadas e os servic¸os que oferecem na˜o se afastam
muito dos apresentados na secc¸a˜o acima.
A partilha de ficheiros, como conceito, e´ abrangente a qualquer ge´nero de partilha, ou ate´ de
ficheiro. No entanto, para poder ser compreendido melhor que tipos de partilha podem ser
oferecidos aos utilizadores, e´ necessa´rio analisar diferentes caracterı´sticas que se podem
identificar na partilha em si. Alguns utilizadores veˆem a cloud como um ponto comum para
trabalho, procurando a sincronizac¸a˜o de pastas entre os va´rios elementos da empresa ou do
mesmo grupo de colegas. Outros utilizam a cloud como um sistema de publicac¸a˜o, exigindo
uma partilha com mais granularidade e com diferentes tipos de permisso˜es atribuı´veis. Ou-
tros ainda fazem da cloud um sistema de backup, do qual podem querer esporadicamente
partilhar ficheiros.
A nossa identificac¸a˜o do que e´ um storage system baseia-se nas funcionalidades comums
a` maioria dos sistemas. Tendo isto em conta, va˜o ser de seguida analisados os dife-
rentes tipos de partilha na cloud, bem como caraterizadas as funcionalidades oferecidas
por estes servic¸os. Inicialmente, especificam-se apenas as func¸o˜es essenciais a` partilha,
encontrando-se na maioria dos sistemas deste ge´nero:
Armazenar ficheiro - Possibilita ao utilizador o armazenamento de ficheiros no servic¸o de
cloud
Descarregar ficheiro - Possibilita ao utilizador recuperar um ficheiro previamente armaze-
nado.
Partilhar ficheiro - Possibilita ao utilizador a partilha de um dado ficheiro armazenado na
cloud com uma outra entidade. A essa entidade, dependendo dos casos, pode ser
exigida a criac¸a˜o de uma conta no designado servic¸o.
Revogar permisso˜es - Possibilita ao utilizador a revogac¸a˜o de permisso˜es previamente
estabelecidas.
Tendo sido estabelecidas as funcionalidades ba´sicas dos sistemas, apresentam-se func¸o˜es





Figura 3.2: Funcionalidades ba´sicas de partilha
Figura 3.3: Funcionalidades avanc¸adas de partilha
Sincronizar pasta - Possibilita ao utilizador assinalar uma pasta na sua ma´quina, de modo
a que seja frequentemente sincronizada com o servic¸o de cloud.
Partilhar pasta - Possibilita ao utilizador a partilha de uma pasta que se encontre sincroni-
zada com o sistema.
Gerir permisso˜es - Possibilita ao utilizador atribuir diferentes tipos de permisso˜es para os
ficheiros a partilhar. Habitualmente, estas permisso˜es consistem em read-only ou
read-write.
Os diagramas de casos de uso 3.2 e 3.3 representam as funcionalidades abordadas acima.
Naturalmente, existem pontos na˜o referidos, uma vez que cada servic¸o pode providenciar
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as funcionalidades de uma forma especı´fica. Pore´m, a percec¸a˜o destas funcionalidades
gerais e´ um ponto importante para a compreensa˜o do funcionamento dos sistemas atuais,
bem como para uma correta ana´lise de seguranc¸a.
3.3 Performance e deduplicac¸a˜o
Duplicac¸a˜o e´ o ato de criar uma re´plica de uma dada informac¸a˜o. Deduplicac¸a˜o, por sua
vez, e´ uma te´cnica de reduc¸a˜o de espac¸o de armazenamento que utiliza a ideia de que, se
existe uma co´pia no sistema, talvez na˜o haja necessidade de adicionar mais, utilizando-se
a ja´ presente. Nomes diferentes teˆm vindo a ser atribuı´dos a esta te´cnica: compressa˜o
inteligente, armazenamento de instaˆncia u´nica, armazenamento de optimizac¸a˜o de capaci-
dade, entre outros. Trata-se de identificar a informac¸a˜o redundante, eliminar todas as co´pias
excepto uma e criar apontadores lo´gicos para essa informac¸a˜o, de modo a que todos os uti-
lizadores consigam aceder a esse material.
Segundo Juan Orlandini [27], e´ um conceito que existe desde 1960, no entanto, o primeiro
produto moderno a utilizar esta te´cnica foi o DD200, apenas lanc¸ado em 2004. Uma vez
que se trata de reduzir a quantidade de duplicados num sistema, esta metodologia e´ ta˜o
eficiente quanta mais informac¸a˜o reduzir desta forma, ou seja, funciona melhor em espac¸os
grandes de informac¸a˜o, preferencialmente com baixa entropia. Resultados pra´ticos teˆm
vindo a revelar uma melhoria em termos de espac¸o economizado, mas a escala dessa
reduc¸a˜o varia consoante os estudos: ha´ quem diga que e´ possı´vel armazenar 20 vezes mais
informac¸a˜o [27], outros afirmam que metade do espac¸o utilizado e´ ocupado por duplicados
[22] e ha´ quem apresente resultados com 30% de reduc¸a˜o do espac¸o utilizado [41].
A realizac¸a˜o da deduplicac¸a˜o implica um mecanismo de processamento de informac¸a˜o que
identifique redundaˆncias de dados. Esta identificac¸a˜o pode ser realizada utilizando a te´cnica
de hashing ou a de delta encoding, sendo que para o caso de estudo vai ser abordada
apenas a primeira.
O sistema deduplicado vai possuir um registo com a associac¸a˜o de identificadores de hash,
que se acreditam u´nicos [47], aos respetivos contadores de refereˆncias, sendo que o pro-
cessamento de nova informac¸a˜o consiste no ca´lculo do seu valor de hash e posterior pes-
quisa no registo. Os identificadores podem fazer refereˆncia a ficheiros inteiros (whole-file
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hashing : WFH) ou a blocos, sendo estes de tamanho fixo (fixed block hashing : FBH) ou
varia´vel (variable block hashing : VBH).
Este tipo de sistemas podem operar de forma sı´ncrona ou assı´ncrona:
• Deduplicac¸a˜o sı´ncrona - Nestes casos, as operac¸o˜es de deduplicac¸a˜o ocorrem sem-
pre que sa˜o realizadas func¸o˜es que visam alterar a informac¸a˜o armazenada. Para
adicionar dados, caso ja´ exista uma entrada no registo com o valor conseguido, e´ au-
mentado o contador de refereˆncias e e´ criado um apontador lo´gico para a informac¸a˜o
ja´ existente. Para os casos de remoc¸a˜o de dados, o contador de refereˆncias e´ crucial
para o sistema perceber quando e´ possı´vel eliminar o conteu´do, assinalando quando
ja´ na˜o existem mais associac¸o˜es ao mesmo.
• Deuplicac¸a˜o assı´ncrona - Nestes casos, as medidas de deduplicac¸a˜o ocorrem em
intervalos de tempo programados, executando sobre toda a informac¸a˜o nos servidores
(ou sobre a que ainda na˜o foi deduplicada, dependendo dos casos).
Para os casos em que a deduplicac¸a˜o e´ realizada do lado do utilizador, e´ possı´vel dividir as
operac¸o˜es de armazenamento em 2 passos: No primeiro e´ enviado apenas o valor de hash
do ficheiro e no segundo e´ enviado o ficheiro completo. Com este me´todo de funcionamento,
o servidor recebe o hash, avalia o registo para verificar se ja´ possui o ficheiro na base de
dados e, se tal for o caso, responde adequadamente ao cliente, evitando a necessidade de
execuc¸a˜o do segundo passo.
As exigeˆncias de performance dos servic¸os de armazenamento fazem com que a adaptac¸a˜o
a estas te´cnicas seja um processo sensı´vel. Assim, para a implementac¸a˜o de sistemas
deduplicados, e´ importante ter em conta os fatores envolvidos na mesma e perceber de que
forma estes sa˜o afetados pelas diferentes vertentes da sua operac¸a˜o.
Os fatores envolvidos na deduplicac¸a˜o consistem em:
• Overhead - Uma vez que a deduplicac¸a˜o envolve ca´lculos adicionais de identificado-
res, o armazenamento e possı´vel transmissa˜o dos mesmos e´ um incremento que deve
ser tido em conta.
• Consumo de recursos - O processo de ca´lculo de identificadores e reconstruc¸a˜o dos
ficheiros exige um investimento adicional de poder de processamento.
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Figura 3.4: Escolhas na implementac¸a˜o da deduplicac¸a˜o
• Fold factor - Este fator e´ determinante para definir a eficieˆncia da te´cnica de
deduplicac¸a˜o, representando o nı´vel de reduc¸a˜o de informac¸a˜o armazenada.
As diferentes escolhas na implementac¸a˜o de sistemas de deduplicac¸a˜o envolvem a
localizac¸a˜o, temporizac¸a˜o e granularidade das operac¸o˜es, como se pode observar na fi-
gura 3.4.
Em termos de localizac¸a˜o, a deduplicac¸a˜o pode ser realizada no cliente ou no servidor. No
lado do cliente torna-se possı´vel o armazenamento em 2 passos, o que permite poupanc¸as
de largura de banda. No entanto, nos casos em que os servidores teˆm muito mais poder
de processamento que os clientes, ou se o objetivo e´ conseguir clientes leves, faz sentido
colocar o processo de deduplicac¸a˜o no lado do servidor.
Em termos de temporizac¸a˜o, a escolha vai depender dos recursos envolvidos. Caso se
trate de um sistema com fortes exigeˆncias de performance, faz sentido que a deduplicac¸a˜o
seja realizada assincronamente, de modo a na˜o pesar as operac¸o˜es do sistema com o
incremento de func¸o˜es a executar. No caso de ser importante a minimizac¸a˜o de espac¸o
armazenado, a aplicac¸a˜o de deduplicac¸a˜o sı´ncrona vai certificar-se que o sistema se en-
contra sempre deduplicado, maximizando a efica´cia da te´cnica. E´ importante notar que,
para casos de quantidades elevadas de informac¸a˜o ou de sistemas que exigem elevada
disponibilidade dos dados, a deduplicac¸a˜o assı´ncrona pode ser impratica´vel.
Em termos de granularidade, os crite´rios va˜o passar pelo overhead e pelo fold factor.
Uma vez que dois ficheiros podem na˜o ser estritamente iguais, mas conterem parcelas
de conteu´do semelhantes (fig. 3.5), a divisa˜o dos mesmos por blocos pode aumentar o fold
factor da te´cnica. Quanto mais pequenos forem os blocos, mais prova´vel e´ a existeˆncia
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Figura 3.5: Exemplificac¸a˜o da deduplicac¸a˜o por blocos
desses casos, mas tambe´m maior vai ser o consumo de recursos e o overhead envolvido
no ca´lculo dos identificadores. A utilizac¸a˜o de blocos de tamanho varia´vel permite que a
deduplicac¸a˜o se adapte ao sistema, melhorando fold factor 11, mas os algoritmos utilizados
para o ca´lculo do tamanho de blocos incorrem em mais custos de processamento.
3.4 Ana´lise de seguranc¸a
De modo a ser possı´vel desenhar me´todos que salvaguardam o utilizador, e´ necessa´rio que
este trabalhe com os mesmos para atingir os objetivos, implicando assim um compromisso
da parte dos utilizadores, de modo a assegurar o bom funcionamento dos mecanismos
de seguranc¸a. Desta forma, um ponto importante e´ a clara definic¸a˜o das assunc¸o˜es de
seguranc¸a, isto e´, das atitudes que se espera que os utilizadores tenham, regra geral sendo
medidas mı´nimas de defesa e mesmo de confiabilidade no sistema de cloud a utilizar:
• A ma´quina do utilizador na˜o esta´ ao alcance do adversa´rio. Sistemas exigem esta
garantia quando se focam em utilizar processos de cifragem e assinatura para que
a informac¸a˜o do utilizador consiga o nı´vel de seguranc¸a pretendido, quer durante a
transfereˆncia, quer durante o armazenamento.
• Os ataques do servidor remoto a` integridade dos ficheiros devem limitar-se a`
adulterac¸a˜o, na˜o contemplando a sua destruic¸a˜o. Os mecanismos tipicamente im-
plementados recorrem a assinaturas digitais para verificar alterac¸o˜es nos ficheiros,
permitindo ao utilizador saber se este foi adulterado, mas na˜o possibilitando a sua
11http://virtualbill.wordpress.com/2011/02/24/fixed-block-vs-variable-block-deduplication-a-quick-primer/
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reconstruc¸a˜o. Uma resposta a este problema pode residir na utilizac¸a˜o de sistemas
tolerantes a falhas bizantinas [1, 15, 16], mas esse tipo de protec¸a˜o na˜o e´ contem-
plada nesta dissertac¸a˜o.
• As chaves privadas sa˜o protegidas pelo utilizador. Os me´todos de cifragem
centralizam-se nessas chaves, devendo assim o utilizador comprometer-se a na˜o
transmitir as chaves privadas do sistema a terceiros, a menos que o objetivo seja
a partilha de todos os ficheiros por si acessı´veis.
• Os dados sa˜o toda a informac¸a˜o a proteger. Neste tipo de sistemas, os metadados
dos ficheiros, como nome de utilizador ou nome do ficheiro, podem-se encontrar sobre
o formato de texto-limpo. Assume-se que assegurar a sua confidencialidade na˜o e´ um
ponto considerado necessa´rio para os sistemas.
Como foi apresentado em 2.1.1, uma avaliac¸a˜o de seguranc¸a deve, inicialmente, definir os
papeis desempenhados pelos intervenientes, bem como explicitar os agentes responsa´veis
pelas ameac¸as ao sistema.
Como roles, num sistema simples de secure storage, temos:
• Os utilizadores, que devem ser responsa´veis pela especificac¸a˜o de requisitos de
seguranc¸a, bem como pelo seguimento das regras de utilizac¸a˜o do servic¸o. Adici-
onalmente, devem estar responsa´veis pela protec¸a˜o da pro´pria ma´quina e das chaves
privadas associadas ao funcionamento do programa.
• Os provedores, que devem estabelecer, delimitar e gerir as medidas de seguranc¸a a
implementar. Devem responsabilizar-se pela prestac¸a˜o do servic¸o de armazenamento
e partilha de dados e pela na˜o-destruic¸a˜o/corrupc¸a˜o dos dados armazenados nos
mesmos.
Como threat agents, va˜o ser contemplados:
• Utilizadores, que podem acidentalmente corromper a pro´pria informac¸a˜o, perder cha-
ves de acesso a documentos, tentar aceder a informac¸a˜o a` qual na˜o teˆm acesso ou
atacar o pro´prio funcionamento do sistema.
• Provedores, que podem acidentalmente corromper a informac¸a˜o de utilizadores, per-
der registos ou associac¸o˜es de chaves, divulgar informac¸a˜o confidencial ou ocultar
falhas do pro´prio sistema.
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• Adversa´rios externos, na˜o pertencentes ao sistema. Estes participantes podem agir
passivamente, avaliando os dados transferidos na rede e tentando inferir algum co-
nhecimento relativo a` informac¸a˜o armazenada, ou ativamente, atrave´s de quebras de
disponibilidade, queries aos dados ou personificac¸a˜o de outros utilizadores.
De seguida, e´ importante clarificar os requisitos de seguranc¸a associados ao tipo de servic¸o,
atrave´s dos quais vamos poder realizar uma definic¸a˜o adequada dos crite´rios de seguranc¸a.
Para serem especificados os requisitos de seguranc¸a dos sistemas de partilha de ficheiros,
va˜o ser consideradas as diferentes garantias que devem ser oferecidas pelos servic¸os de
cloud storage [37]. Depois, consoante as funcionalidades especificadas em 3.2, sera˜o ava-
liadas as necessidades centrais de seguranc¸a de servic¸os deste tipo.
Confidencialidade. Os clientes va˜o querer utilizar o sistema para armazenar e partilhar
os seus ficheiros, no entanto, a informac¸a˜o que estes conteˆm pode ser sensı´vel, levando
a necessidades de salvaguardar esses dados. A confidencialidade trata-se de proteger a
informac¸a˜o contra leituras inadvertidas, sendo assim importante que os clientes tenham
garantias de que apenas os utilizadores com permisso˜es para tal tenham capacidade de ler
os seus ficheiros. Para os casos de menor nı´vel de confianc¸a no provedor, nem o pro´prio
servic¸o de cloud deve ter acesso a` informac¸a˜o original dos mesmos.
Integridade. Uma vez que os utilizadores pretendem armazenar/partilhar a sua informac¸a˜o
atrave´s do servic¸o, e´ importante garantir que os ficheiros que estes guardam do lado do
servidor na˜o sejam alterados sem conhecimento do cliente. Integridade garante a na˜o-
adulterac¸a˜o dos dados e, nestes casos, abrange os dados armazenados remotamente, exi-
gindo uma protec¸a˜o contra alterac¸o˜es inadvertidas. Esta defesa pode ser abordada tanto
contra utilizadores sem permisso˜es ou cujas permisso˜es na˜o abrangem essas capacidades,
como contra os pro´prios superutilizadores que providenciam o servic¸o. Tipicamente sa˜o ga-
rantias que permitem que o utilizador saiba quando a sua informac¸a˜o foi alterada, mas nos
casos mais robustos podem possibilitar ate´ a recuperac¸a˜o da mesma.
Autenticac¸a˜o e autorizac¸a˜o. Em sistemas que requerem garantias de confidencialidade e
integridade, como e´ o caso, e´ importante que estes dois aspetos sejam tambe´m contempla-
dos. O primeiro garante que a identidade das entidades com as quais se vai interagir e´ sem-
pre verificada. Estas garantias devem ser contempladas tanto a nı´vel do cliente, que deve
ter certezas de que na˜o esta´ a transmitir informac¸a˜o para um servidor falso, como a nı´vel do
servidor, que deve implementar mecanismos que impec¸am as tentativas de falsificac¸a˜o de
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identidade. O segundo permite associar aos utilizadores a`s respetivas permisso˜es, sendo
especialmente importante a nı´vel de partilha, de modo a que utilizadores na˜o consigam ler
ficheiros que na˜o lhes competem (quebra de confidencialidade) ou alterar ficheiros cujas
permisso˜es na˜o se extendam a tal (quebra de integridade).
Disponibilidade. Disponibilidade representa a parcela de tempo para a qual um sistema
consegue disponibilizar o seu servic¸o12. A falta de disponibilidade, ou o downtime do
servic¸o, implica a incapacidade de acesso a`s funcionalidades de partilha, backup de fichei-
ros e, para os utilizadores que fazem uso de diferentes ma´quinas para acesso a` informac¸a˜o,
pode significar a perda total de acesso a` pro´pria informac¸a˜o.
Independente controlo de acesso. O sistema na˜o deve depender do servidor remoto para
realizar controlo de acesso, devendo este providenciar as garantias desejadas, mesmo na
presenc¸a de servidores comprometidos.
Revogac¸a˜o de permisso˜es. O utilizador deve ser capaz de revogar permisso˜es sobre os
pro´prios ficheiros de uma forma simples e eficiente, e os utilizadores que perdem acesso a
esses ficheiros devem ser afetados pelas mudanc¸as o mais cedo possı´vel, sem exigeˆncia
de comunicac¸a˜o entre os intervenientes.
A avaliac¸a˜o do risco implica uma ana´lise pre´via das ameac¸as que o podem originar. As
ameac¸as apresentadas de seguida proveˆm dos threat agents enumerados e visam atacar
um ou mais requisitos de seguranc¸a contemplados:
Quebra de confidencialidade e´ uma ameac¸a que pode surgir de qualquer um dos agen-
tes. Trata-se da descoberta de informac¸a˜o confidencial na sua forma mais simples,
consequeˆncia de escutas na rede por parte de adversa´rios passivos ou da ana´lise a`
informac¸a˜o armazenada por parte dos provedores do servic¸o.
Adicionalmente, abordando sistemas com deduplicac¸a˜o, e´ possı´vel confirmar a
presenc¸a de um dado ficheiro na cloud, avaliando a resposta do servic¸o quando se
tenta armazenar um ficheiro igual (observando o mecanismo de deduplicac¸a˜o). Para
os casos de sistemas com baixa entropia nos espac¸os de mensagens, esta e´ mais
uma vertente que pode resultar em quebras de confidencialidade.
Alterac¸a˜o dos dados e´ o ataque a` integridade de informac¸a˜o que aponta a substituir um
F1 por um F2, sem que o dono do ficheiro se aperceba da alterac¸a˜o. Este tipo de
12Calcula´vel pela divisa˜o do uptime pelo tempo total, isto e´: Upt
Upt+Downt
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ataques pode tentar ser executado por qualquer elemento que possa agir ativamente
com o sistema, i. e., todos exceto o adversa´rio que opera passivamente.
DoS e´ um ataque a` disponibilidade do servic¸o que aponta a tornar um sistema inacessı´vel
aos seus utilizadores. Sa˜o ataques que podem ser realizadas por quaisquer entidades
ativas, mas que a` partida so´ sera˜o u´teis para adversa´rios ativos, que na˜o fazem uso
do servic¸o.
Acesso inadvertido trata-se de uma entidade obter acesso a informac¸a˜o a` qual na˜o lhe
compete. Pode passar por na˜o-utilizadores quebrarem o controlo de acessos, utiliza-
dores adulterarem as autorizac¸o˜es que a si esta˜o associadas ou provedores tentarem
subverter o sistema de autorizac¸a˜o imposto pelos pro´prios.
Ataques por rollback consistem na substituic¸a˜o de ficheiros centrais ao funcionamento
do sistema por dados obsoletos, de modo a conseguir ganhar acesso a informac¸a˜o
que na˜o lhe compete, ou alterar o armazenado. Normalmente envolvem a substituic¸a˜o
de ficheiros de metadados, recuperando permisso˜es para o atacante.
Quebra de confianc¸a consiste num dado utilizador, que se considerou inicialmente como
confia´vel, comec¸ar a agir maliciosamente. Estes casos acontecem quando e´ atribuı´da
confianc¸a a fontes duvidosas, ou quando clientes legı´timos sa˜o corrompidos por ad-
versa´rios. Tambe´m se pode aplicar ao provedor, mas na˜o e´ ta˜o adequado para os
sistemas a avaliar.
Takeover consiste na substituic¸a˜o de ficheiros chave de um sistema, com objetivo de ga-
nhar posse de todos os dados de um determinado utilizador. Este ataque tira proveito
de um u´nico ponto de validac¸a˜o, envolvendo a alterac¸a˜o de todos os metadados as-
sociados a` estrutura de dados do sistema.
Perda de chaves acontece quando os responsa´veis pela gesta˜o e utilizac¸a˜o de chaves
perdem acesso a`s mesmas. Esta ameac¸a depende das entidades responsa´veis pela
gesta˜o das chaves.
Corrupc¸a˜o acidental e´ o tipo especı´fico de ataque a` integridade dos ficheiros que resulta
de um acidente. Pode tratar-se de um acidente do utilizador, como a eliminac¸a˜o de








































Quebra de confidencialidade X X X X X
Alterac¸a˜o dos dados X X X X
DoS X X∗ X∗ X
Acesso inadvertido X X X X X
Ataques por rollback X X X X X
Quebra de confianc¸a X X∗ X X
Takeover X X X X
Perda de chaves X X X
Corrupc¸a˜o acidental X X X
Divulgac¸a˜o da informac¸a˜o X X
Tabela 3.1: Ameac¸as vs requisitos e propriedades. X∗ sa˜o ameac¸as menos relevantes.
Divulgac¸a˜o de informac¸a˜o passa pelos responsa´veis pelo armazenamento de informac¸a˜o
partilharem informac¸a˜o confidencial com terceiros. Muitas vezes passa por ven-
der informac¸a˜o dos utilizadores a empresas que possam fazer uso desta no pro´prio
nego´cio, como empresas que fazem concorreˆncia com outras que sa˜o clientes do
servic¸o em questa˜o, por exemplo.
Na tabela 3.1 esta´ representada a relac¸a˜o entre as ameac¸as descritas previamente com os
threat agents que as podem perpetuar e com as propriedades de seguranc¸a consideradas
relevantes, nomeadamente confidencialidade, integridade e disponibilidade.
Depois de assinaladas as ameac¸as, va˜o ser abordados os mecanismos habitualmente
utilizados pelos servic¸os de modo a atingirem certas garantias de seguranc¸a, nomeada-
mente confidencialidade, integridade e gesta˜o de chaves. Faz sentido focar a avaliac¸a˜o de
seguranc¸a nestes riscos em especı´fico, uma vez que este trabalho visa enriquecer essa
perspetiva de seguranc¸a.
As contramedidas habituais para responder a ataques a` confidencialidade e integridade
dos ficheiros passam pela transmissa˜o da informac¸a˜o atrave´s de canais SSL e por siste-
mas de autenticac¸a˜o baseados em login (C1). Esta e´ a abordagem realizada por sistemas
como Dropbox, Google Drive ou Box. Desta forma, a informac¸a˜o e´ armazenada em texto-
limpo e o acesso/alterac¸a˜o da mesma e´ limitado a`s entidades com acesso aos dados. Esta
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aproximac¸a˜o apenas e´ possı´vel grac¸as a` assunc¸a˜o de que os clientes pretendem que os
seus dados na˜o se encontrem acessı´veis ou altera´veis por outros utilizadores (quer durante
a transmissa˜o, quer no sistema), mas que estes confiam na legitimidade do servic¸o. Como
alternativa a esta abordagem, com sistemas como o Mega, ou utilizando uma camada de
seguranc¸a como o CloudFogger13, e´ possı´vel reforc¸ar um sistema de login com cifragem do
lado do cliente, de forma a conseguir contrariar ameac¸as a` confidencialidade da parte do
provedor (C2).
Para responder a ameac¸as acidentais, como a corrupc¸a˜o acidental ou a perda de chaves,
sa˜o necessa´rias medidas especı´ficas aos problemas. No caso da alterac¸a˜o dos dados, a
utilizac¸a˜o de protocolos bizantinos nos servidores e o frequente backup dos ficheiros per-
mite o acesso a informac¸a˜o antiga e a correc¸a˜o de possı´veis lapsos. No caso de perda de
chaves, as contramedidas habituais passam pela disponibilizac¸a˜o de funcionalidades para
recuperac¸a˜o de chaves. Para combater o DoS, podem ser utilizadas firewalls ou mecanis-
mos semelhantes. Estas sa˜o contramedidas menos relacionadas com o trabalho realizado
e, como tal, sa˜o apresentadas de uma forma menos detalhada.
Ameac¸as mais especı´ficas, como ataques por rollback ou o takeover, na˜o tendem a ser
contempladas pelos servic¸os atuais. Ao assumirem algum nı´vel de confianc¸a nos servic¸os,
rejeitam a possibilidade de alterac¸o˜es em ficheiros de metadados que permitam este tipo
de ataques.
Para as alternativas que abordam a cifragem de informac¸a˜o armazenada, a partilha desses
dados e´ habitualmente realizada atrave´s de cifras de chave pu´blica (2.2.3) para partilhar
chaves de cifras sime´tricas, por sua vez utilizadas na cifragem da informac¸a˜o (2.2.2). A
cada utilizador e´ atribuı´do um par de chaves (sk, pk), que sera˜o utilizadas para a trans-
missa˜o de chaves de cifragem utilizadas nos ficheiros que se pretende partilhar. Como
exemplo, assume-se que a Alice quer enviar um criptograma ao Bob (ambos clientes de um
mesmo servic¸o de cloud ), sendo esse criptograma F , o par de chaves do Bob (skB, pkB), os
algoritmos de cifragem/decifragem (Enc,Dec) e a chave de cifra sime´trica do criptograma
k, temos:
• O sistema entrega pkB a` Alice.

















Quebra de confidencialidade C1, C2 C1, C2 C1, C2 C2
Alterac¸a˜o dos dados C1, C2 C1, C2 −
DoS − − −
Acesso inadvertido C2 C2 C2
Ataques por rollback C1, C2 C1, C2 −
Quebra de confianc¸a C1, C2 C2
Takeover C1, C2 −
Perda de chaves − −
Corrupc¸a˜o acidental − −
Divulgac¸a˜o da informac¸a˜o C2
Tabela 3.2: Abrangeˆncia das contramedidas apresentadas. ”−” representam ameac¸as na˜o con-
templadas pelas contramedidas mencionadas.
• A Alice partilha F e c.
• O Bob recebe F e c.
• O Bob executa k ← DecskB(c).
Desta forma, o Bob consegue o criptograma F e a chave associada a` sua decifragem k.
Este tipo de partilha de chaves pu´blicas envolve alguma confianc¸a no servic¸o de cloud in-
termedia´rio (para que este na˜o monte ataques de substituic¸a˜o de chave pu´blica). Uma al-
ternativa a este tipo de partilha de chaves e´ a transmissa˜o por e-mail da chave de cifragem,
opcional no Mega, ou o recorrer a PKIs para validac¸a˜o de chaves pu´blicas.
Na tabela 3.2 encontram-se representadas as ameac¸as protegidas pelas contramedidas
abordadas. Como pode ser observado na mesma, as contramedidas de seguranc¸a aplica-
das no cliente sa˜o mais abrangentes que as que implicam confianc¸a na cloud. No entanto,
a maioria dos servic¸os atuais opta pela segunda opc¸a˜o, consequeˆncia da dificuldade as-
sociada a` conjugac¸a˜o dos requisitos de seguranc¸a em 3.4 com a boa performance das
funcionalidades referidas em 3.2.
O mecanismo mais ba´sico de seguranc¸a, que assume um provedor de cloud confia´vel,
assegura apenas a cifragem dos dados na sua transmissa˜o, forc¸ando tanto o cliente como
o servidor a realizarem operac¸o˜es adicionais, degradando a performance do servic¸o.
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Uma abordagem mais forte, que consiste em cifrar os dados do lado do cliente, enfrenta
obsta´culos de performance, de funcionalidade e de usabilidade. A nı´vel de performance,
o cliente e´ responsa´vel por realizar as operac¸o˜es de cifragem e decifragem na pro´pria
ma´quina, na˜o tirando proveito da capacidade de processamento do servidor remoto. A
nı´vel de funcionalidade, o servidor deixa de poder aplicar func¸o˜es de aperfeic¸oamento de
servic¸o sobre os dados armazenados, como a deduplicac¸a˜o. A nı´vel de usabilidade, e´ ne-
cessa´rio que utilizador tenha acesso a`s chaves guardadas localmente para poder aceder
aos ficheiros, o que significa que este tera´ de transferir as chaves para qualquer ma´quina
na qual pretende fazer uso do sistema. Esta u´ltima questa˜o seria contorna´vel pela utilizac¸a˜o
de um outro sistema externo de confianc¸a o que, por sua vez, resultaria num aumento de
complexidade na arquitetura do servic¸o.
Para a partilha de ficheiros segura, os obsta´culos na aplicac¸a˜o de cifras de chave pu´blica
dependem do grau de confianc¸a depositado no servic¸o. Caso seja confia´vel que este na˜o
vai tentar executar ataques de substituic¸a˜o de chave pu´blica, o servidor pode associar cada
cliente registado a` respetiva chave pu´blica numa estrutura local, enviando-as aos utilizado-
res consoante sejam necessa´rias. Caso o servic¸o na˜o seja confia´vel e os clientes devam
partilhar chaves por e-mail, criam-se obsta´culos de: i. usabilidade, sendo que ambas as
partes envolvidas na partilha teˆm de enviar/receber as chaves por meios externos e ii. fun-
cionalidade, pois no caso das cifras sime´tricas, a partilha e´ ato´mica, garantindo sempre
acesso a leituras e escritas sobre o mesmo. Caso o servic¸o na˜o seja confia´vel e os clientes
recorram a PKIs, para ale´m da quebra de usabilidade (os utilizadores continuam a recor-
rer a um meio externo), e´ necessa´rio atender aos obsta´culos de performance que adveˆm
da necessidade adicional de processamento envolvido na validac¸a˜o/revogac¸a˜o das chaves
pu´blicas.
Os desafios associados ao estudo de soluc¸o˜es alternativas consistem em procurar tradeoffs
adequados entre garantias de seguranc¸a e funcionalidades providenciadas. Dessa forma,
e´ importante responder a problemas como a granularidade de permisso˜es ou o recorrer






4.1 Limitac¸o˜es das soluc¸o˜es existentes
A maioria sistemas comerciais referidos operam numa perspectiva de maximizar a per-
formance e a eficieˆncia, de modo a poderem oferecer o servic¸o a mais utilizadores e
conseguirem maior retorno do seu investimento. Desta forma, os provedores preferem
realizar uma partilha o mais generalista possı´vel, levando a` partilha de pastas ao inve´s de
ficheiros individuais, minimizando o esforc¸o da divisa˜o de acessos e maximizando a sua
eficieˆncia. Isto na˜o e´ necessariamente um ponto negativo, mas e´ importante ter em conta
consoante o que o utilizador procura usufruir num sistema deste ge´nero, pois pode ser
enganosa a declarada funcionalidade de “partilha de ficheiros”.
Granularidade e precisa˜o nas permisso˜es
A abordagem realizada pelo dropbox restringe as permisso˜es associa´veis a`s pastas, en-
quanto que a granularidade da partilha de pastas no box tem limitac¸o˜es quando se tratam
de subpastas. Insuficieˆncias como estas sa˜o consequeˆncia da lo´gica referida anteriormente.
Maior especificidade nas permisso˜es de cada utilizador leva a um acre´scimo de complexi-
dade no controlo de acessos, o que origina num maior esforc¸o para a gesta˜o e aplicac¸a˜o
desses mecanismos da parte do provedor.
Este e´ um obsta´culo de performance, uma vez que as contramedidas existentes implicam
um degradar da performance do servic¸o. Exemplos de soluc¸o˜es passam por listas de
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controlo de acesso, que permitem atingir melhor especificac¸a˜o de permisso˜es, ou cifragem
com chave individual para cada ficheiro, que permite oferecer partilha ao nı´vel do mesmo.
Servidores remotos na˜o confia´veis e comunicac¸a˜o externa
A maioria das contramedidas referidas previamente partem da assunc¸a˜o que o provedor de
cloud e´ de confianc¸a. Este e´ um ponto que tem vindo a receber forte atenc¸a˜o, uma vez
que se trata de um luxo ao qual muitos utilizadores na˜o se podem dar, quer pelo acesso a
dados altamente confidenciais, quer pela manipulac¸a˜o de informac¸a˜o sensı´vel demais para
arriscar perdas de integridade.
Na sec¸a˜o 3.4 foi examinada a metodologia habitual para partilha de ficheiros segura: as
cifras de chave pu´blica, utilizando as chaves que os utilizadores mantinham na cloud para
transmitir o segredo utilizado na cifragem dos dados. O problema desta abordagem sobre
esta nova perspectiva reside na possibilidade da cloud substituir as chaves pu´blicas arma-
zenadas por chaves da pro´pria cloud, conseguindo assim acesso aos dados armazenados
pelo utilizador. Sem esta hipo´tese, cai sobre os utilizadores a responsabilidade da gesta˜o,
distribuic¸a˜o e validac¸a˜o das chaves pu´blicas a utilizar, tarefa na˜o-trivial e muito dificilmente
abstraı´vel.
Uma forma de resolver este problema e´ assumir que os utilizadores conseguem estabelecer
uma ligac¸a˜o segura entre estes o que, resolvendo um problema, cria outros tantos.
Primeiro, e´ necessa´rio que os utilizadores tenham um meio para comunicar entre eles que
seja considerado seguro. Sincronamente, pode envolver uma ligac¸a˜o de TLS/SSL entre
ambos ou a utilizac¸a˜o de outros meios externos considerados pelos utilizadores como
de confianc¸a [48]. Assincronamente, pode implicar a troca de e-mails ou a utilizac¸a˜o de
PKIs/PGP 1. Este estabelecimento do meio externo origina obsta´culos de arquitetura, na
opc¸a˜o de recorrer aos sistemas externos, e obsta´culos de performance, associados a`s
te´cnicas que implicam processamento do lado do cliente [13].
Segundo, estes me´todos nem sempre se apresentam como fa´ceis de utilizar, pelo menos
sem conhecimento destas te´cnicas de seguranc¸a associadas. Isto leva a pior usabilidade




Extrac¸a˜o de conhecimento a partir de criptogramas
Como referido na sec¸a˜o 2.2, um sistema de cifragem e´ considerado seguro se um adversa´rio
na˜o conseguir computar nenhuma func¸a˜o aplica´vel ao texto-limpo no criptograma. Isto im-
plica que, nos casos gerais, e´ difı´cil (ou ate´ impossı´vel) extrair informac¸a˜o de criptogramas
para os quais na˜o se tem acesso a` chave de decifragem associada.
Isto significa que, para a abordagem C2 em 3.4, a cifragem de toda a informac¸a˜o implica
que os servidores na˜o va˜o ser capazes de aplicar quaisquer te´cnicas para melhoramento
de performance. Esta atitude impossibilita a aplicac¸a˜o de te´cnicas de melhoramento de
performance, como a deduplicac¸a˜o (3.3), e qualquer tipo de infereˆncia sobre os dados ar-
mazenados.
4.2 Soluc¸o˜es propostas em sistemas experimentais
SiRiUS [35] e Plutus [36] sa˜o dois sistemas de secure storage que teˆm como objetivo per-
mitir partilha de ficheiros em servidores na˜o-confia´veis. Ambos enfrentam as dificuldades
referidas em 4.1 e 4.1.
A perspectiva da cifragem no cliente cruzada com partilha de ficheiros tem algumas carac-
terı´sticas semelhantes a` utilizada nos esquemas atuais. O me´todo envolve associar a cada
ficheiro uma chave de cifragem e uma chave de assinatura, sendo que os utilizadores com
permisso˜es de leitura va˜o ter acesso a` primeira e os utilizadores com acesso de leitura/es-
crita va˜o ter acesso a ambas. Recorrendo a assinaturas da informac¸a˜o, os utilizadores com
apenas a primeira chave na˜o conseguem produzir alterac¸o˜es va´lidas, mesmo conseguindo
cifrar/decifrar os dados. O acesso a estas chaves e´ atribuı´do atrave´s de cifras de chave
pu´blica, cifrando este par de chaves com as chaves pu´blicas dos utilizadores-alvo (como
descrito em 3.4).
Quanto ao obsta´culo de arquitetura que resulta da gesta˜o e distribuic¸a˜o de chaves pu´blicas,
os sistemas estudados evitam atacar o assunto. A atitude e´ a de assumir comunicac¸a˜o
externa entre utilizadores e colocar a responsabilidade sobre os mesmos.
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4.2.1 SiRiUS
O SiRiUS apresenta-se como uma camada de seguranc¸a para um sistema de ficheiros,
de modo a poder jogar com a heterogeneidade dos diferentes sistemas e ser ortogonal a`s
medidas (ou a` auseˆncia) de seguranc¸a de cada um. Neste caso, a facilidade no estabe-
lecimento de um canal de comunicac¸a˜o seguro entre utilizadores e´ considerada irrealista,
sendo que este evita ao ma´ximo a comunicac¸a˜o externa entre intervenientes. Para tal, a
partilha de ficheiros e´ feita recorrendo a` cifragem de chave pu´blica.
Cada utilizador necessita apenas de armazenar duas chaves, cujo par e´ gerado no inı´cio da
utilizac¸a˜o do sistema: MEK - Master Encryption Key e MSK - Master Signature Key. Cada
ficheiro criado vai ter a si associado uma chave sime´trica FEK - File Encryption Key e uma
chave de assinatura FSK - File Signature Key. Assim, o armazenamento e´ composto por
treˆs tipos de ficheiros:
1. d-file - O ficheiro que conte´m informac¸a˜o, nomeadamente a informac¸a˜o cifrada com a
FEK e o seu hash cifrado com a FSK.
2. md-file - O ficheiro de metadados, contendo uma assinatura do hash com MSK, o
nome do ficheiro, um timestamp da u´ltima alterac¸a˜o, a chave de verificac¸a˜o de FSK
e uma lista de blocos cifrados com o MEK pu´blico de cada utilizador. Estes blocos
podem conter o FEK ou o FEK+FSK, dependendo se e´ permitida leitura ou leitura/es-
crita.
3. mdf-file - Um ficheiro de metadados localizado em cada diretoria que contem a raiz
de uma a´rvore de hash construı´da com os md-files na mesma diretoria e todas as
sub-diretorias.
Esta a´rvore de hash serve como um mecanismo de atualizac¸a˜o sobre os ficheiros de meta-
dados, constantemente assegurando a integridade destes apo´s um dado intervalo de tempo
[26, 40]. Isto permite contrariar possı´veis ataques por rollback 2. Para este mecanismo fun-
cionar, a a´rvore deve ser constantemente verificada e a sua raiz atualizada por um daemon
do lado do cliente.
Para a revogac¸a˜o de acessos, o proprieta´rio do ficheiro volta a cifrar o documento, renova o
md-file para contemplar a nova FEK e FSK e atualiza o mdf-file para adaptar a`s alterac¸o˜es,
2rollback e´ um tipo de ataque em que um utilizador substitui um ficheiro por uma versa˜o mais antiga do mesmo ficheiro, com objetivo
de tentar subjugar o sistema em questa˜o
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conseguindo assim uma revogac¸a˜o ativa. Os maiores problemas da abordagem SiRiUS
sa˜o:
• Elevado processamento exigido ao cliente, forc¸ando-o a cifragens, hashing e mu´ltiplas
verificac¸o˜es de assinaturas.
• O overhead do lado do sistema de ficheiros para armazenar md-files e mdf-files, au-
mentando o espac¸o utilizado e a lateˆncia dos pedidos (devido a`s verificac¸o˜es).
• A partilha de ficheiros optimizada para grupos pequenos, na˜o escalando bem para
um aumento de utilizadores com permisso˜es sobre um mesmo ficheiro. No entanto, a
utilizac¸a˜o do SiRiUS-NNL e´ uma alternativa adequada quando se pretendem grupos
de partilha com tamanho pro´ximo ao nu´mero de utilizadores do sistema.
4.2.2 Plutus
Plutus, ao contra´rio do SiRiUS, na˜o so´ assume a existeˆncia de canais seguros entre utili-
zadores, como coloca a responsabilidade de gesta˜o e distribuic¸a˜o de chaves totalmente do
lado dos clientes. O objetivo desta medida e´ o de minimizar a responsabilidade do servi-
dor remoto e atingir os melhores nı´veis de escalabilidade, uma vez que o incremento de
processamento se encontra do lado do cliente.
Os ficheiros sa˜o cifrados por blocos com chaves individuais (file-block keys) e armazenados
em lockboxes cifradas com criptografia sime´trica, resultando em file-lockbox keys (cujo tama-
nho pode aumentar, mediante a granularidade de partilha que se quiser providenciar). Esta
medida por si so´ e´ utilizada apenas no acesso ao(s) ficheiro(s), sendo que a mesma abor-
dagem anterior de chaves para assinatura/verificac¸a˜o e´ utilizada para divisa˜o de acessos
em apenas-leitura e leitura-escrita.
Na revogac¸a˜o de acessos, e´ utilizada uma te´cnica de rotac¸a˜o de chaves para oferecer lazy
revogation, significando que, mesmo que um utilizador perca permisso˜es, este continua a
ter acesso a verso˜es antigas dos ficheiros. A ideia e´ a de utilizar a chave privada para
exponenciar a chave atual e gerar chaves para o lockbox. Assim:
• Se um leitor possuir a chave na mesma versa˜o do lockbox, vai conseguir concluir a
operac¸a˜o.
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• Se um leitor possuir uma chave desatualizada do lockbox, vai ter de pedir a chave atual
ao owner do ficheiro.
• Se um leitor possuir uma chave demasiado recente do lockbox, vai poder utilizar
a chave pu´blica para fazer rollback e chegar a` chave que precisa para concluir a
operac¸a˜o.
Note-se que, mesmo que se esteja a tratar de lazy revogation, os metadados teˆm de ser
imediatamente alterados, de modo a impedir escritas indesejadas, se tal for o caso. Para o
Plutus, os seus maiores problemas sa˜o:
• Armazenamento elevado de chaves local, impedindo a utilizac¸a˜o de um cliente com
menos capacidade de armazenamento.
• Assunc¸a˜o de comunicac¸a˜o segura entre clientes exige canais seguros, que nem sem-
pre sa˜o possı´veis (considerado pelo SiRiUS como irrealista).
• Lazy Revogation permite acesso a verso˜es antigas dos ficheiros por parte de utiliza-
dores revogados, o que na˜o e´ conveniente.
4.3 Soluc¸o˜es criptogra´ficas e message-locked encryp-
tion
Para a partilha de ficheiros segura num ambiente de cloud sa˜o tipicamente utilizadas
te´cnicas de cifragem de dados. A deduplicac¸a˜o, por outro lado, prospera da existeˆncia
de duplicados e da capacidade de os identificar frequentemente para conseguir hits. Uma
vez que dois ficheiros iguais cifrados com chaves diferentes geram documentos diferentes, a
eficieˆncia da deduplicac¸a˜o fica entregue ao raro acaso e espera-se que caia drasticamente.
Atacando a dificuldade abordada em 4.1, estes objetivos contradito´rios teˆm de ser rela-
xados se e´ pretendido alcanc¸ar uma forma de fazer estas duas te´cnicas coexistir. Para
conseguirmos deduplicac¸a˜o num sistema seguro temos de fazer sacrifı´cios na componente
da seguranc¸a, e para conseguirmos adicionar seguranc¸a a` deduplicac¸a˜o, va˜o ter de ser
contemplados tradeoffs na performance da mesma. Preferencialmente, o objetivo e´ conse-
guir atingir um nı´vel de seguranc¸a mı´nimo exigido pelos utilizadores, providenciando uma
efica´cia de deduplicac¸a˜o que permita melhorias visı´veis no espac¸o de armazenamento.
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A abordagem deduplicac¸a˜o segura ja´ e´ utilizada a nı´vel pra´tico em aplicac¸o˜es de armaze-
namento remoto [2, 5, 19, 50], muitas vezes denominada Convergent Encryption, mas com
uma noc¸a˜o variante consoante o caso.
4.3.1 Funcionamento do message-locked encryption
Em 2013 foi formalizada a primitiva de Message-Locked Encryption (MLE) [8]. Este artigo
tem o objetivo de abordar os diferentes casos de deduplicac¸a˜o segura, generalizando o me-
canismo envolvido nas te´cnicas usadas e clarificando as garantias de seguranc¸a oferecidas
para este tipo de primitiva.
Esquemas de MLE sa˜o esquemas de cifra sime´trica em que a chave em si e´ deriva´vel da
mensagem e sa˜o constituı´dos por 4 func¸o˜es principais 〈K, E ,D, T 〉 (Fig. 4.1):
• K e´ o algoritmo responsa´vel pela derivac¸a˜o de chaves, isto e´, recebe como input a
mensagem M e entrega como output a chave K.
• E e´ o algoritmo responsa´vel pela cifragem de dados. Para este, qualquer algoritmo de
cifragem sime´trica e´ aplica´vel.
• D e´ o algoritmo responsa´vel pela decifragem de dados. O passo inverso ao anterior.
• T e´ o algoritmo responsa´vel por gerar a tag, ou seja, o identificador utilizado para
comparar dois criptogramas.
Utilizando estes quatro algoritmos, esquemas de MLE seguem uma construc¸a˜o como se
segue:
• Key generation: Recebendo uma mensagem m, entrega k ← K(m).
• Encrypt : Recebendo k e uma mensagem m, entrega c← E(k,m).
• Tag generation: Recebendo um criptograma c, entrega t← T (c).
• Decrypt : Recebendo k e um criptograma c, entrega m← D(k, c).
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Figura 4.1: As 4 func¸o˜es dos esquemas MLE
4.3.2 Revogac¸a˜o de permisso˜es com message-locked encryption
A revogac¸a˜o lazy e´, a` partida, mais eficiente, uma vez que as alterac¸o˜es sobre o ficheiro
ocorrem apenas durante a atualizac¸a˜o, pois permite que o sistema otimize tendo isso em
conta. No entanto, o preferı´vel e´ realizar revogac¸a˜o ativa, o que implica cifrar novamente
o ficheiro, com uma chave diferente, bloqueando imediatamente o acesso aos utilizadores
indesejados [7].
O problema e´ que, na utilizac¸a˜o de esquemas baseados em MLE, a chave deriva da men-
sagem, na˜o sendo possı´vel alterar a mesma sem alterar a informac¸a˜o. Essa natureza que
liga a chave a` mensagem e vice-versa implica que o melhor tipo de revogac¸a˜o possı´vel de
implementar neste sistema e´ a revogac¸a˜o lazy. Este e´ um exemplo do tradeoff que implica
adaptar deduplicac¸a˜o a um sistema de partilha de ficheiros.
4.3.3 Seguranc¸a e contribuic¸o˜es pra´ticas
Para ser possibilitada a deduplicac¸a˜o sobre texto cifrado, tem de ser possı´vel recolher al-
guma informac¸a˜o do criptograma, nomeadamente, se dois criptogramas conteˆm a mesma
informac¸a˜o. Nos esquemas propostos, a capacidade de verificac¸a˜o de igualdade consiste
na caraterı´stica das func¸o˜es de hash utilizadas de produzirem outputs u´nicos para cada
input [47], assumindo-se uma efica´cia de deduplicac¸a˜o de 100%.
No entanto, com certezas da capacidade de comparar dois textos cifrados, as te´cnicas de
MLE na˜o atingem indistinguibilidade (2.2.2), uma vez que qualquer adversa´rio que consiga
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gerar o criptograma de um dado utilizador tem acesso a` informac¸a˜o associada. Assim, a
seguranc¸a associada a` confidencialidade dos criptogramas depende da entropia presente
no espac¸o de mensagens do sistema, sendo ta˜o seguro quanto mais imprevisı´veis forem as
mensagens armazenadas no mesmo. Esta fraqueza leva a possı´veis ataques de diciona´rio,
por forc¸a bruta ou por tentativa/erro, consequeˆncias da seguranc¸a ser ta˜o forte quanto a
entropia das mensagens no sistema.
E´ importante tambe´m atender ao novo cuidado de proteger a tag. Uma vez que se assume
na˜o ser possı´vel impedir a comparac¸a˜o de ficheiros cifrados, torna-se importante assegu-
rar que dois ficheiros considerados iguais sejam, realmente, iguais. Esta propriedade e´
chamada de tag consistency e tem como objetivo impedir ataques como o que se segue:
• Um adversa´rio transmite um ficheiro maliciosamente gerado MAdv com tag T .
• O Bob transmite um ficheiro legı´timo MB com tag T . O sistema reconhece as tags
como iguais e mante´m apenas a primeira versa˜o.
• O Bob tentaa fazer upload do ficheiro e recebe o MAdv criado pela entidade maliciosa.
Neste ataque, o Bob foi vı´tima de um ataque de duplicate-faking, ja´ encontrado em sistemas
que implementam este tipo de deduplicac¸a˜o [52].
T (C) = T (E(K(M),M)) (4.1)
A propriedade de tag consistency (TC) exige que seja “hard” 3 a criac¸a˜o de um par (M,C)
congruente com 4.1, mas que verifique 4.2.
D(K(M), C) 6= m (4.2)
Adicionalmente, existe a noc¸a˜o de strong tag consistency (STC), que exige que seja “hard”
a criac¸a˜o de um par (M,C) congruente com 4.1, mas que verifique 4.3. Note-se que STC
e´ estritamente mais forte que TC.
D(K(M), C) =⊥ (4.3)
3Um problema hard e´ um problema que se acredita na˜o ter soluc¸a˜o via´vel para um adversa´rio cujo processamento esta´ limitado a
algoritmos polinomiais
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O trabalho apresentado em [8] tambe´m inclui propostas de contribuic¸o˜es pra´ticas. Nesse
sentido, e´ abordado o Convergent Encryption (CE), cuja utilizac¸a˜o ja´ se encontra presente
em sistemas pra´ticos, bem como dois adicionais: Hash and Convergent Encryption (HCE)
e Randomized Convergent Encryption (RCE), para os quais sera˜o atingidos diferentes tra-
deoffs de eficieˆncia e consisteˆncia de tag. Para a implementac¸a˜o destes esquemas, e´ assu-
mida a existeˆncia dos algoritmos 〈H, Enc,Dec〉, sendo H uma func¸a˜o de hash criptogra´fica
e (Enc,Dec) e´ o par de algoritmos para a cifra sime´trica. As formalizac¸o˜es destes esque-
mas podem-se encontrar no artigo associado, seguindo-se, assim, uma resumida descric¸a˜o
dos mesmos.
O CE e´ uma generalizac¸a˜o do esquema original proposto em [22], utilizando H para ge-
rar uma chave sime´trica K e recorrendo a` mesma para cifrar a mensagem com Enc. A
tag e´ calculada aplicando H a todo o criptograma. A construc¸a˜o deste esquema pode-se
encontrar em A.4.
Em [8] sa˜o abordadas duas variac¸o˜es de HCE: HCE1 e HCE2.
HCE1 e´ uma variante popular do CE, utilizada em va´rios sistemas [19, 20, 53]. Ao contra´rio
do CE, neste esquema as tags sa˜o computadas ao mesmo tempo que e´ realizada a cifra-
gem, aplicando H a` chave associada a` mensagem. Este HCE1 e´ vulnera´vel a ataques
que quebram a TC, que consistem em escolher duas mensagens M 6= M ′, computar
C ← Enc(H(M),M ′) e T ← H(H(M)) e armazenar (M,C ‖ T ). Dessa forma, caso
um adversa´rio consiga antecipar uma mensagem que sera´ armazenada por um utilizador,
este pode indeteta´velmente subistiuı´-la por uma outra mensagem arbitra´ria a` escolha do
mesmo.
O HCE2 e´ um novo esquema, que adapta o HCE1 de modo a incluir um novo mecanismo
que confira seguranc¸a TC. O processo de decifragem deste esquema volta a computar a
tag utilizando a mensagem decifrada, confirmando assim a validade da tag associada. O
HCE abordado neste trabalho refere-se a esta variac¸a˜o, e a respetiva construc¸a˜o pode ser
consultada em A.5.
O RCE trata-se de uma variac¸a˜o do HCE que visa recorrer a aleatoriedade para maximizar
a paralelizac¸a˜o das operac¸o˜es envolvidas. Isto e´ conseguido atrave´s da escolha de uma
chave aleato´ria de cifra sime´trica L, seguida da execuc¸a˜o simultaˆnea de Enc(L,M) e de
H(K). Finalmente, L e´ cifrado com K utilizando one-time pad, e a tag e´ derivada a partir
de K. A construc¸a˜o do RCE pode-se encontrar em A.6.
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Capı´tulo 5
Viabilidade de cifras message-locked
encryption
5.1 Caracterı´sticas a avaliar com o programa
De modo a ser corretamente avaliado o impacto das te´cnicas de MLE num sistema dedu-
plicado, e´ importante focar nas vantagens que esse tipo de sistema tra´s, e de que forma
pode esta adic¸a˜o prejudicar as diferentes entidades que fazem parte do sistema. Para esta
ana´lise vamos assumir um sistema de deduplicac¸a˜o sı´ncrona realizada do lado do cliente,
incidindo sobre blocos de ficheiros e tendo em conta as diferentes caracterı´sticas referidas
em 3.3.
Do um lado temos o cliente. O benefı´cio do mesmo com a deduplicac¸a˜o limita-se a` possı´vel
reduc¸a˜o de informac¸a˜o transmitida na rede (caso a comparac¸a˜o seja realizada em 3 passos)
e/ou a uma indireta melhoria de servic¸o pela parte dos provedores do servic¸o. Assim, faz
mais sentido perceber de que forma a aplicac¸a˜o de te´cnicas MLE pode sobrecarregar os
clientes a nı´vel de consumo de recursos, ou seja, tamanho das mensagens e tempo de
execuc¸a˜o de operac¸o˜es ba´sicas.
De outro lado temos o servidor. As vantagens da deduplicac¸a˜o incidem maioritariamente
nesta parte, reduzindo o espac¸o de armazenamento efetivamente utilizado a troco de uma
operac¸a˜o de verificac¸a˜o realizada na inserc¸a˜o de ficheiros. Esta operac¸a˜o tende a ser
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relativamente leve, implicando uma procura de um output de func¸a˜o de hash num registo
de ficheiros. Assim, vamos procurar perceber se a aplicac¸a˜o destas te´cnicas resulta num
degradar na eficieˆncia da deduplicac¸a˜o.
Tendo isto em conta, o benchmark foi dividido em duas abordagens, uma da perspetiva do
servidor e outra da perspetiva do cliente:
Perspetiva do cliente - Performance: nomeadamente, tempo de execuc¸a˜o e tamanho de
mensagens.
Perspetiva do servidor - Eficieˆncia da deduplicac¸a˜o: nomeadamente, quantidade de
informac¸a˜o que e´ efetivamente deduplicada.
5.1.1 Te´cnicas abordadas
As operac¸o˜es que va˜o estar sobre teste pelo benchmark devem produzir resultados
passı´veis de concluso˜es u´teis ao problema estudado. Para tal, e´ ta˜o importante a esco-
lha de elementos a serem testados como a escolha de termos de comparac¸a˜o.
Este problema pode ser abordado por dois pontos de partida iniciais:
1. Por um provedor de servic¸o que faz uso da deduplicac¸a˜o. Esta permite que as
medic¸o˜es possam ser usadas para explicitar a eficieˆncia a abdicar nos seus servi-
dores e compreender o qua˜o grave e´ a sobrecarga das medidas de seguranc¸a para
os clientes do seu servic¸o.
2. Por um provedor de servic¸o de secure storage. Neste ponto de vista, e´ interessante
perceber de que forma pode ser poupado espac¸o de armazenamento com o relaxar
do seu modelo de seguranc¸a e de que forma estes me´todos afetariam o seu programa
do cliente.
De modo a atender a estes pontos de vista, sa˜o identificados dois termos de comparac¸a˜o
importantes: deduplicac¸a˜o simples e cifragem simples.
Na perspetiva do cliente, e´ importante avaliar a degradac¸a˜o de performance que adve´m da
aplicac¸a˜o de te´cnicas MLE. Como tal, vai ser executado: deduplicac¸a˜o simples, cifragem
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simples e um esquema de MLE. Estes testes permitira˜o mensurar o degradar de perfor-
mance especta´vel quando se parte de um sistema que ja´ aplique a deduplicac¸a˜o, bem
como quando se parte de um sistema que ja´ aplique me´todos de cifragem convencionais.
A respeito da escolha do esquema de MLE, uma vez que os diferentes esquemas sa˜o ca-
raterizados pelos diferentes nı´veis de paralelizac¸a˜o de operac¸o˜es, teve-se em conta o redu-
zido tempo de execuc¸a˜o das func¸o˜es e o peso associado a`s threads de java.lang.Thread
[38]. Como tal, o HCE revelou-se como o esquema mais ra´pido para estes casos e foi
escolhido para comparac¸a˜o com as restantes operac¸o˜es.
Na perspetiva do servidor, e´ importante avaliar a eficieˆncia da deduplicac¸a˜o nos diferentes
casos. Para este ponto, vai ser mensurada a deduplicac¸a˜o por ficheiro completo e por
blocos, atendendo ao nu´mero de vezes que e´ identificado um duplicado e ao espac¸o que e´
poupado desta forma. A nı´vel de operac¸a˜o, e seguindo o raciocı´nio aplicado na perspetiva
do cliente, vai ser contemplado: deduplicac¸a˜o simples, cifragem simples e um esquema de
MLE.
Adicionalmente, o benchmark aborda dois esquemas adicionais, que tentam jogar com a
natureza das primitivas de MLE e com o ambiente de teste, de modo a produzir resultados
mais valiosos: MLESalted e CipherCE.
MLESalted e´ uma experieˆncia com a eficieˆncia da deduplicac¸a˜o na presenc¸a de aleatori-
edade acrescentada nas mensagens. A ideia passa por aumentar a entropia do sistema
atrave´s da inserc¸a˜o de bytes aleato´rios que tornem as mensagens mais imprevisı´veis, vi-
sando sacrificar alguma efica´cia de deduplicac¸a˜o por um aumento na confidencialidade
oferecida. Como as restantes operac¸o˜es, vai ser executada tanto a nı´vel do bloco como a
nı´vel do ficheiro completo. A construc¸a˜o deste esquema pode ser consultada em A.7
Deduplicac¸a˜o por blocos tende a ser mais eficiente que a por ficheiros completos, pore´m,
esta e´ tambe´m mais pesada, uma vez que cada bloco implica uma derivac¸a˜o de chave.
CipherCE e´ uma abordagem cujo objectivo e´ perceber ate´ que ponto se pode tirar partido
de um cabec¸alho comum dos ficheiros para derivar a chave. Caso ficheiros com blocos
comuns tendam a partilhar o mesmo bloco inicial, a operac¸a˜o de derivac¸a˜o de chave precisa
apenas de ser feita uma vez (para este cabec¸alho), sendo identifica´veis os blocos iguais
entre ficheiros, mesmo na˜o sendo estes totalmente iguais. A construc¸a˜o deste esquema
encontra-se em A.8
Assim, as te´cnicas abordadas englobam:
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• Client-Side:
– Deduplicac¸a˜o - Termo de comparac¸a˜o com a deduplicac¸a˜o simples.
– Normal Cipher - Para comparac¸a˜o com a cifragem normal.
– HCE - Um esquema MLE, alvo de comparac¸a˜o.
• Server-Side:
– Deduplicac¸a˜o - WF - Deduplicac¸a˜o de ficheiro completo.
– Deduplicac¸a˜o - Bl - Deduplicac¸a˜o realizada a nı´vel do bloco.
– HCE - WF - Um esquema MLE a executar com ficheiros completos.
– HCE - Bl - Um esquema MLE a executar a nı´vel do bloco.
– CipherCE - Um esquema de MLE que deriva a chave do primeiro bloco,
utilizando-a para os restantes.
– HCESalted- WF - Um esquema de MLE com entropia injetada (salt ) que funci-
ona com o ficheiro completo.
– HCESalted- Bl - Um esquema de MLE com entropia injetada (salt ) que funciona
a nı´vel do bloco.
– Std Cipher - WF - Uma cifra sime´trica sem contemplar deduplicac¸a˜o, a funcionar
com ficheiros completos.
– Std Cipher - Bl - Uma cifra sime´trica sem contemplar deduplicac¸a˜o, a funcionar
a nı´vel do bloco.
5.2 Apresentac¸a˜o e ana´lise dos resultados
5.2.1 Especificac¸o˜es do benchmark e da ma´quina
Para testar a viabilidade dos esquemas baseados em MLE explicados em 4.3.3, foi imple-
mentado um programa especı´fico a` aplicac¸a˜o. O objetivo do mesmo passa pela medic¸a˜o de
52
tempos associados a`s te´cnicas de comparac¸a˜o e a te´cnicas de baseline para interpretac¸a˜o
de resultados.
Este benchmark foi implementado em Java1, consistindo em cerca de 1200 linhas de co´digo,
sendo por volta de 400 dedicadas a` implementac¸a˜o das te´cnicas de MLE a serem utiliza-
das. Foi utilizada a versa˜o de Java 1.6.0 27 com OpenJDK Runtime Environment (IcedTea6
1.12.6), SHA-256 para func¸o˜es de hash (2.2.1), AES, para func¸o˜es criptogra´ficas sime´tricas,
em modo CBC com padding PKCS5 (2.2.2). Para paralelizac¸a˜o de processos foi utilizado a
classe java.lang.Thread e, para aleatoriedade, a classe java.security.SecureRandom
utilizando o construtor public SecureRandom() para inicializac¸a˜o do algoritmo.
Os diferentes testes abordados pelo benchmark foram executados numa ma´quina com um
processador Intel(R) Core(TM)2 Duo CPU T9300 @ 2.50GHz, com 4130Mb de memo´ria
RAM e sobre o sistema operativo Ubuntu 12.04.2 LTS.
5.2.2 Resultados da perspetiva do cliente
Para recolha de tempo de execuc¸a˜o foram gerados, aleatoriamente, 40 ficheiros, com tama-
nho desde 250Kb a 10Mb (de 250Kb em 250Kb). Depois, foi repetida a operac¸a˜o a testar
um n nu´mero de vezes para cada ficheiro gerado previamente, sendo medido o tempo de
cada execuc¸a˜o. Dividindo a soma destas operac¸o˜es pelo n escolhido obteve-se a me´dia,
sendo posteriormente construı´do um gra´fico que ajuda a perceber como a operac¸a˜o reage
a aumentos no tamanho dos ficheiros.
Deduplicac¸a˜o simples: o termo mais importante de comparac¸a˜o com te´cnicas de
deduplicac¸a˜o e´ a deduplicac¸a˜o na sua forma mais simples. Para este teste sera´ executado
apenas uma operac¸a˜o de hash, tipicamente utilizada como termo de comparac¸a˜o entre
dois ficheiros num sistema que contemple deduplicac¸a˜o. Como pode ser observado na
figura 5.1, as operac¸o˜es de hash sa˜o executadas inicialmente com tempo inferior a 4ms,
crescendo linearmente com o aumentar do tamanho dos ficheiros. Neste caso, o tamanho
de mensagem desta operac¸a˜o sera´ apenas influenciado pela func¸a˜o de hash (que, para
este caso com SHA-256, sera´ 256 bits). Sendo a mensagem M = {0, 1}n, o tamanho das
mensagens sera´ n+ 256.
1http://www.oracle.com/technetwork/java/javase/downloads/index.html
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Figura 5.1: Tempos de execuc¸a˜o do processo de deduplicac¸a˜o para n operac¸o˜es
Figura 5.2: Tempos de execuc¸a˜o do processo de cifragem para n operac¸o˜es
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Figura 5.3: Tempos de execuc¸a˜o do processo de cifragem HCE para n operac¸o˜es
Cifragem simples: neste teste sera´ executada uma operac¸a˜o de cifragem AES-CBC, utili-
zando uma chave aleato´ria. O objectivo e´ obter um termo de comparac¸a˜o entre o custo de
operac¸a˜o do esquema MLE com uma cifra standard sime´trica. Como pode ser observado
na figura 5.2, as operac¸o˜es executadas demoram, inicialmente, cerca de 10ms, crescendo
linearmente com o aumento do tamanho dos ficheiros. Para uma mensagem M = {0, 1}n,
o tamanho de mensagens sera´ n.
MLE-HCE: neste teste sera´ executado o esquema de MLE denominado HCE (A.5). Como
pode ser observado na figura 5.3, as operac¸o˜es iniciam num tempo de execuc¸a˜o de 25ms
e, tal como os anteriores, va˜o aumentando linearmente. Os valores obtidos sa˜o consisten-
tes com o especta´vel, uma vez que o processo sequencial seria uma operac¸a˜o de hash e
uma de cifra sime´trica, sendo o adicional provocado pela inicializac¸a˜o de threads pela Java
Virtual Machine (JVM). Para esta operac¸a˜o, deve ser considerado o agregado da operac¸a˜o
de hash com a operac¸a˜o de cifragem. Sendo assim, temos que o tamanho das mensagens
e´ n+ 256.
Os tempos obtidos das operac¸o˜es de HCE sa˜o congruentes com o seu comportamento
4.3.3. De um ponto de vista funcional, pode-se aproximar o tradeoff necessa´rio a` apli-
cabilidade deste esquema ao de adicionar a operac¸a˜o ba´sica que falta a cada uma das
abordagens. Isto significa que i. se quisermos partir de um sistema de deduplicac¸a˜o, de-
vemos esperar uma degradac¸a˜o de performance ligeiramente superior a uma operac¸a˜o de
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Tabela 5.1: Eficieˆncia da deduplicac¸a˜o com blocos de 400Kb e 1 byte de salt
cifragem, e que ii. se quisermos adicionar a funcionalidade de deduplicac¸a˜o a um sistema
que ja´ realiza cifragem, esperamos um degradar de performance iguala´vel a pouco mais
que uma operac¸a˜o de hash.
A nı´vel de tamanhos de mensagem, o aumento e´ quase negligencia´vel. No caso de um
sistema que aplique cifragem, temos o aumento equivalente ao output da func¸a˜o de hash
sendo este, pela pro´pria natureza das func¸o˜es, reduzido.
5.2.3 Resultados da perspetiva do servidor
Para uma avaliac¸a˜o de eficieˆncia dos diferentes me´todos a serem testados, foi escolhida
uma amostra previamente utilizada num estudo de deduplicac¸a˜o [45, 46]. Como seriam
executadas va´rias operac¸o˜es pesadas a nı´vel de processamento, esta foi dividida em 8
sub-amostras. Estes resultados do benchmark podem ser consultados na tabela 5.1.
As primeiras treˆs colunas apresentam o nu´mero de ficheiros e o nu´mero de blocos verifica-
dos em cada run, seguidas do tamanho da amostra avaliada. As operac¸o˜es do benchmark
foram executadas para blocos de 400Kb.
Seguem-se colunas que apresentam os resultados da deduplicac¸a˜o a nı´vel do ficheiro com-
pleto (Whole File: WF) e a nı´vel do bloco (Block : Bl). Ao contemplarem operac¸o˜es ba´sicas
de deduplicac¸a˜o, as duas primeiras colunas de resultados va˜o permitir estabelecer um valor
base de efica´cia, quando comparadas a`s restantes operac¸o˜es.
Imediatamente apo´s a deduplicac¸a˜o encontram-se os resultados associados a` aplicac¸a˜o da
te´cnica HCE, de maneira a poder avaliar um dos esquemas propostos por Bellare em [8] em
termos de hits de deduplicac¸a˜o. Tambe´m neste ponto vai ser contemplada a avaliac¸a˜o por
ficheiro completo e por blocos.
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De seguida, encontram-se os resultados dos esquemas CipherCE e MLESalted. O pri-
meiro apenas faz sentido ser avaliado com ficheiros completos, uma vez que tenta fazer uso
do header dos mesmos, enquanto que o segundo vai avaliar tanto ficheiros completos como
por blocos. Para o mesmo, foi escolhido um tamanho de salt de 1 byte.
Finalmente, como comparac¸a˜o final, e´ avaliada a qualidade da deduplicac¸a˜o quando exe-
cutadas operac¸o˜es de cifragem que na˜o estejam preparadas para deduplicac¸a˜o. Para este
teste foi utilizado o AES-CBC.
Da referida tabela, podem tirar-se mu´ltiplas concluso˜es:
1. A efica´cia da deduplicac¸a˜o segura (esquemas de MLE) e´ igual a` da deduplicac¸a˜o
normal: 100%.
2. A deduplicac¸a˜o e´ inaplica´vel com te´cnicas de cifragem habituais (AES-CBC): 0%.
3. A nı´vel de poupanc¸a de espac¸o, as te´cnicas de deduplicac¸a˜o por blocos conseguem
atingir resultados superiores a`s que contemplam apenas ficheiros inteiros. De notar
que esta e´ uma caraterı´stica que pode melhorar com a diminuic¸a˜o do tamanho de
blocos e que deve ser balanceada com o consequente aumento de processamento
exigido.
4. A te´cnica de MLESalted, cujo objetivo passava por aumentar a entropia das mensa-
gens, apresentou nı´veis extremamente reduzidos de efica´cia na deduplicac¸a˜o, tendo
esta sido reduzida para valores entre 8% e 0.2%. Daqui pode-se tirar que acre´scimos
na entropia das mensagens resultam em valores baixos de deduplicac¸a˜o.
5. A te´cnica de CipherCE, que recorre ao primeiro bloco para derivar a chave, na˜o con-
seguiu nı´veis de eficieˆncia superiores ao da deduplicac¸a˜o por ficheiro completo. Isto
significa que, na execuc¸a˜o deste benchmark, na˜o foram encontrados dois ficheiros
com blocos deduplica´veis, que tivessem os primeiros blocos iguais.
5.3 Concluso˜es do impacto e da utilidade das te´cnicas ba-
seadas em MLE
Recorrendo aos resultados obtidos, podem-se agora tirar concluso˜es quanto a` usabilidade
das te´cnicas de MLE para finalidades de armazenamento seguro de ficheiros. Com finali-
dade de fazer infereˆncias sobre os dados alcanc¸ados, vamos dividir os aspectos a discutir
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por treˆs pontos: duas das caracterı´sticas discutidas na secc¸a˜o de deduplicac¸a˜o, nomeada-
mente performance e eficieˆncia, e seguranc¸a, raza˜o da existeˆncia deste tipo de esquemas.
A nı´vel de performance, tal como foi observado em 5.2.2, os clientes teˆm o acre´scimo das
operac¸o˜es de identificac¸a˜o e de cifragem associadas a` te´cnica a utilizar. Isto reflete-se
como sendo um tradeoff ana´logo a` da transic¸a˜o para um sistema que aplique te´cnicas de
seguranc¸a do lado do cliente, tanto a nı´vel de tempo de execuc¸a˜o como a nı´vel de tamanho
das mensagens. Em relac¸a˜o a` eficieˆncia, as te´cnicas de MLE atingiram valores semelhantes
aos dos me´todos de deduplicac¸a˜o habituais, podendo-se assumir que os servidores na˜o
esperam nenhum deteriorar na transic¸a˜o para este tipo de esquemas, a nı´vel de espac¸o
economizado.
A seguranc¸a, no entanto, apresenta-se como a maior falha dos esquemas de MLE, uma vez
que os nossos testes revelam que pequenos acre´scimos na entropia das mensagens, que
poderiam dar alguma esperanc¸a de confidencialidade, implicam deduplicac¸a˜o praticamente
zero.
Adicionalmente, a relac¸a˜o de seguranc¸a/eficieˆncia e´ reduzida ainda mais se tivermos em
conta a pro´pria natureza das te´cnicas de deduplicac¸a˜o: a seguranc¸a esta´ limitada a` entropia
presente no sistema, no entanto, a deduplicac¸a˜o prospera com a existeˆncia frequente de
duplicados, o que se traduz em sistemas de baixa entropia. Isto significa que os esquemas
de MLE, com uma seguranc¸a limitada pela ja´ reduzida entropia especta´vel de um sistema
alvo de deduplicac¸a˜o, sa˜o ainda mais vulnera´veis a ataques de forc¸a bruta ajustados ao tipo




6.1 Especificac¸a˜o do sistema
Para este sistema, pretende-se que sejam disponibilizadas as contramedidas do tipo C2,
sendo aplicadas as te´cnicas de seguranc¸a do lado do cliente. Para tal, vai ser seguido o
esquema de funcionamento e estrutura de dados apresentados em [35]. Tal como o referido,
este sistema tem o objetivo de funcionar como uma camada de seguranc¸a, oferecendo
garantias de seguranc¸a independentes do servic¸o no qual esta instalado.
Ao contrario da atitude tomada em [35, 36], este trabalho pretende enfrentar a problema´tica
da partilha de chaves atrave´s da aplicac¸a˜o de CL-PKC (2.2.4). Deste modo, o sistema
proposto na˜o tem necessidade de delegar responsabilidades de gesta˜o de chaves para os
utilizadores, nem exige confianc¸a total numa entidade de distribuic¸a˜o de chaves.
Numa perspetiva de expandir as funcionalidades oferecidas, o sistema deve disponibilizar a
possibilidade de funcionar com esquemas de MLE (4.3). Desta forma, pode ser realizada
uma adaptac¸a˜o ao pro´prio, caso as exigeˆncias de seguranc¸a sejam relaxa´veis ao ponto do
MLE ser aceita´vel para os utilizadores.
6.1.1 Crite´rios de design
Antes de apresentar a arquitetura e a estrutura do sistema, va˜o ser descritos alguns crite´rios
que foram tidos em conta no desenvolvimento do mesmo. A explicac¸a˜o destes pontos
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pode ser usada para, posteriormente, medir e justificar a validade das deciso˜es tomadas
na implementac¸a˜o, bem como avaliar os resultados conseguidos com o sistema em si.
• Sistema como camada. Este sistema deve funcionar como uma camada de seguranc¸a
a ser aplicada sobre um servic¸o de partilha de ficheiros, na˜o podendo assim exigir
que o sistema sobre o qual esta´ inserido providencie operac¸o˜es na˜o especta´veis de
servic¸os do ge´nero.
• Programa minimal. Sendo um sistema que corre na ma´quina pessoal de um utilizador
de servic¸o de cloud, na˜o se pode esperar que esta incorra em operac¸o˜es pesadas a
nı´vel de processamento ou que necessitem de grande capacidade de armazenamento
local.
• Performance adequada. Para a aplicac¸a˜o deste sistema na pra´tica, este tem de apre-
sentar nı´veis de performance equipara´veis a servic¸os semelhantes. Caso contra´rio,
e´ improva´vel que utilizadores mais exigentes a este nı´vel mostrem interesse na sua
utilizac¸a˜o.
• Baixa largura de banda. Este sistema deve recorrer a uma largura de banda com-
para´vel a` de servic¸os semelhantes, ou os utilizadores com fracas conexo˜es na˜o po-
dera˜o usufruir do programa.
• Leve distribuic¸a˜o de chaves. Para o envio de chaves entre utilizadores, a comunicac¸a˜o
extraordina´ria ao sistema deve ser minimizada, sendo utilizado um esquema que per-
mita a partilha de chaves sem exigeˆncia de excessiva informac¸a˜o transmitida no pro-
cesso.
6.1.2 Arquitetura do sistema
O sistema e´ constituı´do por dois componentes, o programa do utilizador e o daemon de
atualizac¸a˜o - fig. 6.1.
O programa do utilizador e´ a parte do sistema que vai interagir com o pro´prio, sendo esse a
“ponte” entre os dados que o cliente possui no disco e a pasta a ser armazenada na cloud.
Este e´ o componente central e o u´nico cujo funcionamento o utilizador deve compreender
de modo a poder utilizar adequadamente o sistema. Este esta´ encarregue de permitir ao
60
Figura 6.1: Arquitetura do sistema
utilizador aceder a`s funcionalidades do mesmo, executando codificac¸o˜es e descodificac¸o˜es,
bem como todas as operac¸o˜es relacionadas com permisso˜es sobre os ficheiros.
O daemon e´ um componente que pode passar despercebido ao cliente menos informado,
executando em background e exigindo apenas capacidade de processamento perio´dica.
Este e´ responsa´vel pela integridade dos ficheiros de posse, o que faz com que, na˜o sendo
um componente sobre o qual o cliente interage ou sequer tem necessidade de saber muito
sobre a sua func¸a˜o, represente uma parte importante nas metas de seguranc¸a a atingir.
6.1.3 Estrutura dos dados
Seguindo o tipo de estrutura proposta no sistema SiRiUS, cada utilizador vai possuir apenas
dois pares de chaves, que tem de gerar no inicio da utilizac¸a˜o do sistema: User Encryption
Key (UEK), um par de chaves assime´tricas utilizadas na cifragem/decifragem e User Sig-
nature Key (USK), um par de chaves assime´tricas utilizadas na assinatura/verificac¸a˜o de
ficheiros. Desta forma, cada utilizador so´ tem de armazenar a versa˜o privada desses pares.
Para ale´m destas chaves, o sistema faz uso de quatro estruturas associadas ao armazena-
mento da informac¸a˜o. Uma delas e´ referente aos dados, apenas associando identificadores
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Figura 6.2: Ficheiro de dados: d-file
a` informac¸a˜o respetiva. A segunda engloba metadados referentes a ficheiros individuais. A
terceira e´ a de posse, sendo que conte´m apenas o nome do ficheiro, a lista de utilizado-
res com permisso˜es de escrita sobre um determinado ficheiro e a assinatura do dono do
mesmo. Finalmente, a quarta estrutura permite manter a atualidade dos ficheiros de posse,
mantendo o hash e o timestamp assinados pelo utilizador.
• d-file, o ficheiro que conte´m informac¸a˜o. Uma vez que o sistema suporta esquemas
baseados em MLE, cada d-file vai estar associado a um identificador relativo a` sua
informac¸a˜o. - 6.2.
• md-file, contendo o identificador da informac¸a˜o para recolha, o utilizador que realizou
a u´ltima alterac¸a˜o, o nome do ficheiro, uma lista de blocos contendo a chave do fi-
cheiro, cifradas com as UEK pu´blicas dos utilizadores com permisso˜es para acesso
ao ficheiro e a assinatura dos dados do ficheiro md-file em questa˜o com USK do
utilizador que realizou a u´ltima alterac¸a˜o - 6.3.
• own-file, contendo o nome do ficheiro, uma lista de utilizadores com permisso˜es de
escrita (que, por consequeˆncia, podem assinar o md-file) e a assinatura do owner do
ficheiro, com a sua USK - 6.4.
• ownf-file, contendo o nome da diretoria, o hash dos hashes dos ficheiros own-file,
concatenados de forma lexical, um timestamp e, caso se trate de um ficheiro de ownf-
root, tudo isto assinado pela USK do utilizador - 6.5.
6.1.4 O daemon e os ficheiros de atualidade
Ataques de rollback consistem na substituic¸a˜o de um determinado ficheiro no sistema por
uma versa˜o mais antiga do mesmo, com objectivo de utilizar isso para contornar algum me-
canismo de seguranc¸a no sistema. Como exemplo, a Alice inicialmente atribuiu permisso˜es
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Figura 6.3: Ficheiro de dados: md-file
Figura 6.4: Ficheiro de dados: own-file
Figura 6.5: Ficheiro de dados: ownf-root
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ao Bob para aceder a um dado ficheiro F , no entanto, a Alice recebeu notı´cias que indicam
que o Bob pode ser malicioso e revoga as permisso˜es do Bob. Neste caso, o Bob tenta subs-
tituir o ficheiro de permisso˜es recente pelo ficheiro de permisso˜es existente quanto ainda
tinha acesso a F , cuja assinatura e´ va´lida, recuperando acesso ao ficheiro que pretende
atacar. Atualidade trata-se de uma garantia de que os ficheiros foram verificados recente-
mente e permite contrariar este tipo de ataques, rejeitando qualquer ficheiro cujo timestamp
na˜o se encontre dentro do intervalo de tempo considerado va´lido.
O sistema permite garantir a atualidade dos seus ficheiros de permisso˜es recorrendo ao
mecanismo utilizado pelo SiRiUS. A soluc¸a˜o do mesmo passa por utilizar uma hash tree
[43] que engloba todos os own-files. Cada diretoria tem um ficheiro .ownf que garante a
atualidade da mesma diretoria, contendo o hash de todos os ficheiros .own e todos os .ownf
de sub-diretorias, sendo o ficheiro .ownf da pasta principal chamado ownf-root. Para o
processo existem treˆs func¸o˜es principais envolvidas: A gerac¸a˜o inicial dos ficheiros .ownf
e ownf-root, a atualizac¸a˜o perio´dica de ownf-root e a verificac¸a˜o de validade da a´rvore. O
daemon e´ responsa´vel por estas func¸o˜es, enquanto que o programa do cliente vai reali-
zar verificac¸o˜es e atualizac¸o˜es espora´dicas, quando os ficheiros de posse tiverem de ser
consultados ou alterados.
De seguida, vai ser descrito como o sistema realiza as operac¸o˜es indicadas acima:
• Gerar ficheiros ownf :
1. Aplicar uma func¸a˜o de hash a cada ficheiro de posse, verificando as respetivas
assinaturas.
2. Concatenar os hashes de cada ficheiro de posse com os .ownf de cada sub-
diretoria em ordem lexicogra´fica.
3. Aplicar uma func¸a˜o de hash a` concatenac¸a˜o.
4. Caso se trate de um ficheiro ownf-root, marcar com o timestamp atual, assinar o
conteu´do e armazenar em cache.
5. Armazenar o ficheiro.
• Verificar atualidade da a´rvore:
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1. Recalcular o ficheiro .ownf da diretoria, seguindo os 3 primeiros passos da
operac¸a˜o anterior, e comparar ao armazenado no .ownf a avaliar. Caso a
comparac¸a˜o falhe, abortar.
2. Se a diretoria e´ root, verificar timestamp e assinatura, caso na˜o seja, aplicar esta
operac¸a˜o recursivamente subindo na a´rvore.
• Atualizar o ficheiro ownf-root : Este processo e´ realizado por ambos os componentes.
O daemon tem obrigac¸a˜o apenas de o validar e atualizar o timestamp. Para isso, este
faz uso da cache local para comparar ao ownf-root atual, refrescar o timestamp, as-
sinar a nova informac¸a˜o e voltar a guardar em cache, tornando esta uma operac¸a˜o
relativamente leve. Por outro lado, o programa tem de executar esta operac¸a˜o quando
forem realizadas alterac¸o˜es nas permisso˜es. Grac¸as a` estrutura da a´rvore, mudanc¸as
em ficheiros de posse alteram apenas a diretoria atual e todas as diretorias acima na
a´rvore, diminuindo a quantidade de ficheiros a serem recalculados de forma seme-
lhante a` descrita nos passos 1-5 da operac¸a˜o de gerac¸a˜o.
6.2 Componentes e operac¸o˜es
Este sistema e´ composto por dois componentes. O primeiro e´ o programa de codificac¸a˜o,
que disponibiliza todas as operac¸o˜es executadas pelo cliente. Como tal, a inicializac¸a˜o do
mesmo exige:
• Username - O nome do utilizador. Este nome vai ser utilizado para o programa saber
que chave utilizar, quando for necessa´rio realizar operac¸o˜es criptogra´ficas, e para
identificar o utilizador nas alterac¸o˜es (para assinaturas de ficheiros .md ).
• PathToStore - A localizac¸a˜o da diretoria onde armazenar ficheiros codificados.
• PathToRestore - A localizac¸a˜o da diretoria onde armazenar os conteu´dos descodifi-
cados da pasta definida em PathToStore.
• PathToKeys - Predefinido como “/tmp/keys”, e´ a localizac¸a˜o para o programa arma-
zenar as chaves geradas e onde procurar chaves necessa´rias a`s operac¸o˜es.
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• TimeDif - A diferenc¸a de tempo (em segundos) a partir da qual um ficheiro e´ conside-
rado obsoleto. Este crite´rio define o qua˜o estrito vai ser o sistema contra ataques de
rollback.
O segundo componente do sistema e´ o daemon de atualizac¸a˜o. Como o objetivo deste
passa pela execuc¸a˜o de func¸o˜es em background, e´ importante a correta definic¸a˜o dos argu-
mentos das mesmas:
• Username - Tal como no programa, utilizado para identificar o utilizador, de modo a
saber que chaves utilizar.
• Path - O daemon esta´ dedicado a` pasta codificada, portanto, este argumento deve ser
o mesmo utilizado em PathToStore no programa do cliente.
• PathToKeys - Ana´loga a` do componente anterior
• TimeDif - Valor igual ao escolhido no programa, neste caso representando o intervalo
de tempo entre atualizac¸o˜es.
6.2.1 Diagramas e detalhar de func¸o˜es
Para a abordagem detalhada das funcionalidades do sistema, e´ importante ter em conta
os algoritmos referidos em 6.4, uma vez que sera˜o utilizados para estes me´todos. As
descric¸o˜es extensivas, por uma questa˜o de facilidade de leitura, podem-se consultar no
anexo B
Programa de codificac¸a˜o
• Codificar pasta - Esta func¸a˜o recebe, como input, a pasta que o utilizador deseja que
seja codificada, executando as cifragens e decifragens necessa´rias.
• Descodificar pasta - Operac¸a˜o inversa a` codificac¸a˜o.
• Atribuir permisso˜es - Operac¸a˜o que permite o utilizador atribuir permisso˜es, consoante
o input da mesma (ficheiro, utilizadores e opc¸a˜o).
• Revogar permisso˜es - Operac¸a˜o inversa a` de atribuic¸a˜o de permisso˜es.
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Daemon de atualizac¸a˜o
• Refrescar hash tree - U´nica func¸a˜o do daemon. Esta e´ realizada periodicamente,
sendo que a primeira iterac¸a˜o envolve a gerac¸a˜o da a´rvore (ver func¸o˜es auxiliares).
Func¸o˜es auxiliares
• Verificar atualidade da a´rvore - Esta operac¸a˜o deve ser realizada sempre que se ve-
rifica uma assinatura, de modo a ser notifica´vel a existeˆncia de possı´veis ficheiros
obsoletos.
• Gerar hash tree - Esta operac¸a˜o e´ executada na primeira iterac¸a˜o do daemon e por
cada vez que o utilizador alterar permisso˜es de escrita (o que envolve alterar ficheiros
.own), consistindo na atualizac¸a˜o da a´rvore.
Para a melhor compreensa˜o das func¸o˜es de gerar, verificar ou refrescar a a´rvore, no anexo
C encontram-se diagramas de atividade que ilustram o seu funcionamento.
6.3 Ana´lise de seguranc¸a
Esta sec¸a˜o visa abordar as ameac¸as de seguranc¸a listadas em 3.4 e apresentar contrame-
didas que atendam aos requisitos de seguranc¸a referidos em 3.4. Segue-se uma avaliac¸a˜o
do risco resultante das soluc¸o˜es propostas, bem como uma validac¸a˜o dos requisitos con-
templados.
De modo a atingir confidencialidade, o sistema recorre a cifras sime´tricas para a cifragem
dos dados (C1). Cada d-file vai encontrar-se sempre em criptograma, dependendo do es-
quema utilizado para garantir confidencialidade da informac¸a˜o armazenada. E´ importante
ter em conta que, uma vez que o sistema permite a utilizac¸a˜o de MLE, o nı´vel de seguranc¸a
deve ter contemplar estes casos (C ′1).
Para proteger a integridade dos dados, o sistema recorre a um sistema de assinaturas
digitais (C2). Estas va˜o ser utilizadas para ficheiros de metadados, como md-file, own-file e























Alterac¸a˜o dos dados C2 C2 C2
DoS C5 C5 C5
Acesso inadvertido C2 + C3 C2 + C3 C2 + C3
Ataques por rollback C4 C4 C4
Quebra de confianc¸a C2 + C3 −
Takeover − −
Perda de chaves C∗3 C
∗
3
Corrupc¸a˜o acidental − −
Divulgac¸a˜o da informac¸a˜o C1, C ′1
Tabela 6.1: Abrangeˆncia das contramedidas apresentadas. ”−” representam ameac¸as na˜o con-
templadas no trabalho, ”∗” representam limitada cobertura a` ameac¸a.
A partilha de chaves e´ realizada atrave´s de CL-PKE, utilizando uma metodologia seme-
lhante a` dos sistemas atuais (C3). As chaves de cada ficheiro sa˜o armazenadas em conjunto
com o mesmo e esta˜o dependentes da integridade do pro´prio ficheiro de metadados.
A integridade dos ficheiros de metadados e´ conseguida atrave´s de uma hash tree (C4).
Esta a´rvore e´ gerida por um daemon de atualizac¸a˜o, responsa´vel por realizar constantes
verificac¸o˜es aos ficheiros centrais do sistema. Este mecanismo e´ crucial para garantir o
bom funcionamento do sistema de permisso˜es.
A utilizac¸a˜o do sistema como camada de seguranc¸a para codificac¸a˜o e descodificac¸a˜o de
dados mante´m uma co´pia dos ficheiros localmente (C5). Desta forma, o utilizador e´ salva-
guardado contra possı´veis downtimes do servic¸o no qual esta´ inserido.
Na tabela 6.1, encontram-se representadas as ameac¸as protegidas pelas contramedidas
abordadas.
6.3.1 Avaliac¸a˜o do risco
Tendo sido enumerados os agentes e as respetivas ameac¸as, bem como descritas as con-
tramedidas aplicadas para responder a`s mesmas, e´ importante atender ao risco associado.
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Seguindo o esquema apresentado na fig. 2.1, vai ser detalhadamente analisado ate´ que
nı´vel se espera que as contramedidas propostas resolvam os problemas que se espera en-
frentar. Nesta ana´lise, va˜o tambe´m ser tidas em conta as suposic¸o˜es de seguranc¸a (3.4),
relativamente a`s exigeˆncias de cada ponto. Para auxilio visual, vai-se recorrer a` tabela 6.1,
descrevendo cada caso individualmente.
A quebra de confidencialidade deve ser analisada perante as duas vertentes. No caso
de C1, sa˜o utilizadas as cifras sime´tricas apresentadas em 2.2.2. Recorrendo a estes es-
quemas, os dados armazenados atingem a propriedade de indistinguibilidade e, caso seja
utilizado um modo CBC ou semelhante, o esquema consegue ser CPA-seguro. Quando sa˜o
utilizados esquemas de MLE (C ′1), os criptogramas sa˜o distinguı´veis para sistemas que na˜o
possuam uma alta entropia associada a`s mensagens dos mesmos. Nestes casos, o nı´vel
de seguranc¸a e´ drasticamente reduzido, na˜o se alcanc¸ando indistinguibilidade de criptogra-
mas.
Caso os dados sejam alterados por adversa´rios, a utilizac¸a˜o de assinaturas digitais (C2)
permite que o utilizador se aperceba dessas mudanc¸as. A alterac¸a˜o de dados pode tambe´m
ser realizada indiretamente, contornando este mecanismo, mas esse e´ um tipo de ataque
abordado posteriormente. Esta contramedida na˜o contempla a recuperac¸a˜o de ficheiros
corrompidos, sendo possı´vel recorrer a sistemas tolerantes a falhas bizantinas caso sejam
necessa´rias medidas adicionais de confiabilidade.
Ataques por DoS na˜o sa˜o diretamente contrariados pelo sistema. No entanto, e uma vez
que este funciona atrave´s de sincronizac¸a˜o de pastas, o utilizador na˜o perde completamente
o acesso a` sua informac¸a˜o. Este nı´vel de seguranc¸a depende do qua˜o frequentes forem
realizadas as operac¸o˜es de codificac¸a˜o/descodificac¸a˜o e pode ser reforc¸ado atrave´s da
imposic¸a˜o de uma polı´tica de seguranc¸a associada a essa atitude.
Acesso inadvertido e´ impossibilitado pela assinatura dos metadados e das chaves para
leitura dos dados. De forma a realizar alterac¸o˜es, e´ necessa´rio ter acesso a` chave pri-
vada de assinatura, e para conhecer a chave associada aos criptogramas armazena-
dos, e´ necessa´rio ter acesso a` chave privada de decifragem. Assim, a contramedida C2
responsabiliza-se por na˜o ser possı´vel realizar alterac¸o˜es maliciosas a`s permisso˜es de es-
crita e a contramedida C3 e´ aplicada para na˜o ser possı´vel subjugar a leitura a` informac¸a˜o
armazenada.
Os ataques por rollback sa˜o contrariados, principalmente, pela utilizac¸a˜o da a´rvore de hash
(C4). Contudo, este tipo de ataques merece uma abordagem extensiva, de maneira a ser
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integralmente compreendido e, como tal, os ficheiros passı´veis de substituic¸a˜o va˜o ser abor-
dados um a um: i. no caso de ser tentado substituir um ficheiro de dados por um obsoleto,
o identificador associado ao mesmo vai ser incongruente com o presente nos ficheiros de
metadados. ii. No caso de ser substituı´do o ficheiro de metadados por uma versa˜o mais
antiga, o identificador no pro´prio vai referir o ficheiro de dados anterior, maximizando o po-
tencial deste ataque ao de restituir acesso de leitura a um ficheiro ja´ revogado. Este ataque
pode ser igualmente atingı´vel atrave´s do backup dos ficheiros acessı´veis, considerando-se,
assim, de menor relevaˆncia. iii. Caso o alvo seja um ficheiro de posse, permitindo acesso
aos anteriormente referidos, C4 vai garantir que apenas os own-f mais recentes sejam con-
siderados va´lidos, negando substituic¸o˜es de ficheiros com timestamps mais antigos que o
considerado aceita´vel. Neste u´ltimo ponto, o intervalo tambe´m deve ser avaliado e adaptado
consoante as necessidades especı´ficas ao sistema.
No caso da perda de confianc¸a num utilizador, e´ importante fazer uso dos mecanismos de
revogac¸a˜o. Tendo em conta o tipo de revogac¸a˜o aplicada (4.3.2), se o utilizador comprome-
tido tinha permisso˜es de leitura do ficheiro, este vai conseguir manter acesso ate´ a pro´xima
alterac¸a˜o do mesmo (C3). Por outro lado, se o utilizador comprometido tinha permisso˜es
de leitura e de escrita sobre o ficheiro, este perde imediatamente a possibilidade de realizar
alterac¸o˜es (C2).
O takeover do sistema acontece quando um utilizador pretende alterar os dados alterando
a totalidade da hash tree para validac¸a˜o dos ficheiros de posse, essencialmente assumindo
controlo do sistema de ficheiros. Este ataque e´ contraria´vel quando o utilizador original se
aperceber da situac¸a˜o, tipicamente durante uma das atualizac¸o˜es perio´dicas. Apesar do
sistema na˜o proteger diretamente este ataque, este so´ funciona quando os utilizadores na˜o
tiverem noc¸a˜o do verdadeiro owner dos ficheiros a serem acedidos.
Mesmo assumindo que o utilizador vai tentar proteger as chaves que possui, e´ sensato
avaliar as consequeˆncias de uma possı´vel falha. Para tal, vamos assumir que o Bob e´ o
utilizador malicioso que obteve esta nova chave da Alice. Caso o Bob obtenha a chave de
um dos ficheiros da Alice, este vai conseguir aceder aos dados do mesmo, sendo esta uma
consequeˆncia semelhante a` da necessidade de revogac¸a˜o de acesso a um utilizador com
permisso˜es de leitura (C3). Caso o Bob obtenha a chave mestra privada de cifragem, este
vai conseguir ter acesso a todos os ficheiros aos quais tinha acesso a Alice, atribuindo-
se permisso˜es de leitura sobre todos esses ficheiros, sendo necessa´ria uma revogac¸a˜o
em massa da informac¸a˜o partilhada com a Alice (C3). Caso o Bob ganhe acesso a` chave
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mestra de assinatura da Alice, apesar de na˜o conseguir ler a informac¸a˜o armazenada, passa
a conseguir alterar esses ficheiros, atribuir permisso˜es de escrita e revogar permisso˜es
sobre os mesmos. Este resulta em consequeˆncias semelhantes ao takeover do sistema de
ficheiros, sem a facilidade de identificac¸a˜o do adversa´rio.
A corrupc¸a˜o de dados ja´ foi referida previamente como um problema que o sistema con-
segue assinalar mas na˜o contornar. Adicionalmente, e´ realizada uma suposic¸a˜o quanto a`
alterac¸a˜o dos dados significar corrupc¸a˜o e na˜o destruic¸a˜o (3.4). Sobre essa assunc¸a˜o, o
utilizador consegue sempre ter feedback de possı´veis alterac¸o˜es acidentais.
Com a mesma justificac¸a˜o que a quebra de confidencialidade, caso o provedor na˜o consiga
retirar informac¸a˜o dos criptogramas armazenados, na˜o sera´ possı´vel que este divulgue a
informac¸a˜o que possui para fins menos legı´timos.
6.3.2 Validac¸a˜o dos requisitos
Na componente funcional, foi pretendido que os utilizadores conseguissem codificar e des-
codificar as suas pastas, recuperando sempre a informac¸a˜o armazenada. Este ponto e´
ate´ ilustrado em 6.5, sendo que a pasta resultante da sequeˆncia de operac¸o˜es “codificar-
descodificar” tem conteu´do semelhante a` original. Desta forma, este requisito considera-
se conseguido. Para ale´m disto, definiu-se como importante que os utilizadores conse-
guissem partilhar os seus documentos e categorizar essas partilhas. addPermitions() e
removePermitions() ,contempladas em 6.2.1, na˜o so´ permitem que o utilizador estenda
o acesso dos seus ficheiros a terceiros, como tambe´m esperam receber uma opc¸a˜o que
define o tipo de permissa˜o a receber: read-only ou read-write. O programa pode ainda ser
alterado em pontos como PathToStore e em PathToKeys para permitir a configurabilidade
pretendida.
As func¸o˜es de gerar, validar e refrescar hash tree, detalhadas em B, acedem a`s necessida-
des referidas na sec¸a˜o de requisitos operacionais, certificando-se que os ficheiros de posse
na˜o sa˜o alvos de ataques por rollback. De notar que estes me´todos correm num daemon
em background sem o utilizador necessitar de interagir diretamente com o mesmo, tambe´m
indicado como requisito operacional.
A nı´vel de requisitos de seguranc¸a, a validac¸a˜o vai ser realizada por partes, uma vez que
depende das te´cnicas usadas. Como adic¸a˜o a este ponto, e´ aconselhado consultar a sec¸a˜o
6.3.
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• Confidencialidade dos ficheiros de dados e´ assegurada do lado do cliente, signifi-
cando que em nenhum ponto da transmissa˜o/armazenamento dos dados estes se
encontram decifrados. Dessa forma, a confidencialidade depende da seguranc¸a de-
finida pelas te´cnicas de cifragem sime´tricas dos dados (4.3.3) e pelas te´cnicas de
cifragem assime´trica das chaves (2.2.4).
• A integridade dos ficheiros e´ garantida atrave´s de assinaturas realizadas sobre os
dados e, como tal, esta´ dependente da robustez das te´cnicas adotadas (2.2.4).
• Uma vez que o servic¸o realiza medidas de seguranc¸a do lado do cliente, e que as
partilhas de ficheiros sa˜o realizadas do lado do cliente, o controlo de acesso e´ inde-
pendente do servic¸o remoto a utilizar.
• A revogac¸a˜o de permisso˜es e´ permitida no sistema, como foi referido na componente
funcional, e os seus efeitos ocorrem o mais ra´pido possı´vel, atendendo a` metodologia
aplicada (4.3.2).
• Utilizando CL-PKE, a comunicac¸a˜o externa e´ limitada a` transmissa˜o das chaves
pu´blicas entre utilizadores e ao processo de gerac¸a˜o de chaves (2.2.4)
• Como explicado em 6.1.3, cada utilizador apenas tem de armazenar duas chaves pri-
vadas, conseguindo-se assim reduzir o espac¸o de armazenamento exigido ao cliente.
Desta forma, foram abordados e atendidos todos os requisitos apresentados na sec¸a˜o an-
terior, atendendo a`s assunc¸o˜es relativas a` seguranc¸a do sistema (3.4).
6.4 Ambiente e configurac¸a˜o
Para o desenvolvimento deste sistema, foram utilizadas mu´ltiplas ferramentas e linguagens
de programac¸a˜o, de modo a poder cruzar funcionalidades e disponibilizar os diferentes re-
quisitos funcionais e de seguranc¸a. A abordagem do resultado final exige, portanto, uma
especificac¸a˜o dos recursos utilizados e, se for o caso, a versa˜o utilizada dos mesmos.
• Especificac¸o˜es da ma´quina:
– Intel(R) Core(TM)2 Duo CPU T9300 @ 2.50GHz
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– 4130Mb de memo´ria RAM
• Sistema operativo:
– Ubuntu 12.04.2 LTS.
• Compiladores:
– Gcc 4.6.3
– Java 1.6.0 27 com OpenJDK Runtime Environment (IcedTea6 1.12.6)
• Ferramentas de auxilio:
– NetBeans 7.0.1
– NetBeans C/C++ plugin 1.14.3.1
Nas diferentes ferramentas, foram utilizados/implementados algoritmos criptogra´ficos para
as diferentes funcionalidades. De seguida, passamos a enumerar os mesmos:
• Utilizado AES de javax.crypto.Cipher, de acordo com o especificado por NIST em
FIPS 197 1, a executar em modo CBC, como definido em FIPS PUB 81 1, recorrendo
ao padding PKCS5, como descrito em [4].
• Utilizado SHA-256 de java.security.MessageDigest e de <openssl/sha.h>, de
acordo com o definido em FIPS PUB 180-2 1.
• Implementado Basic CL-PKE e CLS, como descrito em [3].
• Implementado HCE como descrito em [8].
6.4.1 Configurac¸a˜o e operac¸a˜o dos componentes
Uma vez que se trata de um proto´tipo de estudo, a sua utilizac¸a˜o exige a instalac¸a˜o dos
ambientes descritos em 6.4. Os componentes possuem uma pasta de output predefinida
como ./Ready, sendo o utilizador aconselhado a mover o programa e o daemon para uma
1http://csrc.nist.gov/publications/PubsFIPS.html
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localizac¸a˜o abrangida pelo servic¸o de cloud que pretendem utilizar, ou alterar a pasta de
output para essa localizac¸a˜o. Para ale´m disso, a diretoria de chaves pu´blicas esta´ definida
como /tmp/keys, sendo encorajado o utilizador a` sua alterac¸a˜o.
Para a operac¸a˜o do sistema, e´ necessa´rio que se atinjam as condic¸o˜es descritas no
para´grafo anterior e que se inicialize o daemon de atualizac¸a˜o. Depois, todas as fun-
cionalidades sa˜o acessı´veis atrave´s do programa de codificac¸a˜o: normFolder() recebe
como input a pasta que se quer codificada, denormFolder() recebe como input o lo-
cal para onde o utilizador deseja que a pasta seja descodificada e addPermitions() +
removePermitions() sa˜o as func¸o˜es utilizadas para atribuir e revogar permisso˜es, respeti-
vamente, recebendo o ficheiro, uma lista de utilizadores e a opc¸a˜o (R para apenas leitura e
RW para leitura e escrita).
6.5 Validac¸a˜o
Para a representac¸a˜o do funcionamento, foi escolhido um exemplo bastante simples,
constituı´do apenas por 4 pastas (a principal e 3 sub-pastas) e 5 ficheiros, facilitando a
visualizac¸a˜o das diferenc¸as entre codificac¸a˜o e descodificac¸a˜o. Executado foi: i. a operac¸a˜o
de codificac¸a˜o, ii. a operac¸a˜o de descodificac¸a˜o e iii. um dos ca´lculos perio´dicos do daemon
responsa´vel pela atualizac¸a˜o dos ficheiros de posse:
• figura 6.6: A pasta escolhida pelo utilizador conte´m os ficheiros num formato de uso
normal. Este e´ o alvo do nosso algoritmo de codificac¸a˜o.
• figura 6.7: A pasta codificada. Cada ficheiro resultou em 3 a si associados (.d, .md
e .own, como explicado previamente) e cada pasta possui um ficheiro de atualidade
.ownf. O ficheiro de root-ownf foi tambe´m criado no processo.
• figura 6.8: A pasta resultante. Trata-se da pasta descodificada, semelhante a` da fi-
gura 6.6. Como registo, existe ainda um ficheiro “Logfile.txt ”, que conte´m informac¸o˜es
relativas ao processo, como verificac¸a˜o de assinaturas, consisteˆncia de dados, per-
misso˜es, etc. Este ficheiro na˜o e´ necessa´rio e a sua remoc¸a˜o na˜o tem quaisquer
repercusso˜es negativas no sistema.
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Figura 6.6: Pasta do utilizador
Figura 6.7: Pasta codificada
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Figura 6.8: Pasta descodificada
De notar o processo de atualizac¸a˜o, produzindo hash trees de tamanho equivalente a`
concatenac¸a˜o dos hashes individuais (explicado em 6.2.1). Como se pode observar na fig.
6.7, os ficheiros de atualidade possuem todos 32 bytes, o que e´ congruente com o output
especta´vel da func¸a˜o de hash utilizada. O u´ltimo passo envolve calcular o root-ownf, resul-




Concluso˜es e trabalho futuro
7.1 Concluso˜es
Segundo a sec¸a˜o 1.4, os objetivos podem dividir-se em 4 pontos principais: ana´lise de
seguranc¸a dos servic¸os atuais, explorac¸a˜o de abordagens teo´ricas, experimentac¸a˜o de al-
ternativas e implementac¸a˜o de um sistema. Como tal, a apresentac¸a˜o das concluso˜es vai
seguir esta mesma estrutura.
A generalidade das soluc¸o˜es atuais encontra-se numa posic¸a˜o desvantajosa a nı´vel de ga-
rantias de seguranc¸a oferecidas. A abordagem de confianc¸a total no provedor e´ propı´cia a
falhas do mesmo, na˜o sendo um nı´vel de confianc¸a aceita´vel para entidades com informac¸a˜o
sensı´vel. A alternativa oposta, por outro lado, consiste em realizar a cifragem do lado do
cliente, atribuindo ao sistema um nı´vel de seguranc¸a adequado a` utilizac¸a˜o de servido-
res remotos na˜o confia´veis. O problema desta soluc¸a˜o trivial e´ que vai contra a ideia do
modelo de cloud, colocando peso de processamento do lado dos clientes e inutilizando a
capacidade dos servidores remotos. A falta de primitivas criptogra´ficas adequadas a esta
necessidade apresenta-se como o maior obsta´culo, na˜o existindo forma de realizar ca´lculo
sobre informac¸a˜o cifrada, nem forma de partilhar chaves sem tornar o sistema demasiado
obtuso.
As abordagens teo´ricas exploradas atacam dois problemas essenciais: i. partilhar
informac¸a˜o sem confianc¸a total no servidor remoto e ii. executar operac¸o˜es sobre cripto-
gramas.
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i. Foram explorados os sistemas SiRiUS e Plutus. O SiRiUS apresentou-se como o can-
didato mais adequado ao modelo de cloud (4.2.1), demonstrando o funcionamento de
uma camada que permite a aplicac¸a˜o de te´cnicas de seguranc¸a do lado do cliente com
partilha de ficheiros e exigeˆncias reduzidas a nı´vel de partilha de chaves. Pore´m, o
processamento criptogra´fico exigido na sua execuc¸a˜o e a auseˆncia de resposta a` pro-
blema´tica da partilha de chaves revelaram-se como as suas maiores desvantagens.
ii. Na execuc¸a˜o de operac¸o˜es sobre criptogramas, foi considerada a utilizac¸a˜o de esque-
mas baseados em MLE. Esta primitiva permite a comparac¸a˜o de dois criptogramas em
relac¸a˜o ao seu conteu´do, de modo a poder ser realizada deduplicac¸a˜o. Para ale´m das
exigeˆncias de processamento adicionadas, esta tem a desvantagem de reduzir drastica-
mente o nı´vel de seguranc¸a do sistema, consequeˆncia das infereˆncias possı´veis sobre
os dados armazenados.
O benchmark implementado para experimentac¸a˜o com te´cnicas de MLE permite que sejam
atingidas concluso˜es mais especı´ficas sobre a te´cnica em questa˜o. Como apresentado em
5.2.2, os resultados dividem-se em perspetiva do cliente e perspetiva do servidor. Do lado
do cliente, as te´cnicas de MLE na˜o revelaram exigeˆncias inesperadas, conseguindo-se va-
lores adequados em relac¸a˜o aos termos de comparac¸a˜o escolhidos. Do lado do servidor, o
MLE apresentou efica´cia elevada (semelhante a` da deduplicac¸a˜o normal), mas a tentativa
de gerar entropia nas mensagens para elevar o nı´vel de seguranc¸a teve resultados insatis-
fato´rios. Assim, pode concluir-se que o MLE e´ uma primitiva que, a nı´vel de deduplicac¸a˜o,
atinge excelentes nı´veis de efica´cia mas que, a nı´vel de seguranc¸a, exige um se´rio relaxa-
mento do modelo de seguranc¸a. Adicionalmente, a ideia de atribuir seguranc¸a apoiada na
entropia (criptogramas sem indistinguibilidade) e´ contradito´ria a` natureza dos sistemas com
mensagens previsı´veis, propı´cios a`s te´cnicas de deduplicac¸a˜o.
O sistema de partilha segura de ficheiros implementado permite o desenvolvimento de dife-
rentes pontos a explorar.
• A estruturac¸a˜o de dados e o funcionamento do SiRiUS pode ser adaptado a` utilizac¸a˜o
de te´cnicas com MLE, quando acrescentada a noc¸a˜o de ownership partilhada e mo-
vido o mecanismo de atualizac¸a˜o para estes novos ficheiros. Esta nova abordagem
faz uso do identificador necessa´rio ao MLE para associar ficheiros de metadados com
os respetivos dados.
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• A utilizac¸a˜o de CL-PKC nas diferentes func¸o˜es de cifragem e assinatura e´ uma
possı´vel soluc¸a˜o para o problema de distribuic¸a˜o de chaves. Sem necessidade do
peso associado ao uso de certificados, estas te´cnicas na˜o exigem a confianc¸a total
numa u´nica entidade, como seria o caso da imediata alternativa, o IBE.
• A conjugac¸a˜o de te´cnicas de MLE com partilha de ficheiros (seguindo a metodologia
em 3.4) implica a utilizac¸a˜o de revogac¸a˜o lazy, resultado da ligac¸a˜o entre chave e
mensagem associada (4.3.2).
7.2 Trabalho futuro
A nı´vel do benchmark, pode ser realizada a implementac¸a˜o do mesmo numa linguagem
com custo de paralelizac¸a˜o mais leve, de modo a poder avaliar o RCE (4.3.3) perante as
diferentes operac¸o˜es de base. Adicionalmente, a nı´vel do servidor, podem ser adaptados os
valores de tamanho de blocos, de modo a melhor mensurar o CipherCE a nı´vel de efica´cia
de deduplicac¸a˜o. Uma bateria de testes com diferentes tamanhos de blocos, tanto a nı´vel do
servidor como do cliente, e´ tambe´m aconselhada, de modo a serem conseguidos resultados
mais completos e, consequentemente, realizada uma ana´lise mais meticulosa.
Tal como explicado em 1.1, os desafios nas soluc¸o˜es passam por equilibrar performance,
seguranc¸a e funcionalidade. Assim, as possı´veis contribuic¸o˜es ao sistema apresentado
podem seguir um destes treˆs caminhos:
• Performance: o sistema encontra-se implementado em Java, recorrendo a JNI para
invocar as func¸o˜es de CL-PKC implementadas em C. Assim, uma implementac¸a˜o da
totalidade do sistema em C representaria uma melhoria a` performance do pro´prio.
• Seguranc¸a: a implementac¸a˜o de func¸o˜es baseadas em CL-PKC pode ser utilizada
noutros sistemas que necessitem de distribuic¸a˜o de chaves semelhantes, como o Si-
RiUS. Por outro lado, a estrutura de dados, metadados e atualidade pode ser conju-
gada com outras abordagens de cifragem, da mesma forma que foram com o MLE,
como o Searchable Encryption [12] ou o Order-preserving Encryption [11].
• Funcionalidade: a utilizac¸a˜o de func¸o˜es de codificac¸a˜o e descodificac¸a˜o na˜o e´ a
melhor em termos de usabilidade. A adaptac¸a˜o da camada de seguranc¸a com o
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sincronizador de algum servic¸o de cloud (como o Dropbox ou o OwnCloud) permitiria
que os utilizadores pudessem recorrer aos sistemas que esta˜o habituados, com as
adicionais garantias de seguranc¸a que necessitam. De seguida, e´ aconselhada a
definic¸a˜o de uma plataforma pu´blica de relativa confianc¸a, sendo esta escolhida para
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O primeiro esquema e´ chamado de Basic CL-PKE e serve como base para um segundo
esquema mais completo. Como foi referido previamente, a estrutura destes esquemas e´
bem definida e, como tal, faz sentido abordar o seu funcionamento atrave´s da mesma.
• Setup:
1. Utilizar um input k para gerar um output 〈G1,G2, e〉, onde G1 e G2 sa˜o grupos
da mesma ordem prima q e e : G1 ×G1 → G2 e´ um pairing.
2. Escolher um gerador arbitra´rio P ∈ G1.
3. Escolher uma chave mestra s aleato´ria de Z∗q e calcular P0 = sP .
4. Escolher duas func¸o˜es de hash H1 : {0, 1}∗ → G∗1 e H2 : G2 → {0, 1}n.
5. Entregar como output os paraˆmetros pu´blicos.
Os paraˆmetros pu´blicos sa˜o: 〈G1,G2, e, n, P, P0, H1, H2〉, a chave mestra e´ s ∈ Z∗q , o
espac¸o de mensagens e´ M = {0, 1}n e o espac¸o de textos-cifa e´ C = G1 × {0, 1}n.
• Partial-Private-Key-Extract :
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1. Computar QA = H1(IDA) ∈ G∗1.
2. Calcular a chave privada parcial DA = sQA ∈ G∗1.
3. Entregar como output a chave privada parcial DA.
• Set-Secret-Value:
1. Escolher um xA ∈ Z∗q aleato´rio.
2. Entregar como output o valor secreto xA.
• Set-Private-Key :
1. Computar SA = xADA ∈ G∗1.
2. Entregar como output a chave privada SA.
• Set-Public-Key :
1. Calcular XA = xAP .
2. Calcular YA = xAP0.
3. Entregar como output a chave pu´blica PA = 〈XA, YA〉.
• Encrypt :
1. Verificar se XA, YA ∈ G∗1 e se e(XA, P0) = e(YA, P ). Se na˜o se verificar, abortar
cifragem.
2. Computar QA = H1(IDA) ∈ G∗1.
3. Escolher um valor aleato´rio r ∈ Z∗q .
4. Computar C = 〈rP,M ⊕H2(e(QA, YA)r)〉.
5. Entregar como output o texto-cifra C.
• Decrypt :
1. Realizar o parsing a C de modo a que C = 〈U, V 〉.
2. Computar Res = V ⊕H2(e(SA, U)).
3. Entregar como output o valor decifrado Res.
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A.2 Full CL-PKE
O segundo esquema e´ chamado de Full CL-PKE e trata-se de uma adaptac¸a˜o do Basic
CL-PKE de modo a tornar o sistema resistente contra CCA. Este nı´vel de seguranc¸a e´ atin-
gido utilizando a te´cnica de padding de Fujisaki-Okamoto [24].
• Setup - Tal como Basic CL-PKE, com adic¸a˜o de duas novas func¸o˜es H3 : {0, 1}n ×
{0, 1}n → Z∗q e H4 : {0, 1}n → {0, 1}n.
Assim, os paraˆmetros pu´blicos passam a ser 〈G1,G2, e, n, P, P0, H1, H2, H3, H4〉, o
espac¸o de mensagens e´ igual ao do Basic e o espac¸o de textos-cifra passa a ser
C = G1 × {0, 1}2n
• Partial-Private-Key-Extract - Ideˆntico a Basic CL-PKE.
• Set-Secret-Value - Ideˆntico a Basic CL-PKE.
• Set-Private-Key - Ideˆntico a Basic CL-PKE.
• Set-Public-Key - Ideˆntico a Basic CL-PKE.
• Encrypt:
1. Verificar se XA, YA ∈ G∗1 e se e(XA, P0) = e(YA, P ). Se na˜o se verificar, abortar
cifragem.
2. Computar QA = H1(IDA) ∈ G∗1.
3. Escolher aleatoriamente σ ∈ {0, 1}n.
4. Calcular r = H3(σ,M).
5. Computar C = 〈rP, σ ⊕H2(e(QA, YA)r),M ⊕H4(σ)〉.
6. Entregar como output o texto-cifra C.
• Decrypt:
1. Realizar o parsing a C de modo a que C = 〈U, V,W 〉.
2. Computar σ′ = V ⊕H2(e(SA, U)).
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3. Computar M ′ = W ⊕H4(σ′).
4. Calcular r′ = H3(σ′,M ′).
5. Testar se U = r′P . Se na˜o se verificar, abortar decifragem.
6. Entregar como output o valor decifrado M ′.
A.3 CLS
Este esquema de assinatura e´ chamado de Scheme I no artigo associado, e e´ utilizado para
gerar assinaturas e realizar as respetivas verificac¸o˜es utilizando o tipo de chaves consegui-
das com os esquemas Certificateless.
• Setup - Tal como Basic CL-PKE, mas apenas sera´ utilizada uma func¸a˜o de hash
H : {0, 1}∗ ×G2 → Z∗q .
Assim, os paraˆmetros pu´blicos passam a ser 〈G1,G2, e, n, P, P0, H〉, o espac¸o de as-
sinaturas e´ S = G1 × Z∗q
• Partial-Private-Key-Extract - Ideˆntico a Basic CL-PKE.
• Set-Secret-Value - Ideˆntico a Basic CL-PKE.
• Set-Public-Key - Ideˆntico a Basic CL-PKE.
• Sign:
1. Calcular h = H(M ‖ IDA ‖ XA).
2. Computar σ = DA + xAh.
3. Entregar como output a assinatura σ.
• Verify:
1. Verificar se e(XA, P0) = e(YA, P ). Se na˜o seja o caso, abortar verificac¸a˜o.
2. Computar v1 = e(σ, P ).
3. Calcular h = H(M ‖ IDA ‖ XA).
4. Computar v2 = e(QA, P0)e(XA, h).
5. Se v1 = v2, entregar como output TRUE, caso contra´rio, entregar FALSE.
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A.4 CE
• Key generation: Recebendo uma mensagem m, entrega k ← H(m).
• Encrypt : Recebendo k e uma mensagem m, entrega c← Enc(k,m).
• Tag generation: Recebendo um criptograma c, entrega t← T (c).
• Decrypt : Recebendo k e um criptograma c, entrega m← Dec(k, c).
A.5 HCE
• Key generation: Recebendo uma mensagem m, entrega k ← H(m).
• Encrypt : Recebendo k e uma mensagem m, executa:
1. t← H(k).
2. c← Enc(k,m).
3. E = c ‖ t.
Terminando com o output E .
• Tag generation: Recebendo um criptograma c, executa:
1. c→ c1 ‖ t.
2. T = t.
Terminando com o output T .
• Decrypt :Recebendo k e um criptograma c, executa:
1. c→ c1 ‖ t.
2. m← Dec(k, c).
3. t′ ← H(H(m)).
Caso t == t′, termina com o output m. Caso contra´rio termina com ⊥.
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A.6 RCE
• Key generation: Recebendo uma mensagem m, entrega k ← H(m).
• Encrypt : Recebendo k e uma mensagem m, executa:
1. l← rand() ∈ {0, 1}len.
2. t← H(k).
3. c1 ← Enc(l,m).
4. c2 ← l ⊕ k.
5. E = c1 ‖ c2 ‖ t.
Terminando com o output E .
• Tag generation: Recebendo um criptograma c, executa:
1. c→ c1 ‖ c2 ‖ t.
2. T = t.
Terminando com o output T .
• Decrypt :Recebendo k e um criptograma c, executa:
1. c→ c1 ‖ c2 ‖ t.
2. l← c2 ⊕ k.
3. m← Dec(l, c1).
4. t′ ← H(H(m)).
Caso t == t′, termina com o output m. Caso contra´rio termina com ⊥.
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A.7 SaltedMLE
• Key generation: Recebendo uma mensagem m e um tamanho de salt slen, executa:
1. l← rand() ∈ {0, 1}slen.
2. m← l ‖ m.
3. k = H(m).
Terminando com output k.
• Encrypt : Ideˆntico a HCE.
• Tag generation: Ideˆntico a HCE.
• Decrypt Ideˆntico a HCE.
A.8 CipherCE
• Key generation: Se e´ primeiro bloco, recebendo uma mensagem m, entrega k ←
H(m).
• Encrypt : Ideˆntico a CE.
• Tag generation: Ideˆntico a CE.




Descric¸a˜o das operac¸o˜es do sistema
B.1 Software de codificac¸a˜o
• Codificar pasta:
1. Verificar existeˆncia de chaves em PathToKeys. Caso contra´rio, abortar.
2. Localizar a pasta escolhida no input em e analisar os seus conteu´dos individu-
almente.
3. Para cada pasta, criar um ficheiro .ownf com o mesmo nome e executar recursi-
vamente. Para os outros casos, criar os treˆs ficheiros necessa´rios:
– Cifrar a informac¸a˜o com HCE, e assinar com a chave privada do utilizador.
– Criar o ficheiro .d com o obtido previamente.
– Cifrar a chave do utilizador com a sua chave pu´blica (Full CL-PKE).
– Criar um ficheiro .md e adicionar a chave a` lista.
– Acrescentar a tag ao ficheiro .md.
– Acrescentar o username, assinar e guardar o ficheiro .md (CLS).
– Criar um ficheiro .own e adicionar o utilizador a` lista.
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– Assinar e guardar o ficheiro .own.
• Descodificar pasta:
1. Verificar existeˆncia de chaves em PathToKeys. Caso contra´rio, abortar.
2. Localizar a pasta PathToStore e analisar os seus conteu´dos individualmente.
3. Para cada pasta executar recursivamente. Para os outros casos, verificar se se
trata de um ficheiro .md e:
– Verificar a assinatura do ficheiro .own com a USK do utilizador a que per-
tence.
– Consultar username de u´ltima alterac¸a˜o e confirmar que este se encontra na
lista de .own.
– Verificar assinatura de .md.
– Obter a chave de .md relacionada com o utilizador.
– Decifrar a chave com UEK privada.
– Obter a informac¸a˜o em .d.
– Decifrar informac¸a˜o com chave obtida e comparar com tag.
– Guardar novo ficheiro com a informac¸a˜o conseguida.
• Atribuir permisso˜es:
1. Localizar a pasta PathToStore.
2. Validar a hash tree de atualidade.
3. Validar a assinatura em .md consoante o utilizador da u´ltima alterac¸a˜o.
4. Extrair a chave associada ao pro´prio username, decifrando-a com a chave pri-
vada.
5. Cifrar a chave com chaves pu´blicas dos utilizadores recebidos como argumento
e armazenar no ficheiro .md, adicionando o pro´prio username para a u´ltima
alterac¸a˜o.
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6. Assinar o ficheiro .md
7. Caso a operac¸a˜o seja RW, adicionar os utilizadores ao ficheiro .own, assinando-
o e refrescando a hash tree.
• Revogar permisso˜es - Operac¸a˜o inversa a` anterior e, assumindo-se como natural
a compreensa˜o do seu funcionamento a partir da explicac¸a˜o anterior, foi omitida a
descric¸a˜o.
B.2 Daemon de atualizac¸a˜o
• Refrescar hash tree:
1. Localizar PathToStore e obter conteu´dos.
2. Executar gerac¸a˜o de hash tree.
3. Caso seja a primeira iterac¸a˜o, terminar.
4. Comparar ao valor em cache, caso na˜o seja igual, abortar.
5. Inserir timestamp.
6. Assinar ficheiro.
7. Armazenar em cache.
8. Armazenar o ficheiro.
B.3 Func¸o˜es auxiliares
• Gerar hash tree:
1. Localizar PathToStore e obter conteu´dos.
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2. Avaliar os conteu´dos ate´ terminarem. Caso seja um ficheiro, calcular o hash.
Caso seja uma pasta, realizar recursivamente a operac¸a˜o.
3. Concatenar os valores obtidos.
4. Caso seja root, inserir timestamp, assinar e armazenar em cache.
5. Armazenar o valor.
• Verificar atualidade:
1. Executar gerac¸a˜o de hash tree.
2. Comparar ao valor armazenado, caso na˜o seja igual, abortar.
3. Caso na˜o seja root, subir um nı´vel na a´rvore da diretoria e executar recursiva-
mente. Caso contra´rio, seguir em 4.





Figura C.1: Diagrama de atividades para a gerac¸a˜o da hash tree
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Figura C.2: Diagrama de atividades para a validac¸a˜o da hash tree
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Figura C.3: Diagrama de atividades para o refrescar da hash tree
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