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Resumo 
Projecto de Software Utilizando a UML (PS-UML) 
Estudo de Caso: Modelação de Subsitema de Secretaria Digital (MSSD) – 
Universidade Jean Piaget de Cabo Verde 
 
O presente trabalho demonstra a utilização da linguagem UML na modelação (também se 
aplica à projecção e desenvolvimento) de sistemas. Incorpora um estudo de caso que consiste 
na modelação (também, propostas de implementação, sobretudo ao nível do modelo de dados) 
de um subsistema que faz parte do Sistema de Gestão Académico (SIAC) na Universidade 
Jean Piaget de Cabo Verde (Unipiaget).  
 
O trabalho surge após a percepção das dificuldades em que os alunos e não só, se enfrentam 
para terem acessos aos dados académicos, principalmente nos períodos em que estes se 
encontram de férias, daí a necessidade de implementação da Universidade Digital.  
Assim, aproveitando as boas práticas do desenvolvimento de sistemas, iniciou-se o processo da 
subdivisão do problema maior (Universidade Digital) em subproblemas (vários subsistemas), 
cujo projecto se concentra na análise e modelação do subsistema de secretaria digital. 
A metodologia adoptada foi a do diálogo directo programado e não programado, aplicação de 
questionários e entrevistas, assim como a da proposta de melhorias.  
 
Sendo assim, o trabalho iniciou-se com o levantamento de requisitos e avaliado face ao 
comportamento de subsistema no seu modo presencial (estado actual). E, por fim foram 
efectuadas propostas de melhorias, as quais permitirão alcançar a satisfação dos potênciais 
actores (utilizador do sistema). 
 
 





Project Software Using UML (PS-UML) 
Case Study: Modeling of a Digital Subsystems of Secretariat of the University 
Jean Piaget of Cape Verde 
 
This paper demonstrate the use of UML in the modeling, applies also to the design and 
development, systems. The case study incorporated consisting in the modeling and proposals 
for implementation, particularly in terms of the data model, the digital subsystem that is part 
of the Academic Management System (SIAC) in the Jean Piaget University of Cape Verde 
(Unipiaget). 
 
The work comes after the perception about the difficulties that the students and others confront 
to have access to academic data, especially in the vacation periods, so it is necessary to a 
Digital University services. 
 
Thus, leveraging the best practices of system development, the process began with the 
subdividing the larger problem (Digital University) into subproblems/subsystems, especialy 
the subsystem secretariat), whose project focuses on the analysis and modeling of digital. 
 
The methodology adopted was: direct dialogue scheduled and unscheduled, questionnaires 
and interviews, as well as the proposed improvements. 
 
Thus, the work began with the requirements identification and an evaluation about the 
subsystem behavior in the current state. And finally it is been made proposals for 
improvements, which will achieve the satisfaction of potencial actors (system user). 
 








O presente trabalho desenvolve-se em torno de um Estudo de Caso baseado na possibilidade de 
implementar um sistema virtual para gestão académica da Universidade Jean Piaget de Cabo 
Verde. Tendo sido já sintetizado no ponto anterior (ver o Resumo e/ou Abstract) este trabalho 
encontra-se dividido em 4 (quatro) capítulos: 
 Capítulo 1 – enquadramento e objectivos do tema em estudo, bem como a motivação 
que conduziu a elaboração deste trabalho. 
 Capítulo 2 – referências teóricas dos conceitos, bem como outros pontos relacionados 
com o tema em causa. 
 Capítulo 3 – desenvolvimento do caso prático e proposta de implementação. 
 Capítulo 4 – consideração final, resultado obtido da pesquisa e a experiência adquirido 
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A presente memória monográfica, “Projecto de Software utilizando a UML – Estudo de Caso: 
Modelação do Subsistema de Secretaria Digital” enquadra-se no âmbito do curso da 
Licenciatura em Engenharia de Sistemas e Informática e tem como principal propósito a 
modelação de subsistema de secretaria digital da Universidade Jean Piaget de Cabo Verde 
(MSSD - UniPiaget).  
 
De uma forma geral, aqui em Cabo Verde há grande dificuldade de interacção por via digital 
entre a instituição de ensino e seus colaboradores e/ou com estudantes, ainda mais quando 
estes se encontram em períodos de férias prolongados. É de realçar que a interacção 
presencial entre Universidade e as pessoas envolvidas pode sujeitar estes a uma longa fila de 
espera, o que pode causar alguns constrangimentos. Além disso, hoje em dia acessos por vias 
digitais são cada vez mais utilizados o que poderá não justificar serviços presenciais. Na 
UniPiaget, o acesso a subsistema de secretaria digital é um grande desafio futuro, havendo 
falta de sistematização, documentação e organização dos processos e casos de utilização nos 
quais se baseia toda a funcionalidade do sistema em estudo. 
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Pretende-se assim, que o subsistema de secretaria digital (SSD) possa vir a dar um contributo 
de ressalto para um virar de paradigma (minimizar esses problemas), disponibilizando 
informações académicas como:  
 Acesso a nota e ou histórico do aluno a qualquer hora e a partir de qualquer lugar 
desde que tenha o perfil para o mesmo e acesso a computador e Internet (minimiza o 
problema de acesso a notas no período de féria e principalmente para estudantes que 
moram fora da cidade onde está instalada a universidade);  
 Os estudantes podem fazer pedido à Universidade ou até mesmo renovar a matrícula 
estando conectado á internet em qualquer lugar; 
 Os professorea podem criar trabalho, lançar a nota do aluno, criar avaliações, etc. 
estando também conectado à internet em qualquer lugar; 
 De acordo com o perfil, os funcionários da Universidade pode despachar pedido feito 
pelo aluno, e o sistema encarrega de enviar alerta para o mesmo; etc. 
 
2 Objectivos Geral e Específicos 
 
 O objectivo geral deste trabalho é modelar o Subsistema de Secretaria Digital da UniPiaget, 
criando Modelos Orientados a Objectos visando a sua implementação futura.  
 
Especificamente, para que se possa atingir o objectivo geral, traçou-se: 
a) Estudar e compreender a metodologia orientada por objectos, precisamente, 
aprofundar sobre a UML; 
b) Estudar a ferramenta Visual Paradigm – aplicação no qual todos os modelos serão 
desenvolvidos; 
c) Analisar e compreender os requisitos do subsistema em causa; 
d) Criar modelos; 








A motivação para a elaboração deste trabalho vêm do facto de se ter constactado a falta de 
sistematização, documentação e organização dos processos e casos de utilização nos quais se 
baseia toda a funcionalidade de gestão académico da Universidade Jean Piaget de Cabo 
Verde. O que implica a alunos e colaboradores da instituição várias dificuldades no acesso 
aos dados académicos, principalmente no período das férias (acesso a consulta e lançamento 
de notas, pedidos à universidade, criação de trabalho, renovação da matrícula, etc.), uma vez 
que, actualmente esses serviços requer-se presenciais, sujeitando aos actores dos subsistemas 
uma longa fila de espera - o que pode causar alguns constrangimentos; além disso, hoje em 





Como em qualquer outro trabalho científico, numa primeira fase, recorreu-se às consultadas 
de algumas referências bibliográficas importantes (livros e publicações eletrónicas) que 
directamente ou indirectamente estão relacionadas com o tema. Numa fase posterior, estando 
já na posse de um conhecimento mais aprofundado sobre o assunto, procedeu-se à recolha de 
informações (levantamento de dados no terreno), dialogando com os principais responsáveis 
do projecto (programado e não programado), para que seja possível compreender o 
subsistema e criar modelos no âmbito do desenvolvimento do caso prático, utilizando a 
ferramenta VP – UML para a criação de diagramas e para a obtenção de códicos SQL. E, por 
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5 Estrutura do Trabalho 
 
O presente trabalho encontra-se estruturado em quatro capítulos, por forma a possibilitar uma 
melhor compreensão do memso: 
Capítulo 1: Introdução – neste capítulo foi feita a introdução/enquadramento do tema 
escolhido, dando a conhecer os objectivos a alcançar, a motivação associada, a 
estrutura/organização do trabalho e as suas limitações.  
 
Capítulo 2: Fundamentação Teórica – neste capítulo foi desenvolvida/abordada os 
conceitos teóricos relacionados com a elaboração desta memória. 
  
Capítulo 3: Desenvolvimento – este é o capítulo onde se dedicou ao desenvolvimento de 
estudo de caso para o subsistema de gestão da secretaria digital da Universidade Jean Piaget 
de Cabo Verde, onde teve como objectivo modelar os requisitos do subsistema em estudo 
através da aplicação da metodologia e as ferramentas já referidas aqui.  
 
Capítulo 4: Conclusão – já neste capítulo procurou-se descrever resumidamente o que foi 
abordado neste trabalho e apresentar o resultado obtido, bem como a experiência adquirido na 




O presente trabalho é um trabalho de pesquisa baseado essencialmente na análise e 
modelagem. A tarefa de análise e/ou modelagem de sistemas e subsistemas não é algo 
preciso, mas, se for bem conseguido, pode inpulsionar a obtenção de protótipos que 
aproximam do subsistema real. 
Muitas vezes deve-se refazer a análise, refinar a modelagem, para ajustar um ou outro 
requisito. É neste contexto que não se pretende atingir a exaustão com este trabalho; o 
objectivo não é atingir a perfeição, mas sim transmitir de uma forma clara o que pode ser o 
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susbsitema de gestão da Secretaria Digital da Universidade Jean Piaget de Cabo Verde e, com 
base nos resultados da modelação, apresentar sugestões de implementação. 
Obviamente que a solução aqui encontrada depende do levantamento feito que por sua vez 
está relacionado com a precisão ou não da informação que se conseguiu obter. 
Independentemente disso tudo, o trabalho aqui apresentado reflecte bem uma das principais 
actividades da engenharia e reengenharia de sistemas. 
PS-UML 
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Capítulo 2: Fundamentação Teórica  
 
Este capítulo baseia-se essencialmente nas revisões bibliográficas a ter em consideração para 
a elaboração desta memória, principalmente para o desenvolvimento do caso prático. 
Julga-se que os principais pontos que devem ser explorados em função do tema escolhido são 
os que serão desenvolvidos ao longo deste capítulo porque estão de uma certa forma 
relacionados com o mesmo. 
 
1 Sistemas de Ensino à Distância – Sistemas e-Learning 
 
Hoje em dia, a formação e a actualização dos conhecimentos são elementos essenciais para 
que se consiga a eficácia e a eficiência, que são requisitos de um bom desempenho. Contudo, 
a aplicação das tecnologias na área da educação incentivou a criação de uma nova modalidade 
de ensino/aprendizagem à distância (Diegues et al., p.10). 
 
Normalmente, quando se fala em sistemas e-Learning (electronic Learning), o primeiro 
conceito a surgir é a educação à distância. Mas hoje, pode-se acrescentar que são sistemas de 
ensino apoiado em sistemas electrónicos, ou melhor, sistemas de ensino via Web. 
PS-UML 
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Figura 1 – Sistema e-learning (adaptado de: click mental1). 
 
Segundo Diegues et al (p.5), nota-se que existem dois dos conceitos mais simpatizado do 
sistema e-Learning, onde o segundo veio combinar a educação a distância com a educação 
apoiados em meios tecnológicos, dando assim um conceito simples e “real” para o sistema e-
Learning: 
 É o modo de ensino/aprendizagem onde os professores e estudantes estão separados 
espacialmente e /ou temporalmente.  
 É o modo de ensino/aprendizagem onde os professores e alunos não estão fisicamente 
juntos, mas podem estar conectados/interligados por meios tecnológicos, 
principalmente a internet e a intranet.  
 
1.1 E-Learning Síncrono 
 
“Quando o professor/tutor e aluno/Formando estão em aula ao mesmo tempo” (Diegues et al., 
p.11). 
Falar da formação Síncrono é mesmo que falar da formação em simultâneo, envolvendo assim 
o feedback com o tutor via Web e em tempo real. Esta formação, exige que o formando tem e 
cumpre calendários do seu tempo de formação, em prol com o seu tutor.   
                                                 
1
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1.2 E-Learning Assíncrono 
 
” Quando o professor/tutor e aluno/Formando não estão em aula ao mesmo tempo” (Diegues 
et al., p.12). 
Nesta formação tanto o aluno como o tutor podem participar quando bem convier. O tutor 
pode responder as duvidadas/mensagens do aluno em tempo diferente.  
 
1.3 E-Learning Síncrono vs E-Learning Assíncrono 
 
Segundo click mental (p.5), o e-learning se emoldura em duas categorias, em que uma é 
semelhante a sala de aula, o que significa que as aulas têm lugar em tempo real e conecta 
formadores e formandos por meio de áudio e vídeo ou através de uma sala de chat (síncrono). 
Já na outra permite ao formando aceder aos conteúdos no momento que deseje, trabalhando 
ao seu ritmo e comunicando-se com outros formandos via e-mail (assíncrono). 
 
Porém, foi no mesmo contexto que Diegues et al (p.12) consideraram o tempo no sistema 
assíncrono como sendo “elástico”, pois proporciona a cada aluno o seu tempo para 
aprendizagem, pesquisa e estudo de forma a resolver questões ou exercícios à velocidade que 
bem entender. 
 Como por exemplo, o professor responde uma dúvida que o aluno já o tinha colocado às 24 
horas.  
 
1.4 Vantagens e Desvantagens de sistemas e-Learning 
 
O sistema e-Learning trouxe inovação em sistemas de ensino/aprendizagem que beneficia 
tanto a organização como também o tutor/professor e o formando/estudante, em que com a 
ajuda do professor o aluno aprenda em seu ritmo, o que facilita a aprendizagem do mesmo. 
 
PS-UML 
Estudo de Caso: MSSD – Unipiaget 
9/96 
1.4.1 Vantagens de sistemas e-Learning  
 
Segundo Diegues et al (p.8), sistemas e-Learning: 
 Diminui o custo da deslocação do tutor (Eficaz em termos de custos); 
 Reduz a fraca produtividade do aluno, afastando-a do posto de trabalho (Auto 
Formação); 
 Formação a qualquer hora e em qualquer lugar (Flexibilidade temporal); 
 Motiva os formandos (Fácil interactividade); 
 
1.4.2 Desvantagens de sistemas e-Learning  
 
Apesar de todas as vantagens referidas no ponto anterior, algumas críticas são dirigidas ao 
sistema e-Learning. Porém, foi baseado nos estudos dos mesmos autores (p.9) que aqui se 
apresentam estas desvantagens: 
 Redução da interacção sociocultural (Ausência de relação humana - formador); 
 Assuntos tecnológicos dos utilizadores que não possuem a tecnologia adequada 
(Restrições tecnológicas); 
 Exige conhecimentos tecnológicos; 
 O investimento inicial requer custos elevados; 
 
1.5 Modelos arquitecturas dos sistemas e-Learning 
 
Segundo Passos (p.35), esse processo de formação requer o envolvimento efectivo dos 
sectores, meios técnicos e humanos do centro da formação onde se desenrola a acção. Na 
figura 2, são representados estes sectores:   
PS-UML 
Estudo de Caso: MSSD – Unipiaget 
10/96 
 
Figura 2 – Arquitectura geral do sistema e-learning (adaptado de: Passos). 
 
O mesmo autor (p.36), devidiu a figura em quatro sectores: 
1º. Tutor – a sua tarrefa resume em organizar todo o processo da formação e realizar 
todos os contactos com formandos tendo a consciência clara de que é dele que 
depende todo o maior ou menor grau de envolvimento dos formandos com o processo 
e acção. 
2º. Serviços de Informática – devem disponibilizar todos os meios informáticos e a 
infraestrutura da comunicação necessária para a execução do processo, realização de 
suportes de informação em cd, etc. 
3º. Serviços administrativos – realizar registos dos participantes, e fazer a preparação do 
dossier pedagógico que será depois supervisionado pelo tutor/coordenador e demais 
tarefas de apoio administrativo. 
4º. Direcção – acompanhar, monitorar e avaliar todo o processo de formação, mantendo 
sempre um diálogo constante com o tutor/coordenador para conseguir a mobiliação de 
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1.6 Exemplos e aplicações de sistemas e-Learning 
 
Segundo click mental (p.2) esta forma de aprender é aplicável a qualquer organização, sendo 
o mais adequado para quem: 
 Tem pouca disponibilidade para horários fixos e/ou intensivos; 
 Se encontra longe dos centros de formação; 
 Pretende desenvolver as suas capacidades de trabalho na internet; 
 Gosta de aprofundar os assuntos com tempo e ao seu ritmo; 
 Acredita que aprender é um processo que se desenvolve ao longo da vida. 
 
Continuando com a mesma citação, importa dizer que o e-Learning não se adapta a todos os 
perfis de destinatários, e que o sistema requer requisitos chaves, como: 
  Maior nível de motivação e maior autonomia de aprendizagem que a formação 
presencial; 
 Alguma experiência no uso de computadores e de utilização de internet; 
 Alguma apetência para o uso de tecnologias. 
 
2 Modelação Orientada por Objectos (MOO) 
 
A modelação orientada a objectos (MOO) consiste em descrever sistemas baseados em 
comportamentos dos objectos através da combinação entre dados e funções. Desse modo, 
torna mais fácil a compreensão do problema e simplifica a reutilização do sistema com a 
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2.1 Conceitos fundamentais 
 
Pretende-se com esse ponto apresentar alguns dos conceitos consideradas mais relevantes que 
auxiliam num bom entendimento da orientação a objectos, realçando que não é o objectivo 
entrar em pormenores/detalhes desses conceitos, já que mais adiante serão exemplificados.  
 
2.1.1 Classes, Objectos e Atributos 
 
Normalmente, vários documentos que abordam estudos sobre a orientação a objectos fazem 
referências teóricas sobre classes e objectos, pois são conceitos mais importantes e mais 
abordados nesse paradigma. No entanto, este documento não deixa este contexto em 
excepções, começando pela definição do objecto e de seguida pela classe: 
a) Objecto – segundo Ramos e Farinha (2006, p.3), objecto é entendida como sendo 
qualquer coisa ou acontecimentos do universo e que se quer registar. No entanto, 
esta coisa ou acontecimento deve ter: 
 Identificação – valor que permite diferenciar o objecto de todos os outros;  
 Estado – conjunto de valores que nos dão informação acerca das características do 
objecto;  
 Comportamento – conjunto de acções que o objecto sabe realizar. 
 
Figura 3 – Exemplo de objectos (adaptado de: Cunha, 1999). 
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b) Classe – segundo o mesmo autor (p.5), uma classe é designada de conjunto de 
objectos que partilham o mesmo meio de identificação, propriedades de estado, 
comportamento, relações e semântica;  
c) Atributo – o atributo de uma classe representa uma característica típica dos 
objectos dessa classe, podendo assumir qualquer valor, caso não houver nenhuma 
especificação relativa ao atributo. Foi nesse contexto que Souza (2006, p.59) 
definiu atributos em informações de estado/propriedade para o qual cada objecto 
em uma classe tem seu valor, ou simplesmente um elemento de dados que 
caracterizam objectos. 
 
Figura 4 – Exemplo de classes com atributos (adaptado de: Cunha, 1999). 
 
2.1.2 Associações, Agregação, Composição e Generalização 
 
Segundo as definições do ponto anterior (classe e objecto) ficou saber-se que estes precisam 
relacionaram entre si. O que reforça a ideia do que referenciar teoricamente as relações 
também é importante, ou melhor não vale ter objectos sem que estes se relacionam. 
É nesse contexto que Ramos e Farinha (2006, p.16) disseram que em qualquer sistema 
existem objectos que se relacionam entre si e que dão informações. 
 
Citando os mesmos autores (p.18) a associação é uma relação que permite especificar que 
objectos de uma classe se relacionam com objectos da outra classe. 
 
Figura 5 – Exemplo de Associações entre Classes (adaptado de: Ramos & Farinha, 2006). 
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Ainda, é com a mesma citação (p.32) que se definiu agregações como sendo associações que 
se utilizam quando pretende representar a noção de um todo constituído por partes. Para a sua 
representação gráfica utiliza uma linha adornada com losango branco no extremo 
correspondente ao todo, conforme mostra a figura abaixo: 
 
Figura 6 – Exemplo de Agregações entre Classes (adaptado de: Ramos & Farinha, 2006). 
 
Seguindo o raciocínio dos mesmos autores (p.33) as composições são um caso especial das 
agregações, ou seja, representam situações em que um objecto de uma classe (composição) 
inclui um conjunto de objectos de outra classe (componentes), tal como as agregações. 
Graficamente é utilizado o losango preenchido, conforme ilustrada na figura abaixo: 
 
Figura 7 – Exemplo de Composição entre Classes (adaptado de: Ramos & Farinha, 2006). 
 
Nota-se que neste tipo de relação, os objectos componentes existem no contexto do objecto 
composto, isto é, ao remover o objecto composto, todos os seus componentes são 
automaticamente removidos 
 
Antes de terminar este ponto, será apresentado uma definição bastante resumida da 
Generalização.  
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Baseado nos estudos dos mesmos autores (p.39) a generalização é uma relação que permite 
representar a noção da subdivisão e especificidade em conjuntos de objectos, em que todos os 
objectos das subclasses partilham características comuns, herdada da super classe.  
Até aqui só dá a super classe, o que quer dizer que ainda não houve a necessidade de se ter a 
subclasse. Mas, há necessidade de obter especificidades, ou seja, embora os objectos podem 
ter características comuns, eles são diferentes, conforme ilustra a figura abaixo:   
 
Figura 8 – Exemplo de Generalização entre Classes (adaptado de: Ramos & Farinha, 2006). 
 
Segundo o mesmo autor a generalização é um tipo de relação “um para um”. Sendo assim, 
retomando o exemplo da figura acima pode se dizer que: 
a) Um sócio apenas pode corresponder a uma organização e obrigatoriamente uma 
organização corresponde a um sócio;  
b) Um Sócio não pode ser Individual e Organização em simultâneo;  
c) Um Sócio pode não ser Individual nem Organização; 
d) Um Sócio pode ser Honorário e Individual ou Honorário e Organização; 
e)  As subclasses herdam todos os atributos da super classe. 
 
2.1.3 Métodos e Mensagens  
 
Segundo Souza (2006, p.35), métodos são operações /serviços que um objecto oferece e que 
podem ser solicitados através do envio de mensagens. E estes, por sua vez são consideradas 
como sendo mecanismo através do qual os objectos se comunicam invocando serviços 
desejados, ou seja, são especificação de uma operação de um determinado objecto. 
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Em orientação a objectos a palavra polimorfismo, consiste na troca de mensagens entre 
métodos da subclasse com a sua superclasse. E quando assim for, pode se dizer que um 
objecto pode dar a mesma resposta a vários objectos diferentes, conforme a figura abaixo: 
 
Figura 9 – Exemplo de Polimorfismo (Adoptado de: Ramos). 
 
Nesse caso pode-se dizer que para qualquer objecto filho, ao invocar a mensagem área, o 
objecto pai irá calcular correctamente a área do filho. Sendo assim, contribui para a redução 
do tamanho e da complexidade do código fonte, tornando o mais rápido (foi calculado uma 
área ao invés de três). 
Ainda, importa dizer que a palavra polimorfismo consiste na possibilidade e na capacidade de 
objectos diferentes dêm resposta à mesma mensagem. Como exemplo, podemos ter um 
objecto com os seguintes métodos: m1 (), m1 (v1), m1 (v1, v2), etc. Pode se notar que o tal 
objecto teve métodos com mesmo nome que se deferenciam pelos numeros de parámetros. 
 
2.2 Vantagens da Modelação 
 
Modelar um projecto de software consiste em diminuir gap semântico (distância entre o 
problema no mundo real e o modelo abstracto construído), isto é, ajuda a definir e a estimar 
custos dentro dos prazos para o desenvolvimento do problema real. Pois, quando assim for, 
mais rápido será a construção da solução. O que não deixa de ser um dos objectivos da 
Engenharia de software. 
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No entanto, foi na mesma óptica que Silva (2006) disse que a modelação é utilizada para: 
 Facilitar o entendimento e o desenvolvimento do sistema; 
 Possibilitar a visualização e o controle da arquitectura do sistema; 
 Facilitar a simplificação e a reutilização do sistema; 
 Permitir a especificação da estrutura e do comportamento do sistema; 
 Documentar as decisões tomadas. 
 
3 A Linguagem UML (Unified Modeling Language) 
 
A UML – Linguagem de Modelação Unificada é uma linguagem universal para a 
especificação de softwares, fornecendo conjunto de símbolos padrões que podem ser 
aproveitados como o meio de comunicação entre utilizadores e a equipa do desenvolvimento. 
A UML também pode ser utilizada para documentar o sistema perante as fases do 
desenvolvimento do projecto, começando pelo levantamento e análise de requisitos até a 




Seguindo o raciocinio de Nunes e O’Neill (2004) a UML é uma linguagem que utiliza a 
notação standard para modelar, especificar, construir, visualizar e documentar os artefactos 
evolvidos em Sistemas de Informação (SI) por meio do paradigma da orientação a objectos. 
 
É na mesma perspectiva que Chantre et al. (2008) traçou os seguintes tópicos como objectivos 
da UML: 
 Modelar qualquer tipo de sistema, em termos de diagramas utilizando os conceitos da 
orientação a objectos;  
 Estabelecer uma união fazendo com que métodos conceptuais sejam também 
executáveis;  
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  Criar uma linguagem de modelação utilizável tanto pelo homem quanto pela 
máquina.  
 
3.2 História da Linguagem UML 
 
Segundo Vargas (p.2), no início da utilização do paradigma de orientação a objectos, diversos 
métodos foram apresentados para a comunidade. Porém, entre os anos de 1989 a 1994 
chegaram a mais de cinquenta, onde a maioria deles cometeu o erro de tentar estender os 
métodos estruturados da época. Com isso, os maiores prejudicados foram os utilizadores que 
não conseguiam encontrar uma maneira satisfatória de modelar seus sistemas. Foi a partir da 
década de 90 que começaram a surgir teorias que procuravam trabalhar de forma mais activa 
com o paradigma da orientação a objetos. Seguindo a figura abaixo, nota-se que diversos 
autores contribuíram com publicações de seus respectivos métodos: 
 
Figura 10 – Linha temporal da UML (Adoptado de: Vargas). 
 
No entender de Guedes (s/d , p.13), a UML surgiu da união de três metodologias de 
modelagem: o método de Booch, o método OMT (Object Modeling Technique) de Jacobson e 
o método OOSE (Object-Oriented Software Engineering) de Rumbaugh que eram até meados 
da década de 1990 as três metodologias de MOO mais populares entre os profissionais da área 
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de engenharia de software. A união dessas metodologias contou com o amplo apoio da 
Rational Software, que incentivou e financiou a tal união. 
 
Ainda, o mesmo autor disse que a união do método de Booch e o método OMT de Jacobson 
eram esforço inicial do projecto que resultou no lançamento do Método Unificado no final de 
1995. Logo em seguida, Rumbaugh juntou-se a Booch e Jacobson na Rational Software e seu 
método OOSE começou também a ser incorporado à nova metodologia. O trabalho de Booch, 
Jacobson e Rumbaugh, conhecidos popularmente como “Os Três Amigos”, resultou em 1996 
no lançamento da primeira versão da UML. Logo depois, diversas grandes empresas actuantes 
na área de engenharia e desenvolvimento de software passaram a contribuir com o projecto, 
fornecendo sugestões para melhorar e ampliar a linguagem. Finalmente a UML foi adoptada 
pela OMG (Object Management Group) em 1997, como uma linguagem padrão de 
modelagem. A UML em sua versão 2 trouxe grandes novidades em relação à estrutura geral 
da linguagem principalmente com relação à abordagem de quatro camadas e à possibilidade 
de se desenvolver “perfis” particulares a partir da UML, cuja documentação oficial pode ser 
consultada no site da OMG em www.omg.com. 
 
3.3 Fundamentos da Linguagem UML 
 
Normalmente muitos profissionais da área interpretam a modelação como sendo a perda do 
tempo. Porém, afirmam que conseguem determinar e especificar todas as necessidades do 
software/Sistemas de informação sem ter de recorrer a criação de modelos. Mesmo sendo 
deficil, isso pode ser verdade, mas a questão envolve factores extremamente amplos e de 
riscos, como o levantamento e a especificação de requisitos, custos e prazos do projecto, 
documentação, manutenção, reutilização, etc.  
O que quer dizer que grandes projectos não podem ser modelados de cabeça, e os pequenos 
por serem sistemas de informação têm a ambição/propriedade de crescer (aumentar a 
complexidade).  
 
É notório dizer que o mais deficil no desenvolvimento de um software é entender as 
necessidades dos utilizadores. No entanto, a UML por ser uma linguagem de modelação, 
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preocupou-se com esses factos e criou uma notação standard que permita “fácilmente” ao 
analista a recolha dos requisitos funcionais do sistema e mostrar utilizador/cliente que já se 
percebeu do assunto.  
Foi assim que Mota (p.4), resumiu pontos aseguir como razões para se utilizar a UML: 
a. A construção de software necessita de um plano – um produto de software 
minimamente competitivo torna-se também bastante complexo, tornando difícil a sua 
alteração / actualização. A existência de um modelo visual que necessite de ser 
aprovado antes do início da sua implementação visa diminuir essa complexidade, tanto 
na fase de desenvolvimento do produto, como nas fases seguintes de modificação e/ou 
actualização. A UML faculta aos seus utilizadores uma linguagem visual de 
modelação expressiva e pronta a utilizar.  
b. A compreensão de um problema deve constituir a primeira fase da sua resolução 
– a UML permite que o software possa ser visualizado em múltiplas dimensões, 
permitindo que o sistema computacional seja completamente compreendido antes de 
ser implementado. Além disso, a UML pode ser utilizada para produzir vários 
modelos com um acréscimo do nível de detalhe. O âmbito geral do software pode ser 
definido fácil e rapidamente no início do projecto, através de um modelo com pouco 
detalhe. De seguida poder-se-ão adicionar vários níveis de detalhe à medida que se 
queira pormenorizar.  
c. A UML é adequada tanto para sistemas novos como para a reestrutura ção de 
antigos – no caso da reestruturação não será necessário a modelação total desse 
sistema para que a mudança possa ocorrer, mas sim apenas as partes que são afectadas 
pela mudança.  
d. Um software bem documentado é uma vantagem, já que o torna mais visível e 
transparente, reduzindo a dependência da empresa face a pessoas chave (que podem 
abandonar essa empresa a qualquer momento).  
e. A UML é uma linguagem unificada e universal – a UML pode ser aplicada em 
muitas áreas de desenvolvimento de software e foi concebida de forma a fornecer 
mecanismos de especialização e extensão que permitam cobrir os requisitos 
específicos de cada caso em particular.  
f. A UML possui especificações independentes das linguagens de programação 
utilizadas e dos processos de desenvolvimento.  
PS-UML 
Estudo de Caso: MSSD – Unipiaget 
21/96 
g. Um projecto é concebido por equipas de especialidades diferentes, sendo 
extremamente importante uma boa comunicação (objectiva, clara e sem 
ambiguidades) entre essas equipas. Pelo facto de utilizar um conjunto de símbolos 
padrão, a UML facilita essa comunicação.  
 
3.4 Fases do Desenvolvimento de um Sistema em UML 
 
1º. Levantamento de Requisitos 
O termo requisito significa a “exigência” dos utilizadores ou funcionalidades esperada do 
sistema em relação à construção do software.  
 
No entender de Bezerra (2003), esta fase consiste em compreender o problema associado 
ao desenvolvimento, onde o principal objectivo é capturar as intenções e as necessidades 
dos utilizadores de sistemas através do uso de funções chamadas “use case”, dando assim 
uma visão única tanto para o utilizador como também para a equipe do desenvolvimento. 
Contudo, a equipe do desenvolvimento e utilizadores juntos, tentam levantar e definir os 
requisitos do sistema a ser desenvolvido, onde estes (requisitos) são classificados e 
periodizados com base nas necessidades do utilizador. 
Seguindo o mesmo raciocínio, Souza (2006, p.10) resumiu esta fase em: 
a) Refinamento do escopo; 
b) Identificação dos requisitos; 
c) Compreensão do problema. 
 
E segundo Techy (2006, p.8) o objectivo da definição de requisitos é: 
 Estabelecer e manter acordos com os clientes e outros envolvidos sobre o que o 
sistema deve fazer; 
 Facilitar aos desenvolvedores na compreensão dos requisitos do sistema; 
 Definir as fronteiras do sistema, isto é, delimitar o sistema; 
 Fornecer uma base para planear o conteúdo técnico das iterações; 
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 Fornecer uma base para estimar o custo e o tempo de desenvolvimento do sistema; 
 Definir uma interface de utilizador para o sistema, focando nas necessidades e 
metas dos utilizadores. 
 
2º. Análise  
Normalmente, quando se utiliza a UML para a análise orientada a objectos, os casos de 
utilização são considerados como sendo o ponto de partida, pois o seu foco maior é 
descrever o comportamento do sistema na perspectiva do utilizador, e não em como ele 
fará. 
 
Segundo Souza (2006, p.11) a fase de análise consiste em identificar, modelar, avaliar e 
documentar com foco no que realmente é necessário que o sistema faça e não em como 
ele fará. Para a tal, é necessário utilizar uma linguagem clara e menos ambígua possível 
para se comunicar com os envolvidos no projecto de modo a identificar os riscos 
associados e sem imprevistos (sem dar margens a deduções ou a interpretações).  
 
3º. Projecto (Design) 
Continuando com a mesma citação, esta fase consiste em: 
a) Definir a plataforma de implementação; 
b) Incorporar requisitos tecnológicos;  
c) Foco em como cada requisito será implementado; 
d) Refinamento sucessivo até chegar ao nível de implementação. 
 
Assim, foi na mesma perspectiva que Chantre et al. (2008, p.103) diz que esta fase 
consiste em expandir o resultado da análise em soluções técnicas, onde serão adicionadas 
novas classes de acordo com as necessidades: ex. a interface do utilizador, sistemas de 
bases de dados, comunicação com outros sistemas, entre outras. Tudo isso não passa de 
um resultado das especificações detalhadas para a fase de programação do sistema. 
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4º. Programação (Implementação) 
No entender de Souza (2006, p.13), esta fase consiste em traduzir os modelos criados para 




Seguindo o estudo do mesmo autor um software é rodeado de diversos tipos de teste, que 
são bases da validação das funcionalidades por parte da equipe do desenvolvimento: 
a) Testes de unidade (para classes) – testados pelo programador;  
b) Teste de integração (para classes e comportamentos) – confirmar se as classes 
estão cooperando uma com as outras como especificados nos modelos;  
c) Testes de sistema (verificar se o sistema está a funcionar como foi especificado no 
diagrama de casos de uso) – testado pelo utilizador final; Etc. 
 
3.5 Diagramas UML 
 
No entender do Yonezawa (s/d) diagramas UML são representações gráficas de um conjunto 
de elementos desenhados que permitem a visualização de um sistema sob diferentes 
perspectivas, apresentando uma visão parcial dos elementos que compõe o sistema, onde os 
mesmos elementos podem aparecer em vários diagramas.  
Contudo, cada elemento possui o seu conceito, gráfico e terminologia, o que resulta numa 
grande confusão para os que utilizam a orientação a objectos para saber criar modelos de 
qualidade e que mantêm eficácia na construção do sistema. 
 
Segundo Guedes (p.20) os diagramas da UML 2 encontram-se divididos em Diagramas 
Estruturais e Diagramas Comportamentais que encontra-se subdividido pelos Diagramas de 
Interacção, conforme ilustra a figura abaixo:  
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Figura 11 – Diagramas UML (adaptado de: Alexandre, p.23). 
 
3.5.1 Diagramas de casos de uso 
 
Na óptica de Correia (2006) diagrama de casos de uso tem por objectivo capturar o 
comportamento (funcionalidades) do sistema do modo como é visto pelos utilizadores, sem 
ter de especificar como é que esse comportamento é implementado e mostrar para que o 
sistema serve, ou seja quais são os usos possíveis do sistema, ignorando a forma como o 
sistema está organizado internamente.  
Para a tal demonstração o diagrama de casos de uso utiliza os seguintes elementos: 
a) Actor – considerado qualquer coisa fora do sistema (entidade externa) que vai 
interagir com o sistema (utilizador do sistema). Normalmente são os substantivos 
candidatos a actores, e podem ser pessoas, dispositivos (hardwares), sistemas, entre 
outros. Exemplos de Actores em relação aos serviços de biblioteca:   
 Leitores; 
 Responsável da biblioteca; 
 Balconista, etc. 
b) Casos de Uso – baseado nos estudos de Murta (2008) casos de uso são técnicas de 
capturar requisitos funcionais, descrevendo os sistemas sob as perspectivas do 
utilizador final. Normalmente são verbos os candidatos a casos de uso. Exemplos de 
casos de uso em relação aos serviços de biblioteca:   
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 Consultar bibliografias existentes 
 Reservar publicações; 
  Lançar multa; 
 Registar a devolução, etc. 
c) Associações de interacções mostram quais os actores interagem com os casos de uso. 
Normalmente são representados por linhas rectas e sem adorno. 
d) Relação de extend – uma instância do caso de uso A pode incluir sujeito a condições 
especificadas na extensão o comportamento especificado por B, onde o caso básico 
deve fazer sentido por si só, pois é com este que os actores vão interagir. A notação 
utilizada é a dependência com estereótipo “extend” (Correia, 2006). 
e) Relação de include – uma instância do caso de uso A inclui obrigatoriamente o 
comportamento específico por B. A notação utilizada é a dependência com estereótipo 
“include” (Correia, 2006). 
f) Relação de generalização – significa que há uma relação entre uma coisa mais 
genérica “pai” e outra mais especializada “filho”, que é totalmente consistente com o 
primeiro elemento, adicionando informação (Correia, 2006). O filho para além de 
herdar características do pai que permite a simplificação e a estruturação dos 
diagramas, também pode ter novas características.  
 
De um modo genérico, o diagrama de casos de uso não passa de uma técnica de facilitação da 
comunicação entre o analista e o cliente, onde este declara as funcionalidades esperadas e o 
analista com o desenho de casos de utilização captura as intenções para mostrar o cliente que 
já se percebeu do problema. Essa técnica pode ser utilizada para ajudar no levantamento de 
classes, pois cada actor é considerado como sendo uma classe.  
Seguindo o mesmo raciocínio, Souza (2006, p.34) revelou em seu estudo que em diagramas 
de casos de uso: 
a) Modela as funcionalidades do sistema;  
b) Captura típicas interacções utilizadores – sistema;  
c) Utilizadores são actores;  
d) Actores e casos de uso são associados;  
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e) Cada caso é descrito em detalhes separadamente. 
 
Figura 12 – Exemplo de diagrama Use case (adaptado de: Souza, 2006).    
 
É de salientar que o actor é o papel desempenhada pela pessoa e não a própria pessoa. 
Retomando o exemplo acima, não seria relevante dizer que o sistema permite que o João faz 
compras, mas sim os clientes fazem compras. 
 
3.5.2 Diagramas de Classes 
 
Ao falar da orientação a objectos não se pode esquecer de um dos conceitos mais abordados 
desse paradigma que é a classe. Porém, este diagrama tem por objectivo mostrar e descrever a 
estrutura do sistema a desenvolver através da criação de classes e seus respectivos atributos e 
métodos bem como a sua relação. 
 Como foi referida num dos pontos anteriores, o levantamento de classes é feito com base no 
diagrama de casos de uso detalhado e que será refinado, se for o caso a medida que o projecto 
avance. 
 
Segundo Guedes (s/d) este é o diagrama mais utilizado e o mais importante da UML, servindo 
de base para a maioria dos outros diagramas. pois, esse diagrama define a estrutura das 
classes utilizadas pelo sistema, determinando os atributos e métodos possuídos por cada 
classe, além de estabelecer como as classes se relacionam e trocam informações entre si. 
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Figura 13 – Exemplo de diagrama classes (adaptado de: Souza, 2006). 
 
Analisando a figura acima, será possível verificar e resumir a importância desse tipo de 
diagrama pela sua facilidade em produzir uma descrição bastante próxima da estrutura do 
código orientado a objectos, através da capturação de classes, atributos, métodos e 
relacionamentos.  
 
3.5.3 Diagramas de Objectos 
 
Segundo Guedes (s/d, p.9) o diagrama de objecto está amplamente associado ao diagrama de 
classes. Porém, este diagrama é praticamente um complemento do diagrama de classes, sendo 
bastante dependente deste.  
Ainda o mesmo autor realça que este diagrama fornece uma visão dos valores armazenados 
pelos objectos de um diagrama de classes em um determinado momento da execução de um 
processo. 
 
Foi na mesma perspectiva que Yonezawa (p.32) disse que o diagrama de objectos exibe um 
conjunto de objectos e seus relacionamentos; descreve fotografias estáticas de instâncias de 
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itens encontrados nos diagramas de classes e abrangem uma visão estática da estrutura ou do 
processo de um sistema. 
 
Figura 14 – Exemplo de diagrama de Objectos (adaptado de: Guedes, p.7). 
 
3.5.4 Diagramas de Estrutura Composta 
 
No entender de Guedes (p.14) diagrama de estrutura composta, consiste em um dos três novos 
diagramas propostos pela UML 2, que descreve a estrutura interna de um classificador, como 
uma classe ou componente, detalhando as partes internas que o compõem, como estas se 
comunicam e colaboram entre si. Também, é utilizado para descrever uma colaboração em 
que um conjunto de instâncias coopera entre si para realizar uma tarefa. A figura que se segue 
mostra o exemplo desse diagrama: 
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Figura 15 – Exemplo de diagrama de Estrutura Composta (adaptado de: Guedes, p.14). 
 
3.5.5 Diagramas de Componentes 
 
De acordo com o Guedes (p.17), o diagrama de componentes está amplamente associado à 
linguagem de programação que será utilizada para desenvolver o sistema modelado. 
Representando assim, os componentes do sistema quando o mesmo for ser implementado em 
termos de módulos de código-fonte, bibliotecas, formulários, arquivos de ajuda, módulos 
executáveis, etc e determina como tais componentes estarão estruturados e irão interagir para 
que o sistema funcione de maneira adequada. A figura que se segue apresenta um exemplo 
desse diagrama: 
 
Figura 16 – Exemplo de diagrama de Componentes (adaptado de: Guedes, p.18). 
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3.5.6 Diagramas de Implantação 
 
Segundo o estudo do mesmo autor, esse tipo de diagrama determina as necessidades de 
hardware do sistema, as características físicas como servidores, estações, topologias e 
protocolos de comunicação, ou seja, todo o ambiente físico sobre o qual o sistema deverá ser 
executado.  
Ainda o mesmo autor realça que esse tipo de diagrama e de componentes são bastante 
associados, podendo ser representados separadamente ou em conjunto.  
 
Figura 17 – Exemplo de diagrama de Implantação (adaptado de: Guedes, p.18). 
 
3.5.7 Diagramas de Sequências 
 
De acordo com o Guedes (p.15), esse é o tipo de diagrama que preocupa com a ordem 
temporal em que as mensagens são trocadas entre os objetos envolvidos em um determinado 
processo, baseado em um caso de uso definido pelo diagrama de mesmo nome, apoiado no 
diagrama de classes para determinar os objetos das classes envolvidas em um processo. Um 
diagrama de sequência costuma identificar o evento gerador do processo modelado, bem 
como o actor responsável por esse evento, e determina como o processo deve se desenrolar e 
ser concluído por meio da chamada de métodos disparados por mensagens enviadas entre os 
objetos. 
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Figura 18 – Exemplo de diagrama de Sequências (adaptado de: Guedes, p.15). 
 
Analisando a figura acima, pode se notar que embora o diagrama de sequência pode consumir 
muito tempo, é considerado um dos mais importantes diagramas da uml. Isso, pelo facto de 
posteriormente servir de base para a definição e refinamento das relações entre classes e 
definições dos métodos dessa classe, visto que esse tipo de diagrama descrevem a sequência 
de comunicação entre objectos ao longo de uma linha do tempo, através da chamada de 
métodos entre objectos. 
 
3.5.8 Diagramas de Comunicação 
 
Esse tipo de diagrama pode ser considerado como sendo diagrama de sequência sem a linha 
temporal, isto é, o seu foco assentua-se nas necessidades da comunicação entre objectos, ao 
invés da ordem temporal da comunicação. Sendo assim, algumas ferramentas (VP-UML, 
Rational Rose, etc.) aproveitaram esse conceito e permitiram a geração automática desse 
diagrama a partir dos diagramas sequenciais, e vice-versa. 
 
No entanto, foi na mesma perspectiva que Guedes (p.15) disse que esse tipo de diagrama está 
amplamente associado ao diagrama de seqüência, e que na verdade um complementa o outro. 
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Sendo assim, as informações mostradas no diagrama de comunicação com frequência são, 
praticamente, as mesmas apresentadas naquele de sequência, porém com um enfoque distinto, 
visto que este diagrama não se preocupa com a temporalidade do processo, concentrando-se 
em como os objectos estão vinculados e quais mensagens trocam entre si durante o processo. 
 
Figura 19 – Exemplo de diagrama de Comunicação (adaptado de: Guedes, p.16). 
 
3.5.9 Diagramas de Máquina de Estado 
 
Segundo Corrêia e Borges (p.9), esse tipo de diagrama é utilizado para demonstrar todos os 
estados possíveis de um determinado objecto de uma classe. No entanto, os diagramas de 
estado não são escritos para todas as classes de um sistema, mas apenas para aquelas que 
possuem um número definido de estados conhecidos e onde o comportamento das classes é 
afectado e modificado pelos diferentes estados. 
Porém, diagramas de estado capturam o ciclo de vida dos objectos, subsistemas e sistemas e 
mostram os estados que um objecto pode possuir e como os eventos afectam estes estados 
com o passar do tempo. A figura seguinte demonstra como este diagrama funciona: 
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Figura 20 – Exemplo de diagrama de Estado (adaptado de: Guedes, p.11). 
 
3.5.10 Diagramas de Actividades 
 
De acordo com o Guedes (p.11), o diagrama de actividade se preocupa em descrever os 
passos a serem percorridos para a conclusão de uma dada actividade específica, muitas vezes 
representada por um método com um certo grau de complexidade, podendo, no entanto, 
modelar um processo completo. Esse tipo de diagrama, concentra-se na representação do 
fluxo de controlo e no fluxo de objecto de uma actividade. Na figura abaixo ilustra um 
exemplo desse tipo de diagrama: 
 
Figura 21 – Exemplo de diagrama de Actividades (adaptado de: Guedes, p.17). 
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3.5.11 Diagramas de Interacção Geral 
 
Segundo Guedes (p.19), este é mais um dos três diagramas acrescentados na UML 2. 
Contudo, ele é uma variação do diagrama de actividade que fornece uma visão geral dentro de 
um sistema ou processo de negócio. 
 
Figura 22 – Exemplo de diagrama de Interação Geral (adaptado de: Guedes, p.20). 
 
3.5.12 Diagramas de Pacotes 
 
De acordo com o Guedes (p.19), o objetivo desse diagrama resume-se em representar os 
subsistemas englobados por um sistema de forma a determinar as partes que o compõem. 
Pode ser utilizado de maneira independente ou associado com outros diagramas. Isto é, a 
essência desse diagrama é dividir o problema maior em subproblemas de forma a se tornar 
mais simples, conforme ilustrado na figura a baixo: 
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Figura 23 – Exemplo de diagrama de Pacotes (adaptado de: Guedes, p.19). 
 
3.5.13 Diagramas de Tempo 
 
Seguindo os estudos de Guedes (p.20), este é o terceiro diagrama criado a partir da nova 
versão da linguagem. Porém, este diagrama descreve a mudança no estado ou condição de 
uma instância de uma classe ou seu papel durante um tempo. Tipicamente utilizada para 
demonstrar a mudança no estado de um objecto no tempo em resposta a eventos externos.  
 
Figura 24 – Exemplo de diagrama de Tempo (adaptado de: Guedes, p.20). 
 
3.6 Âmbito e aplicação da Linguagem UML 
 
Segundo Yonezawa (p.11), a UML é destinada a visaualizar, especificar, construir e 
documentar os artefactos de softwares: 
1. Visualizar – a UML permite elaborar modelos explícitos que facilitam a comunicação 
e utiliza um conjunto de símbolos que permite comunicar idéias sem ambiguidade. 
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Como por exemplo: um modelo escrito por um desenvolvedor pode ser interpretado 
por outro desenvolver. 
2. Especificar/construir modelos precisos (sem ambiguidades e completos) – a UML 
atende todas as decisões importantes em termos de análise, projecto e implementação 
de sistemas de software. 
3. Construir – os modelos gerados em UML podem ser conectados a várias linguagens 
de programação e com a ajuda de algumas ferramentas sérá possível mapear modelos 
UML em linguagens de programação e vice-versa (engenharia reversa). 
4. Documentar – a UML auxilia na documentação de artefactos de software como: 
requisitos, arquitectura e projecto. Pois, ela proporciona uma linguagem para 
expressão de requisitos e para a realização de testes e ainda auxilia na modelagem das 
actividades de planeamento e gerência do projecto. 
 
3.7 Abordagem futurista da UML 
 
Embora a UML defina uma linguagem precisa, ela não é uma barreira para 
futuros aperfeiçoamentos nos conceitos de modelagem. O desenvolvimento da 
UML foi baseado em técnicas antigas e marcantes da orientação a objetos, 
mas muitas outras influenciarão a linguagem em suas próximas versões. 
Muitas técnicas avançadas de modelagem podem ser definidas usando UML 
como base, podendo ser estendida sem se fazer necessário redefinir a sua 
estrutura interna. 
A UML está sendo a base para muitas ferramentas de desenvolvimento, 
incluindo modelagem visual, simulações e ambientes de desenvolvimento. Em 
breve, ferramentas de integração e padrões de implementação baseados em 
UML estarão disponíveis para qualquer um. 
A UML integrou muitas idéias adversas, e esta integração acelera o uso do 
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4 Ferramentas de Modelação com UML 
 
Segundo Guedes (p.20) ferramentas CASE (Computer-Aided Software Engineering ou 
Engenharia de Software Auxiliada por Computador) – são softwares que auxiliam na 
execução de uma ou mais actividades realizadas durante o processo da Engenharia de 
Software. 
 
Nesses pontos serão abordados algumas dessas ferramentas incluindo as suas características, 
com o objectivo de se justificar a escolha da ferramenta utilizada.   
No entanto, são várias as ferramentas que podem ser utilizadas na modelação com a UML 
(Rational Rose, MagicDraw, Omondo, Jude, TogetherSoft, ArgoUML, Fujaba, poseidon, 
Visual Paradigm, objecteering, Umbrello, Dia, etc.). Já para, a realização do desenvolvimento 
deste trabalho foi utilizado a ferramenta Visual Paradigm for UML (VP-UML), devido às 
suas numeras vantagens e características que serão apresentadas no ponto abaixo.  
 
4.1 Visual Paradigm – VP 
 
Segundo Bueno (2009, p.28), a VP é uma interface de modelagem UML proprietária que 
pode estar integrado a alguns sistemas de desenvolvimento como o Eclipse/IBM, JBuilder, 
NetBeans/Sun, entre outros. Mas, oferece uma edição para a comunidade, ou seja, uma versão 
aberta para uso individual e não profissional (versão com recursos limitados).  
Ainda, segundo o mesmo, a VP oferece uma versão standard aberta para comunidade 
acadêmica, com licença válida por um ano.  
 
No entanto, para a qualquer edição (Enterprise, Profissional, Standard, Modeler, Personal, 
Community, e Viewver), a ferramenta VP pode ser encontrada na sua página no site 
www.visual-paradigm.com  
É de realçar que VP é uma ferramenta integrada para UML, suportando todas as fazes no 
desenvolvimento de software desde análise até à manutenção e tesetes. Ainda, com a 
ferramenta VP o analista pode projectar todos os tipos de diagramas UML na versão 2, gerar 
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códigos (Actin Script, Java, C++, C#, PHP, etc) para a criação de classes e transição de 
estados, gerar relatórios (PDF, world ou HTML), exportar/converter diagramas em imagens, 
converter diagramas de classes em modelos ER com o objectivo de se ter códigos para a 
criação de bases de dados, entre outras características. 
 




De acordo com o Vieira (p.33) ArgoUML é uma ferramenta case baseada na notação UML 
desenvovida pela comunidade de desenvovidores de código livre Tigris vinculada a 
Universidade da California. 
Segundo o mesmo autor, a ferramenta a que se refere possui uma interface completa, 
tornando-o complexa de o manipular. Contudo, ela é capaz de: 
a) Desenhar e imprimir diagramas UML; 
b) Gerar declarações de classes Java; 
c) Exportar documentação para páginas web em Java; 
d) Gerar arquivos gráficos (gif); 
e) Gerar comandos SQL com auxílio de outros softwares, etc. 
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“A ferramenta ArgoUML é escrita inteiramente em java e usa as classes padrões do Java. Isto 
permite que ArgoUML funcione virtualmente em toda a plataforma que suporte o JVM (Java 
Virtual Machine) ” (Vieira, p.37). 
A fraqueza da ferramenta em estudo, resume-se pelo facto de ter suporte até aos diagramas da 
UML na versão 1.4 (classes, estados, actividades, casos de uso, colaboração, componentes e 
sequência) o que quer dizer que ela não suporta os diagramas acrescentada na versão 2: 
 




Segundo Simão e Varela (2009, p.19), objecteering é uma ferramenta editada pela 
Objecteering disponível em duas versões: 
1. Free Edition Objecteering 6 – ferramenta de modelagem UML 2.0, fornecida 
gratuitamente, mas com algumas restrições. Esta versão tem um nível elevado de 
modelação, incluindo a geração de documentos  
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2. Enterprise – edição comercial de Objecteering 6, que fornece acesso à linha completa 
do produto, permitindo modelação e desenvolvimento de vários modelos, através da 
utilização de um repositório. 
Embora objecteering é uma ferramenta de modelagem UML 2.0, segundo os mesmos autores, 
ele não têm suporte a todos os diagramas presente nessa versão. Como por exemplo, 
objcteering não suporta seguintes diagramas: pacotes, componente, estrutura composta, 
implantação, etc. 
 
5 Noções fundamentais sobre Base de Dados 
 




 (p.2), esta é uma forma de base de dados, que, como o nome indica, 
organiza a informação em hierarquia/árvores. Porém, ela pode ser considerada como um 
conjunto de árvores de segmentos
3
, cujos nodos são os segmentos, também designados por 
floresta. É importante salientar que esta definição se aplica tanto ao nível do tipo de dados 
como das ocorrências. Também, é possível visualizar uma base de dados hierárquica com a 
estrutura de uma árvore invertida. 
 
Figura 27 – Bases de dados Hierárquicos (adaptado de: PGSIG-BD). 
 
                                                 
2
 Consultado em 07/07/2010. Disponível em http://docentes.esa.ipcb.pt/tmlc/PGSIG-BD.pdf 
3
 Conjunto de dados ordenados, cuja ocorrência constitui a unidade mínima de intercâmbio entre as bases de 
dados e as aplicações, identificada por um nome. 
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Segundo o mesmo autor, as bases de dados hierárquicas têm algumas limitações que 
condicionaram o seu curto tempo de vida. Entre elas as seguintes se destacam: 
1. A eliminação de um segmento pai implica a remoção de todos os filhos;  
2. É difícil manter a independência entre dados e programas;  
3. A navegação é difícil e tem que respeitar as associações hierárquicas pai-filho 
definidas no mundo real. 
 
5.2 Base de Dados Relacional 
 
Continuando com a mesma citação, a tecnologia para armazenar informação e dados mais 
comum utilizada hoje, é a base de dados relacional. Foi criada por E.F. Codd na IBM nos 
anos 70.  
Segundo o mesmo, Codd baseou a tecnologia numa teoria matemática de relações, que 
garantia que cada dado tinha um, e apenas um, lugar na base de dados. As bases de dados 
relacionais armazenam informação em tabelas. Uma ou mais coluna são o index da tabela, ou 
seja, a chave pela qual a informação é procurada quando necessário, e qualquer outro dado 
(ou seja, os outros itens em cada fila) está associado a um index. 
 
5.3 Base de Dados Orientado por Objectos 
 
Continuando com a mesma citação, este modelo não só é a base dos OODBMS (Object-
Oriented Database Management Systems) como está a ser gradualmente incorporado em 
alguns RDBMS (Relational DBMSs ou SGBDs Relacionais).  
Esta é uma solução que facilita a migração das BDs existentes para o novo modelo, tornando-
se mais atraente para muitas empresas. 
Segundo o mesmo autor, este tipo de bases de dados, para além de armazenar os dados 
propriamente ditos, armazenam informação sobre o que pode ser, sensatamente, feito com 
dados. Com efeito, a base de dados orientada para os objectos tenta manter os seus dados em 
contexto.  
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5.4 Conversão do Diagrama de Classe da UML para Base de Dados Relacional 
 
Segundo Silva (p.6), o Sistema de Gestão de Bases de Dados Relacionais (SGBDR) é a 
situação mais divulgada e utilizada na prática. Como por exemplo tem-se: Mysql, Oracle, 
Access, SQL Server, entre outros. 
 No entanto, não será possível manipular os objectos nestas generalidades, já que estes são 
diferentes das entidades perante o modelo relacional (SQL-92 / SQL-99).  
 
Baseado nos raciocínios do mesmo autor (p.4), quando se opta pelos conceitos de OO, que é 
no caso deste trabalho (utilizou-se os conceitos de classes e objectos para a elaboração do 
caso prático) será preciso mapear os conceitos estáticos que a UML representa (pacotes, 
classes, atributos) em conceitos do mundo das bases de dados relacionais (bases de dados, 
tabelas, colunas), apesar de serem por natureza diferentes. 
No entanto, antes de começar o tal mapeamento sugere que se faça uma análise da figura 
abaixo: 
 
Figura 28 – Exemplo de passagem de classes e objectos em BDR (Adoptado de: Silva, P.13). 
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Retomando o exemplo da figura acima, nota-se que foi possível mapear classes e Objectos em 
BDR, que por sua vez não reconhecem os conceitos dos objectos. Pois, no caso do paradigma 
Relacional os seguintes tópicos foram considerados: 
a) Classes são Tabelas; 
b) Objectos são Linhas (registos);  
c) Atributos são Colunas (campos); 
 
Ainda, importa dizer que com a mesma figura dá se para notar que o resultado final da 
conversão de classes em modelo relacional é uma base de dados. Sendo assim, não pode se 
perder esta oportunidade, uma vez que existem conjunto de regras que ajudam nesta 
conversão. Porém é nos estudos de Silva (p.14) que aqui se apresentam estas regras: 
1) Classes são mapeados em esquemas relacionais, ou seja, todas as classes dão origem a 
uma tabela; 
2) Atributos de classes são mapeados em atributos de tabelas; 
3) Operações de classes não são em geral mapeados. Contudo, podem ser mapeados em 
stored procedures, guardadas e executadas no contexto global das bases de dados; 
4) Objectos são mapeados em linhas/registos de uma ou mais relações; 
5) Todas as tabelas devem ter uma chave primária. Pode ser mapeado do objecto, caso 
este for definido explicitamente pelo estereótipo OID, ou então é assumida 
implicitamente que esta é derivada a partir de um novo atributo com o nome da 
relação e um sufixo comum (ex. “PK”, “ID”)  
6) Todas as associações do tipo “muitos para muitos” implica a criação de uma nova 
tabela, em que as chave primária derivam das classes associativas que também 
desempenham o papel de chave estrangeiro; 
7) O mapeamento da associação do tipo “um para muito” implica a introdução no 
esquema relacional correspondente à classe que tem “um” ou “zero ou um” de um 
atributo chave estrangeiro para o outro esquema; 
8) Composição – Soluções: 
 A tabela “parte” tem uma chave estrangeira para a tabela “todo”; 
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 Originar uma nova tabela em que a chave primária é a chave da tabela derivada da 
classe “todo” e que tem como chaves estrangeiras para as tabelas “todo” e “parte”; 
9) Generalização – três soluções são apresentadas: 
 Esmagar classes hierárquicas num único esquema correspondente à super classe. 
Esta solução é adequada quando não existe uma distinção significativa ao nível da 
estrutura das subclasses e ou quando a semântica da sua identificação não é forte; 
 Considerar apenas esquemas correspondente às subclasses e duplicar os atributos 
da super classe nesse esquema. Mais frequente quando a super classe é definida 
como abstracta; 
 Considerar todos os esquemas, correspondentes a todas as classes da hierarquia, 
tendo como resultado uma malha de esquemas ligados e mantidos (tabelas 
correspondentes às subclasses herdam a mesma chave primária da tabela que 
implementa a super classe, que por conseguinte são também chaves estrangeiras). 
Esta solução tem vantagem de evitar a duplicação de informação entre diferentes 
esquemas, mas pode penalizar o desempenho em operações de consulta ou 
actualização de dados ao exigir a realização de vários operações de junção 
(“JOIN”). 
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Capítulo 3: Desenvolvimento 
 
1 Descrição da Metodologia Utilizada  
 
Para a realização deste trabalho, primeiramente recorreu-se a pesquisa em bibliografias 
selecionadas sobre o assunto, já que no capítulo anterior foram abordados fundamentos 
teóricos sobre o tema em estudo. De seguida, passou-se para o desenvolvimento do caso 
prático, onde o objectivo do trabalho se concentra. Nesse ponto, começou-se pelo 
levantamento de requisitos, com o intuito de modelar o sistema na perspectiva de utilizadores. 
Foi utilizado a linguagem UML para a modelação do sistema em causa e a ferramenta Visual 
Paradigm for UML 7.2 – Profissional Edition para a criação de diagramas e geração de 
códigos SQL (ver en anexos). 
 
2  Ambiente Organizacional – A Universidade Jean Piaget 
 
A Universidade Jean Piaget de Cabo Verde (Unipiaget) é uma instituição de ensino superior, 
criado pelo Instituto Piaget, e tem como missão contribuir para a formação dos recursos 
humanos em Cabo Verde, bem como o desenvolvimento das competências locais 
imprescindíveis para o desenvolvimento do país. 
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A Unipiaget iniciou as suas actividades no dia 7 de Maio de 2001 com abertura do 1º ano de 
curso de sociologia. Hoje, a Universidade acolhe cerca de 2000 alunos afectos aos 16 dos 26 
cursos homologados, com um número de docentes que ronda os 380, repartidos por vários 
regimes de contratação e graus académicos. 
 
2.1 Estrutura organizacional da Universidade 
 
A organização geral da Universidade é percebida como um conjunto de unidades 
organizacionais viabilizadas ou instituídas em função das áreas de actuação (nucleares, 
fundamentais e estratégicas) devidamente tuteladas e enquadradas pelos órgãos de governo da 
instituição. 
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2.2 O Laboratório da Educação a Digital (LED) 
 
O LED desenvolve actividades desde o quarto trimestre de 2002, mas só se instalou, de facto, 
na Unipiaget (Campus Universitário da Praia) em 2003. Este laboratório é financiado pela 
Unipiaget de Cabo Verde, pelo Centro Internacional de Estudos e Reflexão Transdisciplinar 
do Instituto Piaget e por organizações públicas e privadas. 
 
A missão do LED é promover a investigação científica, o desenvolvimento de produtos e a 
prestação de serviços na área genérica da utilização de tecnologias de informação e de 
comunicação no ensino e na aprendizagem. No entanto, o LED possui seguintes actividades: 
 A realização de projectos de investigação e desenvolvimento;   
 O desenvolvimento de produtos; e  
 A prestação de serviços.  
 
No âmbito da sua missão, os domínios de intervenção do laboratório são os seguintes 
 Multimédia, hipertexto e hipermédia;  
 Gestão de conteúdos e de acervos de documentos digitais;  
 Computação e animação gráfica, realidade virtual e ambientes sintéticos;  
 Interacção Homem-máquina, usabilidade, acessibilidade e adaptabilidade;   
 Sistemas de informação e de representação de conhecimento. 
 
3 Levantamento de dados 
 
3.1 Contextualização do Problema a Modelar 
 
O problema consiste em modelar digitalmente apenas o Subsistema de Secretaria da 
Universidade Jean Piaget de Cabo Verde. Porém, apresenta-se aqui o levantamento geral do 
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Sistema em si para que seja possível compreende-lo no seu todo, em particular o Subsistema a 
modelar:  
 Subsistema de Interface com Utilizador – qualquer pessoa tem acesso a esse 
Subsistema, o que implica a integração com os restantes Subsistemas. Pois ele é 
responsável pela facilidade da interacção homem máquina do sistema em todo, 
disponibilizando informações como a apresentação da universidade, curso existente e 
seus respectivos plano curricular, missão e visão da universidade, alunos actual e ex 
alunos, entre outras informações, não esquecendo dos formulários para candidaturas 
dos prés universitários, ou da opção do login para utilizadores autorizados como o 
Aluno, Professor, Reitor, entre outros funcionários para que possam ter acesso a 
Subsistemas de Secretaria ou de Serviços Financeiros.  
 Subsistema de Serviços de Documentação – também esse Subsistema permite 
acesso a qualquer pessoa para consultar as publicações existentes na Biblioteca da 
Universidade, publicações reservadas e a data da entrega, ou então publicações mais 
reservadas e/ou mais actualizada ou até para registar material a ser cadastrado pelo 
responsável. Mas, é de salientar que só utilizadores autorizados (leitores) têm o 
privilégio de reservar publicações. Pois, é um sistema concentrado em suas 
publicações e seus leitores, por isso, ele não mantêm os dados dos seus utilizadores em 
geral, mas sim dos privilegiados. Para a reserva das publicações o leitor deve 
autenticar-se com dados da biblioteca, já que nem todos (mesmo que é reconhecido 
pelo sistema da Universidade) tenham acesso a esse caso de uso. 
 Subsistema de Serviços Financeiros – esse Subsistema permite que o aluno consulte 
suas dívidas em relação ao pagamento de propinas e ao serviços de documentação, e 
até mesmo fazer o pagamento via depósito bancário ou com cartão de crédito. O 
objectivo desse Subsistema é manter o aluno em prol do seu estado financeiro com a 
Universidade. Em suma, este subsistema é responsável pela cobrança bancária, 
recolhimento de multas por atraso na devolução de livros ou no atraso da propina, onde se 
verifica a integração com o Subsistema do Serviço de documentação e a de Secretaria. 
 Subsistema de Secretaria/Gestão Académica – é o Subsistema que focaliza a 
administração académica em relação a seus profissionais e seus alunos, organizar e 
disponibilizar todas as informações relevantes da Universidade como a dos cursos, 
históricos escolares, plano curriculares, disciplinas, notas, entre outras. Nesse 
Subsistema os alunos podem fazer pedidos de certificados, requerimentos, declaração, 
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consultar nota e informações disponibilizados pelos professores, ou até mesmo 
renovar a matrícula estando em qualquer lugar. O professor para além de 
disponibilizar informações, lança a nota do aluno que será validada pelo reitor, cria 
avaliação associa a aluno e espera a validação do regente do curso. Ainda importa 
realçar que esse Subsistema apesar de ser acedido pela qualquer pessoa 
autorizada/cadastrado garante a segurança nos cadastros dos utilizadores, definindo 
assim o perfil das contas para o seu limite de actuação (ex. o aluno só pode consultar a 
sua nota, o professor consulta a nota de seus alunos e a secretaria consulta a nota de 
todos os alunos). Como pode ver, esse Subsistema trará benefícios como a 
confiabilidade, maior controlo, redução do tempo em tarefas complexas, 
informatização, informações relevantes e agilidade no processo da tomada de 
decisões. Salienta-se aqui que esse Subsistema é considerado como o centro do 
sistema, pois é nele que se encontra informações do aluno, bem como a matrícula. 
Ainda esse Subsistema disponibiliza informações a ponto de atrair e convencer 
estudantes a escolher esta opção (marketing), como por exemplo o nível de 
escolaridade dos professores, curso, planos curriculares e saídas profissionais.  
 
4 Modelação em UML 
 
4.1 Identificação dos Principais Actores 
 
 Com base na descrição detalhada do problema, foi levantado os seguintes actores: 
 
Figura 30 – Actores do Subsistema de Secretaria (Caso Prático).   
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Todos os actores presentes na figura acima passam por um processo de autenticação realizado 
no Subsistemas de Interface com Utilizador, já que esse Subsistema (secretaria) apresenta 
tarefas de carácter privado.  
 
4.2 Identificação dos Principais Casos de Uso 
 
Os casos de usos que estão presente na figura abaixo representam as principais 
funcionalidades do Subsistema a modelar para que seja possível a satisfação dos actores 
afectos/associados ao mesmo: 
 
Figura 31 – Casos de Uso do Subsistema de Secretaria (Caso Prático). 
 
Explica se aqui caso de uso considerado mais relevante para o funcionamento do sistema: 
 Renovar matricula  
o Actores principais: Aluno; 
o Pré-condições: o utilizador tem que estar cadastrado no sistema; 
o  Descrição: este caso de uso mostra a maneira como o utilizador procede para 
efectuar a renovação;  
o Fluxo principal: o utilizador carrega a página renovar matrícula, disponibiliza 
os seus dados pessoais, o sistema valida os dados caso o utilizador foi 
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reconhecido e apresenta o formulário, o utilizador preenche o formulário e 
envia ao sistema, caso este for preenchido correctamente o sistema efectuará a 
renovação e envia alerta de sucesso ao utilizador; 
o Fluxo alternativo: o utilizador disponibiliza dados errados, o sistema não 
reconhece os dados do utilizador, envia a mensagem de erro e volta a mostrar a 
página. Por fim, o utilizador faz a correcção e volta a enviar dados de novo;  
o Pós-condições: Actualização do utilizador no sistema; 
 Fazer pedido (declaração e Requerimento – Académico e financeiro)  
o Actores principais: Aluno; 
o Pré-condições: o utilizador tem que estar cadastrado no sistema; 
o  Descrição: este caso de uso descreve como o utilizador procede para efectuar 
um pedido sem ter que dirigir a universidade. Ele generaliza vários pedidos, 
como requerimento, declaração, certificados, entre outros ; 
o Fluxo principal: o utilizador carrega a página fazer pedidos, disponibiliza os 
seus dados pessoais, o sistema valida os dados caso o utilizador foi 
reconhecido e apresenta o documento, o utilizador preenche o documento, 
escolhe o efeito/tipo e envia ao sistema, caso este for preenchido correctamente 
o sistema regista o pedido e envia alerta de sucesso ao utilizador; 
o Fluxo alternativo: o utilizador disponibiliza dados errados, o sistema não 
reconhece os dados do utilizador, envia mensagem de erros e volta a mostrar a 
página, utilizador faz a correcção e volta a fazer pedido;  
o  Pós-condições: Registar pedido de utilizador no sistema; 
 Consultar nota  
o Actores principais: Aluno, Professor e Secretaria; 
o Pré-condições: o utilizador tem que estar cadastrado no sistema e ter 
permissões para consultar a nota. Isso é atribuído de acordo com o perfil do 
utilizador; 
o  Descrição: este caso de uso descreve como o utilizador procede para consultar 
a nota de um determinado aluno. O aluno consulta somente a sua nota, 
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enquanto o professor consulta de todos os seus alunos e a secretaria de todo o 
aluno e a qualquer curso; 
o Fluxo principal: o utilizador carrega a página consultar nota, disponibiliza os 
seus dados pessoais, o sistema valida os dados caso o utilizador foi 
reconhecido e apresenta a nota do aluno; 
o Fluxo alternativo: o utilizador disponibiliza dados errados, o sistema não 
reconhece os dados do utilizador, envia mensagem de erros e volta a mostrar a 
página, utilizador faz a correcção e volta a consultar a nota;  
o  Pós-condições: Este caso de uso não tem Pós-condições; 
 Criar trabalho – o professor cria o trabalho e regente valida ou não antes de ser 
associado a aluno; 
o Actores principais: Professor; 
o Pré-condições: o utilizador tem que estar cadastrado no sistema; 
o  Descrição: este caso de uso descreve como o utilizador procede para criar 
trabalho sem ter que dirigir a universidade;  
o Fluxo principal: o utilizador carrega a página criar trabalho, disponibiliza os 
seus dados pessoais, o sistema valida os dados caso o utilizador foi 
reconhecido e apresenta o documento, o utilizador cria o trabalho e associa a 
aluno e envia ao sistema, onde este envia alerta de sucesso ao utilizador; 
o Fluxo alternativo: o utilizador disponibiliza dados errados, o sistema não 
reconhece os dados do utilizador, envia mensagem de erros e volta a mostrar a 
página, utilizador faz a correcção e volta a criar o trabalho;  
o  Pós-condições: Registar trabalho de utilizador no sistema; 
 Lançar nota – é a tarefa do professor e é validada ou não pela reitoria. Onde, para 
qualquer efeito o professor será informado; 
o Actores principais: Professor; 
o Pré-condições: o utilizador tem que estar cadastrado no sistema; 
o  Descrição: este caso de uso descreve como o utilizador procede para lançar a 
nota do aluno no sistema;  
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o Fluxo principal: o utilizador carrega a página lançar a nota e disponibiliza os 
seus dados pessoais, o sistema valida os dados caso o utilizador foi 
reconhecido e apresenta o documento, o utilizador lança a nota e envia ao 
sistema, onde este envia alerta de sucesso ao utilizador; 
o Fluxo alternativo: o utilizador disponibiliza dados errados, o sistema não 
reconhece os dados do utilizador, envia mensagem de erros e volta a mostrar a 
página, utilizador faz a correcção e volta a lançar a nota;  
o  Pós-condições: Registar nota do aluno no sistema; 
 Validar nota – Após o lançamento da nota o reitor terá de validar (assinar) a nota 
antes de ser fixada; 
o Actores principais: Reitor; 
o Pré-condições: o utilizador tem que estar cadastrado no sistema; 
o  Descrição: este caso de uso descreve como o utilizador procede para validar a 
nota;  
o Fluxo principal: o utilizador carrega a página validar a nota, disponibiliza os 
seus dados pessoais, o sistema valida os dados caso o utilizador foi 
reconhecido e apresenta o documento, o utilizador valida a nota (assina) e 
envia ao sistema, onde este envia alerta de sucesso ao utilizador; 
o Fluxo alternativo: o utilizador disponibiliza dados errados, o sistema não 
reconhece os dados do utilizador, envia mensagem de erros e volta a mostrar a 
página, utilizador faz a correcção e volta a validar a nota;  
o  Pós-condições: Registar a nota no sistema; 
 Consultar alunos – A Secretaria pode consultar os alunos existentes (actual) na 
universidade, bem como os que já terminaram ou os que estão ausentes por alguma 
razão. 
o Actores principais: Secretaria; 
o Pré-condições: o utilizador tem que estar cadastrado no sistema e ter 
permissões para consultar a alunos; 
o  Descrição: este caso de uso descreve como o utilizador procede para consultar 
o aluno; 
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o Fluxo principal: o utilizador carrega a página consultar aluno, disponibiliza os 
seus dados pessoais, o sistema valida os dados caso o utilizador foi 
reconhecido e apresenta a lista dos alunos ao utilizador; 
o Fluxo alternativo: o utilizador disponibiliza dados errados, o sistema não 
reconhece os dados do utilizador, envia mensagem de erros e volta a mostrar a 
página, utilizador faz a correcção e volta a consultar alunos;  
o  Pós-condições: Este caso de uso não tem Pós-condições; 
 Despachar pedidos – dependendo dos pedidos, esta tarefa cabe à Reitoria, SAA e 
SEC. Para o pedido que envolva a nota, será despachado pelo Reitor, para o pedido de 
declaração será despachado pela SEC e para o pedido que envolve aspectos 
financeiros será despachado pelo SAA; 
o Actores principais: Reitor, SEC e SAA; 
o Pré-condições: o utilizador tem que estar cadastrado no sistema; 
o  Descrição: este caso de uso descreve como o utilizador procede para 
despachar um pedido;  
o Fluxo principal: o utilizador carrega a página despachar pedido, disponibiliza 
os seus dados pessoais, o sistema valida os dados caso o utilizador foi 
reconhecido e apresenta a lista dos pedidos já efectuadas, o utilizador despacha 
o pedido (assina e carimba) e envia ao sistema, onde este envia alerta de 
sucesso ao utilizador; 
o Fluxo alternativo: o utilizador disponibiliza dados errados, o sistema não 
reconhece os dados do utilizador, envia mensagem de erros e volta a mostrar a 
página, utilizador faz a correcção e volta a despachar pedido;  
o  Pós-condições: Registar a pedido no sistema; 
 Realizar a renovação – A realização da renovação é a tarefa do próprio sistema. A 
renovação será realizada se os dados foram introduzidos correctamente e o pagamento 
de seguros foi confirmado; 
o Actores principais: Sistema; 
o Pré-condições: esse caso de uso não tem Pré-condições; 
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o  Descrição: este caso de uso descreve como o sistema procede para realizar a 
renovação da matrícula;  
o Fluxo principal: o sistema efectua a renovação e envia alerta ao aluno; 
o Fluxo alternativo: esse caso de uso não tem o Fluxo alternativo;  
o  Pós-condições: Actualizar dados do aluno no sistema; 
 Alertar acontecimentos – em vários casos de uso, o actor espera uma resposta do 
sistema. Como por exemplo: o professor ao lançar a nota ou criar trabalho espera a 
decisão se este foi ou não validado, o mesmo acontece com o aluno quando faz o 
pedido para o cancelamento da matrícula ou para a redução da propina, etc. 
 
4.3 Modelação do Ambiente – Diagrama de Casos de Uso 
 
Com base no levantamento dos requisitos apresentados anteriormente e na identificação dos 
principais elementos do subsistema na perspectiva de UML (actor e casos de usos), de 
seguida apresenta-se o diagrama de casos de uso que representa o seu ambiente interno e 
externo: 
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Figura 32 – Diagrama de casos de uso do Subsistema de Secretaria (Caso Prático).    
 
Como vimos numa das secções anterior, esse diagrama é utilizado para especificar o que o 
sistema deve fazer e não como fazê-lo. Daí que importa dizer que o grau de detalhe é um 
aspecto subjectivo, isto é, depende da experiência do analista/projectista. De um modo geral 
não é aconselhável exagerar na modelagem de pormenores que, de uma certa forma, pode 
implicar aquilo a que se chama de paralisia de análise (quando não se consegue acrescentar 
valor ao projecto, pelo contrário fica-se com a sensação de não estar a progredir e por vezes 
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4.4 Identificação dos Principais Objectos e construção do Diagrama Classes 
 
A identificação dos casos conduz ao conhecimento das principais funcionalidades do 
subsistema – o que deve fazer para responder as solicitações/exigências de um dado 
utilizador. Além das suas funções/funcionalidades, permite ter a noção das interfaces que 
devem ser definidas em função do perfil de cada actor (potencial utilizador). Procurou-se de 
uma forma clara focar todos esses aspectos que se crê estarem reflectidos no diagrama de caso 
de uso apresentado anteriormente. A implementação prática dessas funcionalidades implica a 
adopção de um paradigma de programação orientado por objectos (por exemplo as linguagem 
JAVA, C++, C#, etc.) em que serão necessárias a identificação das potenciais classes e 
associações entre elas. Assim, para o subsistema em análise consideram-se necessárias as 
seguintes classes: 
 UTENTE constituída pelos seguintes atributos: 
o String Nome; 
o String Email; 
o int Telephone; 
o String Sexo; 
A classe UTENTE aqui considerada deve generalizar mais quatro subclasses: 
 PROFESSOR 
o String Sigla; 
o  String Grau;                             
 REGENTE 
o String Sigla; 
o String Grau;                             
 REITOR 
o String Sigla; 
o String Grau;                                              
 ALUNO 
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o int Numero; 
o String Curso; 
o int Ano_Curso; 
o date Data_Matrícula; 
 DEPARTAMENTO constituída pelos seguintes atributos:  
o String Nome_DEP; 
o  String Sigla_DEP; 
o  int Contacto; 
 CURSO constituída pelos seguintes atributos: 
o String Sigla_Curso; 
o  String Descrição; 
o  String Edição; 
 VARIANTE_CURSO constituída pelos seguintes atributos: 
o String Sigla_VC; 
o  String Descrição; 
 DISCIPLINA constituída pelos seguintes atributos: 
o String Sigla_Disc; 
o  String Nome_Disciplina; 
o  String Area; 
 NOTA_ALUNO classe responsável pelo histórico do aluno, constituída pelos 
seguintes atributos: 
o int Num_Aluno; 
o String Disciplina; 
o int Nota_Disciplina; 
o  date Data_Nota;  
 PEDIDO constituída pelos seguintes atributos: 
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o int  Num_Pedido; 
o date Data_Pedido; 
o String Tipo_Pedido; 
 DOCUMENTO constituída pelos seguintes atributos: 
o int Cod_Dec; 
o String Descricao_Dec; 
o float Preco; 
A classe DOCUMENTO aqui considerada deve generalizar mais duas subclasses: 
 DECLARACAO 
o String Efeito_Declaracao;                             
 REQUERIMENTO 
o String Tipo_Requerimento;                             
 UTILIZADOR  classe interface constituída pelos seguintes atributos:  
o String ID_Utilizador; 
o String User_ID; 
o String* Password;            
 AVALIACAO constituídas pelos seguintes atributos: 
o String Tipo_Avaliacao; 
o Date Data_Avaliacao: 
 
Com base no levantamento de objectos e classes apresentados anteriormente e na 
identificação dos atributos do mesmo, de seguida apresenta-se o diagrama de classes, onde 
todas as classes e seus métodos são do tipo public, o que quer dizer que todas elas são 
acedidas a partir de qualquer outras classes (ver apêndice 1). 
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4.5 Identificação dos Principais Fluxos de Dados e Desenho do Diagrama de 
Actividades 
 
Nesse ponto serão apresentados os fluxos de dados das funcionalidades principais do sistema, 
bem como os desenhos dos diagramas de actividades: 
1) Renovar Matrícula – o utilizador preenche o formulário, caso os dados estão 
incorrectos o sistema volta a pedir dados de novo. Caso contrário, o utilizador faz 
pagamento de seguro escolar, esperando a confirmação do Banco Inter-Atlântico (BI), 
caso o BI não confirmar, o utilizador volta a pagar. Caso contrário, o BI notifica o 
utilizador e o sistema sobre o pagamento. Sendo assim, o sistema realiza a renovação 
e termina o fluxo. Para um melhor entendimento veja a figura abaixo: 
 
Figura 33 – Diagrama de Actividades Renovar Matricula (Caso Prático).  
 
2) Fazer Pedido Declaração – o utilizador escolhe pedido declaração e preenche o 
formulário (efeitos da declaração e quadro a preencher). De seguida, o utilizador faz 
pagamento, esperando a confirmação do BI. Se o pagamento não for confirmado, o 
utilizador terá de voltar a fazer o pagamento, até que o BI confirmar e notificar sobre 
o pagamento. Sendo assim, o pedido será registado no sistema, conforme a figura a 
baixo: 
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Figura 34 – Diagrama de Actividades Fazer Pedido Declaração (Caso Prático).  
 
3) Consultar Nota – o utilizador escolhe a disciplina, curso, Aluno e o sistema mostra a 
nota, conforme a figura abaixo: 
 
Figura 35 – Diagrama de Actividades Consultar Nota (Caso Prático).  
 
4) Lançar Nota – o utilizador escolhe a disciplina e o curso. Se o sistema validar ele 
insere a nota, conforme a figura abaixo: 
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Figura 36 – Diagrama de Actividades Lançar Nota (Caso Prático).  
 
5) Criar Avaliação – o utilizador escolhe a disciplina eo curso. Se o sistema rejeitar, este 
terá de voltar ao passo anterior. Caso contrário, o utilizador escolhe o tipo de 
avaliação que pode ser exame ou momentos (ex. caso prático, TP, MiniProj, etc.). 
Depois o utilizador cria a avaliação e associa a aluno/curso, envia a sistema de 
avaliação e este regista a avaliação, conforme a figura abaixo: 
 
Figura 37 – Diagrama de Actividades Criar Avaliação (Caso Prático).  
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4.6 Identificação das Principais Funcionalidades e Desenho do Diagrama de 
Sequencias 
 
Apresente-se aqui as principais funcionalidades do subsistema em causa e de seguida será 
mostrada os diagramas sequenciais. A figura a seguir que se apresenta mostra o diagrama de 
sequência para a funcionalidade do caso de uso seguinte: 
1) Renovar Matricula – para a execução desse caso de uso, primeiramente o Aluno terá 
de preencher dados pessoais perante a interface de utilizador e envia para o sistema de 
secretaria, onde estes vão serem ou não validados. Se o sistema não reconheceu o 
aluno (dados inválidos), o sistema rejeita a renovação e envia alerta ao aluno. Caso 
contrário, o Aluno preenche formulário perante o sistema de secretaria que irá 
efectuar a renovação (actualizar dados do aluno) e finalmente enviar a alerta de 
sucesso para o Aluno, conforme mostra o diagrama abaixo: 
 
Figura 38 – Diagrama de sequência do caso de uso Renovar Matricula (Caso Prático).  
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Salienta se aqui que para o caso de não validação dos dados do utilizador, repete em todos os 
casos em que este terá de enviar seus dados a serem validados, daí que se parte sempre do 
princípio com a hipótese de que o sistema validará os dados. 
 
2) Fazer Pedido de declaração – para a execução desse caso de uso, também o Aluno 
terá de preencher dados pessoais perante a interface de utilizador que envia-o para o 
sistema de secretaria, onde estes serão ou não validados. Após o sistema reconhecer o 
aluno este terá de escolher o pedido (nesse caso declaração) bem como os efeitos da 
declaração e finalizar com a criação do pedido, conforme mostra o diagrama abaixo: 
 
Figura 39 – Diagrama de sequência do caso de uso Fazer Pedido (Caso Prático).   
 
3) Consultar Nota – já para a execução desse caso de uso o actor para além de enviar 
seus dados como outras actividades qualquer, este só terá de escolher a opção 
consultar nota e o sistema finaliza mostrando a nota da disciplina conforme mostra a 
figura abaixo: 
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Figura 40 – Diagrama de sequência do caso de uso Consultar Nota (Caso Prático).    
 
4) Lançar Nota – esse caso de uso é uma das actividades do professor, pois ele envia 
dados pessoais como outro actor qualquer perante a interface de utilizador. Este 
envia-o para o sistema de secretaria, onde estes vão serem ou não validados. Após o 
sistema reconhecer o professor este terá de escolher a actividade Lançar nota e o 
sistema regista e envia mensagem de sucesso na actividade, conforme mostra a figura 
abaixo: 
 
Figura 41 – Diagrama de sequência do caso de uso Lançar Nota (Caso Prático).   
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5) Criar Avaliação – também esse caso de uso é uma das actividades do professor, onde 
ele envia dados pessoais perante a interface de utilizador. Este envia-o para o sistema 
de secretaria. Após ao reconhecimento do actor, este terá de escolher o tipo de 
avaliação, o sistema mostra o e ele Cria Avaliação e o sistema regista Avaliação e 
envia mensagem de sucesso na actividade, conforme mostra a figura abaixo: 
 
Figura 42 – Diagrama de sequência do caso de uso Criar Avaliação (Caso Prático).   
 
5 Proposta de Implementação, sugestões e recomendações 
 
5.1 Conversão do Diagrama de Classes em Modelo Entidade e Relação 
 
Relembrando o que foi abordado num dos pontos anteriores, a conversão de diagramas de 
classes em modelo relacional, justifica-se com uma base de dados final. Pois, o objectivo 
deste ponto é converter diagrama de classes em modelo ER de forma a obter códigos SQL que 
permitam a criação de BD em Mysql para o sistema em causa. No entanto, foi baseado nas 
regras apresentadas no ponto 2.5.4 que foi feito a transposição. No segundo Apêndice (A.2) 
deste trabalho apresenta-se o modelo ER obtido da aplicação das regras do mapeamento, onde 
a chave primária é identificada como a negrito e um sinal “+” à frente, e a chave estrangeira é 
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identificada com um sinal “#nome entidade” para mostrar de onde veio a chave estrangeira. 
(Ver detalhadamente o modelo ER em Apêndice 2). 
 
5.2 Desenho da Base de dados 
 
Com base no modelo de dados obtido no ponto anterior, recomenda-se a criação de um 
modelo lógico e a sua implementação em MySql (ver códigos SQL em Apêndice 3).  
 
5.3 Sugestão e recomendações  
 
Recomenda-se vivamente a implementação da camada de dados do subsistema estudada em 
MySQl, fundamentada pelo facto de se constituir um SGBD moderno e virado para o futuro, 
dotado de características interessantes: 
 Revela ser um SGBD de grande compatibilidade pelo facto de existir diversos ODBC, 
JDBC e. NET, acrescentado de um conjunto de módulos actuais de interface Web, não 
só, desenvolvida em varias linguagens de programação – por exemplo: Java, C#, 
C/C++, PHP, ASP, Visual Basic, Delphi, etc; 
 Excelente desempenho e estabilidade, com uma exigência reduzida em termos de 
recursos físicos, isto é, ao nível de hardware e também de utilização (fácil de utilizar e 
administrar, possui interfaces gráficas como o MySQL Toolkit de fácil utilização 
cedidos pela MySQL Inc); 
 Portabilidade – suporta uma variedade de plataformas de desenvolvimento e produção 
actual; 
 Em termos de custo é “ouro sobre azul” como se diz, pois existem distribuições 
gratuitas e open-source do MySQL (é considerada um Software Livre com base na 
GPL); 
 Suporta um conjunto de funcionalidades indispensáveis para um motor de base de 
dados forte: controle transaccional, Triggers, replicação de fácil configuração de entre 
outras funcionalidades importantes; 
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Além disso, a MySQL tem vindo a ganhar relevância no mercado, sobretudo com aquisição da 
MySQL AB (desenvolvedora do MySQL) pela Sun Microsystems em 2008, esta por sua vez 
comprada pela Oracle (líder no mercado de base de dados) em 2009. 
 
Em termos da camada de interface (front-office) a recomendação ou sugestão segue para 
adopção do PHP, estando esta associada a recomendação anterior, justificada com o facto de 
o MySQl ser de fácil integração com o PHP que vem sendo distribuído em todos os pacotes de 
hospedagem de sites da Internet oferecidos actualmente. Além disso, o PHP por si só possui 
características interessantes, como: 
 Suporte a maioria dos sistemas operacionais, incluindo Linux, várias variantes Unix 
(incluindo HP-UX, Solaris e OpenBSD), Microsoft Windows, Mac OS X, etc;  
 Suporte a maioria dos servidores web actuais, incluindo Apache, Microsoft Internet 
Information Server, Personal Web Server, Netscape and iPlanet Servers, Oreilly 
Website Pro Server, entre outros; 
 Suporte aos modelos de OO;  
 Geração de imagens, arquivos PDF e animações Flash; 
 Suporte a variedade de bases de dados, como: PostgreSQL, dBase FrontBase, mSQL 
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Capítulo 4: Conclusão 
 
A realização deste trabalho foi um exercício interessante na medida em que permitiu por em 
prática os conhecimentos adquiridos ao longo do curso numa situação concreta.  
 
A situação presente na instituição, principalmente no que concede a renovação de matrícula, 
pedidos de declarações e requerimentos, pagamento de propina e consultas de artigos no 
serviço de documentação (biblioteca) põe em causa a integridade física dos utilizadores, uma 
vez que estes estão sujeitos a grande fila de espera. 
 
A nível de serviços de secretaria, notou-se que foi construído modelo e apresentadas 
propostas de melhorias, o que reflecte a falta de documentação e sistematização de processos 
de subsistema de secretaria da UniPiaget. 
 
As propostas apresentadas visam aumentar a eficácia e a eficiência no controlo de gestão de 
secretaria da instituição. É de realçar que a MSSD – UniPiaget, trata-se de um problema de 
análise e modelação (construída com base nos levantamentos que se conseguiu), pelo que a 
solução encontrada não é singular para a sua implementação futura. É possível que haja 
necessidade de refinar/melhorar modelos construidos; uma ou outras referências poderiam ser 
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igualmente válidas e adoptadas. Contudo, a realização deste trabalho, deixou a convicção de 
que conseguiu-se um levantamento que justifica a representatividade do modelo construído. 
Isto porque a solução conseguida espelha bem a realidade que se pretende modelar e julga-se 
que os modelos obtidos encaixam perfeitamente à realidade do subsistema estudado. 
 
Mais do que a modelação do problema em si, foi passível ainda conseguir a definição de uma 
camada de dados à custa do modelo de classes representado, sendo isso um contributo 
importante para a programação do subsistema. Todavia, mesmo que a instituição não venha a 
adoptar essa cultura, o presente trabalho juntamente com as suas referências bibliográficas 
continuarão com as suas valias e constitui uma base essencial para quem quer aprofundar ou 
mesmo iniciar os conceitos teóricos e práticos sobre o tema.  
Antes de terminar, pretende-se apelar à conciencia dos leitores, tendo em conta a 
aprendizagem/experências adquiridas com a realização deste trabalho, que é relevante se ter a 
noção do quão importante é a modelação, aliás, é uma prática determinante para o sucesso do 
produto final que tem sido cada vez mais adoptada nas grandes companhias de 
desenvolvimento de sistemas e software. 
 
Termina-se então esta memória monográfica, reiterando os agradecimentos manifestados 
anteriormente. 
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A <Título do apêndice ou anexo> 
A.1 Diagrama de classe do Subsistema de Secretaria (Caso Prático) 
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A.3 Códigos SQL Obtido a partir de Modelo ER (Caso Prático) 
 
CREATE TABLE Departamento ( 
  id_Dep    int(10) NOT NULL,  
  Nome_Dep  varchar(50) NOT NULL UNIQUE,  
  Sigla_Dep varchar(30) NOT NULL UNIQUE,  
  Phone_Dep int(10),  
  PRIMARY KEY (id_Dep)); 
 
CREATE TABLE Curso ( 
  id_curso           int(10) NOT NULL,  
  Departamentoid_Dep int(10) NOT NULL,  
  Nome_curso         varchar(50) NOT NULL UNIQUE,  
  Sigla_curso        varchar(10) NOT NULL UNIQUE,  
  Edicao_curso       int(10) NOT NULL,  
  PRIMARY KEY (id_curso)); 
 
CREATE TABLE Disciplina ( 
  id_Disc                  int(10) NOT NULL,  
  Nome_Disc                varchar(50) NOT NULL UNIQUE,  
  Sigla_Disc               varchar(15) NOT NULL UNIQUE,  
  `Area-Cientificaid_Area` int(10) NOT NULL,  
  PRIMARY KEY (id_Disc)); 
 
CREATE TABLE `Area-Cientifica` ( 
  id_Area    int(10) NOT NULL,  
  Nome_Area  varchar(50) NOT NULL UNIQUE,  
  Sigla_Area varchar(30) NOT NULL UNIQUE,  
  PRIMARY KEY (id_Area)); 
 
CREATE TABLE Variante_Curso ( 
  id_VC         int(10) NOT NULL,  
  Cursoid_curso int(10) NOT NULL,  
  Nome_VC       varchar(50) NOT NULL UNIQUE,  
  Sigla_VC      varchar(10) NOT NULL UNIQUE,  
  PRIMARY KEY (id_VC)); 
 
CREATE TABLE Nota_Aluno ( 
  id_Avaliacao       int(10) NOT NULL,  
  Nota_Disc          int(10) NOT NULL,  
  Data_Nota          date NOT NULL,  
  Disciplinaid_Disc  int(10) NOT NULL,  
  Alunoid_pessoa     int(10) NOT NULL,  
  Professorid_pessoa int(10) NOT NULL,  
  PRIMARY KEY (id_Avaliacao)); 
 
CREATE TABLE Utente_ ( 
  id_Pessoa      int(10) NOT NULL,  
  Phone_Pessoa   int(10) NOT NULL,  
  Nome_Pessoa    varchar(50) NOT NULL,  
  Email_pessoa   varchar(50) NOT NULL UNIQUE,  
  Sexo           varchar(15) NOT NULL,  
  Enderecoid_end int(10) NOT NULL,  
  PRIMARY KEY (id_Pessoa)); 
 
CREATE TABLE Endereco ( 
  id_end         int(10) NOT NULL,  
  Num_end        int(10),  
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  Rua_end        varchar(50),  
  Local_end      varchar(50) NOT NULL,  
  Cod_Postal_end varchar(50),  
  PRIMARY KEY (id_end)); 
 
CREATE TABLE `Interface-Utilizador_` ( 
  id_interface     int(10) NOT NULL,  
  Utente_id_Pessoa int(10) NOT NULL,  
  id_Utilizador    int(10) NOT NULL UNIQUE,  
  Password         varchar(10) NOT NULL,  
  User_id          varchar(30) NOT NULL UNIQUE,  
  PRIMARY KEY (id_interface)); 
 
CREATE TABLE `Sistema-Secretaria_` ( 
  id_sistem   int(10) NOT NULL,  
  Nome_sistem varchar(50) NOT NULL UNIQUE,  
  Desc_sistem varchar(1255),  
  PRIMARY KEY (id_sistem)); 
 
CREATE TABLE documento_ ( 
  id_doc    int(10) NOT NULL,  
  Descricao varchar(5255) NOT NULL,  
  Preco     float NOT NULL,  
  PRIMARY KEY (id_doc)); 
 
CREATE TABLE Pedido ( 
  id_pedido        int(10) NOT NULL,  
  Data_pedido      date NOT NULL,  
  tipo_pedido      varchar(30) NOT NULL,  
  documento_id_doc int(10) NOT NULL,  
  Alunoid_pessoa   int(10) NOT NULL,  
  PRIMARY KEY (id_pedido)); 
 
CREATE TABLE Aluno ( 
  id_pessoa        int(10) NOT NULL,  
  Num_Aluno        int(10) NOT NULL UNIQUE,  
  data_matricula   date NOT NULL,  
  Ano_curso        int(10) NOT NULL,  
  Utente_id_Pessoa int(10) NOT NULL,  
  PRIMARY KEY (id_pessoa)); 
 
CREATE TABLE `Regente-Curso` ( 
  id_pessoa        int(10) NOT NULL,  
  Sigla_Reg        varchar(10) NOT NULL UNIQUE,  
  Gra_Reg          varchar(20) NOT NULL,  
  Utente_id_Pessoa int(10) NOT NULL,  
  PRIMARY KEY (id_pessoa)); 
 
CREATE TABLE Professor ( 
  id_pessoa                int(10) NOT NULL,  
  Sigla_prof               varchar(10) NOT NULL UNIQUE,  
  Grau_prof                varchar(20) NOT NULL,  
  Utente_id_Pessoa         int(10) NOT NULL,  
  `Area-Cientificaid_Area` int(10) NOT NULL,  
  PRIMARY KEY (id_pessoa)); 
 
CREATE TABLE Reitor ( 
  id_pessoa        int(10) NOT NULL,  
  Sigla_Reitor     varchar(10) NOT NULL UNIQUE,  
  Grau_Reitor      varchar(20) NOT NULL,  
  Utente_id_Pessoa int(10) NOT NULL,  
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  PRIMARY KEY (id_pessoa)); 
 
CREATE TABLE Requerimento ( 
  id_doc           int(10) NOT NULL,  
  Tipo_Req         varchar(50) NOT NULL UNIQUE,  
  documento_id_doc int(10) NOT NULL,  
  PRIMARY KEY (id_doc)); 
 
CREATE TABLE Declaracao ( 
  id_doc            int(10) NOT NULL,  
  efeito_declaracao varchar(50) NOT NULL UNIQUE,  
  documento_id_doc  int(10) NOT NULL,  
  PRIMARY KEY (id_doc)); 
 
CREATE TABLE Curso_Disciplina ( 
  Cursoid_curso     int(10) NOT NULL,  
  Disciplinaid_Disc int(10) NOT NULL,  
  PRIMARY KEY (Cursoid_curso,  
  Disciplinaid_Disc)); 
 
CREATE TABLE `Pessoa_Sistema-Gest-Secretaria` ( 
  Utente_id_Pessoa               int(10) NOT NULL,  
  `Sistema-Secretaria_id_sistem` int(10) NOT NULL,  
  PRIMARY KEY (Utente_id_Pessoa,  
  `Sistema-Secretaria_id_sistem`)); 
 
CREATE TABLE `Interface-Utilizador_Sistema-Secretaria_` ( 
  `Interface-Utilizador_id_interface` int(10) NOT NULL,  
  `Sistema-Secretaria_id_sistem`      int(10) NOT NULL,  
  PRIMARY KEY (`Interface-Utilizador_id_interface`,  
  `Sistema-Secretaria_id_sistem`)); 
 
CREATE TABLE Disciplina_Professor ( 
  Disciplinaid_Disc  int(10) NOT NULL,  
  Professorid_pessoa int(10) NOT NULL,  
  PRIMARY KEY (Disciplinaid_Disc,  
  Professorid_pessoa)); 
 
ALTER TABLE Curso ADD INDEX FKCurso938931 (Departamentoid_Dep), ADD 
CONSTRAINT FKCurso938931 FOREIGN KEY (Departamentoid_Dep) REFERENCES 
Departamento (id_Dep); 
 
ALTER TABLE Variante_Curso ADD INDEX FKVariante_C978058 (Cursoid_curso), 
ADD CONSTRAINT FKVariante_C978058 FOREIGN KEY (Cursoid_curso) REFERENCES 
Curso (id_curso); 
 
ALTER TABLE Curso_Disciplina ADD INDEX FKCurso_Disc229008 (Cursoid_curso), 
ADD CONSTRAINT FKCurso_Disc229008 FOREIGN KEY (Cursoid_curso) REFERENCES 
Curso (id_curso); 
 
ALTER TABLE Curso_Disciplina ADD INDEX FKCurso_Disc608627 
(Disciplinaid_Disc), ADD CONSTRAINT FKCurso_Disc608627 FOREIGN KEY 
(Disciplinaid_Disc) REFERENCES Disciplina (id_Disc); 
 
ALTER TABLE Disciplina ADD INDEX FKDisciplina303326 (`Area-
Cientificaid_Area`), ADD CONSTRAINT FKDisciplina303326 FOREIGN KEY (`Area-
Cientificaid_Area`) REFERENCES `Area-Cientifica` (id_Area); 
 
ALTER TABLE Utente_ ADD INDEX FKUtente_800253 (Enderecoid_end), ADD 
CONSTRAINT FKUtente_800253 FOREIGN KEY (Enderecoid_end) REFERENCES Endereco 
(id_end); 
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ALTER TABLE `Pessoa_Sistema-Gest-Secretaria` ADD INDEX FKPessoa_Sis945875 
(Utente_id_Pessoa), ADD CONSTRAINT FKPessoa_Sis945875 FOREIGN KEY 
(Utente_id_Pessoa) REFERENCES Utente_ (id_Pessoa); 
 
ALTER TABLE `Pessoa_Sistema-Gest-Secretaria` ADD INDEX FKPessoa_Sis50307 
(`Sistema-Secretaria_id_sistem`), ADD CONSTRAINT FKPessoa_Sis50307 FOREIGN 
KEY (`Sistema-Secretaria_id_sistem`) REFERENCES `Sistema-Secretaria_` 
(id_sistem); 
 
ALTER TABLE `Interface-Utilizador_` ADD INDEX `FKInterface-919933` 
(Utente_id_Pessoa), ADD CONSTRAINT `FKInterface-919933` FOREIGN KEY 
(Utente_id_Pessoa) REFERENCES Utente_ (id_Pessoa); 
 
ALTER TABLE `Interface-Utilizador_Sistema-Secretaria_` ADD INDEX 
`FKInterface-848287` (`Interface-Utilizador_id_interface`), ADD CONSTRAINT 
`FKInterface-848287` FOREIGN KEY (`Interface-Utilizador_id_interface`) 
REFERENCES `Interface-Utilizador_` (id_interface); 
 
ALTER TABLE `Interface-Utilizador_Sistema-Secretaria_` ADD INDEX 
`FKInterface-189632` (`Sistema-Secretaria_id_sistem`), ADD CONSTRAINT 
`FKInterface-189632` FOREIGN KEY (`Sistema-Secretaria_id_sistem`) 
REFERENCES `Sistema-Secretaria_` (id_sistem); 
 
ALTER TABLE Requerimento ADD INDEX FKRequerimen321144 (documento_id_doc), 
ADD CONSTRAINT FKRequerimen321144 FOREIGN KEY (documento_id_doc) REFERENCES 
documento_ (id_doc); 
 
ALTER TABLE Declaracao ADD INDEX FKDeclaracao680056 (documento_id_doc), ADD 
CONSTRAINT FKDeclaracao680056 FOREIGN KEY (documento_id_doc) REFERENCES 
documento_ (id_doc); 
 
ALTER TABLE Pedido ADD INDEX FKPedido716413 (documento_id_doc), ADD 
CONSTRAINT FKPedido716413 FOREIGN KEY (documento_id_doc) REFERENCES 
documento_ (id_doc); 
 
ALTER TABLE Aluno ADD INDEX FKAluno320889 (Utente_id_Pessoa), ADD 
CONSTRAINT FKAluno320889 FOREIGN KEY (Utente_id_Pessoa) REFERENCES Utente_ 
(id_Pessoa); 
 
ALTER TABLE `Regente-Curso` ADD INDEX `FKRegente-Cu491569` 
(Utente_id_Pessoa), ADD CONSTRAINT `FKRegente-Cu491569` FOREIGN KEY 
(Utente_id_Pessoa) REFERENCES Utente_ (id_Pessoa); 
 
ALTER TABLE Pedido ADD INDEX FKPedido780070 (Alunoid_pessoa), ADD 
CONSTRAINT FKPedido780070 FOREIGN KEY (Alunoid_pessoa) REFERENCES Aluno 
(id_pessoa); 
 
ALTER TABLE Nota_Aluno ADD INDEX FKNota_Aluno963714 (Disciplinaid_Disc), 
ADD CONSTRAINT FKNota_Aluno963714 FOREIGN KEY (Disciplinaid_Disc) 
REFERENCES Disciplina (id_Disc); 
 
ALTER TABLE Professor ADD INDEX FKProfessor586065 (Utente_id_Pessoa), ADD 
CONSTRAINT FKProfessor586065 FOREIGN KEY (Utente_id_Pessoa) REFERENCES 
Utente_ (id_Pessoa); 
 
ALTER TABLE Disciplina_Professor ADD INDEX FKDisciplina39570 
(Disciplinaid_Disc), ADD CONSTRAINT FKDisciplina39570 FOREIGN KEY 
(Disciplinaid_Disc) REFERENCES Disciplina (id_Disc); 
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ALTER TABLE Disciplina_Professor ADD INDEX FKDisciplina626242 
(Professorid_pessoa), ADD CONSTRAINT FKDisciplina626242 FOREIGN KEY 
(Professorid_pessoa) REFERENCES Professor (id_pessoa); 
 
ALTER TABLE Professor ADD INDEX FKProfessor510994 (`Area-
Cientificaid_Area`), ADD CONSTRAINT FKProfessor510994 FOREIGN KEY (`Area-
Cientificaid_Area`) REFERENCES `Area-Cientifica` (id_Area); 
 
ALTER TABLE Reitor ADD INDEX FKReitor428329 (Utente_id_Pessoa), ADD 
CONSTRAINT FKReitor428329 FOREIGN KEY (Utente_id_Pessoa) REFERENCES Utente_ 
(id_Pessoa); 
 
ALTER TABLE Nota_Aluno ADD INDEX FKNota_Aluno544981 (Alunoid_pessoa), ADD 
CONSTRAINT FKNota_Aluno544981 FOREIGN KEY (Alunoid_pessoa) REFERENCES Aluno 
(id_pessoa); 
 
ALTER TABLE Nota_Aluno ADD INDEX FKNota_Aluno342063 (Professorid_pessoa), 
ADD CONSTRAINT FKNota_Aluno342063 FOREIGN KEY (Professorid_pessoa) 
REFERENCES Professor (id_pessoa); 
 
