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El objeto de este proyecto es la programación y puesta en marcha de una máquina 
CNC de tres ejes, dotada de la funcionalidad específica de taladrado. 
 
A lo largo del mismo, se va a analizar cualquier aspecto importante y necesario 
para conseguir diseñar y controlar el sistema. Se tendrá en cuenta la elección de los 
materiales, centrando especial atención a los componentes y elementos 
correspondientes a la parte electrónica. 
 
Con esto, se va a pretender llevar a cabo un sistema que en su conjunto, cumpla 
con los objetivos a la perfección y con buena precisión y resolución, tratando a su 
vez de que no suponga un coste elevado.  
 
Por tanto, se analizarán en detalle los objetivos que debería poder cumplir la 
máquina una vez en funcionamiento. 
 
Finalmente, se llevará a cabo un análisis completo de los elementos a utilizar, así 








Este trabajo se lleva a cabo con el fin de completar el máster universitario y 





Los elementos mecánicos y electrónicos nombrados y utilizados para la 
realización del sistema, así como sus respectivos precios han sido tomados de 
catálogos de fabricantes, por lo que son reales. 
Por tanto, el importe total que supondría la fabricación de la máquina en 











Desde sus inicios, se ha tendido a llevar a cabo los trabajos de manera manual, ya 
fuera la realización de figuras, agujeros, pulidos, y la totalidad de actividades o 
procesos industriales, tanto de fabricación como de mecanizado. 
 
Con el tiempo, ante la necesidad de implementar variedad de mecanizados 
diferentes, y de una elevada complejidad, se ha ido desarrollando la 
automatización de los procesos, suponiendo a su vez un incremento de la 
velocidad y por tanto cantidad de producción, un menor número de empleados, lo 
que reducía los costes salariales, y además, garantizaba una producción más 
regular y precisa, mediante lo cual se posibilita la realización de diferentes 
diseños. Además, conlleva la eliminación de ciertos peligros durante procesos que 
anteriormente debían ser procesados por personas. 
 
Algunas de estos sistemas de automatización se han llevado a cabo en base al 
control numérico, lo que además en la actualidad está siendo muy utilizado, ya que 
supone un avance en todos los aspectos, dando precisión, regularidad y rapidez a 
todo tipo de procesos. 
 
El CNC (Control Numérico por Computador), es un sistema que permite controlar 
la posición de la herramienta, así como su velocidad y aceleración, empleando una 
serie de órdenes o comandos estandarizados. 
 
Además, hoy en día es un tipo de control muy conocido, ya que además de 
máquinas industriales, se están fabricando máquinas CNC de bajo coste que, 
llevando a cabo labores que no precisan de mucha potencia, la finalizan de manera 
correcta, y debido a su reducido precio, están muy extendidas. 
 
Ahora bien, para llevar a cabo el uso de una máquina de este tipo, y sobre todo 
para poder diseñarla y realizar su puesta en marcha, conviene conocer más a fondo 
















3.1. Historia y evolución 
 
El Control Numérico de Máquinas fue desarrollado con el fin de llevar a cabo 
diseños concretos pero cada vez más complejos que iban surgiendo en 
materia de fabricación y mecanizado. Esto es debido a que, dada la dificultad 
que iban suponiendo dichos diseños, se hacía más y más difícil realizarlo de 
manera manual con máquinas convencionales, y más aún crear modelos 
idénticos. 
 
Pero hasta la actualidad, donde ya se controlan sin problemas diferentes 
sistemas por control numérico, se ha ido evolucionando lentamente desde la 
utilización única de máquinas convencionales. Algunas de las ideas, 
creaciones y mejoras que se han dado hasta ahora son: 
 
 En 1942, Bendix Corporation lleva a cabo el cálculo de los puntos de 
la trayectoria para mecanizar una leva en 3D. 
 En 1947, John Parsons desarrolla el sistema DIGITON para fabricar 
hélices de helicóptero, que consta de un mando automático. 
 En 1953, tras desarrollar una fresadora de 3 ejes, se utiliza por primera 
vez el término CNC. 
 En 1956, la U.S.A.F. pide 170 máquinas de Control Numérico. 
 En 1960, en el M.I.T., se llevaron a cabo demostraciones de Control 
Adaptable, que supone una evolución del Control Numérico que 
permite además la autorregulación de las condiciones de trabajo de la 
máquina. 





3.2. Tipos de máquinas que emplean CNC 
 
Mediante el sistema de control numérico, es posible llevar a cabo máquinas 
para multitud de aplicaciones que son muy utilizados en la industria 







 Impresora 3D. 
 Cortadora por láser. 
 
















Además de las aplicaciones para las que ya se emplea este sistema de control, 
puede ir ampliándose su utilización en algunas otras, siempre y cuando vayan 
a facilitar la tarea de alguna manera, ya sea por mejorar el rendimiento y la 





La utilización de sistemas CNC, tiene una gran cantidad de ventajas o 
mejoras con respecto al uso de otro tipo de sistemas o máquinas. 
 
Algunas de las ventajas que aporta su uso son: 
 
 Aumento en la exactitud y repetibilidad, lo que conlleva a un 
incremento en la calidad final de los productos fabricados. 
 Debido al movimiento y posicionamiento automáticos, permite dotar a 
los productos de una perfecta uniformidad. 
 Un único operario es capaz de utilizar varias máquinas de este tipo de 
manera simultánea. 
 Mayor flexibilidad, ya que permite la realización de geometrías y 
procesados manualmente inviables, y mantener guardado el programa 
empleado para utilizarlo posteriormente en caso de necesario. 
 Mayor velocidad de producción. 
 Incremento de la seguridad por realización de tareas peligrosas por 
medio de máquinas. 
 Posibilidad de llevar a cabo simulaciones previas del proceso a 
realizar, de modo que es posible evitar errores e incluso visualizar el 















Del mismo modo, este tipo de sistemas, cuenta con ciertas desventajas, 
aunque más reducidas que las ventajas. Algunas de ellas son: 
 
 Coste elevado tanto de materiales como de mantenimiento. 
 Precisa de una programación eficiente, así como de una puesta a punto 
correcta. 




3.5. Comparativa con máquinas convencionales 
 
De las máquinas convencionales, es decir, aquellas que precisan de un 
operario que ejecute tanto las órdenes como cada uno de los movimientos y 
procesos de la máquina, se ha evolucionado a máquinas que llevan a cabo su 
posicionamiento y control en función del trabajo y parámetros que se les 
configure, donde se incluyen las máquinas tipo CNC. 
 
Ahora bien, las diferencias más importantes existentes entre las máquinas 
convencionales y las actuales son: 
 
 Un operario solo es capaz de manejar una única máquina 
convencional, mientras que puede controlar varias máquinas CNC. 
 En las máquinas convencionales se precisa de una mayor preparación 
y conocimientos, mientras que en las máquinas CNC, dada su 
autonomía, precisa de una menor preparación. 
 Las máquinas convencionales, requieren de un elevado tiempo de 
fabricación, mientras que las máquinas CNC permiten una producción 
más elevada. 
 Dado que en las máquinas convencionales el operario lleva a cabo 
cada movimiento y proceso, es más probable realizar errores en algún 
momento, mientras que en las CNC, se parametriza inicialmente, 
incluso con posibilidad de simulación previa, de modo que 
automáticamente lleva a cabo los mismos procesos, lo que reduce los 









3.6. Implementación de máquinas CNC 
 
 
3.6.1. Elementos necesarios 
 
Para llevar a cabo una máquina CNC, se precisa de una serie de 




3.6.1.1. Motores paso a paso 
 
Los motores paso a paso son un tipo de motor eléctrico de 
corriente continua, sin escobillas. La característica principal y que 
los diferencia de otros motores es que es posible llevar a cabo 
movimientos precisos, ya que no giran libremente como ocurre 
con el resto de motores de continua, sino que realizan giros 
discretos, mediante pequeños pasos que pueden ser configurados 
y por tanto controlados. Es por ello que, además, permiten 
controlar la velocidad de giro del mismo, variando el tiempo 






























3.6.1.1.1. Parámetros característicos 
 
- Par de mantenimiento (holding torque): Par resistente ejercido 
por el motor detenido en una posición estable y con alimentación. 
Pueden darse variaciones dependiendo de la posición del eje del 
motor respecto a las bobinas. 
 
-Par de retención (detent torque): Par máximo que ofrece el 
motor cuando no se encuentra alimentado. 
 
-Par pull-out: Relación del par que es capaz de entregar el motor a 
máxima velocidad sin pérdida de pasos. 
 
-Par pull-in: Relación del par que es capaz de entregar el motor 
con la velocidad sin pérdida de pasos durante el arranque y la 
parada. 
 
-Ángulo de paso (step angle): Ángulo de giro que se produce en el 
eje del motor al cambiar de una posición estable a la siguiente. 
 
-Número de pasos por vuelta: Cantidad de pasos necesarios para 
efectuar una vuelta completa del eje del motor. 






-Frecuencia de paso máximo (máximum pull-in/pull-out): 
Número máximo de pasos por segundo que puede realizar el motor 
en un funcionamiento correcto del mismo. 
 
-Precisión de paso (step accuracy): Error de la posición actual del 
rotor con respecto a la posición teórica en la cual debería 
encontrarse, estando el motor trabajando sin carga o con ella 
constante. Se trata de un valor constante, y que no se incrementa 













Dentro de los motores paso a paso, se pueden distinguir  varios 
tipos en función de su estructura interna: 
 
 
• Imanes permanentes: 
El estator se compone de unos núcleos sobre los cuales se 
encuentran arrolladas bobinas. Sus extremos constituyen los polos 
del estator. 
El rotor está formado por polos magnéticos S-N. 
 
• Reluctancia variable: 
El estator está formado por entre 3 y 5 bobinas arrolladas a unos 
núcleos formando sus extremos los polos del estator, y generando 
un campo magnético. 




Unos núcleos, normalmente dos que cuentan con bobinas 
arrolladas. Sus extremos forman los polos del estator, pudiendo 
contar con más de 4. 
El rotor se constituye por dos ruedas dentadas de hierro dulce, y 
están separadas por un imán. De este modo, una rueda tiene 
polarización N y la otra S. 
 
 Además, dentro de los motores paso a paso del tipo híbridos y de 



































3.6.1.1.3. Motor PaP híbrido bipolar 
 
El funcionamiento de este tipo de motores es muy similar al de 
imanes permanentes. La diferencia se encuentra en que la cantidad 
de polos puede variarse de manera sencilla modificando el número 
de dientes de las ruedas. Este factor hace que sea más fácil llevar a 















Cuentan con una alta resolución, además de un elevado par motor 
al igual que frecuencia de trabajo. En cuanto al movimiento de los 
mismos, el sentido de giro depende tanto del sentido de las 




Ilustración 5: Esquema interno motor paso a paso bipolar, 
www.nmbtc.com 








Se trata de dispositivos electrónicos diseñados para controlar motores 
paso a paso unipolares y bipolares, y que suponen la etapa de potencia 
del sistema.  
 
Se reciben señales generadas desde el microcontrolador, que se 
corresponden con el tipo de control (full step, half step, microstep), 
señal de avance, sentido de giro y permiso, todo ello a la tensión y 
corriente de salida del propio microcontrolador, siendo éste el que 
empleando la alimentación de una fuente externa, y con ayuda de 
puentes H, comanda al motor a la tensión y corriente nominales del 












3.6.1.3. PLC o microcontrolador 
 
Se trata de un circuito integrado programable, que tras introducirle un 
programa previamente diseñado y verificado, es capaz de ejecutar las 
órdenes programadas e introducidas en su memoria. 
Además, los microcontroladores generalmente cuentan con una serie 
de bloques funcionales que son: 
- Memoria. 
- Periféricos. 
Además cuentan con diferentes posibilidades de comunicación como 
SPI, I2C, Ethernet, Puerto serie… y todo ello empleando un consumo 
reducido y son capaces de llevar a cabo una gran cantidad de tareas de 
una manera rápida y eficaz. 
 
 
Ilustración 8: Driver A4988,  
www. imprimalia3D.com 




















3.6.1.4. Finales de carrera 
 
Se trata de elementos que abren y cierran sus contactos cuando algo 
entra en contacto con la parte funcional de los mismos. Además se 
pueden encontrar de diferentes tipos, como pueden ser los ópticos, en 
los cuales no se necesita un contacto físico para que se accionen, o los 
finales de carrera mecánicos, que precisan de un contacto directo para 
















3.6.2. Movimiento y control de motores 
 
El movimiento de los motores paso a paso se lleva a cabo mediante 
variaciones de posiciones estables y discretas. El cambio de una posición 
estable a otra se denomina paso, y se consigue mediante la excitación de 
las bobinas del estator en una secuencia determinada. 
En cuanto la excitación de las bobinas, se puede realizar siguiendo tres 
patrones: 
 
Ilustración 10: Arduino Due, 
www.bricogeek.com 
Ilustración 9: ARM Cortex, 
www.todopic.com 
Ilustración 11: Final de carrera mecánico, 
www.todopic.com 






- Full step: Se trata de un modo de excitación mediante el cual se hace 
circular intensidad por al menos un devanado con lo que se desplaza el 


















- Half step: Se trata de un modo mediante el cual se alcanzan posiciones 
estables intermedios entre pasos, lo que implica la posibilidad de 




















Pero al emplear los modos de excitación anteriormente nombrados, se 
cuenta con una baja resolución, así como con transiciones bruscas que 
disminuyen el rendimiento de trabajo del motor. 
 
Ilustración 13: Control Full – Step, 
www.poscope.com 






- Microstepping: Se trata de una alternativa que se basa en la 
alimentación de las bobinas con una corriente con forma de onda 
senoidal mediante la aplicación de una tensión PWM. 
Mediante el empleo de este método de excitación de las bobinas de los 
motores, se obtiene una mayor cantidad de pasos por revolución, dotando 
al sistema de una mayor resolución, disponiendo a su vez, de 





















Por tanto, para el control de los motores, se debe excitar las bobinas del 
estator siguiendo la secuencia correspondiente en función del tipo de 
control deseado, pudiendo controlar, conociendo el número de pasos 
realizados, la posición del eje del motor con respecto a un punto de 
















3.6.3. Comandos Gcode 
 
G-code constituye un tipo de lenguaje de programación muy utilizado en 
el control numérico (CNC). Se trata de comandos o instrucciones que se 
envían a la máquina, indicando posición de destino, velocidad, así como 























Para llevar a cabo el movimiento de elementos en la máquina CNC 
empleando los motores, se precisa de una serie de elementos que 
posibiliten el enlace del motor a los elementos e incluso para modificar el 
plano del movimiento. Este tipo de elementos se conocen como 
















- Correas dentadas, las cuales uniendo dos o más ruedas dentadas, 
transmiten el movimiento del eje del motor a elementos haciendo que se 
muevan perpendicular al motor, pudiendo llevarse a cabo reducciones 



















- Poleas: Se trata de un mecanismo mediante el cual se transmite un 






















Ilustración 17: Transmisión por correa, 
www.dreamstime.com 






- Engranajes: Se trata de un mecanismo para la transmisión de potencia, 
muy similar al de las correas, pero por medio de dos ruedas dentadas, 
denominadas corona  y piñón, a la mayor y a la menor, respectivamente. 
Además, el empleo de este sistema asegura que no va a perderse parte del 
movimiento, a diferencia que con las correas que puede darse el caso de 















A lo largo de este trabajo se procederá a realizar el análisis, diseño y 
programación de una máquina CNC con funcionalidad de taladradora, siendo 
los objetivos principales los siguientes: 
 
• Elección de elementos electrónicos necesarios. 
- Microcontrolador. 
- Motores. 
- Finales de carrera. 
- Fuente de alimentación. 
- Cableado. 
 
• Programación del microcontrolador. 
• Puesta en marcha y verificación del funcionamiento. 
 
En el caso del presente proyecto, se realizará la puesta en marcha de una 
máquina CNC con la funcionalidad de taladradora, la cual tras recibir cada 
línea completa, procederá a llevar a cabo la orden o el ciclo de taladrado 
especificado, y en el número de veces ordenado.  
 
Tras alcanzar el final del último agujero, comenzará a subir hasta que alcance 
la altura del eje Z especificada, avisará de que ha finalizado la orden y 
procederá a analizar la siguiente orden en cuanto la reciba. 






4. Materiales seleccionados 
 
4.1. Sistema mecánico 
 
• Estructura 
La estructura principal y de sujeción de la máquina CNC se encuentra 
compuesta por barras metálicas, de acero inoxidable, de forma 
rectangular, y que ubicadas en las zonas exteriores proporcionan un 








Además, las estructuras llevan los orificios necesarios donde van sujetas 
las barras y sistemas de guiado del sistema. 
 
• Varilla lisa calibrada 
Para llevar a cabo el desplazamiento de las distintas partes, se dispone 











Ilustración 20: Barra de acero inoxidable, 
www.sunnysteel.com 







Para una mayor precisión, y evitar vibraciones, flexiones y 
deformaciones, el sistema cuenta con dos varillas por eje de 
movimiento, cuyos extremos van introducidos de manera precisa en los 
orificios de las barras de acero inoxidable correspondientes a la 
estructura principal. 
 
• Rodamiento lineal 
Para permitir el desplazamiento de las partes móviles se han empleado 
rodamientos lineales, que correctamente engrasados y evitando la 









Dado que las varillas sobre las cuales deslizarán los rodamientos tienen 
un diámetro de 22 mm, los rodamientos dispondrán del mismo diámetro 
interno para evitar holguras. 
 
• Husillo de bolas 
Como sistema de transmisión del movimiento rotatorio del motor a 
desplazamiento lineal del sistema, en el eje Z (bajar/subir herramienta) 






Ilustración 22: Rodamiento lineal 





Los husillos empleados se componen de una varilla roscada que cuenta 
con un diámetro de 16 mm y 22 mm. 
 
• Correa dentada 
Para la transmisión del movimiento en los ejes X e Y se emplea correa 










• Polea dentada 
Para poder completar la transmisión por correas, dicha correa va 
enlazada con el eje del motor mediante una polea dentada, así como por 










Como se puede observar en la imagen anterior, la polea del eje del 
motor es de diámetro menor que el de la polea de salida, lo que dota al 
movimiento de un par más elevado. 
 
Ilustración 24: Correa dentada, 
www.repuestosautos.el 






• Elementos de sujeción 
Por último, todos los elementos principales y necesarios anteriormente 
nombrados, así como los elementos electrónicos (motores, drivers, 
finales de carrera…) deben estar sujetos correctamente, para lo cual se 
ha empleado tornillos de acero inoxidable de diferentes métricas según 













4.2. Parte electrónica 
 
•  Fuente de alimentación: 
Para la alimentación del sistema se precisa de una fuente de alimentación. 
Para la selección de la misma, en primer lugar se necesita conocer cuál es la 
potencia máxima del conjunto de elementos que componen el sistema, y que 
puedan funcionar en un mismo instante de tiempo durante su utilización.  
 
Para llevar a cabo las pruebas del correcto funcionamiento del software 
implementado, se emplea una fuente de alimentación con 4 salidas de 16 V 












Ilustración 26: Tornillos, 
www.fresno.pntic.mec.es 




Se trata de una fuente de alimentación con la que se pueden realizar pruebas 
de manera sencilla y efectiva.  
 
Es posible que al llevar a cabo el sistema completo, se precise de una 
reducción de tamaño y peso, así como de una fuente que proporcione una 
corriente mayor. En este caso se procede, una vez conocidas las potencias de 
los elementos del sistema, a la utilización de una fuente de alimentación que 
se ajuste a las necesidades del sistema. 
 
Para este caso, la fuente de alimentación debe ser de 45 V de tensión, y capaz 
de suministrar una corriente de 20 A, de modo que el sistema pueda funcionar 
sin limitaciones. 
 
•  Motores: 
Dado que se trata de un sistema dotado de movimiento, se emplean motores. 
Pero para ello, es necesario determinar el tipo de motor que se pretende 
utilizar, teniendo en cuenta las características y el precio, así como las 
limitaciones que supone el uso de cada tipo de motor. 
 
En este caso, se ha decidido emplear motores paso a paso. Las razones de uso 
de este tipo de motores es debido a que en principio no se precisa del uso de 
encoders para determinar la posición, y es posible trabajar por tanto en bucle 
abierto y conocer a su vez la posición y velocidad del mismo de una manera 
sencilla. 
 
Además, este tipo de motores, gracias a los cuales se puede conseguir una 
precisión más que suficiente en gran parte de aplicaciones, no tienen un coste 
elevado, lo que supone también un factor importante para su elección. 
 
Por último, y considerando la información vista en internet, este tipo de 
motores es el más utilizado para este tipo de aplicaciones, estando muy 
arraigado, especialmente en aplicaciones en las que se pretenda incrementar 
lo menos posible el precio. 
 
Los motores empleados son paso a paso bipolares, NEMA 23, más 














Cuyas características más importantes son: 
 
 Tensión de alimentación    48 V 
 Corriente por fase    2.7 A 
 Resistencia de fase   1.8 Ω 
 Inductancia de fase   3.3 mH 
 Par de mantenimiento   113 N·cm 
 Par sin alimentación   8.5 N·cm 
 Inercia del rotor   200 g·cm² 
 Ángulo de paso   1.8 º 
 Precisión ángulo de paso   5 % 
 
Estos motores moverán cada uno de los ejes de manera independiente (X, Y, 
Z), empleando un motor por eje, así como uno más para el extrusor, en caso 




•  Drivers para los motores: 
Dado que el control de los motores se va a llevar a cabo mediante un 
microcontrolador cuya salida alcanza un valor de 5 V aproximadamente y una 
corriente muy reducida, la tensión de salida del mismo no es suficiente para el 
funcionamiento de los motores, y la corriente que puede aportar tampoco lo 
es. 
 
Además, se precisa de la utilización de drivers, para así controlar los motores 
desde el microcontrolador, pero permitiendo que reciban la alimentación 
desde una fuente externa, con valores de tensión y corriente suficientes para 
poder hacer funcionar el motor o motores de manera correcta, incluso 
simultáneamente. 
 
Así pues, cada motor dispondrá de su driver, que es el ‘NUCLEO IHM01A1’. 
El motivo de la elección del driver es debido a que están especialmente 
diseñados para su conexionado con el microcontrolador que se va a emplear, 
lo que evita tener que llevar a cabo tanto el diseño de circuitos, como la 
posterior fabricación de las pcb con dichos circuitos impresos, que lleven a 
























Las especificaciones técnicas de interés de este tipo de driver son: 
 Rango de tensión    8 – 45 V 
 Corriente de fase máxima    3 A r.m.s. 
 Resolución máxima    1/16 micropasos 
 Indicación de alimentación y de fallo 
 Control de corriente 
 Protección etapa de potencia 
 
 
Empleando un solo microcontrolador, se pueden utilizar 3 drivers, conectados 
uno encima del otro, y así controlar sin problemas tres motores paso a paso, 
lo que permite el control de los 3 ejes. En caso de la inclusión o utilización de 
otro motor más, como por ejemplo para un extrusor en una impresora 3D, se 
precisaría de controlarlo mediante un segundo microcontrolador, o bien 
utilizando otros tipo de drivers que permitieran el uso de más de tres. 
 
Al margen de esta posible necesidad futura, dado que actualmente esta 
máquina va a ser empleado como método de aprendizaje, en el control de 3 
















•  Microcontrolador: 
Como elemento principal y de mayor importancia en el sistema, se encuentra 
el microcontrolador. Éste es el cual se debe programar y que llevará a cabo 
tanto la lectura de sensores como la actuación sobre los motores y sobre 
cualquier otro actuador del cual se dote al sistema. 
 
El microcontrolador utilizado se corresponde con un ARM Cortex, más 















Cuyas características y especificaciones más importantes son: 
 Dos posibles módulos de extensión:  
- Arduino Uno R3. 
- STM Morpho. 
 Alimentación: 
- USB    3.3 V 
- VBUS    5 V 
- Fuente externa    7 – 12 V 
 Núcleo: 
- ARM 32-bit Cortex-M0 
- Frecuencia de 75 MHz 
- 125 DMIPS 
 Memoria: 
- 512 Kbytes de memoria Flash 






Ilustración 31: Microcontrolador 
STM32L053R8, www.st.com 
 
Ilustración 30: Partes microcontrolador 





•  Final de carrera: 
Como método de delimitación en el movimiento de los ejes, se emplean 
finales de carrera, para así evitar colisiones o problemas en caso de pretender 






















Además, los finales de carrera también supondrán el punto de partida del 
sistema, es decir, constituirán el punto (0, 0, 0) del sistema de coordenadas 
(Homing), a partir del cual, cada paso que se mueva el motor en cada eje, 
tendrá que quedar reflejado, ya que gracias a su lectura se conocerá la 
posición actual del motor, siempre respecto al punto (0, 0, 0) del sistema de 
coordenadas. 
 
Por otra parte, y dado que este tipo de componentes produce imprecisiones o 
incluso fallos en determinadas ocasiones durante la transición de un estado a 
otro (accionado o no accionado), se ha añadido un circuito adicional. Se trata 
de un circuito anti rebote, el cual mantiene un nivel lógico estable en todo 







Ilustración 32: Final de carrera mecánico 




























Para la programación del microcontrolador, se precisa de un software de 
programación específico o compatible con el microcontrolador. 
 
En este caso, se emplea el “KEIL µVision”, por diversas razones. Como 
principal razón, se trata de un software libre, aunque con ciertas limitaciones 
en cuanto al tamaño del programa, pero sin que llegue a afectar para lo que se 











Además, se trata de un software que he utilizado para programar en alguna 
asignatura a lo largo de los estudios, y más concretamente, en la de “Sistemas 
Embebidos” en el “Máster en Ingeniería Mecatrónica”. 
Ilustración 36: Imagen etiqueta del software de programación “Keil µVision 5” 
Ilustración 34: Diseño circuito anti rebote 






Por último, se sabe que se trata de un software con bastantes posibilidades, lo 
que puede suponer una ventaja para su uso. 
 
Por estas razones, este software supone la elección realizada para este trabajo. 
 
 
5. Desarrollo y construcción mecánica 
 
La parte mecánica correspondiente a la máquina CNC es una parte de igual 
importancia que la parte electrónica. Si la parte mecánica no está diseñada o 
construida de manera correcta, ya sea por un fallo en el diseño, por empleo de 
materiales que no son idóneos para dicha aplicación, o por no estar correctamente 
fijados, puede ocurrir que el sistema no se comporte como se esperaba, teniendo 
una menor estabilidad, así como produciéndose pérdida de precisión.  
 
Para evitar problemas, en los que se incluyen los anteriormente nombrados, las 
piezas utilizadas son metálicas, fijadas entre sí por medio de tornillos, y las correas 
empleadas deberán estar bien tensas, ya que de esta manera se asegura un par 
mayor sin posibilidad de errores en el número de pasos debidos a fallos de 
construcción. 
 
Al margen de ciertas pautas importantes a la hora de construir el sistema 
mecánico, algunas de las cuales se han nombrado, y de los materiales empleados, 
los cuales se han detallado en el apartado de materiales de este trabajo, no se va a 
entrar en más detalle. Esto es debido a que ya se dispone de la parte mecánica 
construida, y el trabajo se centra en la parte electrónica, así como en la 
programación del software para el microcontrolador, y en llevar a cabo la puesta 
en marcha del sistema de tres ejes completos. 
 
 
6. Desarrollo y programación del microcontrolador 
 
6.1. Punto de partida 
En la realización de la programación del microcontrolador se ha tratado de 
simplificar el proceso en la medida de lo posible. 
Se ha empleado el “STM32Cube”, creado por STMicroelectronics con la 
finalidad de reducir el esfuerzo, tiempo y coste de desarrollo a la hora de llevar 




















Su firmware se divide en tres niveles: 
1. Nivel 0: Se divide en tres subniveles: 
 
 “Board Support Package” (BSP): Ofrece APIs relacionadas con el 
hardware de los componentes (LCD, Micro SD…). 
 
 Hardware Abstraction Layer (HAL): Proporciona los drivers de 
bajo nivel y los métodos de interfaz del hardware para interactuar con 
los niveles más altos (aplicaciones, librerías…). 
 
 Basic peripheral usage examples: Contiene ejemplos de operaciones 
básicas de los periféricos del STM32L0. 
 
 
2. Nivel 1: Se divide en dos subniveles: 
 
 Middleware components: Conjunto de librerías que cubre los 
siguientes puntos: 
 
o USB Device Library. 
o FreeRTOS. 
o FAT File system. 
o STM32 Touch Sensing Library. 
 




 Examples based on the Middleware components: Cada 
componente viene acompañado de uno o varios ejemplos. 
 
3. Nivel 2: Está compuesto por un único nivel, que cuenta con tiempo real 
global y demostraciones gráficas. 
En la siguiente imagen, se puede observar cómo se distribuyen los diferentes 












De este modo, se simplifica en gran medida la configuración de las entradas y 
salidas que se desea emplear, ya que se lleva a cabo de una manera intuitiva, 
rápida, reduciendo así la complejidad de dicha tarea. 
En la siguiente imagen se muestra, dentro del software de ayuda, los pines 
disponibles del microcontrolador, y que al seleccionarlos se dispone de todas 










Ilustración 39: Configuración STM32CubeL0 
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6.3. Configuración de E/S digitales 
 
Para llevar a cabo el sistema, así como su control, se precisa del empleo de 
entradas y salidas digitales, así como generar señales PWM. 
Las entradas y salidas digitales utilizadas son: 
- 3 entradas digitales correspondientes a los finales de carrera para limitar 




X mín PA13 
Y mín PA14 
Z mín PA15 
 
 




Sentido giro motor eje X PA8 
Sentido giro motor eje Y PB5 
Sentido giro motor eje Z PB4 
 
 








6.4. Temporizadores y generación de señales PWM 
 
Para llevar a cabo el control de los motores paso a paso, es preciso el empleo 
de señales PWM, concretamente de tres señales cada una de las cuales 
ordenará al driver el movimiento del motor en el número de pasos como de 
pulsos se envíen. En cuanto a las señales PWM, han de estar enlazadas y 
controladas por un timer, ya que de este modo se puede variar la frecuencia 









Así pues, cada señal PWM empleada, lleva consigo la utilización de un timer, 
habiendo escogido como se puede ver en la tabla siguiente: 
 
FUNCIÓN PIN 
PWM1 – TIM1 PC7 
PWM2 – TIM2 PB3 
PWM3 – TIM0 PB10 
 
 
6.5. Comunicación USART 
 
Para el envío de órdenes a la máquina, más concretamente de comandos 
Gcode, para que se ejecuten y los motores puedan llevar a cabo la tarea, 
previamente han de ser recibidas por el microcontrolador.  
 
Este punto supone uno de los principales, y se realiza por comunicación por 
el puerto serie, es decir, empleando la comunicación USART (Universal 
Asynchronous Receiver-Transmitter) entre el pc y el microcontrolador, 
aunque en este caso, como las órdenes no han de llegar en instantes 
determinados y preestablecido, la señal de reloj no va a ser necesaria, y la 
comunicación y envío de comandos se llevará a cabo de manera asíncrona. 
 
Este sistema de comunicación precisa del uso de dos señales: 
 Transmisión (TX): Se llevará a cabo la salida de datos. 
 Recepción (RX): Tendrá lugar la entrada de datos. 
 




TX puerto serie PA2 
RX puerto serie PA3 















6.6. Comunicación SPI 
 
La comunicación entre el microcontrolador y los drivers, los cuales que 
conectan superpuestos, se realiza por medio del bus SPI. 
 
Empleando una señal de reloj, envío de datos, recepción de datos, así como 
una conexión correspondiente a la selección del chip. 
 
Es pues, un bus de comunicaciones sincrónico en el cual a cada pulso de la 
señal de reloj se envía un bit de datos al esclavo seleccionado mediante el pin 
correspondiente a la selección del dispositivo deseado (chip select). 
 
El siguiente esquema muestra a rasgos generales el funcionamiento de este 
bus de comunicaciones, que como en este proyecto, se compone de un 















Que como se puede observar, cuenta con 4 hilos: 
 
 SCLK (Clock): Señal de reloj del busLos pulsos generados por este 
pin marcan la sincronización. A cada pulso del reloj, se envía o se lee 
un bit de datos.  
 MOSI (Master Out Slave In): Salida de datos del maestro y entrada 
al esclavo. 
 MISO (Master In Slave Out): Salida de datos del esclavo y entrada 
al maestro. 










De este modo, para la comunicación entre dispositivos electrónicos es un bus 
de comunicaciones que emplea los mismos hilos, tanto para enviar como para 
recibir datos, convirtiéndolo en un sistema sencillo y eficaz para sistemas 
como el abordado en el presente proyecto. 
 
En cuanto a los pines que se emplean para este fin, son los siguientes: 
 
FUNCIÓN PIN 
SPI chip select PB6 
SPI SCLK PA5 
SPI MISO PA6 
SPI MOSI PA7 
 
 
6.7. Conjunto de pines empleados 
 
Una vez establecidos y ubicados todos los pines que se van a emplear del 




PUERTO PIN UTILIDAD 
PA 13 X_min (DI) 
PA 14 Y_min (DI) 
PA 15 Z_min (DI) 
PC 7 Control motor X (PWM1) 
PB 3 Control motor Y (PWM2) 
PB 10 Control motor Z (PWM3) 
PA 8 Dirección motor X (DO) 
PB 5 Dirección motor Y (DO) 
PB 4 Dirección motor Z (DO) 
PA 10 Flag (EXTI_FALLING) 
PA 9 Reset (DO) 
PB 6 SPI CS (DO) 
PA 5 SPI SCK (AF-SPI1) 
PA 6 SPI MISO (AF-SPI1) 
PA 7 SPI MOSI (AF-SPI1) 
PA 3 UART RX (AF-USART2) 










6.8. Conjunto de comandos Gcode necesarios 
 
Como se ha podido ver anteriormente, en el apartado de introducción a 
comandos Gcode, la cantidad de comandos es muy amplia, ya que abarca, 
además de variedad de movimientos, las diferentes aplicaciones para las 
cuales puede ser utilizada (fresadora, taladradora, impresora 3D…). Pero en 
este caso, dado que la máquina CNC está pensada en un principio para 
únicamente realizar tareas de taladrado, no se configurará la totalidad de 
comandos, sino solo los necesarios para dicha tarea. 
 
Así pues, los comandos implementados, y que por tanto, serán los que 
comprenderá la máquina de control numérico en cuestión, así como el efecto 
de cada uno de ellos son: 
 
 Modo distancia: 
 
- G90: Modo de distancia absoluta, es decir, las posiciones que se 
envíen deben ser respecto al punto 0 (homming). 
 
- G91: Mode de distancia incremental, según el cual las 
coordenadas representan el incremento con respecto a la posición 





- G20: Pulgadas como unidad de trabajo seleccionada. 
 
- G21: Milímetros como unidad de trabajo seleccionada. 
 
 Estado del sistema: 
 
- Por defecto: Se encontrará en estado “run” (marcha). 
 









 Tipo de ciclo: 
 
 




Este ciclo ordena la realización de un movimiento rápido según 
el valor especificado en cada uno de los ejes. 
 
 




Este ciclo consiste en un simple proceso de taladrado, cuyo 
funcionamiento se lleva a cabo en los siguientes pasos: 
1. Movimiento rápido en el plano XY desde la posición 
actual hasta la posición especificada donde se pretende 
realizar el taladrado. 
2. Movimiento del eje Z a la velocidad de taladrado (F) 
desde la posición actual hasta la especificada en el 
comando Z. 









Este ciclo consiste en el mismo proceso de taladrado que el G81, 
pero con la variante de que se realiza una parada programada al 
final del orificio. El funcionamiento se lleva a cabo en los 
siguientes pasos: 
1. Movimiento rápido en el plano XY desde la posición 
actual hasta la posición especificada donde se pretende 
realizar el taladrado. 
2. Movimiento del eje Z a la velocidad de taladrado (F) 
desde la posición actual hasta la especificada en el 
comando Z. 
3. Realizar una pausa de “P” segundos. 











Este ciclo consiste en un proceso de taladrado en diferentes 
pasos, es decir, según el cual se va incrementando la 
profundidad del orificio en “Q” mm hasta alcanzar el valor de Z 
final. Tras cada incremento, la herramienta retrocede en el eje Z, 
hasta la posición R inicial. Tras alcanzar el valor de Z final, la 
herramienta se desplaza en el eje Z hasta la posición inicial. El 
funcionamiento se lleva a cabo en los siguientes pasos: 
1. Movimiento rápido en el plano XY desde la posición 
actual hasta la posición especificada donde se pretende 
realizar el taladrado. 
2. Movimiento del eje Z a la velocidad de taladrado (F) 
desde la posición actual hasta actual + Q, con límite el 
valor de Z final. 
3. Movimiento rápido de vuelta en el eje Z a la posición R. 
4. Movimiento rápido hasta la profundidad actual del 
orificio. 
5. Repetición de los pasos 2, 3 y 4 hasta alcanzar la 
posición Z final. 
























6.9. Lectura de comandos Gcode recibidos 
 
Una vez con todas las conexiones y comunicaciones del sistema establecidas, 
se precisa de comenzar con la programación en lenguaje C del 
microcontrolador, donde se han implementado las funciones correspondientes 
y necesarias para la realización de las tareas propias. 
 
En primer lugar, se ha realizado el envío de comandos Gcode desde el pc al 
microcontrolador (RX) y a la inversa, es decir, desde el microcontrolador al 
pc (TX). 
 
Para ello se ha empleado un programa de software libre llamado “termite”, el 
cual simplemente envía y recibe comandos o tramas por un determinado canal 
del puerto serie, de modo que se ha podido verificar que el microcontrolador 




















Pero para llevarlo a cabo, se ha precisado de un convertidor USB-TTL (YP-










Ilustración 41: Captura de pantalla programa terminal "Termite" 






Ahora bien, una vez enviando y recibiendo datos por el puerto serie, se 
precisa que el microcontrolador sea capaz de, tras recibir una trama de 
lenguaje Gcode, desglosar los valores, siempre teniendo en cuenta a que 
comando pertenece cada uno de ellos.  
Para tal fin, se ha creado la siguiente función: 
 
                  “void Read_command_Value(char Command)”  
 
Esta función comienza a buscar el valor que acompaña al comando 
especificado (G, X, Y, Z, F, P, Q ó R), y tras localizalo, lo almacena en una 
estructura que contiene las variables de dichos comandos creadas. 
 
Se emplea una segunda función:  
 
                                “void Read_from_buffer ()”  
 
Lleva implícita la llamada a la función anteriormente nombrada, de modo que 
realiza la búsqueda de los valores de todos los comandos contenidos en la 
cadena de datos recibida. 
 
Posteriormente, los valores contenidos en esa estructura serán los que se 





6.10. Movimiento de los motores 
 
En primer lugar, al iniciarse el sistema, todos los motores deberán desplazarse 
a la posición de origen (0, 0, 0), la cual será alcanzada cuando los motores 
entren en contacto con los finales de carrera correspondientes al movimiento 
marcha atrás. A partir de ahí, ya se podrá conocer la posición de cada uno de 
los ejes, así como controlar su velocidad. 
Pero para ello, se debe ordenar el movimiento de los motores, y que se realiza 
de la siguiente manera: 
El microcontrolador comunica con el driver de cada uno de los motores 
mediante el bus SPI, como se ha explicado anteriormente. De este modo, 
especificará mediante una salida digital el sentido de giro del mismo 
(backward/forward), al igual que se le especificará el tipo de control escogido 
(full step/half step/microstepping…). Por último, será la señal PWM 
introducida la que ordenará por cada pulso que se genere que el motor se 






Además, en función de la velocidad con que se envíen sucesivos pulsos, 
variará la velocidad de giro del motor. 
Para el movimiento de los motores, se ha configurado las señales PWM así 
como sus respectivos temporizadores, y se emplea la siguiente función:   
 
                 “BSP_MotorControl_Move(Axis, Direction, Steps)”  
 
Dicha función ordena el movimiento del motor especificado en el número de 
pasos que se le indique. 
 
 
6.11. Conversión giro del motor a desplazamiento lineal 
 
El movimiento de los motores se traslada a los elementos móviles del sistema 
mediante elementos de transmisión (correas, poleas, husillos…).  
Como la base de la máquina CNC es ordenar a los motores que muevan la 
herramienta a un punto concreto expresado en milímetros, se necesita conocer 
la cantidad de pasos que se necesita ordenar a los motores de cada eje para 
que la herramienta se desplace 1 mm respecto a la posición anterior.  
Para conocerlo, se ha analizado en detalle los elementos de transmisión de los 
que estaba compuesto el sistema, y posteriormente, se ha analizado la relación 
de transmisión, así como los valores de movimiento del motor que se 
representan en la hoja de características del mismo. De este modo, cuando se 
reciba el valor de los Gcode en milímetros o pulgadas, este factor dará a 



























Para los ejes “X” y “Z” del sistema la relación de transmisión es la misma, 
con lo que el mismo cálculo será válido. El eje Y cuenta con otro diámetro de 
polea además de otro husillo. 
 
Dichas relaciones vienen dadas por los siguientes elementos o transmisiones: 
 
1. Polea entrada:  
 
 Ejes X, Y, Z: 
 
𝑍𝑒 = 15 𝑑𝑖𝑒𝑛𝑡𝑒𝑠 
 
𝑁𝑒 → 𝑉𝑒𝑙𝑜𝑐𝑖𝑑𝑎𝑑 𝑒𝑗𝑒 
 
 
2. Polea salida: 
 
 Ejes X, Z: 
 
𝑍𝑠 = 25 𝑑𝑖𝑒𝑛𝑡𝑒𝑠 
 
 Eje Y: 
 
𝑍𝑠 = 30 𝑑𝑖𝑒𝑛𝑡𝑒𝑠 
 
 
𝑁𝑠 → 𝑉𝑒𝑙𝑜𝑐𝑖𝑑𝑎𝑑 𝑒𝑗𝑒 
 
Con lo que se puede conocer la relación entre la entrada y la salida de estos 
sistemaS de transmisión, y que son: 
𝑍𝑒 · 𝑁𝑒 = 𝑍𝑠 ·  𝑁𝑠  
 
 Ejes X, Z: 










 Eje Y: 
















 Husillo, conectado al eje de la polea secundaria. Este husillo tiene un 
paso de rosca de 7 mm para los ejes “X” y “Z” y de 10 mm para el eje 




















Finalmente, se puede conocer la relación de transmisión final (correa + 
husillo), mediante las dos relaciones anteriormente calculadas. 
𝑃𝑎𝑠𝑜𝑠
𝑟𝑒𝑣𝑜𝑙𝑢𝑐𝑖ó𝑛
= 16 · 200 = 3200 
 
























Por tanto, con los motores correspondientes a los ejes “X” y “Z”, se necesita 



















































Dirección motor eje Y 
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8. Puesta en marcha del sistema 
 
Finalmente, con la programación correcta y verificada paso a paso, así como con el 
conexionado correcto de todos los elementos, se ha realizado la puesta en marcha 
de la máquina CNC con el fin de comprobar que la máquina lleva a cabo los 
movimientos.  
 
Tras sucesivas pruebas a diferentes velocidades, así como aceleraciones y 
deceleraciones, se ha podido observar que cuenta con una carga bastante 
importante que debe vencer cada uno de los ejes. Este factor ha llevado a que, para 
tratar de intentar que trabaje a una velocidad relativamente rápida, se generaban 
ruidos en los momentos en los cuales trataba de incrementar su velocidad hasta la 
máxima del movimiento. 
 
Para descartar la posibilidad de algún otro problema, el mismo software y 
electrónica ha sido colocado para el control de una máquina CNC casera, 
concretamente una impresora 3D. Al ponerla en funcionamiento se pudo ver que, 
en este caso, dado que las cargas a vencer eran bastante menores que para el caso 
de la máquina del laboratorio, se movía a altas velocidades sin problemas de 
aceleración ni de ruido.  
 
Dado que el trabajo se centra en la puesta en marcha de la máquina CNC del 
laboratorio, ha sido de la cual se ha pretendido grabar un pequeño vídeo, que 
aunque no se aprecie demasiado, es posible comprobar que el software 
desarrollado funciona correctamente, y que la máquina interpreta la información y 
















9. Posibles mejoras 
 
El sistema realizado se corresponde, como se ha nombrado a lo largo del 
documento, con un sistema  de coste reducido, pero que como cualquier sistema o 
máquina, es posible mejorar tanto la parte mecánica, como la parte electrónica, así 
como incluso llevar a cabo modificaciones en el software que faciliten la labor de 
utilizarla o para mejorar aspectos o comportamientos no deseados que puedan 
observarse durante el funcionamiento normal de la máquina. 
 
Algunas de estas mejoras podrían ser: 
 
•  Parte mecánica: 
Dado que la estructura y el resto de los elementos que componen la mayor parte de 
la máquina son de acero inoxidable, es muy resistente, por lo que no es necesario 
modificarlo.  
 
En cambio, con el fin de evitar problemas futuros, podría plantearse la idea de 
sustituir las varillas lisas calibradas por otras de mayor diámetro, aunque dándole 
un uso adecuado no debería haber problemas de flexión con las actuales. 
 
De igual manera, podría tratarse de reducir posibles rozamientos, que puedan 
empeorar el movimiento. 
 
•  Parte electrónica: 
En la parte electrónica, sí que es posible llevar a cabo una serie de modificaciones, 
algunas de las cuales podrían ser con el fin de mejorar, mientras que otras 
únicamente conseguirían incrementar el coste final de la máquina. 
 
Algunas de estas modificaciones podrían ser: 
- Utilizar motores paso a paso de mayor potencia, en caso de ser necesario. 
- Realimentar el sistema, para llevar a cabo el control de los motores en bucle 
cerrado mediante el empleo de encoders, para limitar la posible pérdida de pasos. 
- Sustituir los motores paso a paso actuales por servomotores, lo que dotaría al 
sistema de una mayor precisión. 
 
•  Programación: 
En cuanto a la programación, es posible llevar a cabo mejoras de una manera 
gradual, es decir, aunque el funcionamiento global de la máquina sea el correcto, 
conforme se vaya usando es posible corregir ciertos detalles que, o bien no gusten, 
o bien no deban producirse, además de ampliar las funcionalidades de la misma en 
caso de ser necesario. 
 
Por tanto, no es posible determinar estas mejoras de programación de manera 








A la vista de la diversidad de elementos necesarios para llevar a cabo una máquina 
CNC, así como de ciertos conocimientos tanto mecánicos como electrónicos y de 
programación, se puede calificar totalmente como un sistema mecatrónico. 
 
Así pues, y como se ha podido demostrar, se han ido abordando todos los aspectos 
de interés en relación al tema del proyecto, adquiriendo conocimientos de los 
cuales no se disponía, así como aprovechando los que ya se tenían gracias a los 
estudios finalizados.  
 
En cuanto al proyecto una vez terminado, ha sido de gran ayuda para una 
dedicación y aprendizaje interesantes en este tramo final del “Máster en Ingeniería 
Mecatrónica”, ya que se ha tratado con elementos electrónicos, así como 
mecánicos a grandes rasgos, habiendo estudiado su importancia y funcionamiento, 
así como los precios que tienen actualmente en el mercado. 
 
Además, se trata de un proyecto en el cual se han alcanzado los objetivos fijados al 





























 Apuntes de poliformat de la asignatura de “Sistemas embebidos” del 
“Máster en Ingeniería Mecatrónica”.  
 
 Apuntes de poliformat de la asignatura de “Diseño Electrónico Avanzado” 



























































 DEFINICIONES GENERALES 
#define NUM_AXIS 3          // Total number of axis 
#define RX_BUFFER_SIZE 80   // Reception buffer size 
 
#define X_AXIS 0    // X-axis identity   
#define Y_AXIS 1    // Y-axis identity 
#define Z_AXIS 2    // Z-axis identity   
 
#define X_MIN_POSITION 0    // X-axis min. position in mm 
#define Y_MIN_POSITION 0    // Y-axis min. position in mm 
#define Z_MIN_POSITION 0    // Z-axis min. position in mm 
 
#define X_MAX_POSITION 400  // X-axis max. position in mm 
#define Y_MAX_POSITION 400  // X-axis max. position in mm 
#define Z_MAX_POSITION 400  // X-axis max. position in mm 
 
// Distance mode 
#define ABSOLUTE_MODE 0          // G90 (default) 
#define INCREMENTAL_MODE 1       // G91 
 
// Units used 
#define MM 0                     // G21 (default) 
#define INCHES 1                 // G20 
 
// Program state 
#define RUN 0                    // default 
#define STOP 1                   // M2 
 
// Speed values 
#define DRILLING_SPEED 8000 
#define FAST_SPEED 10000 
 
// Operation cycles 
#define NONE_OR_STOP_CYCLE 0       // G80 (default) 
#define DRILLING 1                 // G81 Simple drilling 
#define DRILLING_DWELL 2           // G82 Drilling with dwell 
#define DRILLING_PECK 3            // G83 Drilling with peck 











 VARIABLES DEFINIDAS 
 
extern int Complete_line; 
 
int i, init, end, j, number; 
 
uint8_t Initial_TxBuffer[] = "Send Gcode order \n"; // Message send to 
order more commands 
uint8_t TxBuffer_OK[] = "OK \n";    // Message send when a Gcode command 
has been received completely 
uint8_t RxBuffer[RX_BUFFER_SIZE];   // Array where the received data is 
kept 
char Conversion[7];  
float axis_steps_per_mm[NUM_AXIS]={760.0, 640.0, 760.0};   // Steps/mm 
conversion 
float axis_steps_per_inch[NUM_AXIS]={19304.0, 16256.0, 19304.0}; // 
Steps/inch conversion 
float Conversion_selected[NUM_AXIS];        // Array with each axis 
conversion in selected units  
float Actual_position[NUM_AXIS] = {0.0, 0.0, 0.0};      // Actual position 
(X, Y, Z) 
 
float Movement[50];     // Array for storing all the necessary movements 
for a Gcode order 
int Total_movements;    // Total number of movements for each Gcode order 
int Direction[50];      // Array for storing the direction of each specific 
movement 
float Dwell_time;       // Time in miliseconds to wait at the bottom of the 
hole 
 
float Value;    // Variable to store the array to float converted value 
 
__IO ITStatus UartReady = SET; 
UART_HandleTypeDef UartHandle; 
 
typedef struct      // Structure to store all the received configuration 
parameters 
{ 
    uint8_t Distance_Mode;      // Absolute or relative 
    uint8_t Units;              // Inches or mm 
    uint8_t Program_State;      // Run, pause or stop 
    uint8_t Operation_Cycle;    // Simple drilling, drilling with dwell, 
peck drilling or none. 



















typedef struct      // Structure to store all the parameter values 
(position, speed, number of cycles...) 
{ 
    float X_position;   // X position 
    float Y_position;   // Y position 
    float Z_position;   // Z position 
    float R;            // retract Z position 
    float P;            // Dwell time at the bottom of the hole 
    float Q;            // Delta depth to increase each time 
    float F;            // Cutting feedrate 
    float L;            // Number of repetitions 











 COMUNICACIÓN USART 
 
UartHandle.Instance = USART2; 
UartHandle.Init.BaudRate = 19200; 
UartHandle.Init.WordLength = UART_WORDLENGTH_8B; 
UartHandle.Init.StopBits = UART_STOPBITS_1; 
UartHandle.Init.Parity = UART_PARITY_NONE; 
UartHandle.Init.Mode = UART_MODE_TX_RX; 
UartHandle.Init.HwFlowCtl = UART_HWCONTROL_NONE; 
UartHandle.Init.OverSampling = UART_OVERSAMPLING_16; 
 
void HAL_UART_MspInit( UART_HandleTypeDef *huart ) 
{ 
    GPIO_InitTypeDef GPIO_InitStruct;  
    __GPIOA_CLK_ENABLE();              
    __USART2_CLK_ENABLE(); 
  
    GPIO_InitStruct.Pin = GPIO_PIN_2 | GPIO_PIN_3; 
    GPIO_InitStruct.Mode = GPIO_MODE_AF_PP; 
    GPIO_InitStruct.Pull = GPIO_NOPULL; 
    GPIO_InitStruct.Speed = GPIO_SPEED_HIGH; 
    GPIO_InitStruct.Alternate = GPIO_AF4_USART2; 
    HAL_GPIO_Init(GPIOA, &GPIO_InitStruct); 
    HAL_NVIC_SetPriority(USART2_IRQn, 1, 0); 








void HAL_SPI_MspInit(SPI_HandleTypeDef *hspi) 
{ 
  GPIO_InitTypeDef  GPIO_InitStruct; 
   
  if(hspi->Instance == SPIx) 
  {   
    SPIx_SCK_GPIO_CLK_ENABLE(); 
    SPIx_MISO_GPIO_CLK_ENABLE(); 
    SPIx_MOSI_GPIO_CLK_ENABLE(); 
    SPIx_CLK_ENABLE();  
    GPIO_InitStruct.Pin       = SPIx_SCK_PIN; 
    GPIO_InitStruct.Mode      = GPIO_MODE_AF_PP; 
    GPIO_InitStruct.Pull      = GPIO_NOPULL; 
    GPIO_InitStruct.Speed     = GPIO_SPEED_MEDIUM; 
    GPIO_InitStruct.Alternate = SPIx_SCK_AF; 
     
    HAL_GPIO_Init(SPIx_SCK_GPIO_PORT, &GPIO_InitStruct); 
       
    GPIO_InitStruct.Pin = SPIx_MISO_PIN; 
    GPIO_InitStruct.Alternate = SPIx_MISO_AF; 
     
    HAL_GPIO_Init(SPIx_MISO_GPIO_PORT, &GPIO_InitStruct); 
     
    GPIO_InitStruct.Pin = SPIx_MOSI_PIN; 
    GPIO_InitStruct.Alternate = SPIx_MOSI_AF; 
       
    HAL_GPIO_Init(SPIx_MOSI_GPIO_PORT, &GPIO_InitStruct);    




void HAL_SPI_MspDeInit(SPI_HandleTypeDef *hspi) 
{ 
  if(hspi->Instance == SPIx) 
  {   
    SPIx_FORCE_RESET(); 
    SPIx_RELEASE_RESET(); 
 
    HAL_GPIO_DeInit(SPIx_SCK_GPIO_PORT, SPIx_SCK_PIN); 
    HAL_GPIO_DeInit(SPIx_MISO_GPIO_PORT, SPIx_MISO_PIN); 
    HAL_GPIO_DeInit(SPIx_MOSI_GPIO_PORT, SPIx_MOSI_PIN); 










 PROGRAMA PRINCIPAL 
 
int main(){ 
    /*------------- Default Values -----------------*/ 
    Values.L = 1; 
    Command_Value.Units = MM; 
    Command_Value.Distance_Mode = ABSOLUTE_MODE; 
    Command_Value.Program_State = RUN; 
    /*-----------------------------------------------*/ 
    int32_t pos; 
    uint16_t mySpeed; 
 
      HAL_Init(); 
    /* Configure the system clock */ 
    SystemClock_Config();   
        //Endstops_GpioInit(); 
    /* STM32xx HAL library initialization */ 
     
    UartHandle.Instance = USART2; 
    UartHandle.Init.BaudRate     = 19200; 
    UartHandle.Init.WordLength   = UART_WORDLENGTH_8B; 
    UartHandle.Init.StopBits     = UART_STOPBITS_1; 
    UartHandle.Init.Parity       = UART_PARITY_NONE; 
    UartHandle.Init.HwFlowCtl    = UART_HWCONTROL_NONE; 
    UartHandle.Init.Mode         = UART_MODE_TX_RX; 
    UartHandle.Init.OverSampling = UART_OVERSAMPLING_16; 
 
    HAL_UART_Init(&UartHandle); 
     
    //----- Init of the Motor control library  
  /* Start the L6474 library to use 3 devices */ 
  /* The L6474 registers are set with the predefined values */ 
  /* from file l6474_target_config.h*/ 
  BSP_MotorControl_Init(BSP_MOTOR_CONTROL_BOARD_ID_L6474, 3); 
   
  /* Attach the function MyFlagInterruptHandler (defined below) to the flag 
interrupt */ 
  BSP_MotorControl_AttachFlagInterrupt(MyFlagInterruptHandler); 
 
  /* Attach the function Error_Handler (defined below) to the error 
Handler*/ 
  BSP_MotorControl_AttachErrorHandler(Error_Handler); 
  BSP_MotorControl_SelectStepMode(0, STEP_MODE_1_16); 
  BSP_MotorControl_SelectStepMode(1, STEP_MODE_1_16); 
  BSP_MotorControl_SelectStepMode(2, STEP_MODE_1_16);   
 
  /* Move all the axis backwards to hit the min. endstop (home position) */ 
  BSP_MotorControl_Run(X_AXIS, BACKWARD); 
        while((HAL_GPIO_ReadPin(X_MIN_ENDSTOP_PORT, X_MIN_ENDSTOP_PIN)) != 
GPIO_PIN_RESET){ 
        } 











        BSP_MotorControl_Run(Y_AXIS, BACKWARD); 
        while((HAL_GPIO_ReadPin(Y_MIN_ENDSTOP_PORT, Y_MIN_ENDSTOP_PIN)) != 
GPIO_PIN_RESET){ 
        } 
        BSP_MotorControl_HardStop(Y_AXIS); 
        BSP_MotorControl_Run(Z_AXIS, BACKWARD); 
        while((HAL_GPIO_ReadPin(Z_MIN_ENDSTOP_PORT, Z_MIN_ENDSTOP_PIN)) != 
GPIO_PIN_RESET){ 
        } 
        BSP_MotorControl_HardStop(Z_AXIS); 
 
        for(i=0; i <= NUM_AXIS - 1; i++){ 
        BSP_MotorControl_SetHome(i);        // When endstop hit, set this 
position as home position 
      } 
         
    HAL_UART_Transmit_IT(&UartHandle, Initial_TxBuffer, 
sizeof(Initial_TxBuffer));  // Send message asking for Commands 
    HAL_Delay (500);        // Half second delay to be sure everything sent 
     
    while(1){ 
         
        HAL_UART_Receive_IT(&UartHandle, RxBuffer, RX_BUFFER_SIZE);     // 
Receive Gcode commands 
         
        //if (HAL_UART_Receive_IT(&UartHandle, RxBuffer, RX_BUFFER_SIZE) == 
HAL_OK){    // If a complete buffer has been received 
        if (Complete_line == 1){        // If a complete order line has 
been received 
             
            Read_from_buffer();  // Store received data for reading each 
specific value  
            Apply_commands();    // Apply the specifications and orders 
received 
 
            HAL_UART_Transmit_IT(&UartHandle, TxBuffer_OK, 
sizeof(TxBuffer_OK));  // Send message to verify the string has been 
received correctly 
            Complete_line = 0;      // Reset complete line flag 
        }    
         









 FUNCIONES PRINCIPALES 
 
void Read_command_Value(char Command){ 
  
  int i; 
  uint8_t number; 
 for(i = 0; i < RX_BUFFER_SIZE; i++){ 
 if(RxBuffer[i] == Command){ 
  i++; 
  init = i; 




  while((RxBuffer[i] != ' ') && (RxBuffer[i] != '\n') 
  && (RxBuffer[i] != '\r')){ 
   end = i; 
   i++; 
  } 
   for(number = init; number < end+1; number++){ 
   Conversion[j] = RxBuffer[number]; 
    j++; 
   } 
   Value = atof(Conversion);  
   switch (Command){ 
    case 'G': 
     switch (Value){ 
      case 20: 
       Command_Value.Units  
        = INCHES; 
      break; 
      case 21: 
       Command_Value.Units  
        = MM; 
      break; 
      case 90: 
       Command_Value.Distance_Mode  
        = ABSOLUTE_MODE; 
      break; 
      case 91: 
       Command_Value.Distance_Mode  
        = INCREMENTAL_MODE;    
      break; 
      case 80: 
       Command_Value.Program_State  
        = NONE_OR_STOP_CYCLE; 
      break; 
      case 81: 
       Command_Value.Operation_Cycle  
        = DRILLING; 
      break; 
      case 82: 
       Command_Value.Operation_Cycle  
        = DRILLING_DWELL; 
      break; 
      case 83: 




        = DRILLING_PECK; 
      break; 
      default: 
      break; 
     } 
     break; 
    case 'M': 
     switch (Value){ 
      case 2: 
       Command_Value.Program_State  
        = STOP; 
      break; 
      default: 
      break; 
     }        
    case 'X': 
     Values.X_position  
      = Value; 
    break; 
    case 'Y': 
     Values.Y_position  
      = Value; 
    break; 
    case 'Z': 
     Values.Z_position  
      = Value; 
    break;    
    case 'R': 
     Values.R  
      = Value; 
    break;     
    case 'P': 
     Values.P  
      = Value; 
    break;        
    case 'Q': 
     Values.Q  
      = Value; 
    break;       
  
    case 'F': 
     Values.F  
      = Value; 
    break;       
  
    case 'L': 
     Values.L  
      = Value; 
    break;      
    default: 










void Read_from_Buffer (void){ 
   
 Read_command_Value('G'); 
 Read_command_Value('M'); 
   
 Read_command_Value('X');  
 Read_command_Value('Y'); 
 Read_command_Value('Z'); 








void Get_movements(void){   // Function to calculate the necessary       
movements and the order 
    uint8_t i = 0; 
    uint8_t j = 0; 
    uint8_t k = 0; 
    float Actual_hole_depth = 0.0; 
    float Start_position = 0.0; 
    switch(Command_Value.Operation_Cycle){ 
        case FAST_MOVEMENT: 
                Movement[0] = Values.Z_position - (Actual_position[Z_AXIS] 
* (1 - Command_Value.Distance_Mode)); 
                Actual_position[Z_AXIS] = Values.Z_position + 
(Actual_position[Z_AXIS] * 
Command_Value.Distance_Mode); 
                Movement[1] = Values.X_position - (Actual_position[X_AXIS] 
* (1 - Command_Value.Distance_Mode)); 
                Actual_position[X_AXIS] = Values.X_position + 
(Actual_position[X_AXIS] * 
Command_Value.Distance_Mode); 
                Movement[2] = Values.Y_position - (Actual_position[Y_AXIS] 
* (1 - Command_Value.Distance_Mode)); 
                Actual_position[Y_AXIS] = Values.Y_position + 
(Actual_position[Y_AXIS] * 
Command_Value.Distance_Mode); 
        break; 
        case DRILLING: 
            Movement[i] = Values.R - (Actual_position[Z_AXIS] * (1 - 
Command_Value.Distance_Mode)); 
            Actual_position[Z_AXIS] = Values.R + (Actual_position[Z_AXIS] * 
Command_Value.Distance_Mode);            
            i++; 
            for(j = 0; j <= (Values.L - 1); j++){ 
                Movement[i] = Values.X_position - (Actual_position[X_AXIS] 
* (1 - Command_Value.Distance_Mode)); 
                Actual_position[X_AXIS] = Values.X_position + 
(Actual_position[X_AXIS] * 
Command_Value.Distance_Mode); 
                i++; 
                Movement[i] = Values.Y_position - (Actual_position[Y_AXIS] 




                Actual_position[Y_AXIS] = Values.Y_position + 
(Actual_position[Y_AXIS] * 
Command_Value.Distance_Mode); 
                i++; 
                Movement[i] = Values.Z_position - (Actual_position[Z_AXIS] 
* (1 - Command_Value.Distance_Mode)); 
                Actual_position[Z_AXIS] = Values.Z_position + 
(Actual_position[Z_AXIS] * 
Command_Value.Distance_Mode); 
                i++; 
                Movement[i] = - Movement[i-1]; 
                Actual_position[Z_AXIS] = Values.R + 
(Actual_position[Z_AXIS] * 
Command_Value.Distance_Mode); 
                i++; 
            } 
            Total_movements = i; 
        break; 
         
        case DRILLING_DWELL: 
            Movement[i] = Values.R - (Actual_position[Z_AXIS] * (1 - 
Command_Value.Distance_Mode)); 
            Actual_position[Z_AXIS] = Values.R + (Actual_position[Z_AXIS] * 
Command_Value.Distance_Mode);            
            i++; 
            for(j = 0; j <= (Values.L - 1); j++){ 
                Movement[i] = Values.X_position - (Actual_position[X_AXIS] 
* (1 - Command_Value.Distance_Mode)); 
                Actual_position[X_AXIS] = Values.X_position + 
(Actual_position[X_AXIS] * 
Command_Value.Distance_Mode); 
                i++; 
                Movement[i] = Values.Y_position - (Actual_position[Y_AXIS] 
* (1 - Command_Value.Distance_Mode)); 
                Actual_position[Y_AXIS] = Values.Y_position + 
(Actual_position[Y_AXIS] * 
Command_Value.Distance_Mode); 
                i++; 
                Movement[i] = Values.Z_position - (Actual_position[Z_AXIS] 
* (1 - Command_Value.Distance_Mode)); 
                Actual_position[Z_AXIS] = Values.Z_position + 
(Actual_position[Z_AXIS] * 
Command_Value.Distance_Mode); 
                i++; 
                Dwell_time = (Values.P) * 1000; 
                Movement[i] = - Movement[i-1]; 
                Actual_position[Z_AXIS] = Values.R + 
(Actual_position[Z_AXIS] * 
Command_Value.Distance_Mode); 
                i++; 
            } 
            Total_movements = i;     
        break; 
         
        case DRILLING_PECK: 
            Movement[i] = Values.R - (Actual_position[Z_AXIS] * (1 - 
Command_Value.Distance_Mode)); 
            Actual_position[Z_AXIS] = Values.R + (Actual_position[Z_AXIS] * 
Command_Value.Distance_Mode);        
            Start_position = Actual_position[Z_AXIS]; 




            for(j = 0; j <= (Values.L - 1); j++){ 
                Movement[i] = Values.X_position - (Actual_position[X_AXIS] 
* (1 - Command_Value.Distance_Mode)); 
                Actual_position[X_AXIS] = Values.X_position + 
(Actual_position[X_AXIS] * 
Command_Value.Distance_Mode); 
                i++; 
                Movement[i] = Values.Y_position - (Actual_position[Y_AXIS] 
* (1 - Command_Value.Distance_Mode)); 
                Actual_position[Y_AXIS] = Values.Y_position + 
(Actual_position[Y_AXIS] * 
Command_Value.Distance_Mode); 
                i++; 
                Actual_hole_depth = 0; 
                for(k = 0; k <= (((Start_position - (Start_position + 
Values.Z_position))/Values.Q) - 1); k++){ 
                    Movement[i] = - Actual_hole_depth; 
                    Actual_position[Z_AXIS] = Actual_position[Z_AXIS] - 
Actual_hole_depth; 
                    i++; 
                    Movement[i] = - Values.Q; 
                    Actual_position[Z_AXIS] = Actual_position[Z_AXIS] - 
Values.Q; 
                    Actual_hole_depth = Start_position - 
Actual_position[Z_AXIS]; 
                    i++; 
                    Movement[i] = Actual_hole_depth; 
                    Actual_position[Z_AXIS] = Start_position; 
                    i++; 
                } 
            } 
            Total_movements = i; 
        break; 





      int i; 
    switch (Command_Value.Program_State){ 
           case STOP: 
                for (i = 0; i < NUM_AXIS; i++){ 
                   BSP_MotorControl_GoHome(i);  
                   BSP_MotorControl_WaitWhileActive(i); 
                } 
             BSP_MotorControl_ResetAllDevices(); 
           break; 
           case RUN: 
             BSP_MotorControl_ReleaseReset(); 
           break; 
           default: 
           break; 







  case MM: 
   for(i = 0; i < NUM_AXIS; i++){ 
    Conversion_selected[i] = axis_steps_per_mm[i]; 
   } 
  break; 
  case INCHES: 
   for(i = 0; i < NUM_AXIS; i++){ 
      Conversion_selected[i] = axis_steps_per_inch[i]; 
   } 
  break; 
 } 
   
 
      Get_movements();    // Apply all the configurations and operation 









            case FAST_MOVEMENT: 
                 Fast_coordinates_movement(); 
            break; 
 
  case DRILLING: 
   Simple_drilling_operation(); 
  break; 
  case DRILLING_DWELL: 
   Driling_with_dwell_operation(); 
  break;       
  case DRILLING_PECK: 
   Drilling_with_peck_operation(); 
  break;        
 } 





     
    for(i = 0; i <= NUM_AXIS + 1; i++){ 
        if (Movement[i] <= 0){ 
            Direction[i] = BACKWARD; 
            Movement[i] = - Movement[i]; 
        } 
        else{ 
            Direction[i] = FORWARD; 
        } 
    } 







    BSP_MotorControl_Move(Z_AXIS, Direction[0], Movement[0] * 
Conversion_selected[Z_AXIS]);  
    BSP_MotorControl_WaitWhileActive(Z_AXIS); 
    BSP_MotorControl_Move(X_AXIS, Direction[1], Movement[1] * 
Conversion_selected[X_AXIS]); 
    BSP_MotorControl_Move(Y_AXIS, Direction[2], Movement[2] * 
Conversion_selected[Y_AXIS]); 
    BSP_MotorControl_WaitWhileActive(X_AXIS); 




void Simple_drilling_operation(void){   // Function which specify the 
movements for a simple drilling operation 
    uint8_t j = 0; 
    int i; 
    uint8_t cycle = 0; 
     
    for(i = 0; i <= (Total_movements+1); i++){ 
        if (Movement[i] <= 0){ 
            Direction[i] = BACKWARD; 
            Movement[i] = - Movement[i]; 
        } 
        else{ 
            Direction[i] = FORWARD; 
        } 
    } 
    BSP_MotorControl_SetMaxSpeed(Z_AXIS, FAST_SPEED); 
    BSP_MotorControl_Move(Z_AXIS, Direction[0], Movement[0] * 
Conversion_selected[Z_AXIS]); 
    BSP_MotorControl_WaitWhileActive(Z_AXIS); 
    for(i = 0; i <= (Values.L - 1); i++){ 
        BSP_MotorControl_Move(X_AXIS, Direction[(i*4)+1], Movement[(i*4)+1] 
* Conversion_selected[X_AXIS]); 
        BSP_MotorControl_Move(Y_AXIS, Direction[(i*4)+2], Movement[(i*4)+2] 
* Conversion_selected[Y_AXIS]); 
        BSP_MotorControl_WaitWhileActive(X_AXIS); 
        BSP_MotorControl_WaitWhileActive(Y_AXIS); 
        cycle = 0; 
        for(j = (3+(4*i)); j <= (4+(4*i)); j++){ 
            if (cycle == 0){ 
                BSP_MotorControl_SetMaxSpeed(Z_AXIS, DRILLING_SPEED); 
            } 
            else{ 
                BSP_MotorControl_SetMaxSpeed(Z_AXIS, FAST_SPEED); 
            } 
            cycle = 1; 
            BSP_MotorControl_Move(Z_AXIS, Direction[j], Movement[j] * 
Conversion_selected[Z_AXIS]); 
            BSP_MotorControl_WaitWhileActive(Z_AXIS); 
        }        









void Drilling_with_dwell_operation(void){   // Function which specify the 
movements for a drilling with dwell operation 
    uint8_t j = 0; 
    int i; 
    uint8_t cycle = 0; 
     
    for(i = 0; i <= (Total_movements+1); i++){ 
        if (Movement[i] <= 0){ 
            Direction[i] = BACKWARD; 
            Movement[i] = - Movement[i]; 




        else{ 
            Direction[i] = FORWARD; 
        } 
    } 
    BSP_MotorControl_Move(Z_AXIS, Direction[0], Movement[0] * 
Conversion_selected[Z_AXIS]); 
    BSP_MotorControl_WaitWhileActive(Z_AXIS); 
    for(i = 0; i <= (Values.L - 1); i++){ 
        BSP_MotorControl_Move(X_AXIS, Direction[(i*4)+1], Movement[(i*4)+1] 
* Conversion_selected[X_AXIS]); 
        BSP_MotorControl_Move(Y_AXIS, Direction[(i*4)+2], Movement[(i*4)+2] 
* Conversion_selected[Y_AXIS]); 
        BSP_MotorControl_WaitWhileActive(X_AXIS); 
        BSP_MotorControl_WaitWhileActive(Y_AXIS); 
        cycle = 0; 
        for(j = (3+(4*i)); j <= (4+(4*i)); j++){ 
            if (cycle == 0){ 
                BSP_MotorControl_SetMaxSpeed(Z_AXIS, DRILLING_SPEED); 
            } 
            else{ 
                BSP_MotorControl_SetMaxSpeed(Z_AXIS, FAST_SPEED); 
            } 
            cycle = 1; 
            BSP_MotorControl_Move(Z_AXIS, Direction[j], Movement[j] * 
Conversion_selected[Z_AXIS]); 
            BSP_MotorControl_WaitWhileActive(Z_AXIS); 
            if(j == (3+(4*i))){ 
                HAL_Delay (Dwell_time); 
            } 
        }    














void Drilling_with_peck_operation(void){    // Function which specify the 
movements for a peck drilling operation 
    uint8_t j = 0; 
    int num = 0; 
    int i; 
    uint8_t cycle = 0; 
 
    int Movements_per_cycle = (Total_movements/Values.L); 
     
    for(i = 0; i <= (Total_movements+1); i++){ 
        if (Movement[i] <= 0){ 
            Direction[i] = BACKWARD; 
            Movement[i] = - Movement[i]; 
        } 
        else{ 
            Direction[i] = FORWARD; 
        } 
    } 
    BSP_MotorControl_SetMaxSpeed(Z_AXIS, FAST_SPEED); 
    BSP_MotorControl_Move(Z_AXIS, Direction[num], Movement[num] * 
Conversion_selected[Z_AXIS]); 
    num++; 





    for(i = 0; i <= (Values.L - 1); i++){ 
        BSP_MotorControl_Move(X_AXIS, Direction[num], Movement[num] * 
Conversion_selected[X_AXIS]); 
        num++; 
        BSP_MotorControl_Move(Y_AXIS, Direction[num], Movement[num] * 
Conversion_selected[Y_AXIS]); 
        num++; 
        BSP_MotorControl_WaitWhileActive(X_AXIS); 
        BSP_MotorControl_WaitWhileActive(Y_AXIS); 
        cycle = 0; 
        for(j = 0; j <= ((((Total_movements-1)/Values.L)-2)-1); j++){ 
            if (cycle == 0){ 
                BSP_MotorControl_SetMaxSpeed(Z_AXIS, DRILLING_SPEED); 
            } 
            else{ 
                BSP_MotorControl_SetMaxSpeed(Z_AXIS, FAST_SPEED); 
            } 
            cycle++; 
            if (cycle == 3){ 
                cycle = 0; 
            } 
            BSP_MotorControl_Move(Z_AXIS, Direction[num], Movement[num] * 
Conversion_selected[Z_AXIS]); 
            num++; 
            BSP_MotorControl_WaitWhileActive(Z_AXIS); 
        } 











































































































































Ilustración 45: Estructura Ilustración 44: Husillo de bolas 































Ilustración 47: Transmisión por correa eje Z 
Ilustración 48: Sistema de poleas 

















































Ilustración 51: Final de carrera 
Ilustración 52: Motor eje X 
Ilustración 54: Encoder óptico eje Z Ilustración 53: Circuito antirebote 
















Ilustración 57: Vista  de perfil del microcontrolador 
y drivers conectados 
Ilustración 56: Vista alzado del 
microcontrolador y los drivers conectados 
Ilustración 59: Convertidor USB - serie 
















































Ilustración 60: Vista general del sistema 










































































El presente documento tiene por objeto plasmar y reflejar la totalidad de los elementos 
que intervienen en la fabricación de la máquina CNC. 
Por tanto, recoge tanto los materiales electrónicos como mecánicos. En él se van a 
mostrar los precios de cada uno de ellos con el fin de tener la certeza de la procedencia 
de cada uno de los costes aplicados a la misma y tener conocimiento del gasto que se 
va a generar. 
Se debe tener en cuenta que los precios no incluyen el IVA, ya que se tiene en cuenta 
sobre la cuantía final. 
Es por tanto que este documento, junto con la memoria, el código y los planos, supone 
la base más importante y necesaria para el desarrollo y realización de la máquina CNC 
























Nº producto Elemento Precio Cantidad Importe 
total 
PARTE ELECTRÓNICA 
1 Microcontrolador STM32L053R8 
 
10,50 € 1 ud 10,50 € 
2 Motor paso a paso  MAE HY200-2232-190C8 
 
150 € 3 uds 450 € 
3 Driver motor paso a paso 
 
11,44 € 3 uds 34,32 € 
4 Convertidor serie-TTL 
 
5,30 € 1 ud 5,30 € 
5 Final de carrera 
 
1,33 € 3 uds 3,99 € 
6 Fuente de alimentación 48 V – 20 A 
 
93,50 € 1 ud 93,50 € 
7 Cable 
 
0,55 €/m 8 uds 4,40 € 
8 Máquina herramienta para taladrar /fresar 
 
25,00 € 1 ud 25,00 € 
PARTE MECÁNICA 
   
9 Estructura 40 € 
 
1 ud 40 € 
10 Barra lisa calibrada 
 
35 €/m 6 uds 210 € 
11 Husillo + tuerca de bolas 
 
62 € 4 ud  248 € 
12 Polea dentada 20 dientes 
 
7,30 € 3 uds 
 
 21,90 € 
13 Polea dentada 40 dientes 13,90  € 3 uds 41,70 € 
 
14 
Correa dentada 48 dientes 
 
15,34 € 3 uds 
 
 46,02 € 
15 Rodamiento lineal 17,30 € 12 uds 
 
 207,60 € 
16 Base imponible 
 
- - 1442,23 € 
17 Importe IVA 
 
21 % - 302,87 € 
18 Importe total 
 
- - 1745,10 € 
