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Resumo
A sociedade quotidiana está embebida na tecnologia. Várias atividades do nosso dia-a-dia
estão diretamente ligadas e dependentes do mundo tecnológico. Isto torna-se mais evidente no
contexto do MIEIC, onde todo o percurso académico está relacionado com software.
Sendo assim, no conjunto de métodos automáticos já implementados no curso, há realidades
não enquadradas na ideologia da automação: o processo de correção de testes. Em unidades
curriculares como LPOO e MPCP são usados IDEs para a resolução de exercícios de programação.
No entanto, o processo de correção é essencialmente manual, exigindo um esforço significativo
dos docentes e uma espera acrescida dos alunos pelo feedback.
Assim, o objetivo desta dissertação é desenvolver uma plataforma Web que permita a avaliação
automática de programas desenvolvidos pelos alunos em contexto de exame ou aula. A plataforma
permitirá aos alunos submeterem o seu código e, posteriormente, num ambiente controlado e
seguro (protegendo de código malicioso e/ou ciclos infinitos), executar o código e uma bateria
de testes (disponibilizada pelo docente) comparando o output esperado com o obtido. Por fim, a
plataforma apresenta os resultados automaticamente ao aluno.
Esta dissertação envolveu, numa fase inicial, um estudo de várias ferramentas e frameworks
existentes que permitem, sob diferentes contextos , a avaliação automática de código como o Mo-
oshak ou o SPOJ com o objetivo de identificar pontos fortes que sejam passiveis de integração
com o Moodle. Posteriormente, a plataforma foi desenvolvida seguindo um processo iterativo, em
3 fases: desenvolvimento de um servidor que permitirá a submissão do código e bateria de testes
por parte do aluno e do docente, respetivamente; desenvolvimento de ambiente server-side res-
ponsável pela avaliação do código e retorno dessa mesma avaliação; desenvolvimento da interface
de visualização do output esperado e obtido e das estatísticas relativas à execução.
A ferramenta foi validada recorrendo a contextos reais, as aulas de MPCP e LPOO. É ex-
petável que a plataforma seja útil no processo de avaliação de código, onde o principal objetivo
é proporcionar um ambiente mais propício para os alunos e mais seguro e automático para os
docentes.
Este documento encontra-se dividido em 5 seções: A primeira introduz o contexto do pro-
blema desta dissertação, a motivação e objetivos e terminada com uma exposição do conteúdo de
cada uma das seguintes seções. A segunda consiste numa contextualização de quando são usadas
ferramentas de avaliação automática de código fonte, um apanhado das várias plataformas de e-
learning e ferramentas existentes. A terceira expõe a solução desenvolvida nesta dissertação, que
compreende a arquitetura do sistema, as funcionalidades implementadas, as interfaces, estruturas
de dados na base de dados e no servidor e a descrição dos módulos de correção automática. A
quarta expõe as experiências realizadas de modo a validar a solução e os resultados corresponden-
tes. Por fim, a quinta apresenta as conclusões retiradas e os planos para trabalho futuro.
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Abstract
Todays’ society is linked with technology. Several activities of our day-to-day are both directly
linked and dependent on the technological world. This becomes more evident in the MIEIC’s
context, where the entire academic course is related to software in such way that all the skills
learned by the students are developed through and for technology.
Thus, in the set of automatic methods already implemented in the course, there are realities
that don’t fit in the ideology of automation: the process of correcting exercices. In curricular
units like Laboratório de Programação Orientada a Objectos (LPOO) and Microprocessadores e
Computadores Pessoais (MPCP), students use IDEs to solve programming exercises. However,
the correction process is essentially manual, requiring a significant effort from the teachers and an
increased dwell time of the students to receive feedback.
Thus, the objective of this dissertation was to develop a web platform that allows the automa-
ticly evaluate the programs developed by the students in an exam and class context. The platform
allows students to submit their code and then, in a controlled and secure environment (protected
against malicious code and / or infinite cycles), execute the code and a battery of tests (made avai-
lable by the teacher) comparing the returned output of the program with the expected one. Finally,
the platform shall present the results automatically to the student, as well as the statistics related
to the execution time.
This dissertation will involve, at an early stage, a study of the several existing tools and fra-
meworks that allow, under different contexts, to evaluate automatically source code such as Mo-
oshak or SPOJ with the aim of identifying strengths that can be integrated with Moodle. Subse-
quently, the platform will be developed following an iterative process, in 3 phases: development
of a server that will allow the submission of code and battery of tests by the student and the tea-
cher, respectively; development of the server-side environment responsible for evaluating the code
and return of that same evaluation; development of the expected and obtained output visualization
interface and execution statistics.
The tool will be validated using real contexts, MPCP and LPOO classes. It is likely that the
platform will be useful in the code evaluation process, where the main objective is to provide an
environment more conducive to students and more secure and automatic for teachers.
This document is divided into 5 sections: The first introduces the context of the problem, the
motivation and objectives and ends with an exposition of the content of each of the following
sections. The second is a conceptualization of when and where the automatic evaluation tools are
used and presents a collection of the various e-learning platforms and existing tools. The third
presents the developd solution in this dissertation, which includes the system architecture, the
implemented functionalities, interfaces, data structures in the database and server and the descrip-
tion of the automatic correction modules. The fourth section describes the experiments made and
corresponding results and, finally, the fifth presents the conclusions and the plans for future work.
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Capítulo 1
Introdução
Esta seção introdutória começa por dar um contexto no qual é inserida esta dissertação ex-
plicando a necessidade de elaboração da mesma na seção 1.1. A seção 1.2 define os objetivos e
artefatos que serão produzidos neste projeto. Por fim, a seção 1.3 dá um breve sumário da estrutura
desta dissertação e o que se pode encontrar em cada capítulo.
1.1 Contexto
Nos tempos mais recentes, temos assistido à crescente utilização de plataformas de e-learning
e as suas ferramentas têm assumido um papel cada vez mais ativo no ensino português. Não só os
docentes têm vindo a dar preferência a estas ferramentas na medida em que permitem um ambiente
mais didático e interessante ao estudante dos dias de hoje e dão ênfase à aprendizagem através da
tecnologia.
As ferramentas de e-learning são caracterizadas pelo seu modelo de ensino à distância baseado
numa plataforma online acedida através de um Web Browser. Este método de ensino possui uma
vasta panóplia de plataformas, como, por exemplo, o Moodle, plataforma de eleição na FEUP,
que possui múltiplas formas de apoio ao ensino, como resolução de exercícios online, troca de
mensagens com professores, etc. Grande parte destas ferramentas suporta a adição de novas fun-
cionalidades sob a forma de plugins.
No caso do ensino superior português, nomeadamente na Universidade do Porto, o Moodle
tornou-se numa plataforma importantíssima, sendo óbvias as imensas vantagens que este traz ao
apoio ao ensino, fornecendo recursos de gestão de documentos, disponibilização de conteúdos
curriculares, comunicação entre alunos e docentes, criação de quizzes e plataforma de resolução
de exames e exercícios. No que toca ao ensino de Unidades Curriculares que envolvam progra-
mação surge também a necessidade e a ideia de utilizar ferramentas capazes de dar suporte ao
desenvolvimento e correção de código, uma vez que este é feito manualmente pelo docente.
1
Introdução
A criação e promoção de concursos de programação veio, também, acrescentar a necessidade
de criação e desenvolvimento de ferramentas capazes de executar e analisar código e comparar o
resultado obtido pelo programa a concurso bem como a análise de diversas métricas e estatísticas.
Existem imensas ferramentas já desenvolvidas capazes de realizar todas estas funcionalidades,
no entanto, todas elas foram desenvolvidas dado uma necessidade em específico, e, desta forma,
podem não ser ideais para a correcção de exercícios num contexto de ensino nem permitem à
instituição de ensino gerir os alunos e docentes.
1.2 Motivação e Objetivos
Nesta dissertação pretende-se desenvolver uma plataforma web integrada com o Moodle, uma
plataforma de e-learning, capaz de auxiliar os docentes de Laboratório de Programação Orien-
tada por Objectos (LPOO) e Microprocessadores e Computadores Pessoais (MPCP) do Mestrado
Integrado em Engenharia Informática e Computação da Faculdade de Engenharia da Universidade
do Porto no desempenho das tarefas de avaliação e correção dos exercícios práticos de programa-
ção dos alunos dessas mesmas Unidades Curriculares (Uc).
Através do conjunto de testes unitários, fornecidos pelos docentes das UCs supra-mencionadas,
é possível construir um ambiente seguro e automático que permitirá que os alunos tenham o seu
exercício avaliado sem a intervenção dos docentes.
Para esta dissertação foi, então, proposto o desenvolvimento de um sistema capaz de dar apoio
ao ensino de UCs na FEUP, na medida que possa agilizar todo o processo de correção de exercícios
de programação bem como disponibilizar feedback aos alunos a quando do término do exercício
em questão.
Este sistema deve procurar ser integrável com a plataforma Moodle, já utilizada e aceite na
UP, promovendo e potencializando o máximo possível a utilidade da mesma. Este sistema tem de,
por um lado, ser capaz de usufruir de todas as vantagens que as plataformas e-learning oferecem
e ao mesmo tempo permitir efetuar a análise de código fonte bem como sua execução, correção
face aos testes unitários e respetiva análise do resultado de saída.
A organização e autenticação de alunos e professores é uma das principais características do
sistema a desenvolver sendo que terá de ser implementada de acordo com as credenciais usadas
no Sistema de Informação para Gestão Agregada dos Recursos e dos Registos Académicos (SI-
GARRA), também usadas pelo Moodle. Outra caraterística de extrema importância é a gestão dos
exercícios num contexto de exame ou aula; estes terão de ser identificados por ocorrência, por UC
e por exame e ter associados a si uma bateria de testes (a ser disponibilizada pelo docente a quando
da submissão do exame/exercicio) de modo a validar a qualidade, correção e eficiência do código
fonte submetido pelos alunos como resposta ao exercício.
O sistema a desenvolver tem de estar preparado para momentos de stress mais extremos, ou
seja, com muita afluência de alunos a efetuarem submissões dos seus exercícios. Estes momentos
serão inevitáveis dado o tempo limitado no contexto de exame. O sistema deve procurar enviar
uma resposta no menor intervalo de tempo acerca da validade da submissão e, caso seja da intenção
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do docente, do processo de execução do código do aluno apresentando a informação relativa a
correção do código fonte de modo a facilitar a deteção de erros por parte do aluno.
Todo o processo de execução do código fonte submetido deverá ser realizado num ambiente
sandbox, onde a execução de código malicioso não irá comprometer a máquina do docente, nem
de outras que estejam presentes na rede. É necessário que o sistema arquive, de uma forma orga-
nizada, todo o código fonte e bateria testes associados, disponibilizando um leque de estatísticas,
organizadas por exercício e por exame, como: exercício mais vezes errado; bateria de testes que
falhou mais vezes e outras ainda por definir. O sistema deve permitir aos docentes exportar, tam-
bém de forma organizada, o código fonte, o exame, e as baterias de testes, inclusive de ocorrências
anteriores da Unidade Curricular.
1.3 Estrutura da Dissertação
Este relatório encontra-se organizado em 5 capítulos, sendo que o primeiro o presente capítulo.
No segundo capítulo é apresentado o estado da arte no qual são descritas as várias ferramentas e
plataformas de e-learning que têm vindo a ser desenvolvidas e que de alguma forma poderiam
colmatar o problema contemplado nesta dissertação. O terceiro capítulo descreve a solução desen-
volvida. Neste capítulo é apresentada a arquitetura, interação e interfaces do sistema, as depen-
dências existentes, a API fornecida e são descritos os módulos de correção automática. O quarto
capítulo descreve as experiências realizados e resultados obtidos. Por fim, o último capítulo expõe
as conclusões desta dissertação, algumas considerações e ideias para trabalho futuro.
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Capítulo 2
Revisão Bibliográfica
Neste capítulo será contextualizado o estado da arte, apresentando alguns sistemas e tecnolo-
gias que podem ser aplicadas no apoio ao ensino à distância e de execução e análise de código
fonte, algumas plataformas de e-learning passíveis de ser integradas com as ditas ferramentas e
algumas aproximações para a resolução do problema apresentado neste trabalho.
2.1 Contextualização do Uso das Plataformas de E-learning
Nos dias de hoje, estamos inseridos num contexto cada vez mais dependente da tecnologia;
o ensino superior não é excepção, sendo que os paradigmas e referências relativos ao sistema de
ensino e os seus processos está a divergir de forma estável para um modelo tecnológico e online
[CPP08].
No caso da UP, vemos, cada vez mais, a utilização e apoio nas ferramentas de e-learning a
tomar um papel predominante como é o caso do Moodle. O objetivo desta dissertação, como
foi mencionado no capítulo anterior, passa pelo desenvolvimento de um sistema capaz de agilizar
todo o processo de correção de exercícios de programação e de disponibilizar feedback aos alunos
a quando do término do exercício em questão. Para isso, é importante analisar quais as ferramentas
que permitem compilar e executar e avaliar o código fonte produzido pelos alunos.
Quando pretendemos escolher uma ferramenta que suporte a compilação e execução de código
fonte deve ser tida em consideração a de definir bem o que pretendemos obter da análise do resul-
tado obtido tendo em consideração várias métricas. Essas métricas consistem num leque alargado
de pontos: a comparação do resultado obtido com um resultado esperado, a sintaxe e semântica do
código, a análise do código fonte em si de modo a verificar se as estruturas lógicas implementadas
respeitam a implementação pretendida dos conceitos exigidos no enunciado, o número de testes
unitários executados com êxito, etc.
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2.2 Plataformas de E-learning
2.2.1 Moodle
O Moodle1, “Modular Object-Oriented Dynamic Learning Environment”, é uma plataforma
de e-learning, Virtual Learning Environment (VLE), desenvolvida tendo em conta certos princípios
pedagógicos bem definidos e a pensar na criação de comunidades focadas na aprendizagem, que
se encontra em constante evolução adequando-se aos novos requisitos e necessidades que vão
surgindo, sendo das plataformas mais utilizadas por escolas e universidades, como é o caso da
Universidade do Porto, tanto para cursos online como nas aulas presenciais.
O Moodle é, portanto, um sistema de gestão de cursos, desenvolvido em PHP2 para criar e ge-
rir cursos de uma forma online. A sua principal vantagem é o facto de ser open source, permitindo
que qualquer utilizador modifique e faça adaptações do ambiente, de acordo com as suas próprias
necessidades, o que proporcionou que tenham vindo a ser desenvolvidos vários plugins com os
mais diversos objetivos.
Para além dos plugins desenvolvidos pelos utilizadores, este sistema possui um leque alargado
de funcionalidades implementadas de forma nativa. Algumas destas, e que são importantes para
o contexto desta dissertação, são a submissão de trabalhos (submissão de ficheiros), download
de ficheiros disponibilizados pelos utilizadores (professores ou alunos), elaboração e realização
de exames, com exercícios sob a forma de resposta aberta, escolha múltipla, verdadeiro ou falso
e preenchimento de espaços, e implementação com vários sistemas de autenticação (como o SI-
GARRA no caso da UP). Apesar de tudo, o Moodle tem a grande desvantagem de não ter suporte
para efetuar a análise e execução de código fonte.
2.2.2 BlackBoard
O Blackboard3, outro exemplo de uma plataforma de apoio ao ensino, é um sistema web pago
focado principalmente no ambiente educacional universitário e secundário. Esta plataforma, tam-
bém ela uma VLE é constituída por diversos módulos com diferentes especificações funcionando
de forma integrada. À semelhança do Moodle, esta ferramenta permite aos docentes disponibilizar
conteúdos online nos mais variados formatos, a criação de questionários de preparação para exa-
mes bem como ferramentas que permitem o trabalho colaborativo entre alunos através de fóruns,
mensagens instantâneas, partilha de ficheiros e controlo do tempo com vista a organizar da melhor
forma o estudo. Para além disso, o Blackboard disponibiliza, também, ferramentas para simula-
ção de exercícios em contexto real recorrendo a ferramentas externas para criação de ambientes
de simulação. Esta plataforma de e-learning é usada, por exemplo, na Universidade do Minho e
na Delft University of Technology.
Assim como o Moodle, e apesar de possuir ferramentas de gestão de alunos e de submissão
de ficheiros, não existe ainda a funcionalidade de análise e execução de código. No entanto,
1Moodle Trust. Moodle.org. https://moodle.org, 2 de Agosto de 2017
2PHP: Hypertext Preprocessor, https://secure.php.net/, 2 de Agosto de 2017
3Blackboard Inc. Blackboard international | emea. http://www.blackboard.com/,2 de Agosto de 2017
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pode ser possível obtê-la pois a empresa responsável oferece um serviço de desenvolvimento de
funcionalidades extra através de um custo acrescido aquando da compra da plataforma.
2.2.3 Docebo
O Docebo4, mais um exemplo de uma plataforma de E-learning, é um Learning Management
System (LMS) hospedado na Cloud focada mais no âmbito empresarial sendo que é usado no sen-
tido de treinar certas competências dos funcionários de uma dada empresa que possua o software.
Esta plataforma fornece as suas funcionalidades sob a forma de white labelling and branding fa-
zendo parecer que o conteúdo desta é do cliente tornando-o mais único e profissional. Assim
como as plataformas já mencionadas esta plataforma permite disponibilizar conteúdos online em
vários formatos, a criação de questionários, calendarizar aulas online e atribuir tarefas nas quais os
alunos têm de submeter ficheiros como resposta. Mais uma vez, não existe ainda a possibilidade
de efectuar análise e execução de código fonte.
2.2.4 Analise Comparativa
A análise das vantagens e desvantagens das plataformas de e-learning supramencionadas está
descrita na tabela 2.1.
Ferramenta Moodle Blackboard Docebo
Pagamento Gratuito Pago Subscrições
Possibilidade de
acrescentar features
Personalizáveis
(Desenvolvidas
pelos utilizadores)
Funcionalidades Extra
incluídas no Preço
Não há
funcionalidades
personalizadas
Manutenção
da plataforma
Automático Manual Automático
Exercícios Sim Sim Sim
Compilação de código Não Não Não
Execução de código Não Não Não
Submissão de ficheiros Sim Sim Sim
Suporte Online Knowledge Center
Forms
Knowledge Base
+
Live Tech Support
Knowledge Base
Tabela 2.1: Análise comparativa das plataformas de E-learning
Como podemos ver pela análise da tabela, todas as ferramentas têm bastante suporte online
e apresentam as funcionalidades base de gestão de contas de alunos e docentes, submissão de
ficheiros e criação de exercícios. O Moodle surge como mais vantajoso quando comparado com as
demais ferramentas devido ao facto de ser gratuito e open source o que permite que cada utilizador
4Docebo | Learning Management System | Best Cloud LMS system | Elearning platform, https://www.docebo.com/,
2 de Agosto de 2017
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possa desenvolver funcionalidades personalizadas. No entanto, todas estas plataformas padecem
da limitação de não permitirem execução de código.
2.3 Ferramentas de Avaliação Automática de Programas
Nesta secção serão apresentadas algumas ferramentas existentes de análise e execução de có-
digo fonte que podem ser enquadradas no contexto de correção de exercícios de programação. É
de notar que, apesar de algumas destas poderem se encontrar num estado de evolução estagnado,
algumas continuam em desenvolvimento suportando compilação de cada vez mais linguagens de
programação.
Ao contrário das plataformas de e-learning, estas ferramentas já suportam a compilação e exe-
cução de código fonte e são usadas maioritariamente em concursos de programação como Marcos
Kirchner descreve no seu artigo [Kir04]. Nos concursos de programação, os concorrentes têm de
criar soluções para os problemas que lhes são apresentados. Cada solução é um ficheiro de có-
digo fonte escrito na linguagem de programação definida pelo concurso, que, quando compilado
executa um programa que através de um input gera um output. Por fim, o programa é avaliado
pela ferramenta online de eleição do concurso e vence o concorrente que tenha a melhor avaliação
[KPG05]. No entanto, dada a natureza e o modo de utilização destas ferramentas pode-se extrapo-
lar o seu uso para um contexto de ensino sob a forma de corretores de exercícios de programação
no contexto de aula ou de exame.
2.3.1 Mooshak
O Mooshak é um sistema web que permite a gestão e organização de concursos de programa-
ção, desenvolvido pelo Prof. José Paulo Leal da Faculdade de Ciência da Universidade do Porto
e é usado em vários concursos de programação, como, por exemplo, as Olimpíadas Nacionais de
Informática. Para além do uso desta ferramenta no âmbito dos concursos, já houve esforços de
incluir o uso da mesma na área do ensino superior e já é utilizado por algumas universidade como
forma de apoio às aulas de programação[Est13].
Esta ferramenta permite que os utilizadores tenham 4 papéis distintos cada um com funciona-
lidades e responsabilidades distintas. Esses papéis são:
Administrador - Este utilizador pode criar e gerir os concursos, as equipas, os exercícios, a lin-
guagem de programação que os concorrentes podem utilizar e definir a data e o tempo para
desenvolvimento da solução
Júri - Apesar das submissões de cada concorrente serem avaliadas pela própria ferramenta, o júri
tem a possibilidade de alterar essa nota de avaliação pelo qual tem o papel de validar e dar
o último parecer em relação às notas das submissões do concorrentes.
Concorrentes - Os concorrentes estão com o encargo de desenvolver o código que solucione o
problema apresentado. Eles têm a possibilidade de efetuar mais que uma submissão e podem
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visualizar a avaliação automática da ferramenta e, caso exista, a avaliação do júri bem como
ver todas as submissões efetuadas e a sua classificação atual.
Audiência - A audiência tem acesso às classificações, lista de equipas, lista de problemas, etc.
A fórmula para o cálculo da classificação da correção automática do Mooshak é apenas o
número de problemas resolvidos, sendo que só entram em equação outras métricas, como o tempo
que o concorrente demorou a desenvolver a solução quando há um empate. O Mooshak mostra ser
uma ferramenta escalável uma vez que permite ter mais que um servidor ligado em simultâneo e
disponibiliza uma API.
2.3.2 BOCA
Com a organização das maratonas de programação da Sociedade Brasileira de Computação
surgir um sistema online para gestão das mesmas, o BOCA. [DCF04]
Estas maratonas, para os quais o BOCA foi criado, eram destinadas apenas a estudantes do
ensino superior que estivessem inscritos nas maratonas, no entanto e devido ao sucesso das mes-
mas, este sistema (BOCA) evoluiu de forma a ser capaz de responder de forma rápida e eficaz às
submissões dos exercícios de programação efetuados pelos alunos.
A certo ponto, e como o público alvo desta ferramenta já eram os estudantes do ensino supe-
rior, o BOCA passou a ser usado em contexto escolar como sistema de submissão e avaliação de
trabalhos devido à sua grande facilidade de instalação e manutenção.
O BOCA consiste num sistema web, desenvolvido em PHP e uma base de dados PostgreSQL5,
que tem como características a sua portabilidade, controlo de concorrência em ambientes distri-
buídos fornecendo um ambiente controlado, confiável e seguro através da utilização de ligações
Secure Sockets Layer (SSL). O grande problema do BOCA é o facto da correção dos problemas
submetidos não ser automática, sendo, por isso, necessário que um docente, denominado juiz na
aplicação, avalie o código fonte e transmita ao autor do código a sua avaliação. Os administradores
têm a responsabilidade de inserir, de forma manual, todos os elementos necessários à realização
da prova, o que inclui as linguagens de programação permitidas, os enunciados que os alunos têm
de responder, os juízes e os próprios alunos.
2.3.3 KATTIS
O KATTIS6 7 é mais um exemplo de um sistema online de gestão de concursos de programa-
ção. Este sistema foi desenvolvido pela Royal Institute of Technology na Suécia e foi utilizado em
vários concursos de programação organizados pela Association for Computing Machinery (ACM).
Este sistema baseia-se na arquitetura cliente-servidor[Est13], possui uma Graphical User Inter-
face (GUI) e permite troca de mensagens através de correio eletrónico. O KATTIS tem como sua
5PostgreSQL: The world’s most advanced open source database, https://www.postgresql.org/, 2 de Agosto de 2017
6Royal Institute of Technology. Kattis, https://open.kattis.com/, 10 fevereiro 2017
7Royal Institute of Technology. Kattis, https://kth.kattis.com/, 10 fevereiro 2017
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grande vantagem o fato de estar disponível de forma online para utilização por parte dos mem-
bros do KTH Royal Institute of Technology, ou seja, não é necessário o download e instalação da
ferramenta, apenas o registo na aplicação.
Os concursos criados através da ferramenta podem ser públicos ou privados existindo a possi-
bilidade de os utilizadores seguirem os concursos públicos de forma a acederam à informação das
várias submissões.
2.3.4 Codeforces
A Saratov State University, na Rússia, desenvolveu uma plataforma capaz de organizar, gerir
e executar concursos de programação, o Codeforces8, que, para além do mencionado, funciona
como um portal de notícias possuindo uma forte componente social.
O Codeforces baseia-se num sistema web capaz de gerir e organizar concursos de programação
que permite a qualquer utilizador a criação dos seus próprios concursos personalizados que podem
ser privados ou públicos. Este sistema usa o método ELO[GJ99] como base para a sua forma de
avaliação que permite classificar o utilizador com o ranking atual e utiliza essa classificação para
distribuir de forma mais justa os utilizadores pelos grupos.
Este sistema tem suporte para as linguagens de programação mais conhecidas e utilizadas
como: C/C++, PHP, Python, C#, Java, MS C++, Perl, Pascal, etc, sendo o processo de com-
pilação customizável uma vez que é possível incluir argumentos de compilação no processo de
compilação.
2.3.5 TopCoder
A TopCoder9 é das maiores comunidades de desenvolvimento de software contando com o
maior número de membros no mundo. A TopCoder obtém grande parte dos seus participantes e
sucesso devido à sua inovadora lógica de negócio que permite que os seus concursos funcionem
como um centro de recrutamento de developers para empresas parceiras que submetem os seus
projetos para o concurso. Por fim, a equipa vencedora é recompensada com um prémio definido
pela empresa que forneceu o projeto.
A participação nos concursos também pode ser individual no qual as provas têm um intervalo
de tempo definido sendo no final expostos os melhores programadores como forma de incentivar
a competição sendo ainda distribuídos prémios monetários. Assim como outras ferramentas, a
TopCoder permite também aos utilizadores criar e gerir os seus próprios concursos que devem ser
numa das seguintes linguagens de programação: Java, C++ ou C#.
8Codeforces, http://codeforces.com/, 10 fevereiro 2017
9TopCoder Inc. Topcoder, inc. | home of the world’s largest development community, http://www.topcoder.com, 9
fevereiro 2017
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2.3.6 SPOJ
O SPOJ10, SPhere Online Judge, é um sistema web que fornece a funcionalidade de avaliação
automática e online de programas, escritos numa das 45 linguagens de programação suportadas,
submetidos por qualquer utilizador e fornece mais de 13000 exercícios para resolução em várias
linguagens.[Est13]
Esta plataforma tem características que diferem bastante das anteriores. O SPOJ permite que
sejam os utilizadores comuns a criarem os seus próprios exercícios e os submetam para que, poste-
riormente, possam ser resolvidos por terceiros, o que faz com que seja uma ferramenta mais focada
na aprendizagem e desenvolvimento da capacidade de programação ao invés do foco competitivo
de um concurso de programação.
Assim como muitas outras ferramentas, o SPOJ fornece uma API e permite a criação de con-
cursos personalizados para um grupo restrito de utilizadores tornando-o bastante fácil de integrar
com aplicações de terceiros, como é exemplo do CodeChef 11 Outra vantagem é o facto de o SPOJ
disponibilizar várias categorias de avaliação de exercícios de programação. Essas categorias são:
Clássico - As respostas são validadas apenas com Correto ou Incorreto.
Desafio - Os problemas permitem que sejam submetidos vários tipos de soluções, em que uma
solução pode estar mais correta que outra.
Tutorial - Idêntico ao Clássico, mas com exercícios de dificuldade mais baixa.
Parcial - Idêntico ao Desafio, mas com exercícios de dificuldade mais baixa.
2.3.7 DOMjudge
O DOMjudge12 é um sistema de avaliação automática que permite a organização de concursos
de programação. Este sistema dispõe de várias interfaces para os diferentes tipos de utilizadores
(equipa, júri e público) e de um mecanismo de submissão de código fonte como resposta a proble-
mas que são avaliados automaticamente. O DOMjudge foi desenvolvido com vista a ser usado em
concursos de programação como o ACM ICPC13 no qual as equipas estão presentes fisicamente e
têm um tempo fixo no qual devem encontrar a solução.
As principais caraterísticas que tornam esta ferramenta vantajosa são:
• Escalabilidade;
• Sistema organizado por módulos que permite a integração de novas linguagens de progra-
mação e compiladores;
10Sphere Research Labs. Sphere online judge, http://www.spoj.com/, 11 fevereiro 2017
11CodeChef. Programming community, programming contest platform | codechef, https://www.codechef.com/, 11
feveiro 2017
12DOMjudge - Programming Contest Jury System, https://www.domjudge.org/, 2 de Agosto de 2017
13, International Collegiate Programming Contest, https://icpc.baylor.edu/welcome.icpc, 2 de Agosto de 2017
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• Permite reavaliação de código e fornece informação detalhada da avaliação e das submis-
sões;
• Executa num ambiente seguro;
• Open source, o que permite a adaptação da ferramenta com sistema de terceiros.
2.3.8 Análise Comparativa
As várias ferramentas acima apresentadas representam várias formas de abordagem no que
toca à avaliação de exercícios de programação todas elas um pouco diferentes, tanto nas funcio-
nalidades como na utilização das mesmas. Do conjunto de ferramentas abordadas, o Mooshak, o
BOCA e o SPOJ parecem ser as que melhor se enquadram no contexto desta dissertação pela faci-
lidade de integração, linguagens e adaptação ao ambiente escolar no qual se pretende que a solução
esteja inserida, no entanto estas padecem de algumas limitações em relação às funcionalidades de
gestão de cariz curricular.
A tabela 2.2 apresenta de forma resumida as principais funcionalidades das ferramentas abor-
dadas:
Ferramenta
Permite
Integração
API
Executa
Código
Problemas
Personalizados
Download
da
Ferramenta
Múltiplas
Linguagens
Programação
Mooshak Sim Sim Sim Sim Sim Sim
BOCA Sim Sim Sim Sim Sim Sim
KATTIS Sim Sim Sim Sim Não Sim
Codeforces Sim Sim Sim Sim Não Sim
TopCoder Sim Sim Sim Sim Não Sim
SPOJ Sim Sim Sim Sim Não Sim
DOMjudge Sim Sim Sim Sim Sim Sim
Tabela 2.2: Resumo comparativo dos diferentes sistemas
É de notar que, relativamente aos sistemas de execução e avaliação de código, a única diferença
que estes apresentam uns em relação aos outros é o facto de algumas não permitirem o download
do sistema e só permitirem o seu uso online. Todas as ferramentas não satisfazem os requisitos
planeados para o desenvolvimento desta dissertação, uma vez que apenas permitem teste de in-
put/output. As UCs para o qual está a ser desenvolvida esta plataforma requerem uma estratégia
de testes bastante específica. No caso de MPCP, o input é dado na forma de código e no caso de
LPOO o input fornecido são testes unitários em JUnit.
2.4 Soluções Integradas
J.O.M Chaves et al. no seu artigo "Mojo: Uma Ferramenta para integrar Juízes Online ao Mo-
odle no Apoio ao Ensino e Aprendizagem de Programação" descreve a grande carga de trabalho
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que os docentes têm no sentido de criar, avaliar e fornecer feedback aos alunos relativamente-
aos exercícios de programação. [CCL+14] Para isso, tem vindo a desenvolver uma ferramenta, o
MOJO14, que irá permitir diminuir essa carga na medida em que automatiza todo o processo.
2.4.1 MOJO
O MOJO é uma ferramenta, que na sua síntese, permite a integração do Moodle com as ferra-
mentas online de avaliação de código fonte. Esta ferramenta encontra-se encapsulada num módulo
que é responsável por toda a interação e comunicação entre os 2 sistemas.
De uma forma geral, o Moodle fornece a interface e o conjunto de funcionalidades necessárias
à gestão e ao acompanhamento dos exercícios de programação, e o MOJO fornece a interação
com as ferramentas online de avaliação de código fonte sendo disponibilizadas para utilização as
linguagens C, C++, C#, Java e PHP.
A figura 2.1 representa a arquitetura de alto nível do MOJO:
Figura 2.1: Arquitetura interna do MOJO. [CCL+14]
A arquitetura do MOJO é composta por 2 módulos: o módulo principal (MOP) e o módulo de
carga e atualização (MOCA); para além disso dispõe de um repositório de integração.
O MOP é o principal módulo do MOJO e é responsável pela gestão de todas as funcionalida-
des necessárias para o funcionamento da ferramenta como a disponibilização de ferramentas e dos
resultados no Moodle. O MOCA é o responsável pelo carregamento de problemas no repositório
local, pela sua atualização e pela interação com as ferramentas de correção de código. O reposi-
tório de integração consiste numa base de dados criada para o MOJO cujas tabelas interagem com
as tabelas do Moodle.
As funcionalidades fornecidas pelo MOJO são:
14MOJO - Módulo de Integração com os Juízes Online, http://greenbeans.com.br/osvaldomesquita/mojo/, 2 de
Agosto de 2017
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• Importação de questões;
• Atualização de questões;
• Submissão de questões para resolução;
• Submissão de código-fonte;
• Visualização de resultados.
Com o Repositório de Integração carregado com as questões dos juízes, o MOJO permite uma
colaboração indireta entre o Moodle e as ferramentas de avaliação de código. Ao longo de todo o
processo de utilização, cada ator tem um papel distinto na utilização da ferramenta. Este processo
encontra-se ilustrado na figura 2.2.
Figura 2.2: Fluxo do processo com o MOJO. [CCL+14]
Este processo pode ser separado em 5 etapas:
1. O docente acede ao Moodle e define o enunciado do exercício e submete-o para resolução;
2. O aluno, depois de se autenticar, visualiza a questão, desenvolve o código fonte e submete-o;
3. O MOJO comunica com a ferramenta de avaliação online através da questão enviando o
código fonte desenvolvido pelo aluno;
4. A ferramenta executa todo o processo de avaliação do código fonte fornecendo o resultado;
5. O MOJO recebe o resultado da avaliação e disponibiliza-o para o docente e aluno através
do Moodle.
Esta ferramenta prometia ser um bom ponto de partida para elaboração do projeto proposto
para esta dissertação uma vez que possuía já um módulo de integração com o Moodle. No en-
tanto, a ideia de usar esta ferramenta como ponto de partida foi descartada devido a duas razões:
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a primeira consistiu em restrições em termos de tempo, uma vez que se tivesse sido usado o Mo-
odle, seria necessário esperar pelos servidos responsáveis pela gestão da plataforma para colocar
a plataforma online para a fase de validação; a segunda esteve relacionada com a descontinuação
da ferramenta, o que impossibilitou o apoio necessário pelos autores para a experimentação do
MOJO.
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Revisão Bibliográfica
16
Capítulo 3
Conceção da Solução
Neste capítulo será apresentado a solução implementada, o modelo arquitetural, as tecnologias
e interações com os utilizadores que a solução dispõe, bem como a estrutura de dados utilizada e o
workflow dos módulos de avaliação automática de código. A secção 3.1 descreve a arquitetura em
que a plataforma web está desenvolvida e é seguida pela secção 3.2 na qual são apresentadas as
funcionalidades que o sistema disponibilizará bem como os casos de uso respetivos. A secção 3.3
descreve toda a interface da plataforma quer para os alunos como para os professores e é seguida
pela secção 3.4 na qual é apresentado o modo de como a base de dados está estruturada e como
os dados são guardados fisicamente no servidor. Por fim, as duas últimas secções 3.5.1 e 3.5.2
descrevem todo o workflow e modo de utilização dos módulos de correção automática de Java e
Assembly, respetivamente.
3.1 Arquitetura e Tecnologias
De forma a colmatar o problema apresentado para esta dissertação, foi desenvolvida uma pla-
taforma web que permite a avaliação automática de programas desenvolvidos em ambiente aca-
démico (em contexto de exame ou aula prática). Como vimos no capítulo 2, as ferramentas de
avaliação automática de código fonte estão limitadas a testes de comparação de outputs, portanto,
e como forma de colmatar esta necessidade para as linguagens de programação Java e Assembly,
referentes às UCs LPOO e MPCP, a plataforma suporta, para além da simples comparação ató-
mica de outputs, vários métodos de avaliação de código como a execução de baterias de testes de
API fornecidos pelos docentes, testes unitários. O sistema web foi desenvolvido através de um
conjunto de quatro tecnologias: NodeJS1, MongoDB2, Angular3 e Java4.
1Node.js, https://nodejs.org/en/, 2 de Agosto de 2017
2MongoDB for GIANT Ideas | MongoDB, https://www.mongodb.com, 2 de Agosto de 2017
3Angular, https://angular.io/, 2 de Agosto de 2017
4Java Software | Oracle, https://www.oracle.com/java/index.html, 2 de Agosto de 2017
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3.1.1 NodeJS
NodeJs é um runtime que permite a execução de código JavaScript fora dos navegadores que
pode ser usado dentro de outras aplicações ou mesmo sozinho. Ele é um ambiente que funciona
como uma máquina virtual para a execução do scripts JS. A escolha desta tecnologia trouxe inú-
meras vantagens como: permitir desenvolver um sistema Web todo em JavaScript o que permitiu
que o desenvolvimento deste fosse mais rápido que as alternativas ponderadas inicialmente; a ca-
pacidade de lidar com múltiplas conexões simultâneas quase sem sobrecarga num único processo;
o JavaScript é ideal para controlo de eventos; e o facto de JavaScript ser uma linguagem popular
e fácil de aprender.
Esta tecnologia foi usada para o back-end da plataforma que é responsável por todos os servi-
ços que a plataforma fornece, como autenticação, que utiliza as credenciais do SIGARRA como
autenticação na plataforma, que permite-nos saber o número institucional e o cargo na instituição
de ensino; controlo de ficheiros; chamadas à base de dados; e execução dos módulos de avaliação.
3.1.2 MongoDB-Mlab
Para a base de dados, de modo a gerir todos os ficheiros de código fonte e exames submetidos
na plataforma, a tecnologia escolhida foi o MongoDB com recurso ao mLab. MongoDB é uma
aplicação open-source, de alta performance, NoSQL, orientado a documentos. Além de orientado
a documentos, é formado por um conjunto de documentos JSON referentes a uma coleção (uma
instância de base de dados). Muitas aplicações podem, dessa forma, modelar informações de modo
muito mais natural, pois os dados podem ser aninhados em hierarquias complexas e continuar a ser
indexáveis e fáceis de buscar. Este tipo de estrutura para base de dados provou ser extremamente
benéfica e útil, visto que a pesquisa e alteração de dados é feita de forma bastante rápida. O
mLab é um sistema cloud que permite armazenar e gerir bases de dados MongoDB. Este sistema
é suportado por servidores da Amazon, Google e Microsoft Azure. Isto foi uma ótima escolha
comparativamente com as primeiras abordagens utilizadas na plataforma desta dissertação uma
vez que permite reduzir a carga computacional do servidor visto a base de dados estar armazenada
na cloud.
3.1.3 Angular e TypeScript
O Angular é uma das frameworks, baseada em TypeScript, de front-end, das mais utilizadas
e populares nos dias de hoje. O Angular, neste momento na sua quarta iteração, provou ser uma
opção mais lucrativa em relação ao clássico AngularJS, uma vez que traz imensas particularidades
e vantagens em relação a este último. Destas vantagens, as mais lucrativas para o desenvolvimento
da plataforma foram: a hierarquia de componentes em vez do conceito de "scope", a facilidade de
instalação de novos módulos, redução da necessidade de adaptação aos vários browsers, loading
dinâmico e compilação assíncrona.
18
Conceção da Solução
TypeScript é uma linguagem de programação open-source desenvolvida pela Microsoft e é
usada maioritariamente para desenvolvimento de aplicações client-side de JavaScript e server-side
em NodeJS.
3.1.4 Java
Java é uma linguagem de programação de alto nível desenvolvida para a Sun Microsystems
em 1995 que, no momento de escrita desta dissertação, é mantida pela Oracle Corporation5. Esta
linguagem segue os princípios da orientação a objetos, sendo uma das mais populares em todo
o mundo devido à sua simplicidade e portabilidade devido à Java Virtual Machine (JVM) que
permite a execução, em qualquer sistema operativo, de qualquer programa escrito nesta linguagem.
Esta linguagem foi utilizada no desenvolvimentos dos módulos de teste de modo a separar estes
módulos do servidor.
3.1.5 Arquitetura da Plataforma
Neste trabalho foi desenvolvida uma solução que integra a arquitetura cliente-servidor e um
conjunto de JAR files que constituem os módulos de teste e avaliação automática. Desta forma o
trabalho desenvolvido é fundamentalmente constituído por dois projetos distintos, o website e os
módulos, sendo que houve uma separação lógica entre ambos de forma a que, no futuro possam vir
a ser desenvolvidos módulos para outras linguagens de programação. A arquitetura da plataforma
é do tipo client-server e está descrita na figura 3.1.
Figura 3.1: Arquitetura do Sistema
Como mencionado nas subseções anteriores, o servidor, desenvolvido em NodeJS, alojado
numa máquina virtual na rede da FEUP e acessível através do IP 192.168.58.101, constitui todo o
back-end da aplicação que está responsável por executar e gerir todos os pedidos vindos do lado
do cliente através de pedidos REST. Neste servidor estão também alojados os dois módulos de
avaliação automática de código descritos das secções 3.5.1 e 3.5.2. A autenticação é feita através
5Oracle | Integrated Cloud Applications and Platform Services, http://www.oracle.com,2 de Agosto de 2017
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de um pedido REST ao SIGARRA. O lado do cliente está desenvolvido em Angular e Typescript
dispondo de interfaces separadas para o docente e para o aluno descritas nas secções 3.3.2 e 3.3.1,
respetivamente.
3.1.5.1 API
O servidor dispões de uma API REST pública, que fornece vários serviços à disposição dos
utilizadores. É importante descrever alguns dos aspetos gerais sobre a API e os pedidos disponi-
bilizados pelo servidor.
• POST /auth/login Este método permite a autenticação do utilizador. De forma a que isto
suceda, o utilizador necessita de introduzir o seu e-mail institucional e a sua password que
de seguida são enviados para o servidor do SIGARRA. Se o SIGARRA devolver uma res-
posta positiva, é retornado o número institucional e um código, "A"para alunos e "F" para
funcionários.
• GET /api/exams Este método devolve todos os exames presentes na base de dados.
• GET /api/exams/:id Este método devolve toda a informação relativa a um exame em espe-
cífico.
• POST /api/studentMaterials Este método permite a submissão de conteúdos que serão
disponibilizados aos alunos aquando do início do exame/exercício.
• GET /api/downloadMaterials Este método permite o download dos conteúdos que estão
disponibilizados aos alunos aquando do início do exame/exercício.
• POST /api/examAnswer Este é o método responsável pela submissão do código fonte do
aluno, e, conforme a UC do exame em questão, executa o módulo de correção automática
correspondente.
• POST /api/exam Este método permite a adição de um exame à base de dados.
• GET /api/report/:id Este método é responsável por gerar o relatório final que contém os
resultados das submissões dos alunos.
• GET /api/url/:id Este método permite gerar um url que dará acesso a um exame em espe-
cífico.
• PUT /api/exam/:id Este método permite alterar a informação de um exame.
• DELETE /api/exam/:id Este método permite apagar um exame da base de dados.
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3.2 Funcionalidades e Interação do Sistema
O sistema contempla dois tipos de utilizadores diferentes: o utilizador docente e o utilizador
aluno. Cada tipo de utilizador autentica-se no sistema através das suas credenciais institucionais,
no entanto as funcionalidades que lhes são permitidas são diferentes dado a natureza dos seus pa-
péis. O pedido de autenticação, feito ao SIGARRA, permite identificar qual é o tipo de utilizador,
sendo que devolve um código ’A’ para identificar um aluno e ’F’ para identificar um funcionário,
que no contexto desta aplicação é um docente.
O aluno é um utilizador autenticado no sistema e tem acesso aos exames e exercícios corres-
pondentes às UCs que está a realizar com o objetivo de submeter o código fonte. A lista completa
de funcionalidades que um aluno terá no sistema encontra-se na tabela 3.1.
O docente, também ele um utilizador autenticado, tem um papel de administrador no sistema,
ou seja, ele será capaz gerir o conteúdo que será disponibilizado ao aluno, as datas de entrega, as
condições, casos de testes e exercícios. A lista completa de funcionalidades que um docente terá
no sistema encontra-se na tabela 3.2.
Identificador Descrição
R_001 Visualizar o exame
R_002 Visualizar o exercício
R_003 Submeter código fonte
R_004 Editar a submissão
R_004a Efetuar nova submissão
R_004b Eliminar submissão
R_005 Visualizar feedback após a submissão
Tabela 3.1: Listagem de funcionalidades para o Aluno
A figura 3.2 apresenta um esquema de interação do docente com a plataforma:
Figura 3.2: Interação do docente com o sistema
Inicialmente, o docente cria um exame, sendo que ele deve submeter o exercício com enunci-
ado e os casos de testes e submete-os na plataforma. É possível também submeter algum código
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Identificador Descrição
R_001 Criar exame de LPOO
R_002 Criar exame de MPCP
R_003 Editar exame
R_004 Apagar exame
R_005 Adicionar exercício
R_005a Escrever enunciado
R_005b
Definir o modo do exercício (exame ou exercício) o que implica o fornecimento
ou não do feedback da correção automática
R_005c Definir a linguagem de programação
R_005d Adicionar casos de testes
R_006 Editar exercício
R_007 Apagar exercício
R_008 Adicionar Material para o Aluno
R_009 Gerar relatório final
R_010 Exportar exames de ocorrências anteriores da UC
R_011 Exportar código fonte submetido pelo aluno
Tabela 3.2: Listagem de funcionalidades para o Docente
inicial para servir como ponto de partida para o aluno começar a elaboração do exercício. No
caso da UC MPCP, este material consiste em 3 ficheiros: um ficheiro mpcp.inc com dependências
necessárias, um ficheiro args.asm com um exemplo de input de forma a testar o seu código e um
ficheiro com a base estrural do código fonte. No caso de LPOO este material consiste num pro-
jeto Java para servir de base ao desenvolvimento. Após a submissão, o docente pode exportar o
relatório final com as notas de todos os alunos que efetuaram submissões.
A figura 3.3 apresenta um esquema de interação do aluno com a plataforma:
Figura 3.3: Interação do aluno com o sistema
Após a criação do exame por parte do docente, o aluno acede ao sistema, através de um url
fornecido, visualiza o exercício, descarrega o material fornecido desenvolvendo, de seguida, o
código fonte. Após terminar, submete-o no sistema, sendo fornecido o feedback.
3.3 Interface da Plataforma
Como mencionado anteriormente, a plataforma web foi desenvolvida em Angular e apresenta
interfaces distintas para os docentes, representados pelo código ’F’, e para os alunos, representados
pelo código ’A’.
A figura 3.4 representa a única interface transversal aos 2 tipos de utilizadores, a interface de
login.
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Figura 3.4: Página de login da plataforma
Nesta página, o utilizador deve introduzir o seu número de aluno, sob a forma de eiXXXXX
ou upXXXXX e a sua password institucional. Após o pedido ter sido aceite pelo SIGARRA, o
utilizador é redirecionado para uma outra página. No caso do aluno, o utilizador é redirecionado
para a página de resposta ao exame e o docente para a página relativa à lista de exames.
3.3.1 Interface do Aluno
A figura 3.5 representa a interface de resposta a um exercício.
Figura 3.5: Página de visualização do exercício a responder
O aluno ao aceder a esta página tem acesso ao enunciado do exercício, ao material disponibili-
zado pelo professor, que pode ser descarregado através do botão azul "Download Student Material"
e o campo de submissão do código fonte. Ao submeter o código fonte, o campo "Resultado" é
completado com a nota obtida pelo aluno.
23
Conceção da Solução
3.3.2 Interface do Professor
As figuras 3.6, 3.6 e 3.8 representam as interfaces de criação de exames de MPCP, LPOO e
visualização de todos os exames presentes na base de dados, respetivamente.
Figura 3.6: Página de criação de um exame de MPCP
Nesta página, apenas acessível ao docente, ele pode definir o enunciado, a data do exame, o
modo (exame ou aula) e incluir um número variável de casos de teste e o material a disponibilizar
ao aluno. Após o término da configuração do exame, este é adicionado à base de dados ao premir
o botão "Add Exam".
Figura 3.7: Página de criação de um exame de LPOO
Esta página, também ela apenas acessível ao docente, é análoga à anterior. Nela o docente
pode definir o enunciado, a data do exame, o modo (exame ou aula) e incluir a classe de teste e o
material a disponibilizar ao aluno. Após o término da configuração do exame, este é adicionado à
base de dados ao premir o botão "Add Exam".
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Figura 3.8: Pagina de visualização de exames
Esta página é a página de visualização de exames. O docente ao aceder a esta página pode
gerar um URL que será fornecido aos alunos de modo a estes acederem ao exame e gerar um
relatório com as notas de todos os alunos que efetuaram submissões.
3.4 Estrutura de Dados
A plataforma usa 2 estruturas de dados distintas. Primeiramente, usa o mongoDB de forma
a ter uma base de dados armazenada na cloud responsável por armazenar toda a informação re-
lativa aos exames e submissões. De seguida, guarda localmente no servidor todo o código fonte
submetido pelos alunos bem como o material adicionado pelo professor.
3.4.1 Estrutura da Base de Dados
Para a base de dados, de modo a gerir todos os ficheiros de código fonte e exames submetidos
na plataforma, como mencionado anteriormente, a tecnologia escolhida foi o MongoDB com re-
curso ao mLab. A base de dados consiste numa coleção de documentos, em que cada um consiste
num documento JSON referente a um exame. Este JSON possui 8 campos:
• id - valor único que serve como referência a um exame.
• UC - indica qual é a UC correspondente ao exame, o que ditará qual o módulo de correção
que a plataforma executa.
• Date - data do exame.
• Mode - modo de exercício que pode tomar 1 de 2 valores: exame ou aula.
• Password - campo usado na validação de alterações num exame.
• Enunciado - campo de texto que armazena a pergunta em questão
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• Path - caminho físico do exame no servidor
• Submissions - Sub-JSON que armazena a informação das submissões dos alunos.
– Código do Aluno
– Resultado
3.4.2 Estrutura de Pastas no Servidor
A figura 3.9 representa a organização estrutural dos ficheiros submetidos no servidor.
Figura 3.9: Estrutura de pastas no servidor
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Os ficheiros serão armazenados em pastas distintas relativas às duas UCs LPOO e MPCP.
Cada uma dessas pastas terão todos os exames realizados/a realizar identificados pela data.
No caso da UC LPOO, cada exame possui 2 pastas distintas, uma com a classe de teste for-
necida pelo docente e uma com as submissões de cada aluno e um ficheiro csv que consiste no
relatório final.
No caso da UC MPCP, cada exame possui uma número variável de casos de teste represen-
tados por pastas denominadas "Case N". Cada uma dessas pastas possui 3 ficheiros: um ficheiro
Args.asm que consiste no input relativo a esse caso de teste, um ficheiro ExpectedOutput.txt que
tem guardado o output esperado para esse caso de teste e um ficheiro mpcp.inc que inclui todos
as dependências necessárias para o exercício. Cada submissão é guardada numa pasta com o nú-
mero institucional do aluno que possui o código fonte respetivo. À semelhança do caso de LPOO
também existe um ficheiro Report.csv com a grelha de avaliação.
3.5 Avaliação Automática
Quando é submetido um ficheiro de código fonte como resposta a um exercício o servidor
executará o módulo de correção automática correspondente à UC do exame em questão. Este
processo está representado na figura 3.10.
Figura 3.10: Flowchart geral do processo de correção automática
O servidor, primeiramente, verifica qual é a linguagem correspondente ao exame, através da
UC, criando uma thread em separado de modo a executar o código em sandbox de forma segura,
prevenindo assim possíveis problemas devidos a código malicioso ou defeituoso. De seguida
executa o módulo de correção correspondente à linguagem. Existem 2 módulos de execução de
testes diferentes, um para Java e outro para Assembly.
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3.5.1 Avaliação Automática de Programas em Java/JUnit
O módulo de avaliação automática de Java foi inspirado por um script criado pelo Prof. Nuno
Flores. Ao longo de várias reuniões foi estudado o método utilizado e quais eram as limitações
que ele oferecia. Um dos problemas que foi detetado era o fato de não ser possível continuar o
processo quando o código de um aluno provocava uma exceção. Daí foi desenvolvido o presente
módulo.
Este módulo consiste num JAR file constituido por 4 classes: BulkProcessing.java, Configura-
tion.java, Main.java e SystemCommand.java. A classe Configuration está responsável pela gestão
de comandos específicos do sistema. Ela preenche uma Hash Table com todos os comandos que
são usados na gestão e manuseamento de ficheiros.
A classe SystemCommand encarrega-se da montagem dos comandos e da execução dos mesmo
de forma segura e controlada através da criação de threads sempre que um comando é executado.
A classe BulkProcessing é a classe principal do módulo. É nesta classe que todo o processo
está definido e encadeado, bem como todo o controlo de erros e escrita da grelha de avaliação
final.
A figura 3.11 representa, de forma geral, o processo de correção automática de código Java.
Figura 3.11: Flowchart do processo de correção automática de Java
Este módulo tem 2 modos de execução: análise de uma submissão única e análise do conjunto
completo.
Primeiramente, o módulo procura dentro do diretório base do exame todos os ficheiros .zip
que representem submissões de alunos. De seguida, é criado um novo diretório temporário de-
nominado correction para o qual é extraído o código dos alunos e copiada a classe de testes do
docente. Após isso, o código é todo compilado e a classe de testes é executada. Por fim, é gerado
um ficheiro .csv no qual são escritas as classificações de cada aluno.
O modo de análise de uma só submissão é análogo ao primeiro, mas é feito para cada aluno
individualmente aquando da submissão do código fonte
3.5.2 Avaliação Automática de Programas em Assembly
O módulo de avaliação automática de Assembly consiste numa única classe que tem o com-
portamento descrito na figura 3.12.
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Figura 3.12: Flowchart do processo de correção automática de Assembly
Primeiramente, o módulo procura dentro do diretório base do exame todos os casos de teste
incluídos pelo docente. De seguida, o conteúdo da pasta de caso de teste é copiado para o diretório
do aluno e aí o código é compilado gerando um ficheiro .exe. Após a geração do executável, este
mesmo é executado redirecionando o output para um ficheiro de texto comparando-o com o output
esperado. Este método é repetido para todos os casos de teste sendo, por fim, gerado um ficheiro
.csv no qual são escritas as classificações de cada aluno.
29
Conceção da Solução
30
Capítulo 4
Validação
Este capítulo apresenta as experiências de validação efetuadas bem como os resultados das
mesmas.
A secção 4.1 descreve o método de validação do módulo de Java assim como os resultados da
mesma. A secção 4.2, análoga a anterior descreve o método de validação do módulo de Assembly,
as experiências efetuadas e os resultados obtidos.
4.1 Experimentação do Módulo de JAVA
O objetivo principal desta experiência foi determinar o comportamento e a avaliação da plata-
forma face a um caso real. De modo a atingir este objetivo foi selecionado uma amostra aleatória
de alunos que resolveram um exame da UC LPOO no ano de 2015. Os alunos desta amostra foram
identificados e, portanto, foi obtida a grelha de avaliação representada na tabela 4.1
Indivíduo Testes Executados Manualmente Testes Falhados Nota Final
1 10 4 6
2 10 8 2
3 10 0 10
4 10 0 10
5 10 1 9
6 10 7 3
7 10 0 10
8 10 10 0
9 10 6 4
10 10 1 9
Tabela 4.1: Grelha de avaliação da amostra de 10 alunos do exame de LPOO-2015
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Após ser obtida esta informação, foi criado um exame idêntico na plataforma no qual foi
submetido cada uma das respostas dos alunos dessa amostra. Os resultados obtidos estão presentes
na tabela 4.2.
Indivíduo Teste Executados pelo Módulo Testes Falhados Nota Final
1 10 4 6
2 10 8 2
3 10 0 10
4 10 0 10
5 10 1 9
6 8 5 3.75
7 10 0 10
8 10 10 0
9 10 6 4
10 9 0 10
Tabela 4.2: Grelha de avaliação da amostra de 10 alunos obtida através da plataforma
Como podemos verificar, os resultados foram idênticos à exceção de 2 indivíduos, os indiví-
duos 6 e 10. No contexto desta experiência ficou evidente que o sucedido foi devido a estes 2
alunos não terem submetido todas as classes necessárias para a execução de todos os testes uni-
tários. Ao não submeter todas as classes necessárias a plataforma não permite correr todos testes
unitários pelo que estes não estão presentes na formúla final do cálculo da classificação:
x =
TestesUnitriosExecutadosComSucesso
TotalTestesUnitriosExecutados
4.2 Experimentação do Módulo de Assembly
O objetivo desta experiência foi determinar o comportamento e a avaliação da plataforma face
a um exercício. De modo a atingir este objetivo foi reunido um grupo de 5 alunos do 1o ano que
se disponibilizaram a resolver o exercício em questão.
O resultados obtidos estão representados na tabela 4.3.
Individuo Testes Executados Testes Executados com Sucesso Nota
1 2 2 1
2 2 2 1
3 2 1 0.5
4 2 1 0.5
5 0 0 0
Tabela 4.3: Grelha de avaliação da amostra de 5 alunos obtida através da plataforma
Como podemos verificar 3 alunos não obtiveram a classificação máxima. Os alunos 3 e 4
não obtiveram aprovação num dos 2 casos de testes presentes neste exercício. O aluno 5 obteve a
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classificação 0 pois utilizou instruções que não são suportadas no compilador presente no servidor,
embora estas instruções sejam lecionadas nas aulas.
Após a elaboração do exercício, foi pedido aos alunos que respondessem a um breve questi-
onário composto por 4 perguntas que tiveram por intuito avaliar a plataforma desenvolvida. As
figuras 4.1, 4.2, A.2 e 4.4 representam as perguntas e respostas obtidas do questionário, sendo que
1 corresponde a muito insatisfatório e 5 a muito satisfatório.
Figura 4.1: Como classifica a utilidade de uma plataforma deste género nomeadamente no que diz
respeito a obter o feedback de forma automática e imediata?
Figura 4.2: Como classifica a usabilidade desta plataforma?
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Figura 4.3: No caso de não ter obtido a classificação máxima, como classifica o feedback disponi-
bilizado pela plataforma?
Figura 4.4: Em que circunstância acharia útil este tipo de plataforma?
Como podemos ver através dos gráficos, a plataforma teve uma receção muito positiva sendo
que os alunos reconheceram o valor que a plataforma oferece. Um dos pontos a realçar é o fraco
feedback fornecido quando não é obtida uma classificação máxima. Se o caso for um erro de com-
pilação, a plataforma apenas consegue informar que não foi possível gerar um ficheiro .exe válido,
não sendo possível detetar qual o erro de sintaxe subjacente. Se o caso for um resultado obtido
diferente do esperado, a plataforma informa qual foi o input introduzido e qual era o resultado
esperado.
4.3 Conclusões
Após reunir todos os resultados das 2 experiências é possível concluir que as mesmas tiveram
um certo sucesso, sendo que permitiram determinar que existe valor no projeto desenvolvido e que
os resultados foram bastante semelhantes ao processo manual usado pelos professores. A plata-
forma teve uma taxa de adesão bastante boa e os alunos presentes na experiência reconheceram
o valor e a utilidade na mesma considerando-a uma mais valia no processo de ensino. Um dos
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pontos a anotar foi o fraco feedback do módulo de assembly sendo isto um ponto a melhorar no
futuro.
Apesar destas experiências mostrarem um futuro promissor da plataforma, reconheço que a
amostra é muito pequena face ao desejado. Isto foi devido a apenas ser possível fazer esta valida-
ção durante a época de exames o que proporcionou que o número de alunos dispostos a participar
na experiência fosse muito reduzido.
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Capítulo 5
Conclusões e Trabalho Futuro
Este capítulo final serve como um resumo deste documento dando um apanhado geral dos
resultados obtidos na secção 5.1. A secção 5.3 expõe alguns pontos a elaborar no futuro e como a
plataforma pode ser melhorada. A secção 5.2 refere algumas considerações e informação relativa
ao artigo científico desenvolvido em paralelo com esta dissertação.
5.1 Cumprimento dos Objetivos
O objetivo desta dissertação era o desenvolvimento de um sistema web que permita realizar a
análise e correção automática de código fonte desenvolvido como resposta a exercícios de progra-
mação. Para isso foram estudadas várias plataformas e ferramentas existentes que de certa forma
tentam colmatar esta necessidade.
Na fase inicial de desenvolvimento, foram testadas várias abordagens e tecnologias que numa
primeira análise pareciam responder às necessidades e requisitos delineados, o que provocou um
atraso sendo que nem todas as abordagens eram compatíveis entre si o que proporcionou a que
o trabalho inicial fosse refeito. No entanto, com ajuda e conselhos dos meus orientadores foi
possível chegar a uma solução boa, descrita no capítulo 3.
A solução apresentada encontra-se num bom estado de maturação que permite responder às
necessidades básicas expostas contemplando todas as restrições de controlo e segurança ficando
bastante evidente o sucesso e o futuro promissor desta ferramenta. Penso que no contexto desta
dissertação todos os objetivos principais de avaliação automática foram cumpridos. No entanto,
é de notar que nem todos os objetivos de prioridade mais baixa foram cumpridos. Para além
da razão supra-mencionada, o ataque informático que ocorreu na Faculdade de Engenharia da
Universidade do Porto impediu o ágil desenvolvimento da plataforma atrasando-o durante um
tempo significativo.
Os testes e experiências efetuados à solução permitiram mostrar a viabilidade da plataforma
num contexto real e a aderência à mesma.
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Em suma, podemos reconhecer como cumpridos com sucesso os objetivos prioritários desta
dissertação, e que a mesma pode servir como prova de conceito da viabilidade de cada tecnologia
relativamente a viabilidade e ao propósito esperado.
5.2 Artigo Científico
Em paralelo com esta dissertação, foi elaborado um abstract que foi submetido e aceite com
sucesso na The European Conference on Education 2017 (ECE2017)1 sendo selecionado para
realizar uma apresentação oral na mesma conferência no dia 1 de julho de 2017. O artigo encontra-
se na sua fase final e será submetido e publicado no dia 2 de agosto.
5.3 Plano de Trabalho Futuro
Esta dissertação abre imensas possibilidades para trabalho futuro. Um dos primeiros passos
passa por melhorar a plataforma em termos de performance e validação de código, bem como a
melhoria do feedback fornecido no caso do módulo de MPCP.
Um ponto que ficou por fazer é relativo às learning analytics, ou seja, criar verificações de
quais os casos de testes que os alunos estão a falhar mais vezes de forma a reforçar esses conteúdos
nas aulas práticas.
Outro ponto a ponderar como trabalho futuro seria a possibilidade de criação de cursos online
do estilo W3Schools de modo a servir como uma forma de aprendizagem autodidata para os alunos,
bem como a introdução de conceitos de gamification de forma a fomentar o espírito competitivo
entre os alunos num contexto didático.
Por fim, um ponto óbvio seria a inclusão de mais módulos de correção automática de forma a
cobrir um maior número de linguagens e UCs na FEUP.
1IAFOR The European Conference on Education 2017, https://ece.iafor.org/ , 2 de Agosto de 2017
38
Referências
[BJC08] João Batista Bottentuit Junior e Clara Pereira Coutinho. Do e-learning tradicional
para o e-learning 2.0. 2008.
[CCL+14] José Osvaldo Mesquita Chaves, Angélica Félix Castro, Rommel Wladimir Lima,
Marcos Vinicius Andrade Lima e Karl Ferreira. Mojo: uma ferramenta para inte-
grar juízes online ao moodle no apoio ao ensino e aprendizagem de programação.
HOLOS, 5:246–260, 2014.
[CDF+08] S Campanella, G Dimauro, A Ferrante, D Impedovo, S Impedovo, M G Lucchese,
R Modugno, G Pirlo, L Sarcinella, E Stasolla e others. E-learning platforms in the
Italian Universities: the technological solutions at the University of Bari. WSEAS
Transactions on Advances in Engineering Education, 5(1):12–19, 2008.
[CPP08] Eduardo Luis Cardoso, Pedro Pimenta e Duarte Costa Pereira. Adopção de Plata-
formas de e-Learning nas Instituições de Ensino Superior – modelo do processo.
Revista de Estudos Politécnicos Polytechnical Studies Review 2008, Vol VI, no 9,
VI(9):21, 2008. URL: http://www.scielo.oces.mctes.pt/pdf/tek/n9/
n9a09.pdf, doi:1645-9911.
[DCF04] CASSIO P De Campos e Carlos E Ferreira. BOCA: um sistema de apoio a
competi{ç}{õ}es de programa{ç}{ã}o. In Workshop de Educa{ç}{ã}o em Com-
puta{ç}{ã}o, pages 885–895, 2004.
[DGT04] Ana Augusta Dias, Maria João Gomes e Prefácio de Armando Rocha Trindade. E-
learning para e-formadores. Actas do eLES 04–eLearning no Ensino Superior, 2004.
[Est13] Pedro Miguel Oliveira Estima. Plataforma de apoio à aprendizagem de linguagens
de programação. PhD thesis, Universidade de Aveiro, 2013.
[GJ99] Mark E Glickman e Albyn C Jones. Rating the chess rating system. CHANCE-
BERLIN THEN NEW YORK-, 12:21–28, 1999.
[HK07] David Hauger e Mirkam Köck. State of the Art of Adaptivity in E-Learning Platforms.
In LWA, pages 355–360, 2007.
[JC07] João Batista Bottentuit Junior e Clara Pereira Coutinho. A Educação a Distância para
a Formação ao Longo da Vida na Sociedade do Conhecimento. Congreso Internaci-
onal Galego-Portugués de Psicopedagoxía : libro de actas, pages 613–623, 2007.
[Kir04] Marcos Kirchner. Sistema para Correção Autormática de Questões nas Provas de
Concursos de Programação. 2004.
39
REFERÊNCIAS
[KPG05] Márk Kósa, János Pánovics e Lénárd Gunda. An evaluating tool for programming
contests. Teaching Mathematics and Computer, 3(1):103–119, 2005.
[LdJV+09] Eliana Lisbôa, Anabela G de Jesus, António M Varela, Glaucia S Texeira e Clara Pe-
reira Coutinho. LMS em contexto escolar: estudo sobre o uso da Moodle pelos
docentes de duas escolas do concelho de Braga. Educa{ç}{ã}o, Forma{ç}{ã}o &
Tecnologias-ISSN 1646-933X, 2(1):44–57, 2009.
[LS01] Jose Paulo Leal e Fernando Silva. Managing programming contests with Mooshak.
Universidade do Porto http://www. ncc. up. pt/mooshak, 2001.
[LS03] José Paulo Leal e Fernando Silva. Mooshak: A Web-based multi-site programming
contest system. Software: Practice and Experience, 33(6):567–581, 2003.
[SARV12] Jorge Simões, Ademar Aguiar, Rebeca Redondo e Ana Vilas. Aplicação de elementos
de jogos numa plataforma de aprendizagem social. In II Congresso Internacional TIC
e Educa{ç}{ã}o, Portugal. Anais, pages 2092–2099, 2012.
[Sil10] Natã Goulart da Silva. Uma metodologia para o desenvolvimento de sistemas de cor-
reção automática de listas de exercícios de programação baseada em testes unitários.
2010.
[Thi15] Dominique Thiébaut. Automatic evaluation of computer programs using Moodle’s
virtual programming lab (VPL) plug-in. Journal of Computing Sciences in Colleges,
30(6):145–151, 2015.
[ZXNY01] Sun Zhigang, Su Xiaohong, Zhu Ning e Cheng Yanyu. Moodle plugins for highly
efficient programming courses. 2001.
40
Anexo A
Questionário
41
Questionário
Figura A.1: Questionário enviado na fase de validação
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Figura A.2: Questionário enviado na fase de validação
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Abstract: Automating the assessment of programming assignments in higher education insti-
tutions is important to provide prompt feedback to the students, reduce teachers’ workload on
repetitive tasks, avoid human errors, and enable the exploration of new educational paradigms
such as gamification and course adaptation based on learning analytics. However, the automatic
assessment of programming assignments is challenging because of the variety of programming
languages, the variety of assessment strategies, the difficulty to assess quality attributes beyond
functional correctness, and the need to integrate with e-learning and students management plat-
forms. There are several platforms for automatic assessment that are used namely in program-
ming contests, but that support only one assessment strategy or do not integrate with students
management platforms. To overcome those limitations, the authors, from the Faculty of Engine-
ering of the University of Porto, developed an extensible web based platform for the automatic
evaluation of programming assignments, integrated with the students management platform, and
supporting multiple programming languages (ranging from Assembly to Java) and assessment
strategies (input/out, API), as well as gamification and analytics features. The platform, in a con-
trolled and secure environment (protected against malicious code, infinite loops, etc.), executes
the code submitted by students against test suites submitted by the teacher, reporting the results
to the students and relevant statistics to the teachers. The platform was successfully applied in
real class environment, involving 340 students from two different courses, significantly reducing
the time for feedback and teachers workload as compared to previous editions.
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