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Preface
Modern modelling techniques that often use graphical notations have diﬃculty
in localizing certain concerns such as synchronization, global constraints, multi-
party synchronization, error detection and recovery. As a result, these, the so-
called crosscutting concerns, get scattered and tangled with other concerns in the
model. This complicates the software development and maintenance processes.
Both Model-Driven (MD) and Aspect-Oriented (AO) approaches oﬀer solutions for
this problem.
In addition, in the literature, there have been various proposals that deal with
separation and composition of concerns in some manner. Examples are OMG MDA,
Microsoft Software factories, domain speciﬁc languages (DSLs), generative program-
ming, feature-oriented development, viewpoints etc.
The problem of modelling crosscutting concerns can be experienced in any of
these approaches.
This observation gives an indication that both MD and AO approaches oﬀer some
fundamental concepts that are possibly applicable to a wide-range of techniques. To
eﬀectively adopt the MD and AO techniques, however, there is a need to understand
how the concepts of both approaches relate to each other; Are they complementary
or competing? Are there certain domains which favor one to another? If necessary,
how can we combine them eﬀectively and correctly?
The ﬁrst Workshop on Aspect-Based and Model-Based Separation of Concerns
in Software Systems (ABMB 2005) provided an international forum for discussing
the issues of combining MD and AO approaches from various perspectives.
Six papers have been selected by the programme committee, which are included
in this volume. In the following sections, we will give a short overview of these
papers and summarize the results of the discussions at the workshop. In section 1, a
conceptual framework is presented to uniformly analyse and compare the approaches
proposed by the papers. Using this framework, in section 2, we give a brief summary
of the papers. Finally, section 3 gives conclusions.
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1 Framework
To compare and evaluate the modelling approaches presented in this volume, we
will use the framework which is graphically depicted in Figure 1. Basically, this
ﬁgure represents the generic steps which are typical to any problem solving process.
The ellipse Application Domain represents the domain of examples that are used in
the papers. The examples serve the purpose of identifying the requirements, which
are in turn used for determining the technical problems.
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Fig. 1. Conceptual framework for analyses of modelling approaches
The identiﬁed technical problems are addressed through the application of var-
ious kinds of solution domain knowledge. For example, AOP (Aspect-Oriented
Programming) and MDA (Model-Driven Architecture) can be considered as solu-
tion domains. Of course, generally speaking, solution domains span to a large pile
of information, incorporating techniques from application domains, mathematical
domains, computer science domains, etc. Nevertheless, depending on the identiﬁed
problems, the solution domains can be restricted, including only the relevant infor-
mation that are necessary to solve the identiﬁed problems. The adopted solution
domains generally determine the important components of the adopted solutions.
The ellipse Solutions represents the solution approaches presented in the papers of
this volume. A solution generally refers to the synthesis of solutions extracted from
Preface / Electronic Notes in Theoretical Computer Science 163 (2006) 1–52
the related solution domains. The solution can be in turn compared with the prob-
lems to determine the quality of the proposed solution. Obviously, the proposed
solution may suﬀer from possibly new category of problems. In this case, a new
analysis and synthesis cycle can be initiated.
2 Modelling Approaches Presented at the Workshop
The paper written by Samir Ammour and Philippe Desfray provides a tool vendor’s
view on a generic mechanism for implementing model merging. We will now anal-
yse this paper from the perspective of the framework presented in Figure 1. Here,
the application domain can be classiﬁed as building tools for UML based modeling.
The identiﬁed technical problems relate to the complexity of models which inte-
grate multiple facets of applications. To illustrate the problems, a message system
modelling example is presented. It is claimed that the UML 2.0 package merge
mechanism cannot solve the presented problems satisfactorily. Firstly, this mech-
anism does not cover decomposition and composition of diﬀerent partial views on
the system. Secondly, it provides too rigid rules based on the composition of pre-
conditions. The solutions proposed mainly based on MD techniques and its relation
to aspect-orientation is yet to be investigated. Each package diagram represents a
partial deﬁnition of a system. The sets of user deﬁned OCL constraints and rules
on a subset of the UML diagrams allow for ﬂexible composition and decomposition
of such partial system deﬁnitions.
The application domain of the work presented by Hans Schippers and Dirk
Janssens is the object-oriented system modelling. The technical problem found by
the authors is the lack of means to express and relate multi-dimensional separation of
concerns, i.e the necessity of diﬀerent abstractions to model the system functionality
and the implementation algorithms. A course scheduling application illustrates the
necessity of multi-dimensional separation of concerns. The solution proposed in the
paper is mainly based on the MD techniques. It is proposed to express the relations
between models presented with diﬀerent abstractions by OCL expressions that can
be automatically translated into the code.
The paper by Pablo Amaya, Carlos Gonzalez and Juan M. Murillo presents an
AO approach to system modelling. The experience of modelling an e-government
information system illustrates the approach and the technical problems of the size
and complexity of the model. In order to cope with the problem the authors design
each requirement (subject) as a UML package to be implemented in HyperJ. The
composition relationships of subjects are speciﬁed in an XML document. If the
elements of multiple models satisfy the speciﬁc rules written in the XML document,
then the consistent Hypermodules corresponding to the subjects are integrated. The
open problem of this approach is deﬁning the semantics of the relations used for
integration and guaranteeing the desired semantics after integration.
The domain of the work presented by Kiyoshi Yamada and Takuo Watanabe can
be classiﬁed as assertion-based techniques for specifying the behavior of program
modules. The authors ﬁrst present the speciﬁcation language JML (Java Modelling
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Language), which can be used for speciﬁcation of interfaces with preconditions and
class invariants. To evaluate JML, the authors have adopted a case study on the
speciﬁcation of a reliable mail directory server. This study has shown that some
assertions in JML crosscut the speciﬁcations of diﬀerent classes or methods, and as
such increase the complexity. To reduce the complexity, the authors have developed
an AO modelling language Moxa, which extends JML by assertion aspects.
The paper presented by Kung-Kiu Lau and Vladyslav Ukis can be classiﬁed
in the domain of component-based system modelling. The authors claim that the
current architecture description languages do not adequately separate computation
from control. This makes it diﬃcult to generate and reuse the control schemes.
By using a bank system design example as a case study, the authors illustrate how
separation of computation from control can increase the reusability. The authors
propose an MD component model that cleanly separates components and connectors
from each other. Here, components represent computations, whereas connectors
refer to control schemes. Only connectors are allowed to invoke the methods of
components. Connectors provide composition operators that deﬁne the control-ﬂow.
The model oﬀers various rules for, (a) composing connectors with each other and,
(b) composing connectors with components. Also the paper introduces a reﬁnement
technique, which is illustrated for modelling some practical systems.
The paper written by Dominik Stein and Stefan Hannenberg investigates the
diﬀerences between the MD and AO modelling techniques. The authors argue that
the goal of these approaches are diﬀerent. The AO modelling separates concerns
to simplify their understanding and implementation. The MD approaches aim ﬁrst
of all portability; they oﬀer transformation techniques for mapping models to plat-
form speciﬁcations. In order to compare these approaches, a Personal Information
Manager system example is used. It is shown that some steps of a model trans-
formation process can be identical to weaving of aspects using a speciﬁc join-point
model. However, the model transformations are not restricted by the choice of
join points, they allow, for example, for non structure preserving compositions,
such as removing methods. Such compositions are less convenient to specify using
AO modelling. On the other hand, AO approaches may provide special opera-
tors for runtime-dependent model adaptations, which are diﬃcult to specify in MD
approaches.
3 Conclusions
If used appropriately, the combination of model-driven and aspect-oriented ap-
proaches has some advantages. The aspect-oriented approaches make modelling
dynamic and static composition of crosscutting concerns more convenient to express.
However, for this, AO languages must explicitly provide the desired composition op-
erators as language keywords. The paper written by Pablo Amaya, Carlos Gonzalez
and Juan M. Murillo, is an example of an AO approach, where the requirements
are modelled as hyper modules and then composed into the system using explicit
operators.
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To enable equivalent expressive power, the MD approaches require a suitable
model transformation language, which may be more tedious to use for the model
builders. Also, the MD techniques may be less convenient to express certain dynamic
properties of models. The paper presented by Dominik Stein and Stefan Hannenberg
clearly demonstrates this limitation.
On the other hand, the MD techniques provide more expressive power in modify-
ing and transforming models in non-structure preserving manner. This is illustrated
by the paper written by Hans Schippers and Dirk Janssens and by the paper written
by Samir Ammour and Philippe Desfray. Furthermore, MD approaches can provide
more precision if they are driven by formal models. Although this possibility has
not been explored yet, during the workshop it was stated that the assertions used
in the paper authored by Kiyoshi Yamada and Takuo Watanabe could possibly be
derived from suitable formal models.
Based on this observation, we can state that the AO approaches must be adopted
for expressing crosscutting compositions because of their convenience in use and
capability of coping with dynamicity of models. The MD approaches must be
adopted if arbitrary structural modiﬁcations are necessary and/or more precision is
desired. The combination of these approaches can possibly be realized by generating
some of the elements of AO composition expressions using MD approaches, and/or
by modelling the crosscutting concerns in the transformation languages using AO
techniques.
The full exploration of these possibilities, however, have not been investigated
yet.
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