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Algebraic Approaches. By E.G. Manes and M.A. Arbib. Springer, Berlin/Heidel- 
berg/New York/London/Paris/Tokyo, 1986, 351 pages, Price DM 128.00. 
The authors claim: 
“This book is an introduction to denotational semantics. More specifically, we 
introduce the reader to two approaches to denotational semantics: the order semantics 
of Scott and Strachey, and our own partially additive semantics.“’ 
In fact the emphasis of the book is decidedly on partially additive semantics. Manes 
and Arbib cannot be blamed for concentrating on the motivation and development 
of their own approach, and for leaving the dissemination of order semantics to 
other authors; but it is unfortunate that the book does give a rather misleading 
impression of the relative significance of the two approaches. 
Essentially, the difference between order semantics and partially additive seman- 
tics is that with the former approach, the denotations of iterative and recursive 
constructs are obtained as the limits of sequences of (computational) approximations, 
whereas with the latter approach, these denotations are given by the summation of 
(usually exclusive) cases. For an iteration, the nth approximation corresponds to 
termination of the iteration within n cycles; the nth corresponds to termination after 
exactly n cycles. 
Various remarks throughout the book make it clear that the authors resent the 
popularity of order semantics. They even go so far as to devote a whole section 
(13.1) to their critique of what they regard as the “basic claims of order semantics”: 
that “all computable functions are continuous”, that “a data type has an approxima- 
tion ordering”, and that “every reasonable recursive specification of a data type is 
solved by taking the least fixed point of a continuous functor on domains”. What 
they claim to be a general slogan: that “with domains, one may get infinite elements 
in the data structures, like it or not” (p. 299) seems to be deliberately misleading, 
as the possibility of avoiding infinite elements using coalesced sums and smash 
products in domain equations is well-known (and was pointed out to the authors 
some years ago). They also question (13.4) the need for “reflexive domain 
equations”-suggesting the use of Giidel numbering instead! 
* Review copies of books which might be of interest to readers of Science of Computer Programming 
should be sent to Prof. C. B. Jones (address: see inside front cover). Proceedings of conferences will 
not normally be reviewed. 
’ Page vii. 
0167-6423/88/%3.50 @ 1988, Elsevier Science Publishers B.V. (North-Holland) 
176 Book reviews 
Apart from the misleading treatment of order semantics, the pretension that this 
book is an introduction to denotational semantics is further weakened by its almost 
total neglect of the established techniques for choosing denotations. The only 
programming constructs considered are a simple fragment of Pascal (statements 
and expressions) and an FP-like language (including recursion). There is not even 
passing mention of how one might deal with constructs such as variable declarations 
and various parameter-passing modes, or with interactive input-output. For informa- 
tion on such topics, the reader would have to turn to previous texts. 
So, if this book is not appropriate as a general introduction to denotational 
semantics, what virtues does it have? First and foremost, it provides a clear, 
comprehensive, and self-contained exposition of the partially additive approach to 
semantics. Next, it introduces the reader to the basic concepts and terminology of 
category theory-the level is similar to that of Arbib and Manes’ excellent Arrows, 
Structures5 and Functors: The Categorical Imperative (Academic Press, 1975). 
Throughout, the usefulness of the categorical framework is demonstrated: commuta- 
tive diagrams abound. The final chapter of the book is on equationally-specified 
data types, although the authors are sceptical about the usefulness of such 
specifications. 
In general, the book reads rather fluently, and there is a profusion of examples 
and exercises. The book is attractively produced, and this reviewer notices only a 
moderate number of (trivial) misprints. It should make a good basis for a course 
on partially additive semantics- especially for students who are already familiar 
with ordinary (domain-based) denotational semantics. 
Peter D. MOSSES 
Computer Science Department 
Aarhus University 
Aarhus, Denmark 
Logic for Computer Science. By J.H. Gallier. Harper & Row, London, 1986, Price 
f17.95, ISBN 0 06 042225 4. 
What does Logic in Computer Science mean in 1988? In the conference with this 
name we can find papers on decision problems and complexity theory, denotational 
semantics and the A-calculus, type theory, recursion theory, unification and 
equational logic, Petri Nets and logics for reasoning about programs, concurrency 
and uncertainty. 
Automatic Theorem Proving may be regarded as a “practical variant” of Hilbert’s 
program, motivated by the need to produce formal proofs in some logical system 
to verify hardware or software. The first question is often which logical system to 
use. It may be possible to encode the problem in equational or first order logic, or 
to use higher order functions or a suitable type h-calculus. The user may wish to 
