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RESUMEN
DESARROLLO DE UN INTERFAZ PARA SIMULAR EN TIEMPO REAL LA
INTERACCIO´N O´RGANO-INSTRUMENTO EN UN PROCEDIMIENTO
QUIRU´RGICO DENTRO DE UN AMBIENTE DE TELEOPERACIO´N
por
JAIME ANDRE´S CASTILLO LEO´N
Maestr´ıa en Ingenier´ıa en Automatizacio´n Industrial
UNIVERSIDAD NACIONAL DE COLOMBIA
Director: Carlos Humberto Galeano
El documento a continuacio´n describe el camino llevado a cabo para el modelamiento y la simulacio´n de
tejidos en tiempo-real utilizando los me´todos nu´mericos de BEM y FEM para modelos tanto lineales como
no-lineales en geometr´ıa y en constitucio´n del material, adema´s se trata el tema de la colisio´n y la generacio´n
de condiciones de contorno. Una aplicacio´n multiplataforma y sus detalles de implementacio´n en C++, bajo
el paradigma de la programacio´n gene´rica, los resultados obtenidos y detalles te´cnicos, en adicio´n con una
comparacio´n de implementacio´n en MATLAB.
El primer cap´ıtulo coloca la tesis como continuacio´n de otras dos tesis llevadas en la Universidad Nacional
de Colombia en el a´rea de la teleoperacio´n y la robo´tica asistencial quiru´rgica, aunque no se prentende inte-
grar con los trabajos anteriores, si se pretende como profundizacio´n de sus concluciones y trabajos futuros, en
cuanto al modelamiento adecuado de tejidos. Finalmente se definen alcances, limitaciones y requerimientos
de la interfaz gra´fica a disen˜ar en el documento.
El segundo cap´ıtulo describe brevemente el estado de arte de la simulacio´n de tejidos en tiempo-real,
la deteccio´n de colisiones, el uso de tarjetas gra´ficas para mejorar el rendimiento de los algoritmos y otros
me´todos y te´cnicas utlizadas para lograr los requerimientos de tiempo real.
El tercer cap´ıtulo presenta la geometr´ıa computacional como piedra angular de la robustez de los al-
gor´ırtmos que resuelven los problemas que se presentan en la manipulacio´n de mallas, como lo son las
colisiones y la generacio´n de las condiciones de contorno de las PDEs al ser resueltas en tiempo real. A su
vez se presenta la libreria CGAL, sus potentes capacidades y la necesidad de la programacio´n generica como
herramienta de optimizacio´n y generalizacio´n del co´digo escrito.
El cuarto cap´ıtulo presenta la formulacio´n de la ecuacio´n de elasticidad teniendo en cuenta las no-
linealidades geome´tricas y no-linealidades de material, las restriciones del modelo y todo lo que se tiene
en cuenta partiendo desde la meca´nica de medio continuo hasta los modelos de hiperelasticidad. En este
capitulo se encuentras las ecuaciones a resolver por los me´todos nume´ricos de BEM y FEM.
El cap´ıtulo cinco realiza una comparacio´n de los me´todos de BEM y FEM, incluyendo la formulacio´n de
los elementos BEM con su respectiva implementacio´n en MATLAB bajo modelamiento lineal y finalmente
obeservando la limitacio´n presente en el me´todo de los BEM para la aplicacio´n no-lineal a causa de su com-
pleja formulacio´n y dejando como u´nica opcio´n a el me´todo de los FEM.
El cap´ıtulo seis muestra la formulacio´n y algunos detalles de implementacio´n y solucio´n en MATLAB de
los elementos finitos para la solucio´n de la elasticidad con no-linealidades.
El se´ptimo cap´ıtulo muestra screenshots de la aplicacio´n desarrollada en C++, multiplataforma probada
para GNU/Linux y Windows y acoplada a dos joystics de video juegos con realimentaci’on de fuerzas y los
resultados obtenidos en tiempo de ejecucio´n. Se describe el algortimo principal de la aplicacio´n.
Finalmente se enumeran las conclusiones, logros y trabajos futuros, se anexan los detalles de imple-
mentacio´n y menejo de programacio´n de gra´ficos que se consideran importantes para futuros trabajos.
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ABSTRACT
DEVELOPMENT OF AN INTERFACE TO SIMULATE IN REAL-TIME THE
TISSUE-TOOL INTERACTION UNDER A QUIRURGICAL PROCESS INSIDE A
TELEOPERATION ENVIROMENT
por
JAIME ANDRE´S CASTILLO LEO´N
Maestr´ıa en Ingenier´ıa en Automatizacio´n Industrial
UNIVERSIDAD NACIONAL DE COLOMBIA
Advisor: Carlos Humberto Galeano
The following document describes a way for modelling and simuleting tissues under real-time using the FEM
and BEM numerical methods for linear and non-linear behaviors on geometry and constitutive relations of
material, additionally collision detection and boundary condition generation subjects are treated. A multi-
plataform application and its implementation details with a benchmark with a code in MATLAB.
First chapter, puts the thesis as a continuation of other works made at Universidad Nacional de Colombia
in teleoperation and assitant quirurgical robotic, but it is not expected to merge works, the objective is to
deepen conclusions and future works of these on right tessue models. Finally it defines scopes, limitations
and requirements on the design of the graphical interface.
The Second chapter describes the state of art on, tissue simulations under real-time, collision detection,
and using graphical cards in orden to improve performances of algorithms and other methods and techniques
to get the real-time requirements.
Third chapter presents the computational geometry as an angular stone for geometric robustness to solve
appeared preblems in the mesh handling, such as collision detection and boundary conditions is, to solve in
real-time. CGAL library is shown with its capabilities and generic programming paradigm for optimization
and generalization of the written code.
Fourth chapter contains the formulation of the elasticity with nonlinear geometric and nonlinear mate-
rial equations, restrictions on model and all topics, starting from continumm mechanics to hyperelasticity
models. This chapter has the equations to be solved for FEM and BEM methods.
Fifth chapter carries out a comparison between BEM and FEM methods, includes formulation of bounedary
elements with the implementation on MATLAB under linear models, and finally observed limitations in BEM
method for nonlinear applications due to the complex formulations of BEM, left FEM method as the only
one choice.
Finite elements in nonlinear elasticity solution in MATLAB, implementation details and formulations are
shown in Chapter six.
Seventh chapter shows some screenshots tested in the application development in C++, proved under
GNU/Linux and Windows, moreover with to joysticks with force-feedback. Some results in real-time execu-
tion. Describe the principal algorithm of the application.
Finally some conclusions, achievements and future works are listed and described. Anexed details of
implementations and graphics programming considered important for future works.
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Chapter 1
Introduccio´n
San Fancisco de Az´ıs: Empieza por
hacer lo necesario, luego lo que es
posible, y de pronto te encontrara´s
haciendo lo imposible
Jaime Andre´s: Empece´ por lo
imposible, luego corr´ı todo lo posible y
no logrando lo necesario, termine´ con
esto. :(
1.1 Motivacio´n de la tesis
El propo´sito de este documento es investigar la posibilidad de implementar un simulador de la ecuacio´n de
elasticidad en tiempo real, para ser aplicado en ambientes de realidad aumentada con la sensacio´n del tacto.
Se conoce como ha´ptica a la caracter´ıstica que se incluye en un entorno de realidad aumentada para darle
realismo al contacto o interaccio´n de objetos con distintas propiedades meca´nicas y as´ı poder involucrar el
tacto en el ambiente simulado.
El esfuerzo de esta investigacio´n va encaminado al desarrollo de simuladores de cirug´ıa que facilita en
muchos aspectos, el aprendizaje, la pra´ctica, la planeacio´n e inclusive el transcurso de una cirug´ıa. Este
estudio forma parte del complemento de otros trabajos previos desarrollados en la Universidad Nacional
[32, 36]. El estado de arte de estos documentos colocan en un contexto ma´s amplio la finalidad de este
trabajo, sin embargo aca´ se ira´ directamente a la implementacio´n del simulador y lo que se requir´ıo para
ello.
En el trabajo desarrollado por [32], se hizo una investigacio´n exahustiva del estado del arte, de los distin-
tos dispositivos ha´pticos presentes en el mercado y la Universidad adquirio´ por parte del departamento de
Ingenier´ıa Mecanica y Mecatro´nica dos de ellos (un Phanthom OMNITM y un Novit FalcomTM). Se hicieron
aplicaciones sobre Windows, utilizando librerias de programacio´n de dispositivos ha´pticos como Open Hap-
tics y otras librerias suministradas por los fabricantes con lo cual se logro´ el manejo del dispositivo. La parte
gra´fica se trabajo´ usando OpenGL y el manejador de ventanas y contexto de OpenGL, GLUT. Finalmente
se hizo una realimentacio´n de fuerzas del entorno virtual hacia la mano del operador del Joystic ha´tico (ver
figura 1.1).
En el trabajo de [36], se disen˜o´ y construyo´ una plataforma paralela robo´tica, que busca replicar los
movimientos de traslacio´n y rotacio´n de una herramienta quiru´rgica en procedimientos de reconstruccio´n
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maxilo-facial principalmente. La plataforma debe ser capaz generar fuerzas y momentos necesarios en un
procedimiento, generados pre´viamente en una etapa de planeacio´n en un ambiente de realidad virtual a causa
de la simulacio´n ha´ptica (ver figura 1.2).
Revisando el estado del proyecto, los modelos de generacio´n de fuerzas utilizados en [32], la simulacio´n
de so´lidos se simplifican a lo siguiente: ~F = k~x + b~˙x + m~¨x, donde ~F es la fuerza que la herramienta hace
sobre el so´lido, ~x es la posicio´n o punto de aplicacio´n de la fuerza ~F , k es una constante de rigidez (su valor
se da de forma arbitraria), b es el coeficiente de friccio´n viscosa (que en definitiva no se usa) y finalmente, m
es la masa (que al incluirla en el modelo hace que se pierda el sentido de la ecuacio´n y por lo tanto tampoco
se usa). El hecho de que el efecto viscoso b y la inercia m no se usen es por que el so´lido que se analiza es el
de un cuerpo deformable empotrado en alguna parte de su contorno, por lo tanto la inclusio´n de estos dos
efectos requiere de un modelo ma´s adecuado.
Figure 1.1: Interfaces Ha´ticas [32]
Figure 1.2: Plataforma Robo´tica [36]
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En conclusio´n es necesario un modelo que se acerque ma´s a la realidad para poder obtener una reali-
mentacio´n de fuerzas dentro del sistema de realidad aumentada, en la siguiente referencia [43] se mencionan
los distintos tipos de modelos que se han realizado y documentado. De momento el estudio de modelos bajo
la mecanica de medio continuo [44], se usa como el ma´s recomendado para lograr una aplicacio´n adecuada
de realidad aumentada. El trabajo de esta tesis busca u´nicamente la implementacio´n de modelos ela´sticos
en tiempo real mas no la integracio´n de e´ste con los trabajos de [32, 36], el cual podra´ ser un trabajo futuro.
1.2 Temas afines
La investigacio´n de esta tesis descansa sobre los marcos y los avances de las siguientes ramas de estudio: la
Programacio´n gene´rica[50], el Ana´lisis nume´rico, la Computacio´n gra´fica[42], la Geometr´ıa computacional,
los Sistemas dina´micos y la Meca´nica Computacional. El soporte matema´tico de las materias anteriormente
mencionadas consta de: teor´ıa de nu´meros, algebra lineal, ana´lisis funcional, ca´lculo tensorial, ca´lculo varia-
cional y algunas nociones ba´sicas de topolog´ıa. Cada una de ellas encuentra una parte importante en la
investigacio´n del presente documento.
La programacio´n gene´rica en especial de C++ sera´ clave en la implementacio´n de los algoritmos uti-
lizados. Este paradigima optimiza los co´digos escritos en tiempo de compilacio´n y generaliza las ideas de
programacio´n permitiendo la adaptabilidad, extensibilidad y eficiencia de librerias externas al co´digo [18],
la programacio´n orientada a objetos y estructurada esta incluida en este paradigma. Actua´lmente, los de-
sarrolladores de software con requerimientos de eficiencia en tiempo-real tienden a utilizar C++ usando la
programacio´n gene´rica (STL, BOOST, MATLAB, SCILAB, BLENDER, ANSYS, OpenSCAD y otros), ha
sido la principal justificacion de elegir e´sta como lenguaje para la implementacio´n de la aplicacio´n. Otra
tendencia de ma´s es que la revista Comutational Geometry: Theory and Applications exige sus documentos
en C++ usando los beneficios de las templates.
El ana´lisis nu´merico sera´ importante tanto en la validacio´n y convergencia de los me´todos de los ele-
mentos finitos FEM y los elementos de contorno BEM, as´ı como tambie´n en la solucio´n de estos me´todos
donde se destaca la utilizacio´n de me´todos iterativos sobre matrices densas y esparcidas, y los me´todo de
Newton-Rhapson, Runge-Kutta y Euler.
El lenguaje de representacion visual sera´ expresado por la computacio´n gra´fica en dos nivel: te´cnico[42],
como usuario de las tarjetas de video para renderizar e investigativo, para realizar ca´lculos en paralelo sobre
la GPU[39]. Este tema sera´ relevante en la representacio´n de los tejidos manipulados en pantalla asi como
en el posible aceleramiento de los ca´lculos usando la GPU[30].
La geometr´ıa computacional[5] es de vital importancia para la manipulacio´n de las estructuras que dis-
cretizan y representan los so´lidos a modelar, como tejidos y herramientas. Por ello sera´ tambien importante
en el tema de las colisiones para el contacto y el establecimiento de las condiciones iniciales de contorno
para resolver las ecuaciones diferenciales parciales. Adema´s dentro de este tema se encuentran pre-procesos
requeridos tales como, el mallado volume´trico y el mallado superficial. Las librerias disen˜adas para estos
fines son tema actual de investigacio´n en a´reas como: la robustez en la meca´nica computacional, las cien-
cias de la computacio´n, la implementacio´n sobre la programacio´n ge´nerica y la metaprogramacio´n. Temas
que hasta ahora solo el lenguaje C++ tiene como ventaja al momento del desempen˜o en tiempo de ejecucio´n.
El modelo del tejido como sistema dina´mico[4] es puesto en consideracio´n para analizar sus respuestas en
frecuencia y bajo cargas quasi-estaticas para acotar el modelo. Luego se supondra´ que los procedimientos
quiru´rgicos se hara´n sobre un comportamiento quasi-estatico de las cargas debido a su naturaleza.
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La meca´nica computacional[8, 44, 4] aplica la teor´ıa meca´nica de medio continuo, que forma la mayor
parte del documento en donde se encuentran los fundamentos para el modelamiento y la simulacio´n cor-
recta de tejidos. A partir de estas teor´ıas y mediante ensayos emp´ıricos es posible determinar una serie
de constantes que representan las propiedades meca´nicas de los materiales y de esta forma poder modelar
adecuadamente el tejido a trabajar. Los me´todos utilizados aca´ son FEM y BEM y no se realizan ensayos
emp´ıricos.
1.3 Alcance y requerimientos del simulador
Los principales objetivos o funcionesque en el simulador puede realizar son:
1. Visualizar los objetos
2. Permitir manejo interactivo de usuario-herramienta
3. Generar las fuerzas de contacto debidas a la interaccio´n.
1.3.1 Visualizacio´n de la escena
El proceso de visualizacio´n se debe realizar con una tasa de refresco superior a los 25Hz para que el ojo
humano sienta la continuidad en los movimientos, sin embargo para que no capte una sensacio´n de parpadeo
[10, 28, 32] la tasa de renderizacio´n gra´fica debe ser superior a 60Hz. En esta parte de la investigacio´n fue
necesario el uso de las librerias de OpenGL para renderizar las escenas necesarias de forma adecuada.
OpenGL[19] es una libreria multiplataforma escrita en C, que deja a disposicio´n del programador las
funcionalidades de la tarjeta de video mediante el manejo de buffers, variables de estado y enumeraciones.
Algunos de los buffers ma´s importantes son el buffer de renderizado, el buffer de seleccio´n y el buffer de
feedback. Los dos primeros buffers sera´n fundamentales para la interaccio´n con el usuario.
Como el manejo de la tarjeta gra´fica es independiente del sistema de ventanas que se utilice en el sistema
operativo, tambien se escogio´ las librerias de Qt[29] para el manejo de interfaces graf´ıcas de usuario GUIs,
ya que esta libreria Qt es a su vez multiplataforma (es decir independientes del sistema operativo). La
integracio´n de un manejador de ventanas y OpenGL requiere de la creacio´n de un contexto para el uso de
OpenGL. El contexto para OpenGL ya esta´ creado para el widget QGLWidget, sin embargo se utiliza una
extencio´n de esta llamada libQGLViewer [14] que simplifica notoriamente este proceso bastante oscuro para
principiantes en programacio´n de gra´ficos.
1.3.2 Interaccio´n de la Herramienta
El usuario podra´ mover una herramienta en la escena mediante el manejo de los eventos implementados en
Qt, estos eventos permiten adicionar dispositivos HID, tales como joystics ha´pticos, aunque estos estara´n
usando su propio hilo a trave´s de una instancia de QThread.
Para este estudio se utilizo´: un joystic de videojuegos para simuladores de avio´n con force-feedback Log-
itech 3D-FORCE, el joystick de la consola de videojuegos PS2, el teclado y el mouse del computador, es
posible adaptar cualquier tipo de joystick simplemente implementado una clase que hereda una interfaz.
Adema´s de estos detalles te´cnicos, hablando de la interaccio´n de dos so´lidos, cabe mencionar que estos
so´lidos son representados por poliedros mediante el uso de mallas de polg´onos (tria´ngulos generalmente). Las
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mallas por lo general son triangulaciones y el manejo de estas requiere de estructuras de datos adecuadas para
expresarlas y algoritmos para su manipulacio´n. Las estructuras deben facilitar las bu´squedas sobre la malla
y adicional a esto ser livianas en su consumo de memoria. Debido a estas caracteristica y otras mencionadas
ma´s adelante, se utiliza la libreria de C++, CGAL: Computational Geometric Algorithms Library [48], la
cual tiene como paradigma la programacio´n generica, paradigma altamente utilizado por desarrolladores de
librerias altamente reutilizables y eficientes (como las STL de C++ o las librerias Boost).
1.3.3 Generacio´n de fuerzas de contacto
Para la generacio´n de fuerzas los modelos que se tendra´n en cuenta sera´n los propuestos en la teor´ıa de la
elasticidad. En esta teor´ıa se plantean ecuaciones diferenciales parciales no lineales, las cuales por lo general
se resulven empleando algun me´todo nume´rico como los elementos de contorno BEM o los elementos finitos
FEM [3, 26, 25, 52]. Aqu´ı la generacio´n de mallado volume´trico y mallado superficial aparece como una
importante decisio´n en el disen˜o de la interfaz, la colocacio´n de las condiciones de contorno de las ecuaciones
es de vital importancia por esto CGAL se ha utlizado, ya que el disen˜o de las estructuras que manejan las
mallas optimiza este proceso, que facilitan en tiempo real la colocacio´n de condiciones de contorno probo-
cadas por el moviemiento de la herramienta.
El uso de un solucionador de me´todos iterativos es necesario para la solucio´n de sistemas de la forma
A·x = b. Existen una gran variedad de solvers, para este trabajo se probo´ con las librerias para matrices es-
parcidas SMLIB escrita para FORTRAN 90 y para matrices densas con Linear Algebra PACKage LAPACK
escrita inicialemente en FORTRAN 77. LAPACK es fa´cilmente integrable con C++ y de hecho hoy en d´ıa los
programas de elementos finitos y lenguajes como MATLAB y SCILAB las utilizan para realizar operaciones
de matrices y vectores densos por sus altos rendimientos, las GPUs sacan versiones nuevas de LAPACK
como es el caso de CUDA. El problema con las librerias de me´todos iterativos y las matrices esparcidas ya
no se deja a disposicio´n de las librerias hechas en FORTRAN si no que se utlizan structuras en C/C++ para
resolver estos sistemas. Los solvers de C++ utilizados fueron ITL++, SparseLib++, GMM del paquete de
elementos finitos GetFEM, estas tres u´ltimas bajo el paradigma de la programacio´n gene´rica. Adema´s de es-
tos solvers se utilizaron los me´todos iterativos implementados en MATLAB, como se describira´ ma´s adelante.
Los requisitos de los tiempo para calcular las fuerzas de contacto dependen de que sensacio´n se debe
identificar en el simulador, es diferente percibir rugosidades a sentir que se estrella una herramienta con un
objeto ela´stico o r´ıgido. Las rugosidades requieren de una tasa igual o mayor a 1000Hz [10, 51], pero sentir
si un objeto es duro o blando no requiere de tan alta realimentacio´n. Esta frecuencia es algo a investigar en
este documento.
El uso de la GPU para incrementar el proceso de solucio´n de estos sistemas resultantes en los me´todos
nu´mericos son un punto de investigacio´n, en donde solo se utilizo´ la manipulacio´n de matrices esparcidas[30].
Se utiliza el SDK de nVidia, CUDA, en donde se utlizan dos tarjetas una de 12 nucleos y otra de 96 nucleos.
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Chapter 2
Estado del arte
Neo: This isn’t real?
Morpheus: What is real? How do
you define real? If you are talking
about your senses, what you feel, taste,
smell, or see, then all you’re talking
about are electrical signals interpreted
by your brain.
2.1 Antecedentes de modelamiento de tejidos
La simulacio´n de tejidos ha llegado a ser el siguiente paso para la realidad aumentada AR, el avance en
el procesamiento de imagenes, el disen˜o asistido por computador, el control y su aplicacio´n a entornos con
caracter´ısticas ha´pticas ponen como necesidad la simulacio´n de los tejidos para alcanzar un entorno ma´s
vera´z y con aplicaciones en la teleoperacio´n y otras a´reas nuevas ma´s.
A continuacio´n se hace una breve descripcio´n no exhaustiva de los me´todo ma´s tradicionales y reciente-
mente utilizados para alcanzar la simulacio´n de tejidos sobre tiempo real. Los puntos y objetivos a destacar
de los me´todos son los siguientes,
1. Realidad en los modelos f´ısicos, es decir basados en principios f´ısicos que describan correctamente el
comportamiento de los tejidos.
2. Velocidades de 1kHz en la solucio´n del modelo meca´nico de los tejidos, para engan˜ar el sentido del
tacto del operador del sistema.
3. Velocidad de 25Hz en el renderizado para engan˜ar el sentido de la vista del operador de sistema.
4. Deteccio´n de colisiones que establezca de forma fa´cil las condiciones de contorno o borde.
2.2 Modelos Computacionales
Algunos de los modelos computacionales actualmente estudiados en la simulacio´n de tejidos en tiempo real
son resumidos destacando algunas de sus ventajas y desventajas. Algunos de ellos se encuentran desarrolla-
dos dentro de marcos f´ısicos adecuados, otros tienen un soporte matema´tico suficientemente robusto como
para generar modelos mas no un soporte f´ısico como tal.
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2.2.1 Modelo Masa-Resorte MSN
En este modelo las deformaciones son llevadas sobre una malla de resortes [47], en donde cada una de las
esquinas o terminales del resorte se encuentra sujeta a un nodo con masa puntual (ver Fig 2.2.1).
Figure 2.1: Modelado de las deformaciones de una pierna con MSN
Por lo general la misma malla que representa el gra´fico es la misma que coincide con los nodos de la
MSN, de esta forma queda discretizado el movimiento del so´lido a una serie de nodos y resortes. Este
me´todo es bastante utilizado en la industria del cine par crear animaciones faciales.
Como ventajas este me´todo presenta una dina´mica muy bien conocida, como lo es una malla de resortes,
con una so´lida matema´tica para su modelamiento, adema´s de esto se puede considerar algunos de los resortes
en comportamiento no lineal. Los modelos constitutivos pueden contener relaciones tanto de rigidez como
de viscoelasticidad.
El modelo dina´mico es representado de la forma
miu¨i + ciu˙i + gi = fi (2.1)
donde ui es el despalzamiento de cada nodo, ci es el coeficiente de amortiguamiento, mi es la masa puntual
asociada al nodo i, gi son las fuerzas intr´ıncecas que se generan en el material y fi es la fuerza externa que
actua sobre ese nodo. El modelo se acopla con fi de la siguiente forma,
fi =
(
λd− µd˙
)
kˆ (2.2)
donde λ es la rigidez del resorte y ν es el coeficiente de viscoelasticidad.
El costo computacional de este me´todo es bajo por lo que se utiliza en aplicaciones con interacciones
de tiempo real. Las principales desventajas de este meto´do son que son poco realistas y que a la hora de
especificar las constantes del modelo no hay un forma va´lida de proponer los valores, este me´todo es ma´s
bien una imposicio´n al modelo f´ısico.
2.2.2 Mete´odo Teor´ıa de Elasticidad ETM
Esta basado en la ecuacio´n dina´mica de la elasticidad [31],
ρu¨i = µ∇2ui + (λ+ µ)∇ (∇ · ui) (2.3)
donde ui es el deplazamiento del nodo i, µ y λ son las constantes de Lamme´.
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La aproximacie´n es basada calculando cada operador de eq.2.3, con los nodos vecinos j as´ı,
∇2ui = 2∑
j |Lij |
∑
j
uj − ui
|Lij | (2.4)
∇ (∇ · ui) = 2∑
j |Lij |
∑
j
(uj − ui) · nij
|Lij | nij (2.5)
en donde |Lij | es la distancia entre los nodos j e i, nij es el vector unitario en la direccio´n del vector Lij .
Al igual que el me´todo MSN, ofrece estabilidad pero a diferencia de MSN el ETM ofrece ma´s realismo.
Se reportan pruebas con este me´todo sobre tiempo real[31]. Algunas ventajas es que no requiere generacio´n
de una malla estructurada y su precisio´n puede mejorarse en tiempo de ejecucio´n con refinamientos de malla
locales.
Figure 2.2: Aplicacio´n de deformaciones en tiempo real con ETM
2.2.3 Me´todo de los Elementos Finitos FEM
Este me´todo es el ma´s utilizado[4], con este me´todo es posible implementar problemas no lineales. Para
grandes deformaciones se usa el tensor de deformaciones de Green-Lagrange en combinacio´n con una ya
conocida relacio´n de constitucio´n generada a partir del segundo tensor de esfuerzo de Piola-Kirchhoff que
no viola los principios termodina´micos del material[44].
Las principales ventajas es que es un me´todo con gran realismo ya que este resuelve la ecuacio´n de elas-
ticidad de forma nu´merica. Como desventajas se encuentra su alto costo computacional lo que hace poco
atractivo el uso de este me´todo para ser utilizado en soluciones de tiempo real[43].
El preproceso de este me´todo es costoso ya que se requiere de procesos de mallado en 3D, sin embargo
cuando se trata de pequen˜as deformaciones se puede tener precomputado el problema pero este no es el caso
para la simulacio´n de tejidos.
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Figure 2.3: Simulacio´n en tiempo real de un h´ıgado utilzando FEM.
2.2.4 Modelo de Masa-Tesor TMM
Aqu´ı la formulacio´n es similar al me´todo de MSN a diferencia de que, gi que representa las fuerza internas
en el mo´delo es tomada de la energ´ıa almacenada en el tetrahedro como si fuera un elemento finito.
Se han encontrado aplicaciones para tejidos en tiempo real con modelos no lineales anisotropicos[43] y
aplicando viscoelasticidad[27].
Figure 2.4: Simulacio´n de un o´rgano con modelos lineal y no lineal utilizando TMM
2.2.5 Modelos de Elasticidad Hibridos HEM
Existe tambien una combinacio´n de me´todos en los cuales se parte de una solucio´n precomputada de FEM
y apartir de esta se procede a resolver el problema no lineal o con largas deformaciones utilizando el TMM
[10]. Una forma interesante de abordar este reto es que se subdivide el dominio en dos, (1) en el que se
asume que las deformaciones son pequen˜as y no existira´ un cambio topolo´gico como tal, en este caso se
utiliza una solucio´n precomputadada a cargo de los FEM y (2) en una regio´n (que es la de intere´s) en la que
el comportamiento se espera sea no lineal a cargo de los TMM.
A la hora de implementar un HEM es importante que los fundamentos teo´ricos sean similares (por ejemplo
[11]). Una combinacio´n muy frecuente es FEM-BEM.
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Figure 2.5: Simulacio´n del corte de un h´ıgado utilizando HEM
2.2.6 Me´todo de las Esferas Finitas
Su principal ventaja es que es un me´todo que no requiere malla, en lugar de la malla utiliza un conjunto de
punto al interior o sobre el borde del volumen para resolver las ecuaciones de equilibrio [13]. A diferencia
de los FEM, las funciones de forma son funciones racionales un poco ma´s complicadas que los polinomios
que generalemente se utilizan en FEM las cuales se escogen de forma que el costo computacional sea bajo.
De todas formas al interior de este me´todo surgen integrales que no tiene solucio´n anal´ıtica y requieren de
reglas nume´ricas.
Figure 2.6: Caracter´ısticas principales del FSM, el mallado y sus funciones de forma
Realmente el costo de las funciones de forma hace que este me´todo sea costoso, existen te´cnicas que
llevan este me´todo a la implementacio´n en tiempo real. Otra desventaja presente en estos me´todos es que
las condiciones de contorno son ajenas a los nodos de las funciones de forma y vuelven este proceso de
condiciones iniciales no tan transparente y ma´s bien enredado.
2.2.7 Me´todo de los elementos de contorno BEM
En este me´todo el problema de generar la malla se reduce a solo tener el modelado del so´lido por elementos
triangulares sobre su superficie[6]. Aunque se puede pensar que las matrices de rigidez del sistema sera´n
mucho ma´s pequen˜as que las generadas en los FEM, el problema es que estas matrices son densas a diferencia
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de las FEM que son esparcidas[17].
Este me´todo se comporta bien para problemas lineales[51, 45], sin embargo para las no linealidades hay
que proponer esquemas o generar kernels para la solucio´n no lineal lo cual puede requerir de un gran manejo
matema´tico[17].
Figure 2.7: Aplicacio´n de deformaciones lineales
Al igual que el FSM se presentan integrales nu´mericas, pero estas ya no son tan costosas, y por el hecho
de que se puede tener soluciones precomputada se puede generar aplicaciones sobre tiempo real (pero solo
en modelos lineales). Gracias al planteamiento de los BEM sa ha descubierto tcnicas alternativas a los FEM
que presentan ventajas en cuanto a la convergencia, los jacobianos negativos y teor´ıas de fractura.
2.2.8 Me´todo de los elementos largos LEM
En este me´todo los elementos son pensados como objetos distribuidos con un fluido incompresible en su
interior. Sin embargo obedecen la ley de Hooke en sentido axial. Las condiciones de frontera son una mezcla
de los principios de pascal y conservacio´n de energ´ıa. Este me´todo permanece aun sin explorar pero existen
aplicaciones para tiempo real.
2.2.9 Me´todo de la distribucio´n de volu´menes VDM
Este me´todo es inspirado en las ideas del LEM, ejemplos con un h´ıgado en el que se tiene en cuenta su
composicio´n meca´nica como: (1) una superficie de piel ele´stica, (2) el interior lleno de l´ıquido (sangre) y (3)
un sistema de irrigacio´n[43].
Al igual que los BEM solo se discretiza el contorno del dominio, las fuerzas de campo producidas en el
modelo son simplificadas por la accio´n de un fluido incompresible al interior del modelo. Para plantear las
ecuaciones de equilibrio tiene en cuenta los mismos principios de los LEM.
2.3 Me´todos de resolucio´n
En esta parte se tiene encuenta dos tipos de modelos, esta´ticos y dina´micos.
2.3.1 Modelos Esta´ticos
Como principales concideraciones se desprecian los efectos inerciales y viscoela´sticos. Esto se considera as´ı
cuando las cargas que actu´an sobre el sistema con frecuencias menores a un tercio de la frecuencia natural
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del sistema[43].
En estos casos el modelo f´ısico es representado por una sistema de ecuaciones lineales con inco´gnitas,
K u = f (2.6)
donde K es la matriz de rigidez que relaciona los desplazamientos u del sistema con las cargas f aplicadas
en e´l.
Se puede tener dos modelos esta´ticos, lineales y no lineales. En los modelos lineales la solucio´n se reduce
a encontrar la inversa de K, para esto existen dos tipos de te´cnicas, directas e iterativos.
En las te´cnicas directas se tiene algoritmos que ofrecen precisio´n pero pueden ser costos en espacio y
tiempo debido a que crean otras matrices semejantes durante el proceso y la eficiencia de estos algoritmos
depende de si la matriz K es esparcida y de su taman˜o en general. Algunas te´cnicas son descomposicio´n
LU, factorizacio´n de Cholesky, etc [4].
A costo de precisio´n se utilizan herramientas iterativas como Gauss-Seidel y el Gradiente Conjugado los
cuales depende del punto inicial u0.
Cuando las deformaciones y rotaciones del continuo presentan cambios mayores al cinco por ciento se
tiene problemas no lineales en los cuales se tiene en cuenta los siguientes posibles cambios,
 Material No-Lineal. Encontrar relaciones constitutivas del material.
 Geometr´ıa. Cuando los cambios son grandes las relaciones desplazamiento-deformacin cambian y por
lo tanto A.
El cambio ma´s notorio con la ecuacio´n 2.6 es que la matriz de rigidez sera´ funcio´n del estado de desplaza-
mientos K = K(u) y por esto la ecuacio´n 2.6 se resuelve utilizando algoritmos para encontrar raices como
Newton-Rhapson[4].
2.3.2 Modelos Dina´micos
A diferencia del modelo esta´tico en este se llega a un sistema de ecuacio´nes difernciales de segundo orden de
la forma,
M u¨+ C u˙+K u = f (2.7)
en donde M y C son las matrices de inercias y amortiguaciones.
En el caso que M(u), C(u) y K(u), es decir que presenta no lineadlidades, no existe una solucio´n anal´ıtica
de la ecuacio´n 2.7 y entonces se recurre a me´todos recursivos como Newton-Euler o Runge-Kutta.
2.4 Deteccio´n de Colisiones
Otra parte importante en un simulador de tejidos, es sin duda los algoritmos de deteccio´n de colisiones que
se han de implementar, este tema es ma´s de geometr´ıa computacional que de la meca´nica computacional.
Estos algoritmos deben ser robustos, ra´pidos y eficientes[43]. Una clasificacio´n de estos algoritmos es segu´n:
el volumen de espacio-tiempo, barrido de volumen, chequeos multiples y parametrizacio´n de trayectorias[20].
Dependiendo de cual es la principal necesidad, robustez, rapidez o eficiencia, se escoge cual es la mejor opcin.
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Otra clasificacio´n esta dada por en el ya clasico libro de video juegos de [16] en donde hacen un detallado
planteamiento y solucio´n de problemas de colisio´n, donde se expone el algoritmo GJK para la solucio´n de
colisio´n entre politopos convexos, aunque el planteamiento de [16] para la implementacio´n de los predicados
ha sido recientemente mejorada por el uso de aritme´tica modular y filtros adaptativos usando una reciente
rama de investigacio´n llamada exact computation geometry ECG.
Los tres primeros tipos de algoritmos segu´n la clasificacio´n anterior son conocidos por Pruebas de Inter-
ferencia Estticas SIT.
2.4.1 Modelos de Colisiones
Generalmente la deteccio´n de colisiones esta dividida en tres fases de optimizacio´n:
1. Fase extensa: Se compara por pares de objetos si existe una posible colisio´n. Por lo general estos
me´todos utilizan la descomposicin espacial.
2. Fase de reduccio´n: De esta no se obtiene la colisio´n exacta pero se reduce el volumen a una regio´n
mı´nima en la cual se puede encontrar la colisio´n. Los algoritmos de esta fase utilizan la descomposicin
de objetos.
3. Fase exacta Encuntran la interseccio´n exacta entre los politopos.
Existen librerias como las V-COLLIDE, H-COLLIDE y RAPID que aplican estos me´todos, pero tiene
el inconveniente de no estructurar la informacio´n y solo trabajar sobre sopas de tria´ngulos, ademas los
algoritmos externos deben adaptarse a las librerias. CGAL trabaja con a´rboles kd-tree para los cuales se
organiza en un preproceso una estructura que representa un poliedro o una sopa de tria´ngulos.
2.5 GPUs en la solucio´n de elasticidad en tiempo real
Los recientes avances y la exponencialmente creciente capacidad de computo de las tarjetas gra´ficas respecto
a las CPUs ha llevado a que muchos algoritmos que se disen˜aban sobre arquitecturas seriales sean ahora
acondicionadas a la programacio´n en paralelo con un bajo costo. Las tarjetas nVIDIA mantiene una SDK
gratuita llamada CUDA para usar sus tarjetas en aplicaciones GP-GPU General Purpose Graphical Proces-
sor Unit.
La programacio´n en paralelo enfrenta nuevos retos, tanto te´cnicos como de ana´lisis en el redisen˜o. Los
retos te´cnicos implican la constante actualizacion de la SDK al comienzo de este documento la version 2.0
estaba reciente y en linux era un poco inestable y dificil de poner a funcionar, al final la ultima versio´n de
CUDA con que se trabajo fue la versio´n 3.2 donde su instalacio´n ya era sencilla y transparente pero su man-
tenimiento era un poco fastidioso. Al 2011 la verso´n de CUDA 4 salio con notorias mejoras e incorporaciones
en C++.
En el redisen˜o aplicado a las ecuaciones de elasticidad muestran unos avances y aplicaciones hacia el
reto de tiempo real, como lo es [46] en donde se propone una eficiente solucio´n de la visco-elasticidad sobre
materiales anisotro´picos usando CUDA, en [15] se propone un esquema basado en la conectividad de la
malla tambien usando la GPU bajo CUDA y la referencia [12] propone un esquema de corte de tejido en
tiempo-real usando la GPU.
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Chapter 3
Geometr´ıa Computacional:
Interaccio´n con mallas
El error no es lo´gico, es
aritme´tico!!!
Los nu´meros reales no existen.
— El Computador
Es extremadamente tentador generar algoritmos geome´tricos desde cero, sin embargo poco despue´s de em-
pezar ese camino saldra´n a flote problemas con los algoritmos y pese a que su lo´gica sea correcta su compor-
tamiento es inesperado o simplemente nunca termina. La razo´n fundamental del problema es que la lo´gica
del algoritmo esta escrita pensando en el espacio Euclidiano E2 o E3 que esta´ estructurada sobre el cuerpo de
los reales R, pero la implementacio´n esta hecha con un subconjuto de R, llamado nu´meros de punto flotante.
Este cap´ıtulo trata de la importancia que tienen los algoritmos geome´ticos y su manejo adecuado para
la robustez de los algoritmos en general, las aplicaciones y programas finales. El mallado y la particio´n de
espacios para bu´squedas efectivas recaen en su totalidad sobre la robustez de estos algoritmos geome´tricos.
Sus aplicaciones son muy variadas pero para mencionar algunas se encuentran: los preprocesos de mallado
en la me´canica computacional, las particiones de espacio y a´rboles de deteccio´n de colisio´n, los mapas de
Voronoi para aplicaciones de planeacio´n de trayectorias en robo´tica.
3.1 Algoritmo Geome´trico
Un algoritmo geome´trico define una serie de operaciones y procesos llevados acabo sobre objetos geome´tricos.
El tipo de geometr´ıa que interesa por ahora es la geometr´ıa euclidiana en donde los principales objetos que
la conforman son: puntos, l´ıneas, vectores, rayos, segmentos, planos, tria´ngulos, pol´ıgonos, poliedros, etc,.
(ver figura fig.3.1).
As´ı como un algoritmo puramente aritme´tico sobre R, solo descansa sobre su estructura algebraica
(R,+, ·,≤), es decir usando los siguientes conjutos de operaciones: {+,−, /, ·} y {<,≤,=,≥, >}, en donde
el primer conjunto, operadores de cuerpo o campo son relaciones binarias de la forma O1 : R× R 7→ R y el
segundo conjuto, operadores de orden, tiene la forma O2 : R × R 7→ {falso,verdadero}. Lo mismo ocurrira´
para un algoritmo geome´trico en donde existen dos tipos de operadores: predicados y constructores.
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Figure 3.1: Objetos geome´tricos: a) primitivas geome´tricas de un kernel 2-D. b) primitivas geome´tricas de
un kernel 3-D.
3.1.1 Predicados geome´tricos
En cuanto a los predicados, estos operadores revelan informacio´n acerca del orden, relacio´n y combinatoria
de los objetos en cuestio´n, al igual que los operadores de orden el resultado de esta operacio´n es un elemento
de una enumeracio´n. Un ejemplo, son los malladores basados en las triangulaciones de Delaunay [41], para
el cual los principales predicados buscan: 1) una misma orientacio´n en cada tria´ngulo y adema´s 2) cada
tria´ngulo de la triangulacio´n no puede tener ningu´n ve´rtice de la triangulacio´n en su interior.
El predicado de orientacio´n de un tria´ngulo se basa en el orden de los ve´rtices que conforman el tria´ngulo,
puede dar las posibilidades de la figura3.2, pero dicho orden se puede dar de diferentes formas y tener la
misma orientacio´n, por esto surge en los predicados una componente de combinatoria de los ve´rtices, esta
componente combinatoria se puede complicar en objetos compuestos ma´s complejos, y abordar las enumera-
ciones de los predicados de forma exhaustiva de todos los casos no es fa´cil, esto es lo que ocurre en algoritmos
como la distancia con signo a un poliedro no-convexo.
El segundo predicado y el ma´s importante en una triangulacio´n de Delaunay es el predicado incircle como
lo muestra la figura3.3, el predicado ( incircle) es implementado sobre el signo del siguiente determinante
(ecuacio´n 3.1), siempre y cuando p, q y r conserven siempre la misma orientacion (por ejemplo giro a la
izquierda). El punto s en color rojo en la figura 3.3, dara´ positivo si se encuentra en el interior, cero si esta
sobre el borde y negativo si esta´ por fuera.
∣∣∣∣∣∣∣∣
px py p
2
x + p
2
y 1
qx qy q
2
x + q
2
y 1
rx ry r
2
x + r
2
y 1
sx sy s
2
x + s
2
y 1
∣∣∣∣∣∣∣∣ (3.1)
Aunque parezca extran˜o, el determinante de 4 por 4 de la equacio´n 3.1, que se puede reducir a un determi-
nante de 3 por 3, no es tan fa´cil de implementar de forma robusta. De hecho en co´digos de malladores, en los
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Figure 3.2: Predicado de orientacio´n de tres puntos ordenados
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Figure 3.3: Predicado incircle
cuales este predicado solo representa una l´ınea en el algoritmo principal detra´s de ellos se esconden el ochenta
por ciento de la totalidad de las l´ıneas de todo el mallador, como se puede ver en le mallador Triangle-2D[41].
3.1.2 Constructores geome´tricos
Como su nombre lo indica estas operaciones tiene como resultado objetos geome´tricos o un conjuto de estos.
El caso ma´s comu´n son las intersecciones de objetos, por ejemplo, la interseccio´n de dos l´ıneas (ver figura
3.4), puede regresar un punto, una l´ınea o nada, por esto el operador puede construir un objeto. Sin em-
bargo este contructor geome´trico puede tener una versio´n tipo predicado en la cual solo se pregunta el tipo
de interseccio´n, pero no se requiere el objeto construido.
Por lo general los predicados dependen del signo de un determinante o del comportamiento de un dis-
criminante, sin embargo los constructores requieren adema´s de evaluar predicados, operaciones adicionales
que permiten encontrar los objetos geome´tricos que resuelven la construccio´n. Estos constructores tiene un
mayor reto para la implementacio´n y las u´ltimas tendencias es clasificar los algoritmos en unos que dependen
de los predicados y/o de los constructores.
Otra inquietud surge al representar de forma exacta los objetos construidos, ya que este problema requiere
de aritme´tica exacta o una forma de representacio´n exacta.
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bIntersección nula Intersección en un punto Intersección en toda la línea
Figure 3.4: Interseccio´n de dos l´ıneas
3.2 Aritme´tica de punto flotante
Las computadoras esta´n basadas en aritme´tica de punto flotante y debido a que esta puede ser distinta
entre cada ma´quina, los constructores del hardware se han puesto de acuerdo para definir un esta´ndar con la
IEEE-std754-1984 1. Aca´ se define un conjunto de nu´meros que pueden ser representados por una ma´quina
de 32 o´ 64 bits, estos nu´meros esta´n lejos de ser el conjunto de los reales R y por el contrario se compor-
tan de forma extran˜a, burlando las reglas de la aritme´tica de los reales y definiendo sus propias reglas, un
ejemplo de esto es que tan solo la ley asociativa de la suma, que dice para el cuerpo de los reales R que,
x+ y+ z = (x+ y) + z = x+ (y+ z) y siempre se cumple. Para los conjutos de nu´meros double y/o float
esto ya no siempre sera´ va´lido. Las reglas de truncamiento y redondeo pueden hacer que un algoritmo se
comporte de forma distinta y operaciones que toman deciciones lo´gicas sobre operaciones cercanas a cero o
a uno, generan agujeros sobre la recta de los reales cambiando su estructura algebra´ica.
Ejemplo 1 Predicado de Orientacio´n de tres puntos ordenados. orientacion(p,q,r) donde p(px, py),
q(qx, qy) y r(rx, ry) representan los puntos. Los posibles resultados del predicado son cualquiera de la sigu-
iente enumeracio´n: {Gira a la derecha = -1, Co-lineal = 0, Gira a la izquierda = 1}. La imple-
mentacio´n de este predicado ser´ıa:
orientacion(p, q, r) = sign
det
1 px py1 qx qy
1 rx ry
 (3.2)
al implementar el predicado con nu´meros tipo float, el redondeo provocar´ıa: 1) clasificar los puntos como ±1
cuando en realidad eran co-lineales, 2) clasificar como co-lineal cuando en realidad no lo era y 3) clasificar
en +1 cuando en realidad era −1 o viceversa.
Se podr´ıa pensar que este tipo de problemas se soluciona con una mejor precis´ıon pero la fig:3.5, muestra lo
que pasa con el extended double del esta´ndar IEEE754, usando con gfortran,
Estos resultados erro´neos de este predicado sencillo llevan a algoritmos lo´gicamente correctos a compor-
tamientos impredecibles.
Un error sobre un predicado o una construccio´n, como por ejemplo: la interseccio´n de una l´ınea y dos
tria´ngulos unidos por una arista o lado, para cual la l´ınea atraviesa los tria´ngulos cerca de la arista com-
partida, es que el error aritme´tico ma´gicamente provoca una falla de clasificacio´n en los predicados y al
1la u´ltima versio´n del estandar salio´ en 2008
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Figure 3.5: Orientacio´n con float y extended double[24]
preguntar si existe interseccio´n que en ese caso es obvia, resulta que no encuetra interseccio´n por ma´s de que
el algoritmo sea correcto en su forma lo´gica.
En la figura 3.6 se tiene una parte de un pol´ıgono, en donde su topolog´ıa puede ser especificada por una
lista ordenada de ve´rtices. Dos ve´rtices consecutivos de en la lista y el u´ltimo con el primero forman la
totalidad de los segmentos que definen la frontera del pol´ıgono. Al evaluar un predicado implementado con
la IEEE-754, la interseccio´n de una l´ınea con ese pol´ıgono se puede obtener los casos de la figura 3.6, donde
la mayor´ıa de los casos sera´n correctos, pero cuando falla la aritme´tica en su redondeo puede darse que: 1)
interseccio´n incorrecta: el caso en que una l´ınea intersecte dos segmentos consecutivos o´ 2) interseccio´n nula:
en donde la linea pasa por arte de magia a trave´s de la frontera del pol´ıgono sin generar interseccio´n y este es
el error ma´s peligroso ya que puede ser silencioso y arrojar resultados incoherentes. Es posible superar este
impase usando aritmet´ıca exacta, disponible en librer´ıas como GNU MultiPrecision arithmetic (GMP), la
librer´ıa de grandes enteros CORE o´ la librer´ıa de co´digo cerrado LEDA, sin embargo la aritme´tica exacta
no es una solucio´n para el tiempo real.
b b b
Correcta Intersección incorrecta Intersección nula
Línea
Polígono
Figure 3.6: Falla en la interseccio´n a causa de la aritme´tica
Esquema de una implementacio´n de uno de los predicado usados en un mallador triangular 2D, con
relaciones adecuadas de jacobiano y aspecto aptas para FEM, para nu´meros del estandar IEEE, robusto y
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adaptativo para la solucio´n del mallador basado en Delaunay [40].
Figure 3.7: Predicado de orientacio´n 2D sobre tres l´ıneas[40]
3.3 Computacio´n Geome´trica Exacta (ECG)
La robustez en un algoritmo se puede definir de muchas formas para un algoritmo geome´trico, sin embargo
el te´rmino aca´ hace referencia a que los resultados sean correctos y consistentes. En un algoritmo geome´trico
los ca´lculos aritme´ticos son utilizados para definir las cuestiones topolo´gicas de los objetos geome´tricos y sus
caracter´ısticas los cuales intervienen en el algoritmo, como son: que un a´ngulo sea obtuso o agudo, que un
punto pertenezca a una l´ınea o a un plano, o, que este por delante de un plano orientado o por detra´s. E´stas
caracter´ısticas que son predicados geome´tricos requieren que sus resultados sean topolo´gicamente correctos,
esta es la piedra angular de la robustez.
En las dos u´ltimas de´cadas la comunidad de la geometr´ıa computacional a abordado de muchas for-
mas este problema, con soluciones como la geometr´ıa epsilon que consiste en ensanchar toda identidad
geome´trica como: puntos, l´ıneas y/o planos para filtrar los predicados y producir construcciones va´lidas,
pero esta solucio´n no es va´lida topolo´gicamente dando los mismos problemas de la geometr´ıa soportada sobre
los numeros del estandar IEEE-754 e incluso complicandola ma´s.
Otra tendencia fue analizar la herramienta en la que se implentan los algoritmos, es decir el computador,
para mirar bajo los ojos de la teor´ıa de nu´meros la topo´logia de los nu´meros float y los double en donde
claramente la carencia de completitud de su espacio y las caracteristicas en las cercanias al cero y al uno
forman comportamientos que en muchas ocaciones son la clave de la robustez geome´trica. Como es bien
sabido los elementos cero y uno son las identidades de las operaciones estructurales de suma y multiplicacio´n
respectivamente, y los predicados que al final esta´n sobre estas dos operaciones filtran el primer problema
como el acotamiento a cero, este acotamiento genera una nueva estructura algebraica sobre un nuevo con-
junto de nu´meros que contiene tanto a los float como a los double y consiste en jugar con los nu´meros
cercanos cero que son el producto de una suma o una multiplicacio´n para luego mirar si existe incertidumbre
en su resultado. En caso de que exista incertidumbre se utiliza entonces una nueva estructura aritme´tica
que obviamente es ma´s precisa que la anterior y por lo tanto requiere de una mayor memomoria del sistema
para sus operaciones. Estas aritme´ticas ya no estan implementadas en hardware y por lo tanto son mas
lentas que las del IEEE-754. Sin embargo la ocurrencia de estos casos en un algoritmo es bajo, pero con que
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ocurra una sola vez el algoritmo se rompe, por eso es frecuentemente visto en los co´digos de malladores y
programas de CAD que el mayor esfuerzo esta encaminado a la robustez de los predicados.
La importancia de CGAL en esta parte es que la artime´tica se puede manejar de forma modular y esto
da la posibilidad de optimizar mejor un algoritmo en casos particulares. Algunas de las aritme´ticas que se
usan adema´s de las tradicionales son la aritmetica de filtros y aritmetica exacta, que esta´n implementadas
como anillos o cuerpos segu´n la necesidad de las operaciones.
3.4 Estructuras de informacio´n topolo´gica
Adema´s de los predicados y los constructores de primitivas ba´sicas, existen geometr´ıas compuestas por prim-
itivas ba´sicas que conservan ciertas relaciones entre ellas. Principalmente la geometr´ıa es asociada a una lista
de ve´rtices que conservan una posicio´n en el espacio y por lo tanto definen sus medidas (por esto geometr´ıa:
medida de la tierra). Pero esos puntos asociados a un ve´rtice y una posicio´n esta´n vinculados a primitivas
ba´sicas como, puntos, l´ıneas, tria´ngulos, planos, etc., que comienza a tener ideas topolo´gicas. Estas ideas
de cara´cter de completitud, continuidad y/o combinatorio que permiten equivalencia entre los espacios. Las
primitivas ba´sicas a su vez se pueden agrupar creando estructuras que complican las ideas topolo´gicas y la
forma en que se lleva la implementacio´n es por medio de estructuras combinatorias que finalmente definen
la topolog´ıa de la lista de ve´rtices.
Las estructuras topolo´gicas son las que finalmente le dan la forma a una lista de ve´rtices, estas estructuras
suelen ser ordenadas para definir orientaciones, el caso ma´s sencillo es un tria´ngulo, en donde su geometr´ıa
se define por tres ve´rtices {p, q ,r}. Entonces toda permutacio´n par conservaria la orientacio´n, es decir, en
este caso toda rotacio´n seria equivalente topolo´gica y geome´tricamente hablando, {q, r ,p} y {r, p ,q}. Por
ejemplo {p, r ,q} no conserva la orientacio´n. En el caso de triangulaciones y poliedros las estructuas son
complicadas y dependiendo de los requerimientos unas son utilizadas y otras no.
Las mallas triangulares superficiales sobre poliedros y mallas de tetrahedros son los datos que se deben
procesar dentro de la colisio´n e interaccio´n de la herramenta con el tejido. Las condiciones de contorno de
los problemas FEM-BEM son el resultado de seleccionar de forma ra´pida los ve´rtices que entran en contacto.
La colisio´n es una bu´squeda que puede ser optimizada por medio de a´rboles.
Por ejemplo la estructura Half-Edge (figura 3.8) permite representar manifold-2d orientados y sirven para:
recorrer las caras que conforman el polihedro, recorrer la adyacencia de ve´rtices y mantener la orientacio´n
de la superficie. Esta estructura se utiliza para optimizar la colisio´n entre polihedros, caso bastante comu´n
para la simulacio´n de una herramienta con tejidos [21].
Algunos inconvenientes es que asegurar la orientacio´n de los manifolds no es sencillo por lo tanto la
construcio´n de la estructura debe ser un preproceso de todo poliedro, que adema´s debe coincidir con la malla
volume´trica generada sobre el dominio a discretizar por los elementos finitos. Cuando este problema no se
puede solucionar el detector de colisiones debe utilizar una sopa de tria´ngulos, que en definitiva no es un
manifold orientado.
Exiten otras estructuras sobre las mallas de tria´ngulos en 2D y tetrahedros en 3D (fig.3.9)que mantienen
las relaciones de adyacencia y permiten mediante una triangulacio´n de Delaunay [7] y un kd-tree con com-
plejidad en O(log n) para la bu´squeda de puntos vecinos, regiones vecinas y puntos ma´s cercanos fig.3.10,
estas estructuras ahorran la evaluacio´n de todo el algoritmo de colisio´n.
Otra ventaja de estas estructuras es que mantiene las relaciones combinatorias de los ve´rtices separadas
de la geomtr´ıa. El kd-tree es un a´rbol binario que se utiliza como preproceso para un ordenamiento espacial,
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Figure 3.8: estructura Half-edge
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Figure 3.9: Estructura para triangulaciones
utiliza hiperplanos para partir en dos cada regio´n del espacio (ver figura 3.11).
En cuanto a las colisiones, se utilizan a´rboles que mantiene la informacio´n de forma jera´rquica de los
volu´menes de contorno que envuelven el objeto, esto se hace con el fin de utilizar predicados menos costosos
para descartar casos de no colisio´n. El manejador de escena para aplicacio´n de tejidos utiliza un a´rbol
dina´mico para encontrar pares de AABB (axis aligned bounded boxes) para evaluar un predicado inicial, y
luego se utiliza otro a´rbol AABB para la inteseccio´n de dos poliedros con un a´rbol esta´tico kd-tree.
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Figure 3.10: k-nearest
3.5 CGAL
La librer´ıa CGAL, es una libreria de algoritmos geome´tricos que lleva ma´s de 15 an˜os trabajando en su
disen˜o, bajo el paradigma de la programacio´n gene´rica, varias universidades europeas y norteamericas han
unido fuerzas para mantener, extender y optimizar esta librer´ıa de C++. La filosofia GNU de este preyecto
permanece en su cabeza, y durante an˜os sus paquetes han sido y continuan siendo estudios investigativos de
tesis doctorales y de maestr´ıa, en el a´rea de la geometr´ıa computacional y topolog´ıa aplidada con aplicaciones
en diferentes a´reas como la medicina y el ana´lisis de imagenes, los programas tipo CAD-CAM-CAE, la com-
putacio´n grafica, los video juegos, la robo´tica y la meca´nica computacional entre otros. Muchas industrias y
universidad ma´s investigan en sus proyectos espec´ıficos usando esta librer´ıa como soporte ahorrando mucho
esfuerzo y dedicacio´n a problemas que este proyecto comparte de antemano para el mundo.
La mayoria de estos algoritmos son utilizados como cajas negras por debajo de los programas como Solid
Edge, Inventor u Ansys, en forma de malladores, detectores de colisio´n, generacio´n de geometr´ıas por medio
de operaciones booleanas como los son las Constructive Solid Geometry CSG y muchas otras ma´s. Estas
cajas negras que al final probocan que el usuario de estos programas se vea limitado a ser un simple chofer
de sus herramientas. CGAL abre sus co´digos, la magnitud de estas librerias ascienden a ma´s medio millon de
l´ıneas de co´digo, CGAL mantiene una constante revisio´n del co´digo y cada seis meses saca una versio´n nueva
con sus nuevos avances y corrigiendo errores anteriores. Las nuevas tendencias en lenguajes como MAT-
LAB, que ahora se interesan fuertemente en algoritmos geometricos, han involucrado a CGAL como solucio´n.
Figure 3.11: kd-tree
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Figure 3.12: gerarquia volumenes de contorno
3.5.1 Estructura de la librer´ıa
La documentacio´n comienza con la aritme´tica modular y el a´lgebra de cada conjuto de nu´meros que se
puede trabajar, se abordan desde la aritme´tica de la IEEE, pasando por la de Big Integers como lo son
GMP, CORE y LEDA. Una ariteme´tica importante a mencionar es la de filtros, que sera´ fundamental ya
que es una aritme´tica adaptativa que permite alcanzar la robuztes sin perder desempen˜o en tiempo de eje-
cucio´n.
Una vez se entiende la capa ma´s baja de la libreria que es la de aritme´tica modular, esta es utilizada en
un conjuto de predicados y constructores, este conjuto es llamdo kernel geome´trico y es la piedra angular de
la libreria CGAL [18], su disen˜o ha venido evolucionando desde el comienzo de la librer´ıa. Este kernel es a
un algoritmo geome´trico, lo que una Unidad Aritme´tica Lo´gica ALU es para para un algoritmo aritme´tico.
Sobre ese kernel geomee´trico, la libreria desarrolla paquetes como voronoi, Delaunay, convex hulls, tri-
anguladores, sumas Minkowski, diesmados sobre polihedros, malladores superficiales, volumetricos en n-D,
descomposicio´n compuesta de pol´ıgonos y polihedros, snap rounding, muchos ma´s. Cabe mencionar que
todos estos algoritmos se pueden utilizar con cualquiera de las aritmeticas previamente mencionadas y que
los kernels pueden variar dependiendo de su necesidad en la aplicacio´n. Adema´s de todos estos algoritmos
es posible disen˜ar nuevos predicados como es el caso de los recientes temas investigativos de CGAL donde la
calidad de los simplex en los malladores debe de ser apta para no tener problemas en los retos de la meca´nica
computacional.
La librer´ıa CGAL separa todas las ideas de las estructuras combinatorias de los objetos geometricos y
la aritmetica robusta, los algoritmos son escritos a parte del tipo de estructura y los tipos de datos son
independientes de los algoritmos y su aritmetica utilizada, esta libreria es modular y esta disen˜ada con el
paradigma de programacio´n gene´rica. Como se puede ver (fig3.13, la capa ma´s elemental es la aritme´tica,
utilizada para declarar predicados y constructores con diferentes grados de precisio´n, este conjunto define el
kernel geome´trico y con este y las estructuras topolo´gicas se definien los algoritmos de la librer´ıa.
3.5.2 Algoritmos utilizados en el simulador de tejido
Los algoritmos a utlizar en el documento disen˜ados por CGAL son: 1) Trianguladores (Delaunay, Constrained
Delaunay y Regular triangulation) y sus repectivas estructuras, 2) Poliedros y sus respetivas estructuras, 3)
Malladores (2D, 3D y superficiales 3D), y 4) AABB tree (sobre poliedros cerrados y sopas de tria´ngulos).
Los trianguladores (en 2D[53] y 3D[34]) son usados sobre geometr´ıas sencillas como cuadrados y cubos,
para hacer pruebas ra´pidas en el co´digo, estas triangulaciones son prefectas para probar la veracidad de los
algoritmos, ya que las matrices son bien formadas y no tiene problemas de reventarse, ademas cualquier
politopo convexo es facilmente mallado. Las estructuras de estas triangulaciones[35, 33] son usadas para
encontrar problemas de ve´rtices y caras cercanos[9] y para recorrer las mallas de forma ra´pida en el contacto
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Figure 3.13: Arquitectura de CGAL
de la herramienta con el tejido.
Los poliedros[22] y las estructuras Half-Edge[23], optimizan de la mejor manera la colisio´n, tanto sobre
el a´rbol de bu´squeda como recorriendo caras adyacentes. La dificultad que se tiene es que no toda sopa de
tria´ngulos es convertible a Half-Edge y para estos casos toca utlizar las triangulaciones que son mas lentas
que estas estructura.
El mallador 2D[37] esta´n badados en Triangle-2D[41], este mallador devuelve una estructura con una
triangulacio´n restringida en su contorno y con propiedades de Delaunay. El mallador es robusto y sirve para
todo tipo de geometr´ıa en 2D. Es posible hacer refinamiento de malla.
El mallador 3D[1] es un paquete reciente que esta´n en constante desarrollo, es robusto pero su kernel debe
de ser exacto en los predicados y contrucciones. Este mallador devuelve una estructura que permite trabajar
con la frontera y con el interior. La frontera es la que se debe contruir posteriormente en una Half-Edge,
para preprocesar el a´rbol de colisio´n. Este mallador sirve como mallador superficial y trabajar con BEM.
El mallador superficial 3D[38], es robusto devuelve un polyhedro y su Half-Edge, es ideal para trabajar
con BEM pues su la calidad de la malla es adecuada y con jacobianos homo´geneos en toda los tria´ngulos.
El a´rbol AABB[2], es un prepoceso que se hace sobre la sopa de tria´ngulos en el peor caso o sobre el Half-
Edge del poliedro en el mejor de los casos, la ventaja de este a´rbol es que la interaccio´n de la herramienta con
el tejido se hace lo ma´s ra´pido posible. Luego se usa las otras estructuras para moverse sobre las vecindades.
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Chapter 4
Modelamiento de tejidos
...veras que la cuchara no es la que se
deforma si no tu´...
4.1 Mecanica del medio continuo
Cualquier so´lido en la meca´nica de medio continuo se puede analizar de forma dina´mica o esta´tica, mediante
el uso de tres ecuaciones: una relacio´n cinema´tica, una ecuacio´n de equilibrio o movimiento y una relacio´n
constitutiva.
4.1.1 Relaciones Cinema´ticas
Sea Ω0 ⊂ R3, el dominio de todos los puntos espaciales ~R en R3, que marcan la posicio´n de un punto
material P que forma parte del so´lido B en una configuracio´n inicial o de referencia en t = 0 (Ver la figura
4.1 hasta la definicio´n de gradiente de deformacio´n),
Ω0 = {∀ ~R ∈ R3 : ~R es la posicio´n de P ∈ B para t = 0}
de la misma manera se llamara´ a la configuracio´n deformada en t = τ por,
Ωτ = {∀~rτ ∈ R3 : ~rτ es la posicio´n de P ∈ B para t = τ}.
Posicion, Desplazamiento y Sistemas Coordenados
Tanto ~r como ~rτ son vectores representando las posiciones de P sujetas a dos sistemas de coordenadas
diferentes, (O, {XI}) y (Oτ , {xi}). El primer sistema (de la configuracio´n indeformada) consta de un punto
arbitrario denominado origen, en este caso O y un conjunto de tres ejes {XI} = {X1, X2, X3}, que no
necesariamente son: rectos, ortogonales y cuya interseccion coincida con el origen O. De la misma forma se
cumple para (Oτ , {xi}), lo anterior.
Se define el vector entre origenes ~b como el vector que representa el segemento dirigido de OOτ .
Se define el desplazameinto ~uτ de P ∈ B entre la configuracio´n deformada y la configuracio´n de referencia,
como ~uτ = ~rτ + ~b− ~R.
Encontrar una mapeo que tome T : Ω0 → Ωτ , no es una tarea fa´cil, sin embargo aqu´ı hay dos ejemplos.
Ejemplo 2 Supongase que el cuerpo B solo se translada por un vector ~t, encontrar el mapeo T :
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Figure 4.1: Configuracion Indeformada y Deformada
Solucio´n: El desplazamiento para todo P ∈ B es ~uτ = ~t y T : Ω0 → Ωτ , que sobre cada elemento es
T : ~R 7→ ~r = T (~R), por lo tanto el mapeo queda como:
T (~R) = ~R +~t− ~b (4.1)
Observacio´n: El vector ~r, que representa una posicio´n de P en t = τ , se puede describir como una combi-
nacio´n lineal de la base {~gi} del sistema coordenado (Oτ , {xi}) como:
~r = ri~gi (4.2)
y a su vez se puede representar con la base de { ~GI}, como ~r = rI ~GI, pero este u´ltimo no tiene la informacio´n
de la ubicacio´n de P. El hecho de que este vector pierda su significado, lleva a que la posicio´n de un punto
no es invariante y depende del observador, la propiedad de invarianza es fundamental para la formulacio´n
del modelo de tejidos.
El vector de desplazamiento s´ı conserva su invarianza y la descripcion de ~uτ = u
i ~gi o ~uτ = u
I ~GI son
equivalentes f´ısicamente, lo u´nico que cambia es su descripcio´n.
Ejemplo 3 Ahora supongase que el cuerpo B del ejemplo anterior, adema´s de transladarse por un vector ~t,
se le aplica una rotaticio´n Q antes de transladarse, encontrar el mapeo T :
Solucio´n: Aca´ el desplazamiento ya no es el mismo para todo P ∈ B y el mapeo no es tan sencillo
como el anterior, sin embargo, si se conoce la matriz de rotacio´n Q se sabe que:
T (~R) = Q · ~R +~t− ~b (4.3)
el cual no es un mapeo lineal.
Gradiente de deformacio´n
Se define como el tensor bipunto a F el gradiente de deformacio´n, que asume que el material se deforma
localmente de forma suave, es decir de la variacio´n de, ~r = ~R + ~uτ − ~b, o sea d~r = d~R + d~uτ se puede
aproximar por un mapeo lineal F tal que d~r = F · d~R, de la forma F : Ω0 3 d~R 7→ d~r ∈ Ωτ , como mapea
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de un dominio a otro, cada uno de ellos tiene su propia base y queda (ver figura 4.2),
d~r = F · d~R (4.4)
dri~gi = F · dRI ~GI (4.5)
dri~gi = F
i
J ~gi
~GJ · dRI ~GI (4.6)
dri~gi = F
i
I dR
I ~gi (4.7)
El hecho de que det F 6= 0 asegura la existencia de el mapeo T .
Ejemplo 4 Continuando con el ejemplo anterior, encontrar el gradiende de deformacion:
Solucio´n:
d~r = d(Q · ~R +~t− ~b) (4.8)
= d(Q · ~R) = dQ · ~R + Q · d~R (4.9)
= Q · d~R (4.10)
Observacio´n: Q es un gradiente de deformacio´n donde det Q = ±1.
Como se puede ver el tensor bipunto requiere del conocimiento de las base deformada y de la indeformada,
sin embargo la informacio´n se puede compactar a una sola base si se toma ds, la longitud del vector d~r, como
ds2 = d~r · d~r = d~R · FT · F · d~R, de donde se define C = FT · F, e´ste u´ltimo se conoce como el tensor de
Cauchy-Green por derecha, que solo requiere de una base para su descripcio´n y adema´s es sime´trico.
b
b
~R
~r
P
P
F
X1
X2
x1
x2
b
b
F
d~rd~R
d~R
d~r
Figure 4.2: Efecto del gradiente de deformacio´n
Tensor de deformacio´n unitaria
El tensor de Cauchy-Green por derecha C contiene informaciones de alargamiento y orientaciones en general,
pero a veces se suele trabajar no con esas magnitudes sino con los cambios de longitud y las deflexiones de las
orientaciones respecto a la configuracio´n inicial, para eso, ds2− dS2 = d~r · d~r− d~R · d~R = d~R · (C− I) · d~R
y por definicio´n se tiene que el tensor de deformacio´n unitaria es 2E = C − I. Como es de esperarse este
tensor tambien simetrico y es descrito con una sola base, la indeformada.
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Ejemplo 5 Encontrar los tensores C y E de la rotacio´n Q:
Solucio´n: El tensor de Cauchy-Green C = QT · Q = I y el tensor de deformacio´n unitaria 2E =
I− I = O.
Observacion: Una rotacio´n no tiene deformaciones.
Ejemplo 6 Encontrar en un mapeo de: un escalado S y una translacio´n ~t consecutivas, los siguientes ten-
sores, F, C, E:
Solucio´n: Se tiene que d~r = d(S · ~R +~t− ~b) = S · d~R. Por lo que se concluye que S es un gradiente
de deformacio´n. El tensor de deformacio´n de Cauchy es C = S2, debido a la simetr´ıa de S, el tensor de
deformacio´n unitaria Lagrangiana es 2E = S2 − I.
Los tensores F, C y E, son usados para la formulacio´n de las relaciones constitutivas. Estas relaciones
esta´n en base a las invarianzas tensoriales de los tres tensores mencionados.
4.1.2 Ecuaciones de movimiento y relaciones de equilibrio
Las fuerzas en los so´lidos son de dos naturalezas de volumen (o campo) y superficiales (o de contacto). Las
fuerzas de volumen o campo que generalemente son gravitacionales y/o electromagne´ticas. Las fuerzas de
contacto definen los vectores de traccio´n.
Fuerzas volume´tricas
Las fuerzas volume´tricas dependen de las propiedades intr´ınsecas del material y de la intensidad del campo
que actu´a sobre el dominio Ωτ que ocupa el so´lido B en cuestio´n, por lo general las propiedaes intr´ınsecas son
representadas por un campo escalar definido como φ : Ωτ 7→ R que escala al campo vectorial ~fρ : Ωτ 7→ R3
de alguna naturaleza f´ısica como las fuerzas gravitacionales. Por lo general la fuerzas volumetrias se toman
como la superposicio´n de todos los campos ~f : Ωτ 7→ R3 y actu´an por unidad de volumen, volumen que se
toma en la configuracio´n deformada.
Fuerzas de contatcto
Sea la fuerza d~p distribuida sobre una superficie orientada d~a en la configuracio´n deformada, es la que define
un vector de fuerza por unidad de a´rea llamado traccio´n ~t = σ · nˆ, donde nˆ es el vector unitario que dirige
la orientacio´n de la superficie en el punto de aplicacio´n de la traccio´n ~t. El tensor de esfuerzo de Cauchy se
define como,
σ =
d~p
d~a
(4.11)
El problema de este tensor es que se describe en la base deformada, que por lo general no se conoce, por
esto se utilizan tensores de seudo-esfuerzo para la formulacio´n del equilibrio.
Segundo tensor de Piola-Kirchhoff
El segundo tensor de Piola-Kirchhoff permite trabajar desde la configuracio´n indeformada dejando las posi-
bles deformaciones de a´rea y transformaciones de fuerza en funcio´n del gradiende de defomraciones F. As´ı
como d~r un segmento de l´ınea en la deformada, se puede relacionar por d~r = F · d~R, con d~R el mismo
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segmento antes de deformase. Un vector de a´rea orientada d~a = d~r(1) × d~r(2), se puede escribir como,
d~a = F · d~R(1) × F · d~R(2) (4.12)
= F iI dR
I
(1)~gi × F jJ dRJ(2)~gj (4.13)
= F iI F
j
J dR
I
(1) dR
J
(2)~gi × ~gj (4.14)
= F iI F
j
J dR
I
(1) dR
J
(2)ijk~g
k (4.15)
en este punto es importante notar que {~gk} representa la base contravariante de la configuracio´n deformada
que en definitiva es definida de forma arbitraria y no tiene por que tener nada que ver con la base indeformada
{~GK}. Del hecho de que el material en un punto este sometido a un gradiente de deformacio´n F, permite
pensar en una base {~gK} que representa como se deforma la base indeformada {~GK} y se puede decir que
~gK = F · ~GK por que,
F = ~gI ~G
I = F iI~gi
~GI (4.16)
F · ~GK = ~gI ~GI · ~GK = F iI~gi ~GI · ~GK (4.17)
⇒ ~gK = F kK ~gk (4.18)
de la misma forma ~GK = FT · ~gK ,
FT = ~GI~gI = F
i
I
~GI~gi (4.19)
FT · ~gK = ~GI~gI · ~gK = F iI ~GI~gi · ~gK (4.20)
⇒ ~GK = F iI ~GI F Ji ~gJ · ~gK = ~GK (4.21)
volviendo a las relaciones de a´reas,
d~a = F iI F
j
J dR
I
(1) dR
J
(2)ijk~g
k (4.22)
= F iI F
j
J dR
I
(1) dR
J
(2)
√
g eijk F
k
K~g
K (4.23)
= j
√
g eIJK dR
I
(1) dR
J
(2) F
−T · ~GK (4.24)
= j
√
g
G
IJK dR
I
(1) dR
J
(2)
~GK · F−1 (4.25)
= det F d~A · F−1 (4.26)
donde j es el determinante de la representacion de F, det(F iI ),
√
g y
√
G son los determinantes de los tensores
me´tricos de las bases {~gi} y {~GI} respectivamente.
Suponiendo que d~p sea independiente de las deformaciones se plantea una seudo fuerza d~P∗ = F−1 · d~p, se
define el segundo tensor de Piola-Kirchhoff como s = d
~P∗
d~A
, igualando las fuerzas,
d~p = σ · d~a = F · d~P∗ = F · s · d~A (4.27)
y despejando det Fσ · d~A · F−1 = F · s · d~A se obtiene,
σ = F · s · FT det F−1 (4.28)
Ecuaciones de movimiento
Definidas las fuerzas en los cuerpos es posible definir las equaciones de movimiento integrando todas las
fuerzas e igualandolas al cambio del momento lineal en uso del principio del momentum lineal.∫
dΩτ
~t da +
∫
Ωτ
~f dv =
d
dt
∫
Ωτ
ρ~v dv (4.29)
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la primera ecuacio´n del lado izquierdo se puede escribir como
∫
dΩτ
σ · nˆ da = ∫
Ωτ
∇ · σ dv donde ∇ es
el gradiente espacial en la deformada, es decir ∂∂~r y el lado derecho se puede escribir en te´erminos de la
aceleracio´n como
∫
Ωτ
~aρ dv, ∫
Ωτ
(∇ · σ +~f − ρ~a) = 0 (4.30)
la ecuacio´n anterior se puede escribir de forma local como,
∇ · σ +~f − ρ~a = 0 (4.31)
de aplicar el principio de momentum agular, se llega a la necesidad de que tanto σ como s, son tensores
sime´tricos. Es posible describir la ecuacio´n anterior en te´rminos de la indeformada como,
∇ · (s · FT) +~f0 = ρ0~a (4.32)
donde ∇ es el gradiente espacial en la indeformada ∂
∂~R
.
4.1.3 Relacio´n Constitutiva
Esta relacio´n se encuentra en el intento de satisfacer los siguientes principios definidos brevemente:
 Invariaza del sistema coordenado: Uso de ecuaciones tensoriales.
 Determinismo: El sistema tiene memoria, es decir tiene variables de estado.
 Accio´n local: Las variables varian de forma suave localemente.
 Equipresencia: Las variables independientes aparecen en cada una de las ecuaciones independientes.
 Objetividad: Independencia del observador.
 Admisibilidad fisica: Cumplimiento de las leyes f´ısicas.
 Simetr´ıa del material: Los tensores de esfuerzo son sime´tricos.
La invariaza del sistema coordenado ya se ha asegurado por el uso tensorial. Del determinismo se puede hacer
la distincio´n de dos materiales ideales; el primero thermo-ela´stico en el cual no ocurre discipacio´n de energ´ıa
durate su deformacio´n y por lo tanto se puede decir que no tiene memoria y no depende de como fueron
sus estados anteriores, y el segundo el material ela´stico donde se desprecian los efectos de la temperatura y
tambien se toma como un material sin memoria.
La accio´n local se satisface de hacer la siguiente aproximacio´n,
~r(~R∗, t) − ~r(~R, t) = (~R∗ − ~R) · ∂~r
∂ ~R
d~r = d~R · FT (4.33)
que aproxima la accio´n localmente a el punto P en ~R, como lo dice la serie de Taylor. De la misma forma
con otra propiedad alrededor del punto P como la temperatura T ser´ıa,
T (~R∗, t) − T (~R, t) = (~R∗ − ~R) · ∂T
∂ ~R
dT = d~R · ∂T
∂ ~R
= d~R · ∇T (4.34)
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a los materiales modelados con accio´n local se les llama materiales simples y las ecuaciones de un material
thermo-ela´stico quedan como,
σ = σ(~R,F, T,∇T ) Esfuerzo
~q = ~q(~R,F, T,∇T ) Flujo de Calor
u = u(~R,F, T,∇T ) Energ´ıa interna
η = η(~R,F, T,∇T ) Entrop´ıa (4.35)
La objtividad se alcaza con la consistencia de convertir cantidades como la posicio´n, temperaturas, veloci-
dades, esfuerzos y gradientes de deformacio´n, al ser descritos desde otro sistema coordenado, ese principio
es importante para el balance momentum y energ´ıa.
Por u´ltimo y la ma´s importante es satisfacer las ecuaciones de conservacio´n de masa, momentum y ener-
gia, y la segunda ley de la termodina´mica para asegurar una admisibidad f´ısica. Las ecuaciones de masa y
momentum quedaron resueltas en las relaciones de movimiento, el balance de energia sigue de,
K˙ + U˙ = P +Q
1
2
∫
Ωτ
ρ~v · ~v dv︸ ︷︷ ︸
Energ´ıa cine´tica
+
∫
Ωτ
ρu dv︸ ︷︷ ︸
Energ´ıa interna
=
en frontera︷ ︸︸ ︷∫
dΩτ
~t · ~v da +
de cuerpo︷ ︸︸ ︷∫
Ωτ
~f · ~v dv︸ ︷︷ ︸
Trabajo
+
de cuerpo︷ ︸︸ ︷∫
Ωτ
ρr dv−
en frontera︷ ︸︸ ︷∫
dΩτ
~q · vˆ da︸ ︷︷ ︸
Calor
(4.36)
esta ecuacio´n despue´s de unas manipulaciones se puede expresar de forma local como
ρu˙ − σ : D− ρr +∇ · ~q = 0 (4.37)
la segunda ley de la termodina´mica establece que para un proceso irreversible la entrop´ıa η aumenta y se
cumple a nivel local la desigualdad de Clausius-Duhem como,
η˙ − r
T
+
1
ρ
∇ · ( ~q
T
) ≥ 0 (4.38)
para cumplir la admisibilidad f´ısica se toma el proceso como reversible y la ecuacio´n de la primera ley y la
desigualdad de la segunda ley que ahora es una igualdad dejan tres variables independientes : la temperatura
T , la entrop´ıa η y el seudo esfuerzo s, que expresada en la indeformada queda como,
ρ0(T η˙ − u˙) + s : E˙ = 0 (4.39)
la ecuacio´n anterior se debe cumplir localmente para todo punto en el dominio. Para satisfacer esta ecuacio´n
se puede hacer ma´s simplificaciones, para que dependa solo de la temperatura T , en base a la energ´ıa libre
ψ = u − Tη, eliminando la energ´ıa interna u y teniendo en mente que ψ = ψ(~R,E, T,∇T ),
ρ0(ψ˙ + ηT˙ ) + s : E˙ = 0 (4.40)
usando los principios variacionales sobre la ecuacio´n anterior, una variacio´n en las variables independientes,
E, T y ∇T ,
(s− ρ0 ∂ψ
∂E
) : δE− ρ0(η + ψ
∂T
)δT − ρ0 ∂ψ
∂∇T · δ∇T = 0 (4.41)
conduce a la solucio´n no trivial de variaciones:
s = ρ0f
∂ψ
∂E
(4.42)
η = −∂ψ
∂T
(4.43)
∂ψ
∂∇T = 0 (4.44)
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si se toma el proceso isote´rmico T˙ = 0 en la deformacio´n, se define entonces la funcio´n de densidad de energ´ıa
de deformacio´n W (~R,E) = ρ0ψ, definiendo con esto ecuacio´n constitutiva:
s =
∂W
∂E
(4.45)
De forma similiar dejando la energ´ıa interna como variable independiente, simplificando a un proceso
isoentro´pico η˙ = 0, se llega a la expresio´n de W (~R,E) = ρ0u.
4.1.4 Material hiperela´stico
El material hiperela´stico puede ser caracterizado bajo un proceso isote´rmico, asociando W con la energ´ıa
libre W = ρ0ψ o bien durante un proceso isoentr´opico asociando W con la energ´ıa interna W = ρ0u. La
funcio´n W suele darse en funcio´n de los invariantes del tensor de deformacio´n de Cauchy por derecha C, el
gradiente de deformaciones F o el tensor de deformacio´n lagrangiana E.
Los invariantes I1, I2 y I3 del tensor C son:
I1 = trC (4.46)
I2 = tr
2C− trC2 (4.47)
I3 = det C (4.48)
el tercer invariante cuando se considera constante det C = 1 no se tiene en cuenta y se tiene que el material
es a su vez incompresible, W = W (I1, I2).
Es comu´n encontrar el segundo tensor de Piola-Kirchhoff s discriminado por los invariantes del tensor de
Cauchy por derecha C por medio de la regla de la cadena como,
s =
∂W
∂E
= 2
(
∂W
∂I1
I +
∂W
∂I2
(I1I−C) + ∂W
∂I3
I3C
−1
)
(4.49)
sin embargo cuando se toma como incompresible el material, las caracter´ısticas constitutivas se pueden
representar tambie´n con el tensor de deformacio´n lagrangiana E como,
s = 2
((
∂W
∂I1
+ 2
∂W
∂I2
(1− I : E)
)
I − 4∂W
∂I2
E
)
sij = 2
((
∂W
∂I1
+ 2
∂W
∂I2
(1− Ekk)
)
δij − 4∂W
∂I2
Eij
)
(4.50)
en la expresio´n anterior se puede notar que la relacio´n s(E) no es lineal, aunque es de primer orden para
s(E) y para s(~u) se puede apreciar que es de segundo orden y tampoco es lineal. Existen algunos casos que
se pueden linealizar como es el caso de los modelos generalizados de Hooke.
El tensor tangente de cuarto orden C = ∂s
∂E
, es usado para linealizar el comportamiento sobre un punto de
operacio´n como es el caso del me´todo de Newton-Rhapson para resolver los elementos finitos, detalle que se
vera´ ma´s adelante ya que es necesario implementar dichos me´todos. Por esto para un material incompresible
se toma como,
C = ∂s
∂E
= 4
((
∂2W
∂I21
+
∂W
∂I2
+
∂2W
∂I22
(1 + (2I : E + 3)2)
)
I⊗ I − ∂W
∂I2
I
+ 4
∂2W
∂2I2
(I : E− 1) I⊗E (4.51)
+ 4
∂W
∂I22
(I : E + 2)E⊗ I + 4∂
2W
∂I22
E⊗E
)
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en donde el tensor identidad de cuarto orden I tiene sus componentes en el polidiad cano´nico como δikδjleˆi⊗
eˆj ⊗ eˆk ⊗ eˆl.
Algunos modelos de hiperelasticidad presentan la siguiente condicio´n ∂
2W
∂I2i
= 0, esto facilita el ca´lculo
computacional de alguna manera puesto que C ya no dende del desplazamiento ~u y con esto la ecuacio´n
anterior se ve reducida a:
C = ∂s
∂E
= 4
∂W
∂I2
(
I⊗ I − I
)
(4.52)
Algunos modelos de material
Existen varios modelos de materiales hiperela´sticos, de los ma´s usados esta´ el modelo de Mooney-Rivlin que
define la funcio´n de densidad de deformacio´n de energ´ıa W en funcio´n de los invariantes de C,
W = b1(I1 − 3) + b2(I2 − 3) (4.53)
donde b1 y b2 son constantes del material. Cuando se toma b2 = 0 se tiene el llamado material Neo-Hooke.
Las siguientes relaciones son para este material,
s = 2 ((b1 + 2b2 (1− I : E)) I − 4b2E) (4.54)
C = 4b2
(
I⊗ I − I
)
(4.55)
El modelo de Yeoh para elasto´meros incompresibles tambie´n es implementado, su funcio´n de densidad
de energ´ıa es
W =
3∑
i=1
Ci(I1 − 3)i (4.56)
donde Ci son coeficientes del material que se ajustan de forma experimental en base a un ensayo de
tensio´n, por lo genreal 2C1 = µ.
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Chapter 5
Implementacio´n en FEM y BEM de la
elasticidad lineal. Comparacio´n de
costos computacionales
La frontera y su interior.
5.1 Introduccio´n
En las referencias de [45, 51] que se encuentran y reportan muchas pruebas usando diferentes te´cnicas
nume´ricas como elementos finitos FEM, boundary elements BEM, colocacio´n puntual de esferas PCMFS y
otros ma´s, para solucionar modelos ela´sticos de tejidos a una velocidad tal que se logre simular la interaccio´n
de estos o´rganos en tiempo real. En algunos trabajos se han utilizado diferentes esquemas para resolver los
me´todos nu´mericos con el fin de incrementar la capacidad de solucio´n en las ma´quinas actuales.
La estructura de este cap´ıtulo est´a propuesta de la siguiente manera, (1) se menciona las ecuaciones de
la elasticidad utilizadas bajo comportamiento lineal, (2) planteamiento, solucio´n y un ejemplo de la solucio´n
de la ecuacio´n de la elasticidad usando FEM, (3) planteamiento, solucio´n y el mismo ejemplo usando BEM
y (4) se comparan los resultados.
Como las ecuaciones de elasticidad son muy extensas, se usara´ las notaciones ma´s compactas encontradas
en los libros de elasticidad [44]. La primera notacio´n y ma´s conocida es la vectorial, la segunda es la notacio´n
indicial o de Einstein que aunque no es tan conocida, los lectores que hayan trabajado con matema´tica ten-
sorial si estara´n familiarizados (ver cap´ıtulo 4).
5.2 Ecuacio´n de Elasticidad
Esta ecuacio´n sintetiza el comportaminto de un so´lido partiendo del comportamiento de un elemento in-
finitecimal inmerso en un continuo de materia como se muestra a continuacio´n. Las variables que describen
el comportamiento de un so´lido son: esfuerzos, deformaciones, desplazamientos y tensiones [8, 44, 49, 4].
Las variables esfuerzo σij y deformacio´n unitaria ij son tensores de segundo orden mientras que los
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desplazamientos ui y las tracciones ti son tensores de primer orden o vectores.
Los esfuerzos que se generan sobre el elemento lo obligan a despalzarse y/o deformarse de su posicio´n
inicial, las ecuaciones generales que describen los efectos son (1) ecuaciones de equilibrio5.1, (2) ecuaciones
de constitucin5.3 y (3) ecuaciones cinema´ticas5.5.
5.2.1 Ecuacio´n de equilibrio
Cada elemento diferencial que forme parte del so´lido debera´ estar en equilibrio, esto es, igualar la ecuacio´n
dina´mica a cero,
b
b
x
y
z
Q’
σx
σxz
σxy
σy
σyx
σyz
σzxσz
σzy
Figure 5.1: Tensor de esfuerzo
σij,j + bi = 0 (5.1)
la notacio´n vectorial de la ecuacio´n anterior es,
∇ · σ + B = 0 (5.2)
donde B es son las fuerzas externas de campo debidas a un campo gravitacional y/o electromagne´tico.
Hay que tener en cuenta que la ecuacio´n de equilibrio en este caso es una condicio´n que asegura el equi-
librio, si el ana´lisis fuera dina´mico esta ecuacio´n ser´ıa diferente de cero. Los ejemplos de este cap´ıtulo son
para casos cuasi-esta´ticos en los cuales se puede asumir que la ecuacio´n de equilibrio es igual a cero.
5.2.2 Ecuacio´n de Constitucio´n
Esta ecuacio´n de constitucio´n es la misma ecuacio´n de la ley de Hooke Generalizada, en la cual se relacionan
los esfuerzos con las deformaciones por medio del mo´dulo de Poisson ν y el mo´dulo de Young E que son
propiedades intr´ınsecas del material, este modelo es tambie´n conocido como de Saint Venant-Kirchhoff.
σij = λδijkk + 2Gij (5.3)
donde λ y G son los coeficientes de Lamme´, dependen E y ν. En notacio´n vectorial es,
σ = λ tr () I + 2G (5.4)
en donde tr () es la traza del tensor , que no es ma´s que la deformacio´n volume´trica.
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5.2.3 Ecuacio´n Cinema´tica
Esta ecuacio´n relaciona los despalzamientos ui del so´lido con las deformanciones unitarias ij que el mismo
sufre, este tensor es el tensor de ingenier´ıa, en el cual las deformaciones son pequen˜as y no se tiene en cuenta
los efectos no lineales de segundo orden generados en el tensor de Cauchy-Green.
ij =
1
2
(ui,j + uj,i) (5.5)
en notacio´n vectorial,
 =
1
2
(∇u+∇uT ) (5.6)
5.2.4 Ecuacio´n Diferencial de la Elasticidad Lineal
Sustituyendo la ecuacio´n cinema´tica (eq. 5.5) en la ecuacin´ de constitucio´n (eg. 5.3) y luego esta´, en la
ecuacio´n de condicio´n de equilibrio (eq. 5.1), se tiene,
0 = (λ+G) uj,ji + Gui,jj + bi (5.7a)
0 = (λ+G) ∇ (∇ · u) + G∇2u + B (5.7b)
la ecuacio´n anterior esta´ sometida a unas condiciones de contorno, esto quiere decir que el so´lido en ana´lisis
puede estar sometido a desplazamientos conocidos u¯i o tracciones conocidas t¯i sobre su superficie. Las partes
de la superfice Γ que tiene como condiciones desplazamientos se denotan Γu mientras que las otras se denota
por Γt.
5.3 Solucio´n de PDEs sujetas a BVCs
La solucio´n de ecuaciones diferenciales parciales (PDEs) sujetas a condiciones de contorno (BVCs), es un
problema complejo matema´ticamente, existen diversas te´cnicas ana´liticas para la solucio´n de estas ecua-
ciones pero cuando se trata de satisfacer los BVCs, las soluciones anal´ıticas se quedan bastante cortas, es
aqu´ı en donde entran los me´todos nume´ricos. Dentro de los me´todos computacionales ma´s conocidos esta´n
las diferencias finitas (FDM) y los elementos finitos (FEM). Un me´todo aproxima´damente veinte an˜os ma´s
reciente que los FEM es el me´todo de los boundary elements (BEM) que conserva ciertas familiaridades con
los FEM.
Un me´todo nu´merico que se utiliza para la solucio´n de las PDEs con BVCs es el me´todo de los residuos
ponderados y tanto los BEM como los FEM pueden ser vistos desde este punto de vista. Sin embargo
existe otra forma de ver la formulacio´n bajo el ca´lculo variacional, desde este punto de vista las leyes de
conservacio´n de energ´ıa funcionan a la perfeccio´n dandole un sentido ma´s f´ısico a la formulacio´n.
La matema´tica de los residuos ponderados y el ca´lculo variacional puede ser relacionada junto con el
me´todo de las funciones de Green para solucio´n de PDEs con BVCs. Los fundamentos de estos me´todos
fueron fue´rtemente establecidos por el ana´lisis funcional, a comienzos y mediados del siglo pasado, y ma´s
bien hasta ahora conocidos y aplicados en ingenier´ıa.
5.4 Elementos Finitos
El me´todo de los FEM son una combinacio´n del uso de: (1) el me´todo de los residuos ponderados y (2)
discretizar la regio´n de ana´lisis en pequen˜as subreguiones, subregiones sobre las cuales existen unas (3) fun-
ciones definidas a trozos llamadas funciones de forma. Una subregio´n junto con su funcio´n de forma es un
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elemento finito. El conjuto de todas las subregiones forman una malla en el dominio. La malla y todas las
funciones de forma crean un espacio de aproximacio´n, de la funcio´n que se desea encontrar en las PDEs (en
el siguiente cap´ıtulo se profundiza en estas ideas).
A continuacio´n se desarrolla un ejemplo sencillo el cual consta de una placa empotrada sobre el extremo
izquierdo, sobre el extremo derecho se encuentra una distribucio´n constate de fuerza hacia la derecha. Para
este ejemplo se tomo´ el caso de esfuerzo plano.
Figure 5.2: Idealizacio´n de un esfuerzo plano
5.4.1 Elemento Lineal Triangular
Para este ejemplo se utiliza el elemento triangular lineal de primer orden, este elemento relaciona las variables
de la siguiente forma:
Constante de rigidez del elemento k: Como todo elemento finito, su aporte a todo el sistema se
representa por la relacio´n que existe entre los nodos (i, j, m) que comforman el elemento y los elementos
que se ven afectados por estos nodos.
[k] = tA [B]
T
[D] [B] (5.8)
donde A es el a´rea del elemento triangular, [B] es un operador diferencial que relaciona el deplazamiento con
la deformacio´n dentro del elemento triangular (este operador es u´nico para cada tipo de elemento finito), y
[D] es la matriz de constitucio´n (es igual para todo tipo de elemento).
Matriz de Constitucio´n D: Para el caso de esfuerzo plano la matriz se puede simplificar a,
[D] =
E
1− ν2
 1 ν 0ν 1 0
0 0 1−ν2
 (5.9)
Matriz del Operador Diferencial B: Este operador diferencial depende de la funcio´n de forma que
en este caso es un plano.
[B] =
1
2A
 βi 0 βj 0 βm 00 γi 0 γj 0 γm
γi βi γj βj γm βm
 (5.10)
donde p.e, βi = yj − ym y γi = xm − xj .
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5.4.2 Solucio´n y Posproceso
Despue´s de generar la matriz de rigidez para cada elemento [k] del mallado, se procede a sacar la matriz de
rigidez del sistema global [K] para obtener un sistema de ecuaciones de la forma
f = [K]u (5.11)
para el posproceso los esfuerzos se calculan por medio de,
σ = [D] [B]u (5.12)
5.4.3 Implementacio´n en MATLAB
Primero, se toma como convencio´n la representacio´n de una malla, la cual tiene informacio´n acerca del
nu´mero de elementos, el nu´mero de nodos que conforman el elemento y la informacio´n espacial de cada
nodo. Por lo tanto, la malla se puede representar como un arreglo de n elementos que contienen en cada
una de sus filas e, el nu´mero de cada nodo (i, j,m) que conforma el elemento e. Un arreglo de nodos que
contiene en cada fila p las coordenadas espaciales del nodo p.
La implementacio´n de un elemento finito es fa´cil, se comienza por la matriz de rigidez del elemento, [k],
1 function k = matrizRigidezElementoTriangular(E,nu,h,nodos)
2 % MATRIZRIGIDEZELEMENTO Calcula la matriz de rigides de un elemento a
3 % partir de las propiedades del material E y nu, h es el espesor
4 % del elemento y nodos es una matriz de 2x3 con la ubicacion de
5 % los nodos como columnas.
6
7 % Area del elemento triangular
8 A = det([1 1 1;nodos])/2;
9 % Matriz de relacin cinemtica
10 dNi = nodos(:,2)−nodos(:,3);
11 dNj = nodos(:,3)−nodos(:,1);
12 dNk = nodos(:,1)−nodos(:,2);
13 B = 1/2/A*[ dNi(2) 0 dNj(2) 0 dNk(2) 0
14 0 −dNi(1) 0 −dNj(1) 0 −dNk(1)
15 −dNi(1) dNi(2) −dNj(1) dNj(2) −dNk(1) dNk(2)];
16 % Matriz de constitucion
17 D = E/(1−nuˆ2)*[1 nu 0;nu 1 0;0 0 (1−nu)/2];
18 % Matriz de rigidez
19 k = h*A*transpose(B)*D*B;
mfiles/matrizRigidezElementoTriangular.m
luego se ensambla la matriz del elemento [ke] dentro de la matriz de rigidez de todo el sistema [K] que
depende del mallado previamente generado,
1 function K = ensamblarElementoTriangularEnK(K,elem,k)
2 % ENSAMBLARELEMENTOTRIANGULARENK Ensambla el elemento definido por los
3 % nodos numero elem y representado por k en la matriz general del
4 % sistema K.
5
6
7 % Efecto de los nodos sobre la matriz general del sistema
8 for i = 1:3
9 ii = elem(i);
10 for j = 1:3
11 jj = elem(j);
12 K((2*ii−1):2*ii,(2*jj−1):2*jj) = K((2*ii−1):2*ii,(2*jj−1):2*jj) + ...
13 k((2*i−1):2*i,(2*j−1):2*j);
14 end
15 end
mfiles/ensamblarElementoTriangularEnK.m
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para producir el ensamble total del sistema se utiliza entonces,
1 function K = ensamblarMatrizRigidezSistema(nodos,elementos)
2 % ENSAMBLARMATRIZRIGIDEZSISTEMA ensambla a partir de una matriz nodos de
3 % 2xn los n nodos de una malla organizados por los elementos que
4 % es una matriz de mx3 donde m es el numero de elementos de la
5 % malla.
6
7 % numero de elementos
8 numElem = size(elementos);
9 % numero de nodos
10 numNods = size(nodos);
11 % inicializa la matriz de rigidez del sistema
12 K = sparse(zeros(numNods(2)*2));
13 % ensamblar la matriz con los m elementos
14 for i = 1:numElem(1)
15 % Espesor, coeficiente de poison y modulo de elasticidad constantes
16 ki = matrizRigidezElementoTriangular(210e6,0.3,0.025,...
17 nodos(:,elementos(i,:)));
18 % Ensamblar el elemento ki en la matriz K
19 K = ensamblarElementoTriangularEnK(K,elementos(i,:),ki);
20 end
mfiles/ensamblarMatrizRigidezSistema.m
la funcio´n anterior es la que toma todo el costo computacional. Esta requiere de memoria como de tiempo
para ensamblar el sistema a solucionar, en el caso de elasticidad lineal esto se calcula una vez como preproceso,
en el caso no lineal, este es un permanente ca´lculo.
Como posproceso se tiene que calcular esfuerzos y deformaciones, lo cual se hace con,
1 function [stress,strain] = calcularEsfuerzosDeformacionesElemento(E,nu,nodos,u)
2 % CALCULARESFUERZOSDEFORMACIONESELEMENTO toma la informacin de un solo
3 % elemento, necesaria para calcular los esfuerzos y
4 % deformaciones.
5
6 % Area del elemento triangular
7 A = det([1 1 1;nodos])/2;
8 % Matriz de relacin cinemtica
9 dNi = nodos(:,2)−nodos(:,3);
10 dNj = nodos(:,3)−nodos(:,1);
11 dNk = nodos(:,1)−nodos(:,2);
12 B = 1/2/A*[ dNi(2) 0 dNj(2) 0 dNk(2) 0
13 0 −dNi(1) 0 −dNj(1) 0 −dNk(1)
14 −dNi(1) dNi(2) −dNj(1) dNj(2) −dNk(1) dNk(2)];
15 % Matriz de constitucion
16 D = E/(1−nuˆ2)*[1 nu 0;nu 1 0;0 0 (1−nu)/2];
17 % Calcular las deformaciones unitarias en el elemento
18 strain = B*u;
19 % Calcular los esfuerzos en el elemento
20 stress = D*B*u;
mfiles/calcularEsfuerzosDeformacionesElemento.m
1 function [sigma,strain] = calcularEsfuerzosDeformaciones(K,F,U,elem,nodos)
2 % CALCULARESFUERZOSDEFORMACIONES calcula las deformaciones STRAIN y
3 % esfuerzos SIGMA de todo el sistema que representa la malla dada
4 % por ELEM y NODOS.
5
6 % Tamao de la malla
7 numElem = size(elem);
8 % Inicaliza variables
9 sigma = zeros(numElem(1),4);
10 strain = zeros(numElem(1),3);
11 % Calcula elemento por elemento los esfuerzos y deformaciones de toda la
12 % malla
13 for i = 1:numElem
14 u = reshape([2*elem(i,:)−1;2*elem(i,:)],[],1);
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15 [sigma(i,1:3),strain(i,:)] = calcularEsfuerzosDeformacionesElemento(...
16 210e6,0.3,...
17 nodos(:,elem(i,:)),U(u));
18 end
mfiles/calcularEsfuerzosDeformaciones.m
5.4.4 Solucio´n del problema
Primero se malla el so´lido con 400 elementos triangulares, la l´ınea roja representa el extremo que se encuen-
tra totalmente empotrado y el cuadrado verde representa la distribucio´n de 3000kN/m2 figura5.4.4. con la
Figure 5.3: Malla del so´lido con elementos triangulares
malla ya generada se corren los co´digos de la subseccio´n anterior, se halla la solucio´n y se reliza el posproceso.
La matriz de rigidez [K] es una matriz con baja poblacio´n lo cual se puede apreciar en la siguiente figura
5.4.4, donde K es una matriz de (442 × 442) pero solo 5198 elementos son diferentes de cero, lo que quiere
decir que solo el 2.66% de K tiene un valor significativo.
Una vez resuelto el sistema se puede visualizar de forma exagerada el so´lido deformado (fig.5.4.4), los
esfuerzos cortantes y normales (fig.5.4.4). Obtenida la matriz K, solo es necesario definir las condiciones
de carga y restricciones para solucionar otro tipo de problemas. Como desventaja se tiene que la matriz
K requiere un tratamiento especial para ser almacenada con el fin de que no ocupe demasiado espacio.
Sin embargo, cuando se desea encontrar otra solucio´n manipular esta matriz esparcida suele consumir ma´s
tiempo para multiplicaciones y sumas, se requiere de rutinas especiales.
5.5 Boundary Elements
Para la formulacio´n de los elementos de contorno (BEM), se parte de la ecuacio´n diferencial parcial que
gobierna el equilibrio de un medio ela´stico, ∇ · σ +~f = 0, que a su vez es la que define un operador lineal
L sobre una funcio´n de desplazamiento ~u, L : R3 3 ~u(~x) 7→ ~p(~x) = L(~u). Para comenzar se plantea con el
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Figure 5.4: Matriz de Riguidez del Sistema K
principio de trabajos virtuales partiendo de la condicio´n de equilibrio en el dominio Ω como sigue:
δW(~u, δ~u) =
∫
Ω
~f · δ~u dv +
∫
Ω
σ : δE dv −
∫
Γ
~t · δ~u da
= −
∫
Ω
(∇ · σ) · δ~u dv +
∫
Ω
σ : δE dv −
∫
Γ
~t · δ~u da
=
∫
Ω
σ : δE dv︸ ︷︷ ︸
δWuint
−
∫
Ω
(∇ · σ) · δ~u dv −
∫
Γ
~t · δ~u da︸ ︷︷ ︸
δWuext
= 0 (5.13)
en donde δ~u son los desplazamientos virtuales y estos forman el trabajo virtual de los desplazamientos
virtuales. La primera integral en 5.13 es el trabajo interno δWuint y las dos u´ltimas integrales el trabajo
externo δWuext. Al intercambiar el orden de la variacio´n funcional δW se obtiene:
δW(δ~u, ~u) =
∫
Ω
δσ : E dv︸ ︷︷ ︸
δWtint
−
∫
Ω
(∇ · δσ) · ~u dv −
∫
Γ
δ~t · ~u da︸ ︷︷ ︸
δWtext
= 0 (5.14)
en donde δ~t son las fuerzas virtuales que generan el trabajo virtual de las fuerzas virtuales.
El siguiente paso toma en cuenta el principio de Betti, que consiste en igualar los trabajos internos de
dos conjuntos de cargas (fuerzas o momentos) aplicadas en diferente orden, δWuint = δW
t
int, y notar que esos
trabajos son rec´ıprocos pues no importa el orden de aplicacio´n. Adema´s, en el caso lineal, donde el tensor
de deformacio´n y la relacio´n constitutiva son lineales, es va´lido decir que los productos internos cumplen
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Figure 5.5: So´lido deformado a causa de la distribucio´n de carga
a) b) c)
Figure 5.6: Postproceso ca´lculo de esferzos
∫ σ : δE dv = ∫ δσ : E dv. Aplicando el principio de Betti se tiene,
B(~u, δ~u) = δW(~u, δ~u) − δW(δ~u, ~u)
B(~u, δ~u) = −
∫
Ω
(∇ · σ) · δ~u dv +
∫
Ω
σ : δE dv −
∫
Γ
~t · δ~u da
+
∫
Ω
(∇ · δσ) · ~u dv −
∫
Ω
δσ : E dv +
∫
Γ
δ~t · ~u da
=
∫
Ω
(∇ · δσ) · ~u dv −
∫
Ω
(∇ · σ) · δ~u dv +
∫
Γ
δ~t · ~u da−
∫
Γ
~t · δ~u da = 0 (5.15)
para la ecuacio´n 5.15 es necesario definir quien sera´ ~u y δ~u. Para esto se sabe que la funcio´n ~u es la funcio´n
inco´gnita que obedece a: la condicio´n de dominio (∇ · σ +~f = 0 en ~x ∈ Ω) y las condiciones de contorno
de Dirchlet (~u(~x) = ~u∗ en ~x ∈ Γu) y Neumann (σ · nˆ = ~t∗ en ~x ∈ Γn). De forma que se define en relacio´n
de la fuerza de cuerpo ~f y el operador diferencial L, el equilibrio como:
L(~u) = ∇ · σ(~u) = −~f(~x) (5.16)
Ahora por definicio´n, aprovechando las ventajas de la funcio´n delta de Dirac δn(~x−~y) y sabiendo que δ~u es
una funcio´n arbitraria cualquiera sobre las integrales de dominio, se define la solucio´n fundamental δ~u(~x, ~y)
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tal que:
L(δ~u) = ∇ · δσ = ∇ · σ(δ~u) = −dδn(~x− ~y)eˆ (5.17)
donde d es una constante arbitraria y eˆ es el vector unitario en direccio´n arbitraria. Aca´ la ecuacio´n 5.17 no
tiene condiciones de contorno pues representa un cuerpo ela´stico infinito donde la fuerza de cuerpo es cero
en todo punto menos el punto arbitrario ~y, lugar donde existe una fuerza puntual unitaria de direccio´n eˆ.
La solucio´n a esta ecuacio´n es la solucio´n fundamental δ~u(~x, ~y). Finalmente utilizando las ecuacio´nes 5.16,
5.17 en 5.15 se puede encontrar la solucio´n fundamental de los BEM para la elasticidad lineal como,
B(~u, δ~u) = −
∫
Ω
δn(~x− ~y)eˆ · ~u(~x) dv +
∫
Ω
~f · δ~u(~x, ~y) dv +
∫
Γ
δ~t(~x, ~y) · ~u da−
∫
Γ
~t · δ~u(~x, ~y) da = 0
(5.18)
simplificando la funcio´n de Dirac y organizando,
c eˆ · ~u(~y) +
∫
Γ
δ~t(~x, ~y) · ~u(~x) da =
∫
Γ
~t(~x) · δ~u(~x, ~y) da+
∫
Ω
~f(~x) · δ~u(~x, ~y) dv (5.19)
donde c es un escalar que depende de la ubicacio´n de ~y en el dominio Ω. Si el punto ~y esta´ al interior del
dominio Ω, su valor es uno, si esta´ por fuera del dominio es cero, pero si esta´ justo encima del contorno su
valor depende de si esta sobre un borde suave o si esta sobre alguna arista o ve´rtice del dominio en cuyo caso
el valor de c puede variar dependiendo del volumen que encierre la integral. En el caso de un borde suave el
valor de c = 1/2. En el caso de un dominio 2D de forma cuadrada y que ~y se encuentre sobre una esquina
o vertice el valor de c es 1/4. Si el dominio fuera un cubo en 3D y el punto de prueba estuviese sobre una
esquina o ve´rtices c = 1/8. Y si estuviese sobre una arista entonces c = 1/4.
En la ecuacion 5.19, las tres integrales se pueden ver como transformaciones de funciones, al igual que
las transformadas de Laplace y Fourier, y por lo tanto a las funciones δ~u(~x, ~y) y δ~t(~x, ~y) se les llama kernels
integrales, estos kernels se encuentran a continuacio´n.
5.5.1 Solucio´n Fundamental
La solucio´n fundamental para el caso de hiperelasticidad lineal en el modelo de Saint Venant-Kirchhoff, sobre
la condicio´n de equilibrio en 5.17 y teniendo en cuenta que la relacio´n esfuerzo-deformacio´n para tal caso es
sij = λEkkδij + 2µEij , lleva finalmente al operador lineal diferencial L,
L(ui) = (λ+ µ)uj,j,i + µui,jj
L(~ui) = (λ+ µ)∇∇ · ~u + µ∇2~u (5.20)
y generalizando ahora para modelos lineales el operador queda de la siguietne forma:
L(ui) = α1uj,ji + α2ui,jj (5.21)
en donde α1 y α2 dependen del modelo ela´stico lineal utilizado. Se propone entonces la solucio´n de Kevin,
usando el vector de Galerkin ~g, que relaciona el campo de desplazamientos ~u con el vector de Galerkin,
mediante el operador diferencial Lg de la forma ui = Lg(gi) = β1gk,ik + β2gi,kk, en donde β1 y β2 han de
ser determinados en funcio´n de α1 y α2 con el fin de que el operador L se pueda transformar sobre ~g como
un operador bi-armo´nico, L ◦ Lg(~g) = ∇4~g (el s´ımbolo ◦ denota la composicio´n de los operadores, es decir,
L(Lg())), con esto se llega a:
L(ui) = α1uj,ji + α2ui,jj = 0
L ◦ Lg(gi) = α1(β1gk,jk + β2gj,kk),ji + α2(β1gk,ik + β2gi,kk),jj
= α1β1gk,jkji + α1β2gj,kkji + α2β1gk,ikjj + α2β2gi,kkjj
= (α1β1 + α1β2 + α2β1)︸ ︷︷ ︸
si es =0
gk,ikjj + α2β2︸ ︷︷ ︸
si es =1
gi,kkjj
= gi,kkjj = 0 (5.22)
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Se concluye que se debe cumplir que, β1 = −α1/(α2(α1 + α2)) y β2 = 1/α2. La ecuacio´n 5.17 se puede
plantear con el vector de Galerkin como ∇4~g + dδn = 0 y haciendo la sustitucio´n ~h = ∇2~g, queda como
∇2~h + dδn = 0, donde una de las muchas soluciones en 2D es en coordenadas polares, 1r ddr (r d
~h
dr ) =
~0,
~h(~x, ~y) = − d
2pi
ln r eˆ (5.23)
en donde r = ‖~x − ~y‖ es la distancia entre el punto de prueba ~y y el punto de integracio´n ~x, es posible
resolver ∇2~g = ~h de la misma forma, usando coordenadas polares se tiene 1r ddr (r d
~h
dr ) = − d2pi ln r eˆ,
~g(~x, ~y) = − d
8pi
r2 ln r eˆ (5.24)
5.5.2 Kernels de desplazamiento y traccio´n
Identificado el vector de Galerkin, ahora se usa el operador Lg para encontrar el kernel de desplazamiento y
sabiendo de antemano que r,ij = (δij − r,ir,j)/r, que r,kr,k = 1, que (r2 ln r),ij = (2 ln r + 1)δij + 2 r,ir,j y
quitando cualquier te´rmino constante que no dependa de r,
ui(~x, ~y) = β1(− d
8pi
r2 ln r ek),ki + β2(− d
8pi
r2 ln r ei),kk
= − d
8pi
(
β1(r
2 ln r),kiδkj + β2(r
2 ln r),kkδij
)
ej
= − d
8pi
(β1((2 ln r + 1)δij + 2 r,ir,j) + β2(4 ln r + 4)δij) ej
= − d
8pi
((β1 + 4β2 + 2 ln r(β1 + 2β2))δij + 2β1r,ir,j) ej
=
d
4pi
(
(β1 + 2β2) ln
1
r
δij − β1r,ir,j
)
ej (5.25)
el kernel de desplazamiento Uij queda como,
Uij(~x, ~y) =
d
4pi
(
(β1 + 2β2) ln
1
r
δij − β1r,ir,j
)
(5.26)
Falta por determinar el kernel de traccio´n Tij ,
ti = σijnj
= CijklEkl nj =
1
2
Cijkl (uk,l + ul,k)nj =
1
2
Cijkl (Ukn,l + Uln,k) en nj
=
d
8pi
Cijkl ( (β1 + 2β2) (ln
1
r
),l δkn − β1(r,kr,n),l + (β1 + 2β2) (ln 1
r
),k δln − β1(r,lr,n),k) en nj
=
d
8pi
Cijkl
(
(β1 + 2β2)
(
(ln
1
r
),l δkn + (ln
1
r
),k δln
)
− β1 ((r,kr,n),l + (r,lr,n),k)
)
en nj
=
d
8pi
Cijkl
(
(β1 + 2β2)
(−r,l
r
δkn +
−r,k
r
δln
)
− β1 (2 r,klr,n + r,kr,nl + r,lr,nk)
)
en nj
=
d
8pir
Cijkl ( (β1 + 2β2) (−r,l δkn − r,k δln) − β1 (2 δkl r,n + r,k δnl + r,l δnk − 4 r,l r,n r,k)) en nj
=
d
4pir
Cijkl ( (β1 + β2) (−r,l δkn − r,k δln) − β1 ( δkl r,n − 2 r,l r,n r,k)) en nj
=
d
4pi
(
(β1 + 2β2) ln
1
r
δij − β1r,ir,j
)
(5.27)
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5.5.3 Formulacio´n del elemento
En resumen este me´todo se puede ver como un caso especial de los FEM si se toma la ecuacio´n de los residuos
ponderados desde la forma de´bil, el principio de Betti, y se vuelve a aplicar la segunda identidad de Green
de la integral por partes para dos soluciones de la ecuacio´n de dominio, se tiene que el me´todo de los BEM
quedara´ reducido a una ecuacio´n integral de contorno (BIE), que satisface las condiciones de contorno. En
el caso de los BEM la funco´n de ponderacio´n del error es llamada kernel y f´ısicamente tiene como significado,
la solucio´n de la ecuacio´n diferencial a resolver pero con la diferencia de que no tiene condiciones de contorno.
Es decir, para el caso de la elasticidad el kernel puede ser la solucio´n de un so´lido infinito en el cual se conoce
el punto de aplicacio´n p de una fuerza infinita sobre una area cero, entonces la solucio´n es el desplazamiento
causado por dicha fuerza infinita en el punto Q que puede ser cualquiera.
La BIE general de la elasticidad relaciona los deplazamientos u∗ y tracciones t∗ generados por los kernels
y los despalzamientos u y tracciones t generados por el sistema a solucionar, esto es,
ui (p) +
∫
Γ
Tij (p,Q) ui (Q) dΓ =
∫
Γ
Uij (p,Q) ti (Q) dΓ (5.28)
donde los kernels son presentados como tensores de desplazamiento Uij y esfuerzo Tij . Para solucionar
la ecuacio´n anterior se tiene que discretizar el contorno Γ en subelementos Γe y obetener un sistema de
ecuaciones parecido al que se tiene en los FEM,
ci ui (p) +
n∑
i=1
∫
Γe
Tij (p,Q) dΓ · ui (Q) =
n∑
i=1
∫
Γe
Uij (p,Q) dΓ · ti (Q) (5.29)
donde ci depende de la ubicacio´n de p, si esta en un punto interior del so´lido o se encuentra sobre el borde
del so´lido. En realidad ci son los coeficientes que al final ajustan las BVCs de la PDE. La ecuacio´n anterior
se puede expresar como un sistema de ecuacines de la forma,
[H] · u = [G] · t (5.30)
en donde,
Hij =
{
ci + ∫Γe Tij (p,Q) dΓ, si i = j
∫Γe Tij (p,Q) dΓ, si i 6= j
(5.31)
Gij = ∫
Γe
Uij (p,Q) dΓ (5.32)
una vez armado el sistema anterior, con las BVCs se puede reorganizar el sistme dejando de un lado las
condiciones conocidas y del otro las desconocidas b = Ax.
5.5.4 Elemento Constante de Contorno
Este elemento solo tiene un nodo sobre el cual se especifica el desplazamiento y la traccio´n. Un ejemplo de
como se discretiza con este elemento se muestra a continuacio´n (figura 5.5.4),
Para poder encontrar [H] y [G] es necesario calcular integrales de l´ınea las cuales no son sencillas de
integrar de forma anal´ıtica, por lo tanto lo que se usa generalmente es usar una cuadratura numer´ica con
la de Gauss-Legendre de cuarto orden o superior. Cuando la integral es impropia se suele usar integracio´n
logartmica o a veces es posible encontrar una solucio´n anal´ıtica (ver figura 5.5.4).
La integral es el efecto que tiene la carga aplicada en el punto p, sobre todo el elemento Γe (ver figura
5.5.4).
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Figure 5.8: Representacio´n de la integral de l´ınea
5.5.5 Implementacio´n en MATLAB
La estructura es la siguiente: funciones que calculan los kernels [51],
Uij =
1
8piG(1− ν)
[
(3− 4ν) ln
(
1
r
)
δij + r,ir,j
]
(5.33)
Tij = − 1
4pir(1− ν)
[
∂r
∂n
((1 − 2ν) δij + 2 r,i r,j) − (1 − 2ν) (r,j ni − r,i nj)] (5.34)
1 function po = kernelTrac(p,Q,nu,n)
2 % KERNELTRAC calcula el tensor del kernel de traccion.
3
4 r = norm(Q − p);
5 dr xy = (Q − p)/r; % Grad(r)
6 dr n = dr xy*transpose(n); % Grad(r)*n: derivada direccional de r en n
7 po = − 1/(4*pi*(1 − nu)*r)*...
8 (dr n*((1 − 2*nu)*eye(2) + 2*transpose(dr xy)*dr xy) −...
9 (1 − 2*nu)*(transpose(dr xy)*n − transpose(n)*dr xy));
mfiles/kernelTrac.m
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1 function uo = kernelDesp(p,Q,G,nu)
2 % KERNELDESP calcula el tensor que representa el kernel de deplazamiento
3
4 r = norm(Q − p);
5 dr xy = (Q − p)/r;
6
7 uo = 1/(8*pi*G*(1−nu))*((3−4*nu)*log(1/r)*eye(2) + transpose(dr xy)*dr xy);
mfiles/kernelDesp.m
funciones que integran los kernels a lo largo de un elemento e por causa de una carga hipottica unitaria en
un punto p, estas puede ser nmericas si es entre un punto p que no se encuentra dentro del elemento e o
analticas (para el caso de los elementos constantes) para el caso en que p se encuentra entre los puntos del
elemento e.
1 function [H,G] = integrar Nodo Elemento(p,nodosElem,normal,nu,Ge,cita,w,modo)
2 % INTEGRAR NODO ELEMENTO calcula la integral a lo largo de los nodos del
3 % elemento NODOSELEM usando la cuadratura de Gauss−Legendre
4 % definida por W y CITA.
5
6 longInter = (nodosElem(2,:) − nodosElem(1,:))*0.5;
7 medInter = (nodosElem(2,:) + nodosElem(1,:))*0.5;
8 n = length(w);
9 H = zeros(2);
10 G = H;
11 R = norm(longInter);
12 switch modo
13 case 'numeric'
14 for i = 1:n
15 Q = longInter*cita(i) + medInter;
16 H = H + w(i)*kernelTrac(p,Q,nu,normal)*R;
17 G = G + w(i)*kernelDesp(p,Q,Ge,nu)*R;
18 end
19 case 'analytic'
20 H = 0.5*eye(2);
21 k = 0.25*R/pi/Ge/(1−nu);
22 G = k*((3−4*nu)*(1−log(R))*eye(2) + transpose(longInter)*longInter/(Rˆ2));
23 otherwise
24 error('Los unicos modos son: numeric y analytic')
25 end
mfiles/integrar Nodo Elemento.m
la funcio´n anterior ha de ser evaluada sobre cada uno de los elementos que conforman la malla de contorno
con el fin de encontrar [H] y [G]
1 function [H,G] = ensamblarMatriciesBIESistemaCons(nodos,elementos,normales,Ge,nu)
2
3 [I,w,cita] = gauss q(@(x)1,−1,1,10);
4
5 n = length(elementos(:,1));
6 for i = 1:n
7 for j = 1:n
8 if i == j
9 modo = 'analytic';
10 else
11 modo = 'numeric';
12 end
13 [H([2*i−1 2*i],[2*j−1 2*j]),G([2*i−1 2*i],[2*j−1 2*j])] =...
14 integrar Nodo Elemento(...
15 nodos(elementos(i,2),:),...
16 nodos(elementos(j,[1,3]),:),normales(j,:),nu,Ge,cita,w,modo);
17 end
18 end
mfiles/ensamblarMatriciesBIESistemaCons.m
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5.6 Comparacio´n entre BEM y FEM
Las soluciones son comparables en la siguiente figura 5.6, en donde se compara la deformacio´n similar de
ambos dominios, para un mallado pobre como el ejemplo del presente cap´ıtulo. Como se puede ver las
Figure 5.9: Comparacio´n de resultados entre BEM y FEM
soluciones son semejantes aunque la matriz de solucio´n con BEM es solo de (40 × 40), se puede observar
tambien que solo es necesario discretizar el borde y si se desea conocer la solucio´n en el dominio se debe
realizar tantas integrales sobre todo el borde Γ con puntos que se necesiten al interior del dominio Ω. Esto
complica el costo computacional en el me´todo de los BEM en la etapa de posproceso, aunque a su vez esta
caracter´ıstica sirve para evaluar grietas internas y fracturas, mediante integrales singulares.
Las matrices densas y no sime´tricas que se obtienen en los BEM se resuelven tambien por un me´todo
iterativo como ocurre con los FEM. Y al igual que los FEM basta con resolverlo una vez, esto es debido a que
la linealidad del sistema permite simplemente tener que multiplicar una respuesta unitaria por un escalar.
En definitiva no existe diferencia en el performance entre FEM y BEM debido a esto.
Por u´ltimo el ana´lisis lineal de los FEM y los BEM no es suficiente para el modelamiento de tejidos. La
principal limitante es que las deformaciones son grandes y no se puede considerar el tensor de deformacio´n
unitaria de ingenier´ıa. El siguiente cap´ıtulo hace el ana´lisis de FEM para los modelos no lineales de geometr´ıa
y material.
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Chapter 6
Implementacio´n FEM de la
elasticidad no-lineal
Espacios de aproximacio´n!!!
A continuacio´n la solucio´n por elementos finitos mediante un ejemplo esta´tico [4, 8]:
6.1 Formulacio´n del elemento finito
El problema ba´sico es un dominio Ωτ limitado por dos tipos de bordes: la frontera de Dirichlet Γu y la fron-
tera Neumann Γn. Donde Γu se conoce tambie´n como la condicio´n esencial o forzada y Γn se conoce como la
condicio´n normal o necesaria. Se intenta entonces satisfacer para toda configuracio´n las siguientes ecuaciones:
∇ · σ +~f = 0 en Ωτ (6.1)
~u∗ − ~u = 0 en Γu (6.2)
~t∗ − σ · ~n = 0 en Γn (6.3)
El inconveniente de las condiciones anteriores es que desde el principio se desconoce la forma del dominio
en la configuracio´n deformada Ωτ a excepcio´n de la frontera Γu que si se conoce (ver figura6.1). Para
comenzar se analiza utilizando los principios variacionales y se define la siguiente variacio´n del funcional
sobre el dominio:
δW(~u; δ~u) =
∫
Ωτ
[∇ · σ +~f ] · δ~u dv +
∫
Γn
[~t∗ − σ · ~n] · δ~u da = 0 (6.4)
que hara´ que se satisfagan las condiciones de frontera y dominio para cualquier δ~u con excepcio´n de los
puntos sobre Γu para los cuales δ~u = 0. Simplificando despue´s de unas manipulaciones se llega a:
δW(~u; δ~u) =
∫
Ωτ
σ : ∇δ~u dv +
∫
Ωτ
~f · δ~u dv +
∫
Γn
~t∗ · δ~u da = 0 (6.5)
expresando ahora en te´rminos de la indeformada
δW(~u; δ~u) =
∫
Ω0
s · FT : ∇δ~u dv +
∫
Ω0
~f0 · δ~u dv +
∫
Γn0
~t(N)∗ · δ~u da = 0 (6.6)
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la ecuacio´n anterior debe resolverse para solucionar la deformacion en el dominio pero es una ecuacio´n no
lineal, la solucio´n se encuentra usando Newton-Rhapson, pero antes sera´ reorganizada tomando las ultimas
integrales como el trabajo externo y deja´ndolas del lado derecho como R,∫
Ω0
s · FT : ∇δ~vdv = R · δ~u (6.7)
ahora se aproxima el lado izquierdo que contiene al gradiente de deformaciones F, el segundo tensor de
esfuerzos de Piola-Kirchhof s y definiendo F(~u) = s(~u) · FT(~u) se llega a la siguiente aproximacio´n de
primero orden,
F(~u + δ~u) = F(~u) + δF(~u; δ~u)
= s(~u) · FT(~u) + s(~u) · δFT(~u; δ~u) + δs(~u; δ~u) · FT(~u) (6.8)
usando la derivada direccional o de Gateaux se tienen los siguientes resultados,
δF(~u; δ~u) = lim
ξ→0
d
dξ
(
I−∇T(~u + ξδ~u))
= ∇Tδ~u (6.9)
δE(~u; δ~u) =
1
2
lim
ξ→0
d
dξ
(
(F + ξδF(~u; δ~u))T · (F + ξδF(~u; δ~u))− I)
=
1
2
(FT · δF(~u; δ~u) + δFT(~u; δ~u) · F)
= FT · ∇Tδ~u + ∇δ~u · F (6.10)
δs(~u; δ~u) =
∂s
∂E
: δE(~u; δ~u)
=
∂s
∂E
: FT · ∇Tδ~u (6.11)
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Figure 6.1: Espacio de aproximacio´n
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en donde ∂s∂E presenta una doble simetr´ıa y permite escribir la expresio´n 6.7 como,
∫
Ω0
s(~u) : FT(~u)·∇Tδ~v dv +
∫
Ω0
s(~u) : ∇δ~u·∇Tδ~v dv +
∫
Ω0
∇δ~u·F(~u) : ∂s
∂E
(~u) : FT(~u)·∇Tδ~v dv = R·δv
(6.12)
la ecuacio´n 6.12 tiene tres variables que se pueden ver como independientes, ~u, δ~u y δ~v, desde que ~u, la
primera funcio´n sea correcta el valor de δ~v sera´ irrelevante puesto que satisfara´ todas las condiciones en el
dominio y δ~u sera´ cero. Sin embargo si ~u no es correcta entonces la direccio´n de bu´squeda sera´ δ~u 6= 0.
Es importante observar que en la solucio´n la primera integral del lado izquierdo ∫Ω0 F(~u) · s(~u) : ∇δ~v dv es
igual al lado derecho de la ecuacio´n, R · δv, y que las otras integrales se desvanecen.
Usando el me´todo de Ritz para la aproximacio´n de la solucio´n, se define la aproximacio´n de la solucio´n
como una combinacio´n lineal de funciones de forma,
~u = U · N (6.13)
ui = U jiN j (6.14)
donde N = [N 1, . . . ,Nm]T representa las m funciones de forma, U representa los valores de las combina-
ciones lineales sobre la funcio´n ~u, i = 1, 2, 3 y j = 1, 2, . . . ,m. Con esto ahora se pueden definir,
∇~u = U · ∇N
uj,i = Ukj N k,i (6.15)
de la misma forma δui = δU jiN j , δuj,i = δUkj ∇N k,i y usando el me´todo de Galerkin en donde δ~v se escoge
con la misma base N con la que se aproxima ~u y completar un mismo nu´mero de ecuaciones como de
inco´gnitas
∫
eΩ0
s(e~u) : FT(e~u) · ∇Tδ~v dv =
∫
eΩ0
s(~u) : (I + U · ∇N ) · ∇TN · δVT dv (6.16)
la siguiente expresio´n s : (I − U · ∇N ) · ∇TN · δUT se puede reducir por medio del siguiente isomorfismo:
A : B es equivalente a A · B, donde A es un tensor de segundo orden sime´trico. Def´ınase el mapeo f :
Sym3 3 A 7→ A ∈ R6 que define f(A) = [A11, A22, A33, A12, A23, A31] y g : R3×3 3 B 7→ B ∈ R6 que define
g(B) = [B11, B22, B33, B12 +B21, B23 +B32, B31 +B13]. Al volver a la expresio´n 6.16 y utilizar el isomorfismo
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s = f(s) y el siguiente isomorfismo,
g((I + U · ∇N ) · ∇TN · δUT) = g((∇TN · δUT + U · ∇N · ∇TN · δUT)
=
[N k,jδil + Uml Nm,i N k,j] · [δUkl ]
=

δUk1N k,1
δUk2N k,2
δUk3N k,3
δUk1N k,2 + δUk2N k,1
δUk2N k,3 + δUk3N k,2
δUk3N k,1 + δUk1N k,3
 +

Ukl N k,1δUml Nm,1
Ukl N k,2δUml Nm,2
Ukl N k,3δUml Nm,3
Ukl N k,2δUml Nm,1 + Ukl N k,1δUml Nm,2
Ukl N k,3δUml Nm,2 + Ukl N k,2δUml Nm,3
Ukl N k,1δUml Nm,3 + Ukl N k,3δUml Nm,1

=

N k,1 0 0
0 N k,2 0
0 0 N k,3
N k,2 N k,1 0
0 N k,3 N k,2
N k,3 0 N k,1

 δUk1δUk2
δUk3

+

Uk1N k,1Nm,1 Uk2N k,1Nm,1 Uk3N k,1Nm,1
Uk1N k,2Nm,2 Uk2N k,2Nm,2 Uk3N k,2Nm,2
Uk1N k,3Nm,3 Uk2N k,3Nm,3 Uk3N k,3Nm,3
Uk1N k,2Nm,1 + Uk1N k,1Nm,2 Uk2N k,2Nm,1 + Uk2N k,1Nm,2 Uk3N k,2Nm,1 + Uk3N k,1Nm,2
Uk1N k,3Nm,2 + Uk1N k,2Nm,3 Uk2N k,3Nm,2 + Uk2N k,2Nm,3 Uk3N k,3Nm,2 + Uk3N k,2Nm,3
Uk1N k,1Nm,3 + Uk1N k,3Nm,1 Uk2N k,1Nm,3 + Uk2N k,3Nm,1 Uk3N k,1Nm,3 + Uk3N k,3Nm,1

 δUm1δUm2
δUm3

= (B
L0m
+ B
L1m
) · δUm = BLm · δUm (6.17)
finalmente la integral de la ecuacio´n 6.16 es reescrita como∫
eΩ0
s(~u) : (I + U · ∇N ) · ∇TN dv · δVT =
∫
eΩ0
s ·B
L
dv · δVT (6.18)
en donde B
L
= [ B
L1
,B
L2
, · · · ,B
Lm
].
Continuando con las otras integrales de 6.12 se pueden compactar a∫
eΩ0
∇δ~u · F(~u) : ∂s
∂E
(~u) : FT(~u) · ∇Tδ~v dv =
∫
eΩ0
∇δ~u · F(~u) : C(~u) : F(~u)T · ∇Tδ~v dv
= δU ·
∫
eΩ0
BT
L
· C(~u) ·B
L
dv · δVT
∫
eΩ0
∇δ~u · s(~u) : ∇Tδ~v dv =
∫
eΩ0
[δUmk ] ·
[
sijNm,i Nn,j
] · [δVnl ] dv
= δU ·
∫
eΩ0
BNL : s dv · δVT (6.19)
con esto la ecuacio´n 6.12 se convierte en el sistema,
δU ·
(∫
eΩ0
BT
L
(U) · C(U) ·B
L
(U) dv +
∫
eΩ0
BNL(U) : s(U) dv
)
︸ ︷︷ ︸
Matriz de Rigidez
· δVT =
(
R −
∫
eΩ0
s(U) ·B
L
(U) dv
)
︸ ︷︷ ︸
Fuerzas externas menos internas
·δVT
δU · (KL + KNL) = ∆R (6.20)
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y por u´ltimo las iteraciones de Newton-Rhapson, teniendo en cuenta que δU = i+1U − iU quedan
i+1U = iU + K−1 ·∆R (6.21)
6.2 Comparacio´n entre deformacio´n lineal y deformacio´n no-lineal
Las figuras de este cap´ıtulo fueron generadas en MATLAB, usando los programas implemetados en este
trabajo (ver Anexos), teniendo en cuenta las ecuaciones desarrolladas en este cap´ıtulo y las relaciones con-
stitutivas del final del cuarto cap´ıtulo. La renderizacio´n de las figuras se hizo con PSTricks. En la figura
6.2, se observa el estado indeformado del lado izquierdo y luego de aplicar las fuerzas y restricciones que se
observan, se obtiene la figura de la derecha en donde aparecen dos tipos de configuraciones defomadas. En
la figura de la derecha, la malla que aparece en color fuerte es el modelo no-lineal y la malla que aparece con
color tenue es el modelo lineal.
-1 0 1 2 3 4
-1
0
1
2
3
uT
uT
uT
uT
-1 0 1 2 3 4
-1
0
1
2
3
uT
uT
uT
uT
Figure 6.2: Espacio de aproximacio´n
Esta figura muestra la necesidad de usar el modelo no-lineal en geometr´ıa, debido a las discrepancias entre
las deformaciones de ambas configuraciones (modelo lineal y modelo no-lineal). Este modelo es coherente
en la medida en que a mayor deformacion el material pierde su rigidez tangencial. Las no-linealidades de
material se vuelven importantes bajo el modelo de Yeoh.
57
58
Chapter 7
Descripcio´n de la aplicacio´n
Que se hizo
En este cap´ıtulo se describe la aplicacio´n desarrollada, los resultados obtenidos, detalles de la implementacio´n,
me´todos y algoritmos utlizados. Finalmente se colocan algunos screenshots de la aplicacio´n y los resultados
en tiempo obtenidos.
La aplicacio´n en general se puede describir como el uso de dos hilos, el primero es el algoritmo de gen-
eracio´n de fuerzas (parte derecha fig.7) y el segundo el manejo de eventos del dispositivo ha´ptico que se
ejecuta en paralelo todo el tiempo (parte izquierda fig.7).
El algoritmo de generacio´n de fuerzas comienza cargando el modelo del o´rgano o tejido a partir de
un poliedro que representa la frontera del so´lido a modelar, esta es preprocesada mediante un mallado
volume´trico o de superficie dependiendo del me´todo nume´rico. A su vez el hilo del dispositivo ha´ptico env´ıa
sen˜ales de posicio´n de la herramienta relativas al so´lido, evaluando as´ı el predicado de colisio´n. En caso
de ocurrir una colisio´n, se genera entonces las condiciones de contorno. Una vez impuestas las condiciones
de contorno, se procede a resolver los elementos finitos FEM, los cuales generaran la forma del o´rgano en
estado deformado y adema´s las fuerzas sobre la herramienta por causa de la reaccio´n y/o deformacio´n del
tejido. Finalmente se envian las fuerzas generadas al hilo del dispositivo y el algorimo de generacio´n vuelva
a su estado de evaluacio´n de la colisio´n.
7.1 Modelo tridimensional del o´rgano o tejido
El modelo tridimensional utilizado es un poliedro representado por una sopa de tria´ngulos, los cuales se or-
ganizan en el mejor de los casos en una estructura Half-Edge, estructura implementada en la libreria CGAL.
Los formatos que se pueden utilizar son: .obj, .off, .stl y .wrl. La ventaja de estos formatos es que son
importados y exportados desde diferetnes tipos de programas de CAD-CAM-CAE, modeladores gra´ficos y
editores de realidad virtual.
En este preproceso, si se logra formar la estructura Half-Edge, es posible optimizar la deteccio´n de
colisiones, ya que esta estructura permite moverse de forma adyacente sobre las vencindades de un ve´rtice,
segmento o cara del poliedro.
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Figure 7.1: Descripcio´n de la aplicacio´n
7.2 Enmallado del modelo del o´rgano
En el caso de poder generar un manifold-2d orientado y cerrado es posible definir un dominio volume´trico,
sobre el cual generar una malla. La malla es creada usando los malladores de CGAL, basados en Silver
Exudation y Delaunay. La malla generada debe ser menor a 500 ve´rtices para lograr un respuesta cercana a
un 1 milisegundo y las relaciones de aspecto de cada tetraedro deben ser adecuadas para la condicio´n de la
matriz de rigidez.
La robustez de este mallado es importante en la solucio´n de los elementos finitos que se vera ma´s
adelante, en donde un solo tetraedro con las relaciones de aspecto mal condicionadas es suficiente para
que el me´todo no converja. La robustez de este paso es generada gracias al kernel geome´trico de CGAL,
Exact_predicates_exact_constructions, que requiere ser compilado con GMP, LEDA o CORE, librer´ıas
con aritme´tica casi-exacta y exacta. Aunque este kernel es el ma´s lento, este proceso se hace como prepro-
ceso y no afecta el desempen˜o del algoritmo, solo asegura que la malla sea adecuada, evitando jacobianos
singulares y problemas en la etapa de FEM que se ejecuta en tiempo real.
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Figure 7.2: Enmallado de un h´ıgado, con 146 tetrahedros
La triangulacio´n que representa la malla es un refinamiento de una triangulaco´n regular, la clase que
se utiliza de CGAL es CGAL::Mesh_polyhedron_3<Gt> y genera la estructura de triangulacio´n. En esta
etapa se debe construir un a´rbol de bu´squeda de colisiones usando la clase AABB_tree<AT> donde AT es el
para´metro que define un poliedro o una sopa de tria´ngulos que se resuelve en tiempo de compilacio´n. En
esta parte del documento es importante recalcar que no siempre es posible generar la estructura Half-Edge
y se debe usar una sopa de tria´ngulos, esto es debido a la forma compleja del o´rgano, cuando esto ocurre no
es posible optimizar la colisio´n.
7.3 Posicio´n Herramienta
La posicio´n de la herramienta es actualizada mediante un hilo, usando QThread, una clase de Qt, la cual
permite utlizar hilos independiente de la plataforma. Se implemento´ una interfaz que heredandola permite
an˜adir cualquier dispositivo a la aplicacio´n, la aplicacio´n se prueba con un joystick de la consola de video
juegos PS2 de SONY y el joystick 3D-force de Logithech. Este hilo de posicio´n se ejecuta paralelo al algo-
ritmo de generacio´n de fuerzas de manera que al detectar movimiento por parte del usuario, modifica las
variables de posicio´n de la herramienta dentro de la escena.
7.4 Deteccio´n de colisio´n
El paquete (Axis-Aligned Bounding Box) AABB tree crea una estructura esta´tica que contiene la malla
volume´trica tridimensional, en donde se crea una estructura Half-Edge a partir de la malla volume´trica de la
frontera del so´lido que se obtiene en la etapa de enmallado. Cuando se puede crear la Half-Edge es posible
utilizar la clase de CGAL, AABB_polyhedron_triangle_primitive<GeomTraits,Polyhedron>, la cual es
parametrizable con un kernel geome´trico y un poliedro. La bu´squeda de la colisio´n es llevada a cabo y
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permite optimizar el proceso de colisio´n y generacio´n de condiciones de contorno.
7.5 Generacio´n de las condiciones de contorno
Como el mallado tiene en su frontera solo tria´ngulos en el espacio, la colisio´n que se utiliza a esta altura del
algoritmo es la interseccio´n de un segmento de l´ınea (que en este caso representa la herramienta) y el poliedro
que representa el o´rgano. La interseccio´n sera´ entonces un punto o un segmento de l´ınea fig.7.5, en el caso de
un punto este podra´ estar: 1) si el punto interseccio´n coincide con un ve´rtices entonces el desplazamiento se
coloca en su totalidad sobre el punto, en la direccio´n de la l´ınea que representa la herramienta, 2) si el punto
queda sobre una arista de un par de tria´ngulos para este caso se debe colocar el desplazamiento sobre los dos
ve´rtices que contienen al segmento que forma la arista de forma tal que la funcio´n de forma sea coherente
al desplazamiento de la herramienta y 3) si el punto cae sobre el interior de un tria´ngulo o cara, entonces el
desplazamiento se coloca coherente a la funcio´n de forma sobre los tres ve´rtices de la cara.
Figure 7.3: Posibles intersecciones
7.6 Resolucio´n de la elasticidad por elementos finitos
Este es el paso ma´s importante, en este punto se soluciona la ecuacio´n que relaciona los desplazamientos y
las fuerzas. Este paso consta de un proceso iterativo, el de Newton-Rhapson sobre el cual se encuentra el
equilibrio de la malla que representa el so´lido. En cada iteracio´n se debe resolver un sistema matricial de la
forma A · x = b, que representa el cuello de botella de toda la aplicacio´n. El resultado de este paso es el
campo de desplazamientos de todo el tejido.
i+1U = iU + K−1 ·∆R (7.1)
Este sistema consta de una matriz cuadrada esparcida de gran taman˜o (un ma´ximo 1500x1500), la
solucio´n de este sistema es por me´todos iterativos, basados en el espacio de Krylov, el cual propone unas
bases ortogonales conjugadas que encuentran la solucio´n en ma´ximo el nu´mero de filas de la matriz, pero
suele pasar que con 17 a 20 iteraciones la solucio´n es lo suficientemente precisa con BiCGSTAB. El solver y
las matrices fueron utilizadas con la libreria gmm++, que permite utilizar aritme´tica modular sobre el albebra
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lineal.
Figure 7.4: So´lido deformado despue´s del paso de resolucio´n de la elasticidad
Los desplazamientos se encuentran al resolver el siguiente sistema,
[
fk
fu
]
=
 Kkk
... Kku
· · · · · · · · ·
Kuk
... Kuu
 · [ ukuu
]
(7.2)
donde los sub´ındices kk son los ve´rtices de la malla a los cuales se les conoce el desplazamiento, ya sea
por que son nodos que descansan sobre puntos soporte de la malla o porque pertencen al desplazameinto por
causa del contacto de la herramienta. Los sub´ındices uu son los ve´rtices que sus desplazamientos son una
inco´gnita y se encuentra de la siguiente forma (observese que si se conoce el desplazamiento se desconoce la
fuerza en el nodo y si se conoce la fuerza se desconoce el desplazamiento),
uu = K
−1
uu · (fu − Kuk · uk) (7.3)
para la cual fu es cero cuando no se tiene en cuenta la gravedad y otras fuerzas externas.
7.7 Generacio´n de fuerzas en la herramienta
La fuerza en la herramienta es un posproceso que se obtiene despue´s de tener el campo vectorial de desplaza-
mientos en los nodos. Se puede encontrar la otra ecuacio´n que quedo´ pendiente en el sistema de eq.7.2, para
el cual se puede encontrar las fuerzas de la herramienta,
fk = Kkk · uk − Kku · uu (7.4)
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este paso se puede reemplazar por los ve´rtices que solo involucran los nodos de los tria´ngulos afectados
por la herramienta, y es un paso constante y sencillo, que queda optimizado por su simpleza,
fherr = Kherr herr · uherr − Kherr u · uu (7.5)
donde herr son los ve´rtices que involucran la colisio´n de la herramienta.
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Chapter 8
Conclusiones, Logros y Trabajos
Futuros
Lo que queda
8.1 Conclusiones
 CGAL fue fundamental para la implementacio´n, toma de tiempos, robustez de los algoritmos y manejo
de formatos de entrada y salida. En definitiva CGAL permite tratar el disen˜o de la aplicacio´n da´ndole
robustez y optimizacio´n en el a´rea de la geometr´ıa computacional y soporte para trabajar con FEM y
BEM.
 Los elementos de contorno BEM, tiene una formulacio´n compleja. Para el modelo lineal los BEM
resultan ma´s ra´pido que los FEM pero tienen la desventaja que en el caso no-lineal la formulacio´n
requiere conocer nodos interiores y se vuelve inviable. El posproceso de los BEM es demasiado costoso.
 Las altas discrepancias entre los modelos: 1) lineal en geometr´ıa y material, 2) geometr´ıa no-lineal y
material lineal, y 3) geometr´ıa no-lineal y material no-lineal, obligan a que los modelos tengan que
utilizar por lo menos las no-linealidades geome´tricas para que sean veros´ımiles en un ambiente de
realidad aumentada.
 La deteccio´n de colisio´n entre el so´lido y la herramienta usando las estructuras Half-Edge y un a´rbol
AABB sobre los tria´ngulos que representan al so´lido, permite encontrar las condiciones de contorno
de los elementos finitos de forma ra´pida ya que evita la fuerza bruta. Adema´s una vez encontrada la
colisio´n es posible actualizarla usando las propiedades de la estructura Half-Edge, ventaja que reduce
dra´sticamente el predicado de colisio´n evitando as´ı el uso de la bu´squeda en el a´rbol AABB.
 Las pruebas con la GPU (en arquitectura de 12 y 96 nu´cleos) presentaron un cuello de botella en
las mallas que se utlizaron, esto debido a que la aceleracio´n en el ca´lculo se hace evidente cuando las
mallas son superiores a 4000 ve´rtices, pero las mallas ma´s grandes que se utilizaron en la aplicacio´n
desarrollada fueron a lo sumo de 500 ve´rtices. El bus de datos y los tiempos de copia de las matrices
entre la memoria principal y la memoria de la GPU llevan a que no se obtenga ventaja usando la GPU.
Se utilizo´ CUDA Sparse, una tarjeta nVIDIA GeForce 9400M de 12 nu´cleos y al final una tarjeta
nVIDIA de 96 nu´cleos GeForce GT 240.
 El ana´lisis cuasi-esta´tico es suficiente para modelar y no es necesario hacer ana´lisis de los eigenmodes,
esto es debido a que los movimientos que se toman en la herramienta.
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8.2 Logros
 Implementacio´n de FEM resolviendo la elasticidad lineal bajo el modelo Saint Venant-Kirchhoff. Queda
para futuras aplicaciones co´digo en MATLAB sencillo y trasparente de interpretar, para renderizar y
mallar (con ayuda de DISMESH) de cualquier dominio en 2D o 3D con lectores de .obj y .off.
 Implementacio´n de BEM resolviendo la elasticidad lineal bajo el modelo Saint Venant-Kirchhoff. Queda
para futuras aplicaciones co´digo en MATLAB sencillo y trasparente de interpretar, para renderizar y
mallar (con ayuda de DISMESH) de cualquier dominio en 2D o 3D con lectores de .obj y .off.
 Formulacio´n general de la elasticidad lineal en BEM.
 Formulacio´n del elemento finito para la elasticidad no-lineal en general.
 Implementacio´n no-lineal de geometr´ıa en la ecuacio´n de elasticidad utilizando el tensor de Cauchy-
Green. Quedando co´digo en MATLAB sencillo y trasparente. Implementacio´n en C++ bajo progra-
macio´n gene´rica.
 Implementacio´n no-lineal de material en la ecuacio´n de elasticidad utilizando los modelos de Mooney-
Rivlin, Neo-Hookean y Yeoh. Quedando co´digo en MATLAB sencillo y trasparente. Implementacio´n en
C++ bajo programacio´n gene´rica co´digo complejo de entender sin conocimientos de templates, pero
hasta 100x ma´s ra´pido que el de MATLAB (solamente resolviendo el sistema Ax = b por BIGSTAB).
 El ciclo del hilo del dispositivo ha´ptico se logro´ bajar a 10 milisegundos. Au´n 10 veces por encima de
la velocidad objetivo requerida en una aplicacio´n ha´ptica.
 Desarrollo de una librer´ıa que integra cualquier dispositivo ha´ptico, el motor de colisiones basado en
los algoritmos de CGAL, el mallador volume´trico y superficial basado en CGAL, y la solucio´n por
elementos finitos. Manejo de la escena con dos widgets para renderizar la escena en forma de a´rbol
informativo y bajo el contexto de OpenGL (ver Anexos).
8.3 Trabajos Futuros
 Una primera aplicacio´n de entrenador quiru´rgico. Integracio´n con los trabajos de [32, 36], el co´digo
desarrollado en MATLAB ser´ıa fundamental para el ra´pido entendimiento y avance en el modelamiento
del tejido. La librer´ıa en C++ sirve para acoplar el dispositivo ha´ptico al modelo del tejido.
 Solucio´n de elasticidad, usando programacio´n en paralelo y programacio´n gene´rica . Optimizacio´n
del co´digo en C++. Elb uso de las tarjetas gra´ficas solo se utilizo´ para la manipulacio´n de matrices
esparcidas, es posible hacer la paralelizacio´n del algoritmo para que sea resulto de forma optima usando
las tarjetas gra´ficas. Proponer un esquema sobre la solucio´n por Newton-Rhapson, la cual es el cuello
de botella ya que en su interior resulve por otro metodo iterativo basado en los me´todos de Krylov
cada paso de Newton-Rhapson. Se propone entonces usar el estado anterior de la malla como punto
de partida en el siguiente paso de Newton-Rhapson, esto no se hizo y puede bajar significativamente
las iteraciones.
 Modelamiento meca´nica multicuerpo. La librer´ıa ha sido disen˜ada no solo para esta aplicacio´n, si no
en general para la animacio´n de la dina´mica multicuerpo. Es posible investigar haciendo uso de ella.
 Disminuir el tiempo de la solucio´n de elasticidad empleando redes neuronales. Entrenar una red neu-
ronal que copie el comportamiento del tejido y as´ı suprimir todos los meto´dos iterativos. Proponer la
arquitectura ideal y el taman˜o de la red ser´ıan objetivos claros. La arquitectura podria ser estudiada
en base a el grafo que forma la conectividad de la malla tridimensional. La red se puede entrenar con
los modelos implementados en esta tesis.
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 Modelamiento del corte del tejido u o´rgano con XFEM La fractura y avance de grietas en tejidos es
un tema que falta por investigar, los elementos XFEM pueden ser una solucio´n para el corte en un
procedimiento quiru´rgico.
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Appendix A
VISUALIZACION DE LA ESCENA
luces, ca´mara, accio´n...
A.1 Creacio´n de una escena
Una escena esta compuesta por luces, ca´maras y objetos. La escena maneja cada uno de estos elementos,
modificando sus propiedades como posiciones y orientacio´n, existen manejadores de escena como OpenSG u
OpenSceneGraph, pero sin mayor complicacio´n se extendio´ el visualizador de OpenGL, libQGLViewer, para
manejar la escena. La escena se maneja basicamente con tres clases: Items, Scenes y Viewers.
A.1.1 Viewers
Los Viewers son ba´sicamente visualizadores de la escena y pueden ser Widgets para el manejo y edicio´n de
sus contenidos o renderizadores de la escena sobre un contexto de OpenGL, estas clases forman parte de la
interfaz gra´fica de usuario. Los widgets en especial son visualizadores del a´rbol de escena, estos visulizadores
Figure A.1: Scene tree viewer
69
permites la ubicacio´n, seleccio´n, revision de la informacio´n de cada objeto en la escena, sobre estos se puede
modificar los parentezcos, el cambio de formas o primitivas geome´tricas, las posiciones, orientaciones, colores,
la posibilidad de ser o no renderizado, la inclusio´n dentro del motor de colisiones y muchas otras cosas ma´s.
Por otra parte el renderizador encargado de visualizar la escena de forma tridimensional, se encarga tambien
de capturar la interaccio´n con el usuario, como lo son las acciones de seleccion, arrastre y el manejo del
joystick, para comunicar cualquier cambio a la escena directamente. El concepto principal estara´ dado por:
1 template <typename S>
2 class SceneGLViewer : public QGLViewer {
3 public:
4 SceneGLViewer(S* s, QWidget *parent = 0);
5
6 protected:
7 void init() { ...; s−>init(); }
8 void draw() { ...; s−>draw(); }
9
10 void drawWithNames() { ...; s−>drawWithNames(select mode); ...; }
11 void endSelection(const QPoint &/*point*/) { ...;
12 s−>endSelection(nbHits,selectBuffer(),select mode);
13 ...;
14 }
15
16 void keyPressEvent(QKeyEvent *e);
17
18 void mousePressEvent(QMouseEvent *e);
19 void mouseMoveEvent(QMouseEvent *e);
20 void mouseReleaseEvent(QMouseEvent *e);
21
22 private:
23 S* s;
24 };
Anexo Computacion grafica/sceneGLViewer concept.hpp
la escena finalemente visualizada de la fig:A.1, ser´ıa
Figure A.2: Scene openGL viewer
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A.1.2 Scenes
Las Scenes son una interfaz que permite la navegacio´n y edicio´n fa´cil, tiene tres finalidades: 1) poder usar las
Widget de visualizacio´n de Qt, como QtTreeView, 2) interfazar los Items con Viewer y 3) generar la escena
en XML y a partir de un documento DOM generar la scena. Esta clase tambien se encarga de los motores
de colision, la conexio´n del joystick con cualquier elemento de la escena, activar el motor FEM-BEM para
la generacio´n de fuerzas.
1 template <typename K ItemTraits = K standard>
2 class SceneModel : public QAbstractItemModel
3 {
4 public:
5 typedef SceneItem<K ItemTraits> Item;
6 typedef QDomNode DomNode;
7 typedef QString DomString;
8 typedef typename Item::GeoObj GeoObj;
9
10 typedef SceneDealerDOM<SceneModel> DealerDom;
11
12 SceneModel(QObject *parent = 0) : QAbstractItemModel(parent);
13
14 ¬SceneModel();
15
16 void addDomScene(const char* filename) {}
17
18 template <typename T>
19 Item* appendObject(T* ptr obj, Item* parent=0) {}
20
21 QVariant data(const QModelIndex &index, int role) const {}
22 Qt::ItemFlags flags(const QModelIndex &index) const {}
23 QVariant headerData(int section, Qt::Orientation orientation,
24 int role = Qt::DisplayRole) const {}
25 QModelIndex index(int row, int column,
26 const QModelIndex &parent = QModelIndex()) const {}
27 QModelIndex parent(const QModelIndex &index) const {}
28 int rowCount(const QModelIndex &parent = QModelIndex()) const {}
29 int columnCount(const QModelIndex &parent = QModelIndex()) const {}
30
31 bool setData(const QModelIndex &index, const QVariant &value,
32 int role = Qt::EditRole) {}
33 bool insertRows(int /*row*/, int /*count*/,
34 const QModelIndex &parent = QModelIndex()) {}
35 bool removeRows(int position, int rows,
36 const QModelIndex &parent = QModelIndex()) {}
37 void init() { rootItem−>init(); }
38 void draw() { rootItem−>draw(); }
39 void drawWithNames(Selection mode sm = SELECT OBJECTS) {}
40 void endSelection(int n, unsigned int* selItems, Selection mode sm = SELECT OBJECTS);
41 QString getTextStatus();
42
43 private:
44 Item *getItem(const QModelIndex &index) const;
45
46 typename std::vector<GeoObj*> objsList;
47 typename std::vector<Item*> itemsList;
48 typename std::vector<Item*> selectedItems;
49 Item *tmp ptr item;
50 Item *rootItem;
51 std::string text status;
52 };
Anexo Computacion grafica/sceneModel concept.hpp
La escena esta escrita de forma que se pueda acoplar cualquier tipo de objeto que se ajuste al concepto
de item descrita por el parametro de la plantilla K_ItemTraits. Se escribieron dos tipos de scena, una para
estructuras tipo a´rbol y otra para estructuras tipo lista donde no se pueden colocar parentezcos entre objetos
gra´ficos.
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A.1.3 Items
Los ı´tems son los nodos que contiene la escena, deben cumplir el concepto para poder ser en lazado a la
escena y que pueda ser interpretado como elementos DOM, el manejo de los iconos, los streams necesarios
para su manipulacio´n. La generalidad de los objetos se alcaza por un apuntador a la clase de usuario, que
debe cumplir la sintaxis del concepto GeoObj para acoplar los me´todos de edicio´n e interacio´n con el usuario.
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