Sequencing data are often summarized at different annotation levels for further analysis. The general feature format (GFF) and its descendants, the gene transfer format (GTF) and GFF3, are the most commonly used data formats for genomic annotations. These files are extensively updated, queried and shared, and hence as the number of generated GFF files increases, efficient data storage and retrieval are becoming increasingly important. Existing GFF utilities for accessing these files, like gffutils and gffread, do not focus on reducing the storage space, significantly increasing it in some cases. Hence, we propose GPress, a framework for querying GFF files in a compressed form. In addition, GPress can also incorporate and compress feature expression files, supporting simultaneous queries on both files.
Introduction
Uncovering the genetic structures and variations of the genome, as well as understanding their biological meaning, is one of the final goals of next-generation sequencing data analysis. To meet this goal, genomic sequences are often summarized at different annotation levels. The general feature format
Methods and experimental results
The encoder of GPress takes advantage of the correlations between different columns in the GFF file, and applies transformations to them for improved compression (see Supplementary data). Streams of data of similar characteristics are then grouped together and compressed with the general lossless compressor BSC [9] . GPress supports selective access over the compressed data (that is, random access), retrieving all information related to a set of identifiers or a range of coordinates. To achieve this, GPress compresses the data in blocks, and creates several index tables that record the structure of the data for fast retrieval, and hence it prevents unnecessary decompression. Lastly, a file containing expression values (in the form of, for example, counts, tpm, and/or fpkm) together with additional annotations such as estimated lengths for the different features can be integrated into the compressed GFF file. Moreover, GPress links the new information to the compressed GFF file, since items from the GFF file and the expression file may share the same unique identifier, and supports simultaneous selective retrieval from both files (see Supplementary data).
For the analysis, we selected three GFF files, hereafter denoted as file 1, 2, and 3, of H. Sapiens, M. Musculus, and D. Rerio, which occupy 1.14GB, 0.8GB, and 0.43GB, respectively. These files serve as a representative of the many annotation files that exist for their same species (as the differences between GFF files from the same species are minimal), and hence they reflect the characteristics of a larger group of GFF files. To asses the performance of GPress integrating expression files into compressed GFF files, we used an expression file derived from the raw sequencing data of the TCGA-BRCA project and linked it to the Human GFF file (see Supplementary Data) . All experiments were performed on an Intel i7 64-bit laptop with 16GB of RAM and 450GB of disk memory. GPress uses one thread, and in all conducted experiments the memory usage was less than 30MB for compression and 10MB for decompression.
We first analyze the performance of GPress when using a single block during compression. Note that in this case random access is not supported, as the whole compressed file needs to be decompressed to access the original data. GPress achieves an average compression ratio of 64.56, which is about 2.5 times higher than that of gzip (Table 1 ). In terms of running time, GPress is slower but comparable to gzip (Table 1) . Next, we assess the performance of GPress when random access is enabled. Due to space constraints, here we provide results when considering blocks containing the information of 2,000 genes, as it provides a good trade-off between compression efficiency and time retrieval, and refer to the Supplementary data for results on other block sizes. We report retrieval time (averaged over ten queries) for queries based on an identifier and a range of coordinates. The range size varies from 1 × 10 4 to 1 × 10 8 (see Supplementary data for the effect of the range size). For a fair comparison, gzip is run on each of the data stream generated by GPress, for each block. To resolve queries based on an identifier, blocks are decompressed sequentially until the sought elements are found, whereas for queries based on range, we do a binary search. Searches on the original (uncompressed) file are treated similarly. GPress offers the best trade-off in compression ratio and retrieval time, achieving a compression ratio about two times higher than gzip while significantly reducing the search time ( Fig. 1 ). On the other hand, gffutils is the fastest on retrieval, but at the cost of creating a database that doubles the size of the original file ( Fig. 1 ). As an example, when tested on file 1, GPress can find all items on chromosome 1 with coordinates within the range of 1,000 to 100,000 in 4.61 seconds, and all items with unique identifier "ENSE00001612954.1" in 2.47 seconds. See Supplementary data for detailed results.
Finally, we analyze the performance when the expression file is compressed and linked to the compressed file 1. GPress reduces the size of the file from 7.7GB to 0.6GB, in less than 7 minutes. In addition, queries based on an identifier and on a range of coordinates are resolved in less than 3 and 5 seconds, respectively (averaged over 10 queries). Note that elements contained in both the GFF and the matrix file are retrieved. These results demonstrate the potential of GPress to compress and link additional files, while being able to retrieve information in seconds. In summary, GPress offers a framework with high modularity and flexibility that could be extended to support additional genome annotation information. 
Method: GPress

GFF/GTF files
The general feature format (GFF) is a data format heavily used for storing annotation information. These include the gene transfer format (GTF) and the GFF3, which are currently the most commonly used versions. These files have one line per annotation, and each line consists of 9 columns (or fields), tab-separated. In particular, each column contains the following information:
• column 1 (string): seqname, the name of the sequence.
• column 2 (string): source, a unique label indicating the name of the program that generated this feature, or the data source.
• column 3 (string): feature, the feature type name (e.g., "gene" or "exon").
• column 4 (integer): start, the start position of the feature in the sequence (sequence numbering starting at 1).
• column 5 (integer): end, the end position of the feature in the sequence (sequence numbering starting at 1).
• column 6 (floating point): score, a degree of confidence in the feature's existence and coordinates.
• column 7 (character): strand, the strand of the feature, defined as "+" (forward) or "-" (reverse).
• column 8 (integer): frame, phase of the CDS features; it can be one of 0, 1, 2.
• column 9 (string): attributes, a semicolon-separated list of tag-value pairs, providing additional information about the feature.
The annotations of the GFF files are sorted by seqname (column 1), and within a given sequence (or chromosome), by the starting position of the genes, in increasing order. Each gene annotation is then followed by all annotations belonging to that gene. Within each gene, the columns are sorted by the starting position of transcripts in increasing order. Similarly, within each transcript, the exons and other items are sorted by the starting position. The order is increasing on a sense strand or decreasing on an antisense strand.
GPress encoder
During compression, GPress reads the GFF file line by line, and generates different streams of data for efficient compression. In particular, due to the different nature of each column, GPress parses them differently. In the following we describe this process in more detail.
The seqname (column 1), source (column 2), feature (column 3) and attributes (column 9) consist of strings. The values of these columns tend to be the same for consecutive records, and thus they are relatively easy to compress. Therefore, GPress writes them directly into 4 separate streams.
The start (column 4) and end (column 5) consist of integer numbers. Since the difference between end and start is much smaller than the end itself, GPress keeps the start and the difference between the start and the end. In order to further make the integers smaller and easier to compress, GPress keeps the difference between the next feature's start and the current feature's start or end. For features like transcripts that could overlap with each other, GPress keeps the difference between the next feature's start and the current feature's start. For other features that do not overlap with each other, GPress keeps the difference between the next feature's start and the current feature's end, so as to make the difference as small as possible. Hence, GPress parses the starting positions in the following way. If a gene is the first one in the file, GPress keeps its start unmodified. Otherwise, GPress keeps the difference between its start and the previous gene's end. If a transcript is the first one in a gene, GPress keeps the difference between its end and the previous gene's start. Otherwise, GPress keeps the difference between its end and its previous transcript's start. GPress applies the same rule for exons and other features. In order to avoid negative number, GPress makes sure the difference is always non-negative by checking the strands. Finally, GPress writes the difference between the current end and the current start in a stream, and the difference between the current start and the previous end or start into a separate stream.
The score (column 6) could be an integer or a floating number. However, all the exons and introns are annotated based on alignments of RNA-seq reads, cDNAs and/or ESTs, and can be considered real, so filtering them based on a score is generally not considered. Therefore, those features usually do not have scores. At the transcript level, the transcripts are scored according to how well mRNA and EST alignments match over its full length. However, these scores depend on the experimental data and vary depending on the source. Therefore, GPress does not modify the scores (column 6) and write them directly into a stream.
The strand (column 7) indicates the sense strand of the feature and it can take values "+" (positive, or 5'->3'), "-", (negative, or 3'->5'), and "." (undetermined). Within a gene, all the items (transcripts, exons, etc.) have the same strand value. Therefore, GPress only keeps the strand value of the genes and writes them into a stream. All other strand values are discarded since they can be recovered given the strand value of the genes. The frame (column 8) indicates the phase of the features associated to the CDS feature type and can be 0, 1 or 2. Since only the CDS, the start codon and the stop codon belong to the CDS feature type, features with other feature types (e.g., transcripts, exons, etc.) do not have frame values. For all those cases, the frame value is just "." (not available). Therefore, the frame (column 8) is highly correlated with the feature (column 3). Furthermore, we observed that most of the items with the same feature type are likely to have the same frame value. For example, most of the start codons in a file may have the same frame value 1. Therefore, GPress generates three different streams of frame values, one for the CDS's frame values, one for the start codon's frame values, and one for the stop codon's frame values. Since each of those three stream tends to have the same frame value, it is relatively easy to compress them. GPress discards all other features' frame values because their frame values are "." and thus can be easily recovered.
Once every column in the GFF file has been parsed and written into 11 separate streams, GPress compresses each of the streams with BSC. BSC is a high performance compressor based on lossless, block-sorting data compression algorithms. There are several advantages to BSC. First of all, BSC supports multiple algorithms that allows software fine-tuning for maximum speed or compression efficiency. We tuned the parameters of BSC for each of the generated streams, to maximize compression efficiency. Second, BSC uses in-place compression and decompression to save memory. Finally, BSC supports GPU acceleration using NVIDIA CUDA technology. Figure 2 provides a schematic of the compression scheme described above. Figure 2 : Schematic of the GFF compressor on a block extracted from the GFF file. GPress can be applied considering the whole GFF file as a unique block, but in that case selective access over the compressed data is not supported.
GPress decoder
During decompression, GPress first uses BSC to decompress all the streams generated during the encoding phase. GPress then reads each of the 11 streams line by line and reassembles them to reconstruct the original file. Specifically, GPress first reads in the feature (column 3) and strand (column 7). Then, GPress uses the feature and strand to recover the start (column 4), end (column 5) and frame (column 8), which are a mirror image processing with respect to the encoder. Finally, GPress reads in all the other columns and combines all the fields into one line (in the correct order) of the output file. GPress terminates once an EOF symbol is decoded from all streams at same time. If one file reaches the EOF before the other files, GPress produces an error message.
Random access (or selective access) over the compressed data
In addition to compression, GPress supports random access (or selective access) over the compressed data. To achieve this, the GFF file is first divided into blocks, and then each block is compressed separately. In this way, the access to an item or a group of items is more efficient since GPress only needs to decompress the blocks containing the sought items instead of the whole file. The compression method employed for each block is the same as the one described above, and blocks are constructed such that they contain all items belonging to a given number of genes (a user-selected parameter, 2,000 by default). Note that the resulting blocks may be of varying size (i.e., the number of items per block is not constant).
GPress supports two different types of queries (searches), one based on the unique identifier of an item, and the other based on a range of coordinates. If a unique identifier is provided, all items related to that identifier are retrieved. Similarly, given a range of coordinates, GPress retrieves all items that fall within that range. In order to determine which blocks need to be decompressed for a given query, GPress generates index tables during compression to map each item to a certain block. Specifically, GPress uses a hashtable to map each unique identifier of an item into its block number and position within the block. The unique identifier in our implementation is the ID specified in the attribute (column 9). If the GFF file is formatted in a canonical way, the selected unique identifiers work well to identify each item uniquely. In addition, GPress uses an index table to keep the starting and ending block numbers for each seqname (column 1). Because the coordinates of the items are only unique within each sequence name in a GFF file, the query on coordinates must also specify the interested sequence name. Thus, the index table of the starting and ending block number for each sequence name can help GPress to pinpoint relevant blocks quickly. Finally, GPress also constructs a hashtable to keep the starting and ending coordinates of each block. The starting coordinate of a block is the starting position of the first item in the block. The ending coordinate of a block is the ending position of the last item in the block. This index table is very helpful for querying on a range of coordinates because GPress can skip blocks that have starting or ending coordinates outside of the interested range. The schematic of generating the index tables is shown in Figure 3 .
Given a query, GPress therefore performs the following operations. When a unique identifier is provided, GPress uses the index tables to find the block number that contains the items related to that identifier, and the specific position within the block. Then, GPress decompresses that block in the same way as that stated in the decompression section. Since GPress also knows the specific position of the item within the block, it can easily find all the information of the items related to the searched item and retrieve it (e.g., if the unique identifier of a gene is provided, GPress will retrieve all the items pertaining to that gene, including transcripts, exomes, etc.). GPress can also search for all the items within a range of coordinates in a certain sequence name provided a range of coordinates and a sequence name. GPress pinpoints the relevant blocks for the sequence name of interest by using the index tables. Then, GPress checks the starting and ending coordinates of each of the relevant blocks to further rule out irrelevant blocks. GPress then decompresses the relevant blocks and retrieves all items that have coordinates within the specified range. 
Expression files
GPress also provides the framework to compress and link the information contained in a expression file to that of a compressed GFF file. Expression files contain gene or transcript expression values, and they can be sparse or non-sparse. Here we focus on the non-sparse expression files, generally resulting from bulk RNA-seq analyses. These files usually consist of 6 columns, each column containing the following information:
• column 1 (string): target ID, unique identifiers within different databases , tpm values (column 4), effective length (column 5) and length (column 6) into five separate data streams. Once all lines of the expression file are read, the data streams are further divided in blocks and compressed with BSC (block size is defined as before, with 2,000 genes per block by default). In addition, to support random access, index tables are created in the same way as for the GFF file.
The information in the expression file can therefore be efficiently recovered given a unique identifier, in a similar fashion as for the case of GFF files. In particular, given a unique identifier contained in the expression file, GPress will retrieve all information related to it from the expression file, as well as from the GFF file (if available). Similarly, if a unique identifier from the GFF file is provided, GPress will retrieve all items from the GFF file related to it, as well as from the expression file (if available). With respect to queries based on a range of coordinates, note that the expression files do not contain this information. Therefore, queries based on a range of coordinates will first retrieve all relevant items from the GFF file. Then, given the unique identifiers from those items, GPress will retrieve all information related to those identifiers from the expression file (using the index tables).
In summary, given a unique identifier within one or more databases, GPress can find and retrieve all its related information in both the GFF file and the expression file. If a range of coordinates for a given sequence name is provided instead, all relevant items from the GFF will be retrieved, as well as any additional information from those items contained in the expression file. The schematic of the compression for an expression file is shown in Figure 4 . 
Results
To assess the performance of GPress, we used the data files specified in Table 2 . These files include three GTF files from different organisms and an expression file. The file number specified in Table 2 is coherently used in both the main paper and the supplementary (i.e., the main paper refers to these files by their file number as defined in the table). The expression matrix file (file 4) was generated from the raw sequencing data of the TCGA-BRCA project, and hence we just used a generic name for it. The performance of GPress when no random access is supported (i.e., the entire GFF file is considered as a single block during compression) is reported in the main paper, and hence in the following we focus only on the performance of GPress with random access (or selective access) over the compressed data. Performance in this case is measured in terms of compression ratio and execution time of queries. Tables 3, 4 and 5 summarize the performance of GPress when applied to files 1, 2, and 3, respectively, for different block sizes (recall that the results presented in the main paper correspond to 2,000 genes per block). As expected, increasing the number of genes per block reduces the total number of blocks. The total compression size reported in the tables includes the size of the compressed GTF file as well as the size of the index tables. The compression ratio represents the ratio between the original size and the total compression size achieved by GPress. The compression time includes the time to compress the files and to generate the index tables, and the loading time indicates the time needed to load the tables prior to performing queries. Finally, the id and range searches stand for the average search time given a unique identifier or a range of coordinates, respectively. The reported time for the id search is the average over ten queries with different unique identifiers and the reported time for the range search is the average of ten queries with range size varying from 1 × 10 4 to 1 × 10 8 . Tables 3, 4 and 5, we can see that the compression ratio increases as the block size increases. This is reasonable as larger block sizes group more similar data in one block, making them easier to compress. Similarly, the average id search time increases as the block size increases. This is also reasonable, since larger block sizes make GPress spend more time on decompressing each block. The average range search time first increases and then decreases as the block size increases. This may be caused by the fact that the range search time depends on both the size of each block and the number of decompressed blocks. When the block size is very small, the influence of the number of blocks dominates over that of each block size. However, when the block size becomes large, the size of each block becomes more important and dominates the number of decompressed blocks. Therefore, the best block size will depend on the application. For example, if most queries are id searches, a smaller block size is preferred. For a general application, a block size of medium length is the best as it offers a good trade-off between the id search and the range search, and the compression performance. By default, GPress operates with a block size of 2,000 genes. For the default setting of 2,000 genes per block, Table 6 compares the performance of GPress with that of gzip and gffutils. These results are the ones used to generate Figure 1 of the main paper. As mentioned in the main paper, GPress offers better compression ratios than gzip and gffutils, while resolving the queries in a few seconds. In particular, the compression ratio is in general twice of that of gzip, and about an order magnitude higher than that of gffutils. In terms of retrieval time, gffutils is the fastest, employing less than a second on average, but GPress employs less than 3 seconds for the id queries and less than 5 seconds for the range queries. Table 6 : Performance of GPress with 2,000 genes per block and comparison to gzip and gffutils. CS, CR and CT stand for compression size, compression ratio, and compression time. The id and range search stand for the average search time in seconds given a unique identifier or a range of coordinates, respectively. STD corresponds to the standard deviation.
From the results in
Since for the range queries the number of decompressed blocks depends on the range size, next we analyze how the range search time varies with the size of the range. The results for all three considered files are summarized in Figure 5 , for a block size of 2,000 genes. For each range size, the reported search time, in seconds, is calculated as the average over ten queries. The extra small corresponds to a range size around 1 × 10 4 , the small to a range size around 1 × 10 5 , the medium to a range size around 1 × 10 6 , the large to a range size around 1 × 10 7 , and the extra large to the range size around 1 × 10 8 . We observe that the range search time increases as the range size increases. Finally, we analyze the performance of GPress when a expression file is compressed and linked to a compressed GTF file. In particular, we use the H. Sapiens annotation file (file 1) and the expression file (file 4) specified in Table 2 . The results are summarized in Table 7 . The original size refers only to the size of the expression file, and the same block size is used for both the GTF and the expression file. Similarly, the index table size, the total compression size, and the compression ratio refer only to the expression file. On the other hand, since the expression file contains items with identifiers that already exist in the GTF file, the id and range search referred to in the Table find relevant information in both the GTF and the expression files. From the results reported in the table, we observe that the influence of the block size on the expression file is nearly the same as on the GTF files, i.e., the compression rate decreases with the number of blocks. The compression rate is however smaller than that achieved on the GFF files. Regarding the retrieval time, we observe that there is less than a second increment with respect to querying only the GFF file, for both id and range searches. In summary, GPress is able to add new information to the framework without sacrificing on the query retrieval time. Table 7 : Performance of GPress when the expression file (file 4) is compressed and linked to file 1, for different block sizes.
Discussion
As the amount of GFF files increases, utilities that compress these files while supporting selective access (or random access) over the compressed data become imperative. Currently, GFF files are mainly compressed by means of the general lossless compressor gzip. Unfortunately, gzip performs poorly in compression, since it is not tailored to the data contained in GFF files. More importantly, gzip does not support random access. On the other hand, commonly available GFF utilities only aim at processing and accessing the data efficiently, regardless of the required space. For example, commonly used utility gffutils doubles the size of the original GFF file, as shown in Table 6 . GPress, however, can reduce the size of the gzipped GFF files by half, while resolving queries in a few seconds. Supported queries include retrieving all items related to a unique identifier as well as all items that fall within a given range of coordinates. With respect to gffutils, the query time of gffutils is faster than that of GPress, but the compression ratio of GPress is around 90 times better than that of gffutils. As the number of generated GFF files that need to be queried increases, the advantage offered by GPress will become more apparent. In addition, GPress offers an added advantage, as it can also compress expression files and linked them together to the compressed GFF files. Queries in this case look for the relevant items in both the GFF and the expression files, and are still resolved in a few seconds. Finally, the framework of GPress could be extended in the future to support other annotation formats in addition to expression files. Since there is a trend in the field of genomics to develop methods that can compress arbitrary file formats, the modularity and flexibility of GPress are very beneficial in this case.
