SUMMARY A new simple recovery scheme for transient bit errors in the RAM of a ROM-based embedded system is presented, which exploits the information stored in the ROM. And a new scrubbing technique suitable to the proposed recovery scheme is also presented. With the proposed recovery scheme and scrubbing technique, the reliability of the RAM against transient bit errors can be improved remarkably with no additional extra memory and scrubbing overhead. key words: transient bit error, memory scrubbing, reliability, embedded system
Introduction
Transient bit errors * in a RAM can be caused by Single Event Upset (SEU), Electromagnetic Interference (EMI) or power fluctuation, and have been one of the well-known reliability issues in computer systems. These external disturbances only affect the data saved in a RAM and leave the RAM intact. As the density of the RAM is increased, SEU will gain more significance in high-reliability applications in space, at aircraft altitude and even at ground level [1] - [3] .
The combined usage of error detection and correction (EDAC) codes [4] , additional RAM [5] and scrubbing techniques [6] - [10] has been a useful solution to these problems. The scrubbing involves reading a word from the RAM, correcting any latent bit errors, recomputing the EDAC code, and writing the word back. This operation is performed by the processor over the whole words of the RAM periodically.
In most cases, including the works in [6] - [10] , the recovery of bit errors mainly depends on the correction capability of the EDAC code. Typically a single-bit error correction and double-bit error detection (SEC-DED) code is used for EDAC. For a 64-bit word, 7 additional bits are required for the correction of single-bit errors and another additional bit guarantees detection of double-bit errors. For the reliability improvement, the correction capability should be enhanced. To correct double-bit errors, 12 additional bits are needed, which means that the improvement in reliability causes a significant increase in memory overhead. An alternative solution is to scrub the whole words more frequently so that the accumulation of single-bit errors may not occur. However, additional scrubbing does create extra overhead for the processor. This may not be the case with ROM-based embedded systems. For ROM-based embedded systems, double-bit errors in a part of the RAM can be corrected with the help of the detection capability, not the correction capability, of the SEC-DED code and the information stored in the ROM, which means the reliability can be improved without any more extra memory and scrubbing overhead. This is a simple recovery scheme proposed in this letter and a new scrubbing technique suitable to the proposed recovery scheme achieving the maximum reliability for allowed scrubbing overhead is also proposed.
Proposed Recovery Scheme
In case of a ROM-based embedded system, the binary program code and the initial values of some variables of the program are stored in the ROM, and copied to the RAM on system boot to be processed by the processor. Then the memory space in the RAM is split into two areas: code and data areas. While the code area encloses the binary program code, the data area encloses variables, stack and heap. With an SEC-DED code applied, any single-bit error in both areas will be corrected, whereas any double-bit error may not be corrected, merely detected.
However, by virtue of the original binary code stored in the ROM, any double-bit error in the code area can be corrected. If the EDAC logic, as shown in Fig. 1 , issues an interrupt to the processor on detecting a double-bit error while scrubbing words in the code area, the processor can copy the original binary value from the ROM to the contaminated word in the RAM. Of course, the addresses of the contaminated word in the RAM and the corresponding word in the ROM should be accessible to the processor, which can be implemented without difficulty for a ROM-based embed- Thus the correction of double-bit errors in the code area depends not on the correction capability, but on the detection capability of the EDAC code. With this simple scheme, the reliability of the code area of the RAM can be improved without any more extra memory or scrubbing overhead. The proposed scheme is applicable to most ROM-based embedded systems but may not be applicable to most general computer systems.
Reliability Model
Since the protection for the code area of the RAM was enhanced, we can find the best way of scrubbing, which will be explained in the following section. For this purpose we derive, as a reliability index against transient bit-errors, the approximate MTTF of the RAM protected by the proposed scheme. Here we consider a ROM-based embedded system with N C words for the code area and N D words for the data area. Each word consists of w information bits and c check bits. Let λ be the bit error rate; T C and T D be the scrubbing intervals for the code area and the data area, respectively.
The reliability of a word in the data area in time interval [0, T D ], which is the probability that zero or one single-bit error occurs in [0,
where 0 ≤ t ≤ T D . In deriving r OD (t), the binomial expansion and only a few leading terms were used because the practical value of λ is much smaller than 1. And the probability that bit errors occur at the same bit position in a word at an even number was neglected, which leads to a conservative approach. Then the reliability of the data area in [0,
And the reliability of the data area at any time, which is the probability of surviving all the previous scrubbing intervals multiplied by the probability of surviving the extra time into the current scrubbing interval, is
where t = nT D + τ, 0 ≤ τ < T D and integer n ≥ 0. If we define A as (1) and R D (t) in (2) have the exactly same value for an integer multiple of T D . And the difference between them for other values of t is negligible because λ 1.
Before the proposed recovery scheme is applied to the code area, the reliability of the code area is the same as (2) with N D and T D being replaced by N C and T C , respectively. However, with the proposed recovery scheme the reliability of the code area will be improved remarkably. The reliability of a word in the code area in time interval [0, T C ], which is the probability that no bit error occurs, one single-bit error occurs or one double-bit error occurs in [0,
where 0 ≤ t ≤ T C . In much the same way as in the case of the data area, the reliability of the code area can be approximated as
where we defined B as
Since the reliability function of the RAM is R C (t)R D (t), the MTTF of the RAM can be approximated as
Optimal Scrubbing Intervals
Typically, there is no need to apply different scrubbing intervals for the code and data areas in the RAM. The allowable scrubbing overhead determines the scrubbing interval for both areas. If this scrubbing interval is T S , T C and T D are usually the same as T S . The improved protection for the code area proposed here leads to an increase in the overall reliability of the RAM without an increase in scrubbing overhead, what is more, the overall reliability can be improved once more by making T C and T D different from T S with the overall scrubbing overhead conserved. And there exist optimal values for T C and T D which maximize the overall reliability. The scrubbing overhead is proportional to the number of words to be scrubbed and the frequency of scrubbing. Thus the overall overhead for scrubbing both code and data areas at every T S can be expressed as . Then the optimal values of T C and T D that maximize the overall reliability with the same amount of scrubbing overhead corresponding to scrubbing both areas at every T S can be obtained by solving the following optimization problem: 
subject to
where
The objective in (3) is to maximize the MTTF, which means to maximize R C (t)R D (t) for t > 0 because the MTTF is defined as the integration of R C (t)R D (t) over t , and both R C (t) and R D (t) are exponential functions of t. And the constraint in (4) describes the conservation of scrubbing overhead. Since ln(1 − x) ≈ −x for 0 < x 1, the objective in (3) can be rewritten as
Then, by applying Lagrange's Theorem [11] to (4) and (6), we can get
where κ is the Lagrange multiplier. And Eqs. (4), (7) and (8) lead to
From (4), (5) and (9) Table 1 .
where Tables 1, 2 and Fig. 2 show some numerical examples. In these tables and figure, case A is the protection by the SEC-DED code and scrubbing operation, case B is the protection by the proposed scheme in addition to the protection scheme in case A, and case C is the protection scheme in case B with the optimal scrubbing intervals obtained from (10) and (11) . The overall scrubbing overheads for three cases are all the same. It is apparent that the reliability can be improved remarkably by the proposed bit error recovery scheme and maximized by applying the optimal scrubbing intervals to corresponding areas.
The maximum MTTF is achieved by transferring the part of scrubbing overhead for the code area to scrubbing of . Thus the effect of the proposed recovery scheme combined with the optimal scrubbing intervals is proportional to the ratio between N C and N D . Table 3 contains the optimal scrubbing intervals obtained by (10) and (11), and those obtained by a numerical search. It is apparent that the analytical solution with approximation leads to almost the same result that the numerical search gives.
Conclusion
In a ROM-based embedded system, the protection for the code area in the RAM is able to be enhanced by the proposed transient bit error recovery scheme which is able to correct a double-bit error by exploiting the detection capability of the EDAC code and the information stored in the ROM, and this leads to improvement in overall system reliability. Furthermore, due to the different correction capability for the code and data area of the RAM, there exist optimal scrubbing intervals which achieve the maximum MTTF for the fixed scrubbing overhead.
The optimal intervals derived here achieve the maximum MTTF by maximizing the overall reliability of the RAM, R C (t)R D (t), at every moment because R C (t)R D (t) is an exponential function of t. And, as long as the acceptable MTTF is guaranteed by the proposed recovery and scrubbing technique, we can lower the scrubbing overhead, which would lead to improvement in overall system performance.
