Writing assistance systems, from simple spelling checkers to more complex grammar and readability analyzers, can be helpful aids to nonnative writers of English. However, many writing assistance systems have two disadvantages. First, they are not designed to encourage skills learning and independence in their users; instead, users may begin to use the system as a crutch. Second, they use a "one-size-fits-all" approach, treating all writers' problems as equivalent. In this paper we describe TechWriter, a personalizable writing assistance program for advanced learners of English that encourages skills learning. We describe TechWriter's basic writing assistance functionalities, how it can be used by writers alone and working together with writing tutors, who it can be personalized for, and how it can help writers acquire better writing skills over time.
INTRODUCTION
Many students, particularly those studying science and engineering, overlook the need to develop strong communication skills. However, such skills are increasingly important in an age of globalization in which professionals must communicate clearly and effectively across cultures and languages. For example, in the annual job outlook survey of the National Association of Colleges and Employers (2005) , strong communication skills rank first on the list of qualities/skills desired by employers.
Even among students who are native speakers of English, writing skills are frequently poor (Taylor & Paine, 1993; Dugan & Polanski, 2006) . However, this problem is compounded for nonnative speakers of English. English is the common language for professional communication, including publication of scientific and engineering research. Studies of nonnative English writers publishing in English (Flowerdew, 1999 (Flowerdew, , 2001 ) and of faculty who work with nonnative English speakers (Casanave & Hubbard, 1992; Jenkins, Jordan, & Weiland, 1993; Santos, 1988) indicate that many nonnative speakers of English have to work longer and harder to communicate, publish, and advance in their careers. They may begin to doubt their own abilities and the fairness of the publishing and hiring processes (Flowerdew, 1999) .
The research described in this paper is intended to help nonnative writers of scientific and technical English who have significant understanding of the English language, for example graduate students and advanced undergraduates ("L2 writers").
1 These writers understand how to write within their disciplines and have a rich theoretical knowledge of syntax. However, they need assistance to apply this knowledge, especially in cases where the syntax of their first language is different from that of English (e.g., determiners, prepositions, and discourse cues; subject-verb agreement; and ordering of phrases in a sentence). They also often need assistance with word choice and style. 2 Let us consider a particular example from the second author's experience. Sam, an L2 writer, and Sally, an L1 writer, are collaborating on a research paper. Sam produces a first draft of the paper. Sally considers that the overall organization is excellent and the content forms a comprehensive description of the research. However, the paper contains many instances of three types of error: frequent inclusion of determiners where none is needed (e.g., with mass nouns), frequent use of awkward phrasing and misplacement of verbs within the sentence, and misuse of the discourse cues "thus" and "however." These errors do not affect the quality of the research but may so annoy reviewers as to lead to the paper being rejected. Sally gives examples of each type of error to Sam and discusses rules for locating and correcting them. However, although Sam agrees that these are errors and understands the rules when discussing them with Sally, he cannot locate or correct the errors with confidence on his own. Sam and Sally even run the paper through the grammar checker in their text editor, but this not only fails to find many of the errors, it suggests "corrections" that introduce more errors. Finally, Sally makes a careful edit of the paper on her own to save time. However, when Sam comes to write his next paper, he has the same issues as before.
Many programs already exist that assist L2 writers like Sam (Moré, Climent, & Oliver, 2004; Park, Palmer, & Washburn, 1997; Macdonald, Frase, Gingrich, & Keenan, 1982; Genthial & Courtin, 1992; Bustamante & Leon, 1996) . These can lead to long-term language learning (Chan & Liou, 2005; Kaur & Hegelheimer, 2005; Mudraya, 2004) and are more effective than classroom instruction alone (Nutta, 1998; Torlakovič & Deugo, 2004; Vinther, 2004) . However, in our experience many of these tools have significant drawbacks. First, they do an adequate job of providing writing assistance but do not do so in a way that helps the writer improve their own writing skills. For example, feedback is often provided in batch mode rather than interactively, so the tools cannot be used by a writer with a writing tutor or by two writers working together. Also, all errors are treated separately even if they are identical errors in different contexts. Finally, these tools often use a rigid and context-independent set of writing rules which may lead to a mechanical style of writing, and cannot be personalized to an individual writer.
In this paper, we present TechWriter, a prototype writing assistance tool that can overcome these disadvantages. TechWriter uses natural language processing technology to identify and cluster morphological and syntactic errors by type. The automatic processing can be displayed to writers, allowing them to map their theoretical knowledge of English grammar to the specifics of their writing. It can be used interactively by writers working with a writing tutor who can provide explanations and suggestions to correct errors/error clusters. These error and feedback patterns are remembered and applied to future writing samples, encouraging skills learning. With use, these rules become personalized to each individual writer.
TechWriter uses the following approach:
1. First, it detects errors in the input text using natural language processing and stored rules.
2. For each error it offers suggestions for corrections and allows writers to select one of the suggestions or input their own.
3. It directs writers to repeat this process a small number of times on additional instances of this type of error, thereby guiding them to learn from their mistakes and improve their writing ability.
4. It learns from the corrections made by writers and automatically applies these corrections to the rest of the instances of this type of error. This keeps writers from becoming frustrated by the monotony inherent in fixing repeated mistakes and provides them with some level of assistance with their writing.
5. It remembers the errors and corrections that individual writers have made previously so it can apply them in the future.
We would like to note at this point that TechWriter is still a work in progress. As we describe TechWriter's existing functionalities, we will identify ways in which we plan to improve the system.
In the sections below, we first discuss related work on writing assistance technology. We then present general desiderata that we used in developing writing assistance software. Next, we describe TechWriter, focusing on how it uses natural language processing technology to expose the syntax of the input text to the writer and identifies and clusters errors and corrections. Finally, we offer some concluding remarks.
RELATED WORK
Ideally, writing assistance software should help the writer with word choice, sentence structure, and overall structure of the discourse above the sentence level.
Word Choice
Writers regularly use electronic dictionaries included with word-processing software for spell checking, finding words and synonyms of words. Electronic dictionaries have been used for language learning (Torlakovič & Deugo, 2004) . Also, in recent years, there has been growing interest in the use of corpora to help L2 writers and find examples of word usage (Chan & Liou, 2005; Gabel, 2001; Kaur & Hegelheimer, 2005) .
TechWriter provides a spell checker and also uses a corpus-based approach to identify word sequences that may contain errors in word choice (comparing L1 writing samples to the input writing sample). We plan to incorporate additional technology to help with word choice in the future.
Syntax
Many writers think that their writing problems can be solved with grammar-checking software found in most word-processing programs. However, grammar checkers are targeted at native writers of English and fail to adequately process L2 writing. In addition, grammar checkers do not identify awkward, nonidiomatic phrasing or errors in writing style (Bolt, 1992; Thurmair, 1990; Park et al., 1997) .
One of the oldest tools for correcting grammatical errors is Writer's Workbench, first developed in the late 1970s and still in use today (Macdonald et al., 1982) . Writer's Workbench is a series of UNIX command line programs that provide batch document proofreading, comments on style, and a reference manual for the English language. However, it does not provide interactive document processing and does not personalize to individual users. Commercial systems that follow the same lines as Writer's Workbench include Markin (2007) , StyleWriter WhiteSmoke (2008) . Similar rule-based or grammar-based systems are described in the research literature (e.g., Allen, 1995 Allen, -1996 Thurmair, 1990; Bustamante & Leon, 1996; Dodigovic, 2002; Genthial & Courtin, 1992; Richardson & Braden-Harder, 1988 ).
Other work uses unsupervised machine-learning techniques to identify grammatical errors (Atwell, 1987; Chodorow, & Leacock, 2000; Gamon et al., 2008; Hashemi, Cooper, & Andersson, 2003) . For example, the Criterion system for writing assistance contains a module called Critique which uses pointwise mutual information to determine whether bigrams in the text occur more or less often than expected (i.e., might be error locations) (Burstein, Chodorow, & Leacock, 2004) . TechWriter uses a similar technique for automatic error detection.
In addition to identifying errors, it is helpful to provide suggested corrections/improvements to the writer. This is a focus of PENS, a system specifically designed for Chinese learners of English (Liu, Zhou, Gao, Xun, & Huang, 2000) . PENS provides suggestions to the writer by searching its corpus of sentences using queries based on the writer's original sentence and then displaying the top two matching sentences on the screen. TechWriter uses a similar but simpler technique to find possible corrections in corpora.
Individual natural language processing tools have also been developed for use with L2 writers (e.g., Ahmed, 2002; Chen, Tokuda, & Hou, 2005; Hagen, 1994 Hagen, -1995 . For example, Schneider and McCoy (1998) have adapted a standard parser of English for L2 writers by adding "mal-rules" which are designed to catch common types of ungrammaticality (e.g., noundeterminer disagreements and missing words). Chodorow, Tetreault, and Han (2007) use a maximum entropy classifier to identify incorrect selection of prepositions in text. In separate work, Chodorow and Leacock (2000) developed ALEK, a system that detects errors in word usage.
Many approaches to error detection and correction use an "error corpus." If a writer's phrase or sentence occurs in the corpus, it is safe to assume it is an error. Schneider and McCoy's (1998) "mal-rules" are generalizations of an error corpus. For this purpose, Nagata, Kawai, Morihiro, and Isu (2006) use a "feedback corpus," a collection of corrected essays by L2 writers; however, in their work the feedback corpus was overpowered by the larger "errorfree" corpus and was found to have little or no impact.
Discourse Organization
Other research has looked at tools for helping students structure their discourse. Most tools of this kind consider short texts only, for example, college entrance examination essays (Burstein, Marcu, Andreyev, & Chodorow, 2001; Burstein, Marcu, & Knight, 2003; Burstein et al., 2004) or scientific abstracts (Aluisio, Barcelos, Sampaio, & Oliviera, 2001; Anthony & Lashkia, 2003; Narita, Kurokawa, & Utsuro, 2003) . There has been almost no evaluation of the educational value of this type of writing assistance.
Relatively little research has focused on technical or scientific writing. Narita et al. (2003) developed a tool for helping Japanese software engineers write English abstracts, basing their tool on manual annotation of 539 English abstracts. Anthony and Lashkia (2003) developed a tool for automatically identifying the discourse structure of research abstracts. Finally, Mudraya (2004) studied how corpora can be used to help engineers who are non-native speakers of English acquire both technical and nontechnical terminology. TechWriter does not currently attempt to help writers with discourse organization.
DESIDERATA FOR AUTOMATIC WRITING ASSISTANCE
The authors of this paper come from the Computer Science Department, a very large and diverse department at Stony Brook University. Almost 85% of our graduate students and 11% of our undergraduates are international students; the countries contributing the largest numbers of students are China, South Korea, and India. Only the Indian students could be said to write English fluently.
The diversity of our department has provided us with ample opportunity to observe non-native writers of English and their use of technology. Based on these observations and our own review of the literature, we have come up with five desiderata for a writing assistance tool:
1. Take advantage of the writer's strengths.
Most L2 writers have spent many years studying English syntax and morphology and have consequently become familiar with some linguistic terminology. Our target user population (scientists and engineers) is also for the most part very comfortable with using technology. Furthermore, L2 writers who are students or researchers often work with instructors, tutors, or collaborators who give them advice on their writing-advice they can keep and use.
2. Adapt to the writer's weaknesses. Every writer has individual areas of weakness. L2 writers in particular may make certain errors in English writing due to transfer from their first language.
3. Encourage skills learning. As we have already noted, writers may come to use technological assistance as a crutch rather than developing a deeper understanding of how to write. We think it is more desirable that writers develop independence from the writing assistance technology.
4. Give the writer autonomy. Some writing assistance technologies operate in batch mode, making numerous comments or edits that confuse, overwhelm, and/or frustrate users. Other technology offers users little choice about how to interact with it. One of our goals is to support online, incremental processing (with metalinguistic comments if possible) so that users can proceed at their own pace, using those aspects of the assistance that help them the most.
5. Above all, do no harm. Any text edit made by the tool should be easy to undo. The tool should not implicitly or explicitly guide writers towards overly restrictive or formal writing techniques that result in "template-style" writing. Minimal editing is desired in order to preserve as much of the writer's unique voice as possible.
In the discussion that follows, we point out when we have made design choices in the development of TechWriter that are motivated by these desiderata.
TECHWRITER
In this section we present TechWriter. We focus on how it uses natural language processing technology to display the syntax of the input text to the writer, allowing them to apply their own theoretical knowledge of English to their writing. We discuss how it identifies errors and corrections, facilitates skills learning, and acquires a personalized model of each writer.
Interface
TechWriter is written entirely in Java as a plugin for the open source text editor jEdit (2008) . jEdit is a fully functional, feature-rich editor similar to Emacs. We chose jEdit because we felt students in engineering and science programs would find it much easier to use writing assistance software integrated into an editor they were already using rather than have to learn an entirely new program. Figure 1 shows a screenshot of TechWriter in jEdit.
Figure 1 TechWriter in jEdit
The relationship between a society and its authors is in many cases the one between the cause and its effect. As authors tend to be fostered in society an by society they are inevitably, to great parts, influenced thereof. The childhood years are of great importance and have at many instances, if not inspired them, prompted authors to create some magnificent works of art. But the case may also be that in their younger years they did not have anything to write about, and if they had, they did not know how. This was the case with Wilfred Owen. As many of his colleagues he was a former private school student. The first poem he wrote reflected the infantile dreams that were nurtured in these schools. There were bid words but no essence Dulce et decorum est pro partia mori! But as that great teutonic migration (as Scott F. Fitzgerald said) went on. Owen saw and expirienced the evils of our society. He was impelled to write about what he saw, to express the great horror experienced in the battlefield: ''gas, gas quick boy, an extasy of fumbling.... as under a green sea I saw them drowning". But his greatest poems were not written on the theme of horror but on the theme of pity. he himself said ''My subject is the pity of war, the pity that war distilled". Among thes poems were Futility, Insensibility, Mental Cases
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The writer types in the text entry window at the top right-hand corner of the window. At any time, the writer can select TechWriter's functionality from the TechWriter drop-down menu in the menu bar (see Figure 2 ).
Figure 2 TechWriter Menu
TechWriter supports three basic types of functionality: automatic text processing, automatic error detection and correction, and annotation of errors and corrections.
Automatic text processing
Natural language processing techniques today are robust, offer broad coverage, and are often quite accurate and sophisticated. TechWriter uses publicly available natural language processing tools to perform the syntactic processing of input text. These automatic analyses can help writers identify errors in their own writing. Spell checking is done using Jazzy (2005) . Sentence segmentation, part-of-speech tagging, named entity recognition, and chunking and treebank-style parsing are done using OpenNLP (2006) . Dependency parsing is done using the Stanford Dependency Parser (de Marneffe, MacCartney, & Manning, 2006) . The output from each type of analysis is displayed on the screen. Figure 1 shows a dependency parse of the sample text in the left window.
The contents of each jEdit window are treated independently, that is, changes to one window do not affect changes in another. This allows the writer to load a file into two editing windows, automatically parse the contents of the first window, display the results in a third window, and then use the parses to make corrections to the text in the second window, thus viewing two versions of the text at the same time. Some of the automatic analyses offered by TechWriter involve the use of linguistic terminology (e.g. part-of-speech tags and parse trees) that might confuse a writer without a good theoretical understanding of grammar. However, most L2 writers of English at more advanced levels have a very good understanding of grammar and of linguistic terminology. By presenting these syntactic analyses, we can take advantage of the L2 writer's strengths.
These analyses are also used by TechWriter to automatically identify errors and potential corrections. TechWriter can store the history of a document in an XML-based format. Each sentence and paragraph is numbered for reference and labeled as either "before" or "after" (see Figure 3) .
Figure 3 TechWriter Document History
<sentence number="0"> <before>My brother is only five feet tall.</before> <after>My brother enjoys playing basketball, but he is only five feet tall.</after> </sentence> <sentence number="1"> <before>If he were a foot taller, he would be a great basketball player.</before> <after>If he were a foot taller, he would be a great basketball player.</after> </sentence> <paragraph number="0"> <before>My brother is only five feet tall. If he were a foot taller, he would be a great basketball player.</before> <after>My brother enjoys playing basketball, but he is only five feet tall. If he were a foot taller, he would be a great basketball player.</after> </paragraph> TechWriter can display the before and after versions of any sentence or paragraph in the writer's document. The writer can use this information to examine previously made errors and corrections to those errors or "revert" to a previous version of a sentence or paragraph. The document history enables the writer to abstract from the edits made to the document, which contributes to skills learning. Similarly, TechWriter can use these histories for automatic error correction.
In the future, we plan to add support for automatic morphological analysis, semantic role labeling (identifying agent, theme, and other semantic relationships within the sentence), and word searches in WordNet (Fellbaum, 1998) . Ideally, we would be able to do automatic discourse parsing of the writer's text, but such technology is in its infancy.
Automatic error detection and correction
TechWriter uses a corpus-based approach to basic error detection and correction. It automatically computes a model of "standard" English from a corpus of L1 writing and compares the writer's input text to this model. By using a corpus-based approach, we avoid imposing a system developer's or grammarian's own writing style on L2 writers. Diane M. Napolitano and Amanda Stent
Model of "standard" English: TechWriter has access to the open part of the American National Corpus (ANC) (Ide & Macleod, 2001 ). We use the "plos" subcorpus containing 252 technical articles, the "oup" subcorpus containing 45 nontechnical journal articles, and 129 articles from the "slate" corpus of nonfiction writing. We think these corpora contain writing most similar to that likely to be produced by the target users of TechWriter.
TechWriter's model of English is built from this corpus as follows. First, the texts in the corpus are part-of-speech tagged using OpenNLP (2006) . Second, the words are stemmed (Porter, 1997) . Third, bigrams, trigrams, and four-grams of words and part-of-speech tags are extracted.
3 Finally, the absolute frequency and the relative frequency of each word/part-ofspeech n-gram in the corpus are computed. This model plays an important role in TechWriter's automatic error detection. In the future, we plan to add parse-tree-derived features to our model.
Error detection:
Error detection currently operates at the sentence level. When writers ask to see the errors in their document, TechWriter runs sentence segmentation, part-ofspeech tagging, and stemming processes on the writer's text. Then, from each sentence, it extracts word and part-of-speech n-grams. These n-grams are compared against the "standard" English model described above. Every n-gram that occurs with greater relative frequency in the writer's text than in the model is considered to be a potential error. To avoid overwhelming writers, TechWriter displays potential errors on a sentence-by-sentence basis.
Consider the following sentence from an essay in the ICLE corpus (Granger, 2003) : As authors tend to be fosted in society an by society they are inevitably, to great parts, influenced thereof. Table 1 shows some of the errors suggested by TechWriter for this essay, along with some of the n-gram features that indicate each error. We find that, in general, wordbased n-grams are more informative than part-of-speech based n-grams, but we continue to use part-of-speech based n-grams for additional robustness. 
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Note: N-gram features use word stems, so they may appear odd to the human eye.
Error correction: When writers select a detected error, TechWriter presents a list of possible corrections selected from its L1 corpus. It selects as potential corrections any ngrams that match the error's word n-gram at least 50% (i.e., for a bigram error, corrections must have at least one word in common; for a trigram error, at least two; and so on). It then filters the potential corrections using the absolute and relative frequencies of the n-grams involved. Writers can select a correction or opt to see the sentential context of the correction and can then jump through all other potential errors that match this error's word n-gram features, choosing to accept or reject the same correction for each. This method of suggesting (rather than imposing) corrections reduces frustration and maintains a considerable degree of autonomy for writers. Table 2 shows corrections suggested by TechWriter from its L1 corpus for the phrase "influence thereof." The correction is shown as a sequence of word stems; writers can see an inflected version by examining the context of the correction in the L1 corpus and add their own inflection for their own context. We also use the document edit histories to suggest corrections (see below). Commenting: Writers can use TechWriter with a writing tutor. As the writer and writing tutor work through the document, comments can be added to edits (either those suggested by the system or those selected by the writer/tutor). The comments can include pointers to external resources. The comments are added to the document history.
Later, when TechWriter suggests an edit that matches one in the writer's document history in type and context, it can present the comment with the edit. This helps the writer maximize the benefit of writing tutoring and encourages skills learning.
Personalization: Personalization is the primary method we use to adapt to the writer's weaknesses. If TechWriter has access to a set of document histories, the edits in these histories are used to augment and reorder the corrections suggested to the writer. In particular, if an automatically detected error is identical to at least one edit in the document histories (using word n-gram features), then the correction(s) from the document histories are put at the top of the list of suggested corrections, above the automatically identified possible corrections. In addition, if there is a pattern matching an edit in the document histories that was not automatically identified as an error using the L1 corpus alone, it is identified as an error and the corresponding correction is suggested to the user.
Our current method of using the document-editing histories relies on finding exact matches (an identical sequence of word stems). Once we have built up a corpus of document edit histories by users of TechWriter, we will explore looser matching strategies. For example, we think a simple strategy that permits an inexact match with a high percentage of overlapping word and part-of-speech n-grams would work fairly well and should be easy for users of TechWriter to understand. However, we will also experiment with bag-of-words (word order excluded) and n-gram based (word order included) clustering approaches.
Currently, we do not visually distinguish between errors suggested by the history and errors suggested by the L1 corpus or between corrections suggested by the history and those suggested by the L1 corpus. Nor do we let writers turn on and off the different types of error detection and correction suggestion; we are working on adding these features.
Note that TechWriter uses whatever document histories it has. So if it is installed on a public computer and the document histories are not cleared out, it will gradually acquire a large (and potentially contradictory) set of document histories. We have not explored the potential risks and benefits of using histories from a heterogeneous set of users.
We are currently exploring another form of personalization: adaptation of TechWriter's error detection technology to the writer's L1. It is now fairly widely accepted in the TESOL community that using a writer's knowledge of the differences and similarities between their L1 and English can help with language learning. Research has shown, for example, that L2 writers who are native speakers of Chinese can differentiate between English written by a native speaker and English written by another native speaker of Chinese (Liu et al., 2000) .
We hypothesize that L2 writers who share an L1 will probably share a common subset of writing errors. This means that we can use a corpus of the writer's L1 to further constrain the errors identified by TechWriter (an additional form of personalization). To test this theory, we are using the ICLE corpus (Granger, 2003) , a corpus of essays on set topics written by L2 writers which are grouped by the writers' L1.
CONCLUSIONS AND FUTURE WORK
It can be difficult to write in another language, especially if the ability to do so affects one's educational and career prospects. With TechWriter, we provide automatic language assistance that takes advantage of the strengths of L2 writers; adapts to the weaknesses of individual writers; gives writers autonomy; encourages skills learning; and does not frustrate, confuse, or overwhelm. TechWriter uses natural language processing techniques to provide writers with analyses that use their theoretical knowledge of English. It can suggest potential errors and corrections based on a corpus of L1 writing and/or on a writers' own error correction history. It can be used interactively by writers or by writers working with a writing tutor, and it can store edits and comments for subsequent re-presentation to the writers.
We have not yet done a formal evaluation of TechWriter. However, we have distributed it to several L2 writers who are graduate students at Stony Brook University. They like the fact that it is integrated with a full-featured text editor and do not find the automatic processing to be too slow. Currently, they seem to get the most use out of the automatic natural language processing. We are planning to do a formal evaluation that will also give us a corpus of document-editing histories that we can use to develop the next iteration of the software.
TechWriter is very much still in development. We would like to provide additional natural language processing techniques to writers, such as semantic role labeling and morphological analysis. We plan to use more information from the analyses that TechWriter can perform, such as more information about the syntactic structure of the sentence, to improve TechWriter's error detection and correction technology. We also plan to use knowledge of the L1 of writers to improve the assistance provided by TechWriter. Finally, our ultimate goal is to add discourse-level writing analysis to TechWriter.
NOTES
1 However, we think that TechWriter may also be useful for native writers of English whose writing skills are in need of assistance ("L1 writers").
