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Вступ 
Мови високого рівня дозволяють розробляти програми швидше, зрозумі-
ліше та з меншою кількістю помилок у процесі проектування ПО. 
При розроблені програми, до якої висуваються високі вимоги зі швидкодії, 
можна використовувати мови високого рівня із застосуванням  модулів на асем-
блері. 
У цьому видані розглядаються питання використання середовища програ-
мування Visual Studio для розробки програм мовою низького рівня. 
Метою цієї лабораторної роботи є здобуття навичок розробленні програм 
із використанням модулів мовою високого та низького рівнів. 
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 ЛАБОРАТОРНА РОБОТА  
ВИКОРИСТАННЯ АСЕМБЛЕРА ПРИ ПРОЕКТУВАННІ ПРОГРАМ 
 
Мета роботи: знайомство з технологією застосування мови асемблера при 
розробці програмного забезпечення на мовах високого рівня. 
1. Інтерфейс Асемблера та Сі/С++ 
Для змішаного програмування на мові високого рівня та асемблера прекра-
сно підходить Сі/С++. Для об’єднання коду у середовище Visual Studio для мо-
дулів Сі/С++ передбачені: 
– вбудований асемблер; 
– багатомодульний проект. 
Створення проекту з використанням модулів С++ і асемблера має ряд осо-
бливостей, пов’язаних із вибором імен змінних і функцій.  
Оскільки транслятор мови С++ має вбудований режим генерації імен (че-
рез підтримку перевантаження функцій), зв’язок модулів С++ і асемблера вико-
нується зазвичай через функції Сі. 
1.1. Вбудований асемблер  
Засіб вбудованого асемблера у Сі забезпечує швидкий та зручний спосіб 
для включення коду асемблера безпосередньо у функцію Сі/С++.  
Вставка команд асемблера здійснюється за допомогою директиви _asm. 
Наприклад: 
_ asm mov eax, t 
Якщо потрібно вставити декілька команд, необхідно використати блок (фі-
гурні дужки). Наприклад: 
_ asm  
{ mov eax, t 
add h, eax 
} 
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При зверненні до змінних і функцій слід використовувати великі та мале-
нькі букви відповідно до правил мови Сі. Великі та маленькі букви у іменах регі-
стрів та командах не розрізняються. 
1.2. Багатомодульний проект. 
Щоб скомпоновати разом модулі Сі і асемблера, мають бути дотримані та-
кі умови: 
 у модулях асемблера повинна використовуватися схема найменування сег-
ментів і модель пам’яті, сумісна з Сі; 
 Сі і асемблер повинні спільно використати відповідні функції та імена 
змінних у формі, необхідній для Сі; 
 глобальні змінні, оголошені у модулях мови Сі, повинні мати опис у сегме-
нті даних (.DATA) за допомогою директиви EXTERN; 
 функції мови Сі, виклик яких здійснюється з модулів асемблера, повинні 
мати прототип або опис за допомогою директиви EXTERN у сегменті коду 
(.CODE). 
1.3. Моделі пам’яті та сегменти 
Щоб функція асемблера могла викликатися з Сі, вона повинна використати 
ту саму модель пам’яті, що і програма на мові Сі, а також сумісний з Сі сегмент 
коду. Сьогодні 32-розрядні програми використовують модель FLAT – плоску мо-
дель. Для цієї моделі характерні 32-розрядні вказівники для змінних і 32-
розрядні адреси для функцій (далекий виклик). 
У директиві моделі пам’яті для сумісності з мовами високого рівня можна 
використати вибір мови – Сі, Pascal, Fortran, Prolog та ін. Вибір мови встанов-
лює дисципліну оголошення імен змінних і функцій, а також визначає правила 
виклику і повернення з підпрограм.  
Наприклад, директива 
.MODEL FLAT , C 
встановлює модель пам’яті FLAT, а також угоди з іменування змінних і функцій 
та правила передачі параметрів підпрограмам і поверненню результату з підпро-
грам згідно з правилами мови Сі.   
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1.4. Загальнодоступні і зовнішні змінні 
Транслятор мови Сі/С++ додає до імен змінних і функцій додатковий сим-
вол "_". При використанні вбудованого асемблера можна звертатися до змінних і 
функцій без зазначення цього додаткового символу. 
У модулі асемблера можна посилатися на зовнішні змінні модуля Сі, а у 
модулі Сі аналогічнио можна звертатися до загальнодоступних (PUBLIC) змін-
них асемблера. 
У табл. 1 представлена відповідність між типами даних Сі та асемблера.  
Таблиця 1 – Відповідність типів даних 
Тип даних Сі Тип даних 
асемблера 
Примітка 
unsigned char  BYTE Символ 
char  BYTE –//– 
enum  WORD Перечислитель 
unsigned short WORD Коротке ціле без знака 
short  WORD Коротке ціле зі знаком 
unsigned int DWORD Ціле без знака 
int  DWORD Ціле зі знаком 
unsigned long  DWORD Довге ціле без знака 
long  DWORD Довге ціле зі знаком 
float  DWORD Дійсне число 
double  QWORD Дійсне число подвійної точності 
long double  TBYTE Дійсне число підвищеної точності 
near *  DWORD Ближній покажчик 
far *  DWORD Далекий покажчик 
 
Для доступу в модулях на мові асемблера до змінних, оголошених у моду-
лях на мові Сі, використовується директива EXTERN. Директива розміщується у 
ділянці даних (.DATA). 
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Директива EXTERN має синтаксис: 
EXTERN ім’я : тип 
Ім’я змінної повинне розпочинатися з символу «_». Тип вибирається від-
повідно до табл. 1. Наприклад, якщо змінні X, y та zi були оголошені як short, int 
та int *, то для доступу до них в модулі на мові асемблер має бути опис: 
. MODEL FLAT 
.DATA 
EXTERN _Х : word 
EXTERN _ y : dword 
EXTERN _ zi : dword 
Для доступу в модулях на мові Сі до змінних, оголошених у модулях на 
мові асемблера, у модулі асемблера використовується директива PUBLIC, а у 
модулі Сі – директива extern "C". Директива PUBLIC у модулі асемблера розмі-
щується у ділянці даних (.DATA).  
Синтаксис директиви PUBLIC:  
PUBLIC ім’я  
, де ім’я – ім’я змінної у модулі асемблера. 
Наприклад, якщо змінні RAB, Ob, Sec мовою асемблера оголошені розмі-
ром DB, DW і DD, то в модулі на мові асемблера буде опис: 
. MODEL FLAT 
.DATA 
PUBLIC _RAB,_ Ob, _Sec 
_RAB  DB   ‘1’ 
_Ob    DW   23 
_Sec    DD    ?  , 
а у модулі на мові С++  
extern "C" char   RAB; 
extern "C" short  Ob; 
extern "C" int      Sec; 
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Використання директиви extern "C" потрібно для відміни режиму генерації 
імен для мови С++ . 
2.  Функції і передача параметрів у функцію 
Оскільки транслятор мови С++ має режим генерації імен, звернення до 
функцій С++ безпосередньо з асемблера не можливо. У таких випадках викорис-
товують перехідник (додаткова функція), який підтримує угоду по іменах функ-
цій мови Сі (рис.1). 
 
Рисунок 2.1 – Організація виклику функцій з використанням мови Сі/С++ і асемблера 
 
Для доступу у модулях мовою асемблера до функцій, оголошених у моду-
лях на мові Сі, у модулі асемблера використовується директива EXTERN. Дирек-
тива розміщується у ділянці коду (.CODE). 
Директива EXTERN має синтаксис: 
EXTERN ім’я : тип 
Тип вибирається відповідно до табл. 1 для вказівників (near, far).  
Для доступу у модулях мовою Сі до функцій, оголошених у модулях на 
мові асемблера, у модулі асемблера використовується директива PUBLIC. Дире-
ктива розміщується у ділянці коду (.CODE). 
Директива PUBLIC має синтаксис: 
PUBLIC ім’я  
Модуль на мові Сі повинен мати прототип функції, що описує функцію як 
зовнішню. Наприклад: 
 
Функція С 
 
Функція асемблера 
 
Функція С++ Функція С 
 
Функція асемблера 
Модуль на мові С Модуль на мові асемблера 
Модуль на мові С++ Модуль на мові ассемблера 
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extern "C" int fib (int a); 
Тип повернення, а також кількість і типи аргументів не перевіряються. Вся 
відповідальність за узгодження параметрів функції і поверненого значення пок-
ладається на розробника. 
2.1. Передача параметрів 
За стандартом мови програмування Сi значення параметрів функції пере-
дається через стек. Перед викликом функції параметри заносять у стек, почина-
ючи з най правішого параметра і закінчуючи лівим. Наприклад, виклик функції 
Test (k, j, 1) компілюється в інструкції: 
mov eax, 1 
push eax 
push _ j 
push _ k 
call _ Test 
add esp, 12  , 
де видно, що правий параметр (константа 1) заноситься у стек першим, потім 
туди заносяться параметри j та k. 
При поверненні з функції параметри, що були занесені у стек, все ще зна-
ходяться там, але вони більше не потрібні. Тому безпосередньо після кожного 
виклику функції необхідно звільнити стек від цих параметрів.  
Зазвичай для звільнення стека від параметрів функцій здійснюється дода-
вання до покажчика стека числа, що визначає загальний обсяг пам’яті для пара-
метрів функцій. 
У попередньому прикладі три параметри (по чотири байти кожен) займа-
ють у стеку разом 12 байтів, тому команда add esp, 12 додає значення 12 до вка-
зівника стека, щоб видалити ці параметри. 
В модулі асемблера можливо звертатися до параметрів функції, викорис-
товуючи регістр ЕBP (BP). Наприклад, припустимо, що функція Test у поперед-
ньому прикладі є наступною функцією на асемблері: 
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DOSSEG 
.MODEL FLAT 
.CODE 
PUBLIC _Test 
_Test PROC 
   push ebp 
   mov  ebp,esp 
   mov  eax,[bp+8] ;   
   add    eax,[bp+12] ;  
   sub    eax,[bp+16] ; 
   pop   ebp 
   ret 
_Test ENDP 
На рис. 2 показано, як виглядає стек перед виконанням першої команди у 
функції Test. 
 
 …  
ESP + 12 1 Константа   1 
ESP + 8 4 Параметр    j 
ESP + 4   25 Параметр    i 
ESP ––> Адреса повер-
нення 
 
 …  
Рисунок 2 – Стан стека перед виконанням першої команди функції Test 
 
Зазвичай для роботи з параметрами використовується регістр EBP. Для 
цього дві команди функції асемблера здійснюють збереження попереднього зна-
чення регістра EBP і завдання нового значення : 
push ebp 
mov ebp, esp 
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Значення регістра EBP при виконанні команд функції не змінюється. Змі-
щення до ділянки зберігання значень параметрів функції наведено на рис. 3. 
 
 …  
EBP + 16 1 Константа   1 
EBP + 12 4 Параметр    j 
EBP + 8 25 Параметр    i 
 Адреса повер-
нення 
 
EBP = ESP –> EBP Старе значення 
EBP 
 …  
Рисунок 2.3 – Стан стека після інструкцій PUSH і MOV 
2.2. Повернення значень 
Функції на асемблері, так само як і функції Сі, можуть повертати значення. 
Значення функцій повертаються у ресурсах процесора (табл. 2). 
 
Таблиця 2 – Повернення значень із функцій 
Тип значення Регістр  
unsigned char AL(AX) 
Char AL(AX) 
Enum AX 
unsigned short AX 
Short AX 
unsigned int EAX 
Int EAX 
unsigned long EAX 
Long EAX 
Float регістр співпроцесора 
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80x87  ST(0) 
Double регістр співпроцесора 
80x87 ST(0) 
long double регістр співпроцесора 
80x87 ST(0) 
near* AX 
far* EAX 
2.3. Збереження регістрів 
При взаємодії асемблера і Сі функції асемблера можуть використати будь-
які регістри, але при цьому вони повинні зберігати регістри EBP, ESP, CS, DS і 
SS. Вміст цих регістрів можна змінювати та/або використати для проміжних роз-
рахунків. Перед поверненням із підпрограми регістри EBP, ESP, CS, DS і SS по-
винні мати у точності такі значення, які вони мали при її виклику. 
Регістри EAX, EBX, ECX, EDX, а також прапори можуть довільно змінюва-
тися. Значення цих регістрів можна не зберігати.  
Регістри EDI і ESI є особливим випадком, оскільки у Сі вони можуть вико-
ристовуватися для регістрових змінних. Якщо у модулі Сі використання регіст-
рових змінних дозволено, то значення регістрів EDI і ESI потрібно зберегти. 
3. Приклад розробки програми  
Припустимо, необхідно розробити додатки для підрахунку суми 
𝑆 = ∑
√ln⁡(𝑥𝑖)
3
𝑖
𝑛
𝑘=0
  . 
Реалізуємо підрахунок суми з використанням підпрограми на мові асемб-
лера, а розрахунок елемента суми – за допомогою функції на мові Сі. Головний 
модуль буде написаний з використанням мови С++ . 
Схема викликів підпрограми асемблера і функції С++ наведено на рис. 4. 
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Рисунок 4 – Схема викликів модулів програми 
 
Головний модуль містить головну функцію. Він забезпечує введення і ви-
ведення даних та виклик функції SumR для підрахунку суми.  
#include <iostream> 
using namespace std;  
extern "C" float SumR(int k, float x); 
int main (int argc,char ** argv) 
{ 
 int n; 
 float x; 
 cout << "Input x ,n" << endl; 
 cin >> x >> n; 
 double R = 0.0; 
 R = SumR(n, x); 
 cout << "Result" << R << endl; 
 return 0; 
} 
Модуль асемблера містить функцію SumR. Функція має два параметри – 
кількість елементів ряду і значення змінної х. Функція використовує дві локальні 
статичні змінні: SUM та i _ local (номер елемента ряду). Регістр ЕСХ використо-
вується для організації циклу. Перед викликом функції fun_el значення регістра 
ЕСХ необхідно зберегти і відновити після повернення з функції.  
.586 
.MODEL fla,C 
Введення даних  x і n 
Виведення результату 
Підрахунок 
суми 
S=S+ri, i=1,n 𝑟𝑖 =
√ln⁡(𝑥)3
𝑖
 
Обчислення 
елемента 
Головний 
модуль 
С++ 
Модуль 
асемблера 
Модуль  С 
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.DATA 
SUM DD 0.0 
i_local DD 0 
.CODE 
extern fun_el:near  ; оголошення зовнішньої функції fun_el  
public SumR 
SumR  proc C 
push ebp 
mov ebp,esp 
mov i_local,1 
mov ecx, dword ptr [ebp+8] 
@@for_i:     ; початок циклу 
push ecx 
push dword ptr [ebp + 12] 
push i_local 
call fun_el 
fld SUM 
add esp,8 
fadd 
pop  ecx 
inc   i_local 
fstp  SUM 
loop @@for_i   ; закінчення циклу 
fld SUM 
mov esp,ebp 
pop ebp 
ret 
SumR endp 
End 
Модуль на мові З містить функцію для розрахунку елемента ряду. 
15 
Extern "C" float fun_el (int i, float z) 
{   float f; 
    f= powf ( log10f(z)/log10f(2.71828), 1.0f/3.0f ) / (float) i; 
return f;  } 
4. Порядок виконання роботи 
1. Сформувати проект консольного застосування з використанням модуля 
на основі мови асемблера. 
2. Розробити основний модуль програми мовою С++ . Основний модуль 
забезпечує введення даних, виклик підпрограми асемблера і виведення результа-
ту.  
3. Додати у проект модуль мовою асемблера. Розробити підпрограму на 
мові асемблера відповідно до варіанта (табл. 3). 
4. Додати в проект модуль мовою Сі. Розробити функцію на мові високого 
рівня відповідно до варіанта. 
5. Перевірити роботу програми у режимі налагоджування. Записати вміст 
стека перед викликом підпрограми асемблера і функції Сі. 
6. Оформити звіт.  
 
Таблиця 3 – Варіанти завдань 
Варіант Функція Сі Підпрограма асемблера 
1 Елемент ряду  
𝑎𝑘 =
𝑥−𝑘
sin⁡(𝑘𝑥)
 
Обчислення суми ряду 
⁡𝑧 = ∑𝑎𝑘
𝑛
𝑘=0
 
2 Обчислення значення 
функції  
𝑓(𝑥) =
cos(𝑥) + sin⁡(𝑥)
𝑒𝑥
 
Обчислення max(𝑓(𝑥))  
x= –1 ÷ +2 
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Продовження табл. 3 
Варіант Функція Сі Підпрограма асемблера 
3 Обчислення значення 
функції 
𝑓(𝑥) = √tg⁡(𝑥)
3
 
Обчислення інтеграла  
𝑦 = ∫ 𝑓(𝑥)
1
0
 
4 Обчислення значення 
функції  
𝑓(𝑥) =
tg(𝑥) + sin⁡(𝑥)
𝑒𝑥
 
Обчислення значень функції  
𝑦𝑖 = 𝑓(𝑥𝑖) 
на інтервалі 0 ÷ 1, крок 0,1 
5 Обчислення значення 
функції  
𝑓(𝑥) = lg⁡(|𝑐𝑜𝑥(𝑥)
− sin(𝑥)|) 
Обчислення значень функції 
𝑦𝑖 = 𝑓(𝑥𝑖)⁡|⁡𝑖 = 1, 𝑛 
6 Елемент ряду  
𝑎𝑘 =
𝑥−𝑘
k! cos⁡(𝑥)
 
Обчислення суми ряду  
𝑧 = ∑𝑎𝑘
𝑛
𝑘=0
 
7 Обчислення значення 
функції  
𝑓(𝑥) =
tg(𝑥) + sin⁡(𝑥)
cos⁡(𝑥)
 
Обчислення min(𝑓(𝑥))  
x= –1 ÷ +1 
8 Обчислення значення 
функції  
𝑓(𝑥) = √ln⁡(𝑥)
3
 
Обчислення інтеграла  
𝑦 = ∫ 𝑓(𝑥)
1
0
 
9 Обчислення значення 
функції  
𝑓(𝑥) =
tg(𝑥) + sin⁡(𝑥)
𝑒𝑥
 
Обчислення значень функції  
𝑦𝑖 = 𝑓(𝑥𝑖) 
на інтервалі 0 ÷ 1, крок 0,1 
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Закінчення табл. 3 
Варіант Функція Сі Підпрограма асемблера 
10 Обчислення значення 
функції  
𝑓(𝑥) = (|𝑐𝑡𝑔(𝑥)
− sin(𝑥)|) 
Обчислення значень функції  
𝑦𝑖 = 𝑓(𝑥𝑖)⁡|⁡𝑖 = 1, 𝑛 
11 Елемент ряду  
𝑎𝑘 =
𝑥−1/𝑘
sin⁡(𝑥)
 
Обчислення суми ряду 
𝑧 = ∑ |𝑎𝑘|
𝑛
𝑘=0
 
12 Обчислення значення 
функції  
𝑓(𝑥)
=
cos(𝑥) − 2 × sin⁡(𝑥)
𝑒𝑥
 
Обчислення min(𝑓(𝑥))  
x= –1 ÷ +1, шаг 0,01 
13 Обчислення значення 
функції  
𝑓(𝑥) = √ctg⁡(𝑥)
3
 
Обчислення інтеграла  
𝑦 = ∫ |𝑓(𝑥)|
1
0
 
14 Обчислення значення 
функції  
𝑓(𝑥) =
ctg(𝑥) + 𝑐𝑜𝑠⁡(𝑥)
𝑒𝑥
 
Обчислення значень функції  
𝑦𝑖 = 𝑓(𝑥𝑖) 
на інтервалі 0 ÷ 1, крок 0,1 
15 Обчислення значення 
функції  
𝑓(𝑥) = ln⁡(|𝑐𝑜𝑥(𝑥)
+ sin(𝑥)|) 
Обчислення значень функції  
𝑦𝑖 = 𝑓(𝑥𝑖)⁡|⁡𝑖 = 1, 𝑛 
16 Елемент ряду  
𝑎𝑘 =
𝑥−𝑘
k! cos⁡(𝑥)
 
Обчислення суми ряду 
𝑧 = ∑ |𝑎𝑘|
𝑛
𝑘=0
 
17 Обчислення значення 
функції  
𝑓(𝑥) =
ctg(𝑥) + sin⁡(𝑥)
sin⁡(𝑥)
 
Обчислення min(𝑓(𝑥))  
x= –1 ÷ +1 
18 Обчислення значення 
функції  
𝑓(𝑥) = |√ln(𝑥)
3
| 
Обчислення інтеграла  
𝑦𝑖 = 𝑓(𝑥𝑖)⁡|⁡𝑖 = 1, 𝑛  
18 
 
Контрольні запитання 
1. Які існують варіанти включення команд асемблера у текст програми на 
мові високого рівня? 
2. За допомогою якої директиви здійснюється вставлення команд асемблера? 
3. Як здійснюється вставлення декількох команд асемблера у текст програ-
ми? 
4. Які особливості створення проекту програми з використанням модулів на 
мові Сі та асемблера? 
5. Яка модель пам’яті використовується сьогодні при створенні консольного 
32-розрядного застосування у Visual Studio? 
6. Для чого використовується директива EXTERN і PUBLIC при зв’язуванні 
модулів із використанням асемблера? 
7. Які характеристики застосування  задає модель пам’яті FLAT? 
8. Які налаштування транслятора асемблера встановлюються при задаванні 
мови в директиві моделі пам’яті? 
9. У чому особливість іменування змінних і функцій в мові Сі? 
10.  Як здійснюється передача параметрів для функцій мовою Сі (С++)? 
11.  Який тип даних асемблера відповідає типу int мови Сі? 
12. Як здійснюється виклик функції С ++ з модуля асемблера? 
13. Як здійснюється виклик функції  Сі з модуля асемблера? 
14.  Як оформляється прототип функції асемблера у модулі Сі ? 
15. Для чого використовується регістр EBP у підпрограмі мовою асембле-
ра? 
16. Як здійснюється підрахування зміщень до значень параметрів функції у 
модулі асемблера? 
17. Через які ресурси повертається значення за угодою мови С (С++ )? 
18. Якими регістрами в модулі асемблера можна користуватися без попе-
реднього збереження значення? 
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