Another solution for handling the moving boundaries is to layers are consumed (poly, silicon) and other layers grow (oxide, silicide). During these growth processes, grid must be added behind the advancing interface and removed in front of it. In a full integrated circuit process simulator, this has to be performed simultaneously with the transient solution of the diffusion equations for silicon dopants. This paper describes an approach of local adaption that leaves unchanged most of the grid. Robust algorithms are described for handling adaption in two-dimensional process simulation. Examples for etching, deposition, and oxidation are described.
I. INTRODUCTION
HE HIGH temperature steps used during integrated cir-T cuit processing can have two effects on the wafer. First, new materials may be grown through reactions of the materials and ambient gases. Second, the dopants in the silicon can diffuse. A simulator for these steps, therefore, must handle both the solution of the dopant diffusion equations and the material growth reactions. Oxidation and silicidation are the most widely used growth steps during thermal processing. As these materials grow, silicon is consumed and other materials (e.g., polysilicon and nitride) are lifted and distorted by the process. This material growth process forces the material boundaries to move. This requires the finite element grid used to solve the governing equations to be modified.
There has been in work in other disciplines on moving boundary problems, for example, see [l] and [2] . In technology-computer-aided-design, several solutions for the handling the grid modifications during moving boundaries have been proposed and used in process simulators. Some of the earliest work used transformed grids [3] . The idea is to use an analytic mapping from the domain distorted by growth onto a rectangle. The diffusion equations could then be solved in the transformed domain. This approach is computationally fast, but difficult to use with arbitrary shapes and surfaces. The approach has recently been utilized in three-dimensional simulations [4] . A related approach is to force the boundary onto rectangular coordinates [5], [6] . This --completely regenerate the mesh at each time step during the simulation. Originally these technique was used with oxidation only solvers [7] . This solution is attractive because each grid can be generated by a robust grid generator with the new geometry. In a more general solver, however, it suffers from the drawback of having to interpolate the doping solution from the previous mesh onto the new mesh. This interpolation can introduce numerical errors into the solution of the diffusion equation that are unacceptable. To avoid this difficulty, the grid can be regenerated saving most of the original grid points
[81, P I .
Another approach is to use grid point relaxation. The points in the mesh are moved away from the interface as it advances [lo] . This is attractive because the number of grid points stay constant, and can be combined with an error estimator to control the position of the points to minimize solution error in the finite element method. The point motion can be included directly in the finite element solution of the diffusion equations as a velocity up-winding term, which eliminates the need for interpolation. However, such an approach still needs to be supplemented with local refinement, since materials may be completely consumed, e.g., polysilicon in a poly-bufferedlocal oxidation (PBL) process.
The final approach is to locally refine the mesh near the moving boundary. Nodes are removed in front of the advancing interface and added behind the interface [ll], [ 121. This procedure does not require extensive interpolation, since the bulk of the grid nodes remain stationary with respect to their material. This approach can either be used by itself or with relaxation. However, an actual two-dimensional implementation of the algorithm is complex. It is further complicated when materials are fully consumed or grow together. This paper describes an algorithm and data structures for implementing the local adaption strategy which can handle the material consumption and overlap problems. Each Mesh object is made up of a pointer to a material, a list of nodes, edges, and faces, and a boundary representation. Each Mesh corresponds to a single material, and multiple meshes may exist with the same material. The meshes are assumed to represent simply connected regions, i.e., there are no holes. Each Node object contains a pointer to the single coordinate that represents the physical location of the node. The node also contains a list of all the edges incident upon it. These edges are ordered, so that the near and far end can be determined uniquely. An edge in the Mesh is made up of two nodes, and a list of all faces incident. A face contains pointers to three or more edges, each of which is ordered in a counterclockwise fashion.
All Mesh objects contain pointers to the objects of one greater and one lesser dimension. The pointers to the objects of one lower dimension define the object, and the pointers to objects of one greater dimension are used to maintain traversal routines. For example, an edge contains pointers to two nodes, and to a list of faces incident on the edge. In a one-dimensional simulation, an edge has an empty set of faces incident. There is no direct list of nodes contained in a face, although the information is available through the ordered edges.
RME STEP LIMITING
Standard simulators partition the oxidation and diffusion solutions in the same way [ll], [14], [15] . The flow equations for oxidation and silicidation are solved first which produces the velocity field used in the remainder of the time step. A maximum time step, tgrid, is computed taking into account the velocity of both shrinking and growing interfaces. The diffusion solution is then performed using the minimum of the growth limit time step and the diffusion accuracy time step, tdiff. This diffusion solution is performed with a constant number of nodes. The nodal positions may change, but the number of nodes in each material layer do not. Finally, grid is removed and added as required. The process then repeats until the desired time interval is completed. The same algorithm can be used for implementing etching and deposition by skipping the diffusion step and replacing the flow calculation with a calculation of the surface etch rates.
This procedure has the advantage of changing the grid only between time steps. Since the diffusion equations are nonlinear, Newton's method is typically used to obtain a solution. The Jacobian produced by the linear equations and finite element method is a large sparse matrix. In this scheme, the sparse matrix factorization can be used as a preconditioner during the remainder the time step, since the number of equations does not change [ 161. In addition, interpolation error is not injected during the time discretization. This error is produced only between time steps, and is damped by the stable TRBDF time step algorithm [16]- [181. Automatic time step control algorithms are frequently used for controlling the time step during diffusion simulation [ 161, [18] . These time steps are chosen to control the accuracy of the solution variables to a given tolerance. These time steps, however, are often incompatible with the oxidatiotdsilicidation moving boundary. For example, as the boundary moves it may over run grid points in the substrate. This situation would be very difficult to discretize-the point in question crosses the material boundary during the solution of the time step. For this reason, the time step must also be limited by the motion of the interface.
There are two primary checks to compute the maximum time step based on the boundary motion. The first check is based on the element area and the other check examines the top surface for collisions along the boundary. These collisions represent materials growing together and the time step must be limited to prevent this.
The check on element area is straightforward to perform. With a linear velocity, the triangular area can change at most quadratically in time, and may also change linearly or remain constant. An expression for the triangle area as a function of time is Shrinking elements are examined to prevent boundary motion from inverting elements. This prevents the nodes from changing from one material to another during a time step. The time step is limited so that the area of the triangle at the end of time step is at least a user definable tolerance of the area at the beginning of time step:
where ShrinkTol is the user defined tolerance. This tolerance is user definable. Smaller tolerances allow the boundary to approach closer to underlying nodes, which improves the accuracy of the diffusion equation near the boundary. The accuracy improvement is due to the decreased interpolation error that results when a substrate node is removed. However, this also tends to force larger obtuse triangles near the boundary, particularly where there is large boundary curvature. The default tolerance is 10%.
Increasing elements are also checked to prevent the oxidehilicide region from growing too fast, which would lesson the accuracy of the final shapes. A user defined grid spacing is used in this check. The element is limited to increase in area that would result from the element's shortest edge replaced with one of the desired grid spacing:
nodes. The final grid limiting time step is the minimum of the surface and bulk time steps.
IV. ADDITION
Grid addition is needed to resolve both the surface curvature and to refine the area behind the growing boundary. Ideally, Grid
A(At) A(o) ShortestEdgeLength
where Grid is the desired grid spacing, and the ShortestEdgeLengrh is the length of the shortest edge in the triangle. This prevents elements from becoming much greater than the desired grid spacing. This check is usually sufficient to provide shapes accurate to within the desired grid spacing. The default grid spacing is 0.1 pm. Pseudocode used to compute the minimum allowable timestep is shown at the bottom of the page (double MinTimeAllowed) , where the equations listed are based on the area formulas given previously. The minimum time step for the grid is the minimum of all triangle time steps.
The final check performed is on the boundary surface to determine if the surface is colliding. This can occur, for example, in an oxidation of a trench structure when the walls grow together. If a point and surface line segment have the dot product of their surface normals negative, then a pseudotriangle is formed from the three points. This pseudotriangle is checked with the same checks described earlier for bulk elements. See the pseudocode (double Surfacecheck).
This check can be n2, where n is the number of surface nodes. However, the number of surface nodes is typically the square root of the number of bulk nodes, so the computation time is not excessive compared to the time to check the bulk refinement in a growing material would be determined by error estimators of the flow equations. This approach, however, does not work for deposition, since the deposition process does not require a flow equation solution. Consequently, there is a still a need for simple refinement algorithms for growing materials that are based only on the geometrical changes in the material.
In FLOOPS, grid is generally stationary with respect to the material. In the case of oxide, for example, new material is formed at the boundary, and old oxide is lifted. Old oxide nodes are lifted and the new volume created is associated with the silicodoxide boundary nodes. Therefore, only the layer of grid adjacent to the boundary needs to be checked. An additional bonus is that dopants in the oxide move with the material, up and away from the interface, just as in a real growth process. A two part procedure is used in this algorithm. First, a list of candidate edges to be checked is produced. Second, these edges are checked to see if their current length is greater than the desired grid spacing.
Generating the candidate edges is straightforward. First, all edges that form the boundary of the mesh region are included. Then each surface point is checked to find the edge most perpendicular to the boundary at that point. This makes sure that new nodes are created perpendicular to the boundary, and that each interface node can have at most one new node added. This step makes sure that when grid is added to the interior, only a single point is added for each boundary point. This Fig. 2 . Solid nodes are internal-like for all edges attached to them. Ant solid node is a pure internal node, and the associated coordinate has only one material incident on it. Gray nodes are internal only when being checked from a bold edge. Each gray node is on an interface, and is internal-like only when checked from an edge on the interface. The clear node is never internal-like.
After:
prevents over-refinement parallel to the boundary. Fig. 1 shows the edges checked for a sample mesh in bold. Edges that are not checked are shown as dashed lines. Pseudocode for this algorithm is shown at the bottom of the page. This sequence of edges is then checked for unacceptably long length. An edge is refined when its length exceeds the desired grid spacing. When an edge fails this test, it is refined. For interior edges, the edge is refined directly behind the growing interface. Typically, a 25 8, offset is used from the existing node. In a growing region, this node will remain stationary in its material and new material will be added between it and the interfacial node. Border edges are split at their midpoint. Fig. 1 shows where new nodes will be added to the material. The splitting procedure inserts an additional node in each of the elements that border the edge. These elements are then retriangulated, using one of a number Grid before and after removal of several internal nodes.
Before:
After:
, Grid before and after removal of a border node. The gas layer has advanced the width of the original edge to be removed. This is limited by the fact that border edges are not eliminated until they are less than 20 8, long.
All triangles attached to the removed node are eliminated. of available algorithms [19] , [20] . The new mesh layer is typically conformal to the existing interface.
Finally, the surface is examined to determine if it is growing together. If a surface node is approaching a surface segment, a face is made in the growing mesh of all nodes along the surface loop. Nodes in this loop are determined by walking the surface connectivity between the point and segment in question. This face is then retriangulated. This algorithm allows trenches and cracks to be filled.
V. SUBTRACTION
Each edge is examined by comparing the length at the beginning and end of the time step. If the edge length is currently less than a tolerance, RemoveTol, of the previous length, the edge is a candidate for removal. RemoveTol must be larger than ShrinkTol. RemoveTol is set to be twice ShrinkTol, which is user specified. If both ends of the edge are on the material border and the edge itself is not, the edge spans the material. In this case, edge removal would break the material into two pieces. To prevent large material distortions, these edges must be less than a user specified length, MaterialRemoveLen. This insures regions are not removed until a region has nearly collapsed. The default value for MaterialRemoveLen is 20 A.
Each border edge must also be checked to see if it is included in an element that is very obtuse. If the triangle is unacceptably obtuse and the longest edge in the element is the border edge, steps must be taken to remove this triangle. A Delauney triangularization is used, so that only obtuse triangles at the surface can create problems with the finite element and finite volume methods used to discretize the diffusion equations. Any offending triangle is split in the longest edge so that a perpendicular is formed with the other node. This new edge then becomes a candidate for removal.
Any edge that meets the above criteria is removed. Each node at the end of the edge is checked to see if it has internallike character. An internal-like node is any purely internal node or a node that lies on an interface that passes through the node and edge under consideration. In addition, an internal-like node must have a nonzero area polygon formed by its like material neighbors. Fig. 2 demonstrates these cases. If both nodes are internal like, the one with the fewest materials at that location is removed.
Internal-like nodes are easily removed. A face is built which contains all the faces incident on the node. The original incident faces are deleted, which leaves only the containing face in the area originally made up of all incident faces. This remaining face is retriangulated without addition of interior nodes using a Delauney triangulator. The node in question is deleted when all of its incident faces are removed. Fig. 3 shows a sample case before and after removal. In short, this algorithm deletes the node and then retriangulates the area surrounding it.
Edges that have noninternal nodes at both ends are more difficult to remove. The objective for these types of edges is to make one end internal like, so that it can be handled by the simpler removal procedure described previously. This is accomplished by transferring the area associated with the node from the shrinking region to the growing region. This can be done by creating a face containing all of the incident faces associated with the original node in the growing material. The original incident faces are deleted, and the area is now contained in the new material. This face is then retriangulated.
After face transfer, the existing region is checked to see if it has been split into two new regions. A single triangle object is marked, and all those objects that border it are also marked. This is implemented recursively so that all objects that are attached are marked. Any unmarked objects left in the mesh are not contiguous with the remainder and must be put into a second polygonal mesh region. Some nodes and edges may be shared and would have to be duplicated, but this is easy to check and repair. At the end of this procedure, the original polygonal region will be split into two new polygonal regions. This insures that each mesh is a simply connected polygonal region with no internal holes. The entire removal algorithm for an edge is shown at the bottom of the next page.
For example, Fig. 4 shows a case where etching has almost completely removed a material layer. The node indicated has all of its incident faces joined and transferred to the growing material (gas). The original oxide faces are deleted from the mesh. In the case of etching, triangles in the gas are deleted. In the case of oxidation, e.g., through poly, the oxide layer will have grown incrementally. Because the removal criterion for this type of edge is typically very small, significant distortion of the materials is avoided. There can be some asymmetry in the removal depending on how the triangles are connected. This is minimized since a Voronoi triangulation is utilized, which guarantees that the area associated with a node is closer to it than any other node.
VI. EXAMPLES
These algorithms have been implemented into the FLorida Object Oriented Process Simulator, FLOOPS. The algorithms are used with etching, deposition, oxidation, and silicidation processes to handle the grid and material changes which result from these process steps. In addition to the algorithms described in this paper, FLOOPS also supports grid relaxation and optimization to improve grid quality. These algorithms have been turned off in the following examples so that the performance of the removal and addition algorithms described here can be examined more closely. An etch and deposition example and a poly buffered oxide growth example are presented to demonstrate the performance of the algorithms
A Spacer Formation
This simulation shows the capability of the algorithms to perform under arbitrary conditions. Fig. 5(a) shows the initial structure that includes a polysilicon gate and gate oxide material. Fig. 5(b) shows the structure after the deposition of a spacer oxide. Since oxide grid is added behind the moving interface, it tends to produce grid lines that are conformal to the surface. The convex corner is rounded as the oxide grows since grid along the border is refined when it doubles in length. The concave corner is also handled by filling surface cracks as they appear, as described earlier. The entire deposition process, including both rate calculations and grid updates, take 12.5 s on a SPARCstation 10.
An anisotropic etch step follows to shape the spacer. These types of etches are typically a difficult test of the algorithm because a material layer is partially removed during the process. Fig. 5(c) shows the final grid after spacer formation. Note that both the original gate oxide and deposited oxide have been removed from the sourceidrain region. This demonstrates the ability of the algorithms to handle material removal, which is required for poly-buffered-LOCOS and salicide steps. The original surface of the polysilicon and silicon is preserved, since a perfectly selective etch was specified. The comer of the oxideipolysilicon gate is disturbed, because of the way the etch algorithms handles the exposed material interfaces. The handling of these triple points is arbitrary. A close comparison of Fig. 5(b) and (c) shows that the nodes that remain in the bulk of the materials have not been disturbed. The etch process took 7.9 s on SPARCstation 10.
B Poly Buffered LOCOS (PBL)
Poly Buffered LOCOS (PBL) [21] is an advanced scaled isolation technique that makes of a sacrificial poly layer to reduce stress and substrate consumption. The initial structure and grid is shown in Fig. 6(a) . A thin layer of oxide was inserted between the poly and nitride to prevent distortions caused in the physical solution from the triple material point (nitride, oxide, and poly). The poly silicon layer will be completely oxidized during the isolation growth. Fig. 6(b) shows the final grid. Silicon nodes ahead of the advancing front have been removed, and oxide grid has been added behind the interface. As in the last example, the new grid is conformal to the growing interface. Significant distortion of the original nitride is handled without any difficulty by this grid algorithm, since all checks are relative to the current positions and not the original positions. The poly layer was removed in the exposed region during oxidation.
VII. CONCLUSION
Algorithms for updating a process simulation mesh around a moving interface have been described. These algorithms require grid addition behind a moving interface and grid subtraction ahead of it. This is accomplished by controlling the simulation time step to prevent overrun of grid nodes. Nodes that are too close to the moving interface are removed by retriangulating the surrounding area or by transferring area to the growing region. Edges that have become too long are refined. Several examples of advanced structures have been simulated using these algorithms and presented. He has written over 50 papers in the area of process and device modeling. He has been working in this field for over ten years as a professor, a student, and an engineer for Hewlett Packard.
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