Derivation of the Orientational Smoothing Kernel by Solving the Diffusion Equation in SO(3)
The orientational kernel was derived by solving the diffusion equation in SO(3) (the group of rotations in 3-dimensional space), starting from a unit impulse at the identity element.
where (α, β, γ) are the Euler angles in a z-y-z convention (which differs from the z-x-z convention used to define the Euler angles for the tables) andĴ 2 is the Laplacian operator in SO(3) (which corresponds to total angular momentum in quantum mechanics)
The solution follows a similar technique to the previously published solution of the analogous problem on the sphere, 
A corollary of this is that D 
3. The Wigner D-functions are eigenvalues ofĴ 2 with eigenvalue j(j +1) so thatĴ
The trace of the Wigner D-matrix is given by
where χ is the overall angle of rotation (given by cos θ = cos We write u(α, β, γ, t) = D j mm ′ (α, β, γ)T (t), and obtain
Cancelling the factor of D j mm ′ and solving we have that T (t) = T 0 exp[−j(j + 1)kt]. It follows that the solution is a linear combination
We apply the initial condition: 
(9) where dΩ = dα sin βdβdγ is the appropriate differential of volume for SO(3). The left side can be reduced by orthogonality:
The right side can be reduced using the corollary of property 3 above.
8π 2 δ nn ′ and we can write
We can rearrange the sum further (moving the parts that depend only on j outside the sum over m and m ′ , and removing the δ mm ′ ) to obtain
(13) where we have used equation 5 above to reduce the last summation. This shows that u depends only on the overall angle of rotation χ, as might be expected from symmetry, and not on the individual Euler angles (α, β, γ). The quantity kt controls the amount of diffusion. It was found that this quantity is proportional to the square of the angular scale over which the smoothing occurs, and that u ≈ e −1 when kt = 4 . Making this substitution gives the orientational smoothing kernel given in equation 6 in the main paper.
Smoothing and Diffusion
with the Boltzmann probability factor corresponding to the atomistic potential
where β = 1/(k B T ) and T is the smoothing temperature, and ∆V i and ∆V j are the volume of translationalorientational space corresonding to cells i and j given by
then the numerical approximation to the second virial coefficient at the smoothing temperature is left unchanged by the smoothing, that is,
provided the smoothing kernel w ij satisfies the following properties:
1. It is symmetric, that is, w ij = w ji for all cells i and j.
The normalization of the kernel is constant, that is,
The smoothing kernels given in equations 4 and 6 in the main body of the paper clearly satisfy these conditions, as they are dependent only on the spherical angle γ ij or overall rotation χ ij between two cells.)
Proof. Clearing fractions in equation 14, multiplying both sides by ∆V i and summing over i gives
Rearranging further gives
Because the kernel is symmetric we have that
Furthermore this quantity is a constant so we can remove it from the inside of each summation and divide both sides of the equation by it. This gives us ∑
Subtracting the total volume ∑ i ∆V i from both sides and multiplying by -1/2 gives equation 16. The sums on either side of equation 16 are discrete approximations to the generalized second virial coefficients for the modified and original potentials, which are obtained by integrating over all six degrees of freedom relating the position and orientation of the two fragments.
where • increments, but constrained to be the same maximum as for backbone moves. 
• and 65 
Compilation protocol and profiling data
The tabulated Monte Carlo code used for the present study was compiled with a GNU compiler (for the GB1 hairpin) or an Intel compiler (for Leu12). In each case the code was compiled with the maximum amount of optimization available (-O3). In separate runs, profiling data was also collected by running test simulations for both systems for 1 million trial moves each, using tables without smoothing. Backbone tables were not used. During these test simulations, the RDTSC instruction was used to read the processor's time stamp counter and determine the amount of time in each phase of the calculation listed in table S4. In order to improve the accuracy of the timing data, an effort was made to measure and subtract the overhead involved. It should be noted however, that the data presented is only approximate, because it is not in general possible to collect CPU timing data without affecting the operation of the program. 
Compiler
Intel GNU System Leu12 GB1 hairpin Leu12 GB1 hairpin Performance of Monte Carlo moves 1.6 1.0 1.3 0.9 Update of Cartesian coordinates 2.0 1.3 2.3 1.9 Angle term 8.1 5.1 8.0 5.8 Dihedral term 8.6 6.3 9.8 7.4 Improper diheral term 6.1 4.2 6.4 4.6 Non-tabulated van der Waals/electrostatics 5.8 3.5 8.2 4.
