Abstract: There exist various approaches to software testing and one popular approach is 'path coverage', in which emphasis is placed on testing all possible paths that can be executed in a programme module. This paper describes a novel approach in designing test cases using control flow criteria for path coverage.
Introduction
Software Testing (Beizer, 1990; Fujiwara et al., 1991; Johnson and Telford, 1996; Lewis, 2000; Tai and Lei, 2002) is an inevitable and an important phase in the life cycle of a product. Even though, when, where, how and by whom software testing should be performed depends on the various life cycle models (e.g. waterfall, incremental, prototype, V-model, etc.) (Howden, 1983; Miller et al., 1992) or on the development philosophy (e.g. extreme programming versus traditional programming) (Beck, 1999) , it is universally accepted that 'testing' is an important step in determining the overall 'quality' of the product. A 'quality' software product should not only meet the user requirements but also meet them in a reliable and consistent manner (Gossens, 2002; Tai and Lei, 2002) .
Any engineered product can be tested in one of the following two ways: black box testing (functional) or white box testing (structural) (Beizer, 1990; Hetzel, 1984; Lewis, 2000) . In functional testing, test cases are designed solely on the basis of the requirements whereas in structural testing test cases are generated based on the actual code of the programme or module to be tested. In structural testing, the intent is to test the internals thoroughly of a particular programme module. The ultimate goal is to write test cases that will force the desired coverage of different structures, since coverage analysis is typically used as the means by which to measure test effectiveness (Beizer, 1990; Binder, 1999; Lewis, 2000; Zhu et al., 1997) . The three most popular approaches to structural testing are: 1 control flow-based testing 2 data flow-based testing and 3 mutation testing (Beizer, 1990) .
Since this paper proposes a novel approach to design test cases using the control flow criteria, let us discuss them in some more detail. When using this approach, the programme module is represented as a control flow graph and coverage of various aspects of the graph are specified as criteria. Some examples are:
• Statement coverage: this requires that each statement of the programme be executed at least once during testing.
• Branch coverage: this requires that each edge in the control flow graph be traversed at least once during testing.
• Path coverage: this requires that all possible paths in the control flow graph be executed during testing.
The total number of paths even in a small programme may be very large resulting in a very large number of test cases, which do not necessarily add value. Hence, basis path testing (McCabe, 1976) , which is a subset of path coverage, is regularly used. In this approach, tests cases are written only for the set of all the independent paths in the control flow graph. The usual approach in basis path testing is to design test cases randomly such that all the independent paths have been tested, since there is no good way to determine all the independent paths. The cyclomatic complexity of the programme module has typically been used as a good indicator of the number of independent paths for the programme module (Pressman, 2001) . Other path coverage criteria are length-n path coverage (Gourley, 1975) and loop count-k criteria (Howden, 1983) . In this paper, we propose a novel approach to determine the actual set of all paths, given the control flow graph of the module by using the Symmetric Algorithm (Saroch, 1993) . We believe that Symmetric Algorithm is different from all the other similar approaches (described later in this paper) in its ability to treat all nodes of the control graph in an identical manner. This aspect also makes this algorithm an ideal candidate to mechanise the process of testing to some extent. A simple heuristic approach is then used to determine a set of independent paths from this set. The matrix elements (Aitken, 1956 ) of the graph matrix (Deo, 1984) are manipulated by the Symmetric Algorithm to produce all paths between any two nodes. Test cases can then be designed for each path using symbolic evaluation tools to determine the condition on input variables such that a particular path is executed. In this paper, we restrict the scope to listing out only the independent paths. The rest of this paper is organised as follows. Section 2 provides a brief overview of related work. Section 3 describes the control flow graph and the notations used to represent a programme module. It also provides an overview of the matrix theory of labelled graphs. Section 4 gives an overview of the existing algorithms to determine the entire set of paths in a labelled graph, then discusses the Symmetric Algorithm and the heuristic approach to generate a basis set from the set of all paths generated from the Symmetric Algorithm. Section 5 works an example through the various steps and Section 6 provides the conclusions.
Related work
Software testing has been a field of active research for quite sometime now. An evaluation of path selection criteria based on data-flow relationships is presented by Clarke et al. (1989) . A comparison of fault-detecting ability of several software test data adequacy criteria has been given by Frankl and Weyuker (1993) . They compare the relative fault-detecting ability of data flow testing, mutation testing and the condition-coverage techniques, to branch testing, showing that most of the criteria examined are guaranteed to be better than branch testing according to two probabilistic measures. Other studies have been conducted for the effectiveness of software inspections and tests and estimating the probability of failure when testing reveals no errors and for the extension of application of formal methods to analyse human error and system failure during accident investigations (Chaar et al., 1993; Johnson and Telford, 1996; Miller et al., 1992) . Researchers have proposed the use of regular expressions as a language to describe control patterns, to represent events for the testing of graphical user interfaces and in coverage based test case selection (Belli, 2001; Belli and Dreyer, 1997; Belli and Grosspietsch, 1991) . Baker et al. have discussed the criteria to determine a finite set of paths that characterise control flow in a programme (Baker et al., 1986) . Coverage criteria have also been studied in logic programming (Denney, 1991) . Lämmel and Harm (2001) . have developed a signature-parametric framework for test case characterisation. It is based on regular expressions describing paths for terms over the signature at hand. Gossens attempts to capture certain aspects of system behaviour by regular expressions so as to define the possible input and output behaviours of the system (Gossens, 2002) . He uses it to falsify the behavioural identity of many pairs of systems. Susumu et al. present a new method for the selection of a test suite based on the specification of the implementation under test given in the form of a finite State machine (Fujiwara et al., 1991) . A test generation strategy for pair wise testing is presented by Kuo-Chung (Tai and Lei, 2001 ). Their strategy is called In-Parameter-Order (IPO). For a system with two or more input parameters, the IPO strategy generates a pair wise test set for the first two parameters, extends the test set for the first three parameters and continues to do so for each additional parameter.
Control flow graph
Mathematical graph theory provides the theoretical foundation for extending the idea of a basis set to programme module. Any programme module may be represented by a graph called the flow graph, showing decision points and the possible logic paths through the programme. To produce a flow graph (Pressman, 2001 ) we need to look only at statements affecting the flow of control through the programme.
Flow graphs have been used extensively in static analysis of software and for the study of programme-based structural test adequacy criteria (Fenton et al., 1974; Kosaraju, 1974; McCabe, 1976; Paige, 1975) . In this paper, for the purpose of finding independent paths, the flow graph for a programme module is a labelled graph with its edges labelled with the symbols from an alphabet. The set of all paths from nodes i to j is indicated as c ij.
We have labelled the edges of the control flow graph to later enable us in listing out all paths between any two nodes.
Matrix theory of labelled graphs
For obtaining the entire set of paths from the beginning to the end of the flow graph, we treat the graph as a finite automaton. Then the regular expression describing the strings accepted by the automaton gives the required set of paths. The graph has single initial and final nodes (even if there are multiple entry and exit points, these can be combined into single nodes).
Given in Figure 1 are the flow graphs for common branching constructs. In Figure 1 (i) we see that two sequential edges r and s have to be traversed to travel from node 1 to 3. Hence c 13 = rs where rs = rs and '.' is the concatenation operator for strings. Similarly in Figure 1 (iii) the set of all paths from node 1 to 4 is {rs, uv}. Since there is a choice (or) between the paths we write the string c 14 as, c 14 = rs + uv. Things get interesting in Figure 1 (ii) and (iv) where there are more than one paths between any two nodes. For example, the paths from node 1 to 3 in Figure 1 (ii) can be written as zero or more occurrences of (r s) followed by t We represent these control flow graphs as matrices, which have regular expressions as their elements and call them regular matrices. We write the adjacency matrix of a flow graph except that for every edge between node i to j we write its label at the ijth position in the matrix. Such a matrix is called a graph matrix, henceforth. For example, element a 13 = 0 in the graph matrix of Figure 1 (i) because there is no edge from node 1 to node 3 in the flow graph. The iith . element of a graph matrix contains 1 for the empty edge because a path of length 0, which has no symbols along it, exists from every node to itself.
For example, the graph matrix of the graph in Figure 1 (i) is,
The algorithm
Determining the entire set of paths
The entire set of paths between any two nodes of a graph (labelled with symbols from an alphabet) is nothing but that regular expression accepted by the finite automaton represented by the graph. The algorithms 1 state elimination method and 2 method of inductive construction are the ones that are popularly used to compute the regular expression corresponding to a finite automaton (Hopcroft and Ullman, 1987; Hopcroft et al., 2001 ).
We discuss the method based on an inductive construction because the Symmetric Algorithm takes a similar approach. We shall discuss this algorithm briefly for the sake of completeness and then present the Symmetric algorithm (Saroch, 1993) for the same purpose because it provides the additional benefit of symmetric treatment of all the nodes. An example is then worked out for both the algorithms.
Method of inductive construction
In elaborating this algorithm we use the terminology given in the text mentioned before. Let R ij (k) be a regular expression whose language is the set of labels of paths that go from state i to state j without passing through any state numbered above k.
recursively as:
For k = 0, the path is the direct edge between two nodes. The reader is referred to (Hopcroft et al., 2001 ) for a detailed discussion of this algorithm. 
Symmetric algorithm
We now present the Symmetric algorithm to obtain A * , the entire set of paths [c ij ], from any node i to node j, by the manipulation of elements of the regular matrix. The notations used in the algorithm are: We now define the following terms that are used in the algorithm. 
Proof:
As an outline of the proof of correctness of the symmetric algorithm, consider the following. Any path from node i to node j in the flow graph can be split into three parts concatenated together:
1 starting from node i we circle (any number of times) within all the nodes and come back to i 2 then we move from node i to node j circling around the remaining n2 nodes 3 at node j we circle around all the nodes other than the node i and come back to node j.
In the symmetric algorithm, the first part of the path is expressed by λ i , the second part by b ij and the third part by λ j i . Also note that there can be no other way that a path can be formed. Hence, the Symmetric algorithm gives A * , the entire set of paths [c ij ], from any node i to node j.
Determination of independent paths for basis path testing
The basis path testing method is a pure white-box structural technique first proposed by McCabe (1976) . Test cases are derived from the code logic and are independent of the functional specification. A set of test cases, written only for the set of all independent paths, produced by the method is said to be a basis test set. This name comes from the fact that the paths taken by the test cases in the basis test set form a 'basis' for the set of all possible paths through the programme. The cyclomatic complexity (Pressman, 2001 ), a software metric that provides a quantitative measure of the logical complexity of a programme module, also defines the number of independent paths in the basis set of a programme. For a connected graph of n nodes and e edges the cyclomatic complexity is calculated as e − n+2.
Algorithm for basis path extraction
We present an algorithm to extract the set of independent paths from the entire set of paths obtained by the symmetric algorithm. The steps are as follows: 2 If the expression obtained is a product of sum of terms, go to step three otherwise, if a term happens to be a simple expression, call steps 3-5 recursively upon it and replace it with the set of strings so obtained.
3 Strings representing independent paths are formed by picking up one symbol (or string of symbols) from every product and appending them together. Every time a new symbol is picked up from a product, it is replaced by a dashed symbol (implying that it has been used).
4 If any non-dashed symbol remains in a product, pick it up, else pick up a dashed symbol. If no non-dashed symbols remain in trailing products, append all the non-dashed symbols of the current product to the previous string one by one.
To complete the string pick any one dashed symbol from each of the trailing products and append.
5 Repeat steps 3-4 for all products of sum of terms.
6 The set of strings so obtained constitutes all the independent paths in the flow graph. To get the basis set, choose any e−n+2 strings such that all symbols get included. 
Illustration
Let us illustrate the use of Symmetric Algorithm to determine independent paths using an example. A sample graph is shown in Figure 2 . The graph matrix for the graph shown in Figure 2 can be written as:
By applying the Symmetric algorithm, we get the following:
The entire set of paths from node 1 to 2 are given by c 12 = (a + bd * c) * bd * . Since the cyclomatic complexity for this graph is 4, we can pick any 4 paths from the set {b, bd, ab, bcb, abcb, bdcb} such that all symbols get included at least once.
Conclusion
Regular expressions serve as convenient finite representations of potentially infinite set of paths. This paper presents a novel approach to determine the entire set of paths for any two nodes of a control graph of a program module. The expensiveness of the Method of Inductive Construction over the State Elimination Method to compute the regular expressions for a finite automaton has been discussed by Pressman (2001) . We propose the Symmetric Algorithm for the same purpose primarily because it removes the choice of which state to eliminate, a problem with the State Elimination Method. The algorithm we have proposed treats all the nodes on an equal footing, taking only the integer numbering into account. It has the additional advantage of mechanical calculation of closure matrices of smaller orders before actually computing the A * matrix. We have also extended the approach to determine a set of independent paths, to form the 'basis' set for a program module. The algorithm given for basis path extraction is based on heuristics and we could have taken any other approach as for example, making a tree representation for the string expression and then traversing its nodes in a given order.
How regular matrix theory allows us an insight into the basis set of independent paths is of profound interest. Other relationships like dominance and covers of nodes in the flow graph and its effect on the testing criteria is being investigated. The application of the suggested approach in generating test cases in real life situation is being carried out as part of our ongoing work
