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MODELO CSD DE DESENVOLVIMENTO DE SOFTWARE 
 





Este artigo aborda a criação de um modelo de processo de desenvolvimento de software 
chamado: Conhecimento Software Disponível (CSD) que possui como sustentação a 
utilização de um acervo (em banco de dados) de modelos de softwares desenvolvidos, 
testados e depurados para serem utilizados no todo ou em parte na construção de softwares. 
O desenvolvimento de softwares comerciais (fatores de qualidade, funcionalidade, 
confiabilidade, usabilidade, eficiência, portabilidade e manutenção), desde o seu início na 
década de 60, enfrenta problemas ligados a qualidade, erros de toda a ordem, além da falta 
de cumprimento de prazos. As razões básicas para a ocorrência de tais problemas estão 
relacionadas ao aprendizado das regras dos negócios (domínio da aplicação), ou seja, o 
levantamento, entendimento, análise e modelagem de requisitos dos softwares a 
desenvolver. Tal aprendizado depende de maturidade das partes envolvidas, usuários e 
desenvolvedores, com relação a implementação operacional e também a dinâmica natural 
do crescimento intelectual e prático do ser humano. Estatísticas apontam que cerca de 28% 
dos projetos são bem sucedidos e concluídos com os requisitos exigidos pelo cliente e de 
acordo com cronograma e custos previstos; do restante, 49% terminam, porém sem o 
cumprimento do  cronograma, sem a qualidade esperada e com custos super excedentes, 
causando desagrado a clientes; e os últimos 23%, não atingem o produto final. A motivação 
deste trabalho esta diretamente ligada a aspectos como: a redução drástica no aprendizado 
dos requisitos e sua análise na modelagem lógica e física do desenvolvimento pretendido. 
Assim podendo cumprir prazos e estimativas previstas, construir o software com qualidade 
proporcionando maior satisfação do cliente. 
 




A atividade de desenvolvimento de softwares contempla o uso de padrões e 
ferramentas que atuam no ciclo de vida
2
 deles. A pretensão sob a ótica das principais 
abordagens é: a obtenção de qualidade, menor tempo de desenvolvimento e a máxima 
redução de manutenção. 
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Os problemas resultantes da falta de observância das pretensões acima citadas vêm 
se arrastando desde os primórdios tempos de desenvolvimento de software, mais 
precisamente a década de 60, na qual os institutos de pesquisa já divulgavam que cerca de 
80% dos projetos de softwares chegavam aos seus finais problemas ou nem chegavam.  
Não obstante a grandes esforços nas últimas décadas na criação e evolução de técnicas, 
metodologias, grande maturidade e diversificação no gerenciamento de projetos de 
softwares, os índices ainda continuam os mesmos, segundo fontes como Standish Group. 
De fato, os índices continuam os mesmos, apesar de toda a evolução tecnológica na 
área ter atendido perfeitamente a massificação, a organização, ao gerenciamento de projetos 
de software e as diversas normatizações. Os modelos atuais obtêm qualidade e reduzem 
manutenção com a aplicação de refinamentos sucessivos nas etapas do ciclo de vida do 
software onde são necessários. Em contrapartida o tempo de desenvolvimento é 
drasticamente aumentado. Porém algo fica ainda nas entrelinhas segurando a finalização de 
projetos com relação ao atendimento as especificações, cronogramas, custos e satisfação 
dos clientes (mantendo a margem de problemas apontada acima). 
Em defesa a estes problemas, Pressman (1995), culpa os técnicos pela falta de 
treinamento nas técnicas ou maus hábitos adquiridos em experiências anteriores 
provocando baixa qualidade no software. No mesmo contexto pode-se dizer que a distorção 
do modelo proposto é causada pela falta de entendimento dos benefícios da aplicação de 
um modelo de qualidade nos processos de software. Para que um técnico escolha uma 
técnica e um modelo é sumariamente necessário que ele as conheça, isso significa que ele 
as tenha treinado e estudado. 
O grande problema no desenvolvimento de softwares encontra-se na aquisição do 
conhecimento dos requisitos da aplicação
3
. Esta aquisição acaba não sendo efetiva e ocupa 
alto consumo de tempo além de proporcionar também alto custo de manutenção, seja 
durante o desenvolvimento ou após ele. Este excesso de tempo, então, desencadeia uma 
série de ações e refinamentos dos quais a maioria deles são repetitivos causando desagrados 
e perda de tempo. 
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O artigo propõe a criação do modelo CSD (Conhecimento de Software Disponível) 
suportado por um repositório (banco de dados) o qual difere dos modelos tradicionais em 
todo o ciclo de vida deles. Especificamente esta abordagem propõe modificações radicais 
nas fases de levantamento de requisitos, análise de requisitos e projetos, adequando-os e 
agregando conhecimentos advindos de um acervo composto por aplicações funcionais 
consolidadas e completamente depuradas. 
O artigo está organizado como segue: A seção 2 trata os modelos de gerenciamento 
de projetos. Na seção 3, são apresentados os principais modelos de processos de software. 
Na Seção 4, é defendido o Modelo Conhecimento de Software Disponível (CSD). A seção 
5 mostra os resultados obtidos. Na Seção 6, far-se-ão as considerações finais e a seção 7 
encerra o artigo com as referências bibliográficas. 
 
2 Modelos de Gerenciamento de Projetos 
O gerenciamento de projetos foi alicerçado a partir do início do século passado com 
a contribuição de Gantt em 1917, “o Gráfico de Gantt”. Pode-se dizer que o todo o poder de 
gerenciamento de projetos que se dispõe atualmente é fruto de sucessivas contribuições a 
partir do final dos anos 50. O grande marco da modernidade foi a fundação do PMI (Project 
Management Institute) em 1969. O gerenciamento de projetos na indústria de software 
formalmente acontece somente a partir de 1980. A seguir serão apresentadas as principais 
categorias de gerenciamento de projetos, porém antes descrito o conceito de gerencia de 
projetos e de modelo. 
 
Gerencia de Projetos 
De acordo com Molinari (2004), a aplicação de Gerência de Projetos atualmente é 
diversa, incluindo indústrias, construção civil e sistemas de informação, serviços 
financeiros, educação e treinamento. Proporcionando assim, formação interdisciplinar 
trazendo diferentes níveis de experiência. 
Segundo Sommerville (2009), gerência de projetos é a aplicação de técnicas e 
conhecimento de maneira organizada e sincronizada para a execução de atividades com 
propósito de atingir os objetivos, administrando riscos, pessoas e trabalho de equipe. A 
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observância destes quesitos é potencialmente responsável pelo sucesso do projeto, e, 
consequentemente isto implica a necessidade dos gerentes de projetos possuírem grandes 
experiências na área. 
Segundo o PMBOK (2008), o gerenciamento de projetos consiste no uso de 
conhecimentos, habilidades, ferramentas e técnicas em todo o ciclo de vida de projetos com 
propósitos efetivos de atendimento aos seus requisitos. Para o gerenciamento projetos é 
necessário a aplicação e integração de 42 processos abrangendo 5 grupos de processos 
indicados no guia PMPBOK. 
 
Modelo 
Modelos são objetos usados em grande parte da indústria e em diversos segmentos 
produtivos. A seguir apresentam-se suas principais definições: 
a) é uma representação de parte da realidade vista pela pessoa que deseja usá-lo 
para entender, mudar, gerenciar e controlar parte daquela realidade; 
b) é objeto usado como exemplo, molde ou norma para ser imitado ou copiado; 
c) Representação em pequena escala de algo que se pretende construir em 
tamanho real. 
O uso de modelos requer a utilização de ferramentas para a interação entre os 
desenvolvedores e clientes. Assim as ferramentas destinadas a este fim tiveram origem nos 
fluxogramas e foram evoluindo até a UML – Language Modeling Unified (Linguagem de 
Modelagem Unificada) –, utilizada universalmente. A UML fornece representação gráfica 
por meio de diagramas para interação, entendimento e negociação do desenvolvimento de 
softwares (RUMBAUGH, 2000). 
 
Modelo PMBOK 
O Guia do Conhecimento em Gerenciamento de Projetos (Guia PMBOK) é uma 
norma que contém uma vasta base de conhecimento acumulado para a profissão de 
gerenciamento de projetos. Este modelo é conhecido como o guia de boas práticas no 
gerenciamento de projetos. Ele é baseado em processos e define: o gerenciamento, os 
conceitos, os processos e descreve o ciclo de vida. Os projetos independentes do tamanho 
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constituem um ciclo de vida genérico administrado em quatro fases: Inicialização, 
organização e preparação, execução e encerramento. Ainda, dentro do ciclo de vida o 
gerenciamento é realizado por cinco processos, conhecidos como “grupos de processos de 
gerenciamento de projetos”. 
 
Modelo Kanban 
O sistema KANBAN é uma técnica desenvolvida pela Toyota Motor Company, 
cujo significado da palavra kanban é literalmente “cartões” ou “sinalização”. A propagação, 
dada a carência de técnicas de gerenciamento na época, deste sistema foi inevitável 
começando pelas subsidiárias da própria empresa, seguidas por grande quantidade de 
empresas no Japão e se estendendo em todo o planeta até a atualidade. 
A técnica propõe a gerencia sob duas óticas distintas. A primeira trata a produção 
Just In Time (no momento certo), que significa gerenciar para que os recursos que são 
necessários estejam disponíveis nos locais que eles são necessários e no momento que eles 
são necessários, gerando assim estoques mínimos. Em segundo lugar, e não menos 
importante, controla os recursos humanos buscando sua plena utilização, extraindo o 
máximo de sua capacidade, estimulando sua participação ativa na produção. 
O funcionamento da técnica pode ser visto em uma ferramenta para gerenciamento 
de atividades, na qual as atividades são dispostas em um quadro com o uso de cartões, 
representado o status da atividade (pendente, em análise, em desenvolvimento, em testes, 
liberada) e em colunas representando o andamento do projeto. Os cartões são então usados 
pela equipe para a execução das tarefas. 
Resumindo, o objetivo deste modelo é evitar que atividades atrapalhem a sequência 
contínua das atividades (RIBEIRO, 1984). 
 
3 Modelos de Processo de Software 
O desenvolvimento de software concentra um rico repositório que agrega 
mecanismos, técnicas, metodologias, ferramentas e bancos de dados, formando, 
conseqüentemente, uma terminologia específica para este fim. Por esta razão, 
apresentaremos a seguir os principais conceitos necessários ao entendimento do modelo 
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proposto alem dos modelos de desenvolvimento de software existentes e usuais no mercado 
atual. Os modelos de desenvolvimento de software são divididos em duas abordagens: 
Tradicional – também chamada de pesada ou orientada a documentação, caracterizada por 
software planejado e documentado; Ágil – principal objetivo é criar um produto 
rapidamente e com qualidade, além de operar em equipes pequenas e médias para 
disponibilizar o produto parte a parte a medida em é testado. 
 
Software 
Software (programa de computador) nome que se disseminou na sociedade nos 
últimos anos em função da massificação dos computadores pessoais. Naturalmente surgem 
muitas definições, dentre elas: 
a) Um conjunto de ordens codificadas por uma linguagem de programação 
específica atribuída a um computador, para que este as execute produzindo resultados 
esperados; 
b) Estruturas de dados que possibilitam que os programas manipulem 
adequadamente a informação (PRESSMAN, 1995); 
c) Software é todo e qualquer programa que esteja em computador executando 
tarefas e/ou instruções das quais resulte impressão de relatórios, armazenamento de 
informações, transmissão de informações ou, ainda, mostrando a informações (FEDELI et 
al., 2003). 
 
Engenharia de Software 
A Engenharia de Software é a ciência que abrange todas as etapas do 
desenvolvimento do software, desde os estágios iniciais de especificação do sistema até a 
manutenção, quando o mesmo se encontra em operação envolvendo a aplicação de teorias, 
métodos e ferramentas em situações adequadas (SOMMERVILLE, 2003). Sob a visão de 
(IEEE, 1990) A Engenharia de Software é aplicação de abordagem sistemática, disciplinada 
e quantificável para o desenvolvimento, operação e manutenção de software, ou seja, a 
aplicação da engenharia ao software. 
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A maioria dos softwares é feita sob medida em vez de ser montada a partir de 
componentes existentes (PRESSMAN, 1995). 
 
Processo de Software 
Processo de software é um conjunto de atividades inter relacionadas necessárias a 
criação de um produto de software. A criação do software pode partir do zero, 
implementada em um linguagem padrão de programação ou um ambiente de 
desenvolvimento como o NetBeans. Por outro lado, atualmente novos softwares de 
negócios são desenvolvidos por modificação de sistemas existentes, com ou sem extensão, 
ou por configuração e integração de prateleira ou por agregação de componentes do sistema 
(SOMMERVILLE, 2009). 
 
Modelos de maturidade 
Os modelos de maturidade são metamodelos de processos destinados a melhoria de 
processos de software. Eles surgiram com diretrizes para o desenvolvimento de um sistema 
de qualidade de toda a organização para apoiar a melhoria de processos. Os dois mais 
difundidos são: 
O CMMI – Capability Maturity Model Integration – do Software Engineering 
Institute – SEI – projeta-se a ser um framework de melhoria de processos com ampla 
aplicabilidade para uma gama de organizações. Seu refinamento por estágios permite que o 
desenvolvimento de sistema e processos de gerenciamento de uma organização seja 
avaliado e que a ele seja atribuído níveis de maturidade. Ainda em sua granularidade mais 
baixa contempla áreas de processos (SOMMERVILLE, 2009). 
O MPS.BR – Melhoria de Processos do Software Brasileiro –, é um programa que 
baseia-se nos conceitos de maturidade e capacidade de processo para a avaliação e melhoria 
da qualidade e produtividade de produtos de software e serviços correlatos. Para atingir este 
propósito, o MPS.BR conta com três componentes: Modelo de Referência, Método de 
Avaliação e Modelo de Negócios (MPS.BR, 2006). 
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Modelo de Processo de Software 
Modelo de processo de software ou simplesmente modelo de processo, é uma 
representação de parte da realidade ou abstração vista pela pessoa que deseja usá-lo, para 
entender, mudar, gerenciar e controlar atividades envolvidas no processo de software. Além 
disso, oferece uma forma mais abrangente e fácil de ser usado como exemplo, molde ou 
norma para ser imitado ou copiado para representar o gerenciamento de processo de 
software e consequentemente o progresso do projeto. 
Segundo conclui Jalote (apud SASS, 2005) processo de software é: 
 
Um conjunto de atividades, ligadas por padrões de relacionamento entre ela, pelas 
quais se as atividades operarem corretamente e de acordo com os padrões 
requeridos, o resultado desejado é produzido. O resultado desejado é um software 
de alta qualidade e baixo custo. Obviamente, um processo que não aumenta a 
produção (não suporta projetos de software grandes) ou não pode produzir 
software com boa qualidade não é um processo adequado. 
 
O propósito deste artigo é apresentar um novo modelo de processo de software, o 
modelo CSD de desenvolvimento de software com suporte a um repositório em banco de 
dados. 
 
Modelo ciclo de vida clássico – Modelo cascata 
O ciclo de vida clássico (também chamado de modelo cascata) é o mais antigo e 
também o mais usado. A característica fundamental deste modelo consiste no 
desenvolvimento do software progredindo sistemática e sequencialmente por suas fases. A 
ilustração do processo pode ser vista na figura 1 abaixo. 
 
Figura 1: Ciclo de vida Clássico. 
 
Fonte: Pressman, 1995. 
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Modelo Prototipagem 
O desenvolvedor utiliza os recursos de engenharia de software na obtenção, junto ao 
cliente, da coleta de requisitos para a definição dos objetivos globais do software. A partir 
da análise dos requisitos o desenvolvedor cria um projeto rápido e o implementa, criando 
assim um protótipo cuja avaliação do usuário produz informações para refinamentos na a 
construção do software definitivo. O funcionamento da prototipagem está representado a 
seguir na figura 2. 
 




O modelo incremental tem como princípio a divisão do desenvolvimento de 
software em ciclos completos compostos pelas etapas tradicionais, ou seja, levantamento de 
requisitos, análise de requisitos, projeto, implementação e testes. A figura 3 abaixo ilustra 
este modelo. 
Tendo em vista que cada ciclo contém seus requisitos e o desenvolvimento trabalha 
todas as etapas, isso implica na possível solução de inconsistências em momentos 
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O modelo espiral proposto por (BOEHM, 1988), baseia-se no processo de 
desenvolvimento do software representado por uma espiral que avança cada fase em um 
loop da espiral. O processo inicia no loop central e cada um deles divide-se em quatro 
setores: 
a) Definição dos objetivos – são definidos os objetivos específicos, identificadas as 
restrições, preparado plano de gerenciamento e identificados os riscos; 
b) Avaliação e redução de riscos – Identificação e providências para reduzi-los; 
c) Desenvolvimento e validação – É escolhido um modelo para desenvolvimento; 
d) Planejamento – Revisão do projeto para decidir o avanço no próximo loop. 
“A importante distinção entre o modelo em espiral e outros modelos de processo de 
software é a explicita consideração dos riscos no modelo em espiral. Informalmente, o risco 
é simplesmente algo que pode acontecer de errado” (SOMMERVILLE, 2009). 
A plenitude da operacionalidade do modelo espiral, em alguns de seus loops, utiliza 
outros modelos de processo de desenvolvimento. 
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Figura 4: Modelo espiral. 
 
Fonte: Pressman, 1995. 
 
Modelo Orientado a Objeto 
A orientação a objeto mudou a forma de pensar no desenvolvimento de softwares 
além de arrastar grande parte da comunidade de computação para esta nova forma de 
pensar. 
“Novos softwares, novas tecnologias e novos conceitos nos trazem, na orientação a 
objeto, a possibilidade de repetição com sucesso dos processos, dando ao ciclo de vida 
simultaneidade e interatividade” (FEDELI, Ricardo; et al., 2003). 
A vantagem da nova técnica está na superposição de fases em alguns momentos do 
desenvolvimento, provocando menores tempos e custos reduzidos. 
A figura 5 abaixo apresenta  o ciclo orientado a objeto, permitindo a visualização 
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Figura 5: Ciclo Orientado a Objeto. 
 
Fonte: O autor. 
 
Técnicas de Quarta Geração 
As técnicas de quarta geração (4GT) proporcionaram na década de 1990 o 
surgimento de ferramentas de software que foram significativamente aumentando um 
acervo atualmente bastante diversificado e extenso. Este paradigma, figura 6, da engenharia 
de software sem dúvida proporciona alto rendimento na construção do software. 
O paradigma 4GT concentra para o ambiente de desenvolvimento ferramentas que 
ajudam o desenvolvedor senão em todas atividades, quase todas. 
O grande problema do paradigma 4GT esta baseado no fato de que os requisitos 
especificados pelo cliente podem não ser necessários a aplicação ou ainda suas 
especificações podem não ser entendíveis por uma ferramenta 4GT. Segundo 
(PRESSMAN, 1995), atualmente as ferramentas 4GT não acomodam “linguagem natural” 
e não o farão por algum tempo, além disso, o diálogo cliente-desenvolvedor requerido a 







Revista Iniciação Científica, v. 8, n. 1, 2010, Criciúma, Santa Catarina. ISSN 1678-7706 
16 
Figura 6: Técnicas de quarta geração (4GT). 
 
Fonte: Pressman, 1995. 
 
Modelo RUP 
O Rational Unified Process (RUP) é um processo genérico de engenharia de 
software que pode ser utilizado em diversas áreas do conhecimento para desenvolvimento 
projetos. Ele concentra elementos de todos os modelos de processo genéricos proporciona 
boas visões em especificações e projeto, e ainda ajuda na prototipação e entrega 
incremental. O RUP foi desenvolvido pela Rational Software Corporation. 
Segundo Kruchten (2010), o modelo RUP foi desenvolvido para ser aplicado a 
diferentes projetos além de considerar um modelo genérico para processos de 
desenvolvimento de software. A utilização eficiente deste modelo prescinde a configuração 
adequada a cada projeto. 
 
Modelo XP 
O modelo Extreme Programming (XP) foi concebido com base na utilização 
extrema de práticas reconhecidamente boas para o desenvolvimento de softwares. Para 
exemplificar as boas práticas pode-se citar: desenvolvimento iterativo; prototipagem, 
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Modelo Scrum 
A origem do nome Scrum vem de uma jogada de rúgbi, onde time avança como 
uma única formação, jogando com os mesmos atletas e em conjunto, passando sempre a 
bola para um e para outro componente. 
O Scrum é um modelo de desenvolvimento ágil de software cujo propósito é a 
criação do planejamento, as principais atividades dos envolvidos e a forma de trabalho da 
equipe. Ele caracteriza-se por (segundo o Manifesto for Àgil Software Development) 
desenvolver softwares, para os quais a prioridade máxima é a satisfação do cliente, 
entregando-os contínua e antecipadamente para sua avaliação e uso. 
 
4 Modelo Conhecimento de Software Disponível 
 
O acervo de software existente atualmente conta com uma quantidade de sistemas 
aplicativos incomensurável. Sabe-se que parte deste acervo pertence a aplicações 
concernentes a gerenciamento de atividades triviais da sociedade, como exemplo pode-se 
citar entre elas: aplicativos administrativos (para gerenciamento de: pessoal, contas a pagar, 
contas a receber contabilidade etc.); aplicativos comerciais (abrangendo segmentos 
extremamente diferentes como: calçados, roupas, móveis etc.); aplicativos industriais (em 
ramos completamente diferentes como: mecânica de veículos, mecânica de aeronaves, 
mecânica agrícola, mecânica naval, tintas, ferramentas etc.): aplicativos área médica (entre 
eles: bulário médico, gerenciamento médico, gerenciamento clínicas, gerenciamento de 
hospitais etc.); aplicativos pesquisa científica (para: estatística, acompanhamento, 
simulação etc.); etc. O restante do acervo é de aplicações especificas ou aplicações de 
utilização por poucos usuários. Além de toda essa diversidade, existem centenas de 
milhares de aplicações de desenvolvedores diferentes para as mesmas atividades, exemplo: 
milhares de aplicativos administrativo para: gerenciamento de: pessoal, contabilidade etc., 
isto significa que o conhecimento utilizado neste acervo é suficiente, ou mínimo são 
necessários pequenos ajustes, para o seu aproveitamento na construção da maioria de novos 
softwares similares. 
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Os grandes e principais problemas no desenvolvimento de software estão no tempo 
de desenvolvimento e na correção de erros, sendo ambos provocados ou pela falta de 
aquisição de requisitos ou pela má interpretação deles. 
O Modelo Conhecimento de Software Disponível tem a premissa de que na maioria 
dos novos softwares os requisitos confrontados com os de softwares já existentes, são: 
a) iguais em todos os requisitos; 
b) iguais em partes de requisitos; 
c) semelhantes em todos os requisitos; 
d) iguais em algumas partes de requisitos e semelhantes em outras; 
e) iguais em partes de requisitos e falta de requisitos; 
f) iguais em partes de requisitos e excesso deles; 
g) semelhantes em algumas partes e falta de requisitos; 
h) semelhantes em partes de requisitos e excesso deles; 
i) diferentes. 
O Modelo CSD conta com a construção de um repositório em banco de dados que 
contenha o máximo de conhecimento de softwares existentes. A condição fundamental para 
a anexação ao repositório é que o software respeite as regras de qualidade de software 
(QoS) e esteja em uso, no mínimo 1 ano, com satisfação total do usuário. 
A construção de um novo software que se enquadre nas letras “a” ou “i” acima não 
pertence ao novo paradigma CSD, pois: 
a) Softwares iguais em todos os requisitos já estão prontos não havendo 
necessidade de serem desenvolvidos; 
b) Softwares totalmente diferentes deverão contar com um ou mais dos 
paradigmas tradicionais para o seu desenvolvimento. 
O Modelo CSD foi concebido para reaproveitar todo o conhecimento possível 
aplicado na construção de softwares que foram operacionalizados e exaustivamente 
depurados no seu uso para a satisfação total dos usuários. Obviamente com o 
reaproveitamento o modelo reduz significativamente o tempo de desenvolvimento além de 
reduzir drasticamente a quantidade de erros, tendo em vista que o repositório armazena 
somente softwares absolutamente depurados e que respeitam QoS. 
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A Engenharia de Software resgata com este paradigma uma grande aspiração da 
comunidade de desenvolvimento de software que é a redução do tempo de desenvolvimento 
e a redução de erros no ciclo de vida do software. 
O modelo CSD agrega à sua representação, figura 7, os modelos tradicionais 
combinados com a utilização do repositório nas partes inseridas integralmente, ou inseridas 
e modificadas, ou criadas e inseridas. 
 
Figura 7: Ciclo Conhecimento de Software Disponível. 
 
Fonte: O autor. 
 
Exemplo 
Um cliente solicita a um Engenheiro de software um módulo de software para 
faturamento. O engenheiro de software faz um pré-levantamento do módulo requisitado 
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Figura 8. Diagrama Caso Uso pré-levantamento 
 
Fonte: O autor. 
 
O engenheiro de software procura no repositório um modulo de faturamento e 
encontra o modulo representado abaixo também em diagrama de caso de uso: 
 
Figura 9. Diagrama Caso Uso Repositório 
 
Fonte: O autor. 
 
O engenheiro de software compara os resultados e conclui que no módulo 
encontrado no repositório falta apenas a funcionalidade de “Emissão Cupom Fiscal”, o que 
é facilmente constatado visualmente. Em seguida analisa todos os requisitos do modulo 
encontrado no repositório comparando-os com a solicitação do cliente constatando que o 
restante a satisfaz. Logo os procedimentos para esta situação são: 
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a) Aproveitar as funcionalidades satisfatórias; 
b) Escolher um modelo de processo e as ferramentas de gerenciamento 
necessárias para implementação
4
 da funcionalidade faltante; 
c) Implantar o módulo de faturamento ao solicitante; 
d) Realimentar o repositório com o novo módulo de faturamento.  
Para esta exemplificação foi somente necessário a utilização de diagrama de caso de 
uso, mas o repositório deverá ser alimentado com a modelagem completa de cada software 
aceito para ele. A pretensão é que ele suporte UML, a interface seja disponibilizada pela 
ferramenta de desenvolvimento usada, e que os requisitos sejam todos descritos com 
suporte a grades segundo o modelo mostrado na figura 10 abaixo. 
 
Figura 10. Quadro de requisitos 
 
Fonte: O autor. 
 
O exemplo escolhido para o uso neste trabalho, foi uma necessidade operacional de 
obrigatoriedade legal, isto significa que grande parte do conhecimento, as regras do negócio 
e normas são determinadas pela própria lei, o que facilita a maneira de entendimento destes 
requisitos. Outra situação que dispensa a aquisição do conhecimento, são as atividades que 
fazem parte da nossa cultura e estão presentes em nosso dia a dia. O controle de nossos 
gastos pessoais, por exemplo, não requerem em princípio nenhuma ferramenta para 
                                                 
4
 A implementação consiste em executar todas as fases do ciclo de vida do processo escolhido. 
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sabermos que se fizermos uma divida de 10 unidades para pagarmos no tempo “t”, quando 
chegar este momento deveremos efetuar este pagamento. Resumindo, para sabermos isto, 
não precisamos estudar e nem aprender. Por outro lado, para uma pessoa que não é da área 
da saúde se for apresentada uma foto de um pulmão com uma mancha em algum lugar, isto 
será meramente uma curiosidade, porém para um especialista, no caso de um médico, isto 
provavelmente é um diagnóstico cujo resultado poderá ser câncer. Por fim, é aí que entra o 




Os resultados obtidos através da criação do Modelo CSD, juntamente com o 
repositório em banco de dados, são caracterizados por: aquisição de novos conhecimentos 
nos mais diversos segmentos de maneira simples por meio dos requisitos armazenados no 
repositório; eliminação de construção em todo o ciclo de vida de softwares nas 
funcionalidades aproveitadas copiadas do repositório; eliminação  do tempo e esforço de 
construção das funcionalidades aproveitadas; eliminação do tempo e esforço na 
documentação para implantação de softwares. 
Para dar suporte ao efetivo funcionamento do modelo CSD, ou seja, o uso do 
conhecimento disponível catalogado no repositório é necessário o uso das ferramentas da 
Engenharia de Software. Podem-se citar como principais: Ambientes de desenvolvimento, 
Ferramentas de modelagem, Bancos de dados; gerenciadores de bancos de dados, 
metodologias e softwares de gerenciamento de projetos entre outras. 
O repositório proporciona armazenamento de conhecimentos, modelos de 
aplicações, em quaisquer áreas, desde que, eles satisfaçam as seguintes condições: estejam 
em operação por um período mínimo de 1 ano, tenham sido depurados exaustivamente e 
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6 Considerações Finais 
 
Este trabalho trouxe a tona a essência causadora dos problemas que impedem a 
construção da maioria de softwares, cerca de 80%, com excelência, ou seja, qualidade, 
cumprimento de cronograma, baixo custo, manutenção razoável, satisfação do cliente etc. 
Com base nesta mostra, a contribuição com a criação do modelo CSD com suporte ao 
repositório de modelos de software consolidados e depurados tornou-se uma realidade. 
Com o estudo pode-se demonstrar que grande parte o acervo de conhecimentos da 
cultura humana nas atividades inerentes a dinâmica da existência foram implementados em 
softwares ao longo de todo o planeta e estão em uso. Partindo dessa premissa o grande 
trabalho que nos cabe é avaliar aqueles softwares que estão em operação e atendem 
plenamente os segmentos por eles propostos. Uma vez encontrados o próximo passo é a 
catalogação dos mesmos em um repositório. Outro desafio aqui é criar uma ferramenta para 
fazer a alimentação e a manipulação do repositório, tendo em vista que não adianta somente 
uma grande idéia é necessário que ela produza bons resultados. 
Convém lembrar que as ferramentas envolvidas em todo o processo são as usadas na 
Engenharia de Software cuja utilização é imprescindível. Pode-se citar como principais: 
Ambientes de desenvolvimento, Ferramentas de modelagem, Bancos de dados; 
gerenciadores de bancos de dados, metodologias e softwares de gerenciamento de projetos 
entre outras. 
Por fim, o desenvolvimento de software entra em um novo paradigma e ele passa a 
ser uma atividade mais produtiva, com custos mais acessíveis, obedecendo a prazos e 
proporcionando maior satisfação de clientes. A razão destes ganhos se dá ao fato da 
redução drástica em implementação de código, fonte de conhecimento anteriormente já 
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