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Re´sume´
La programmation par e´ve`nements et la programmation par aspects sont des paradigmes de
programmation qui s’ave`rent comple´ter utilement la programmation par objets dans une tre`s large
gamme d’applications. Leur utilisation concomitante, bien que possible dans un langage comme
Java, est toutefois malaise´e. Malgre´ leur tre`s grande proximite´, les solutions propose´es pre´sentent
de nombreuses faiblesses et des irre´gularite´s qui sont des sources notables de perplexite´ et de
complexite´. Conside´rons ces paradigmes deux par deux.
Programmation par objets et programmation par e´ve`nements En Java, la program-
mation par e´ve´nements fait essentiellement appel au sche´ma de conception  observateur  ou a`
ses variantes. Cette solution pose divers proble`mes, en particulier l’ajout de code d’infrastructure
qui vient cacher la logique de base du programme. Pour pallier a` ces inconve´nients, C# permet
de de´finir un e´ve`nement sous la forme d’un champ d’un objet et d’y associer dynamiquement des
gestionnaires. Ces e´ve`nements se comportent toutefois e´trangement vis-a`-vis de l’he´ritage.
Programmation par e´ve`nements et programmation par aspects Il est tout a` fait natu-
rel de conside´rer, les points de jonction de la programmation par aspects comme des e´ve`nements
ge´ne´re´s par l’exe´cution du programme de base [1], e´ve`nements que l’on dira implicites pour les
distinguer des e´ve`nements explicites, conside´re´s ci-dessus, dont le de´clenchement est explicite-
ment programme´. On peut alors voir l’action exe´cute´e par un aspect comme un gestionnaire
d’e´ve`nement. Mais quelle place doit accorder cette vision e´ve`nementielle aux points de coupe, ces
pre´dicats charge´s de la se´lection des points de jonction ?
Programmation par objets et programmation par aspects Pour AspectJ, le standard
de programmation par aspects en Java, les aspects sont des classes sans en eˆtre. Ils sont instancie´s
mais implicitement, posse`dent des membres, points de coupe inclus, mais ces derniers sont sta-
tiques, et les possibilite´s d’he´ritage sont tre`s limite´es. Finalement, la possibilite´ offerte aux aspects
d’intervenir sans restriction sur l’ensemble du programme de base casse le raisonnement modulaire
propre a` la programmation par objets.
Notre proposition pour re´soudre ces proble`mes est de centrer l’inte´gration des trois para-
digmes autour des principes de la programmation par objets et de re´aligner autour de ces principes
l’ensemble des concepts rencontre´s :
– il n’y a plus d’aspects, seulement des classes dont certaines, que l’on pourrait qualifier d’as-
pectuelles, jouent un roˆle habituellement de´volu aux aspects ;
– les notions de point de jonction, de point de coupe et d’action disparaissent au profit des
notions d’occurrence d’e´ve`nement, d’e´ve`nement et de gestionnaire d’e´ve`nement ;
– de la meˆme manie`re qu’un point de coupe en programmation par aspects se´lectionne des
points de jonctions et peut, en tant que pre´dicat, eˆtre de´fini comme une composition
de pre´dicats, un e´ve`nement se´lectionne des occurrences d’e´ve`nements et peut eˆtre de´fini
de´clarativement par composition d’autres e´ve`nements, ultimement des e´ve`nements impli-
cites ou explicites ;
?. Ce travail a e´te´ effectue´ en collaboration avec Angel Nu´n˜ez, Jurgen Van Ham, Vaidas Gasiu¯nas et
Mira Mezini. Il a e´te´ partiellement finance´ par le projet AMPLE : Aspect-Oriented, Model-Driven, Product
Line Engineering (STREP IST-033710).
– e´ve`nements et gestionnaires sont des membres d’instance. Par exemple, les re`gles habituelles
lie´es a` l’he´ritage (rede´finition et utilisation de super) s’appliquent.
Cette combinaison de caracte´ristiques fournit un mode`le re´gulier et tre`s flexible de program-
mation qui permet de me´langer les paradigmes existants, tout en en corrigeant certaines fai-
blesses, mais donne aussi acce`s a` des hybridations inte´ressantes comme la possibilite´ de de´finir des
e´ve`nements de´claratifs portant sur des e´ve`nements explicites. Ce mode`le a e´te´ imple´mente´ avec
quelques variations dans EJava [2], ECaesarJ [3,4,2] et EScala [5], qui e´tendent respectivement
Java, CaesarJ et Scala.
Suivant les possibilite´s de quantification fournies pour de´finir les e´ve`nements implicites, le
mode`le, dans sa ge´ne´ralite´, ne garantit pas la pre´servation d’un raisonnement modulaire en pre´sence
de classes aspectuelles 1. C’est toutefois le cas de`s que les e´ve`nements observe´s par les classes aspec-
tuelles sont de´finis au niveau des classes observe´es. Dans tous les cas, la de´finition des e´ve`nements
en tant que membres d’instance permet de controˆler la porte´e des e´ve`nements qui ne peuvent
eˆtre observe´s que par l’interme´diaire des relations de leurs instances englobantes. Au contraire,
les propositions connexes, citons [6] et [7], mettent en avant le type des e´ve`nements (ou des points
de jonction suivant la terminologie employe´e). Ceux-ci ont alors une porte´e globale et re´duire leur
observation a` un ensemble restreint de sources demande de faire appel a` des filtres, potentiellement
couteux, ou de revenir a` la programmation fine de sujets et d’observateurs. La possibilite´ d’utiliser
du sous-typage est toutefois attractive. Une analyse fine de ces diffe´rentes approches et de leur
adaptation a` diffe´rents types d’applications reste a` faire. Il est tre`s probable que cette analyse
montre qu’aucune approche n’est ve´ritablement meilleure que les autres sur l’ensemble des appli-
cations et on peut de`s a` pre´sent se poser la question de les combiner. Pour finir, signalons que ces
travaux ont de´marre´ avec l’objectif de prendre en compte la concurrence suite a` des re´flexions a`
un niveau conceptuel [8,9]. Cette dimension a e´te´ laisse´e de coˆte´ dans un premier temps mais est
de nouveau d’actualite´ et be´ne´ficie du riche environnement fourni par Scala.
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1. EScala est plus strict et pre´serve un raisonnement modulaire. EJava et ECaesarJ laissent le choix
au programmeur.
