Abstract. This paper presents an object-oriented program system for finite element analysis implemented in Java. The main part is about concepts for the analysis of three-dimensional continua using the p-version of FEM. An object-oriented model for the related concepts of hierarchic basis functions and the blending function method is introduced. In order to improve the
INTRODUCTION
The p-version of FEM has proven to be an efficient discretization technique for various types of problems. It has been successfully applied to the Reissner-Mindlin problem [14] , electromagnetic problems [10] and the optimization of two-dimensional continuous structures [15, 2] , just to mention a few. Because the p-version allows highly distorted element geometries, thin walled spatial structures are another highly appealing field of application [8] . Compared to a traditional h-version shell model, advantages of volumetric p-elements are: 1. locking problems are avoided without tricks, 2. arbitrary material models can be employed and 3. the implementation on the element level is easy. Of course, there are also disadvantages: 1. the large computational effort on the element level, 2. a larger bandwidth of the system matrix and 3. an increased complexity of the software. While the first two points are moderated by the good convergence properties of the p-version, the third issue is a challenge that demands for modern programming concepts from the field of computer science.
This paper is about an object-oriented finite element code implemented in Java. Hereby, emphasis is put on concepts for the analysis of three-dimensional continua using the p-version of FEM. An object-oriented model comprising the necessary concepts of basis functions and geometrical mappings is presented. Furthermore, a hybrid programming model is introduced, that addresses the performance drawback of Java by delegating numerically intense tasks to native code.
The object-oriented programming paradigm was introduced to finite element programming in the beginning of the 90s, e.g. [12, 11] . Since then, object-oriented FEM is an active field of research with applications, for instance, to nonlinear problems [7] , stochastic analysis [4] and multidisciplinary problems [5] . Nevertheless, to our knowledge only few publications exist that are concerned with an object-oriented approach to the p-version of FEM [1] .
The outline of the paper is as follows: First the overall organization of the software is discussed. Then, the mathematical concepts for the p-version are reviewed and modelled in an object-oriented framework. After some notes on the hybrid programming model, two different shell structures are presented as application examples.
OVERALL SOFTWARE DESIGN
The main goal for the design of the software system is a flexible and extensible structure that is easy to understand and maintain. Therefore, a strategy of isolation of concerns is used where the overall system is split into several packages. Each package is responsible for a certain aspect of the analysis procedure and only exposes a limited set of classes and methods to other packages. As a consequence, the software has a comparingly simple API which makes it easy to use in different application areas like design optimization or for teaching purposes. Figure  1 gives an overview on the involved packages and a selection of the most important classes contained in the packages.
The software system is organized around the fe package that contains the building blocks of a finite element model. For the user, the most important class is Model which is responsible for managing the overall structure and maintains lists of nodes, edges, faces and elements. In the solution procedure, the global system of equations is set up the Assembler class. Here, the element matrices are provided by instances of the abstract Element class. The concrete subclasses of Element reside in the element package. It contains formulations for trusses, beams, plane and Reissner-Mindlin plate elements as well as for solids. For the continuum based elements, both the p-and the h-version are supported. These continuum based elements are A cell provides the integration points needed when setting up element matrices and thus hides all details about the actual type of cell from the element. Thus, to an element class it makes no difference whether it is defined on a hexahedral or a tetrahedral cell. Cells and the related classes are collected in the cell package. Various types of basis functions and geometrical mappings are contained in the function package which is explained in more detail at the end of the next section. The analysis package contains the classes to perform the actual analysis procedure based on the matrices provided by the assembler. Currently, an implicit analysis scheme for static and dynamic analysis is available. For the dynamic analysis, a Newmark time integration algorithm is used. Furthermore, there are classes to perform linear buckling analysis and modal analysis. The linalg package contains classes for linear algebra and provides efficient solvers for linear systems, generalized eigenproblems and nonlinear problems. For visualization purposes, an interactive viewer application is contained in the view package.
MODELLING THE p-VERSION OF THE FINITE ELEMENT METHOD

One-dimensional hierarchic basis functions
Other than the Lagrangian basis functions, hierarchic basis functions are constructed such that all lower order basis functions are contained in a higher order basis. According to [17] , the one-dimensional hierarchic basis functions on
Here, P are the Legendre polynomials
The basis functions can be easily be implemented by employing the code generation feature of programs like Maple or Mathematica.
Three-dimensional hierarchic basis function for hexahedral elements
On the hexahedral standard element
, the three-dimensional basis functions are constructed by forming the product 1. Vertex modes take a value of one at one vertex and vanish at all other vertices.
2.
Edge modes vanish at als vertices and at each edge but one.
3.
Face modes vanish at all edges and at each face but one.
4.
Internal modes vanish at all faces and are thus purely local to the element. space (TS), 2. the tensor product space (PS) and 3. the so-called anisotropic tensor product space (APS). The difference between the spaces is the number of face and internal modes that are taken into account. Hereby, the tensor product space has the largest dimension and the trunk space the smallest, so that
A detailed description of the ansatz spaces can be found in [8] . All types of ansatz spaces allow for an anisotropic choice of the polynomial degree (thus, the name anisotropic tensor product space is slightly misleading). Such anisotropic patterns of the polynomial degree are especially efficient for thin-walled structures where the elements have one local coordinate direction for which the element size is significantly smaller than for the two others.
Resolving orientation conflicts for edges and faces
One problem that arises in the p-method is to ensure compatibility of the basis functions along edges and faces of adjacent elements [10, 6] . Figure 3 shows a typical situation where the orientation of two connected elements is not aligned and additional effort has to be taken to ensure compatibility.
For that, a postprocessing step is introduced that modifies the vector of the basis function values such that compatibility is enforced. Based on an intrinsic orientation associated with edges and faces, flags are introduced that provide the required orientation information. For the edges, an array of twelve flags is used to indicate either a reverse or a forward orientation. For each edge that has a reverse orientation, the function values of the basis functions having an uneven degree p are then multiplied by −1. In the case of the faces, an integer flag is used to distinguish between the eight possible orientation cases. For faces having the ξ 1 , ξ 2 coordinates exchanged, function values are rearranged such that the values corresponding only to the ξ 1 coordinate are replaced by the values corresponding only to the ξ 2 coordinate and vise versa. The multiplication by −1 is considered afterwards for the reverse orientation in each direction with the same concept as applied for the edge. Hereby, the multiplication is done only to the face basis functions related to the reverse direction having an uneven degree p.
The blending function method
The p-version of FEM uses large elements and therefore poses high requirements on the geometrical mapping from the standard element into physical coordinates. In our software, the blending function method [9] is used where the element shape is defined by edge functions 
where X i are the physical coordinates of the vertices (see Figure 4) . Currently, our implementation uses a geometry description based on one-dimensional Non Uniform Rational B-Splines (NURBS) that nowadays are standard in computational geometry. In order to obtain the face functions f i , the two-dimensional blending function method is used. This approach -although being simple to implement -allows for a wide variety of geometries that can be represented.
Object-oriented software design
The mathematical concepts needed for the implementation of the finite element method are represented in the object-oriented model shown in Figure 5 . Currently, the corresponding package contains interfaces and classes for one-, two-and three-dimensional finite elements defined on quadrilaterals and hexahedrals. Both the h-version and the p-version of FEM are supported. The main design goal for the package is extensibility. Especially, it should be possible to add more types of basis functions defined, for instance, on tetrahedrons or generalized domains [16] without much effort. Therefore, the software design uses interfaces extensively (or purely virtual classes for C++ programmers) in order to encapsulate as much implementation detail as possible. In the class diagram ( Figure 5 ), interfaces are shown on the left while classes implementing the interfaces are on the right. Note that the existing interfaces and classes for two-dimensional elements are not shown.
The concept of a function basis consisting of linearly independent basis functions N i (ξ), i = 1, . . . , d is represented by the interfaces FunctionBasisOnR1 for ξ ∈ R 1 , FunctionBasisOnR2 for ξ ∈ R 2 and FunctionBasisOnR3 for ξ ∈ R 3 . Each interface contains methods to
• get the dimension of the basis and to compute the basis function values and derivatives at a certain point; • get a ConnectivityDescriptor object that specifies, how the element is connected to nodes, edges and faces. The enumeration of degrees of freedom on the element level directly depends on this information;
• obtain an object that specifies the domain on which the basis functions are defined. In R 2 , the domain is represented by a Polygon object and in R 3 by a Polyhedron object.
For the one-dimensional case, implementations exist for Lagrangian, hierarchic and spline basis functions. In three dimensions, the abstract ProductFBOnR3 class represents the multiplication scheme (5) defined on the standard hexahedron Ω h st . Concrete subclasses have to provide the one-dimensional basis to be used and the indexing function (6).
Functions f : R m → R n are modeled by the FunctionR1ToRn, FunctionR2ToRn and FunctionR3ToRn interfaces. The interface EdgeFunction that extends FunctionR1ToRn introduces methods to get and set the start-and endpoint of an edge. Similarly, the FaceFunction interface provides access to the edge functions of a face. Both interfaces are used by the BlendingFctR3ToRn class in order to construct a blending function according to (7) . The ReverseEF and ReverseFF classes are used to resolve orientation conflicts when constructing a blending function object.
HYBRID SOFTWARE ARCHITECTURE
The presented finite element system is implemented in the programming language Java. Many features of Java as a modern object oriented programming language make it an attractive choice for complex software projects. Therefore, Java has also been recognized in the world of scientific computing [3] . The major drawback of Java for numerically intense applications is execution speed. Although just in time compilers are continuously improving, the performance of Java will probably remain below that of procedural languages like Fortran or C [13] .
For these reasons a hybrid approach is taken. Java is used for the implementation of the overall system while numerically intense computations are delegated to native routines incorporated through the Java native interface (JNI). For that, the well known Fortran libraries NAG, BLAS, LAPACK and ARPACK have been incorporated. Here the C++ and Java code that is needed to access the libraries from Java is automatically generated based on the available C-header files. Based upon the low-level routines in the numerical libraries, a Java based class library for linear algebra has been developed. It contains vector and matrix classes using different storage schemes, solvers for linear systems using banded and skyline matrices as well as solvers for generalized eigenproblems. Based on the native code, the performance of certain parts of the application has been improved up to a factor of ten compared to a pure Java solution.
APPLICATION EXAMPLES
Scordelis-Lo shell
This first application example is concerned with the Scordelis-Lo shell (see Figure 6 ) which is a classical benchmark problem for shell structures. The shell is supported at both ends whereas u 2 = u 3 = 0 is used for the boundary condition. The structure is loaded by a vertically acting dead weight of ρ = 360. The material is assumed to be linear elastic with the Young's modulus E = 4.32 · 10 8 and Poisson's ratio ν = 0. Because the structure is doubly symmetric, only a quarter of the shell has to be investigated. The result quantities of interest are the vertical displacement u 2 in point A and the strain energy which is used to quantify the discretization error. This value agrees well with the one given in [8] where it is W = 1209.009850. The second mesh consists of three hexahedral high order elements which are refined towards the free side. It is investigated using the tensor product space (PS) and the trunk space (TS), both with an isotropic polynomial degree of p 1 = p 2 = p 3 = 1, . . . , 10. In addition, computations have been performed using the trunk space in conjunction with an anisotropic polynomial degree of p 1 = p 2 = 1, . . . , 10 and p 3 = 1, . . . , 3 for the thickness direction. The third mesh consists of a variable number of trilinear hexahedral h-type elements ( Figure 6 shows a mesh of 40 × 30 × 3 elements). The number of elements has been varied from 20 × 15 × 1 to 160 × 120 × 1 up to 20 × 15 × 4 to 70 × 51 × 4 resulting in a maximum number of elements of 19200. In addition to the computations performed with the presented software, also the commercial code ANSYS has been used to relate the performance of the Java implementation to a software implemented in Fortran. Hereby, the results obtained with our code and ANSYS are identical except for round-off errors.
In Figure 7 , numerical results are presented for the different discretizations. Table 1 . For the h-version, the computation time 1 using ANSYS is (as expected) faster than our Java code. On the other side, the difference is not as significant as one may expect when taking into account that ANSYS is a highly optimized mature product.
Shell structure with irregular geometry
The second application example is a shell structure which is inspired by the Bürgi Garden center in Camorino, built 1973 by Heinz Isler. Figure 8 shows the original building as well as the established structural model. From the top view, the shell is a square spanning 27.1 × 27.2 m. It is assumed that the surface is part of a sphere with the radius R = 40.65 m. The material is assumed to be linear elastic with E = 3.0 · 10 10 N/m 2 , ν = 0.2 and ρ = 2500 kg/m 3 . The structure is loaded by dead weight only.
Using a NURBS based geometrical model, the structure is discretized with 72 hexahedral p-elements that are oriented such that the element coordinate ξ 3 is oriented along the thickness direction. In order to investigate the influence of an anisotropic distribution of the polynomial degree, computations are performed for p 3 = 1, 3, 5. In this example the trunk space is used. The reference value W = 1250.418779 for the strain energy is obtained by Richardson extrapolation for p 3 = 5 and p 1,2 = 11, 12, 13. Hereby, the finest discretization yields 54696 degrees of freedom resulting in a computation time of 955 seconds. The relative error for a series of computations using different polynomial degrees is shown in Figure 10 (a). It can be seen that the computations using p 3 = 1 and p 3 = 3 converge to a smaller value of the strain energy than for p 3 = 5. Figure 10(b) shows the convergence for the displacement. As expected, the displacement converges faster for p 3 = 1 in the starting phase but does not reach the final value obtained with p 3 = 5. 
CONCLUSIONS
In this paper, an object-oriented system for the p-version of FEM is presented that is implemented in Java. The application is organized in several packages each responsible for a specific concern of the analysis procedure. As shown, the object-oriented software paradigm helps to handle the complexity associated with the p-version of FEM. The application examples show that the hybrid software architecture makes it possible to use the Java software also for moderately sized problems.
