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RESUMO 
 
 
Este artigo descreve uma metodologia de verificação da integridade de software 
apoiada na medição de “efeitos colaterais”, eventos físicos associados ao 
processamento de dados. Mostramos que a “metrologia de efeitos colaterais” 
aumenta a confiança no processo de verificação de integridade. Apresentamos duas 
abordagens para uso de metrologia temporal em verificação de integridade. A 
primeira abordagem permite a avaliação do comportamento temporal de um 
software sem que seja necessário interromper o funcionamento do equipamento 
onde o software em verificação está embarcado. Na segunda abordagem, o 
funcionamento do equipamento deve ser interrompido e os módulos que armazenam 
o software em verificação devem ser removidos, de forma a obter maior certeza 
acerca dos resultados obtidos. 
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1 INFORMAÇÕES BÁSICAS 
  
 
 O uso de software embarcado em instrumentos de medição cresce 
rapidamente. Ao mesmo tempo em que proporciona o desenvolvimento de uma 
ampla gama de funcionalidades, o uso de tais unidades de software abre espaço 
para a atuação de agentes maliciosos que tem como objetivo modificar tal software 
em proveito próprio. Assim, torna-se primordial dispor de mecanismos que permitam 
atestar a integridade de um software em execução. Por outro lado, embora a 
verificação da integridade do software embarcado em medidores mostre-se crítica, 
fabricantes de dispositivos de medição mostram-se pouco dispostos a manter 
abertos seus códigos, usando argumentos de proteção à propriedade intelectual. No 
presente trabalho, buscamos abordagens que permitam verificar a integridade do 
software em execução sem que seja necessário verificar externamente o seu código. 
 Mostramos que uma abordagem bastante simples e barata, baseada na observação 
dos “efeitos colaterais de processamento”, pode atingir elevado grau de 
confiabilidade. Mais precisamente, o presente artigo foca atenção na análise de 
efeitos de tempo de processamento. Nossa abordagem é aplicada com sucesso a 
sistemas distribuídos de medidores de energia elétrica. 
 
 
2  OBJETIVO 
 
 
 O problema abordado no presente trabalho é o de verificação de integridade 
de software embarcado cujo código-executável está indisponível para leitura 
externa. Ou seja, deve ser possível verificar que o software em execução 
corresponde exatamente a uma versão previamente autorizada, sem que, para isso, 
seja necessária uma leitura externa do código. Nossa estratégia para verificação de 
software é baseada na idéia de reflexão associada à análise do comportamento 
temporal do software. A “reflexão”, é um mecanismo de autoverificação de software 
que tem por objetivo de assegurar sua integridade [3,4,5]. Em tal abordagem, o 
software a ser verificado deve ser capaz de responder corretamente a uma série de 
“perguntas” a seu respeito. Tais perguntas são elaboradas de tal forma que se torna 
muito difícil um determinado software fazer-se passar por outro, principalmente 
quando se verifica não apenas a corretude das respostas do software em 
verificação, mas também o tempo despendido no cálculo destas respostas.  
 Em nossa aplicação, o requisito tecnológico básico para o uso de reflexão é 
bastante simples: o software deve ser capaz de fazer a associação entre um 
determinado endereço de memória de código e o conteúdo daquele endereço. 
Satisfeito este requisito, é possível desenvolver protocolos nos quais o software 
deverá calcular resumos criptográficos de trechos de seu próprio código, como 
Message Authentication Codes [6].  
 As técnicas clássicas de verificação de integridade baseadas em reflexão têm 
seu funcionamento comprovado apenas sob a hipótese de que “a entropia da 
representação do código-executável é igual ao espaço de armazenamento de 
código” [5]. Tal hipótese torna inviável que um software malicioso contenha uma 
cópia do software original e que, quando solicitado a emitir um resumo criptográfico, 
emita um resumo da cópia que ele possui – e não de si mesmo – como é o caso do 
ataque descrito mais à frente, na Figura 2, Seção 3. Na prática, entretanto, o 
conteúdo das memórias de código é de baixa entropia e, portanto, compressível [2]. 
Um adversário poderia, portanto, comprimir o código do software original em um 
trecho de memória não utilizado e aplicar o resumo criptográfico à versão 
comprimida usando técnicas de descompressão on-the-fly.  
 Uma forma de contornar esse problema é a verificação de “estados” 
associados à computação da função de verificação de integridade. Embora um 
software malicioso possa ser capaz de retornar o resumo criptográfico esperado 
usando técnicas de compressão on-the-fly, a necessidade de inclusão e execução 
de rotinas de compressão e descompressão, além de comandos de desvio (jumps) 
leva a função de verificação de integridade a apresentar comportamento distinto em 
termos de acessos à memória e ciclos de clock utilizados. São estes “efeitos 
colaterais” que propomos verificar de forma a garantir que a função de verificação de 
integridade – e, conseqüentemente, o próprio software – não está corrompida. 
  
 
 3  MÉTODOS 
 
 
 Abordagens Tradicionais. Dentre os diversos métodos de verificação de 
integridade de software embarcado, o mais elementar envolve o simples acesso ao 
código em execução no dispositivo – ou seja, a leitura de toda a área de memória 
destinada a código executável. Esta abordagem, embora bastante direta, apresenta 
a desvantagem de que todo o código executável fica disponível para leitura por 
qualquer um que tenha acesso ao dispositivo. Além de gerar controvérsias com 
fabricantes, que usam de argumentos de proteção à segurança da propriedade 
intelectual, tal abordagem pode representar redução de segurança, uma vez que 
detalhes de protocolos e arquiteturas podem ser divulgados. Além disso, a 
abordagem de leitura do código executável apresenta o inconveniente de que, via de 
regra, deve-se ter acesso direto ao circuito integrado no qual se localiza o software 
embarcado, o que nem sempre é prático ou possível. Uma abordagem mais 
sofisticada – e cara – envolve a utilização de circuitos integrados dotados de funções 
de segurança implementadas em hardware, como por exemplo, a possibilidade de 
retornar resumos criptográficos do código executável nele armazenado. Tais 
funcionalidades apresentam avanço no que diz respeito à proteção da propriedade 
intelectual. No entanto, ainda existe o problema de ser necessário acesso direto ao 
circuito integrado. Além do mais, são relativamente poucos os dispositivos 
eletrônicos integrados que apresentam tais funcionalidades. 
  Construção de uma Abordagem Alternativa. A metodologia de verificação 
de integridade proposta no presente trabalho é conseqüência direta da experiência 
adquirida durante o processo de avaliação de sistemas distribuídos de medição de 
energia elétrica. O sistema de medição é composto por Unidade de Medição (UM) e 
Terminal de Consulta (TC). A UM é o equipamento que faz a medição de consumo 
de energia, propriamente dita. Já o TC é um pequeno dispositivo passivo que recebe 
as informações de consumo via comunicação por rádio e as exibe ao interessado. 
Os medidores possuem protocolos e interfaces de comunicação complexas, de 
forma que se verificou crítica a necessidade de garantia de integridade de seu 
software.  
 Durante o processo de avaliação de tais medidores de energia, constatou-se 
que seria interessante que o código-executável de tais medidores fosse protegido, 
através da ativação de “bits de travamento” (lock bits) nos dispositivos que 
possuíssem software embarcado. Tal constatação levou a necessidade de 
desenvolvimento de uma metodologia de verificação de integridade que dispensasse 
a leitura do código executável.  
 Dadas as características de cada elemento do sistema de medição, foram 
desenvolvidas duas abordagens distintas para a verificação de integridade. Como a 
UM possui hardware mais sofisticado e unidades de software com acesso a 
memórias externas, foi necessário desenvolver uma plataforma de testes na qual o 
micro-controlador é inserido durante o processo de verificação de integridade. A 
plataforma é desprovida de memória externa, o que protege do ataque descrito na 
Seção 3, no qual o software malicioso mantém uma cópia do software original e 
sobre esta cópia executa a função de verificação de integridade.  
 No caso do TC, entende-se que a criticidade é mais baixa, devido à ausência 
de acesso memórias externas e à impossibilidade de modificação do valor da 
medição, já que ele simplesmente exibe uma informação de medida recebida. Além 
disso, a inconveniência de uma “transposição de micro-controlador” do TC levou ao 
 desenvolvimento de uma metodologia de verificação de integridade baseada em 
perguntas enviadas através de comandos por rádio.  
  Abordagem Proposta. A partir das necessidades identificadas no processo 
de avaliação de modelo de medidores distribuídos de energia elétrica, buscaram-se 
alternativas às abordagens tradicionais de verificação de integridade de software. 
Mais precisamente, desenvolveu-se um protocolo inspirado no conceito de reflexão 
associado à idéia de avaliar o comportamento temporal do software em verificação. 
Tal protocolo consiste no envio de uma série de comandos de verificação de 
integridade. As respostas esperadas aos comandos de verificação de integridade 
são tais que se torna muito difícil que um software íntegro envie a resposta esperada 
no tempo esperado. Tal abordagem possui evidentes vantagens: além de proteger o 
conteúdo do código executável, possibilita que a verificação seja feita através dos 
canais de comunicação usuais do dispositivo, sem que seja necessário retirar o 
circuito integrado no qual se localiza o software, conforme o esquema apresentado 
na Figura 1. 
 
 
Figura 1: Esquema proposto para a verificação de integridade 
 
 Observe que, na prática, caso os resultados esperados sejam conhecidos – 
bastando que sejam previamente testados junto a um dispositivo confiável – então 
as questões para a verificação de integridade somente precisarão ser enviadas ao 
dispositivo em verificação. O equipamento de interface, o qual possuirá as 
informações sobre as respostas esperadas e o tempo de processamento, informará 
simplesmente se o dispositivo em verificação respondeu ou não da maneira 
esperada. 
 Protocolo Proposto. Surge, então, o problema principal de como construir 
um protocolo de perguntas e respostas tal que somente um software íntegro seja 
capaz de se comportar da maneira esperada. Ou seja, o protocolo deve ser tal que 
qualquer software modificado, por menor que seja a modificação, não seja capaz de 
comportar-se como o software que deveria estar em execução.  
 Tal protocolo foi construído com base em algoritmos criptográficos de 
autenticação. Mais precisamente, propomos o uso de Message Authentication 
Codes (MAC) para a construção de um protocolo de verificação de integridade de 
 software. Um MAC é uma função que recebe como entrada uma “seqüência” 
qualquer e uma “chave” e que retorna como saída uma seqüência de tamanho fixo, 
chamada resumo. Além disso, funções MAC possuem a propriedade de que, para 
cada chave fixa k, dada uma seqüência de entrada s e um resumo de saída r, 
qualquer alteração na seqüência de entrada para uma nova seqüência s’, ou na 
chave para uma nova chave k’, por menor que seja, gera como saída um resumo r’ 
completamente não-correlacionado com r.  
 As características do MAC o tornam uma ferramenta matemática ideal para a 
construção de um protocolo de verificação de integridade. Uma primeira 
possibilidade de abordagem para a verificação do dispositivo consiste em solicitar 
que o dispositivo retorne um resumo criptográfico (MAC) de seu código executável 
para uma determinada chave (variável a cada solicitação). Tal abordagem apresenta 
bons resultados apenas quando se assume que existe pouca memória livre e que o 
código executável possui baixa compressibilidade. Caso tal hipótese não seja válida 
– ou seja, assumindo a existência de memória livre virtualmente ilimitada – é 
perfeitamente viável que um software malicioso mantenha, em memória, uma cópia 
do software original, e que, toda vez que for solicitado a retornar um resumo 
criptográfico, efetue os cálculos sobre a cópia do software original mantida em 
memória, e não sobre o código que efetivamente está em execução, conforme o 
esquema da Figura 2. 
 
 
Figura 2: Esquema de ataque a uma abordagem de verificação de integridade 
 
 Em nossa abordagem, propomos avaliar a corretude dos resumos 
criptográficos retornados, combinada com a adequação do tempo de resposta. A 
idéia é que as operações extras necessárias para que um software malicioso acesse 
a área de memória onde se localiza a cópia do software original implicam o uso de 
maior tempo de processamento. No exemplo de ataque mostrado na Figura 2, por 
exemplo, para que o software malicioso recupere as instruções contidas no software 
original, ele deverá executar comandos de desvio (jump) para os endereços onde 
está armazenada a cópia daquele software origina. São exatamente estas instruções 
adicionais que levarão a um comportamento temporal distinto. 
 
 
4  RESULTADOS 
 
 
 Os primeiros testes de nossa abordagem foram executados em um ambiente 
de simulação de programas para o microcontrolador ATMEL AT89S8253, o Keil 
 microVision 3.53. Foi possível verificar o aumento do tempo de execução 
ocasionado por pequenas mudanças efetuadas no loop principal da rotina de 
verificação de integridade. Além disso, pôde-se verificar que a variação do tempo de 
execução depende linearmente do número de execuções deste loop principal. O 
aumento do tempo de execução variou de 20% (para uma pequena alteração) a 
mais de 100% (algumas instruções acicionais). 
 Na prática, foram identificadas duas possibilidades de aplicação da 
abordagem de verificação de integridade proposta.  
 (1) Execução do protocolo de verificação de integridade com o envio dos 
comandos de verificação através das interfaces usuais de comunicação do 
equipamento em verificação. A vantagem deste método é que ele pode ser 
conduzido sem a remoção do dispositivo, que poderá estar instalado e em condições 
de uso. Naturalmente, como o equipamento está em operação, não se tem garantia 
da exatidão do tempo de resposta, uma vez que a rotina de verificação de 
integridade poderá estar “concorrendo” com a execução de outras rotinas, 
metrológicas ou não. 
 2) Remoção dos dispositivos eletrônicos onde se encontram os softwares 
embarcados e inserção destes dispositivos em uma plataforma dedicada, construída 
especificamente com a finalidade de verificação de integridade de software. Tal 
abordagem, embora menos prática que a descrita anteriormente – já que o 
dispositivo de medição deve ser desativado – garante uma condição de verificação 
de integridade muito mais controlada e, portanto, maior confiança nas respostas 
temporais obtidas. 
 Conforme descrevemos na Seção 3, ambas as abordagens foram 
implementadas em nosso case de sistemas de medidores de energia elétrica. 
Enquanto a abordagem (1) foi utilizada para a verificação da integridade do software 
da UM, a abordagem (2) foi utilizada para a verificação da integridade do software 
do TC.  
 A plataforma de verificação de integridade possui duas portas de 
comunicação serial através das quais são enviados comandos de verificação de 
integridade às duas unidade de software embarcado existentes na UM 
(responsáveis, respectivamente, pelo processamento das informações relativas às 
medições de consumo de energia elétrica e pelo controle da comunicação por rádio). 
O software de verificação de integridade, o qual é executado em um computador de 
uso geral, recebe as respostas às suas perguntas e compara-as às respostas 
esperadas. Também são verificados os tempos de respostas do dispositivo em 
verificação com os tempos de respostas obtidos para as mesmas perguntas 
previamente enviadas a dispositivos confiáveis (íntegros).  
 Uma vez atestada a integridade dos softwares com o uso da plataforma, a 
própria plataforma pode ser usada para enviar ao TC comandos de verificação de 
integridade, desta vez, via rádio. O próprio TC exibe em seu mostrador a resposta 
para o comando de verificação. Da mesma forma que no caso anterior, as respostas 
e tempos de resposta são comparados com valores previamente obtidos a partir de 
dispositivos íntegros.  
 Um aspecto interessante de nossa metodologia de verificação de integridade 
é que ela faz uso de uma espécie de “material de referência”, que é o dispositivo 
confiável e cujo comportamento será comparado com o do dispositivo em 
verificação.  
  Resultados Teóricos. O principal resultado teórico é a demonstração da 
influência de alterações maliciosa nos aspectos temporais de processamento de 
 softwares embarcados. Com essa comprovação, entende-se que é possível utilizar 
técnicas de reflexão para o desenvolvimento de funções de verificação de 
integridade. Embora a demonstração formal de tais argumentos seja o foco de outro 
trabalho [1] do grupo, damos, a seguir, uma idéia da demonstração.  
Uma função de V verificação de integridade é composta por uma etapa inicial de 
recebimento de solicitação e inicialização de variáveis e uma seqüência de 
iterações de leitura e criptografia de dados dentro de cada uma das quais faz um 
acesso a determinada região da memória de código e efetua alguma operação 
criptográfica sobre os dados lidos. Denotamos por lV o número de ciclos de máquina 
necessários para a execução de uma iteração de leitura e criptografia de uma 
função de verificação de integridade V.  
 A função de verificação de integridade V é construída de tal forma que o 
número de iterações de leitura e criptografia necessárias para responder a um 
comando de verificação de integridade cresce proporcionalmente ao tamanho da 
entrada sobre o qual se solicita um resumo criptográfico. Assim, o tempo total de 
execução da função de verificação é assintoticamente “dominado” pelo tempo de 
execução da iteração de leitura e criptografia. Além disso, pelos argumentos 
apresentados ao longo deste trabalho e exemplificados pelo ataque da Figura 2, 
qualquer função de verificação de integridade de um software corrompido deverá, 
para retornar respostas corretas aos comandos de verificação, executar instruções 
adicionais dentro da iteração de leitura e criptografia, justamente para identificar se 
um determinado endereço que esteja sendo acessado corresponde a uma instrução 
integra (e, neste caso, poderá ser utilizada para gerar um resumo criptográfico) ou a 
uma instrução alterada (e, neste caso, o programa malicioso deverá executar uma 
instrução de desvio para buscar a instrução originalmente contida naquele 
endereço). Se denotarmos por q o número de ciclos de máquina da instrução mais 
simples da linguagem de máquina na qual o software está escrito, concluímos que, 
para entradas suficientemente grandes, qualquer função maliciosa irá demorar um 
tempo superior à função ótima em razão de pelo menos q/lV superior ao tempo de 
resposta de um software íntegro. Assim, se V é uma função de verificação de 
integridade ótima e V’ é uma função de verificação de integridade maliciosa 
qualquer, para nosso modelo,  
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onde t(V,k) é o tempo médio de resposta de uma rotina de verificação V para uma 
solicitação com k blocos de memória de código. Assim, é possível forçar uma função 
maliciosa a ter um atraso tão grande quanto se queira, bastando fazer solicitação 
que requeira uma quantidade suficientemente grande de leituras de código. Um 
estudo mais aprofundado sobre os aspectos teóricos da construção de rotinas de 
verificação, pode ser encontrado em [1]. 
 
 
5  DISCUSSÃO 
 
 
Enumeramos, a seguir, as abordagens tradicionais de verificação de 
integridade de software e discutimos de que forma a abordagem proposta torna-se 
mais interessante.  
  
(1) Código executável “aberto para leitura externa”. Neste caso, os 
procedimentos, algoritmos e protocolos ficam disponíveis a qualquer um que 
tenha acesso ao equipamento. Além de isso configurar, em alguns casos, 
uma redução do nível de segurança, ocorre também a disponibilização do 
software a qualquer um que tenha acesso ao equipamento.  
(2) Testes de caixa preta. Neste tipo de verificação executa-se uma elevada 
quantidade de testes, cobrindo-se grande quantidade de entradas e 
verificando-se as saídas retornadas pelo dispositivo. Alterações maliciosas, 
entretanto, costumam determinar códigos secretos que ativam o 
comportamento malicioso. Se o código de ativação for suficientemente 
grande, a probabilidade de um teste de caixa preta encontrá-lo será mínima.  
(3) Hardware de segurança dedicado. Soluções de segurança baseadas em 
hardware podem alcançar bons níveis de segurança. No entanto, o impacto 
financeiro de alterações em nível de hardware é certamente maior do que 
uma solução baseada em software.  
 Nesse ponto, cabe observar que as técnicas de verificação de integridade 
implementadas no presente trabalho dependem fortemente da medição dos tempos 
de resposta do dispositivo em verificação, os quais serão comparados com os 
tempos de resposta de um dispositivo confiável. Observamos, ainda, que um mesmo 
dispositivo pode apresentar pequenas variações no tempo de resposta em 
repetições de um mesmo teste (ou seja, para a mesma seqüência de perguntas). 
Isso acontece porque o tempo de resposta é a soma dos ciclos de clock utilizados 
durante a computação dessa resposta, e os ciclos de clock não são perfeitamente 
uniformes. Dessa forma, em investigações atuais, buscamos aprimorar nossa 
metodologia de verificação de integridade focalizando esforços em duas vertentes:  
 1) Entendimento e caracterização das possibilidades de variação da 
freqüência do clock, seja para uma única plataforma em diferentes experimentos, 
seja para diferentes plataformas.  
 2) Desenvolvimento de uma plataforma de verificação de integridade na qual 
um mesmo sinal de clock seja enviado, simultaneamente, a dois dispositivos – o 
dispositivo em verificação e um dispositivo confiável – de tal forma que os aspectos 
temporais possam ser caracterizados em termos de “número de ciclos de clock”. 
 
 
5  CONCLUSÃO 
 
 
 A metodologia de verificação de integridade de software proposta neste 
trabalho apresenta diversas vantagens quando comparada com as metodologias 
tradicionais. As vantagens abrangem aspectos financeiros, de segurança e de 
proteção intelectual. Ao longo do desenvolvimento deste trabalho pudemos 
apresentar fortes argumentos em favor da metodologia proposta. A metodologia de 
verificação de integridade baseada em autoverificação de software já se encontra 
implementada em um primeiro sistema distribuído de medidores de energia elétrica, 
e esperamos que, nos próximos anos, venha a ser utilizada em outros dispositivos 
de medição baseados em software embarcado. 
 
 
 ABSTRACT 
  
 
We describe a software integrity verification procedure based on “side-effects”, which 
are physical events related to the data processing. We show that analyzing side-
effects may improve the software verification procedure confidence. We propose two 
approaches for software integrity verification based on time behavior. The first 
approach allows the verification procedure to be carried without turning off the 
equipment under verification. In the second approach, the equipment must be turned 
off and the hardware devices that store the software under verification must be 
removed, in such a way that a better confidence on the results can be achieved. 
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