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Seznam uporabljenih simbolov 
EDA – elektrodermalna aktivnost (ang. Electrodermal Activity) 
SC – prevodnost kože (ang. Skin Conductance) 
SR – upornost kože (ang. Skin Resistance) 
SY – admitanca kože (ang. Skin Admittance) 
SZ – impedanca kože (ang. Skin Impendance) 
EDL – elektrodermalni nivo (ang. Electrodermal Level) 
EDR – elektrodermalni odziv (ang. Electrodermal Response) 
SCL – nivo prevodnosti kože (ang. Skin Conductance Level) 






















Merjenje psihofizioloških parametrov se že dolgo časa uporablja na 
najrazličnejših področjih. Dokazano je, da se fiziološki parametri, kot so frekvenca 
srčnega utripa, krvni tlak, temperatura kože in drugo, spreminjajo glede na psihološko 
stanje posameznika, ki je korelirano z aktivnostjo avtonomnega živčnega sistema. Eno 
od področij, na katerem se merjenja fizioloških parametrov vse bolj uveljavljajo, je 
tudi dizajniranje in programiranje igric. 
Glavni namen diplomske naloge je bil ugotoviti, če je možno sprogramirati  
računalniško igro, ki bi se prilagajala fiziološkemu stanju igralca. Za fiziološki 
parameter sem vzel prevodnost kože, ki sem ga meril s pomočjo merilnika Švicmiš. 
Vrednosti prevodnosti kože bi igra interpretirala na način, da bi spreminjala stopnjo 
težavnosti, da bi bilo igralcu bolj udobno. 
V prvem delu diplome sem opisal fiziološko povratno zanko, načine merjenja 
prevodnosti kože, strukturo kože in karakteristično obliko EDA signala po dražljaju. 
V drugem delu sem opisal programiranje same igre. Opisal sem igro, merilnik 
prevodnosti kože in programski jezik, v katerem je igra napisana. Potem sem  opisal 
način branja zajetih vrednosti v sami programski kodi in metodo, po kateri sem 
preizkusil samo igro. 
V tretjem delu sem ovrednotil delovanje Šviczid igre z grafičnimi prikazi in  
opisal probleme, s katerimi sem se soočil. Igro sem ovrednotil pri surovem, vzorčenem 
in filtriranem signalu. Ovrednotenje je pokazalo, da igra pod določenimi pogoji deluje 
dobro, pod drugimi pogoji pa ne. Na koncu sem podal splošno oceno in opisal 
možnosti izboljšav. 
 
Ključne besede: fiziološka povratna zanka, prevodnost kože, računalniška igra, 











Measuring of psychophysiological parameters has been used in various fields for a long 
time. It has been demonstrated that the physiological parameters such as heart rate, blood 
pressure, skin temperature, and others, vary according to the psychological state of the individual, 
which is correlated with the activity of the autonomic nervous system. One of the areas where 
the measurements of physiological parameters is gaining ground, is also designing and 
programming games. 
The main purpose of this study was to determine if it is possible to program a computer 
game, which would be adapted to the physiological condition of the player. For physiological 
parameter I took the conductivity of the skin, which I measured by means of a gauge Švicmiš. 
Conductivity value of the skin would then be interpreted by a game in a manner to vary the level 
of difficulty,  so the player would be more comfortable. 
In the first part of the diploma, I describe the physiological feedback loop, ways of 
measuring the conductivity of the skin, skin structure and the characteristic shape of the EDA 
signal after the stimulus. 
In the second part, I described the programming of the game. I have described the computer 
game, the conductivity meter and the programming language in which  the game is written. Then 
I described the way of reading the values in the program code itself and a method by which I 
have tested the game. 
In the third part , I evaluate how Šviczid game worked with graphic presentation and  
described the problems that I have faced . The game was evaluated with usage of raw, sampled 
and filtered signal. Evaluation has shown that the game under certain conditions, it works well , 
and other conditions does not. In the end I made a general assessment  and described possibilities 
of improvements . 
 
Key words: physiological feedback loop, skin conductance, computer game, conductivity 
meter Švicmiš, programming language Python. 
 
 





1  Uvod 
Merjenja psihofizioloških parametrov se že dolgo časa uporabljajo na 
najrazličnejših področjih. Dokazano je, da se fiziološki parametri, kot so frekvenca 
srčnega utripa, krvni tlak, temperatura kože in drugo, spreminjajo glede na psihološko 
stanje posameznika, ki je korelirano z aktivnostjo avtonomnega živčnega sistema [1, 
2].  
 
Med bolj znanimi parametri, ki jih lahko merimo, in s katerimi ugotavljamo 
psihofiziološko stanje posameznika, je prevodnost kože, ki je povezana z delovanjem 
žlez znojnic. Le-to največkrat merimo tako, da med dva prsta priključimo elektrodi,  
preko katerih je vsiljena enosmerna napetost. Posledično to pomeni, da preko kože 
teče tok, ki ga posredno merimo z voltmetrom [3]. 
 
Eno od področij, na katerem se psihofiziološka merjenja vse bolj uveljavljajo, je 
tudi industrija računalniških iger. Kreatorji in programerji se vse bolj posvečajo 
izdelavi takih igric, ki bi čim bolje optimizirale igralčevo izkušnjo in užitek v igranju. 
Eden od načinov izboljšanja delovanja igre je tudi spremljanje psihofizioloških 
odzivov igralca med samim igranjem. 
1.1  Fiziološka povratna zanka 
Ljudje smo emocionalno »nekonstantna« bitja. Če se učinek videoigrice med 
igranjem ne prikaže v primerni obliki (recimo če med igranjem grozljive igrice ne 
doživimo stanje strahu), potem to negativno vpliva na počutje igralca in s tem uniči 
samo izkušnjo v igranju.  
 
Računalniške igrice so že dolgo znane, da so, tako kot bolj tradicionalne oblike 
medijev (knjige,filmi), več kot zmožne vplivati na psihološko stanje človeka. Vendar 
pa nam interaktivna oblika igric omogoča, da lahko naredimo še korak naprej. Za 
razliko od tradicionalnih medijev je igra dinamična celota, ki se spreminja glede na to, 
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kako igralec komunicira z njo. Pri klasičnih igricah ta komunikacija temelji izključno 
na vhodnih podatkih, ki jih igralec zavestno vnaša preko tipkovnice ali miške. 
Istočasno pa se v ozadju v igralcu odvijajo tako nevidni fiziološki odzivi (povečan 
srčni utrip, povečana prevodnost kože itd.) kot tudi vidni odzivi (gestikulacije, obrazna 
mimika, določeni telesni gibi). Če bi se ti odzivi nekako zajeli in vpeljali v samo 
dinamiko igrice, bi to pomenilo popolnoma nov nivo igranja igric. Temu procesu 
pravimo vplivno igranje, kjer trenutno emocionalno stanje igralca manipulira na način 
igranja te igrice. Tak emocionalni vpliv imenujemo fiziološka povratna zanka [9]. 
 
Poznamo dve vrsti fizioloških povratnih zank: 
 
 biološka povratna zanka, 
 afektivna povratna zanka 
 
Biološka povratna zanka 
 
Biološka povratna zanka (ang. Biofeedback) je zanka, pri kateri igralec zavestno 
nadzira lastna telesna stanja, ki se pojavijo kot posledica stresnega dogodka. Igra se 
spreminja glede na psihološko stanje igralca, ki se tega zaveda in preizkuša kako 
uspešen je pri nadzorovanju svojih stanj [9, 10]. 
 
Afektivna povratna zanka 
 
Afektivna povratna zanka (ang. Affective feedback) pa je zanka, pri kateri 
igralec s spreminjanjem svojih psihofizioloških parametrov nezavedno vpliva na potek 
igrice. Psihofiziološki parametri v tej zanki so torej nekontrolirani. Namen meritev s 
takšno povratno zanko je predvsem zajetje normalnih oz. pristnih fizioloških 
parametrov. 
 
Fiziološko zanko lahko na kratko opišemo kot povezavo med človekom, 
računalnikom in merilno napravo. Ko oseba igra igrico, merilnik zajema 
psihofiziološke parametre, ki jih nato posreduje računalniku (igri). Računalnik (igra) 
te merilne podatke bere in analizira, potem pa glede na njihove vrednosti izvede 
ustrezno operacijo (npr. poveča ali zmanjša težavnostno stopnjo). Preprosto zanko 
prikazuje slika 1 [4, 11].     
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Slika 1:  Shema preproste fiziološke povratne zanke 
 
Namen zanke je, da igra doseže neko uravnoteženo stopnjo težavnosti , pri kateri  
igralcu ne bo pretežko (frustracije, živčnost, napetost) ali  prelahko (med igro se prične 
dolgočasiti). Slika 2 prikazuje preprosto relacijo med težavnostjo in igralcem. S 
fiziološko povratno zanko poskušamo doseči, da se igralec nahaja v srednjem pasu [5]. 
              
 
Slika 2:  Odnos težavnost - igralec 
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1.2  Merjenje prevodnosti kože 
Merjenje prevodnosti kože je eden od najbolj znanih in razširjenih načinov 
merjenja psihofizioloških lastnosti človeškega telesa. Temelji na spremembi 
električnih lastnosti kože (koža se pod vplivom psihološkega stanja človeka navlaži – 
postane bolj prevodna), ki jo povzroči interakcija med zunanjimi oz. okoljskimi 
dogodki in psihološkim stanjem človeka [1, 6, 7]. 
Koža vsebuje žleze znojnice, ki delujejo pod vplivom simpatičnega živčevja. Ta 
je del avtonomnega živčnega sistema, njegova vloga pa je, da pospeši srčni utrip in 
krčljivost srčne mišice, poveča znojenje itd.. Ko je človek bolj pod stresom, se poveča 
delovanje simpatičnega živčevja, kar pomeni močnejšo aktivnost žlez znojnic, to pa 
povzroči povečano prevodnost kože [12]. 
Meritve, ki jim drugače rečemo tudi elektrodermalni odziv (EDR), so primerne 
za preučevanje delovanja avtonomnega živčnega sistema. To preučevanje pa nam 
pomaga pri ocenjevanju čustvenega stanja človeka, mentalne obremenitve in 
psihološkega stanja človeka. Danes se merjenja EDR uporabljajo za znanstveno 
raziskovanje čustev in psihologije človeka, v poligramskem testiranju, v medicinski 
diagnostiki in farmaciji [7]. 
1.2.1  Struktura kože 
Koža je največji organ oziroma čutilo človeškega telesa, ki varuje vse druge 
organe v organizmu. Pri odraslem človeku meri do 2 m². Po teži je najtežji organ, saj 
tehta do 10 kg. Po funkciji je to najbolj vsestranski organ. Služi za razmejitev telesa 
od okolice, kot ščit pred vplivi okolja, kot sredstvo za sporazumevanje, za regulacijo 
temperature telesa, za izmenjavo snovi z okoljem, za zaznavanje dotika, temperature. 
Skozi kožo se izločajo razne snovi, ki so v telesu odveč ali pa celo škodljive. 
Koža sestoji iz vrhnjice (epidermis), usnjice (cutis) in podkožja (subcutis). Meja 





Vrhnjico sestavljajo od spodaj navzgor bazalna plast (stratum basale), trnasta 
plast (stratum spinosum), zrnata plast (stratum granulosum), svetleča plast (stratum 
lucidum) in zaroženela plast (stratum corneum). Vrhnjica je zgornja, biološko 
najaktivnejša plast kože, saj je sestavljena iz celic, ki opravljajo najrazličnejše naloge. 
Celice so urejene v več plasti. Osnovna je zarodna plast (stratum germinativum), v njej 
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se epitelijske celice nenehno razmnožujejo. Vrhnjica deluje kot zaščitna prevleka in je 
najdebelejša na predelih, ki so najbolj izpostavljeni obrabi, npr. na dlaneh in na 




Usnjica je zgrajena iz čvrstega, prožnega vezivnega tkiva. Med kolagenskimi in 
elastičnimi vlakni se prepletajo krvne žilice, številni živčni končiči, čutilna telesca in 
drugi receptorji. V usnjici ležijo številne žleze lojnice (te žleze izločajo maščobo, ki 
ohranja kožo voljno, jo varuje pred okužbami ter masti dlake in lase) in znojnice, lasne 
korenine ali čebulice. Znojnice so cevaste. V spodnjem delu je cevka zvita v klobčič. 
Iz klobčiča vodi navzgor cevka, ki vijugasto prodira skozi povrhnjico. Na površini 
kože se odpira z majhno odprtinico (poro). Klobčič obdaja mreža krvnih kapilar. Iz 
njih vstopa v znojnico voda in v njej raztopljene različne razkrojnine. Žleze znojnice 
delimo na apokrilne in ekrilne žleze. Predvsem ekrilne žleze so v tem primeru 
pomembne, saj delujejo pod vplivom avtonomnega živčnega sistema, kar je povezano 




Pod usnjico je globoka plast tkiva, imenovana podkožje. Ta plast je v glavnem 
iz rahlejšega vezivnega tkiva kot usnjica. V njej potekajo debelejše žile in živci. 
Podkožno maščevje varuje pod kožo ležeče organe pred mehanskimi vplivi iz okolice. 
Ker je maščevje slab prevodnik toplote, preprečuje čezmerno oddajanje toplote [13, 
14]. Slika 3 prikazuje prerez kože. 
 
1.2.2  Metode in mesta merjenja prevodnosti kože 
 
Poznamo dva osnovna načina merjenja električnih lastnosti kože oz. 
elektrodermalne aktivnosti. To sta: 
• endosomatska metoda in 
• eksosomatska metoda 
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Endosomatska metoda je metoda, ki vključuje merjenje elektrodermalne 
aktivnosti na površini kože brez zunanjih vzbujalnih električnih tokov. Pri tej metodi 
merimo napetostne potenciale in sicer v mV. Elektrode postavimo na določena mesta 
na koži, nanje pa priključimo občutljiv galvanometer. Običajno eno merilno elektrodo 
(t.i. referenčno elektrodo) postavimo na neaktivno mesto, drugo pa na aktivno mesto. 
Kot aktivno mesto se največkrat uporablja dlan v predelu pod mezincem, saj je tam 
največja gostota žlez znojnic. Neaktivno mesto je priporočljivo prethodno podrgniti, 
da zmanjšamo razlike v potencialu. Pri metodi merimo spremembo kožnega 
potenciala, ki je rezultat sprememb potencialov proizvedenega znoja. Ta se spreminja 




Eksosomatska metoda je metoda, ki vključuje merjenje elektrodermalne 
aktivnosti na površini kože z uporabo zunanjih vzbujalnih električnih tokov. Pri tej 
metodi z uporabo enosmernega toka merimo vrednosti prevodnosti kože (SC) ali pa 
recipročne vrednosti (SR), upornosti kože, ki jo določimo po spodnji enačbi.  
  
 









Če uporabimo izmenični tok, pa merimo vrednosti admitance kože (SY) oziroma 
impedance kože (SZ). Za razliko od endosomatske metode, tukaj obe elektrodi 
postavimo na aktivno mesto. Največkrat uporabljeno mesto za priključitev elektrod so 
spodnji, srednji ali pa zgornji členek prsta. Velja, da sta tako prevodnost kože kot kožni 
potencial odseva delovanja žlez znojnic. Ta metoda ima običajno prednost, saj je 
preprosta in uporabniku prijazna neinvazivna metoda, poleg tega pa omogoča 
preprostejšo analizo izmerjenih vrednosti. Uporabimo nepolarizacijske elektrode, med 
katerima je konstantna enosmerna napetost do 0,7 V [3]. Slika 4 prikazuje točke, na 
katerih običajno izvajamo meritve prevodnosti [15]  
 
Slika 4:  Točke za merjenja prevodnosti kože 
 
1.2.3  Oznake in  karakteristična oblika signala elektrodermalne aktivnosti 
Pri merjenju električnih lastnosti kože z eksosomatsko metodo na izhodu dobimo 
signal elektrodermalne aktivnosti (EDA) oziroma električne prevodnosti (SC). Ta 
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signal lahko razdelimo na dve glavni komponenti, ki definirata sam signal. To sta 
tonična in fazična komponenta signala. 
  
Tonična komponenta  
 
Tonična komponenta signala elekrodermalne aktivnosti (EDL) oziroma nivo 
prevodnosti kože (SCL). Glavna značilnost tonične komponente je, da gre za počasi 
spreminjajočo se komponento (počasno naraščanje in padanje signala skozi čas). 
Spremembe v toničnem nivoju prevodnosti kože naj bi odražale generalne spremembe 
v avtonomnem živčnem sistemu. Vrednost te komponente predstavlja osnovni nivo 
prevodnosti kože, ki ga ima posameznik v mirovanju in ko ni prisoten vpliv zunanjih 
dogodkov oziroma dražljajev. Same vrednosti se med posamezniki razlikujejo glede 
na vrsto kože (bolj suha ali bolj mastna koža), gibljejo pa se nekje v območju med 1 




Fazična komponenta signala elektrodermalne aktivnosti (EDR) ali odziv 
prevodnosti kože (SCR). Glavna značilnost te komponente je, da gre za hitro 
spreminjajočo se komponento. Odziv prevodnosti kože nastopi, ko se pojavi zunanji 
diskretni dražljaj, tako imenovani stimulus (npr. nenaden zvok, fizični kontakt...), kar 
povzroči skokovit dvig pri prevodnosti kože. Povečanje prevodnosti traja od 10  do 20 
sekund, nato pa se začne spuščati proti osnovnemu nivoju. To lahko traja tudi več 
minut. Značilno obliko signala po nastopu stimulusa prikazuje slika 5 [17]. 
 
Nekaj osnovnih karakteristik SCR signala: 
 amplituda SCR pomeni razliko med osnovno vrednostjo in vrhom SCR signala, 
 čas latence pomeni zakasnitveni čas od nastopa stimulusa do pričetka odziva, 
 dvižni čas pomeni čas od začetka odziva do maksimalne vrednosti SCR 
signala, 
 čas relaksacije pomeni čas, ki ga signal potrebuje, da pade na 50% svoje 
maksimalne vrednosti. 
 
Poznamo dve vrsti odzivov prevodnosti kože. Prva vrsta so tisti odzivi, ki so 
pogojeni s specifičnim zunanjim diskretnim dražljajem (ER-SCR, ang. event related 
SCR), druga vrsta pa so odzivi, kjer zunanji diskretni dražljaj ni mogoče definirati 
(NS-SCR ang. non specific SCR). Štetje NS-SCR odzivov (špic) predstavlja eno od 
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metod merjenja psihofiziološkega stanja osebe. Zgodovinsko so bili ti odzivi definirani 
kot dvig prevodnosti za 0,05 µS nad osnovnim nivojem, toda z napredkom v merilni 
tehnologiji in preciznosti merjenj se je ta meja spustila. Danes je NS – SCR odziv 
definiran, ko se prevodnost dvigne 0,01 µS oziroma 0,03 µS nad osnovni nivo. Splošno 
določeno je, da je frekvenca NS - SCR od 1 do 5 na minuto, ko je oseba v mirovanju, 
in preko 20 na minuto pri visokem vzburjenju [1, 16]. Posebna vrsta SCR so tudi tako 
imenovani "artefakti", ki predstavljajo odziv na kašljanje, kihanje, globok vdih in 
podobno. Takšna vrsta odzivov ima podobne karakteristike kot ER-SCR, zato lahko 
pride pri vrednotenju meritev do napak [16, 17].   
 
 




















2  Računalniška igra s povratno fiziološko zanko ali Šviczid 
igra 
Torej, za "izdelavo" Šviczid igre sem potreboval tri stvari. Potreboval sem 
igralca, ki bo to igrico igral, merilno napravo, ki bo merila določen fiziološki parameter 
(v tem primeru prevodnost kože) in seveda samo igro.  
 
Za merilno napravo sem vzel t.i. Švicmiš, ki je pred leti nastala kot projekt za 
diplomsko nalogo.  
 
Pri izbiri igre sem dolgo časa razmišljal, katera igra bi bila najprimernejša. Na 
koncu sem se odločil za igro Breakout, ki je ena najbolj znanih in preprostih iger. Ima 
pa dve prednosti: 
- težavnost se lahko spreminja preko dolžine loparja ali hitrosti žogice, 
- pri tej igri ni potrebno  pritiskati na tipke miške, dovolj je samo premikanje, 
kar nam omogoči bolj verodostojne zajete vrednosti. 
 
Programski jezik, v katerem sem realiziral igro, sem izbiral med več različnimi 
paketi (Java, Processing.js), na koncu pa sem se odločil za programski jezik Python, 
ki ima precej preprosto sintakso, poleg tega pa je pri ustvarjanju igric tudi zelo prijazen 
do uporabnika. 
2.1  Sistem za merjenje prevodnosti kože Švicmiš 
Sistem za merjenje prevodnosti kože Švicmiš je projekt, ki ga je v okviru 
diplomske naloge realiziral Tomaž Lavrenčič. Gre za običajno miško, kateri je dodal 
po dva para elektrod in podatkovni USB kabel. Elektrode so nameščene na mestu leve 
in desne tipke in na obeh straneh. Tako nam en merilnik meri prevodnost med prstoma 
na miškinih tipkah, drugi pa prevodnost med palcem in mezincem. Podatkovni USB 
kabel predstavlja povezavo med merilnim vezjem in računalnikom, priključimo pa ga 
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na USB vhod PC-ja. Elektrode so tanke ploščice, ki so narejene iz bakra. Te elektrode 
so se pokazale kot visoko stabilne, poleg tega pa jih je bilo zaradi njihove upogljivosti 
enostavno vgraditi v miško [2, 3, 7]. Slika 6 prikazuje merilnik  prevodnosti Švicmiš, 
ki predstavlja nadgradnjo tistega , ki je opisan v diplomskem delu. 
 
 
Slika 6:  Švicmiš 2.3 
 
Električno vezje za merjenje prevodnosti kože temelji na uporabi operacijskega 
ojačevalnika. Napetostni vir v tem primeru predstavljajo USB vrata računalnika. 
Napetost 0,5 V, ki je primerna za merjenje prevodnosti kože in je dovedena na 
pozitivno sponko operacijskega ojačevalnika, je dobljena s pomočjo napetostnega 
delilnika, s katerim ustrezno zmanjšamo napetost iz USB vrat. Operacijski ojačevalnik 
je glavni element neinvertirajočega ojačevalnega sistema. Izhodna napetost merilnega 
vezja je premosorazmerna prevodnosti kože po enačbi: 
 
 𝑈𝑖𝑧ℎ = (𝑅𝑥 ∙ 𝑈𝑣ℎ) ∙ 𝐺𝑘𝑜ž𝑒 + 𝑈𝑣ℎ (2) 
 
Izhod operacijskega ojačevalnika je povezan na analogno digitalni pretvornik 
vzorčevalne ploščice Arduino Mini. Integrirano vezje Arduino Mini je zgrajeno v 
SMD tehniki in uporablja procesor ATmega328. 
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  Integrirano vezje Arduino Mini vsebuje izhod RS232. S pomočjo čipa FTDI je 
bila izvedena pretvorba RS232 na USB. Miška tako za prenos izmerjenih rezultatov 
vsebuje dodaten USB kabel. 
Za dodatni dve elektrodi na straneh se je odločil, ker med delom dostikrat 
dvignemo kazalec ali sredinec z miške, zato se meritev na vrhu dostikrat prekine. Na 
levo tipko in levo bočno stran je namestil pozitivne elektrode, na desno tipko in bočno 
stran pa maso. Na izhodu tako dobimo dva signala, ki sta si po obliki podobna, 
razlikujeta pa se po višini amplitude. Prevodnost med prstoma je višja zato, ker na 
elektrodi pritiskamo z večjo površino kože [2, 3, 7]. Slika 7 prikazuje vezje merilnika 
prevodnosti kože. 
 
Slika 7:  Merjenje prevodnosti kože z vezjem z delilnikom napetosti 
2.2  Računalniška igra 
Merilnik Švicmiš mi je zajemal vrednosti dveh prevodnosti (prevodnost med 
stranskima in zgornjima elektrodama). Potreboval sem še igro, ki bo te vrednosti 
interpretirala na način, da bo spreminjala težavnostno stopnjo. 
2.2.1  Igra Breakout 
Gre za klasično arkadno igro, ki jo je razvilo in objavilo podjetje Atari, Inc. Gre 
za nadgradnjo njihove igre Pong, kjer dva igralca med seboj igrata ping pong. Pravila 
igre so preprosta. V zgornjem delu ekrana se nahaja polje opek. Žogica potuje po 
zaslonu in se odbija od treh strani zaslona (stranski liniji in vrh). Ko žogica zadane 
opeko, se odbije, opeka pa je uničena. Igralec izgubi življenje, ko se žogica dotakne 
spodnjega dela zaslona. Da bi to preprečil, ima igralec na voljo premikajoči se lopar,  
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s katerim odbija žogico navzgor in jo tako ohranja v igri [18]. Slika 8 prikazuje 
klasično igralno okno Breakout igre. 
 
Slika 8:  Igralno okno igre Breakout 
 
2.2.2  Programski jezik Python 
Python je široko uporabljeni, splošno - namenski, interpreterski in dinamični 
programski jezik. Gre za programski jezik, ki ga je razvilo podjetje Python Software 
Foundation. Podprt je v večini operacijskih sistemov, kot so Windows, Linux in Mac 
OS X. Gre za brezplačen program, saj ima odprto kodno licenco. Prednosti tega jezika 
so: 
 njegova oblikovna filozofija poudarja berljivost  same kode, 
 relativno enostavna sintaksa,  ki omogoča programerjem, da izrazijo koncept v 
manjšem številu kodnih linij, kot na primer v jezikih C++ in Java, 
 podpira številne paradigme programiranja, kot so objektno orientirano, 
imperativno, funkcijsko in postopkovno programiranje. 
 
Ena od pomembnejših lastnosti Pythona je dejstvo, da je interpreterski jezik 
(podobno kot Matlab). To pomeni, da ko skripto, napisano v tem jeziku, poženemo, 
računalnik kodo najprej interpretira in šele nato dejansko požene. Posledično je 
popravljanje in preizkušanje kode zelo enostavno, vendar pa je zato izvajanje same 
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kode opazno počasnejše kot npr. v primerjavi z v C oziroma C++ jeziku napisanimi 
skriptami (omenjena predstavnika nista interpreterska jezika, temveč se ju prevaja v 
strojno kodo, ki se ob zagonu prevede v samostojno zaženljivo aplikacijo/program. 
Primer prevedene kode so programi s končnicami .exe v Windowsu) [8, 19]. 
Obstaja več verzij Pythona, od oznake 2.x do novejših 3.x, pri čemer je zadnja 
različica 3.5, katero sem uporabil tudi sam. Slabša stran Pythona je, da je potrebno za 
boljšo učinkovitost programa naložiti še dodatne knjižnice. V mojem primeru sem 
moral uporabiti dve knjižnici. Prva knižnica je PySerial, ki omogoča povezavo med 
programom in merilno napravo preko serijskih vrat in podatkovnega kabla. Druga 
knjižnica pa je PyGame, ki omogoča kreiranje igralne platforme v Pythonu. Obe 
knjižnici prenesemo in ju shranimo v določeno datoteko, nato pa ju instaliramo preko 
ukaznega poziva (command prompt) z enostavnim ukazom python install in ime 
prenesene datoteke. 
 
Program prenesemo z uradne strani https://www.python.org/. Ko ga namestimo, 
zaženemo IDLE (Python GUI) način Pythona. Okno IDLE prikazuje slika 9. 
 
Slika 9:  IDLE okno programskega jezika Python 
Znak >>> pove, da smo v interaktivnem načinu. To pomeni, da se ukaz, ki ga 
napišemo, izvrši takoj, ko pritisnemo Enter. Za ustvarjanje programov v ukazni vrstici 
IDLE-a pritisnemo File > New File. Odpre se nam novo okno, ki predstavlja 
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urejevalnik besedila, v katerem pišemo program. Datoteko nato shranimo s končnico 
.py in jo zaženemo s ukazom F5 ali Run > Run Module, ki se nahaja v ukazni vrstici 
samega urejevalnika [20]. 
Nekaj osnovnih ukazov in lastnosti programa napisanega v Pythonu: 
 Ko začnemo pisati program, moramo najprej naložiti vse potrebne knjižnice. 
To storimo z ukazom import. 
      import pygame 
 Komentar vedno napišemo za znakom #. Vse kar se nahaja za tem znakom, 
program ne obravnava kot del kode. Komentar je v urejevalniku vedno obarvan 
v rdečo barvo. 
      #Tole je komentar 
 Spremenljivke se uporablja zato, da lahko shranjujemo neke vrednosti, na 
katere se lahko kasneje v programu sklicujemo. Spremenljivka je del spomina, 
ki mu pripišemo ime. Vrednost ji pripišemo z operatorjem "=". Poznamo več 
vrst spremenljivk (celoštevilčne spremenljivke, spremenljivke z realnimi 
števili, string ali niz znakov, boolean spremenljivke itd.). 
 S pomočjo matematičnih operaterjev  izvajamo matematične operacije med 
spremenljivkami. Tako kot pri ostalih programih poznamo vse klasične 
operaterje (+, -, *, /, //, %, **). 
 Za pogojna in ciklična izvajanja programa uporabljamo pogojne stavke (if, elif) 
in zanke (while, for). 
 Z ukazom print() omogočimo, da se nam v interaktivnem načinu na zaslonu 
izpisujejo rezultati programa. 
2.2.3  Programiranje igre v jeziku Python s pomočjo knjižnice PyGame 
PyGame je priročna knjižnica, s pomočjo katere lahko v Pythonu ustvarjamo 
računalniške igre. Gre za precej popularno stvar, saj lahko isto skripto poganjamo na 
različnih operacijskih  sistemih, kot so Windows, Linux, Mac OS X ter drugi.  Nekateri 
značilni ukazi knjižnice PyGame, ki jih vsebujejo  vsi programi za računalniške igre, 
napisani v Pythonu, so:  
 
 Na začetku programa naložimo knjižnico PyGame in modul Sys. Modul Sys    
je potreben, da na koncu zapremo okno igre (ukaz sys.exit()). 
 
   import pygame 
   import sys 
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 Naslednji ukaz je inicializacija same knjižnice. 
 
             pygame.init() 
 
 Ukaz pygame.display.set_mode definira igralno okno, ki ima dimenzije 
velikost_zaslona in ki ga shranimo v spremenljivko zaslon. Zanimivost pri 
oknu je, da je začetna točka (0,0) v zgornjem levem kotu. Torej se vrednosti po 
x osi povečujejo od leve proti desni, y vrednosti pa od zgoraj navzdol. 
 
zaslon = pygame.display.set_mode(velikost_zaslona) 
 
 Če želimo na igralnem zaslonu videti spremembe (npr. sprememba barve, 
nov narisan objekt) moramo uporabiti naslednji ukaz. 
 
pygame.display.update() 
    
 Barve elementov v igri definiramo s pomočjo terk (ang. tuple). Terka je vrsta 
seznama, kjer elementov ni mogoče spreminjati. Barve definiramo na način 
barva= (r, b, g), kjer je prvi element rdeča komponenta (ang. red), drugi 
element modra komponenta (ang. blue), tretji element pa zelena komponenta 
(ang. green). Vsi trije elementi imajo celoštevilčne vrednosti med 0 in 255. 
 
 Ukaz za pobarvanje zaslona. 
 
      zaslon.fill(črna) 
 
 Z spodnjima ukazoma izrišemo pravokotnik (lopar) na igralnem zaslonu. Prvi 
ukaz definira objekt za shranjevanje koordinat pravokotnika, pri čemer sta 
lopar_x in lopar_y koordinati leve zgornje točke, druga dva parametra pa 
predstavljata same dimenzije. Drugi ukaz pa definira, kam naj se lopar - 
pravokotnik izriše in kakšna naj bo njegova barva. 
 
lopar = pygame.Rect (lopar_x, lopar_y, lopar_dolžina, lopar_višina) 
pygame.draw.rect (zaslon, lopar_barva, lopar) 
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 Z spodnjima ukazoma izrišemo krog (žogico) na igralnem zaslonu. Prvi ukaz 
ponovno definira objekt za shranjevanje koordinat pravokotnika. Oba ukaza 
pygame.Rect sem kasneje v igri uporabil za premikanje po zaslonu in 
zaznavanje trkov. Drugi ukaz nariše krog znotraj tega pravokotnika. Parametri 
pri drugem ukazu so zaslon, na katerega narišemo krog, barva kroga, center 
kroga in radij kroga. 
 
            žogica = pygame.Rect(lopar_x, lopar_y - žogica_premer, žogica_premer,   
                           žogica_premer) 
             pygame.draw.circle(zaslon, bela, (int (žogica.left) + int (žogica_radij),     
             int (žogica.top) + int (žogica_radij)), int (žogica_radij)) 
            
 Če želimo, da quit gumb (X v zgornjem desnem kotu zaslona) igre deluje, 
moramo storiti dve stvari. Dodati moramo neskončno zanko, ki se bo obračala 
in iskala dogodke, in kodo, ki bo poiskala QUIT dogodek in ki bo potem 
rokovala s tem dogodkom. Dogodek pygame.QUIT pomeni, da smo z miško 




    for event in pygame.event.get () : 
        if event.type == pygame.QUIT : 
            pygame.quit () 
            sys.exit () 
 
Da bi se elementi na zaslonu premikali (oziroma da dobimo animacijo igre), 
moramo znotraj neskončne zanke dodati nekatere od zgornjih ukazov. Z ukazom 
zaslon.fill(črna) pobrišemo staro sliko, z ukazom pygame.draw narišemo elemente na 
novi poziciji, z ukazom pygame.display.update pa so vse spremembe vidne na zaslonu 
[21]. 
 
Breakout je precej razširjena igra. Med elementi v igri se v vseh prostodostopnih 
kodah odvijajo enake operacije (odbijanje od loparja, opek, stranic zaslona in 
podobno). Eno od teh kod sem prevzel tudi sam ter jo prikrojil za svoje potrebe [22]. 
 
Na začetku programa (pred neskončno zanko) sem definiral spremenljivke 
posameznih objektov, kot so dimenzije žogice, loparja (pri loparju sem definiral samo 
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začetno dolžino, ki se potem med igro spreminja), maksimalne vrednosti položaja 
žogice po x in y osi, barvne konstante, hitrost žogice, število življenj, rezultat itd. 
Definiral sem  tudi konstante, s katerimi sem določil stanje igre (ali je žoga na loparju, 
ali igra teče, zmaga ali poraz). Nato je sledila definicija opek, ki so predstavljale  polje 
pravokotnikov. Za spremenljivkami sem definiral dve funkciji, s katerima na zaslonu 
prikažem rezultat in število življenj in začetno ali končno sporočilo. 
Znotraj zanke sem definiral še nekaj dogodkov, ki so podobni kot QUIT 
dogodek. Eden izmed njih je tudi dogodek premikanja loparja s pomočjo miške. Ta 
pogojni stavek sem dodal v isto for zanko, v kateri se je nahajalo že preverjanje QUIT 
dogodka. S pogojnim stavkom sem definiral dogodek premikanja miške 
(MOUSEMOTION). Z miško sem premikal lopar, ki je ostal znotraj zaslona, četudi 
sem šel s kazalcem izven okvirja. Definiral sem tudi dogodek pritiska na tipko, tako 
da sem žogico sprožil z loparja s pritiskom na tipko Space, začetek nove igre pa s 
pritiskom na Enter. 
V zanki sem določil tudi operacije, ki so se odvijale med elementi igre. S celim 
nizom pogojnih stavkov sem definiral stik med žogico in stranico zaslona, žogico in 
opekami ter žogico in loparjem. Če je prišla žogica v stik z oviro, se je odbila (obrnila 
se je smer hitrosti), pri odboju od opeke pa se je le-ta pobrisala (uporaba ukaza 
remove). 
Če je bilo število opek na koncu nič, je bila igra končana. Znotraj zanke sem 
definiral tudi začetek igranja in ponovni zagon (po zmagi ali porazu). Koda za celotno 
igro se nahaja na koncu v dodatku.  
2.2.4  Branje podatkov z merilne naprave 
Za branje vrednosti z merilne naprave obstaja v Pythonu posebni modul oziroma 
knjižnica, ki jo je potrebno dodatno naložiti. Gre za knjižnico PySerial, ki nam 
omogoči komunikacijsko povezavo z merilno napravo preko serijskih vrat (ang.port), 
na katera je priključen podatkovni kabel miške. Znotraj programa obstaja nekaj 
značilnih ukazov, ki jih je za branje izmerjenih vrednosti vedno potrebno uporabiti. 
 





 Naslednji ukaz je eden najpomembnejših in  nam dejansko odpre serijska vrata, 
na katera je priključena merilna naprava. 
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ser=serial.Serial ('COM3', baudrate=9600) 
 
V ukazu serial.Serial sem kot argument moral obvezno navesti ime serijskih vrat, 
preko katerih je povezana miška. Ukaz ima še precej argumentov, kot so hitrost 
delovanja (ang. baudrate), število podatkovnih bitov v bytu (ang. bytesize), parnost 
(ang. parity) in druge, ki pa jih ni nujno potrebno definirati, saj ukaz avtomatsko vzame 
privzete vrednosti, ki so določene s samim računalnikom. 
Z odprtimi serijskimi vrati sem lahko v Pythonu začel brati podatke z miške. To 
sem lahko storil z dvema ukazoma. Eden je ser.read(x), s katerim lahko beremo 
posamezne bite, pri čemer je x število bitov, ki jih želimo prebrati. Drugi ukaz nam 
omogoča branje posamezne vrstice. Ta ukaz sem uporabil tudi sam, saj je bil za moj 
primer bolj smiseln. 
 
serial_vrstica = ser.readline() 
  
Z ukazom ser.readline() sem prebral eno vrstico podatkov iz miške. Ta ukaz se 
običajno nahaja znotraj neskončne zanke, saj ne moremo vnaprej določiti čas 
zajemanja vrednosti. V mojem primeru sem ukaz uporabil dvakrat pred zanko, zato da 
sem prebral uvodni vrstici, ki nista vsebovali izmerjenih vrednosti. To mi je omogočila 
lastnost tega ukaza, ki z vsakim vnosom prebere prvo naslednjo vrstico (torej ne začne 








Prva prebrana vrstica mi je povedala ime merilne naprave, druga vrstica pa je 
izpisala spremenljivke, ki sem jih meril. Naslednje ukaze ser.readline() pa sem že 
uporabil v zanki, s katerimi sem pričel dobivati zajete vrednosti. Primer prve prebrane 
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Znotraj prebrane vrstice so se nahajale začetne vrednosti časovne komponente 
in obeh prevodnosti. Prebrana vrstica je imela obliko byta oziroma je šlo za byte 
sekvenco, zato je bilo potrebno vsako vrstico pretvoriti v klasični niz znakov. To sem 
storil z ukazoma za dekodiranje. 
 
 niz1 = serial_vrstica.decode("utf-8",errors="replace").encode("utf-8") 
 niz2=niz1.decode("utf-8") 
 
Po uporabi ukazov za dekodiranje so se prebrane vrstice pretvorile v niz znakov. 
 
          0.00,5.32,3.30 
 




Naslednji korak, ki sem ga uporabil, je bil, da sem niz razbil na posamezne 
komponente. Zato sem uporabil naslednji ukaz: 
 
seznam = niz3.split(",") 
 
S tem ukazom sem razdelil vsako prebrano vrstico na tri komponente, pri čemer 
je bil razdelilni znak vejica. Na izhodu sem dobil seznam, ki je bil sestavljen iz treh 
elementov. Vsak element znotraj seznama je predstavljal znakovni niz. Do 
posameznega elementa sem dostopal preko indeksa, ki ga je imel znotraj seznama. 
 
['0.00', '5.32', '3.30'] 
 
Pred neskončno zanko sem definiral tri spremenljivke. Vse spremeljivke sem 






Znotraj neskončne zanke sem uporabil tri ukaze, ki so vsako zajeto vrednost 
shranile v točno določeno spremenljivko. 







V spremenljivko čas sem s pomočjo ukaza append shranjeval  vsak prvi element 
seznama. Elemente sem istočasno še pretvoril iz niza v realno število s pomočjo ukaza 
float. Seznami so indeksirani od števila 0 naprej, zato zapis seznam[0] predstavlja prvi 
element seznama. Enako sem storil tudi za spremenljivki prev1 in prev2. Na koncu 
sem tako dobil tri spremenljivke, ki so po obliki seznami. V vsakem seznamu so se 
nahajali elementi, ki so predstavljali realna števila izmerjenih vrednosti. V 
spremenljivki čas so se tako nahajale časovne vrednosti od 0 sekund naprej. Časovni 
korak je bil 21-22 ms, kar je predstavljalo tudi hitrost zajemanja podatkov oziroma 
vzorčno frekvenco. V spremenljivki prev1 so se nahajale zajete vrednosti prevodnosti 
med zgornjima elektrodama, v spremenljivki prev2 pa vrednosti prevodnosti med 
stranskima elektrodama. 
S temi ukazi sem znotraj Python programa pridobil vrednosti izmerjenih 
prevodnosti, s katerimi sem lahko vplival na stopnjo težavnosti igre. 
2.3  Metoda za preskus delovanja fiziološke zanke 
 
Določitev meje  
 
Najpreprostejša možnost za preskus delovanja fiziološke povratne zanke v 
Šviczid igri je izbira meje spremembe prevodnosti, pri kateri se bo težavnost 
spremenila. V začetni fazi, ko igralec miruje, se tudi signal prevodnosti ne spreminja 
dosti. Ko enkrat začne z igro, se začne prevodnost povečevati in ko izgubi življenje, 
to lahko definiramo kot zunanji diskretni dražljaj. Takrat se zgodi precejšen skok v 
prevodnosti in če je igra pretežka (igralec konstantno izgublja življenja), se prevodnost 
samo še povečuje. Če se ta prevodnost nahaja nad neko vnaprej določeno mejo, igra 
spremeni težavnost. 
Pri igri sem moral najprej določiti spremenljivko, ki naj bi se med igro 
spreminjala. Na izbiro sem imel hitrost žogice ali pa dolžino loparja. Prva težava, s 
katero  sem se soočil, je bila, da se je morala vrednost spremenljivke spreminjati 
znotraj neskončne zanke. Vse običajne Python kode, s katerimi napišemo neko igro, 
imajo spremenljivke definirane na začetku, znotraj while zanke se samo odvijajo 
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operacije med njimi. V mojem primeru spremenljivke nisem mogel spreminjati pred 
zanko, saj so se tudi meritve prevodnosti odvijale v neskončni zanki. Pri spreminjanju 
hitrosti je nastala težava, saj je le-ta definirana kot hitrost po x osi in po y osi, poleg 
tega pa ima vektor hitrosti tudi štiri različne smeri. Ko se je prevodnost spremenila, se 
je spremenila tudi hitrost, toda potem se je začela žogica odbijati od navideznih opek, 
v določenih situacijah je šla kar skozi opeke in podobno. Zato sem se na koncu odločil, 
da bom spreminjal dolžino loparja, ker ima ta spremenljivka samo eno dimenzijo 
(sprememba po x osi). 
Določitev meje prevodnosti, pri kateri se spremeni dolžina loparja, sem definiral 
po sledečem postopku: 
- Na začetku sem držal roko na miški. V času mirovanja sem izmeril osnovni 
nivo (ang. baseline) prevodnosti v določenem časovnem intervalu. Osnovni 
nivo sem definiral kot povprečje vrednosti v tem časovnem intervalu. Pri 
merjenju osnovnega nivoja sem preverjal  standardni odklon prevodnosti, in 
tako poskušal določiti, ali gre za mirovanje ali ne (primerjal sem vrednost na 
začetku intervala in povprečno vrednost, in če je bila razlika prevelika, se je 
program prekinil). V praktičnih poizkusih je bil glavni problem, da so vrednosti 
prevodnosti v mirovanju dostikrat konstantno naraščale ali padale, zaradi česar 
je bilo zahtevno določiti osnovni nivo. 
- Po mirovanju sem se  udaril po licu. Prišlo je do odziva prevodnosti kože 
(SCR), pri čemer sem izmeril najvišjo točko prevodnosti po nastopu stimulusa. 
S tem sem definiral amplitudo prevodnosti - razlika med najvišjo vrednostjo 
po nastopu stimulusa in osnovnim nivojem. To amplitudo sem potem vzel kot 
nekakšno merilo odziva v danem poizkusu. Če je bila na primer ta amplituda 
velika, potem je bila velika tudi sprememba prevodnosti med igranjem. Nato 
sem empirično določil neko zgornjo in spodnjo mejo. Zgornja meja je bila, ko 
se je trenutna vrednost prevodnosti dvignila za določen delež  amplitude nad 
osnovni nivo. Spodnja meja pa je bila, ko se je razlika med trenutno vrednostjo 
in osnovnim nivojem  spustila pod določen delež  amplitude. Spodaj sta enačbi, 
ki določata ti dve meji. 
 
 𝐺𝑧𝑔 = 𝐺𝑝𝑜𝑣 + 𝑘1 ∙ ( 𝐺𝑚𝑎𝑘𝑠 −  𝐺𝑝𝑜𝑣) (3) 
 
 𝐺𝑠𝑝 = 𝐺𝑝𝑜𝑣 + 𝑘2 ∙ ( 𝐺𝑚𝑎𝑘𝑠 −  𝐺𝑝𝑜𝑣) (4) 
             
            Pri čemer so : 
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            Gzg – prevodnost pri zgornji meji 
            Gsp – prevodnost pri spodnji meji 
            Gpov – povprečna vrednost prevodnosti v nekem časovnem intervalu 
            Gmaks – prevodnost po nastopu stimulusa 
            k1, k2 – deleža amplitude prevodnosti  
 
- Nato je sledila druga faza umiritve, da se je prevodnost spet spustila proti 
osnovnemu nivoju. 
- Po drugi fazi umiritve pa sem pričel z igro. 
 
Slika 10 prikazuje shemo postopka določitve meje. 
 
Slika 10:  Shema postopka določitve mej prevodnosti 
 
Metodo sem preskusil na: 
 surovem signalu 
 vzorčenem signalu, kjer sem upošteval vsako deseto zajeto vrednost 
 filtriranem signalu s Butterwortovim filtrom  
 
Pri metodi sem upošteval samo prevodnost zgornjih elektrod (prev1) ali samo 
prevodnost stranskih elektrod (prev2). 
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3  Ovrednotenje delovanja Šviczid igre 
3.1  Upoštevanje surovega signala 
Za začetek sem se odločil, da bom preskusil igro z upoštevanjem surovega signala, 
torej vseh zajetih vrednosti. V prvem primeru sem upošteval samo stranski elektrodi, 
v drugem pa samo zgornji elektrodi. Čas mirovanja je znašal 120 sekund, nato je sledil 
dražljaj (udarec po licu), začetek igranja pa je nastopil po okoli 200 sekundah. 
Definiral sem dve dolžini loparja (60 in 120 enot), povprečno vrednost pa sem izmeril 
v celotnem intervalu mirovanja (120 sekund). Za zgornjo mejo sem določil delež 0,8 , 
za spodnjo mejo pa 0,2.  
 
Slika 11:  Graf surovega signala prevodnosti med zgornjima elektrodama 
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Čas zajemanja vrednosti je bil vsakih 21-22 milisekund (frekvenca 50 Hz), kar pomeni 
okoli 2750 zajetih vrednosti v minuti. Toda vrednosti precej nihajo, tako da loparček 
po začetku igranja sicer spremeni dolžino, ampak to počne preveč pogosto. Lopar 
zaradi tega izgleda, kot da utripa. Slika 11 prikazuje graf signala z vsemi upoštevanimi 
vrednostmi (gre za prevodnost med zgornjimi elektrodami). 
Kot je razvidno iz slike 11 so izmerjene vrednosti prevodnosti precej pošumljene 
(med dvema zaporednima meritvama je razlika lahko tudi več kot 0,8 µS). Tako 
vrednosti ves čas skačejo nad in pod meji, ki ju definiram za  spremembo dolžine 
loparja.  Ta metoda je torej pri upoštevanju vseh vrednosti precej neuporabna. 
3.2  Upoštevanje vzorčenega signala 
V naslednjem primeru sem upošteval samo vsako deseto zajeto meritev in 
preverjal, kako se bo obnašal lopar. Čas mirovanja sem vzel 120 sekund, potem sem 
izvedel stimulus, igranje pa se je pričelo po dvestotih sekundah. Osnovni nivo sem  
izmeril v celotnem intervalu prvega mirovanja. Tudi v tem primeru sem imel definirani 
dve dolžini loparja (60 in 120 enot).  
 
3.2.1  Upoštevanje prevodnosti  med zgornjima elektrodama.  
Na začetku igranja ostane lopar pri začetni dolžini tudi po nekaj izgubljenih 
življenjih, nato pa se poveča. Menjavanje dolžine loparja ni tako pogosto kot v prvem 
primeru, toda še vedno precej moteče za igralca. Meji spremembe dolžine loparja  sem 
pustil enaki kot pri upoštevanju surovega signala. Od 200. sekunde sem igral 
nepretrgoma.  
Slika 12 prikazuje potek prevodnosti v tem primeru. Zgornja meja pomeni 
vrednost, pri kateri lopar poveča dolžino, spodnja meja pa, ko se vrne na prvotno 
dolžino. 
3.2.2  Upoštevanje prevodnosti med stranskima elektrodama 
Nato sem preskusil igro z upoštevanjem samo stranskih elektrod. Tudi v tem 
primeru sem imel roko v mirovanju okoli 120 sekund, potem je sledil stimulus in 
mirovanje do 200. sekunde, ko sem začel z igro. Prvi poskus je bil neuspešen, saj se je 
prevodnost med igranjem igre zmanjševala, tako da je lopar ostal na prvotni dolžini. 
S slike 13 je razvidno, da se prevodnost po začetku igranja sicer dvigne, toda 
potem se vrednosti prevodnosti  znižujejo, čeprav sem ves čas igral. Prevodnost nikoli 
ne doseže zgornje meje, zato se lopar ne poveča. 




Slika 12:  Graf vzorčenega signala prevodnosti med zgornjima elektrodama  
 
 
Slika 13:  Graf vzorčenega signala prevodnosti med stranskima elektrodama 
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Še enkrat sem poskusil igrati pri enakih pogojih, torej stranske elektrode, enak 
čas mirovanja, stimulus in začetek igre. Loparček ponovno ni reagiral, saj se 
prevodnost med stranskima elektrodama, za razliko od prevodnosti med zgornjima 
elektrodama, med igranjem ni dovolj povečevala. 
Pri tem preskušanju je igra bolje reagirala pri upoštevanju prevodnosti med 
zgornjima elektrodama. Slika 14 prikazuje odziva obeh prevodnosti pri enem od 
poskusov. Medtem ko se je prevodnost med zgornjima elektrodama med igranjem 
stalno povečevala, pa se je druga prevodnost povečala precej manj. 
 
Slika 14:  Odziva obeh prevodnosti med igranjem 
 
 
3.3  Upoštevanje filtriranega signala 
V prvih dveh primerih sem ugotovil, da je signal prevodnosti precej pošumljen 
oziroma vrednosti prevodnosti preveč skačejo, zaradi česar lopar spreminja dolžino 
prepogosto. Moral sem najti način, da te spremembe prevodnosti ne bi bile tako 
izrazite. Signal sem torej moral na nek način »zgladiti«. Ker se na samo problematiko 
filtriranja in glajenja ne spoznam, sem za rešitev malo pobrskal po internetu. Odkril 
sem, da je za moj primer najprimernejša rešitev kombinacija Butterwortovega 
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nizkopasovnega filtra in filtra, ki filtrira podatke iz »«preteklosti (že zajete vrednosti). 





Argumenta v ukazu butter sem določil empirično tako, da sem za različne 
vrednosti izrisoval signale in potem izbral najprimernejšo kombinacijo (izbral sem 
tako kombinacijo, da signal vseeno ni pregladek). Ker ukaz scipy.signal.lfilter deluje 
nad poljem vhodnih podatkov, sem moral seznam zajetih vrednosti pretvoriti v polje 
vrednosti z ukazom np.array(prev1). Za uporabo teh ukazov sem moral prethodno 
naložiti NumPy in SciPy. Gre za še dve zelo uporabni knjižnici, ki omogočata lažje 
delo v znanstvenih projektih. Na sliki 15 lahko vidimo primer surovega in filtriranega 
signala. 
Pri ovrednotenju delovanja igre, kjer sem upošteval filtrirani signal, sem se 
odločil za nekatere spremembe. V prvotnih poskusih sem meril povprečno vrednost 
prevodnosti za celotno časovno obdobje prvega mirovanja. To se je izkazalo kot ne 
najboljša rešitev, saj signal v prvi minuti dostikrat preveč spreminja vrednosti (narašča 
ali pada). Za naslednje poskuse sem se odločil, da bom izmeril povprečno vrednost v 
nekem vmesnem intervalu mirovanja. Čas prvega mirovanja je znašal tri minute, pri 
čemer sem povprečje meril med 120. in 180. sekundo. 
 
Slika 15:  Primer surovega in filtriranega signala prevodnosti med zgornjima elektrodama 
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3.3.1  Upoštevanje prevodnosti med zgornjima elektrodama 
 
1. preskušanje – dve dolžini loparja 
 
Pri prvem preskušanju sem imel dve dolžini loparja. Stimulus je nastopil po 
3.minuti. Sledila je še dodatna minuta mirovanja, nato pa sem pričel z igro. Lopar je 
kmalu po pričetku igranja spremenil dolžino. Ta dolžina je potem ostala skozi celotno 
obdobje igranja (se ni več spreminjala). Slika 16 prikazuje potek filtriranega signala 
prevodnosti za ta poskus (v nadaljnih grafih ne bom več prikazoval časovnega 
intervala za določitev osnovnega nivoja, saj je enak za vse nadaljne poskuse). 
 
Slika 16:  Potek prevodnosti med zgornjima elektrodama pri 1.preskušanju 
  
Pri 1. preskušanju je Šviczid igra prvič delovala bolj stabilno. Edina negativna 
točka je bila, da sem definiral prenizko zgornjo mejo, in ko jo je trenutna prevodnost 
enkrat presegla, se ni več spustila pod njo. Lopar je tako ohranil konstantno dolžino, 
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2. preskušanje – več dolžin loparja 
 
Pri 2. preskušanju sem se odločil, da bom definiral dodatne dolžine loparja. 
Namen tega preskušanja je bil preveriti , če bi se pri zelo dolgem loparju lahko toliko 
umiril, da bi zmanjšal dolžino za kakšno stopnjo. Za spodnjo mejo (najkrajši lopar) 
sem vzel vrednost, ki je za 20% amplitude prevodnosti večja kot osnovni nivo, za 
zgornjo mejo (najdaljši lopar) pa vrednost, ki je za 200% amplitude prevodnosti večja 
kot osnovni nivo. Za vmesne prevodnosti med obema mejama, pri katerih je lopar 
spremenil dolžino, sem kot  stopnjo vzel  vrednost 30% amplitude prevodnosti. 
Loparju sem tako definiral sedem različnih dolžin, ki so se spreminjale za 20 enot (od 
60 do 180 enot). Preskušanje delovanja je bilo precej odvisno od mojega trenutnega 
stanja oz. razpoloženja.  V veliko poskusih mi tudi pri zelo dolgem loparju ni uspelo, 
da bi se med igranjem pomiril in zmanjšal dolžino loparja (slika 17). Enega od 
poskusov, ko mi je to uspelo, pa prikazuje slika 18. Lopar mi je v tem primeru uspelo 
zmanjšati na eno od srednjih stopenj dolžine.  
 
Slika 17:  Neuspešen poskus zmanjšanja prevodnosti (krajšanja loparja) 
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Slika 18: Graf signala prevodnosti pri uspešnem poskusu zmanjšanja dolžine loparja 
 
3. preskušanje – večja prevodnost, krajši lopar 
 
Pri 2. preskušanju mi je po nekaj poskusih uspelo med igro zmanjšati dolžino 
loparja. Pri 3. preskušanju sem hotel preveriti, kako bi bilo pri obratni situaciji. Določil 
sem, da se dolžina loparja s povečanjem prevodnosti zmanjšuje. Ponovno sem 
poskušal ugotoviti, če mi bo uspelo spremeniti dolžino loparja. Pogoje za določanje 
osnovnega nivoja in maksimalne vrednosti po stimulusu sem pustil enake kot pri prvih 
dveh preskušanjih. Tudi pri tem preskušanju sem definiral 7 dolžin loparja.  
Ugotovil sem, da mi je šlo pri tem preskušanju še slabše kot pri prejšnjem. Lopar 
je na začetku imel kar veliko dolžino, toda ko se mi je enkrat skrajšal na najmanjšo 
stopnjo, ga med igranjem nisem mogel več podaljšati. Izmed mnogih poskusov mi je 
samo v dveh primerih uspelo nadzorovati lopar, toda situaciji sta se med seboj 
razlikovali. Pri enem poskusu sem bil miren in zbran, tako da sem lahko nadzoroval 
svoje  občutke med igro. V drugem primeru pa sem bil precej utrujen in zaspan, tako 
da sem tudi slabo reagiral na igro in izgubljena življenja. Spodnje slike prikazujejo 
grafe za neuspešen poskus in dva uspešna poskusa. 
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Slika 19:  Neuspešen poskus zmanjšanja prevodnosti (podaljšanja loparja) 
Iz slike 19 je razvidno, da je sam potek signala precej podoben poskusu, ko 
sem poskušal zmanjšati dolžino loparja (slika 17). Ko je trenutna vrednost prevodnosti 
prešla zgornjo mejo (dvakratna vrednost amplitude prevodnosti nad osnovnim 
nivojem), se je lopar skrajšal na najmanjšo stopnjo, in potem mi ni več uspelo 
nadzorovati igre. 
 
Slika 20:  Uspešen poskus nadzorovanja dolžine loparja (mirno in zbrano stanje) 
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Slika 20 prikazuje potek prevodnosti, ko sem bil miren in zbran. Prevodnost se 
je sicer s pričetkom igre povečala (lopar se je skrajšal), toda med samo igro mi je 
uspelo zadržati dolžino loparja na eni od srednjih stopenj (3. – 4. stopnja dolžine). Na 
splošno lahko ugotovim, da mi je uspelo nadzorovati lopar, če sem ga zadržal na eni 
od srednjih dolžin. Pri najkrajšem loparju se mi je prevodnost vedno samo še 
povečevala. 
 
Slika 21:  »Uspešen« poskus zmanjšanja prevodnosti (utrujeno in zaspano stanje) 
 
Slika 21 pa prikazuje potek prevodnosti, ko sem bil v utrujenem oziroma 
zaspanem stanju. Iz grafa je razvidno, da je bil odziv na samo igranje zelo slab. Ko 
sem začel z igranjem, sem za trenutek popustil pri prijemu miške, zato se je prevodnost 
za trenutek zmanjšala. Vmes je sicer prišlo do nekaj reakcij (lopar se je skrajšal), ki pa 
so se hitro polegle. Pri tem poskusu sem bil precej neosredotočen na samo igro. 
 
3.3.2  Upoštevanje prevodnosti med stranskima elektrodama 
 
Tudi pri ovrednotenju delovanja igre Šviczid z upoštevanjem prevodnosti med 
stranskima elektrodama sem se odločil za tri različna preskušanja. Pri prvem sem imel 
dve dolžini loparja, pri drugem sedem dolžin, pri tretjem pa sem obrnil pogoje 
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delovanja. Za razliko od preskušanja z upoštevanjem vzorčenega signala, so rezultati 
tukaj precej bolj podobni rezultatom preskušanja z upoštevanjem zgornjih elektrod. So 
bile pa vrednosti manjše, tako da je bil lopar bolj odziven na spremembe prevodnosti. 
Pogoje glede preskušanja delovanja sem pustil enake kot v podpodpoglavju 3.3.1. 
 
1. preskušanje – dve dolžini loparja 
 
Odzivi so bili podobni kot pri prvem preskušanju v podpodpoglavja 3.3.1. Ko 
se je lopar enkrat podaljšal, je to dolžino zadržal (prevodnost se je povečevala). Enega 
takih poskusov prikazuje spodnja slika (slika 22). 
 
Slika 22:  Potek prevodnosti med stranskima elektrodama pri 1. preskušanju 
Iz grafa je razvidno, da je potek prevodnosti precej podoben kot je na sliki 16. 
Edina večja razlika je, da je v tem primeru prevodnost precej nižja. Nasplošno so bile 
prevodnosti med stranskima elektrodama precej manjše od tistih med zgornjima. 
Medtem ko so se vrednosti med zgornjima elektrodama gibale od 3 µS do 10 µS, pa 
so bile vrednosti med stranskima elektrodama nekje v območju od 1,2  µS do 3 µS. 
 
2. preskušanje – več dolžin loparja 
 
Tudi pri tem preskušanju sem prišel do podobnih ugotovitev kot  pri  drugem 
preskušanju v podpodpoglavja 3.3.1. Potek prevodnosti med časom igranja je bil 
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odvisen od mojega trenutnega razpoloženja. Če sem bil nervozen, mi tudi zelo dolg 
lopar ni pomagal, da bi se umiril. Ko pa sem bil v bolj umirjenem stanju, pa mi je lopar 
uspelo  skrajšati. Sliki  23 in 24 prikazujeta  odziva za oba primera. 
 
Slika 23:  Neuspešen poskus zmanjšanja prevodnosti med stranskima elektrodama 
Pri poskusu na sliki 23 je prevodnost konstantno naraščala, tudi ko je bil lopar 
zelo dolg. V tem poskusu sem se med igro odločil še za eno dodatno mirovanje (med 
450. in 500. sekundo), tako da sem lopar »prisilno« skrajšal, toda s ponovnim 
pričetkom igranja je prevodnost spet narasla izven meja. Pri poskusu na sliki 24 pa mi 
je uspelo zadržati lopar na neki srednji dolžini (prevodnost med igro ni pretirano 
narasla). Med igro sem se še dvakrat nehote popraskal (prevodnost za hip narasla), kar 
pa ni bistveno vplivalo na potek igre. 
 
3. preskušanje – večja prevodnost, krajši lopar 
 
Tudi pri tem preskušanju lahko potegnem neke vzporednice z 3. preskušanjem v 
podpodpoglavju 3.3.1. Ko sem bil živčen, se mi je lopar takoj skrajšal na najmanjšo 
dolžino, in potem mi ga ni več uspelo podaljšati. V mirnem stanju pa je bilo ključno, 
da sem čim manj reagiral na izgubljena življenja in sunkovite gibe. Slika 25 prikazuje 
primer, ko mi je na začetku (v prvih 60 – 70 sekund igranja) uspelo »držati« lopar na 
neki dolžini, toda ko se mi je enkrat skrajšal na najmanjšo enoto, ga nisem mogel več 
podaljšati. Vrednosti v času prvega mirovanja so sicer precej nihale, toda glede na to, 
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da so bile v časovnem intervalu merjenja osnovnega nivoja dokaj konstantne, sem vzel 
ta preskus kot verodostojen. 
 
Slika 24:  Uspešen poskus nadzorovanja dolžine loparja (stranske elektrode) 
 
Slika 25:  Delno uspešen poskus nadzorovanja dolžine loparja 
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3.4  Splošna ocena delovanja igre Šviczid 
Po ovrednotenju delovanja igre Šviczid in mnogih preskusih lahko ugotovim, da 
mi je naloga programiranja igre, na katero vplivam z enim od svojih psihofizioloških 
parametrov, delno uspela. Metoda, ki sem jo izbral za ovrednotenje, ima kar nekaj 
faktorjev, ki lahko vplivajo na samo delovanje.  
Prvi faktor je določitev samega osnovnega nivoja v prvem mirovanju. V mnogih 
poskusih sem imel z verodostojno določitvijo te vrednosti kar precej težav. Prevodnost 
je lahko imela v intervalu merjenja obliko parabole (če sem miško prijel tik pred 
začetkom poskusa) ali pa je konstantno padala skozi celoten interval (če sem miško 
pred začetkom poskusa že nekaj časa držal). Med izvajanjem programa sem sicer 
poskušal preverjati  standardni odklon, kar pa je dalo spremenljive rezultate, tako da 
je bilo precejšnje število poskusov neuspešnih prav zaradi »slabega« osnovnega 
nivoja. Slika 26 prikazuje enega od teh neuspešnih poskusov.  
 
Slika 26:  Neuspešen poskus zaradi neprimernega osnovnega nivoja 
Iz grafa je razvidno, da je vrednost prevodnosti na začetku merjenja osnovnega 
nivoja celo nad vrednostjo po stimulusu. Zaradi tega je bila tudi amplituda prevodnosti, 
ki sem jo vzel kot merilo odziva, manjša, kar je posledično pomenilo, da igra ni 
delovala najboljše. 
V nekaterih poskusih se mi je zgodilo, da prevodnost po stimulusu ni padala 
proti osnovnemu nivoju, kar je tudi vplivalo na delovanje. 
3.4  Splošna ocena delovanja igre Šviczid 43 
 
Drugi faktor je sam dražljaj oziroma stimulus. Za svoj primer sem uporabil 
udarec po licu. Tega sem v vseh poskusih poskušal izvesti »enako«, so se pa zagotovo 
udarci razlikovali po moči in površini lica, ki sem jo zadel. Na sam dvig prevodnosti 
po stimulusu je vplivala tudi temperatura okolja. V jutranjih urah sem imel bolj hladno 
in suho roko, zato je bil ta stimulus precej neizrazit. V popoldanskih urah pa sem imel 
precej bolj tople in potne roke, kar je povzročilo precejšen skok v prevodnosti. 
Tretji faktor je držanje miške med igro. Pri vseh poskusih sem se odločil, da bom 
imel prste ves čas igranja prislonjene na oziroma ob miško. S tem nisem hotel vplivati 
na same rezultate merjenj (če spustiš zgornje elektrode, se prevodnost med stranskima 
elektrodama poveča, če pa spustiš stranske elektrode, se prevodnost med zgornjima 
elektrodama zmanjša). Tudi tukaj sem poskušal med igranjem držati miško čim bolj 
»enako«, toda gotovo sem kdaj nezavedno popustil pri prijemu. 
Četrti faktor pa je trenutno stanje samega igralca. Ugotovil sem, da Šviczid igra 
deluje precej slabše, ko sem bil nervozen ali ko sem bil utrujen, kot pa takrat ko sem 
bil  miren in zbran. Torej tudi začetno stanje samega igralca precej vpliva na delovanje. 
 































4  Zaključek 
Sama naloga programiranja Šviczid igre je delno uspela. Pod nekaterimi pogoji 
je delovala zelo dobro, pod drugimi pa ne ravno najboljše. Zgornji rezultati so 
pokazali, da je za najprimernejše ovrednotenje potrebno upoštevati filtrirani signal, saj 
drugače igra prepogosto spreminja težavnost. Med samim preskušanjem sem se soočil 
z veliko problemi, zagotovo pa sem bil jaz tisti, ki je najbolj vplival na delovanje ali 
nedelovanje igre. Po naravi sem precej nervozen človek, ki se težko hitro pomiri, 
zaradi česar sem v mnogih poskusih težko nadzoroval težavnost igre. Tudi utrujenost 
in zaspanost sta slabo vplivala na preskušanje igre (to velja predvsem za zgodnje 
jutranje ure in pozne večerne ure). Najboljše rezultate je igra pokazala, ko sem bil 
miren, zbran in motiviran. Rezultati so pokazali, da je možno izvesti kar precej 
izboljšav. 
V metodi, ki sem jo uporabil, bi lahko spremenil deleža amplitude prevodnosti 
pri zgornji in spodnji meji, tako da bi zajel večji obseg sprememb prevodnosti med 
igranjem. 
Pri merjenju osnovnega nivoja bi bilo potrebno na začetku programa vnesti 
seznam vprašanj, na katera bi igralec odgovarjal. Tako bi lahko bolj verodostojno 
izmeril osnovni nivo. 
Na začetku igre bi lahko omogočil igralcu, da si sam izbere začetne pogoje 
igranja (začetno dolžino loparja in hitrost žogice). Tako bi bila igra primernejša tako 
za izkušene kot neizkušene igralce. 
Poleg igralnega okna bi lahko imeli odprto še dodatno okno, kjer bi med 
igranjem spremljali vizuelni potek same prevodnosti (torej grafični prikaz 
spreminjanja prevodnosti med igranjem). Pri tem bi lahko igralec takoj videl, če med 
mirovanjem pride do prevelikega odklona, če je oblika stimulusa primerna za sam 
preskus in sam potek signala prevodnosti med igranjem. 
Možnost izboljšave je tudi drugi način določitve meje, pri kateri pride do 
spremembe težavnosti. Mejo spremembe dolžine loparja bi lahko definiral z neko 
številčno vrednostjo (če se recimo prevodnost dvigne za 0,5 µS nad osnovni nivo). 
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Prednost tega načina bi bila, da ne bi bilo potrebno izvesti stimulusa, slabost pa, da ta 
številčna vrednost ne bi bila primerna za vsako igranje. 
Lahko bi uporabil tudi drugo metodo za merjenje psihofizioloških odzivov 
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import numpy as np 




# ukaz, ki odpre serijska vrata COM3 
ser=serial.Serial("COM3", baudrate=9600) 
 
# datoteka za shranjevanje zajetih vrednosti 
file=open("E:\Diploma\Meritve\Igranje1.txt", "w") 
 
# definiranje spremenljivk, kamor so se shranjevale vrednosti       
  surovega in vzorčenega signala 
čas = [] 
prev1 = [] 
prev2 = [] 
čas_samp = [] 
prev1_samp = [] 
prev2_samp = [] 
 
# spremenljivki, kamor so se shranjevale vrednosti v določenem   
  časovnem intervalu(med 120. in 180. sekundo) 
prev1_kos = [] 




# nastavitev začetnih vrednosti za maksimalno vrednost po   
  stimulusu in povprečno vrednost v mirovanju (za surovi,   
  vzorčeni in filtrirani signal) 
prev1_maks = 0 
prev2_maks = 0 
prev1_vsota = 0 
prev2_vsota = 0 
prev1_povprečje = 0 
prev2_povprečje = 0 
prev1_filter_vsota = 0 
prev2_filter_vsota = 0 
prev1_filter_povprečje = 0 
prev2_filter_povprečje = 0 
prev1_samp_vsota = 0 
prev2_samp_vsota = 0 
prev1_samp_povprečje = 0 
prev2_samp_povprečje = 0 
 
serial_vrstica=ser.readline() #prebere prvo vrstico iz Švicmiš 
serial_vrstica=ser.readline() #prebere drugo vrstico iz Švicmiš 
k = 0      # števec za celotni signal 
samp = 0   # števec za vzorčeni signal 
št = 0     # števec za časovni interval merjenja osnovnega   
             nivoja 
 
# definiranje dimenzij objektov znotraj igre 
velikost_zaslona = 830,480 
opeka_dolžina = 60 
opeka_višina = 15 
lopar_dolžina  = 60 
lopar_višina = 12 
žogica_premer = 16 
žogica_radij = žogica_premer / 2 
žogica_maks_x = velikost_zaslona[0] - žogica_premer 
žogica_maks_y = velikost_zaslona[1] - žogica_premer 
lopar_y = velikost_zaslona[1] - lopar_višina 
Dodatek 51 
 
lopar_x = 300 
# barvne konstante 
črna = (0,0,0) 
bela = (255,255,255) 
modra = (0,0,255) 
lopar_barva = (0,100,0) 
opeka_barva = (178,34,34) 
 
# konstante stanj 
stanje_žogicanaloparju = 0 
stanje_igra = 1 
stanje_zmaga = 2 
stanje_konec = 3 
življenje = 6 
rezultat = 0 
 
# začetno stanje in hitrost žogice 
stanje = stanje_žogicanaloparju 
žogica_hitrost = [15, -15] 
 
# definiranje pravokotnika okrog žogice 
žogica = pygame.Rect(lopar_x,lopar_y-žogica_premer,žogica_   
         premer,žogica_premer) 
 
# definiranje zaslona in zgornjega napisa         
zaslon = pygame.display.set_mode(velikost_zaslona) 
pygame.display.set_caption("Igra Breakout") 
clock = pygame.time.Clock() 
 
if pygame.font: 
    font=pygame.font.SysFont("comicsansms", 20) 
else: 
    self.font = None 
 
# funkciji za prikaz rezultata in števila življenj ter začetnega    




    if font: 
        font_surface = font.render("REZULTAT: " + str(rezultat)  
        + " ŽIVLJENJE: " + str(življenje), False, bela) 
        zaslon.blit(font_surface, (205,5)) 
 
def prikaz_sporočila(sporočilo): 
    if font: 
        velikost=font.size(sporočilo) 
        font_surface=font.render(sporočilo,False, bela) 
        x=(velikost_zaslona[0] - velikost[0]) / 2 
        y=(velikost_zaslona[1] - velikost[1]) / 2 
        zaslon.blit(font_surface, (x,y)) 
 
# definiranje polja opek 
y_ofs = 35 
opeke = [] 
for i in range(7): 
    x_ofs = 35 
    for j in range(11): 
        opeke.append(pygame.Rect(x_ofs,y_ofs, opeka_dolžina,               
        opeka_višina)) 
        x_ofs += opeka_dolžina + 10 




    serial_vrstica = ser.readline() 
    niz1 = serial_vrstica.decode("utf8",errors="replace"). 
           encode("utf-8") 
    niz2 = niz1.decode("utf-8") 
    file.write(niz2.strip('\n')) 
    seznam = niz2.split(",") 
    čas.append(float(seznam[0])) 
    prev1.append(float(seznam[1])) 
    prev2.append(float(seznam[2])) 
     




    # pretvarjanje iz seznama v polje vrednosti 
    y1=np.array(prev1)      
    y2=np.array(prev2)       
     
    # zajemanje vsake desete vrednosti surovega signala 
    if(k%10 == 0): 
        if k == 0: 
            čas_samp.append(cas[k]) 
            prev1_samp.append(prev1[k]) 
            prev2_samp.append(prev2[k]) 
        else:     
            čas_samp.append(cas[k]) 
            prev1_samp.append(prev1[k]) 
            prev2_samp.append(prev2[k]) 
            samp += 1 
     
    # filtriranje surovega signala         
    b,a = signal.butter(3,0.03) 
    prev1_filter = scipy.signal.lfilter(b,a,y1) 
    prev2_filter = scipy.signal.lfilter(b,a,y2) 
     
    # definiranje objekta za shranjevanje koordinat loparja in   
      Maksimalne vrednosti loparja po x osi 
    lopar_maks_x = velikost_zaslona[0] - lopar_dolžina 
    lopar = pygame.Rect(lopar_x,lopar_y,lopar_dolžina, 
            lopar_višina) 
 
    for event in pygame.event.get(): 
        if event.type == pygame.QUIT: 
            pygame.quit() 
            sys.exit() 
        if event.type == pygame.MOUSEMOTION: 
            pos = pygame.mouse.get_pos() 
            lopar_x = pos[0]-lopar_dolžina 
            if lopar_x<0: 
                lopar_x=0 
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            if lopar_x > lopar_maks_x:          
                 lopar_x = lopar_maks_x 
    
    # merjenje povprečne vrednosti oziroma osnovnega nivoja, ko    
      je oseba v mirovanju (za surovi in filtrirani signal)  
    if time.clock() > 120 and time.clock() < 180: 
            prev1_vsota += prev1[k] 
            prev2_vsota += prev2[k] 
            prev1_filter_vsota += prev1_filter[k] 
            prev2_filter_vsota += prev2_filter[k] 
            prev1_povprečje = prev1_vsota/(št+1) 
            prev2_povprečje = prev2_vsota/(št+1) 
            prev2_filter_povprečje = prev2_filter_vsota/(št+1) 
            prev1_filter_povprečje = prev1_filter_vsota/(št+1) 
            št+ = 1 
            if abs(prev2_filter[5510]-prev2_filter[k])>0.3: 
                pygame.quit() 
                sys.exit() 
 
    # merjenje povprečne vrednosti oziroma osnovnega nivoja, ko    
      je oseba v mirovanju (za vzorčeni signal) 
    if time.clock() > 120 and time.clock() < 180: 
        if (k%10==0): 
            prev1_samp_vsota+=prev1_samp[samp] 
            prev2_samp_vsota+=prev2_samp[samp] 
            prev1_samp_povprečje=prev1_samp[samp] 
            prev2_samp_povprečje=prev2_samp[samp] 
             
    # določanje maksimalne vrednosti filtriranega signala po   
      stimulusu (za surovi ali vzorčeni signal spremenimo   
      spremenljivko v ukazu append) 
    if 180 < time.clock() and time.clock() < 210: 
        prev1_kos.append(prev1_filter[k]) 
        prev2_kos.append(prev2_filter[k]) 
        prev1_maks = max(prev1_kos) 
        prev2_maks = max(prev2_kos) 
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    clock.tick(50) 
    zaslon.fill(črna) 
    # definiranje začetka igranja in ponovnega zagona 
    tipke = pygame.key.get_pressed() 
    if tipke[pygame.K_SPACE] and stanje == stanje_ žogicana   
    loparju: 
        žogica_hitrost=[15,-15] 
        stanje = stanje_igra 
    elif tipke[pygame.K_RETURN] and (stanje == stanje_konec or   
    stanje == stanje_zmaga): 
        življenje = 6 
        rezultat = 0 
        stanje = stanje_žogicanaloparju 
        lopar = pygame.Rect(lopar_x, lopar_y, lopar_dolžina, 
                lopar_višina) 
        žogica = pygame.Rect(lopar_x, lopar_y - žogica_premer,  
                 žogica_premer,žogica_premer) 
        žogica_hitrost=[15,-15] 
        y_ofs = 35 
        opeke = [] 
        for i in range(7): 
            x_ofs = 35 
            for j in range(11): 
                opeke.append(pygame.Rect(x_ofs, y_ofs, 
                opeka_dolžina, opeka_višina)) 
                x_ofs += opeka_dolžina + 10 
            y_ofs += opeka_višina + 5 
 
    # definiranje prevodnosti, pri katerih pride do spremembe   
      dolžine loparja 
    if time.clock() > 240: 
        if prev2_filter[k] > prev2_filter_povprečje + 2* 
        (prev2_maks - prev2_filter_povprečje): 
            lopar_dolžina = 180 
        elif prev2_filter[k] > prev2_filter_povprečje + 1.7*  
        (prev2_maks - prev2_filter_povprečje): 
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            lopar_dolžina = 160 
        elif prev2_filter[k] > prev2_filter_povprečje + 1.4*   
        (prev2_maks - prev2_filter_povprečje): 
            lopar_dolžina = 140 
        elif prev2_filter[k] > prev2_filter_povprečje + 1.1*   
        (prev2_maks - prev2_filter_povprečje): 
            lopar_dolžina = 120 
        elif prev2_filter[k] > prev2_filter_povprečje + 0.8*  
        (prev2_maks - prev2_filter_povprečje): 
            lopar_dolžina = 100    
        elif prev2_filter[k] > prev2_filter_povprečje + 0.5*   
        (prev2_maks - prev2_filter_povprečje): 
            lopar_dolžina = 80 
        elif prev2_filter[k] < prev2_filter_povprečje + 0.2*  
        (prev2_maks - prev2_filter_povprečje): 
            lopar_dolžina = 60 
     
    # definiranje trkov med žogico in drugimi elementi med igro 
    if stanje == stanje_igra: 
        žogica.left += žogica_hitrost[0] 
        žogica.top  += žogica_hitrost[1] 
        if žogica.left <= 0: 
            žogica.left = 0 
            žogica_hitrost[0] = -žogica_hitrost[0] 
        elif žogica.left >= žogica_maks_x: 
            žogica.left = žogica_maks_x 
            žogica_hitrost[0] = -žogica_hitrost[0] 
        if žogica.top < 0: 
            žogica.top = 0 
            žogica_hitrost[1] = -žogica_hitrost[1] 
 
        for opeka in opeke: 
            if žogica.colliderect(opeka): 
                rezultat += 3 
                žogica_hitrost[1] = -žogica_hitrost[1] 
                opeke.remove(opeka) 




        if len(opeke) == 0: 
            stanje = stanje_zmaga 
             
        if žogica.colliderect(lopar): 
            žogica.top = lopar_y - žogica_premer 
            žogica_hitrost[1] = -žogica_hitrost[1] 
 
        elif žogica.top >= žogica_maks_y: 
            življenje -= 1 
            if življenje > 0: 
                stanje = stanje_žogicanaloparju 
            else: 
                stanje = stanje_konec     
         
    # definiranje stanja, ko je žogica na loparju     
    elif stanje == stanje_žogicanaloparju: 
        žogica.left = lopar.left + lopar.width / 2 
        žogica.top  = lopar.top - žogica.height 
        prikaz_sporočila("PRITISNI SPACE ZA LANSIRANJE ŽOGICE") 
     
    # definiranje stanja ob zmagi ali porazu 
    elif stanje == stanje_konec: 
        prikaz_sporočila("KONEC IGRE. ZA PONOVNO IGRO PRITISNI  
        ENTER") 
    elif stanje == stanje_zmaga: 
        prikaz_sporočila("ZMAGA. ZA PONOVNO IGRO PRITISNI  
        ENTER") 
     
    # izris opek, loparja in žogice 
    for opeka in opeke: 
        pygame.draw.rect(zaslon, opeka_barva, opeka)             
     
    pygame.draw.rect(zaslon, lopar_barva, lopar) 
 
    pygame.draw.circle(zaslon, bela, (int(žogica.left) + int  
    (žogica_radij), int(žogica.top) + int(žogica_radij)),  
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    int(žogica_radij)) 
     
    # izpis statistike in osveževanje zaslona 
    prikaz_statistike() 
    pygame.display.update() 
 
# na koncu programa zapremo serijska vrata in datoteko, v katero   
  shranjujemo vrednosti      
ser.close() 
file.close() 
 
 
