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Signali so v digitalnem svetu zelo pomembni, saj z njimi prenašamo informacije 
med različnimi sistemi, nadzorujemo različne protokole, delovanja sistemov, izvajamo 
različne operacije itd. Da pa lahko ti sistemi normalno delujejo, morajo biti ti signali 
primerno obdelani, idealno brez šuma, velikokrat pa tudi pretvorjeni v drug 
sporazumevalni protokol. V ta namen sem na vezju FPGA Zynq, ki je del merilne 
naprave STEMlab oz. Red Pitaya, implementiral kompleksno generično vzporedno in 
sekvenčno digitalno sito FIR. Z implementiranim modulom lahko uporabnik preko 
enostavne aplikacije, ki se sporazumeva z napravo STEMlab, določa parametre 
delovanja, s katerimi se mu ni potrebno podrobneje seznaniti. Arhitektura modula je 
načrtovana z namenom izrabe vseh strojnih gradnikov tudi v primerih, ko je 
vzorčevalna frekvenca manjša od sistemske frekvence. S to arhitekturo je v vezju 
FPGA združena prednost paralelnosti struktur in sekvenčne obdelave signalov, ki smo 
je vajeni v klasični mikroprocesorski arhitekturi. 
 
 
Ključne besede: STEMlab, FPGA, Red Pitaya, Zynq, vzporedno in sekvenčno 





Signals are very important in the digital world, because we exchange information 
between different systems, we monitor various protocols, operate systems, perform 
various operations, etc. However, in order for these systems to function normally, these 
signals must be properly processed, ideally without noise, and often converted into 
another communication protocol. For this purpose, I implemented complex parallel 
and sequential FIR digital filter on the Xilinx FPGA Zynq, part of the Red Pitaya 
platform. With a simple application that communicates with STEMlab  Red Pitaya 
the user can specify the operating parameters without in-depth knowledge of the field 
of signal processing. The module's architecture is designed to efficiently use FPGA 
resources even in situations when sampling frequency is lower than system frequency. 
With this architecture the parallel structure capable with FPGA and sequential 
structure used commonly in microprocessors are combined in one module. 
 
 
Key words: STEMlab, FPGA, Red Pitaya, Zynq, parallel and sequential FIR 
digital filter, FIR digital filter, DSP 
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1  Uvod 
Signali in informacije, ki jih prenašajo, so v današnjem svetu velikega pomena. 
Z razvojem tehnologije so se potrebe po vrsti signalov zelo spremenile. Hitrosti 
prenosov signalov so se povečale in se bodo večale še naprej. Vzpon mobilnih strojnih 
sistemov in večje zmogljivosti slednjih so vodili do tega, da razvoj stremi k vedno nižji 
porabi energije. To v mikroelektroniki pomeni, da se napajalne napetosti integriranih 
vezij manjšajo, s tem pa tudi odpornost na napake v sistemih in prenosih signalov. Za 
zmanjšanje pogostosti napak se poslužujemo raznih signalnih filtrirnih metod [1], s 
katerimi iz signalov izločimo šum, ki popači osnovni signal. Velikokrat je potrebno 
informacije iz signala nato prenesti v nek drug sistem, v katerem poteka nadaljnja 
obdelava informacij. Ti prenosi informacij morajo biti zaradi motečih zunanjih 
dejavnikov in preprečevanja prekrivanj informacij iz različnih virov preneseni v 
vnaprej določenem protokolu, s katerim izločimo šum in zakodiramo našo 
informacijo. V svojem magistrskem delu sem se osredotočil na del efektivne obdelave 
signalov, pri čemer uporabnik ne potrebuje poglobljenega znanja o obdelavi signalov 
za nastavljanje parametrov. 
Prednost rekonfigurabilnega realno-časnega vzporednega in sekvenčnega 
digitalnega sita FIR je v tem, da z določitvijo novih parametrov dobimo povsem 
drugačne lastnosti digitalnih sit [2] na že obstoječi arhitekturi. S tem pridobimo na 
času načrtovanja novih integriranih vezij, saj za vsako drugačno lastnost ni treba 
ponovno načrtovati celotnega vezja. Z enostavnim grafičnim vmesnikom določimo 
parametre, ki spremenijo delovanje in način obdelave signalov. 
Rekonfigurabilno realno-časno vzporedno in sekvenčno (ang. Finite Impulse 
Response) digitalno sito FIR smo implementirali na napravi STEMlab [3]. Modul je 
načrtovan generično in je kompatibilen z vsemi ostalimi vezji FPGA. Naprava 
STEMlab je odprtokodna razvojna platforma, ki se jo lahko uporablja kot signalni 
generator, osciloskop, spektralni analizator, bode-jev analizator itd.  
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V mojem projektu je naprava STEMlab konfigurirana tako, da gre vhodni signal 
iz analogno-digitalnega pretvornika najprej do dela FPGA razvojne platforme in nato 
v glavno procesno enoto, v kateri se izvajajo prej omenjene aplikacije. Na ta način 





2  Naprava STEMlab  Red Pitaya 
Naprava STEMlab – Red Pitaya [3] je odprtokodna razvojna platforma. Red 
Pitaya je hčerinsko podjetje Instrumentation Technologies, ki je leta 2013 uspelo s 
kampanjo Kickstarter. STEMlab je merilna naprava, ki nam ponuja nekatere funkcije 
klasičnega osciloskopa v majhni mobilni izvedbi. Glavni del platforme so komponente 
integriranih vezij s sistemom na čipu (System-on-Chip  SoC) proizvajalca Xilinx tipa 
Zynq ZC7Z010 [4], ki je podprt s 512 MB bralno-pisalnega pomnilnika (ang. Random 
Access Memory – RAM). Glavna prednost Zynq SoC je v tem, da ima integrirani 
ločeni enoti programirljivih vezij FPGA (ang. Field-Programmable Gate Array) in 
CPU [4]. Na procesorskem delu teče operacijski sistem Linux, del FPGA pa se 
uporablja za sprotne visokozahtevne obdelave hitrih signalov, saj nam ponuja 
vzporedne operacije in direktne strojne implementacije različnih zahtevnih aplikacij. 
Operacijski sistem Linux je shranjen na kartici SD, ki je del platforme. Linux skrbi za 
komunikacijo z omrežjem, generiranje in zajemanje analognih ali digitalnih signalov 
ter za pravilno komunikacijo z ostalo periferijo, ki jo vidimo na sliki 2.1. 
 
Slika 2.1:  Strojni gradniki naprave STEMlab [5] 
 
 
Na napravi STEMlab teče operacijski sistem Linux, do katerega lahko 
dostopamo preko omrežne povezave s terminalom, preko katerega lahko nato svoje 
aplikacije tudi načrtujemo [5]. Sam sem uporabljal terminal MobaXterm [6], ker je 
uporabniku prijazen ter ima možnosti lastnega urejevalnika datotek in osnovnega 
grafičnega vmesnika za dodajanje in odstranjevanje datotek. Preko uporabniškega 
vmesnika nalagamo nove aplikacije, kot so signalni generatorji, modulatorji, oscilator. 
Na uporabniškem vmesniku jih nato tudi upravljamo in aktiviramo. Implementirali 
smo spletno aplikacijo, s katero uporabnik preko uporabniškega vmesnika z 
načrtovanim modulom nastavlja parametre digitalnega sita. 
Platforma ima dva hitra vhodna 14-bitna analogno-digitalna pretvornika in dva 
hitra 14-bitna digitalno-analogna pretvornika. Maksimalna frekvenca generiranja oz. 
zajemanja signala pa je 125 MHz. 
 
2.1  FPGA SoC Zynq ZC7Z010 
Ena od glavnih komponent na napravi STEMlab je Xilinxov Soc Zynq ZC7Z010 
[4]. Glavna prednost Zynq SoC je v tem, da ima integrirani ločeni enoti FPGA in CPU. 
Da bomo v nadaljevanju vedeli, kakšne so naše možnosti implementacije posameznih 
modulov, moramo najprej podrobno poznati arhitekturo, ki jo imamo na voljo. S 
pomočjo poznavanja arhitekture in strojnih gradnikov bomo vedeli, kakšne so 
omejitve, koliko strojnih gradnikov določenega tipa imamo na voljo ter kako se jih 
uporablja. Zynq Z-7010 ima vgrajeno dvojedrno ARM Cortex-A9 [7] enoto CPU, ki 
jo lahko poganja operacijski sistem Linux, ki nadzoruje celoten sistem in se z delom 
FPGA sporazumeva po vodilih AXI. V primeru naprave STEMlab je Linux naložen 
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Slika 2.2:  Tabela s številom strojnih gradnikov za družino integriranih vezij Zynq 
 
Vezje Z-7010 ima poleg dela CPU integriran tudi del FPGA, ki ima naslednje 
število pomembnejših osnovnih strojnih gradnikov, kar razberemo iz slike 2.2 in je 
izpostavljeno v tabeli 2.1. 
 
Vpogledna tabela (ang. Look-Up Tables  LUT) 17 600  
Flip Flopi 35 200 
Bloki RAM (BRAM) 60 (vsak blok 36 Kb) 
Gradniki DSP 80 
Tabela 2.1:  Število strojnih gradnikov na Z-7010 
 
Pri tem je potrebno posebej predstaviti gradnike DSP [8]. Xilinxov strojni 
gradnik DSP48E1 je posebno implementiran gradnik, ki nam omogoča namenske 
operacije, kot so množenje, seštevanje, odštevanje in deljenje. Z uporabo gradnikov 
DSP nadomestimo in zmanjšamo uporabo ostalih osnovnih gradnikov, iz katerih bi 
implementirali te namenske operacije. V 7. generaciji Zynq Xilinx SoC je 




Slika 2.3:  Arhitektura gradnika DSP48E1 
 
Na sliki 2.3 je poenostavljena arhitektura bloka DSP48E1. DSP ima vgrajen 
pred-seštevalnik, ki je narejen z namenom povečati izkoristek aplikacij DSP. Kot 
bomo kasneje videli, s pomočjo pred-seštevalnika v gradnikih DSP občutno 
zmanjšamo porabo strojnih gradnikov pri implementaciji digitalnih sit FIR. 
Pred-seštevalnik v arhitekturi DSP48E1 je 25-bitni, množilnik pa je 25-bitni krat 
18-bitni. Izhod iz gradnika DSP je tako maksimalne velikosti do 48 bitov. Vhodni 
vektor B je velikosti 18 bitov in je direktno vezan na množilnik znotraj strojnega 
gradnika DSP48E1, medtem ko sta A 30-bitni vhodni vektor in D 25-bitni vhodni 




3  Obdelava digitalnih signalov z generičnimi moduli VHDL 
Pred samim načrtovanjem vzporednega in sekvenčnega digitalnega sita FIR je 
treba najprej določiti območja delovanja našega sistema ter kakšne so omejitve in 
računske zahtevnosti določenih operacij. Da lahko to določimo, moramo biti 
seznanjeni s teorijo obdelave signalov [9]. V nadaljevanju bom predstavil osnovno 
teorijo obdelave signalov s postopki digitalnih sit FIR, ki bodo uporabljeni v 
načrtovanju signalnega procesorja.  
 
3.1  Teorija digitalnih frekvenčnih sit 
Digitalna frekvenčna sita so se razširila v vso elektrotehniko. Razlog za to je 
predvsem velika prilagodljivost samih sit v primerjavi z analognimi. Poleg tega 
pridobimo relativno veliko zanesljivost samih sit, saj ta niso več odvisna od same 
okolice, staranja ali natančnosti izvedbe fizičnih komponent, kot so na primer upor, 
kondenzator in tuljava. Glede na obliko zapisa sistemske funkcije frekvenčnega odziva 
sita ločimo v dve kategoriji: na sita s končnim odzivom (ang. Finite Impulse Response 
 FIR) in na sita z neskončnim odzivom (Infinite Impulse Response  IIR). Pri situ s 
končnim odzivom so vsi koeficienti povratne vezave 0, kar nam da sistemsko funkcijo 
v obliki polinoma. Ostala sita, pri katerih ti koeficienti niso 0, pa ponudijo sistemsko 
funkcijo v obliki racionalne funkcije in jim pravimo sita z neskončnim odzivom. 
Slednja so glede pomnilniškega prostora navadno manj zahtevna in za isto računsko 
zahtevnost ponujajo ožji prehodni frekvenčni pas kot sita s končnim odzivom. Sita z 
neskončnim odzivom nam ne omogočajo linearne fazne karakteristike, poleg tega pa 
zaradi svoje rekurzivne narave lahko hitro postanejo nestabilna in so občutljivejša tudi 
na samo kvantizacijo, kar se pozna zlasti pri sitih višjega reda, pri katerih kvantizacija 
že občutno vpliva na frekvenčno karakteristiko in stabilnost sita. 
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3.1.1  Osnovna digitalna sita s končnim odzivom 
Osnovna digitalna sita FIR (ang. Finite Impulse Response) so sita, ki generirajo 
končni odziv. V praksi so zelo pomembna predvsem zaradi zmožnosti doseganja 
povsem linearne fazne karakteristike [10]. Za dosego linearne faze digitalnega sita 
morajo biti koeficienti okoli glavnega srednjega koeficienta simetrični. Ker končna 
sita ne uporabljajo povratnih vezav, jih imenujemo konvolucijska sita ali nerekurzivna 
sita. Prenosna funkcija ima vse koeficiente rekurzivnega dela enake 0, kar nam da 
enačbo (3.1). Iz prenosne funkcije tako dobimo splošno enačbo (3.2) digitalnega sita 
FIR. 
 
 𝐻(𝑧) =  𝑐0  +  𝑐1 ⋅ 𝑧
−1 +  𝑐2 ⋅ 𝑧
−2 + ⋯  (3.1) 
 𝑦(𝑛) =  𝑐0𝑥(𝑛) +  𝑐1𝑥(𝑛 − 1) +  𝑐2𝑥(𝑛 − 2) + ⋯ + 𝑐𝑛𝑥(𝑛 − 𝑁)  (3.2) 
 
Na sliki 3.1 je predstavljena direktna struktura digitalnega sita FIR, ki predstavlja 
izhodno enačbo digitalnega sita FIR. arhitektura FIR je sestavljena iz zakasnilnih 
elementov, množilnikov in seštevalnikov. Za N-ti red digitalnega sita FIR potrebujemo 
N + 1 zakasnilnih komponent, množenj in seštevanj. Za optimizacijo digitalnega sita 
FIR lahko uporabimo lastnost zrcalnih vrednosti koeficientov, kar nam prinese 
polovično zahtevo po množenjih, potrebujemo pa dodatnih N/2 pred-seštevanj. 
 
Slika 3.1:  Direktna struktura digitalnega sita FIR 5.reda [11] 
 
  
3.2  Načrtovanje generičnih modulov v jeziku VHDL 25 
 
3.2  Načrtovanje generičnih modulov v jeziku VHDL 
Ko načrtujemo module za obdelavo in modulacijo signala, moramo zadostiti več 
pogojem. Pri načrtovanju moramo upoštevati omejitvene faktorje z vidika strojne 
opreme, poleg tega pa tudi napako kvantizacije, ki ima pri nekaterih obdelavah in 
modulacijah lahko velik pomen. Koeficienti digitalnih sit FIR so realna števila v 
razponu med 1 in 1, v digitalnih strukturah FPGA pa je v praksi enostavnejše 
načrtovanje s celimi števili. Kvantizacijo izvajamo tako, da realna števila pomnožimo 
z maksimalnim številom N-bitne kvantizacije in jih zaokrožimo na najbližje celo 
število. Za primer 10-bitne kvantizacije koeficiente pomnožimo s 1 024. Na izhodu 
modula nato rezultat filtriranja delimo z maksimalnim številom N-bitne kvantizacije, 
da rezultate pretvorimo nazaj v realna števila. Za 10-bitno kvantizacijo zato na izhodu 
spodnji odvzamemo 10 bitov, kar je ekvivalentno deljenju s 1 024. Zaradi narave vezij 
FPGA je tudi samo načrtovanje v primerjavi s klasičnimi CPU različno in prilagojeno 
prednostim, ki jih vezja FPGA ponujajo. Z načrtovanjem v FPGA dosežemo zmogljive 
vzporedne realno-časne strukture, ki jih bom opisal v nadaljevanju. 
 
Digitalno sito FIR lahko načrtujemo v direktni ali transponirani obliki. Nadalje 
bom prikazal obe strukturi ter njune prednosti in slabosti. Pri direktni strukturi na sliki 
3.2 je vhodni signal vzorčen in vezan na vhodni podatkovni cevovod. Pri vsakem 
zakasnilnem elementu digitalnega sita je nato množilnik s pripadajočim koeficientom, 
po vseh množenjih pa sledi seštevanje vseh komponent digitalnega sita FIR. 
 
Slika 3.2:  Direktna struktura digitalnega sita FIR [11] 
 
Del digitalnega sita FIR s seštevanjem je s stališča optimizacije strojnih 
gradnikov učinkoviteje narejen po strukturi seštevalnega drevesa, saj pri digitalnih 
sitih FIR višjega reda potrebuje manj dodatnih bitov v seštevanjih. Primer splošne 
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strukture seštevalnega drevesa je prikazan na sliki 3.3. Pri množenju dobimo rezultat, 
ki je bitno razširjen za število bitov koeficienta. Prav tako moramo pri vsakem 
seštevanju dodati dodatni bit zaradi možnosti preliva podatkov, ki se zgodi, kadar z 
računsko operacijo presežemo maksimalno ali minimalno vrednost. Z dodanim bitom 
pri seštevanju ali odštevanju se izognemo možnosti preliva in napačnim rezultatom 
računske operacije. Tako imamo na koncu rezultat z več biti, kot je vhodni N-bitni 
podatek iz strojnega gradnika DSP48E1. Pri taki strukturi z vsako stopnjo seštevalnega 
drevesa zaradi delnih rezultatov seštevanja pridelamo dodatni bit. 
 
Slika 3.3:  Splošna struktura seštevalnega drevesa [12] 
 
Druga možnost za implementacijo digitalnega sita FIR je implementacija 
transponirane oblike digitalnega sita FIR. Pri tem načinu implementacije so zakasnilni 
elementi v fazi seštevanja. Vhodni signal je v vsaki izmed vej množen s pripadajočim 
koeficientom, rezultati množenj pa so nato posredovani delnim seštevalnikom, ki si 
sledijo sekvenčno. Vsak seštevalnik ima tudi lasten zakasnilni element. Pri tem načinu 
se cevovod seštevanj začne z najbolj zakasnjenim elementom in gre proti najmanj 
zakasnjenemu ter sešteva »od zadaj«. 
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Slika 3.4:  Transponirana oblika digitalnega sita FIR 5. reda [11] 
 
Pri transponirani strukturi digitalnega sita FIR je seštevanje sprotno, zato je po 
N zakasnitvah pri N-tem redu digitalnega sita FIR že rezultat, medtem ko je pri direktni 
strukturi po N zakasnitvah seštevanje v seštevalnem drevesu treba šele začeti in imamo 
še toliko dodatnih zakasnitev, kolikor je stopenj seštevalnega drevesa. S stališča 
hitrosti je zato transponirana struktura primernejša. Ker je pri transponirani strukturi 
seštevanje sekvenčno, za vsak red pridobimo na koncu strukture kar N dodatnih bitov, 
da lahko nadzorujemo preliv bitov. S stališča porabe seštevalnikov in registrov je zato 
direktna struktura znatno primernejša, saj nam seštevalno drevo pridela dodaten bit 
samo na vsako stopnjo. Za primerjavo: pri digitalnem situ FIR 31. reda to pri direktni 
strukturi pomeni dodatnih 5 bitov, medtem ko pri transponirani strukturi pri digitalnem 
situ FIR 32. reda pri seštevanjih dodamo dodatnih 32 bitov, da ne pride do preliva 
podatkov. 
 
3.2.1  Generično rekurzivno seštevalno drevo 
Pri načrtovanju rekurzivnega seštevalnega drevesa [12] je treba paziti na 
probleme, ki jih prinese željena generičnost. Z velikostjo seštevalnega drevesa se 
posledično razlikuje velikost signalov in registrov samega seštevalnega drevesa, 
različno pa je tudi število stopenj samega drevesa. S številom stopenj, ki jih imamo, se 
spreminja tudi zakasnitev rezultatov iz seštevalnika in je premo sorazmerna številu 
stopenj seštevalnega drevesa. Število zakasnitev je zaradi kasnejše izvedbe digitalnega 
sita FIR z nižjo vzorčno frekvenco od sistemske frekvence zelo pomembno, saj 
moramo pri sekvenčni izvedbi digitalnega sita FIR točno nadzorovati delne produkte 
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Modul je generičen in drevesna struktura je narejena po potenci z osnovo 2. Če 
je število sumandov 2, potem modul sešteje oba sumanda in ju pošlje na izhod. V 
primeru, da je število sumandov večje od 2, modul rekurzivno generira 2 podmodula 
samega sebe. Vsakemu podmodulu dodeli polovico sumandov in tako se proces 
nadaljuje, dokler zadnji podmodul ne prejme zgolj 2 sumandov. Modul nato sprejme 
delne rezultate lastnih podmodulov in normalno sešteje rezultat obeh generiranih 
podmodulov. Na sliki 3.5 je shema RTL s štirimi sumandi. Ker je število sumandov 
večje od 2, se generirata dva podmodula in vsak sešteje svoje sumande. Rezultat 
podmodulov gre nato v seštevalnik, rezultat slednjega pa na izhod. 
 
 
Slika 3.5:  Shema RTL modula seštevalnega drevesa 
Za rešitev problema s številom zakasnitev sem v modul dodal kazalec, ki 
spremlja sumande od začetka do konca skozi vse registre in podmodule. S tem sem se 
izognil dodatni logiki, ki bi morala spremljati število zakasnitev, saj nam kazalec točno 
pove, katero delno seštevanje po vrsti je na izhodu seštevalnega drevesa. 
3.2.2  Modul osnovnega digitalnega sita FIR v direktni obliki 
Na sliki 3.6 je shema RTL neoptimiziranega digitalnega sita FIR 31. reda, na 
njej pa se lepo vidijo ključni elementi arhitekture digitalnega sita FIR v direktni 
izvedbi. Z modrim kvadratom je označen cevovod našega vhodnega podatka in je 
velikosti 32-krat po 14-bitnih registrov, z rdečim kvadratom pa je označen seštevalnik 
oz. seštevalno drevo, v katerem vidimo 6 stopenj drevesa za digitalno sito FIR 31. reda. 
Med modrim in rdečim kvadratom je neoznačeni del sheme, ki zajema množilnike in 
registre s spravljenimi koeficienti našega digitalnega sita. 
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Slika 3.6:  Shema RTL digitalnega sita FIR 31. reda:  cevovod 32. reda (označen modro),  
seštevalno drevo z 32 vhodnimi podatki (označen rdeče),  32 množilnikov (ostalo) 
 
3.2.3  Optimizacija modula digitalnega sita FIR 
Digitalno sito je s stališča strojnih gradnikov zelo zahtevno, saj za vsak red 
digitalnega sita FIR potrebujemo gradnik DSP za množenje in nato še seštevalnik za 
seštevanje končnih delnih rezultatov. Iz tega razloga je treba poiskati način 
implementacije digitalnega sita FIR, ki bi število gradnikov pri enakem redu 
digitalnega sita FIR zmanjšal, pri čemer izkoristimo lastnosti koeficientov digitalnega 
sita FIR.  
 
Koeficienti digitalnega sita FIR so z obeh strani simetrični, in to je lastnost, ki 
jo bomo izkoristili. To simetrijo si lahko ogledamo na primeru nizko-prepustnega 
digitalnega sita FIR reda 32, katerega koeficienti so izrisani na sliki 3.7. Iz te lastnosti 
dobimo naslednjo relacijo med koeficienti, opisano v enačbi (3.3). 
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Slika 3.7:  Prikaz simetričnih koeficientov digitalnega sita FIR 
 𝑐0 = 𝑐𝑛 , 𝑐1 = 𝑐𝑛−1 ,  𝑐2 = 𝑐𝑛−2, …   (3.3) 
 
Če ponovno pogledamo našo osnovno enačbo digitalnega sita FIR (3.4) in v njej 
uveljavimo lastnost koeficientov, zapisanih v enačbi (3.3), dobimo naslednjo relacijo 
med zakasnjenimi vhodi, koeficienti digitalnega sita FIR in izhodom v enačbi (3.5). 
 
 𝑦(𝑛) =  𝑐0𝑥(𝑛) +  𝑐1𝑥(𝑛 − 1) +  𝑐2𝑥(𝑛 − 2) + ⋯ + 𝑐𝑛𝑥(𝑛 − 𝑁)  (3.4) 
 𝑦(𝑛) =  𝑐0[𝑥(𝑛) + 𝑥(𝑛 − 𝑁)] + 𝑐1[𝑥(𝑛 − 1) + 𝑥(𝑛 − 𝑁 + 1)] + ⋯  (3.5) 
 
To v naši arhitekturi izkoristimo in na sliki 3.8 je prikazan diagram, kako bomo 
to implementirali v programskem jeziku VHDL. S tem zmanjšamo uporabo gradnikov 
DSP za N/2, če je dolžina digitalnega sita N sodo število, in za (N + 1)/2, če je dolžina 
digitalnega sita N liho število. 
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Slika 3.8:  Optimizirana arhitektura digitalnega sita FIR 10. reda 
 
Število strojnih gradnikov, ki opravljajo množenje, na ta način zmanjšamo za 
skoraj polovico v primeru lihega števila koeficientov digitalnega sita in na polovico v 
primeru sodega števila koeficientov. Pri tej strukturi je sedaj drugačna tudi struktura 
seštevanja delnih rezultatov. Zaradi manjšega števila množilnikov je sedaj potrebna 
ena stopnja manj pri seštevalnem drevesu, ki je naša naslednja enota v modulu 
digitalnega sita FIR. Smo pa zaradi potrebe po predhodnem seštevku določenih 
zakasnjenih vhodnih vzorcev med seboj pridobili seštevalnike na vhodu pred 
množilnikom in jih imenujemo pred-seštevalniki. Število seštevalnikov s tem ostaja 
identično normalni strukturi, zmanjšali pa smo uporabo gradnikov DSP. 
Opis arhitekture v jeziku VHDL optimiziramo in sedaj v pred-seštevalniku 
seštevamo določene vzorce cevovoda vhodnega podatka. Na sliki 3.9 je prikazana 
shema RTL tako optimiziranega digitalnega sita FIR. Z modro barvo je označen 
cevovod digitalnega sita, z oranžno barvo del sheme RTL, ki prikazuje 
pred-seštevalnike, z rdečo barvo pa seštevalno drevo, ki ima sedaj eno stopnjo manj. 
Vidimo tudi polovico manjšo uporabo registrov za spravljanje koeficientov in 
polovično uporabo blokov DSP v ostalem neoznačenem delu sheme RTL. 
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Slika 3.9:  Shema RTL za primer digitalnega sita FIR 31. reda:  cevovod 32. reda (modra barva),  
seštevalno drevo s 16 vhodnimi podatki (rdeča barva),  16 pred-seštevalnikov (oranžna barva),  16 
množilnikov (ostalo) 
 
Z upoštevanjem simetrije koeficientov pri načrtovanju arhitekture digitalnega 
sita FIR smo občutno zmanjšali uporabo strojnih gradnikov, pri podrobnem pregledu 
poročila sinteze pa opazimo neizkoristek gradnika DSP v polni meri, saj je programsko 
orodje Vivado pred-seštevalnike implementiralo z osnovnimi strojnimi gradniki. 
Arhitektura Zynq ima implementirane gradnike DSP z oznako DSP48E1, ki imajo tudi 
možnosti pred-seštevalnika, ki jih lahko vključimo preko integracije IP s pomočjo 
programskega okolja Vivado ali pa z lastnim modulom. 
 
3.2.4  Modul množenja s pred-seštevalnikom 
Zaradi potrebe po generičnem modulu digitalnega sita FIR sem načrtoval in 
implementiral svoj modul, ki bo opravljal delo pred-seštevanja in množenja. Pri tem 
je potrebno poznati primitiv DSP48E1, ki je strojno implementiran na arhitekturi 
Zynq. Možnih je več načinov delovanja, od povsem asinhronega do implementacije 
modula, pri katerem gredo signali skozi več registrov. Pri svojem modulu sem se 
odločil za sinhrono izvedbo, pri kateri se pred vsako operacijo signali shranijo v 
registre. Ker se signal množenja, ki nosi informacije koeficienta, uporablja šele cikel 
kasneje od pred-seštevalnika, ima ta signal implementiran manjši cevovod dveh 
ciklov, da časovno sinhroniziramo prihode vhodnih podatkov do množilnika. Iz istega 
razloga kot pri seštevalnem drevesu sem tudi tukaj implementiral kazalec, zato mi 
števila zakasnitev ni več treba spremljati. S tem se izognem dodatni logiki, ki bi morala 
spremljati število zakasnitev, saj mi kazalec točno pove, katero delno pred-seštevanje 
z množenjem je na izhodu modula množenja s pred-seštevalnikom. 
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Na sliki 3.10 je shema RTL modula množenja s pred-seštevalnikom. Modul 
programsko okolje Vivado implementira z enim primitivom DSP48E1 in z registri, ki 
kazalec prenesejo od vhoda do izhoda. 
 
 
Slika 3.10:  Shema RTL množilnika s pred-seštevalnikom 
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3.2.5  Nadgradnja na vzporedno in sekvenčno digitalno sito FIR 
 
Po uspešno implementiranem generičnem modulu digitalnega sita sem se 
posvetil nadgradnji arhitekture na vzporedno in sekvenčno digitalno sito FIR. Veliko 
primerov aplikacij v elektroniki ne vzorči signalov z maksimalno frekvenco oz. 
različni sistemi delujejo v različnih časovnih domenah. Na primer, zvočni signal je 
vzorčen z veliko nižjo vzorčno frekvenco, kot je sistemska frekvenca na napravi 
STEMlab. Zvočni posnetki in signali, ki so del njih, so navadno v območju od 20 Hz 
pa do 20 000 Hz. S tem pokrijejo celotno slušno območje, ki ga človek še lahko zazna. 
Za takšne frekvenčne omejitve je po Nyquistovem teoremu potrebna vsaj 2-kratna 
vzorčna frekvenca, ki mora biti višja od 40 kHz. Po standardih je poleg ostalih manj 
razširjenih standardov z 48 kHz, 88.2 kHz in 96 kHz najbolj razširjena vzorčna 
frekvenca 44.1 kHz. Kot vidimo, so vse te vzorčne frekvence za kar nekaj faktorjev 
nižje od 125 MHz sistemske frekvence naprave STEMlab. V klasičnem primeru 
vzporednega filtriranja na arhitekturi FPGA v primeru nižje vzorčne frekvence od 
sistemske v vmesnem času arhitektura stoji oz. računsko opravi filtriranje v enem 
ciklu, ostale cikle pa čaka nov vhodni podatek. Ker želimo ta čas mirovanja izkoristiti, 
sem arhitekturo nadgradil na vzporedno in sekvenčno. V novi arhitekturi bo modul za 
N-krat nižjo vzorčno frekvenco zmožen obdelave signala z digitalnim sitom, ki bo 
N-krat daljši od osnovnega z isto porabo strojnih gradnikov DSP. Osnovna shema 
digitalnega sita FIR 3. reda pri najvišji vzorčni frekvenci oz. 7. reda pri 2-krat nižji 
vzorčni frekvenci je na sliki 3.11. 
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Slika 3.11:  Shema vzporednega in sekvenčnega digitalnega sita FIR reda 3 oz. 7 pri 2-krat nižji 
vzorčni frekvenci 
  
Generičnemu modulu preko parametrov »ORDER_G« in »DIV_MAX_G« 
določimo končno velikost arhitekture. »ORDER_G« je parameter, s katerim 
nastavimo velikost osnovnega reda digitalnega sita FIR, s parametrom 
»DIV_MAX_G« pa nastavimo maksimalno možno razmerje med vzorčno frekvenco 
in sistemsko frekvenco modula. Za primer: na sliki 3.11 je tako »ORDER_G« velikosti 
4 in »DIV_MAX_G« velikosti 2. Na začetku modula iz vodil AXI najprej preberemo 
in zapišemo koeficiente digitalnega sita FIR ter jih shranimo v zbirko registrov 
»RAM«, v katero bomo kasneje preko spletne aplikacije nastavljali in preko vodila 
AXI poslali koeficiente digitalnega sita FIR. Pri tem moramo v modulu definirati dva 
procesa. Prvi je proces branja iz vodila AXI s strani dela CPU Zynq, drugi pa proces 
zapisa podatkov iz CPU v registre FPGA. V spodnji kodi je bralni proces, pri katerem 
je na izhodni vektorski signal »rdata_o« zapisana vrednost iz naslova, ki ga CPU želi 
prebrati. Na lokalnem naslovu 0x10000 je shranjen register »regParam«, s katerim 
nastavljamo tip digitalnega sita FIR, na lokalnem naslovu 0x10004 pa register 
»regDIV«, ki je v modulu dekodiran v signal »DIV« in nastavlja trenutno razmerje 
med vzorčno in sistemsko frekvenco. 
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pbusr: process(addr_i, wen_i, ren_i) 
 begin 
     if (wen_i or ren_i) ='1' then 
         ack_o <= '1'; 
     end if; 
     if addr_i(19 downto 0) =x"00000" then 
         rdata_o <= std_logic_vector(to_signed(RAM(0),32)); 
     elsif addr_i(19 downto 0) =x"10000" then 
         rdata_o <= std_logic_vector(resize(unsigned(regParam),32)); 
     elsif addr_i(19 downto 0) =x"10004" then 
         rdata_o <= std_logic_vector(resize(unsigned(regDIV),32)); 
     else 
         rdata_o <= 
std_logic_vector(to_signed(RAM(to_integer(unsigned(addr_i(19 
downto 0)))/4),32)); 
     end if; 
 end process; 
 
Poleg branja pa mora modul podatke, ki mu jih CPU pošilja preko vodila AXI, 
tudi zapisovati. V spodnji kodi je proces zapisa vhodnega podatka na naslov, dodeljen 
v registrih FPGA. Signal »wdata_i« je vhodni podatek in nosi informacije, ki jih 





   if rst_i ='1' then 
   else 
     if wen_i = '1' then 
         if addr_i(19 downto 0) =x"00000" then 
            RAM(0) <= to_integer(signed(wdata_i(31 downto 0))); 
         elsif addr_i(19 downto 0) =x"10000" then 
regParam <= std_logic_vector(resize(unsigned(wdata_i(31 
downto 0)),8)); 
         elsif addr_i(19 downto 0) =x"10004" then 
regDIV <= std_logic_vector(resize(unsigned(wdata_i(31 
downto 0)),3)); 
         else 
RAM(to_integer(unsigned(addr_i(19 downto 0)))/4) <= 
to_integer(signed(wdata_i(31 downto 0))); 
         end if; 
     end if; 
   end if; 
 end process; 
 
V razširjeni oz. generični arhitekturi je bilo potrebno dodati logiko, ki pravilno 
razvršča podatke vhodnega cevovoda in koeficientov. Cevovod vhodnega podatka se 
poveča za faktor maksimalnega razmerja med sistemsko frekvenco in vzorčno 
frekvenco. Za sito na sliki 3.11 se cevovod »p_data« tako implementira z 8 
zakasnilnimi elementi.  
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 Iz enakega razloga se poveča maksimalno število koeficientov, shranjenih v 
zbirki registrov »RAM«. Vsak odcep osnovnega digitalnega sita ima svoj izbiralnik, 
ki jih na sliki 3.11 vidimo kot elemente »muxL1«, »muxL2«, »muxH1« in »muxH2«. 
Ta izbiralnik pa ima možnosti izbiranja med toliko vrednostmi, kolikor je največja 
delitev vzorčne frekvence proti sistemski frekvenci, kar v primeru na sliki 3.11 pomeni 
2 elementa iz celotnega cevovoda. Na spodnji kodi je implementacija cevovoda 
»p_data« razdeljena med toliko izbiralnikov, kolikor je odcepov osnovnega 
digitalnega sita FIR. V izbiralnike »muxL« so zapisani podatki spodnje polovice 
cevovoda »p_data«, v «muxH« pa podatki zgornje polovice cevovoda »p_data«.  
 
gen_MUX: for k in 0 to ORDER_G/2 -1 generate 
 begin 
     gen_MUX_ONE: for i in 0 to DIV_MAX_G -1 generate 
             muxRAM(k,i)     <= RAM(DIV_MAX_G*k + i); 
             muxL(k,i)       <= p_data(k,i); 
 muxH(k,i)       <= p_data(ORDER_G - 1 - k, DIV_MAX_G -     
1 - i); 
     end generate gen_MUX_ONE; 
 end generate gen_MUX; 
 
Pomemben del nadgradnje arhitekture je nadzor zapisovanj novega podatka v 
vhodni podatkovni cevovod. Ta del arhitekture mora za pravilno delovanje delovati z 
vzorčno frekvenco, podatki pa morajo biti v cevovod pravilno shranjeni. V modulu je 
deklariran glavni števec, ki šteje število ciklov od zadnjega prejetega vhodnega 
podatka. S pomočjo števca nadziramo delovanje cevovoda, sekvenčnega dela 
množenja delov digitalnega sita in končnega seštevalnika. Najvišja vrednost števca je 
določena s signalom »DIV«, ki predstavlja razmerje med vzorčno in sistemsko 
frekvenco, kar v primeru s slike 3.11 šteje od 0 do 1. Ko števec doseže najvišjo 
vrednost, se na vhodu pojavi nov podatek in števec se resetira. Filtriranje prejšnje 
sekvence vhodnih podatkov je končano in na izhod zapišemo rezultat filtriranja. V 
spodnji kodi je prikazan del procesa, pri katerem je logika zapisa v cevovod. 
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for k in 0 to ORDER_G - 1 loop 
     if k = 0 then 
         p_data(0,0) <= data_i; 
         for i in 1 to DIV_MAX_G - 1 loop 
             p_data(0,i)  <= p_data(k,i-1); 
         end loop; 
     elsif (k = ORDER_G/2) and regParam(0) = '1'  then 
         for i in 0 to DIV_MAX_G - 1 loop 
             if i = 0 then 
                 p_data(k,i)  <= (others => '0'); 
             elsif i = 1 then 
                 p_data(k,i)  <= p_data(k-1, DIV); 
             else 
                 p_data(k,i)  <= p_data(k,i-1); 
             end if; 
         end loop; 
     else  
         for i in 0 to DIV_MAX_G - 1 loop 
             if i = 0 then 
                 if (k = ORDER_G/2 + 1) and regParam(0) = '1' and 
DIV = 0 then 
                     p_data(k,i)  <= p_data(k-2, DIV); 
                 else 
                     p_data(k,i)  <= p_data(k-1, DIV); 
                 end if; 
             else 
                 p_data(k,i)  <= p_data(k,i-1); 
             end if; 
         end loop; 
     end if; 
 end loop; 
 
Glavni števec »DIVcnt« v modulu nadzoruje vse izbiralnike »muxL«, »muxH« 
in »r_coeff«. Na izbiralnike »r_coeff« so vezani vsi koeficienti, zapisani v zbirko 
registrov »RAM«. Vektorski signali »p_data_FIR_L«, »p_data_FIR_H« in »r_coeff« 
so izhodi izbiralnikov in jih nadzorujemo z glavnim števcem »DIVcnt«. Ti signali so 
nato posredovani množilnikom s pred-seštevalniki. 
 
for k in 0 to ORDER_G/2 -1 loop 
    p_data_FIR_L(k)     <= muxL(k,DIVcnt); 
    p_data_FIR_H(k)     <= muxH(k,DIVcnt + DIV_MAX_G - DIV - 1); 




Nato v svoji komponenti generiramo množilnike s pred-seštevalniki »MAC«. 
Izhodi izbiralnikov »p_data_FIR_L«, »p_data_FIR_H« in »r_coeff« so povezani na 
module »MAC«, na katere je vezan tudi kazalec »MACpitrIN«, ki nosi informacije o 
indeksu delnega rezultata filtriranja. Za primer: na sliki 3.11 se generirata dva modula 
»MAC«. 
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uxDSP:entity work.MAC   
    generic map( 
        AWIDTH => WIDTH_G, 
        BWIDTH => WIDTH_G, 
        CWIDTH => WIDTH_COEF_G 
    ) 
    PORT map( 
        clk     =>  clk_i, 
        ain     =>  p_data_FIR_L(k), 
        cin     =>  r_coeff(k), 
        bin     =>  p_data_FIR_H(k), 
        ptr_i   =>  MACptrIN, 
        ptr_o   =>  MACptrOUT, 
        pout    =>  r_mult(k) 
    ); 
 
Vse izhode modulov množilnikov s pred-seštevalniki »MAC« nato shranimo v 
en vektorski signal »addIn«. Izhodni kazalec »MACptrOUT« iz modula »MAC« 
povežemo na modul seštevalnega drevesa in s tem prenašamo informacije o indeksu 
delnega rezultata filtriranja, rezultat seštevalnega drevesa pa shranimo v vektorski 
signal »addOut«. 
 
UAddTree: entity work.AddTree 
     generic map( 
         SUMMANDS_G  => ORDER_G/2, 
         INWIDTH_G   => WIDTH_G + WIDTH_COEF_G+1, 
         PTRWIDTH_G  => 4  --pointer data width  
     ) 
     PORT MAP ( 
         clk_i => clk_i, 
         rst_i => rst_i, 
         ptr_i => MACptrOUT, 
         en_i => '1', 
         data_i => addIN, 
         ptr_o  => ADDptrOUT,   
         data_o => addOut 
     ); 
 
Z nadgradnjo arhitekture imamo sedaj na izhodu »addOut« seštevalnega drevesa 
samo delni rezultat celotnega digitalnega sita. Celotni rezultat bomo imeli, ko bo 
števec preštel do razmerja »DIV«, ki nosi informacijo o razmerju med vzorčno in 
sistemsko frekvenco. Ker se z možnostjo spreminjanja razmerja »DIV« število delnih 
rezultatov digitalnega sita spreminja, na tem mestu seštevalno drevo ni primerno. Za 
seštevanje delnih rezultatov zato uporabimo sekvenčni seštevalnik, katerega strukturo 
vidimo na sliki 3.11. Sekvenčni seštevalnik »OutRegAdd« ob novem ciklu svoji zadnji 
vrednosti prišteje izhod »addOut«, pri vrednosti 1 kazalca »ADDptrOUT« iz 
seštevalnega drevesa pa imamo v sekvenčnem seštevalniku »OutRegAdd« celotno 
vsoto delnih rezultatov filtriranja.  
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Pri tej vrednosti zato na izhod »data_o« zapišemo celotno vsoto, pomaknjeno v 
desno za 15 mest. Pomik predstavlja deljenje z 215, ki kompenzira množenje 
koeficientov sita s tem faktorjem v postopku celoštevilske 15-bitne kvantizacije, 
sekvenčni seštevalnik pa ponovno štetje začne s prvim delnim rezultatom iz 
seštevalnega drevesa »addOut«. V primeru, ko imamo vzorčno frekvenco enako 
sistemski frekvenci in je zato parameter »DIV« enak 0, na izhod »data_o« rezultate 
seštevalnega drevesa »addOut« zapisujemo ob vsakem ciklu, saj filtriranje poteka s 
sistemsko frekvenco. 
 
p_output : process (clk_i) 
begin 
  if(rising_edge(clk_i)) then 
    if rst_i = '1' then 
        data_o      <= (others => '0'); 
        OutRegAdd   <= to_signed(0,OutRegAdd'length); 
    elsif ADDptrOUT = 1 or DIV = 0 then 
        OutRegAdd   <= resize(addOut,OutRegAdd'length); 
        data_o      <= std_logic_vector(OutRegAdd(WIDTH_G-1 + 15 
downto 15));  
    else 
        OutRegAdd <= OutRegAdd +  addOut;        
    end if; 




4  Koeficienti digitalnega sita FIR 
Sedaj ko imamo strukturo digitalnega sita določeno in zgrajeno, je naslednji 
korak pri načrtovanju implementacije določanje koeficientov. Pri tej temi je odprtih 
veliko vprašanj, na katere potrebujemo odgovore. Kako in kje bomo določali 
koeficiente, kakšna je idealna in zadostna ločljivost sistema ter kakšne posledice to 
prinaša v arhitekturo modula digitalnega sita našega sistema. 
 
4.1  Načrtovanje koeficientov v programskem okolju Matlab 
Med študijem smo se študentje spoznali s programskim okoljem Matlab, ki je za 
analizo obdelave signalov zelo zmogljivo orodje [13]. Matlab ima v osnovi vgrajen 
toolbox DSP, ki ima veliko funkcij, ki nam bodo prišle zelo prav. Del te zbirke orodij 
za digitalno obdelavo signalov je tudi funkcija fir1, s pomočjo katere sem načrtoval 
koeficiente digitalnih sit in ki sprejme več parametrov, ki vplivajo na izbiro različnih 
digitalnih sit FIR. Funkcija fir1 v osnovni obliki potrebuje najmanj 2 parametra, in 
sicer n, ki predstavlja red digitalnega sita FIR, in Wn, ki se pretvori v mejno frekvenco 
digitalnega sita. Wn je normaliziran in se giblje od 0 do 1, kar se v sami funkciji priredi 
od 0 do Nyquistove frekvence, ki je polovica vzorčne frekvence. V osnovni strukturi 
sem s funkcijo fir1 implementiral nizko-prepustno digitalno sito s Hammingovo 
okensko funkcijo. Ostala parametra, ki jih fir1 prav tako sprejema, sta možnosti izbire 
različnih vrst digitalnih sit FIR, in sicer nizko-prepustnega digitalnega sita, 
visoko-prepustnega digitalnega sita, pasovno-zapornega digitalnega sita in 
pasovno-prepustnega digitalnega sita. V fir1 lahko nadalje še deklariramo svojo 
okensko funkcijo, ki jo bo nato fir1 funkcija uporabila namesto Hammingove okenske 
funkcije. Druga funkcija programskega okolja Matlab, ki jo bomo uporabili za analizo 
našega digitalnega sita FIR, pa je freqz, ki nam vrne graf amplitudnega ojačenja in 
fazo pri različnih frekvencah. 
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Slika 4.1:  Koeficienti digitalnega sita FIR 
 
Na sliki 4.1 je primer nizko-prepustnega digitalnega sita FIR 63. reda z 10-bitno 
kvantizacijo in mejno frekvenco 0.4 Nyquistove frekvence. Kot bomo videli kasneje, 
je kvantizacija pri samem načrtovanju koeficientov zelo pomembna. Za digitalno sito, 
ki ga je generirala funkcija fir1 in smo mu dodali 10-bitno kvantizacijo, je frekvenčna 
karakteristika prikazana na sliki 4.2. 
 
 
Slika 4.2:  Frekvenčna karakteristika digitalnega sita FIR 
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Iz prvega grafa na sliki 4.2 lahko razberemo, da je mejna frekvenca 0.4 
Nyquistove frekvence, kar je v skladu z načrtovanimi parametri funkcije fir1. V 
zapornem pasu digitalnega sita imamo nihanja, ki so posledica slabše kvantizacije in 
se z višanjem bitov, namenjenih kvantizaciji, zmanjšujejo. V nadaljevanju projekta bo 
treba koeficiente računati v procesnem delu naprave STEMlab. Da bomo lahko 
uspešno implementirali algoritem za koeficiente, je treba dobro poznati teorijo o 
diskretnih signalih. Funkcija fir1 programskega okolja Matlab v osnovi izračuna 
idealne koeficiente digitalnega sita, ki jih nato pomnoži še s Hammingovo okensko 
funkcijo. Izpeljane enačbe idealnih digitalnih sit, ki jih bomo uporabili v tem projektu, 
so spodaj. Koeficiente nizko-prepustnega idealnega digitalnega sita dobimo po 
naslednji enačbi (4.1), kjer je mejna frekvenca 𝜔𝑐, n pa teče od N/2 do N/2, pri čemer 












,         𝑛 = 0
sin(𝜔𝑐𝑛)
𝜋𝑛
,   |𝑛| > 0
  (4.1) 
 
Podobno dobimo tudi za ostale tipe digitalnega sita FIR. Spodaj je končna 
enačba (4.2) visoko-prepustnega digitalnega sita z mejno frekvenco 𝜔𝑐, n pa teče od 











,   |𝑛| > 0
  (4.2) 
 
Pasovno-prepustno digitalno sito je malo kompleksnejše, v njem pa vidimo tako 
dele nizko-prepustnega digitalnega sita kot tudi visoko-prepustnega digitalnega sita. 
Spodaj je končna enačba (4.3) pasovno-prepustnega digitalnega sita z mejnima 






,         𝑛 = 0
[sin(𝜔𝑐2𝑛)−sin(𝜔𝑐1𝑛)]
𝜋𝑛
,   |𝑛| > 0
  (4.3) 
 
V svojem projektu sem na koncu uporabil še pasovno-zaporno digitalno sito, v 
katerem je končna enačba (4.4) analogna korelaciji med nizko-prepustnim in 
visoko-prepustnim digitalnim sitom. 








,         𝑛 = 0
[sin(𝜔𝑐1𝑛)−sin(𝜔𝑐2𝑛)]
𝜋𝑛
,   |𝑛| > 0
  (4.4) 
 
Po izpeljavi algoritmov za določanje koeficientov idealnih digitalnih sit je bila 
na vrsti še implementacija okenske funkcije. Poznamo več vrst okenskih funkcij, vsaka 
od njih pa ima svoje prednosti in slabosti. Sam sem se v tem projektu odločil za 
Hammingovo okensko funkcijo, ki ima prednost pred drugimi v tem, da minimalizira 
prve spektralne motnje po mejni frekvenci. Enačba (4.5) predstavlja algoritem za 
Hammingovo okensko funkcijo, v kateri je N red digitalnega sita. 
 
 𝑤(𝑛) = 0.54 − 0.46 cos (
2𝜋𝑛
𝑁
)  (4.5) 
 
Z implementacijo algoritmov idealnega digitalnega sita in okenske funkcije sem 
dosegel identične koeficiente digitalnih sit FIR kot s funkcijo fir1, ki je del DSP 
programskega okolja Matlab. 
 
 
Slika 4.3:  Koeficienti pasovno-prepustnega digitalnega sita FIR 
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Na zgornji sliki je primer implementacije pasovno-prepustnega digitalnega sita 
s funkcijo fir1 (označena z rdečo barvo) in z lastnim algoritmom (modri krogci) za 
določanje koeficientov digitalnega sita. Rezultat je odličen in kaže na to, da so 
koeficienti identični, kar je glede na razpoložljivo dokumentacijo o funkciji fir1, v 
kateri sta razložena uporaba Hammingove okenske funkcije in računanje idealnih 
koeficientov, pričakovano. Na tej točki je bilo treba določiti resolucijo, s katero želimo 
določiti naše koeficiente. Na spodnjem grafu je lepo vidna razlika med različnimi 
stopnjami kvantizacije našega digitalnega sita. Iz grafa se jasno vidi, da pri prenizki 
stopnji kvantizacije prenosno karakteristiko digitalnega sita občutno pokvarimo in 
lahko slabljenje v območjih poslabšamo tudi za več 20 dB. 
 
 
Slika 4.4:  Vpliv kvantizacije na frekvenčni odziv digitalnega sita FIR 
 
Na tem mestu sem preveril še polno velikost digitalnega sita, ki sem ga 
implementiral v arhitekturi na vezju FPGA. Končna implementacija modula 
digitalnega sita FIR je 63. reda in s tem velikosti digitalnega sita 64, ob tem pa imamo 
možnost 4-krat nižje vzorčne frekvence in s tem povečavo velikosti digitalnega sita za 
faktor 4.  
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V programskem okolju Matlab sem simuliral takšen primer za nizko-prepustno 
digitalno sito. Na spodnjem grafu je vidna še ena slabost, ki jo prinaša nizka stopnja 
kvantizacije. Pri digitalnih sitih FIR visokega reda so obrobni koeficienti v primerjavi 
z osrednjimi manjši in se približujejo asimptoti 0. To posledično pomeni, da z nizko 
stopnjo kvantizacije nimamo dovolj velike resolucije in teh oscilacij in obrobnih 
koeficientov ne moremo več kvantizirati. Končni rezultat tega je, da kljub temu da 
arhitektura lahko teče na maksimalno dolgem digitalnem situ, le-tega ne izkoristimo 
do konca. Prvih in zadnjih 60 elementov pri nizko-prepustnem digitalnem situ z mejno 
frekvenco 0.4 Nyquistove frekvence je 0, kar efektivno pomeni, da je digitalno sito v 
praksi za 120 redov manjše od razpoložljivega. 
 
 
Slika 4.5:  Izris koeficientov digitalnega sita z ničnimi koeficienti zaradi nizke kvantizacije 
 
Z zvišanjem stopnje kvantizacije se temu izognemo, vendar moramo paziti na 
strojne omejitve, ki nam jih postavlja naprava STEMlab, na kateri je zelo pomemben 
blok DSP, ki je integriran v vezje FPGA. DSP48E1, s katerim razpolagamo v strukturi 
Zynq 7. serije vezij FPGA proizvajalca Xilinx, nam omogoča množitelja maksimalne 
velikosti 18 bitov. Za naše potrebe velikosti digitalnega sita dobimo zadovoljiv rezultat 




5  Aplikacija v procesnem delu naprave STEMlab 
Skoraj vse aplikacije na napravi STEMlab so narejene iz dveh glavnih delov, kar 
je prikazano na sliki 5.1. Prvi del je uporabniški vmesnik in predstavlja vse tisto, kar 
se dogaja v spletnem brskalniku. Uporabniški vmesnik aplikacije je uporabniku viden, 
predstavlja vizualizacijo na zaslonu in je uporabnikova interakcija z napravo 
STEMlab. Drugi del je krmilnik aplikacije, ki skrbi za pravilno delovanje aplikacije. 
Zadnjega dela aplikacije uporabnik ne vidi, v njem pa se nahajajo vsi algoritmi za 
razne funkcionalnosti, kot so komunikacija s strojnimi gradniki, zmožnosti branja ali 
pisanja na digitalne pine, kontroliranje elementov LED na platformi, nalaganje 
poljubne datoteke .bit na vezje FPGA itd. Za lažje načrtovanje aplikacij je na napravi 
STEMlab narejeno okolje API, ki skrbi za nekatere od teh funkcionalnosti in 




Slika 5.1:  Struktura aplikacije na napravi STEMlab [5] 
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5.1  Uporabniški vmesnik spletne aplikacije 
Sprednji del aplikacije je narejen iz več podsklopov. Ogrodje spletne aplikacije 
je narejeno s pomočjo HTML5, v katerem opisujemo postavitev različnih elementov, 
kot so razni gumbi in besedila v spletni aplikaciji. Za odzivnejšo spletno aplikacijo z 
modernimi elementi in efekti ter za implementacijo hitrih in zanesljivih spletnih 
aplikacij se uporabljata CSS3 in JavaScript. Struktura uporabniškega vmesnika je 
predstavljena na sliki 5.2. Namen sprednjega dela aplikacije je večinoma le 
vizualizacija podatkov iz naprave STEMlab, vse računske operacije in algoritmi pa naj 
bi se v večini primerov opravljali v krmilniku spletne aplikacije. 
 
 
Slika 5.2:  Struktura sprednjega dela aplikacije [5] 
Prvi od podsklopov uporabniškega vmesnika je del, v katerem s programskim 
jezikom HTML5 opisujemo postavitev elementov v naši spletni aplikaciji. V glavi 
datoteke index.html opišemo naslov aplikacije in dodamo predhodno napisane skripte 
CSS3, ki so že del odprtokodnih primerov spletnih aplikacij. Del datotek JavaScript, 
ki jih dodamo, je tudi datoteka app.js, ki spremlja spremembe parametrov na 
uporabniškem vmesniku oz. spletnem brskalniku. 
 
<head> 
    <meta http-equiv="content-type" content="text/html;  
          charset=utf-   8"></meta> 
    <title>Generator</title> 
    <link rel="stylesheet" href="css/style.css"> 
    <script src="js/jquery-2.1.3.min.js"></script> 
    <script src="js/jquery.flot.js"></script> 
    <script src="js/pako.js"></script> 
    <script src="js/app.js"></script> 
</head> 
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 V telesu index.html datoteke je nato razporeditev elementov, ki se bodo 
prikazali v naši spletni aplikaciji. Kot prvi je pomemben element, ki nam sporoča 
uspešnost komunikacije z napravo STEMlab. Nato sem v našo spletno aplikacijo dodal 
še graf, ki bo izrisoval koeficiente direktno iz registrov in ga vidimo na sliki 5.3. Grafu 
sledijo še štirje elementi, ki jih uporabnik nastavi za generacijo koeficientov 
določenega digitalnega sita FIR. 
 
 
Slika 5.3:  Na grafu izrisani koeficienti digitalnega sita FIR 
 
Prvi izmed elementov, ki ga uporabnik lahko nastavi, je razmerje vzorčne 
frekvence proti sistemski frekvenci. Tu lahko izbira med vrednostmi 1, 2 ali 4. 
Vrednost 1 digitalnemu situ FIR sporoča, da je vzorčevalna frekvenca enaka sistemski 
frekvenci. Vrednost 2 pomeni, da je vzorčna frekvenca 2-krat manjša od sistemske, 
vrednost 4 pa, da je vzorčevalna frekvenca 4-krat manjša od sistemske frekvence. 
Izgled nastavitve je prikazan na sliki 5.4. 
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<div>Sampling frequency dividor: <span id='divide_value'></span> 
</div> 
<input id='divide_set' type="range" list="pow2" size="2" value="1"      
min = "1" max = "4"> 
<datalist id="pow2"> 
 <option value="1"> 
 <option value="2"> 




Slika 5.4:  Parameter za nastavljanje faktorja vzorčne frekvence v primerjavi s sistemsko frekvenco 
 
Drugi in tretji nastavljivi parameter sta mejni frekvenci. V primeru, ko je 
generirano digitalno sito, ki potrebuje samo eno mejno frekvenco, se uporabi le prvi 
parameter. Vrednosti, ki se pošiljajo v datoteko app.js, so v vrednostih od 0 do 1 in so 
normalizirane glede na Nyquistovo frekvenco. Datoteka app.js nato povratno pošlje 
vrednost, ki se izpiše ob elementu razpona (»range«) HTML5. Ta vrednost je za lažjo 
predstavo uporabnika o mejni frekvenci iz normalizirane vrednosti pretvorjena in 
prikazana v Hz ter upošteva oba parametra deljenja vzorčne frekvence in mejne 
frekvence. Prikaz nastavitvenih parametrov je na sliki 5.5. 
 
<div id='frequency_setup1'> 
  <div>Cutoff frequency Fc1: <span id='frequency1_value'></span> 
Hz</div> 
  <input id='frequency1_set' type="range" step="0.01" size="2" 
value="0.2" min = "0" max = "1.0"> 
</div> 
<div id='frequency_setup2'> 
  <div>Cutoff frequency Fc2: <span id='frequency2_value'></span> 
Hz</div> 
  <input id='frequency2_set' type="range" step="0.01" size="2" 
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Slika 5.5:  Parametra za nastavitev mejne frekvence 
 
Zadnji parameter, ki ga lahko uporabnik nastavlja, je parameter nastavitve tipa 
digitalnega sita FIR. Modul digitalnega sita FIR ima možnost nizko-prepustnega 
(»lowpass«), visoko-prepustnega (»highpass«), pasovno-prepustnega (»bandpass«) in 
pasovno-zapornega (»bandstop«) digitalnega sita. Na sliki 5.6. vidimo izgled 
parametra, pri katerem uporabnik nastavi tip digitalnega sita. 
 
<div id='filter_setup'> 
  <div>Filter type</div> 
  <select size="1" id="filter_set"> 
 <option selected value="1">Low Pass</option> 
 <option value="2">High Pass</option> 
 <option value="3">Band Pass</option> 
 <option value="4">Band Stop</option> 




Slika 5.6:  Parameter za nastavljanje tipa digitalnega sita 
 Parametri, ki jih uporabnik nastavi tukaj, so nato posredovani datoteki app.js, 
ki skrbi za zagon spletne aplikacije, osveževanje podatkov in komunikacijo s 
krmilnikom aplikacije na napravi STEMlab. Vstopna točka je funkcija 
APP.startApp(), ki pošlje prošnjo za status uspešne naložitve spletne aplikacije. Če 
sprejeti status ni »OK«, potem prošnjo pošilja znova. Če je spletna aplikacija uspešno 
naložena, aplikacija JavaScript skuša vzpostaviti komunikacijo z napravo STEMlab 
preko spletnega vtičnika APP.connectWebSocket().  
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//Create WebSocket 
if (window.WebSocket) { 
 APP.ws = new WebSocket(APP.config.socket_url); 
 APP.ws.binaryType = "arraybuffer"; 
} else if (window.MozWebSocket) { 
 APP.ws = new MozWebSocket(APP.config.socket_url); 
 APP.ws.binaryType = "arraybuffer"; 
} else { 




// Define WebSocket event listeners 
if (APP.ws) { 
 
 APP.ws.onopen = function() { 
  $('#hello_message').text("Hello, Red Pitaya!"); 
  console.log('Socket opened');    
 
  // Set initial parameters 
  APP.setGain(); 
  APP.setFrequency(); 
  APP.setAmplitude(); 
  APP.setWaveform(); 
 }; 
 
 APP.ws.onclose = function() { 
  console.log('Socket closed'); 
 }; 
 
 APP.ws.onerror = function(ev) { 
  $('#hello_message').text("Connection error"); 
  console.log('Websocket error: ', ev);          
 }; 
 
 APP.ws.onmessage = function(ev) { 
  console.log('Message recieved'); 
 
V datoteki definiramo klice funkcij, ko s strani uporabnika pride do spremembe 
parametrov na spletni strani aplikacije. 
 
// Input change 
$("#divide_set").on("change input", function() { 
 APP.setDivide();  
}); 
 
// Input change 
$("#frequency1_set").on("change input", function() { 
 APP.setFrequency1();  
}); 
 
// Input change 
$("#frequency2_set").on("change input", function() { 
 APP.setFrequency2();  
}); 
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// Input change 
$("#filter_set").on("change", function() { 
 APP.setFilter();  
}); 
 
 Ob spremembi parametrov se nato kličejo naslednje funkcije: APP.setDivide(), 
APP.setFrequency1(), APP.setFrequency2() in APP.setFilter(). Primer ene izmed teh 
funkcij, pri kateri nastavljamo prvo izmed mejnih frekvenc, je spodaj. Ob klicu 
funkcije APP.setFrequency1() se vrednost »frequency1_set«, ki je definirana v 
datoteki index.html, shrani v spremenljivko »APP.frequency1«, definirano v App.js. 
To vrednost nato preko protokola JSON pošljemo in zapišemo v lokalno 
spremenljivko »FREQUENCY1«, ki jo potem preberemo v krmilniku spletne 
aplikacije. V nadaljevanju posodobimo »frequency1_value«, ki nam v datoteki 
index.html izpisuje vrednost nastavljene mejne frekvence. 
 
// Set frequency 
APP.setFrequency1 = function() { 
 
   APP.frequency1 = $('#frequency1_set').val(); 
 
   var local = {}; 
   local['FREQUENCY1'] = { value: APP.frequency1 }; 
   APP.ws.send(JSON.stringify({ parameters: local })); 
 
   $('#frequency1_value').text(APP.frequency1*62500000/APP.divide); 
}; 
 
Na enak način se tudi ostali parametri zapišejo v lokalne spremenljivke in 
posodobijo vrednosti nastavitev v datoteki index.html. Preko spodnje kode na graf 
izrišemo sprejete podatke, ki jih iz naprave STEMlab pošiljamo preko protokola 
JSON. V spremenljivko »pointArr« se s pomočjo zanke for zapišejo vse poslane 
vrednosti, spremenljivko »pointArr« pa se nato posreduje funkciji APP.plot.setData(), 
ki shrani zbirko vrednosti in jih zatem izriše s pomočjo funkcij APP.plot.resize(), 
APP.plot.setupGrid() in APP.plot.draw(). 
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// Processes newly received data for signals 
APP.processSignals = function(new_signals) { 
 
 var pointArr = []; 
 var voltage; 
 
 // Draw signals 
 for (sig_name in new_signals) { 
 
  // Ignore empty signals 
  if (new_signals[sig_name].size == 0) continue; 
 
  var points = []; 
  for (var i = 0; i < new_signals[sig_name].size; i++) { 
    points.push([i, 
new_signals[sig_name].value[i]]); 
  } 
 
  pointArr.push(points); 
 
  voltage = 
new_signals[sig_name].value[new_signals[sig_name].size - 1]; 
 } 
 







 Datoteka na ta način spremlja vse nastavljive parametre iz datotek index.html 
in nastavlja vrednosti, ki se nato v vidnem delu spletne aplikacije tudi prikazujejo. V 
nadaljevanju te parametre preko protokola JSON pošilja v krmilnik spletne aplikacije, 
kjer se izvajajo zahtevnejše funkcije in komunikacija s strojnimi gradniki. 
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5.2  Krmilnik spletne aplikacije 
V krmilniku aplikacije se izvajajo zahtevnejše funkcije, razni algoritmi in 
računske operacije. Na tem nivoju se računajo koeficienti našega digitalnega sita FIR, 
prenos teh podatkov na del FPGA in branje ter nastavljanje zbirke podatkov, ki se bo 




Slika 5.7:  Struktura krmilnika na napravi STEMlab [5] 
Generalno gledano je krmilnik sistema naša naprava STEMlab, ko govorimo o 
krmilniku aplikacije, pa s tem v večini primerov mislimo krmilnik spletne aplikacije. 
V krmilniku za generacijo koeficientov digitalnega sita FIR najprej deklariramo 
globalne spremenljivke, ki jih beremo in morajo biti istega imena kot v datoteki app.js. 
 
// Parameters 
CFloatParameter FREQUENCY1("FREQUENCY1", CBaseParameter::RW, 0.2, 0, 
0, 1.0); 
CFloatParameter FREQUENCY2("FREQUENCY2", CBaseParameter::RW, 0.4, 0, 
0, 1.0); 
CIntParameter FILTER("FILTER", CBaseParameter::RW, 1, 0, 1, 4); 
CIntParameter DIVIDE("DIVIDE", CBaseParameter::RW, 1, 0, 1, 8); 
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Te spremenljivke se posodobijo v funkciji OnNewParams(), ki se kliče ob vseh 
spremembah parametrov v uporabniškem vmesniku aplikacije. Po posodobitvi vseh 





    DIVIDE.Update(); 
    FREQUENCY1.Update(); 
    FREQUENCY2.Update(); 
    FILTER.Update(); 
 
    // Set generator config 
    set_generator_config(); 
} 
 
V funkciji set_generator_config() poteka računanje koeficientov digitalnega sita 
FIR in shranjevanje le-teh v registre na delu FPGA vezja Zynq. V funkciji najprej 
odpremo spominski prostor, kamor bomo zapisovali koeficiente. To naredimo s 
spodnjo kodo. Modul digitalnega sita FIR ima svoj spominski prostor lociran na 
naslovu 0x40500000 in je velikosti 0x20000. Do tega naslova modul digitalnega sita 
FIR dostopa s pomočjo vodila AXI, v tem prostoru pa so shranjeni koeficienti 
digitalnega sita. 
 
if((fd = open("/dev/mem", O_RDWR | O_SYNC)) == -1) FATAL; 
 
/* Map one page */ 
map_base = mmap(0, 0x20000, PROT_READ | PROT_WRITE, MAP_SHARED, 
fd,0x40500000 ); 
if(map_base == (void *) -1) FATAL; 
 
void* virt_addr = map_base; 
 
Po uspešnem odprtju in inicializaciji spominskega prostora sledi algoritem za 
računanje koeficientov digitalnega sita. V spodnji kodi je primer računanja 
koeficientov za nizko-prepustno digitalno sito. Algoritem je implementiran po analizi 
signalov v programskem okolju Matlab, v katerem sem implementiral digitalna sita 
FIR s Hammingovo okensko funkcijo. Globalna spremenljivka »FILTER.value« nam 
določa tip digitalnega sita FIR in v primeru, da ima »FILTER.value« vrednost 1, 
implementiramo nizko-prepustno digitalno sito. »DIVIDE.value« nosi informacije o 
faktorju med vzorčno frekvenco in sistemsko frekvenco, s to vrednostjo pa se 
posledično spreminjata red in dolžina digitalnega sita.  
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Če je vzorčna frekvenca enaka sistemski frekvenci, je digitalno sito FIR 
osnovnega reda, in če je na primer vzorčna frekvenca 4-krat manjša od sistemske 
frekvence, se red in dolžina digitalnega sita povečata za 4-krat. 
 
if(FILTER.Value()==1){ 
 for(i=1 ; i < (DIVIDE.Value()*Nf)/2 + 1; i++){ 
   coefid[i] = sin((double)(FREQUENCY1.Value()*pi*(i - 1 - 
((DIVIDE.Value()*Nf)-1)/2.0)))/(double)(pi*(i - 1 - 
((DIVIDE.Value()*Nf)-1)/2.0)); 
   hamm[i] = 0.54 - 0.46*cos((double)(2*pi*(i-1)/(DIVIDE.Value()*Nf 
- 1))); 
   coef[i] = round((double)(hamm[i] * coefid[i]*COEF_RESOLUTION)); 
   *((unsigned long *)(virt_addr + 65536)) = 0; 




Na naslovu 65536 se nahaja register modula digitalnega sita FIR, ki nadzoruje 
tip digitalnega sita, na naslovu 65540 pa se nahaja register modula digitalnega sita FIR, 
ki skrbi za delovanje glavnega števca in modulu sporoča faktor vzorčne frekvence v 
primerjavi s sistemsko frekvenco. Na enak način so implementirani tudi algoritmi za 
ostale tipe digitalnih sit FIR. Algoritmu sledi zapis koeficientov v registre preko vodil 




for(j=1 ; j < N/2 + 1; j++){ 
 for(k=1 ; k < DIV_MAX + 1; k++) { 
   if(k>DIVIDE.Value()) { 
  *((unsigned long *)(virt_addr + ((k-1)*4)+(DIV_MAX*(j-1)*4))) 
= 0; } 
   else { 
  *((unsigned long *)(virt_addr + ((k-1)*4)+(DIV_MAX*(j-1)*4))) 
= (signed long)(coef[g]); 




V kodi sta 2 zanki for za celoten prepis registrov z novimi koeficienti. Prva zanka 
for teče do osnovnega reda oz. dolžine implementiranega digitalnega sita FIR, druga 
pa znotraj prve teče še do števila maksimalnega faktorja med sistemsko frekvenco in 
vzorčno frekvenco, za katero je bila implementirana arhitektura na delu FPGA vezja 
Zynq. Znotraj druge zanke for stavek if poskrbi, da se koeficienti zapišejo samo na 
registre, ki jih bo arhitektura uporabljala, na ostale pa zapišemo vrednost 0. 
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Po uspešnem zapisu koeficientov v registre preko vodila AXI nato spominski 
prostor, ki smo ga na začetku odprli, sedaj zapremo. S tem je funkcija 
set_generator_config() zaključena, novi koeficienti pa generirani in shranjeni. 
 
if (map_base != (void*)(-1)) { 
  if(munmap(map_base, 0x20000) == -1) FATAL; 
  map_base = (void*)(-1); 
} 
 
if (map_base != (void*)(-1)) { 
  if(munmap(map_base, 0x20000) == -1) FATAL; 
} 
if (fd != -1) { 
  close(fd); 
} 
 
V krmilniku spletne aplikacije teče tudi funkcija UpdateSignals(), ki posodablja 
signale. To so signali, ki jih krmilnik posreduje uporabniškemu vmesniku spletne 
aplikacije. Signal, ki ga v naši spletni aplikaciji pošiljamo iz strojnega dela v 
uporabniški vmesnik, je informacija zbirke vrednosti iz registrov, v katerih so 
shranjeni koeficienti našega digitalnega sita FIR. Preko vodila AXI dostopamo do 
registrov, v katerih so zapisane vrednosti koeficientov digitalnega sita, in jih 
preberemo. S pomočjo zanke for vse te vrednosti zapišemo v signal, ki ga bomo preko 
protokola JSON poslali v sprednji del aplikacije. V spodnji kodi je zanka for, iz katere 
preko vodila AXI preberemo podatke iz registrov in jih nato zapišemo v signal. 
 
//Push it to vector 
for(int i = 0; i < SIGNAL_SIZE_DEFAULT; i++)  
{ 
  if(i < Nf*DIV_MAX/2){ 
 read_data = *((unsigned long *)(virt_addr + i*4)); 
 g_data.erase(g_data.begin()); 
 g_data.push_back(read_data);} 





S tem smo zaključili tudi krmilnik aplikacije. Vrednosti koeficientov zbirke 
signala, ki ga preko protokola JSON pošiljamo nazaj v uporabniški vmesnik spletne 
aplikacije, se nato v tem delu aplikacije shrani v zbirko vrednosti, te pa se izrišejo na 





6  Rezultati 
6.1  Sinteza modula digitalnega sita FIR z optimizacijami 
Pri načrtovanju digitalnega sita FIR sem začel z osnovno strukturo in postopoma 
optimiziral samo arhitekturo modula za večjo učinkovitost implementacije. Rezultati 
implementacije različnih vezij so bili v skladi s pričakovanji, pregled rezultatov pa je 
prikazan v tabeli 6.1. 
Najprej sem implementiral digitalno sito FIR v osnovni direktni strukturi. 
Rezultati sinteze in implementacije pokažejo pričakovan rezultat za digitalno sito FIR 
32. reda. Vezje je implementirano z 32 bloki DSP, 757 tabelami LUT in 1 302 Flip 
Flopoma. Rezultat je pričakovan in tudi poraba ostalih gradnikov je v skladu s 
porabljenimi registri, shift registri itd. 
 
Digitalno sito FIR 
32. reda v direktni 
strukturi 
Poraba gradnikov DSP Poraba vpoglednih 
tabel  LUT 
Poraba Flip Flopov 








16 367 914 
Tabela 6.1:  Poraba strojnih gradnikov po stopnjah optimizacije 
 
Nato sem v arhitekturo digitalnega sita FIR implementiral izrabo podvajanja 
koeficientov. Rezultati sinteze in implementacije so spodbudni. Z digitalnim sitom 
FIR 32. reda sem s pomočjo izrabe lastnosti zrcaljenja koeficientov optimiziral vezje, 
ki je implementirano s 16 bloki DSP, 592 tabelami LUT in 819 Flip Flopi.  
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Shema sinteze vezja je pokazala na zanimivo implementacijo arhitekture. Ta je 
bila implementirana z uporabo blokov DSP v osnovnem načinu, kar pomeni, da ni bila 
izkoriščena posebna arhitektura gradnika DSP48E1, ki jo ponuja 7. generacija Zynq 
Xilinx SoC. Seštevanje zakasnjenih vhodnih vrednosti med seboj je bilo 
implementirano v samostojnih pred-seštevalnikih, rezultati slednjih pa so bili nato 
posredovani blokom DSP, ki so opravili množenje. Vsak gradnik DSP48E1 ima v 
svojo arhitekturo implementiran svoj pred-seštevalnik, ki omogoča seštevanje dveh 
različnih vhodnih vektorjev, rezultati pa so nato posredovani množilniku. V tem 
primeru sinteze in implementacije je bil pred-seštevalnik v enotah DSP izklopljen, 
uporabljen pa zunanji seštevalnik.  
 
Nadaljeval sem optimizacijo arhitekture digitalnega sita FIR. Namesto da sem 
programskemu orodju Vivado prepustil implementacijo seštevalnika, sem 
implementiral DSP48 makro IP. S pomočjo slednjega sem nastavil konfiguracijo bloka 
DSP48E1, pri katerem sem vklopil pred-seštevalnik in tako določil operacijo primitiva 
DSP na enačbo (6.1). 
 
 𝑦 = (𝐴 + 𝐷) ∗ 𝐵  (6.1) 
 
Rezultati sinteze in implementacije so pričakovani boljši. Ker reda digitalnega 
sita FIR nisem spreminjal in je bila edina sprememba uporaba pred-seštevalnika v 
bloku DSP, je implementacija strojnih gradnikov 16 blokov DSP ostala enaka kot prej, 
prav tako pa se število Flip Flopov ni znatno spremenilo. Razlika pa je v uporabi tabel 
LUT, ki se je s prejšnjih 592 zmanjšala na 367, s čimer smo zmanjšali porabo 
gradnikov za skoraj 40 %. Razlog je predvsem v tem, da smo izkoristili že obstoječe 
gradnike v blokih DSP za seštevanje in zato v naši osnovni arhitekturi ni bilo 
samostojnih seštevalnikov. V nadaljevanju sem naredil svoj modul množilnika s 
pred-seštevalnikom zaradi večje fleksibilnosti, kompatibilnosti s starejšimi in 
novejšimi arhitekturami strojnih gradnikov in programske opreme ter zaradi direktne 
generičnosti celotnega modula.  
 
S tem smo teoretične izboljšave in optimizacije prikazali tudi na fizični 
implementaciji nekega digitalnega sita, pri kateri se je poraba gradnikov z vsako 
optimizacijo, ki smo jo uvedli, občutno zmanjšala. 
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6.2  Implementacija končnega modula digitalnega sita FIR 
Implementirano je maksimalno veliko digitalno sito FIR, ki izkoristi največje 
možno število strojnih gradnikov. Do tega pridemo z implementacijo digitalnega sita 
FIR dolžine 64 oz. 63. reda, pri katerem imamo možnost maksimalne delitve vzorčne 
frekvence proti sistemski za faktor 4. S to implementacijo smo na napravi STEMlab 
uporabili večino strojnih gradnikov, del poročila pa je na sliki 6.1. 
 
 
Slika 6.1:  Poročilo implementacije iz programskega okolja Vivado 
 
Na zgornji sliki vidimo porabo 9 745 gradnikov LUT, 14 644 uporabljenih Flip 
Flopov ter 591 F7MUX-ov in 256 F8MUX-ov. Glede na zgornje poročilo maksimalna 
izkoriščenost vezja FPGA ni pojasnjena, razlog za maksimalno izkoriščenost pa je v 
podatku uporabljenih blokov CLB vezja FPGA. Vsak blok CLB ima implementirana 
dva bloka SLICE, del teh blokov SLICE pa so gradniki LUT in Flip Flop. V 
nadaljevanju poročila je uporaba blokov SLICE v naši implementaciji, kar je prikazano 
na sliki 6.2. 
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Slika 6.2:  Poročilo uporabe SLICE blokov v implementaciji 
Poročilo nam razkrije porabo kar 4 292 blokov SLICE od vseh možnih 4 400. 
To nam pokaže kar 97.55 % izkoriščenost vezja FPGA. Izkaže se, da v praktičnih 
primerih implementacije različnih aplikacij na vezjih FPGA težko dosežemo uporabo 
gradnikov LUT in Flip Flop, večjo od 70 % vseh razpoložljivih. Velika uporaba blokov 
SLICE v implementaciji je posledica dejstva, da ima vsak SLICE po en set kontrolnih 
signalov, kot so »clock«, »clock enable« in »set/reset«. Ti signali so znotraj bloka 
SLICE vezani na ostale strojne gradnike LUT in Flip Flop. V primerih, ko za določen 
set kontrolnih signalov ne potrebujemo vseh strojnih gradnikov LUT in Flip Flop, ki 
nam jih blok SLICE ponuja, le-ti ostanejo neizkoriščeni. Tako se implementirajo ti 
kontrolni seti v vezju FPGA za vse signale, registre in ostale elemente iz naše 
načrtovane arhitekture. Končni rezultat zato pokaže implementacijo, pri kateri lahko 
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6.3  Rezultati simulacije in končne implementacije 
Končni arhitekturi je sledila simulacija načrtovanega digitalnega sita. Simulacijo 
sem delal v dveh okoljih. Prvo je bilo okolje v simulatorju programskega okolja 
Vivado, drugo pa programsko okolje Matlab, v katerem sem analiziral digitalno sito, 
prej narejeno s funkcijo fir1() v programskem okolju Matlab. 
 
6.3.1  Simulacija v simulatorju programskega okolja Vivado 
V simulatorju programskega okolja Vivado sem naredil testno okolje, v katerem 
sem našemu modulu posredoval parametre delovanja ter skozenj poslal vnaprej 
določen signal. S pomočjo spominske tabele in lokalnega števca sem implementiral 
sinusni signal, ki je s časom simulacije spreminjal tudi svojo periodo oz. frekvenco. 
Na spodnji sliki je rezultat simulacije, na sliki 6.3 pa primer, v katerem sem simuliral 
tudi razlike med implementacijo digitalnega sita FIR v osnovni arhitekturi in v 
arhitekturi z izkoriščeno simetrijo koeficientov. 
 
 
Slika 6.3:  Rezultat simulatorja programskega okolja Vivado 
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Rezultati simulacije v programskem okolju Vivado so zadovoljujoči. Nato je 
sledila analitična primerjava rezultatov s teoretičnimi. V simulaciji sem skozi digitalno 
sito FIR s koeficienti, izračunanimi v programskem okolju Matlab, poslal sinusni 
signal s frekvenco signala, ki je bila 32-krat manjša od sistemske frekvence. Rezultat 
simulacije sem izvozil v tekstovno datoteko in jo uvozil v programsko okolje Matlab. 
 
process(clock) 
variable v_ILINE     : line; 
variable v_OLINE     : line; 
variable v_SPACE     : character; 
variable sig1 : std_logic := '0'; 
variable value : integer; 
variable clockDIV : std_logic:= '0'; 
begin 
if rising_edge(clock) then 
 if clockDIV = '1' then 
  value := 
to_integer(signed(Yout_simetrija_IP_AddTree_DIV)); 
  if sig1 = '0' then 
   file_open(file_RESULTS, "output_results.txt", 
write_mode); 
   write(v_OLINE, value, right); 
   writeline(file_RESULTS, v_OLINE); 
   sig1 := '1'; 
  else 
   write(v_OLINE, value, right); 
   writeline(file_RESULTS, v_OLINE); 
  end if; 
  clockDIV := not(clockDIV); 
 else 
  clockDIV := not(clockDIV); 




Z zgornjo kodo sem v datoteko »output_results.txt« izvozil podatke. Podobno 
sem naredil pri primerih, pri katerih sem digitalnemu situ FIR v modulu sporočil 
polovično vzorčno frekvenco vhodnega signala, in nato še pri primeru, ko je vhodni 
signal vzorčen s 4-krat manjšo frekvenco od sistemske frekvence. 
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6.3.2  Simulacija v programskem okolju Matlab 
Po pridobitvi izhodnih vrednosti pri vseh znanih vhodnih podatkih v digitalno 
sito FIR v simulatorju programskega okolja Vivado sem se posvetil analizi teh 
rezultatov. V programskem okolju Matlab sem s pomočjo funkcije importdata() 
najprej uvozil podatke, ki sem jih izrisal na grafu, prikazanem na sliki 6.4. 
 
 
Slika 6.4:  Izhod digitalnega sita FIR v simulatorju programskega okolja Vivado 
 
Nato sem v programskem okolju Matlab implementiral identično simulacijo. 
Deklariral sem sinusni signal z enakimi vrednostmi, frekvenco in fazo kot sinusni 
signal v simulatorju programskega okolja Vivado. S funkcijo filter() sem skozi 
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Na sliki 6.5 je izrisan graf zbirke izhodnih podatkov »yFilterOut«, ki predstavlja 
izhod digitalnega sita FIR, izračunanega v programskem okolju Matlab. Rezultat je 
tako kot v simulaciji programskega okolja Vivado kvantiziran z 10-bitno resolucijo. 
 
 
Slika 6.5:  Izhod digitalnega sita FIR v programskem okolju Matlab 
Po pridobitvi rezultatov v programskem okolju Matlab je bil na vrsti del analize 
izhodov v različnih simulatorjih. Simuliral sem digitalno sito z identičnimi koeficienti 
v simulatorju programskega okolja Vivado in v programskem okolju Matlab. V obeh 
sem deklariral enak sinusni signal, ki je prehajal skozi to digitalno sito. Za analizo 
rezultatov sem se odločil narediti križno-korelacijsko funkcijo, ki nam sporoči 
podobnosti signalov, medtem ko se en signal primerja z drugim za različne fazne 
premike enega od signalov. Normalizirana križno-korelacijska funkcija nam z 
rezultatom 1 sporoči popolno ujemanje signalov, z rezultatom 1 pa sporoči signala, 
ki sta si po absolutnih amplitudah enaka, fazno pa zamaknjena za 180°. Na spodnjem 
grafu je rezultat križno-korelacijske funkcije med izhodoma iz simulatorja 
programskega okolja Vivado in programskega okolja Matlab. 
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Rezultat križno-korelacijske funkcije je odličen in potrjuje pravilno načrtovanje 
generičnega digitalnega modula FIR. Za primerjavo: v križno-korelacijsko funkcijo 
sem pri izbranih signalih izpustil začetni prehodni pojav, pri čemer nam rezultat 
prikaže, da križno-korelacijska funkcija doseže vrednost 1, kar pomeni, da je rezultat 
iz simulatorja programskega okolja Vivado identičen rezultatom iz programskega 
okolja Matlab.  
Vedeti pa moramo, da v strojni implementaciji digitalnega sita FIR na vezju 
FPGA dodajamo cikle zakasnitve, ki jih v simulaciji programskega okolja Matlab ni. 
Nihanje med 1 in 1 je posledica križno-korelacijske funkcije in njene narave 
računanja. Graf križno-korelacijske funkcije je izrisan na sliki 6.6.  
 
 
Slika 6.6:  Križno-korelacijska funkcija med rezultati simulatorja programskega okolja Vivado in 
simulacije programskega okolja Matlab 
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6.3.3  Rezultati implementacije na napravi STEMlab 
Rezultatom simulacije našega modula digitalnega sita je sledila implementacija 
na strojni opremi oz. v našem primeru na napravi STEMlab. Pri testiranju sem vklopil 
opcijo »digital loopback«, ki je možna v razvojnem okolju naprave STEMlab. Z 
vpisom 1 v register 0x4000000c to opcijo vklopimo in z njo izhod generatorja 
povežemo na vhod našega vezja direktno znotraj vezja FPGA. S tem se izognemo 
zunanjim motnjam, nelinearnostim elementov ter šumom pri vseh kontaktih.  
V spletni aplikaciji izberemo signalni generator in nastavimo sinusni signal, ki 
ima frekvenco 32-krat nižjo od naše sistemske frekvence. S tem glede na digitalno sito 
generiramo enak harmonični signal kot v prejšnjih simulacijah v simulatorju 
programskega okolja Vivado in programskega okolja Matlab. Rezultate iz grafa 
izvozimo v datoteko .csv in jih uvozimo v programsko okolje Matlab s funkcijo 
csvread(). Ponovimo postopek križno-korelacijske funkcije signala, pridobljenega s 
tistim, ki ga simuliramo v programskem okolju Matlab. 
 
 
Slika 6.7:  Izrisana izhodna signala simulacije in strojne implementacije 
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Graf na sliki 6.7 nam pokaže skorajšnje ujemanje signalov. Razlog za 
neujemanje v popolnosti je v fazi signala, generiranega s signalnim generatorjem v 
spletni aplikaciji. Kljub nepopolno ujeti fazi signala pa vidimo, da so rezultati strojne 
implementacije skoraj identični tistim iz simulacije. Da potrdimo svoje domneve, tudi 
tokrat naredimo križno-korelacijsko funkcijo med rezultatom strojne implementacije 
in simulacije iz programskega okolja Matlab. Na sliki 6.8 je graf križno-korelacijske 
funkcije in tudi ta nam pokaže odlične rezultate, saj doseže vrednost 1, ki nam da 
informacijo o podobnosti rezultatov. 
 
 
Slika 6.8:  Križno-korelacijska funkcija med rezultati simulacije programskega okolja Matlab in 
strojne implementacije 
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7  Zaključek 
Implementacija vzporedne in sekvenčne strukture digitalnega sita FIR na 
napravi STEMlab je uspela zelo dobro. Načrtovan in izpeljan je bil celoten projekt in 
aplikacija je na koncu uporabniku prijazna. S spletno aplikacijo je uporabniku brez 
znanja o signalih, procesiranju in digitalnih sitih dostopna enostavna implementacija 
kompleksnih digitalnih sit FIR različnih parametrov in tipov. Modul digitalnega sita 
FIR je implementiran in vsi rezultati testiranja so v okvirih teorije ter ne odstopajo od 
simulacije, narejene v simulatorju programskega okolja Vivado in v programskem 
okolju Matlab. Z omejitvami, ki jih prinaša integrirano vezje Zynq Z7010, smo lahko 
na napravi STEMlab implementirali digitalno sito FIR 63. reda oz. dolžine 64 
vzporedne arhitekture z možnostjo sekvenčnega delovanja, ki nam za maksimalno 
nižjo vzorčno frekvenco proti sistemski frekvenci za faktor 4 podaljša dolžino 
digitalnega sita FIR na 256 oz. na red 255. Modul digitalnega sita FIR je bil načrtovan 
generično in za večje implementacije ne potrebuje posega v samo arhitekturo modula. 
Z večjimi vezji FPGA je tako možna še veliko obširnejša implementacija digitalnega 
sita FIR z obstoječim modulom, ki je maksimalno optimiziran in generičen. 
 
Možna nadgradnja modula bi bila tudi implementacija polifaznega digitalnega 
sita [14]. Poznamo tako decimacijsko kot interpolacijsko polifazno digitalno sito, 
katerega lastnost je, da signalu z neko vzorčno frekvenco slednjo spremeni vzporedno 
s filtriranjem skozi digitalno sito. S tem digitalnim sitom za razliko od klasične 
metode, s katero interpoliramo z dodajanjem ničel med vhodne podatke, med vzorce 
dodajamo nove vzorce, ki so ustrezno filtrirani z določenim tipom digitalnega sita. 
Struktura je do neke mere podobna že obstoječemu modulu digitalnega sita FIR. 
Slabost tega tipa digitalnih sit FIR je v tem, da ne moremo izkoristiti simetričnosti 
koeficientov, razlog za to pa je, da so tu delni seštevki za vsak cikel točno določeni, 
saj gredo ti delni seštevki potem direktno na izhod. V teh delnih seštevanjih se 
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