Abstract. The rising integration of pocket computing devices in our daily life duties has taken the attention of researchers from different scientific backgrounds. Today's amount of software applications bringing together advanced mobile services and literature of Artificial Intelligence (AI) is quite remarkable and worth investigating. In our research, software agents of BarterCell can operate in wireless networks on behalf of nomadic users, cooperate to resolve complex tasks and negotiate to reach mutually beneficial bartering agreements. In this paper, we introduce BarterCell that is an agent-based service application for users of pocket computing devices. We introduce new negotiation algorithms dedicated to bartering services in specific. We examine our approach in a scenario wherein it is essential for a multi-agent system to establish a chain of mutually attracted agents seeking to fulfill different bartering desires. And, we demonstrate and analyze the obtained results.
Introduction
Pocket Computing Devices (PCDs) such as Smartphones are increasingly showing the efficiency of relying on them and the importance of having them. Now, people are using different types of lightweight PCDs that allow them to check their emails, exchange faxes, surf the Internet, edit documents, do shopping, and play a role in a social network. Agents' deployments in industrial and profitmaking applications are continually growing and, related research are relatively expanding (for an overview; [11, 10, 8] ). Accordingly, the literature of Multi-Agent Systems (MAS) as well is witnessing the success of delivering advanced mobile services to users of PCDs, (e.g., Kore [3] 
In an intersection between Distributed Problem Solving (DPS) [6, 5] and Multiagent Systems (MAS) [14, 16] , our main focus comes in a place related to the efficiency of the negotiation approaches provided to a set of interacting software agents. Several negotiation models were proposed by scholars to introduce proper negotiation protocols, mechanisms, strategies, or tactics that agents may employ to reach mutually beneficial agreement. An example of that can be the strategic negotiation in multiagent environments presented in [9] , and also those presented in [17, 12, 13] Bartering is a disappearing type of trade where items of similar value are exchanged. "Swapping" is the modern approach to bartering, which is seen these days by means of websites that encourage end-users to build virtual communities and share similar interests. BarterCell is our approach to provide users of lightweight PCDs a bartering service on the go. Based on the location and characteristics of a specific community, BarterCell would use agents to build the chain-of-exchange that connects several interested frequenters of the same area.
This paper is organized as follows. Section 2 introduces the general architecture of BaretCell. Section 3 introduces the negotiation algorithms we propose for building the chain of mutually beneficial barters. In section 4 we describe the testing environment we evaluated BarterCell within. In section 5 we show the initial results we obtained.
BarterCell: Architecture
The architecture of BarterCell, as shown in figure 1, relies on users' capable devices or PCs to accomplish a successful bartering task. Via the pre-installed Java client-application, users create their own profiles using an interface allowing them to insert their service preferences, and add details related to the kind of items they are exchanging. Then users are asked to directly upload the saved data to a central agents platform that, in return, make it available to other agents. Different from the carpooling service application we presented in [1] wherein Jade [2] was used, for the central platform in BarterCell is running Jack [15] , which is an interactive platform for creating and executing multi-agent systems using a component-based approach.
Our architecture relies on distributed Bluetooth access points located within a specific environment, (i.e., university), to receive inputs. Therefore, because of technology limitations, users are asked to be present within the coverage of a connecting spot to transmit their data to the central server. Once received from a user, the message or file content is made available to the multi-agent system, thus it can create a delegated agent that carries the particular characteristics of an end-user. This agent is identified using the Media Access Control (MAC) address of the device used to communicate its user's data. On behalf of users, agents start to interact, cooperate and negotiation with each other in order to achieve the predefined objectives in the given time frame.
Among other benefits, JACK was chosen to handle all of agents' interactions because of its ability to meet the requirements of large dynamic environments, which allow programmers of agents to enrich their implementations with the possibility to compatibly access several of the system resources. JACK has also made the communication language applied among involved agents with no restrictions, which made any high-level communication protocol such as KQML [7] or FIPA ACL easily accepted by the running architecture.
