Intrigued by the successful practice in operating system and network courses education, we adopted a similar practice, i.e., building our laboratories based on an instructional operating system. We use Minix operating system as the lab basis, and in each lab we require students to add a different security mechanism to the system. Benefited from the instructional operating system, we design our lab exercises in a way such that students can focus on one or a few specific security concepts while doing each exercise. The similar approach has proved to be effective in teaching operating system and network courses, but it has not yet been used in teaching computer security courses.
Introduction
The high priority that information security education warrants has been recognized since early 1990's. In 2001, Eugene Spafford, director of the Center for Education and Research in Information Assurance and Security (CERIAS) at Purdue University, testified before Congress that "to ensure safe computing, the security (and other desirable properties) must be designed in from the start. To do that, we need to be sure all of our students understand the many concerns of security, privacy, integrity, and reliability" [1] .
Our course projects consists of two parts. One part focuses on design and implementation. This part of projects requires students to add new security mechanisms to the underlying Minix system to enhance its security. The security mechanisms students need to implement include access control, capability, sandbox, and encrypted file systems. In the second part of our projects, we gave students a modified Minix system that contains a number of injected vulnerabilities. Students need to use their skills learned from the lectures to identify, exploit, and fix those vulnerabilities.
Our approach is open-ended, i.e., we can add more laboratory projects to this framework without affecting others. The projects presented in this paper are the result of three years' maturation, with more components added in each year. We are also planning to design a number of network security projects for Minix based on the Minix's existing networking functionality.
The paper is organized as the following: Section 2 briefly describes our computer security course. Section 3 describes the design of our courseware. Section 4 describes each of our laboratory projects. Section 5 presents the experiences and lessons we have gained during our three-year practice. Finally, Section 6 concludes the paper and describes the future work.
The Computer Security Course

Scope of the course
Our department offers two graduate courses in security: one is computer security, and the other is network security. The computer security course focuses on the concepts, principles, and techniques for system security, such as encryption algorithms, authentication, access control, privilege, vulnerabilities, system protection, etc. Currently, our proposed approach only targets at the computer security course, but we plan to extend this approach to the network security course in our future work.
Pedagogical Approach
Lecturing on theories, principles and techniques of computer security is not enough for students to understand system security. Students must be able to put what they have learned into use. We use the"learning by doing" approach. It was shown in other studies that this type of active learning approach has a higher chance of having a lasting effect on students than letting students passively listen to lectures without reinforcement [8] .
More specifically, we try to use the Minix OS as our base system to develop assignments that can give students hands-on experience with those theories taught in class. For example, when teaching Set-UID concept of Unix, we developed an assignment for students to play with this security mechanism, figure out why it is needed, and understand how it is implemented.
We have developed two types of assignments: small assignments and comprehensive assignments. Each small assignment focuses on one specific concept, such as Set-UID and access control. These assignments are usually small; they do not need much programming, and take only one week or two; therefore we can have several small projects to cover a variety of concepts in system security. However, being able to deal with each individual concept is not enough, students need to learn how to put them together. We have developed comprehensive assignments, which cover a number of concepts in one assignment. They are ideal candidates for final projects. 
Course Prerequisites
Because this course focus on system security, we require students to have appropriate system background. Students taking the course are expected to have taken the graduate-level operating systems. They should be proficient in C programming.
Design of Course Projects
The goal of our projects is to provide a set of exercises for students to practice their security design, implementation, analysis, testing, and operation skills. Using the Minix instructional operating system, we designed two classes of projects, one focusing on design and implementation of security mechanisms, and the other focusing on security analysis and testing. The overview of our projects is depicted in Figure 1 .
Design and Implementation. In our computer security class, we aim at covering a number of important security mechanisms, such as Privilege, Authentication, Access Control, Capability, and Sandboxing. We expect students to have first-hand experience on most of them during one semester period. However, asking students to implement a system with all of these mechanisms from scratch sounds infeasible. Using an instructional operating system, our goal becomes feasible because of the following reasons: (1) An instructional OS provides students with a structured framework upon which they can build various security mechanisms. (2) An instructional OS is functional even if the students have not implemented the security modules completely. This gives students quick feedback as to how their implementations work and whether the modules are implemented correctly.
Some of the security mechanisms are already implemented in Minix, such as privilege, and access control. For some of these mechanisms, our projects are designed in a way that requires students to study and play with the existing implementation, so they can gain first-hand experience. For other existing mechanisms, we ask students to extend them and add more functionalities. For example, we ask students to extend the Minix's abbreviated access control list mechanism to support full access control lists. Several security mechanisms that we cover in class do not exist in Minix, such as capability and encrypted file system. For them, we designed course projects that ask student to implement these mechanisms in Minix. To make the tasks doable with 2-3 weeks, the security mechanisms are simplified compared to those implemented in an real operating system. Security analysis and testing. To master the security analysis and testing skills the students have learned from the class, they need to practice those skills in some systems. One way to do this is to give them a vulnerable system, such as older versions of Windows 2000 or Linux, and ask them to find security flaws in those systems. Although these systems contain many vulnerabilities, identifying and exploiting them is not a trivial task even for seasoned system administrators, much less students who have just learned the basic skills.
We have created a pool of vulnerable components for Minix, with some in the application layer and some in the kernel layer. The vulnerabilities we choose reflect vulnerabilities in the real world. They include buffer-overflow errors, race condition errors, sym-link errors, input validation errors, authentication errors, domain errors, and design errors [9] .
Instructors can choose the vulnerable components they like and inject them into Minix. The flawed Minix system is then given to students, who need to find those vulnerabilities and exploit them. Before starting these exercises, students are equipped with theoretical knowledge of these vulnerabilities, the methods of detection and exploitation, and the methodologies of penetration testing and standard security testing.
Why choose Minix?
Before we decided to use Minix, we have investigated a number of alternatives. We have the following criteria in mind when choosing an operating system as the base of our courseware:
1. Source code availability. Because the system security course involves implementation of system security mechanisms, studying the source code is important for the learning process.
2.
Complete but not complex. The OS should provide an sufficient infrastructure to students. Students should be able to immediately see how their implementation behaves without having to build the security-irrelevant components to make the whole system work. However, the OS should not be too complex; otherwise students need to spend much time in understanding the underlying system.
3.
Modularized. The security modules in the system should be highly modularized, so that they can be modified or replaced independently.
4.
No need for superuser privilege. It is preferable for students to carry out lab assignments in a general computing environment using normal user accounts, as opposed to in a dedicated computing environment using superuser privileges.
A complete featured OS like Linux seems a good candidate because their completeness. However, if we choose such an operating system, the students will take considerable amount of time to understand the functionality of the OS and thus lose focus on security. To overcome this drawback, many operating system courses use simplified operating systems, such as Xinu, Nachos and Minix, for educational purposes. We adopted a similar practice.
Most computer security course projects require the administrator/superuser privilege, which can jeopardize the security of the security experiment. With the superuser privilege, students can have complete control over the experimental domain. A malicious students might use it to gain unwanted access to other people's accounts. Even if all students are well behaved, they might accidentally introduce security holes into the system because of the lack of system administrating experience. Some universities do give students the superuser privilege for this type of projects, but the computers have to be restricted to an isolated environment. Although this approach has been widely used in to enable students to build and run the operating system without giving the superuser privilege. We chose Minix instructional operating system as our base system for three reasons: first, Minix is complete comparing to other unix-style instructional OS's; second, Minix can run on the Solaris systems as a non-privileged process; third, Minix is small and easy to understand. Table 1 compares the pros and cons for using different OS's as the base of our courseware.
Introduction to the Minix operating system
Minix is a Unix operating system, and its name came from "mini Unix". As an instructional operating system, Minix system is designed to be small and simple. It only has about 15,000 lines of codes, which are publicly available at [10] . A textbook was also written by Tanenbaum to explain how Minix works [5] . Students meeting the prerequisites can understand this operating system within a short period of time. Minix system has a high modular structure, which makes it not only easy to understand, but also easy for students to extend and modify.
Minix was originally developed as a real operating system, running directly on Intel x86 machines. Later on, Ashton ported Minix to run on the SUN Solaris systems as a non-privileged process [11] .
Course Projects
Laboratories Setup
We use Minix on Solaris in our course. All of the laboratory exercises will be conducted in SUN Solaris environment using C language. Except for giving students more disk space (100 Megabytes) to store the files of Minix system, Minix poses no special requirements on the general Solaris computing environment.
The Minix operating system can also be installed on simulated environments like VMware [12] , Bochs [13] and so on. Installing the operating system on VMware is not a difficult process, and no superuser privilege is needed to run Minix on VMware. Therefore, this could be another installation option. Both approaches can be used in our laboratory designs. However, we preferred to use the Solaris approach, so students do not need to buy the VMware license or use free-wares that are not stabilized yet.
We have designed a variety of course projects on Minix. Depending on the course schedule and the students' familiarity with Unix and their proficiency in C programming, instructors might want to choose a subset of the projects we designed. Currently, we are still developing more assignments, and we will also solicit contributions from other people. Our goal is to create a pool of lab assignments, such that different instructors can choose the subset to meet the requirements of their syllabi.
Preparation
In this warm-up project, students get familiar with the Minix operating system, such as installing and compiling the Minix OS, conducting simple administration tasks (e.g. adding/removing users), and learning to use/modify some common utilities. More importantly, we want students to understand the Minix kernel. For our system security course, students just need to understand in detail system calls, file systems, the data structure of i-node and process table. They do not need to study non-security modules such as process scheduling and memory management. Students meeting the prerequisites should be comfortable with the Minix environment in two to three weeks.
The following is a list of sample tasks we used. In reality, instructor can choose different tasks to achieve the same goals:
• Compile and install Minix, then add three user accounts to the system.
• Change the password verification procedure, such that a user is blocked for 15 minutes after three failed trials.
• Implement system calls to enable users to print out attributes in i-node and process table. Appropriate security checking should be implemented to ensure that a user cannot steal information from other accounts.
Our experiments show that it is better to guide students to conduct the above tasks in one or two lab sessions, in which a teaching assistant can provide immediate helps. These lab sessions are extremely necessary when students have significantly different backgrounds.
Set-UID Programs
Set-UID is an important security concept in Unix operating systems. It is a good example to show students how privileges are escalated in a system. In this project, students learn the Set-UID concept and its implementation. Students also learn how an attacker can escalate its privileges via exploiting a vulnerable Set-UID program.
Students need to finish the following tasks: (1) Figure out why passwd, chsh, su commands need to be Set-UID programs, and what will happen if they are not. (2) Students are given the binary code of the passwd program, which contains a number of security flaws injected beforehand. Students need to identify those flaws, and exploit the vulnerable program to gain the root privileges. (3) Read Minix source codes, and figure out how Set-UID is implemented in the system. (4) Modify the kernel source code to disable the Set-UID mechanism.
This project is quite straightforward. On average it takes students one week to finish.
Access Control List
Access control is an important security mechanism implemented in many systems. It can be classified as Discretionary Access Control and Mandatory Access Control (MAC). In DAC systems, the owner of an object can decide its security properties (e.g., who can read this file?); while in MAC systems, the security properties are determined and controlled by only a security manager. Access permissions can be represented on a per object basis (i. The goal of this project is two-fold: (1) to get first-hand experience with DAC and (2) to be able to implement DAC. Minix already has an implementation of abbreviated ACL; namely the access control is based on three classes: owner, group, and others. Students need to extend this abbreviated ACL to a full ACL, i.e., a user can assign a specific access right to any single user. On average students need about 2-3 weeks to finish this project. Students need to deal with the following issues:
• How access control works: Before working on their implementations, students need to understand the entire process of access control, and they need to trace the program execution to find out how the access control is conducted in Minix. This enhances their understanding of access control.
• ACL representation: Students need to think about how to represent the full ACL, how to allow ACL's to specify access permissions on a per user (principal) basis, rather than the current owner-group-other protection method. Students also need to make their representation flexible for adding and removing purposes.
• Storing the ACLs: This is another challenging part of the project. Students need to think where exactly they should store the access control list. The current Minix implementation does not seem to have a place to store the full access control list. Students need to solve this issue. A hint we give them is to use some unused entries in i-nodes or store the access control lists in separate files.
• ACL management: In addition to implementing the full ACL in the kernel, students also need to implement the corresponding utilities, such that users can manage the access control list of their own files.
Capability
Capability is another important concept in computer security. The goal of this project is to help students understand the concept of capability. We defined a set of capabilities in this project, with each capability representing whether a process can invoke a specific system call. Students need to implement these capabilities in Minix. Specifically, their capability mechanism should be able to achieve the following functionalities: (1) Permission granting based on capability. (2) Capability copying: A process should be able to copy its capabilities to another process. (3) Capability reduction/restoration: A process should be able to amplify or reduce its current capabilities. For example, a process can temporarily remove its own Set-UID capability, but later can add it back. Of course, a process cannot assign a new capability to itself. (4) Capability revocation: Root should be able to revoke capabilities from processes.
In this project, students need to take care of the following issues:
• Capability List Representation: Students need to think about how to represent the set of defined capabilities. They also need to think how they can associate capabilities with each process. The final representation should conveniently support the required functionalities (e.g. copying, removing etc).
• Storing the Capabilities: This is another challenging part of the project where students need to think where capabilities should be stored. One option is to add an entry to the process table to store the capabilities. A potential issue is how feasible it is to extend the process table (note that the process table is a kernel data structure used by many other components).
• Capability Revocation: Students need to think about how to revoke an object's capability. They must be careful not to introduce vulnerabilities in this part.
• Capability Management: Students need to take care of two types of users, normal and super users. They need to consider the following issues: how they manage these two types of users, and what functionalities are associated with each of them.
This project enhanced the students' understanding of the capability concept. At the beginning, most students had trouble mapping the capability concept to the real world. We did not tell the students how the capability should be implemented, but to ask them to design their own capability mechanisms. This requires them to figure out how the capabilities should be represented in the system, where to store the capabilities, how the system can use the capability to conduct access control, etc. Once students have figured out all of these issues, the implementation becomes relatively easy; therefore the amount of coding for this project is not significant, and students are able to accomplish the task within two weeks. Had it not been for Minix, students would need to spend a lot of time implementing a meaningful system where the effect of the capability can be demonstrated.
We encouraged students to design some other features beyond the basic requirements. Students were highly motivated, some implemented a more generic capability-based access control mechanism than the required one, and some allow new capabilities to be defined by the superuser.
Sandbox
A sandbox is an environment in which the actions of an untrusted process are restricted according to a security policy [14] . Such restriction protects the system from untrusted applications. In Unix, chroot can be used to achieve a simple sandbox.
The instruction "chroot newroot cmd" causes cmd to be executed relative to newroot, i.e., the root directory is changed to newroot for cmd and any of its child processes. Any program running within this sandbox can only access files within the subdirectory of newroot.
Some Unix systems allow normal user to run chroot sandbox (just make chroot a Set-UID program). However, this can introduce a serious problem: malicious users may create a login environment with their own shadow file and passwd file under newroot, which will help them gain a root shell. Once getting that privilege, they can create a Set-UID shell program which allows them to use after exiting the sandbox. The attack is described in the following: One of the goals of this project is to let students find out this vulnerability with some provided clues. Students need to implement attack procedures and demonstrate how to take advantage of the vulnerability to gain root privileges. This is an efficient way for students to enhance their understanding on security hole in kernel level.
To fix the above vulnerability, the best way is to disallow normal user from using chroot. However, normal users will not be able to take advantage of the sandbox. We ask students to extend the current chroot such that the program is safe to be used by normal users.
We suggest students to design a security policy for this sandbox. Sandbox security policy defines a set of permissions and restrictions that a program must obey while running. For example, the policy can define whether a program is permitted to read files or connect to the Internet. Any program attempting to violate the security policy will be blocked. Students need to consider a number of issues, including how to define policy, where to save policy, when it should be read in, and how to secure the policy file. Students should be able to finish this project within 2-3 weeks.
Encrypted File System
Non-encrypted file system stores plain text on disks, so if the disk is stolen, information on it can be disclosed. An Encrypted File System (EFS) solves this problem by encrypting the file system, such that only users who knows the encryption keys can access the files. The primary benefit of EFS is to defend against unauthorized access. The encryption/decryption operations should be transparent to users. Implementing EFS requires students to combine techniques such as encryption, key management, authentication, access control, and security in OS kernels and file systems; therefore this project is a comprehensive project. We give this project as a final project.
Minix system has a complete file system, so students can build the EFS on top of it. As we mentioned before, Minix file system is reasonably easy to understand; students can start building their own EFS after they understand how the file system works.
This project is a good candidate for the final comprehensive project because it covers a variety of security-related concepts and properties:
• User Transparency: The main challenge of this project is how to make EFS transparent. If the transparency is not a issue, then students can easily implement a set of encryption/decryption utilities, and users need to use those utilities to encrypt/decrypt their files manually. The transparency means that the encryption/decryption should be performed on the fly, while users are reading/writing their files. To achieve the transparency, students need to modify the system calls related to the reading and writing. They need to insert the encryption algorithms into the proper positions in those system calls.
• Key management: Another challenge of this project is the key management, namely how and where the encryption keys should be stored, how the keys should be protected, changed, and revoked. We have seen different designs from students. For example, regarding the key storage problem, some students store the key (encrypted) in a file, and some store it in the i-node of the encrypted file. We also found out that some students mistakenly save the plaintext key on the disk, which defeats the whole purpose of the EFS.
• Authentication: How to decide whether a user can access the encrypted file system or not? This part of the project not only teach students the authentication purpose, more importantly, it teaches students an important lesson about the tradeoff between the usability and the security. Some students' projects require users to authenticate themselves each time when they access a file in EFS; some conduct just one authentication when the users mount the EFS (a good implementation in our opinion); some conduct the authentication during the login. During their demos, we point out the advantages and disadvantages of their designs, so they can evaluate their own designs.
• Using encryption and hashing algorithms: Although students are provided with codes for encryption and hashing algorithms, they still need to learn how to use it correctly. Because AES is a block cipher, students need to deal with the issues related the block and padding; otherwise, their reading/writing system calls might not function correctly.
• Security analysis: After most of the students have finished their designs, we give them several incorrect designs that we have encountered in the past, and we asked them to find out whether those designs are secure or not; if not, how to break those EFS.
Project Simplification
For students who do not have sufficient background in operating system kernel programming, we need to customize our projects for them. We divide the EFS project into three projects:
1. Project 1: Encryption Algorithms. This project gets students familiar with the AES algorithm. Students need to implement a user-level program to encrypt and decrypt files.
2. Project 2: Kernel modification. The second project asks students to modify the corresponding system calls, such that some special files are always read/write using encryption. However, to simply this project, we ask them to always use a fixed key for the encryption. The key can be hard-coded in their programs.
3. Project 3: Key Management. This project deals with the key management issue that is intentionally left off in the previous project. Students now need to find a place to store the key; they need to make decision on whether to use the same key for all the files or one key for each file; they also need to deal with the authentication issues, etc.
Vulnerability Analysis
Vulnerability analysis strengthens the system security by identifying and analyzing security flaws in computer systems. This project intends to expose students to such an critical approach. We have two goals in this project: The first goal is to let students gain first-hand experience on software vulnerabilities, be familiar with a list of common security flaws, and understand how a seemly-notso-harmful flaw in a program can become a risk to a system. The second goal is to give students opportunities to practice their vulnerability analysis and testing skills. Students can learn a number of methodologies from the class, such as vulnerability hypothesis, penetration testing methodology, code inspection techniques, and blackbox and whitebox testing [15] . They need to practice these methodologies in this project.
To achieve our goals, we modify the Minix source codes and intentionally introduce a set of vulnerabilities. We call these vulnerabilities the injected vulnerabilities. The revised Minix system is then given to students. The students are given some hints, such as a list of possible vulnerabilities, the possible locations of the vulnerable programs, etc. Their task is to find out and verify these vulnerabilities.
The injected vulnerabilities cover a wide spectrum of vulnerabilities, such as buffer overflow, race condition, security holes in the access control mechanisms, security holes in Set-UID programs, information leakage, and denial of service. These vulnerabilities reflect system flaws caused by incorrect design, implementation, and configuration. All these vulnerabilities are collected from real commercial Unix operating systems, such as SUNOS, HP-UNIX and Linux, and are then ported to Minix. We have ported nine vulnerabilities so far, with six in the user level and three in the kernel level. We will port other typical vulnerabilities to Minix in the future.
Students in this project need to accomplish the following tasks:
• Identify vulnerabilities. This is a warm-up practice to help students get familiar with vulnerability living environment.
• Exploit vulnerabilities. This is a challenging and interesting part of the project in which students write attack programs aiming at these vulnerabilities. Demonstration is needed to show what unauthorized privilege can be obtained.
• Fix vulnerabilities. Students need to design solutions to eliminate or remedy the identified vulnerabilities.
Experiences and Lessons
We did a teaching experiment in the 2002 spring semester when we taught the graduate-level computer security course at Syracuse University. At that time, we asked students to add certain specific security mechanisms to Minix. We only give students one project for the whole semester because modifying an OS seems to be a daunting job for most of the students. The students liked the project very much and were highly motivated. At the end of the semester, the students provided a number of useful suggestions. For example, many students noted, "most of our time was spent on figuring out how such an operating system work, if somebody or some documentation can explain that to us, we could have done four or five different projects of this type instead of doing one during the whole semester". This observation shapes the goal of our design: we want students to implement a project within two to four weeks using our proposed instructional environment.
When we taught the course again in Spring 2003, we provided students with sufficient information on how Minix works, and we added a lecture to introduce Minix. As a result, students had gotten familiar with Minix within the first three weeks, and were ready for the projects we had designed for them. The same degree of familiarity took students half of a semester previously due to the lack of information.
In our first experiment in 2002, the requirements of each project were not tailored to a scope appropriate for 2-3 weeks. During the last three years' experiments, we simplified those requirements. In 2004 semester, we successfully assigned four projects in one semester, including the Set-UID project, capability project, access control project, and the comprehensive encrypted file system project. However, we are still unable to assign the vulnerability project due to the lack of time. We will further improve our strategy in the coming 2005 Spring semester.
During the last three years, we have also learned the following lessons:
• Preparation: From our experience, the preparation project is crucial to the success of the subsequent assignments. Some students who overlooked this assignment find themselves in trouble later. In fact, when we used the proposed approach at the first time, we did not give students this assignment because we thought it was not necessary. As a result, students later spent a great deal of time in figuring out how to achieve the tasks in this assignment. Most of the students told us that they spent 80% of their time to get familiar with the system. Once they knew how Minix works, they can spend short time to finish the required task. Therefore, when we use the approach again, we used several lectures to inform students the necessary materials, and ask the TA to devote significant amount of time to help the students finish this assignment. The preparation part is extremely important. If students fail this part, they will spend enormously more time on the subsequent projects. This is very clear when we compare the performance of the students in our 2003 course with that of the students in 2002. We plan to integrate the materials related to Minix into the lecture, so students can be prepared better.
• Background knowledge: We also realized that some students in the class are not familiar with the Unix environment because they have been using Windows most of the time. This brings some challenges because these students do not know how to set up the PATH environment variable, how to search for a file, etc. We plan to develop materials to help students get over this obstacle.
• Cheating: Cheating did occur, especially on the final encrypted file system project. We now have a list of questions that we will ask during student's demonstrations. They not only help us evaluate students' projects, but also are quite effective so far in identifying cheatings. Example of questions include "where do you save keys and why?", "can your implementation work on large files? and how did you handle that?", etc. Students who simply copy others' implementation will be most likely unable to answer these questions.
Conclusion and Future Work
We have described a laboratory design for our graduate-level computer security course. Our approach is intrigued by the successful practice in operating system and network courses education. In our approach, we use Minix instructional operating system as the basis of our laboratory; in design-oriented laboratory projects, students add a specific security mechanism to the system; in analysis-oriented laboratory projects, students identify, exploit, and fix vulnerabilities in Minix. Because of the desirable properties of Minix, our laboratory projects can be finished within a reasonable amount of time and in a general computing environment without using superuser privileges. We have designed a series of laboratory projects based on Minix, and have experimented with our approach for the last three years. The experience obtained is encouraging, and students in our class have shown great interest in the course and the projects.
We will continue experimenting and perfecting our approach. More importantly, we will work on making this laboratory approach easy to be adopted by other people. This requires us to provide detailed documentations, instructions, and a pool of different projects covering a wide range of security concepts.
