Introduction
The Software Engineering for Business Process Change (SEBPC) programme of the Engineering and Physical Sciences Research Council (EPSRC) is intended to support academic research which can impact the business or engineering processes in industry. The CONVERSE project was funded as part of the first round of SEBPC projects and has been running for about a year. It is intended to enable a major commercial and engineering change in the way that controllers for aircraft engines are produced and it is being undertaken in conjunction with Rolls-Royce. The purpose of this paper is to give an overview of the aims of the project and its current status. In this introduction we are mainly concerned with scene-setting.
Rolls-Royce Funded Research Programmes
Rolls-Royce fund a number of University Technology Centres (UTCs) in key aspects of aircraft engine technology. The oldest of these centres has been in operation for over a decade, and there are now more than 15 UTCs studying various key aspects of engine technology, e.g. materials and combustion. In 1993 two related UTCs were established to investigate aspects of engine controllers. A UTC in Control and Systems Engineering was established in Sheffield, and one in Systems and Software Engineering was created in York. The work in York has focused on the systems engineering (including safety) process and on the design and development of the software in the engine controllers.
The overall aim of the York UTC is to help improve systems and software engineering processes, particularly reducing costs and timescales whilst preserving or improving product integrity and safety. Detailed objectives are outside the scope of this paper, but very substantial reductions in cost and time are necessary to maintain a competitive position with respect to other major engine manufacturers.
Early work in the York UTC established that there was significant commonality between engine controllers. This offered the opportunity for software reuse with consequent benefits in development time and cost as well as product integrity. It became clear that ad hoc reuse did occur, but that the full potential for reuse was not realised. Activities within the UTC, in conjunction with Rolls-Royce 1 , led to a more systematic approach to reuse. At the "zenith" we helped the company to achieve over 80% software reuse between controllers [1, 2] with significant economic benefits. However, somewhat to our surprise, this level of reuse was not sustained. An analysis of the reasons indicated some technical issues -but also some business issues -and this is what prompted us to think of a project as part of the SEBPC programme.
Motivation for CONVERSE
The process for developing engine controllers within Rolls-Royce is fairly "classical", involving a hierarchy of design and requirements documents. These documents span the range from the whole engine, through the controller down to the software and "units" such as air pressure sensors (e.g. pitot tubes) and actuators, e.g. the fuel pump. Reusing software is only viable if the cascade of requirements and designs for a new controller produces the same (sufficiently similar) software-level requirements as for previous controllers. The nature of the engineering process is such that systems engineers will tend to modify requirements, e.g. to make small improvements, or simply to re-express them to make them clearer, even though the improvements are quite small. However these changes make it very hard to achieve reuse in a 'top down' manner -and the software engineers are only able to identify opportunities for reuse in an essentially 'bottom-up manner'. Simplistically, there is a need for reuse to be considered in developing requirements -but the issue is rather deeper, as the current development practices are strongly influenced by the business process.
Production of a new controller 2 within Rolls-Royce is effectively a "bespoke development". In our view, the only way to achieve high levels of reuse is to alter the process so that a "standard" controller is offered -with modifications for particular customers being made against specific change requests. Whilst this oversimplifies a complex engineering process, the idea of making it possible for controllers to be developed by making minimal modifications to a standard product is the key idea underlying CONVERSE.
The UTC cannot directly change the practices in the company -instead our role is to demonstrate the feasibility of new ideas, and to assist the company in transferring into practise those ideas that seem both practical and valuable. Thus the motivation behind CONVERSE is to investigate and to prototype a process based on minimal and justified modifications to a controller, rather than treating each new controller as a "bespoke" development with ad hoc reuse. The SEBPC programme has given us the opportunity to undertake some of the important research activities.
Structure of the paper
In section 2 we briefly outline the nature and function of engine controllers to a level which we hope is sufficient to give an understanding of the domain in which we are working. Section 3 amplifies on the motivation for CONVERSE, discussing the system and software development process, and setting out in more detail the technical objectives of the work. As the project has only been running for a year, we are still some way from meeting our overall objectives -but section 4 outlines our progress and the current status of the work. Finally, in section 5, we draw some tentative conclusions and outline the directions for our future work.
Engine Controllers
Most modern civil aircraft have two crew in the cockpit -the pilot and co-pilot. In the previous generation of aircraft a third crew member, the flight engineer, controlled the engine thrust levels, and carried out other functions, e.g. moving fuel between the tanks. The initial motivation for developing FADECs was to enable aircraft to be operated without a flight engineer, and hence at lower cost. Thus the main function of the FADEC is to control engine thrust, although modern systems are more complex.
Some of the key functions of a modern FADEC are:
• Thrust control -by altering the fuel flow to the engine, and controlling the air flow through the engine; • Starting -starting the engine on the ground, or restarting it in flight, should this be necessary; • Reverse thrust control -reversing the thrust of the engine so it can be used for braking on landing; • Heat management -ensuring that key parts of the engine, e.g. bearings, are properly cooled using liquids in the engine -including the fuel; • Cockpit communication -receiving thrust and other commands from the cockpit, and returning status information to the cockpit; • Fault management -detecting faults in engine components, e.g. temperature sensors, and altering the control logic to accommodate the faults; • Maintenance -recording fault data to inform the maintenance activities.
The FADEC is a complex hydro-mechanical system, but the majority of the above functions are implemented largely in software, running in an electronic engine controller (EEC). To ensure that it is fault tolerant, the EEC has internal redundancy (usually duplex). For the purposes of this paper we do not need to consider the EEC redundancy any further, and we will talk largely in functional terms.
The software in the EEC has to operate in real-time. It is run cyclically, with typical cycle times of about 50 ms. Typically the EEC software is written in a procedural language, such as Ada, or language subset such as SPARK Ada [3] . Controllers vary in complexity, but the software may be as much as 100 kLoC. The software can be broken down into major functional areas, as illustrated above, although the functions are interdependent and it is difficult to separate one from another.
We have talked about "the FADEC" as if there were only one -in practice there are different FADECs and EECs for different engines. More precisely, we can identify engine types or series, e.g. the Trent, and the BRR 700. Within these series, there are engine marks representing different power ranges, e.g. Trent 700 and Trent 800. There are then variants within marks, usually determined by the aircraft (airframe) on which the engine is installed, e.g. an Airbus A340 or a Boeing 777. The opportunity for reuse is clearly greatest between variants, but the greatest payback would come from reuse between marks or even across series.
Technical Objectives of CONVERSE
We briefly outline the technical process change that we seek to enable, then indicate the technical objectives that we believe must be met in order to facilitate the process change.
Overall Process Change
The potential business process change motivating CONVERSE can be summarised as follows:
Current Process New Process
Each engine variant treated as a bespoke development project. Requirements elicited from airframe customers, and reuse encouraged, but in a 'bottom up' manner, through reuse libraries.
Each engine variant treated as a modification of a standard product, with requirements for necessary changes elicited from airframe customers, prompting 'top down' and 'generative' reuse.
Engine marks treated as largely separate developments.
Engine marks produced like variants, but with change information also elicited from the 'whole engine' development process Engine series treated as largely separate developments.
Engine series still largely separate developments.
Table 1: Target Process Change
So far we have stressed initial development, but the intention is that benefits would also accrue in modification and maintenance. It is hard to predict accurately how much impact such a process change would bring about, but a reduction of costs and timescales of a factor of 2 or 3 would seem, in principle, to be achievable.
Technical Objectives
We can now derive the technical objectives for the project from the process goals above, but first we must say a little more about the nature of the development process.
As indicated in the introduction, development of the FADEC system and EEC software follows a fairly classical process, with requirements flowing down from the engine level to the FADEC and thence to the EEC software. Some benefits can be obtained from streamlining this process through reuse and other means, but this is probably not the greatest area of payback.
A major cost factor in developing the EEC software is the need to produce it to "flight standard", conforming to standards such as DO178B [4] . Perhaps the most stringent requirement in DO178B is for test coverage of the software to meet the multiple condition/decision coverage (MCDC) criterion. Given this stringent requirement, testing can account for more than 50% of the development cost. Thus the business objectives identified above can only be met if we are able to reuse testing and other forms of verification evidence (or test for changes effectively) as well as reusing designs.
Against this background, we see three primary technical objectives for the work:
1. To develop methods for eliciting 'change and configuration' requirements from customers and the whole engine development group, integrating them with existing requirements, and validating them;
2. To define an analysable and reusable domain specific architecture for the EEC and the FADEC;
3. To develop methods and prototype tools for reusing test data and results where possible, and effectively testing for the effects of changes, enabling minimal retesting to be performed. The rationale behind these objectives is as follows. We believe that a clear product architecture and domain model are needed to structure requirements as well as the design, and to provide a basis for reuse at all levels. The structure should also provide the ability to trace from high level requirements down to code. The architecture and domain model is also pivotal for another reason. If we are to limit the impact of changes, and to test effectively, the architecture must be such that we can both determine, and bound, the consequences of change. Put another way, the definition of the architecture should be guided by the notion of 'design for testability'.
It should be noted that these objectives have evolved somewhat from the initial proposal. We initially targeted reuse of the safety case and safety arguments; but we have narrowed our focus to testing as this is the most important area, and it also seems to be tractable. On the other hand, we have widened the scope of the domain specific architecture to the FADEC. We did this as we recognised that we cannot analyse the EEC software in isolation as we need, for example, to be able to analyse the impact of changing sensor types on the EEC software.
Demonstration of Feasibility
We stress that the sort of process change described above has to be achieved by the company and its suppliers; it cannot be achieved by an academic research programme. Thus our technical objectives are to demonstrate the feasibility of the revised process, and hopefully to show that the benefits and risks are such that Rolls-Royce will adapt and adopt the results of the project. We hope to be able to show feasibility by reengineering a significant part of an EEC software build, see section 5.
Progress and Status
The EPSRC CONVERSE grant provides funding for one research associate (Nigel Tracey) working on testing and one research student (Alan Stephenson) working on domain specific architectures and reuse. The project has been under way for approximately one year.
To date the principal strands of the work concern definition and analysis of suitable domain specific architectures for engine controllers and code level verification activities. We have yet to start work against the first objective, as it is contingent on having a suitable domain model and architecture.
We first discuss the testing activities which are more mature, as they built on EPSRC funded work done prior to the start of the CONVERSE project.
Test Automation
In testing the EEC software we are concerned with functionality, but also with nonfunctional properties such as timing and demonstrating that code is exception-free. A study of current testing processes indicates that a lot of the time goes into designing and coding tests, rather than executing them. Thus our focus has been on automation of testing, and providing a platform for effective regression testing following changes. We have also made some assumptions about how the architecture will be defined, e.g. in terms of module specifications, and we will need to ensure a convergence with the work on architectures and other activities in the UTC (see section 4.3). Pragmatically our current focus is on programs written in Ada, as that is used in many engine controllers, although the techniques generalise to other languages.
Current Tools -What They Achieve
Our approach to the testing issues has been pragmatic, building a series of automated tools to explore how far we can get towards meeting the above objectives. Although the aim is to support testing following changes, technically many of the tools will also support testing of new code. So far we have developed a number of tools, based on a common infrastructure. These tools provided automated heuristic support for:
• The generation of a set of test data to satisfy branch coverage for Ada modules. This is effected via optimisation based heuristic search engines, and will provide a basis for showing that coverage criteria are met, even following changes; • Searches for the path which gives the worst case execution time (WCET) for Ada modules. This will enable us to determine if changes have violated (local) timing requirements; • Searches for test data that causes supplied assertions to be broken at particular points in the execution of a program. We term these falsification heuristics. This will give a basis for showing if changes have broken invariants or post-conditions associated with the code -and thus if changes have an impact beyond a module or component boundary; • Searches for test data that causes Ada exceptions to be raised (this is a special application of the falsification heuristics above). This is necessary to show that the other test results are sound -clearly the WCET figures will not be valid if, in some circumstances, an (unhandled) exception is raised.
Current Tools -How They Work in Principle
It is worth noting that these tools work at the code level so they are capable of providing significant support to legacy systems in the critical arena. They are based on non-linear numerical optimisation techniques (genetic algorithms and simulated annealing). Loosely speaking, given an assertion at a point in the program's execution a cost is determined that reflects how "close" the current system state is to satisfying it. For example, for the predicate X>25, an X value of 15 comes closer than an X value of 5 (and so has lower cost). An X value of 30 would satisfy the assertion and hence have zero cost. Despite appearances this is not simply solving a linear equation.
The relationship between inputs to the program and the value of X at the point at which the assertion is evaluated may be highly non-linear (hence our use of heuristic non-linear optimisation tools from Operations Research).
If a problem can be couched as the search for input data that will cause an assertion within the code to be true then our techniques can be brought to bear. We can now say a little more about how they can be applied in the context of engine controllers, and also indicate their more general use in the context of the SEBPC programme.
Applications of the Tools
We outline here our planned use and adaptation of the above tools to meet the objectives of CONVERSE. It should be noted that the benefits we describe below are yet to be demonstrated, although we have strong reasons for believing that they can be realised.
Reuse and component development are major themes in the SEBPC programme and are critical to the success of CONVERSE. In this context, we wish to answer the following question.
• Can a component that has been successfully used in one environment be used successfully in another?
Our belief is that the falsification techniques described above can assist here too. A formal (or even rigorous) definition of a component will state that, given certain conditions of use (the pre-condition), certain behaviours are guaranteed. If the component has been verified against its specification then assessing whether reuse is safe boils down to determining whether the component's precondition is always met. Optimisation based search heuristics can be used to determine input data causing the precondition at the point of execution to be false; we search for data which will drive the code into situations it will encounter in the new situation which would not have arisen in the original context of use. This directly supports one of our key objectives -but clearly we need the architectural framework to give us the relevant test conditions.
A specific concern for CONVERSE is safety. There are very few techniques which directly address safety at the program code level. One of the few techniques is software fault trees (SFTA), originally developed by Nancy Leveson and her colleagues [5] . We have previously made use of software fault trees [6] with some success, although our experience is that this can be a highly labour-intensive process, and 'straightforward' attempts at automated support are not very effective either! However the testing framework which we have developed offers the potential for automated support of the concepts underlying SFTA which also have the advantage that the trees reflect the actual execution of the code. In any fault tree analysis one needs to start with a definition of the hazard, i.e. the undesired situation which we wish to investigate. Our search heuristics can determine initial conditions where hazards are generated. This information can be readily used by developers to alter the design to prevent hazardous events, either by 'fixing bugs' or making the code more robust to input failures. Thus, the design can proceed iteratively until our tools can no longer find hazards. At this point it may be useful for SFTA to be applied to gain added assurance to (it is hoped) the final design.
Another approach to assessing safety is to use static analysis. Static analysis is expensive and needs to be used efficiently. The provision of an automated flaw finding ability can greatly increase the assurance obtained from static analysis by reducing the amount of it that is needed. Practice shows that safety problems arise when systems are changed, or elements are reused in new contexts. Thus the falsification tools should help directly with the project objectives. Further, by highlighting code properties cheaply, our dynamic approach actually provides an excellent reason for using static techniques and should enable them to be use to provide greater assurance, and without waste.
Finally, showing that code is exception free seems to lack a convincing testing approach. Proof of exception-freeness via formal techniques is possible [3] but requires skill. Also exception freeness will vary as various configuration parameters (development variables) are modified for performance reasons, or to support the requirements of different customers. We believe that our tools provide the capability to deal with the sorts of configuration and parameter changes we expect to be common in the business process which we outlined above. Also finding raisable exceptions automatically can save a great deal of wasted effort trying to prove the code is exception free. Proof can once again be applied to best effect. Proofs of exception freeness should not be seen as the 'icing on the cake'. Software components need not all be of the same integrity and so the degree of rigour may vary in their functional development. However, the raising of exceptions provides a mechanism whereby low integrity components can violate the integrity of the whole system.
Details of the work to date can be found in the papers by Tracey et al [7, 8, 9 ].
Domain Modelling and Reusable Architectures
The analysis and architectural part of the CONVERSE project seeks to build a coherent model of the engine controller domain, as seen by Rolls Royce. A significant part of the early work has been to refine our understanding of the opportunity for reuse, and the difficulties that must be addressed. An extensive literature survey has now been produced, and this is guiding further work.
Characteristics of the Current Process
Based on our study of the EEC and FADEC domain, we believe that the following are the major factors which need to be overcome in order to realise the objectives of CONVERSE:
• Reuse is currently only performed between closely related variants and has no real support within the current development process. As a result, many development artifacts, such as requirements documents and software architectures, are reused purely on an ad hoc and informal basis; • Requirements and other documents are not based around coherent structures (design models) which support traceability between the levels. This means that an opportunity for reuse which is realised at one level in the design process may be overlooked at the next level; • The current process is costly with respect to safety critical requirements. Analysis is performed mostly from scratch on each development, although recent work on the structure of safety case arguments (carried out elsewhere in the UTC) has been favourably accepted.
Put another way, we can view the above as criteria for determining whether or not the approaches we develop offer an improvement over current practise.
Proposed Approach
This analysis has enabled us to refine our approach to this aspect of the work, and we now propose to use particular models of the FADEC and EEC software. More specifically, the proposed models will address these issues by providing:
• Separation of the description of the engine control domain from the requirements of a particular engine controller mark or variant, and from the constraints imposed on that engine controller's development; • A framework for identifying, storing and retrieving reusable components from each stage of the development, including traceability to identify the factors which caused these components to be developed, and the assumptions made at the time; • A complete traceability network for each previous project, to establish a precedent for development to new requirements with different constraints; • A formal basis for the description of a component's traceability.
The above will form the basis for a new model of the engine controller system and also for deriving the structure of the associated development process. If the structure of the associated development process is closely associated with the structure of the product it creates, both can be introduced in an incremental fashion, easing the transition to the new development methodology.
A comprehensive review has been made of the technology currently available to address the issues of systematic reuse and its incorporation into a software engineering process. Our current view on the approach to be taken to realise the above model is:
• Elicitation of domain models of real engine developments, past and current. These need to be generalised to produce a more generic domain model capable of providing contextual information for past and future engine developments. Such a model is likely to encompass:
• A lexicon. In order to reach a common understanding of the domain it is necessary to standardise the terminology used when discussing it. This could exist is several different forms, for different subdomains, with appropriate bijective mappings.
• Static and dynamic configuration rules. These are facts such as the physics of acceleration, the chemistry of combustion, and so on, which underlie assumptions and decisions made during development.
• A description of the current context. The domain model will contain a large number of possibilities, not all of which will be relevant to the current product development process. This process effectively 'masks out' those domain variables that are not under consideration.
• Development of a reuse infrastructure which can make use of both domain models and software architectures. The infrastructure should acknowledge that reuse occurs at all levels of abstraction, across all of the different processes, and in each different part of the system's decomposition. In addition to systematic reuse through traceability, which shows direct relationships between the current development and previous developments, other reuse will also occur: software engineering experience, standard methods, document templates and company training are all forms of reuse and should not be left out of the model.
• Support of the above models with view-based notation and tools. Each of these models is very complex and very few people will need to use all of the information at the same time. View structuring can be used to achieve the same separation of concerns across models as information hiding techniques do in software.
The above approach is believed to be rich enough to support EEC software development whilst generalising appropriately to software developments in other domains.
As a starting point an investigation is being made into the relationship between domain models and reuse based software development. We have currently reviewed the difficulties in domain analysis, the role of abstraction layering in reuse (in particular the use of ConCERT requirements and design framework developed in the UTC [10] ), and the conventional separation of problem description from solution development.
Other Work in the UTC
We have discussed CONVERSE in isolation, but it is intended that it will draw on, and integrate, other strands of work in the UTC and other related projects. We briefly indicate some of the relevant work:
• The requirements strand of the UTC has developed ConCERT [10] which is a requirements framework, showing (amongst other things) the relationships between the different levels of requirements and design, and supporting traceability. CONVERSE will build on this framework, for example fitting the architectural and domain model into appropriate levels of the framework; • The PFS project, funded by the MoD, is concerned with the development of domain specific formal methods for engine controllers, especially the moding and selection of the core control algorithms. This will give a basis for extracting preand post-conditions (and other aspects of specifications) in a form suitable for input to the testing tools. PFS has also started work on the development of a FADEC level domain model which will feed into this project; • Work on specification-based testing is providing an approach to deriving test cases and test data from specifications, such as Statecharts, complementing the code level work reported above; • Work on metrics [11] has provided a basis for evaluating the effectiveness of the results produced by CONVERSE, if they are adopted for use within the company. There are other activities in the UTC which will feed into process improvement programmes within Rolls-Royce, but the above are currently the ones which link most closely with CONVERSE.
Conclusions and Future Work
Due to the status of the CONVERSE project, the above description is a mixture of tentative results and objectives. Our aim here is to be clearer about the status of the work and what remains to be done in the future. We also briefly discuss the crucial issue of interaction with Rolls-Royce.
Status
Much of the progress in the last year has consisted of gaining an improved understanding of the current FADEC and EEC development process, and thus refining our views on the opportunities for improvements in those processes. The fundamental (business process) objectives set out in the CONVERSE proposal remain unchanged, but we have refined our technical objectives. In particular we have decided to focus on testing as a key part of the safety evidence for the EEC software, and have expanded the scope of our domain modeling work to include the FADEC as a whole.
In part based on earlier work we have developed some testing methods and tools which we believe can be applied to meet the relevant technical objectives of CONVERSE. We have copies of some representative EEC software, and are currently evaluating the tools on that software.
The work on domain models, architectural modeling and reuse is less mature, but we now have a clear direction for the work and some initial FADEC domain models on which to build.
The objectives of CONVERSE are quite ambitious, and we are still some way from meeting them. However we are pleased with the progress to date. It has, in general, confirmed our early views of the technical steps necessary to achieve a significant business process change, and enabled us to make some progress towards meeting those objectives.
Future Work
There is much work yet to be done, both as part of CONVERSE and in the UTC as a whole. In CONVERSE, next year's work will consist of:
• The analysis of the facilities available for the description of configurations and configuration rules; • The refinement of the UTC's own domain information and the revalidation of this information with systems and software engineers within Rolls-Royce; • The incorporation of existing work on formal component description, timing information and test-case generation into a larger framework; • The definition of the exact interface between the CONVERSE domain and architectural models and the ConCERT requirements framework, already in use within Rolls-Royce.
• The application of the CONVERSE framework to a case study of engine controller development.
Over the next year or two we also hope to redevelop a significant part of the software for an EEC to try out ideas from CONVERSE and other programmes. Whilst the details are yet to be finalised, our aim will be to redefine the architecture for the complete EEC, and to re-design and to re-implement two or three major components, e.g. the core fuel control and starting logic. If we are able to do this, then we will have a suitable vehicle for experimentally validating the approach we are developing and the opportunity to 'de-risk' it, before trying to transfer the ideas into Rolls-Royce.
Industrial Collaboration
The work of CONVERSE would be impossible without industrial collaboration, and we are grateful for the support we have had from Rolls-Royce to date. As the programme progresses this interaction will become more important. Industry is often (rightly) sceptical about academics, their motives, and the practical nature of their work. Trust between the stakeholders involved in the research needs to be built up and maintained. York's long-term relationship with our industrial collaborator, Rolls Royce, is of great benefit in building up trust. However it is all the more important to preserve this working relationship and trust between the company and the University as CONVERSE is the most radical programe we have attempted to date.
To be more concrete, some of the important interactions between the two organisations have been:
• Provision of the CONVERSE research staff with a tutorial on engine controllers;
• Several visits by a senior advisor on research and business process improvement;
• Provision of code for a full build of an-engine controller. This is clearly of great commercial value. Having access to real code is however essential to know that our tools work on 'real' code, not just artificial examples which we have developed ourselves.
• Brainstorming an engine controller redesign. York has participating in initial brainstorming meetings intended to generate requirements for a work programme for a radical engine controller redesign.
In the future we expect the following forms of collaboration, subject to confirmation:
• Provision of test facilities. Timing analysis is of great importance to Rolls-Royce. They have developed facilities which allow non-intrusive timing analysis of software. These facilities will be made available to us for case study activities within the year.
• In addition, further test case modules of a system under development will be made available (together with extant timing results) to enable comparison to be made with best existing practice in Rolls.
We also recognise that the effectiveness of a reuse-based process and the amount of reuse therein takes a long time, typically three to five years, to mature and to analyse. Thus we will have to rely on our long term working relationships with Rolls-Royce to assess benefits of the work being carried out in the CONVERSE project. In many ways it is this long term relationship with the company which is most importamt to the success of a programme such as CONVERSE.
The current CONVERSE project work is funded by the EPSRC (GR/L42872) as part of the Software Engineering for Business Process Change (SEBPC) programme and builds on previous work funded by the EPSRC under the Realising Our Potential Award scheme (GR/K63702). We should like to express our thanks to the EPSRC for making the research possible.
