We introduce an algorithm for computing discrete shortest paths on smooth surface representations. For given source and target points on a surface, an initial shortest path is computed by using the Dijkstra's algorithm. Based on such an initial curve, locally-refined discrete paths are repeatedly calculated so as to get more accurate shortest path. Our algorithm is simple, easy to implement and much fast because it requires only the Dijkstra's algorithm to compute the path. Our algorithm is a versatile approach for a wide variety of smooth surface representations.
INTRODUCTION
This paper provides a method to compute discrete shortest paths on smooth surface representations. The problem of computing shortest paths on surfaces, arises in different applications such as robot motion planning, shape analysis and geographical information systems. Furthermore, shortest paths have been widely used in 3D geometry processing, including parameterization, segmentation, editing, remeshing, texture mapping, and compression.
We address the problem of computing piecewise linear approximations of shortest paths represented as poly-lines connecting point sets on surface, as discussed in other methods [5, 3] . The exact piecewise linear approximation of a shortest path means that all vertices of a poly-line are put on the exact shortest path of a surface. Our approach offers here another approximation, i.e., nearly close to the exact piecewise linear shortest path.
The characteristic of our approach is that all computations for shortest paths are performed in a discrete sense. That is, we compute a piecewise linear shortest path by constructing and updating special discrete graphs composed of point sets on surface. The Dijkstra's algorithm is applied to compute a shortest path on a discrete graph. A path is then referred to reconstruct a more detailed discrete graph in the next step of the algorithm. By alternately repeating such constructions of discrete graphs and computations of shortest paths, we narrow the region where a shortest path exists. Our algorithm is simple, easy to implement and much fast compared with other methods, e.g., non-linear optimization-based approaches such as [5, 1, 6 ].
COMPUTING SHORTEST PATHS ON SMOOTH SURFACES

Initial setting
As an initial setting, points are uniformly sampled on a surface and a proximity graph G 0 is constructed. This graph is computed only once for a surface and can be re-used when computing multiple shortest paths. Based on G 0 , we compute an initial path L 0 by using the Dijkstra's algorithm. This is almost the same as proposed in [6] except for point sampling.
Algorithms for Computing Shortest Paths
We describe an algorithm for computing shortest paths from an initial guess L 0 . The basic approach is to apply the Dijkstra's algorithm repeatedly for the selective refinement of discrete graphs as proposed in [2] . In the selective refinement, we construct a more detailed sub-graph adjacent to the path computed in the previous step.
We now construct a new sub-graph G j+1 from a discrete path L j . To construct G j+1 from L j , we define illustrates a set of nodes, called a cluster C i , in a sub-graph. Nodes of a cluster C i are computed as follows: We first define a tangent plane centered at a vertex p i whose vertical direction is a normal vector n. We next define the discrete version of a tangent direction vector t of a shortest path at p i .
After projecting t to the plane to create t ′ , we compute a binormal vector b by the cross product of n and t ′ . We uniformly sample points within an interval towards both the direction of b and its opposite direction from p i . Sampled points are projected to a smooth surface to create nodes of a cluster C i . We construct clusters for vertices of L j except source/target vertices. For each pair of vertices between two neighbor clusters C i , C i+1 , we construct an edge of a sub-graph G j+1 .
Our algorithm for computing shortest paths starts from an initial proximity graph G 0 . We repeatedly compute a shortest path L j and construct a sub-graph G j+1 from L j . Our algorithm terminates if the difference between the length of two paths |L j | − |L j+1 | is less than a threshold. The length of a path |L| is defined as follows:
where l denotes an arc length computed from positions and normal vectors of two points as a weight in place of a Euclid distance.
The number of vertices in a discrete shortest path generated by the algorithm described above depends on intervals between neighbor vertices in G 0 (and hence neighbor points in P). The number of vertices in a path is less when point samples are coarser and hence a path has lower accuracy.
Our algorithm can be easily extended to increase the accuracy by inserting vertices to a path. For a path already computed by the algorithm, we insert intermediate points between neighbor vertices and project them onto a surface. Starting at a more detailed path, we apply our algorithm described above. To decrease the accuracy, we run the same algorithm after deleting vertices on a path. The adaptive re-samping of vertices based on the geometric properties of a surface such as curvatures would be also available by way of a similar approach.
RESULTS
We evaluate in this section our algorithm with different examples from two viewpoints; one is the approximation accuracy and the other is computation time.
Computing shortest paths for arbitrary smooth surfaces is difficult and imprecise since it requires solving differential equations with numerical methods [4] . However, for several types of primitives shortest paths can be computed analytically. We then evaluate the approximation accuracy of our algorithm by computing shortest paths of a sphere and a cylinder as described in [6] . A shortest path of a sphere is represented as an arc between two points. A shortest path of a cylinder is a line segment of two points since it can be unfolded to a plane.
We tested our algorithm for a sphere and a cylinder with several different settings. From the testing, the number of points in point samples P gives a large effect on the accuracy. This is because more dense point samples yields the larger number of vertices in a path, so each interval between two vertices of a path becomes smaller. It improves the accuracy since the error of a weight l is decreased. Also, the refinement operation contributes to the improvement of the accuracy. This is for the same reason as described above because the number of vertices is larger than the original shortest path.
We next tested computational time of our algorithm for several smooth surfaces with different number of nodes. In all examples, our algorithm for computing shortest paths and refinement operations takes about a second at a maximum. The number of iteration in our algorithm is within ten for almost all of shortest paths. It tends that our algorithm takes larger time as not only the number of points in point samples P but also the number of vertices in a path are increased.
CONCLUSIONS
In this paper we have proposed a novel method to compute discrete shortest paths on smooth surfaces. We construct a proximity graph from points sampled on a surface as an initial setting. By alternately repeating the construction of discrete graphs and the computation of refined paths, we narrow the region where a shortest path exists. From the experiments using analytical solutions, we have demonstrated that our algorithm keeps high approximation accuracy. We have also shown that our algorithm is fast enough to perform for interactive applications.
