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Resumen 
La ausencia de métodos, estrategias y 
mecanismos automáticos y flexibles para la 
detección y resolución de conflictos entre 
aspectos puede tener consecuencias graves en la 
ejecución del software. Ante la presencia de 
determinadas situaciones conflictivas el 
comportamiento del software se puede tornar 
impredecible, indeseado e incierto. La 
construcción y desarrollo de soluciones que 
superen estas deficiencias resulta una tarea 
importante para el desarrollo orientado a 
aspectos [1]. El presente artículo describe el 
tópico de estudio, los trabajos relacionados al 
tema y las acciones a realizar a través del 
proyecto de investigación Conflictos entre 
Aspectos. 
 
1. Trabajos Previos 
En el año 2005 se formó un grupo de 
investigación formado por docentes-
investigadores de la UNPA y del ISISTAN, 
en la línea de investigación Programación 
Orientada a Aspectos, específicamente sobre 
el tópico “Conflictos entre Aspectos”. El 
proyecto de investigación “Estrategias para la 
Resolución de Conflictos en AspectJ” 
(29/A173) propuso el estudio de los 
diferentes tipos de conflictos entre aspectos y 
el planteo de métodos y estrategias de 
resolución de los mismos en particular para 
el lenguaje orientado de aspectos AspectJ [2]. 
El objetivo definido entonces fue el diseño y 
construcción de una herramienta que 
administre los conflictos. El resultado del 
trabajo fue la herramienta ASTOR. ASTOR 
[3] incorpora una serie de dispositivos que 
mejoran el tratamiento de conflictos en 
AspectJ. Los mismos están soportados por un 
componente Administrador de Conflictos que 
cumple principalmente con las funciones de 
detectar automáticamente conflictos y aplicar 
estrategias de resolución más amplias que las 
que AspectJ tiene por defecto, en forma 
semiautomática. La detección de conflictos 
actúa por una clasificación de los mismos por 
niveles de semejanza y la resolución se 
efectúa siguiendo las directrices de una 
taxonomía que proporciona seis categorías de 
resolución. La implementación del prototipo 
esta basada en el pre-procesamiento de 
código AspectJ, siendo además éste el único 
requisito para su uso. La continuidad de la 
línea de investigación esta dirigida a ampliar 
el marco de estudio mediante el proyecto 
“Conflictos entre Aspectos”. Este proyecto 
tiene por objetivo hallar soluciones más 
flexibles y automáticas para el tratamiento de 
conflictos en la etapa de captura de 
requerimientos e implementación del 
desarrollo del software. 
 
2. Introducción 
La Programación Orientada a Aspectos 
(POA) [4] es un nuevo paradigma para el 
desarrollo de software que proporciona 
mecanismos y abstracciones para la 
implementación de los requerimientos 
transversal (Seguridad, Logging, 
Autentificación, Persistencia, Concurrencia, 
etc.) de manera separada y aislada. Es decir, 
la orientación a aspectos, es una técnica que 
permite aplicar el principio de “Separación 
de Concern” [5] [6] y de esta forma, obtener 
una mayor y mejor modularización del 
código. El enfoque resulta muy prometedor y 
atrayente ya que supera las características 
indeseables producida por el efecto de 
“tiranía de la descomposición dominante” [7] 
que tiene como consecuencias negativas la 
generación de código mezclado y 
diseminado. La POA provee mecanismos que 
permiten aplicar una mayor descomposición 
modular a los sistemas, así el desarrollo de 
software resulta más fácil de diseñar, 
codificar, mantener y reusar. 
Un nuevo tópico es considerado como área 
de investigación y problemática del 
paradigma a resolver [1], “el fenómeno de los 
conflictos entre aspectos”, también 
denominados en la literatura como 
“interacciones” [8] o “interferencias” [9]. Un 
conflicto puede ocurrir cuando dos o más 
aspectos compiten por su activación [10]. En 
términos de codificación, se reconoce que un 
objeto de funcionalidad básica puede ser 
asociado a más de un aspecto, cada uno de 
los cuales tiene su propio objetivo de 
comportamiento. Si los aspectos son 
ortogonales [11], el sistema se ejecutará sin 
problemas. Pero, el comportamiento del 
sistema se torna impredecible si los aspectos 
que compiten no son independientes. En 
estos casos, el desarrollador debe ser 
informado y poder controlar estas potenciales 
situaciones para determinar la ejecución 
deseada de acuerdo al tipo de conflicto y/o el 
dominio de la aplicación, determinando las 
prioridades y políticas de activación de los 
aspectos. 
El proyecto “Conflictos entre Aspectos” tiene 
por objetivo, precisamente diseñar y 
desarrollar métodos, mecanismos y 
estrategias automáticas y flexibles que den 
soluciones tanto a la detección como a la 
resolución de conflictos en diferentes etapas 
del desarrollo de software.  
 
3. Herramientas POA y Manejo de 
Conflictos 
En la mayoría de las herramientas POA, la 
identificación y resolución de conflictos es 
una tarea absolutamente manual [12]. 
Concretamente, si dos o más aspectos 
presentan una potencial situación de 
conflicto, el tejedor de aspectos procede sin 
ningún tipo de inconveniente, ni aviso y/o 
comunicación previa al desarrollador. Tal es 
el caso de AspectJ, AspectC++ [13], 
PHPAspect [14], etc. 
En la Tabla 1 se indican brevemente los 
trabajos y aportes relacionados 
específicamente con la problemática de 
detección y resolución de conflictos entre 
aspectos. 
 
Propuesta Detección Resolución 
[8] [15] Análisis de conflictos estáticos Soporte lingüístico para la resolución de 
conflictos. 
[16] Detección y análisis de las interferencias 
causadas en AspectJ. 
 
[17]  Mejora el modelo de precedencia de AspectJ 
[9] Provee análisis de las interferencias aspecto-
aspecto para AspectJ 
 
[18] 
 
Analiza las interacciones entre aspectos.  Utiliza 
la técnica Programme Slicing 
 
[19] 
Sigue el esquema propuesto por [15]. Se limita a 
una aproximación estática de la interacción de 
aspectos, solo se detectan las interacciones que 
no ocurren en tiempo de ejecución.  
Dos formas de resolver una interacción  (1) 
elegir de las interacciones el aspecto que se 
va a aplicar en la ejecución (2) ordenar y 
anidar los aspectos para la ejecución. 
[20] Análisis de interacciones entre aspectos. Utiliza  Filtros de Composición. 
 
[21] 
Exploración inicial basada en lógica donde los 
hechos y reglas son definidos para la detección de 
interacciones en Reflex. 
 
[22]  Enfoque declarativo basado en restricciones para especificar la composición de aspectos 
ante un conflicto. Las restricciones pueden 
ser de orden o control, y pueden aplicarse en 
forma independiente y no combinarse.  
Tabla 1: Características de los trabajos relacionados a la detección y resolución de conflictos. 
 
4. Tratamiento de Conflictos en la 
Ingeniería de Requerimientos 
La Ingeniería de Requerimientos Orientada a 
Aspectos (AORE) [23] intenta proveer 
soporte para la identificación y separación de 
los propiedades funcionales y no funcionales. 
En esta fase del desarrollo los requerimientos 
transversales se denominan aspectos 
tempranos (early aspects) [24]. Otro objetivo 
de la AORE es proveer mejores medios para 
la identificación y manejo de conflictos que 
surjan entre los aspectos tempranos, lo que se 
ha denominado como conflictos tempranos 
(early conflicts) [25]. 
 
En la Tabla 2 se sintetizan los trabajos que se 
refieren a los aspectos tempranos y el 
tratamiento de las situaciones conflictivas 
que se generan a partir de ellos. 
 
Propuesta Detección Resolución 
Requerimientos Orientados a Aspectos con UML 
[26] 
Manual Prioridad 
Ingeniería de Requerimientos Orientada a 
Aspectos [27] 
Manual Prioridad/Inhabilitación/Sincronización 
Especificación y Separación de Concerns desde 
los Requerimientos al Diseño [28] 
Framework/Manual Prioridad/Refinamiento 
PROBE [29] 
Framework/Manual Orden de Preferencia y 
Debilidades/Cambio de 
Requerimientos 
Aclaración: Se resuelve antes de la 
etapa de implementación 
Detección de Conflictos entre Crosscutting 
Concerns, basado en el Modelado [30] 
Herramienta/Manual No propone clasificación alguna 
Aclaración: Se resuelve en la etapa de 
implementación 
Aspects Extractor [31] Automática No propone clasificación alguna 
Tabla 2: Características de los trabajos relacionados a la detección y resolución de conflictos tempranos. 
 
Existen dos puntos comunes en los enfoques 
citados: (i) aunque algunos de estos enfoques 
presentan herramientas para identificar 
aspectos tempranamente, la tarea que 
concierne al tratamiento de conflictos es 
totalmente manual. Esto hace que el 
desarrollador se haga cargo absolutamente de 
la toma de decisiones, no existiendo así un 
mecanismo automático, ni semiautomático, 
que ayude a resolver los conflictos sin la 
intervención de los desarrolladores. (ii) la 
inexistencia de una amplia clasificación para 
la resolución de conflictos. No se ofrecen 
alternativas de resolución. En su mayoría, se 
proponen niveles de prioridades para que los 
conflictos sean resueltos en un orden 
específico. Y para destacar, muchos de estos 
enfoques establecen información interesante 
en la descripción de los requerimientos, no 
aprovechada como material para resolver 
conflictos. 
 
5. Conclusiones y Trabajo Futuro 
En los apartados anteriores se ha 
dimensionado la relevancia de la 
problemática de conflictos entre aspectos en 
las etapas de desarrollo de captura de 
requerimientos e implementación. Se observa 
en primer lugar, que la mayoría de los 
enfoques y herramientas ofrecen mecanismos 
muy restringidos para la resolución de 
conflictos. Concretamente, la mayoría de 
éstas ofrece como resolución un enfoque que 
consiste en un mecanismo de orden, 
prioridad o precedencia. En segundo lugar, 
detectar la presencia y existencia de 
conflictos es una tarea prácticamente manual, 
por estar ausente en la mayoría de las 
herramientas de forma automática.  
La construcción y desarrollo de métodos, 
estrategias y mecanismos automáticos y 
flexibles que superen estas deficiencias y 
falencias resulta una tarea importante para el 
desarrollo orientado a aspectos [1]. En este 
sentido el trabajo actual se encuentra 
centrado en el desarrollo de las siguientes 
soluciones: 
• Diseño y construcción de una herramienta 
POA que utiliza reglas explícitas y 
simbólicas para la detección y resolución 
de conflictos. 
• Diseño y construcción de una herramienta 
para la administración temprana de 
conflictos. 
• Detección y resolución de conflictos en 
código AspectJ compilado. 
• Detección y resolución de conflictos en 
AspectJ utilizando agentes de software. 
 
6. Formación de Recursos humanos 
Tres integrantes del proyecto han enmarcado 
sus tesis de posgrado en la temática. El 
estado actual de la mismas es: (i) una tesis 
doctoral en etapa de escritura (ii) una tesis de 
maestría en estado de demostración y (iii) 
una tesis de maestría en estado de 
formulación. Los integrantes dirigen varias 
tesinas de grado referidas al tema y cuatro 
alumnos de las carreras de Licenciatura en 
Sistemas de la UNPA participan en el 
proyecto.  
En el marco del proyecto los integrantes han 
dictado cursos de extensión, posgrado y de 
créditos tanta en la UNPA como en el 
ISISTAN. 
El presente trabajo fue parcialmente 
financiado por la Universidad Nacional de la 
Patagonia Austral, Santa Cruz, Argentina. 
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