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第 章 はじめに
   研究の背景と目的
インターネットに代表される広域開放型ネットワーク環境が発展するのに伴い、変化が激し
い環境下で稼動し、多種多様な要求を課せられる分散システムへの需要がますます高まりつつ
ある。そのようなシステム構築のための基盤技術として、エージェント ,- が期待されている。
エージェントとは、自律性・移動性・知性・協調性・即応性といった特徴を持ち、そのような
特徴の活用により、環境の変化や多種多様な要求に対応するソフトウェアである。特に移動性
を備えた、いわゆるモバイルエージェントは、最も実用化が近いと期待されている。代表的な
ものとして、 の"' ,-、$ ,-、および ,-がある。これにより、モ
バイルエージェントを適用した実用的なアプリケーション開発、すなわちモバイルエージェン
トアプリケーション開発が現実のものとなりつつある。その他、エンドユーザの多種多様な要
求に対し、柔軟な操作性や自律的な動作により、利便性の高いユーザインタフェースを提供す
るインタフェースエージェントや、複数エージェント間協調を特徴とするマルチエージェント
を中心に、エージェント技術の進展が図られている。
さらに、エージェントの実システムへの適用が考えられるようになってきたため、エージェ
ント技術を利用したアプリケーションに対する開発方法論の研究も、近年盛んである。研究状
況の概要は以下のとおりである。なお、エージェントアプリケーションの開発方法論を検討す
るに当たっては、さまざまな要素技術の検討が必要であるが、特に、開発方法論においては、以
下に示した  理論的基盤、仕様記述言語、および 実際的観点の つの側面が重要である。
  ソフトウェア開発における要求定義からテスト・デバッグまでの各工程、およびライフサ
イクルにおけるその後の保守運用に至るまでの全工程に対し、体系的な方法論を提供す
るためには、何らかの確固とした理論的基盤が必要である。

エージェントアプリケーション開発方法論の理論的基盤の主なものとして、次の つが
ある。
  モバイルエージェントの移動機能の形式的モデル
". #$/%%' , 0 !-、および 1 #$/%%' , !0 -など、#$/%%'に代表さ
れる、並行・並列システムの理論的基盤であるプロセス計算に基づくものが多い。そ
の他、後述の  は、やはり一般的な並行・並列システムのモデルであ
る , -を、また $%は代数的意味論を、それぞれ理論的基盤とし
ている。
  エージェントの心的状態 (.$ '$)の形式的モデル
* (20 *'0 $ )モデル ,-が代表的なものであり、開発方法論
3$$ ,-の理論的基盤である。
 ソフトウェア開発においては、実装以降の工程はプログラム言語で記述されたソースコー
ドを中心に進められるが、開発方法論としては、要求定義から設計までを進めるために、
それらの工程のプロダクトを記述する仕様記述言語やモデリング言語が必要である。特
に仕様記述言語としては、上述の理論的基盤に基づいて構築された、形式的仕様記述言
語が重要である。
エージェントアプリケーションのための形式的仕様記述言語として、  ,0
!-、および $% , -が提案されている。またモデリング言語としては、オブ
ジェクト指向開発における標準である
を拡張した、"
 (" 
) ,-が提案
され、やはり標準化が進行中である。
 開発方法論の要素技術には、トップダウンで体系的に研究されてきたものの他に、実際の
開発経験からボトムアップに検討されてきた、いわば実際的観点からの技術もあり、デザ
インパターン ,-が代表的なものの  つである。デザインパターンは、ソフトウェア開発
における過去の優れた経験を定式化し、明示的に表現することにより、それら優れたソ
フトウェア設計の再利用を容易にするものである。 デザインパターンは、主にモバイル
エージェントアプリケーション開発への適用例が多く報告されている ,0  0 -。
!
そこで本論文でも、以下に示すように、これら つの側面から課題を抽出した。
課題   理論的基盤という側面からは、次の  、、および の つの課題を取り上げる。
  エージェントの自律性などの高度な機能や、仕様記述言語に対してエージェントア
プリケーションの記述に十分な記述能力を実現するために、リフレクションの概念
が有効である。したがって、理論的基盤におけるリフレクションの取り扱い、特に
意味論の確立は重要な課題である。
 モバイルエージェント技術の実際的な適用においては、セキュリティ問題が最も重
要であると考えられている。また、高信頼なセキュリティを実現する技術の  つと
して、形式的仕様技術など、理論的基盤に基づいた手法が期待されている。しかし、
理論的厳密さのために、開発者による仕様の記述や理解が困難になる、といった問
題があり、エージェントアプリケーションに対しては特に、普及が遅れているのが
現状である。たとえばモバイルエージェントのための形式的仕様記述言語として、
  が提案されている。これによりセキュリティ要求の検証も可能であ
るが、やはり仕様の記述および理解は困難である。
 上述のモバイルエージェントのセキュリティにおける実際上の問題点の   つとして、
計算コストとセキュリティとのトレードオフがある。すなわち、セキュリティ機構
の導入により、システム性能が大きく下がることがよく起こるので、そのようなト
レードオフの解消が課題となる。
課題  形式的仕様記述言語についての課題は次の通りである。言語への要件として、まず、さ
まざまなエージェントプラットホームの違いに対応するための機能が必要である。また、
記述能力については、たとえばセキュリティ要求の仕様記述に必要な時相論理や様相論理
の記述、および移動を含んだエージェントの動作の正しさが検証できるようなモデル化
能力が必要である。
課題  実際的観点からの技術としての、デザインパターンの研究には、次の課題がある。従来
の研究では、いずれも様々なデザインパターンを個別に記述するのみであり、実際のシス
テム開発プロセスにおいて、各デザインパターンをどのように位置づけるか、という観
 
点に欠けている。そのため、これらのデザインパターンを実際の開発に適用するのは困
難である。
本論文では、エージェントアプリケーションの開発方法論の確立に向けて、以上の課題を解
決する手段として、次の 件の技術を提案する。
まず、課題   のリフレクションの取り扱いについては、エージェントを表現する枠組とし
てのオブジェクト指向について、その理論的基盤の  つである代数モデルにリフレクションを
導入することによる、リフレクションの意味論を提案する。具体的には、書換え論理と呼ばれ
る代数モデルにリフレクションを導入した体系	
	 を提案する。書換え論理では、並行オブ
ジェクト指向システムをモデル化できるので、	
	によりメタオブジェクトおよびメタオブ
ジェクトプロトコルを代数的にモデル化することが可能となった。さらに 	
	は代数的意味
論を持つので、厳密な検証の基礎を与えることができる。
課題  の形式的仕様の記述や理解の困難さについては、マルチ・モバイルエージェントアプ
リケーションのためのグラフィカルな開発支援ツール を利用して、  に
よる仕様記述を支援する手法を提案する。本手法においては、がエージェントの挙動
に対する状態遷移モデルを理論的基盤としていることを利用し、そのモデルを  
の理論的基盤である  の状態遷移モデルに対応させることにより、モデルを
  の動作仕様記述に変換する。これにより、  の動作仕様記述を支
援し、応用としてセキュリティ要求の検証が容易に可能となる。
課題  のセキュリティと計算コストのトレードオフの解消については、次のような枠組を
提案する。本枠組では、まず理論的基盤として、計算コストとセキュリティを考慮したモデル
を、与えられた要求から構築する。そして、パターンを組み合わせることによって、これらの
モデルを満たすように、モバイルエージェントを利用した、分散アプリケーションを設計する。
このような枠組により、セキュリティと性能のトレードオフを考慮しながら、アプリケーショ
ン開発を行うことができる。また、モデルとパターンは形式的に定義されているので、パター
ンの組合せがモデルを厳密に満足することを保証できる。さらに、パターンの組合せを自動的
に導出するので、セキュリティ要求が変化した際にも容易にエージェントの挙動を修正するこ
とができる。
  
課題 の仕様記述言語については、モバイルエージェントアプリケーションの仕様記述に必
要な特徴を備えた言語 を提案する。では、動作仕様を要求仕様の論理体系でモ
デル化する。さらに、このモデル化を変更可能とすることにより、 言語の高度なカスタ
マイズ機能を実現し、エージェントプラットホームの違いへの対応が可能になる。さらに、論
理体系の部分にリフレクション機能を持つ	
	 を採用することにより、時相論理や様相論理
を取扱うなど、高度な記述力を実現する。
課題 で述べた、デザインパターンを実際の開発プロセスにおいて効果的に利用したいとい
う課題には、次の手法を提案する。本手法では、まずアプリケーションの構造を、モバイルエー
ジェントプラットホームとの関係を考慮した  階層で構成する。これらの階層を、下から順番
に、オブジェクトレベル、マイクロアーキテクチャ、およびマクロアーキテクチャと呼ぶ。そ
して、各階層における設計を容易にするために、階層毎のデザインパターンを用意する。なお
本手法で扱うデザインパターンは、エージェントの挙動の記述に関するものがほとんどである
ので、 ビヘイビアパターンと呼ぶことにする。その上で、ビヘイビアパターンを用いて、各
階層を上位から下位へと設計する。なお、設計を行う前に、ビヘイビアパターンの適用条件を
抽出するフェーズを用意する。したがって本手法の開発プロセスは、このフェーズと、各階層
をそれぞれ設計するフェーズとの、計 フェーズから構成される。本手法では、各ビヘイビア
パターンは、開発プロセスにおいて適用すべきフェーズにより分類される。また上位レベルの
設計は、特定のモバイルエージェントプラットホームによらないので、容易に再利用可能であ
る。本手法により、モバイルエージェントアプリケーションに対する体系的な開発プロセスを
確立し、ビヘイビアパターンについては適用場面が明確になったため、効果的な適用が可能と
なった。
以上により本論文では、エージェントアプリケーションのための開発方法論を、理論的基盤、
仕様記述言語、および実際的観点の つの側面から検討した。その結果として、つの要素技
術を提案し、次のようにエージェントアプリケーション開発方法論の研究分野の進展に貢献し
た。まず理論的基盤の検討により、セキュリティや計算コストなどへの要求に関する、エージェ
ントアプリケーションの動作の適切さについて、厳密に議論するための基盤を確立した。これ
は、理論的基盤を数学的枠組に基づいて構築したことにより可能となった。また仕様記述言語、
 
および体系的に適用可能なビヘイビアパターンにより、エージェントの高度な諸機能を効果的
に利用したアプリケーションを、効率的に開発することを可能とした。
  本論文の構成
本論文の構成を以下に示す。
まず第 章では、オブジェクト指向におけるリフレクションの代数的意味論について論じる。
本章では、まず書換え論理とその意味論、および書換え論理によるオブジェクト指向のモデル
化について簡単にまとめ、メタオブジェクトプロトコルの例を通じて、オブジェクト指向にお
けるリフレクションについて述べる。次に、意味論を展開する論理体系	
	、すなわちリフ
レクティブ書換え論理について説明し、その代数的意味論について論じ、さらに	
	 による
メタオブジェクトプロトコルのモデル化の例を示す。
第 章では、開発ツールと  言語の適用によるモバイルエージェント
セキュリティの実現について検討する。本章では、まず要素技術としてのマルチエージェント
フレームワーク、マルチエージェントアプリケーションのためのグラフィカルな開発
支援ツール 、およびモバイルエージェント向け仕様記述言語  について
説明する。次に、本章の手法によるモバイルエージェントセキュリティの検証法を詳述し、電
子カタログアプリケーション例題への適用を通じて、本手法の有効性を示す。
第 章では、理論的基盤に基づく、パターンを利用したセキュアかつ効率的なモバイルエー
ジェントアプリケーション開発手法を紹介する。本章では、まず提案する開発手法を説明し、
例を用いて手法の評価を行ったあと、マルチエージェント化や、セキュリティモデルの強化な
ど、現実的な状況のモデルを扱えるような拡張について検討する。
第 章では、モバイルエージェントアプリケーションのための仕様記述言語  を紹介す
る。本章では、まず を開発した背景について説明し、その言語仕様の詳細を述べた後、
 の評価を、例題への適用と他言語との比較を通じて行う。
第 章では、ビヘイビアパターンに基づくモバイルエージェントアプリケーション開発手法
について説明する。本章では、まずモバイルエージェントアプリケーション開発の問題点を整
理し、提案する開発手法について詳述する。手法の説明では、特にビヘイビアパターンについ
 
て紹介する。また、パターンの例として仲介パターンについて特に詳しく説明する。最後に第
章において、本論文の結論を述べる。
 
第章 リフレクティブ書換え論理
仕様の動的変更のための代数モデル
  はじめに
リフレクション (自己反映計算)あるいはメタレベルアーキテクチャは、コンピュータシステ
ムの機能拡張および動的適応のための技術として、近年注目されており、本研究でもエージェ
ントの高度な機能の柔軟な記述を実現するために活用している。一般に、データや手続きなど
の、ベースレベルの対象と呼ばれるようなシステムの構成要素を、プログラミング言語あるい
は仕様記述言語で記述する場合、内部状態や継続といった、メタレベルの対象と呼ばれるよう
な言語の実行モデルに属する概念は、メタ言語と呼ばれる他の言語で記述される。一方、リフ
レクションにおいては、メタレベルの対象をもベースレベルの対象と同じ言語で記述すること
が可能である。しかも、メタレベル記述の操作はベースレベルの実行モデルの変更に反映され、
その結果システム自体の実行モデルが変更されることになる。そのため、このような機構はリ
フレクション (自己反映)と呼ばれている。
特にオブジェクト指向システムにおいては、たとえば#
45 ,- で実装されているように、
リフレクションはメタオブジェクトとメタオブジェクトプロトコルによって実現されることが
多い。メタオブジェクトは、メタレベルのデータと操作をカプセル化したオブジェクトで、メタ
オブジェクトプロトコルによりその (メタ)メソッドが起動され、その結果はベースレベルの状
態の変化へと反映される。このように、メタオブジェクトの利用者は、扱いが困難なメタレベ
ル操作の実現の詳細を知る必要がないので、上述のメタレベルカプセル化の概念は有効である。
リフレクションをコンピュータシステムの機能拡張や動的適応に適用するために、インタプリ
タレベルの概念をメタレベルの対象として扱おうとする研究者は多い。一方、ソフトウェア工学
の分野においては、プログラムや仕様記述そのものの動的変更により、システムの稼働環境の変
 
化に対応したいという要求に対し、リフレクションを適用することが試みられている ,0 0 -
。しかしその場合には、変更が行われた後でも、ユーザの要求との整合性が保たれることを保
証する必要がある。したがって、記述の動的変更に対応できるような検証手法を確立すること
が重要となる。
本章では、オブジェクト指向の理論的基盤の  つである代数モデルにリフレクションを導入
することにより、リフレクションの意味論を提案する。さらに、厳密な検証の基盤として、代数
的意味論を与える。そのために、次のような課題を設定し、それらを解決する手法を検討する。
  従来代数的仕様記述言語とリフレクションを結び付ける研究は行われている ,- 。しか
し、いずれもリフレクションの計算モデルを明らかにすることを目的としており、記述そ
のものの変更やその検証といったことを可能にするものではない。
一方、本章では、近年提案された書換え論理と呼ばれる形式的体系を採用する。書換え論
理に基づく代数的仕様記述によれば、等式論理の場合のようなシステムの静的な性質だ
けではなく、動的な性質をも抽象的に記述できるので、記述の動的な変更を扱える。
書換え論理は、並行オブジェクト指向システムのモデル化も可能である。したがって、メ
タレベルカプセル化も定式化できる。さらに、やはり等式論理と同様に、代数的モデル
(詳しくはカテゴリ論的モデル)に基づいた代数的意味論が与えられる。
  また、リフレクションの形式的意味論に関する研究も従来より行われている ,0  0  0
0 - 。しかしこれらは、変数の割当てや継続といった計算の状態に対する、(参照や変
更などの)操作の意味しか与えていない。したがって、本章で取り扱っているような記述
の変更の意味を与えることが可能でない。
また、形式的意味論においては、構文領域と意味領域とを厳密に区別し、前者から後者へ
の意味写像により意味論を与える必要がある。しかし、記述の変更は構文領域に反映さ
れるため、このような枠組による意味記述は困難であった。
一方本章では、上記 種類の領域を、カテゴリ論的概念を用いて、個別にかつ統一的に定
義する。さらに、ベースレベルとメタレベルの関係を、内部カテゴリとその外部化という
概念により定式化する。これにより、構文領域と意味領域とを区別し、両者の間の写像を
 
定義することができる。
本章の構成は次の通りである。では、書換え論理とその意味論、および書換え論理による
オブジェクト指向のモデル化について簡単にまとめる。では、メタオブジェクトプロトコル
の例を通じて、オブジェクト指向におけるリフレクションについて述べる。 では、、
すなわちリフレクティブ書換え論理について説明し、その代数的意味論について論ずる。で
は、	
	 によるメタオブジェクトプロトコルのモデル化の例を示す。 では、関連研究に
ついて述べる。最後に において結論を示す。
 書換え論理によるオブジェクト指向のモデル化
本節では、書換え論理とその意味論、および$% 言語 ,!- として実現されている並行オ
ブジェクト指向のモデル化の概略を述べる。書換え論理は、最初並列・並行計算のモデルとし
ての並行項書換えのための論理として提案された。その後、並行オブジェクトのための論理の
枠組として有効であることが明らかになってきている。
書換え論理は書換え理論と推論規則から構成される。これら理論と規則から、項やそれらの
間の等号関係、および等号関係による項の同値類の間の書換え関係が導出される。
定義    ラベル付き書換え理論  とは、次を満たす つ組 (6 ) である。ただし、
 はソートの集合、6 は  内のソートで型が付けられた関数記号の集合、 はやはり  で
型付けられた変数記号の集合、 は  で型付けられた等式の集合、 はラベルの集合、 は
 で型付けられ、 でラベル付けされた書換え規則の集合である。ここで、等式および書換え
規則は一般に条件付きである。すなわち、6   から構成された項の集合を .(6  ) と書
くと、
   
 
 
 
(.(6  )

) (.(6  )

)
 
なお、((
 
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
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と書く。
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と書く。
書換え関係を導出するための推論規則には、次の つがある。なお、ここで ,- とあるのは、
項  を含む、等号関係に関する同値類である。
反射性 #$%&'( 任意の   .(68) に対し、
,-  ,-
適合性 #!)*+),( 任意の 
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ではここで、書換え論理による並行システムの記述について、例を挙げて説明する。ここで
取り上げる例は、'% により提案された、書換え論理に基づく仕様記述・プログラミング
言語 .+ による、並行オブジェクト指向システムの記述例である。
$% においては、並行オブジェクトを次のような項により記述する。
 & 
 
& 
 
        
 
& 
 
	
 
但し、  	 は並行オブジェクトのための関数記号、 はオブジェクトの識別子 (名前)、 は
そのクラス、

達はオブジェクトの属性名、

達は対応する属性値である。例えば、
 & %:/' & 	 は、名前が  で、内容が であるバッファオブジェクトを表す。
次に並行オブジェクト指向システムの状態は、コンフィギュレーションと呼ばれる項で記述す
る。コンフィギュレーションとは、並行オブジェクトと未処理メッセージを表す項達を、結合的
かつ可換で単位元 (で表す)を持つ 、目に見えない演算子で結ぶことにより、それらの項を要
素とする (多重)集合を表現している項である。例えば、(;%     )  & %:/' & %	
はコンフィギュレーションである。項がコンフィギュレーションを表すことは、 	
というソートを与えることによって示す。
そして並行オブジェクト指向システムの挙動は、次のようなコンフィギュレーションに対す
る書換え規則で記述する。
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但し、
  

( 7          ) & メッセージ
  

& 



	( 7         ) & 動作の前のオブジェクトの状態
  


( 7          ) & 

のうち、動作後も消滅せずに残ったオブジェクト
  



( 7          ) & 


の動作後の属性
  

( 7          ) & 動作後に生成したオブジェクト
  


( 7           ) & 動作時に送信されるメッセージ
例えば、
 
  	
   	 
	、  と略す。
 !
(!   ) & %:/' & 	
  & %:/' &  	
は、データ  がバッファ  に格納されるという挙動を表す書換え規則である。
以上のまとめとして、$% 言語によるバッファクラスの記述例の全体を図   に挙げる。
書換え論理にはカテゴリ論に基づく意味論が与えられる。以下にその概要を示す。
定義  書換え理論  7 (6 ) に対し 系  	
 とは、次のような構造を
持つ カテゴリ 
 のことである。
  (6 )構造である。すなわち、任意の 
  6
	
、つまり関数記号 
 & 9   に対し、
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
が対応し、さらに  内の等式が成立する。
   の各書換え規則
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に対し、自然変換
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が対応する。ただし、"
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(9 は 9 のソートの列はサ
ブイコライザ  

である。
 オブジェクト指向におけるリフレクション
リフレクション (自己反映計算)あるいはメタレベルアーキテクチャは、コンピュータシステ
ムの機能拡張および動的適応のための技術として、近年注目されている。一般に、データや手
続きなどの、ベースレベルの対象と呼ばれるようなシステムの構成要素を、プログラミング言
語あるいは仕様記述言語で記述する場合、内部状態や継続といった、メタレベルの対象と呼ば
れるような言語の実行モデルに属する概念は、やはりメタ言語と呼ばれる他の言語で記述され
る。一方、リフレクションにおいては、メタレベルの対象をもベースレベルの対象と同じ言語

 
 
は、 

システムとしての  への意味関数の値を表す。なお、ソート   に対し、 
 
は、ソート   の項
を対象とし、項の間の書換えを射とするカテゴリである。

で記述することが可能である。しかも、メタレベル記述の操作はベースレベルの実行モデルの
変更に反映され、その結果システム自体の実行モデルが変更されることになる。そのため、こ
のような機構はリフレクション (自己反映)と呼ばれている。
特にオブジェクト指向システムにおいては、たとえば#
45,-で実装されているように、リ
フレクションはメタオブジェクトとメタオブジェクトプロトコルによって実現されることが多
い。メタオブジェクトはメタレベルのデータと操作をカプセル化したオブジェクトで、メタオ
ブジェクトプロトコルによりその (メタ)メソッドが起動され、その結果はベースレベルの状態
の変化へと反映される。このように、メタオブジェクトの利用者は、扱いが困難なメタレベル
操作の実現の詳細を知る必要がないので、上述のメタレベルカプセル化の概念は有効である。
ここでメタプロトコルの例として、前述のバッファオブジェクトにおける =$>? メ
タプロトコルを取り上げて説明する。たとえば、バッファオブジェクトがメタメッセージ

	 	  を受け取ることにより、バッファオブジェクトから同時に つの
要素を取出す =2.? メソッドが追加される場合を考える。このような状況をモデル化する
ためには、次の仕様を元のバッファクラスの仕様に追加するような動作を考える必要がある。
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    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すなわち、=$>?メタプロトコルは、仕様記述の動的変更を引き起こすという、リフレ
クション機能の特徴を実現する例となっている。
しかし、 =$>? メタプロトコルを書換え論理でモデル化するに当たっては、次のよ
うな問題がある。
  書換え論理による通常のオブジェクトのモデル化においては、メッセージ処理の結果とし
て、項で表されたシステム状態の変化しか記述することができない。したがって、
=$>? メッセージの処理によって起こる書換え理論の変化を、このような枠組で
記述することは困難である。
 
  =2.? メソッドの仕様を =$>? メッセージの引数中で示すためには、ソー
トや変数を表す記号をも、データとして扱う必要がある。しかしこのような取扱いは、仕
様記述の意味に対し矛盾や混乱を引き起こす元となる。
 リフレクティブ書換え論理 
前節で述べた問題を解決するため、本節ではリフレクティブ書換え論理 	
	 を提案する。
その特徴は次の通りである。
  	
	では、メタ表現の記法が与えられる。これにより、メタレベルの概念をデータとし
て扱うことが可能となる。なお、通常のリフレクションの定式化と同様に、メタレベルの
対象をデータに変換する機構として、レイファイアと呼ばれる作用素を用いるが、さらに
レイファイアの代数仕様が与えられる。
  	
	は、リフレクションを表わすための推論規則と、カテゴリ論に基づく意味論が与え
られるので、書換え理論の変更をモデル化することができる。これらの手法により、メタ
レベルの挙動をベースレベルの変更と関係付けることが可能となる。
   の構成要素
	
	 の記述の構成要素は次の通りである。
  ベースレベルの記号の可算無限集合  が与えられる。ただし、 は、後述のベースレベ
ルを扱うプリミティブを全て含んでいる必要がある。また、ベースレベルの記号  に対
し、そのメタ表記を  で表し、後述の & ソートの定数記号とする。なお、メタ表記の
集合を 


で表し、ベースレベルの記号との和集合を、

7 


 で表す。
  仕様は、書換え理論  7 (6 ) により与えられる。ただし
1   。
1 6 7 6
	
9



 

 は次を満たす。



とは異なり、 の要素から成る有限列 空列を含むの集合を表す。

 
	
 


	
 

6
	
 

 


 6

 
ただし0 & は、後述のベースレベルの記号のメタ表現のソート。
  ベースレベルを扱うプリミティブの仕様を表す書換え理論を 

で表す。その主要部分は
以下の通りである。
	 & ' &		 ()  * + , &# 
	 &-	  . 各ソートに対するリストソート
 	   &  ' 
   ()  ' 
. カテゴリの構成要素を表す
. 他に /0  0 0 0 	0 
0 () 0
.10 0 #0 0 		2
 #  &-	 -	 *-	 +-	 ,-	  &# 
    & &-	 &   
. 仕様の構成要素を表す。他に  0 + 0  。
 &  &  ' 
   '  ' 
 &#  &#  '  . 以上、レイファイア。
 ' ' '  '  . その他、変数記号の宣言
+ 		 
' / '0 & % 		 
' 0 &  		 
'0 & 
+ 		 

' 0 '0 &
% 		2
		 
' 0 &0 		 
'0 & 
+ #
		 

0 & % 3	 
+ ()
() 
& % 	 
3()  / &
& 
+ ()
 1  % 	 
31 / 
()
 0 ()
 
+ 
	 
& % 	 
3	  / &
& 
+ 
 
 0  % 	 
3  / 
()
 0 ()
 

+ 

 0  % 	 
3 / 
()
 0 ()
 
+ 
' / ' % 	 
3/ / 

' 0 
' 
+ 

' 0 ' % 	 
3 / 

' 0 
' 
. 他の ' '  ' 型のオペレータについても同様
. その他、 の仕様が続く
   		 
' 0 #
&0 0 *0 0 ,
% 		 
'0 #
&0 0 *0 0 ,
 
(
 
,0 4' 0 ' " ,,	50 ,
 67
,,	0 #
&0 0 *0 0 , % 	 
. その他、書換え論理の推論規則に相当する公理が続く
 )	,	
		 
	 
3		 /

'0 &#
,0 , 
% 		 
	 
3		 /

'0 &#
,0 ,
. 書換え理論のメタレベルでの変更に必要な処理
  項  と書換え理論  7 (6 ) に対し、それらのメタ表現である @/$ 項
 () が、次のように定義される。
1 

6 のとき  () 7 	 ()。
1 (

 

)

 

7 () (



) のとき、 (

) 7  


0 


 
1       1 
 

/ 

 
0 


1       1 
 
 /       / 

 
0 


1       1 
 

1  (
()) 7 ( (
)) /  ()
1  (
(
 
        
 
)) 7 ( (
))
/  ( (
 
) (      ( (
  
) (
 
))      )
1  (6 ) 7 #(        ) ただし、 などは、各集合の要素のメタ表
現のリストである。たとえば、

 
7 

2 

7 

        
 
 
 
7 
 
 
A
      A

 

7 
 


 
2 
 



7 
 



        
 

 
7 
 

 
のとき、
 7 ,+ (,  (
 
)        (
 
 
)-)        + (,  (
 

)        (
 

)-)-
   推論規則
	
	 においては、システム状態を表す項の等式関係による同値類と、仕様を表す書換え理
論の対の間の遷移関係により、システムの挙動を記述する。このような等式関係および遷移関
係は、次のような推論規則により与えられる
  システム状態は、項の同値類と書換え理論の対 (,-


) で表わす。
  等式関係に対する推論規則は以下の通り。
1 通常の等式論理の推論規則により、 において  7  が導出されるならば、 7  
。
1 (等式のリフレクション)
 7 

 
 		 ( ()) 7 		 ( (

))  
   7 
 のとき、 () () は、     とも 書く。
  状態遷移関係に対する推論規則は以下の通り。
1 通常の書換え論理の推論規則により、 において ,-

 ,

-

が導出されるならば、
,-

 ,

-

 。
1 (書換えのリフレクション)
(,-

) (,

-




)
 ,		 ( () )-

 ,		 ( (



) 

)-

 
等式関係は書換え理論に依存するため、添字を付ける。

  代数的意味論
本節では、	
	 の代数的意味論を検討する。これまで述べてきたように、	
	 は書換え
論理を基盤としているので、書換え論理と同様に、カテゴリ論に基づく代数的意味論を検討す
ることができる。さらに 	
	 においてはメタレベルアーキテクチャを表すための特徴がある
ので、これを意味論に反映させている。
意味領域
	
	 の意味領域についても、やはり書換え論理と同様に、()カテゴリとして与えられる。
ただし、	
	 におけるメタレベルアーキテクチャの特徴を次のように反映している。
  前述のベースレベルを扱うためのプリミティブの意味に対応する要素を有する。
  リフレクションの推論規則に対応して、ベースとメタそれぞれの意味領域の間に同型関
手が与えられる。
定義  意味領域 
 は、

システムであって、カルテジアンカテゴリとしての同型関手
#

& 
  


 Æ

& 


 
 を持つもの。ただし、
 7 (



 
 


 

 



 

) は次
のように定義されるカルテジアン カテゴリで、#

は下記の条件を満たす。
  


7 ,,()--

  

 
7 


,,&		--

,,		B--

(
) 7 ,,	--


  (
) 7 ,,--

(
) $ Æ 
 7 ,,  --

($ 
) など、カルテジアンカテゴリとしての構成要素
は、

の対応する要素により与えられる。
  


7 %

,,&		--
 
.
 

(% ) /
 

(% )



 

  (% ) 7 .
 

(% ) (% ) 7 /
 

(% )
  

のソート  に対し、#

(,,--

) 7 ,,() (

)--

書換え論理の意味論において、 

に対する意味領域となるカテゴリ  。

  任意の 
 & ,,	--

 ,,&		--

  & ,,	--

 ,,&#--

に対し
#

(,,		 --

Æ 
 	)
7 ,,		 --

(,,3 / --

(,,	 (

		 )--

 ,,--

(,,--

(
(,,

()--

))
,,&#--

((,,

()--

)))) (,,

()--

))
このように、意味領域をカテゴリとして定義することにより、	
	におけるメタな操作 (項の
部分的な操作や書換え理論の動的な変更)を代数的に定式化できる。さらに、メタな操作がベー
スレベルに反映される、ということを、関手の概念により、やはり代数的に扱うことができる。
健全性と完全性
本意味論の健全性は、次の事実により示される。
補題   7     ,,		 ( () )--

7 ,,		 ( (

) )--

 

定理  ,-

 ,

-

    & ,,		 ( () )--

 ,,		 ( (

))--

 

系  () ()  & ,,		 ( ())--

 ,,		 ( (



) 

)--

 

さらに、項モデルを構成することにより始モデルを与えることができる。始モデルに対して
は、上記の各事実の逆を示すことができるので、これにより完全性が示される。
なお、以上の諸定理の証明を付録"に示す。
  におけるメタオブジェクトプロトコル仕様の例
本節では、	
	 におけるメタオブジェクトプロトコルの仕様記述を、=$>? メッ
セージを例として説明する。これにより、	
	が、=$>?メタプロトコルのような、
仕様記述の動的変更をモデル化できることを示す。
	
	 では、システム状態を、項の同値類と書換え理論の対で表す。通常の書換え論理と同
様に、コンフィギュレーションを表すのに用いる項のソートは  	 である。システ
ムの挙動の仕様は次の通りである。

  ベースレベルの挙動の仕様は、通常の書換え論理と同様に、コンフィギュレーションを表
す項の書換え規則で表す。
  メタレベルの挙動の仕様は、&		 ソートの項の書換え規則で表す。書換え理論  にお
いて、項 		 ( ()) が項 		 ( () ) に書換わる場合、書換え
のリフレクション規則により、対 (,-

) で表される状態から、対 (,-



) で表され
る状態へと遷移するものと考える。
以下に、で挙げた =$>? メタプロトコルの仕様記述の例を示す。
=$>? メッセージは &# ソートの項を  つ引数としてとる。このメッセージを受取
ると、引数を構成するリストが、現在の仕様のメタ表現の項を構成するリストに追加 ($;;)
される。したがって、 =$>? の実行に対応する挙動を表すことになる。 =$>?
の形式的仕様は次の通りである。
 
	  &#   
    
 & &	7  &-	 
  	7  -	 
 * *	7  *-	 
  	7  +-	 
 , ,	7  ,-	 
 ,	   	 
 		 
8
 
	 #
&	70
	70
*	70
	70
,	7 ,	0
#
&0 0 *0 0 ,
% 		 
8
 ,	0 #

&0 &	70


0 	70

*0 *	70

0 	70

,0 ,	7
 (
 
30 30 * % 	
 (
 
3&0 3&-	0 * % 	
   (
 
3,	0 3 	0 * % 	 
ただし、8 は、レイファイアを表す超越的な (つまり、メタレベルよりも更に上位の)記号であ
る。以下、バッファクラスの仕様と上記の仕様を合わせた仕様を  で表す。
次に、で示した =2.? メソッドの仕様のメタ表現は次のようになる。
#
450 4 
3		0 430 350 30
 
3		0 430 3	0 3	0 350
350
4 
3 0 3	0  
30 3	50
450 4 
3		0
48
	  	 
!   " #		   $0
8!   " #		 $

	      	 55
以下、このメタ表現を 	 と書く。
これらの仕様記述により、バッファオブジェクト は、メッセージ
	 	
を受取ることにより意図通りの挙動を行うことが、次のようにして分かる。
  このような状況において初期のコンフィギュレーションは、仕様  において、次のよう
な項で表される。
9 " #		 -	: 
	 	 	
!
ただし、	 は、コンフィギュレーションの残りの部分を表す。
 上述のコンフィギュレーションと初期の仕様との対のメタ表現は次のようになる。
		 
8
9 " #		 -	:

	 	 	0 8
すると、このメタ表現が  の書換え規則の左辺とマッチすることが、次のようにして分
かる。すなわち、このメタ表現は、で取り上げたベースレベルを扱うプリミティブの
仕様 

における、レイファイアの仕様により、次の項と等しくなるからである。
		 
3 / 
89 " #		 -	:0
3 / 
8
	 	0 8	0 8
ただし 3 は、コンフィギュレーションを構成するための、見えない演算子のメタ表現
である。したがって、変数の対応は次のようになる。
  89 " #		 -	:
&	70 	70   8	 の構成要素
,	  	
&0 0   8 の構成要素
 書換え規則により、上記の項は次のように書換えられる。
		 
8
 ,	0 #

&0 &	70

0 	70

*0 *	70

0 	70


,0 ,	7
この時点で、この状態からの意味のある状態遷移は、第 引数に現れているような変更後
の仕様に従うもののみとなるので、書換えのリフレクション規則により、 =2.? メ
ソッドの仕様が元の仕様に追加された、と見なすことができる。
以上により、	
	のリフレクション機能を用いて =$>?メソッドのような動的変更
の仕様を記述できることを示した。
なお、以上の例は、システムの動作仕様に対するリフレクション機能の利用法を示している。
一方、要求仕様に対するリフレクション機能の利用も考えられるが、そのような例を第 章の
仕様記述言語 における時相論理のモデル化例で示した。
	 関連研究
メタレベルアーキテクチャやリフレクションをサポートしたプログラミング言語は、
5 ,-、
"#
	 ,-、および 1$C$など、数多くある。しかし、そのような機能を利用したプログラ
ムに対し、その正しさを厳密に議論するためには、形式的意味論が必要となる。そこで、メタ
レベルアーキテクチャやリフレクションの形式的意味論および代数的定式化について、これま
でにいくつか提案されている , 0  0 !0 0 0 0 -。これらはいずれもベースレベルの計
算の状態に対するメタの操作を扱うものであり、本研究のような動的な記述の変更を扱っては
いない。なお , -は、書換え論理の枠組で、ベースレベルの仕様の変更をメタレベルで行うこ
とを実現しているが、ベースレベルの変更がメタレベルに反映されないので、本章で取り扱っ
たリフレクションは表現できない。
また、書換え規則の動的な変更が可能な等式論理体系が提案されている ,- が、操作的意味
論しか与えていないので、厳密な検証を検討するのが困難である。
さらに、リフレクションの別の定式化についても提案されており ,-、値呼びラムダ計算に
適用され ,-、具体的な操作的意味論が与えられている。しかし、構文的操作の意味しか検討
されておらず、本章で展開したような代数的意味論のための枠組の提案には至っていない。
 
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図  & $% 言語によるバッファクラスの記述
一方本章では、D$で実現しているような、動的な記述の変更に対し、代数的な意味を与え
ている。さらに、始代数モデルを与えることが可能な程度の具体的な定式化であるため、D$
の厳密な検証の基盤を提供するものとなっている。
, -は、様相論理の一種である時相認識論理 (.;$ ;'./ /)に基づくリフレクショ
ンの形式的意味論を提案している。しかし本文献は、命題論理しか取り扱っておらず、代数モ
デルにおける等式関係などを扱うことができない。

 おわりに
本章では、書換え論理と呼ばれる代数的仕様記述言語にリフレクションを導入した体系 	
	
を提案した。書換え論理では、並行オブジェクト指向システムをモデル化できるので、	
	
によりメタオブジェクトおよびメタオブジェクトプロトコルを代数的にモデル化することが可
能となった。さらに 	
	 は代数的意味論を持つので、厳密な検証の基礎を与えることがで
きる。

第章 	
 開発ツールと 
 言語の適用によるモバイル
エージェントセキュリティの実現
  はじめに
本研究の背景の  つに、モバイルエージェントを利用したマルチエージェントフレームワー
ク  ,-の開発がある。 の開発は、モバイルエージェント技術の実用化を目
的としており、そのため には多くの実用的特徴を組み込んでいる。マルチエージェン
トアプリケーションのためのグラフィカルな開発支援ツール  もその  つである。ま
た、   # 向け電子カタログシステムを含めた、  の業務用アプリケーションの
開発もいくつか行っている。
モバイルエージェント技術の実用化においては、アプリケーション開発上の問題が多数存在
する。例えば、セキュリティが最大の問題の  つであると考える人は多く , -、この問題の解
決のために、多くの研究者がさまざまな手法を提案している , 0 0 0 0 0 0 0  -。し
かし、これらの手法は、重要業務向けアプリケーションにおいて実際的に利用できるまでには
至っていないと考えられる。
一般のソフトウェアシステムにおいて、高信頼なセキュリティを実現する技術の  つとして、
形式仕様技術がある。たとえば文献 ,-は認証プロトコルの仕様記述と検証のための論理体系を
提案し、以来長きにわたって研究されている。したがって、形式仕様技術をモバイルエージェ
ントのセキュリティ問題に適用することは自然である。しかし、モバイルエージェント向けの
形式的仕様記述言語はわずかしかないために、そのような適用例はまだほとんどない。そのよ
うな言語の  つに   ,-がある。この言語は、モバイルエージェントアプリケー
ションの仕様記述に適した特徴を多く持っている。

本章では、 と   を利用して、モバイルエージェントのセキュリティ
問題を効果的に解決できる手法を提案する。本手法では、 がエージェントの挙動に対
する状態遷移モデルに基づくことを利用し、 モデルを、エージェントの挙動の形式仕
様である   プログラムに、ほとんど自動的に変換することができる。さらに、セ
キュリティ要求は   論理記法で記述する。このため、  プログラ
ムが、したがって  モデルが、  論理記法の記述を満たすことを証明す
ることにより、セキュリティ要求を検証することが可能となる。なお、本章で利用する 
 言語仕様においては、開放型分散環境において、セキュリティ要求の仕様記述および
検証を容易にするために、パラメータ化の拡張を実施している。
本研究では、本手法を電子カタログアプリケーションに適用した。本章では、本適用例を通
じて本提案の有効性を示す。なお、一般に形式仕様技術を適用するセキュリティ問題としては、
前述の認証プロトコルなど、個別のプロトコルレベルの問題が多い。しかし本章で取り上げる
例題では、現実的な問題での有効性を検討するため、認証機構を含んだシステム動作が、意図
した通りに機能するかどうか、というアプリケーションレベルの問題に適用した。もちろん、
個別のプロトコルレベルの問題の検討も必要であり、今後の課題としたい。
一方本手法では、、および   という、モバイルエージェントアプリ
ケーション向けとしては汎用的な開発ツールと仕様記述言語を利用しているので、セキュリティ
問題に限らず、幅広い開発上の問題に適用可能である。そこで本章では、セキュリティ問題以
外への適用例として、以下のものも紹介する。
  分散トランザクション処理における原子性検証
  完了期限が定められたサービス連携において、期限が守られるか否かの検証
本章の構成は次の通りである。では、本章の手法で利用する要素技術の概要を説明する。
では、本手法におけるモバイルエージェントセキュリティの検証法を詳述する。  では、
電子カタログアプリケーション例題への適用を通じて、本手法の有効性を示す。では関連研
究との比較を行い、で結論と今後の課題を述べる。

 要素技術の概要
本節では、本章の手法で利用している要素技術の概要について説明する。具体的には以下の
技術である。
  マルチエージェントフレームワーク 
  マルチエージェントアプリケーションのためのグラフィカルな開発支援ツール 
  モバイルエージェント向け仕様記述言語   
なお、本章の手法は一般のモバイルエージェントプラットホームに適用可能であり、 つ目の
 はあくまでもモバイルエージェントプラットホームの一例であるので、必ずしも必要
ではなく、他のプラットホームを用いても構わないことを注意しておく。
  マルチエージェントフレームワーク 		
	
 は、ネットワークで接続された分散計算機環境上で動作している既存システムの連
携により、開放型分散アプリケーションを構築するためのマルチエージェントフレームワーク
である。ウェブサイト		>>666	(#)>(	> では、 の試用版パッ
ケージを無料で提供している。
 の特徴は次の通りである (図  参照)。
  モバイル仲介エージェントが、さまざまなアプリケーション間の連携動作を一元的に管理
し、自分自身のプログラム、データ、および状態を運びながらネットワーク上を移動する。
  エージェントラッパーが、E
"#
 (E
形式のエージェント間通信言語 " #.
.%/$ 
$%$	)により、既存ソフトウェアに共通インタフェースを提供する。"#

としては、D" (D%$ 2  >+'/$ "') , - により策定された国際
標準のものを採用している。
  モバイル仲介エージェントとエージェントラッパーが、E
"#
 形式のメッセージの
交換により協調動作を行なう。これにより、モバイル仲介エージェントが管理している、
アプリケーション間連携動作が実現される。

図  &  の特徴
   開発支援ツール 
 は、3 上でエージェントの挙動を状態遷移図で記述できる開発支援ツールであ
る。また本ツールは、メッセージシーケンス図 (相互作用図と呼ぶ)によるエージェント間相互
作用の記述支援、テンプレート形式による"#
 メッセージ定義記述支援、およびエージェント
のビヘイビアパターン ,0 -もサポートしている。 の試用版は前述の パッ
ケージに含まれており、無料で入手可能である。 のスクリーンショットの例は次節で
提示する。
  モバイル向け仕様記述言語 	 
#>$+と '$は、文献 , -において、並列・並行プログラムの仕様を記述するための言語
として  (% .'/ $C $'2.$') を提案した。
 ,0 !-は、 をモバイルコンピューティング向けに拡張したものである。詳し
くは、モビリティに関する以下のような側面を取り扱うように拡張している。
  エージェントなどのコンポーネントが稼働している場所を変数で表して、プログラムに
より可変とすることにより、エージェントの場所の移動という側面を表す。
  移動によりローカルな通信が可能、あるいは不可能になることを、新たな同期プリミティ

ブにより表現することにより、移動による通信状況の変化という側面を表す。
なお本章では、開放型分散環境において、セキュリティ要求の仕様記述および検証を容易にす
るために、  言語仕様に対し、パラメータ化の拡張を実施している。
 の記述は、プログラミング記述 (以下、簡単のため「プログラム」と記す) とプログ
ラミング論理 (以下、簡単のため「論理」と記す)の つに分けられる。以下に、それぞれの詳
細について説明する。
 	 プログラム
  プログラムは、システムの挙動を記述するものである。プログラムは、&	
 で囲まれ、プログラムの動作を変数への代入による状態遷移で表す。プログラムは、
次のものから構成される。
  プログラム名 & &	 の直後に記述される。例 & &	  	
  ;$.部 &    で囲まれた、個々のシステムの構成要素 (サーバプログ
ラムやエージェントなど)の記述である。詳しくは、次のものから構成される。
名前と位置宣言 キーワード ;$.の後に、構成要素の名前を記し、その後キーワード
$ が続き、最後に構成要素が稼働している場所 (変数も可)を記す。場所が変数の場
合は、当該構成要素が移動可能であることになる。
例&  	 	 (
は、構成要素 	 が変数 ( の値で表される場所で稼働することを表す。
,. 部 変数とその型を宣言する部分。
例& #   	
は、	 型の変数  の宣言を表す。
.2.'0 部 関数定義を行う部分。
例& 6 
1 % 1 ? 1
は、関数  の定義である (1 は引数)。

).' 部 変数の初期値を定義する部分。例&  %  
.00*) 部 プログラムの動作を、文の非決定選択として記述する。意味的には、いずれか
の文を非決定的に実行する、という手順を、実行可能な文が存在する限り無限回行
う。ただし、どの文も実行可能な限り無限回実行するものとする。文の詳細につい
ては後述。
  #.;' 部 & システムの構成を、;$. 部のインスタンスの並行合成で表したも
のである。
例& 	 45 	 45 #	 
は、システムが つのコンポーネント 	 、	、#	 から構成される
ことを示す。
  $/ 部 & システムの構成要素間の相互作用を、;$. 部の $'' 部と同様に、
非決定的に実行される、複数の文で表したものである。
  の文には、次のものがある。
  変数への代入 (複数の変数への同時代入も含む)
例& 0 0  % @0  A  0 B(#B
は、変数  への @ の代入、 への A  の代入、および  へのB(#B の代入を同時に行
なうことを表す。たとえば  の値が  の時にこの文を実行すると、 の値は (C ではな
く) になる。
  2 条件文 例&  %    % B(#B
  逐次実行文 (=A? で区切られる)
例& ! %  D  %  A  
  ラベル付き文 (「ラベル」?&&?文)
例&   ! %  D  %  A  

  禁止文 (=>? ラベル =F>? 条件)& 条件が成り立つときラベル付き文の実行を禁止
する。
例& (	  6  % B(#B
  反応文 (文 =$/'? 条件)& 条件監視付きの条件文
例&  %  #		  % B(#B
前述の 2 条件文の例との違いは次の通りである。この文を含んだプログラムを実行する
際には、どの文を実行した後でも条件  % B(#B が成立するかどうかを調べ、成立した
場合には直ちにこの文を実行する。
 	 論理
  の論理における命題は、次のように構成される。
  最小の構成要素は表明  。
ただし、、 は通常の一階述語論理の命題、 はプログラムの文。 が成立している場合
に、文  を実行した後、 が成立する、ということを表す。
  プログラム & に対し、& の文に関し限量化した表明   &  0   &   を
構成。
なお元の  には、ホーア論理 ,-とは異なり逐次実行がないので、プログラムの
性質はこの 種類の命題のみから構成することができる。  では、文  が
逐次実行文の場合の表明の推論規則を与える必要があるが、それを除けばホーア論理と
同様である。
  限量化した表明と命題論理の演算子 、、 から命題を構成。含意演算子についても、
通常通り      と定義。
  通常の一階述語論理の命題  と  から命題    ( $'  とも書く)を構成。その
直感的意味は、 が成り立てば、そのうち  が成り立つようになる、ということである。
!
なお、上のように構成される命題の内、以下のような特別な省略形も用意する。
   %''  & プログラム & に対し、  &       の略。直感的には、 が成り
立っていれば、 が成り立たない間は  は成り立っている、という意味。
   ' '$ &  %'' 2$' の略。一度  が成立すれば、その後  は成立し続ける、とい
う意味。
   ' C$$ & 初期状態を表す命題を  としたときの、(  )   ' '$ の略。 が
始めからずっと成立し続ける、という意味。
   '%'  &  %''   

&      の略。 が一度成り立てば、 が成り立た
ない間は  は成り立ち続けるが、そのうち  が成り立つ、という意味。
  では、要求仕様の検証は、要求仕様を表す命題を証明することにより行う。
証明は、公理として与えられる正しい表明 ( %  など)に、一階述語論理の推論規則と
 の定義 (文献 , -  ページ)を適用することにより行う。
 	 に対するパラメータ拡張の提案
なお本章では、開放型分散環境において、セキュリティ要求の仕様記述および検証を容易に
するために、  言語仕様に対し、パラメータ化の拡張を実施している。本来モバ
イルエージェントは、開放型環境、特に構成要素が動的に変化するような環境において特長が
発揮されると考えられている。しかし、元々の   は、構成要素の動的な変化を記
述するには不十分である。したがって本章では、動的に変化する部分をパラメータとして表現
できるような仕様拡張を実施した。
パラメータ化で拡張した   プログラムの例を以下に挙げる。
&	 &	42  	 0 2  	5

 #	 	 #	 
#


45   	 

	 


45  % 2 



本プログラムは、つのパラメータ 2 と 2 を持ち、それぞれ 	 および 	
の型を持つ。これらのパラメータは、適切な型を持つ具体値を代入することができ、全てのパ
ラメータに具体値を代入することにより、具体的なプログラムが得られる。
論理記述に関しても、命題  はやはりパラメータを持つことができる。ただしこの場合、パ
ラメータは通常の変数として扱われ、したがって検証の対象としては、限量子 ( あるいは )
により束縛する必要がある。たとえば、パラメータ  を持つプログラムが、命題 ' () で表さ
れる性質を持つとき、かつそのときに限り、命題 () で表される性質を持つ、という課題は、
命題  (' () ()) の検証で解決できる。
 検証手法
本節では、モバイルエージェントのセキュリティ検証手法の詳細を説明する。本手法は以下
のステップから構成される。
   により設計を行うと、その結果が  検証機能により自動的に 
 プログラムに変換される。正確に言うと、 仕様記述の形式的表現が変
換対象となる。
   プログラムを、必要に応じて人手で修正する。
 
   論理記法により、セキュリティ要求仕様を記述する。
   プログラムがセキュリティ要求仕様を満たすかどうかを検証する。
  仕様の形式的表現
 仕様を   プログラムに変換するためには、何らかの仕様の形式的表
現が必要である。以下に、そのような表現の枠組について説明する。
 仕様は つの構成要素、すなわち、各エージェントの状態遷移図、各状態の相互作
用図、およびメッセージ定義から構成される。相互作用図は各状態毎に  つずつ用意される。
またメッセージ定義は、相互作用図の各メッセージ矢印毎に与えられる。
以降で、各構成要素を形式的に表現し、その後どのように結合するかを検討する。各構成要
素の形式的表現は以下の通りである。
  エージェント (

の状態遷移図は、有向グラフ ()

 

 *

 +

) (ただし、

 )

)

A *

 +


)

はそれぞれ始状態と終状態)で表現する。各状態   )

には  つの相互作用図が割
り当てられる。その形式的表現は、メッセージ定義の列とメッセージ定義の集合との対
(

 7           	) である。の要素は、この状態において最後に発生し得る
メッセージ交換を表し、複数存在する可能性がある。次状態は、どのメッセージ交換が発
生するかによって変化する。
  上述した列に含まれるメッセージ定義 

は、組 (  ,) で表される。ここで   , は以
下のものを指す。
1 はメッセージを送信するエージェント
1 はメッセージを受信するエージェント
ただし、 か  のいずれか一方は、状態遷移図で指定されている(

1 , はメッセージの内容を表す文字列
   の要素であるメッセージ定義  は、前述のメッセージ定義

とは異なり、組
(  , ) によって形式的に表現される。ここで、前述のメッセージ定義の形式的表現に

はなかった、次状態  が含まれていることに注意する。これは、 の要素である 
は、状態遷移を引き起こすイベントに相当するからである。したがって、 は当該状態
の相互作用図においては終端のメッセージとなるので、「終端メッセージ定義」と呼ぶ。
また、各 
 





7 (

 

 ,

 

) に対し、
 
7 

 
 
7 

。すなわち、 と 
は、全ての    について、それぞれ共通である。
さらに、状態  から  への遷移を表すエッジ ( ) が存在する場合は、遷移を引き起こ
すイベントとして、 を次状態とする  の要素の存在が必要。また逆に、第三の状態

 に対し、次状態が  となるような の要素が存在すれば、エッジ ( ) が存在す
ることが必要である。
  エージェントに対する全メッセージグラフの生成
次に  は、状態遷移図、相互作用図、および各メッセージ定義から、 エージェント
に対する全メッセージグラフを生成する。全メッセージグラフは有向グラフ構造で表現される。
詳しくは、エージェント(

の状態遷移図 ()

 

 *

 +

) と相互作用図の全体
(

 7          
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
 から、有向グラフ (
 
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 7          
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 



 )
を生成する。ここで、エッジの集合  は、次の条件を満たすものである。
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この条件は、各エッジは相互作用図と同じ順番で隣り合っているメッセージを結ぶか、または
ある状態の最後のメッセージからその次の状態の最初のメッセージへと延びるかのいずれかで
ある、ということを意味する。
 全メッセージグラフの 	  プログラムへの変換
全メッセージグラフを   プログラムに変換する手順は以下の通りである。

  各エージェント毎に 2 部を用意する。
 各エージェント毎に、以下の変数を宣言する。
  メッセージ交換を行う他のエージェント毎の、通信チャンネル変数。
  各通信チャンネル毎の、通信状態変数。 B	;B、B	B および B#Bの
通りの状態を取り得る。
  各メッセージ交換毎に値が変化する状態変数。
 各エージェントに対する 2 部の記述において、各メッセージ送信動作は、該当す
る通信チャンネル変数と通信状態変数へのメッセージ記述の代入と、それに伴う状態遷移
を表すための、状態変数への代入とに変換する。
またメッセージ受信動作は、該当する通信チャンネル変数と通信状態変数に関する条件判
断を伴った、状態変数への代入に変換する。
なお では、モバイル仲介エージェントは、エージェントラッパーに移動要求メッ
セージを送信することにより移動を行なうことができる。その後、移動先のラッパーか
ら移動成功通知メッセージを受信すると、移動が完了となる。したがって、受信したメッ
セージが移動成功通知であった場合には、場所変数への移動先の場所の代入も追加する 。
 	#	 部は、メッセージ交換を行なう各エージェントペアについて、共有する通
信チャンネル変数に関する等式を合成して生成する。
 プログラム記述の要求仕様に対する検証
以上で得られたプログラム記述が、与えられたセキュリティ要求などの要求仕様を満たすこ
との検証は、形式的証明を与えることによって行う。  は、形式的証明のために、
公理と推論規則を持っている。公理は次のようなものである。
  一階述語論理の公理。
 
	 以外のモバイルエージェントプラットホームに適用する場合は、プラットホーム固有の移動タイミ
ングに対し、この手続きを行なう。

  公理となる表明。たとえば、 &7    7 。
推論規則は次の二種類に分れる。
  一階述語論理の推論規則。
  プログラム実行に対する推論規則。これらの規則は、一般のプログラム記述に対し、実行
後に成立する命題を、既に正しいことが分かっている表明から導出する。詳しい説明は、
文献 , -の ページにある。
  では、時相論理のオペレータは、表明を持つ一階述語論理により定義される
ので、そのための特別な公理や推論規則は不要である。
 適用例
本節では、いくつかの適用例を通じ、本章の手法の有効性を示す。本節で取り上げる例は以
下の通りである。
  電子カタログアプリケーションにおけるセキュリティ検証
本例題は、非機能的特性としてのセキュリティ要求の検証例である。
  分散トランザクション処理における原子性検証
本例題は、機能的特性への要求の検証例である。
  完了期限が定められたサービス連携において、期限が守られるか否かの検証
本例題は、(セキュリティ以外の)非機能的特性の検証例である。
 電子カタログシステムへの適用例
近年、いわゆる    #、すなわち企業間電子商取引が盛んになるにつれて、製品や部品
の取引情報の電子化、およびネットワークを通じた流通へのニーズが急速に高まっている。そ
の中で、電子化された製品や部品のカタログ情報、いわゆる電子カタログについては、そのコ
ンピュータ可読なデータ形式の国際標準規格が 54 、あるいは 
 ($' 
$+) と

して、54 により策定されている。このように、系列取引などの従来の枠組みを超えた、開放
的な取引環境への期待が高まっている。
しかし、
 標準に基づいた電子カタログ情報の、ネットワークを通じた流通を実現する
に当たっては、現実には以下のような問題が存在する。
  電子カタログ情報の利用においては、多様な検索・収集・登録要求に基づいて、ネット
ワーク上の多数の電子カタログ * を操作する必要がある。したがって、全て人手で行
うのは多大なコストがかかり、自動化する場合も、多種多様な要求を扱うシステムを構築
するコストがやはり大きなものとなる。
  開放的な取引環境実現のためには、ネットワーク上の各電子カタログ * について、問
い合わせ言語やプロトコルなど、様々な異なった * インタフェースを扱う必要がある。
しかし、このような多種多様なシステムを統合的に利用するのは困難である。また、開放
性のために頻繁なシステム構成の変更が発生するが、そのような変更に対応するのは一
層困難のものとなる。
そこで本研究では、このような問題を解決するため、電子カタログシステムに ,-
を適用した。本適用例では、モバイルエージェントが、ネットワーク環境において、企業間電
子商取引で扱われる、製品や部品の電子カタログ情報に対し、自動的に検索、収集、および登
録プロセスを実行するものである。は、電子カタログ* などの既存アプリケーショ
ンを、エージェントラッパーによりエージェント化する。エージェントラッパーと後述の仲介
エージェントは、国際標準のエージェント間通信言語 E
"#
 で通信可能である。これによ
り各アプリケーション毎のインタフェースの違いを吸収する。さらに、電子カタログシステム
の利用手順を組み込み、ネットワーク上を移動しながら当該利用手順を実行する仲介エージェ
ントにより、システム利用を低コストで自動化することができる。また、システム構成変更の
際にも、アプリケーションとエージェントラッパーを変更せずに、仲介エージェントの変更だ
けで対応できる場合が多く、コストを抑えることが可能である。これにより、ネットワーク上
に分散した、電子カタログシステムの利用・保守・管理が容易になることが期待できる。
図 に、を適用した電子カタログの検索・収集・登録システムの概念図を示す。本
システムでは、まず各電子カタログ * のためのエージェントラッパーにより、 各 * のイ

図 & 電子カタログの検索・収集・登録システム
ンタフェースの違いを吸収し、E
"#
 によって検索や登録操作が可能となるようにする。
そして、仲介エージェントには、各 * が稼働しているサイトを巡回し、検索収集作業を実
行して、最後に元のサイトに帰って登録作業を実行する手順を組み込んでいる。
本適用例では、電子カタログサービス提供者 ( 	&#2)、および つの製
品メーカ、メーカ   ( )とメーカ  () が存在しているものとする。 適用
においては、 	&#2 はモバイル仲介エージェント(,	 を生成
し、以下の作業を実行させる。
  (,	 は生成された後、エージェント操作担当者から検索要求を受け取る。
  (,	 は、 、 の順でネットワークを巡回し、

 	&#2 に戻る。
  各製品メーカにおいて、(,	は要求されたデータを検索する。検索されたデー
タはその量によって、メーカのサーバに一時的に格納されるか、またはエージェントに
よって運ばれる。
   	&#2 に戻ると、(,	 はデータを
 	&#2 のサーバ上の電子カタログ * に登録する。
本適用例においては、多くのセキュリティ要求が存在する。本章では、次のような認証の問
題を取り上げる。すなわち、正当な権限を持たないホストが、モバイル仲介エージェントに誤っ
た検索結果を渡し、その結果誤ったデータが登録される、ということを防ぎたいという要求で
ある。このような問題の解決のために、モバイル仲介エージェントが訪れたサーバを認証する
必要がある。そこで、認証機構によって正当な認証が実現できるかどうかを、本章の手法で検
証することとする。正当な認証というのは、モバイル仲介エージェントが正当なサーバから結
果を受け取り、登録を行っていれば認証が成功し、そうでなければ認証は失敗する、という意
味である。
例題の 	
 記述
本例題におけるモバイル仲介エージェントの  記述の一部を図 から に示す。
これらの図において、相互作用図は状態 ,	のものであり、メッセージ定義はその相互
作用図中の +	 メッセージのものである。その中で、#	 パラメータに設定されてい
る
	 	 動作は、引数にある検索キーによる検索動作を表す。
本記述は、	<%'$+ パターン ,-に基づく。したがって、状態遷移図と相互作用図
は、 によって自動的に生成されたものである。その後人手により、相互作用図中の記
号を修正し、メッセージ定義の項目を記述している。
  プログラムは本記述から生成され、その後設計者が修正する。まず、自動変
換の手続きの例を挙げる。

図 & 本例題の  記述の一部 & 状態遷移図
!
図 & 本例題の  記述の一部 & 相互作用図

図 & 本例題の  記述の一部 & メッセージ定義
 
  エージェント 、(,	 に対し、 部宣言   	
BB (エージェントラッパーは移動しないので、場所は名前と同じ文字列に固定)、およ
び (,	 	 ( (モバイル仲介エージェントの場所は変数 ()
が生成され、その下に  部の内容がそれぞれ入る。
  これら エージェントは、お互いに相互作用図においてメッセージ交換を行なうので、そ
れぞれ通信チャンネル変数と通信状態変数が下記のように用意される。
  	 BB
#
(,	   	
45 (,	 &		  	
 (,	 	 (
#
   	
45  &		  	
他のエージェントのペアについても同様。
  各エージェントに状態変数が用意される& # 部に		  	
  エージェント  の 	 状態において、(,	 にメッセージを送信
し、状態	&	 に遷移する、ということを表す、全メッセージグラフのエッジに対
し、次の代入文が生成され、 部に入る。
45 		0 (,	 0 (,	 &		
% B	&	B0
0 >? メッセージ文字列 ?>
B	B #		 		 % B	B

  エージェント (,	については、移動要求メッセージを送信すると、移動を行
なう。この場合、上記と同様の代入文生成を行なうが、下記の通り変数( への代入
も伴う。
45 		0  0
 &		0 (
% B #EB0 0 B	;B0 B 	&#2B
#		 		 % B,	B   &		 % B	B
  	#	部には、例えば上記エージェント間の通信を表すために、次の等式が入る。
45 (,	 0
(,	 &		
% (,	 0
(,	 &		
6 (,	( % BB
>? 	 では、ホスト内でのメッセージ交換が中心のため、本条件文を挿入 ?>
次に、以上のように生成された記述に対し、開発者が手修正を施す。以下は手修正の例である。
  プログラム名を記述する。
例 & &	  	4&	  	5
  * 用の変数を用意する。
例 &
  	 BB
#

45 F  	-	
45 +  	


	

45 F % 
  電子署名文字列のための変数 	 とその値を設定する。
例 &
  	 BB
#

45 	  	

	

45 	 % B&	B
  * 検索・登録手続きを記述する。その際、電子署名手続きを導入。
例 &


45 		0 (,	 0 (,	 &		
% B	B0
B
 B A 
	&	
	
F0 +0
	 A BB0
>? 検索結果通知メッセージ ?>
B	B
#		 		 % B6	B  + %G% BB

>? 問合せが存在する場合 ?>
以上の自動変換手続きと手入力により得られた   プログラム (の部分)を付録
 に示す。
セキュリティ要求仕様記述
まず、署名関数 ' および C2+ に関する下記の論理式を  とする。
 '1	0 &0 H&  	



'1	0 &0 & %  
 H& %G% &
 

'1	0 H&0 & % I
これらの記述は、正当な署名者が署名した時のみ、認証手続きが成功する、ということを意味
する。
セキュリティ要求仕様記述は次の つの部分から構成される。 つ目は、全てのホストが正
当な署名を有している場合には、要求された結果が得られる、ということを主張するものであ
る。つ目は、あるホストが正当な署名を有していない場合、プログラム中の特定の手続きが
実行されない、ということを主張するものである。
本例題で、 つ目の仕様記述中での要求された結果というのは、ネットワーク上の *から収
集したデータの登録が正しく完了する場合である。このような要求は、  論理で
 &	 

&	 % BB  
	  	&#2		 % B	B
すなわち、の署名を表すパラメータ&	が、正し い値 BBを持ち、
かつが成り立てば、そのうち (	)登録が完了する、と記述できる。
セキュリティ要求仕様の つ目の部分に含まれる、不正なデータの登録を防ぎたいという要
求の仕様記述は、  論理により
	 
 &	



&	 %G% BB  
  	&#2		 %G% B	B
すなわち、 が成り立てば常に ()登録完了状態にはならない、と記述される。
セキュリティ要求仕様の検証
本章の手法では、最後のステップにおいて、  プログラムが  論
理記述を満たすことを証明することにより、セキュリティ要求仕様を検証する。すなわち、前
述の つの命題が成立することを証明すれば良い。
たとえば、前半部分 (登録が正しく完了する場合)の証明の概要は次のようになる。()
 プログラムの実行は、原則として各代入文が非決定的に選択されて実行される、とい
う手順の無限ループなので、このような「いつかは成り立つ」というような性質の証明のため
には、
  安定な表明はどの文の実行後でも成り立ち続ける。
  どれか  つの文の実行後に、いつかは成り立って欲しい性質が成り立つ。
の つを示すことが必要である。したがって、本例題では以下のようになる。
  署名の確認を行う文を実行する前まで、 が成り立ち続けることを証明する。これは、実
行される各文  に対し、公理を用いて   を示すことにより可能である。
  が成り立つとき、署名の確認に合格することを証明する。ここでは、示す命題は上と同
様に   だが、署名確認を行う文が実行可能であることを示すことが中心となる。
 登録を実行する文 に対し、   	&#2		 % B	B
 を示す。
これらを示すことにより、$' の定義により証明が完成する。
なお、パラメータ化がない従来の   では、前述の つの命題それぞれに対し、
異なる検証を行う必要があった ,-。これは、不正なホストの存在の場合の検証において、開

放型分散環境では実際には一意に特定できない不正なホストの仕様をも、具体的に記述する必
要があったことによる。一方本章では、不正なホストの仕様も、パラメータにより一般的に記
述することが可能となり、一意に特定する必要がない。したがって、パラメータ化による拡張
を行ったことにより、開放型分散環境への対応も可能となっている。
  トランザクション処理の例
モバイルエージェントは、ネットワーク上に分散する複数のサービスを、 つのトランザク
ションとして利用するための技術としても有力視されている。たとえば空路利用の旅行におい
て、複数の航空会社の便を乗り継ぎたい場合、それら複数の便を同時に予約する必要がある。
すなわち、いずれか一方の予約だけではサービスとして成立しない、いわゆる原子性を有する
トランザクションとして処理すべき、との要求が課せられる。詳しくは、次のいずれかが成り
立つべき条件となる。
  両方の航空会社の便の予約が成立。
  (いずれか一方が満席であるなどの場合)どちらの航空会社の便も予約しない。
ここで各航空会社の航空券予約サービスが、異なるサイトにおいてネットワーク上で提供され
ている場合、図 のように  を用いてトランザクション処理を実現することができ
る。本例において、トランザクション処理を実現するために、各予約サービスにおいて、通常
の * 操作のほかに、最終的にトランザクションを確定するための #.. 操作と、トランザ
クションキャンセルのための " 操作を実装している。
以下、 を用いて実現された本トランザクション処理が、上記の原子性を満たすこと
を検証することを例題とする。
例題の記述
本例題におけるモバイル仲介エージェントの  状態遷移図の一部を図 に示す。本
状態遷移図において、?"    ? や =#..    ? といった状態では、それぞれ " また
は #.. 操作の <%' をラッパーに送信している。

図 & 航空券予約サービスの例

図 & 航空券予約サービス例題の状態遷移図の一部
!
付録に、本例題の   プログラム記述の一部を示す。本プログラムでは、主
に " および #.. 操作の実装を、設計者が人手で作成する必要がある。
トランザクション原子性の検証
本例題におけるトランザクションの原子性は0 前記 条件から構成される。その形式的記述
は以下の通りである。
	 	 
			 % BHFB 

		
 F0 BB
 		
F0 BB
 
		
 F0 B#	#	B
 		
F0 B#	#	B
ただし、述語 		 は別に定義されているものとする。
この要求仕様の検証は次のようになる。すなわち、仲介エージェントの状態がHF になるま
でのどのような実行経路でも、最終的に  で結ばれた 命題のいずれかが成り立つ状態に到
達することを証明することになる。
 期限付きサービス連携の例
完了のための期限が定められたサービスを、ネットワーク上に分散した複数の部分的なサー
ビスの連携により実現する場合、各部分的サービスの実行スケジュールを調整する必要がある。
さらに、サービスの実行中でも、状況に応じて、部分的サービスの実行期限を延ばしたり縮め
たりして、スケジュールを柔軟に変化させることも必要となる。このようなサービスを、モバ
イルエージェントを用いて実現する場合、エージェントがスケジュールを管理しながら部分的
サービスの連携処理を行うようにすれば、比較的容易に実現することも可能である。いずれに
せよ、実際に定められた期限内にサービスが完了するかどうかを、実行前に検証したい、とい
う要求は強い。
具体的には、次のような例を考える。
  つの部分的サービスを引き続き利用することにより  つのサービスを実現する。

  つ目の部分的サービスが完了するのに、ある一定時間以上かかるため、 つ目の部分的
サービスはその事実を考慮してスケジュールを考える必要がある。
  各部分的サービスは、サービスプロバイダが拒否したり、タイムアウトするなど、スケ
ジュール通りに完了しないことがわかれば、その時点でサービス完了失敗とする。
例題の記述
本例題におけるモバイル仲介エージェントの  モデルの一部を図 に示す。
図 & 期限付きサービス連携例題の状態遷移図の一部
 
本例題の   プログラムを付録に示す。本例題では、時間の要素を表すため
に、タイマーエージェント	 を用意している。
期限制約の記述と検証
サービスが、定められた期限 	 までに完了する、という要求仕様を、次
のように記述する。
	 	

			 % BHFB  		 !% 	
この要求仕様の検証は次のようになる。すなわち、仲介エージェントの状態がHF になるま
でのどのような実行経路でも、最後の時刻		 が期限以内に収まっていることの確認
を行うこととなる。
 例題についての考察
以上の適用例を通じ、以下において本手法の有効性を考察する。
    では、状態遷移やメッセージ交換シーケンスといった、システム動作の基
本的な構成要素が、数多くの代入文に埋め込まれるため、直接記述するのが困難であった。
一方本章の手法では、 を利用するので、状態遷移は状態遷移図により、またメッ
セージ交換シーケンスは相互作用図により、視覚的に表現されるので、開発効率が向上し
ている。
ただし、セキュリティなどの要求仕様の記述、および検証作業には、 の利用は
無関係である。したがって、これらの作業を支援する機能を  に組込んで実現す
ることにより、更に開発効率を向上させられることが期待できる。
また、手修正の際には、自動生成された   プログラム記述を確認する必要
があるので、 による視覚的表現の効果を利用できない。したがって、手修正作
業においても、何らかの視覚的効果による支援を実現することにより、更に開発効率を向

上させられることが期待できる。たとえば  のコンポーネント (状態アイコンや
状態遷移矢印など)と、自動生成された   プログラム記述の部分との関係
を、やはり視覚的に提示する、といったような機能が考えられる。
  本節では、様々な異なる種類の問題を取り上げたが、 および  と
いう汎用的な技術を利用したために、これらの問題が統一的な枠組で解決できることが
示された。
ただし、いずれの種類の問題に対しても、それぞれ更に効果的な解決手段は存在すると
考えられる。たとえば、トランザクション例題の場合、分散 * 特有の手法が既に多く
提案され、実用化もされている。また期限付きサービス連携の例題の場合、リアルタイム
アプリケーション向けの仕様記述言語などを用いた方が良い可能性がある。したがって、
こういった特定問題向けの手法を適切に取り込めるような、柔軟性の高い手法を検討す
ることも、今後必要となる。
  本節では、非機能的特性への要求の検証例を つ取り上げた。しかし、いずれの例でも、
要求仕様記述においては、内容をある程度具体化して記述せざるを得なかった。しかし、
非機能的特性への要求については、このような具体化が適切かどうかの疑問がある。
たとえば、電子カタログ例題におけるセキュリティ要求については、悪意のあるサーバに
よるあらゆる攻撃に対し、エージェントの発信元ホストが最終的にそれを検出して対処
する、という要求について検証したい。しかし、本例題では、正当な署名を持たないホス
トを経由したエージェントのデータ登録を防止する、という要求に具体化している。その
ため、正当な署名を不正に入手して使用したホストを検出できない。なおこのような状
況に対して検証を行うためには、署名の管理を行うコンポーネントの動作を記述する必
要がある。このように、ホスト認証に限っても、考えられる限りの具体的なセキュリティ
要求を全て検証するのは困難である。
また、期限付きサービス連携例題における期限遵守の要求については、変数
	 で具体的に示される数値で期限を表すことにより記述した。一方、
現実的な状況では、期限が守れそうにない場合は、交渉することにより期限を延ばしたい、

といった要求もあり得る。しかし、考えられるあらゆる状況を考慮して、  
による要求仕様記述を行うのは困難である。
したがって、非機能的特性への要求の検証については、適切な要求仕様記述の選択、とい
う問題の考慮も必要である。このような状況は、形式的仕様記述手法一般の問題である
と考えられるが、今後の課題としたい。
 関連研究
本節では、本章の手法を関連する従来手法と比較する。
モバイルエージェントセキュリティの研究は数多くある , 0 0 0 0 0 0 0  0 !-。特
に /%$ と 
,-は、形式的仕様記述に基づいた、## (2 #$+ #、証明運搬
コード)と呼ばれる手法を提案している。## は、モバイルコードの安全性の証明をコード自
身に添付し、それらを一体のものとしてネットワークを移動させ、さらにサーバにおいて証明
検査機構を動作させることにより、モバイルコードの安全性を保証する枠組みを提供するもの
である。 ## においては、証明が可能な限り自動的に生成でき、さらに証明検査が完全に自
動的に実行できるような環境においてのみ適用可能なため、適用分野は限られたものとなって
いる。一方本章の手法は、形式的仕様記述の技術が望ましいような、より広範な分野に対し適
用することができる。
多くの研究者は、一般的なセキュリティに対するソフトウェア工学について検討しており , -、
形式的なセキュリティ検証技術についても議論されている。しかし、これらの研究は、一般的
なソフトウェアのセキュリティ問題を対象としているので、モバイルエージェントに特有なセ
キュリティ問題 , -に適用できるかどうかは明らかでない。一方本章では、  を
形式的仕様記述および検証の枠組みとして採用しているので、本章の手法はモバイルエージェ
ントに特有な問題に適用することができる。
なお、仕様記述言語でなくても、モバイルエージェントの理論的な形式モデルをセキュリティ
問題に適用する研究はいくつか実施されている ,!0 0 -。これらの研究は、  と
は異なり、理論的モデルとして提案されていて、仕様記述言語に必要な、構造的記述やその他
記述を容易にするための構文糖 ('+$G '%$) などに欠けている。したがって、本章の手法が

対象とするような、大規模システムの記述・検証は困難である。しかし、モバイルエージェント
アプリケーションのモデルとしては、メッセージ交換の記述が容易であるなど、  
にはない特徴を備えているので、仕様記述言語の核となるモデルとして利用し、さらに本章の
手法において   の代りに採用すれば、さらに効果的な開発手法とできる可能性が
あると考える。
	 おわりに
本章では、 と   を用いて、モバイルエージェントのセキュリティ問題
を解決する手法を提案した。本手法では、 がエージェントの挙動の状態遷移モデルに
基づいているので、 モデルから、エージェントの挙動の形式的仕様記述である 
 プログラムをほぼ自動的に生成することができる。また、セキュリティ要求は 
 論理で記述する。その上で、  プログラムが、したがって モデ
ルが、  論理記述を満足することを証明することにより、セキュリティ要求を検
証することができる。また本章では、電子カタログなどの例題に適用することにより、本手法
の有効性を検討した。
今後は次のような方針で研究を進める予定である。
   で述べたように、本論文におけるセキュリティ検証の例題は、アプリケーションレベ
ルのセキュリティに関するものである。一方、モバイルエージェントのセキュリティ課題
に対するプロトコルレベルのソリューションもさまざまなものが提案されているので、そ
れらに対する検証例も検討したい。
  モバイルエージェントは、開放型環境、特に構成要素が動的に変化するような環境におい
て特長が発揮されると考えられている。しかし、  は、例題からわかるよ
うに、構成要素の動的な変化を記述するには不十分である。このような問題に対し、次の
つの方針が考えられる。 つ目は、リフレクションなど、動的変化の記述を容易にする
ような機構の導入である。つ目は、 $% , - など、モバイルエージェント向
けの他の仕様記述言語の検討である。
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  本章では、文献 ,!-にあるように、プログラムが  論理で記述されたセキュ
リティ要求を満たすかどうかを検証する、という状況を検討した。一方文献 , -は、論理
記述からプログラムを構築する枠組みを提案している。したがって、そのような枠組みを
  にも適用したい。
  本章の手法では、 モデルから   プログラムが部分的に自動生成さ
れ、開発者が手直しを行うが、大規模なシステムになると、手直しのために自動生成され
たプログラムを読んで理解するのが困難になる。そのため、手直しをなるべく少なくす
るか、理解が容易なプログラムを生成するなどの工夫を検討する必要がある。
  本章では、 に示したように、文献 , 0 !-で紹介された  および  
特有の手法に基づく検証法を採用した。本検証法は、無限ループもあり得る一般のプロ
グラムに対して適用可能なものであるため、一般に完全な自動化が不可能である。
一方、本章の手法で作成される   プログラムは、 の状態遷移のグ
ラフ構造に基づいているので、有限オートマトンに対する検証法の適用も可能であると
考えられる。そのような検証法を用いれば、自動検証の可能性もある。したがって、この
ような方向も今後検討したい。
  本章の手法にどのような課題があるかをさらに検討し、それらの課題の解決を図る必要
がある。特に、本章で取り上げた例題は、本手法の実現可能性を示すという目的のため、
小規模かつ単純なものを選んでいる。一方、実際的な有用性を示すには、さらに大規模か
つ複雑な例題に適用しなければならない。また、大規模な例題により、定量的な評価も必
要である。
  で考察したような、様々な検証手法を取り込める柔軟性の実現や、非機能的特性へ
の要求仕様の記述といった問題を検討したい。
  本章の手法を、$,- や  の様々な実用的アプリケーションに適用し、手
法の現実的な有効性を検証して行きたい。

第章 パターンを利用したセキュアかつ効
率的なモバイルエージェントアプリ
ケーション開発
  はじめに
近年はエージェントの実際的な適用が検討されつつあるため、エージェントアプリケーショ
ン開発支援技術が現れてきている。特に、デザインパターン ,-をエージェントアプリケーショ
ン開発に適用することが検討され始めている ,0  0 0 0 -。デザインパターンは0ソフト
ウェア開発における過去の優れた経験を定式化し、明示的に表現することにより、それら優れ
たソフトウェア設計の再利用を容易にするものである。
一方、モバイルエージェント技術の実際的な適用においては、セキュリティ問題がもっとも
重要であると考えられている , -。この問題への解として、多くの研究者が様々な手法を提案
している ,0 0 0  -。しかし、これらの技術がモバイルエージェントを利用した実際的な
アプリケーションの開発に適用できるかどうかは、まだ明らかでない。主な問題点として、計
算コストとセキュリティの向上とはトレードオフの関係にあるため、セキュリティ機構の導入
がシステム性能を大きく下げることがよく起こる、という点がある。したがって、このような
トレードオフを解消するような技術が必要である。  つの方法としては、適切な性能とセキュ
リティ要求との関係に対する上位レベルの要求を明らかにすることが挙げられる。このような
モバイルエージェント技術の課題のため、実用的な広域開放型分散アプリケーションの開発に
は、従来型のクライアント・サーバ (#5)手法が利用されているのが現状である。
そこで本章では、与えられた要求から、計算コストとセキュリティを考慮したモデルを構築
し、パターンを組み合わせることによって、これらのモデルを満たすように、モバイルエージェ
ントを利用した、分散アプリケーションを設計する枠組を提案する。このような枠組により、

セキュリティと性能のトレードオフを考慮しながら、アプリケーション開発を行うことができ
る。また、モデルとパターンは形式的に定義されているので、パターンの組合せがモデルを厳
密に満足することを保証できる。さらに、パターンの組合せはあるアルゴリズムによって自動
的に導出されるので、セキュリティ要求が変化した際にも容易にエージェントの挙動を修正す
ることができる。
なお、本章の手法は、自動的にシステムの動作を設計することを目的としているので、扱う
ことのできるモデルは、単純なものに限られる。そこで、実用的なアプリケーション設計への
適用可能性を広げるため、現実的な状況のモデルを扱えるような拡張についても検討する。
また本章の手法は、モバイルエージェントを利用したアプリケーション設計を行うものであ
る。しかし、目的はあくまでも、ネットワーク上の資源の利用や、セキュリティに関する与え
られた要求を満たし、かつ効率の良い分散アプリケーションを開発することである。したがっ
て、本手法を適用した場合、結果的に、モバイルエージェントの移動機能を利用せず、#5 手
法のみを利用した設計となることはあり得る。すなわち本手法は、モバイルエージェントの利
用も考慮することにより、少なくとも #5 手法のみ利用した場合よりは優れた設計が可能な点
が特長となっている。
本章の構成は次の通りである。では、提案する開発手法を説明する。では、例を用い
て本章の手法の評価を行う。では、現実的な状況のモデルを扱えるような拡張について検討
する。 では、関連研究との比較を行う。 では、結論と今後の課題を示す。
 開発手法
本節では、本章で提案する開発手法について、例題を用いて説明する。本手法は、以下のプ
ロセスから構成される。
  まず 種類のモデルを構築する。モデルの種類は、ネットワークモデル、計算・データモ
デル、セキュリティモデル、および計算コストモデルである。
 パターンの適用により、アプリケーションの挙動を設計する。ここでパターンとは、アプ
リケーションの抽象的な挙動の断片を表す。パターンを適用するというのは、エージェン

トと非エージェントアプリケーション間のコラボレーションに対してパターンを具体化
し、それら具体化したパターンを組み合わせることを意味する。
本節で用いる例題では、ネットワーク上の各ノードに分散しているアプリケーションを連携
させるシステムを取り上げる。連携の内容は、データベースアプリケーションからデータを取
得し、他のアプリケーションで加工し、その後クライアントノードに表示したり、別のデータ
ベースアプリケーションに格納する、といったものである。
以下、本手法の詳細について説明する。まず  では、本手法が適用できるための前提条件
を述べる。では、本手法で最初に構築する 種類のモデルを説明する。では、本手法
で利用するパターンについて説明する。では、パターンを適用して求めるアプリケーショ
ンの挙動を生成するためのアルゴリズムを示す。では、本手法の枠組が実際に形式的枠組
として整合的であることを示す。具体的には、本アルゴリズムによって生成される挙動が、与
えられたモデルと整合的であるなど、正しい挙動であることの証明を行う。
  前提
本手法が適用できるための前提条件は以下の通りである。
   システムでは  つのモバイルエージェントのみを使用する。したがって、エージェント
の複製や、エージェント間相互作用は考慮しない。また、モバイルエージェントを用いな
い、すなわち、クライアント・サーバアーキテクチャのみによる構成も、エージェントが
全く移動しないような設計により実現可能である。
  計算コストはあらかじめ評価できるものとする。すなわち、各ノード内のアプリケーショ
ンとエージェントが、動作中にどのくらい時間を消費するか、およびある量のデータが各
ネットワークリンクを流れるのにどのくらいの時間が必要か、といったことがあらかじめ
評価できるものとする。
  エージェントの移動先は、あらかじめ全て既知である。したがって、移動先が実行時に動
的に決定されるような、自律性を持つエージェントを取扱うことはできない。
!
  後述のモデルで規定される情報 (ネットワーク構成やセキュリティ要件など)が、アプリ
ケーション実行中は不変である。
  エージェントは、認証に必要な情報を、実行前にあらかじめ全て取得済みである。した
がって、実行中の認証手続きは必ず成功する。
  対象となるセキュリティ課題として、セキュアでないネットワーク上での盗聴防止と、信
頼できないホストから来たエージェントやデータの認証に対応する。
なお で、これらの前提条件を緩めることができるような拡張についても検討する。
   モデル
次に、種類のモデル、すなわち、ネットワークモデル、計算・データモデル、セキュリティ
モデル、および計算コストモデルについて説明する。
ネットワークモデル
ネットワークモデルとは、アプリケーションを実装するネットワークの物理的構成を示すも
のである。具体的には、ネットワークを構成するノードと、ノード間のリンクトポロジを表現
する。
図  はネットワークモデルの例である。この図において、ネットワークノードは 

( 7          ) で表され、いくつかのノード対、たとえば 

と 

(  )、は 


で表され
るネットワークリンクで接続されている。本例では全てのノードが相互に接続されているが、
接続されていないノード対があっても良い。そのような一般的な場合では、接続されていない
ノード間の通信のためには、他のノードが仲介する必要がある。
計算・データモデル
計算・データモデルは、エージェントと他のプログラム間の相互作用のプロセスフロー、お
よびそこで流れるデータ量を表すものである。プロセスフローは、エージェント、プログラム、
および相互作用を含むコラボレーション図で表す。形式的には、コラボレーション図は有向グラ

図  & ネットワークモデル
 
フである。さらに、本モデルでは、モバイルエージェントが最初に生成されるノードを指定す
る。通常は、このようなノードはエージェント利用者が管理するノードである。モバイルエー
ジェント移動時には、エージェントのプログラムコードがネットワーク上を流れるので、本モ
デルで規定するデータ量はエージェントのプログラムコード量を含む。
図 は計算・データモデルの例である。顔マークがモバイルエージェントを表し、非エー
ジェントアプリケーションと相互作用を行っている。本図では、エージェントは最初ノード

で生成されることが規定されている。相互作用は、エージェントとノードの間、または つの
ノード間を結ぶ矢印で表される。矢印は、データが始点から終点に渡されることを表す。本手
法では、 ノードでいくつのアプリケーションが動作しているかは考慮しないので、 ノードの
アプリケーションは、ノードに対応する円でまとめて表される。なお、ノード 

の近辺の相
互作用矢印において、 のみがノード

を終点とし、 、、、、 はエージェントマークと
結ばれている。
図 は、相互作用の順序制約を表す。詳しくは、相互作用は各線分において上にある端点
から下にある端点に向かう順番でしか起こらないことを表す。したがってこの例では、３つの
相互作用の列 ( 0 0 0 )、( 0 0 0 )、および ( 0 0 0 )は、それぞれその中の順番でしか起
こらない (たとえば、の後に が起こることはない)。
相互作用  で流れるデータの量は $

で表され、モバイルエージェントのプログラムコード
量は $$ で表される。
本モデル例は、具体的には、例題における次のような連携動作を想定している。
  エージェントは、ノード 

のデータベースアプリケーションにデータ取得要求を出し
(相互作用  )、結果を受け取る (相互作用 )。
 エージェントは、( )で受け取った結果について、ノード

、および 
 
にそれぞれ処理
要求を出す (それぞれ相互作用 、)。
 ノード 
 
は、処理結果をノード 

に送って表示させ (相互作用 )、それに伴いエージェ
ントに処理結果を送る (相互作用 )。
 ノード 

は、処理結果をノード 

に送ってデータベースアプリケーションに格納させ

図 & 計算・データモデル

図 & 相互作用の順序制約

る (相互作用 )。
セキュリティモデル
セキュリティモデルは、保護領域 (;/ .$)の仕様を記述するものである。なお本
章では、保護領域はノードの集合を指し、ネットワーク全体は保護領域によって完全に分割さ
れる。セキュリティモデルは、 保護領域内の通信はセキュアだが、異なる保護領域間の通信
はそうでなく、したがってデータやエージェントの認証と暗号化が必要であることを示す。
図 はセキュリティモデルの例である。この例では、ネットワークが つの保護領域 *
 
と
*

に分割されている。リンク

 
、

 
、および 


を通じての通信はセキュアだが、

 
、


、
および 


を通じての通信はそうでない。
図 & セキュリティモデル

計算コストモデル
計算コストモデルでは、各ノード 

に対し、以下のようなノード上の計算コストを規定する。
固有計算コスト 固有計算コストは、アプリケーションに固有の計算で消費される時間を表す。
非エージェントアプリケーションに対するこの種のコストは、ノード

毎に固定であり、
;//

で表す。したがって、これらのコストの合計は一定値 6 
 
;//

となる。エージェン
トの固有計算コストは、各ノードの計算能力によって変化し、ノード 

でのコストは、
;//$

で表す。
認証コスト 認証コストは、電子署名と認証の手続きで消費される時間である。署名手続きと認
証手続きのコストはノード 

毎に固定で、それぞれ '/

と $/

で表す。
暗号コスト 暗号コストは、暗号化と復号化の手続きで消費される時間である。これらのコスト
は、暗号化されるデータの量に比例する。量が  のデータの、ノード 

での暗号化と復
号化のコストは、それぞれ /

 と /

 で表す。
通信コスト 通信コストは、ネットワークリンクをデータが流れるのに消費される時間である。
このコストは流れるデータの量に比例する。量が  のデータがリンク 


を流れる際の
コストは //

で表す。
 計算プロセス当りの合計の計算コストは、上記の式で計算される、プロセスの各ステップ
での消費時間の和で計算する。
  パターン
本手法においてパターンは、モバイルエージェントアプリケーションの抽象的な挙動の断片
を表す。具体的には、モバイルエージェントアプリケーションの、以下のような基本的な挙動
から構成される。
データ送信 データ送信は、モバイルエージェントとアプリケーションの間、または つの非
エージェントアプリケーション間のデータ転送を表す。データ転送は、ネットワークリン
クを通じて、あるいは  ノードの内部で起こりうる。

移動 移動は、モバイルエージェントが ノード間を移動することを表す。
セキュリティ手続き セキュリティ手続きは、セキュリティ実現に必要な手続きを表す。本手続
きは、暗号化、署名、認証、および復号化から構成される。
各パターンは、拡張されたコラボレーション図の断片で表す。パターンは、データ送信を表す
通常の矢印のほかに、移動を表す太線で書かれた矢印をも含むことができる。さらに、パター
ンはセキュリティ手続きを含むこともできる。
図 から  は、セキュリティ手続きを含まないパターンのリストを示し、図   はパター
ンに含まれ得るセキュリティ手続きを示す。パターンの詳細は以下の通りである。
  パターン 
 
(図 )は、モバイルエージェントでない つのアプリケーション間で、デー
タが転送されることを意味する。
図 & パターン 
 
  パターン 

と 

(図 )は、ノード内部でモバイルエージェントとアプリケーション間
でデータが転送されることを意味する。エージェントは 

ではデータを送信し、

で
はデータを受信する。
  パターン 

(図 )と 

(図 )は、データがネットワークリンクを通じて、異なるノー
ド間を転送される点を除き、

および 

と同じである。

図 & パターン 

および 

図 & パターン 

図 & パターン 


  パターン 

(図 !)と 

(図  )は、モバイルエージェントがまず ノード間を移動し、
その後移動後のノード内で動作しているアプリケーションとデータを交換することを意
味する。エージェントは 

ではデータを送信し、

ではデータを受信する。 なおエー
図 !& パターン 

図  & パターン 

ジェントは、これらのパターンにおいてのみ移動する。したがって、これらのパターン
を適用しないことにより、クライアント・サーバアーキテクチャによる構成も設計可能で
ある。
  パターン 
 
、

、

、

、

は、暗号化、署名、認証、および復号化をこの順番で実
行するセキュリティ手続きを含むことができる (図   )。 セキュリティ手続きを含むこ
!
れらのパターンは、

( 7    ) で表す。
図   & セキュリティ手続き
表  に各パターンの計算コストを示す。パターンがセキュリティ手続きを含むときは、「セ
キュリティコスト」の列の値を「セキュリティ以外のコスト」に加える。本表では、エージェ
ントコードのデータ量を $$、転送されるデータの量を $ とする。
表  & パターンの計算コスト
パターン セキュリティ以外のコスト セキュリティコスト

 
0 

0 

//

$ '/

H$/

H(/

H/

)$


0 

 


//

($$H$) '/

H$/

H(/

H/

)($$H$)


//

$$ '/

H$/

H(/

H/

)$$
パターンは、計算・データモデルに適用され、具体的なエージェント挙動の断片へと具体化
される。具体化においては、

、

を相互作用が起こる実際のノード名に変える。ただしパ
ターンの適用は、パターン適用対象の相互作用および適用の文脈が、パターンの条件に適合す
る場合のみ可能である。ここで文脈というのは、パターンが後述のパターン適用アルゴリズム
の手続きにおいて順番に適用され、したがって各パターン適用はその手続きの中のある文脈で
実行される、という意味である。たとえばパターン 

の適用により、相互作用が 

(に割り
当てられたノード)から開始され、

(に割り当てられたノード)に対して実行される、という

挙動の一部が生成される。なお本パターンは、エージェントが最初 

で動作しているという
文脈のもとでのみ適用可能である。
我々の手法の目的は、これらのパターンを適用することにより、つのモデルを満たしかつ
全体の計算コストを最小にするシステムの挙動を生成することである。本章の例では、次のパ
ターン列で表される挙動がそのような解である。



 


 

 

 
 
 

 
 
すなわち、エージェントがずっと 

にとどまる、というものである。しかし、この挙動が解
であるというのは自明でないので、それを見い出す方法が必要となる。
  パターン適用アルゴリズム
解となるアプリケーションの挙動を生成する方法は、次の つのステップから構成される。
  候補となる挙動を、非決定的なパターン適用アルゴリズムによって生成する。後で示すよ
うに、生成された挙動は与えられたモデルを満足することが証明できる。
 候補の中で計算コストが最小なものを選ぶ。コストは、挙動におけるパターンのインス
タンスのコストと、固有計算コストとを加えたものである。
パターン適用アルゴリズムは、以下の疑似コードで表される非決定的手続きを、計算・デー
タモデルの各相互作用に対して、 つずつ順に適用するものである。ただし、適用順序は、順
序制約を満たすように決定する。初期手順として、モバイルエージェントの現在位置を、計算・
データモデルで、エージェントが最初に生成されると規定されたノードに設定する。
  相互作用にモバイルエージェントが現れない  
 
 
を適用
    相互作用が ノード内で起こる  
 

または  

を、相互作用の方向に応じて適用
    エージェントがデータを送信  
次を非決定的に実行
 
 

を適用
 または
 
  

を適用
モバイルエージェントの現在位置  データの送信先ノード

   
次を非決定的に実行
 
 

を適用
 または
 
 

を適用
モバイルエージェントの現在位置  データの送信元ノード


  相互作用が異なる保護領域をまたがって起こる  
セキュリティ手続きを追加

なお本アルゴリズムの計算量は次のように評価できる。まず、 つのフローにパターンを適
用する手続きは、固定的な条件判断を行って、適用するパターンと必要なパラメータを選定す
るのみであり、その計算量は一定である。しかし、非決定的なパターンの選択が起こると、そ
の後最大 つのスレッドに分岐し得る。したがって、全体の計算量は、フローの数を  とする
と、最大   のオーダーとなる。
  アルゴリズムの正しさの証明
次に、上記のアルゴリズムの正しさを厳密に証明することにより、本手法が実際に形式的枠
組に基づいていることを示す。詳しくは、下記のような定式化を行う。
定理  前節のアルゴリズムによって正しいシステムの挙動を構築できる。ここでシステムの挙
動が正しいというのは、以下の主張のことを指す。
  相互作用の起こる順序が順序制約を満たす。
  エージェントの移動が連続的である。これは、エージェントの移動が、エージェントが移
動前に動作していたノードから始まっている、という意味である

  挙動が計算・データモデルのプロセスフローを正しく実装している。特に、エージェント
がネットワーク上を移動することによってデータを運ぶ場合、データの流れがプロセスフ
ローと一致していることが必要である。
  挙動がセキュリティモデルで表されているセキュリティ制約を満たしている。すなわち、
エージェント移動を含めたデータの転送が、異なる保護領域間をまたがる場合、データが
暗号化され、認証手続きが実行される。
証明 & まず順序制約に関しては、アルゴリズムの  ステップの適用順序が順序制約を満たし、
かつ適用順序がそのまま相互作用の起こる順序に反映されることにより示される。
次に、エージェント移動の連続性は次のように示される。証明のためには、アルゴリズムの
各ステップにおいて、エージェントが動作を開始するノードが、その前に適用されたパターン
でエージェントが動作を終えたノードか、またはアルゴリズムの最初のステップにおいてエー
ジェントが最初に生成されたノードである、ということを示せば良い。このことは、アルゴリ
ズムの各ステップにおいて、パターン適用の各場合を調べれば簡単に分かる。
次に、プロセスフローの実装の正しさについては、アルゴリズムの各パターン適用において、
パターンのデータフローとモデルのそれとが一致することを直接確かめることによって示すこ
とができる。
最後に、セキュリティ制約については、異なる保護領域間をまたがって実行される相互作用
に対しては、必ずセキュリティ手続きが追加されるので、明らかに満足されている。  
 手法の評価
本節では、本章の手法を例題を通じて評価する。詳しくは、以下の点について評価を行う。
  計算コストとセキュリティのトレードオフをどの程度解消できるかB
  セキュリティ要求の変更に対し、どの程度柔軟に対応できるかB
評価においては、計算コストのパラメータを以下のように設定する。なお、評価においては、
実際の数値は必要でなく、コストの比率と大小が計算できれば十分であるので、以下に示すも

のは相対的な数値である。
  ;//

7 ;//$

7 '/

7 $/

7 /

7 /

7   ( 7         )
なお、この設定によって、どの部分での計算に含まれる固有計算コストも同じとなるの
で、以下の比較においては固有計算コストを省略できることに注意する。
  //

7   (  7          )
  $$ 7 $
 
7 $

7 $

7 $

7 $

7 
  $

7 
  $

7  
 トレードオフの解消
まず、アルゴリズムの適用で生成されたパターン列の候補のいくつかを示す。なお、これら
の候補は、いずれも相互作用の番号順にパターンを適用して得られたものである。
  列  & 

 

 

 

 
 
 

 
 
  列 & 

 

 

 

 
 
 

 
 
  列 & 

 

 

 

 
 
 

 
 
本章の手法がどの程度トレードオフを解消できるかを見るために、以下の ケースについて
これらの列の計算コストを比較する。
  ケース  では、セキュリティを全く考慮しない。すなわち、あたかもネットワーク全体が
 つの保護領域の中にあるため、セキュリティ手続きを追加する必要がないかのように考
えてパターンを適用する。
  ケース では、通常通りセキュリティモデルを考慮する。

  ケース では、どのリンク上のデータ転送でもセキュリティ手続きを実施する。すなわ
ち、あたかもノード  つ  つが保護領域を構成しているため、全てのリンクが異なる保護
領域間をまたがるかのように考えてパターンを適用する。
結果を表 と図  に示す。
表 & トレードオフ解消の評価
ケース   ケース  ケース 
列      
列     
列      
図  & トレードオフ解消の評価のグラフ
この結果から、次の事実が分かる。
  列  はケース  と では低コストだが、ケース では列 の方が良い。したがって、セキュ
リティの考慮によって選択すべき挙動は異なる。

  ケース のように、セキュリティを過度に考慮すると、通常非常に高コストとなる。
以上により、セキュリティを考慮する度合に応じて、それぞれ適切な挙動を選択できている
ことが分かる。したがって、本手法により、セキュリティと性能のトレードオフに対し、適切
に対応できていると考えられる。
  セキュリティ要求変更への対応
次に、本章の手法の、セキュリティ要求変更に対する柔軟性を評価する。例として、セキュ
リティモデルが図 に示したもの (以下、セキュリティモデル  と呼ぶ)から、図  に示す
もの (以下、セキュリティモデル と呼ぶ)に変更したとする。
図  & 変更後のセキュリティモデル
これらのセキュリティモデルに対する計算コストの比較を、表 と図  に示す。

表 & セキュリティ要求変更への柔軟性の評価
セキュリティモデル   セキュリティモデル 
列    
列   
列     
図  & セキュリティ要求変更への柔軟性の評価の図

表 より、セキュリティモデル に対しては列 を選択すべきことが分かる。セキュリティ
要求変更時に、適切なシステム挙動を見い出すのは、アドホックな方法では困難だが、本章の
手法により、自動的かつ容易に、システムの挙動を適切に修正できることが分かる。ここで「適
切に」というのは、変更後のセキュリティ要求を侵害することなく、計算コストを最小にとど
めることができる、ということを意味する。
以上のことから、本手法によりセキュリティ要求の変化にも適切に対応できると考えられる。
 手法の拡張
本章の手法は、システム動作を自動生成することを目的としているため、比較的単純なモデ
ルを用いている。そのため、そのままでは現実の開発に適用するのは困難である。本節では、
現実の状況に近づけるために必要と思われる、手法を拡張する方向性について検討する。具体
的には、以下のものを取り上げる。
  エージェントを  つだけでなく、つ以上利用したいという、いわゆるマルチエージェン
ト化は自然な要求である。そのため、エージェントに複製・合流機能を持たせ、更に複数
エージェントの非同期な動作を可能にするような拡張を行う。
  本手法のセキュリティモデルは、ごく限られたセキュリティ課題にしか対応できないの
で、考えられる限りのセキュリティ課題に対応できるように拡張する。
  本手法のネットワークモデルが扱うような、固定的なネットワーク構成やアプリケーショ
ン配置という前提は現実的ではない。そのような設定を変更可能にするような拡張が必
要である。
  計算コストのパラメータが、固定値として見積もることができない場合に、統計的に見積
もることができれば適用できるような拡張を行うことにより、より現実的な手法となる。
  移動経路が実行時に変化し得る、自律的なエージェントに対応できるような拡張を行う。
  エージェントが、認証に必要な情報を、実行前にあらかじめ全て取得済みである、という
前提は、広域開放型ネットワークにおいては現実的でない。実際には、実行時にそのよう

な情報を取得し、さらに取得した情報に応じてエージェントの動作が異なるような場合
がある。また、エージェントが保有している情報が古い物であるなどのため、認証が失敗
した場合の特別な処理を通じて、認証に必要な正しい情報を改めて取得することもあり
得る。そこで、これらのような状況を扱うための拡張を行う。
なお、以下に示すように、これらの拡張は、個々の内容は確立しており、個別には、本章で
提案した基本手法の枠組に、自然に取り込むことが可能である。しかし、全体を統合すること
により、 つの手法として確立することについては、今後の課題である。
 マルチエージェント対応
マルチエージェント、すなわち複数のエージェントを扱うことについては、以下のような対
応を行う。
パターン体系や計算コストの扱いの変更
マルチエージェント化に伴い、追加すべき動作プリミティブとして、エージェント複製、合
流、およびエージェント間相互作用の３つがある。また、複数のエージェントが非同期に動作
する可能性を考慮する必要がある。
このような課題に対しては、以下のような対応を行う。
  各プリミティブを利用したパターンを追加する。ここで、エージェント間相互作用のパ
ターンは、非エージェントアプリケーションも含めた他の種類の相互作用と同様なものが
多い。そこで、同様なパターンは  つのパターンにまとめ、相互作用を行う対象によって
更に詳細に分類することにする。
たとえば、図  に示した 種類のパターンは、更に次の 種類に分かれる。
1 非エージェントアプリケーション間相互作用
1 エージェント・非エージェントアプリケーション間相互作用
1 エージェント間相互作用
!
図  & 相互作用パターン例
ここで、図  の つ目のパターンで、矢印の向きがエージェントから非エージェントア
プリケーションの場合が、図 のパターン 

を表すことになる。また、図  でエー
ジェント同士が相互作用を行う場合が、新たに追加されるパターンとなる。
さらに、エージェントの複製と合流に関するパターンを追加する (図  )。ここで、太
線のエージェントは複製により新たに生成されたことを表し、破線のエージェントは合
流に際し消滅したことを表す。また、複製と合流においては、各エージェントがコードと
データのうちどの部分を保有するかを考慮する必要がある。そのため適用に当たっては、
後述のデータフローモデルも考慮する。
図  & 複製パターンと合流パターン
!
  複数エージェントの場合は、非同期の動作を行うことがあるため、動作の表現、および合
計計算時間の算出方法が変わる。
まず動作の表現については、直線的な列ではなく半順序グラフになる。すなわち、非同期
に実行する動作単位については、順序関係を規定しない。
次に合計計算時間の算出は次のようになる。エージェントの複製が発生したある時点か
ら、合流が発生したある時点までの計算時間は、その間の全ての動作スレッドの消費時
間のうち、(その間に発生するたの複製・合流も考慮して)最も長いものになる。したがっ
て、このような計算時間の算出のためのアルゴリズムを適用する必要がある。
計算・データモデルからデータフローモデルへの変更
前述のように、エージェントの複製・合流を扱うために、計算・データモデルをデータフロー
モデルに変更する。変更の詳細は以下の通りである。
  プロセスフローをデータフローに変更する。それに伴い、各フローでどのようなデータ
が転送されるかを明示する。そのため、転送されるデータの一まとまりに番号をつけて
区別し、各フローで「フロー番号 & データ番号」のように示す。
  相互作用の順序制約は、データ間の依存関係に変更される。形式上の変更点は、相互作用
の番号がデータ番号に変わることである。一方意味的には、順序制約を表していたリン
クは、データ間の依存関係を表すことになる。
図  に、データフローモデルの例を示す。本例において、フロー 、 では、同一のデータ 
が転送される。またデータ  を転送するフロー ! は、データ  と  を転送後でないと実行で
きない。
本例に対して、マルチエージェントに対応したシステム動作生成アルゴリズムを適用すると、
まず依存関係のないデータのフローの組 (&、&、& の組など) に対して、複製パターンの適
用により、各フローを担当するエージェントを複製することが可能になる。また、フロー &、
&、!& のように、複数のデータが前提となっているフローの組に対しては、合流パターンを
適用する場合がある。
! 
図  & データフローモデル
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  セキュリティモデルの変更
本章で提案したセキュリティモデルでは、セキュアでないネットワーク上での盗聴防止と、
信頼できないホストから来たエージェントやデータの認証のみを取り扱っている。しかし、取
り扱うべきセキュリティ課題は他にも数多く存在する。ここでは、セキュリティモデルを変更
することにより、さらに多くのセキュリティ課題を取り扱うことを検討する。
セキュリティ課題の詳細
本手法で取扱うべき、モバイルエージェントに関するセキュリティ課題について、以下にま
とめる。
  モバイルエージェントに関するセキュリティ課題は、次の  種類に分類できる。  つ目
はエージェントへの攻撃 (他のエージェント、ホスト、あるいは第三者などその他の対象
による)で、 つ目はエージェントによるホストへの攻撃である。
  ホスト以外の対象 (エージェントを含む)によるエージェントへの攻撃には、盗聴と改ざ
んがある。これに対しては、拡張前の本手法における、暗号化と認証により対応できる。
  ホストによるエージェントへの攻撃は、上述のその他のエージェントへの攻撃とは次の
点で異なる。すなわち、エージェントがプラットホーム上で動作するためには、プラット
ホームがエージェントのデータやプログラムにアクセスする必要があるので、暗号化や
認証によるアクセス制御を用いて攻撃を防ぐことができない。
  エージェントを含む対象によるホストへの攻撃に対しては、従来より認証によるアクセス
制御が有効である。しかし、モバイルエージェントについては、エージェント自体が信頼
できても、エージェントが危険なホストを通った後にやって来ている可能性があるので、
認証だけではセキュリティが確保できない。
そこで本節では、以上のようなセキュリティ課題に一通り対応できるように、セキュリティ
モデルを変更して、手法を拡張することを試みる。
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エージェントからのホストの保護
本章では、保護領域内のホストから来たエージェントは信頼できるものとして、認証処理を
行わなかった。しかし、信頼できるホストから来たエージェントでも、移動中に信頼できない
ホストを通っている場合には、実際には信頼できない。そのようなエージェントがホストに対
して許可すべきでないアクセスを行うことを防止するために、移動履歴を記録して、各移動先
ホストが確認する手法 ,-などの技術が必要になる。
これらの技術を適用するためには、全ての移動において、移動直後にエージェントが信頼で
きるかどうかを確認する機構が必要となる。したがって、本手法においてエージェントからの
ホストの保護というセキュリティ課題を扱うには、必要なエージェント信頼性確認機構の計算
コストを、計算コストモデルに採り入れ、計算コスト算出の際に、移動毎に当該計算コストを
加算することになる。
なお、ここで紹介した機構を導入するに当たっては、各ホストがどのような移動履歴を持っ
たエージェントを受け入れるか、という情報が、あらかじめ知られている必要があることに注
意する。
ホストからのエージェントの保護
上で述べたのとは逆に、悪意のあるホストがエージェントに対して許可すべきでないアクセ
スを行うことに対応したいというセキュリティ課題が存在し、特に従来のクライアント・サー
バ技術にはなかった、モバイルエージェント特有の課題として重視されている。
このような課題への対応技術の   つとして、エージェントが保持しているデータを、アクセ
ス制御の単位毎に分割し、それぞれ署名と暗号化を行うことにより、それらデータへの許可さ
れないアクセスを防止する 	"# ($$ 	'% "%>/$ #') ,!-手法がある。本
手法では、各データ部分は、そのデータにアクセス可能なホストのみが解読できるように暗号
化されるので、その他のホストが読むことはできない。またホストがデータの追加や変更を行
う場合には、署名を義務づけるので、許可されないホストがデータの追加や変更を行うことも
できない。
そこで、	"# 技術を、本章で提案する開発手法に採り入れることを検討すると、以下のよ
!
うになる。
  各データへのアクセス権限を表すデータを、セキュリティモデルに追加する。本データ
では、各ホスト、またはホストのグループが、各データに対し、どのようなアクセス権限
(読み取り、書き込み、あるいは読み書き)が許されるかを明確にする。
  	"# 技術で利用されるセキュリティ機構 (暗号化、復号化、署名、および認証)の計算
コストを、計算コストモデルに追加する。
  各動作候補の計算コストの算出においては、エージェントが移動する場合のみ、	"#
技術でのセキュリティコストを加算する。
 変更可能なネットワークモデルへの拡張
本章の手法におけるネットワークモデルでは、ネットワーク構成やアプリケーションの配置
などは固定になっている。しかし、現実のシステムでは、そのような設定も一般に柔軟に変更
可能である。したがって、変更可能なネットワークモデルを扱えるように手法を拡張すること
は重要である。
そこで、モデルを以下のように拡張する。
  ネットワークモデルは、表記としてはそのままだが、ホスト間のリンクの意味を、接続が
可能である、ということを表すように変更する。
  計算・データモデル、またはデータフローモデルのフローを、エージェントとホストでは
なく、エージェントおよびアプリケーションの間のフローであるように変更する。詳しく
は、図  に示すように、エージェントとアプリケーションを示す円の間を、フローの
矢印で結んだものに変更する。さらに、どのホストにどのアプリケーションをインストー
ル可能かを示すデータを追加する。
  エージェントの初期位置 (ホスト)、および各アプリケーションのインストール先ホストと
して可能な場合を網羅的にリストアップし、それら各設定に対して動作候補生成アルゴ
リズムを実行する。
!
図  & 変更後のデータフローモデル
!
 統計的な計算コストパラメータの利用
計算コストモデルにおいて、各パラメータがあらかじめ固定値として評価できる、という前
提は現実的でなく、計算コストが統計的、あるいは近似的にしか評価できないような応用領域
への適用も重要と考える。
そのような方向への拡張として、たとえば、計算コストが統計的に与えられている、すなわ
ち、コストの確率分布が与えられている場合は、全体のコストの計算の際に、統計理論に基づ
いてコストの和や積の分布を計算する。そして、コストを比較して最終的なエージェント動作
を決定する際には、計算コストに対するより詳細な要求を検討して、やはり統計的理論に基づ
いて決定を行うことが必要となる。たとえば、ピーク時のコストをなるべく押えたい、といっ
た要求に対しては、コスト分布に対しある確率で高コストの部分を打ち切った場合の最大値を
比較することとなる。
 移動経路が実行時に変化し得る、自律的なエージェントへの対応
可能性のある移動経路が複数あり、実行時にどの経路が選ばれるかは、各時点での状況によ
り変わり得る、といったような自律性は、モバイルエージェントの大きな特長の  つであるた
め、これを取扱うことは重要である。
そのために、可能性のある移動経路が、網羅的に列挙可能な場合、次のような手法の拡張を
行う。まず、そのような移動経路を列挙し、各経路候補が選択される確率が予測可能であれば、
コストの確率分布を比較することにより、またそうでない場合でも、たとえばコスト最大の場
合を比較することにより、比較的最適な動作を導出する。
 認証情報の動的取得への対応
エージェントが、認証に必要な情報を、実行時に動的に取得し、その情報に応じて動作が変
化し得るような場合への対応のために、まず取得し得る認証情報、およびその情報に応じて起
こり得る動作を網羅的に列挙する。その後、 で示した、移動経路が変化し得るエージェン
トへの対応のための拡張と同様に、これらの情報の集合に対して、統計的処理やコスト最大の
!
場合での比較などを行うことにより、比較的最適な動作を選択する。
ただし、このような拡張には、取得し得る認証情報、および起こり得る動作が網羅的に列挙
可能であることが必要であり、そうでない場合への対応は今後の課題である。
 拡張後の手法の適用範囲
本節で示した手法の拡張を行ったとしても、各項目にて個別に述べたように、なお適用範囲
に制限がある。以下に、その制限をまとめて示す。
  移動経路が実行時に変化し得る、自律的なエージェントに対応する拡張は、可能性のある
移動経路が列挙可能な場合にのみ適用可能である。
  認証情報が動的に取得される場合に対応する拡張は、取得し得る認証情報、および起こ
り得る動作が網羅的に列挙できる場合のみ適用可能である。
  エージェントからのホストの保護のための機構において、各ホストがどのような移動履
歴を持ったエージェントを受け入れるか、という情報が、あらかじめ知られていることが
必要である。
 関連研究
本節では、本章の手法と関連研究との比較を行う。
文献 ,0 0 -をはじめ、エージェントデザインパターンの研究は多数存在する。しかし、こ
れらの研究のほとんどのものはセキュリティ問題を考慮していない。文献 ,-はセキュリティ
パターンを提案しているが、セキュリティと性能とのトレードオフを考慮していない。さらに、
これらの研究には形式的枠組に基づいているものがない。
に示したように、モバイルエージェントのセキュリティに関する研究も数多くあり、そ
の中には、形式的枠組に基づいているものもある。しかし、モバイルエージェントのセキュリ
ティはそれ自身困難な課題であるため、性能の課題も考慮したものはほとんどない。一方本章
では、保護領域の概念と、暗号化・認証機構のみを考慮した単純なセキュリティモデルの扱いに
絞っている。これにより、セキュリティと性能のトレードオフを考慮することが可能となって
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いる。なお文献 , -では、本章と同様に、パターンを用いてモバイルエージェントのセキュリ
ティと性能のトレードオフを考慮して設計する手法を提案している。しかし、本文献のパター
ンは、アルゴリズムによって機械的に適用するのではなく、開発者が手動で適用することを意
図している。したがって、パターンの適用は完全には自動化されず、また適用結果がセキュリ
ティ要求を満たしているかどうかを厳密に検証できない。一方本章の手法では、パターンの適
用は、その正しさが厳密に保証されたアルゴリズムによって、完全に自動的に行うことができ
るので、開発効率が向上している。一方で、文献 , -の手法の方は、開発者の裁量でシステム
を設計する余地が多分にあり、柔軟性が高いという利点がある。
また一般的な文脈でのソフトウェア工学におけるセキュリティに関しては、で参照したサ
マリー論文 , -が示している通り (I!ページ)、セキュリティ課題と他の課題とのトレー
ドオフの解消を、ソフトウェア設計フェーズで考慮するような研究は、特にモバイルコードや
エージェントに関してはほとんどない。一方本章では、そのような方向でのセキュリティ問題
への解を提示している。
モバイルエージェントの計算コストについての研究もいくつかある ,  0 0 !-。しかし、こ
れらの研究ではセキュリティ課題についてはほとんど考慮していない。一方本章では、単純な
形式的枠組に基づくモデルを構築し、さらにパターンを利用することにより、セキュリティ課
題と計算コストの課題の両方を考慮している。
最後に、形式的枠組に基づいたソフトウェアパターンの研究もいくつか行われている , 0  0
-。しかし、これらの研究は、モバイルエージェントもセキュリティ課題も取扱っていない。一
方我々は、モバイルエージェント技術のセキュリティ課題の形式的枠組による取扱いにおいて、
パターンを利用することが有用と考え、本章で示したように、形式的枠組に基づいたパターン
を有効に活用している。
	 おわりに
本章では、与えられた要求から、計算コストとセキュリティを考慮したモデルを構築し、パ
ターンを組み合わせることによって、これらのモデルを満たすようにモバイルエージェントア
プリケーションを設計する枠組を提案した。このような枠組により、セキュリティと性能のト
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レードオフとを考慮しながら、アプリケーション開発を行うことができる。また、モデルとパ
ターンは形式的枠組に従っているので、パターンの組合せがモデルを厳密に満足することを保
証できる。さらに、パターンの組合せはあるアルゴリズムによって自動的に導出されるので、
セキュリティ要求が変化した際にも容易にエージェントの挙動を修正することができる。そし
て、実用的なシステム設計への適用可能性を広げるため、現実的な状況のモデルを扱えるよう
な拡張についても検討した。
今後の課題として、さらに実用的なアプリケーションに適用できるような方向への発展を検
討している。詳しくは次の通りである。
  で示したように、本手法のアルゴリズムの計算量は、最悪の場合フロー数の指数関
数のオーダーとなる。したがってこのままでは実用性が低いので、計算量の削減を検討す
る必要がある。たとえば、本手法では最終的に計算コストを比較して動作を  つに絞るの
で、動作候補を生成する途中で、計算コスト最小にならないことが分かれば、その時点で
手続き実行を打ち切るような、枝刈り処理などが考えられる。
  本章の手法を、実際のモバイルエージェントプラットホーム ,0 -上でのアプリケーショ
ン構築に適用して、現実的な有効性を検証する必要がある。
  拡張後の手法も、可能性のある移動経路が列挙可能な場合にしか適用できない。移動経
路が無限にあったり、移動の範囲があらかじめ特定できないような場合への対応が課題で
ある。
   で示したように、取得し得る認証情報、および起こり得る動作が網羅的に列挙可能
でない場合への対応は今後の課題である。
  エージェントからのホストの保護に対応する機構の導入に当たっては、 に示したよ
うな制限がある。しかし、現実の広域開放型ネットワークに適用する場合は、各ホスト
のエージェント受け入れ方針があらかじめ分かっているとは限らない。そのため、たと
えばエージェントが信頼できないホストやネットワークを通るか否かの判断を行い、必
要に応じて危険な部分を迂回する、といった場合のコストをも考慮する必要もあり得る。
そこで、そのような状況への対応も今後の課題である。
 
  で示した手法の拡張部分を、拡張前の手法に統合して、  つの手法として確立する必
要がある。
  広域開放型ネットワーク環境においては、本手法が前提としている、実行中の環境の不変
性は現実的でない。したがって、実行中の環境変化を扱うための拡張として、実行中に、
現状の環境がモデルの通りになっているかどうかを監視し、モデルから外れていること
が検知されれば、モデルをその場で修正し、定常的環境向けの元の手法を適用して動作
を変更する、といった手法を検討する必要がある。
ただし、このような手法を実現するには、現状の環境とモデルとの整合性を、どのように
監視するか、および動作変更をどのタイミングで行うか、といった課題を解決する必要が
ある。
  で使用したパラメータは、例題として単純化されている。しかし、 実際の環境では、
たとえば暗号化と復号化のコストは一般に大きく異なるなどのため、現実的な設定とは
言い難い。したがって、実際の環境での実測値を使用するなどにより、現実的な設定で評
価を行うことが必要である。
  
第章 モバイルエージェントアプリケー
ションのための仕様記述言語 
  はじめに
エージェント技術が普及するにつれて、実適用に当たり、たとえば開放型のネットワーク上
を動き回るため動作の把握が困難であることや、セキュリティの確保が従来のシステムに比べ
て難しいなど、 多くの問題が浮かび上がってきている。このような問題を解決する手段とし
て、 形式仕様技術が注目されており、 ,-などのモバイルエージェント向けの
仕様記述言語や、そのための理論的基盤となる計算モデルがいくつか提案されている。しかし、
それらの言語や計算モデルとしては、従来のモデルに移動のためのプリミティブや、その他必
要な構成要素をアドホックに導入したものがほとんどである。一方、モバイルエージェントア
プリケーションの仕様を効果的に記述・利用するためには、言語に次のような特徴が求められ
る。まず、モバイルエージェントの基本機能について、たとえば移動機能には強い移動と弱い
移動の区別があり、またエージェント間通信機能にも同期・非同期の区別があるなど、様々な
バリエーションが存在する。したがって、言語にもそのようなバリエーションに対応するため
の機能として、たとえば高度なカスタマイズ機能などが必要になる。また、記述能力として、
たとえばセキュリティの仕様記述、および検証が容易でなければならない。そのため、セキュ
リティ要求の仕様記述に必要な時相論理や様相論理の記述、および移動を含んだエージェント
の動作の正しさが検証できるようなモデル化能力が必要である。しかし、これらのような高度
な機能を備えた言語はまだ提案されていない。
そこで本章では、これらモバイルエージェントアプリケーションの仕様記述に必要な特徴を
備えた言語  を提案する。 では、動作仕様を要求仕様の論理体系でモデル化し、さ
らに、このモデル化を変更可能とすることにより、 言語の高度なカスタマイズを実現す
 
る。さらに、論理体系の部分に第 章で紹介した	
	を採用することにより、	
	 のリフ
レクション機能を利用できるため、時相論理や様相論理を取扱えるなど、高度な記述力を実現
する。
本章の構成は次の通りである。では、 を開発した背景について説明する。では、
 の言語仕様の詳細を述べる。では、 の評価を、例題への適用と他言語との比
較を通じて行う。では、結論と今後の課題について述べる。
  開発の背景
本節では、モバイルエージェントアプリケーションのための仕様記述言語として を開
発した背景について述べる。開発に当たっては、解決すべき問題を考慮すると、次のような要
件を満たすことが必要となる。
  カスタマイズ機能
モバイルエージェントプラットホームは、現状ではまだデファクトともいえるものが存
在せず、アプリケーションや動作環境によって適切な選択肢が様々異なってくることが多
い。そのため、モバイルエージェントの基本機能について、たとえば移動機能には強い移
動と弱い移動の区別があり、またエージェント間通信機能にも同期・非同期の区別がある
など、様々なバリエーションが存在する。したがって、本章が目指す言語にも、これらの
バリエーションを取扱うことのできるだけの高度なカスタマイズ機能が必要となる。
  記述能力
モバイルエージェント技術においてはセキュリティが最も重要な課題の  つであり、また
その他にも移動機能に伴う様々な要求が課せられる。そのため、これらの要求を十分に
記述できるような言語である必要がある。たとえば、セキュリティ要求の仕様記述には、
時相論理や様相論理を取扱う必要がある。
以上の要件を満たすため、 を次のように設計した。
   の仕様記述は、プログラム的記述の動作仕様と、論理体系により記述される要求
 
仕様の 部分に分かれる。前者の記述は、後者の体系でモデル化される。さらに、このモ
デル化は変更可能であり、これにより  言語の高度なカスタマイズが実現される。
   の論理体系の部分は、リフレクション機能を持つ 	
	 を採用している。これに
より、時相論理や様相論理を取扱えるなど、高度な記述力を実現する。
  言語の詳細
本節では、 言語の構文や意味論について詳述する。 は、通常の仕様記述言語と
同様に、構文規則と意味論を持つが、カスタマイズ機能と高度な記述能力を実現するため、次
のような構成を行っている。
  仕様記述を動作仕様と要求仕様の つの部分から構成する。動作仕様は、システムの動作
を記述しやすい構文とし、要求仕様は	
	により宣言的に記述する。
  意味論も、動作仕様の 	
	 でのモデル化と、	
	 の意味論の つの部分に分け、前
者を変更可能としている。これにより、カスタマイズ機能を実現する。
  の構文
 による仕様記述は、  と同様に、動作仕様と要求仕様の つの部分から
構成される。
動作仕様の D による記述は次のようになる。
	
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以下、本記述の詳細について説明する。
  動作仕様は、文の列である。文には、定義文、要素文、複合文、およびコメント文がある。
  定義文で定義する対象には、パラメータ、エージェント、および場所の 種類がある。
  要素文には、代入文、	6 文、 文、および	 文がある。なお、 文の実行に
より、エージェントは 1 の値となる場所に移動する。すなわち、 で扱
うエージェントは移動機能を持つ。
  代入文は、式の値を、エージェントの属性を表す「参照表現」に代入する。エージェント
 の属性 		 を表す参照表現は、		 となる。
  複合文は、 文、6 文、および 	 文に分かれる。
  エージェント定義は、名前、(パラメータ化も可能な)初期場所、属性、およびメソッドの
定義から構成される。
以上のように動作仕様記述は、1$C$プログラムに類似の構文により記述される。そのため、た
とえば全てのメソッドが完全に定義されているなど、適切な条件の下では、そのままプログラ
ムとして実行することも考えることができる。しかし、仕様記述言語としては、一般に最終的
 
なプログラムの作成に利用するための設計仕様として、必ずしも実行可能とは限らない、動作
仕様記述が作成されるべきと考える。
要求仕様は	
	で記述する。具体的には、次節の意味論で説明するシステム状態項に対す
る要求仕様を、等式や書換え関係によって記述する。この等式や書換え関係が成り立つことを
示すことにより、要求仕様の検証が可能となる。また では、	
	 のリフレクション機
能により高度な記述能力が実現される。たとえば、時相オペレータ 6は、リフレクショ
ンを用いて次のように実現される。
6
 0 	&		 % 
 0 &		
 #(
	&		0 &		 % 	
#(
&		0 &		 % 	
#(
&		 0 &		 % 	
 6	
&		 0 &		J % 	0
#(
&		J0 &		 % 	
ただし、' が'に書換えられるならば、またその時に限り6	
' 0 ' % 	である。
  意味論
 の意味論は つの部分に分かれる。 つ目は 	
	 による動作仕様のモデル化で、
つ目は 	
	 の意味論である。そして前者は開発者が定義・変更することが可能である。
 つ目の	
	による動作仕様のモデル化は次の通りである。
  まず動作仕様記述を構文解析し、結果の構文木を 	
	 の項「'
左の枝0 右の
枝」で表す。
  システムの時系列変化を、システム状態項と呼ばれる項の書換えで表す。システム状態項
は、「	&		
 コンフィギュレーション0 継続0 動作仕様の構文木」の形をとる。
ただし、
 
1 コンフィギュレーションは、$% 言語 ,-と同様のもので、エージェントやメッ
セージを表す項を、"# (結合的、可換、かつ単位元を持つ)オペレータで結合した
ものである。
1 継続は、ある時点での残りの処理を構文木の形で表したものである。
 では、このシステム状態項の書換え規則を、開発者が定義・変更することができる。
動作仕様のモデル化の例を以下に示す。
	&		
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本書換え規則は、6文を実行した場合の ステップの状態変化を表す。詳しくは、6文を
実行するには、条件判断を 文で実行し、条件が成り立てば 6文の中のブロックを実行後
再び6文の実行を繰り返す。条件が成り立たなければ、6文の後の処理 ( 		
で表される継続)を実行する。
次に、例外処理のモデル化の例を示す。モデル化の概要は次の通りである。
  	ブロックを実行する際に、対応する#	#ブロック以下の継続をリスト 	#-	に
保存しておき、	ブロックを実行。
 例外が	6されると、最近保存された#	#ブロックのある継続を取り出して実行。保
存された継続がない場合は、例外が	6されたという情報のみ残して、そのエージェン
トの実行を停止する。
 例外が	6されずに現在の継続が終了した場合は、最近保存された#	#ブロックのあ
る継続を取り出し (なければ停止)、#	#ブロック以外の継続を実行。
以下にモデル化を行った結果の書換え規則の概要を示す。
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>? ただし、 		3 は、 		において、当該エージェ
ントの継続を取り消したもの ?>
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>?  		において、エージェントの実行が終了しているならば ?>
次に、モデル化の部分を変更することにより、柔軟なカスタマイズが可能になる例を示す。
エージェントの移動が弱い移動と強い移動の 種類に分けられることが知られている ,-。両
者の違いは、強い移動ではコードと実行状態の両方が移動するのに対し、弱い移動ではコード
 
のみ移動する点である。そこで、移動を表す 文のモデル化を変更することにより、この 種
類を使い分けられることを示す。まず強い移動のモデル化は以下の通りである。
	&		
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ここで、 3 は   においてエージェントが K	に移動した場合のコンフィギュレーションを表
す。このモデル化では、移動後にも残りの継続がそのまま使われることにより、実行状態が維
持されることが表現される。一方、弱い移動は次のようにモデル化される。
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ここで  		3 は、 		 において、エージェントの継続を初期の状態、つま
りプログラム全体に戻したものを表す。これにより、移動前の実行状態が破棄されることが表
現される。
以上のモデル化と、第 章で説明した	
	の意味論とをあわせることにより、 の意
味論が与えられることになる。
 電子カタログ例題に基づく  の評価
本節では、モバイルエージェントのための仕様記述言語としての  を、例題に基づい
て、他言語と比較することにより評価する。まず、 で用いた、電子カタログの検索・収
集・登録システムにおける、セキュリティ要求の仕様記述を  で行った例を示し、
 による記述と比較する。さらに、 の長所を、他の言語、  、".
#$/%%'、および 1 #$/%%' と比較することにより検討する。
  による例題の仕様記述
本例題の  による記述例を付録 #に示す。なお、付録# で示したように、 言
語では移動の強弱のカスタマイズが可能であるため、それぞれに対応した動作仕様記述を示し
た。本記述例において、動作仕様は次のように構成されている。
 !
  パラメータの &	 は#	&	
 の署名を表す。パラメータで
表すことにより、#	&	
 が悪意のあるホストになり済まされた状態も表
現できる。
  場所は  	&#2&	 と#	&	
 ( 7  0 ) がある。更
に、同じ仕様を持つエージェントが、#	&	
のそれぞれに存在している。
本エージェントは、	
 メソッドにより、電子カタログ * への問合せを処理
する。
  モバイル仲介エージェント (,	には、いくつかの属性とメソッドがある。属性
		は、要求仕様に対する検証に用いられる。	
メソッドでは、(,	
は製品メーカ間を移動し、各 *のコンテンツを収集し、 	&#2&	
に戻って、署名の認証が成功すれば収集したコンテンツを * に登録する。
要求仕様記述は、本例題に対するセキュリティ要求の仕様を表す。なお、簡単のためソート
は省略している。要求仕様は次のものから構成される。
  最初の つの等式は、デジタル署名機構を実現する関数への要求を表す。
  つ目の等式は、全てのコンテンツが正しいサイトから収集された場合の要求を表す。省
略された部分 ()は初期状態の記述である。
  最後の等式は、悪意を持ってなり済ましたサイトからコンテンツを収集してしまった場合
の要求を表す。
  仕様記述言語の比較
次に、 とその他の 言語との比較を、電子カタログ例題の記述も参考にして実施する。
比較の観点は次の通りである。
  まず、モバイルエージェントアプリケーションのための仕様記述言語として特に重要な特
徴として、で取り上げたカスタマイズ機能と記述能力について比較と評価を行う。
  
  さらに、以下のような一般的な観点について、各言語の紹介文献の記述を元に比較を行う。
1 一般に仕様記述言語として重要な特徴 &
計算モデル
意味論
手続き型、あるいは宣言的記述などの、各種計算パラダイムに対する記
述力
検証機能
1 モバイルエージェントアプリケーションのための仕様記述言語として重要な特徴 &
エージェント移動の強さ
エージェントや非エージェントアプリケーション間の協調機能
オブジェクト指向機能。たとえば、モジュール化、カプセル化、および
継承など
1 その他特筆すべき特徴を持つ言語については、その特徴。
以下、 および   と比較する各言語の概要を述べる。
/) !.,++0
". #$/%%' , 0 !-は、 計算 ,-などと同様の、並行計算の形式的モデルであり、
エージェントやホストなどを表すことのできる $.と呼ばれる構成要素を持つことにより、
モバイルエージェントを表現できることを特徴とする。同様な形式的モデルの中では、最も普
及しているものの一つである ,-。
". #$/%%'は、計算と同様に、通信チャンネルや変数などを表す「名前 ($.)」を
基本要素とし、プロセス間送受信や並行合成オペレータなどから構成されたプロセスの遷移 (変
形、%/)により、システムの挙動を表す。また、特徴的な要素である $. は、ひと
まとまりのプロセスに名前を付けてカプセル化したものである。$. はプロセスの構成要
素になれるので、$. を入れ子にすることができる。さらに、子 $. は親 $. を
   
出入りすることができる。特に、エージェント $.がホスト $. を出入りすることに
より、モバイルエージェントが表現できる。
3) !.,++0
1 #$/%%' , !0 -は、やはりモバイルエージェントを表現できる並行計算の形式的モデ
ルである。1 #$/%%' は、	JGC #K./$ "'$/ $/> (	#K") という計算モ
デルに基づいている。さらに 1 #$/%%' では、モバイルエージェントを表現するために、
	#K" を強化した *	#K" (*'% 	#K") をベースとする。
 比較の結果
まず、本例題の仕様記述も利用して、 と他の言語に関し、で取り上げた、カスタマ
イズ機能と記述能力を評価し、本例題のセキュリティ要求の記述と検証の可能性と容易性を論
じる。
  カスタマイズ可能性
 では、で示したように、動作仕様の 	
	 でのモデル化を変更することによ
り、移動のための  オペレータの意味を、強い移動と弱い移動のどちらにも使用するこ
とが可能である。したがって、付録   に示した 通りの動作仕様記述のいずれにたいし
ても、セキュリティ要求の検証が可能である。一方   では、移動は場所変
数の値の変更でモデル化されているため、強い移動しかサポートされておらず、本例題で
必要なカスタマイズが容易ではない。他の 言語も、移動の前後ではエージェントの稼働
場所以外の情報は保存されることにより、強い移動しかサポートしていないので、同様で
ある。
  記述能力
 では、に示したように、	
	のリフレクション機能を用いて時相論理オペレー
タを記述でき、さらにそのオペレータによって、例題のセキュリティ要求を記述し、検
証することが可能である。  や". #$/%%' でもやはり時相論理オペ
  
レータを用いて同様の記述が可能である。したがって、 は、本例題に関してはこ
れらの言語と同等の記述能力により、セキュリティ要求の記述・検証が可能である。
次に、その他の観点からの比較を行った結果を表  に示す。
表  & 比較の結果
表で示した以外に、下記のコメントを追加する。
    に関するコメント
1 本言語は最初から仕様記述言語として設計されているので、モジュール化やカプセ
ル化のための構成要素は十分用意されている。
1 エージェントの移動は、場所変数の値の変化という非常に簡単なモデルで表されて
いる。その代り、様々な種類の移動が表現できるかどうかが不明である。
  
  ". #$/%%' と 1 #$/%%' に関するコメント
1 これらの言語は、それぞれ $. と「場所」という、局所性 (/$+)の概念を
持っており、これによりエージェントとホストの両方を表現できる。$. の方
が、1 #$/%%' の場所よりも単純である。
1 これらの言語は、仕様記述言語としては整備されていない。特に、新たなプリミティ
ブを導入しない限り、協調機構や関数定義などの高度な概念を記述するのは難しい。
   に関するコメント
1   と同様に、 は最初から仕様記述言語として設計されている。
たとえばモジュール化とカプセル化のためのプリミティブを持つ。
1  のカスタマイズ機能により、移動の強弱や、同期・非同期メッセージ交換と
いった、様々な種類の移動や協調機構を記述することができる。
 おわりに
本章では、モバイルエージェントアプリケーションの仕様記述に必要な、カスタマイズ機能
や高度な記述能力を実現した言語  を提案した。 は、仕様記述言語として、動作仕
様と要求仕様の分離、および前者から後者の体系へのモデル化を変更可能とすることにより、
カスタマイズ機能を実現している。また、リフレクション機能により、高度な記述能力を実現
している。また本章では、 を電子カタログアプリケーションに適用し、さらに他の言語
と比較することにより、 の評価を行った。
今後は次のような課題に取り組む予定である。
   は、代数モデルの  つである	
	に基づいた代数的仕様記述言語であるため、そ
のような言語のための処理系、たとえば$%の処理系を、検証の支援などに利用でき
ると考えられるので、今後進めてゆきたい。
   において、実際に言語仕様をカスタマイズし、またカスタマイズ部分の追加・削
除・変更といった管理・運用を実施するためには、	
	の記述を直接扱う必要があるが、
  
これは一般の開発者にとって容易ではない。そこで、これらのような実際の使用場面を想
定して、言語仕様カスタマイズ機能を容易に利用するための改良が必要である。このよ
うな改良として、	
	の高機能化 (モジュール構造や構文糖衣 '+$G '%$など)、お
よびツールによる支援を検討したい。
   で述べたように、動作仕様記述は、適切な条件の下では、そのままプログラムとし
て実行することも考えることができる。したがって、動作仕様記述部分の言語仕様を、プ
ログラミング言語として設計し、その処理系を実装することにより、 を実装まで
サポート可能な仕様記述言語とする方向も考えたい。
  本章では、	
	のリフレクション機能により、時相論理をサポートできることを示した。
しかし、リフレクション機能はその他にも効果的な利用法が多数存在する。たとえば、以
下のような利用を考えてゆきたい。
1 第 章で示したように、	
	ではメソッド定義の動的な追加など、状況変化への
動的な対応のモデル化が可能であるので、 にも適用可能である。
1 モバイルエージェントのセキュリティ機構に必要な機能の  つに、エージェントコー
ドの暗号化があるが、その仕様記述のためには、暗号化したコードはそのままでは
実行できないなど、メタレベルに関する要求を記述する必要がある。そこで、エー
ジェントコードのメタ表現を暗号化オペレータにかける、といったようなモデル化
が考えられる。
   のカスタマイズ機能は、エージェントアプリケーション開発において有効である
が、一方で処理系や検証系の実装が困難になるというトレードオフがある。したがって、
実用的に十分な程度にカスタマイズ機能を制限するなど、トレードオフを考慮した言語
仕様の検討も必要である。
   の適用経験を増やすことにより、言語のさらなる改良や、実アプリケーションの実
装支援、および検証手法の検討、ならびにカスタマイズのガイドラインなど、方法論の整
備などを行う予定である。
  
第章 ビヘイビアパターンに基づくモバイ
ルエージェントアプリケーション開
発手法
	  はじめに
近年、モバイルエージェントの実システムへの適用が考えられるようになってきたため、開
発支援技術の研究が出始めている。たとえば、統合的なアーキテクチャ,-、およびオブジェク
ト指向方法論を適用した開発手法 ,- といったものがある。しかし、これらの従来手法では、
開発効率、汎用性、拡張性、および理解容易性といった、開発手法に必要と考えられる要素に
おいて問題点が多く、実用的なものとは言い難い。また、これらの手法は移動性を持たない常
駐エージェントの協調機能のみサポートしているので、実用性が期待されるモバイルエージェ
ントアプリケーション開発への適用は困難である。
一方、オブジェクト指向に代表される従来型のソフトウェア開発において、近年「デザイン
パターン」,-、および「ソフトウェアアーキテクチャ」,- といった概念が注目されている。
デザインパターンは、ソフトウェア開発における過去の優れた経験を定式化し、明示的に表現
することにより、それら優れたソフトウェア設計の再利用を容易にするものである。このよう
なデザインパターンの概念は、ソフトウェア設計の段階にとどまらず、コーディングからプロ
ジェクト管理まで幅広い範囲における「パターン」として拡張されている。またソフトウェア
アーキテクチャは、データ構造やアルゴリズムといった範囲を越えて、システム全体の構造に
関わるような、ソフトウェアの設計上の課題を表す概念である。現実的な大規模ソフトウェア
を、再利用を推進することにより低コストで開発を行う場合には、これらの概念は不可欠なも
のとなりつつある。なお、「パターン」が目的、動機、および解決法など、項目がある程度明確
に規定されたドキュメントを指すのに対し、「アーキテクチャ」は、文脈に応じて異なる意味を
  
持つ。アーキテクチャの例としては、単なるシステムの構成要素間の関係の図から、モジュー
ル間インタフェースの詳細な形式的記述までありうる。本章では、パターンとしては後述のビ
ヘイビアパターンを取り上げ、アーキテクチャと言えば、エージェントアプリケーションを構
成する 階層の構造、および各階層の設計仕様を指す。
このような背景のもとで、モバイルエージェントアプリケーション開発へのパターンの適用
が検討されはじめている ,0  0 -。しかし、これらの研究は、いずれも様々なパターンを個
別に記述するのみであり、実際のアプリケーション開発プロセスにおいて、各パターンをどの
ように位置づけるか、という観点に欠けている。そのため、これらのパターンの適用だけでは、
体系的な開発手法の構成は困難である。
そこで本章では、開放型ネットワーク環境での運用を前提としたモバイルエージェントアプ
リケーションを、パターンを利用して効率的に開発するための手法を提案する。本手法では、
まずアプリケーションの構造を、モバイルエージェントプラットホームとの関係を考慮した 
階層で構成する。そして、各階層における設計を容易にするために、階層毎のパターンを用意
する。なお本章で扱うパターンは、エージェントの挙動の記述に関するものがほとんどである
ので、ビヘイビアパターンと呼ぶことにする。その上で、ビヘイビアパターンを用いて、各階
層を上位から下位へと設計する。なお、設計を行う前に、ビヘイビアパターンの適用条件を抽
出するフェーズを用意する。したがって本手法は、これと各階層をそれぞれ設計するフェーズ
との計 フェーズから構成される。本手法では、各ビヘイビアパターンは、開発プロセスにおい
て適用すべきフェーズにより分類される。また上位レベルの設計は、特定のモバイルエージェ
ントプラットホームによらないので、容易に再利用可能である。これにより、モバイルエージェ
ントアプリケーション開発に特有な問題を解決することができる。
本章は、次のように構成される。まず では、モバイルエージェントアプリケーション開
発の問題点を整理する。では、本章で提案する開発手法について詳述する。その中で、ビヘ
イビアパターンについて紹介する。では、関連研究との比較について述べる。では、結
論と今後の課題について述べる。
  
	 モバイルエージェントアプリケーション開発の問題点
本節では、モバイルエージェントアプリケーション開発の問題点について述べる。まず、モ
バイルエージェントアプリケーションは従来のアプリケーションに比べてどのような特徴があ
るのかを説明する。そして、そのような特徴を活かした開発を行う上で、従来手法はどのよう
な問題点があるのかを明らかにする。
  モバイルエージェントアプリケーションの特徴
一般にエージェントと呼ばれるものは、非常に広い範囲にわたっている。少なくとも、モバ
イルエージェント、協調型エージェント、およびインタフェースエージェントの 種類のものが
当てはまると考えられている。これらのうち、開放型ネットワークにおいて有効とされている
のは前二者である。したがって、本章で考察するモバイルエージェントアプリケーションは、移
動機能と協調機能を持つものとする。また、多くの実用的なモバイルエージェントアプリケー
ションに共通の機能として、複製機能も持つと考える。ここで移動機能は、インターネットやイ
ントラネットといった広域開放型ネットワーク環境で提供される情報リソースを、ネットワー
ク上を移動しながらそれらにアクセスすることにより、効率よく活用することを目的とした機
能である。そして協調機能は、複数のエージェントが情報を交換することにより、 つのタス
クをエージェント群で協力して解決したり、あるいはそれぞれ別のタスクを持つエージェント
が、競合を解消しながら各タスクを実行する機能である。また複製機能は、自分と同じプログ
ラムを持つ別のエージェントを生成する機能である。
たとえば、このような移動、協調、および複製機能を持ち、さらにプランニング機能により
柔軟な動作が可能なモバイルエージェントプラットホームとして、$ ,0 - が開発さ
れている。$ においては、ユーザはエージェントへの要求を、ゴールとして与える。す
るとエージェントは、プランニング機能により、ゴールを満足するプランを作成する。一般に
作成したプランは、遠隔ノードに関する不確実な知識も利用して、移動動作も含んだものとな
る。また、遠隔ノードにおいて、前記不確実知識が誤っていたり、時間経過とともに無効なも
のになっていたりしたために、プラン実行に失敗した場合、当該ノードで知識を新たに参照し
て再プランニングを行うことにより、そのような状況にも柔軟に対応することができる。
  
   モバイルエージェントアプリケーション開発の問題点
以上に述べたような高度な諸機能により、モバイルエージェント技術は、広域開放型ネット
ワーク環境における、分散アプリケーション開発のための基盤技術として多いに期待されてい
る。しかしその反面、以下のような理由により、効率的なアプリケーション開発が困難である
のが現状である。
  移動機能を持つモバイルエージェントは、その動きをとらえるのが、従来のソフトウェア
に比べて困難である、という点がある。すなわち、エージェントがリモートホストに移
動して作業を開始すると、移動先の環境に対応して動作することになるが、そのような
リモートホストの環境を把握することは容易ではなく、結果的にエージェントの動作の把
握も困難となる。このため、モバイルエージェントアプリケーションは理解容易性が低
くなりがちであり、開発はアドホックなものとなり、信頼性や拡張性が乏しいシステムと
なる。
  モバイルエージェント技術そのものが、登場してからまだあまり時間が経っていないた
め、現在もプラットホームが急速に進歩しているという状況である。そのため、特定のプ
ラットホームの、しかも特定のバージョンの上に構築したシステムに対し、その後のプ
ラットホームのバージョンアップに対応させたり、異なるプラットホーム上のシステムを
連携させたりする、といったことが困難であった。
	 ビヘイビアパターンに基づくモバイルエージェントアプリ
ケーション開発手法
本章では、モバイルエージェントアプリケーション開発におけるこのような問題へのソリュー
ションとして、ビヘイビアパターンに基づく開発手法を提案する。本手法の概要は次の通りで
ある。
  体系的な手法を確立する目的により、まずアプリケーションの構造を図  に示すような
階層で構成する。最上位層は、モバイルエージェントプラットホームに依存しない汎用
性を持つ、概略のアプリケーション構成、およびエージェントの動作を表すマクロアー
  !
図  & アーキテクチャ階層構造
キテクチャである。層目は、個別のプラットホームに特化した、詳細なアプリケーショ
ン構成とエージェント動作を表すマイクロアーキテクチャである。層目は、以上 つの
レベルの設計仕様に基づいて実装されたプログラムコードを表すオブジェクトレベルで
ある。
  各階層における設計を容易にするために、以下に示すような、階層毎のビヘイビアパター
ンを用意する。
1 マクロアーキテクチャパターン
マクロアーキテクチャ設計において適用するビヘイビアパターンである。したがっ
て、モバイルエージェントプラットホームに依存しない汎用的なものが選ばれる。具
体的には、移動パターンと協調プロトコルパターンの 種類に分かれる。
1 マイクロアーキテクチャパターン
マイクロアーキテクチャ設計において適用するビヘイビアパターンである。したがっ
て、個別のモバイルエージェントプラットホームに特化して、そのプラットホーム
の特長を活かすようなソリューションを提供するものが選ばれる。
1 44 デザインパターン
1$C$ や #HH などの 44 言語により実装する際に適用するビヘイビアパターンであ
る。34D,- が代表的なものである。
  ビヘイビアパターンを用いて、各階層を上位から下位へと設計する。なお、設計を行う
 
前に、ビヘイビアパターンの適用条件を抽出するフェーズを用意する。したがって本手法
は、図 に示すように、これと各階層をそれぞれ設計するフェーズとの計 フェーズか
ら構成される。
図 & 開発プロセス
以下に示すように、本手法により、モバイルエージェントの課題が解決できる。
  ビヘイビアパターンという形で、モバイルエージェントの動きをビジュアル化することに
より、アプリケーションの動作を容易に把握しながら開発を行うことができる。
  マクロアーキテクチャとマイクロアーキテクチャを切り出すことにより、アプリケーショ
ンの本質とプラットホームの詳細を分離できる。これにより、次のような効果が生ずる。
まず、アプリケーションの本質、すなわち、アプリケーションの論理的構成が明確にな
り、この部分はプラットホームのバージョンアップなどの際にも再利用でき、そのような
変更への対応が容易になる。また、プラットホームの詳細においては、そのプラットホー
ムの特性を活かしたアプリケーションの実現が可能となる。
  特にマクロアーキテクチャで実現できるアプリケーションの本質の記述は、プラットホー
ムによらない汎用性を持つので、異種プラットホーム間の連携のための基盤として期待
できる。
  
 モバイルエージェントアプリケーションアーキテクチャの階層構造
本手法においては、体系的な開発プロセスの検討のために、まずアプリケーションアーキテ
クチャの階層構造を定義する。各階層の詳細は次の通りである。
  マクロアーキテクチャ
マクロアーキテクチャは、エージェントの基本機能である、移動機能と協調機能のみを用
いて記述した、概略のアプリケーションの構成、およびエージェントの動作の設計仕様を
表す。これらの基本機能を持つモバイルエージェントプラットホームであれば、どのよう
なものでも利用できるという、汎用性を持つ。本階層は、マクロアーキテクチャパターン
の適用により設計する。
  マイクロアーキテクチャ
個別のモバイルエージェントプラットホームに特化した、アプリケーションの詳細な構
成、および動作の設計仕様である。ただし、詳細度としては一部プログラムコードで実
装された形となる。本階層では、マクロアーキテクチャのうち、当該プラットホームでサ
ポートされる部分を詳細化し、外部アプリケーションとのインタフェースなどの個別に実
装すべき部分は、後述のオブジェクトレベルの実装となる。本階層は、モバイルエージェ
ントプラットホーム毎に用意された、マイクロアーキテクチャパターンの適用により設計
する。
  オブジェクトレベル
マクロアーキテクチャ、およびマイクロアーキテクチャの仕様に従って実装されたプログ
ラムコードである。本階層は、必要に応じて、34D などの 44 デザインパターンの適用
や、44"44* 手法を用いて設計・実装する。
本階層構造において、特にマクロアーキテクチャについては、エージェントプラットホーム
独立性が重要であるので、抽象度が非常に高い構造となる。逆に、マイクロアーキテクチャに
ついては、エージェントプラットホームに即した、非常に具体的な構造となるので、この両者
は明確に区別できる。したがって、ビヘイビアパターンの明確な分類が可能となる。その代わ
 
り、各階層における具体的な設計・実装の支援においては、個々の具体的なビヘイビアパター
ンが実質的な役割を果たすことになる。したがって、それらが充実していなければ、本章の方
法論はあまり有用なものとならない可能性がある。そこで本章では、可能な限り網羅的にビヘ
イビアパターンを抽出した。
マクロアーキテクチャは次のものから構成される。
  エージェントの典型的なネットワーク上での動作シナリオを、エージェント動作図として
記述したもの。エージェント動作図は、分散システムの物理的構成 (ホスト構成やネット
ワーク構成)と、その構成においてエージェントがどのように動作するのかを記述する。
  エージェント動作図に対し、エージェントの一般的な動作の全体を状態遷移図として記
述したもの。状態遷移図では、エージェントが動作しているホストや、タスクにおけるス
テータスといった情報を状態ボックスとして表現し、エージェントの移動やローカルな動
作をそれらの間の遷移矢印として表す。
  状態遷移図に対し、動作全体の時系列的な関係を、イベントシーケンス図として記述し
たもの。詳しくは、イベントシーケンス図は次の要素から構成される。
1 各ホストにおいて、アプリケーションやエージェントの時系列的な動作の様子を、縦
長の長方形で表記した、ホストライフボックス。
1 各ホストでローカルに動作するアプリケーションや常駐エージェント、さらには移
動の途中で一時的にホスト内で動作しているモバイルエージェントの時系列的な動
作の様子を、ホストライフボックス内の縦方向の直線で表記した、ローカルライフ
ライン。
1 アプリケーションやエージェント間の、ホスト内でのローカルな、あるいはホスト
間でネットワークを介して行われる相互作用を、ローカルライフライン間の横方向
の矢印で表記した、イベント矢印。
1 モバイルエージェントのホスト間移動を、ホストライフボックス間をまたがって、モ
バイルエージェントのローカルライフラインを結ぶ横方向の矢印で表記した、エー
ジェント移動矢印。
 
これらのイメージ図を図 に示す。
図 & マクロアーキテクチャ記述
マイクロアーキテクチャの構成は、各モバイルエージェントプラットホーム毎に異なる。た
とえば "' においては、エージェントは純粋な 1$C$ コードとして記述され、プラットホー
ムとしてはクラスライブラリのみ提供されるので、そのマイクロアーキテクチャは、通常の
44"44* における設計仕様表記 (たとえば
)、あるいは直接 1$C$ コードにより記述さ
れる。また $ の場合は、エージェント動作についてはプラットホーム独自の $
スクリプトにより記述される。そしてエージェントと外界の相互作用については、最終的には
1$C$ で記述されるため、やはり "' と同様の表記となる。"' と$ それぞれの階
層構造を、ビヘイビアパターンの観点からまとめたものを、図 、に示す。
  ビヘイビアパターンカタログ
本章では、開発プロセスにおいて、上述の各フェーズのうちマクロアーキテクチャおよびマ
イクロアーキテクチャ決定フェーズにおいて、それぞれに対応したビヘイビアパターンを適用
することにより、モバイルエージェントアプリケーション開発の効率化を図ることを提案して
 
図 & "' アーキテクチャ階層構造
図 & $ アーキテクチャ階層構造
 
いる。ここでビヘイビアパターンとは、モバイルエージェントアプリケーション開発における
経験を定式化し、明示的に表現することにより、それらのモバイルエージェントアプリケーショ
ン設計の再利用を容易にするものである (図 )。
図 & ビヘイビアパターンとアーキテクチャの関係
  各階層は、それぞれに対応するビヘイビアパターンを具体化した構成要素を組み合わせ
て設計する。
  下位の階層に対するビヘイビアパターンは、上位階層のビヘイビアパターンの構成要素
を詳細化する。
  下位の階層は、上位階層の設計仕様を詳細化することにより設計する。
以下本節では、各ビヘイビアパターンの詳細を一定のフォーマットで記述し、系統的に配列
したパターンカタログとして紹介する。ビヘイビアパターンを記述するフォーマットとしては、
従来の 44 デザインパターンと同様に、多数の項目から構成されるパターンテンプレートを用
意する。本章では、紙数の都合により、各ビヘイビアパターンの概要を示すにとどめ、テンプ
レートに基づくビヘイビアパターン記述については、付録*において例を示す。
 
マクロアーキテクチャパターン
マクロアーキテクチャパターンは、モバイルエージェントプラットホームに依存しない汎用
的なものとして、移動パターンと協調プロトコルパターンの 種類のものを提供する。
移動パターン
モバイルエージェントが、ネットワークを移動しながら作業を行う場合に適用するビヘイビ
アパターンである。これらのビヘイビアパターンを利用することにより、ネットワークは必要
なデータとエージェントの移動のみに使い、計算資源はローカルに利用することにより、効率
向上を図ることができる。したがって、ネットワーク上で運搬すべきデータが少量で、ネット
ワークの帯域幅が狭い場合に有効である。
このような移動パターンは、基本移動パターンと、その他の移動パターンとに分類できる。
基本移動パターンは、あるホストから別のホストへの  回の移動のビヘイビアパターンであ
る。本パターンは、移動時のエージェントの実行状態の継続方式により、さらに 種類に分か
れる。すなわち、継続なし、浅い継続、および深い継続である。本パターンは、移動時のエー
ジェントの実行状態の継続方式により、さらに 種類に分かれる。すなわち、継続なし、浅い
継続、および深い継続である。これらは、エージェント移動時に、エージェントが保持する基
本データ、および動作停止時の実行状態を表すデータのそれぞれを持ち運ぶか否かにより、次
のように区別される。
  継続なし & 基本データ、実行状態データともに持ち運ばない。
  浅い継続 & 基本データを持ち運び、実行状態データは持ち運ばない。
  深い継続 & 基本データ、実行状態データともに持ち運ぶ。
これらのデータを持ち運ぶ場合、移動先では次のように取り扱う。基本データに関しては、移
動して実行開始後、実行手続きにおいて通常通りに取り扱う。また実行状態データについては、
移動して実行開始時に、本データが表す実行状態から実行を再開するようにする。
その他の移動パターンでは、つ以上のホスト間をエージェントが移動する。このようなも
のは、さらに巡回、星形、および分岐の 種類に分かれる。また、これらの移動パターンを複
数組み合わせた、複合移動パターンも考えられる (図 )。
 
図 & 移動パターン
巡回パターンは、エージェントが必要な場所を順に巡り、各ノードで作業を行う。星形移動
パターンは、エージェントがそれぞれ必要な場所と基点とを往復し、各移動先ノードで作業を
行う。分岐パターンでは、エージェントは、自分の複製を利用したいサイトの数だけ生成する。
その後各複製は、各サイトに移動して、各リソースにアクセスし、その後は親エージェントの
サイトに帰還、消滅、あるいは常駐する。帰還する場合は、各エージェントが持ち帰った結果
の取り扱いに対し、同期融合と選択の 種類に分かれる。同期融合は、融合の際に獲得した情
報を一つにまとめ、選択の場合はどちらか一つの情報だけ残す。
これら種々の移動パターンを使い分けるための条件の概要は次の通りである。詳細は、各ビ
ヘイビアパターンの記述で説明する。
  ホスト間の接続には基本移動パターンのみ、以上のホスト間の接続にはその他の移動
パターン。
  次に、ホストの安定性で分類する。安定したホストに対しては巡回パターンか星形移動
パターン、不安定なホストに対しては、分岐パターンを適用する。
 
  巡回か星形かについては、運搬データの量で判断する。少量ならば巡回、大量ならば星形
を適用する。
協調プロトコルパターン
複数の常駐エージェントが、メッセージ交換を行うことにより、協調動作を行う場合に適用
するビヘイビアパターンである。このタイプのビヘイビアパターンとしては、まずプロトコル
により様々なビヘイビアパターンがある。代表的なものは、契約ネットプロトコル、(非)同期
バックトラック、マルチステージネゴシエーションである。たとえば契約ネットプロトコルは
つぎのようなものである。あるタスクを与えられたエージェントが、それを実行する能力を持
たない場合に、他のエージェントに実行を依頼するためのプロトコル。まず複数のエージェン
トに、タスク実行の入札依頼を行う。受理した入札のなかからコストが最小のものを選んで落
札とし、落札エージェントにタスク実行を依頼する。
これらのプロトコルは、アプリケーションへの要求に応じて決定する。たとえば、制約充足
問題に対しては (非)同期バックトラック (同期・非同期は、性能への要求を考慮して判断する)、
負荷分散の要求に対しては契約ネットプロトコル、などとなる。また、メッセージ交換の方式
や、複数エージェントの配置方式の違いにより、直接交渉、仲介、および派遣の 種類のビヘイ
ビアパターンを考えることができる (図 )。直接交渉パターンは、協調プロトコルの実現にお
いて、メッセージ交換を、一般にはネットワークを介して行うビヘイビアパターンである。仲
介パターンでは、まず常駐型エージェントとは別に、仲介エージェントと呼ぶ移動型エージェ
ントを用意する。仲介エージェントは、サイト間を移動しながら、常駐型エージェントの協調
を仲介する。さらに派遣パターンでは、ユーザが利用しているマシンから、リソースが配置さ
れているマシンへエージェントを移動させる。エージェントはこの時点では移動型であるが、
移動後は協調型エージェントとして、エージェント間 (したがってマシン間)でメッセージ交換
を行い、協調動作を実現する。
マイクロアーキテクチャパターン
マイクロアーキテクチャ設計において適用するビヘイビアパターンとして、個別のモバイル
エージェントプラットホームに特化して、そのプラットホームの特長を活かすようなソリューショ
 !
図 & 協調プロトコルパターン (協調方式による分類)
ンを提供するものを用意する。本章では、プラットホームの例として、"' および $
を取り上げ、それぞれのマイクロアーキテクチャパターンについて紹介する。さらに、いくつ
かのプラットホームで共通に利用可能なビヘイビアパターンとして、セキュリティ・セーフティ
パターンを取り上げる。
*0 パターン
ここでは " L 
$,-で紹介されている各ビヘイビアパターンの概要を説明する。"'
の特徴として、エージェントは純粋な 1$C$ コードとして記述され、プラットホームとしては
クラスライブラリのみ提供される、という点があるので、そのビヘイビアパターンも、1$C$ の
特長をも活かしたものとなっている。"' パターンは、次の 種類に分類される。
  $C $'
エージェントの移動に関するビヘイビアパターンである。巡回マクロアーキテクチャパ
ターンの実装に用いることのできる $+と、、基本移動マクロアーキテクチャパター
ンの実装に用いることのできる DF$ と/M がある。
 
  $'M $'
エージェントが一連のタスクを実行するのを実現するためのビヘイビアパターンである。
$'5$C と $ がある。
  $/ $'
エージェント同士の相互作用において適用するビヘイビアパターンである。協調プロトコル
パターンの実現などに利用できる。、
/M、''、D$/$、4$N
3%; がある。

.)*) パターン
既に示したように、$ の大きな特徴は、プランニングに基づく知的動作という点であ
る。したがって、$ のためのマイクロアーキテクチャパターンとしては、このような特
徴を最大限に活用するようなものが適切であるといえる。以下に示すビヘイビアパターンは、
そのような観点から抽出されたものである。
  実行の基本動作
エージェントの基本動作パターン例として、移動、知識更新、複製、操作、および認識が
あげられる。ここで、知識はプランニング機能に利用するものである。また複製において
は、データまで同じエージェントを生成するクローンと、データとしてはサブゴールを与
える子エージェントパターンの 種類がある。
  プラン生成・実行パターン
$のプランニング機能や再プランニング機能といった "機能を用いた動作は、知
的動作パターンという形でまとめることができる。これらの機能は、実行すべき動作手
順をプランとして生成し、その後生成したプランを実行するという、プラン生成・実行パ
ターンとして定式化できる。
セキュリティ・セーフティパターン
  
エージェント、特にモバイルエージェントにおいては、エージェントやホストにおけるセキュ
リティやセーフティが重視される。そこで、セキュリティ・セーフティのサポートが十分でない
プラットホームについては、これらの機能を実現するビヘイビアパターンが必要となる (図 !
参照)。
図 !& セキュリティ・セーフティパターン
セキュリティパターンの例としては、移動エージェントが悪意のあるホストでのデータの改
ざんを防ぐためのダミーデータ照合パターン ,!-がある。このビヘイビアパターンでは、あら
かじめエージェントにダミーデータを付加しておき、さらにエージェントのコピーを移動元に
残しておいて、移動エージェントが戻ってきたときにダミーデータを照合する。
またセーフティパターンの例としては、次のようなものがある。エージェントが不安定なホ
ストに移動する場合に、あらかじめそのエージェントの複製を移動元に残しておき、そのエー
ジェントが移動先で動作を完了した際に、動作完了を示すメッセージを受けるようにしておく。
さらに、移動先のホストに障害が発生し、エージェントが動作続行不能となった場合に対応す
るため、一定時間を過ぎて複製エージェントがメッセージを受け取らなかった場合に、移動処
理を繰り返す、といった動作完了確認パターンなどが考えられる。
各ビヘイビアパターン間の関係
 や図 でも示したように、各階層のビヘイビアパターン間には、開発プロセスに即し
た関係性が存在する。簡単に言えば、下位のビヘイビアパターンは上位のビヘイビアパターン
を詳細に実現する際の構成要素となり、したがって上位のビヘイビアパターンを適用して作成
 
された概略設計の詳細化において、下位のビヘイビアパターンの適用が行われる。個々のビヘ
イビアパターン間の関係の例示として、$ のマイクロアーキテクチャパターンに関する
ものは図  のようになる。図  において、「(共通)」と言うのは、いくつかのエージェン
図  & 各ビヘイビアパターン間の関係
トプラットホームに共通のマイクロアーキテクチャパターンということを意味する。
 階層構造に基づく開発プロセス
以上の階層構造に基づいて開発プロセスを定義する。概要は次の通りである。
  上位の階層から順に、開発フェーズを割り振る。これにより、計 フェーズが定義できる。
  各フェーズでは、ビヘイビアパターンを適用してアーキテクチャを設計する。
  ビヘイビアパターン適用のための条件を特定するために、これらのフェーズの前にパター
ン要求抽出フェーズを設定する。
以下、各フェーズについて詳述する。
 
パターン要求抽出フェーズ
本フェーズでは、以降の各アーキテクチャ設計フェーズに用いるビヘイビアパターンの適用
条件を抽出する。ここでビヘイビアパターンの適用条件として、次のようなものが挙げられる。
  モバイルエージェントアプリケーションが稼動する環境において、利用可能な既存のイン
フラ、およびそれらの特性。
ここでインフラとしてはハードウェアおよびソフトウェアの両方がある。ハードウェア
に関しては、ネットワークを構成する計算機、およびネットワーク回線のそれぞれにつ
いて、型番や性能を抽出する。またソフトウェアに関しては、45 のような基盤レベルか
ら、再利用するアプリケーションのような高位レベルまでを洗い出す。
  アプリケーションへの要求仕様における条件。
アプリケーションへの要求仕様において、特に性能や取り扱うデータ量に関する条件を
抽出する。
マクロアーキテクチャ設計フェーズ
本フェーズでは、前フェーズで得られたパターン適用条件にマッチしたマクロアーキテクチャ
パターンを具体化し、それを組み合わせることにより、与えられた要求仕様を満足するマクロ
アーキテクチャ設計仕様を作成する。
まずビヘイビアパターンの具体化の手順は次の通りである。
  前フェーズで洗い出したインフラの特性を整理し、適用条件がマッチするパターンを選択
する。ただし、一般にインフラは、一群のホストやそのあいだの接続回線などに応じて、
様々な特性を持つ部分から構成されるので、各部分毎に異なるパターンを選択すること
になる。
 インフラの各部分に対し、選択したパターンを適用することにより、エージェント動作の
概略をエージェント動作図として記述する。その後、それらの動作図を結合することによ
り、アプリケーション全体におけるエージェントの典型的動作の記述を作成する。
 
 状態遷移図を作成するため、作成したエージェント動作図から、まずその動作図で示した
エージェントの典型的動作を示す状態遷移図を作成する。その後、その状態遷移図を必要
に応じて拡張・一般化することにより、一般的動作を示す状態遷移図とする。
 イベントシーケンス図を作成するため、作成した状態遷移図で示されるエージェント動
作を、時間的な流れで記述する。
以上のようなプロセスを可能にするため、マクロアーキテクチャではつぎの項目を明確にす
る必要がある。
  ビヘイビアパターンを構成する 種類の図表記に対し、マクロアーキテクチャ設計プロセ
スに沿って、順次一般化や時系列化により作成するためのガイドライン。
  ビヘイビアパターンを適用する、すなわち、与えられた問題への解となるように具体化す
るためのガイドライン。たとえば、どのようなパラメータをどこに当てはめるか、など。
マイクロアーキテクチャ設計フェーズ
本フェーズでは、前フェーズで得られたマクロアーキテクチャ設計仕様を詳細化することに
より、マイクロアーキテクチャ設計仕様を作成する。詳しくは、図 でも示されているよう
に、次の つの方法を用いる。
  マクロアーキテクチャ設計仕様を構成する、マクロアーキテクチャパターンのインスタン
スを、マイクロアーキテクチャパターンのインスタンスの組合せで詳細化する。
  アプリケーションにおいて、マクロアーキテクチャパターンのインスタンスの外部の部分
を、マイクロアーキテクチャパターンを適用して設計する。
本フェーズでも、パターン適用条件が重要である。また、モバイルエージェントプラットホー
ムの特徴をどう活かすかもポイントとなる。したがって、本フェーズで適用される、マイクロ
アーキテクチャパターンは、このような点を明示する。
ただし、マイクロアーキテクチャは、エージェントプラットホームに特化した部分の仕様で
あるため、マクロアーキテクチャの全体から得られるわけではない。マイクロアーキテクチャ
 
として詳細化できない部分については、次のオブジェクトレベル設計・実装フェーズにおいて、
オブジェクトレベルとして設計・実装を行う。
オブジェクトレベル設計・実装フェーズ
本フェーズでは、前フェーズで得られたマイクロアーキテクチャ設計仕様を詳細化すること
により、オブジェクトレベルの設計を行い、実装まで進める。具体的には、マイクロアーキテ
クチャ設計仕様を構成する、マイクロアーキテクチャパターンのインスタンスを、44 デザイ
ンパターンを適用して実現し、アプリケーションとして組み合わせる。
	 関連研究との比較
次に、関連研究との比較により、本手法の有効性を検討する。
従来よりデザインパターン ,- による設計が幅広く行われており、モバイルエージェントア
プリケーションの開発においても、そのような研究がある。
"と 
$ ,-は、エージェントのためのデザインパターンを、$C $、$'M
$、および $/ $'の 種類に分けて、いくつか例示している。また、そのよ
うなデザインパターンの利用例も示している。しかし、ここで挙げられているデザインパター
ンは、本章における 階層の分類に関しては区別しておらず、利用例においても、どのような
順序で適用を検討すべきか、といった観点が欠けている。したがって、デザインパターンの種
類が増加して行くと、適用の検討を行うのが困難になる。一方、本章では、ビヘイビアパター
ンを例示するだけでなく、アーキテクチャレベルと詳細レベルに分類し、適用を検討する際の
指針および順序を規定している。
また、O$ ら , - は、階層アーキテクチャを持つエージェントのためのデザインパター
ンについて考察している。ここでは、エージェントを構成する各階層に対し、それぞれ適用可
能なデザインパターンを例示している。しかし、O$らが挙げているデザインパターンは、
個々のエージェントの実現に適用できるもののみである。すなわち、本章における詳細エージェ
ントパターン、あるいはそれよりも実装に近いレベルのデザインパターンしか検討しておらず、
アーキテクチャレベルの設計については取り上げていない。たとえば、O$らは最も粒度の
 
大きいデザインパターンとして、エージェントの移動を実現するためのデザインパターンを紹
介している。一方本章では、現実的なエージェントアプリケーションの開発においては、アー
キテクチャレベルからビヘイビアパターンにより設計を支援する必要があるとの観点から、ビ
ヘイビアパターンを整理した。
次に 5C$ ら ,- は、 エージェントを中心にして、協調動作図 (/$$ $$.) と
クラス図を用いたパターンを提案している。しかし本パターンは、複数のエージェント間の相
互作用、エージェントアプリケーション全体の構成、およびエージェントのアプリケーション
全体における動作といった、実アプリケーション開発に必要な観点が欠けている。一方本章で
は、これらの観点を総合した開発プロセス、およびビヘイビアパターンを提示しているので、
実際のシステム開発、特に設計段階全般の効率化を図ることができる。
	 おわりに
本章では、開放型ネットワーク環境での運用を前提としたモバイルエージェントアプリケー
ションを、効率的に開発するための手法を提案した。本手法は、ビヘイビアパターンと呼ばれ
る、エージェントの典型的な振舞いを示す概念に基づき、エージェントの複雑な動作を、ビヘ
イビアパターンを組み合わせたアーキテクチャとして整理することにより、アプリケーション
設計を効率的に行うことが可能となる。
今後の課題としては、次のような項目を挙げることができる。
  ビヘイビアパターンの抽出・検討
本章では、企業間異種アプリケーション接続例題をはじめとしたいくつかの例で、必要な
ビヘイビアパターンを抽出した。今後更に $ の実適用を通じて、有用なビヘイビ
アパターンを抽出・検討して行く。
  体系的開発方法論への発展
本章では、フェーズから構成され、つのレベルのビヘイビアパターンを適用する設計
プロセスを提案した。今後は要求分析・実装・保守・管理プロセスまで含めた、モバイル
エージェントアプリケーションの体系的開発方法論への発展を目指す。
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第章 結論
本論文では、エージェントアプリケーションの開発方法論の確立を目指し、特に理論的基盤、
形式的仕様記述言語、および実際的観点の 要素に注目して、現在の課題を洗い出し、課題を
解決する手法を検討した結果を報告した。
以下、本研究で得られた結果を総括する。
まず第 章では、理論的基盤の  つ目として、オブジェクト指向におけるリフレクションの
代数的意味論について論じた。本章では、まず書換え論理とその意味論、および書換え論理に
よるオブジェクト指向のモデル化について簡単にまとめ、メタオブジェクトプロトコルの例を
通じて、オブジェクト指向におけるリフレクションについて述べた。次に、意味論を展開する
論理体系、すなわちリフレクティブ書換え論理について説明し、その代数的意味論につ
いて論じ、さらに	
	 によるメタオブジェクトプロトコルのモデル化の例を示した。本章で
検討した意味論により、	
	 によりメタオブジェクトおよびメタオブジェクトプロトコルを
代数的にモデル化し、したがって厳密な検証の基礎を与えることができた。
第 章では、別の理論的基盤とその応用例として、 開発ツールと  言
語の適用によるモバイルエージェントセキュリティの実現について検討した。本章では、まず要
素技術としてのマルチエージェントフレームワーク、マルチエージェントアプリケー
ションのためのグラフィカルな開発支援ツール 、およびモバイルエージェント向け仕
様記述言語  について説明した。次に、本章の手法によるモバイルエージェント
セキュリティの検証法を詳述し、電子カタログアプリケーション例題への適用を通じて、本手法
の有効性を示した。すなわち、セキュリティ要求を  論理記法で記述し、
 プログラムが、したがって  モデルが、  論理記法の記述を満た
すことを証明することにより、セキュリティ要求を検証することが可能となることを明らかに
した。
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第 章では、第 の理論的基盤としての、形式的に定義されたモデルに基づく、パターンを
利用したセキュアかつ効率的なモバイルエージェントアプリケーション開発手法を紹介した。
本章では、まず提案する開発手法を説明し、例を用いて手法の評価を行ったあと、マルチエー
ジェント化や、セキュリティモデルの強化など、現実的な状況のモデルを扱えるような拡張に
ついて検討した。本章の手法により、与えられた要求から構築される、計算コストとセキュリ
ティを考慮したモデルを理論的基盤とし、パターンを組み合わせることによって、これらのモ
デルを満たすように、モバイルエージェントを利用した、分散アプリケーションを設計する枠
組を確立した。本枠組により、以下のような効果が得られることを明らかにした。まず、セキュ
リティと性能のトレードオフを考慮しながら、アプリケーション開発を行うことができる。ま
た、モデルとパターンは形式的に定義されているので、パターンの組合せがモデルを厳密に満
足することを保証できる。さらに、パターンの組合せはあるアルゴリズムによって自動的に導
出されるので、セキュリティ要求が変化した際にも容易にエージェントの挙動を修正すること
ができる。
第 章では、モバイルエージェントアプリケーションのための仕様記述言語  を紹介し
た。本章では、まず  を開発した背景について説明し、その言語仕様の詳細を述べた後、
 の評価を、例題への適用と他言語との比較を通じて行った。 では、動作仕様を要
求仕様の論理体系でモデル化し、さらに、このモデル化を変更可能とすることにより、 言
語の高度なカスタマイズを実現することができた。さらに、論理体系の部分にリフレクション
機能を持つ 	
	 を採用することにより、時相論理や様相論理を取扱えるなど、高度な記述力
を実現することも可能になった。
第 章では、実際的観点からの技術として、ビヘイビアパターンに基づくモバイルエージェ
ントアプリケーション開発手法について説明した。本章では、まずモバイルエージェントアプ
リケーション開発の問題点を整理し、提案する開発手法について詳述した。手法の説明では、
特にビヘイビアパターンについて紹介した。また、パターンの例として仲介パターンについて
特に詳しく説明した。本手法では、まずアプリケーションの構造を、モバイルエージェントプ
ラットホームとの関係を考慮した 階層で構成した。そして、各階層における設計を容易にす
るために、階層毎のパターンを用意した。なお本手法で扱うパターンは、エージェントの挙動
 !
の記述に関するものがほとんどであるので、ビヘイビアパターンと呼ぶことにすした。その上
で、ビヘイビアパターンを用いて、各階層を上位から下位へと設計することとした。なお、設
計を行う前に、ビヘイビアパターンの適用条件を抽出するフェーズを用意した。したがって本
手法は、これと各階層をそれぞれ設計するフェーズとの計 フェーズから構成されることとなっ
た。本手法では、各ビヘイビアパターンを、開発プロセスにおいて適用すべきフェーズにより
分類した。また上位レベルの設計は、特定のモバイルエージェントプラットホームによらない
ので、容易に再利用可能であることを明らかにした。これにより、モバイルエージェントアプ
リケーション開発に特有な問題を解決することができるようになった。
 
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付 録 の諸定理の証明
  定義の妥当性
定義 は妥当である。すなわち、
  

システム 
から定義 のように構成された 
は カルテジアン カテゴリである。
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証明 &
  

の定義から容易である。たとえば、=Æ?の結合法則は、

におけるの結合法則か
ら示される。
 ()   &  ()から明白。
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 補題の証明
本章では、書換え理論が明白な場合、簡単のため (      )のは省略し、       と記す。
補題   (() (
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

 
))  

証明 & に関する帰納法で示す。
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( 7  の場合、および帰納法の仮定)
7 ()(() (


 
))1       1 () (


 
 
))  
補題  

で定義された、型       を持つオペレータ 
 について、
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証明 & に関する帰納法で示す。
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7 (項の構成に関する帰納法の仮定より)
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補題  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証明 &  つ目の等式については、項 の構成に関する帰納法で示す。
  

6のとき、
 7	 (

)
7 	 
3	  / 


7 	 
3	  / &(

)
7 (	 (

)) 7 (

)
  (

 

)

 

7 () (



)、かつ が またはのとき、に関する帰納法で次を示
す。すると が の場合より、

7 (

)となる。
( 


0 


 
1       1 
 
 /

 
0 


1       1 
 
 /      
/ 

 
0 


1       1 
 
)
7 ( 


0 


 
1       1 
 
 /

 
0 


1       1 
 
 /      
/ 

 
0 


1       1 
 
)
 7  に対し、
(
 
 (

1       1
 
))
7 	 (

) / (
 
 (

1       1
 
))
7 (補題 より)
	 (

) / 
()(
 
) ()(

1       1
 
))
  
7 ((
 
 (

1       1
 
))
H  に対し、
(

 
0 



1       1 
 
 / 
 

0 


 
1       1 
 
 /      
/ 

 
0 


1       1 
 
)
7	 
3/ / 
	 (

) /  (

 
 (


1       1
 
)))
 (


0 


 
1       1 
 
 /       / 

 
0 


1       1 
 
))
7 (帰納法の仮定より)
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7 (帰納法の仮定により)
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つ目の等式については、 7 (6 )のとき、
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証明 &  7 の導出過程に関する帰納法による。すなわち、 7 を導出する最後のステッ
プの前の等式については、補題の結論が成立するものとし、最後のステップで適用される推論
規則によって場合を分けて示す。
まず、通常の書換え論理の推論規則の場合は、
が
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システムであることを利用して示す
ことができる。たとえば、適合性規則については、
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次に、等式のリフレクション規則について示す。
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この結果は、上述と同様の導出過程を逆にたどることにより、
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以上の場合の逆、すなわち、
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となることを利用すると、前述の方法と同様に示すことができる。  
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証明 & #
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が 同型であることから、補題 とほぼ同様に証明可能。  
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補題 の証明より、左辺は 		 ( () )。一方、
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付 録 第章の例題の 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プログラムの一部
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ここで、キーワード の後にはシステム構成要素の名前が定義され、次のキーワード 	の
後には、構成要素が稼働している場所を表す変数が定義される。モバイルエージェントの移動は、
本変数の値を 部で変更することにより表現される。また、 	&#2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の仕様は省略したが、最初登録待ち状態で、データ登録メッセージを受け取ると、登録完了状
態になり、その後すぐに登録待ち状態に戻る、という挙動となる。
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  弱い移動の場合
強い移動の場合の記述に対し、(,	エージェントの動作仕様を、次のように変更。
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付 録 パターンカタログの例  仲介パ
ターン
本章で採用するパターンテンプレートは、,-のものに基づいている。,-のテンプレートは、
本章が問題としているアーキテクチャレベルの問題意識に対応しているので、本章のビヘイビ
アパターン記述に利用するのに適切であると考え、採用した。具体的には、本章のパターンテ
ンプレートはつぎの項目を含む。
  名称 & ビヘイビアパターンを識別するためだけでなく、その内容を簡潔に表現する名詞句。
  概要 & 目的、動機、およびソリューション程度に絞った、ビヘイビアパターンの簡潔な
説明。
  目的 & ビヘイビアパターンを適用することにより、解決を目指すべき問題の記述。
  動機 & ビヘイビアパターンが必要となった背景。すなわち、目的で記述した問題に対し、
なぜビヘイビアパターンが必要か、またなぜ他のソリューションでは解決できないか、と
いった観点の説明。
  適用可能性 & ビヘイビアパターンが適用可能な条件の記述。
  ソリューション & 問題に対するソリューションの詳細な記述。
  モデル図 & ソリューションを図示するモデル図。
  適用例 & ビヘイビアパターンを具体的な問題に適用した例の詳細な記述。
  結果 & ビヘイビアパターンを適用した結果得られる利点、および場合によっては他のソ
リューションの方が適切であるような条件を示す注意事項の記述。
 
  関連ビヘイビアパターン & ビヘイビアパターン適用の際に、他に考慮すべきビヘイビア
パターンや、ビヘイビアパターン適用結果に対しその詳細部の実現時などに考慮すべき
ビヘイビアパターンなど、当該ビヘイビアパターンと関連が深いビヘイビアパターン。
テンプレートを用いたビヘイビアパターンの記述例として、仲介パターンの記述を以下に紹
介する。
  名称 & 仲介 ($)
  概要 & まず常駐型エージェントとは別に、仲介エージェントと呼ぶ移動型エージェントを
用意する。仲介エージェントは、サイト間を移動しながら、常駐型エージェントの協調を
仲介する。また、仲介エージェントの協調プロトコルを変更するだけで、アプリケーショ
ン全体の協調プロトコルの変更が可能である。
  目的、適用可能性 & 帯域幅の狭いネットワークで、協調プロトコルを使用する。さらに、
協調プロトコルの変更が考えられるような場合に特に有効である。
  動機 & ネットワーク上に分散して存在する異種アプリケーション群を接続したいという
要求が高まっており、それに対して現在 #4	" などの分散オブジェクト技術が用いら
れている。また、分散オブジェクト技術における、アプリケーション相互接続のための協
調処理の記述を簡略化することを目的として、直接交渉を行う協調エージェントを利用す
ることも検討されている。しかしこれらの技術では、各アプリケーションでのローカルな
処理と、接続のためのグローバルな処理とが混在して組み込まれるので、それぞれ個別
に変更したいと言った柔軟性に書ける。そこで、後者のグローバルな処理は仲介エージェ
ントに組み込み、ローカルな処理のみ組み込まれた常駐エージェントの存在するホスト
間を移動させることにより、そのような柔軟性を実現する。
  ソリューション & 本ビヘイビアパターンでは、ネットワークで接続された複数のホスト
上で稼働する常駐エージェントと、それらの間を移動しながら、常駐エージェントとロー
カルに相互作用を行う、モバイル仲介エージェントとを用意する。
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  モデル図 & エージェント動作図テンプレート、および状態遷移図テンプレートでは、モ
バイル仲介エージェントの動作を中心に記述する。これは、常駐エージェントはモバイル
仲介エージェントとの相互作用のみ行うのに対し、モバイル仲介エージェントは、相互作
用と移動動作の両方を通じて、アプリケーション全体の連携動作を実現するからである。
図* 、*のように、モバイル仲介エージェントの動作は、ローカル相互作用、移動開
始、移動終了の つの状態を繰り返すものである。またローカル相互作用においては、モ
バイル仲介エージェントと、常駐エージェントとの相互作用を表現する状態遷移図を、下
位の動作として記述する。
図 * & 仲介パターンのエージェント動作図テンプレート
またイベントシーケンス図テンプレートでは、各ホストでの動作を分離して記述する。各
ホストでの動作を表す点線長方形の内部には、各プロセスのライフラインと、それらの
間のメッセージ矢印が記述される。プロセスとしては、そのホストで稼働している常駐
エージェントとモバイル仲介エージェントの各プロセスを記述する。なおモバイル仲介
エージェントはホスト間を移動するが、そのようなイベントは、ホスト間をまたがる点線
矢印で表示する。また、移動イベント矢印は、移動前のホストでのエージェントプロセス
の停止を示す、ライフラインの矢印の終端と、移動後のホストでのエージェントプロセス
の開始を示す、ライフラインの矢印の始点とを結ぶ。
  適用例 & 近年、#、#"
5、5# といった、企業間異種アプリケーション接続が必要
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図 *& 仲介パターンの状態遷移図テンプレート
図 *& 仲介パターンのイベントシーケンス図テンプレート
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なシステム構築への要求が高まっている。このような要求に対しては、#4	" や 1$C$
	 などといった、分散オブジェクト技術が、最新技術として普及しつつある。しかし、
これらの技術では、プラットホームベンダ間の相互連携や、変更に対する柔軟さと言った
点で問題がある。一方本ビヘイビアパターンを適用することにより、上述の説明で示した
ように、これらの課題を解決できる。
まず、本例題の問題設定を、次のように考える。本例題では、つの企業 ("、、# 社と
する)にそれぞれ  つずつホストがあり、それらがいわゆるエクストラネットで接続され
ている。これらのホストに、つの異なるアプリケーション (それぞれ $、、/とする)が
稼働している。このような状況で、アプリケーション $ から、他の アプリケーション
に要求を出し、結果を返してもらう、というシステムを構築したいとする。
これに対し、まずパターン要求抽出フェーズは概略次のように進められる。本例題におい
て、たとえば次のような条件が抽出される。
1 企業間はエクストラネットのため、トラフィック軽減が必要である。
1 サービス要求先企業の変更が頻繁に必要となる。
これらの条件から、仲介パターンの適用が適切であると判断する。すなわち、各アプリ
ケーションのインタフェースを実現する常駐エージェントを各ホストに用意し、さらに
ネットワークを移動して、これらの常駐エージェントの相互作用を仲介するモバイルエー
ジェントを用意することにより、仲介パターンの適切な適用が可能となる。
次に、マクロアーキテクチャ設計フェーズにおいて仲介パターンを適用した結果を、図
*に示す。
次に、"' および $ による実装例を次に示す。
1 "' による実装例
"' においては、マクロアーキテクチャの巡回パターンは、マイクロアーキテク
チャ設計フェーズにおいて、マイクロアーキテクチャの $+ パターンで
実現する (図*)。
さらに、オブジェクト設計・実装フェーズにおいて実装されたコード例を以下に示す。
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図 *& 仲介パターン適用例
図 *& "' $+ パターンによる実現例
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%% 次の目的地に移動
#
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%% 	 の先頭のタスクを 	
 に実行させ
%% その後削除。
#
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   %% 各タスクの実行メソッド
#
1 $ による実装
$ では、仲介パターンを、マイクロアーキテクチャ設計フェーズにおいて、
次のように実現する。
 
 各移動に対しては、基本移動パターンを適用する。
 各ローカルでの動作には、その他の基本動作パターンを適用する。
さらに、オブジェクト設計・実装フェーズにおいては次のようになる。
  結果 & 本ビヘイビアパターンの適用により、アプリケーションを接続するためのグロー
バルな処理は、仲介エージェントが一括して管理するので、変更に対して柔軟に対応可能
なシステムが構築できる。たとえば、
1 グローバルな協調プロトコルの変更においては、仲介エージェントに変更を加える
だけで良く、各アプリケーションや常駐エージェントの変更は不要である。
1 逆にローカルな処理の変更においては、変更するアプリケーションの存在するホス
トの常駐エージェント、および仲介エージェントとそのエージェントやアプリケー
ションとの相互作用の部分のみの変更で良く、その他のアプリケーションや常駐エー
ジェントの変更は不要である。
  関連ビヘイビアパターン & 仲介エージェントの移動において、各移動パターンの適用を
検討する。また、協調方式に関しては、各協調プロトコルパターンの適用を検討する。
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