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V magistrskem delu je predstavljen razvoj programske opreme in nadgradnja
sistemov sodelujocˇe mobilne robotske celice, razvite v Laboratoriju za robotiko.
Sodelujocˇa mobilna robotska celica je sestavljena iz robotske mobilne platforme,
sodelujocˇega robotskega manipulatorja in podpornih napajalnih, komunikacijskih
ter varnostnih sistemov. Delo zajema razvoj napajalnih sistemov, vgradnjo sen-
zorskih sistemov in razvoj nizkonivojske ter visokonivojske programske opreme.
V sklopu magistrske naloge je bilo naknadno razvito tudi preprosto simulacijsko
okolje, saj zaradi izrednih ukrepov za preprecˇevanje sˇirjenja bolezni COVID-19
ob cˇasu pisanja dostop do mobilne celice ni bil mogocˇ. Koncˇni cilj je implemen-
tacija algoritmov vodenja, vzpostavitev avtonomne vozˇnje in priprava sistema na
nadaljnji razvoj.
Naloga najprej razlozˇi pomembne teoretske osnove, ki smo jih potrebovali pri
nadgradnji celice. Te zajemajo kinematiko uporabljenega pogonskega sistema in
mobilne platforme, teorijo delovanja algoritmov za navigacijo ter osnovne kon-
cepte algoritmov za izgradnjo zemljevida oziroma kartografiranje.
Naloga nadaljuje z opisom nadgradnje strojne opreme. V celico smo vgradili
baterijski sistem, namenjen avtonomni vozˇnji in napajalni sistem, namenjen upo-
rabi med razvojem, ki deluje prek stacionarnega 230 V elektricˇnega omrezˇja. Za
realizacijo naprednih funkcij smo celico opremili tudi z zmogljivim strezˇniˇskim
racˇunalnikom, sposobnim virtualizacije in laserskimi skenerji, namenjenimi var-
nostnim funkcijam in avtonomni navigaciji. Nadgradili smo tudi obstojecˇe komu-
nikacijsko omrezˇje.
V nadaljevanju naloga opisuje razvoj programske opreme. Nizkonivojsko
programsko opremo smo realizirali na industrijskem logicˇnem krmilniku, viso-
v
vi Povzetek
konivojska strojna oprema pa s pomocˇjo virtualizacije tecˇe na novo vgrajenem
strezˇniˇskem racˇunalniku. Med seboj komunicirata z binarnimi UDP paketi. Niz-
konivojska programska oprema zajema racˇunanje kinematike in odometrije, ko-
munikacijski vmesnik, rocˇno upravljanje platforme s kontrolno palico in varno-
stne funkcije. Na nivoju visokonivojske programske opreme smo se ukvarjali z
vzpostavitvijo virtualnega okolja in implementacijo avtonomne vozˇnje s pomocˇjo
programskega okolja ROS.
V zadnjem delu naloga predstavi tudi simulacijsko okolje, na katerem smo
razvili in testirali vso visokonivojsko programsko opremo. Simulacijsko okolje je
narejeno v programskem okolju Unity in vsebuje emulator komunikacijskega vme-
snika, ki je prisoten na industrijskem krmilniku. Vso visokonivojsko programsko
opremo je tako mogocˇe testirati brez dodatnih modifikacij. Na njem smo testirali
vecˇ paketov za kartografijo in navigacijo, ki so na voljo na repozitoriju program-
skega okolja ROS. Pakete smo na kratko opisali ter podali njihove prednosti in
slabosti v kontekstu nasˇe aplikacije.
V zakljucˇku najprej pregledamo in ovrednotimo realizirane cilje. Omenimo
tudi tezˇave, ki so otezˇile razvoj. Na koncu opiˇsemo tudi potencialne izboljˇsave in
predstavimo smer predvidenega nadaljnjega razvoja.
Kljucˇne besede: sodelujocˇa mobilna robotska celica, mobilna robotska plat-
forma, vodenje mobilne platforme, avtonomna vozˇnja, PLK, ROS, iskanje poti,
izgradnja zemljevida ovir
Abstract
This thesis addresses the software development and systems upgrade of a colab-
orative mobile robot cell, developed at the Laboratory of robotics. The mobile
cell is composed of a robotic mobile platform, a colaborative robot manipulator
and various supporting systems, that handle power, safety and communications.
The thesis describes the design and implementation of power delivery systems,
integration of sensor systems and development of high- and low-level software.
As part of the thesis, a simple simulation of the platform was subsequently devel-
oped, due to ongoing emergency measures during the COVID-19 outbreak, which
prevented the testing of the robot cell. The final goal of the thesis is to implement
the necessary control algorithms, realize autonomous navigation and prepare the
system for further development.
The thesis first focuses on the theoretical background, required for the pro-
posed upgrade. In terms of hardware, it describes the kinematic model of the
drive system and platform. The second half focuses more on software, and de-
scribes the working principles of popular navigational and SLAM algorithms.
The thesis continues with the description of the hardware upgrades. We
equipped the cell with a battery system, for use in autonomous navigation and a
power supply, which is to be used during development when the platform is con-
nected to the power grid. We also added a high performance computer capable
of virtualisation and laser scanners, witch will be used for safety and autonomous
navigation. Lastly, we upgraded the existing communication network.
The next part describes the development and structure of newly implemented
software. The low-level software was developed on an industrial controller, while
the high-level software runs on the newly installed high performance computer
vii
viii Abstract
with the help of virtualisation. They communicate with simple binary UDP pack-
ets. The low-level software includes algorithms for calculating platform kinemat-
ics and odometry, a communication interface, a manual control joystick interface
and safety features. In terms of high-level software, we mainly focused on in-
tegrating the virtualization environment and implementing autonomous driving
with the help of ROS.
In the last part, the thesis covers the platform simulation, which was used for
development and testing of high-level software. The simulation was made with the
help of Unity and includes an emulation of the communication interface, imple-
mented on the industrial controller. We can therefore test all high-level software
without any modifications. With it, we tested multiple ROS packages for map-
ping and navigation that are available on the ROS repository and made a short
summary, describing their main features. We also discussed their advantages and
disadvantages in regards to our application.
In the conclusion we review and evaluate the goals of the thesis. We also
mention the problems that made development difficult. We finish by proposing
potential improvements and presenting the direction of further development.
Key words: colaborative mobile robot cell, mobile robot platform, mobile plat-
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1 Uvod
Robotske mobilne platforme se danes uporabljajo v sˇtevilnih skladiˇscˇih in to-
varnah po vsem svetu. S pomocˇjo razlicˇnih senzorjev, aktuatorjev in komuni-
kacijskih sistemov omogocˇajo hitre in natancˇne premike vecˇje kolicˇine izdelkov
oziroma skladiˇscˇenih predmetov na zahtevano lokacijo. Uporabnost platforme je
mogocˇe sˇe bistveno povecˇati z dodatkom robotskega manipulatorja in delovne
povrsˇine, saj lahko platforma z njuno pomocˇjo opravi dodatna opravila, ki zah-
tevajo razlicˇna orodja v razlicˇnih orientacijah.
Laboratorij za robotiko je glede na trend uporabe mobilnih sistemov v indu-
striji zˇelel izdelati sodelujocˇo mobilno robotsko celico s pritrjenim manipulatorjem
za pedagosˇke in raziskovalne namene. Na celici bi se sˇtudentje lahko seznanili s
tovrstnimi sistemi in preucˇevali trenutne probleme v mobilni robotiki, razisko-
valci pa bi lahko razvijali sodelujocˇe mobilne aplikacje, ki so relevantne v okviru
industrije 4.0.
1.1 Pregled podrocˇja
Mobilni roboti so avtonomni sistemi, ki omogocˇajo prosto premikanje po prostoru.
Njihovi zacˇetki segajo v pozna sˇtirideseta leta dvajsetega stoletja, ko je britanski
nevrofiziolog in kibernetik William Grey Walter na univerzi v Bristolu razvil
prvi primer mobilnih robotov - Machina speculatrix (slika 1.1). Ti roboti so bili
izredno preprosti. Njihov avtomobilu podoben pogonski sistem je bil sestavljen
iz dveh motorjev (en za obracˇanje, en za premikanje), vodil pa ga je preprost
analogni racˇunalnik na podlagi senzorja svetlobe in senzorja dotika [1–3].
1
2 Uvod
Slika 1.1: Machina speculatrix brez ohiˇsja [3].
V naslednjih letih so mobilne robote zacˇeli razvijati tudi drugod po svetu,
predvsem v ZDA in Rusiji. Med pomembnejˇse projekte v tem cˇasu prav gotovo
lahko sˇtejemo robota “Shakey”, ki so ga razvili na insˇtitutu SRI1 v ZDA. Robot
je imel vgrajen za tiste cˇase napreden racˇunalnik, sonar, analogno kamero in
senzorje dotika. Programirali so ga v visokonivojskem programskem jeziku LISP,
kar je omogocˇilo razvoj naprednih algoritmov in metod na podrocˇju navigacije in
strojnega vida, ki jih uporabljamo sˇe danes. Za podrocˇje elektrotehnike sta tu
najpomembnejˇsi iznajdbi navigacijski algoritem A* in Houghova transformacija
[4, 5].
Do devetdesetih let je tehnologija napredovala do komercialne uporabe. Mo-
bilni roboti se pojavijo kot transportni sistemi v zdravstvu (HelpMate) [6], razviti
pa so bili tudi prvi avtonomni cˇistilni roboti (Cyberclean Systems) [7]. Konec leta
1996 je NASA na Mars poslala prvo avtonomno vozilo za raziskovanje planetov
(angl. rover) imenovano “Sojourner” [8].
Po letu 2000 se podrocˇje mobilne robotike zaradi povecˇanja zmogljivosti
racˇunalnikov in cenovne dosegljivosti bistveno razsˇiri. Podjetje iRobot pred-
stavi prvi robotski sesalnik “Roomba”, namenjen za domacˇo uporabo [9]. Bo-
1Stanford Research Institute, preimenovan v SRI International
1.1 Pregled podrocˇja 3
ston Dynamics zacˇne z razvojem sˇtirinogega mobilnega robota (BigDog), ki je
sposoben hoje po neravni povrsˇini, ledu, stopnicah [10, 11] itd. Pojavijo se tudi
komercialne mobilne platforme, namenjene za uporabo v industriji in raziskoval-
nih ustanovah (Robotnik, Kiva Systems, MiR, TurtleBot).
Danes se zaradi sˇtevilnih napredkov na podrocˇju mobilnih robotov ti s pridom
uporabljajo v industriji. Odlicˇen primer uporabe mobilnih robotov v logistiki so
avtomatizirani dostavni centri podjetja Amazon, kjer mobilni roboti (Amazon
Robotics, bivsˇi Kiva Systems, prikazani na sliki 1.2) prevazˇajo stalazˇe izdelkov iz
skladiˇscˇa do robotov za paletiranje [12].
Cenovna ugodnost mnozˇicˇne proizvodnje in zmogljivost mikrokrmilnikov je
poskrbela tudi za ohranitev mobilnih robotov v domacˇem okolju. V skoraj dvaj-
setih letih od prvega “domacˇega” mobilnega robota - sesalnika, se je na trgu
pojavilo mnogo alternativ z razlicˇnim naborom funkcij v razlicˇnih cenovnih ra-
zredih. Poleg uporabe v hiˇsi se v zadnjih letih mobilni roboti, namenjeni posa-
meznikom, pojavljajo tudi na vrtovih v obliki avtonomnih kosilnic ter na cestah
kot samovozecˇi avtomobili [13–16].
Slika 1.2: Komercialni mobilni manipulator podjetja Kuka (zgoraj) in namenski
mobilni robot podjetja Amazon Robotics (spodaj) [17,18].
4 Uvod
V industriji in raziskovalnih okoljih se poleg namenskih mobilnih robotov pre-
cej uporabljajo tudi robotske mobilne platforme. Bistvena lastnost, ki mobilne
platforme uvrsˇcˇa v svojo podkategorijo mobilnih robotov je povrsˇina, namenjena
pritrditvi dodatnih senzorjev, aktuatorjev, razsˇiritvenih sistemov in orodij [16].
Primeri komercialnih mobilnih platform so roboti serije MiR podjetja Mobile
Industrial Robots. Mobile Industrial Robots je vodilno podjetje na podrocˇju mo-
bilne robotike in ponuja razlicˇne velikosti mobilnih robotov za delo v skladiˇscˇih
in tovarnah. Tovrstne platforme uporabljajo tudi za dostavljanje knjig do polic
v centralni knjizˇnici v Helsinkih na Finskem [19].
Uporabnost mobilnih platform se sˇe bistveno povecˇa, cˇe platformo kombini-
ramo z robotskim manipulatorjem. Takemu sistemu recˇemo tudi mobilni manipu-
lator. Mobilni manipulatorji razsˇirijo funkcionalnost obeh komponent v sistemu.
Premicˇna platforma manipulatorju povecˇa delovni prostor, platforma pa pridobi
sposobnost samostojnega opravljanja nalog, ki zahtevajo fleksibilnost aktuatorja
(pobiranje in odlaganje, izpolnjevanje narocˇil, oskrbovanje in vzdrzˇevanje naprav
itd.) [20]. Primera vodilnih podjetij na podrocˇju mobilnih manipulatorjev sta
Kuka in Robotnik Automation. Kuka ponuja popolnoma integrirane sisteme z
lastnimi manipulatorji, Robotnik pa v svoje platforme vgrajuje manipulatorje
podjetij Universal Robots in Kinova [21,22].
Mobilni roboti s kolesi se po tipu pogonskega sistema lahko precej razliku-
jejo. V zgodnjih letih mobilne robotike so prevladovali neholonomni pogonski
sistemi2. Vecˇinoma so bili uporabljeni diferencialni neholonomni pogoni z dvema
aktivnima kolesoma, obcˇasno pa se je pojavil tudi robot z avtomobilu podobnim
pogonskim sistemom (Machina Speculatrix). Danes se slednji le sˇe redko upora-
bljajo, diferencialnemu pogonu pa se je pridruzˇila sˇe skupina holonomnih, vse-
smernih pogonskih sistemov. Najpogosteje holonomni sistemi namesto klasicˇnih
koles uporabljajo t.i. mecanum kolesa, vcˇasih pa se najdejo tudi roboti s t.i. omni
kolesi (angl. omniwheel). Oboja delujejo po principu dodatnih pasivnih valjev,
namesˇcˇenih pod kotom na rob kolesa (omni kolesa - pravokotno na glavno os; me-
canum kolesa - pod kotom 45°na glavno os). Pasivni valji s pravilnim krmiljenjem
aktivnega dela pogona omogocˇijo tudi premike v stran in linearne kombinacije
osnovnih premikov. Kljub preprostejˇsi kinematiki in vecˇji okretnosti holonomnih
2pogonski sistem, katerega sˇtevilo neposredno upravljanih prostostnih stopenj je manjˇse od
sˇtevila robotovih prostostnih stopenj
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pogonov, se v mobilni robotiki (predvsem v logistiki in domacˇih okoljih) ne-
holonomni diferencialni pogoni sˇe vedno s pridom uporabljajo. Uporabljeni so
predvsem v aplikacijah, kjer nam dodatna okretnost ne pomaga, potrebujemo
pa gladko vozˇnjo brez tresljajev. Pasivni valji vsesmernih koles so narejeni iz
trde gume in do neke mere “pokvarijo” obliko kolesa, kar povzrocˇa tresljaje med
vozˇnjo. Mobilni roboti s klasicˇnimi kolesi zaradi odsotnosti tresljajev tudi lazˇje
dosegajo viˇsje hitrosti [23].
Za navigacijo po prostoru mobilni roboti potrebujejo senzorje, ki jim po-
magajo dolocˇiti njihovo lego in identificirati potencialne staticˇne (nepremicˇne)
in dinamicˇne (premikajocˇe se) ovire. Sprva so za zaznavanje ovir uporabljali
ultrazvocˇne senzorje razdalje, kamere pa so pomagale razlocˇiti oznake, ki so
omogocˇile robotu dolocˇiti svojo pozicijo v prostoru. Kamere se sˇe danes upo-
rabljajo na podoben nacˇin, le da sedaj uporabljajo naprednejˇse oznake, ki mobil-
nemu robotu omogocˇajo dolocˇitev lege (pozicije in orientacije). Ultrazvocˇnih sen-
zorjev se v industrijskem okolju na mobilnih robotih vecˇinoma ne uporablja vecˇ.
Zamenjali so jih laserski skenerji in LIDARji, ki so v zadnjih letih postali cenejˇsi in
robustnejˇsi, ponujajo pa mnogo vecˇjo natancˇnost in zanesljivost. Poleg merjenja
pozicije z zunanjimi senzorji mobilni roboti svojo pozicijo racˇunajo tudi interno.
To pocˇnejo s pomocˇjo inkrementalnih dajalnikov3, namesˇcˇenih na vsakem kolesu.
Lego iz meritev zasuka preracˇunajo prek kinematicˇnega modela4 [24–26].
Robotski sistem, ki ga opisuje magistrsko delo, se najlazˇje uvrsti v podrocˇje
mobilnih platform in mobilnih manipulatorjev, a se po mozˇnih nacˇinih uporabe,
kompleksnosti napajalnega sistema in modularnosti programske opreme razlikuje
od obstojecˇih komercialnih resˇitev. Zmozˇnost uporabe sistema kot zakljucˇene
celote postavi sistem nekoliko iz kategorije mobilne platforme v smer sodelujocˇe
robotske celice. Sistemu zaradi njegove mobilnosti, vsestranske uporabnosti in
naprednih varnostnih sistemov pravimo sodelujocˇa mobilna robotska celica. Za
premikanje uporablja holonomen pogonski sistem s sˇtirimi aktivnimi mecanum
kolesi, za lokalizacijo in navigacijo po prostoru uporablja laserske skenerje, na
delovno povrsˇino pa je pritrjen sodelujocˇi robotski manipulator.
3enkoder, senzor za merjenje zasuka
4matematicˇni model robota, ki podaja odvisnost med zunanjim koordinatnim sistemom in
robotovimi notranjimi (sklepnimi) spremenljivkami
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1.2 Cilji magistrske naloge
V okviru magistrske naloge zˇelimo nadgraditi obstojecˇo sodelujocˇo mobilno ro-
botsko celico, razvito v Laboratoriju za robotiko, ter jo pripraviti na delo v raz-
iskovalnem in pedagosˇkem okolju. Nadgradnja bo zajemala razvoj in pritrditev
nove strojne opreme ter popolno prenovo in nadgradnjo obstojecˇe programske
opreme. Nasˇ koncˇni cilj je razvoj sistema, ki je sposoben avtonomne vozˇnje.
V sklopu razvoja strojne opreme moramo razviti in vgraditi napajalni sistem,
ki bo oskrboval platformine 24 V in 230 V sisteme. Celici mora zagotavljati na-
pajanje med razvojem, ko je prikljucˇena v elektricˇno omrezˇje in med avtonomnim
obratovanjem, ko do elektricˇnega omrezˇja nima dostopa. Poleg tega je potrebno
nadgraditi komunikacijsko omrezˇje in na platformo pritrditi senzorje, ki jih bo ta
potrebovala za avtonomno vozˇnjo.
Obstojecˇa nizkonivojska programska oprema je potrebna prenove, saj ni bila
pripravljena za nadaljnji razvoj. Razvita je bila izkljucˇno za rocˇno upravljanje s
preprosto dvosmerno krmilno palico (2 DOF). Poleg podpore za novo trosmerno
(3 DOF) krmilno palico, bi radi na platformo prek etherneta posˇiljali ukaze, nazaj
pa dobivali informacije o poziciji in stanju platforme. Ker bo platforma podpirala
avtonomno vozˇnjo, moramo v okviru nizkonivojske programske opreme zagotoviti
tudi varnostne sisteme.
Zadnji korak je razvoj sistema visokonivojske programske opreme. Njena
osnovna naloga bo zagotavljanje avtonomnosti, vseeno pa bi jo radi razvili z
mozˇnostjo razsˇiritve.
Cˇe povzamemo, so predvideni cilji magisterske naloge:
 prenova obstojecˇih elektricˇnih sistemov,
 razvoj in vgradnja napajalnega sistema,
 vgradnja strojne opreme, potrebne za avtonomno vozˇnjo,
 posodobitev in nadgradnja nizkonivojske programske opreme,
 razvoj visokonivojske programske opreme za avtonomno vozˇnjo.
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Slika 1.3: Ilustracija nadgrajene mobilne robotske celice.
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2 Teoreticˇno ozadje
Osnova vsakega znanstveno-raziskovalnega in razvojnega dela v inzˇenirstvu je
vedno teorija. Teorija nam predstavi osnovne koncepte, ki jih v praksi uporabimo
kot osnovo za razvoj. To poglavje predstavlja teoreticˇno ozadje, pomembno za
del razvoja mobilnega robota, ki je opisan v magistrskem delu.
2.1 Kinematika
Robot svojo lego in premike meri v prostoru notranjih spremenljivk. Pri robot-
skih manipulatorjih so to pozicije sklepov, za mobilne robote, pa bi kot osnovo
lahko vzeli premike koles. Taka predstavitev robotove lege predstavlja pri nadalj-
njem razvoju problem, saj se prostor notranjih spremenljivk zˇe v osnovi razlikuje
od koordinatnega sistema prostora vodenja. Vodenje robota je brez inverzne
kinematike zato izredno zahtevno in neintuitivno [27,28].
Izdelava kinematicˇnega modela je tako ena izmed prvih nalog, ki jih moramo
opraviti v okviru izdelave mobilnega robota. Model za mobilne robote se od
modelov manipulatorjev nekoliko razlikuje. Sestavljen je iz inverzne kinematike,
ki podaja odvisnosti premikov koles od zunanjih (ponavadi kartezicˇnih) koor-
dinat, in odometrije, ki podaja relativno pozicijo robota v prostoru glede na
zgodovino premikov koles. V kinematicˇnem modelu robotskega manipulatorja
namesto odometrije najdemo direktno kinematiko. Razlika med direktno kine-
matiko in odometrijo so vhodni podatki, uporabljata pa se za podobne namene.
Odometrija kot vhodne podatke poleg zasukov oziroma hitrosti koles potrebuje




2.1.1 Kinematika mecanum koles
Mecanum kolesa so kolesa brez gum in omogocˇajo holonomnost1 mobilnih siste-
mov. Izumljena so bila leta 1973 v sˇvedskem podjetju Mecanum, od koder jim
tudi ime. Sestavljena so iz kolesnega ogrodja oziroma platiˇscˇa in pasivnih zaob-
ljenih valjev, simetricˇno razporejenih okoli ogrodja. Valji so z lezˇaji pritrjeni na
plasˇcˇ ogrodja pod kotom na kolesno os, ponavadi 45°. Narejeni so iz trde gume in







Slika 2.1: Ilustracija mecanum kolesa, njegovih osi in sil, s katerimi kolo vpliva
na mobilni sistem.
Cˇe kolo zavrtimo okoli osi −áa (slika 2.1), se valji, ki se dotikajo tal, prosto
vrtijo okoli svojih osi
−á












vzporedno z osjo a. Velikosti sil sta odvisni od kota pritrditve pasivnih valjev
α, polmera kolesa rk in navora motorja MM , smer pa od smeri vrtenja kolesa
1lastnost sistema, ki lahko neposredno upravlja z vsemi svojimi prostostnimi stopnjami
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sign(ω) in kota α. Vektorja −áex in −áey predstavljata enotske vktorje v smeri osi x







Sistem z enim mecanum kolesom se bo tako premikal v smeri vektorja sile
−á
Fk,
pod kotom na glavno kolesno os a [28, 29].
Enacˇbe (2.1), (2.2) in (2.3) predstavljajo le poenostavitev, ki ne uposˇteva
trenja lezˇajev, odvecˇnega trenja podlage in neidealne oblike koles2. Slednja v
praksi tudi povzrocˇa tresljaje in otezˇuje vozˇnjo pri visokih hitrostih [29].
2.1.2 Kinematika mobilne platforme
Mobilni robot s holonomnim pogonskim sistemom ima pred neholonomnim ro-
botom s staliˇscˇa nadzora in kinematike bistveno prednost. Omogocˇa vodenje po
vseh prostostnih stopnjah sistema, vkljucˇno z njihovimi linearnimi kombinacijami.
Mobilni robot s kolesi se nacˇeloma premika le po ravnini, zato ga obravnavamo
kot sistem s tremi prostostnimi stopnjami (3 DOF). V kartezicˇnih koordinatah
so to premik po osi x, premik po osi y in rotacija okoli osi z, ki jo oznacˇujemo s
Θ [30–32].
Nasˇa platforma za premike uporablja sˇtiri aktivna mecanum kolesa,
namesˇcˇena spredaj in zadaj na vsaki strani. Kolesa so si po diagonalah mobilne
platforme enaka, sosednji kolesi pa sta po kotu pasivnih valjev zrcaljeni. Kolesa
so zrcaljena, da lahko s pravilno kombinacijo hitrosti in smeri posameznih koles
iznicˇimo nezˇeljene sile, ki delujejo na platformo. To nam omogocˇa vsesmernost
gibanja platforme [30–32]. Koordinatni sistem in oznake velicˇin, ki jih omenjamo
v nadaljevanju, so vidni na sliki 2.2.
Sile koles v nasˇi konfiguraciji na platformo delujejo tako, kot je prikazano na
sliki 2.3. V prvem primeru (levo), ko zˇelimo platformo premakniti naprej po osi
x, se iznicˇijo sile
−á
Fky, ki so vzporedne s platformino osjo y. V drugem primeru
(desno), se zˇelimo premakniti v desno po osi y. Tukaj se iznicˇijo sile
−á
Fkx, ki so










Slika 2.2: Shema platforme z osnovnimi oznakami in koordinatnim sistemom.
vzporedne z osi x. Na sliki se vsa kolesa vrtijo z enako hitrostjo, smer vrtenja pa je
odvisna od zˇeljenega premika. Z razlicˇnimi hitrostmi in smermi posameznih koles
dosezˇemo linearne kombinacije premikov po vseh prostostnih stopnjah [30–32].
Slika 2.3: Sile koles, ki delujejo na platformo pri premiku naprej po osi x, desno
po osi y in obratu v levo okoli osi z.
Kolesa so pritrjena na motorje z reduktorji, kar vpliva na kinematicˇni model,
ki ga bomo uporabili v programski opremi. V enacˇbah bomo razmerje reduktorja
oznacˇevali z Nr, kotno hitrost in smer vrtenja motorjev pa z ω. Motorji so si
med seboj popolnoma enaki. Ker so na platformo pritrjeni zrcalno, moramo v
modelu uposˇtevati tudi predznake montazˇe. Smeri vrtenja motorjev3 za premik v
pozitivni smeri posamezne prostostne stopnje v obliki predznacˇene enice prikazuje
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tabela 2.1.
premik po osi x premik po osi y rotacija okoli osi z
smer vrtenja fl -1 -1 -1
smer vrtenja bl -1 1 -1
smer vrtenja fr 1 -1 -1
smer vrtenja br 1 1 -1
Tabela 2.1: Smeri vrtenja motorjev3 za premik v pozitivni smeri posameznih
prostostnih stopenj.
Kinematicˇni model lahko za lazˇje razumevanje zaradi holonomnosti
razcˇlenimo na prispevke posameznih prostostnih stopenj. Prispevek premika po





kjer vx predstavlja zˇeljeno hitrost v smeri osi x, rk pa polmer kolesa. Predznak
izraza smo prebrali iz tabele 2.1. Po istem principu za isto kolo zapiˇsemo sˇe




ωfr,θ = −Nr(w + l)
rk
ωθ. (2.6)
V enacˇbi (2.6) w in l predstavljata razdaljo med kolesi po sˇirini (angl. width)
in dolzˇini (angl. length), ωθ pa hitrost vrtenja platforme v radianih na sekundo.
Cˇe sesˇtejemo enacˇbe (2.4), (2.5) in (2.6), dobimo celoten izraz inverzne kinematike
za sprednje desno kolo:
3motorji so oznacˇeni s prvimi cˇrkami montazˇne pozicije v anglesˇcˇini. Primer: sprednji desni







vy − Nr(w + l)
rk
ωθ. (2.7)
Enacˇbe ostalih koles se od (2.7) razlikujejo le po predznakih cˇlenov.
Odometrijo racˇunamo na podoben nacˇin iz obrnjenih izrazov (2.4), (2.5) in
(2.6), le da moramo za vsako prostostno stopnjo uposˇtevati povprecˇje prispevkov
vsakega kolesa. To nam poda enacˇbe:
































Slika 2.4: Osnovni premiki in linearna kombinacija za premik po diagonali.









−1 −1 −(w + l)
−1 1 −(w + l)
1 −1 −(w + l)



























Pri mobilnih robotih sodijo algoritmi za nacˇrtovanje poti med pomembnejˇse gra-
dnike programske opreme. Mobilnemu robotu, na podlagi informacij o okolici,
omogocˇajo varne premike iz trenutne v zˇeljeno pozicijo.
Metode, uporabljene pri avtonomni navigaciji mobilnih sistemov, lahko po
uposˇtevanju navigacijskega prostora razdelimo v dve kategoriji. Prva kategorija
zajema metode, ki s pomocˇjo senzorjev in informacije o cilju po prostoru navi-
girajo brez zemljevida. Uposˇtevajo le svojo okolico oziroma lokalen navigacijski
prostor. Te metode so s staliˇscˇa sˇtevila uporabljenih gradnikov preprostejˇse, upo-
rabljeni algoritmi pa veljajo za racˇunsko zahtevne in kompleksne. So tudi eden
od gradnikov metod, ki jih uvrstimo v drugo kategorijo metod za navigacijo. Sem
uvrsˇcˇamo metode, ki poleg senzorskih podatkov prek zemljevida prejmejo tudi
informacije o globalnem okolju. Zemljevidi so lahko staticˇni (med navigacijo se ne
spreminjajo) ali pa dinamicˇno grajeni med obratovanjem sistema z algoritmi za
hkratno kartografiranje in lokalizacijo (SLAM - angl. Simultanious Localization
And Mapping) [33–35].
Metode, ki uporabljajo izkljucˇno algoritme za lokalno navigacijo, so pona-
vadi uporabljene za resˇevanje problemov, kjer je potrebno le izogibanje ovir (npr.
sledenje pasu in uposˇtevanje varnostne razdalje na avtocesti) ali pa globalni ze-
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mljevid ni poznan in se stalno spreminja. Za delo v industrijskih okoljih, lo-
gisticˇnih centrih in domovih, kjer se globalen zemljevid bistveno ne spreminja,
pridejo v posˇtev metode s poznavanjem globalnega zemljevida. Poleg cˇloveku
lazˇje razumljivih podatkov o lokaciji v prostoru, nam take metode omogocˇajo
tudi navigacijo do cilja po najprimernejˇsi poti, ki je lokalne metode ne morejo
zagotoviti [33–35].
Za nasˇo platformo potrebujemo metode z globalnim poznavanjem, saj ji zˇelimo
lego dolocˇiti glede na staticˇne objekte v laboratoriju, med legami pa zˇelimo, da
platforma potuje po cˇim primernejˇsi poti. Metode bodo tudi olajˇsale nadaljnji ra-
zvoj platforme, saj se bo operater lahko oprl na prepoznavne znacˇilnosti, prisotne
na zemljevidu.
2.2.1 Globalno nacˇrtovanje poti
Problem globalnega nacˇrtovanja se da opisati kot iskanje najkrajˇse poti med vo-
zliˇscˇi na grafu. Graf v nasˇem primeru predstavlja “cenovni” zemljevid, ki ga
lahko naredimo iz globalnega zemljevida, pridobljenega iz algoritma za kartogra-
fijo. Cenovni zemljevid dobimo tako, da cˇez globalni zemljevid poveznemo mrezˇo
celic, v katere zapiˇsemo ceno, potrebno za precˇkanje vsake celice. Primer glo-
balnega zemljevida in pripadajocˇega cenovnega zemljevida je prikazan na sliki
2.5 (cena je predstavljena kot sivinska vrednost, v sredini ovire pa je vrednost
sˇe nedolocˇena). Cena je v globalnem algoritmu odvisna predvsem od prisotnosti
staticˇnih ovir, lahko pa uposˇtevamo tudi druge pogoje (elevacija, blizˇina ovire,
prepovedana obmocˇja ...). Pri globalnem nacˇrtovanju ponavadi ne uposˇtevamo
fizicˇnih omejitev robota. Najbolj znana in najbolj uporabljena algoritma za iska-
nje najkrajˇse poti na grafu sta Dijkstra in A* [33–35].
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Slika 2.5: Primer globalnega zemljevida (levo) in pripadajocˇega cenovnega ze-
mljevida (desno).
2.2.1.1 Dijkstrov algoritem
Dijkstrov algoritem za iskanje najkrajˇse poti med vozliˇscˇema na grafu je eden
prvih tovrstnih algoritmov. Originalni algoritem je preracˇunal najkrajˇse poti iz
zacˇetnega vozliˇscˇa do vseh ostalih v grafu, kasneje pa so ga predelali za racˇunanje
najkrajˇse poti med dvema vozliˇscˇema. To v vecˇini primerov bistveno zmanjˇsa
racˇunsko zahtevnost [33, 36].
Pred uporabo izberemo zacˇetno in koncˇno vozliˇscˇe, povezavam med vozliˇscˇi
pa dolocˇimo ceno. Zacˇetno vozliˇscˇe postavimo v mnozˇico obiskanih vozliˇscˇ, vsa
ostala pa v mnozˇico neobiskanih. Neobiskana vozliˇscˇa imajo na zacˇetku zapisano
ceno ∞. Algoritem deluje po naslednjih ponavljajocˇih korakih:
1. Vsem vozliˇscˇem, ki so sosednja trenutnemu, izracˇunamo dolzˇino poti do
vozliˇscˇa prek trenutnega vozliˇscˇa.
2. Cˇe je izracˇunana cena poti manjˇsa, kot cena poti, ki je trenutno zapisana v
vozliˇscˇu, jo prepiˇsemo.
3. Iz mnozˇice neobiskanih vozliˇscˇ vzamemo vozliˇscˇe z najmanjˇso ceno ter ga
prestavimo v mnozˇico obiskanih vozliˇscˇ. Vozliˇscˇe tudi nastavimo kot “tre-
nutno” vozliˇscˇe.
Algoritem se zakljucˇi, ko obiˇscˇemo koncˇno vozliˇscˇe [33,36].
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Za povezan graf4 ima Dijkstrov algoritem racˇunsko zahtevnost reda
O(|E|log(|V |)), spominsko zahtevnost pa reda O(|V |), kjer je |E| sˇtevilo povezav,
|V | pa sˇtevilo vozliˇscˇ. Racˇunska zahtevnost raste linearno s sˇtevilom povezav, saj
mora v najslabsˇem primeru algoritem prepotovati vsako povezavo, ter logaritem-
sko s sˇtevilom vozliˇscˇ, zaradi iskanja po neobiskani mnozˇici vozliˇscˇ. Spominska
zahtevnost raste linearno s sˇtevilom vozliˇscˇ, saj mora algoritem v spominu hraniti
tako mnozˇico obiskanih kot mnozˇico neobiskanih vozliˇscˇ [33, 36].
2.2.1.2 Algoritem A*
Algoritem A* je bil razvit na podlagi Dijkstrovega algoritma prav za uporabo v
globalnem nacˇrtovanju poti. Za razliko od Dijkstre je A* hevristicˇen5 algoritem in
zato zagotavlja najkrajˇso pot le pod dodatnimi pogoji, odvisnimi od uporabljene
hevristicˇne metode [33].
Osnovni koraki so enaki Dijkstrovemu algoritmu, spremeni pa se metoda
racˇunanja cene. Poleg razdalje poti od zacˇetne tocˇke (ponavadi imenovane g-cost)
uposˇteva tudi hevristicˇno razdaljo do cilja (ponavadi imenovano h-cost). Cena,
ki jo algoritem uporabi za izracˇun, je njun sesˇtevek (imenovan tudi f-cost) [33].
Algoritem zaradi potencialno visoke racˇunske zahtevnosti in zagotovljene vi-
soke spominske zahtevnosti za nekatere aplikacije na podrocˇju navigacije ni pri-
meren. Njegova racˇunska zahtevnost je reda O(bd), kjer je b faktor razvejitve,
d pa globina (sˇtevilo vozliˇscˇ) do resˇitve. Primarno je odvisna od izbranega he-
vristicˇnega postopka, ki vpliva na parameter b. Z idealno izbranim hevristicˇnim
postopkom racˇunska zahtevnost pade na O(1), kar pomeni, da algoritem takoj
izbere najkrajˇso pot, torej brez razvejitve. Spominska zahtevnost je v vsakem
primeru reda O(bd) [33, 37].
4graf, pri katerem lahko iz katerekoli tocˇke prek povezav dosezˇemo katerokoli drugo tocˇko
5hevristicˇne metode predstavljajo zadovoljiv priblizˇek sicer racˇunsko kompleksnih problemov
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2.2.2 Lokalno nacˇrtovanje poti
Glavni namen algoritmov za lokalno nacˇrtovanje poti mobilnega robota je pre-
vesti podatke o okolici in ovirah v ukaze za vodenje robota (ponavadi hitrosti v
posameznih prostostnih stopnjah). Pri svojih odlocˇitvah, podobno kot globalni
algoritmi, uporabljajo cenovni zemljevid. Vecˇinoma taki algoritmi lahko delujejo
tudi sami po sebi, brez globalnih podatkov o okolici, ponavadi pa so kombinirani z
algoritmom Dijkstra ali A*. Lokalni algoritmi za razliko od globalnih uposˇtevajo
tudi fizicˇne omejitve platforme (velikost, DOF ...) [35].
Od izbire lokalnega algoritma je odvisno obnasˇanje robota in zato predstavlja
pomembnejˇso odlocˇitev od izbire algoritma za globalno nacˇrtovanje. Algoritem
vpliva na sposobnost izogibanja dinamicˇnim oviram, uposˇtevanja staticˇnih ovir in
ozkih prehodov, ter na izgled generiranih trajektorij za vodenje robota. To so do
neke mere nemerljive lastnosti, zato smo izbiro algoritma izvedli eksperimentalno
[35].
V postopku testiranja, smo poskusili vecˇ programskih paketov za lokalno
nacˇrtovanje, vsi pa so temeljili na metodah Trajectory Rollout [38], Dynamic
Window Approach [39] in Elastic Band [40, 41].
2.2.2.1 Metoda Trajectory Rollout
Metoda Trajectory Rollout je najpreprostejˇsa izmed opisanih metod. Sestavljena
je iz treh korakov:
1. S postopkom cˇasovne propagacije in nakljucˇnimi fiksnimi krmilnimi podatki
prek kinematicˇnega modela generiramo mnozˇico trajektorij.
2. Za vse generirane trajektorije preverimo prekrivanje modela robota z ovi-
rami na lokalnem cenovnem zemljevidu. Obdrzˇimo le trajektorije, pri kate-
rih se model robota z ovirami ne prekriva.
3. Za vsako veljavno trajektorijo izracˇunamo sˇe cenilko6, ki robota usmerja
proti cilju in vzpodbuja zˇeljeno izvedbo poti [38].
6funkcija, ki poda numericˇno oceno primernosti (v tem primeru primernosti trajektorije)
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Algoritem vracˇa bolj optimalne resˇitve z vecˇjo kolicˇino generiranih trajektorij,
kar pa je racˇunsko izredno zahtevno [38].
2.2.2.2 Metoda Dynamic Window Approach
Metoda Dynamic Window Approach oziroma DWA optimalno pot iˇscˇe na zelo
podoben nacˇin kot trajectory rollout. Pri nacˇrtovanju uposˇteva tudi robotovo
dinamiko, torej njegove omejitve pospesˇkov in pojemkov. Algoritem v nekaj
korakih najprej izlocˇi poti, ki ne zadostujejo osnovnim pogojem. To zmanjˇsuje
prostor iskanja in povecˇuje racˇunsko ucˇinkovitost. Na koncu, tako kot trajectory
rollout, izracˇuna cenilke preostalih trajektorij, in izbere najboljˇso [39].
Za zmanjˇsevanje prostora iskanja uporablja naslednje korake:
1. Algoritem najprej dolocˇi optimalno smer premika.
2. Algoritem zavrzˇe vse trajektorije, ki ne bi omogocˇale varne zaustavitve v
primeru zaznane ovire.
3. Na podlagi dinamicˇnega okna (cˇasovnega intervala, odvisen od dinamike
robota in maksimalne zˇeljene hitrosti) izbere le trajektorije, ki jih robot
lahko izvede v kratkem cˇasu, kar zagotovi dinamicˇno odzivnost [39].
2.2.2.3 Metoda Elastic Band
Metoda Elastic Band je od opisanih metod najkompleksnejˇsa in edina, ki za svoje
delovanje nujno potrebuje pot, izracˇunano z globalnim nacˇrtovanjem. Globalno
trajektorijo sproti prilagaja tako, da robot potuje z zadostno razdaljo od ovir,
hkrati pa se drzˇi dodatnih podanih omejitev. Nacˇeloma ne uposˇteva robotove
dinamike, ki pa v splosˇnem pride zelo prav [40]. Metoda Timed Elastic Band ozi-
roma TEB je nadgradnja klasicˇne Elastic Band metode z dodatkom informacije
o cˇasu. Z dodatkom informacije o cˇasu poskrbi, da lahko algoritem uposˇteva tudi
dinamiko, predvsem pospesˇke in pojemke [41].
2.3 Kartografija 21
2.3 Kartografija
V prejˇsnjem poglavju smo zˇe omenili, da za lokalizacijo v prostoru in globalno
nacˇrtovanje potrebujemo zemljevid okolja. V praksi vecˇinoma uporabljamo di-
namicˇno generirane zemljevide. Te izrisujemo med obratovanjem platforme z
algoritmi za hkratno kartografiranje in lokalizacijo (SLAM - angl. Simultanious
Localization And Mapping). Algoritem poleg zemljevida poda tudi popravljeno
absolutno7 lego v prostoru [33].
SLAM algoritmi za izvajanje obicˇajno potrebujejo odometrijo8 in podatke sen-
zorjev, ki merijo razdalje do okolice robota (laserski skenerji, globinske kamere,
radar itd.) [33]. V primeru algoritmov VSLAM oziroma “Visual SLAM” senzorje
razdalje zamenjamo s kamerami. Algoritmi so zasnovani na aproksimacijskih me-
todah, kot so zaporedni Monte Carlo(SMC, filter delcev) in razsˇirjeni Kalmanov
filter(EKF - extended Kalman filter) [33].
Delovanje SLAM algoritmov lahko predstavimo tudi s sledecˇimi koraki:
 primerjava znacˇilk (prepoznavih karakteristik) zemljevida in senzorskih po-
datkov,
 lokalizacija na podlagi zancˇilk in
 dopolnjevanje zemljevida s senzorskimi podatki na podlagi trenutne lokacije
[33].
7za resnicˇno absolutno lego potrebujemo tudi nek marker, ki oznacˇuje globalno koordinatno
izhodiˇscˇe, ali pa moramo platformo pognati z zˇe obstojecˇim zemljevidom
8relativna lega v prostoru, odvisna od lege zagona platforme
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3 Strojna oprema
V prvem delu nasˇega projekta smo se ukvarjali s strojno opremo sodelujocˇe mo-
bilne robotske celice. Poleg posodobitve nizkonivojskih sistemov, zasnovanih na
industrijskem krmilniku, smo zgradili tudi nov racˇunalnik za poganjanje visoko-
nivojske programske opreme, ter platformo pripravili na avtonomno vozˇnjo. Sle-
dnje je vsebovalo zasnovo in prakticˇno izvedbo baterijskega napajalnega sistema,
pripravo varnostnih funkcij ter integracijo vseh potrebnih senzorjev. Naknadno
smo nadgradili tudi obstojecˇe komunikacijsko omrezˇje, ki ga uporabljamo za ko-
munikacijo med nizkonivojsko programsko opremo, visokonivojskimi moduli in
nekaterimi senzorji.
3.1 Osnovna periferija in industrijski programirljivi
logicˇni krmilnik
Osnovne funkcije povezane z mobilnostjo nasˇe sodelujocˇe robotske celice nadzira
Beckhoffov industrijski krmilnik oziroma PLK. Zasnovan je modularno in tako
omogocˇa preprosto razsˇiritev ter nadgradnjo funkcionalnosti, ki bi jo pri nadalj-
njem razvoju morda potrebovali.
Na nasˇem krmilniku (slika 3.1) zaenkrat uporabljamo:
 modularni industrijski racˇunalnik CX5140-0155,
 modul z osemkanalnim ADC EL3008,
 modul z osmimi digitalnimi vhodi in izhodi EL1259,
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 sˇtiri module za vodenje servo motorjev z varnostnim vhodom EL7211 - 9014,
 varnostni krmilni modul EL6900,
 varnostni modul s sˇtirimi digitalnimi vhodi EL1904,
 varnostni modul s sˇtirimi digitalnimi izhodi EL2904 in
 modul za shranjevanje licencˇne datoteke EL6070.
Slika 3.1: Beckhoff industrijski krmilnik in moduli.
Krmilnik vsebuje sˇtirijedrni procesor in v osnovi poganja operacijski sistem
Windows 10 embedded. Namesˇcˇeno programsko okolje TwinCAT3 omogocˇa do-
delitev jeder specificˇnim nalogam ter komunikacijo z moduli prek protokola Ether-
CAT. Taka izvedba krmilnika omogocˇa tudi preprosto integracijo nizkonivojske
strojne opreme v visokonivojski sistem prek standardnih protokolov in komuni-
kacijskih poti.
Modula EL3008 in EL1259 sta v osnovi namenjena predvsem upravljanju ce-
lice prek kontrolne rocˇice. Modul z ADC prek uporovnega delilnika meri pozicijo
3 DOF krmilne palice, digitalni vhodno/izhodi modul pa podaja povratne in-
formacije prek LED diod in omogocˇa dodatne digitalne vhodne signale, kot na
primer stikalo.
Moduli za vodenje motorjev vodijo sˇtiri servo motorje tipa AM8100, na katere
so prek reduktorja namesˇcˇena mecanum kolesa. Ta omogocˇajo premikanje v vseh
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treh prostostnih stopnjah, po katerih se platforma lahko giblje. Z linearno kom-
binacijo osnovnih premikov se s platformo lahko poljubno gibljemo po ravnini.
Kinematika mobilne platforme je natancˇneje opisana v poglavju 2.1.
Poleg mozˇnosti vodenja in krmiljenja motorjev, podajajo moduli povratne in-
formacije o poziciji, hitrosti, navoru, smeri vrtenja in mnogih drugih parametrih
motorja, napajanja ter regulacijske logike. Upravljajo tudi vgrajeno elektrome-
hansko zavoro.
Eden izmed glavnih razlogov za izbiro tega tipa modula za vodenje motorjev
je varnostni vhod. Ob izpadu napetosti na varnostnem vhodu modul nemudoma
ustavi motor in sprozˇi elektromehansko zavoro. Vhod krmili logika na varnostnem
krmilniku.
Slika 3.2: Varnosti moduli (rumeni) in moduli za vodenje servo motorjev (sivi).
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Varnostni krmilnik je od preostalega sistema vecˇinoma neodvisen. Z njim je
povezan le s fizicˇnimi1 povezavami, narejenimi prek vhodnih in izhodnih varno-
stnih modulov ter preprosto komunikacijo prek modularnega vodila (komunika-
cija omogocˇa le preproste binarne signale). Rumena zˇica na sliki 3.2 povezuje
varnostni vhod vsakega servo modula na izhod varnostnega krmilnika.
Zadnji modul je namenjen shranjevanju licencˇne datoteke. Krmilnik je za-
snovan tako, da med razvojem ne potrebuje aktivne komercialne licence, testna
licencˇna datoteka pa se skupaj s kodo prenese na krmilnik, ko pozˇenemo program.
Taka licenca se na krmilniku ne shrani, kar pomeni, da moramo ob vsakem zagonu
krmilnika kodo skupaj z licenco nanj ponovno nalozˇiti. To precej otezˇi nadalj-
nji razvoj in omeji uporabnost celice v pedagosˇkem ter demonstracijskem okolju.
Licencˇni modul omogocˇi prenos in shranjevanje poljubne licence na krmilnik in s
tem dovoli delovanje celice brez potrebe po ponovnem prenosu licencˇne datoteke
ob vsakem zagonu.
3.2 Nacˇrtovanje racˇunalnika za visokonivojsko vodenje
Strojna oprema za poganjanje visokonivojske programske opreme je predstavljala
precejˇsen izziv. Potrebovali smo vsaj tri nepovezana programska okolja za po-
ganjanje razlicˇnih delov sodelujocˇe mobilne robotske celice, hkrati pa smo bili
fizicˇno omejeni s prostorom in zahtevo po nizki elektricˇni porabi.
Za najustreznejˇso resˇitev se je tukaj pokazala virtualizacija, ki jo bomo po-
drobneje opisali v poglavju 4.2.1. S pomocˇjo virtualizacije smo bistveno zmanjˇsali
potreben prostor in elektricˇno porabo, a smo v zameno morali zgraditi namen-
ski strezˇniˇski racˇunalnik z ustreznimi komponentami, ki virtualizacijo podpirajo.
Blocˇna shema racˇunalnika je prikazana na sliki 3.3.
Prva kljucˇna komponenta je procesor. Podpirati mora ukaze za virtualizacijo
(intel VT-x ali AMD-V) in virtualizacijo strojne opreme (virtualizacija IOMMU
- intel VT-d, AMD-Vi; glej poglavje 4.2.1), hkrati pa imeti zadostno sˇtevilo jeder
in niti za hkratno poganjanje vseh zˇeljenih sistemov. Nacˇeloma zˇelimo vsaj 4
1Signalne zˇice, napajalni terminali
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niti na sistem. Za najprimernejˇsi procesor, ki je bil tudi cenovno primeren, se je
izkazal Intelov 8 jederni i9-9900k.
Druga zahteva s staliˇscˇa poganjanja vecˇ virtualnih sistemov je kolicˇina delov-
nega pomnilnika oziroma RAMa. Za nasˇe zahteve zadostuje 8 GB na sistem. V
racˇunalnik smo tako z dodatkom spomina, ki ga potrebuje hipervizor(Nadzornik
virtualizacije; glej poglavje 4.2.1), vgradili 32 GB DDR4 delovnega pomnilnika.
CPU
16 GB DDR4 RAM
16 GB DDR4 RAM











































Slika 3.3: Shematski prikaz racˇunalnika za visokonivojsko vodenje (enojne cˇrte
so podatkovne povezave, dvojne pa napajalne.
Poleg zgoraj opisanih komponent in dokaj standardne maticˇne plosˇcˇe ter 500
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W napajalnika, smo v racˇunalniku potrebovali tudi nekoliko bolj specializirane2
PCIe razsˇiritvene kartice, ki so podprte v virtualizacijskem okolju:
 dve kartici s krmilnikom USB 3.0,
 gigabitna mrezˇna kartica,
 diskretna graficˇna kartica.
Namenjene so uporabi neposredno na virtualiziranih sistemih prek virtualiza-
cije strojne opreme.
Racˇunalnik je namesˇcˇen v strezˇniˇsko ohiˇsje viˇsine 3U, saj nam to omogocˇa pre-
prosto vgradnjo v celico in dobro porabo prostora. Ohiˇsje je vgrajeno v osrednji
del celice, skupaj s krmilnikom robotskega manipulatorja.
3.3 Elektricˇni sistemi
Sodelujocˇa robotska celica pred zacˇetkom projekta ni bila sposobna zadostne
mobilnosti, saj je njen napajalni sistem deloval prek napajalnikov, priklopljenih
v elektricˇno omrezˇje. Zasnovati smo morali sistem, ki je sposoben dovajati tako 24
V enosmerne napetosti za sisteme na industrijskem krmilniku, senzorje in motorje,
ter 230 V izmenicˇne napetosti za krmilnik robotskega manipulatorja, racˇunalnik
visokonivojske programske opreme, ter dodatno periferijo. Pri celici smo za lazˇji
nadaljnji razvoj vseeno zˇeleli obdrzˇati mozˇnost napajanja vseh njenih elektricˇnih
sistemov iz stacionarnega elektricˇnega omrezˇja. Blocˇni diagram celotnega sistema
je prikazan na sliki 3.4.
Glavno stikalo za vklop ima tri pozicije - delovanje na baterijo, izklop in de-
lovanje na elektricˇno omrezˇje. Polnjenje baterije je mozˇno v vseh legah stikala,
a ob obratovanju na baterijo ni priporocˇeno. Stikalo ima sˇtiri pole, ki jih upora-
bljamo za preklapljanje 24 V sistemov, baterije in 230 V sistemov (faza in nula).
Glavno stikalo se nahaja poleg vticˇnice za polnjenje v ugrezu na nadzorni plosˇcˇi
(prikazana na sliki 3.5).
2Virtualizacijsko okolje podpira le dolocˇene kartice
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Slika 3.4: Blocˇni diagram elektricˇnega sistema sodelujocˇe mobilne robotske celice
(cˇrtkane cˇrte predstavljajo mrezˇne povezave, enojne cˇrte 24 V napajanje, dvojne
cˇrte 230 V napajanje, cˇrka M pa motorje).
3.3.1 Baterijski napajalni sistem
Na celico smo za povecˇanje mobilnosti vgradili 24 V litij-zˇelezov polimerno3 ba-
terijo s kapaciteto 50 Ah in 230 V inverter z maksimalno mocˇjo 1 kW. Pri bateriji
smo morali biti posebej pozorni na maksimalen tok, ki ga lahko dovede, saj sicer
ne bi mogli uporabljati vseh sistemov mobilne celice naenkrat. Inverter in 24 V
sistemi sicer lahko teoreticˇno skupaj potrebujeta priblizˇno 70 A toka, a smo po
nadaljnjem razmisleku ugotovili, da vecˇina sistemov ne bo delovala istocˇasno pri
100% obremenitvi. Tako smo lahko izbrali baterijo, ki dovoljuje maksimalen tok
50 A, z mozˇnostjo dovajanja 80 A za 30 s.
Baterija vsebuje BMS (angl. battery management system) za nadziranje pol-
njenja, praznjenja in zagotavljanje ustrezne zˇivljenjske dobe baterijskih celic. Sis-
tem sicer dobro varuje baterijo, a je popolnoma nedostopen (zavarjen je v pla-
3LiFePO4
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sticˇno ohiˇsje baterije). Za dodatno varnost celotnega sistema smo zato dodali
hitro cevasto keramicˇno varovalko. Postavljena je zaporedno z vsemi sistemi in
ob primeru kratkega stika varuje tako baterijo, kot tudi sistem.
Glavno stikalo
Priklop napajanja









Slika 3.5: Platformina nadzorna plosˇcˇa (od leve proti desni: (ugreznjeno) glavno
stikalo, prikljucˇek za napajanje, gumb za ustavitev v sili, (neugreznjeno) gumb
za ponastavitev varnostne logike in sistem za nadzor polnjenja).
Zaprtost BMS sistema nam onemogocˇa dostop do informacij o trenutni po-
rabi, preostali kapaciteti in cˇasu polnjenja. Za operaterja celice na terenu so ti
podatki bistvenega pomena. Na baterijo smo zato priklopili sistem za merjenje
stanja baterije. Ta s kombinacijo kalibracije (merjenja enega cikla praznenja in
polnjenja), meritve napetosti in meritve toka prek merilnega upora (angl. shunt)
z zadostno natancˇnostjo izracˇuna stanje baterije, ter ga prikazˇe na enobarvnem
osvetljenem LCD zaslonu, ki smo ga vgradili na stranico celice poleg glavnega
stikala (slika 3.5).
Zaradi potencialno izredno visokega maksimalnega toka, smo imeli tezˇavo z
izbiro stikala za priklop baterije na sistem. Dodatno omejitev je predstavljala
zˇelja po uporabi poenotenega stikala za vklop in izklop, ter preklop nacˇina na-
pajanja. Potrebovani smo torej vsaj sˇtiripolno (priklop baterije, preklop 24 V
sistemov med baterijo in napajalnikom, preklop faze in nule med inverterjem in
omrezˇjem), tropozicijsko (baterija, izklop, omrezˇje) stikalo, ki je na vsaj enem
polu sposobno dovajati 80 A toka pri 24 V, hkrati pa mora biti sposobno pre-
klapljati tudi izmenicˇno napetost 230 V. Tudi, cˇe bi tako stikalo bilo na voljo, bi
verjetno bilo preveliko, zato smo se za priklop baterije odlocˇili uporabiti rele. Ta
odlocˇitev je tudi bistveno znizˇala tokovne in mocˇnostne omejitve pri izbiri glav-
nega stikala. Izbrano glavno stikalo zadostuje vsem omejitvam in je sposobno
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prenesti vrsˇni tok 25 A na vsakem polu.
Za priklop baterije na sistem smo izbirali med klasicˇnim elektromehanskim,
vakuumskim in polprevodniˇskim relejem (solid state relay). Pri klasicˇnem elek-
tromehanskem releju hitro dosezˇemo podobne omejitve, kot smo jih omenili zˇe
pri stikalih. Obicˇajno so namenjeni manjˇsim vrsˇnim tokom. Vakuumski releji
se uporabljajo pri zagonu avtomobilskih motorjev, kar pomeni, da so namenjeni
uporabi pri izredno visokih tokih (vecˇ 100 A). Ena od pomankljivosti je, da so av-
tomobilski sistemi ponavadi 12 V, kar pomeni, da standardnih vakuumskih relejev
v nasˇem 24 V sistemu ne moremo uporabiti. Polprevodniˇski releji, poleg zado-
stne vrsˇne mocˇi in toka, brez tezˇav preklapljajo tudi viˇsje napetosti. Obicˇajno se
uporabljajo za preklop izmenicˇne napetosti (izvedba podobna triaku), dobijo pa
se tudi enosmerne (FETom podobne) izvedbe, ki so zaradi manj pogoste uporabe
nekoliko drazˇje.
Notranja upornost takega releja sicer ne povzrocˇi bistvenega padca napeto-
sti, povzrocˇi pa znatno gretje njegovega ohiˇsja. Ker so taki releji nekoliko bolj
obcˇutljivi na visoke temperature, smo rele pritrdili na aluminijast hladilni ele-
ment, tega pa na ogrodje celice. Rele preklapljamo prek glavnega stikala z nape-
tostjo 24 V neposredno iz glavne varovalke.
Po glavnem stikalu se 24 V vod razveji na 24 V varovalni sistem in inverter.
Slednji je prek glavnega stikala prav tako povezan na lastni, 230 V varovalni
sistem.
3.3.2 Omrezˇni napajalni sistem
Omrezˇni napajalni sistem je preprostejˇsi od baterijskega. Vkljucˇuje le 24 V,
480 W stikalni napajalnik, saj so lahko 230 V sistemi, vezani prek varovalnega
sistema, prikljucˇeni neposredno na omrezˇje. Napajalnik in omrezˇje sta, tako kot
viri za baterijsko napajanje, na varovalne sisteme vezana prek glavnega stikala.
Ko platforma deluje prek omrezˇnega napajalnega sistema, inverter ni povezan na
napetostni vir.
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3.3.3 Sistem za polnjenje baterije
Sistem za polnjenje baterije mora delovati v vseh treh polozˇajih glavnega stikala
in zato nanj ni povezan. Na voljo mora biti med testiranjem novega programa,
ko se celica napaja prek baterije, med programiranjem, ko se celica napaja iz
omrezˇja ter, ko je celica ugasnjena.
Uporabniku hocˇemo podati vsaj osnoven nadzor nad polnjenjem in ponuditi
indikacijo o delovanju polnilnega sistema. Delne informacije o polnjenju dobimo
zˇe iz prej omenjenega sistema za meritev baterije, ki ob polnjenju utripa ter pri-
kazuje predviden cˇas do zakljucˇka polnjenja. Da preprecˇimo takojˇsnji zacˇetek
polnjenja ob priklopu na omrezˇje ter omogocˇimo osnovni nadzor nad polnjenjem,
smo med napajalnik in baterijo namestili rele, ki ga krmilimo s tipko prek sa-
mozadrzˇevalnega vezja, prikazanega na sliki 3.6. Tipka ima tudi osvetljen LED









Slika 3.6: Shema samozadrzˇevalnega vezja in polnilnega sistema (Odprto (NO -
angl. normally open) stikalo z LED obrocˇem je namenjeno priklopu polnilnika,
zaprto (NC - angl. normally closed) pa odklopu.
3.3 Elektricˇni sistemi 33
3.3.4 Varovalni sistemi in koncˇna distribucija
Med razvojem lahko hitro pride do napak pri vezavi in nepredvidene porabe
energije v sistemu. Da bi zagotovili varnost sistema in razvijalcev, smo zato
za vsak podsistem dodali avtomatske varovalke, dimenzionirane na predvideno
porabo sistema. Ogrodje in panele smo povezali na skupno elektricˇno maso, ki
je med obratovanjem na omrezˇju vezana na ozemljitev. Masa med mobilnim
delovanjem ozemljitve nima, kar s staliˇscˇa 230 V sistemov predstavlja nevarnost
uporabniku. Varnost celice med mobilnim delovanjem povecˇamo z obcˇutljivim
FID stikalom. FID stikalo se obnasˇa podobno kot avtomatska varovalka, le da
namesto maksimalnega toka meri razliko toka med fazo in nulo. Cˇe razlika tokov
presezˇe mejno vrednost (v nasˇem primeru 10 mA), se stikalo sprozˇi in prekine
napajanje za celoten 230 V sistem. Varnostni sistem, skupaj z glavno varovalko,
je pritrjen v nadometno omarico za elektricˇno napeljavo, kar po potrebi omogocˇa
preprost in varen dostop do avtomatskih varovalk (slika 3.7).




Pred nadgradnjo je bilo omrezˇje izredno preprosto. Vsebovalo je le mrezˇno sti-
kalo, naprave pa so imele nastavljen staticˇen IP naslov. Vsi IP naslovi so bili iz
naslovnega prostora laboratorijske mrezˇe, kar je omogocˇalo enostaven dostop do
vseh sistemov sodelujocˇe robotske celice prek kateregakoli racˇunalnika v labora-
toriju.
Tako omrezˇje je imelo zaradi svoje preprostosti veliko problemov:
 Otezˇeno je bilo spreminjanje IP naslovov, saj so bili nastavljeni na posame-
zni napravi, poleg tega pa je bilo potrebno za vsako spremembo spreminjati
tudi konfiguracijo laboratorijskega usmerjevalnika.
 Kljub temu, da celica ni bila prikljucˇena na laboratorijsko omrezˇje ves cˇas,
so njeni naslovi ostali rezervirani. Zaradi relativno majhnega naslovnega
prostora je bilo tako dodajanje novih naprav v sistem vedno tezˇje, naslovi
pa so bili cˇedalje bolj raztreseni po naslovnem prostoru.
 Za popolno avtonomnost sodelujocˇe mobilne robotske celice smo potrebovali
brezzˇicˇni dostop do sistema, kar z obstojecˇo mrezˇo ni bilo mogocˇe.
Pri nadgradnji mrezˇe smo za resˇitev zgornjih problemov v omrezˇje dodali
usmerjevalnik. Vsaka naprava je v novem omrezˇju dobila nov IP naslov, ki je
po novem rezerviran na strezˇniku DHCP (dynamic host configuration protocol).
To nam omogocˇa rekonfiguracijo vseh naslovov v mrezˇi na enem samem mestu.
Usmerjevalnik resˇi tudi problem brezzˇicˇne povezave, saj ima vgrajeno brezzˇicˇno
dostopno tocˇko. Shema novega omrezˇja je prikazana na sliki 3.8.
Novo omrezˇje skupaj z resˇitvijo problema naslovnega prostora prinese novo
tezˇavo. Ker se sistemi celice po novem nahajajo v lastnem omrezˇju, so ti nedose-
gljivi iz racˇunalnikov v laboratoriju. To lahko resˇimo s storitvijo NAT (network
address translation), ki jo ponuja usmerjevalnik. NAT omogocˇa prevajanje zunaj
dostopnih mrezˇnih vrat (angl. port) na naslov in vrata znotraj omrezˇja. Vsa
mrezˇna vrata, potrebna za delovanje in nadzor sistema, smo tako “prevedli” na
vrata dostopna prek vmesnika WAN (wide area network), ki ga po potrebi lahko
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Slika 3.8: Shema prenovljenega omrezˇja (cˇrtkane oznake predstavljajo premo-
stitev mrezˇnih naprav - angl. bridge; IF je oznaka za mrezˇni vmesnik - angl.
network interface; VM je oznaka za virtualno napravo - angl. virtual machine).
priklopimo na laboratorijsko mrezˇo. S tem smo obdrzˇali nov naslovni prostor in
olajˇsali dodajanje novih naprav v sistem, hkrati pa smo omogocˇili dostop do vseh








Slika 3.9: Primer delovanja NAT.
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3.5 Varnostni laserski skenerji
Na celico smo v sklopu nadgradnje in priprave na avtonomno vozˇnjo pritrdili tudi
dva Sickova varnostna laserska skenerja (slika 3.10). Senzorja omogocˇata branje
podatkov prek etherneta in bosta uporabljena za izogibanje ovir in izgradnjo
zemljevida delovnega prostora. Podpirata tudi varnostne digitalne izhode, ki se
sprozˇijo v primeru zaznave ovire v vnaprej nastavljenem obmocˇju. To funkcijo
bomo v prihodnosti povezali na varnostni krmilnik, ter senzorje uporabljali tudi
za varni izklop pri hitri vozˇnji. Pomembnejˇsi parametri senzorjev so opisani v
tabeli 3.1.
Slika 3.10: Laserski skener SICK NanoScan3 Pro.
Viˇsina 80, 2 mm
Sˇirina 106, 6 mm
Dolzˇina 117, 5 mm
Doseg varnostnega polja 3 m
Doseg opozorilnega polja 10 m
Sˇtevilo simultano opazovanih polj 8
Kot skeniranja 275°
Maksimalna resolucija razdalje 20 mm
Kotna resolucija 0.17°
Odzivni cˇas ≤ 70 ms
Tabela 3.1: Pomembnejˇsi parametri laserskega skenerja SICK NanoScan3 Pro
[53].
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Pri laserskih skenerjih smo se morali odlocˇiti tudi za pozicijo in orientacijo
pritrditve. Postavljeni morajo biti dovolj nizko, da zaznajo vse ovire na tleh,
hkrati pa dovolj visoko, da cˇloveka med hojo oziroma tekom sˇe vedno zaznajo.
Poleg viˇsine smo se morali odlocˇiti tudi med dvema montazˇnima pristopoma - di-
agonalnim in kotnim. Diagonalni s svojimi varnostnimi polji pokrije celo okolico
platforme, vendar znatno povecˇa profil platforme. Povecˇani profil otezˇi navi-
gacijo po tesnih prehodih in priblizˇevanje staticˇnim delovnim povrsˇinam (angl.
docking). Kotna pritrditev olajˇsa prej omenjeno navigacijo, zˇrtvuje pa triko-
tne dele varnostnega polja tik ob platformi. Varnostna polja obeh pristopov so
prikazana na sliki 3.11.
Slika 3.11: Obmocˇja zaznavanja senzorjev za diagonalno (levo) in kotno (desno)
pritrditev (polmer obmocˇja ne predstavlja maksimalnega dosega).
3.6 Sodelovalna povrsˇina
Vecˇina delovne povrsˇine na celici je pokrite s sodelovalno povrsˇino, ki je bila raz-
vita v Laboratoriju za robotiko za potrebe razvoja sodelovalnih aplikacij. Sodelo-
valna povrsˇina je sestavljena iz 27 palcˇnega LCD zaslona, zasˇcˇite iz pleksi stekla
in IR okvirja. IR okvir zaslonu doda funkcionalnost podobno branju dotika, le da
za svoje delovanje uporablja IR senzorje razdalje in zato poleg dotikov zaznava
tudi predmete prisotne na zaslonu. Povrsˇino se bo uporabljalo v kombinaciji z
robotskim manipulatorjem za sodelujocˇe aplikacije in interakcijo s celico.
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3.7 Robotski manipulator
Poleg zaslona je na delovno podrocˇje pritrjen tudi sodelujocˇi robotski manipulator
Franka Emika Panda (slika 3.12). Celici omogocˇa interakcijo z ljudmi in okolico
ter opravljanje nalog manipulacije z objekti, ki ne potrebujejo velike namenske
opreme.
Slika 3.12: Sodelujocˇi robotski manipulator Franka Emika Panda in sodelovalna
povrsˇina na robotski platformi.
Manipulatorjev krmilnik omogocˇa dva razlicˇna nacˇina vodenja robota. Prvi
deluje prek spletnega programskega vmesnika, kjer lahko s pomocˇjo graficˇnega
programskega jezika razvijemo preprostejˇse aplikacije. Drugi nacˇin za svoje delo-
vanje, poleg krmilnika, potrebuje sˇe en sistem, na katerem tecˇe operacijski sistem
Ubuntu Linux z realnocˇasnim jedrom. Dejansko vodenje izvaja dodatni sistem,
robotov krmilnik pa se obnasˇa kot posrednik med sistemom in manipulatorjem.
Nas zanima predvsem drugi nacˇin, zato smo med zasnovo racˇunalnika v po-
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glavju 3.2 predvideli tudi prej omenjeni realnocˇasni sistem. Ta bo omogocˇil iz-
delavo naprednejˇsih aplikacij z uporabo robotovih senzorjev navorov in sinhrono
delovanje manipulatorja in platforme.
V naslednji tabeli je podanih nekaj pomembnejˇsih tehnicˇnih podatkov robot-
skega manipulatorja Franka Panda.
DOF 7
Nosilnost 3 kg
Maksimalen doseg 855 mm
Maksimalna kartezicˇna hitrost 2 m/s
Ponovljivost ±0.1 mm
Merjenje sil/navorov Navorni senzorji v sklepih
Maksimalna poraba 350 W
tipicˇna poraba 60 W




Programsko opremo sodelujocˇe mobilne robotske celice lahko razdelimo na dva
locˇena, a med seboj vseeno povezana dela:
 nizkonivojsko programsko opremo in
 visokonivojsko programsko opremo.
Nizkonivojska programska oprema ima opravka le s sistemi za premikanje mo-
bilne platforme. Deluje tudi brez povezave z visokonivojsko programsko opremo,
vendar v takem nacˇinu delovanja ne premore avtonomne vozˇnje. Visokonivojska
programska oprema opravlja vse kompleksnejˇse naloge. Sama po sebi ne more
funkcionirati, s povezavo senzorjev in aktuatorjev, do katerih ima dostop prek
nizkonivojske programske opreme, pa nam omogocˇa avtonomno vozˇnjo in sinhro-
nizirano upravljanje sistemov, prisotnih na delovni povrsˇini celice.
4.1 Nizkonivojska programska oprema
Nizkonivojska programska oprema tecˇe na Beckhoffovem industrijskem krmilniku.
Njena naloga je omogocˇiti povezavo med strojno opremo, ter viˇsjenivojskimi kom-
ponentami, ki skrbijo za pravilno delovanje robotske celice na nivoju aplikacije.
V nasˇem primeru jo sestavljajo sˇtiri komponente: vodenje motorjev, obravnava
vhodnih signalov, komunikacijski vmesnnik ter obravnava varnostnih vhodov in
izhodov. Blocˇna shema sistema je prikazana na sliki 4.1.
Za nizkonivojsko programsko opremo je kljucˇnega pomena izvajanje v realnem
41
42 Programska oprema





M M M MKrmilna palica




Slika 4.1: Blocˇna shema nizkonivojskega vodenja.
cˇasu s fiksnim cˇasovnim intervalom, saj potrebujemo znano frekvenco izvajanja
krmilne programske opreme za natancˇno racˇunanje kinematike in odometrije mo-
bilne platforme. To zagotovimo z dodelitvijo vsake programske komponente na
lastno krmilniˇsko jedro, kar nam omogocˇa tudi izbiro fiksnega koraka izvajanja po-
samezne komponente v nadzornem vmesniku TwinCAT3. Varnostna logika tecˇe
na lastnem varnostnem krmilniku (angl. safety PLC) in je od ostalih komponent
neodvisna.
Nastavitev in programiranje krmilnika smo opravili v namenskem okolju Twin-
CAT3 (slika 4.2), ki omogocˇa nastavljanje modulov, programiranje krmilniˇskih
jeder, konfiguracijo varnostnega krmilnika ter dostop do sˇtevilnih drugih funkcij.
Vse nizkonivojske komponente z izjemo varnosti so napisane v jeziku “Structured
text” ali okrajˇsano “ST”. Jezik je po strukturi podoben programskemu jeziku Pa-
scal, po nacˇinu izvajanja pa sledi sorodnim programskim jezikom “Ladder” (LD)
in “Function block diagram” (FBD).
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Slika 4.2: Okolje TwinCAT3.
4.1.1 Vodenje motorjev
Vodenje motorjev je procesorsko najzahtevnejˇsa komponenta nizkonivojske pro-
gramske opreme. Vkljucˇuje matricˇno racˇunanje, za katerega krmilnik ni prila-
gojen, hkrati pa se mora za natancˇno delovanje izvajati s cˇim krajˇsim cˇasovnim
korakom. V nasˇem primeru dela s frekvenco 1 kHz oziroma s cˇasovnim korakom
1 ms.
Vodenje motorjev poteka na krmilnikovih namenskih modulih EL7201. Modul
podpira vecˇ vrst hitrostnih, pozicijskih ter navornih regulatorjev z nastavljivimi
parametri in ne obremenjuje krmilniˇskih jeder z dodatnimi izracˇuni. Skrbi tudi
za posredovanje povratnih informacij v program in krmiljenje zavor. Do njegovih
funkcij v programu dostopamo preko programskega vmesnika os (angl. axis), ki
omogocˇa nastavitev naprednih parametrov za nadzor motorja kot so maksimalna
hitrost, pospesˇek, navor, skrajne pozicije, itd.
Preostale funkcije, prikazane na sliki 4.3, se v zanki odvijajo na enem od kr-
milnikovih jeder. Na zacˇetku vsake zanke najprej preverimo stanje varnostnega
krmilnika in ga po potrebi ponastavimo. Ko krmilnik javi, da je pripravljen,
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preverimo cˇe je aktiven izklop v sili. V primeru, da ta trenutno ni aktiven, pona-
stavimo napake, ki jih je motor lahko javil zaradi prej neprisotnega varnostnega

















Slika 4.3: Shema delovanja programskega modula za nadzor motorjev.
Funkcijski blok je lahko v enem od dveh stanj - zagon in vodenje. Ko se
funkcijski blok izvede prvicˇ, je vedno v stanju zagona. V tem stanju nasta-
vimo maksimalno mocˇ motorja ter zacˇetne smeri vrtenja, nato pa pocˇakamo eno
sekundo in preklopimo v stanje vodenja. V stanju vodenja najprej preberemo
trenutne hitrosti motorjev. S pomocˇjo kinematicˇnega modela, opisanega v po-
glavju 2.1.2, posodobimo odometrijo in jo shranimo v globalno spremenljivko za
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nadaljnjo uporabo.
Potem preverimo, cˇe je bil trenutni ukaz za spremembo hitrosti zˇe izveden.
Cˇe je bil ukaz zˇe izveden cikel preskocˇimo, sicer pa po kinematicˇnem modelu
izracˇunamo nove hitrosti in smeri motorjev. Na koncu sˇe novo izracˇunane podatke
prek programskega vmesnika posredujemo v module za vodenje motorjev.
4.1.2 Obdelava vhodno/izhodnih signalov
Nizkonivojski programski modul za obdelavo signalov je trenutno uporabljen le
kot preprost integriran uporabniˇski vmesnik za rocˇno premikanje mobilne plat-
forme prek krmilne palice. Za delovanje uporablja analogni vhodni modul EL3008
in digitalni vhodno/izhodni modul EL1259. V nadaljnjem razvoju bi se nanj
lahko priklopili dodatni senzorji, potrebni za robustnejˇse in varnejˇse delovanje
sodelujocˇe mobilne robotske celice. Programski modul se izvaja s frekvenco 20
Hz.
Uporabniˇski vmesnik, prikazan na sliki 4.4, ima tri interna stanja, med kate-
rimi lahko uporabnik poljubno preklaplja, omogocˇa pa tudi kalibracijo krmilne
palice. Med stanji preklapljamo s srednje dolgim pritiskom na gumb krmilne pa-
lice, do kalibracije pa dostopamo z dolgim pritiskom. Kratek pritisk je rezerviran
za posebne funkcije vsakega stanja.
Stanje kalibracije, prikazano na sliki 4.5, se prizˇge tudi samodejno, cˇe krmil-
nik ne zazna veljavne kalibracijske datoteke. Sestavljeno je iz treh podstanj, in
sicer nicˇenja, meritve mrtve cone (angl. deadband) ter meritve polnega pomika.
Stanje nicˇenja se izvede samodejno: s kratkim zamikom po zacˇetku kalibracije
zacˇne krmilnik zbirati vzorce trenutne pozicije krmilne palice. Vzorce povprecˇi
ter shrani za nadaljnjo uporabo. V naslednjem koraku mora uporabnik krmilno
palico rahlo premikati v vse smeri (ne smemo cˇutiti sile vzmeti, ki palico vrne
v zacˇetno stanje) - ob belezˇenju nove maksimalne vrednosti utripne rdecˇa lucˇka.
Tako lahko dolocˇimo mrtvo cono, kjer vhodnih vrednosti ne bomo uposˇtevali.
Ta korak je potreben, saj se krmilna palica ne vrne vedno v isto centralno po-
zicijo. Ko lucˇka ne utripne vecˇ, lahko uporabnik pritisne tipko na krmilni palici





















Pošlji pritisk po UDP
Kratek pritisk
kalibracija?
Slika 4.4: Stanja uporabniˇskega vmesnika.
majhno konstantno vrednost, saj se izkazˇe, da se nicˇelni odmik skozi cˇas pocˇasi
spreminja. V zadnjem koraku mora uporabnik pomeriti skrajne pozicije krmilne
palice. Podobno kot pri prejˇsnjem koraku ob novobelezˇeni maksimalni vrednosti
utripne rdecˇa lucˇka. Ko lucˇka ne utripa vecˇ, pomeni, da krmilnik ne zaznava
novih relevantnih vrednosti in kalibracija se lahko zakljucˇi.
Ob zagonu z veljavno kalibracijo oziroma po opravljeni kalibraciji, se upo-
rabniˇski vmesnik nahaja v pasivnem stanju. To stanje onemogocˇi premike prek
krmilne palice in vmesnika UDP za upravljanje prek visokonivojske programske
opreme (glej poglavje 3.1.3). Po srednje dolgem pritisku na gumb se stanje pre-























Slika 4.5: Stanja kalibracijskega postopka.
klopi na lokalno vodenje. V tem stanju se celica ne odziva na ukaze prek UDP
vmesnika, uposˇteva pa uporabnikov vnos prek krmilne palice. Kratek pritisk na
gumb v tem stanju spreminja med pocˇasno in hitro maksimalno hitrostjo. Ob po-
novnem preklopu stanja preklopimo v nacˇin oddaljenega vodenja. V tem nacˇinu
krmilnik sprejema ukaze prek vmesnika UDP, uporabnikov vnos na krmilno palico
pa skupaj z odometrijo posˇlje visokonivojski programski opremi.
4.1.3 Nizkonivojski komunikacijski vmesnik
Do nizkonivojskih funkcij mobilne celice, ki jih ponuja njena nizkonivojska pro-
gramska oprema (odometrija, hitrostno krmiljenje itd.), si zˇelimo dostopati tudi
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prek visokonivojske programske opreme, zato med njima potrebujemo hiter ko-
munikacijski vmesnik. S staliˇscˇa hitrosti in preprostosti implementacije je najpri-
mernejˇsa tehnologija komunikacijskega vmesnika ethernet, prek katerega lahko s
protokolom UDP komuniciramo z zelo majhnimi zamiki.
Komunkacijski vmesnik skrbi za posˇiljanje informacij in odometrije ter za
prejemanje in izvajanje ukazov, prejetih prek vmesnika UDP. Poslani paketi so
opisani v tabeli 4.1, prejeti pa v tabeli 4.2.
Byte 0 1 2 3 4 5 6 7 8 9 10 11 12 13
Value S S vBL vBR vFL
Byte 14 15 16 17 18 19 20 21 22 23 24 25
Value vFR xPos yPos
Byte 26 27 28 29 30 31 32 33 34 35 36 37 38 39
Value thPos status timestamp T T
Tabela 4.1: Oblika UDP paketa, ki vsebuje odometrijo in status.
Byte 0 1 2 3 4 5 6 7 8 9
Value S S vX vY
Byte 10 11 12 13 14 15 16 17 18 19
Value vTh timestamp T T
Tabela 4.2: Oblika krmilnega UDP paketa.
Ker hocˇemo platformo upravljati s cˇim manjˇso napako pri pozicioniranju,
mora modul tecˇi s cˇim viˇsjo frekvenco. Manjˇsa frekvenca bi pomenila daljˇsi raz-
mak med posameznimi ukazi, kar bi pri hitrejˇsih premikih privedlo do nenatancˇne
ciljne pozicije. Na krmilniku tukaj v nasˇem primeru naletimo na omejitev sˇtevila
prenesenih paketov, ki se pojavi pri priblizˇno 800 paketih na sekundo in obstaja
zaradi vmesnika, ki ga krmilnik uporablja za komunikacijo z mrezˇno kartico. Za-
radi te omejitve smo se odlocˇili modul poganjati s frekvenco 500 Hz, ki se je
pokazala za popolnoma zadostno.
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4.1.4 Varnostni modul
Pri sistemu kot je nasˇa robotska celica je varnost izrednega pomena. Ker si
mobilna celica prostor gibanja deli z ljudmi, moramo za vsak slucˇaj imeti pri-
pravljene nacˇine za zasilni izklop. Zasilni izklop mora nujno biti dostopen prek
namenskega, dobro vidnega, primerno dostopnega gumba, lahko pa v varnostni
sistem vkljucˇimo sˇe avtomatsko preverjanje varnosti z laserskimi skenerji, lidarji,
kamerami, itn. Na celici za varnost uporabljamo gumb pritrjen na nadzorno
plosˇcˇo ter laserske skenerje, mozˇna pa je tudi nadgradnja z dodatnim gumbom








Slika 4.6: Shema varnostnega sistema.
Vsi varnostni sistemi so povezani na Beckhoffov varnostni PLK, ki smo ga kot
modul priklopili na nasˇ industrijski krmilnik. Omogocˇa preprosto konfiguracijo
varnostnih funkcij prek graficˇnega vmesnika TwinSAFE (slika 4.7), ki je skupaj
z ostalimi orodji dostopen v programskem paketu TwinCAT3. Varnostni PLK
vsebuje lastno procesno enoto in je, z izjemo napajanja, popolnoma neodvisen od
industrijskega krmilnika. Blocˇna shema varnostnega sistema je prikazana na sliki
4.6.
V primeru zaznane napake v varnostnem sistemu, bodisi zaznanega zasilnega
izklopa, ali pa okvare senzorja, varnostni krmilnik nemudoma prekine signal na
varnostnih izhodih. Ti so povezani neposredno na varnostne vhode krmilniˇskih
modulov motorjev, ki nemudoma ugasnejo napajanje in prizˇgejo zavore.
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Slika 4.7: Graficˇni programski jezik TwinSafe.
4.2 Visokonivojska programska oprema
Naloga visokonivojske programske opreme mobilne robotske celice je zagotovi-
tev vmesnika za preprostejˇso uporabo njenih kljucˇnih sistemov, ter opravljanje
in izvrsˇevanje odlocˇitev na nivoju aplikacije. Zasnovana je modularno na pod-
lagi virtualizacije in odprtokodnega okolja ROS oziroma Robot Operating System.
Okolje ROS zagotavlja standardizacijo komunikacijskega vmesnika med moduli,
virtualizacija pa nam omogocˇa uporabo sicer nekompatibilnih operacijskih sis-
temov na enem zmogljivem strezˇniˇskem racˇunalniku brez potrebe po dodatnem
prostoru na platformi in z minimalnim poviˇsanjem njene energijske porabe.
V osnovi zagotavlja preprost programski vmesnik za nadzor platforme, zaradi
njene modularnosti pa po potrebi omogocˇa tudi napreden nadzor nizkonivojskih
funkcij ter razsˇiritev oziroma spremembo obstojecˇe visokonivojske funkcionalno-
sti. Prek knjizˇnice libfranka dovoljuje tudi nizkonivojski dostop do robotskega
manipulatorja Franka Panda, namesˇcˇenega na celici.
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Hipervizor/Nadzornik
WindowsUbuntu RT Ubuntu + ROS
Franka control Krmilnik
Slika 4.8: Shema visokonivojske programske opreme.
4.2.1 Virtualizacija
Za uporabo virtualizacije pri visokonivojski programski opremi smo se odlocˇili
zaradi razlicˇnih operacijskih sistemov, ki jih potrebujejo posamezni deli celice,
ter zaradi mozˇnosti locˇitve pomembnejˇsih sistemov od manj pomembne periferije
in vizualizacij. V osnovi smo potrebovali:
 Ubuntu Linux z okoljem ROS za navigacijo platforme,
 real Time Ubuntu Linux za nadzor robotskega manipulatorja Franka Emika
Panda s pomocˇjo knjizˇnice libfranka in
 Windows za uporabniˇski vmesnik, uporabo okolja Matlab/Simulink vizua-
lizacije in periferijo, ki nima podpore na operacijskih sistemih Linux.
Osnova vsakega virtualnega sistema je nadzornik oziroma hipervizor (angl.
Hypervisor). To je del programske opreme, ki upravlja s strojnimi viri in
omogocˇa izdelavo ter upravljanje virtualnih naprav (angl. Virtual Machine, VM).
Nacˇeloma jih delimo na hipervizorje tipa 1 in tipa 2. Bistvena razlika med njima
je, da se hipervizor tipa 2 obnasˇa kot aplikacija in za svoje delovanje potrebuje
operacijski sistem, hipervizor tipa 1 pa vsebuje lastno jedro in je sposoben tecˇi
neposredno na strojni opremi. Slednji tako omogocˇa boljˇsi izkoristek strojnih
virov in napredne funkcije kot so virtualizacija strojne opreme.
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Za osnovo nasˇega virtualnega okolja smo izbrali hipervizor tipa 1 VMware
ESXi (slika 4.9). Zgodovinsko je bil zgrajen na osnovi jedra operacijskega sistema
Linux, a je scˇasoma presˇel na namensko jedro. Vsebuje orodja in sisteme, v osnovi
razvite na Linux sistemih, kot so urejevalnik dokumentov vim, ukazni vmesnik
bash ter tolmacˇe jezikov Python in Ruby. To nam omogocˇa napredno prilagoditev
sistema na podlagi znanih postopkov za sistem Linux.
Slika 4.9: Uporabniˇski vmesnik nadzornika ESXi.
Virtualizacija strojne opreme je pri vecˇini nasˇih aplikacij izredno pomembna.
Izbrani hipervizor omogocˇa prepustitev strojne opreme (angl. passthrough), ki
velja za najbolj napredno obliko virtualizacije strojne opreme. S to funkcijo hi-
pervizor “prepusti” neposreden dostop do nekaterih komponent strojne opreme
gostujocˇemu operacijskemu sistemu (virtualni napravi), s cˇimer se znebimo si-
cer neizogibnih zakasnitev in omejitev zmogljivosti (angl. performance bottle-
necks). Uporabljamo jo na graficˇni kartici namenjeni za uporabniˇski vmesnik
in vizualizacije, mrezˇnem krmilniku, ki nudi neposredno povezavo do robotskega
manipulatorja, ter vecˇ USB krmilnikih, namenjenih povezavi periferije.
Uporaba virtualizacije ponuja tudi izredno prilagodljivost s staliˇscˇa regulacije
mocˇi posamezne virtualne naprave oziroma gostujocˇega operacijskega sistema. Ko
virtualno napravo ustvarimo, ji dodelimo strojne vire (angl. hardware resources).
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Ti viri so rezervirani le med delovanjem virtualne naprave, zato imamo lahko na
sistemu vecˇ razlicˇnih naprav, ki jih prizˇgemo le po potrebi, sicer pa preostale vire
porazdelimo med napravami, ki potrebujejo vecˇjo zmogljivost.
Omejitve nasˇega sistema so izhajale iz dejstva, da je tak hipervizor v osnovi
miˇsljen za strezˇniˇska okolja. Nanj so postavljene omejitve s staliˇscˇa strojne
opreme, ker pa proizvajalec ponuja tudi placˇljivo nadzorno aplikacijo, je sistem
omejen tudi glede vmesnika za oddaljeno upravljanje. Na srecˇo prej omenjena
podobnost sistema Linuxu in njegova preprostost omogocˇata urejanje in prila-
goditev osnovnih gradnikov sistema, dodajanje gonilnikov in izgradnjo lastnega
vmesnika za nadzor in upravljanje sistema.
Gonilnike za nepodprto strojno opremo se dobi v obliki paketov, ki jih na
preprost nacˇin lahko ustavimo v hipervizor. Dobijo se gonilniki za najrazlicˇnejˇso
strojno opremo, nas pa je predvsem zanimala podpora za potrosˇniˇske nVidia
graficˇne kartice in Intelove mrezˇne krmilnike. Namestitev dodatnih paketov
omogocˇi tudi nastavitev za prepustitev strojnih virov gostujocˇemu sistemu (angl.
passthrough).
Nasˇ vmesnik za nadzor smo zasnovali na programskem jeziku Python in de-
luje po principu API klicev (angl. application programming interface). Ponuja
osnovne funkcionalnosti za upravljanje z virtualnimi napravami (prizˇgi, ugasni,
resetiraj) in funkcionalnosti za upravljanje celotnega sistema, ki bi jih uporabnik
lahko potreboval. Nam najbolj pomembna je funkcija za varen izklop, ki je sistem
sam po sebi ne ponuja. Tu hipervizor vsem gostujocˇim sistemom sporocˇi naj se
ugasnejo, nato pocˇaka, da vsi javijo varen izklop, na koncu pa ustavi sˇe samega
sebe.
4.2.2 Okolje ROS
ROS oziroma Robot Operating System je okolje namenjeno pospesˇenemu razvoju
prakticˇnih aplikacij na podrocˇju robotike. Podaja standardiziran nacˇin komuni-
kacije med posameznimi moduli oziroma vozliˇscˇi (angl. node) na podlagi sporocˇil,
tem in storitev (angl. messages, themes, services). Ponuja tudi lasten repozitorij
zˇe narejenih modulov, ki jih zaradi standardnih sporocˇil z lahkoto vgradimo v
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nasˇo aplikacijo.
Komunikacija v ROSu temelji na korenskem vozliˇscˇu, imenovanem ROS ma-
ster. Ta zbira podatke o prisotnih vozliˇscˇih, njihovih parametrih, objavljenih
temah in storitvah, ki so trenutno na voljo. Ko se novo vozliˇscˇe zˇeli prijaviti na
temo, to sporocˇi korenskemu vozliˇscˇu, ki potrebne podatke posreduje vsem vo-
zliˇscˇem, ki na temo objavljajo. Vsi nadaljnji podatki se prenasˇajo le med vozliˇscˇi,
ki na temo objavljajo, ter vozliˇscˇi, ki so na temo prijavljeni. S tem zmanjˇsamo
mozˇnost “zastojev” in poskrbimo, da so posamezni deli sistema med seboj kar se
le da neodvisni.




Slika 4.10: Shema nasˇega ROS sistema.
Seveda moramo za prakticˇno aplikacijo na osnovi robotske platforme, ki je
bila samostojno razvita v Laboratoriju za robotiko, napisati lasten vmesnik med
platforminimi nizkonivojskimi sistemi in ROSovo komunikacijsko mrezˇo. To smo
naredili v programskem jeziku Python, saj podpira veliko odprtokodnih knjizˇnic,
kar skrajˇsa razvoj, hkrati pa se izognemo dolgotrajni izgradnji programov pri
prevajanih jezikih kot je C++.
Za komunikacijo z robotsko celico smo potrebovali dve vozliˇscˇi:
 vozliˇscˇe za nadzor celice in
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 vozliˇscˇe za objavo stanja in odometrije celice.
Obe vozliˇscˇi komunicirata z nizkonivojskim komunikacijskim vmesnikom, a
sta s staliˇscˇa sistema ROS popolnoma razlicˇni. Vozliˇscˇe za nadzor celice je v
sistemu le poslusˇalec (angl. listener), saj le poslusˇa ukaze objavljene na temi
/cmd vel. Vsakicˇ, ko se na temi pojavi novo sporocˇilo, vozliˇscˇe prevede sporocˇilo
v ukaz, opisan v tabeli 4.2, ter ga prek protokola UDP posˇlje na platformo.
Vozliˇscˇe za objavo stanja celice poslusˇa le za povratnimi paketi, opisanimi v
tabeli 4.1, ki jih posˇilja platforma prek protokola UDP. Ko sporocˇilo prejme,
ga prevede v standardna sporocˇila sistema ROS ter objavi na temah /odom in
/bambus control/status. Ker na temi le objavlja, poslusˇa pa ne, recˇemo vozliˇscˇu
govorec (angl. talker).
Poleg komunikacijskih vozliˇscˇ smo na sodelujocˇi mobilni robotski celici po-
trebovali tudi naprednejˇsa vozliˇscˇa za splosˇno funkcionalnost celice. Tu smo se
odlocˇili za uporabo modulov, ki so na voljo na ROSovem repozitoriju, saj so
zaradi vecˇletnega razvoja in testiranja mednarodne robotske skupnostni postali
izjemno napredni in robustni. V tej kategoriji sta najpomembnejˇsi vozliˇscˇi za
lokalizacijo in mapiranje ter nacˇrtovanje poti.
Za lokalizacijo smo uporabili paket rtabmap, odprtokodno implementacijo al-
goritma za VSLAM (angl. Visual Simultanious Localization And Mapping).
Bistvena prednost paketa rtabmap pred ostalimi sorodnimi paketi je podpora
razlicˇnih vrst 2D in 3D senzorjev. To nam omogocˇa dodajanje lidarjev, laserskih
skenerjev in RGB-D kamer glede na naknadne potrebe brez spremembe strukture
navigacijskega sistema. Hkrati podpira “vecˇsejno” mapiranje (multi-session ma-
pping), lokalizacijo po ugrabitvi (angl. kidnapping) ter lokalizacijo na predhodno
shranjenem zemljevidu kar omogocˇa raznoliko delovanje v vseh okoliˇscˇinah.
Pot po zemljevidu do zˇeljene lokacije nacˇtruje ROSov vgrajeni sistem imeno-
van move base. Razdeljen je na globalni in lokalni algoritem, na podlagi katerih
izracˇuna najoptimalnejˇso pot okoli staticˇnih ovir na zemljevidu in dinamicˇnih
ovir zaznanih na senzorjih.
Ko uporabnik celici prek teme /move base simple/goal ukazˇe premik do tocˇke
na zemljevidu, se najprej sprozˇi globalni nacˇtrovalni algoritem. Zasnovan je na
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Dijkstrovem algoritmu za iskanje najkrajˇse poti na grafu. V nasˇem primeru je
graf globalno cenovno polje, pridobljeno iz zemljevida paketa rtabmap. Globalna
pot, ki smo jo dobili je sicer najkrajˇsa, a ne uposˇteva fizicˇnih omejitev platforme
in dinamicˇnih ovir. Tu pride na vrsto lokalni algoritem za nacˇrtovanje poti.
Lokalni algoritem uposˇteva lokalni cenovni zemljevid, zgrajen iz trenutnega
stanja senzorjev ter fizicˇne omejitve platforme (velikost, pospesˇek, hitrost), hkrati
pa cˇimblizˇje sledi globalni optimalni poti. Poleg lokalne optimalne poti racˇuna
tudi hitrosti, potrebne za vodenje celice, ter jih objavlja na temo /cmd vel. V
nasˇem primeru uporabljamo implementacijo algoritma Timed Elastic Band, ki je
primeren za vodenje holonomnih robotov.
Poleg osnovnih komunikacijskih vozliˇscˇ in naprednih vozliˇscˇ, namenjenih vo-
denju, so na nasˇem sistemu prisotna sˇe dodatna vozliˇscˇa namenjena predvsem
interakciji uporabnika z robotom. Za sprotno testiranje uporabljamo ROSovo
vgranjeno vozliˇscˇe za vizualizacijo RVIZ (slika 4.11), pripravljen pa imamo tudi
spletni uporabniˇski in programski vmesnik. Skupaj z ROSovimi standardnimi ko-
munikacijskimi protokoli bomo tako lahko bistveno pospesˇili izgradnjo aplikacij,
ki bodo za svoje delovanje potrebovale natancˇno pozicioniranje robotske celice.
Slika 4.11: Program rviz; prikazana je vizualizacija rtabmap in ROSovega navi-
gacijskega paketa.
RVIZ sicer podpira vecˇino funkcij, ki bi jih zˇeleli uporabiti za vizualizacijo
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lokalizacije in navigacije, a je racˇunsko potraten in se ne more izvajati na poljub-
nem sistemu (podprt je le na sistemih z namesˇcˇenim okoljem ROS). Ker upo-
rabnik verjetno ne bo imel dostopa do virtualnega namizja sistema, na katerem
tecˇe okolje ROS, smo si zamislili preprost spletni vmesnik, ki bi lahko ponujal
tudi naprednejˇse funkcije vizualizacije in programiranja platforme brez dodatnih
zahtev, poleg tega pa bi podpiral vse moderne operacijske sisteme.
Spletni uporabniˇski vmesnik je narejen s pomocˇjo paketa flask, spletnega
strezˇnika, ki tecˇe v okolju Python na poljubnem sistemu v omrezˇju robotske
celice. Skupaj s programskim vmesnikom omogocˇa izbiro in shranjevanje tocˇk na
zemljevidu ter njihovo naknadno uporabo v aplikaciji.
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5 Simulacija in testiranje
V okviru razvoja visokonivojske programske opreme smo naknadno razvili tudi si-
mulacijsko okolje, saj zaradi izrednih razmer ob izbruhu bolezni COVID-19 nismo
imeli dostopa do sodelujocˇe mobilne robotske celice. Na podlagi simulacij smo
preizkusili delovanje navigacijskih sistemov, ki jih na platformi sˇe nismo uspeli
testirati. Na koncu smo s pomocˇjo rezultatov preizkusov izbrali najprimernejˇsi
paket in algoritme za navigacijo.
5.1 Simulacijsko okolje
Simulacijsko okolje, prikazano na sliki 5.1, smo napisali v okolju Unity. V si-
mulacijo smo zˇeleli vkljucˇiti kinematicˇno simulacijo platforme, simulacijo laser-
skih skenerjev, izracˇun odometrije ter nadzor platforme prek tipkovnice in UDP
vmesnika. UDP vmesnik se mora obnasˇati enako ali pa vsaj podobno, kot ko-
munikacijski vmesnik na platforminem PLK, saj nam to bistveno olajˇsa razvoj
visokonivojske programske opreme.
Najprej smo napisali le simulacijo platforme brez laserskih skenerjev in UDP
vmesnika. V simulaciji smo preverili, da smo kinematicˇni model platforme pra-
vilno prevedli v jezik C#, ki ga Unity uporablja za programiranje.
V naslednji verziji smo dodali simulacijo laserskih skenerjev. Te smo imple-
mentirali tako, da smo na objekt vozicˇka pripeli dva objekta, ki sta simulirala
laserski izvor. Vsako iteracijo smo iz vsakega simuliranega senzorja pod koti, ki
se skladajo s zmozˇnostmi fizicˇnega skenerja, poslali zˇarke. Cˇe je zˇarek zadel oviro,
smo do ovire izmerili razdaljo (angl. raycasting). Pare razdalja-kot smo shranili
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v standardno strukturo podatkov laserskih skenerjev1. Pravilnost emulacije smo
preverili tako, da smo pod vsakim zaznanim kotom na zaznani razdalji prikazali
majhno rdecˇo kroglo. Emulacija skenerjev je delovala pravilno, ko so se rdecˇe kro-
gle pokrile z robovi postavljenih ovir. Ovire smo v okolju naredili tako, da smo
pred zagonom simulacije v okolje postavili sˇe nekaj staticˇnih kvadrov in valjev.
Preden smo simulacijo lahko zacˇeli uporabljati za testiranje, smo morali po-
skrbeti sˇe za UDP vmesnik. Ta tecˇe v dveh lastnih nitih. Prva v ROS na dvoje
mrezˇnih vrat posˇilja locˇeno odometrijo in podatke laserskih skenerjev, druga pa
cˇaka na ukaze, namenjene platformi. V svojih nitih tecˇejo zato, ker simulacijo si-
cer poganjamo s priblizˇno 60-120 iteracijami na sekundo, komunikacijski vmesnik
v ROSu pa pricˇakuje posodobitev priblizˇno 5-krat hitreje (narejen je za uporabo
pri 500 Hz).
Slika 5.1: Simulacijsko okolje v okolju Unity (rdecˇ pravokotnik je platforma, cˇrni
piki sta laserska skenerja, modri objekti so ovire, rumen kvadrat pa predstavlja
koordinatno izhodiˇscˇe).
1laserski skenerji ponavadi shranjujejo podatke v seznamih, kjer se izmenjujeta kot in raz-
dalja
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5.2 Izbira kartografskega paketa
Izbira kartografskega paketa je, s staliˇscˇa visokonivojske programske opreme, prvi
korak proti avtonomni navigaciji. Na podlagi senzorskih podatkov in platformine
odometrije sproti posodablja zemljevid okolice. Poleg zemljevida vracˇa tudi po-
pravljeno2 lego platforme. Delovanje algoritmov za hkratno kartografiranje in
lokalizacijo je natancˇneje opisano v poglavju 2.3.
Izbira paketa za kartografijo ni bila kriticˇna. Hoteli smo le, da podpira upo-
rabo laserskih skenerjev, lokalizacijo po ugrabitvi3 in shranjevanje kartografskih
sej. Izbirali smo med paketoma gmapping in rtabmap.
Oba paketa podpirata vse zˇeljene funkcije in delujeta po pricˇakovanjih. Na
koncu smo se odlocˇili za paket rtabmap, ki poleg laserskih skenerjev podpira tudi
RGB in RGB-D kamere. Kamere bi lahko dodali na celico v primeru, da s skenerji
ne bi mogli izracˇunati dovolj natancˇne lege.
5.3 Izbira navigacijskega algoritma
Za navigacijo smo izbrali ROSov vgrajeni navigacijski paket move base. Ta z
uporabo senzorskih podatkov, odometrije, transformacij senzorjev in zemljevida
pretvori pozicijski cilj platforme v hitrostne ukaze, s katerimi platforma lahko
varno dosezˇe cilj. V osnovi je sestavljen iz algoritma za globalno navigacijo,
algoritma za lokalno navigacijo in algoritma za resˇevanje iz neprimerne lege. Oba
tipa algoritmov za navigacijo sta opisana v poglavju 2.2. Algoritem za resˇevanje
je preprost algoritem, ki z vnaprej programiranimi odzivi poskusˇa resˇiti robota iz
neprimerne pozicije. Sprozˇi se, ko lokalni algoritem javi napako. Shema paketa
move base je prikazana na sliki 5.2.
2odometrija s cˇasom leze zaradi numericˇnega racˇunanja
3angl. kidnapping - robota nepricˇakovano prestavimo na drugo pozicijo; to se lahko zgodi
tudi, ko robota vkljucˇimo na neznani lokaciji.





















Slika 5.2: Shema paketa “move base” [50].
Navigacijski paket za globalno planiranje poti, kot smo omenili zˇe v prejˇsnjem
poglavju, uporablja Dijkstrov algoritem za iskanje najkrajˇse poti na grafu. Al-
goritem deluje v skladu z nasˇimi zahtevami in glede na globalni zemljevid poiˇscˇe
in izriˇse najkrajˇso pot iz platformine trenutne lege do zahtevanega cilja. Ker po
nekaj razlicˇnih testih nismo opazili nepravilnega delovanja, privzetega algoritma
nismo spreminjali.
Algoritem za resˇevanje iz neprimerne lege je deloval tako, kot je njegovo de-
lovanje opisano v dokumentaciji. Algoritem platformo v vecˇini primerov sicer
uspesˇno resˇi iz neprimerne pozicije, v robnih primerih pa povzrocˇi trk z oviro.
Zaradi algoritmovega nepredvidljivega obnasˇanja, ga ne bomo uporabljali.
Nasˇa zadnja naloga pri testiranju visokonivojskega sistema je bila izbira algo-
ritma za lokalno navigacijo. Algoritem za lokalno navigacijo na podlagi senzorskih
podatkov in globalne poti racˇuna trenutno optimalno trajektorijo, po kateri naj
platforma potuje. Oblika trajektorije je odvisna od pogojev, ki jih algoritem
uposˇteva v cenilki. Posledicˇno je obnasˇanje robota med vozˇnjo odvisno predvsem
od algoritma za lokalno planiranje. Pri izbiri algoritma smo bili pozorni na vecˇ
faktorjev:
 primernost algoritma za vodenje holonomnega sistema,
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 primernost algoritma za izogibanje dinamicˇnim oviram,
 primernost algoritma za manevriranje v tesnih prostorih in
 razdalja, pri kateri se algoritem, kljub vecˇjemu sˇtevilu potrebnih manevrov,
odlocˇi za vozˇnjo v smeri osi x platforme.
5.3.1 Navigacijski vticˇnik base local planner
Vticˇnik base local planner je privzeti vticˇnik, vkljucˇen v paket move base. Za
delovanje uporablja algoritem Trajectory Rollout, ki je opisan v poglavju 2.2.2.1.
Algoritem uradno podpira holonomne in neholonomne sisteme. V teku testiranja
se je izkazalo, da vticˇnik kljub nastavitvi za holonomne sisteme, trajektorije pla-
nira z neholonomnimi omejitvami. To pomeni, da platforma nikoli ni dobila ukaza
za premik po osi y, natancˇno pozicioniranje pa je opravljala podobno sistemu z
diferencialnim pogonom. Dva primera trajektorij, ki jih je algoritem predlagal,
sta ilustrirana na sliki 5.3. Cˇrni obrisi platforme predstavljajo zacˇetno, vmesno in
koncˇno tocˇko. Na vmesni tocˇki se platforma ustavi in izracˇuna drugo trajektorijo.
Prva trajektorija je prikazana z modro barvo, druga z zeleno barvo, pusˇcˇice pa
predstavljajo orientacijo platforme.
Slika 5.3: Primera trajektorij, dobljenih z vticˇnikom “base local planner” (algo-
ritem “Trajectory Rollout”).
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5.3.2 Navigacijski vticˇnik dwa local planner
Vticˇnik dwa local planner smo preizkusili, ker je algoritem, na katerem je zasno-
van, namenjen prav za holonomne sisteme. S tem smo hoteli odpraviti problem,
ki smo ga opazili pri vticˇniku base local planner. Vticˇnik deluje na podlagi algo-
ritma Dynamic Window Approach, ki smo ga opisali v poglavju 2.2.2.2.
Med testiranjem je algoritem predlagal trajektorije z uporabo vseh treh pro-
stostnih stopenj, ki jih ima na voljo nasˇa platforma. Uspesˇno se izogiba tudi
dinamicˇnim oviram, problemi pa se pojavijo pri zadnjih dveh pogojih, ki smo jih
postavili za izbiro algoritma. Zaradi nacˇina delovanja algoritma, se platforma
takoj postavi v bolj ali manj koncˇno orientacijo. Med linearnim premikom ori-
entacijo le po potrebi minimalno popravlja. Pri premiku na daljˇse razdalje si
zˇelimo, da bi platforma potovala z osjo x naprej, saj to povecˇuje stabilnost in
zmanjˇsuje verjetnost trka (sprednji del platforme je manjˇsi od stranskega). Pro-
bleme ima tudi s premikanjem po ozˇjih prostorih, kjer ne najde ustrezne resˇitve
ali pa neha uposˇtevati fizicˇno velikost platforme, kar lahko povzrocˇi trk. Dva
primera trajektorij, ki jih je izracˇunala metoda DWA sta prikazana na sliki 5.4.
Enako kot v prejˇsnjem primeru se platforma na vmesni tocˇki ustavi in izracˇuna
drugo trajektorijo.
Slika 5.4: Primera trajektorij, dobljenih z vticˇnikom “dwa local planner” (algori-
tem “Dynamic Window Approach”).
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5.3.3 Navigacijski vticˇnik eband local planner
Vticˇnik eband local planner je razvit na osnovi novejˇse metode, imenovane Ela-
stic Band, ki je opisana v poglavju 2.2.2.3. Kot osnovo vzame globalno pot in jo
prilagodi oviram, platforminim omejitvam in dodatnim parametrom. V okviru
dodatnih parametrov je mogocˇe med drugim tudi dolocˇiti minimalno dolzˇino traj-
ektorije, po kateri bo robot kljub dodatnemu manevriranju raje vozil naravnost.
Algoritem je med testiranjem deloval sprejemljivo. Uporabljal je vse tri pro-
stostne stopnje hkrati in se pri daljˇsih poteh usmeril vzdolzˇ osi x. Pravilno je
uposˇteval tudi omejitve platforme v primeru redkih ovir in v omejenih prostorih.
Problem algoritma se je pokazal pri testih, ki so potrebovali hitrejˇso odzivnost
algoritma. Algoritem vztrajnosti ne uposˇteva, zato prihaja do problemov pri
izogibanju dinamicˇnih ovir. Zanemarjanje dinamicˇnih parametrov presenetljivo
vpliva tudi na odlocˇitev algoritma o potovanju naravnost. Cˇe vztrajnosti v si-
mulaciji ne uposˇtevamo, algoritem izbere optimalno trajektorijo tudi pri krajˇsih
poteh, kjer sicer ignorira nastavitev minimalne dolzˇine, potrebne za vozˇnjo na-
ravnost.
Trajektorije, ki jih izracˇuna ta algoritem, so podobne tistim, pridobljenim z
vticˇnikom teb local planner, zato tu slike nismo dodajali.
5.3.4 Navigacijski vticˇnik “teb local planner”
Vticˇnik teb local planner je, podobno kot eband local planner, zasnovan na osnovi
algoritma Elastic Band. Bistvena razlika je, da ta vticˇnik uporablja razlicˇico algo-
ritma Elastic Band, ki s pomocˇjo cˇasovne komponente uposˇteva tudi vztrajnost
vodenega sistema. To zˇe v osnovi bistveno izboljˇsa robotovo zmozˇnost umika-
nja dinamicˇnim oviram, poleg tega pa poskrbi za ustrezno izbiro orientacije med
gibanjem po trajektoriji. Vticˇnik teb local planner najbolje ustreza vsem pogo-
jem in uspesˇno navigira tudi po zahtevejˇsih poligonih, zato od opisanih vticˇnikov
predstavlja najboljˇso izbiro. Dva primera trajektorij, izracˇunanih z algoritmom
Elastic Band, sta prikazana na sliki 5.5.
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Slika 5.5: Primera trajektorij, dobljenih z vticˇnikoma “eband local planner” in
“teb local planner” (algoritem “Elastic Band”).
6 Zakljucˇek
V sklopu magistrskega dela smo se ukvarjali z razvojem algoritmov za nizkoni-
vojsko vodenje, izbiro algoritmov za visokonivojsko vodenje ter nadgradnjo ob-
stojecˇih sistemov sodelujocˇe mobilne robotske celice. Raziskali smo tudi teoretske
osnove, ki smo jih pri tem uporabljali. Cilj dela je bil povecˇati mobilnost plat-
forme, ji omogocˇiti avtonomno vozˇnjo in olajˇsati nadaljnji razvoj.
Mobilnost sodelujocˇe robotske celice smo povecˇali tako, da smo obstojecˇ na-
pajalni sistem, ki je deloval prek stacionarnega elektricˇnega omrezˇja, zamenjali
z novim, ki podpira napajanje prek baterije. Nov napajalni sistem je ohranil
tudi mozˇnost napajanja prek stacionarnega elektricˇnega omrezˇja. Za spremlja-
nje stanja baterije med polnjenjem in obratovanjem platforme smo na nadzorno
plosˇcˇo namestili tudi sistem za spremljanje stanja baterije, ki prek LCD zaslona
prikazuje relevantne podatke o bateriji in elektricˇni porabi.
Priprava celice na avtonomno vozˇnjo je poleg povecˇanja mobilnosti zajemala
tudi druge nadgradnje strojne opreme. Na celico smo pritrdili dva varnostna laser-
ska skenerja, ki ju uporabljamo za navigacijo in zagotavljanje varnosti. Nadgra-
dili smo tudi komunikacijsko omrezˇje in v platformo vgradili zmogljiv strezˇniˇski
racˇunalnik racˇunalnik. Celici smo s tem omogocˇili avtonomijo in brezzˇicˇni dostop
do laboratorijskega omrezˇja ter ostalih racˇunalnikov.
V nadaljevanju nadgradnje smo popolnoma prenovili tudi nizkonivojsko pro-
gramsko opremo, ki tecˇe na Beckhoffovem industrijskem krmilniku. Stara pro-
gramska oprema je bila namenjena le za rocˇno upravljanje platforme prek kr-
milne rocˇice, nova pa omogocˇa komunikacijo prek protokola UDP in s tem odpre
mozˇnost integracije platforme v sistem celotne celice. Nova programska oprema
vkljucˇuje tudi varnostne sisteme in podporo za novo 3 DOF krmilno palico. Poleg
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nadgradnje nadzornih vmesnikov smo v nizkonivojski programski opremi posodo-
bili tudi kinematicˇni model, ki smo ga podrobneje opisali v teoreticˇnih osnovah
v poglavju 2.
Za sposobnost avtonomne navigacije v sistemu poskrbi visokonivojska pro-
gramska oprema, ki je na celici pred nadgradnjo ni bilo. Visokonivojska pro-
gramska oprema tecˇe na novo vgrajenem strezˇniˇskem racˇunalniku racˇunalniku.
Razdeljena je na tri operacijske sisteme, ki so med sabo locˇeni z virtualizacijo. Dva
sta zasnovana na operacijskem sistemu Ubuntu Linux, tretji pa je Windows 10.
Operacijski sistem Windows uporabljamo v kombinaciji s sodelovalno povrsˇino
kot uporabniˇski vmesnik, Linuxa pa sta uporabljena za vodenje robotskega ma-
nipulatorja in platforme.
Za visokonivojsko vodenje platforme uporabljamo programsko okolje ROS.
Okolje ROS, poleg odlicˇnega komunikacijskega sistema med programskimi kom-
ponentami, ponuja tudi repozitorij odprtokodnih programskih resˇitev za navi-
gacijo, kartografiranje in resˇevanje drugih kompleksnih problemov, povezanih z
vodenjem in obdelavo podatkov iz senzorjev. V okolju ROS smo po standardu
razvili komunikacijske vmesnike za posˇiljanje in prejemanje podatkov za vodenje
platforme. Ker smo uporabili standardna imena ROS tem in standardne oblike
podatkov, smo lahko hitro testirali vecˇ programskih resˇitev za kartografiranje
in navigacijo brez potrebe po popravkih komunikacijskih vmesnikov. ROSova
modularnost tudi olajˇsuje nadaljnji razvoj.
Zaradi izrednih ukrepov ob izbruhu bolezni COVID-19 med izdelavo magi-
strskega dela, vecˇine visokonivojske programske opreme nismo uspeli testirati na
fizicˇni celici. Kot alternativo smo za testiranje izdelali simulacijsko okolje mo-
bilne platforme v okolju Unity. Simulacijsko okolje vsebuje komunikacijske vme-
snike, ki so identicˇni tistim, prisotnim na platformi. Visokonivojsko programsko
opremo lahko tako testiramo brez modifikacij. Okolje omogocˇa izgradnjo poligona
in upravljanje simulirane platforme prek protokola UDP in tipkovnice. Visoko-
nivojskemu vodenju tudi posreduje odometrijo in podatke simuliranih laserskih
skenerjev.
S pomocˇjo simulacijskega okolja smo dodelali komunikacijske vmesnike na
sistemu ROS in izbrali najprimernejˇse pakete za kartografijo in navigacijo. Paket
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za kartografijo smo izbirali predvsem na podlagi podprtih funkcij in se na koncu
odlocˇili za uporabo paketa rtabmap. Ta paket je za nas najprimernejˇsa resˇitev,
saj lahko gradi zemljevid na podlagi laserskih skenerjev in odometrije, kasneje pa
lahko sistem brez vecˇjih tezˇav po potrebi nadgradimo z RGB ali RGB-D kamero.
Za navigacijski paket uporabljamo kar paket move base, ki je vgrajen v sistem
ROS. Ta podpira programske vticˇnike za lokalno in globalno navigacijo. Globalna
navigacija zˇe s privzetim vticˇnikom deluje po pricˇakovanjih, privzeti vticˇnik za
lokalno navigacijo pa ni prilagojen za nasˇ pogonski sistem. Vticˇnik za lokalno
navigacijo smo tako izbrali naknadno, na podlagi primernosti odzivanja robota
na podatke, pridobljene s senzorjev. Za najprimernejˇsega se je izkazal paket na
osnovi algoritma Timed Elastic Band.
V okviru magistrske naloge smo dosegli vse zastavljene cilje. Sodelujocˇa ro-
botska mobilna celica lahko deluje avtonomno prek baterije tudi nekaj ur. Sistem
visokonivojskega vodenja omogocˇa navigacijo po prostoru in izogibanje staticˇnim
in dinamicˇnim oviram. Med delovanjem posodablja globalni zemljevid, na pod-
lagi katerega lahko mobilni celici zastavimo cilje. Ker je visokonivojsko vodenje
zasnovano na sistemu ROS, nam omogocˇa tudi povezavo z robotskim manipula-
torjem in posledicˇno sinhrono vodenje manipulatorja in platforme.
Celico bomo uporabljali za pedagosˇke in raziskovalne namene. Nadaljnji ra-
zvoj bo pokrival podrocˇja sinhronega vodenja platforme in manipulatorja, navi-
gacije po tesnih prostorih ter sodelovanja s cˇlovekom. Poleg nadaljnjega razvoja
na podrocˇju raziskovalno zanimivih tem, bi bilo dobro sˇe dodatno nadgraditi var-
nostni sistem z dodatnimi gumbi za ustavitev v sili in laserskimi skenerji. Za
olajˇsanje nadaljnjega razvoja bi v posˇtev priˇsla tudi nadgradnja obstojecˇe kon-
trolne rocˇice v rocˇno ucˇno enoto. Platformi manjka tudi vmesnik za programiranje
preprostih nalog, ki bi ga lahko, po zgledu vmesnika manipulatorja Franka Panda,
v prihodnosti realizirali v obliki spletne aplikacije.
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