In this paper, we compare two analytical models for evaluation of cache coherence overhead of a shared bus multiprocessor with private caches. The models are based on a closed queuing network with different service disciplines. We find that the priority discipline can be used as a lower-level bound. Some numerical results are shown graphically.
Introduction
Caches have been widely used in multiprocessors to improve systems performance. Caching of shared data, however, introduces the cache coherence problem. Simply coherence can be defined as retrieving always the most recent value for any data. Maintaining this feature solely by the software makes the programmer's task extremely difficult. Modern multiprocessors solve the cache coherence problem in hardware by implementing cache coherence protocols [6] . There are two main classes of hardware protocols, snoopy and directory based protocols. Snoopy protocols use broadcast medium and hence apply to a smaller-scale bus-based multiprocessors. In these broadcast systems each cache "snoops" on the bus and watches for transition that affects it. In this paper we consider this class. Coherence requirements can be met in two ways. Invalidate protocols invalidate other cache copies on a write, so the processor has exclusive access to a data before it writes that data. The alternative Update protocols update all the cached copies of the data when that data is written. Most multiprocessors use Invalidate technique rather than Update technique because update transactions are expensive.
Impact on the performance of the cache coherence protocols can be studied using simulation or analytical models. Simulation is accurate but very time consuming. Analytical models based on queuing theory provide simple but approximate approach for estimating the performance of multiprocessors in the early design cycles. The most commonly used method for this purpose is the Mean Value Analysis (MVA), based on the forced law, i.e. in equilibrium the output rate equals input rate. It offers no possibility to study transient behavior, moreover the assumption of exponential service times is not always adequate [3] . Alternative solution is to describe the system using discrete state continuous time Markov processes. In [4] this approach is applied to a priority discipline where the non-blocking (write-back) requests are served immediately after their arrival, and in [5] a First-ComeFirst-Served (FCFS) discipline is studied. As shown in [4, 5] this method eliminates the main drawbacks of MVA analysis: inability to deal with transients and the constraints on the service time distributions.
Description of the models
A multiprocessor consists of several processors connected together to a shared main memory by a common complete transaction bus. Each processor has a private cache. When a processor issues a request to its cache, the cache controller examines the state of the cache and takes suitable action, which may include generating bus transaction to access main memory. Coherence is maintained by having all cache controllers "snoop" on the bus and monitor the transaction. Snoopy cache-coherence protocols fall in two major categories: Invalidate and Update [6] . Invalidating protocols are studied here but the concepts can be applied with some modifications to IJCSI International Journal of Computer Science Issues, Vol. 7, Issue 2, No 5, March 2010 www.IJCSI.org 2 updating protocols too. Transactions may or may not include the memory block and the shared bus. Typical transaction that does not include memory block is Invalidate Cache Copy which occurs when a processor requests writing in the cache. All other processors simply change the status bit(s) of their on copies to Invalid. If the memory block is uncached or not clean it can be uploaded from the main memory, but in todays multiprocessors it is rather uploaded from another cache designated as Owner (O) (cache-to cache transfer). Memory-to cache transfer occurs when the only clean copy is in the main memory. A cache block is written back (WB) in the main memory (bus is used) when a dirty copy is evicted [6] . Apparently the bus can be considered as the bottleneck of the system.
For the model in [4] these WB requests are immediately served, that is they have priority over all other transaction types, and for the model presented in [5] , WB requests and all other requests are treated equally, i.e. the service discipline is on First Come First Served (FCFS) basis.
In terms of the queuing theory processors can be viewed as customers (clients) and the bus can be viewed as a server. The FCFS queue and the priority queue are illustrated in Fig Each processor alternates execution (think, compute) phases and phases when it waits for a memory request to be served. The execution phase is assumed exponentially distributed with parameter λ. This assumption is adequate for most applications [3] . Immediately after issuing a coherence request the customer blocks itself. The service time for blocking request has a density function f1(x). When service is completed the processor (customer) resumes processing with probability p or resumes processing and generates a new request with probability q (p+q=1). Details on how to obtain the input parameters are given in [7, 8] . This new request has a different density p q Fig. 1 .b function f2(x) and corresponds to WB transaction. It does not block the customer but the server is held until completion of WB transaction therefore adding to the queue. WB request in Fig. 1 .a joins the tail of the queue of blocking and non-blocking requests. In Fig. 1 .b if a WB request is generated the bus (server) is not relinquished by the processor whose coherence transaction was just completed. The service of the WB request is started immediately for this processor, and only after its completion the first processor in the queue gets access to the bus.
The equations describing these queues and their solutions are given in [4, 5] . We start with fairly complex set of integro-differential equations but the output is a set of linear equations from which the steady-state probabilities and hence the throughput can be determined. For the FCFS discipline, however, the number of linear equations grows enormously for large N, so the exact solution is too complicated to be practical. The networks in Fig. 1 .a and Fig. 1 .b are "work conserving" since the server does not go idle if there is a customer in the queue, and the amount of the service time does not depend on the service discipline [2] . The mean waiting time is same for Fig. 1 .a and Fig. 1 .b according to the conservation law [4, 5] . Distributions of waits, however, are different: in Fig. 1 .b non-blocking (WB) requests do not wait at all because they are served immediately after arrival, so that the waiting time is zero, while for the network in Fig. 1 .a the waiting time is greater than zero. Blocking requests in Fig.  1 .a therefore wait longer and the throughput is smaller than that in Fig. 1 .b, thus we can conclude that the priority scheme ( Fig. 1.b) can be regarded as lower-level bound for FCFS discipline ( Fig. 1.a) .
S S
Average Number of Blocked Customers (processors), ANBC, for the two disciplines, computed using the formulas, derived in [4] and [5] are illustrated in Table 1 Table 1 Since the percentage difference of ANBCs is always positive we can confirm that the priority scheme can serve as a lower-level bound.
If we look more closely at the tables, we find that the difference is smaller for heavier workload (λ).In spite of the fact that FCFS is more favorable to shorter request than the priority scheme its impact is diminished if the system handles more requests in the case of heavy workload.
It also can be observed that the difference does not vary significantly with N.
Some numerical results
We measure the system performance in ANPEC (Average Number of Processors Engaged in Computation) [1] .
Obviously from the definition
Results are illustrated in Fig. 2 . 
Concluding Remarks
Based on the work conservation law we conclude that the priority service discipline produces smaller performance than the FCFS. At the early stage of the design this model can be used as a worst-case approximation for the systems performance. Solving these equations requires insignificant computational effort because their number is 2N+1 [5] .
