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1.Introducción 
 
1.1. Presentación 
 
El presente PFC se ha realizado dentro del marco del proyecto Quirón, del Servicio de 
Obtención de Órganos y Tejidos para el Trasplante del Hospital de Sant Pau. El 
objetivo principal de este proyecto, es hacer de los cursos presenciales que realiza el 
departamento, una herramienta de dominio público para fomentar una actitud positiva 
ante la donación entre los adolescentes, así como también proporcionar herramientas 
e información entre los profesores y los profesionales del sector.  
 
 El documento está estructurado mediante los siguientes capitulos: 
 
• Introducción: Consiste en la explicación del PFC y del marco en el que se ha 
desarrollado. También contiene un apartado dedicado a los objetivos de la aplicación.  
 
• Tecnologías: El objetivo de este apartado es el acercar al lector las tecnologías que 
se usan en la aplicación, para facilitar la posterior comprensión del apartado de  
implementación. 
 
• Especificación: En este capítulo se especificarán los requisitos del sistema y los 
principales casos de uso.  No todos los requisitos se han fijado en la primera etapa del 
proyecto, sino que a medida que se ha avanzado se han ido completando mediante 
peticiónes del cliente. 
 
• Diseño: El diseño del sistema abarca la explicación de la arquitectura implementada, 
la organización de los paquetes, la explicación de las clases y las interacciones entre 
éstas, así como también la justificación del uso de ciertas herramientas en frente de 
otras alternativas. 
 
• Implementación: Este apartado abarca la explicación de la organización de los 
diferentes directorios de la aplicación, como están estructurados los datos, servlets y 
JSPs, como se han gestionado los errores, así como también de cómo se configura el 
servidor de aplicaciones.   
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• Fase de pruebas: Este apartado pretende ser una pequeña demostración de la 
aplicación. Se muestran esquemas con capturas de la pantalla para dar al lector una 
idea de cómo es y como funciona la aplicación. 
 
 
1.2.  SOOTT  
 
La actividad principal del SOOTT  (Servicio de Obtención de Órganos y Tejidos para 
Trasplante del Hospital de Sant Pau) es la detección y el mantenimiento de donantes 
de órganos y tejidos para la generación de órganos y tejidos (valga la redundancia) 
para el transplante. 
 
Las actividades más significativas que se realizan dentro del servicio son las 
siguientes: 
 
• Investigación y publicaciones. Estas actividades se realizan dentro del programa 
del proyecto Carrel. 
 
•   Banco de Tejidos. Consiste en la distribución de tejidosa nivel nacional. 
 
•  Cursos de formación en donación y trasplante. Estos cursos, que se estan 
impartiendo desde el 1995, se llevan a cabo dentro del programa del proyecto Quirón, 
que se encarga del fomento de la donación. Este será el marco del proyecto en el que 
se realizará este PFC. 
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1.3. Proyecto Quiron 
 
Quirón es un proyecto educativo en materia de donación y trasplante de órganos y 
tejidos de la población escolar por vía telemática. 
 
Desde hace más de diez años, la donación de órganos se ha fomentado mediante 
seminarios presenciales dentro del Hospital, a los cuales únicamente puede asistir un 
número reducido de alumnos de colegios cercanos. 
 
 Las características del curso son las siguientes: 
 
•   La población que ha participado en el curso estuvo formada por estudiantes de 
bachiller o formación, de edades comprendidas entre los 16 y 18 años pertenecientes 
a colegios cercanos al Hospital de Sant Pau. 
 
•   Los alumnos acudían al hospital en grupos formados por 15 alumnos acompañados 
por un profesor tutor. 
 
•   Las clases se realizaban en el Hospital de Sant Pau, con una periocidad de una por 
semana de octubre a junio, como el periodo lectivo escolar. Cada clase duraba 4 
horas. 
 
 Desde el punto de vista de los alumnos y el colegio, el curso fue considerado la mejor 
actividad extraescolar que realizaron, y ésto se refleja en las demandas obtenidas para 
aumentar el número de grupos, por ejemplo. Desde el punto de vista de los 
profesionales del SOOTT, les beneficia en su formación porque les obliga a mantener 
una competencia técnica para poder responder a todo tipo de preguntas, y a la vez les 
permite un conocimiento mayor sobre lo que piensa la población. 
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Los objetivos principales del proyecto QUIRON son: 
 
•   Divulgar por Internet y entre la población juvenil el proceso de donación y trasplante 
desde el punto de vista terapéutico, social y legal.  
 
•   Fomentar así más ampliamente el proceso de donación para obtener a corto, 
medio y largo plazo un aumento de las tasas de donación y del número de órganos 
disponibles para trasplante. 
 
 
1.4. Objetivos de la aplicación 
 
Como ya se ha comentado en la presentación, el objetivo principal de este PFC será 
hacer de los cursos presenciales que realiza el Hospital de la Santa Creu i Sant Pau 
una herramienta de dominio público para fomentar una actitud positiva ante la 
donación entre los adolescentes, así como también proporcionar herramientas e 
información entre los profesores y los profesionales del sector.  
 
La plataforma que se diseñará en este PFC constará de diferentes componentes: 
cursos multimedia elaborados a partir de seminarios presenciales grabados (vídeos de 
entrevistas a pacientes trasplantados y en lista de espera), encuestas y tests de auto-
evaluación e información completa relacionada con el mundo del trasplante 
(información general, noticias, FAQs, enlaces…) 
 
Uno de los componentes fundamentales de la plataforma será el servidor de streaming 
de vídeo, que se integrará y configurará posteriormente en Quirón. 
 
Los objetivos secundarios se corresponderán a los requisitos funcionales y no 
funcionales que se detallan en el capitulo de requisitos. 
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2. Tecnologías 
 
En este capítulo se especificará toda la tecnología que usa la aplicación con la 
intención de facilitar la posterior comprensión del apartado de implementación.  
 
2.1. J2EE 
 
2.1.1. JavaServlets 
 
Los servlets son clases Java que se ejecutan en un servidor de aplicación, para 
contestar a las peticiónes de los clientes. Los servlets no se encuentran limitados a un 
protocolo de comunicaciones específico entre clientes y servidores, pero en la práctica 
podemos decir que se utilizan prácticamente con el protocolo HTTP, por lo que el 
servidor de aplicación pasa a denominarse entonces servidor Web. 
 
Un servlet es muy similar a un script CGI1, es un programa que se ejecuta en un 
servidor Web actuando como una capa intermediaría entre una petición procedente de 
un navegador Web y aplicaciones, bases de datos o recursos del servidor Web. 
 
Básicamente un servlet recibe una petición de un usuario y devuelve un resultado de 
esa petición, que puede ser por ejemplo, el resultado de una búsqueda en una base 
de datos. 
 
 Las ventajas principales de los servlets respecto a los programas CGI son las 
siguientes: 
 
 
 
 
                                                 
1
 Common Gateway Interface (en castellano «Interfaz Común de Pasarela», abreviado CGI) es una 
importante tecnología de la World Wide Web que permite a un cliente (explorador web) solicitar datos de 
un programa ejecutado en un servidor web. CGI especifica un estándar para transferir datos entre el 
cliente y el programa. Es un mecanismo de comunicación entre el servidor web y una aplicación externa. 
Las aplicaciones CGI fueron una de las primeras maneras prácticas de crear contenido dinámico para las 
páginas web. En una aplicación CGI, el servidor web pasa las solicitudes del cliente a un programa 
externo. La salida de dicho programa es enviada al cliente en lugar del archivo estático tradicional. 
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• Eficiencia: Los servlets, una vez cargados, quedan en memoria como única 
instancia, y manejan las peticiónes mediante flujos. Así N peticiónes simultaneas sobre 
un mismo servlet genera N flujos. En cambio, las CGI manejan las peticiónes mediante 
procesos, es decir, se cargan en memoria cada vez que reciben una petición. Así, en 
el ejemplo anterior, se cargaria N veces el mismo proceso, con lo que resulta mucho 
mas ineficiente. 
 
  Además los Servlets disponen de más alternativas que los programas normales CGI 
para optimizaciones, como los cachés de cálculos previos, o el mantener abiertas las 
conexiones de bases de datos, entre otros. 
 
• Potencia. Los Servlets Java nos permiten fácilmente hacer muchas cosas que son 
difíciles o imposibles con CGI normal. Por algo, los servlets pueden hablar 
directamente con el servidor Web. Esto simplifica las operaciones que se necesitan 
para buscar datos almacenados en situaciones estándares. Los Servlets pueden 
compartir los datos entre ellos y también pueden mantener información de solicitud en 
solicitud, simplificando tareas como el seguimiento de sesión y el caché de cálculos 
anteriores. 
 
• Portable: Los Servlets están escritos en Java y siguen un API bien estandarizado. 
Consecuentemente, los servlets escritos, digamos en el servidor IIS de Microsoft, se 
pueden ejecutar sin modificarse en Apache. Los Servlets están soportados 
directamente o mediante plug-in en la mayoría de los servidores Web. 
 
• Seguridad: Al estar escritos en Java, disponen de toda la seguridad que introducen 
las plataformas para este lenguaje; en cambio, en las CGI no hay control de seguridad. 
 
• Otras ventajas que disponemos al usar servlets son las siguientes: 
 
- Podemos encadenar varios servlets (“Servlet Chaining"). La idea es que la salida 
que produce un servlet sea la entrada de otro. Incluso un servlet puede llamar a un 
método concreto de otro servlet. De esta manera podemos especializar cada uno de 
los servlets para una función concreta dentro del sistema y por lo tanto obtener un 
rendimiento mayor. 
 
- Se ejecutan sobre la Java Virtual Machine del servidor, con lo que no carga al 
cliente con la faena de ejecutarlos, este solo vera los resultados. 
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- Son independientes del servidor utilizado y de su sistema operativo, lo que quiere 
decir que a pesar de estar escritos en Java, el servidor puede estar escrito en 
cualquier lenguaje de programación, obteniéndose exactamente el mismo resultado 
que si lo estuviera en Java. 
 
 - Los servlets pueden obtener fácilmente información acerca del cliente (la permitida 
por el protocolo HTTP), tal como su dirección IP, el puerto que se utiliza en la 
llamada, el método utilizado (GET, POST,...), etc. 
 
 Una vez vistas las características principales de los servlets, a continuación 
detallaremos el funcionamiento de los mismos. 
  El ciclo de vida de un servlet tiene 3 fases: 
• Un servidor carga e inicializa el servlet.  
• El servlet maneja cero o más peticiónes de cliente.  
• El servidor elimina el servlet.  
 Cuando un servidor carga un servlet, ejecuta el método init del servlet. La 
inicialización se completa antes de manejar peticiónes de clientes y antes de que el 
servlet sea destruido.  
 Aunque muchos servlets se ejecutan en servidores multi-thread, los servlets no tienen 
problemas de concurrencia durante su inicialización. El servidor llama sólo una vez al 
método init al crear la instancia del servlet, y no lo llamará de nuevo a menos que 
vuelva a recargar el servlet. El servidor no puede recargar un servlet sin primero haber 
destruido el servlet llamando al método destroy. 
 Después de la inicialización, el servlet puede manejar peticiónes de clientes. Estas 
respuestas son manejadas por la misma instancia del servlet por lo que hay que tener 
cuidado con acceso a variables compartidas por posibles problemas de sincronización 
entre requerimientos concurrentes.  
 
 Los servlets se ejecutan hasta que el servidor los destruye, por cierre del servidor o 
bien a petición del administrador del sistema. Cuando un servidor destruye un servlet, 
ejecuta el método destroy del propio servlet. Este método sólo se ejecuta una vez y 
puede ser llamado cuando aún queden respuestas en proceso por lo que hay que 
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tener la atención de esperarlas. El servidor no ejecutará de nuevo el servlet, hasta 
haberlo cargado e inicializado de nuevo. 
 
En la siguiente figura se observa el ciclo de vida del servlet: 
 
 
 
2.1.2. Java Server Pages  
 
Java Server Pages (JSP) es una tecnología que nos permite mezclar HTML estático 
con HTML generado dinámicamente. Muchas páginas Web que están construidas con 
programas CGI son casi estáticas, con la parte dinámica limitada a muy pocas 
localizaciones. Pero muchas variaciones CGI, incluyendo los servlets, hacen que 
generemos la página completa mediante nuestro programa, incluso aunque la mayoría 
de ella sea siempre lo mismo. JSP nos permite crear dos partes de forma separada, la 
estática y la dinámica. 
 
Se puede decir que la tecnología JSP es una extensión de la tecnología ofrecida por 
los servlets, creada para ofrecer soporte a la creación de páginas HTML y XML. Las 
páginas JSP hacen mucho más fácil combinar plantillas de presentación de la 
información con contenido dinámico. Las páginas JSP realmente son compiladas 
dinámica y automáticamente en forma de servlets, de esta forma presentan todos los 
beneficios de los servlets, así como el completo acceso a todos los APIs que ofrece el 
lenguaje Java. 
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Como ya se ha apuntado, JSP es una extensión de los servlets, (las paginas JSP se 
compilan de forma automática en servlets), por lo tanto, las páginas JSP y los servlets 
se pueden combinar para trabajar conjuntamente. 
 
Unos de los mayores beneficios que ofrecen las páginas JSP es la separación del 
contenido estático o presentación del resultado del contenido dinámico o la 
implementación de la lógica que produce el resultado. En un servlet para generar una 
salida para el usuario, debemos incluir la generación de las mismas en instrucciones 
del tipo out.println (“<etiqueta>”), con lo que nos queda el código poco elegante y 
complejo (en un fichero pueden aparecen muchísimas etiquetas HTML). Sin embargo, 
las páginas JSP ofrecen una separación más clara entre presentación e 
implementación, ya que ofrecen unos delimitadores especiales, “scriptlets” (fragmentos 
de código fuente escritos en lenguaje Java). De esta manera se distingue la 
implementación de la página JSP (scriptlets) del código HTML, que se escribirá como 
si estuviéramos diseñando una página HTML tradicional, y que constituye la 
presentación (interfaz de usuario) de la información.  
 
 
2.1.3. JSTL 
 
JSTL (JSP Standard Tag Library, es un componente dentro de la especificación del 
Java 2 Enterprise Edition (J2EE) y es controlada por Sun MicroSystems. JSTL no es 
más que un conjunto de librerías de etiquetas simples y estándares que encapsulan la 
funcionalidad principal que se usa comúnmente para escribir páginas JSP. Las 
etiquetas JSTL están organizadas en 4 librerías: 
 
• core: Comprende las funciones script básicas como loops, condicionales, y 
entrada/salida.  
• xml: Comprende el procesamiento de xml  
• fmt: Comprende la internacionalización y formato de valores como de moneda y 
fechas.  
• sql: Comprende el acceso a base de datos.  
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2.1.3.1. Problema con los scriptlets 
 
La especificación JSP ahora se ha convertido en una tecnología estándar para la 
creación de sitios Web dinámicos en Java, sin embargo se han detectado algunas 
debilidades: 
 
•  El código Java embebido en scriptlets es desordenado: un programador que no 
conoce Java no puede modificar el código Java embebido, anulando uno de los 
mayores beneficios de los JSP: permitir a los diseñadores y personas que escriben la 
lógica de presentación que actualicen el contenido de la página.  
 
• El código de Java dentro de scriptlets JSP no pueden ser reutilizados por otros JSP 
por lo tanto la lógica común termina siendo re-implementada en múltiples páginas.  
 
• La recuperación de objetos fuera del HTTP Request y Session es complicada. Es 
necesario hacer el casting de objetos (transformación de un objeto de una clase a otra) 
y esto ocasiona que tengamos que importar más Clases en los JSP. 
2.1.3.2. Ventajas usando JSTL 
 
Debido a que las etiquetas JSTL son XML, estas etiquetas se integran limpia y 
uniformemente a las etiquetas HTML.  
 
Las cuatro librerías de etiquetas JSTL incluyen la mayoría de funcionalidad que será 
necesaria en una página JSP. Las etiquetas JSTL son muy sencillas de usarlas para 
personas que no conocen de programación, que sólo necesitarán conocimientos de 
etiquetas del estilo HTML.  
 
Las etiquetas JSTL encapsulan la lógica como el formato de fechas y números. 
Usando los scriptlets JSP, esta misma lógica necesitaría ser repetida en todos los 
sitios donde es usada, o necesitaría ser movida a clases de ayuda.  
 
Las etiquetas JSTL pueden referenciar objetos que se encuentren en los ambientes 
Request y Session sin conocer el tipo del objeto y sin necesidad de hacer el casting.  
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2.1.3.3. Desventajas de JSTL 
 
Los JSTL pueden agregar mayor sobrecarga en el servidor. Los scriptlets y las 
librerías de etiquetas son compilados en servlets, los cuales luego son ejecutados por 
el contenedor. El código Java embebido en los scriptlets es básicamente copiado en el 
servlet resultante. En cambio, las etiquetas JSTL, causan un poco más de código en el 
servlet. En la mayoría de casos esta cantidad no es mensurable pero es un hecho más 
que debe ser considerado.  
 
Los scriptlets son más potentes que las etiquetas JSTL. Si se desea hacer todo en un 
script JSP es muy probable que se insertará todo el código en Java en él. A pesar que 
las etiquetas JSTL proporcionan un potente conjunto de librerías reutilizables, no 
pueden hacer todo lo que el código Java puede hacer. La librería JSTL está diseñada 
para facilitar la codificación en el lado de presentación, que pertenece típicamente a la 
capa de Vista si hablamos de la arquitectura Modelo-Vista-Controlador. 
 
2.2. Jakarta Tomcat (Apache) 
 
Tomcat (también llamado Jakarta Tomcat o Apache Tomcat) funciona como un 
contenedor de servlets desarrollado bajo el proyecto Jakarta en la Apache Software 
Foundation. Tomcat implementa las especificaciones de los servlets y de JavaServer 
Pages (JSP) de Sun Microsystems. 
Tomcat no funciona con cualquier servidor web con soporte para servlets y JSPs. 
Tomcat incluye el compilador Jasper, que compila JSPs convirtiéndolas en servlets. El 
motor de servlets del Tomcat a menudo se presenta en combinación con el servidor 
web Apache; aunque puede, asimismo, funcionar como servidor web por sí mismo. 
Dado que Tomcat fue escrito en Java, funciona en cualquier sistema operativo que 
disponga de su máquina virtual. 
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2.3. XML Y XSL 
 
2.3.1. XML 
 
XML es un metalenguaje usado para definir documentos que contienen datos 
estructurados. Las características y beneficios del XML se pueden agrupar en estas 
áreas principales: 
 
• Hay dos tipos principales de documentos XML:    
1. Documentos Válidos: un documento XML válido está definido por una "Document 
Type Definition" (DTD), que es la gramática del documento que define qué tipos de 
elementos, atributos y entidades podría haber en el documento. El DTD define el 
orden y también la ocurrencia de elementos. Actualmente se gestiona mediante XML 
Schema que surgió como una mejora necesaria sobre la idea en la que se 
fundamentaban las DTDs, 
 
2. Documentos Bien-Formateados: un documento XML bien formateado no tiene que 
adherirse a una DTD. Pero debe seguir dos reglas: 1) todo elemento debe tener una 
etiqueta de apertura y otra de cierre. 2) debe haber un elemento raíz que contenga 
todos los otros elementos. 
 
• Extensibilidad: como metalenguaje, XML puede usarse para crear sus propios 
lenguajes de marcas. Hoy en día existen muchos lenguajes de marcas basados en 
XML, incluyendo "Wireless Markup Language" (WML). 
 
• Estructura precisa: Los documentos XML están bien estructurados, cada 
documento tiene un elemento raíz y todos los demás elementos deben estar anidados 
dentro de otros elementos. 
 
• Extensión Poderosa: Como se mencionó anteriormente, XML sólo se usa para 
definir la sintaxis. En otras palabras, se usa para definir contenido. Para definir la 
semántica, el estilo o la presentación, necesitamos usar "Extensible Stylesheet 
Language" (XSL). Un documento podría tener múltiples hojas de estilo que podrían ser 
usadas por diferentes usuarios. 
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En el siguiente esquema podemos observar la relación entre SGML2, XML y HTML: 
 
 Así pues, el XML no es ningún tipo de documento SGML, sino que es una versión 
abreviada de SGML optimizada para su utilización en Internet. Esto significa que con 
él vamos a poder definir nuestros propios tipos de documentos (podremos definir 
nuestras propias etiquetas) por lo que ya no dependeremos de un único e inflexible 
tipo de documento HTML. 
 
 Como escribió Richard Ligth en su libro “Presenting XML”: "XML ofrece el 80% de las 
ventajas del SGML con un 20% de su complejidad". Y es que los diseñadores de XML 
intentaron dejar fuera sólo aquellas partes que raramente se utilizan.  
 
 En comparación con HTML, podemos decir que tanto HTML como XML son lenguajes 
de marcas, donde las etiquetas se usan para anotar los datos. Aunque las principales 
diferencias entre ambos son: 
 
• En HTML, la sintaxis y la semántica del documento están definidas. HTML sólo se 
puede usar para crear una representación visible para el usuario. XML permite definir 
sintaxis de documentos. 
 
• Los documentos HTML no están bien formateados. HTML sufre de una pobre 
estructura que hace difícil procesar eficientemente documentos HTML. Por ejemplo, no 
todas las etiquetas tienen su correspondiente etiqueta de cierre. Los documentos XML, 
sin embargo, están bien formateados. 
 
 
                                                 
2
 SGML son las siglas de "Standard Generalized Markup Language" o "Lenguaje de Marcación 
Generalizado". Consiste en un sistema para la organización y etiquetado de documentos. La Organización 
Internacional de Estándares (ISO) ha normalizado este lenguaje en 1986. El lenguaje SGML sirve para 
especificar las reglas de etiquetado de documentos y no impone en sí ningún conjunto de etiquetas en 
especial. 
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2.3.2. XSL 
 
 Como ya hemos visto anteriormente, con XML podemos definir los contenidos de 
nuestra web de una manera muy eficiente y clara. Para definir la semántica, el estilo o 
la presentación, necesitamos usar "Extensible Stylesheet Language" (XSL). 
 XSL es una familia de lenguajes basados en el estándar XML que permite describir 
cómo la información contenida en un documento XML cualquiera debe ser 
transformada o formateada para su presentación en un medio específico. 
 Esta familia está formada por tres lenguajes: 
• XSLT (siglas de Extensible Stylesheet Language Transformations, lenguaje de hojas 
extensibles de transformación), que permite convertir documentos XML de una sintaxis 
a otra (por ejemplo, de un XML a otro o a un documento HTML).  
• XSL-FO (lenguaje de hojas extensibles de formateo de objetos), que permite 
especificar el formato visual con el cual se quiere presentar un documento XML, es 
usado principalmente para generar documentos PDF.  
• XPath, o XML Path Language, es una sintaxis (no basada en XML) para acceder o 
referirse a porciones de un documento XML.  
 El proceso que se sigue para convertir un documento XML en otro es el siguiente: en 
primer lugar, seleccionar un documento XML, después aplicar el archivo XSLT a los 
nodos del documento XML y finalmente generar otro documento con el formato 
deseado. En el siguiente diagrama se ilustra dicho proceso: 
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2.3.3. Cocoon 
 Cocoon es un sistema de publicación Web, basado en XML/XSL. Cuenta con 
desarrollo total en Java por lo cual se puede ejecutar desde cualquier servidor que 
pueda contener Servlets; y al ser un Servlet cuenta con las ventajas de éstos, es decir, 
se ejecutan como threads de forma simultánea en el mismo contexto y no tienen que 
llamar a métodos auxiliares como lo hacen tecnologías del estilo CGI.  
 Hay navegadores en el mercado actual, como por ejemplo Microsoft Explorer, que no 
necesitan de un “interprete” como es Cocoon para poder generar el fichero HTML a 
través de XSLT. Pero no todos los navegadores son capaces de interpretar las xsl, y 
es por eso que necesitan Cocoon, éste es el caso de Firefox, por ejemplo. 
 Cocoon nos permite la total separación de tres conceptos: 
• Contenido: Serán los ficheros XML con los contenidos de la aplicación web. 
• Presentación: Serán los ficheros XSL que se encargarán de mostrar al usuario los 
contenidos. 
• Lógica: Encapsula unas condiciones de las cuales dependerá la información que se 
mostrará y/o la manera en que se presentará. 
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2.3.4. Acceso a los contenidos del fichero XML 
 
 Otros de los aspectos importantes de XML es el de poder acceder a sus contenidos. A 
continuación se muestran las alternativas que hay para “parsear” los documentos. 
2.3.4.1. SAX 
 
 SAX ("Simple API for XML") procesa ("parse") el documento o información en XML de 
una manera muy diferente a DOM, SAX procesa la información por eventos. A 
diferencia de DOM que genera un árbol jerárquico en memoria, SAX procesa la 
información en XML conforme esta sea presentada (evento por evento), efectivamente 
manipulando cada elemento a un determinado tiempo, sin incurrir en uso excesivo de 
memoria. 
 
 Por lo tanto puede notar las siguientes características: 
 
 SAX es un "parser" ideal para manipular archivos de gran tamaño, ya que no hay que 
generar un árbol en memoria como hace DOM. 
 
 Es más rápido y sencillo que utilizar DOM  
 
 La sencillez antes mencionada tiene su precio, debido a que SAX funciona por 
eventos, no es posible manipular información una vez procesada, en DOM no existe 
esta limitación ya que se genera el árbol jerárquico en memoria y es posible regresar a 
modificar nodos.  
2.3.4.2. DOM 
 
DOM ("Document Object Model") es solamente una especificación definida por el 
"World Wide Web Consortium", lo que permite a diversas compañías u organizaciones 
definir "parsers" alrededor de esta especificación.  
DOM genera un árbol jerárquico en memoria del documento o información en XML. 
Este árbol jerárquico de información en memoria permite que a través del "parser" la 
información sea manipulable. 
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Debido a que DOM es solo una especificación existen diversos "parsers" DOM. Uno 
de los "parsers" en mayor uso es llamado Xerces y es desarrollado por la fundación 
Apache , Xerces es un fully-validating parser disponible en los lenguajes Java y C++, 
incluso existe un "wrapper" para Perl lo cual permite manipular documentos en XML 
desde un programa en Perl .  
 
 
2.3.4.3. JDOM 
 
JDOM son las siglas en inglés de Java Document Object Model (Documento de 
Modelado de Objetos en Java) es una librería de código fuente para manipulaciones 
de datos XML optimizados para Java. A pesar de su similitud con DOM del consorcio 
World Wide Web (W3C), es una alternativa como documento para modelado de 
objetos que no está incluido en DOM.  
La principal diferencia es que mientras que DOM fue creado para ser un lenguaje 
neutral e inicialmente usado para manipulación de páginas HTML con JavaScript, 
JDOM se creó especificamente para usarse con Java y por lo tanto beneficiarse de las 
características de Java, incluyendo sobrecarga de métodos, colecciones, etc. 
 
 
 
 
 
 
 
 
 
 25 
2.4. Streaming 
 Streaming es una tecnología que se utiliza para aligerar la descarga y ejecución de 
audio, vídeo y otros elementos multimedias en la web, ya que permite cargar 
contenidos multimedia como la música y los vídeos sin necesidad de esperar a que 
éstos se descarguen al disco duro por completo. Esto consiste en descargar cierta 
cantidad de información para permitir su iniciación, y mientras el usuario visualiza ese 
medio, este sigue descargándose. En otras palabras permite ver y oír en tiempo real 
audíos y vídeos. 
 Si no se utiliza streaming, para mostrar un contenido multimedia en la Red, el usuario 
se tiene que descargar primero el archivo entero en su ordenador y más tarde 
ejecutarlo, para finalmente ver y oir lo que el archivo contenía. Los archivos de audio o 
vídeo pueden ser realmente grandes. Es habitual el tener que esperar varios minutos o 
incluso horas hasta que se descarguen completamente en el ordenador para poder 
reproducirlos. Sin embargo, el streaming permite que esta tarea se realice de una 
manera más rápida y que se pueda ver y escuchar su contenido durante la descarga. 
En los segundos iniciales se compone la cantidad de contenido necesaria para que se 
pueda ver todo el contenido sin interrupciones mientras va llegando al equipo del 
usuario. 
 El sonido y los datos de imágen son transmitidos en un flujo digital desde un servidor 
a su equipo, listo para reproducir en tiempo real y sin tener que descargar todo el 
contenido antes de poder verlo. Stream viene del inglés flujo de bits digitales, de ahí el 
nombre. 
 El streaming funciona de la siguiente manera. Primero nuestro ordenador (el cliente) 
conecta con el servidor y este le empieza a mandar el fichero. El cliente comienza a 
recibir el fichero y construye un buffer donde empieza a guardar la información. 
Cuando se ha llenado el buffer con una pequeña parte del archivo, el cliente lo 
empieza a mostrar y a la vez continúa con la descarga. El sistema está sincronizado 
para que el archivo se pueda ver mientras que el archivo se descarga, de modo que 
cuando el archivo acaba de descargarse el fichero también ha acabado de 
visualizarse. Si en algún momento la conexión sufre descensos de velocidad se utiliza 
la información que hay en el buffer, de modo que se puede aguantar un poco ese 
descenso. Si la comunicación se corta demasiado tiempo, el buffer se vacía y la 
ejecución el archivo se cortaría también hasta que se restaurase la señal.  
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 A continuación mostraremos un esquema de la interacción del servidor streaming con 
el servidor web en una página web: 
 
 
 
El streaming se basa en los siguientes componentes: 
 
• Protocolos Ligeros: UDP y RTSP (los protocolos empleados por algunas 
tecnologías de "streaming") hacen que las entregas de paquetes de datos desde el 
servidor a quien ve la página se hagan con una velocidad mucho mayor que la que se 
obtiene por TCP y HTTP. Esta eficiencia es alcanzada por una modalidad que 
favorece el flujo continuo de paquetes de datos, también llamados en inglés "packet".  
 
 Cuando TCP y HTTP sufren un error de transmisión, siguen intentando transmitir los 
paquetes de datos perdidos hasta conseguir una confirmación de que la información 
llegó en su totalidad. Sin embargo, UDP continúa mandando los datos sin tomar en 
cuenta interrupciones, ya que en una aplicación multimediática estas pérdidas son casi 
imperceptibles. Los packets que contienen el contenido —debido a que son 
distribuidos en un flujo de bits (más o menos) constante— pueden ser leídos, 
examinados y procesados mientras van descargándose. De todas maneras, también 
es posible hacer streaming con el protocolo TCP (mas lento, pero nos aseguramos 
que no se pierden paquetes), normalmente se usa en el caso de videos de difusión. 
 
• Precarga: Las entregas de datos desde el servidor a quien ve la página pueden estar 
sujetas a demoras conocidas como lag, (retraso, en inglés) un fenómeno ocasionado 
cuando los datos escasean (debido a interrupciones en la conexión o sobrecarga en el 
ancho de banda).  
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 Por lo tanto, los reproductores multi-mediáticos precargan, o almacenan en el buffer, 
que es una especie de memoria, los datos que van recibiendo para así disponer de 
una reserva de datos, con el objeto de evitar que la reproducción se detenga. Esto es 
similar a lo que ocurre en un reproductor de CD’s, que evita los saltos bruscos y los 
silencios ocasionados por interrupciones en la lectura debidos a vibraciones o 
traqueteos, almacenando los datos, antes de que el usuario tenga acceso a ellos.  
 
2.5. Tecnologías relacionadas con el acceso 
a las bases de datos 
 
2.5.1. MySQL  
 
MySQL es uno de los Sistemas Gestores de bases de Datos (SQL) más populares 
desarrolladas bajo la filosofía de código abierto, por lo tanto puede utilizarse 
gratuitamente y su código fuente está disponible. 
 
Algunas de las características más destacadas son las siguientes: 
 
•  Amplio subconjunto del lenguaje SQL.  
•  Disponibilidad en gran cantidad de plataformas y sistemas.  
•  Diferentes opciónes de almacenamiento según si se desea velocidad en las 
operaciones o el mayor número de operaciones disponibles.  
•  Transacciones y claves foráneas.  
•  Conectividad segura.  
•  Replicación.  
•  Búsqueda e indexación de campos de texto.  
•  Stored procedures, Triggers, Views y Data Dictionary (o Information Schema). 
 
2.5.2. JDBC 
 
Una aplicación Java necesita un driver o controlador apropiado para poder utilizar las 
clases que le permiten la comunicación con el sistema gestor, que como acabamos de 
ver, será MySQL. 
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 La Conectividad de Bases de Datos Java (Java Database Connectivity, JDBC) es una 
especificación de la interfaz de aplicación de programa (application program interface, 
API) para conectar los programas escritos en Java a los datos en bases de datos.  
 
 El funcionamiento para comunicarse con la base de datos, será el siguiente: En 
primer lugar la aplicación cargará el controlador para que nos proporcione un objeto 
conexión. Para acceder a la base de datos habrá que indicar el correspondiente 
identificador de la base de datos (cada una dispone de un identificador, que consiste 
en una URL), y mediante el controlador se obtendrá una conexión con la base de 
datos. Una vez obtenemos el objeto Conexión, se puede realizar cualquier tipo de 
tareas con la base de datos a las que se tenga permiso: consultas, actualizaciones, 
creado modificado y borrado de tablas, ejecución de procedimientos almacenados en 
la base de datos, etc. 
 
2.6. Otras tecnologías utilizadas 
 
2.6.1. Javascript 
 
JavaScript es un lenguaje interpretado orientado a las páginas Web, con una sintaxis 
semejante a la del lenguaje Java. Una de las características más importantes es que 
se ejecuta en la máquina del cliente. 
  
2.6.2. Css 
 
CSS (Cascade Style Sheets) utilizadas para definir la presentación de un documento 
HTML o XML. 
 
 Son las hojas de estilos en las cuales se ha definido la “apariencia” del texto de la 
aplicación Web. Se definen allí los tipos de letras y colores para cada una de las 
opciónes que dispone la aplicación Web. De ésta manera si en un futuro se quiere 
modificar, no hará falta modificar las páginas JSP o XSL, sino que añadiendo un nuevo 
fichero con la “nueva apariencia” y “importándolo” desde las páginas que lo utilicen, 
será suficiente.  
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3. Especificación del sistema 
 
En este capítulo se especificarán los requisitos del sistema y los principales casos de 
uso.  
 
 No todos los requisitos se han fijado en la primera etapa del proyecto, sino que a 
medida que se ha avanzado se han ido completando mediante peticiónes del cliente. 
 
 
3.1. Requisitos no funcionales 
 
La aplicación debe ser compatible con las otras aplicaciones que actualmente están en 
el departamento. Por este motivo, la IDE que se ha utilizado en el desarrollado de 
Quirón es Eclipse, v.3.1; como lenguaje de programación, se ha utilizado Java, JSDK 
1.4.1; como servidor de aplicaciones Jakarta Tomcat, de Apache; como sistema 
operativo Windows y como Sistema Gestor de Base de datos, MySQL.  
 
Otro requisito  fundamental es la necesidad de disponer de un servidor de streaming 
encargado de servir a los clientes los videos de la aplicación. La evaluación y elección 
del servidor se debe hacer teniendo en cuenta los siguientes parámetros: respuesta 
del servidor según el número de usuarios, acceso de red, seguridad, formatos de 
compresión y codificación soportados y coste de las licencias.  
 
Por último también destacar que la decisión del cliente, de no utilizar Linux como 
sistema operativo en el que se despliegue la plataforma, ha condicionado la elección 
del sistema operativo para la plataforma así como la elección del servidor de 
streaming. 
 
Para realizar este proyecto el SOOTT ha proporcionado un servidor que se destinará 
exclusivamente al despliegue del proyecto. Los recursos de dicha máquina son los 
siguientes: AMD 2Ghz con 2 HD de 120 Gb  cada uno y un 1Gb de RAM. También se 
dispone de una IP fija y de un dominio público http://quiron.santpau.es mediante el 
cual se accederá a la interfaz Web.  
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3.2. Requisitos funcionales y casos de uso 
  
3.2.1. Requisitos generales del sistema. 
 
En términos generales se requiere que en la aplicación diseñada, esté totalmente 
independizado el contenido de la presentación. Este será uno de los requisitos 
principales de este PFC. 
 
Asimismo, se quiere que el contenido de la aplicación Web se pueda modificar 
dinámicamente para una fácil actualización de contenidos. También se necesita que el 
mantenimiento y la ampliación de más funcionalidades se puedan realizar de una 
manera sencilla. 
 
La aplicación dispondrá de un contador de visitas, para tener un control de las visitas. 
 
El contenido estático de la aplicación estará estructurado mediante XML. De esta 
manera, y de cara a próximas ampliaciones de la plataforma (WAP por ejemplo), ya se  
tendrán los contenidos estructurados y solamente se deberá modificar los ficheros de 
presentación. 
 
Todos aquellos contenidos en los que la traducción resulte complicada o laboriosa, 
como son las noticias (se prevé que haya bastantes a lo largo de la semana), los 
videos o las publicaciones y textos específicos, estarán disponibles solamente en el 
idioma en el que fueron publicados. 
 
El sistema dispondrá de un usuario administrador, que será el encargado de gestionar 
la aplicación y de modificar los contenidos de la misma. El administrador tendrá 
conocimientos de bases de datos y xml.  
 
El sistema tendrá una interficie Web, es decir, la aplicación se publicará en Internet 
para que cualquier usuario con acceso a Internet pueda utilizar esta aplicación en 
cualquier momento.  
 
 La interfaz debe presentar la información para que el usuario pueda navegar de una 
forma intuitiva, y será multi-idioma (estará disponible en catalán, castellano e inglés).  
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La interfaz estará habilitada para tres roles de usuarios diferentes: alumno, profesor y 
médico.  Éstos roles de usuario no son roles exclusivos, sino que, por ejemplo, un 
alumno  puede tener el rol de profesor en un momento determinado.  
 
En función de este rol la información y estilo de la página  será diferente, es decir, se 
presentará la información de forma personalizada. 
 
 Los contenidos del rol profesor y alumno podrán ser consultados sin necesidad de 
identificación, mientras que los contenidos del rol médico, serán contenidos 
protegidos, por lo que sólo se podrá acceder a ellos, mediante una identificación 
previa. 
 
 
3.2.2. Análisis según los roles del sistema. 
 
3.2.2.1. Requisitos para todos los roles  
 
Como el objetivo principal de la aplicación es el de formar a la sociedad informándola, 
una de las principales funcionalidades de la aplicación será presentar información. 
Esta información, estará especializada en función del rol que acceda a la aplicación, 
aunque habrá secciones que serán de ámbito general, y por lo tanto, estarán 
disponibles para todos los roles. Entre estas secciones se encuentra la de “noticias”, 
que estará formada por noticias actuales del mundo de la donación y transplantes. 
También tendremos las secciones que hacen referencia al SOOTT, que son las de 
“quienes somos”, “donde estamos” y “contacta”, así como otra de “información”,  en la 
que habrá información general. 
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3.2.2.2. Requisitos para el rol ‘alumno’ 
 
Se publicarán contenidos enfocados hacia la población juvenil y con el fin de que éstos 
lo hagan llegar a sus familiares y amigos más próximos.  
 
Así, dispondrá de un apartado de información general, el curso multimedia, con el 
correspondiente cuestionario de auto-evaluación (apartado Aprende Más), enlaces a 
otras entidades del mundo de la donación, un apartado de preguntas frecuentes, un 
apartado multimedia con entrevistas y reportajes a pacientes y familiares de éstos. 
 
 
3.2.2.3. Requisitos para el rol ‘profesor’ 
 
Se publicarán contenidos para que aquellos profesores que por su cuenta quieran 
fomentar la donación en sus aulas, dispongan de material docente para hacerlo. 
 Así, dispondrá de un curso con los contenidos que se imparten en las clases, un juego 
de preguntas más frecuentes para los profesores y un apartado de “contacto” donde 
los profesores puedan solicitar la visita al servicio del hospital.  
 
 
3.2.2.4. Requisitos para el rol ‘medico’ 
 
Será la que tenga un perfil más “profesional”, y por ese motivo, se necesitará 
identificación para acceder. Dispondrá de videos de intervenciones, publicaciones 
(artículos/libros/memorias técnico-médicas), documentos de actividad del servicio, 
enlaces para médicos (diferentes de los de la sección de alumnos).  
 
 
3.2.3. Análisis de los tipos de contenido 
 
Una vez vistos los requisitos funcionales del sistema, explicaremos con un poco más 
de detalle los diferentes contenidos de la aplicación. 
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3.2.3.1. Contenido común para todos los roles. 
 
•  Información 
Se tratará del apartado en el que se mostrará la información relacionada con el mundo 
de la donación y transplantes. Estará dividido en temas, para facilitar el acceso a la 
información.  
 
•  Noticias 
 Serán noticias actuales sobre el mundo del trasplante y donación. Aparecerán 
ordenadas por fecha y se clasificaran por temas. Al ser apartados con constante 
publicación de nuevos elementos, se mostrarán mediante rangos de noticias (5 
noticias/página) en un índice con una breve descripción de la información de la noticia 
en cuestión: titulo, fecha, resumen y un enlace a la noticia 
 
•  Información del SOOTT 
En la cabecera de la página dispondremos de un enlace a la página de inicio de la 
aplicación y de la información general del SOOTT de Sant Pau, como es “quien 
somos”, “donde estamos” y “contacta”. 
  
•  Inicio 
 Es la opción que nos envía a la página de inicio de Quirón (en la que se 
selecciona el rol de usuario y el idioma) 
 
• Quien Somos 
En este apartado se explicará que es el SOOTT y las funciones que realiza. 
 
• Donde Estamos 
En este apartado se mostrará la ubicación del SOOTT. 
 
• Contacta 
 Será un apartado en el que se mostraran direcciones de contacto tanto del 
SOOTT, como de alguno de los responsables del departamento. 
 También habrá un formulario para los usuarios que quieran suscribirse al 
SOOTT (recibir información periódica, que puede ser actividades o 
información general) y otro que permitirá a los usuarios enviar dudas que 
puedan tener. 
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Las siguientes secciones tienen la misma funcionalidad para todos los roles, aunque 
en función del rol, el contenido será diferente. 
 
• Multimedia 
 En el caso de la sección para alumnos, estará formado por entrevistas y reportajes, 
mientras que en la sección para médicos, serán videos de intervenciones quirúrgicas. 
Al igual que las noticias, en primer lugar aparecerá una página de selección del video, 
con información relacionada con el video: titulo, fecha, resumen y enlace. Los videos 
se reproducirán insertados en la página, “embedded”. Estos videos se servirán 
mediante streaming. Se presentarán en un estilo similar al de las noticias.  
 
• Preguntas frecuentes 
En este apartado se mostrarán una serie de preguntas y respuestas. Aparecerán 
clasificadas por temas. 
 
• Enlaces 
En este apartado se mostrarán los enlaces a otros sitios Web con una finalidad 
parecida a la del SOOTT. Se clasificaran por temas y los en los enlaces mostraremos 
el titulo de la asociación u organismo al que pertenece y un enlace al mismo. 
Aparecerán ordenados alfabéticamente y se abrirán en una nueva ventana.  
 
3.2.3.2. Contenido específico del rol ‘alumno’ 
 
• AprendeMas 
Corresponde al apartado de los cursos presénciales que se realizan en el 
departamento. Hay una fase de formación (Curso) y un cuestionario relacionado con el 
curso para que el alumno se autoevalúe de los conocimientos adquiridos. 
 
• Curso 
 Se compone de preguntas y respuestas sobre donación y trasplantes (al 
estilo de las FAQs). La diferencia respecto a las preguntas frecuentes, es que 
el curso escolar estará más enfocado a la docencia, mientras que las 
preguntas frecuentes estarán más enfocadas a dudas que pueda tener el 
usuario; por ejemplo, en las preguntas frecuentes tendría sentido un apartado 
de dudas generales con preguntas como podría ser “como me puedo hacer 
donante”, mientras en el curso ese tipo de dudas no tendría sentido. 
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• Cuestionario 
 Se tratará de un cuestionario de 10 a 15 preguntas generales sobre 
donación y trasplantes, relacionadas con el texto del curso. Cada una de las 
preguntas ofrecerá cuatro posibles respuestas. El objetivo es evaluar los 
conocimientos adquiridos por los usuarios y resolver las dudas que puedan 
tener. Una vez enviadas las respuestas propuestas por el alumno, éstas se 
corregirán automáticamente, con una breve descripción del porqué de la 
respuesta correcta. No se almacenarán las respuestas dadas por el usuario.  
 
 
3.2.3.3. Contenido específico del rol ‘profesor’ 
 
• Solicitar la visita al servicio del hospital. 
Será un apartado dedicado a los profesores, mediante el cual podrán solicitar visitas 
de su clase al SOOTT de Sant Pau. Los datos que se enviarán son los siguientes: 
nombre del profesor, nombre de la escuela, curso, teléfono de contacto, correo 
electrónico de contacto y fecha de la visita. 
 
• Curso 
Será un apartado en el que obtendrán los contenidos de los cursos que se 
imparten actualmente en el departamento. 
 
3.2.3.4. Contenido específico del rol ‘médico’ 
 
•  Publicaciones 
Será un apartado dedicado a los profesionales médicos, los contenidos del cual serán  
presentaciones en congresos o artículos, libros o memorias técnicos-médicas. Estarán 
en el idioma y formato original en el que fueron publicados. 
 
• Documentos de actividad del servicio 
 
Será la sección en la que el médico dispondrá de información estadística. Serán 
básicamente documentos con información acerca del número de donantes, del número 
de órganos generados, o gráficos. 
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3.2.4. Casos de uso 
 
En nuestro sistema software dispondremos de tres actores claramente diferenciados: 
usuario, que corresponderá a cualquier persona que acceda a la aplicación Web, y el 
administrador, que será la persona encargada de administrar los contenidos de la 
misma. El último actor es el servidor streaming que será el encargado de servir los 
videos.  
 
3.2.4.1. Administrador 
  
 
 
 
El actor administrador, será el encargado de gestionar los contenidos de la aplicación. 
Así será capaz de poder añadir/modificar/borrar contenidos para cada uno de los roles 
y también de poder modificar la información de alguno de los contenidos. Como 
cualquier otro usuario, también será capaz de ver los contenidos. 
 
 En esta versión de Quirón, no se ha implementado una interfaz para que el 
administrador haga estas funciones, sino que, como se ha indicado en el apartado 
3.3.1, el administrador tendrá conocimientos de bases de datos suficientes como para 
poder hacer éstas funciones sin necesidad de la interfaz. La aplicación está preparada 
para que en una próxima versión de Quirón se pueda implementar ésta funcionalidad. 
 
A continuación se detalla cada uno de los casos de uso del diagrama. 
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3.3.4.1.1 AnadirContenido 
Actor: Administrador (iniciador) 
Propósito: Añadir un nuevo contenido a uno de los roles de usuario. 
Resumen: El administrador crea un nuevo contenido para uno de los roles que hay en 
el sistema. Una vez creado, indica en el menú los datos referentes a ese  nuevo 
contenido. Esos datos son: el nombre con el que se identificará el contenido y el 
nombre que quiere que aparezca en el menú, el idioma, el tipo de usuario, la ubicación 
de los contenidos (en caso de tener información asociada) y la posición en la que 
quiere que aparezca en el menú. Para el caso de contenidos de una sub-opción, ya 
sea de nivel 1(”sub-opción”) o de nivel 2 (“sub2”), se le indicará el nivel superior del 
que depende. Una vez indicados estos datos el sistema da de alta ese nuevo 
contenido. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El administrador indica el contenido 
que quiere añadir. 
 
 2. El sistema guarda los cambios. 
 
 
3.3.4.1.2 AnadirUbicacionContenido 
Actor: Administrador (iniciador) 
Propósito: Crear en un directorio un nuevo contenido. 
Resumen: El administrador crea el nuevo contenido en una ubicación del sistema. En 
caso de tener información, indica el nuevo fichero con dicha información. El sistema 
guarda los cambios. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El administrador indica la ubicación del 
directorio, del contenido que quiere 
añadir. 
 
 2. El sistema guarda los cambios. 
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3.3.4.1.3 AnadirContenidoMenu 
Actor: Administrador (iniciador) 
Propósito: Hacer que el usuario pueda acceder a un nuevo contenido creado en el 
sistema. 
Resumen: El administrador indica los datos referentes al nuevo contenido para que el 
menú los muestre correctamente al usuario. El sistema guarda los datos. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El administrador indica el nuevo 
contenido que quiere añadir en el menú 
 
2. Indica la información del contenido.  
 3. El sistema guarda los cambios. 
 
 
3.3.4.1.4 ModificarContenido 
 
Actor: Administrador (iniciador) 
Propósito: Modificar algún contenido de uno de los roles de usuario. 
Resumen: El administrador indica el contenido a modificar, de uno de los roles que hay 
disponibles en el sistema. En el caso de ser la ubicación, una vez cambiada, lo indica 
en el menú para que pueda ser accesible para los usuarios. Si es alguno de los datos 
referentes al menú, indica la modificación del dato o datos. Una vez modificado el 
contenido, el sistema guarda los cambios. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El administrador indica el contenido 
que quiere modificar. 
 
 2. El sistema guarda los cambios. 
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3.3.4.1.5 ModificarUbicacionContenido 
Actor: Administrador (iniciador) 
Propósito: Modificar el contenido de alguno de los roles. 
Resumen: El administrador modifica la ubicación del contenido en el sistema. El 
sistema guarda los cambios. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El administrador indica la ubicación del 
directorio, del contenido que quiere 
modificar. 
 
2. Modifica la ubicación.  
 3. El sistema guarda los cambios. 
 
 
 
3.3.4.1.6 ModificarContenidoMenu 
Actor: Administrador (iniciador) 
Propósito: Hacer que el usuario pueda acceder a un nuevo contenido creado en el 
sistema. 
Resumen: El administrador modifica los datos referentes al contenido para que el 
menú los muestre correctamente al usuario. El sistema guarda los datos. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El administrador indica el contenido del 
menú que quiere modificar. 
 
2. Modifica la información del contenido.  
 3. El sistema guarda los cambios. 
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3.3.4.1.7 BorrarContenido 
Actor: Administrador (iniciador) 
Propósito: Borrar algún contenido de uno de los roles de usuario. 
Resumen: El administrador indica el contenido a borrar, de uno de los roles que hay 
disponibles en el sistema. Una vez borrado el contenido, el sistema guarda los 
cambios 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El administrador indica el contenido 
que quiere borrar. 
 
 2. El sistema guarda los cambios. 
 
 
3.3.4.1.8 BorrarUbicacionContenido 
Actor: Administrador (iniciador) 
Propósito: Borrar el contenido del directorio de alguna de las opciónes de un rol. 
Resumen: El administrador borra el contenido del directorio. El sistema guarda los 
cambios. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El administrador indica el directorio que 
quiere borrar. 
 
 2. Borra el directorio. 
 3. Guarda los cambios. 
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3.3.4.1.9 BorrarContenidoMenu 
Actor: Administrador (iniciador) 
Propósito: Borrar el contenido del menú. 
 Resumen: El administrador borra el contenido del menú. El sistema guarda los datos. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. Indica el contenido del menú que 
quiere borrar. 
 
 2. Borra del menú el contenido indicado  
 3. El sistema guarda los cambios. 
 
 
3.3.4.1.10 VerContenido 
Este caso de uso está explicado en el apartado del usuario, 3.6.2.1 
 
 
3.3.4.1.11 ModificarInformacion 
Actor: Administrador (iniciador) 
Propósito: Modificar la información de algún contenido. 
Resumen: El administrador modifica la información del contenido  El sistema guarda 
los cambios. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El administrador indica el fichero que 
quiere modificar. 
 
2. Modifica la información del fichero.  
 3. El sistema guarda los cambios. 
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3.3.4.1.12 BorrarInformacion 
Actor: Administrador (iniciador) 
Propósito: Borrar información de algún contenido. 
Resumen: El administrador borra la información del contenido  El sistema guarda los 
cambios. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El administrador indica el fichero que 
quiere borrar. 
 
 2. Borra el fichero. 
 3. El sistema guarda los cambios. 
 
3.2.4.2. Usuario 
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 El actor usuario es el que representa a los usuarios que se conectaran a la aplicación. 
En el esquema se muestran todos los casos de uso que hay, sin tener en cuenta el rol. 
Las funcionalidades, como se ha explicado en el apartado 3.3.3, dependen del rol.  
A continuación se detalla cada uno de los casos de uso del diagrama. 
 
3.3.4.2.1 VerContenido 
 
Actor: Usuario (iniciador) 
Propósito: Mostrar una página con la información que el usuario ha pedido.  
Resumen: Un usuario selecciona en el menú, el tema sobre el cual quiere informarse. 
Después le aparece una página con información sobre el tema seleccionado. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario, mediante el navegador, 
accede al menú. 
 
 
2. El usuario escoge una de las opciónes 
del menú. 
 
 3. El sistema devuelve la página 
correspondiente. 
4. El navegador recibe la página con la 
información y la muestra al usuario. 
 
 
 
3.3.4.2.2 ListadoInformacion 
Este caso de uso, es el de aquellas opciónes del menú que necesitan mostrar la 
información que está almacenada en xml y será presentada mediante el xsl 
correspondiente. 
 Son las siguientes: 
- Información (todas sus sub-opciónes y sub2) 
- Curso (AprendeMas) 
- Enlaces (todas sus sub-opciónes) 
- Faqs 
- Las opciónes de la cabecera(Quienes Somos, Donde Estamos y Contacta) 
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El caso de uso que  haremos de ejemplo  corresponde a la opción de información. 
Actor: Usuario (iniciador) 
Propósito: Mostrar la información que el usuario ha pedido en el menú.  
Resumen: Un usuario selecciona en el menú, el tema sobre el cual quiere informarse. 
Después le aparece una página con información sobre el tema seleccionado. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario, mediante el navegador, 
selecciona alguna de las opciónes del 
apartado INFORMACION del menú. 
 
 
 
 
 2. Valida la opción seleccionada. 
 3. Busca la página correspondiente a la 
opción seleccionada por el usuario en el 
directorio del Cocoon. También tiene en 
cuenta el idioma en el que está el 
usuario. 
 4. Devuelve la página, aplicando el xsl 
correspondiente. 
5. El navegador recibe la página con la 
información y la muestra al usuario. 
 
 
Cursos alternativos: 
Línea 1: Si la opción que selecciona el usuario no está disponible se muestra una 
página de error. 
 
 
3.3.4.2.3 ListadoPaginado 
Este caso de uso, es el de aquellas opciónes que necesitan mostrar la información 
paginada. Son las siguientes: 
• Noticias 
• Multimedia 
El caso de uso que  haremos de ejemplo corresponde a las noticias. 
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Actor: Usuario (iniciador) 
Propósito: Mostrar al usuario un listado de noticias, ordenado por fecha, con un 
resumen del contenido de la noticia y un enlace a la misma para poder ver toda la 
noticia. 
Resumen: Un usuario selecciona el número de página y el tema sobre el cual quiere 
ver noticias. Aparecerán las noticias paginadas (5 por página) y ordenadas por fecha. 
De cada noticia se mostrará el titulo, la fecha, y un resumen de la misma, en el caso 
de haber foto, también se mostrará. Cada uno de estos campos es un enlace a la 
noticia. 
Tipo: Primario. 
Curso de eventos: 
Acciones de los actores Respuesta del sistema 
1. El usuario, mediante el navegador, 
selecciona un número de página y el 
tema sobre el cual quiere ver noticias.  
 
 
 
 
 2. Busca las noticias correspondientes  a 
la página y tema seleccionados, en la 
base de datos. También tiene en cuenta 
el idioma. 
 3. Por cada noticia, busca el titulo y el 
resumen, en el xml en que está 
estructurada la noticia. 
 4. Monta la estructura de la noticia que 
visualizaremos con el titulo, resumen, 
fecha y enlace a la misma. 
 5. Devuelve la página. 
6. El navegador recibe la página con las 
noticias y la muestra al usuario. 
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3.3.4.2.4 VerNoticia 
 
Actor: Usuario (iniciador) 
Propósito: Mostrar al usuario el contenido de una cierta noticia. 
Resumen: Un usuario selecciona una de las noticias que aparece dentro de un listado 
paginado. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario, mediante el navegador, 
selecciona una de las noticias que 
aparecen dentro de un listado paginado. 
 
 
 2. Busca la página correspondiente a la 
noticia seleccionada por el usuario.  
 3. Devuelve la página, aplicando el xsl 
correspondiente. 
4. El navegador recibe la página con la 
información y la muestra al usuario. 
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3.3.4.2.5 VerVideo 
Actor: Usuario (iniciador) 
Propósito: Mostrar al usuario el contenido de un cierto video. 
Resumen: Un usuario selecciona uno de los videos que aparece dentro de un listado 
paginado. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario, mediante el navegador, 
selecciona uno de los videos que 
aparecen dentro de un listado paginado. 
 
 
 2. Busca la página correspondiente al  
video seleccionada por el usuario.  
 3. Se conecta con el servidor de 
streaming, para empezar a descargar el 
primero de los videos. 
 4. Devuelve la página, aplicando el xsl 
correspondiente. 
5. El navegador recibe la página con la 
información y la muestra al usuario. 
 
 
3.3.4.2.6 HacerCuestionario 
 
Actor: Usuario (iniciador). 
Propósito: Evaluar los conocimientos adquiridos por los usuarios y resolver las dudas 
que puedan tener. 
Resumen: Un usuario selecciona la opción de cuestionario dentro del apartado 
AprendeMas del menú. Una vez responde las preguntas, obtiene el cuestionario 
solucionado con los errores que ha cometido, y una explicación del porqué de la 
respuesta correcta. 
Tipo: Primario. 
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Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario, mediante el navegador, 
selecciona la opción Cuestionario dentro 
del apartado AprendeMas del menú. 
 
 
 2. Valida la opción seleccionada. 
 3. Busca las preguntas y respuestas del 
cuestionario en la base de datos. 
 4. Devuelve la página con el cuestionario. 
5. El usuario responde a las preguntas.  
6. El usuario envía el cuestionario.  
 7. Obtiene las respuestas seleccionadas 
por el usuario. 
 8. Busca las preguntas del cuestionario 
en la base de datos. 
 9. Por cada pregunta, busca la respuesta 
correcta en la base de datos. 
 10. Corrige el cuestionario enviado por el 
usuario, y se lo envía. 
11. El navegador recibe la página con el 
cuestionario corregido y la muestra al 
usuario. 
 
 
Cursos alternativos: 
Línea 1: Si la opción que selecciona el usuario no está disponible se muestra una 
página de error. 
Línea 5: El usuario no responde todas las preguntas. Se muestra un aviso y hasta que 
no las responde todas no se envía el cuestionario al sistema. 
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3.3.4.2.7 Registrarse 
 
Actor: Usuario (iniciador). 
Propósito: Impedir que usuarios no autorizados accedan a determinados contenidos. 
Resumen: Un usuario intenta acceder a la sección de profesionales. Rellena el el 
formulario de identificación, y en caso de estar registrado en el sistema, accede a la 
sección. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario, mediante el navegador, 
selecciona la sección Profesionales 
Médicos en la página de inicio de la 
aplicación. 
 
 
 2. Envía al usuario un formulario para que 
indique el usuario y la contraseña. 
3. El usuario escribe el usuario y la 
contraseña y la envía. 
 
 4. Busca la contraseña para dicho 
usuario en la base de datos. 
 5.  Reenvía a la página de inicio de la 
sección de Profesionales Médicos. 
 
Cursos alternativos: 
 
Línea 5: Si la contraseña escrita por el usuario no coincide con la de la base de datos, 
le vuelve a mostrar el formulario indicándole que la contraseña no es la correcta. 
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3.3.4.2.8 ListadoInformacionMedica 
 
Actor: Usuario (iniciador) 
Propósito: Mostrar la información que el usuario (médico) ha pedido en el menú.  
Resumen: Un usuario (médico, previamente registrado) selecciona en el menú el tema 
sobre el cual quiere informarse. Después le aparece una página con información sobre 
el tema seleccionado. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario, mediante el navegador, 
selecciona alguna de las opciónes del 
apartado INFORMACION del menú 
 
 
 
 
 2. Valida la opción seleccionada. 
 3. Busca la página correspondiente a la 
opción seleccionada por el usuario en el 
directorio del Cocoon. También tiene en 
cuenta el idioma en el que está el 
usuario. 
 4. Devuelve la página, aplicando el xsl 
correspondiente. 
6. El navegador recibe la página con la 
información y la muestra al usuario. 
 
 
 
Cursos alternativos: 
Línea 1: Si la opción que selecciona el usuario no está disponible se muestra una 
página de error. 
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3.3.4.2.9 ListadoMedicoPaginado 
 
Actor: Usuario (iniciador) 
Propósito: Mostrar al usuario (médico) un rango de videos, ordenado por fecha, con un 
resumen del contenido de la noticia y un enlace a la misma para poder ver toda la 
noticia. 
Resumen: Un usuario (médico, previamente registrado) selecciona el número de 
página y el tema sobre el cual quiere ver los videos disponibles. Aparecerán los videos 
en páginas (5 videos por página) y ordenados por fecha. De cada video se mostrará el 
titulo, la fecha, y un resumen de la misma. Cada uno de estos campos es un enlace al 
video. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario, mediante el navegador, 
selecciona un número de página y el 
tema sobre el cual quiere ver los videos.  
 
 
 
 
 2. Busca los videos correspondientes  a 
la página y tema seleccionados, en la 
base de datos. También tiene en cuenta 
el idioma. 
 3. Por cada video, busca el titulo y el 
resumen, en el xml en que tenemos 
estructurada la información del video. 
 4. Monta la estructura del video que 
visualizaremos con el titulo, resumen, 
fecha y enlace al mismo. 
 5. Devuelve la página. 
6. El navegador recibe la página con los 
videos y la muestra al usuario. 
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3.3.4.2.10 SuscripcionSoott 
 
Actor: Usuario (iniciador) 
Propósito: Dar de alta a un nuevo usuario para que pueda recibir información 
periódica. 
Resumen: Un usuario selecciona la opción de contactar en la cabecera de la página. 
Se le muestra un formulario para que rellene el correo electrónico en el que quiere 
recibir la información. Se da de alta ese nuevo usuario en el sistema. 
Tipo: Primario. 
Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario, mediante el navegador, 
selecciona la opción de contactar en la 
cabecera de la página.  
 
 
 
 
 2. El sistema envía una página de 
formulario para suscribirse al SOOTT. 
3. El usuario la recibe, rellena el campo 
e-mail y lo envía. 
 
 4. Da de alta un nuevo suscriptor en la 
base de datos con los datos del usuario. 
 
Cursos alternativos: 
Línea 3: El usuario no escribe el mail correctamente. Se muestra un aviso y hasta que 
no lo escribe bien no se envía el formulario al sistema. 
 
3.3.4.2.11 IntroducirDuda 
 
Actor: Usuario (iniciador) 
Propósito: Almacenar las dudas de los usuarios, para posteriormente resolvérselas. 
Resumen: Un usuario selecciona la opción de contactar en la cabecera de la página. 
Se le muestra un formulario para que rellene las dudas que tiene. Se almacenan las 
dudas del usuario en el sistema. 
Tipo: Primario. 
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Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario, mediante el navegador, 
selecciona la opción de contactar en la 
cabecera de la página. 
 
 
 
 
 2. El sistema envía una página de 
formulario para dudas. 
3. El usuario la recibe, rellena los campos 
y envía el formulario. 
 
 4. Se almacenan los datos con las dudas 
del usuario en la base de datos. 
 
Cursos alternativos: 
Línea 3: El usuario no escribe el mail correctamente o deja en blanco alguno de los 
campos que son imprescindibles. Se muestra un aviso y hasta que no lo escribe bien 
no se envía el formulario al sistema. 
 
3.3.4.2.12 SolicitarVisita 
 
Actor: Usuario (iniciador) 
Propósito: Almacenar una petición de un profesor para solicitar la visita de un centro al 
servicio del hospital. 
Resumen: Un profesor selecciona la opción de solicitar Visita en el menú. Se le 
muestra un formulario para que rellene los datos con la petición de la visita. Se 
almacena la petición de visita del usuario en el sistema. 
Tipo: Primario. 
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Curso de eventos: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario, mediante el navegador, 
selecciona la opción de solicitar visita en 
el menú.  
 
 
 
 
 2. El sistema envía una página de 
formulario para solicitar una visita. 
3. El usuario la recibe, rellena los campos 
y envía el formulario. 
 
 4. Se almacenan los datos de la petición 
del usuario en la base de datos. 
 
Cursos alternativos: 
Línea 3: El usuario no escribe el correo electrónico correctamente o deja en blanco 
alguno de los campos que son imprescindibles. Se muestra un aviso y hasta que no lo 
escribe bien no se envía el formulario al sistema. 
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4. Diseño del sistema 
 
El diseño del sistema abarca la explicación de la arquitectura implementada, la 
organización de los paquetes, la explicación de las clases y las interacciones entre 
éstas, así como también la justificación del uso de ciertas herramientas en frente de 
otras alternativas. 
 
4.1. Arquitectura de la aplicación 
 
4.1.1. Diseño de la arquitectura física  
 
 El modelo que se ha seguido es el de cliente/servidor con un único servidor, ya que se 
dispone de un servidor dedicado exclusivamente para el despliegue del proyecto, y en 
el que estarán todos los componentes. 
  
Uno de los aspectos que más preocupaba era el servidor de video, ya que muchas 
peticiónes sobre un mismo video podrían colapsar la máquina. Por ese motivo se eligió 
un servidor de streaming, que permitirá a los usuarios reproducir el vídeo mientras lo 
van descargando, y de ésta manera aumentar el rendimiento. 
 
4.1.2. Diseño de la arquitectura lógica  
 
Uno de los requisitos más importantes, que ha influenciado de una manera muy clara 
en el diseño de la arquitectura, era el de la independencia entre contenido y 
presentación. Al tener separados de una manera muy clara estos dos conceptos se 
conseguirá: 
• Mejorar la escalabilidad y flexibilidad al separar de manera clara la lógica de 
negocio (datos) de la vista (Presentación); permite la re-usabilidad, de modo 
que la misma implementación de la lógica de negocio que maneja una 
aplicación pueda ser usada en otras aplicaciones. 
• Aislar la tecnología de la base de datos con lo que se facilitan los posibles 
cambios y la actualización de los contenidos. 
• Al separar el código del cliente se facilita también el mantenimiento. 
• Mejorar la seguridad. 
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El esquema de la arquitectura interna es el siguiente: 
 
 
El servidor Web estará formado por dos componentes: 
 
• Cocoon: Todo el contenido está definido en XML, para poder separarlo de la 
presentación de una manera muy sencilla. Así pues, la transformación de XML a 
HTML se realizará a través de XSL3. La función de Cocoon será la de aplicar la XSL 
correspondiente a cada uno de los ficheros XML. 
 
• Jakarta Tomcat de Apache: Este es el servidor que se encarga de gestionar los 
Java Servlets y las páginas JSP. Los Java Servlets acceden a la base de datos (a 
través de JDBC) y al contenido de los ficheros XML(a través de JDOM). Las páginas 
JSP nos servirán para dotar a la aplicación Web, de contenido dinámico, ya que en 
ellas se puede “incrustar” código Java que nos permita acceder a las clases. En 
Quirón, en vez de utilizar scriptlets, se ha usado la librería core de JSTL. 
                                                 
3
 XSL (Extensible Stylesheet Language, o lenguaje extensible de hojas de estilo) es una familia de 
lenguajes basados en el estándar XML, que permite describir cómo la información contenida en un 
documento XML cualquiera debe ser transformada o formateada para su Presentación en un medio 
específico. Dentro de esta familia tenemos varios lenguajes, el lenguaje que se utilizará será XSLT.  
 XSLT (Extensible Stylesheet Language Transformations, o lenguaje de hojas extensibles de 
transformación), nos permitirá convertir documentos XML de una sintaxis a otra (en nuestro caso HTML) 
 57 
 Estos dos componentes estarán organizados en dos módulos: un módulo de control, y 
un módulo de presentación. El modulo de control, está compuesto por Java Servlets 
que reciben las peticiónes del usuario; concretamente, habrá un servlet principal que 
recibirá todas las peticiónes de los usuarios y será el encargado de delegar a otros 
servlets las tareas que requiere la petición. El módulo de presentación, está 
compuesto por JSP’s y Cocoon, que transforman los resultados generados por el 
modulo de control en las páginas que finalmente verá el usuario,  
 
 En nuestro caso, será un navegador Web el que realizará una petición utilizando para 
ello una cabecera de petición HTTP. El servlet procesará la petición y realizará las 
operaciones pertinentes, estas operaciones pueden ser todo lo variadas que 
precisemos. Finalmente, el servlet devolverá una respuesta en formato HTML al 
navegador que le realizó la petición. 
 
 Con la utilización de XML, XSL (XSLT) y Cocoon conseguiremos hacer una clara 
separación entre contenidos y presentación, uno de los objetivos principales de 
Quirón. Los ficheros XML contienen los contenidos de la plataforma, mientras que los 
XSL se encargarán de la presentación, y lo harán a través de XSLT. De esta manera, 
si en el futuro queremos que la plataforma sea visible desde otro dispositivo que no 
sea un pc (móvil por ejemplo), sólo tendremos que añadir el fichero de presentación, 
para que trasforme los contenidos del XML en WML para que el dispositivo los pueda 
mostrar. Es decir, tendremos un único fichero con los contenidos de la aplicación y ‘n’ 
ficheros de presentación (uno por cada uno de los dispositivos mediante los cuales se 
pueda acceder a la aplicación). Por lo tanto con XML nos ahorramos la duplicación de 
contenido y todos los problemas que eso conlleva cuando se producen 
actualizaciones.  
 
 La base de datos utilizada en Quirón ha sido MySQL, en su versión 5.0.15, y el driver 
encargado de comunicar los servlets con la base de datos ha sido JDBC. 
 
 Como ya se ha mencionado en los requisitos, apartado 3.2, uno de los requisitos del 
cliente ha sido la determinación de no usar un servidor que tuviera como sistema 
operativo Linux. Después de analizar los diferentes servidores de streaming para 
Windows, más detallado en el apartado 5.7, se ha decidido que el servidor que se 
integrará sea el Windows Media Services de Microsoft. Es por esto que el sistema 
operativo en el cual se deberá de integrar será Windows Server 2003. 
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4.2. Diagramas de secuencia 
 
4.2.1. Diagramas ‘Previos’ 
 
 Estos diagramas no representan ningún caso de uso, sino que están realizados con la 
idea de simplificar aquellos en los que hay muchas operaciones, y por tanto mejorar la 
claridad de los posteriores diagramas. 
4.2.1.1. AccesoApWeb 
 
Actores: Usuario 
Descripción: Corresponde a la situación en que un usuario accede por primera vez a 
la aplicación. 
Parámetros: idioma y tipo de usuario. 
Proceso: Primero se actualizarán los parámetros en la petición, para que se muestren 
los contenidos en función de éstos. Acto seguido se realizará una conexión con la 
base de datos. Una vez hecho esto, y en función de si se trata de una nueva sesión, 
se actualizará el contador de visitas de la aplicación. Antes de finalizar se carga la 
configuración inicial con todos parámetros necesarios para el correcto funcionamiento 
de la aplicación y finalmente se carga la página de inicio para el tipo de usuario e 
idioma seleccionados por el usuario. 
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4.2.1.2. IrASeccion 
 
Actores: Usuario 
Descripción: Corresponde a la acción que realiza el servlet Control Principal para 
decidir a que sección debe ir, en función de los parámetros seleccionados por el 
usuario. 
Parámetros: idioma, tipo de usuario y la opción seleccionada por el usuario. 
Proceso: Se obtiene los parámetros seleccionados por el usuario (idioma y tipo de 
usuario) y la opción seleccionada en el menú. En función de éstos redirige hacia el 
servlet que gestiona dicha sección. 
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4.2.2. ListadoInformacion 
 
Caso de uso: ListadoInformación 
Actores: Usuario 
Descripción: Corresponde a la situación en que un usuario quiere visualizar una de 
las secciones en las que se muestra información (este diagrama corresponde, 
concretamente, a la sección que muestra información general). 
Parámetros: opción seleccionada 
 
 
 
 
 
 
 61 
Proceso: Se obtienen los parámetros seleccionados por el usuario, así como también 
el idioma en el que el usuario está visualizando los contenidos. A continuación se crea 
una conexión con la base de datos y se comprueba que los parámetros seleccionados 
por el usuario son válidos. En función de éstos, se redirige hacia el directorio 
correspondiente de Cocoon, que mostrará al usuario la página con el contenido 
(transformando la xml con la xsl correspondiente). 
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4.2.3. HacerCuestionario 
4.2.3.1. accesoCuestionario 
 
Caso de uso: HacerCuestionario 
Actores: Usuario 
Descripción: Comprobar que la opción seleccionada por el usuario es la correcta. 
Parámetros: Una referencia a la sección cuestionario. 
Proceso: Se obtienen los parámetros seleccionados por el usuario, así como también 
el idioma en el que el usuario está visualizando los contenidos. A continuación se crea 
una conexión con la base de datos y se comprueba que los parámetros seleccionados 
por el usuario son válidos. En caso afirmativo, se redirige al servlet que mostrará el 
cuestionario. 
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4.2.3.2. hacerCuestionario 
 
Caso de uso: HacerCuestionario 
Actores: Usuario 
Descripción: Mostrar el cuestionario con las preguntas y opciónes. 
Parámetros: - 
Proceso: En primer lugar se comprobará el idioma que ha sido seleccionado. A 
continuación se obtendrán las preguntas del cuestionario. Por cada una de estas 
preguntas, se obtendrán las opciónes disponibles. Finalmente, se actualizarán los 
atributos de la petición para que la página JSP pueda obtenerlos y mostrárselos al 
usuario.  
 
 
 
 
 
 
 
 64 
4.2.3.3. respuestaCuestionario 
 
Caso de uso: HacerCuestionario 
Actores: Usuario 
Descripción: Mostrar al usuario los resultados de su cuestionario con una explicación 
del motivo de la respuesta correcta. 
Parámetros: las opciónes seleccionadas por el usuario. 
Proceso: En primer lugar el usuario responde las preguntas del cuestionario. Una vez 
el usuario envía las respuestas, se crea una conexión con la base de datos y  se 
obtiene el cuestionario. Por cada pregunta, se obtiene la respuesta correcta, la 
respuesta seleccionada por el usuario y una explicación del motivo por el cuál es 
correcta esa opción es la correcta. A continuación, se actualiza el atributo de la 
petición para que se pueda acceder desde la página JSP, que finalmente mostrará al 
usuario los resultados de su cuestionario. 
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4.2.4. ListadoPaginado 
4.2.4.1. accesoListadoPaginado 
 
Caso de uso: ListadoCuestionario 
Actores: Usuario 
Descripción: Obtener el listado paginado del tema seleccionado por el usuario. El 
numero de página también lo selecciona el usuario. 
Parámetros: una página y un tema 
Proceso: Se obtienen los parámetros seleccionados por el usuario (página y tema), 
así como también el idioma en el que el usuario está visualizando los contenidos. A 
continuación se crea una conexión con la base de datos. Una vez se establece la 
conexión, se obtiene el numero de ítems que hay se mostrar en cada página y el rango 
de ítems para la página en cuestión (de la base de datos). Se almacenan éstos 
elementos en la variable de sesión y finalmente se redirige hacia el servlet que 
gestionará éstas variables.  
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4.2.4.2. listadoPaginado 
 
Caso de uso: ListadoPaginado 
Actores: Usuario 
Descripción: Mostrar al usuario el contenido de una manera paginada. 
Parámetros:  
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Proceso: Se obtiene de la petición: la sección, el tema (de la sección) y el número de 
página al que se quiere acceder, así como también el idioma que está usando el 
usuario para visualizar los contenidos. A continuación, se crea una conexión con la 
base de datos, y se obtiene el número de ítems que hay que mostrar en cada página y 
el número total de páginas que hay (en función de los ítems que se muestran por 
página) para aquel tema. Una vez hecho esto, obtenemos el rango de elementos que 
hay que mostrar que había sido almacenado en la variable de petición (diagrama 
accesoListadoPaginado). Por cada uno de estos elementos, se obtiene el titulo, 
resumen y una referencia al elemento (mediante la cual se mostrará todo el 
contenido). También se obtienen todos los temas que hay disponibles para aquella 
sección. Finalmente, se almacenan todos estos datos en una variable de petición para 
que la página JSP pueda mostrarlos al usuario. 
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4.2.5. VerNoticia 
 
Caso de uso: VerNoticia 
Actores: Usuario 
Descripción: Mostrar al usuario el contenido de una noticia. 
Parámetros: Una referencia a la noticia seleccionada 
Proceso: Una vez el usuario ha seleccionado la noticia que quiere ver, se redirige 
hacia el directorio que contiene la noticia, y Cocoon mostrará al usuario la página con 
el contenido de dicha noticia (transformando el xml con la xsl correspondiente). 
 
 
 
 
4.2.6. VerVideo 
 
Caso de uso: VerVideo 
Actores: Usuario, Servidor Streaming 
Descripción: Mostrar al usuario el contenido de un video. 
Parámetros: Una referencia al video seleccionado 
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Proceso: Una vez el usuario ha seleccionado el video que quiere ver, se redirige hacia 
el directorio de Cocoon que contiene el video. A continuación Cocoon realizará una 
conexión con el servidor streaming para que el usuario disponga del video. Finalmente 
Cocoon mostrará al usuario la página con el contenido del video en cuestión (texto, 
titulo, resumen) y el video en formato ‘embed’ para que el usuario pueda ‘interactuar’ 
con el servidor de streaming. 
 
4.2.7. Registrarse 
 
Actores: Usuario. 
Descripción: Comprobar que el usuario tiene acceso a los contenidos protegidos. 
Parámetros: La identificación y la contraseña 
Proceso: El usuario rellena los campos con la identificación y la contraseña. Se crea 
una conexión con la base de datos y se comprueba que efectivamente ese usuario 
tiene permisos para acceder a los contenidos. En caso afirmativo, se muestran los 
contenidos. 
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4.2.8. ListadoInformacionMedica 
4.2.8.1. listadoInformacionMedica 
Correspondería al mismo diagrama que ListadoInformacion, con la particularidad de 
que anteriormente el usuario ha tenido que registrarse 
 
4.2.9. Suscripción SOOTT 
 
4.2.9.1. SuscripcionSoott 
 
Actores: Usuario. 
Descripción: Dar de alta un n uevo suscriptor en el sistema. 
Parámetros: un correo electrónico. 
Proceso: El usuario rellena el campo con su correo electrónico. Se crea una conexión 
con la base de datos y se insertan los datos en la base de datos. Se muestra una 
pantalla de información sobre el estado de la suscripción. 
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4.3. ContratoOperaciones 
 
4.3.1. SuperServlet 
4.3.1.1.  obtenirIdioma(HttpSession sessio) 
 
Responsabilidades: Obtener el idioma seleccionado por el usuario. 
Pre: - 
Post: Realiza una consulta en la variable de request de la sessio 
Salida: String idioma 
 
4.3.1.2. obtenirTipusUsuari(HttpSession sessio) 
 
Responsabilidades: Obtener el tipo de usuario seleccionado por el usuario. 
Pre: - 
Post: Realiza una consulta en la variable de request de la sessio 
Salida: String tipusUsuari 
 
4.3.1.3. forward(HttpServletRequest request, 
HttpServletResponse response, String jspTarget) 
 
Responsabilidades: Hacer una redirección hacia otra página. 
Pre: - 
Post: Se redirecciona hacia el target indicado en jspTarget. 
Salida: - 
 
4.3.2. Main 
4.3.2.1. actualitzarVisites(HttpSession sessio,Connection canal) 
 
Responsabilidades: Actualizar el numero de visitas de la aplicación. 
Pre: - 
Post: Comprueba que la sessio sea nueva. En ese caso, actualiza el número de 
visitas.  
Salida: - 
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4.3.3. QuironServlet 
4.3.3.1.  obteInfoTipusUsuari(Connection canal, String tipus) 
 
Responsabilidades: Obtener el estilo (css) i la foto del la cabecera de la página del 
tipo de usuario. 
Pre: canal y tipus not null. 
Post: Realiza una búsqueda en la tabla tipus_usuari filtrando por tipus. 
Salida:  
doc: String[2] 
doc[0]=estilo 
doc[1]=foto 
 return doc 
 
4.3.4. EstructuraInfoServlet 
4.3.4.1. obteRangItems(Connection canal,String taula,String 
idioma, String tema,int inici, int quant) 
 
Responsabilidades: Obtener la url y el enlace de cada uno de los elementos 
pertenecientes a la busqueda realizada en función de los parámetros indicados. 
Pre: canal, idioma, taula, tema, inici y quant not null. 
Post: Realiza una búsqueda indexada (desde inici y con un máximo de quant 
elementos) en la tabla fijada en taula y filtrando por idioma y tema. 
 
Salida: 
 doc: String[2*quant] 
 i=0; 
 por cada elemento_busqueda e hacer 
  doc[i]=e.url 
  doc[i+1]=e.enllac 
  i=i+2; 
 fpor cada 
 return doc 
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4.3.4.2. obteNombreItemsTema(Connection canal,String idioma, 
String taula,String tema) 
 
Responsabilidades: Obtener el numero de elementos pertenecientes a la busqueda 
realizada en función de los parámetros indicados. 
Pre: canal, idioma, taula y tema not null. 
Post: Realiza una consulta del numero de elementos que hay en la tabla fijada en 
taula y filtrando por idioma y tema. 
Salida: int numero_elementos 
 
4.3.4.3. obteTitoliResumDocument(String url,String tipus) 
 
Responsabilidades: Obtener la información (titulo, resumen, fecha, foto, fotoPrin, 
textoPieDeFoto) de un documento de tipo tipus que está almacenado en la url 
indicada. 
Pre: url y tipus not null. 
Post: Realiza una búsqueda de la información necesaria en el documento 
especificado en url. 
Salida: 
 doc: String[6] 
 
 doc[0]=titulo 
 doc[1]=resumen 
 doc[2]=fecha 
 doc[3]=foto 
 doc[4]=fotoPrin 
 doc[5]=pieDeFoto 
  
 return doc 
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4.3.4.4. getNotXPag() 
 
Responsabilidades: Obtener el numero de noticias a mostrar en cada página. 
Pre: - 
Post: - 
Salida: int notXPag 
4.3.4.5. getVidXPag() 
 
Responsabilidades: Obtener el numero de videos a mostrar en cada página. 
Pre: - 
Post: - 
Salida: int vidXPag 
 
4.3.5. ComprovacioServlet 
4.3.5.1. esSubCorrecte(Connection canal, String opcio, String 
sub, String idioma) 
 
Responsabilidades: Comprobar si la subopción es válida para la opción indicada.  
Pre: canal, opcio, sub e idioma not null. 
Post: Realiza la comprobación de que la subopción sub existe para la opción opcio. 
En caso afirmativo, realiza la busqueda del fichero en el que está la subopción 
indicada. 
Salida: 
 doc: String[2] 
 doc[0]={0,1} 
 doc[1]=fichero de la sub opción 
 return doc 
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4.3.5.2. esSub2Correcte(Connection canal, String opcio, String 
sub, String sub2, String idioma) 
 
Responsabilidades: Comprobar si la subopción de segundo nivel es válida para la 
subopción de la opción indicadas. 
Pre: canal, opcio, sub e idioma not null. 
Post: Realiza la comprobación de que la subopción de segundo nivel sub2 existe para 
subopción sub de la opción opcio indicadas. En caso afirmativo, realiza la busqueda 
del fichero en el que esta la subopción de segundo nivel indicada (sub2). 
Salida: 
 doc: String[2] 
 doc[0]={0,1} 
 doc[1]=fichero de la sub2 
 return doc 
 
4.3.6. ObtenirQuestionari  
4.3.6.1. obtenirPreguntes(Connection canal, String idioma) 
 
Responsabilidades: Obtener el identificador y el texto de las Preguntas del 
cuestionario para el idioma indicado. 
Pre: canal e idioma not null. 
Post: Realiza la búsqueda de las Preguntas del cuestionario en el idioma indicado. 
Salida: 
 doc: String[num_Preguntas][2] 
 i=0 
 por cada elemento_busqueda e hacer 
   doc[i][0]=e.idPregunta 
   doc[i][1]=e.texto 
   i++ 
 fpor cada 
 return doc 
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4.3.6.2. obtenirOpcio(Connection canal, String idioma, String 
Pregunta) 
 
Responsabilidades: Obtener el identificador y el texto de las opciónes de la Pregunta 
del cuestionario para el idioma indicado. 
Pre: canal e idioma not null. 
Post: Realiza la búsqueda de las opciónes de la Pregunta del cuestionario en el 
idioma indicado. 
Salida: 
 doc: String[4][2] 
 j=0 
 por cada elemento_busqueda e hacer 
   doc[j][0]=e.texto 
   doc[j][1]=e.ordenOpción 
   j++ 
 fpor cada 
 return doc 
 
4.3.7. ObtenirRespostesQuestionari 
4.3.7.1.  obtenirQuestionari()  
 
Responsabilidades: Obtener las preguntas del cuestionario. 
Pre: - 
Post: Realiza la búsqueda de las preguntas del cuestionario. 
 
Salida: 
 doc: String[2] 
   doc[0]=PreguntaId 
 doc[1]=PreguntaOrden 
 return doc 
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4.3.7.2. obtenirPregunta(String PregId) 
 
Responsabilidades: Obtener el texto de la pregunta con id indicado, PregId. 
Pre: PregId not null. 
Post: Realiza la búsqueda del texto de la pregunta con id indicado, PregId. 
Salida: String textoPregunta 
 
4.3.7.3. obtenirRespostaCorrecta(int PregOrdre) 
 
Responsabilidades: Obtener la información de la respuesta correcta para la Pregunta 
indicada en PregOrdre. 
Pre: PregOrdre not null. 
Post: Realiza la búsqueda de la respuesta correcta. 
Salida:  
 doc: String[4][3] 
 i=0 
 por cada elemento_busqueda e hacer 
   doc[i][0]=e.texto 
   doc[i][1]=e.respuestaOk 
   doc[i][1]=e.explicacion 
   i++ 
 fpor cada 
 return doc 
4.3.7.4.  obtenirOpcioText(int opcio,int PregId) 
 
Responsabilidades: Obtener el texto de la opción con orden opcio, de la pregunta 
con PregId indicados. 
Pre: PregId not null. 
Post: Realiza la búsqueda de la opción. 
Salida: String textoOpción 
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4.3.8. ComprovacioContrasenya 
4.3.8.1.  comprovaContrasenya(Connection canal,String usuari,   
String contrasenya) 
 
Responsabilidades: Comprobar si el usuario con contrasenya indicados tienen 
acceso al contenido restringido.  
Pre: canal, usuari y contrasenya not null. 
Post: Realiza la comprobación de que la contrasenya indicada existe para el usuario 
indicado. 
Salida: int correcte {0, 1} 
 
4.3.9. ObtenirMail 
4.3.9.1. insertarMailBD(Connection canal, String mail, String 
data) 
 
Responsabilidades: Guardar los datos del usuario (que quiere recibir información 
periódica del SOOTT) 
Pre: canal, mail y data not null. 
Post: Inserta una nueva fila en la base de datos con el mail y la data indicados. 
Salida: - 
 
4.3.10. Connexio 
4.3.10.1. getInstance() 
 
Responsabilidades: Obtener una instancia de la clase. 
Pre: - 
Post: Se devuelve la instancia de la conexion con la base de datos, en caso que ya se 
haya creado, en caso contrario, se crea la instancia.  
Salida: Connexio connexio 
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4.3.10.2. connectaBD() 
 
Responsabilidades: Crear una instancia de la conexión con la base de datos. 
Pre: - 
Post: Se crea una nueva conexion con la base de datos.  
Salida: Connection canal 
 
 
4.3.11. InitParams 
4.3.11.1. getInstance() 
 
Responsabilidades: Inicializar todas las variables de la aplicación. 
Pre: - 
Post: Se devuelve la instancia, en caso que ya se haya creado, en caso contrario, se 
crea la instancia.  
Salida: InitParams initParams 
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4.4.  Diseño Capa Presentación 
 
Uno de los requisitos de la aplicación es que el interfaz debe de ser intuitivo y 
fácilmente navegable para el usuario. Es por esto que se ha decidido hacer una 
división de la página para facilitar esto. 
 
El esquema de la página será el siguiente: 
 
 
Cabecera 
 
 
 
 
 
 
 
 
 
Menu 
 
 
 
 
 
 
 
 
 
 
 
 
 
Contenidos 
 
 
• Cabecera: Será la zona en la que se pueden introducir contenidos gráficos y 
animaciones (fotos, película flash,…). También dispondrá de un menú, que será el 
que nos muestre la información del SOOTT. 
• Menu: Será la parte en el que estará el menú. A la izquierda y vertical, será 
dinámico para que facilite el acceso a los contenidos. 
•  Contenidos: Será la parte de la página en la que se visualizarán los contenidos. 
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4.5. Diseño de la base de datos 
 
Los datos estarán almacenados de dos formas distintas: mediante xml y la base de 
datos.  
El uso del XML en la aplicación era uno de los requisitos del sistema para 
independizar totalmente el contenido de la presentación y, por este motivo, todos los 
contenidos de la aplicación estarán almacenados en xml. 
El uso de la base de datos se debe a varios motivos: 
 
• Para la gestión de los datos introducidos por el usuario en los formularios. Se 
necesitan almacenar los datos de los formularios que rellenan los usuarios. En estos 
formularios es importante la fecha en la que los realizan, por tanto, mediante la base 
de datos se puede realizar, de una manera muy simple, una consulta de los datos 
ordenados por fecha. 
 
• Para gestionar el cuestionario de la aplicación. Se ha aprovechado de otra 
aplicación del SOOTT, con lo que se ha hecho el mismo diseño de tablas que en 
aquella aplicación. 
 
• Para gestionar que la plataforma multi-idioma no sea inconsistente. Como 
todos de los contenidos están en función del idioma, se debe impedir que insertar 
contenidos de un idioma que todavía no está disponible en la aplicación. En base de 
datos, el uso de llaves foráneas nos permite controlar esto, de una manera sencilla. 
Gestionar este hecho en ficheros XML resultaba considerablemente más complejo. 
 
• Para gestionar el menú. El primer motivo es porque como está en función del 
idioma se debe controlar que los idiomas en los que aparezca el idioma estén 
disponibles en la aplicación. Y el segundo, es que se debe impedir que haya sub-
opciónes de una opción que todavía no está disponible en la aplicación. De la misma 
manera que para el idioma, esto en base de datos se hace de una manera muy 
sencilla (llaves foráneas).  
 
• Para la gestión de usuarios. De una manera simple se consigue saber si el usuario 
indicado dispone de la contraseña indicada. 
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• Para mostrar los contenidos mediante paginación. En el caso de los contenidos 
que disponga de mucha información (caso de noticias o videos) es necesario mostrar 
los resultados de una manera paginada. En base de datos esto se hace de una 
manera muy sencilla, mediante la función LIMIT de la consulta SELECT: LIMIT (ini,n) 
devuelve n elementos a partir del elemento ini. 
 
 Se trata de una base de datos relacional y se explicará tabla por tabla el significado 
de éstas, su contenido y los diferentes atributos de que se compone. La explicación la 
desglosaremos en diferentes grupos de tablas. 
 
 Antes de empezar a ver los diferentes grupos de tablas se ha de una aclaración. Por 
claridad de los diagramas, alguna de las tablas incluidas en los diagramas no muestra 
todas las relaciones que tiene con otras tablas. Este es el caso del idioma, que debería 
aparecer en la mayoria de esquemas, puesto que la aplicación es multi-idioma y por lo 
tanto la mayoría de las clases tienen dependencia de ella.  
 
4.5.1. Tablas del cuestionario 
 
Dentro de este grupo se incluyen las tablas: ENTIDADES_TRADUCIBLES_TEXTO, 
PREGUNTESTEST, RESPOSTESTEST, OPCIÓNSTEST. 
4.5.1.1. ENTIDADES_TRADUCIBLES_TEXTO 
 
Se  trata de la tabla que contiene los textos de las entidades del cuestionario (en 
función del idioma) 
La tabla consta de los siguientes atributos: 
Entidad_id: identifica la entidad a la que hace referencia. Es un atributo alfanumérico 
obligatorio de 100 carácteres y es una de las claves foráneas de la tabla. 
Idioma_id: identifica el idioma de la entidad. Es un atributo alfanumérico obligatorio de 
100 carácteres y es una de las claves foráneas de la tabla. 
Texto: Corresponde al texto de la entidad. Es un atributo alfanumérico obligatorio de 
255 carácteres. 
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4.5.1.2. PREGUNTESTEST 
 
Se  trata de la tabla que contiene las preguntas del cuestionario. 
La tabla consta de los siguientes atributos: 
pregunta_id: identifica la pregunta. Es la clave primaria de la tabla. Es un atributo 
alfanumérico obligatorio de 50 carácteres y hace referencia a la tabla 
entidades_traducibles_texto. 
pregunta_orden: indica la posición en el que aparecerá la pregunta dentro del 
cuestionario. 
 
4.5.1.3. RESPOSTESTEST 
 
Se  trata de la tabla que contiene las respuestas correctas del cuestionario y la 
explicación del porqué es correcta. 
La tabla consta de los siguientes atributos: 
pregunta_orden: indica la posición en el que aparecerá la pregunta dentro del 
cuestionario. Es la clave primaria de la tabla. 
resposta_ok: indica el número de la opción que responde correctamente la pregunta. 
explicacio: Es una explicación del porque la respuesta correcta lo es. Es un atributo 
alfanumérico obligatorio de 255 carácteres. 
 
4.5.1.4. OPCIÓNSTEST 
 
Se  trata de la tabla que contiene las opciónes del cuestionario. 
La tabla consta de los siguientes atributos: 
opción_id: identifica la opción. Es la clave primaria de la tabla. Es un atributo 
alfanumérico obligatorio de 50 carácteres y hace referencia a la tabla 
entidades_traducibles_texto. 
pregunta_orden: indica la posición de la pregunta dentro del cuestionario. 
opción_orden: indica la posición de la opción en la que aparecerá en la pregunta.  
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4.5.2. Tablas de las noticias 
 
Dentro de este grupo se incluyen las tablas: NOTICIES y TEMES_NOTICIES. 
4.5.2.1. NOTICIES  
 
Se  trata de la tabla que contiene la información de la noticia. NO contiene datos 
específicos de una noticia como el titulo, resumen o texto, sino que identifica una 
noticia con un determinado fichero en el que está el contenido. 
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La tabla consta de los siguientes atributos: 
id: identifica la noticia. Es una de las claves primaria de la tabla. 
idioma: indica el idioma de la noticia. Es una de las claves primarias de la tabla y hace 
referencia a la tabla idiomes. 
tema: indica el tema al que pertenece la noticia. Es un atributo alfanumérico obligatorio 
de 50 carácteres y hace referencia a la tabla temes_noticies. 
data: indica la fecha de publicación de la noticia. 
url: indica el fichero en el cual está el contenido de la noticia. 
enllac: es la url que nos permitirá visualizar la noticia. 
 
4.5.2.2. TEMES_NOTICIES 
 
Se  trata de la tabla que contiene los diferentes temas de noticias disponibles. 
La tabla consta de los siguientes atributos: 
tema: identifica el tema. Es una de las claves primarias de la tabla.  
idioma: indica el idioma del tema. Es una de las claves primarias de la tabla y hace 
referencia a la tabla idiomes. 
nom: indica el nombre del tema. Es un atributo alfanumérico obligatorio de 50 
carácteres. 
foto: indica el path en el que se encuentra la foto asociada. Es un atributo 
alfanumérico obligatorio de 200 carácteres. 
url: indica el servlet que se ejecutara cuando se clique en el tema. Es un atributo 
alfanumérico obligatorio de 255 carácteres. 
text: indica el texto informativo acerca del tema. Es un atributo alfanumérico de 200 
carácteres. 
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4.5.3. Tablas de los videos 
 
Dentro de este grupo se incluyen las tablas: VIDEOS y TEMES_VIDEOS. 
 
4.5.3.1. VIDEOS 
 
Se  trata de la tabla que contiene la información del video. Esta estructurada de la 
misma manera que las noticias. 
La tabla consta de los siguientes atributos: 
id: identifica el video. Es una de las claves primarias de la tabla.  
idioma: indica el idioma del video. Es una de las claves primarias de la tabla y hace 
referencia a la tabla idiomes. 
tema: indica el tema al que pertenece el video. Es un atributo alfanumérico obligatorio 
de 50 carácteres y hace referencia a la tabla temes_videos.  
data: indica la fecha de publicación del video. 
url: indica el fichero en el cual está el contenido del video. 
enllac: es la url que nos permitirá visualizar el video. 
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4.5.3.2. TEMES_VIDEOS 
 
Se  trata de la tabla que contiene los diferentes temas de videos disponibles. 
La tabla consta de los siguientes atributos: 
tema: identifica el tema. Es una de las claves primarias de la tabla.  
idioma: indica el idioma del tema. Es una de las claves primarias de la tabla y hace 
referencia a la tabla idiomes. 
nom: indica el nombre del tema. Es un atributo alfanumérico obligatorio de 50 
carácteres. 
foto: indica el path en el que se encuentra la foto asociada. Es un atributo 
alfanumérico obligatorio de 200 carácteres. 
url: indica el servlet que se ejecutara cuando se clique en el tema. Es un atributo 
alfanumérico obligatorio de 255 carácteres. 
text: indica el texto informativo acerca del tema. Es un atributo alfanumérico de 200 
carácteres. 
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4.5.4. Tablas del menú 
 
Dentro de este grupo se incluyen las tablas: TIPUS_USUARIS,IDIOMES,USUARI, 
VISITESQUIRON, OPCIÓNS, SUBOPCIÓNS,SUB2 y OPCIÓNS_BANNER. 
 
4.5.4.1. TIPUS_USUARIS 
 
Se  trata de la tabla que contiene los diferentes roles de usuario que hay en el sistema.  
La tabla consta de los siguientes atributos: 
id: identifica el tipo de usuario. Es la clave primaria de la tabla. Será un atributo 
obligatorio de 4 carácteres como máximo. 
nom:indica el nombre completo del rol de usuario. 
estil: indica la hoja de estilos que se aplicará para aquel rol de usuario. 
fotoBanner: indica el path de la fotografía o animación que se quiera mostrar para el 
el rol de usuario en la cabecera de la página. 
 
4.5.4.2. IDIOMA 
 
Se  trata de la tabla que contiene los diferentes idiomas que hay en el sistema.  
La tabla consta de los siguientes atributos: 
id: identifica el idioma. Es la clave primaria de la tabla. Será un atributo obligatorio de 3 
carácteres. 
nom:indica el nombre completo del idioma. 
foto: indica el path de la fotografía que será mostrada en la página. 
url: indica el servlet que se ejecutará cuando se clique para hacer el cambio de 
idioma. 
ordre: indica posición en que aparcerá en la página. 
 
4.5.4.3. USUARI 
 
Se  trata de la tabla que contiene los usuarios que hay en el sistema para acceder con 
el rol de médico.  
La tabla consta de los siguientes atributos: 
usuari: identifica al usuario. Es la clave primaria de la tabla.  
contrasenya: es la contrasenya que identifica al usuario dentro del sistema. 
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4.5.4.4. VISITESQUIRON 
 
Se  trata de la tabla que contiene el número de visitas del sistema.  
La tabla consta de un único atributo: 
num: indica el numero de visitantes que ha recibido la aplicación. Es la clave primaria. 
 
 
4.5.4.5. OPCIONS 
 
Se  trata de la tabla que contiene las diferentes opciónes del menú disponibles. 
La tabla consta de los siguientes atributos: 
nom: identifica la opción. Es una de las claves primarias de la tabla  y es un atributo 
alfanumérico obligatorio de 50 carácteres. 
idioma: indica el idioma. Es una de las claves primarias de la tabla y hace referencia a 
la tabla idioma. 
tipusUsuari: indica el tipo de usuario. Es una de las claves primarias de la tabla y 
hace referencia a la tabla tipus_usuaris. 
url: indica el servlet que se ejecutara cuando se clique. Si tiene el valor ‘no’ quiere 
decir que no hay ninguna página asociada. Es un atributo alfanumérico obligatorio de 
255 carácteres. 
ordre: indica el orden de la opción en el menú. 
nomMenu: es el nombre con el que se muestra en el menú (depende del idioma). 
 
4.5.4.6. SUBOPCIONS 
 
Se  trata de la tabla que contiene las diferentes subopciónes del menú disponibles. 
La tabla consta de los siguientes atributos: 
nom: identifica la subopción. Es una de las claves primarias de la tabla  y es un 
atributo alfanumérico obligatorio de 50 carácteres. 
opcio: identifica la opción. Es una de las claves primarias de la tabla. Es un atributo 
alfanumérico obligatorio de 50 carácteres y hace referencia a la tabla opcións. 
idioma: indica el idioma. Es una de las claves primarias de la tabla y hace referencia a 
la tabla idiomes. 
tipusUsuari: indica el tipo de usuario. Es una de las claves primarias de la tabla y 
hace referencia a la tabla tipus_usuaris. 
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url: indica el servlet que se ejecutara cuando se clique. Si tiene el valor ‘no’ quiere 
decir que no hay ninguna página asociada. Es un atributo alfanumérico obligatorio de 
255 carácteres. 
sub: indica el fichero en el que está el contenido de la subopción. 
ordre: indica el orden de la opción en el menú. 
nomMenu: es el nombre con el que se muestra en el menú(depende del idioma). 
 
 
4.5.4.7. SUB2 
 
Se  trata de la tabla que contiene las diferentes subopciónes de la subopción (=sub2) 
del menú disponibles. 
La tabla consta de los siguientes atributos: 
nom: identifica la sub2. Es una de las claves primarias de la tabla  y es un atributo 
alfanumérico obligatorio de 50 carácteres. 
subopcio: identifica la subopción. Es una de las claves primarias de la tabla. Es un 
atributo alfanumérico obligatorio de 50 carácteres y hace referencia a la tabla 
subopcións. 
opcio: identifica la opción. Es una de las claves primarias de la tabla. Es un atributo 
alfanumérico obligatorio de 50 carácteres y hace referencia a la tabla opcións. 
idioma: indica el idioma. Es una de las claves primarias de la tabla y hace referencia a 
la tabla idiomes. 
tipusUsuari: indica el tipo de usuario. Es una de las claves primarias de la tabla y 
hace referencia a la tabla tipus_usuaris. 
url: indica el servlet que se ejecutara cuando se clique. Es un atributo alfanumérico 
obligatorio de 255 carácteres. 
sub2: indica el fichero en el que está el contenido de la sub2. 
ordre: indica el orden de la opción en el menú. 
nomMenu: es el nombre con el que se muestra en el menú(depende del idioma). 
 
Antes de ver el diagrama explicaremos un detalle que se han realizado para mejorar la 
comprensión del esquema. Se ha creado un objeto MenuFS, padre de opciónes, 
subopciónes y sub2, para no tener que hacer una relación por cada una de éstas con 
el idioma y tipo de usuario. Esta misma solución se ha aplicado también al esquema 
global que se verá posteriormente. 
Así, el diagrama es el siguiente: 
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4.5.5. Tablas de formularios 
 
Dentro de este grupo se incluyen las tablas: SUSCRIPTORS, COMENTARIS, 
PETICIÓNS_VISITA y OPCIONS_CONTINGUT. Aunque OPCIONS_BANNER y 
OPCIONS_CONTINGUT no tienen ninguna relación aparente, se ha introducido en 
este grupo de la misma manera que se podría haber introducido en cualquiera de los 
otros. 
4.5.5.1. SUSCRIPTORS 
 
Se  trata de la tabla que contiene la información del usuario que quiere recibir 
periódicamente información del SOOTT.  
La tabla consta de los siguientes atributos: 
mail: identifica al suscriptor. Es la clave primaria de la tabla.  
data: es la fecha en la que se dio de alta el usuario.  
 
4.5.5.2. COMENTARIS 
 
Se  trata de la tabla que contiene la información sobre las dudas de un usuario. 
La tabla consta de los siguientes atributos: 
id: identifica el comentario del usuario. 
nom:indica el nombre del usuario que ha realizado la consulta. 
mail: es el correo electrónico de contacto del usuario. 
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data: es la fecha en la que envio la duda el usuario.  
text: indica la duda que tiene el usuario. 
 
4.5.5.3. PETICIONS_VISITA 
 
Se  trata de la tabla que contiene la información sobre una petición de un profesor para 
realizar un curso presencial en el SOOTT. 
La tabla consta de los siguientes atributos: 
id: identifica la petición. 
nom:indica el nombre del usuario que ha realizado la petición. 
mail: es el correo electrónico de contacto del usuario. 
escola: indica la escuela a la que pertenece. 
telefon: indica el numero de teléfono de contacto. 
data: es la fecha en la que envio la petición.  
dataVisita: es la fecha en la que querría realizar el curso presencial con su clase.  
text: es un campo libre que le permite al profesor indicar peticiónes ‘extras’ o dudas. 
 
4.5.5.4. OPCIO_BANNER  
 
Se  trata de la tabla que contiene el menú con los contenidos del SOOTT. 
La tabla consta de los siguientes atributos: 
opcio: identifica la opción. Es una de las claves primarias de la tabla. 
idioma: indica el idioma. Es una de las claves primarias de la tabla y hace referencia a 
la tabla idiomes. 
nom:indica el nombre que se verá en el menú (dependiente del idioma). 
ordre: es la posición en la que aparecerá. 
url: es el servlet que se ejecutará cuando cliquemos la opción. 
 
4.5.5.5. OPCIO_CONTINGUT 
 
Se  trata de la tabla que contiene el menú de navegación de las páginas navegables 
(como videos o noticias) 
La tabla consta de los siguientes atributos: 
opcio: identifica la opción. Es una de las claves primarias de la tabla. 
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idioma: indica el idioma. Es una de las claves primarias de la tabla y hace referencia a 
la tabla idiomes. 
nom: indica el nombre que se verá (dependiente del idioma). 
 
 
 
 
Una vez vistos cada uno de los grupos de tablas, se mostrará el esquema de todas las 
tablas conjuntas.  
Antes de ver el diagrama comentaremos un par de detalles del esquema: En primer 
lugar, no se han mostrado los atributos en el esquema puesto que al ser grande 
complicaba muchisimo la comprensión del mismo. La clase MenuFS es la clase que se 
encarga de dividir la página en áreas: menuBaner (superior), menú (izquierda) y 
contingut. Gracias a estos objetos se entiende el esquema mucho mejor, ya que para 
cada uno de los hijos de éstos (por ejemplo en el caso de continguts hay muchos 
hijos) se debería crear una relacion ‘dispone’ con cada uno de los objetos del menú 
(opciónes, subopciónes y sub2) lo que complicaría muchisimo el esquema. Con la 
creación de este objeto y mediante la herencia ya queda claro que si el padre esta 
condicionado tanto por el idioma como por el rol de usuario, todos los hijos también lo 
estaran. Tampoco se ha mostrado la relación del idioma con cada una de las clases 
que lo tiene como clave foranea por el mismo motivo. En este esquema, también 
aparecen clases que hacen referencia a los objetos almacenados en XML. La 
estructura de éstos se verá en el capitulo de implementación, apartado 5.2. 
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5. Implementación del sistema 
 
 
La implementación del sistema abarca la explicación de la organización de los 
diferentes directorios de la aplicación, como están estructurados los datos, servlets y 
JSPs, como se han gestionado los errores, así como también la forma en que se 
configura el servidor de aplicaciones.   
 
5.1. Apartado que explicará como está 
organizada toda la aplicación.   
 
En primer lugar se ha de realizar una referencia a como se han organizado los 
directorios de la aplicación Web.  Hay tres grandes bloques de directorios: en primer 
lugar, tenemos el proyecto Quirón, en el workspace del Eclipse, que será el encargado 
de la gestión de la parte Web (j2ee); también, tenemos el directorio Quirón, en el 
directorio webapps del Tomcat, que será el que almacenará todos los contenidos de la 
aplicación; y por último, tenemos otro directorio en el que estarán los videos que 
quieren servirse mediante el servidor de streaming. 
 
5.1.1. Proyecto Quirón (j2ee) 
 
Es el proyecto Web. Aquí es donde se encuentra toda la parte de gestión de los 
contenidos de la aplicación. A continuación se describe con un poco más de detalle 
cada uno de los directorios que forman parte de este proyecto: 
 
• css: Es el directorio donde se encuentran los estilos que se aplican a la interfaz Web. 
Hay cuatro estilos diferentes. Uno general, que será el que se aplique para todos los 
contenidos que se verán en la zona de contenidos del interfaz. Los otros tres, se 
aplicarán para el menú y el baner, que serán distintos para cada uno de los diferentes 
tipos de usuarios de la aplicación. 
• imatges: Es el directorio donde se guardarán todas las imágenes que aparezcan en 
el interfaz. 
• js: Es el directorio en el que se estarán los ficheros javascript que se usan para hacer 
controles en la zona cliente. 
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• JSP: Es el directorio de presentación en el que se estarán todas las páginas JSP, a 
excepción de la que creará los frames (quiron.jsp), que estará en el directorio raíz. 
•  WEB-INF: Es el directorio donde se gestionan los servlets. Es aquí donde estarán 
los packages (en el subdirectorio ‘src’) y las librerias necesarias para la aplicación. 
También se encuentra el fichero de configuración (web.xml). 
• inicio.html: Es la página de entrada a la interfaz.  
• quiron.jsp: Es la página que se encarga de dividir la página en frames. 
En el siguiente esquema se muestra la organización del proyecto Web: 
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5.1.2. Quiron (Tomcat - Cocoon) 
 
Es el directorio que almacena los contenidos de la aplicación. Como es una aplicación 
multi-idioma la información estará estructurada en función del idioma. 
 
Cada idioma dispondrá de un directorio con TODOS los contenidos de la aplicación.  
Los directorios de los diferentes idiomas, serán réplicas exactas, en lo que se refiere a 
la estructura de directorios y nombres (tanto de ficheros como de directorios). Lo que 
les diferenciará, será el idioma del contenido. Los contenidos que no se traduzcan 
(como pueden ser articulos de conferencias) estarán almacenados en otro directorio 
(“comuns”) que será común para los tres idiomas.  
 
A parte de los directorios de los idiomas, hay el directorio xsl. Este directorio contiene 
todas las xsl que se aplicarán para las xml de la aplicación. Como los estilos son 
independientes de los idiomas, cuelga del mismo directorio que los idiomas (‘Quiron’). 
En el siguiente esquema se muestra la organización del directorio: 
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5.1.3. Quiron (Servidor Streaming) 
 
Este directorio estará en el servidor streaming (Windows Media Services). Todos los 
videos de la aplicación estarán en este directorio. 
 
 
5.2.  Estructuración de los datos XML 
 
Toda la información de contenidos está en xml. Todos los contenidos xml se 
encuentran dentro del directorio webapps/cocoon/Quiron del servidor de aplicaciones. 
Ésto se debe a que algunos de los navegadores actuales (como es el caso de Firefox) 
no son capaces de transformar directamente un documento xml a html mediante un 
xsl. Es por eso, que es necesario el uso de Cocoon para esta función. El 
funcionamiento de Cocoon, está más detallado en el apartado de tecnologías, ver 
apartado 2.3.3.  
 
 En función de los contenidos se han diseñado diferentes transformaciones xsl. No hay 
una transformación para cada sección, ya que hay contenidos que pueden presentarse 
de la misma manera aunque no pertenezcan a la misma sección, como por ejemplo, el 
caso de publicaciones e información. A continuación se mostrará como están 
estructurados los xml más significativos (con su xsl correspondiente).  
 
5.2.1.1. Informacions  
 
La etiqueta raíz corresponde a informacions. Contiene dos atributos (opcio y subopcio) 
que nos permiten indicar cual es el valor que queremos que se muestre en forma de 
título y subtitulo de la sección, cuando se vea la página. 
 La etiqueta informacio, es la que hace referencia a la información en si. Contiene dos 
atributos impr e idioma. Impr corresponde al path en el que se encuentra la versión 
imprimible del documento. El idioma es necesario para que cuando el usuario acceda 
a la información se muestren las opciónes (por ejemplo imprimir) en el idioma en que 
esta viendo la noticia. De esta manera aprovechamos un mismo xsl para todos los 
idiomas. Si no se indica nada en este atributo, el idioma por defecto será el español.  
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La información está estructurada en dos partes: el título y el texto. La etiqueta texto 
permitirá que se puedan utilizar otras etiquetas, como será el caso de etiquetas 
usadas para los párrafos o enlaces. 
 
Hay una serie de ‘templates’ que serán comunes para todas las xsl que hay en Quirón. 
Éstos son los siguientes:  
• paragraf: Se encargará de hacer un párrafo para el texto este en la etiqueta. Esta 
etiqueta permite el uso de otras etiquetas dentro del texto que se quiere mostrar en el 
parrafo. 
• referencia: Es la etiqueta que se encarga de hacer que el texto sea en ‘negrita’. 
• enllac: Nos permite crear enlaces en el xml. La etiqueta dispone de un atributo, tipus, 
que indica donde se cargara en enlace, en una nueva ventana (tipus=’ext’) o en la 
misma. 
A continuación se muestra un ejemplo de documento XML para mostrar como están 
estructuradas las informaciones: 
<informacions opcio="Informacion" subopcio="Trasplantes" > 
  <informacio  impr="pul.htm" idioma="ESP"> 
      <titol>Trasplante Pulmonar</titol> 
      <text> 
         <paragraf>  
El trasplante de pulmón es necesario en los enfermos que, por varias causas, han evolucionado hacia una 
insuficiencia respiratoria crónica irreversible. Cuando ésta está muy avanzada, no hay ningún tratamiento alternativo y 
puede estar indicado el trasplante pulmonar siempre que el enfermo esté en condiciones de superarlo. 
        </paragraf> <paragraf>  
Se puede practicar el trasplante de un pulmón, de los dos o simultáneamente de corazón y pulmón. 
</paragraf> <paragraf>  
En Cataluña se hacen alrededor de 35 trasplantes pulmonares cada año. 
</paragraf> <paragraf>  
<referencia>Funciones del pulmón</referencia> 
· Efectúa el intercambio de oxígeno y anhídrido carbónico en la sangre, de modo que ésta capta el oxígeno del aire 
inspirado (que las células necesitan para vivir) y elimina el anhídrido carbónico con el aire expulsado. 
</paragraf> 
… 
<paragraf> 
· Evitar, si es posible la exposición laboral a sustancias nocivas como la sílice, el asbesto... 
 </paragraf><paragraf> 
· Evitar el consumo de drogas y situaciones de riesgo que puedan afectar al pulmón y favorecer las infecciones (SIDA, 
tuberculosis...). 
 </paragraf><paragraf> 
· No consumir fármacos sin prescripción médica, especialmente en el caso d'anorexígenos y/o anabolizantes. 
</paragraf>  
</text> 
</informacio> 
</informacions> 
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La xsl que nos transformará dicho xml a html es la siguiente (informacions.xsl):  
<?xml version="1.0" encoding='ISO-8859-1'?>  
<xsl:stylesheet version="1.0" xmlns:xsl="http://www.w3.org/1999/XSL/Transform"> 
<xsl:template match="informacions"> 
<html><head><link rel="stylesheet" type="text/css" href="/Quiron/css/quiron.css"></link></head> 
<body> 
 <table width="799" border="0"> 
  <!-- Fila Marge --> 
 <tr><td height="20"><table height="20" border="0"><tr><td height="20"></td></tr></table> </td></tr> 
  <!-- Fi Fila Marge --> 
  <tr> 
  <!-- Columna Marge --> 
  <td width="20"><table width="20" border="0"><tr><td width="20"></td></tr></table></td> 
 <!-- Fi Columna Marge --> 
  <td width="779"> 
       <!-- Taula Principal (0)  --> 
       <table width="779" border="0"><tr><td> 
           <!-- Taula titol (1)  --> 
           <table width="779" border="0"> 
         <tr><td colspan="2"><span class="apartat">:: <xsl:value-of select="@opcio"/> :: </span><hr size="2" /></td> 
          </tr></table> 
          <!-- Fi Taula titol (1)  --> 
          </td></tr> 
      <tr><td> 
      <!-- Taula subtitol (2)  --> 
      <table width="779" border="0"> 
      <tr><td height="30"></td></tr> 
      <tr><td class="subApartat"><xsl:value-of select="@subopcio"/></td></tr> 
       </table> 
        <!-- Fi Taula subtitol (2)  --> 
      </td></tr> 
      <tr><td> 
      <!-- Taula text Principal (4)  --> 
           <xsl:apply-templates select="informacio"/> 
        <!-- Fi Taula text Principal (4)  --> 
       </td></tr> 
       <tr><td> 
        <!-- Taula copyright (6)  -->   
       <table width="779" border="0"><tr> 
          <td align="left" class="copyright"><hr width="781" size="2"/> 
               <div align="center"><![CDATA[©]]> SOOTT Sant Pau . 2006</div> 
          </td></tr></table> 
        <!-- Fi Taula copyright (6)  --> 
        </td></tr> 
       </table> 
     <!-- Fi Taula Principal (0)  --> 
    </td></tr></table> 
</body></html></xsl:template> 
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<xsl:template match="informacio"> 
<table width="779" border="0"> 
  <tr><td><table width="779" border="0"> 
        <tr><td width="779"><table width="580" border="0"> 
            <!-- Titol de la Informacio--> 
   <tr><td id="titolNoticia"><div align="left"><span class="titolNoticia"><xsl:value-of elect="titol"/> 
                  </span></div></td></tr> 
                  <tr height="20"><td height="20"></td></tr> 
                  <tr height="20"><td height="20"></td></tr> 
 <!-- Taula text informacio--> 
 <tr><td><table id="text" align="justify" border="0"><xsl:apply-templates select="text/paragraf"/></table> 
                </td></tr> 
 <!-- Fi Taula text informacio--> 
                <tr><td colspan="5" align="left"><hr width="779" size="2" class="apartat"/></td></tr> 
                <tr><td> 
 <!-- Taula opcións noticia--> 
 <table width="779" border="0"><tr> 
                <td align="center" class="text"><img src="/Quiron/imatges/impresora.gif" border="0"/> 
 <xsl:choose> 
 <xsl:when test="@idioma='ESP' "> 
                          <a class="link4" href="{@impr}" target="_blank">imprimir</a> </xsl:when> 
 <xsl:when test="@idioma='CAT' "> 
                    <a class="link4" href="{@impr}" target="_blank">imprimir</a> </xsl:when> 
 <xsl:when test="@idioma='EN' "><a class="link4" href="{@impr}" target="_blank">print</a> </xsl:when> 
 <xsl:otherwise><a class="link4" href="{@impr}" target="_blank">imprimir</a></xsl:otherwise> 
 </xsl:choose>   
 </td><td align="center" class="text"> 
 <xsl:choose> 
 <xsl:when test="@idioma='ESP' "><a class="link4" href="javascript:history.go(-1)">atras</a></xsl:when> 
 <xsl:when test="@idioma='CAT' "> 
                      <a class="link4" href="javascript:history.go(-1)">endarrera</a></xsl:when> 
 <xsl:when test="@idioma='EN' "><a class="link4" href="javascript:history.go(-1)">back</a></xsl:when> 
 <xsl:otherwise><a class="link4" href="javascript:history.go(-1)">atras</a></xsl:otherwise> 
  </xsl:choose>                
      </td> 
      <td align="center" class="text"> 
           <xsl:choose> 
  <xsl:when test="@idioma='ESP' "> 
                                    <a class="link4" href="#titolNoticia">^^ subir ^^</a></xsl:when> 
  <xsl:when test="@idioma='CAT' "> 
                                      <a class="link4" href="#titolNoticia">^^ pujar ^^</a></xsl:when> 
  <xsl:when test="@idioma='EN' "><a class="link4" href="#titolNoticia">^^ top ^^</a></xsl:when> 
  <xsl:otherwise><a class="link4" href="#titolNoticia">^^ subir ^^</a></xsl:otherwise> 
            </xsl:choose>                
          </td> </tr></table> 
          <!-- Fi Taula opcións noticia--> 
          </td></tr> 
          <tr><td colspan="5" align="left"><hr width="779" size="2" class="apartat"/></td></tr></table></td></tr> 
          </table></td></tr></table> 
</xsl:template> 
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<xsl:template match="paragraf"> 
     <tr class="text" align="justify"><td><xsl:apply-templates/></td></tr> 
     <tr height="10"><td height="10"></td></tr> 
</xsl:template> 
 
<xsl:template match="referencia"> 
   <u class="textColor"><xsl:value-of select="." /></u> 
</xsl:template> 
  
<xsl:template match="enllac"> 
    <xsl:choose> 
       <xsl:when test=" @tipus='ext' "> 
         <table width="640" border="0" cellspacing="10"><td align="center"> 
           <a class="link7" href="{@nom}" target="_blank"><xsl:value-of select="."/></a> 
         </td></table> 
       </xsl:when> 
       <xsl:otherwise> 
          <a class="link7" href="{@nom}"><xsl:value-of select="."/></a> 
       </xsl:otherwise> 
   </xsl:choose> 
</xsl:template> 
  
</xsl:stylesheet> 
 
Respecto a la xsl, como se puede observar, hay una serie de tablas que nos permiten 
hacer la estructura de márgenes iguales para todas las páginas que presentan 
contenidos (también se incluye al final una tabla que nos permitirá mostrar el copyright 
de la página). En las siguientes xsl se ha obviado del código ésta parte.  
 
5.2.1.2. Noticies  
 
La etiqueta raíz corresponde a noticies. La etiqueta document, es la que hace 
referencia a la noticia en si. Contiene cuatro atributos: foto, fotoPrin, impr e idioma. 
Foto (cuyo valor es ‘si’ o ‘no’) indica si la noticia tiene una foto relacionada. En caso 
afirmativo, el path en el que se puede encontrar la foto se indica en fotoPrin. Impr 
corresponde al path en la que se encuentra la versión imprimible del documento. El 
idioma es necesario para que cuando el usuario acceda a la noticia se muestren las 
opciónes en el idioma en que esta viendo la noticia. De ésta manera aprovechamos un 
mismo xsl para todos los idiomas. Si no se indica nada en este atributo, el idioma por 
defecto será el español.  
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La noticia está estructurada en cinco partes: el títol, resum, data, peuFfoto y el text. El 
pie de foto es para aquellas noticias que tienen una fotografía relacionada, puedan 
mostrar un texto explicativo. La etiqueta text permitirá que se puedan utilizar otras 
etiquetas, como será el caso de etiquetas usadas para los párrafos o enlaces. A 
continuación se muestran los ficheros xml y xsl : 
 
<?xml version="1.0" encoding='ISO-8859-1'?>  
<noticies> 
<document foto="no" fotoPrin='/Quiron/imatges/noticia3.gif' impr="noticia3.htm" idioma="ESP"> 
<titol> Un trasplante de enamorados en San Valentín </titol> 
<resum> Yaisy Chouza quiere manifestar su amor a Yosanet Suárez desde lo más profundo de su ser. Desde un 
lugar tan profundo,  
que el regalo que le tiene para este Día de los Enamorados está dentro de ella. Mientras que miles de parejas en el 
sur  
de la Florida se regocijan hoy con cenas románticas, tarjetas con poemas de amor y anillos de compromiso, Chouza y 
Suárez 
celebrarán el amor ingresando a la unidad de trasplantes del Hospital Jackson Memorial. En un verdadero exvoto de 
amor,  
Chouza le donará un riñón. 
</resum> 
<data>29.08.2006</data> 
<peuFoto>Yaisy Chouza</peuFoto> 
<text><paragraf> 
"No es sólo un regalo de amor, sino también un regalo de vida", confesó Suárez, de 35 años, quien sufre de 
insuficiencia renal crónica. 
Con su preciado obsequio, la joven cubanoamericana de 23 años sellará un sentimiento que germinó en ella teniendo 
apenas 14 años,  
cuando en una víspera del Día de Santa Bárbara festejada en Shenandoah, descubrió que sentía un cosquilleo en el 
estómago que no ha  
cesado cuando ve a Suárez. 
</paragraf><paragraf> 
También marcará un hito clínico en la historia reciente del Jackson: 'Que un cónyuge tenga compatibilidad con el otro 
médicamente  
para donar un órgano ocurre una o dos veces al año. Pero en San Valentín, nunca se había visto un "trasplante de 
enamorados", afirmó  
el cirujano Ciancio Gaetano, quien temprano mañana realizará el proceso. 
</paragraf> 
… 
<paragraf> 
"Es muy raro encontrar que el donante tenga todos esos requisitos con el receptor. La probabilidad de que esto ocurra 
es una en más de 25,000",  
informó el doctor Gaetano. Chouza y Suárez no se han vuelto a casar, pero tienen planes de hacerlo una vez que se 
establezcan bajo un mismo techo  
en West Kendall, cuando ambos se recuperen de la cirugía. 
</paragraf> 
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<paragraf> 
"Voy a tener parte de ella en mí", manifestó Suárez. "No sólo es una prueba de amor. Ella es mi ángel de la 
guarda".Chouza auguró: "Vamos a poder lograr lo que siempre hemos querido, pero que antes no pudimos hacer 
porque éramos muy jóvenes. Si Dios quiere podremos tener hijos". 
</paragraf><paragraf> 
Al culminar la operación, Suárez permanecerá varios días en la unidad de trasplantes en el 15to. piso del Jackson, 
mientras que Chouza quedará en reposo en el 10mo. A pesar de los cinco pisos que los separarán, ambos se sentirán 
más unidos que nunca. 
</paragraf></text> 
</document> 
</noticies> 
 
La xsl que nos transformará dicha página a html es la siguiente (noticies.xsl):  
<?xml version="1.0" encoding='ISO-8859-1'?>  
<xsl:stylesheet version="1.0" xmlns:xsl="http://www.w3.org/1999/XSL/Transform"> 
  <xsl:template match="noticies"> 
  <html> 
  <head><link rel="stylesheet" type="text/css" href="/Quiron/css/quiron.css"></link></head> 
  <body> 
 <table width="799" border="0"> 
  … 
   <!-- Taula titol (1)  --> 
 <table width="779" border="0"><tr><td class="apartat"> 
    <xsl:choose> 
        <xsl:when test="document/@idioma='ESP' ">:: Noticias ::</xsl:when> 
        <xsl:when test="document/@idioma='CAT' ">:: Noticies ::</xsl:when> 
        <xsl:when test="document/@idioma='EN' ">:: News ::</xsl:when> 
        <xsl:otherwise>:: Noticias ::</xsl:otherwise> 
     </xsl:choose> 
  <hr size="1" /></td></tr></table> 
               <!-- Fi Taula titol (1)  --> 
 </td></tr><tr><td> 
                <!-- Taula subtitol (2)  --> 
 <table width="779" border="0"><tr> 
                 <td id="apartat" class="subApartat"><strong><xsl:value-of select="document/tema"/></strong></td> 
                  </tr></table> 
               <!-- Fi Taula subtitol (2)  --> 
 </td></tr><tr><td> 
 <!-- Taula text Principal (4)  --> 
       <xsl:apply-templates select="document"/> 
   <!-- Fi Taula text Principal (4)  --> 
                  </td></tr><tr><td> 
 … 
 <!-- Fi Taula Principal (0)  --> 
 </td></tr></table> 
</body></html></xsl:template> 
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<xsl:template match="document"> 
<table width="779" border="0"> 
  <tr><td><table width="779" border="0"><tr><td width="583"><table width="580" border="0"> 
           <!-- Titol de la Noticia--> 
          <tr><td id="titolNoticia"><div align="left"> 
               <span class="titolNoticia"><xsl:value-of select="titol"/></span></div></td></tr> 
               <tr height="20"><td height="20"></td></tr><tr><td> 
 <!-- Taula de data resum i foto--> 
 <table cellspacing="2" cellpadding="0" border="0" width="600"> 
                   <tr><td align="left" width="60%"><table id="noticia" align="left" border="0"> 
                   <tr><td class="dataNoticia"><xsl:value-of select="data"/></td></tr> 
                    <tr><td class="resumText"><xsl:value-of select="resum"/></td></tr> 
                </table></td> 
 <xsl:if test="@foto='si'"> 
                      <td width="40%" rowspan="3" align="center" class="text" style="border:0px"> 
       <table border="0"><tr> 
                            <td><img src="{@fotoPrin}" style="border:solid 1px #636361" width="145" height="109" 
align="absmiddle"/></td></tr> 
                          <tr><td class="peuFoto"><div align="center"><xsl:value-of select="peuFoto"/></div></td> 
                          </tr></table></td> 
                 </xsl:if></tr></table> 
 <!-- Fi Taula de data resum i foto--> 
 </td></tr> <tr height="20"><td height="20"></td></tr> 
 <!-- Taula text noticia--> 
 <tr><td><table id="text" align="justify" border="0"> 
                   <xsl:apply-templates select="text/paragraf"/></table></td></tr> 
 <!-- Fi Taula text noticia--> 
               <tr><td colspan="5" align="left"><hr width="100%" size="2" class="apartat"/></td></tr> 
               <tr><td> 
               <!-- Taula opcións noticia--> 
 <table width="580" border="0"> 
                <tr><td align="center" class="text"><img src="/servletsQuiron/imatges/impresora.gif" border="0"/> 
 <xsl:choose> 
 <xsl:when test="@idioma='ESP' "> 
                       <a class="link4" href="{@impr}" target="_blank">imprimir</a> </xsl:when> 
 <xsl:when test="@idioma='CAT' "><a class="link4" href="{@impr}" target="_blank">imprimir</a>  
               </xsl:when> 
 <xsl:when test="@idioma='EN' "><a class="link4" href="{@impr}" target="_blank">print</a> </xsl:when> 
 <xsl:otherwise><a class="link4" href="{@impr}" target="_blank">: Imprimir :</a></xsl:otherwise> 
                </xsl:choose>   
 </td><td align="center" class="text"> 
 <xsl:choose> 
    <xsl:when test="@idioma='ESP' "> 
                       <a class="link4" href="javascript:history.go(-1)">atras</a></xsl:when> 
    <xsl:when test="@idioma='CAT' "> 
                           <a class="link4" href="javascript:history.go(-1)">endarrera</a></xsl:when> 
     <xsl:when test="@idioma='EN' "><a class="link4" href="javascript:history.go(-1)">back</a></xsl:when> 
 <xsl:otherwise><a class="link4" href="javascript:history.go(-1)">Atras</a></xsl:otherwise> 
 </xsl:choose>                
 </td><td align="center" class="text"> 
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   <xsl:choose> 
      <xsl:when test="@idioma='ESP' "><a class="link4" href="#titolNoticia">^^ subir ^^</a></xsl:when> 
      <xsl:when test="@idioma='CAT' "><a class="link4" href="#titolNoticia">^^ pujar ^^</a></xsl:when> 
      <xsl:when test="@idioma='EN' "><a class="link4" href="#titolNoticia">^^ top ^^</a></xsl:when> 
      <xsl:otherwise><a class="link4" href="#titolNoticia">^^ subir ^^</a></xsl:otherwise> 
   </xsl:choose>                
   </td><td align="center" class="text"></td></tr></table> 
   <!-- Fi Taula opcións noticia--> 
   </td></tr> 
   <tr><td colspan="5" align="left"><hr width="100%" size="2" class="apartat"/></td></tr></table></td> 
   <td width="10"> </td><td width="186"></td></tr></table></td> 
   </tr></table> 
 </xsl:template> 
  <xsl:template match="paragraf"> 
    <tr class="text" align="justify"><td><xsl:apply-templates/></td></tr> 
    <tr height="10"><td height="10"></td></tr> 
  </xsl:template> 
 <xsl:template match="referencia"> 
   <u class="textColor"><xsl:value-of select="." /></u> 
  </xsl:template> 
   <xsl:template match="enllac"> 
       <xsl:choose> 
            <xsl:when test=" @tipus='ext' "> 
 <a class="link4" href="{@nom}" target="_blank"><xsl:value-of select="."/></a> 
            </xsl:when> 
            <xsl:otherwise><a class="link4" href="{@nom}"><xsl:value-of select="."/></a></xsl:otherwise> 
       </xsl:choose> 
    </xsl:template> 
</xsl:stylesheet> 
 
5.2.1.3. FAQs 
 
La estructura del xml permite de una manera sencilla añadir nuevos temas de 
preguntas frecuentes mediante la etiqueta tema, indicándole el nombre que quiere que 
se muestre, en el atributo id. La etiqueta informacio será la que contenga cada una de 
las entradas de la FAQ con la pregunta y respuesta correspondiente. Cada tema 
tendrá como mínimo un elemento informacio. La etiqueta pregunta contiene un atributo 
id, que identificara la pregunta dentro del documento, mientras que la etiqueta 
respuesta podrá contener párrafos. 
 El motivo de identificar el número de pregunta es porque en un primer lugar se 
mostrarán TODAS las preguntas (sin respuestas) de cada uno de los temas, y para ver 
directamente una pregunta, se podrá clicar en ella e ir a la parte del documento donde 
tiene la respuesta. 
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A continuación se muestra un ejemplo de documento XML para mostrar como están 
estructuradas las preguntas frecuentes: 
<?xml version="1.0" encoding='ISO-8859-1'?>  
<informacions seccio="Faqs"> 
   <tema id="Donacion"> 
    <informacio id="p1"> 
        <pregunta id="#p1">¿Qué es la donación? </pregunta> 
         <resposta><paragraf>La donación es un acto altruista por el cual una persona, o su familia, manifiesta la 
voluntad que, a partir del momento de su muerte, cualquier parte de su cuerpo que sea apta para el trasplante pueda 
ser utilizada para ayudar a otras personas.</paragraf><paragraf> 
Además del trasplante procedente de donante cadáver, un enfermo también puede recibir un órgano o un tejido de 
donante vivo. La inmensa mayoría de los trasplantes son de donante cadáver, pero en determinadas circunstancias se 
puede obtener un órgano (un riñón, por ejemplo) o una parte de un órgano (parte del hígado) a partir de un donante 
vivo, siempre que este hecho no suponga poner en peligro su vida</paragraf</resposta></informacio> 
… 
<informacio id="p7"><pregunta id="#p7">¿Se pueden donar los órganos para trasplante y el cuerpo para la 
ciencia?</pregunta><resposta><paragraf> 
La donación de todo el cuerpo es una opción que sólo es posible si no se es a la vez donante de órganos y tejidos. El 
estudio del cuerpo puede proporcionar nuevos conocimientos de las enfermedades y es muy útil en la formación de 
profesionales de ciencias de la salud, pero es incompatible con la donación simultánea de otras partes del cuerpo.Si 
una persona desea donar su cuerpo a la ciencia se tiene que poner en contacto con las facultades de medicina o 
centros de investigación de su ámbito. 
</paragraf></resposta> 
</informacio> 
</tema> 
<tema id="Trasplantes"> 
    <informacio id="p8"> 
          <pregunta id="#p8">¿Qué es un trasplante?</pregunta> 
           <resposta><paragraf> 
 El trasplante consiste en la sustitución de un órgano o tejido deteriorado por otro que funciona 
correctamente. Es un tratamiento que sirve para mejorar las condiciones y la calidad de vida de determinados 
enfermos y que para otros constituye la única esperanza de curar su enfermedad y, por lo tanto, de conservar la vida 
con un nivel de calidad aceptable. 
 </paragraf></resposta>  
 </informacio> 
… 
<informacio id="p11" > 
    <pregunta id="#p11">¿Cuándo se puede hacer un trasplante de donante vivo?</pregunta> 
    <resposta><paragraf> 
Se puede trasplantar una parte del hígado o también un riñón procedentes de donantes vivos. En determinados 
países, básicamente por razones culturales o por falta de órganos de donante cadáver, la mayoría de trasplantes se 
hacen con órganos de donante vivo.Por otro lado, algunos trasplantes de tejidos también pueden proceder de donante 
vivo, como el tejido óseo, la membrana amniótica y los cultivos celulares, y el trasplante de células progenitoras de la 
hematopoyesis (las células madre de las células de la sangre) se hace de donante vivo. 
</paragraf></resposta> 
</informacio> 
</tema> 
</informacions>  
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La xsl que nos transformará dicha página a html es la siguiente (faqs.xsl):  
<?xml version="1.0" encoding='ISO-8859-1'?>  
<xsl:stylesheet version="1.0" xmlns:xsl="http://www.w3.org/1999/XSL/Transform"> 
   <xsl:template match="informacions"> 
   <html><head><link rel="stylesheet" type="text/css" href="/Quiron/css/quiron.css"></link></head> 
   <body> 
    <table width="799" border="0"> 
… 
   <!-- Taula titol (1)  --> 
     <table width="779" border="0"><tr><td colspan="2"> 
        <span class="apartat">:: <xsl:value-of select="@seccio"/> ::</span><hr size="2" /></td></tr></table> 
   <!-- Fi Taula titol (1)  --> 
    </td></tr><tr><td> 
     <!-- Taula text Principal (4)  --> 
       <table width="799" border="0"><tr><td> 
         <!-- Primer recorregut per mostrar nomes les preguntes --> 
 <xsl:for-each select="tema">   
     <table width="600" border="0" cellpadding="0" cellspacing="0"> 
   <tr><div class="subApartat"><xsl:value-of select="@id"/></div></tr> 
   <tr><td><hr size="1" width="100%"/></td></tr> 
   <tr height="15"><td height="15"></td></tr> 
   <tr><xsl:apply-templates select="informacio/pregunta"/></tr> 
      </table><br/> 
              </xsl:for-each><br/><br/> 
          <!-- En aquest recorregut mostrarem les preguntes i tambe les respostes --> 
 <xsl:apply-templates select="tema"/> 
        </td></tr></table> 
        <!-- Fi Taula text Principal (4)  --> 
     </td></tr><tr><td></td></tr><tr><td> 
     <!-- Taula copyright (6)  -->   
     <table width="779" border="0"><tr><td align="left" class="copyright"><hr width="100%" size="2"/>    
     <div align="center"><![CDATA[©]]> SOOTT Sant Pau . 2006</div></td></tr></table> 
    <!-- Fi Taula copyright (6)  --> 
     </td></tr></table> 
   <!-- Fi Taula Principal (0)  --> 
   </td></tr></table> 
</body> 
</html> 
</xsl:template> 
 
<xsl:template match="tema">  
     <table width="600" border="0" cellspacing="0" cellpadding="0"> 
     <tr><div class="subApartat"><xsl:value-of select="@id"/></div></tr> 
     <tr><td><hr size="1" width="100%"/></td></tr> 
     </table><br/>   
     <xsl:apply-templates select="informacio"/>    
 </xsl:template> 
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   <xsl:template match="informacio"> 
  <table width="600" border="0" cellspacing="0" cellpadding="0"> 
  <tr id="{@id}"> <td><img src="/xQuiron/imatges/varies/puntgris.gif" alt=""  border="0"/></td> 
  <td width="2"><spacer type="block" width="2" height="0"></spacer></td> 
  <td class="textColor"><strong><xsl:value-of select="pregunta"/></strong></td> </tr> </table><br/> 
  <table width="600" border="0" cellspacing="0" cellpadding="0"> 
  <tr><td align="left"><xsl:apply-templates select="resposta"/></td></tr></table><br/><br/> 
  </xsl:template> 
 
<xsl:template match="pregunta"> 
    <table width="600" border="0" cellpadding="0" cellspacing="0"><tr> 
       <td><img src="/xQuiron/imatges/varies/puntgris.gif" alt=""  border="0"/></td> 
       <td class="textColor"><a class="link7" href="{@id}"><xsl:value-of select="."/></a></td></tr></table><br/> 
</xsl:template> 
<xsl:template match="resposta"> 
    <table width="600" border="0" cellpadding="0" cellspacing="0"><th align="left"><xsl:apply-templates/></th> 
    </table> 
</xsl:template> 
<xsl:template match="paragraf"> 
    <table width="600" border="0" cellpadding="0" cellspacing="2"> 
    <th class="text" align="left"><xsl:apply-templates/></th><tr/><tr/></table> 
</xsl:template> 
<xsl:template match="referencia"> 
    <u class="textColor"><xsl:value-of select="." /></u> 
</xsl:template> 
  
<xsl:template match="enllac"> 
    <xsl:choose> 
 <xsl:when test=" @tipus='ext' "> 
 <table width="640" border="0" cellspacing="10"><td align="center"> 
 <a class="link3" href="{@nom}" target="_blank"><xsl:value-of select="."/></a> 
 </td></table> 
 </xsl:when> 
 <xsl:otherwise><a class="link3" href="{@nom}"><xsl:value-of select="."/></a></xsl:otherwise> 
    </xsl:choose> 
</xsl:template> 
 
</xsl:stylesheet> 
5.2.2. Implementación de Cocoon  
 
Para que estas transformaciones se hagan correctamente, es necesaria la 
configuración de unos ficheros sitemap.xmap. Cada uno de los directorios de la 
aplicación debe tener un fichero sitemap.xmap para indicar a Cocoon cuál es el fichero 
que se quiere transformar y cual es el fichero con la transformación. En el caso de que 
el directorio no contenga ningun xml al que aplicar una transformación, se monta el 
path. 
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El siguiente fichero corresponde al sitemap.xmap de un directorio que no contiene 
ninguna xml que transformar.  
<?xml version="1.0"?> 
<map:sitemap xmlns:map="http://apache.org/cocoon/sitemap/1.0"> 
 
  <map:components> 
    <map:generators   default="file"/> 
    <map:transformers default="xslt"/> 
    <map:readers      default="resource"/> 
    <map:serializers  default="html"/> 
    <map:matchers default="wildcard"/> 
  </map:components> 
 
  <map:pipelines> 
    <map:pipeline> 
      <map:match pattern="*/**"> 
      <map:mount check-reload="yes" src="{1}/" uri-prefix="{1}"/> 
    </map:match> 
    </map:pipeline> 
  </map:pipelines> 
</map:sitemap> 
 
cocoon/Quiron/ESP/informacio/sitemap.xmap 
 
A continuación se explicará con un poco de detalle cada uno de los bloques de dicho 
fichero. 
 
En la línea match pattern="*/**" se le está indicando a Cocoon que cualquier recurso 
que intente ser accedido por la URL http://localhost:8088/cocoon/* debe ser atendido 
con el sitemap.xmap ubicado en {1}. Esto se le está indicando con el atributo src de la 
etiqueta mount, es decir, en la línea mount uri-prefix={1} check-reload="yes" src="{1}" 
(donde {1} corresponde al literal indicado en * ). 
 
Con el atributo check-reload damos la opción de que Cocoon verifique cuando el 
subsitemap sea modificado para que lo vuelva a cargar. Si el valor del atributo es yes, 
chequea cada vez que sea modificado, si el valor es no sólo carga el subsitemap cada 
vez que sea cargado Cocoon. 
 
Ahora se mostrara un sitemap.xmap que transformará un xml con su xsl 
correspondiente. 
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<?xml version="1.0"?> 
<map:sitemap xmlns:map="http://apache.org/cocoon/sitemap/1.0"> 
 
  <map:components> 
    <map:generators   default="file"/> 
    <map:transformers default="xslt"/> 
    <map:readers      default="resource"/> 
    <map:serializers  default="html"/> 
    <map:matchers default="wildcard"/> 
  </map:components> 
 
  <map:pipelines> 
    <map:pipeline> 
      <!-- xml files --> 
      <map:match pattern="*.html"> 
        <map:generate src="{1}.xml"/> 
        <map:transform src="../../../xsl/informacions.xsl"/> 
        <map:serialize type="html"/> 
      </map:match> 
 
 <map:match pattern="*.htm"> 
        <map:generate src="{1}.xml"/> 
        <map:transform src="../../../xsl/informacionsImpr.xsl"/> 
        <map:serialize type="html"/> 
      </map:match> 
    </map:pipeline> 
  </map:pipelines> 
</map:sitemap> 
cocoon/Quiron/ESP/informacio/transplantaments/sitemap.xmap 
 
 
En el bloque match se está diciendo que si se hace una solicitud de cualquier página 
html, tome los datos del documento xml y le aplique la transformación dada en el xsl 
indicado en el bloque transform. Lo importante aquí es observar que esta página será 
mostrada cuando, por ejemplo, se cargue la dirección http://localhost:8088/cocoon/ 
cocoon/Quiron/ESP/informacio/transplantaments/inici.html. 
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5.3. Estructuración de los servlets 
 
A continuación se mostrará como ha quedado la implementación de los servlets y 
demás clases Java mediante los correspondientes diagramas de clases. 
 
Se dividirá este apartado mediante packages, tal y como se ha dividido en la 
implementación. 
 
•  org.santpau.soott.quiron.clases: Contiene las clases que no son servlets. 
• org.santpau.soott.quiron.servlets: Contiene todos los servlets que se usan en 
Quirón. Diferenciaremos dos tipos de servlets: servlets ‘de petición’, que son aquellos 
que sirven peticiónes de usuarios, y los servlets ‘patron’, que serán los que nos 
permitan agrupar a los servlets de petición, mediante su funcionalidad. 
• org.santpau.soot.quiron.servlets.patrons: Contiene los servlets ‘patron’ de  
Quirón. Para diferenciarlos de los servlets de petición, se les añade ‘Servlet’ como 
parte del nombre. 
5.3.1. Package org.santpau.soott.quiron.classes 
 
Este package ofrece un par de clases con funcionalidades que complementan los 
servlets. Las dos clases se han implementado mediante el patrón Singleton4. 
La clase InitParams será la que inicializará los parámetros de la aplicación. Ofrece 
funciones (básicamente accesos de tipo get_*) para obtener las constantes definidas 
para la aplicación.  
 La clase Connexio en cambio es la que se encarga del acceso a la base de datos. Se 
usa la clase Connection que ofrece Java para acceder a bases de datos desde JDBC.  
 
                                                 
4
 El patrón de diseño Singleton (instancia única) está diseñado para restringir la creación de objetos 
pertenecientes a una clase o el valor de un tipo a un único objeto. Su intención consiste en garantizar que 
una clase sólo tenga una instancia y proporcionar un punto de acceso global a ella.  
El patrón Singleton se implementa creando en nuestra clase un método que crea una instancia del objeto 
sólo si todavía no existe alguna. Para asegurar que la clase no puede ser instanciada nuevamente se 
regula el alcance del constructor (con atributos como protegido o privado). 
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5.3.2. Package 
org.santpau.soott.quiron.servlets.patrons 
 
Primero, se hablará del QuironServlet. Esta clase es la superclase de la que heredan 
todos los servlets de la aplicación. La creación se debe a que conseguiremos 
centralizar una serie de funciones básicas para todos los servlets de Quirón, sin 
necesidad de implementarlas en cada uno de ellos.  
 En el siguiente diagrama se puede ver esta clase y las otras superclases (‘servlets 
patrón’)  que heredan directamente de ella. 
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• MenuServlet: padre de aquellos servlets que necesitan acceder a las opciones, 
subopciones y sub2 de la aplicación. 
 
• EstructuraInfoServlet: padre de los servlets que necesitan presentar la información 
mediante paginación. 
 
5.3.3. Package org.santpau.soott.quiron.servlets 
 
A continuación se muestran aquellos servlets de petición que heredan directamente de 
QuironServlet. Como hay muchos servlets, se ha dividido el esquema en función del 
‘tipo de servlet’ para mejorar la comprensión de los esquemas. Así, se ha contemplado 
dos tipos: ‘servlets de contenidos’ y ‘servlets de gestión interna.’ Los servlets de 
contenidos corresponden a aquellos servlets que gestionan la información que el 
usuario quiere ver o añadir, mientras que los de ‘gestion interna’ son aquellos de uso 
interno que se usan para acceder a los contenidos que el usuario quiere ver.  
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5.3.3.1. Servlets de contenidos 
 
 
 
• RedirigirACocoon: Es el servlet encargado de redirigir, en función de la sección que 
quiere visualizar el usuario, al fichero que contiene dicho contenido. Este fichero 
corresponde a un html creado a partir de un xml (en función de la xsl correspondiente), 
es por eso, que estará almacenado en uno de los directorios de Cocoon. También 
realiza la comprobación de que la sección seleccionada sea válida. 
• ObtenirBanner: Es el servlet que obtiene los datos la cabecera (variarán en función 
del idioma seleccionado por el usuario) y se los pasa a una página JSP que se 
encarga de mostrar la cabecera al usuario. 
• ObtenirMail: Obtiene el correo electrónico que el usuario indica para recibir 
información y lo almacena en la base de datos. 
• ObtenirComentaris: Obtiene los datos con las dudas que tiene el usuario y los 
almacena en la base de datos. 
• ObtenirSolicitudVisita: Obtiene los datos con la petición de una escuela para hacer 
una curso presencial en el SOOTT y los almacena en la base de datos. 
• ObtenirQuestionari: Es el servlet encargado de obtener todos los datos del 
cuestionario y se los pasa a una página JSP para que los muestre al usuario. 
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• ObtenirRespostesQuestionari: Una vez rellenado el cuestionario por el usuario, se 
llamará a este servlet que se encargara de corregir las respuestas del usuario, crear 
una estructura con la pregunta seleccionada por el usuario, la respuesta correcta y una 
explicación del motivo de la respuesta correcta y finalmente pasar estos datos a una 
JSP para que se los muestre al usuario. 
 
 
5.3.3.2. Servlets de gestión interna 
 
 
 
• Main: Es el servlet que se ejecuta al inicio de la aplicación web. Es el encargado de 
inicializar todas las variables que son necesarias para el correcto funcionamiento de la 
web, así como también de inicializar la conexión con la base de datos. Si la sesión es 
nueva, actualiza el número de visitas. Redirige hacia una pagina JSP de inicio con los 
contenidos del tipo de usuario e idioma seleccionado por el usuario. En caso de que el 
tipo de usuario sea médico, redirige hacia una página de identificación.  
• ControlPrincipal: Es el servlet que se encarga de recibir las peticiónes del usuario. 
En función de éstas, redirige hacia el servlet correspondiente que se encargará de 
gestionar la petición. 
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• Error: Es el servlet encargado de la gestión de los errores.  
• CanviIdioma: Es el servlet encargado de la gestión del idioma. Una vez cambiado el 
idioma, redirige hacia la página de inicio con el nuevo idioma. 
• ComprovaContrasenya: Es el servlet encargado de la comprobación de la 
identificación de los usuarios. Si la identificación es correcta redirige hacia la página de 
inicio para el tipo de usuario médico, en caso contrario, muestra un mensaje de error. 
 
Una vez vistos los servlets que heredan de QuironServlet, se muestran aquellos 
servlets (de petición)  que heredan de EstructuraInfoServlet (servlet ‘patron’). 
 
 
 
• Noticies: Es el servlet encargado de la gestión de las noticias. Obtiene un rango de 
noticias y redirige hacia el servlet que se encarga de parsear la información. 
• Videos: Es el servlet encargado de la gestión de los videos. Obtiene un rango de 
videos y redirige hacia el servlet que se encarga de parsear la información. 
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• ParsejaDocument: Es el servlet encargado de parsear la información de un 
documento y mostrarla de forma paginada. Recibe el documento y obtiene del fichero 
de dicho documento los datos que se van a mostrar en pantalla, en este caso serán el 
titulo, fecha, resumen, fotografía, texto pie de foto y un enlace para ver todo el 
contenido. También es el encargado de obtener los datos del menú de navegación 
(inicio, anterior, siguiente, final y atrás). Envía toda la información a una página JSP 
que se encargará de visualizársela al usuario. 
 
Para finalizar este apartado, se muestran los servlets (de petición) que heredan de 
MenuServlet. 
 
 
 
• ObtenirMenu: Es el servlet encargado de obtener los datos que hacen referencia a 
las opciónes disponibles del menú y de pasárselos a la página JSP para que mediante 
javascript muestre al usuario el menú dinámicamente. 
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5.4.  Estructuración de las páginas JSPs 
 
Las JSPs se utilizan para la presentación de los datos. En Quirón se utiliza la librería 
JSTL para la creación de las páginas JSP, en lugar de scriptlets. Ésto, básicamente se 
hace para simplificar el código de las páginas y por tanto mejorar su mantenimiento. 
La librería que se usa en Quiron es la de Core. Estas librerías están explicadas con 
mayor detalle en el apartado de tecnologías (2.1.3). Aquí mostramos un ejemplo de 
una de las JSP de la aplicación, en concreto la de MostrarVideos de la sección 
multimedia: 
 
<%@ taglib prefix="c" uri="http://java.sun.com/jstl/core" %> 
<html> 
<head><link rel="stylesheet" type="text/css" href="/Quiron/css/quiron.css"></link> </head> 
<body> 
 <table width="799" border="0"> 
  <!-- Fila Marge --> 
 <tr><td height="20"><table height="20" border="0"><tr><td height="20"></td></tr></table></td></tr> 
  <!-- Fi Fila Marge --> 
  <tr> 
    <!-- Columna Marge --> 
    <td width="20"><table width="20" border="0"><tr><td width="20"></td></tr></table></td> 
   <!-- Fi Columna Marge --> 
    <td width="779"><!-- Taula Principal (0)  --> 
    <table width="779" border="0"><tr> 
       <td><c:set var="tipus" value="${tema}"/> 
 <c:set var="nomTema" value="${nomTema}"/> 
 <!-- Taula titol (1)  --> 
              <table width="779" border="0"><tr><td class="apartat"><c:out value=":: Multimedia ::"/> 
              <hr size="2" width="100%"/></td></tr></table> 
              <!-- Fi Taula titol (1)  --> 
 </td></tr><tr><td> 
 <!-- Taula subtitol (2)  --> 
 <table width="779" border="0"> 
 <tr height="30"><td height="30"></td></tr> 
 <c:if test="${tipus!='tots'}"> 
                 <tr><td class="subApartat"><c:out value="${nomTema}"/><hr size="1" width="100%"/>
   </td></tr> 
  </c:if></table> 
 <!-- Fi Taula subtitol (2)  --> 
 </td></tr> 
 <!-- Taula text Principal (4)  --> 
              <table width="799" border="0"> 
               <tr><td><table border="0"><tr><th colspan="3" bgcolor="#ffffff"> 
          <c:forEach items="${dN}" var="dades"> 
         <c:set var="item" value="${dades[0]}"/> 
                      <!-- comprovar que hi ha videos--> 
         <c:if test="${item!=null}"> 
         <c:set var="foto" value="${dades[4]}"/><br/> 
                      <table width="600" border="0" cellpadding="0" cellspacing="2"> 
         <tr><td width="60%" align="left"><table border="0" align="left"> 
          <tr> <td class="dataNoticia"><c:out value="${dades[3]}"/></td></tr> 
          <tr><td class="titolNoticia"> 
                            <a class="link3" href="<c:out value="${dades[2]}"/>"> 
                             <strong><c:out value="${dades[0]}"/></strong></a></td> 
             <td width="40%" rowspan="3" align="center" class="text" style="border:0px"> 
                         <table border="0"><tr><td> 
                          <img src="<c:out value="${dades[6]}"/>" style="border:solid 1px #636361" width="145" 
height="109" align="absmiddle"/></td></tr><tr height="15"><td height="15"></td></tr> 
                                <tr><td class="peuFoto"> 
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                                 <a class="link7" href="<c:out value="${dades[2]}"/>"><div align="center"> 
                                  <c:out value="${dades[5]}"/> [&gt;]</div></a></td></tr></table></td></tr>                      
                             <tr><td class="resumText" ><br/> 
                              <a class="link6" href="<c:out value="${dades[2]}"/>"> 
                                   <c:out value="${dades[1]}"/></a></td></tr></table></td></tr></table><br/> 
                             <hr size="1" width="600" align="left"/> 
          </c:if> 
 </c:forEach></th><td width="30">&nbsp; </td><td bgcolor="#ffffff" valign="top"><br/> 
 <c:forEach items="${temes}" var="tema"> 
     <c:set var="item2" value="${tema[0]}"/> 
 <!-- comprovar que hi ha temes--> 
             <c:if test="${item2!=null}"> 
              <table width="180" cellpadding="0" cellspacing="3" bgcolor="#eeeeee" class="text"   
style="border:solid 0px #FFcc66"><tr><td style="width:50%" align="left"> 
                <img src="<c:out value="${tema[1]}"/>" alt="<c:out value="${tema[0]}"/>" width="70" 
height="96"/></td><td style="width:50%" class="text" align="left"><div align="center"> 
                 <a class="link4" href="<c:out value="${tema[2]}"/>"><strong> 
                      <c:out value="${tema[0]}"/></strong></a></div></td></tr><tr> 
                 <td colspan="2" align="left"><span class="peuFoto"><c:out value="${tema[3]}"/></span> 
                  </td></tr></table><br/> 
 </c:if> 
          </c:forEach></td></tr></table><br/> 
         <!—menu de navegació-- > 
          <c:set var="pagIni" value="${pagIni}"/> 
          <c:set var="pagAnt" value="${pagAnt}"/> 
          <c:set var="pagSeg" value="${pagSeg}"/> 
          <c:set var="pagSeg" value="${pagUlt}"/> 
          <c:set var="endarrera" value="${endarrera}"/> 
          <c:set var="pagIniNom" value="${pagIniNom}"/> 
          <c:set var="pagSegNom" value="${pagSegNom}"/> 
          <c:set var="pagAntNom" value="${pagAntNom}"/> 
          <c:set var="pagUltNom" value="${pagUltNom}"/> 
          <table width="600" border="0"><tr><td class="text" align="center"> 
               <a class="link4" href="<c:out value="${pagIni}"/>">  
                <c:out value="${pagIniNom}"/></a></td> 
     <td class="text" align="center"> <a class="link4" href="<c:out value="${pagAnt}"/>"> 
               <c:out value="${pagAntNom}"/></a></td><td class="text" align="center"> 
               <a class="link4" href="<c:out value="${pagSeg}"/>"> <c:out value="${pagSegNom}"/>   
</a></td> 
 <td class="text" align="center"> <a class="link4" href="<c:out value="${pagUlt}"/>">  
                <c:out value="${pagUltNom}"/></a></td> 
 <td class="text" align="center"> <a class="link4" href="javascript:history.go(-1)"> 
                <c:out value="${endarrera}"/></a></td><td></td></tr> 
           </table></td></tr><tr><td colspan="2"></td></tr> 
        </table> 
        <!-- Fi Taula text Principal (4)  --> 
        </td></tr><tr><td> 
        <!-- Taula copyright (6)  -->   
        <table width="779" border="0"><tr><td align="left" class="copyright"><hr width="100%" size="2"/> 
        <div align="center">&copy; SOOTT Sant Pau . 2006</div></td></tr></table> 
        <!-- Fi Taula copyright (6)  --> 
        </td>/tr></table> 
         <!-- Fi Taula Principal (0)  --> 
         </td></tr></table> 
    </body> 
</html> 
 
Como se puede observar, hay una serie de tablas (de la misma manera que se hacia 
en las xsl) que nos permiten hacer la estructura de márgenes iguales para todas las 
páginas que presentan contenidos (también se incluye al final una tabla que nos 
permitirá mostrar el copyright de la página).  
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Lo que hace exactamente esta JSP, es acceder a las variables actualizadas por el 
servlet, y mostrar la información de una manera paginada (con su correspondiente 
menú de navegación). En primer lugar se muestra de cada video el titulo, resumen, 
enlace, foto(si hay) con el pie de Foto y fecha. Después se muestran las diferentes 
subopciónes que hay en el apartado multimedia y finalmente se crea el menú de 
navegación. 
 
5.5. Gestión de errores 
 
La gestión de errores se ha llevado a cabo de dos maneras diferentes: en la parte 
cliente, mediante Javascript, y en la parte servidor, mediante un servlet de tratamiento 
de errores. 
 
  En la parte cliente se gestionan aquellos errores que tienen que ver con la 
introducción de datos por parte del usuario en los formularios. Se hace en la parte 
cliente porque son datos que se pueden comprobar fácilmente y de esta manera nos 
ahorramos sobrecargar la parte servidora de la aplicación.  
 
Básicamente las comprobaciones que se realizan son: envio vacío de un campo 
necesario, formato del email, tipos de datos correctos y preguntas del cuestionario sin 
responder. Este tipo de errores se muestran mediante una pantalla alert:  
 
 Para el resto de errores se utiliza un servlet, Error, que muestra por pantalla el código 
del error con su correspondiente mensaje.  
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5.6.  Ficheros de configuración del Tomcat 
 
El archivo principal de configuración para Tomcat es server.xml. A continuación 
mostramos el fichero server.xml de nuestro servidor de aplicaciones, indicando los 
cambios realizados: 
 
<!-- Example Server Configuration File --> 
<Server port="8005" shutdown="SHUTDOWN"> 
 
  <!-- Comment these entries out to disable JMX MBeans support used for the  
       administration web application --> 
  <Listener className="org.apache.catalina.mbeans.ServerLifecycleListener" /> 
  <Listener className="org.apache.catalina.mbeans.GlobalResourcesLifecycleListener" /> 
  <Listener className="org.apache.catalina.storeconfig.StoreConfigLifecycleListener"/> 
 
  <!-- Global JNDI resources --> 
  <GlobalNamingResources> 
 
    <!-- Test entry for demonstration purposes --> 
    <Environment name="simpleValue" type="java.lang.Integer" value="30"/> 
 
    <!-- Editable user database that can also be used by 
         UserDatabaseRealm to authenticate users --> 
    <Resource name="UserDatabase" auth="Container" 
              type="org.apache.catalina.UserDatabase" 
       description="User database that can be updated and saved" 
           factory="org.apache.catalina.users.MemoryUserDatabaseFactory" 
          pathname="conf/tomcat-users.xml" /> 
 
  </GlobalNamingResources> 
 
  <!-- Define the Tomcat Stand-Alone Service --> 
  <Service name="Catalina"> 
    ... 
      <Host name="localhost" appBase="webapps" 
       unpackWARs="true" autoDeploy="true" 
       xmlValidation="false" xmlNamespaceAware="false"> 
… 
 
<Context path="/Quiron" reloadable="true" docBase="C:\eclipse\workspace\Quiron" 
workDir="C:\eclipse\workspace\Quiron\work" /> 
 
      </Host> 
    </Engine> 
  </Service> 
</Server> 
server.xml 
Context es un elemento utilizado para indicar la ubicación de las aplicaciones 
ejecutadas en Tomcat. En nuestro caso, el directorio de la  aplicación (Quiron) lo 
tenemos en el workspace del eclipse: C:\eclipse\workspace\Quiron. 
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5.7.  Streaming 
 
5.7.1. Comparativa de servidores 
 
Hay cuatro grandes compañias que proporcionan productos para realizar streaming. A 
continuación se muestra cada uno de los productos en el mercado: 
 
5.7.1.1. Real Time 
Es el formato más utilizado en el mundo del streaming e incluso ha absorbido a alguno 
de sus competidores como Vivo. Su cliente RealPlayer es una aplicación ampliamente 
extendida y es uno de los plug-in más normales de cualquier explorador. Está 
disponible para múltiples plataformas y se puede encontrar en paquetes que incluyen 
todas las herramientas necesarias para poner en funcionamiento un sistema de 
streaming. Los productos que suministra la empresa son: 
 
• RealPlayer: Cliente que el usuario instala en su equipo. Existen dos versiones: la 
básica es gratuita y la Plus que cuesta unos 30$. 
• RealProducer: Es el compresor. Para audio/video analógico existe una versión 
básica, gratuita por un año, y una versión Plus de pago (de unos 150$). La versión 
Plus ofrece características exclusivas como son: un editor para manipular ficheros de 
streaming, un simulador de ancho de banda, archivar y publicar en Web contenidos 
RealMedia. Existe también una versión de pago que admite los nuevos formatos de 
video digital DV (de unos 250$).  
 
El servidor de streaming que ofrece es Helix Universal Server 
 
La nueva plataforma Helix Universal Server de RealNetworks es la herramienta más 
potente para distribución de audio y video en internet. Algunas caracterísiticas de este 
streaming server son: 
 - liderazgo indiscutible en la industria de distribución de multimedia por internet  
 - sencillez de uso y administración  
 - arquitectura de distribución avanzada para redes públicas y empresariales  
 - soporte de codificación redundante  
 - soporte de formatos Real, Windows Media, y QuickTime, entre otros.  
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Su principal problema es el precio en las instalaciones avanzadas, aunque hay una 
versión básica gratuita limitada en varios aspectos que se puede utilizar libremente por 
un periodo de un año. Los precios son los siguientes:  
 
Conexiones simultáneas Básico Universal 
25 $4,000 n/a 
100 n/a $10,000 
Ilimitadas $20,000 $28,000 
Los precios están en dólares americanos y están sujetos a confirmación 
 
  El Helix Básico soporta exclusivamente contenido RealAudio10 y RealVideo10 
  El Hélix Universal soporta contenido en más de 50 formatos diferentes, incluídos 
Real, Windows Media y QuickTime. 
Como plataformas el servidor admite equipos Intel Pentium (Windows NT 4.0 o 2000 
Workstation oServer, Linux 2.2), Sun SPARC, IBM RS/6000 y HP PA-RISC 
 
 
5.7.1.2. Quicktime 
 
Aunque surgido del mundo Macintosh, el cliente QuickTime Player está disponible 
también para otros entornos (Windows). Como inconvenientes podemos destacar la 
ausencia de un productor de contenidos asociado como el que presenta el paquete de 
Real. La gestión del servidor se efectúa desde una página Web. 
 
Los paquetes que podemos encontrar en este entorno son:  
• QuickTime Player: Cliente disponible en la versión 5 tanto para plataformas 
Macintosh como Windows. Existe una versión gratuita y otra de pago (30$). 
 • QuickTime Streaming Server: Software servidor de libre distribución. Disponible en 
el mundo Mac para el sistema operativo MacOS X, existe una versión Open Source 
que recibe el nombre de Darwin Streaming Server que funciona con prestaciones 
idénticas sobre otras plataformas: FreeBSD, Solaris, Red Hat, Windows NT,2000 y 
2003 Server. El servidor admite hasta 2.000 usuarios conectados simultáneamente, y 
tiene módulos para autentificación.  
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Apple no ofrece un compresor que, como en el caso de Real, complete los útiles 
necesarios para la creación de contenidos. Si nos proponemos crear ficheros para 
almacenar en el servidor, existen numerosas aplicaciones en el mercado (Adobe 
Premiere, iMovie de Apple, Cleaner...). Pero para la compresión en vivo y difusión 
desde el servidor (live broadcast) todas las aplicaciones son de terceros. 
La recomendada por Apple es Sorenson Broadcast, pero también se pueden utilizar 
para este fin las aplicaciones de Mbone ("rat" para audio, "vic" para video). 
Su principal ventaja es que el servidor de streaming es gratuito y también se encuentra 
disponible para entornos Windows y Unix. 
 
5.7.1.3. Windows Media 
 
Creado por Microsoft está principalmente limitado por su dependencia del entorno 
Windows. Utiliza formatos propios, las extensiones son .asf y .wmv. Aunque el cliente 
está disponible en otras plataformas, las actualizaciones para Windows suelen ir muy 
por delante.  
• Windows Media Player: Cliente del estándar Windows Media actualmente esta 
disponible la versión 11.  
• Windows Media Encoder: Compresor para el formato Windows Media. Permite 
capturar audio, video y pantallas tanto en vivo como pregrabadas, y codificar esta 
información para su distribución en vivo o bajo demanda. Este producto está limitado 
al entorno Windows. También ofrece una capacidad limitada como servidor.  
• Windows Media Services: Están integrados en Windows 2003 Server. Proporciona 
el servidor de streaming para situaciones donde el Encoder no es suficiente. Se 
gestiona a través de Web y proporciona difusiones unicast y multicast, así como 
autentificación y monitorización de conexiones. 
Su principal ventaja es que todas las herramientas son gratuitas. 
 
5.7.1.4. Flash Media Services 
 
El software Flash Media Server 2 de Macromedia ofrece una combinación única de 
capacidades de descarga progresiva de contenidos multimedia y un entorno de 
desarrollo flexible para crear y ofrecer aplicaciones multimedia innovadoras e 
interactivas a un público lo más amplio posible. 
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Flash Media Server 2 ofrece una combinación única de capacidades de descarga 
progresiva de contenidos multimedia y un entorno de desarrollo flexible para crear y 
ofrecer aplicaciones interactivas e innovadoras al mayor número de personas posible. 
Esta combinación permite a las organizaciones crear y ofrecer una amplia variedad de 
experiencias multimedia, incluidas aplicaciones tradicionales de distribución de medios 
como Vídeo por demanda, retransmisiones de eventos Web en directo y descargas de 
MP3, así como aplicaciones de comunicación de medios dinámicos, como blogs de 
vídeo, mensajería de vídeo y entornos de chat multimedia, para llegar al público, como 
a usted le gusta. 
 
Existen cuatro ediciones de Macromedia Flash Media Server 2, cada una de las cuales 
está dirigida a usuarios con necesidades diferentes: 
Cada una de las ediciones de Macromedia Flash Media Server contiene un límite de 
capacidad adecuado para el uso para el que está pensada la edición. A diferencia de 
las versiones anteriores, todas las ediciones de Flash Media Server 2.0 permiten una 
utilización ilimitada del ancho de banda.  
En la siguiente tabla figura información general sobre los precios de todas las 
ediciones de Macromedia Flash Media Server 2.0: 
  
Número máximo de conexiones 
simultáneas Precio 
Edición para desarrolladores 10 * Gratuito 
Edición profesional 100 4759 € 
Edición para servidor de 
origen 5000 Consultar 
Edición para servidor de 
periferia N/A Consultar   
La licencia de la Edición para desarrolladores sólo puede utilizarse con fines de evaluación y desarrollo. 
Se prohíbe su uso para aplicaciones de producción 
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5.7.1.5. Decisión 
 
Una vez vista una descripción global con las prestaciones que nos ofrecen los cuatro 
productos, comentaremos el servidor que se ha elegido para Quirón.  
 
La elección del servidor, tal y como se ha expresado en el apartado de requisitos, se 
debe hacer teniendo en cuenta los siguientes parámetros: respuesta del servidor 
según el número de usuarios, acceso de red, seguridad, formatos de compresión y 
codificación soportados y coste de las licencias.  
 
Respecto a los cuatro servidores se puede apreciar que hay dos grupos: por un lado 
los que son gratuitos y por otro lado los de pago. En ste último grupo se encuentra los 
servidores de Flash y Real Time. Aunque por prestaciones son servidores realmente 
interesantes tienen un fuerte handicap para nosotros: el elevado coste de sus licencias 
(que rondan los 4000$ en ambos casos, en la más barata de sus versiones 
profesionales). También disponen de licencias gratuitas (anuales de prueba y sólo 
para desarrollar), pero son muy limitadas. Debido a que hay otros servidores que nos 
ofrecen prestaciones elevadas gratuitamente (quizás no tan elevadas como la de estos 
servidores, pero suficientes para el uso que se les quiere dar en Quiron) se han 
descartado los servidores de Real Time y Flash. 
 
Es decir la elección del servidor se ha centrado en los servidores Windows Media 
Services y Darwin Streaming Server (versión openSource del QuickTime Streaming 
Server). En principio las características de ambos eran bastante similares en cuanto a 
número de usuarios y acceso de red.  
 
Se han comparado los dos servidores mediante los siguientes criterios: 
 
• Entornos de funcionamiento: Mientras que Darwin Streaming Server funciona con 
prestaciones idénticas para entornos Windows y Unix, Windows Media Services sólo 
está disponible en entornos Windows. El hecho de poder funcionar en varios entrornos 
nos favorece debido a que tenemos total libertad de migrar la plataforma hacia otro 
entorno sin tener que modificar nada.  
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• Entorno de administración: En el caso de Darwin Streaming Server se hace a 
través del navegador (puerto 1220). Windows Media Services dispone de un entorno 
de administración mucho más robusto, en el que se permite desde la creación de 
nuevos puntos de publicación para servir videos streaming, pasando por gestionar el 
balanceo de carga y hasta visualizar gráficos con el estado de las peticiónes 
actualizadas al instante. Esto facilita mucho la administración del servidor puesto que 
de una manera sencilla se tiene un control total del funcionamiento del servidor. 
 
• Formatos de videos disponibles: Darwin Streaming dispone de los siguientes 
formatos: MP4 y MOV, mientras que Windows Media Services dispone de sus propios 
formatos ASF o WMV. Se han comparado la calidad de los dos formatos MOV y WMV 
con tamaños similares para ver si había una gran diferencia entre la codificación de 
uno y otro formato. La verdad es que Windows Media dispone de herramientas muy 
eficientes que nos permiten codificar los videos WMV con un tamaño similiar a los 
MOV, pero sin embargo ocupando menos espacio en disco y con una calidad 
ligeramente superior. 
  
Una vez hecha la comparación en función de los anteriores parámetros y, a pesar de 
ser un servidor que funciona exactamente igual para entornos Window y Unix, se ha 
descartado el uso de Darwin Streaming Server. Por lo tanto, el servidor que se 
instalará en Quirón será el Windows Media Services. Se ha considerado que es el 
servidor que más se adapta a las necesidades de Quirón, además el hecho de  estar 
integrado en Windows 2003 Server, resulta mucho más sencillo a nivel de instalación y 
posee una mayor compatibilidad con el software ya existente en el hospital. En el caso 
de Darwin, por ejemplo, era necesaria la instalación de perl para el menú de 
administración. El gran problema de Windows Media Services es su dependencia del 
entorno Windows para servir videos. Pero en nuestro caso, este handicap no nos 
afecta, puesto que, como se ha visto en el apartado de requisitos del sistema, 3.2, la 
decisión del cliente es de no utilizar Linux como sistema operativo en el que se 
despliegue la plataforma, por lo tanto cumplimos los requisitos que se han marcado en 
la especificación del sistema. 
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5.7.2. Instalación y configuración 
 
 Para instalar el Windows Media Services solo hay que acceder a los componentes de 
Windows y activar la opción de Media Services. De ésta manera tan simple se 
consigue integrar el Servidor Streaming en el Windows Server 2003.  
 
La pantalla de configuración es la siguiente: 
 
 
 
Como se puede observar la interfaz es muy amigable y sencilla utilizar, El añadir un 
punto de publicación bajo demanda, por ejemplo, es tan sencillo como añadirlo en el 
punto de publicación y especificar que es de tipo bajo demanda (tambien se permite 
puntos de publicación broadcast, para  poder realizar videoconferencias. Una vez 
seleccionado el directorio en el que estarán almacenados los videos del nuevo punto 
de publicación, aparecen los ficheros disponibles, y de una manera se puede visualizar 
el video (directamente desde el interfaz de administración). 
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5.7.3. Fase de pruebas 
 
Para realizar las pruebas de visualización de los videos se han utilizado dos de los 
navegadores más comunes en el mercado: Explorer y Firefox. Para poder visualizar 
los contenidos es necesario añadir un plugin a la pagina html (en nuestro caso y como 
el contenido esta en xml, el plugin se ha añadido en el xsl) para que aquellos 
navegadores que no dispongan del Windows Media Player puedan visualizar el video. 
 
El fragmento de xsl que muestra esto, es el siguiente: 
 
<xsl:template match="videoItem"> 
<tr> 
… 
  <OBJECT ID="MediaPlayer" width="320" height="310" 
  classid="CLSID:22D6F312-B0F6-11D0-94AB-0080C74C7E95" 
codebase="http://activex.microsoft.com/activex/controls/mplayer/en/nsmp2inf.cab#Version=5,1,52,701" 
standby="Loading Media Player" type="application/x-oleobject"> 
   <PARAM NAME="FileName" VALUE="{url}"/> 
   <PARAM NAME="AutoStart" Value="True"/> 
   <PARAM NAME="ShowControls" VALUE="True"/> 
   <PARAM NAME="ShowStatusBar" VALUE="True"/> 
   <PARAM NAME="PlayCount" VALUE="1"/> 
  <EMBED type="application/x-mplayer2" 
pluginspage="http://www.microsoft.com/Windows/MediaPlayer/" SRC="{url}"  width="580" 
height="420" name="MediaPlayer" autostart="1" ShowStatusBar="1" ShowControls="1" ></EMBED> 
  </OBJECT> 
… 
   </td> 
 </xsl:when> 
… 
</xsl:template> 
 
Se ha comprobado que el video se visualiza correctamente, tanto en Firefox como en 
Explorer, incluso se ha hecho la comprobación desde un navegador 4.0 de Explorer y 
no hay problemas. 
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5.7.3.1. Calidad de los formatos de videos 
 
Este era uno de los principales factores a tener en cuenta puesto que de este factor 
depende el correcto funcionamiento del servidor de streaming.  
 
La velocidad de reproducción (dependiente de la codificación del video) en que esté el 
video almacenado es fundamental, puesto que si en el momento de descarga la 
velocidad de reproducción avanza a la velocidad de descarga de los datos (que 
depende de la conexión que use el cliente), la visualización del video será 
entrecortada. 
 
 Las pruebas se han realizado con dos valores diferentes de velocidad de 
reproducción: 1024 Kbps y 380Kbps. La prueba en la visualización se ha hecho desde 
el Hospital de Sant Pau y también desde un ordenador externo al hospital con una 
conexión ADSL de 1Mb. Para el primero de los formatos la calidad del video era 
francamente muy buena. Desde el hospital se veía y oía perfectamente, el problema 
llegó cuando se probó desde el ordenador externo, donde se veía la imagen 
entrecortada. Para el siguiente valor (380Kbps), el resultado fue francamente muy 
bueno, tanto en el aspecto de visualización y sonido como en el de calidad del video. 
Para el tamaño en el que se reproducirán los videos (320 x 310) la imagen era 
francamente muy buena. Al intentar visualizar el video en modo pantalla completa la 
calidad era justa, pero de todas maneras se podía ver los contenidos del video de una 
manera mas o menos clara. El resultado fue el mismo accediendo al video desde el 
ordenador con una conexión de 1Mb como desde el hospital. Como la calidad fue tan 
buena, se omitió el hecho de hacer pruebas con videos codificados con una velocidad 
de reproducción intermedia (de unos 700 Kbps). Por lo tanto, todos los videos serán 
codificados a 380 Kbps. 
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6. Fase de pruebas 
 
Este apartado pretende mostrar una pequeña demostración de la aplicación para dar 
al lector  una idea del funcionamiento de la aplicación.  
 
Para realizar las pruebas se han utilizado diferentes navegadores diponibles en el 
mercado (básicamente Explorer y Firefox). El motivo de hacer la comprobación en los 
dos es el hecho de que no funcionan de la misma manera. Por ello queremos 
asegurarnos que no haya errores de funcionalidad al pasar de un navegador al otro.  
 
Los diferentes roles del sistema están identificados con un color: el naranja se usará 
para los alumnos, el azul para los profesores y el rojo para los profesionales. En los 
diferentes esquemas se ha intentado que aparezcan los casos más significativos; es 
por eso que hay esquemas de los diferentes roles y en los diferentes idiomas 
disponibles. 
 
La pantalla mostrada a continuación es la primera que veremos al acceder a la 
aplicación Web. Consta de un menú con los tres roles de usuario y los tres idiomas en 
que se puede acceder. Es la única puerta de entrada al sistema.  
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Una vez seleccionado el tipo de rol y el idioma se le muestra al usuario la página con 
el menú disponible para aquel rol. En el caso de intentar acceder al área de 
profesionales aparece un formulario de identificación: 
 
 
 
Respuesta del sistema en caso de fallo de la autorización 
 
 
 
Una vez nos hemos identificado correctamente nos aparece el menú con las opciónes 
que dispone el rol, en el idioma seleccionado. El siguiente esquema corresponde a la 
opción de contactar, en la que se muestra información del SOOTT y además se 
permite al usuario suscribirse al SOOTT y también enviar dudas mediante formularios. 
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Información relativa al SOOTT y formulario de suscripcion 
 
 
Otra de las opciónes importantes es la del cuestionario. Con la que se pretende que 
los niños evalúen sus conocimientos sobre la donación. En los siguientes esquemas 
se muestra dicha opción del menú. En el primero de los esquemas, se muestra un 
cuestionario con preguntas pendientes por responder y en el siguiente se muestra la 
respuesta que ofrece el sistema una vez el usuario ha respondido las preguntas del 
cuestionario. 
 
Respuesta del sistema en caso de dejar respuestas en blanco 
 136 
 
 
Respuesta del sistema en caso de recibir el cuestionario del usuario correctamente 
 
 
A continuación, mostraremos uno de los formularios que el usuario puede rellenar y la 
respuesta del sistema en caso de que los datos que introduce sean correctos. 
Concretamente el formulario que se muestra es el que le permite al profesor hacer una 
petición de realizar el curso presencial en el SOOTT. 
 
 
Formulario que permite hacer una petición de visita a una escuela 
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Respuesta del sistema en caso insertar los datos del formulario correctamente 
 
 
Por último en la siguiente imagen se puede ver como se muestran las páginas que por 
ser contenidos muy numerosos requieren una paginación previa. La imagen 
corresponde al apartado de las noticias. 
 
 
Pagina que permite seleccionar una de las noticias disponibles 
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Visualización de la noticia elegida por el usuario en la página del esquema anterior 
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7. Conclusiones 
 
7.1. Planificación 
 
En este apartado se propondrá una valoración económica del proyecto a partir de las 
horas dedicadas y en función del tipo de tarea. A continuación se muestra una tabla 
con el número de horas y coste de cada una de las fases: 
 
Fase Horas Coste hora (€) Total (€) 
Investigación 40 30 € 1200 € 
Análisis 32 45 € 1440 € 
Diseño 56 45 € 2520 € 
Desarrollo 172 30 € 5160 € 
Fase de pruebas y 
puesta en marcha 
24 30 €  1440 € 
Documentación 48 30 € 720 € 
 
Total 360  12440 € 
 
 
 Para finalizar se muestra el diagrama de Gantt indicando los períodos en que han 
tenido lugar cada una de las fases del proyecto. Hay que destacar que en el proyecto 
ha habido una interrupción de cinco meses, desde finales de abril hasta finales de 
septiembre, en los que el proyecto estuvo parado por motivos de salud: 
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7.2. Valoración 
 
 
La verdad es que después de unos meses trabajando en el desarrollo de este pfc la 
valoración es gratamente positiva. Era la primera vez que me enfrentaba a un 
problema real del cual tenia que hacer todo el proceso de desarrollo, desde el análisis 
de requisitos hasta el análisis de costes y planificación, pasando por todas las fases 
intermedias.  
 
Cuando me decidí a buscar un pfc, pretendía encontrar uno que me permitiera conocer 
nuevas tecnologías y mediante el cual pudiera aplicar aquellos conocimientos 
aprendidos durante los años de estudio en la facultad. La verdad es que después de 
realizarlo, puedo sentirme contento del proyecto seleccionado, puesto que he tocado 
un poco de todo, desde programación Java hasta un pequeño guiño al diseño gráfico, 
pasando por el diseño de una base de datos y sobre todo algo que realmente era 
nuevo para mí, el XML. Era un tema que desconocía profundamente y mediante este 
pfc he aprendido a utilizar algunas de las ventajas que dispone, especialmente el 
XSLT. Por lo tanto la valoración es realmente positiva.  
 
 Finalmente me gustaría agradecer a todas aquellas personas que me han ayudado 
directa o indirectamente a realizar este proyecto: 
 
-  A Javier Vázquez, director del pfc, por su ayuda. 
 
- Al departamento del SOOTT, en especial a Pedro Lopez y a Sergio Royo, por su 
ayuda a lo largo de todo el proyecto y apoyo en los momentos más complicados. 
 
- Y como no, a la familia y amigos,  por los buenos momentos que me han dado, antes 
durante y después (espero) de la realización de este proyecto. 
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