Abstract
Introduction
Information representations have an important influence on the usability of interactive systems, as they affect the way in which users perceive information, how they reason with it, and hence how they perform tasks and solve problems [9, 17, 22] . Such external representations of information can be provided by a computer system (eg. a handheld device), by the environment, or (increasingly) both. Many factors affect the usefulness of a representation (see Figure 1) ; it is a complex design decision, hence we would like to understand the factors involved, and take a reasoned and methodical approach to evaluating the merits of different presentation designs.
Perceptual aspects of information displays have received attention in the past, in the setting of desktop applications, but the variety of environmental and other factors that can affect the appropriateness of a given representation is particularly important when we consider ubiquitous and mobile systems where the device providing this representation can move through a variety of physical and informational contexts.
Hence we have a greater challenge in addressing this particular design problem, but also in terms of carrying out this activity within a more complex system development. As there is a growing awareness of the need to consider human computer interaction within the Software Engineering community, it is important to try to take advantage of (and gain additional leverage from) modeling and analysis activities which are carried out in the rest of the development process. For the moment, we consider relatively focused and application specific displays -ambient displays may have a different set of design criteria. 
Requirements for Effective Representations
The question of what determines an effective representation is more complex than it first appears; in an effort to identify the different factors at play, we have identified the following general requirements for display designs: 1. The display should make available ( Interactions obviously consist of more than the user perceiving information, so we must tie this work into a framework for viewing the entire interaction, including actions performed by the user and system responses, and changes in context which may result as a consequence of these actions. We examine the resources model of Wright Fields & Harrison [21] as a basis for providing this framework for reasoning about contextualised interaction.
Analysing Representations
There is a diverse body of work dealing with the topic of representational analysis. Much of the work has a psychological emphasis, looking at the influence of representation on perception and problem solving. For example, Zhang [23] focuses purely on representational analysis of relational information (eg. scatterplots, barcharts, pie charts and so on), using a formalisation of scales of measurement from Stevens [18] :
• Nominal scales, distinguished by simple equality • Ordinal scales add magnitude comparison • Interval scales support equality of intervals • Ratio scales have an "absolute zero" and hence support ratio operations. Different forms of relational display embody (possibly several) different scale types and hence provide varying degrees of perceptual support for certain task-related comparisons. However this relates only to one type of interface element and (given the psychological background) stops short of proposing a method for even this restricted subset. A more concrete approach with a psychological background is the display structuring guide of May et al. [14] , which draws on the ICS cognitive model [2] and the gestalt principles of organisation.
Purchase [16] puts forward some interesting work on graph drawing visualisations, however this is restricted to a particular form of information display (graph based), and graph based tasks. The work provides concrete results on the influence of different graph drawing approaches (minimise bends, minimise edge crossings etc.) on generic graph-display operations such as:
• How long is the shortest path between two given nodes?
• What is the minimum number of nodes that must be removed in order to disconnect two given nodes such that there is no path between them?
An informally derived set of guidelines and a large number of examples are gathered in Tufte [20] ; simple guidelines concern maximising the use of the available space, minimising "non-data-ink" and so on. Interestingly, many of the examples illustrate the capability of well designed representations to facilitate complex computations and comparisons as relatively simple perceptual operations, consistent with the Distributed Cognition viewpoint.
An example of an interesting representation which enables a number of complex operations to be performed in a simple perceptual fashion is given in Figure 2 (after an illustration in [20] ). Here, we have a representation of a train timetable over two axeslocation and time, both proportional (ratio) scales. Each line represents a train. As we have proportional time and distance, the speed of the trains is represented by their slope. The exact time and position where trains pass or overtake one another are shown by line crossings. Direct trains can be seen as uninterrupted lines, and so on. Thus we can see that a well designed display can make a significant difference on the cognitive load placed on the user. Beyond this, the work is interesting as it gathers and attempts to explain a number of good and bad designs, but again does not constitute a general method or approach to analysis. A formalization of the mapping between application, task, and perceptual operations is given in [7] ( Figure 3, left) , along with a real-time extension of the model [5] (Figure 3, right) . Checking whether these relationships between the logical, perceptual and task levels hold can uncover hidden assumptions about the operational constraints on the system and the perceptual capabilities of the user. In terms of the overall design process this form of analysis is tied closely to task analysis.
In the area of visualisation there is a body of highly task specific work, with some evaluations for particular domains; however there is little consideration of the processes involved in general interactive systems development, or indeed the match between effective displays and user tasks and activities.
Thus we have a number of different forms of low level analysis, very often specialised for a particular form of display, with very little to guide us on how to drive the analysis, and how to integrate it into the wider development process.
A wider perspective on the role of information representations on cognition and collaboration is provided by the Distributed Cognition view, and particularly the work of Hutchins [9, 10] . Here the entire work system is taken as the unit of analysis, including the human and system actors, technological artifacts, and external information representations. Analysing the role of information representations (particularly external representations) in achieving the goals of the entire system is one of the main facets of the approach. While in a sense this sounds familiar to a software engineering approach, the analysis is entirely post-hoc, and ethnographic or observational in nature. While it gives us a way of thinking about the role of representations, it does not constitute a design method.
Framework
As a first step, we establish a setting within which a device is used. At a low level of granularity, we can consider the information display as a set of resources for action. What do we mean by an action? There is a distinction between actions that affect the environment directly and actions concerning, or mediated by the system (possibly affecting environment via effectors). Likewise perception may be of information sensed by the system or directly from the environment (see figure 4) .
In the list of requirements above, we have a need to examine the way information within the environment (or context) can affect the usefulness of a display (Requirement 3). Beyond this "static" view, context changes affect the usefulness of information, since we may have a different set of information sources in the new context. An example of a design issue related to context changes is the notion of plasticity [19] , an aspect of which would be the degree of small changes in the context which can be tolerated before a major change (e.g. mode change or change of modality) must be made by the application in order to account for the different context.
A further complication is that in ubiquitous computing applications, the device itself will likely be responding to the changes in the context. This means the application will be maintaining some form of context model, usually based on abstractions over sensors in the environment. We would expect this context model to be a subset of the context considered for the purposes of interaction design, but once a decision has been made concerning such context awareness, we must take the new "device" context into account if it changes the information available to the user, the way information is presented, the 
The user in context -the resources approach
The resources model [21] is an interaction model whose aim is to support Distributed Cognition style analysis at an early stage of design, rather than as a means of understanding existing systems or prototypes. The model itself is simple -it views interaction as involving a number of information resources which can be characterised in terms of a number of different categories, depending on the role the information may play in interaction. Different interaction strategies on the part of the user (eg. goal-matching, plan following) will exploit different types of information, and place a different emphasis on such information. For those interested in developing mobile and context aware systems, the model is attractive since the information resources considered may be located in the environment, or provided by the system. Information in the environment can take the form of static, unchanging information, it can take the form of continuously changing streams reflecting the state of some entity, or it can take the form of events. The categories used to characterise information resources are as follows:
• Plan: sequence of actions, events or states that should be carried out • Goal: required state of the world.
• State: collection of relevant values of objects that feature in an interaction • Action-effect: relation between an action or event and its effect on the interaction.
• History: actions, events or states already achieved in the interaction.
• Possibilities: set of possible next actions of the user.
As an example, we could see a trail based application such as a museum tour guide as providing an external representation of plan information, whereas displaying a print icon when viewing a document is making available possibility information. The model also gives us a new representation requirement: 5. The information displayed, and the manner in which it is displayed, should reflect the role it plays in the interaction strategy of the user. We can use the resources model to drive and provide a context for representational analysis (see section 5), but in order to do so, we must be able to answer questions concerning user tasks and goals, application behaviour, and the different contexts the application is concerned with. In the following sections we consider the models which may be available within the interactive system development to answer these questions.
User Models
We can see traditional task models which may be produced as part of the system development process as forming part of our User Model, as they are abstractions representing behaviours of the user which lead to the achievement of user goals. To deal with context issues, we need a richer model, as the user will be responding to context changes by changing or altering the scope of their tasks, and altering the strategies used for performing those tasks (and consequently via resources model the exploited information resources). An example would be a user who changes their interaction strategy when in a different context.
User models such as the Model Human Information Processor [6] , or EPIC [11] may be of some use in assessing the complexity and "cost" of certain cognitive and perceptual operations. Models such as ICS [2] can also shed light on issues concerning multi-modal interactions. However the specialist skills needed to develop and interpret the models means that they are unlikely to be used extensively in other phases of the system development.
Application Models
There has been much work in the past on modeling the behaviour of applications such that the models can be used as the basis for reasoning about interactive applications [1, 8, 13 ]. As we do not necessarily wish to construct complete models, we should identify which aspects/abstractions are important for our purposes.
• that part of the application responsible for generating presentation (eg. changing interface modality)
• that part of the application responsible for sensing and maintaining context model • that part of the application responsible for reacting to context.
The most attractive option is obviously to reuse existing Software Engineering models wherever possible to answer these questions. This might mean however that analysis which relies on such models is harder to carry out in the earliest stages of system development. Another open question is to what extent standard software engineering models (eg. expressed in a notation such as UML [3] ) can answer these questions in sufficient detail.
Context Models
In terms of the requirements above, we see three main effects of changes in context.
• May result in change in task (requirements 1,2)
• May result in change in strategy (requirement 5) • May result in change in externally available information (requirements 3,4)
A useful resource then when analysing representational issues would be a context model which allows us to reason about these issues. Such a model may be used for other parts of the development process. A number of different modeling approaches have been taken to the problem of modeling context, often with different goals.
-State
Transition approaches can capture characteristics of discrete changes in context, together with simple specifications of the context aware systems, allowing some dynamic behaviour to be explored.
-Hybrid modeling approaches may allow modeling of certain continuous processes in the environment, as well as the concurrent operation of a system sensing and reacting to these processes. -Some models focus on the ontological aspects of context (semantic networks, object models etc.) (Object models may also have a state transition definition of behaviour associated with them). -Some technology driven models exist in order to provide a toolkit of sensor abstractions for building context aware applications. A difficulty is that no single type of model above will capture all the relevant aspects of context. Many existing "semantic" and technology-driven models take a strictly hierarchical view, whereas other would argue that significant aspects of context are non-hierarchical in nature. To address the more "static" elements of context, and particularly the role elements of the context may play as information resources, we must have a model which incorporates the ontological or semantic aspects of context. Concurrently, in order to address the effect changing context has on the most appropriate information resources and representations, we must also be able to account for the dynamic aspects of context. This motivates an approach which exploits both ontological and dynamic context models.
As mentioned above, modern systems may maintain an internal model of the context, based on sensed information, which helps determine appropriate behaviours for the system. This raises an interesting modeling issue regarding models of systems which react to context (perhaps as dependencies between environmental and system aspects of context). Behavioural properties may require detailed modeling approaches [13] , whereas we simply want to factor context into resources model. However, one of the lessons of HCI in recent years has been the need to understand the user's context for all applications, as an integral part of the software development process, as it has such an important effect on the activities of the user and how best to support them. As such, we would maintain that there is a strong need within the software engineering of context aware applications to model context beyond that sensed by the application.
Representational Analysis in the Development Process
In this section we consider how analysis of representations may be driven and informed by activities and requirements gathering which form part of the overall development process.
What information should be presented?
The decision on what information should be presented has many dependencies on other aspects of the development process, concerning the availability (and possibly timeliness and quality) of information, decisions on application functionality, and resources (bandwidth, storage, networked information sources). Working within these constraints, the first step is identifying information necessary to carry out the user's tasks. A common technique to aid in making such development decisions would be Hierarchical Task Analysis. Using the output of the task analysis (again, attempting to re-use artifacts produced by other parts of the design process) in order to help decide what information should be provided will identify required information in the form of decision variables.
Particular use cases which have been documented as part of the requirements analysis can be used to further direct this analysis. For example, let us consider a "courier" scenario where a mobile user is having difficulty matching directions on a mobile device to the appropriate route in the real world, and makes a query to a central controller with access to a detailed display. While one considers the task facing the pair: the mobile user must include in the query information regarding what they can perceive in the environment; this must be mapped to an orientation by the controller, who can then relate this to the detailed display in order to generate an appropriate response for the mobile user. We can represent this aspect of the system with a use-case:
Use Case: Request guidance Scenario: Courier is having difficulty interpreting directions given by device. Environment
Courier is on street, and can see the possible turns, and surroundings of current position.
Situation
Courier has been following directions given by device up to this point 1. Courier requests guidance 2. Dispatcher identifies mobile user, and locates them on display 3. Courier describes surroundings and possible turns 4. Dispatcher deduces couriers orientation and reference points Sequence of events
5.
Dispatcher communicates desired turn with respect to couriers reference points and orientation.
While this form of representation allows us to identify some of the required information and note its source (possibly in the environment) it does not provide a technique for how to do it.
However, information which should be provided can sometimes be less direct, such as encoding rules of a domain when carrying out task [22] . For example, in an application involving control of a physical process (eg. a chemical plant), certain operations will not be possible due to the current state of the system (eg. if the action would violate a safety constraint). A well designed display might not suggest affordances which correspond to these unwise operations. The Resources Model can be used as a means to identify such indirect information requirements. Hence by considering the interaction strategy the user is expected to take, we can identify the most important types of information resource. In the chemical plant example mentioned above, by considering possibility and actioneffect resources, we can identify the need to either disallow or distinguish such illegal operations (depending on automation decisions, which is beyond the scope of this part of the analysis).
For both of the above forms of analysis, we have the added complication of changing resources in the environment due to context changes. Information may be present in the context, and so the information presented should complement (rather than always duplicate) this information.
It is appropriate at this point to ask what form of early design representation might be appropriate for supporting such analysis, in addition to HTA and use-case information. A development activity which may produce useful design artifacts (for our purposes) is Allocation of Function analysis. Allocation of function is concerned with deciding which functions to automate or partially automate. Such analysis has a new scope and saliency in the ubiquitous and context aware arena, since much of the context awareness and "intelligent" behaviour of such systems are effectively allocating "traditionally" human functions to the system. For functions which may be partially automated one can produce an IDA-S template [4] . The template has four components -Information, Decision, Action and Supervision, allowing a function to be decomposed into a number of elements, which can themselves be characterised (information collection, decision selection etc.). In practice templates may be generated for a number of design alternatives. For example, returning to the "courier" use case above, we have the IDA-S template below. The usage of information is quite explicit in this template, and as such is a very useful resource to drive representational analysis. As an example, consider steps that are concerned with information integration: this is a specific type of perceptual and cognitive task, for which certain types of analysis (consistency of the representations, amount of searching, complexity of comparisons) are appropriate. Also, the fact that different design alternatives may be explored allows a representational analysis to provide some input to such decisions by highlighting eg. highly dense information displays supporting a number of simultaneous decisions, or alternatively the lack information for certain decisions due to the automation or partial automation of other functions. A perceived weakness of strongly task-focused approaches is that important factors such as situational awareness may be missed. The IDA-S template may be of use in picking up on such issues, as it may highlight the integration of strongly task focused information with "situation" information in decision making.
Choose a direction using guidance
From the perspective of wider development, it is desirable to reuse the results of modeling carried out in order to make function allocation decisions. For this form of analysis, the Resources Model and postulated interaction strategy for a given context form the User Model. The context model constitutes the information resources in the context, plus relevant portions of the application model (concerning sensing and reacting to context), which again are of relevance to the wider development process.
What representation is most appropriate?
As discussed in section 3 above, from the literature [22, 16, 12, 17] we can see that it is possible to select representations that directly support a given set of tasks. Doherty, Campos and Harrison [7] put forward an approach for doing this based on models of the presentation and task operations. We note that detailed application models are not required for this approach, which has a focus on perceptual issues in its User Model.
An additional dimension we can consider is whether the representation matches the interaction strategy the user is expected to take in a given context. For example a given information representation might make it easier to perceive possibilities rather than plans, or planning could be be used within the device to filter presented possibilities, without an explicit representation. This seems to add a relatively subtle effect to the decision on appropriate representation. Furthermore, the appropriateness of entire modalities may be affected by changes in context.
The other requirement -choosing a representation that is compatible with representations present in the context, seems fundamental and problematic. A challenging research question is how can we take a systematic approach to the identification of "compatible"
representations. Beyond perceptual compatibility, there are issues concerning the timeliness of different information sources. For example an application where information is intermittently sensed or downloaded from a remote source may display a set of values for different parts of the state of the system which do not refer to the same point in time, and may apparently violate system constraints. Generally, compatible representations can be seen as reducing the gulf of evaluation -allowing the user to readily evaluate the presentation in terms of his goals [15] .
Conclusions
Choosing what information to represent and how to represent it is a difficult and complex issue, particularly as some design decisions may be tied up with the functionality of the application and the structure of the interaction with the user. For this reason, it is desirable to deal with information representation within a framework which can accommodate reasoning about the overall interaction and application design. For pragmatic reasons, and also to help achieve a more integrated development, we also need to reuse design artifacts from other design activities, including those with a software engineering focus.
In this paper, we have reconsidered the design of information representations, using the resources model to provide the interaction framework. We have considered the types of model potentially available to answer questions about user behaviour, application behaviour, and context. We would emphasise that context is not an isolated issue -we must look at the entire interaction to see how context information can be used as a resource in the interaction. While models of user behaviour are mostly used for those designing the interactive parts of the system, application and context models may well be available from other parts of the development process. For the most problematic situations we may need a dynamic behavioural model of the application sensing and reacting to context in order to explore the dependencies between such a system and the user's own reactions to changes in context. In terms of what we require from a context model in order to make such choices, we have the following basic requirements:
• What information is available within the context.
• How the relevant information is represented in the context. We have looked at how other design artifacts (such as use case descriptions and IDA-S templates) can be used to help drive the choice of information to represent, and also certain forms of representational analysis.
By considering resources and context together, we can help make an informed choice on what information to present (which is tied up with other aspects of interaction design, and requires answers to questions concerning user behaviour, application beahviour and context) and how to present it, which we can see as a relatively independent design issue, once sufficient information is available to drive the representational analysis.
