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Resumen Los casos de test unitarios son u´tiles para probar si la imple-
mentacio´n de una funcio´n tiene el comportamiento esperado. Si bien no
se puede garantizar al 100% la correcta implementacio´n, los test nos dan
mayor seguridad de su comportamiento, adema´s de permitir que futu-
ras modificaciones en la implementacio´n mantengan el comportamiento
esperado al momento de hacer los test. Sin embargo, la tarea de ha-
cer los test manualmente es compleja y costosa, lo que lleva a muchos
programadores a obviar esta tarea, lo cual no es nada recomendable. La
herramienta presentada en este art´ıculo permite generar automa´ticamen-
te casos de test unitarios en el lenguaje Java garantizando cubrir todas
las sentencias y todas las ramas (alcanzables) del programa. Esto se lleva
a cabo utilizando la te´cnica conocida como ejecucio´n conco´lica.
Keywords: testing, generacio´n automa´tica de casos de test, ejecucio´n
conco´lica.
1. Introduccio´n
El desarrollo de software por lo general es complejo y su mantenimiento cos-
toso. Es comu´n que, al agregar o cambiar una funcionalidad, estemos generando
un bug sin percatarnos de ello. Esto puede provocar incluso la imposibilidad de
mantener un producto de software, especialmente si los encargados de hacerlo
no son quienes escribieron el co´digo original. Modificar implementaciones de ter-
ceros (o las propias luego de un tiempo de haberlas desarrollado) generalmente
provoca temor de generar bugs o dejar inconsistente el sistema.
JUnit, un framework Java para la ejecucio´n de test unitarios, suele usarse
para obtener ciertas garant´ıas de que un programa Java se comporta de la forma
esperada, minimizando las consecuencias anteriormente mencionadas y mejoran-
do la calidad del co´digo. Lo recomendable es crear al menos un test por cada
me´todo implementado. Mientras ma´s test unitarios para cada me´todo se escri-
ban, mayor seguridad de su comportamiento se tendra´. Implementar casos de
test se considera esencial en las compan˜´ıas de software para dar un producto de
calidad a los clientes. Sin embargo, muchos programadores continu´an escribiendo
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co´digo sin sus respectivos casos de test. Esto podr´ıa deberse por desconocimien-
to o debido al tiempo extra que requiere escribir los casos de test, aunque las
ventajas que otorga lo hacen necesario. Estudios sugieren que aproximadamente
el 50% del esfuerzo de desarrollar software esta´ representado por el testing [7],
como una muestra de la importancia y el esfuerzo que requiere esta disciplina.
Existen varios enfoques para tratar la generacio´n de casos de test automa´ti-
cos. Uno de estos es la generacio´n de inputs aleatorios a partir de los cuales se
crean los casos de test. Entre sus ventajas se destacan la rapidez de generacio´n
de los test con una buena cobertura de co´digo. Sin embargo, presenta al menos
dos problemas importantes. Por un lado, genera conjuntos de test cuyos inputs
son redundantes [2]. Por otro lado, la probabilidad de seleccionar aleatoriamente
un input particular que detecte un bug en el co´digo puede ser muy pequen˜a [2].
Por ejemplo, la rama verdadera del condicional “if (x == 10) then ...” so´lo tiene
una chance de ser ejecutada sobre 232 si x es un input del programa de tipo
entero de 32 bit que es inicializado aleatoriamente [1].
Otro de los enfoques utilizados es la ejecucio´n simbo´lica: en lugar de ejecutar
un programa usando valores concretos como inputs del mismo -nu´meros, por
ejemplo-, se ejecuta con representaciones simbo´licas para un conjunto de clases
de inputs [3]. Una ejecucio´n simbo´lica esta´ representado por valores simbo´licos
para los para´metros de entrada y una fo´rmula -restriccio´n- simbo´lica para el out-
put. Cada expresio´n condicional en el programa representa una restriccio´n que
determina un camino en el a´rbol de ejecucio´n. No´tese que cada camino, en caso de
tener solucio´n factible, determina diferentes valores como inputs. Para analizar
los diferentes caminos en el a´rbol de ejecucio´n, se suele utilizar backtracking. Sin
embargo, para ejecuciones grandes y complejas, se vuelve computacionalmente
dif´ıcil de llevar a cabo.
Un me´todo similar a la ejecucio´n simbo´lica para tratar la generacio´n de test
automa´ticos es el conocido como ejecucio´n conco´lica. Como su palabra lo indi-
ca, es una te´cnica que une la ejecucio´n concreta con la simbo´lica (CONCrete-
symbOLIC execution); para cada valor concreto ingresado como input del pro-
grama (para´metros de una funcio´n), se registran los valores simbo´licos de estos
para´metros y se mantiene el valor simbo´lico a trave´s de las diferentes asigna-
ciones que se realicen en el cuerpo del programa. Al igual que en la ejecucio´n
simbo´lica, cada camino del a´rbol de ejecucio´n determina una fo´rmula de las va-
riables simbo´licas representadas como restricciones para ese camino particular.
En vez de utilizar backtracking, las condiciones simbo´licas de un determinado ca-
mino son utilizadas en un SMT Solver para obtener nuevos valores concretos que
permitan recorrer un camino alternativo del programa. Utilizando estos valores
concretos como nuevos inputs del programa, y siguiendo una operacio´n similar
con el resto de los caminos del a´rbol de ejecucio´n, se puede obtener un conjun-
to de clases de inputs que funcionen como casos de test. El presente art´ıculo
describe una herramienta que utiliza esta te´cnica.
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2. Ejemplo
A continuacio´n se describe un ejemplo de co´mo la herramienta construye los
test para el me´todo Java de la Figura 1 (a).
Antes de comenzar la ejecucio´n, el co´digo es instrumentado de forma tal de
ir manteniendo un mapeo entre las variables y sus valores simbo´licos. Al iniciar
la ejecucio´n sobre el co´digo ya instrumentado, la herramienta asigna el valor
cero a ambas variables. De esta forma, se tiene que x = 0, y = 0 como valores
concretos y {x 7→ x0, y 7→ y0} son las expresiones simbo´licas asociadas. En la
primer sentencia del me´todo, se actualiza el valor de la variable x, por lo tanto, se
actualizan las expresiones simbo´licas {x 7→ x0+3, y 7→ y0}. Luego, la evaluacio´n
condicional del primer if da verdadero, y la del segundo da falso, y la ejecucio´n de
la funcio´n termina. La herramienta recolecta las restricciones de los predicados
condicionales ejecutados: x0 +3 ≥ y0 (del primer If) y x0 +3 ≤ 10 (del segundo
If). Estas restricciones (x0 + 3 ≥ y0, x0 + 3 ≤ 10) las llamaremos restricciones
simbo´licas. Luego se niega el u´ltimo predicado (x0 + 3 > 10) y se resuelven las
restricciones simbo´licas para obtener un camino alternativo al ya recorrido. Estas
restricciones se resuelven por medio de un SMT Solver: se env´ıan las restricciones
y devuelve valores concretos para las variables simbo´licas de forma tal que se
satisfagan las ecuaciones. Para las restricciones x0 + 3 ≥ y0, x0 + 3 > 10 se
proponen los valores x0 = 8, y0 = 11. Se ejecuta otra vez el me´todo toTest
con estos valores, dando verdadero tanto el primer if como el segundo; por lo
tanto ambas ramas ya han sido cubiertas y se descarta la condicio´n simbo´lica
correspondiente a esa bifurcacio´n, quedando todav´ıa pendiente obtener valores
que hagan falsa x0 + 3 ≥ y0. Por lo tanto se niega esta condicio´n obtenidendo
x0 + 3 < y0 y se le pide al Solver valores que la satisfaga. E´ste devuelve x =
−1, y = 3. Al ejecutar con estos valores el me´todo, no se pasa el primer If, con
lo que se termina de recorrer todos los posibles caminos del a´rbol de ejecucio´n.
Finalmente, con los pares de valores {(x = 0, y = 0), (x = 8, y = 11),
(x = −1, y = 3)} se crean tres test, uno por cada par de valores devuelto.
En la Figura 1 (b) se muestra el a´rbol de ejecucio´n del me´todo toTest. Cabe
destacar que cada hoja del a´rbol representara´ un conjunto diferente de valores
que funcionara´n como input para testear dicho me´todo, asegurando el 100% de
cobertura de co´digo alcanzable 1, tanto de sentencias como de ramas.
3. El problema de los ciclos
Es importante destacar que el enfoque propuesto presenta un problema inhe-
rente a la ejecucio´n simbo´lica al tratar con co´digo que posea ciclos. El problema
es que el proceso iterativo de generacio´n de nuevos inputs puede continuar inde-
finidamente. El ejemplo de la Figura 2 ilustra este feno´meno.
1 Puede suceder que el me´todo a testear contenga “co´digo muerto”, es decir, co´digo
que jama´s se ejecutara´ independientemente de los valores de entrada de dicho me´todo
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I n t eg e r toTest ( int x , int y )
{
x = x + 3 ;
i f ( x >= y)
i f ( x > 10)
return x ;
return y ;
}
(a) (b)
Figura 1. Ejemplo de co´digo Java (a) junto a su a´rbol de ejecucio´n (b) correspondiente
In t eg e r toTest2 ( int x )
{
int y = 0 ;
while ( y < x )
y++;
return y ;
}
Figura 2. Ejemplo de co´digo con cilcos y un a´rbol de ejecucio´n infinito
La herramienta comienza la ejecucio´n con x = 0, siendo x0 su valor simbo´lico.
Dado que y = 0, la condicio´n de la guarda del while no se cumple y en conse-
cuencia se recolecta la restriccio´n simbo´lica (0 ≥ x0). A continuacio´n se niega
la condicio´n obtenie´ndose (0 < x0) y se la entrega al SMT solver. E´ste devuelve
como solucio´n x = 1. Nuevamente se ejecuta la funcio´n con este nuevo valor, cum-
plie´ndose la primera vez el while, pero no la segunda. Por lo tanto se recolectan
las condiciones (0 < x0, 1 ≥ x0). Luego se entregan estas restricciones nueva-
mente al solver, negando la u´ltima (0 < x0, 1 < x0). Como resultado devuelve
x = 2. Se vuelve a ejecutar la funcio´n con este valor, entrando dos veces al while,
por lo que el valor de y = 2. Las restricciones simbo´licas en esta ejecucio´n son
0 < x0, 1 < x0, 2 ≥ x0. Se niega la u´ltima condicio´n y el solver devuelve x = 3.
Esto permite que al ejecutar nuevamente la funcio´n con este valor se ingrese tres
veces al while, obteniendo y = 3 y por lo tanto 0 < x0, 1 < x0, 2 < x0, 3 ≥ x0
como restricciones simbo´licas. Como es de esperar, al negar la u´ltima condicio´n
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(0 < x0, 1 < x0, 2 < x0, 3 < x0) el solver devuelve x = 4. Se puede observar que
este proceso de generacio´n de inputs puede continuar indefinidamente. Por este
motivo, es necesario buscar una alternativa al tratar con ciclos.
El enfoque adoptado en este trabajo es ejecutar los ciclos a lo sumo una
cantidad fija de veces k (parametrizable en la herramienta). Para esto es necesa-
rio un pre procesamiento cuyo objetivo es reemplazar los ciclos presentes en los
me´todos por su equivalente en If’s anidados una cantidad fija de veces. Vea´moslo
mejor con un ejemplo:
Para k = 1
while ( x < y + 1){
x++;
}
i f ( x < y + 1){
x++;
}
Para k = 2
while ( x < y + 1){
x++;
}
i f ( x < y + 1){
x++;
i f ( x < y +1){
x++;
}
}
Para k = n
while ( x < y + 1){
x++;
}
i f ( x < y + 1){
x++;
//
// (n−2 IF ’ s )
//
i f ( x < y + 1){
x++;
}
}
De esta forma, el pre procesamiento permite modificar el programa original
para evitar que el proceso de generacio´n de inputs continue indefinidamente.
Este programa modificado sin ciclos sera´ sobre el cual se lleva a cabo el proceso
de instrumentacio´n que se explicara´ ma´s adelante.
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4. Descripcio´n del me´todo
El objetivo del prototipo de la herramienta desarrollada es generar casos
de test para las funciones/me´todos de una clase Java que tenga para´metros de
tipo entero. En otras palabras, la herramienta recibe como input un programa y
devuelve una clase java con casos de test para los me´todos deseados, lista para
ejecutar con JUnit.
Para lograrlo se empleo´ la te´cnica conocida como ejecucio´n conco´lica, donde
se conjuga la ejecucio´n de un programa, cuyos inputs son valores concretos, con
la representacio´n simbo´lica de estos, registrando las condiciones del programa
(restricciones). Estas restricciones esta´n determinadas por los valores simbo´li-
cos, los cuales se van actualizando segu´n sea necesario en un Mapa lo´gico δ
representado inicialmente por {p 7→ p0; q 7→ q0} donde p, q son para´metros de
entrada de un me´todo. Si los para´metros sufren alguna modificacio´n, tambie´n se
actualiza su valor simbo´lico en dicho Mapa. Por ejemplo, si dentro del cuerpo del
me´todo se ejecuta p = p + q + 1;, el Mapa δ se actualiza a {p 7→ p0 + q0 + 1;
q 7→ q0}.
Luego de una ejecucio´n para valores concretos, se tiene un conjunto de ecua-
ciones (o restricciones simbo´licas), de las cuales se niega la u´ltima de ellas. Luego,
este nuevo conjunto de ecuaciones representara´ un camino diferente en el a´rbol
de ejecucio´n. Para obtener valores concretos que permitan al programa ir por
dicho camino, el conjunto de ecuaciones es analizado con un SMT solver, Z3
[5], cuyo output sera´n los valores concretos deseados (una clase de valores que
representen dichas restricciones). Con estos valores se vuelve a ejecutar el pro-
grama, obteniendo un nuevo conjunto de restricciones simbo´licas que representa
un camino diferente del a´rbol de ejecucio´n. Este proceso finaliza luego de obte-
ner valores concretos para cada camino diferente del a´rbol de ejecucio´n. Una vez
finalizado, se genera un caso de test por cada conjunto de valores.
Para obtener el conjunto de restricciones con la representacio´n simbo´lica de
los para´metros de entrada de la funcio´n, es necesario instrumentar el programa.
Spoon [4], una herramienta para analizar y transformar co´digo fuente Java, es
la herramienta utilizada para la instrumentacio´n. Este es un proceso complejo
que se detallara´ en la subseccion siguiente. En la Figura 3 se puede observar un
esquema general de los procesos que se realizan.
4.1. Instrumentacio´n
Como se menciono´ antes, el objetivo de la instrumentacio´n es obtener todas
las restricciones simbo´licas de los diferentes caminos del a´rbol de ejecucio´n pa-
ra conseguir valores concretos que ejecuten todos los caminos posibles. Esto se
logra modificando el programa sin cambiar su sema´ntica original pero agregan-
do sentencias. Estas permiten recolectar restricciones simbo´licas en base a los
para´metros simbo´licos de la funcio´n teniendo en cuenta las asignaciones y las
sentencias condicionales presentes en el co´digo. Una vez finalizada la instrumen-
tacio´n, el programa a ejecutar es el instrumentado.
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Figura 3. Esquema de los procesos realizados para generar los casos de test
El proceso de instrumentacio´n se realiza tomando como input el programa
modificado con el pre proceso explicado en la Seccio´n 3 debido al problema
con los ciclos. De esta forma, el programa a instrumentar en lugar de contener
ciclos, contiene una cantidad fija de If’s en su lugar. A continuacio´n se presenta
un resumen de los procesos que lleva a cabo la instrumentacio´n:
Asignaciones: se detectan y registran todas las asignaciones en el me´todo,
incluyendo declaraciones locales con algu´n valor asignado. Luego de cada
asignacio´n, se agregan las sentencias necesarias para actualizar en el mapa
descrito anteriormente los valores simbo´licos de las variables. Por ejemplo,
para x = 2, y = 10 el Mapa δ se comporta de la forma que ilusta el Cuadro 1.
No´tese que la segunda columna representa el momento inmediatamente pos-
terior a la ejecucio´n del co´digo de la primer columna asociada.
public Integer m(int x, int y) { δ = {x 7→ x0; y 7→ y0}
x = x +3; δ = {x 7→ x0 + 3; y 7→ y0}
if (x ≥ y ) {
x = x +78;
return x;
}
y = x - 2; δ = {x 7→ x0 + 3; y 7→ x0 + 3− 2}
return y;
}
Cuadro 1. Asignaciones con su representacio´n simbo´lica dado por el Mapa δ. Me´todo
ejecutado con (x = 2, y = 10)
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Sentencias IF’s: el a´rbol de ejecucio´n esta´ representado por los diferentes ca-
minos posibles que puede tener un programa. Estos esta´n determinados por
las estructuras condicionales presentes en el co´digo. Un me´todo sin condicio-
nales, es un me´todo con un u´nico camino posible a ejecutar. Por esta razo´n,
las restricciones simbo´licas mencionadas esta´n determinadas por las senten-
cias condicionales cuyos valores son los valores simbo´licos de los para´metros
de entrada, cuando corresponda. En la Figura 1 se puede observar un ejemplo
de un me´todo con su correspondiente a´rbol de ejecucio´n.
En el Cuadro 2 se presenta un ejemplo de co´mo se recolectan las restric-
ciones simbo´licas que luego sera´n enviadas a un solver para obtener valores
concretos. Cabe destacar que las restricciones simbo´licas se recolectan para
una ejecucio´n concreta del me´todo a testear, es decir, con valores concretos
para cada para´metro de la funcio´n.
public Integer m1(int x, int y) { δ = {x 7→ x0; y 7→ y0}
x = x * 3; δ = {x 7→ x0 ∗ 3; y 7→ y0}
if (x == y)) { α = (x0 ∗ 3 == y0)
x = x+y; δ = {x 7→ x0 ∗ 3 + y; y 7→ y0}
if (x ≥ 100 && y >0) α = (x0 ∗ 3 == y0, !(x0 ∗ 3 + y0 ≥
100 && y0 > 0))
return x;
}
if (x % 2 == 0)
α = (x0 ∗ 3 == y0, !(x0 ∗ 3 + y0 ≥
100 && y0 > 0, (x0 ∗ 3 + y0)%2))
return x;
return y;
}
Cuadro 2. Ejemplo de recoleccio´n de restricciones simbo´licas α. El Mapa lo´gico δ
actualiza los valores simbo´licos de los para´metros de entrada de la funcio´n. Me´todo
ejecutado con (x = 0, y = 0)
Los restricciones α sera´n las enviadas al SMT Solver para obtener valores
concretos para x e y.
4.2. Interaccio´n con el SMT Solver
El SMT solver utilizado en este trabajo es el Z3, desarrollado por Micro-
soft Research. El uso de este componente es fundamental en el desarrollo de la
ejecucio´n conco´lica para obtener los valores a utilizar en los casos de test gene-
rados. Este solver permite chequear la satisfacibilidad de fo´rmulas lo´gicas sobre
una o ma´s teor´ıas, otorgando valores que satisfagan dichas fo´rmulas cuando sea
posible.
El uso de Z3 en el desarrollo de la herramienta se ha mencionado a lo largo
del presente art´ıculo: las restricciones simbo´licas recolectadas mediante la eje-
cucio´n del co´digo instrumentado -un me´todo particular con para´metros enteros-
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se env´ıan a Z3 luego de negar la u´ltima de estas restricciones 2. Este solver las
procesa y, de ser posible, devuelve valores concretos que satisfagan dichas restric-
ciones (valores concretos para las variables simbo´licas). Estos valores son utiliza-
dos como input del me´todo instrumentado para recorrer un camino alternativo
al anterior, recogiendo nuevas restricciones simbo´licas que sera´n procesadas por
Z3 (siempre negando la u´ltima restriccio´n), hasta que se hayan procesado todas
estas restricciones.
Usar un SMT solver tiene como principal ventaja que permite obtener va-
lores concretos que aseguren recorrer todas las ramas alcanzables del a´rbol de
ejecucio´n, obteniendo 100% de cobertura en los test -siempre y cuando no exista
co´digo muerto en el programa-. Sin embargo, presenta algunas desventajas en
cuanto a limitaciones que se detallan en el apartado siguiente.
5. Limitaciones
A continuacio´n se describen brevemente limitaciones que abordan dos cues-
tiones: limitaciones inherentes a la ejecucio´n conco´lica y limitaciones del proto-
tipo de la herramienta desarrollado que pueden superarse.
Uno de los principales l´ımites de la ejecucio´n conco´lica es la dependencia de
un SMT Solver que permita resolver las restricciones simbo´licas. Existe una res-
triccio´n sobre las teor´ıas que pueden incluirse que depende del SMT solver subya-
cente. Si bien se ha avanzado en las teor´ıas que manejan (enteros, reales, strings,
arrays, etc.), au´n existen tipos no soportados. Otra limitacio´n es el tiempo que
puede demandar el Solver en encontrar una solucio´n para ciertas ecuaciones.
En cuanto a las limitaciones del prototipo, por un lado, actualmente so´lo
puede generar casos de test para me´todos cuyos para´metros y restricciones en
el co´digo son de tipo entero. La llamada a funciones dentro del co´digo tampoco
esta´ soportada actualmente. Por otro lado, las operaciones soportadas son: suma
(+), resta (-), divisio´n (/), producto (*) y mo´dulo (%).
6. Conclusiones y trabajos futuros
Al tratar con testing es importante tener en mente la ce´lebre frase “El Testing
so´lo puede mostrar la presencia de defectos, no su ausencia” (E. W. Dijkstra).
Como se ha mencionado, no es posible garantizar al 100% que los test que se
generen (independientemente de la forma adoptada) validan la correcta imple-
mentacio´n del co´digo. Sin embargo, estos nos permiten tener mayor seguridad
en la implementacio´n al detectar errores, adema´s de otorgar ventajas para la
mantenibilidad del co´digo.
A lo largo del art´ıculo se ha presentado el desarrollo de un prototipo para la
generacio´n de test automa´ticos para programas Java. Este tiene la ventaja de
evitar a los programadores generar manualmente cada test, asegurando el 100%
2 Esto se conoce como depth first exploration y permite explorar todas las ramas del
a´rbol de ejecucio´n
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de cobertura del co´digo alcanzable. Para esto se ha utilizado la te´cnica ejecucio´n
conco´lica, la cual conjuga la ejecucio´n simbo´lica con la ejecucio´n concreta. Se
ha puesto en evidencia, por medio de un ejemplo, el problema que presentan los
ciclos en ciertas ocasiones al aplicar la ejecucio´n simbo´lica: se puede incidir en
un proceso infinito de generacio´n de inputs. Se ha presentado una solucio´n a este
problema, reemplazando los ciclos por una cantidad fija (parametrizable en la
herramienta) de if anidados.
Los casos de test unitarios tienen la particularidad de necesitar conocer el
valor esperado para asegurar el comportamiento que se esta´ testeando. La gene-
racio´n automa´tica da como resultado test que siempre se cumplen. Su principal
utilidad radica en test de regresio´n, permitiendo corroborar si se mantiene el
comportamiento, por ejemplo, al modificar un programa una vez que se tienen
los test generados automa´ticamente.
Se han mencionado ciertas limitaciones propias de la herramienta desarro-
llada. El trabajo futuro es superar algunas de estas. Actualmente so´lo puede
generar test automa´ticamente para me´todos cuyos para´metros y restricciones en
el co´digo sean de tipo entero, adema´s de soportar las operaciones aritme´ticas
ba´sicas (+, -, *, /,%). Se pretende extender la herramienta a los tipos de datos
y operaciones aritme´ticas soportadas por el SMT Solver Z3, adema´s de soportar
la generacio´n de test sobre programas que realizan llamadas a funciones dentro
del co´digo.
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Ape´ndice A. Preproceso
Con el objetivo de otorgar a la herramienta desarrollada mayor flexibilidad
en el co´digo que acepta, se han aplicado una serie de proprocesos sobre el co´digo
fuente original. Esto se realiza ya que el framework Spoon no detecta correcta-
mente ciertas expresiones. Por ejemplo, para la instruccio´n a+=2 detecta que el
valor a asignar es 2, cuando deber´ıa ser a + 2.
Este preproceso se encarga ba´sicamente de dos tareas. En primer lugar, se
hace una conversio´n de las sentencias que contienen operadores especiales de
postincremento(a++), preincremento(++a), postdecremento(a--) y predecremen-
to(--a) a su versio´n esta´ndar. Esto se realiza tanto para las sentencias simples
que so´lo contienen estos operadores como para las sentencias de tipo decla-
raciones locales o asignaciones. Algo similar se realiza para los operadores de
asignacio´n “+=”, “-=”, “*=”, “/=” y “ %=”. Son reemplazados por su “versio´n
extendida”. A continuacio´n algunos ejemplos de estas modificaciones sinta´cticas
en el co´digo:
a++ es reemplazado por a = a + 1;
int x = a++ es reemplazado por int x = a; a = a + 1;
x = --a es reemplazado por a= a -1; x = a;
x+=a es reemplazado por x = x + a;
x*=2+y es reemplazado por x = x * (2+y);
En segundo lugar, se hace una conversio´n de los ciclos tipo for y do while
presentes en el co´digo fuente a su equivalente en while. En el Cuadro 3 se puede
obervar un ejemplo.
Antes Despue´s
for ( int i = 0 ; cond i t i on ; ++i )
{
P;
}
int i = 0 ;
while ( cond i t i on )
{
P;
++i ;
}
do
{
S ;
}
while ( cond i t i on ) ;
S ;
while ( cond i t i on )
{
S ;
}
Cuadro 3. Transformacio´n de for y do while a su equivalente en while
De esta forma, al momento de procesar los ciclos (por lo comentado en la
seccio´n 3), se puede pensar u´nicamente en el procesamiento de los ciclos tipo
while, facilitando dicho procesamiento.
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Ape´ndice B. Herramienta gra´fica
A continuacio´n se presentan algunas caracter´ısticas y usos de la herramienta
gra´fica.
Su interfaz fue desarrollada con JavaFX. Sin embargo, no se descarta la
posibilidad de reemplazarla por un plugin para Eclipse, a fin de facilitar su uso.
Actualmente consta de tres opciones generales:
B.1 Buscar
Su objetivo es seleccionar un archivo .java en el filesystem sobre la cual
se desea generar los test. Por lo general, deber´ıa ser una clase perteneciente
a un proyecto Java. En la figura 4 se puede observar la interfaz gra´fica de la
herramienta al iniciarla.
Figura 4. JGenTest: Imagen de la herramienta al iniciarla
B.2 Seleccio´n de me´todos
Luego de seleccionar la clase .java, la herramienta carga los me´todos que exis-
ten en dicha clase, indicando el tipo de retorno y los para´metros de cada una.
Adema´s se habilita el campo Profundidad ciclos. Este representa el para´me-
tro k explicado en el art´ıculo en relacio´n al problema con los ciclos durante la
ejecucio´n simbo´lica. En lugar de ejecutarse infinitamente, se ejecutan (a lo sumo)
k veces, dependiendo de los valores concretos de los para´metros de entrada. En
la figura 5 se muestra un ejemplo donde se seleccionan 3 me´todos a testear.
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Figura 5. Me´todos seleccionados a testear. El valor 7 es la cantidad ma´xima de veces
que se ejecutan los ciclos
B.3 Generacio´n de test automa´tico
Una vez seleccionados los me´todos que se desean testear, al hacer clic en
Generar casos de Test!, se llevan a cabo los procesos indicados en la figura 3.
Luego de generar los casos de test, se indica por medio de un mensaje la cantidad
de test generados y el lugar donde se almaceno´. Por defecto, se almacenan en
la misma carpeta donde se encuentra el archivo .java seleccionado en el primer
paso.
(a) (b)
Figura 6. (a)Mensaje de generacio´n correcta de los test, indicando la ubicacio´n del
archivo y la cantidad de test generados. (b)Ejemplos de test generados
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Ape´ndice C. Ana´lisis de cobertura
Para verificar la cobertura de los test generados, se ha utilizado el plugin
para Eclipse EclEmma. Este permite observar de forma sencilla el co´digo que se
ha cubierto con los test. Para los test generados anteriormente se puede observar
que se ha cubierto el 100% del co´digo:
(a)
(b)
Figura 7. (a)Test Generados. (b)En verde, co´digo cubierto con los test
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