ABSTRACT Programmers use various software development artifacts in their work, such as programming environments, design documents, and programming codes. These software artifacts can be studied and improved based on usability and User eXperience (UX) factors. In this paper, we consider programmers to be a specific case of users and analyze different elements that influence their experience in this specific context. We conducted a systematic literature review of papers published over the last ten years related to 1) the definition of the Programmer eXperience (PX); 2) the PX, UX, and usability factors regarding the programming environments, design documents, and programming codes; and 3) sets of heuristics to evaluate the software development artifacts mentioned before. We analyzed 73 articles, and the results obtained show that: 1) the important elements that influence the PX are the motivation of programmers and the choice of tools they use in their work, such as programming environments; 2) most of the identified studies (59%) aimed to evaluate the influence of the PX, UX, and usability on programming environments; 3) the majority of the studies (70%) used methods such as usability tests and/or heuristic evaluation methods; and 4) four sets of heuristics are used to evaluate software development artifacts in relation to programming environments, programming languages, and application programming interfaces. The results suggest that further research in this area is necessary to better understand and evaluate the concept of the PX.
I. INTRODUCTION
User eXperience (UX) concerns the study of a use's interaction with a product's systems or services. In his/her daily work, the programmer uses various software development artifacts, such as programming environments, design documents and programming codes (i.e., codes in maintenance). We consider a programmer to be a specific user of software artifacts, and we study his/her interaction with these artifacts.
In this work, we performed a systematic literature review of papers published over the last 10 years (from 2009 to 2018) to discern a definition of the Programmer eXperience (PX) and to find studies on the PX, UX and usability regarding software development artifacts (specifically programming environments, design documents and programming codes in our
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The results obtained show studies related to programmers in their broad concept of developer, as well as several studies focusing on the software artifacts used by programmers, which were mainly oriented to programming environments. We reviewed various articles that evaluate the influence of the PX, UX and usability on software development artifacts, through usability tests and heuristic evaluations. Heuristic evaluation is one of the most widely used methods of usability inspection, due to its speed, low cost and effectiveness [1] . However, in the studies that we found, heuristic evaluation is less frequently used than tests with users. Additionally, we reviewed four studies about sets of heuristics to evaluate programming environments, programming codes, and Application Programming Interfaces (API), which are considered to be programming codes in our study.
The paper is organized as follows. Section II introduces the theoretical background. Section III presents the research questions and describes the methodology of the bibliographic review. Section IV presents the studies selected, the results obtained, and the answers to the research questions. In section V, a discussion of the results obtained is presented. Finally, in section VI, we present the conclusions and future work.
II. BACKGROUND A. USER EXPERIENCE
International Standard Organization ISO 9241-210 defines the User eXperience (UX) as follows: ''person's perceptions and responses resulting from the use and/or anticipated use of a product, system or service'' [2] . Other definitions of the UX consider the way people use an interactive product, and their perceptions of use and the feelings involved during the interaction [3] . The UX depends on the previous experiences of each person. However, the concept of the UX can be applied to a group or shared experiences. The UX duration can be brief, sporadic, and results of the accumulation of several experiences [4] .
To explain the design aspects of the UX in-depth, Morville created the UX Honeycomb in 2004. In the model, the aspects to be considered in the design of the UX are detailed, as follow [5] :
• Usable: the system, product, or service must be simple and easy to use; in addition, it must be familiar and easy to understand.
• Useful: the product or service must be useful and must satisfy a need, otherwise there is no justification for the product or service.
• Desirable: the visual aesthetics of the product, service or system must be attractive and easy to interpret.
• Findable: the information must be easy to find quickly and easy to navigate. The user should be able to find a solution to the problems and he/she should be able to configure it so that it makes more sense.
• Accessible: the product or services should be designed so that even users with disabilities can have the same user experience as others.
• Valuable: Our sites must deliver value to our sponsors.
• Credible: the company and its products or services must be reliable.
B. USABILITY
Usability is defined by ISO 9241-11 of 2018 as follows: ''The extent to which a system, product or service can be used by specified users to achieve specified goals with effectiveness, efficiency and satisfaction in a specified context of use'' [6] . Usability can be measured through specific attributes, such as: (i) Learnability, which is its facility to be learned and is very important for novice users; (ii) Efficiency, with is related to the speed in which the user can reach their objectives; (iii) Memorability, which is related to the ability of infrequent users to remember how the system is used; (iv) Errors, which is related to the number of errors that a user commits when performing a task; a good indicator of this attribute is the low number of errors; (v) and Subjective Satisfaction, which is the subjective impression of the system that the user has (it is a very subjective attribute) [7] . Usability is an important aspect of the UX; therefore, it is a relevant element in this systematic literature review.
C. HEURISTIC EVALUATION
Usability principles are expressed as heuristics. To carry out a heuristic evaluation, experts and a set of heuristics are required. These heuristics can be general, such as the set of heuristics proposed by Molich and Nielsen [8] and Nielsen and Molich [9] , or a set created specifically for the context in which they will be used. For example, the set of e-commerce heuristics [10] and the set of smartphone SMASH heuristics (SMArtphone's uSability Heuristics) [11] . Heuristic evaluation is one type of inspection that allows the usability of the interfaces to be evaluated. Experts examine the interface and judge its compliance with the interface usability principles. This evaluation considers both individual and group parts.
The heuristic evaluation has advantages, such as it is less expensive than a test with users, as it is more complex to have users available for tests; additionally, if there are no experts, the same developers can perform the evaluation; and the evaluation can be done quickly in a short period of time [12] , [9] .
D. PROGRAMMER EXPERIENCE
The programmer eXperience (PX) is a specific case of UX.
In their daily job, programmers use several software development artifacts. In previous works, we found articles that aim to understand programmers' behavior and to analyze the different tools they use [13] . In addition, we found articles that evaluate the productivity of programmers [14] . These articles showed interest in programmers and their work. Programmer environments are the tools that programmers use daily. Several articles were found focused on how to improve the programmer environment to meet programmers' needs [15] , [16] Being a programmer is a difficult task, which is why several articles aim to facilitate programmers' work, for example, the reading of codes [17] , [18] and facilitating changes in the codes [19] . All the above show that the programmer experience is a development area that has various elements to analyze.
III. RESEARCH METHOD
A systematic literature review includes the following 3 phases according to Kitchenham [20] : (i) Planning the Review, which includes the research questions and protocol review; (ii) Conducting the Review, which involves the development of the review, incorporating the selection and quality of the studies, data extraction and data synthesis; and (iii) Reporting the Review, which presents the results of the review. We defined the review protocol for this systematic literature review as follows: data source, search strategy, selection criteria, quality of the studies, data extraction, and data synthesis.
A. RESEARCH QUESTIONS
We oriented a systematic literature review to the following topics: (i) definition of the PX; (ii) programmer experience, user experience, and usability regarding the programming environments, design documents and programming codes; and (iii) sets of heuristics created to evaluate the aforementioned software development artifacts. In Table 1 , we present the four research questions defined for our work. 
B. DATA SOURCE
The following electronic databases were selected for the search of scientific articles: ACM Digital Library, IEEE Xplore Digital Library, Springer Link, ScienceDirect, Scopus and Google Scholar. These databases contain scientific articles oriented to software engineering and human-computer interaction, which is the focus of this systematic literature review.
C. SEARCH STRATEGY
The scientific articles that need to be collected should contain information related to the questions defined in Table 1 . For this purpose, five search strings were developed, which are detailed in Table 2 . 
D. SELECTION CRITERIA
We defined the inclusion and exclusion criteria to address the search and selection of articles. The selection of articles was made according to the following criteria:
• Scientific articles.
• Articles that document the UX or PX or usability regarding software development artifacts.
• All the documents that expose the usability principles and usability guidelines regarding software development artifacts.
• Scientific articles that document sets of heuristics for software development artifacts.
• Scientific articles that document heuristic evaluations for software development artifacts.
• Studies published between January 2009 and October 2018.
• Papers written in English or Spanish. We excluded those articles that:
• Address usability in other development artifacts that are not the focus of this research.
• Articles that do not address the PX or UX regarding software development artifacts.
• Sets of heuristics in other areas not related to this work.
• Heuristic evaluations that are not related to the software development artifacts defined in this work.
E. DATA EXTRACTION
The relevant information that was extracted from all the selected documents is as follows:
• The authors and year of the study.
• The journal and type of scientific article (poster, magazine article or conference). For articles related to the PX, UX and usability regarding software development artifacts, the following particular information was also considered:
• Studies about user experience, programmer experience, and usability.
• The methodology used in the studies for empirical validation.
• The scope of application (programming environment, design documents or programming code). For articles related to usability guidelines or usability principles regarding software development artifacts, the following particular information was also considered:
• The usability attributes on which the studies are centered.
• The scope of the application (programming environment, design documents or programming codes). For articles related to sets of heuristics and heuristic evaluations regarding software development artifacts, the following particular information was also considered:
• The domain of the set of heuristics (programming environment, design documents or programming code).
• The features of the set of heuristics (specific or general domain, if it is adapted).
• The application method.
• The results obtained.
• Validation of the set, if available.
F. DATA SYNTHESIS
We grouped the articles in the sample into several appendices (appendices 1 to 4). Articles on usability guidelines or usability principles on software development artifacts were integrated to complement the studies about the PX, UX, and usability. The studies found were grouped as follows: Appendix 1: articles on the definition of the programmer experience (RQ1); Appendix 2: studies on the PX, UX, and usability of programming environments, design documents, and programming codes (RQ2); Appendix 3: studies analyzed for RQ3 that contained articles without experiments, studies that included case studies and studies that incorporated usability tests and usability inspection methods; finally, Appendix 4 contains studies on specific usability/UX sets of heuristics (RQ4).
IV. RESULTS

A. STUDY SELECTION
This work includes scientific articles founded in the ACM Digital Library, IEEE Xplore Digital Library, Springer Link, ScienceDirect, Scopus, and Google Scholar. The results obtained are shown in Fig. 1 . We carried out the process of article selection and obtained 977 articles in the first stage of the research. Then, we refined the results in several stages derived from the selection criteria as follows: (i) we selected articles published since 2009 and eliminate any duplicates; (ii) the course notes obtained in the results were removed; (iii) we selected the articles by title and abstract; this process was performed through the different selection options provided by the electronic databases or through a manual review in some cases (e.g., Google Scholar and Springer Link) because we were unable to use the selection options by abstract. In this selection, the majority of articles selected (62% of 186 articles) were from the Scopus and Springer Link electronic database; (iv) finally, we analyzed and classified the articles, in this process, we obtained 73 articles. The contributions of the different electronic database are similar and are between 11% and 21%. See Fig. 2 . These 73 articles were classified as follows: 3 articles were about programmer experience; 67 studies focused on the PX, UX, and usability regarding programming environments, design documents and programming codes; and 4 articles define sets of heuristics to evaluate programming environments and programming codes. Table 3 shows the details of the papers selected. We note that the total number of articles in the sample is 74 because one article contributes to two types of study: (i) the UX, and usability regarding programming environments, design documents, and programming codes; (ii) sets of heuristics. 
B. DATA SOURCE
The selected articles were published within a timeframe of 10 years (January 2009 to October 2018). The number of articles published in the first 5 years is 33 and those published over the last 5 years is 40, which means that there was a 20% increase in the number articles published over the last 5 years. The above shows an increase in scientific interest for studies on the programmer and his/her programming environment.
The selected articles correspond to the following: 45 conferences (62%), 23 journals (32%), 3 theses (4%), and 2 posters (2%) (Fig. 3) .
The research questions stated for this systematic review are answered below.
C. WHAT IS THE PROGRAMMER EXPERIENCE?
Two of the three articles selected to answer this research question were based on the definition of developer experience [21] . We consider that the definition of the developer experience is wider than the definition of the PX. A programmer is an individual who carries out the programming and code maintenance. Programming environments are the main tools in programmers' work. We perform an analysis focusing on the aspects of programmers, leaving other tasks of software development (such as the specification of requirements and the realization of models) outside the analysis.
In [22] , the authors explain that the tasks of fixing bugs are normally carried out by programmers. Nevertheless, they are more involved in those tasks involving new characteristics or functions of the software. This study determined that personal aspects, such as intrinsic and extrinsic motivation, influence programmers' performance.
In [23] , the motivation is considered to be an important element that can influence the performance of the tasks of programmers. This article concludes that the interest, enjoyment, a pleasant experience, the right balance between the challenges and skills, and feelings of competence and control can improve the experience of programmer. Mikkonen [24] considers how -in addition to the previous aspects -the use of an Integrated Development Environment (IDE) influences the PX since it is one of the most used tools by programmers. The motivation is also believed to be affected by the choice and quality of tools.
The articles found consider activities, feelings, motivation and the tools that are used by programmers, which are related to the UX definition [2] , such as the perceptions (programmers' personal perception and regarding their work and performance) and also the use of tools (systems), in this case, the programming environments. In summary, we found that the PX has several components in addition to the personal motivations of programmers (intrinsic and/or extrinsic). In addition, the PX varies depending on the skills that programmers have, such as the technical skills used to carry out their work and the social skills used to achieve their integration into a working group (development team). Therefore, the PX would be linked to programmers' intrinsic motivations and would be affected by the tools that they use, e.g., an IDE. (for more details see Appendix 1).
D. WHAT TYPES OF STUDIES WERE PUBLISHED ABOUT PROGRAMMER EXPERIENCE, USER EXPERIENCE OR USABILITY REGARDING THE PROGRAMMING ENVIRONMENT, DESIGN DOCUMENTS AND PROGRAMMING CODES?
We found 67 articles related to the PX, UX, and usability regarding programming environments, design documents, and programming codes. The results are summarized in Fig. 4 . We find that there is a strong relation among the PX, UX, and usability in the selected studies, so we did not make a distinction between those three elements in the general analysis. However, in the analysis of the articles, we identified attributes or aspects for each of them (see Appendix 2). 69% of the articles (46 of 67) are focused on the programming environments, which supports the importance and influence of these tools on the performance of programmers' work and their experience.
1) ABOUT PROGRAMMING ENVIRONMENT
We identified several articles related to the following aspects: programming environments for end users, visual programming environments, features of the programming environments for novice programmers, and improvements to programming environments for programmers. We separated the articles into the following two sets: (i) programming environments for end users (23 of 46 articles), and (ii) programming environments for programmers. The results obtained are presented below.
a: PROGRAMMING ENVIRONMENT FOR END USERS
We found 23 articles (50%) related to a programming environment for end users. Programming environments that facilitate programming for non-programmers and/or children are environments that have visual characteristics and block programming, promising simpler and more understandable interfaces [25] . The aim of the usability analysis of these environments is to identify if they effectively fulfill their purpose (i.e., [26] - [28] and [29] ). Some studies have even incorporated natural language to support novice programmers [30] . In addition, some studies compare the usability of different approaches, such as the following: visual or hybrid [31] ; textual or visual [32] ; tangible or graphic [33] ; and blocks or textual [34] . The different approaches have both positive and negative aspects. However, the information found shows that most experienced programmers prefer programming in textual environments instead of visual or graphical environments. In [35] , [36] , the authors show that visual environments have visualization problems when the projects become larger, which confirms that more experienced programmers prefer textual environments.
Robots and visual programming for learning also have programming environments that have been evaluated and compared in terms of usability. In [37] , the authors discuss the problems of visualization of graphics environments. On the other hand, in [38] , the authors found that the use of metaphors should be improved and there should be a focus on the ways of thinking of non-programmers. In addition, they state that tutorial content is fundamental for learning.
Programming environments to create mashups have been considered as a use for end users, due to their facility of programming. For that reason, several studies have been developed to understand the difficulties that end users face in the creation of mashups [39] , as well as support tools for debugging [40] . Other reviewed articles implement new tools for creating mashups in a more usable way [41] . However, some studies established that mashups are more oriented to Information Technology (IT) users than to end users or inexperienced users [42] . Additionally, studies have been performed to incorporate new notations for other types of development, for instance, in the field of automation, oriented to professionals from various areas [43] .
With the proliferation of new programs and versions, studies have been carried out to control the variants of these programs. For example, in [44] , the authors describe different ways to support of the variants of the programs carried out by non-programmers.
We also review studies that focus on promoting the learning of beginners in programming, establishing how simple and non-overloaded programming environments contribute to learning [45] , [46] . Another aspect that has been evaluated is the affectivity associated with the learning process of novices on programming environments [47] .
b: PROGRAMMER ENVIRONMENT FOR PROGRAMMERS
We grouped the remaining articles (23 articles, 50%) into studies that focus on the programming environments used by professional programmers. The articles show the following types of improvements for programming environments: (i) related to error comprehension [48] - [51] ; (ii) in the visualization of codes [52] - [55] ; (iii) in the ease of code refactoring [56] , [57] ; and (iv) the ease of making code changes and maintaining control over changes [58] - [61] .
Other studies include collaborative programming support [62] and collaborative learning [63] . We also found studies related to the following: (i) the integration of user tests and usability within the programming environment [64] ; (ii) the UX within the programming environment [65] ; (iii) the behavior that programmers have based on the use of debuggers [66] ; and (iv) the improvement of visual tools that generate code, so that they can improve the usability for programmers [67] . New forms of interaction with the programming environment have also been studied, such as the use of gestures [68] . Studies that focus on evaluating programming languages as interfaces showing an evaluation of the separate elements of IDE and language [69] . Specific programming environments could serve to improve the practice and concepts of programming, usability, and ergonomics [70] .
We found several articles about the programming environments. Usability is one of the most important elements in the studies found. Usability is related to the PX in different programming environments. The studies analyzed show different elements that improve the work in the programming environments, such as the following: (i) providing information for debugging; (ii) providing interfaces that are aesthetically balanced without overloaded or missing elements; and (iii) delivering reliable information that is accurate and understandable.
2) ABOUT DESIGN DOCUMENTS
We found 7 articles related to design documents. These articles address issues related to the following: (i) the difficulties in keeping designs updated in relation to the changes that are generated in the programming codes [71] , [72] , and [73] ; (ii) improving the understanding of UML diagrams to facilitate its comprehension during software maintenance [74] ; (iii) analysis of errors in design documents and automatic tools for error detection in them to improve the quality of documents [75] ; (iv) studies on the lack of formalization of patterns in user interface designs and how the UX can be incorporated into pattern selection processes [76] ; and (v) studies that propose design guides for the early incorporation into the software development process of usability and security, establishing their importance from the software design processes [77] .
In the documents analyzed recently, we can notice the interest in improving design documents in relation to the following: (i) the value, because the design documents add value to the development and maintenance of software to be updated; (ii) usability, which is mainly reflected in the efficiency of the design in representing the current state of the codes; (iii) utility, e.g., the designs are more useful in maintenance tasks if they are updated; (iv) credibility, i.e., based on the previous aspects, programmers will have reliable designs, which promotes their use; (v) and aesthetic aspects related to the ease of understanding the designs both in their textual and graphic aspects, thus allowing an easy understanding of them. All these elements promote the ease of maintaining the programming codes. In relation to the important aspects of the PX, UX, and usability in these 7 articles about design documents, we found that usability is present in all studies (related to the UX aspect and the usability attribute), followed by useful (UX aspect), and comprehension (related to the usability attribute) (see appendix 3).
3) ABOUT PROGRAMMING CODES
We selected fourteen studies on the programming codes. APIs (which are subroutines, functions, and procedures available to be used by other software) are widely used by programmers, both professionals and end users. The APIs have been studied in terms of their usability in various ways [78] - [83] . In addition, a study was found on the use of middleware, in relation to the cognitive efforts made by programmers to use them [84] . The readability of codes is an important element to facilitate maintenance; the studies identified -the commentshow the main elements support the readability [85] . Another study found explored different ways to visualize the codes with the incorporation of virtual reality [86] .
Different articles study the PX in relation to programming languages and their characteristics [87] , [88] . The studies are based on the difficulty programmers have in understanding programming codes and improving them and generate behavioral models that can be used in new programming environments [89] .
We found a study that presents the guidelines for code implementation in such a way as to make them more readable and understandable [90] . Finally, we reviewed an article that shows the difficulties that specialists in usability have regarding incorporating and contributing to open source software projects [91] .
These articles highlight that the available programming codes should be usable, understandable, and readable to minimize programmers' efforts to understand and improve the code. The above reaffirms that usability is an important element to consider in the development of programming codes (easy to learn, easy to use, and without errors); additionally, the desirable aspects of the UX regarding cleanliness and order are relevant elements of the PX regarding programming codes.
E. WHAT EVALUATION METHODS ARE USED IN THOSE STUDIES?
Of the 67 articles analyzed on the PX, UX and usability regarding the programming environments, design documents and programming codes, 76% of them report performing usability tests or usability inspections; 12% perform case studies associated with their work; and just 12% expose their work and the benefits, but without empirical demonstration, as is the case for guidelines, frameworks, and proposals for improvements to environments that have not yet been empirically tested (see Fig. 5 and Table 4) .
We found 51 articles that show usability tests and/or usability inspections. Fig. 6 and Table 5 show the types of usability studies.
The usability tests found in our study include the following: different user tests (used in 46 articles), thinking aloud (used in 5 articles), and eye tracking and mental maps (one article for each case).
Regarding usability inspections, we found the following types: heuristic evaluation (three articles), cognitive walkthrough (two articles), and other custom inspections (Development of specific tasks associated with the search for changes and modifications in code, besides proposing changes in the designs, to promote the usability of the design documents [71] and analysis of interfaces of programming languages with structured user interface design and cognitive dimensions [69] ).
It is important to emphasize that these usability studies may have been used in different sections of the articles (pre-test, VOLUME 7, 2019 post-test, or on the test). In Table 6 , we can see the number of articles per type of usability study and the type of inspection (there are articles that incorporate more than one method in a complementary way).
Based on the articles reviewed, we identified that most of the usability studies performed to collect the information included questionnaires and surveys (in 36 articles) and interviews (in 20 articles reviewed). Others, such as group discussions and workshops, are used in one article (see Appendix 3).
F. WHAT TYPES OF SETS OF USABILITY HEURISTICS ARE USED WHEN EVALUATING PROGRAMMING ENVIRONMENTS AND SOFTWARE DEVELOPMENT ARTIFACTS?
We found 4 studies on developing new sets of specific heuristics; 3 of 4 studies used Nielsen's heuristics [9] and all of them use the cognitive dimensions of Green and Petre [92] as the basis to create the new set of heuristics.
Mosqueira-Rey et al. [93] presents a new set of heuristics for APIs based on Nielsen's heuristics [9] . In addition, the authors performed a taxonomy map on usability and considered studies related to the usability of APIs. The new set has 45 heuristics grouped by Knowability, Operability, Efficiency, Robustness, Safety, and Subjective Satisfaction. These heuristics were validated with an evaluation of a specific API oriented to health and successfully obtained results since the set made it possible to detect several problems. Another set found includes 16 heuristics used to evaluate a specific API [82] . These heuristics are based on the design guidelines proposed by Zibran [94] . The methodology through which they obtained the set of heuristics is not identified in the document. With this set, an evaluation was performed and successful results were obtained; the heuristic evaluation found the largest number of findings compared with the developer workshops and the interviews.
In [95] , the authors developed a set of heuristics for a programming language based on Nielsen's heuristics [9] and cognitive dimensions [92] . Using them, the authors proposed 11 heuristics (7 based on cognitive dimensions and 4 based on Nielsen's heuristics). The set was obtained after eliminating, modifying or merging heuristics. The heuristics were created in relation to the features of the programming language. The heuristic evaluation performed allowed the identification of problems. However, they believed that the set should be refined further due to some ambiguous interpretations.
Finally, Kölling and Mckay [1] propose a set of heuristics to evaluate both programming environments and languages. The authors created the new set based on the cognitive dimensions [92] and Nielsen's heuristics [9] . The heuristics were developed for the context of teaching. The article described the process of heuristics development based on a systematic methodology. The methodology used includes criteria for the selection and testing of the set with the aim of refining it in several iterations. The authors obtained 13 heuristics to evaluate both the languages and the programming environments. Its application was successful compared to Nielsen's set and Pan and Meyers [96] , as indicated in the article.
We found articles that developed sets of heuristics to evaluate the following: (i) the programming environments and programming languages (only one article); (ii) programming languages (only one article); and (iii) programming codes (two articles); however, we did not find articles related to the creation of heuristics to evaluate design documents. 2 of the 4 reviewed articles explain how the set of heuristics was obtained. On the other hand, all of the articles attempted to use the proposed sets of heuristics (see Appendix 4).
V. DISCUSSION
We found several aspects that compose the PX, such as technical and social skills and intrinsic motivation. The selection of appropriate tools could change the intrinsic motivations of programmers. We define the PX in relation to the articles reviewed as follows: the result of the intrinsic motivations and perceptions of programmers about the use of development artifacts.
We analyzed several articles about the PX, UX, and usability regarding software development artifacts, and the majority of them address usability regarding programming environments. The methods used in these studies are mainly usability tests and, in the case of usability inspections, heuristic evaluations.
We found four sets of heuristics, i.e., one for programming environments and languages, one for languages, and two for APIs (considered in our study as programming codes). These sets of heuristics have been developed based on Nilsen's heuristics [9] (3 of them) and the cognitive dimensions by Green and Petre [92] (all of them).
These results obtained in relation to the PX are supported in the framework proposed by Fageholm and Münch [21] . In addition, the concept of developer experience is included in various reviewed studies [23] , [24] and [65] . This concept is used in other studies not considered in this review and explains how the aspect of motivation has an impact on the developer performance [97] . Additionally, developer happiness and unhappiness have been studied in relation to the impact they have on programmers' work [98] , [99] and [100] .
In our review, we considered that the PX is more specific than the developer experience. For this reason, we focused the review on the following three artifacts: the programming environments; design documents; and programming codes. The programming environments are the artifacts most used by programmers [24] , and several studies found in this review support this claim. We found some articles about programming codes and a few related to design documents.
Several of the studies analyzed show that usability is an important concept in the programming environment. The articles found in this review support this claim. These studies aim to improve different aspects of the PX, such as tools for programming environments, design documents, and programming codes. Other studies were concerned with programmers' work and their yield [101] and [102] .
Regarding the sets of heuristics reviewed, we considered them to be an important and an interesting topic of research to evaluate and improve the programmer experience. Several aspects to investigate were detected, as follows: we found one set heuristics to evaluate the programming environments and programming languages. We consider that both elements have different features, so it is necessary to develop a different and particular set to evaluate each of them; and the creation of specific sets of heuristics to evaluate the (i) design documents and (2) programming codes.
It is important to mention that the creation of new sets of heuristics should be performed based on a specific methodology that allows a better instrument to be obtained (compared to other sets). Based on the articles reviewed, we notice that two studies exposed the use of a systematic methodology to create the set of heuristics [1] and [93] . Some of the studies discussed above [21] and [97] - [102] are not included in the results presented in section IV since the keywords used in those articles were not included in our search strings. Our search was focused on ''programmer experience'' not ''developer experience''. However, we consider it important to discuss these articles in this section because the developer experience is a broader concept than the programmer experience, but both are related. In addition, these articles support the results obtained in relation to the PX. The findings obtained in this systematic literature review related to the PX and its evaluation (through heuristic evaluation) show that it is an interesting research topic.
VI. CONCLUSION
The results obtained in this systematic literature review allowed an exhaustive analysis of the concept of programmer experience to be performed. We established that the intrinsic motivation and the choice of development tools have an impact on the PX.
This study brings us closer to establishing a definition of the PX. Based on the articles reviewed, the PX is the result of the intrinsic motivations and perceptions of programmers regarding the use of development artifacts.
We also identified several empirical studies on the PX, UX, and usability regarding development artifacts (programming environments, design documents, and programming codes). The largest number of studies are related to usability regarding programming environments. The above reaffirms the fact that the programming environment is one of the most common artifacts used by programmers in their daily work.
The methods most commonly used to evaluate the PX are usability tests, which incorporate questionnaires and interviews to collect information. On the other hand, regarding usability inspections, heuristics evaluation is the most commonly used method. With respect to sets of heuristics, we found the following four different sets: (1) to evaluate programming environments and programming languages as a whole (one set); (2) to evaluate programming languages only (one set); and (3) to evaluate the APIs, considered by us to be the programming codes available for its use, (two sets). In summary, we found one set for programming environments and two for programming codes, but we did not find heuristics to evaluate design documents.
It is important to note that the articles analyzed highlight an important relationship in terms of the aspects of the PX, UX and usability. It is also important to indicate that although the articles were mainly related to usability, they were also related to other aspects of the UX, such as usefulness, credibility, findability, desirability, and value, regarding the different development artifacts that programmers use.
In future work, we expect to create new sets of heuristics to evaluate programming environments, design documents, and programming codes from the perspective of the PX.
APPENDICES
A. APPENDIX 1
This appendix shows the list of articles with their authors and the important aspects about the definition of the PX related to research question 1 (RQ1). See Table 7 .
B. APPENDIX 2
This appendix shows the list of articles with their authors and the important elements about the PX, UX and usability regarding software development artifacts related to research question 2 (RQ2). Table 8, Table 9, and Table 10 present the information about the programming environment, design documents and programming codes, respectively.
C. APPENDIX 3
This appendix shows the reviewed articles and identifies if they include studies of usability (RQ3) and in what form the information was collected. In Table 11 , we can see articles without experiments and with case studies. In Table 12, we can see articles with their usability studies and the methods of collecting the information used.
D. APPENDIX 4
This appendix shows the documents analyzed for research question 4 (RQ4) and considers on which set of heuristics it was based, the number of heuristics and the specific domain (see Table 13 ).
