This paper considers the problem of scheduling autonomous vehicles at intersections. A new system is proposed which is more efficient and could replace the recently introduced Autonomous Intersection Management (AIM) model. The proposed system is based on the production line technique. The environment of the intersection, vehicles position, speeds, and turning are specified and determined in advance. The goal of the proposed system is to eliminate vehicle's collision and reduce the waiting time to cross the intersection. Three different patterns of traffic flow towards the intersection have been tested. The system requires less waiting time, compared to the other models, including the random case where the flow is unpredictable. The K-Nearest Neighbors (KNN) algorithm has been used to predict vehicles making a right turn at the intersection. The experimental results show there is no chance of collision inside the intersection using the proposed model; however, the system might require more space in the traffic lane for some specific traffic patterns.
I. INTRODUCTION
There has been a steady increase in the number of vehicles on roads for the last few decades. This has led to a surge in traffic congestion that has resulted in increased delays in travel time. With the advent of technology in vehicles leading to automation, problems related to traffic congestion can be addressed using novel methods. In the near future vehicles are expected to be completely autonomous. The necessity of creating autonomous vehicles and intelligent transportation systems is more relevant than ever before. An infrastructure for such an intelligent system can be created by making vehicles interact with each other and adjusting their routes according to the traffic flow.
The development of autonomous vehicles has six stages [1] . Stage 1 is the "no automation" phase, where a human being is responsible for all the driving tasks without involving any automation. Stage 2 is the "driver assistance" phase, where the system is responsible for the simple tasks such as steering and acceleration or deceleration. The "partial automation" is the third stage. This phase is a continuation of stage 2 with some additional features such as cruise control and lane centering. Stage 4 is the "conditional automation" phase, where the autonomous driving system performs all tasks; however, a human being should be standing by, in case anything goes wrong. Stage 5 is the "high automation" phase, where the vehicle operates autonomously in all conditions inside the domain of traffic management. Any scenario that happens in this domain, the vehicle should be able to handle it autonomously. Finally, we have the "complete automation" stage where human intervention is not needed. In this phase, the system's performance is equivalent to that of a human being in all scenarios without any constraints. It is expected that all vehicles will reach the full automation stage and work without any human intervention by the year 2035 [2] . The Institute of Electrical and Electronics Engineers (IEEE) claims that driverless vehicles will be the most viable form of intelligent transportation. They estimate that up to 75% of all vehicles around the world will be autonomous by the year 2040 [3] .
II. RELATED WORK
In 2008, Defense Advanced Research Projects Agency (DARPA) organized an event which required teams to build autonomous vehicles that have the ability to drive in traffic, make maneuvers, and park. This was the first event where autonomous vehicles make interaction between manned and unmanned vehicles in a real environment [4] . VisLab in Italy contributed significant amount of research in the area of autonomous vehicles. They made numerous advance driver assistance systems [5] [6] [7] [8] , and created prototype vehicles such as ARGO [9] , TerraMax [5] [10] [11] and BRAiVE [12] [13] . In 2013, an Italian team consisting of four scientists made a long trip experiment with four autonomous vehicles [14] . The result of their experiment revealed three major challenges: (a) the autonomous vehicle had issues while making maneuvers; (b) being one of the few vehicles that follow the street rules might cause a long waiting time; (c) it is hard to combine autonomous with non-autonomous vehicles in the same environment. An intersection algorithm model based on Mixed-Integer Linear Program (MILP) controller has been proposed [15] . The contributions of this research were: (1) an algorithm that predicts vehicle arrivals; (2) applying mixedinteger linear program; (3) developing a simulation based on the proposed MILP controller. For maneuvering and changing lanes, a politely change lane (PCL) technique has been proposed [16] . The main goal of PCL is to provide safety and efficiency while maneuvering and changing lanes. In 2013, a self-organizing control framework for driverless vehicles was proposed based on the cooperative control framework and intersections as agent systems [17] . The distributed intelligence was used to get the vehicle's velocity. The priority level system determines the first vehicle that passes the intersection and then adjusts the velocity of the following vehicle. The complexity of the scheduling problem has been studied using simulation based on the AIM framework [18] . In this method, the problem of autonomous vehicles scheduling has been converted to a single machine scheduling problem; this fact has been used to prove that it is an NP-hard problem. A new intersection control mechanism called Autonomous Intersection Management (AIM) was proposed [19] . The research results propose making a smart intersection controlling system, which would lead to vehicles' flow being more efficient than the current situation (traffic signals and stop signs). In this framework, the drivers and the designed intersections should be treated as agents. The system could have more than one agent resulting in a Multi Agent Systems (MAS). The MAS includes all the interacting elements in the environment such as drivers, pedestrians, speeds and road signs. Whenever a vehicle wants to reserve a place in the intersection, it sends a request to the intersection manager, and the intersection manager takes an action by either accepting or rejecting the vehicle's request.
In this paper, we propose a new scheduling model that is based on the production line technique where items don't collide and interfere with each other. The rest of the paper is organized as the following: In section 2 we made a simulation to show the chance of collision and the amount of waiting time in the current model. In section 3 we propose our model. Then we provide the simulation and the result of our system.
III. PROBLEM DESCRIPTION
It requires a complex mechanism to make all vehicles go through an intersection safely. We need to take into account the speed, timing, distance, the chance of collision, and the appropriate response needed in case of a collision. In AIM and similar systems, the vehicle sends a request to the intersection manager asking for permission to go through the intersection. The intersection manager must make one of the following decisions: (1) accept vehicle's request (when the vehicle meets the requirements); (2) reject vehicle's request (when the vehicle fails to meet all the requirements). The rejected request has two options too: (a) requires the vehicle to accelerate or decelerate (in this case the vehicle should send a new request to the intersection manager); (b) requires the vehicle to stop due to requirements failure. Fig. 1 below shows a general overview of the current scheduling model. Traffic congestion is directly proportional to an increase in the case of the intersection manager requiring vehicles to stop; this is prevalent in big cities with considerable traffic and can potentially make the system inefficient. Let us consider an example and assume that we have two vehicles. Vehicle A is going to the east side with a speed of 80 mph, and vehicle B is going to the west side with the same speed. Both have the same distance to the intersection, 600 ft. Both had sent requests to the intersection manager requesting to go through the intersection. The intersection manager calculated the characteristics and the conditions of the two vehicles and came to the conclusion that both vehicles will approach the same point at the same time, specifically after 5.11 seconds. To avoid the collision, the intersection manager has two options as we stated before: either rejects the requests and asks vehicle A or B to change its speed; or simply asks one of them to stop in order to avoid the collision.
The associated problem is that during rush hour, when the intersection gets hundreds or thousands of requests, the chances of collisions increase, leading to more stop requests and waiting times. We simulated an environment to reflect this model in order to calculate the chance of collisions that each vehicle might have. The simulated intersection has the following characteristics: (a) two directions (one direction is going from north to south and the other one is going from west to east.); (b) each side of the intersection can occupy 722 vehicles in total; (c) all vehicles have the same speed 100 mph. After executing the simulation 100 times, the experimental results show that with an increase in the number of vehicles, the number of expected collisions and waiting times also increase. With 50 vehicles in the intersection, the number of expected collisions is shown to be 1 for each vehicle. The number of collisions go up to 3 when we considered 200 vehicles. With 300 vehicles, the number of collisions increased to 4.3 for each vehicle. Similar outcome is also observed for the waiting time; the waiting time increases with the number of vehicles. The waiting time is calculated to be 85 seconds per vehicle when we consider 50 vehicles inside the intersection. Then it increased to 320 seconds per vehicle when we consider 200 vehicles. Finally, with 300 vehicles, the waiting time is 515 seconds per vehicle. Fig. 2 and Fig. 3 show the number of collisions and waiting times respectively. Increasing and decreasing the speed is not an option when the intersection gets enormous requests because there are other vehicles in the vicinity. With vehicles in front and behind of a vehicle under consideration to be requested to change the speed, fixing the problem in this manner would lead to problems and potential collisions with the other vehicles. In summary, with an increase in the number of vehicles approaching the intersection, the chances of collision also increase, thereby leading to more stopping time.
IV. THE PROPOSED SYSTEM
In the old model, the scheduling process starts after receiving the vehicle's request (Fig. 1 ). In the proposed method we flipped the current approach and created another model where the scheduling should be set up in the intersection prior to receiving any request. Our technique is based on the production line system where every position (or container) in the line is reserved for a specific item. Fig. 4 . The architecture of the proposed system. Fig. 4 shows the architecture of our system where the intersection's spots should be fixed as the first step. We prepare the intersection by making containers that are based on the length of the vehicles. Once we fix the vehicles' position, enter timing, and the speed of the lanes, then vehicles can send requests to the intersection manager. Fig. 5 shows the complete design; where S1 is the minimum accepted speed for entering the lane, S 2 the maximum accepted speed for entering the lane, the red square is an occupied spot, the blue is a free spot.
Fig. 5. Production line intersection.

A timer is used to switch between lanes. If lane A is open at
any moment, lane B should be closed at that instant. A setpoint system for generating setpoints for the Proportional Integral Derivative (PID) controllers was proposed [20] . The purpose of the system is to make sure that the vehicle arrives at the exact expected time with the exact expected speed. However, the system doesn't guarantee the arrival time of the vehicle to a specific point, so it's not ideal where an unexpected latency can cause a catastrophic result. We took that into consideration, and instead of applying one specific speed value, we applied S1 and S2 which are the minimum and maximum speed. Any vehicle that has this range of speed should be accepted.
A. Related Problems
There are two problems that can occur using the initial design. The first potential problem can occur because of the speed variation. After applying S1 and S 2 , vehicles speed can vary, thereby leading vehicles to collide after a certain distance. Let us assume we set up the entering speed for lane A to 60 mph as a minimum speed (S 1 ), and to 65 mph as a maximum speed (S 2 ). Two vehicles (V 1 and V 2 ) sent requests to enter the intersection. V 1 came first with a 61 mph speed, and V 2 came after it with a 64 mph speed. The problem is that after a certain distance, V 2 will approach V 1 and collide with it. The second potential problem is regarding the ability of a vehicle to make a right turn. The system must produce a container that makes a right turn safely avoiding collision.
B. Proposed solutions
To solve the first problem, we applied an average speed value. This average speed should be applied to every vehicle as soon as it enters the intersection (Avg = (S1+S2)/2). The goal of the average speed is to ensure that each vehicle stays in its given container without jumping to another one. Fig. 6 shows the problem before and after applying the average speed.
Regarding the second problem, where we need to handle vehicles making a right turn, we designed a classifier using the K-nearest neighbor (KNN) technique. Using the classifier, the intersection can produce right turn containers based on the determined features. Some of the features that we could apply for the KNN are: day, time, population of the city, event happening in the area, etc. This classifier will be used to calculate the possibility of making a right turn for the next container (vehicle).
V. SIMULATION AND RESULTS
To evaluate our proposed techniques, we made a virtual intersection. Fig. 7 shows an illustration of the virtual intersection that we built for the experiment. The intersection has the following features: For expecting the right turn in the KNN we need to enter initial testing data in the system. Table 1 shows the features and initial data. In Table 1 , days are numbered from 1 (Monday) to 5 (Friday). Hours use a 24 format. Event in the area is "0" if there is an event in the area of the intersection and "1" if there is no event. The "+" means the vehicle is going to make a right turn, while the "-" means the vehicle is moving in a straight direction.
We also created three different patterns for the flow of the coming vehicles. The goals of these patterns are calculating the waiting time and the required space for each pattern. The first pattern represents the best case where the flow matches the opening and the closing times of the intersection. The second pattern represents the worst case of the flow where vehicles keep coming even if the intersection is closed. The third and final pattern represents the random (normal) case where the flow is unpredictable. Each of the three patterns has the follow features: (a) it has 60 spots; (b) accepts only one request per spot; (c) runs for 1 minute; (d) "1" represents a request, "0" represents no request.
In the best case, the total waiting time is always zero. This is simply because the pattern of the flow matches the intersection's requirements. The opening time matches the requests in all cases. The flow pattern in this case is always 1 followed by 0. We don't need to arrange the flow in such case; hence the arriving times in one-minute run will be the even numbers from 0 to 59. In the second case the flow is constant which is always 1 (worst case). The arriving times for this pattern in one-minute run are all the numbers from 0 to 59. In this pattern, arranging arriving times to match the intersection's requirements is time consuming. The average waiting time is about 164.84 seconds per vehicle, and the arranged flow in one minute are all the even numbers from 0 to 118. The major issue with this constant pattern is not only the high waiting time, but also we need to increase the space by 100% to arrange the vehicles.
The last pattern represents the random case where the flow is unpredictable. The proposed system results are very promising since the average waiting time is less than the old models. In our model, the total waiting time for the random case is only 35 seconds compared to 101 seconds in the old model. A one-minute random set for such pattern would be: [1, 1, 0, 1, 1, 1, 0, 0, 0, 1, 0, 1, 0, 1, 0, 1, 0, 1, 1, 0, 0, 1, 0, 0, 1, 0, 1, 0, 1, 0, 1, 0, 1, 1, 1, 0, 1, 0, 1, 0, 0, 1, 0, 1, 0, 0, 0, 0, 1, 0, 1, 0, 1, 1, 0, 0, 0, 1, 1, 1], and the arriving times for the corresponding set: [0, 1, 3, 4, 5, 9, 11, 13, 15, 17, 18, 21, 24, 26, 28, 30, 32, 33, 34, 36, 38, 41, 43, 48, 50, 52, 53, 57, 58, 59] . The arranged flow for this set would be: [0, 0, 1, 0, 3, 0, 4, 0, 5, 0, 9, 0, 11, 0, 13, 0, 15, 0, 17, 0, 18, 0, 21, 0, 24, 0, 26, 0, 28, 0, 30, 0, 32, 0, 33, 0, 34, 0, 36, 0, 38, 0, 41, 0, 43, 0, 48, 0, 50, 0, 52, 0, 53, 0, 57, 0, 58, 0, 59]. The average waiting time for this set is only 6.76 seconds per vehicle.
To sum up results, the first pattern has 0 waiting time and 0 additional space. In the second pattern, the time and space increase by 100%. In the third pattern (random flow), the result of the waiting time depends on the number of requests:
(a) equals to 0 if the number of requests is less than or equal to the giving spots; (b) ((n-30) /30*100) if the number of requests is more than the given spots. The "n" in the previous equation is the number of requests, and 30 indicates the number of spots available to be occupied.
For predicting the right turn, whenever a new vehicle comes to the lane, the KNN classifier calculates the features (day, hour, and event) then predicts whether or not the vehicle makes a right turn. The resulting data of the entered vehicle will be added to the classifier so it helps to predict the next generated spot. Table 2 shows the right turn predictions for the first 10 containers (vehicles); where, "+" means the container makes a right turn, and the "-" means no turn. Table 3 shows the first 3 vehicles for each lane. 
VI. CONCLUSION
In this paper, we proposed a novel scheduling system for vehicles at intersections that is based on the production line technique. In the proposed model, the intersection environment should be set up prior to the vehicles' arrival at the intersection. The goal of our system is to reduce the waiting time for the vehicles and to eliminate the chance of collision inside the intersection. Extensive simulations were carried out to evaluate three different traffic flow patterns. The K-Nearest Neighbor method was used to predict the right turn vehicles. The results show that the proposed model provides high efficiency in the case of average and random pattern traffic flow. However, using extra amount of space is still an issue in the worst case traffic flow pattern; in this case the space requirement is doubled. Our future work would consist of end-to-end scheduling of vehicles for the entire route; we plan to incorporate the Internet of Things (IoT) paradigm including the sensors and data mining technology that can be used to determine the vehicles' arriving time precisely.
