We give numerical integration results for Feynman loop diagrams such as those covered by Laporta [1] and by Baikov and Chetyrkin [2] , and which may give rise to loop integrals with UV singularities. We explore automatic adaptive integration using multivariate techniques from the PARINT package for multivariate integration, as well as iterated integration with programs from the QUADPACK package, and a trapezoidal method based on a double exponential transformation. PARINT is layered over MPI (Message Passing Interface), and incorporates advanced parallel/distributed techniques including load balancing among processes that may be distributed over a cluster or a network/grid of nodes. Results are included for 2-loop vertex and box diagrams and for sets of 2-, 3-and 4-loop self-energy diagrams with or without UV terms. Numerical regularization of integrals with singular terms is achieved by linear and non-linear extrapolation methods.
Introduction
High energy physics collider experiments target the precise measurement of parameters in the standard model and beyond, and detection of any deviations of the experimental data from the theoretical predictions, leading to the study of new phenomena. In modern physics, there are three basic interactions acting on particles: weak, electromagnetic and strong interactions. When we consider a scattering process of elementary particles, the cross section reflects the dynamics that govern the motion of the particles, caused by the interaction.
All information on a particle interaction is contained in the amplitude according to the (Feynman) rules of Quantum Field Theory. Generally, with a given particle interaction, a large number of configurations (represented by Feynman diagrams) is associated. Each diagram represents one of the possible configurations of virtual processes, and it describes a part of the total amplitude. The square sum of the amplitudes delivers the probability or cross section of the process. Based on the Feynman rules, the amplitude can be obtained in an automatic manner: (i) determine the physics process (external momenta and order of perturbation); (ii) draw all Feynman diagrams relevant to the process; (iii) describe the contributions to the amplitude.
Feynman diagrams are constructed in such a way that the initial state particles are connected to the final state particles by propagators and vertices. Particles meet at vertices according to a coupling constant g, which indicates the strength of the interaction. The amplitude is expanded as a perturbation series in g, where the leading (lowest) order of approximation corresponds to the tree level of the Feynman diagrams. Higher orders require the evaluation of loop diagrams, so that the computation of loop integrals is very important for the present and future high-energy experiments.
When few masses occur in the computation of loop integrals, analytic approaches are generally feasible. However, in the presence of a wide range of masses, analytic evaluation becomes very complicated or impossible. For one-loop integrals, explicit analytic methods have been established by many authors, but alternative approaches are compulsory for multi-loop integrals with a variety of masses and momenta. We propose a fully numerical approach based on multi-dimensional integration and extrapolation, and demonstrate results of the technique for multi-loop integrals with and without masses.
In the computation of loop integrals we have to handle singularities. Depending on the value of internal masses and external momenta, the integrand denominator may vanish in the interior of the integration domain. The term iρ (subtracted from V) in the denominator of the loop integral representation of Eq (4) is intended to prevent the integral from diverging if V vanishes in the domain. The idea of our numerical extrapolation approach is to consider ρ not as an infinitesimal small number for the analytic continuation but as a finite number, to make the integral non-singular. We choose a sequence of ρ values, ρ ℓ → 0 (e.g., a geometric sequence), so that multi-dimensional integration yields consecutive I(ρ ℓ ) corresponding to ρ ℓ . The sequence of I(ρ ℓ ) is extrapolated numerically to approximate the value of the loop integral in the limit as ρ ℓ → 0. For physical kinematics where an imaginary part is present, it can be treated numerically as well as the real part, since the integrand is not singular for finite ρ ℓ . In previous work we have demonstrated various loop integral computations using this type of method not only in the Euclidean but also in the physical region [3, 4, 5, 6, 7, 8, 9] .
For the infrared divergent case we have two prescriptions. One is to introduce a small fictitious mass for the massless particles and the other is to use dimensional regularization. We have shown results for several problem classes in [10, 5, 11, 12, 9] .
In this paper we concentrate on loop integrals with UV singularities, which satisfy asymptotic expansions in the dimensional regularization parameter ε (see Eq (4) , where the space-time dimension n will be set to n = 4 − 2ε to account for UV singularity). Based on multi-dimensional integration and numerical extrapolation, we present a novel numerical regularization method for integrals with UV singularities, applied to 1-, 2-, 3-and 4-loop diagrams. We compare with results in the literature, including those of Laporta [1] − whose method is based on the numerical solution of systems of difference equations, the sector decomposition approach by Smirnov and Tentyukov [13] , and the analytic results by Baikov and Chetyrkin [2] .
The integration strategies in this paper adhere to automatic integration, which is a black-box approach for generating an approximation Q f to an integral
as well as an absolute error estimate E a f, in order to satisfy a specified accuracy requirement of the form
for a given integrand function f : D ⊂ R d → R, a d-dimensional domain D, and (absolute/relative) error tolerances t a and t r . If it is found that Eq (2) cannot be achieved, an error indicator should be returned. In order to achieve the accuracy requirement, the actual error should not exceed the error estimate E a f, and the error estimate should not exceed the weaker of the absolute and relative error tolerances (indicated by the maximum taken on the right of' (2)). When a relative or an absolute accuracy (only) needs to be satisfied we set t a = 0 or t r = 0, respectively. If both t a 0 and t r 0, the weaker of the two error tolerances is imposed; if t a = t r = 0 then the program will reach an abnormal termination. This type of accuracy requirement is based on [14] and used extensively in QUADPACK [15] .
Known methods for parallelization of these procedures include: (i) Parallelization on the rule or points level: typically in non-adaptive algorithms, e.g., for Monte-Carlo (MC) algorithms and composite rules using grid or lattice points. Then in I f = D f ≈ k w k f ( x k ), the function evaluations f ( x k ) are performed in parallel.
(ii) Parallelization on the region level: in adaptive (region-partitioning) methods. These lead to task pool strategies, which may benefit from load balancing on distributed memory systems; or maintain a shared priority queue on shared memory systems. (iii) We added multi-threading to iterated integration [16, 17, 18] : the inner integrals are independent and computed in parallel. For example, over a subregion S = D 1 × D 2 (with inner region D 2 ) consider S F( x) d x ≈ k w k F( x k ), with F( x k ) = D 2 f ( x k , y) d y. The integrations in the different coordinate directions can be performed adaptively, which we achieved with iterated versions of the 1D programs DQAGS or DQAGE from QUADPACK [15, 9] .
We further apply numerical extrapolation techniques for convergence acceleration of a sequence of integrals with respect to a parameter γ. For linear extrapolation, an asymptotic expansion of the form
is assumed, where I(γ) represents the integral and the sequence of ϕ k (γ) is known. If the structure of the expansion is unknown we resort to a non-linear extrapolation with the ǫ-algorithm [19, 20, 21, 22, 23] . This paper gives an overview of our recent work. Section 2 provides background and notations for multi-loop Feynman integrals and diagrams, and discusses the use of extrapolation or convergence acceleration. Section 3 describes iterated integration, the PARINT adaptive strategies, and the double exponential transformation method. Numerical results obtained for a set of 2-loop self-energy, vertex and box diagrams are discussed in Section 4; 3-loop massless and massive self-energy diagrams are covered in Section 5, and 4-loop massless self-energy diagrams in Section 6.
Results from parallel distributed computations were obtained on the thor cluster of the Center for High Performance Computing and Big Data at WMU, where we used 16-core cluster nodes with Intel(R) Xeon(R) E5-2670, 2.6 GHz dual processors and 128 GB of memory, and the cluster's Infiniband interconnect for message passing via MPI. Some sample sequential and parallel results were collected from runs on Intel(R) Xeon(R) CPU E5-1660 3.30GHz, E5-2687W v3 3.10 GHz, and on a 2.6 GHz Intel(R) Core i7 Mac-Pro with 4 cores and 16 GB memory under OS X. For the inclusion of OpenMP [24] multi-threading compiler directives in the iterated integration code (based on the Fortran version of QUADPACK), we used the (GNU) gfortran compiler and the Intel Fortran compiler, with the flags -fopenmp and -openmp, respectively. PARINT and its integrand functions were compiled with gcc (mpicc). Besides Intel processors, we used POWER7(R) 3.83 GHz on the KEKSC system A of the Computing Research Center at KEK (SR16000 model M1), with the HITACHI Fortran90 compiler that enables automatic parallelization with the flag -parallel.
Feynman loop integrals and extrapolation

General form of Feynman loop integrals
Higher-order corrections are required for accurate theoretical predictions of the cross section for particle interactions. Loop diagrams are taken into account, leading to the evaluation of loop integrals. The derivation of a closed analytic form is generally hard or impossible for higher-order loop integrals with arbitrary internal masses and external momenta. Thus we resort to numerical calculations.
A scalar L-loop integral with N internal lines can be represented in Feynman parameter space by
where
2 r x r and m r is the mass for the propagator associated with x r . Here U and W are polynomials determined by the topology of the corresponding diagram and physical parameters (U = 1 for 1-loop (L = 1) integrals), and n is the space-time dimension. We further denote
defining I and J as integrals with a factor different from that of I N , in order to draw comparisons with results in the literature. We sometimes also use the following notation for Feynman parameters,
The integration in Eq (4) is taken over the N-dimensional unit cube. However, as a result of the δ-function one of the x r can be expressed in terms of the other ones in view of N j=1 x j = 1, which reduces the integral dimension to N − 1 and the domain to the d = (N − 1)-dimensional unit simplex
When the behavior of a singularity of the integrand is moderate, we can carry out the integration within the unit simplex domain without variable transformation. For the numerical integration where a steeper singularity appears, the unit simplex domain of Eq (4) can be transformed to the (N − 1)-dimensional unit cube, using
We find that the approximations thus obtained are often more accurate than those generated with the multivariate simplex rules in PARINT (see Section 3.2), without the transformation. Further, for some integrands with severe boundary singularities, we use the double-exponential transformation by Takahasi and Mori [25, 26, 27] , which is given in Section 3.3. We show examples of its application in Sections 5.4 and 6.2. Furthermore, we introduce another type of variable transformations related to the topology of Feynman diagrams to increase the accuracy of the results for some integrals in Sections 4.1, 4.2 and 5.4. The integration domain is mapped to the unit cube. Unlike the first two transformations, we determine the latter using a heuristic approach. Loop integrals are notorious for singularities due to vanishing denominators, which may lead to divergence (e.g., IR or UV divergence) of the integral. In the absence of IR and UV singularities, we have n = 4. For dimensional regularization in case of IR singularities we set n = 4 + 2ε (cf., [12] ), and for UV singularities, n = 4 − 2ε. We apply the regularization by a numerical extrapolation as ε → 0 (cf., Section 2.2).
The term i̺ prevents the integrand denominator in Eq (4) from vanishing in the interior of the domain, and can be used for regularization. A regularization to keep the integral from diverging was achieved by extrapolation as ̺ → 0 in [3, 4, 5, 6, 7, 8, 9] . Results given in [11] applied iterated integration with QUADPACK programs and a double extrapolation with respect to ̺ and ε to deal with interior as well as IR singularities.
However, even for finite integrals, setting ε = 0 or ̺ = 0 in the integrand of Eq (4) may not yield the desired accuracy and it may be advantageous to extrapolate as ε → 0 or ̺ → 0 (cf., Section 5.1).
Numerical extrapolation
For an extrapolation with respect to the dimensional regularization parameter ε, the integral of Eq (4) is evaluated as a sequence of I(ε) for decreasing ε = ε ℓ , which assumes an asymptotic expansion of the form of Eq (3) for γ = ε. For example, the ϕ k (ε) functions in Eq (3) may be integer powers of ε, ϕ k (ε) = ε k . Then for finite integrals, κ = 0 in Eq (3) and the integral is represented by C 0 .
Linear extrapolation can be applied when the ϕ k (ε) functions are known. In that case, I(ε) is approximated for decreasing values of ε = ε ℓ , and Eq (3) is truncated after 2, 3, . . . , ν terms to form linear systems of increasing size in the C k variables. This is a generalized form of Richardson extrapolation [28, 22] . If the integral approximation becomes harder with smaller ε, we can use slowly decreasing sequences {ε ℓ }, such as a geometric sequence with base 1/1.15. Another sequence of interest is based on the Bulirsch sequence {b ℓ } : 1, 2, 3, 4, 6, 8, 12, 16, 24, . . . (see [29] ); we employ {1/b j } j≥ j 0 , from a starting index j 0 in the Bulirsch sequence. The stability of linear extrapolation using geometric, harmonic and Bulirsch type sequences was studied by Lyness [30] with respect to the mesh ratio of composite rules. The condition of the system was found best for geometric and worse for the harmonic sequences, with the Bulirsch sequence behavior in between.
We resort to non-linear extrapolation when the structure of the asymptotic expansion is not known. In previous work we have made ample use of the ǫ-algorithm [19, 20, 21, 22, 23] , which can be applied with geometric sequences of ε. The extrapolation results given in this paper are achieved with a version of the ǫ-algorithm code from QUAD-PACK [15] . In between calls, the implementation retains the last two lower diagonals of the triangular extrapolation table. When a new element I(ε ℓ ) of the input sequence is supplied, the algorithm calculates a new lower diagonal, together with an estimate or measure of the distance of each newly computed element from preceding neighboring elements. With the location of the "new" element in the table relative to e 0 , e 1 , e 2 , e 3 , pictured as:
e 0 e 3 e 1 new e 2 we have that new = e 1 + 1/(1/(e 1 − e 3 ) + 1/(e 2 − e 1 ) − 1/(e 1 − e 0 )), and the distance measure for the new element is set to |e 2 − e 1 | + |e 1 − e 0 | + |e 2 − new|. The new lower diagonal element with the smallest value of the distance measure is then returned as the result for this call to the extrapolation code. Note that the accuracy of the extrapolated result is generally limited by the accuracy of the input sequence.
For an extrapolation as ̺ → 0 in Eq (4), the integral is approximated by a sequence of numerical results for I(̺ ℓ ) with decreasing ̺ ℓ . An asymptotic expansion of the form of Eq (3),
where the ϕ k (̺) functions are generally unknown, and we perform non-linear extrapolation with the ǫ-algorithm.
Numerical Integration Methods
Though various integration methods may be applicable in our approach, we currently use three types of integration methods as presented in subsequent sections. These are: numerical iterated integration, parallel adaptive integration and double-exponential transformation methods.
Numerical iterated integration
For iterated integration over a d-dimensional product region we express Eq (1) as
where the limits of integration are given by functions α j = α j (x 1 , x 2 , . . . , x j−1 ) and β j = β j (x 1 , x 2 , . . . , x j−1 ). In particular, the boundaries of the d-dimensional unit simplex S d given by Eq (6) are α j = 0 and (9) we can apply, e.g., the 1D adaptive integration code DQAGE from the QUADPACK package [15] in each coordinate direction, and select the (K = 15)-point Gauss-Kronrod rule pair via an input parameter, for the integral (and error) approximation on each subinterval. If an interval [a, b] arises in the partitioning of [α j , β j ], then the local integral approximation over [a, b] is of the form
where the w k and x (k) , 1 ≤ k ≤ K, are the weights and abscissae of the local rule scaled to the interval [a, b] and applied in the x j -direction. For j = 1 this is the outer integration direction. The function evaluation
is itself an integral in the x j+1 , . . . , x d -directions for 1 ≤ j < d, and is computed by the method(s) for the inner integrations. For j = d, Eq (11) is the evaluation of the integrand function
Note that successive coordinate directions may be combined into layers in the iterated integration scheme. Furthermore, the error incurred in any inner integration will contribute to the integration error in all of its subsequent outer integrations [31, 32, 33] .
Since the F ( ) evaluations on the right of Eq (10) are independent of one another they can be evaluated in parallel. Important benefits of this approach include that: (i) the granularity of the parallel integration is large, especially when the inner integrals F ( ) are of dimension ≥ 2; (ii) the points where the function F is evaluated in parallel are the same as those of the sequential evaluation; i.e., apart from the order of the summation in Eq (10), the parallel calculation is essentially the same as the sequential one. This important property facilitates the debugging of parallel code. As another characteristic, the parallelization does not increase the total amount of computational work.
In addition, the memory required for the procedure is determined by (the sum of) the amounts of memory needed for the data pertaining to the subintervals incurred in each coordinate direction (corresponding to the length of the recursion stack for a recursive implementation). Consequently the total memory increases linearly as a function of the dimension d. Note that successive coordinate directions may be combined into layers in the iterated integration scheme.
To achieve the multi-threading, OpenMP [24] compiler directives were inserted in the iterated integration code. For the Fortran version of QUADPACK we used the (GNU) gfortran compiler and the Intel Fortran compiler, with the flags -fopenmp and -openmp, respectively.
PARINT package
Written in C and layered over MPI [34] , the PARINT methods (parallel adaptive, quasi-Monte Carlo and Monte Carlo) are implemented as tools for automatic integration, where the user defines the integrand function and the domain, and specifies a relative and absolute error tolerance for the computation (t r and t a , respectively). For PARINT the integrand is generally defined as a vector function with m components,
over a (finite) d-dimensional (hyper-rectangular or simplex) domain D. Denoting the exact integral by
then the objective of Eq (2) is generalized to returning an approximation Q f and absolute error estimate E a f such that
(in infinity norm). In order to satisfy the error criterion of Eq (14) the program tests throughout whether
is achieved. We used the vector function integration capability in [35] for a simultaneous computation of the entire entry sequence for extrapolation, obtained as the m components of the integral I f . The available cubature rules in PARINT (to compute the integral approximation over the domain or its subregions) include a set of rules for the d-dimensional cube [36, 37, 38] , the 1D (Gauss-Kronrod) rules used in QUADPACK and a set of rules for the d-dimensional simplex [39, 40, 41] . Some results in this paper are computed over the d-dimensional simplex using iterated integration with Gauss-Kronrod rules. In other cases, multivariate rules of polynomial degree 7 or 9 are used over the d-dimensional unit cube. A formula is said to be of a particular polynomial degree k if it renders the exact value of the integral for integrands that are polynomials of degree ≤ k, and there are polynomials of degree k + 1 for which the formula is not exact. The number of function evaluations per (sub)region is constant, and the total number of subregions generated, or the number of function evaluations in the course of the integration, is considered a measure of the computational effort.
PARINT adaptive methods
In the adaptive approach, the integration domain is divided initially among the workers. Each on its own part of the domain, the workers engage in an adaptive partitioning strategy similar to that of DQAGE from QUADPACK [15] and of DCUHRE [42] by successive bisections. The workers then each generate a local priority queue as a task pool of subregions.
Evaluate initial region and update results Initialize priority queue with initial region while (eval. limit not reached and estim. err. > tolerance)
Retrieve region from priority queue Split region Evaluate new subregions and update results Insert new subregions into priority queue The priority queue is implemented as a max-heap keyed with the estimated integration errors over the subregions, so that the subregion with the largest estimated error is stored in the root of the heap. If the user specifies a maximum size for the heap structure on the worker, the task pool is stored as a deap or double-ended heap, which allows deleting of the maximum as well as the minimum element efficiently, in order to maintain a constant size of the data structure once it reaches its maximum.
A task consists of the selection of the associated subregion and its subdivision (generating two children regions), integration over the children, deletion of the parent region (root of the heap) and insertion of the children into the heap (see Figure 1 ). The bisection of a region is performed perpendicularly to the coordinate direction in which the integrand is found to vary the most, according to 4
th -order differences computed in each direction [42] . The subdivision procedure continues until the global error estimate falls below the tolerated error, or the total number of function evaluations exceeds the user-specified maximum.
Load balancing
For a regular integrand behavior and p MPI processes distributed evenly over homogeneous processors, the computational load would ideally decrease by a factor of about p. Otherwise it may be possible to improve the parallel time (and space) usage by load balancing, to attempt keeping the loads on the worker task pools balanced.
The receiver-initiated, scheduler based load balancing strategy in PARINT is an important mechanism of the distributed integration algorithm [43, 44, 45, 46] . The message passing is performed in a non-blocking and asynchronous manner, and permits overlapping of computation and communication, which benefits PARINT's efficiency on a hybrid platform (multi-core and distributed) where multiple processes are assigned to each node. As a result of the asynchronous processing and message passing on MPI, PARINT executes on a hybrid platform by assigning multiple processes across the nodes. The user has the option of turning load balancing on or off, as well as allowing or dis-allowing the controller to also act as a worker.
Use of PARINT
PARINT can be invoked from the command line, or by calling the pi_integrate() function in a program for computing an integral of the form of Eq (13) . A user guide is provided in [47] . The call sequence passes a pointer to the integrand function, typed as a pointer to a function that returns an integer, and where the parameters of the integrand function correspond to the integral dimension, argument vector x, number of component functions nfuncs (corresponding to m in Eq (12) ) and the resulting component values of the function f (x). Apart from nfuncs, further input parameters of pi_integrate() are: an integer identifying the cubature/quadrature rule to use, the maximum number of function evaluations allowed, the region type (hyper-rectangle or simplex) and specification. The output parameters are: the integral and error component approximations result[] and error[], and a userdeclared pointer to a status structure. The execution time is returned as part of the output printed by the PARINT pi print results() function.
When PARINT is used as a stand-alone executable, it uses the PARINT Plug-in Library (PPL) mechanism to specify integrand functions. The functions are written by the user, added to the library (along with related attributes), and then compiled using a PARINT-supplied compiler into plug-in modules (.ppl files). A single PPL file is loaded at runtime by the PARINT executable. Using a function library enables quick access to a predefined set of functions and lets PARINT users add and remove integrand functions dynamically without re-compiling the PARINT binary. Once these functions are stored in the library, they can be selected by name for integration.
For an execution on MPI, the MPI host file (myhostfile) contains lines of the form: node_name slots=ppn where ppn is the number of processes to be used on each participating node. A typical MPI run from the command line may be of the form mpirun -np 64 --hostfile myhostfile ./parint -f fcn -lf 10000000 -ea 0.0 -er 5.0e-10
For example, with four nodes listed in myhostfile and ppn = 16, a total of 64 processes is requested on the specified nodes. The integrand function of this run is named fcn in the user's library; the maximum number of function evaluations is 10000000, and the absolute and relative error tolerances are 0 and 5.0e-10, respectively.
Optionally the PARINT installation can be configured to use long doubles instead of doubles.
Double-exponential transformation
The Double Exponential (tanh-sinh) formula, referred to here as DE formula in short, was proposed by Takahasi and Mori in 1974 [25, 26, 27] . It is an efficient method for the numerical approximation of an integral whose integrand is a holomorphic function with end-point singularities. This formula transforms the integration variable in 1 0
. After the transformation, the trapezoidal rule is applied leading to
with mesh size h and N eval = N − + N + + 1 function evaluations. A major issue in numerical integration with the DE formula is the treatment of overflows at large |t| and for large |N eval |, and it is sometimes necessary to evaluate the integrand using multi-precision arithmetic even though it takes more CPU time than double precision. This helps alleviating the loss of trailing digits in the evaluation of the integrand near the end-points. For multi-dimensional loop integrals, we use the DE formula in a repeated integration scheme. Apart from our sequential implementation we also developed code for multi-core systems using a parallel library such as OpenMP or a compiler with auto-parallelization capabilities. For an execution in a multi-precision environment, a dedicated accelerator system consisting of multiple FPGA (Field Programmable Gate Array) boards was developed and its performance results were presented by Daisaka et al. [48] .
2-loop integrals with massive internal lines
In this section we calculate the integral I of Eq (5) for L = 2 and n = 4 − 2ε according to
IR divergence occurs through a singularity arising when V vanishes at the boundaries of the domain. This problem can be addressed by dimensional regularization with n = 4 + 2ε, which we implemented numerically in [11, 12, 9] using an extrapolation as ε → 0 (ε > 0). It is assumed that the denominator does not vanish in the interior of the integration domain, so we can set ̺ = 0.
In this paper, we concentrate on UV divergence, which occurs when U vanishes at the boundaries. The Γ-function in Eq (16) contributes to UV divergence when N ≤ 4. We treat UV divergence by a dimensional regularization with n = 4 − 2ε, implemented by a numerical extrapolation as ε → 0 after either iterated integration with DQAGS from QUADPACK, multivariate adaptive integration with PARINT or the DE formula. 8 (a)
2-loop self-energy integrals
Figure 2: 2-loop self-energy diagrams with massive internal lines:
.
Analytic results for the integrals have been derived by many authors. We use the following formulas for the functions U and V in Eq (16): − for the sunrise-sunset diagram (Fig 2(a) (Fig 2(c) 
In the numerical evaluation, we take particular values for energy and masses, i.e., s = p 2 = 1, and all masses m r = 1 in order to make comparisons with results in the references.
The integrals are expanded with respect to the dimensional regularization parameter ε. The integrals I 
and we use linear extrapolation to approximate the coefficients of the leading terms. We multiply the integrals I −2 for comparison with the results in Laporta [1] , since the latter are computed with this factor. The half-boiled egg diagram is not covered in [1] . We give the analytic formula for J S 2 c in Appendix A of this paper.
Note that the value of κ in Eq (17) corresponds with the index of the first coefficient C κ in the expansion. In that case we find that, if κ is replaced by κ − 1 for the extrapolation, then the first coefficient converges to C κ−1 = 0. Table 2 : (18)- (21) . While the integral I S 2 d has no UV-divergent terms and starts from a finite term (κ = 0), the coefficients C 0 , C 1 , C 2 and C 3 can be obtained using extrapolation. To evaluate I S 2 d , we transform the variables as:
with y im = 1 − y i and Jacobian y 1 y 2 1m y 3m . The accuracy and time of the calculation of the integral sequence for the extrapolation in Table 4 are improved considerably by the transformation.
For the first three integrals, an iterated integration is applied with DQAGS from QUADPACK, on a Mac Pro, 2.6 GHz Intel Core i7, with 16 GB memory, under OS X. The value of E r is (the absolute value of) the estimated relative error returned by the outer integration (not accounting for the inner integration error). It is listed for each integration, as well as the elapsed user time T [s] (in seconds). The time for the extrapolation is negligible compared to that of the integration. We use a standard linear system solver to solve very small systems (of sizes 2 × 2 up to around 15 × 15 for the cases in this paper). Table 4 illustrates an application of PARINT for the Magdeburg integral, on the thor system of the High Performance Computing and Big Data Center at WMU, with dual Intel Xeon E5-2670, 2.6 GHz processors, 16 cores and 128 GB of memory per node. For the distributed computation with PARINT, using 16 processes per node and 64 processes total, the MPI host file has four lines of the form nx slots=16 where nx represents a selected node name. The running time is reported (in seconds) from PARINT, and comprises all computation not inclusive of the process spawning and PARINT initialization at the start of the program. The cubature rule of degree 9 is used for integration over the subregions (see Section 3.2), to an allowed maximum number of one billion (1B) integrand evaluations over all processes, and a requested accuracy of t r = 10 −13 in long double precision. The total estimated relative error is denoted by E r in Table 4 .
The extrapolation parameter for Tables 2 and 3 adheres to {1/b ℓ } where {b ℓ } is the Bulirsch sequence [29] started at an early index. Tables 1 and 4 give results for a geometric sequence of the extrapolation parameter ε = ε ℓ . The convergence results in Tables 1-2 and 4 are compared with with the expansion coefficients available from [1] (see Eqs (18)- (19) , (21) . Table 3 shows excellent approximations to the analytic result of Eq (20) derived in the Appendix.
Throughout the extrapolation we keep track of the difference with the previous result as a measure of convergence. Increases of the distance between successive extrapolation results are an indicator that the convergence is no longer improving and the procedure can be terminated. 
(a)
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2-loop vertex integrals
The numerical results for I V2 a obtained with iterated integration by DQAGS, and extrapolation using a Bulirsch sequence and linear system solver are shown in Table 5 . Tables 6-7 show results for I V2 b with geometric sequences of base 1/1.2 and 1/1.5, respectively, achieved by PARINT using 64 processes on four 16-core nodes of the thor cluster. Both deliver very accurate results, with the final results in Table 6 slightly closer to the analytic values. The extrapolation in Table 7 
2-loop box integrals
The 2-loop box integrals according to Eq (16) for the diagrams in Fig 4 are all finite integrals and can be evaluated with ε = 0. Integral approximations obtained with PARINT for the double-triangle (N = 5), tetragon-triangle (N = 6), pentagon-triangle (N = 7), ladder and crossed ladder (N = 7) diagrams were presented in [18] . The U and W functions can also be found in the reference. In the numerical evaluation, we set s = t = 1, p 2 j = 1, m r = 1 for simplicity and for comparisons with other results in the literature.
This subsection provides timing results obtained with PARINT on the thor cluster, corresponding to the five diagrams in Fig 4. Table 8 gives a brief overview of pertinent test specifications, T 1 , T p and the speedup S p = T 1 /T p for p = 64. The times T p are expressed in seconds, as a function of the number of MPI processes p, 1 ≤ p ≤ 64. When referring to numbers of integrand evaluations, million and billion are abbreviated by "M" and "B", respectively. For instance, the times of the N = 5 double triangle diagram decrease from 32.6 seconds at p = 1, to 0.74 seconds at p = 64 for t r = 10 −10 (reaching a speedup of 44); whereas the N = 7 crossed diagram times range between 27.6 seconds and 0.49 seconds for t r = 10 −7 (with speedup exceeding 56). The transformation of Eq (7) was used. For the two-loop crossed box problem as an example, we ran PARINT in long double precision. The results for an increasing allowed maximum number of evaluations and increasingly strict (relative) error tolerance t r (using 64 processes) are given in Table 9 , as well as the corresponding double precision results. Listed are: the integral approximation, relative error estimate E r , number of function evaluations reached and time taken in long double precision, followed by the relative error estimate, number of function evaluations reached and running time in double precision. For a comparable number of function evaluations, the time using long doubles is slightly less than twice the time taken using doubles. The iflag parameter returns 0 when the requested accuracy is assumed to be achieved, and 1 otherwise. Reaching the maximum number of evaluations results in abnormal termination with iflag = 1. The integral approximation for the double computation is not listed in Table 9 ; it is consistent with the long double result within the estimated error (which appears to be over-estimated). Using doubles the program terminates abnormally for the requested relative accuracy of t r = 10 −10 . Normal termination is achieved in this case around 239B evaluations with long doubles. Timing results obtained with parallel (multi-threaded) iterated integration were given in [18] . 
3-loop self-energy integrals
In this section we deal with the integral determined by Eq (5) for L = 3 and n = 4 − 2ε,
UV divergence occurs when U vanishes at the boundaries. The Γ-function in Eq (25) contributes to UV divergence when N ≤ 6. As shown in the figures, the entering momentum is p, and we denote s = p 2 . We calculate integrals adhering to Eq (25) , denoted by I S 3
j , for the diagrams of Fig 6(a)-(j) , respectively. In the following four subsections, we consider massless/massive internal lines and UV finite/divergent cases.
3-loop finite integrals with massless internal lines
The integrals I (a) (29) In this subsection we take m r = 0 for the internal lines. In the absence of divergences we set ̺ = ε = 0 in Eq (25) Table 10 . However, the integral I S 3 d is problematic with ̺ = ε = 0 in view of integrand singularities, and we use the extrapolation method with either ε = 0 and in the limit as ρ → 0, or with ̺ = 0 and in the limit as ε → 0. The analytic result is the same for the four diagrams (see [2] ), (c)
Figure 6: 3-loop self-energy diagrams with massive and massless internal lines (finite and UV-divergent diagrams), cf. Laporta [1] , Baikov and Chetyrkin [2] 
PARINT numerical results and timings were given in [49] for the 3-loop diagrams of Fig 6(a)-(d) , from runs on 16-core nodes of the thor cluster. For the integration over each subregion, the rule of degree 9 is used (see Section 3.2), which evaluates the 6D integrand at 453 points and the 7D integrand at 717 points. These integrals are transformed to the unit cube according to Eq (7). Table 10 lists the results obtained directly with ̺ = ε = 0 for Fig 6(a)-(c) by PARINT using 48 processes: integral approximation, relative error estimate E r , and time in seconds for various total numbers of function evaluations in double and long double precision. Fig 7 shows times and speedups as a function of the number of processes p, for a computation of the integrals of Fig 6(a) -(c) using 10B integrand evaluations in double precision. Denoting the time in seconds for p processes by T p [s], the corresponding speedup given by S p = T 1 /T p is nearly optimal -which would coincide with the diagonal in the graph, or slightly superlinear (> p) over the given range of p.
With ̺ = 0 the integrand has boundary singularities. For example, the integrals of Fig 6(a)-(d) have a zero denominator with U = 0 at x 2 = 1 and the other variables 0 (on the boundary of the unit simplex). Thus the integrand program codes test for zero denominators. However some of the computations overflow by integrand evaluations in Table 10 : PARINT accuracy and times with 48 procs. for loop integrals of Fig 6(a)-(c) 'Speedup-N1-10B' 'Speedup-N2-10B' 'Speedup-L0-10B' Figure 7 : PARINT parallel performance for computation of integrals (Fig 6(a-c) ) using 10B evaluations: (a) Computation times (in seconds), (b) the vicinity of the singularities, which is found to occur for Fig 6 (d) in double precision at 1B = 10 9 evaluations or higher.
For the integral I S 3 d , we first take ε = 0 and use the following form with non-zero ̺ : Table 11 shows an extrapolation as ̺ → 0 using the ǫ-algorithm of Wynn [19, 20, 21, 22, 23] (see Section 2.2). The ̺ ℓ geometric sequence is computed with base 2, ̺ ℓ = 2 −ℓ and the integration is performed in long double precision using 150B evaluation points. The Selected column lists the element along the new lower diagonal that is presumed the best, based on its distance from the neighboring elements as computed by the ǫ-algorithm function from QUADPACK. The Last column lists the final (utmost right) element computed in the lower diagonal. Overall the ǫ-algorithm function from QUADPACK appears successful at selecting a competitive element as its result for the iteration.
For an extrapolation as ε → 0 we set ̺ = 0, so that
Baikov and Chetyrkin [2] derive asymptotic expansions in integer powers of ε for 3-and 4-loop integrals arising from diagrams with massless propagators. Table 12 gives an extrapolation in ε for the integral of the Fig 6(d) diagram, using 100B evaluations for the integrations in long double precision. The results show good agreement with the literature [2, 13] . The integrand with ̺ = 0 in Eq (31) has a singular behavior with UV = 0 at the boundaries of the domain. The extrapolation converges faster than that with respect to ̺ in Table 11 . The times are larger compared to those of Table 11 , likely by calling the pow function (in the C programming language) for each integrand evaluation, whereas the integrand of Eq (30) for the ̺ extrapolation can be calculated using only multiplications, divisions, additions and subtractions.
3-loop finite integrals with massive internal lines
For a set of 3-loop self-energy diagrams with massive internal lines given in Fig 6 (a) -(f), corresponding numerical results and PARINT performance results are shown in Table 13 . The U, W functions for (a)-(d) are given in the previous subsection and those for (e) and (f) are listed in Eqs (32)- (33) below.
(f)
In order to compare our integral approximations with Laporta's [1] , we set all masses m r = 1 and s = 1, and furthermore divide the integral by Γ (1 + ε) 3 . The integrals are transformed from the (unit) simplex to the (unit) cube according to the transformation of Eqs (7) and (8) and the integration is taken over the cube, using a basic integration rule of polynomial degree 9 (see Section 3.2) and a maximum total of 10B evaluations. The function evaluations are distributed over all the processes. The absolute tolerance is t a = 5 × 10 −10 and the maximum number of integrand evaluations is 10B = 10 10 (which is reached in producing the results of Table 13 ). The results in Table 13 are given for p = 1 and for p = 64 MPI processes. T 1 is the time with one process and T 64 is the parallel time on the thor cluster with p = 64 processes, distributed over four 16-core, 2.6 GHz compute nodes and using the Infiniband interconnect for message passing via MPI. The speedup S 64 = T 1 /T 64 indicates good scalability of the parallel implementation (see also [50, 35] ). Note that superlinear speedups (S 64 ) are obtained in some cases, where the speedup exceeds the number of processes. This is partially due to the fact that the timing is done within PARINT after the processes are started. It may also be noted that the adaptive partitioning reaches somewhat more accuracy sequentially. Each process has its own priority queue, keyed with the absolute error estimates over their region. This may lead to unnecessary work by the processes locally, which increases with the number of processes. Tables 14 and 17 are computed with consecutive calls to pi_integrate() in a loop and linear extrapolation, for the functions depicted in Fig 6(b) and (f) , respectively. The values of C 0 , C 1 and C 2 are listed (κ = 0 in Eq (3)). Results from extrapolation with the ǫ-algorithm are shown in Table 15 for the diagram in Fig 6(b) . More extrapolations are needed with the ǫ-algorithm than with linear extrapolation. In this case the latter is more accurate and efficient but utilizes knowledge of the structure of the asymptotic expansion, i.e., that ϕ k (ε) = ε k ; this is not assumed for the non-linear extrapolation with the ǫ-algorithm. Tables 16 and 18 illustrate the vector function integration capability of PARINT to calculate the entry sequence for the extrapolation (as a vector integral result -see (13)) with one call to pi_integrate()}.This procedure delivers excellent accuracy and efficiency. Note that the integration of the vector function in Table 16 took 2403.4 seconds, compared to the total time of 3766.6 seconds for the integrations listed in Table 14 . With regard to Table 18 , the time for integrating the vector function was 2180.2 seconds, vs. the total (sum) of 3426.3 seconds for the iterations in Table 17 . Table 14 : Integral and leading expansion coefficients using PARINT with 16 procs., and linear extrapolation for 3-loop integral of Fig 6(b) , err. tol. t a = 10 −12 ; max. # evals = 20B, ε = ε ℓ = 2 −ℓ , ℓ = 3, 4, . . ., T [s] = elapsed time (s); E a = integration estim. abs. error Table 15 : Integral and leading expansion coefficients using PARINT with 16 procs., and extrapolation with ǫ-algorithm for 3-loop integral of Fig 6(b) , err. tol. t a = 10 −12 ; max. # evals = 20B, ε = ε ℓ = 2 −ℓ , ℓ = 3, 4, . . ., T [s] = elapsed time (s); E a = integration estim. abs. error Table 16 : Integral and leading expansion coefficients using one call to PARINT with vector function, 16 procs. and linear extrapolation for 3-loop integral of Fig 6(b) , err. tol. t a = 10 −12 ; max. # evals = 20B, ε = ε ℓ = 2 −ℓ , ℓ = 3, 4, . . .; E a = integration estim. abs. error Table 17 : Integral and leading expansion coefficients using PARINT with 16 procs., and linear extrapolation for 3-loop integral of Fig 6(f) , err. tol. 
3-loop UV-divergent integrals with massless internal lines
This section handles the integral associated with the massless diagram of Fig 6(g) (the 3-loop sunrise-sunset diagram named P 3 in [2] ), which has a 1/ε singularity in the dimensional regularization parameter, arising from the Γ-function factor (Γ(N − 6 + 3ε)) in Eq (25) .
The polynomials U and W for I S 3 g are given by
We take ̺ = 0 in Eq (25) , and the numerical evaluation is done with s = 1. In order to compare the result to that of Baikov and Chetyrkin [2] , we multiply with the factor n(ε) L where n(ε) is defined (in their footnote 11, p. 193) as
leading to the expansion
Based on integrations with PARINT, a maximum of 10B function evaluations and an absolute error tolerance of 10 −12 (on the computation of the integral I S 3 g /Γ(−2 + 3ε)), the results in Table 19 are produced using linear extrapolation. PARINT returns a 0 error flag for the integrals in the input sequence to the extrapolation, indicating that a successful termination is assumed according to Eqs (2) or (14) for the requested accuracy.
3-loop UV-divergent integrals with massive internal lines
In this subsection we calculate the integrals corresponding to massive diagrams of Fig 6(h) (38) (j)
Expansions for these integrals from [1] are:
The evaluation is performed with s = 1, m r = 1. Numerical results by PARINT on the thor cluster, for the asymptotic expansion coefficients of I S 3 h Γ(1 + ε) −3 in Eq (40) , are listed in Table 20 . A geometric sequence in base 2 −1 is used for ε. For the computation of I S 3 i and I S 3 j , the variables are transformed as:
with y im = 1 − y i and Jacobian y 1 y 4 1m y 3 2 y 4 y 4m for the former, and
with y im = 1 − y i and Jacobian y Tables 21 and 22 . Using IEEE 754-2008 binary128, extensive computation times are incurred (28 hours per iteration for Table 21 and  10 hours for Table 22 ), as a trade-off for high accuracy. Similar or slightly less accuracy but far shorter computation times (between 670 and 2540 seconds per iteration) are reported in [51] , using PARINT in long double precision on 4 nodes and 16 MPI processes per node of the thor cluster. (15)). For extrapolation, ε = ε ℓ = 1.15 −ℓ , ℓ = 17, 18, . . . 
4-loop self-energy integrals with massless internal lines
In this section we calculate the integral in Eq (5) for L = 4 and n = 4 − 2ε,
UV divergence occurs when U vanishes at the boundaries. The Γ-function in Eq (45) contributes to UV divergence when N ≤ 8. As show in in figures, the entering momentum is p, and we denote s = p 2 . We address the integrals adhering to Eq (45) We only consider the massless case, i.e., m r = 0. In the numerical evaluation, we set the value s = 1.
4-loop finite integrals
Let us consider the finite integrals I (a) (a) 
Since the corresponding integrals are finite, Eq (45) is evaluated with ̺ = ε = 0. These diagrams have N = 9 internal lines, leading to an 8-dimensional integral in the numerical evaluation. Table 23 lists the results for the integrals, obtained with PARINT executed on thor in double precision, using the cubature rule of degree 9 in 8 dimensions (see Section 3.2), which evaluates the function at 1105 points per subregion.
The analytic values given in [2] are: b were evaluated numerically by Smirnov and Tentyukov using FIESTA [13] . The finite terms are given as 55.58537 ± 0.00031 and 52.0181 ± 0.0003, respectively, with 1.5 M samples.
4-loop UV-divergent integrals
This section handles the integrals associated with the massless diagrams of Fig 8(c) and (d) (the 4-loop sunrisesunset and Shimadzu diagrams named M 01 and M 36 , respectively, in [2] ), which have a UV singularity from the Γ-function factor in Eq (45) . We put ̺ = 0 in the integrals for Fig 8 (c) and (d) , and consider the expansions in ε. 
Note that I = I S 4 c of Eq (45) is multiplied with n(ε) 4 , where n(ε) is defined in Eq (35) . Based on integrations with PARINT, using a maximum of 10B function evaluations and an absolute error tolerance of 10 −12 (on the computation of the integral I S 4 c /Γ(−3 + 4ε)), the results in Table 24 are produced using linear extrapolation. PARINT returns a 0 error flag for the integrals constituting the input sequence to the extrapolation, indicating that a successful termination is assumed according to Eqs (2) or (14) for the requested accuracy. 4 , where n(ε) is defined in Eq (35) . The numerical result by FIESTA is shown in [13] and it is 5.184645 ± 0.000042.
The results by the DE formula (15) with N eval = 49 and mesh size h = 0.125 in all dimensions, and linear extrapolation, are shown in Table 25 . The starting ε is 2 −10 . The time required for each iteration using 64 threads on KEKSC System A, SR16000 Model M1 (POWER7(R) processor) is below 20 minutes.
Conclusions
In this paper we describe a fully numerical method for Feynman loop integrals, based on numerical multidimensional integration and linear or non-linear extrapolation. We use three categories of numerical integration methods, iterated integration with DQAGE (DQAGS) from QUADPACK, multivariate adaptive integration with PARINT, and the DE formula. For the numerical extrapolation, we employ nonlinear extrapolation with geometric sequences of the extrapolation parameter, and linear extrapolation with Bulirsch or geometric sequences. The main advantage of the method is its general applicability to multi-loop integrals with arbitrary physical masses and external momenta, without resorting to special problem formulations. Using dimensional regularization, both UV-divergent and finite terms are estimated. We have shown that the technique works well for sets of diagrams with up to four loops and up to four external lines, with or without UV-divergence, and the numerical results reveal excellent agreement with expansions in the literature [1, 2, 13] .
We also demonstrate the effectiveness of variable transformations for some integrals. Regardless of whether or not variables are transformed, the formulation of the numerical method is not affected and it is only necessary to replace the integrand and Jacobian. The way to transform variables for a loop integral is not unique, and a general technique to find the most effective transformation is not currently known. However, the effectiveness of transformations can be assessed by examining the behavior of the integrations and the ensuing convergence of the extrapolation. The experience gained with the transformations in this paper will yield guidelines to construct a more general procedure, which will be studied in future work.
The computation time of the numerical multivariate integration increases with the number of internal lines, i.e., with the dimension of integration. For example, though we understand the importance of scattering processes with more external legs than five or six in two-loop order, this is beyond the scope of the current paper, and we plan on addressing these and related types of problems in future work.
Furthermore, while the examples shown here are limited to scalar loop integrals, they can easily be extended to more general cases with physical masses and external momenta, by including the associated numerator in the integrand (see [4] ). The present work includes integrals with massive and massless internal particles. For massive particles, a mass value of one is assigned in order to compare results with the literature [1] . Massless cases are compared, e.g., with results in [2] . In view of the numerical nature of the methods there is in principle no limitation for the general mass values, even though challenges may arise with respect to computing time vs. computational precision. We are helped in dealing with this trade-off by the evolution in computer architecture and the computational techniques. B in Eqs (A.2) and (A.3) can be obtained by expanding the integrands in powers of ε. We evaluated these terms numerically by DQAGE and DQAGS from QUADPACK and the DE formula, for the values s = M 2 = 1, yielding the expression in Eq (20) .
