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Abstract – This PROGRESS project (TES.5224) traces a 
design framework for implementing embedded real-time 
software for control applications by exploiting its natural 
concurrency. The paper illustrates the stage of yielded 
automation in the process of structuring complex control 
software architectures, modeling controlled mechatronic 
systems and designing corresponding control laws, simulat-
ing them, generating control code out of simulated control 
strategy and implementing the software system on a (em-
bedded) computer. The gap between the development of 
control strategies and the procedures of implementing 
them on chosen hardware targets is going to be overcome. 
Keywords – embedded control systems design, design 
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I. INTRODUCTION 
Our focus is mainly on the segment of reactive, real-
time, embedded control systems. The experience in this 
industrial segment shows that delays in marketing prod-
uct are very often caused by troubles in implementation 
of supporting software systems. Our methodology ad-
dresses the issues of building complex software systems 
that may grow in the course of time. 
The methodology aims in spanning conceptual dis-
tance [1] between developing control laws in form of 
block diagrams and the computer implementation of the 
developed control strategies, which often can be very 
complex (multimodal or non-linear). Furthermore, the 
composition and communication abstraction layers (basi-
cally aimed for specifying software architecture) that we 
apply upon the level of control modes help also with 
modeling modal switching, that represents an useful con-
tribution to the field of hybrid control. 
For the PROGRESS workshop last year [2] we pre-
sented modeling steps of the JIWY robotic end-effector 
and stepwise refinement of software specification for one 
control mode. An extension of that work has led to de-
velopment of other control modes; recently we investi-
gated how to apply the methodology in combining all 
modes to an united multimodal control software system. 
That interdisciplinary combination of control and soft-
ware engineering and therefore an intertwinement of two 
CAD tools as well as implementation peculiarities are in 
detail presented in [3]. Here we present an overview on 
the properties of the combined approach that are vital 
with respect to the specific requirements of embedded 
control systems as reactiveness, real-time behavior, dis-
tributiveness, design portability. 
Motivations and demands for listed properties along 
with the answers of our methodology are clarified in sec-
tion II. Section III illustrates some of them on the exam-
ple of the developed multimodal control law for our 
JIWY setup. Conclusions and directions for further 
methodology development are summarized in Section 
IV. 
II. INVESTIGATION OBJECTIVES 
Our starting point in this research is that concurrent 
behavior, as an inherent essential property of physical 
and accompanied controlling systems, needs to be explic-
itly handled in modeling and implementation of a control 
system as a whole. Practically all control systems consist 
of multiple sensors and actuators; very often controlled 
objects operate in different regimes that exchange opera-
tional parameters; typically all regimes must respond in 
predefined time intervals to dozens of external events 
that occur simultaneously in an arbitrary order. 
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Even on a level of a single operational mode the con-
current behavior is obvious. This is due to parallelism 
captured by block diagrams, that we elaborated at the 
previous PROGRESS workshop [2], and what is here 
shortly recalled. 
 
 
Figure 1. Block diagram of one control mode 
 
In principle, all signal processing localized in the 
blocks (Figure 1) can take place in every single block 
simultaneously. Actually, the block diagrams tradition-
ally render a way of thinking that originates in the era 
when all processing components were implemented in 
analog circuits that operated simultaneously. Despite the 
fact that modern systems are implemented as sampled 
data systems on a single processing unit (microproces-
sors) that executes sequentially, we don’t want to let the 
information of essential parallelism be removed from our 
models due to implementation constraints. The main rea-
son is that preserving that information about an engi-
neered system can yield a lot of benefits to very impor-
tant properties of the design methodology, which are dis-
cussed further in this section.  
Concurrency is an abstraction of behavior where the 
system at hand is viewed as a set of parallel, sequential 
and alternative processes that communicate with each 
other. 
Problems that have a concurrent nature ask for solu-
tions that address concurrency in a clear and simple way. 
Traditionally, the software industry responds to the is-
sues of concurrency by deploying multithreading. As it is 
well known, the multithreading lacks firm conceptual 
foundations, and consequently is very hard to manage. 
Therefore, concurrency is unfairly designated as a diffi-
cult discipline and this is the reason a lot of design meth-
ods (ad-hoc or more structured) ignore the concurrent 
nature of the control problems. 
Our conceptual foundation for dealing with concur-
rency is process algebra CSP (Communicating Sequen-
tial processes, [4]) that captures concurrent behavior in a 
very simple vocabulary of processes and their communi-
cations and compositions (encapsulated in channels). A 
developed graphical form [5] of a subset of CSP (called 
CSP diagrams) in one hand perfectly appends handling 
of data-flow information from block diagrams; in other 
hand allows for rigorous specification of concurrent 
compositional relations among entities captured in block 
diagrams. Furthermore, it facilitates reasoning and speci-
fication of a number of vital development aspects of em-
bedded real-time control systems. 
 
A. Real-time requirements for periodic sampling and 
multiple sampling frequencies  
All modern control systems are engineered as sam-
pled data systems. This means that inputs (algorithmi-
cally determining output values), which in block dia-
grams are assumed for continual processing, are firstly 
discretized in time with a certain sampling period. One 
sort of real-time constraints poses a requirement that all 
outputs from blocks have to be output within the sam-
pling period. More precisely, the interval between sam-
pling inputs from sensors (for instance, inputs in and 
position of the most left blocks on Figure 1) and 
steering outputs to actuators (outputs of the most right 
block on Figure 1) must be less than a sampling period. 
This problem gets more complicated in presence of mul-
tiple sampling frequencies for different closed loops in a 
system, especially when the frequencies are not related 
by multiplicative factors. Clearly, multiple sampling fre-
quencies require independent (thus parallel) sampling 
processes in the system. 
The prime semantics of the CSP channels is to encap-
sulate internal as well as external communication of the 
system at hand. With timing extension of basically un-
timed CSP algebra [6] it is possible to implement precise 
timing when communication events take place (for the 
sake of precise sampling of inputs and firing outputs of 
the system) and to appoint sampling frequencies inde-
pendently for different channels (see III). 
 
B. Reactiveness, real-time requirements for aperiodic 
events and the notion of priority 
Besides the inputs that are regularly (periodically) 
sampled (those modeled like external “continual” inputs 
in block diagrams), an essential property of a control sys-
tem is to respond to aperiodic external events that can be 
for example alarming signals. The responses to those are 
also described by firm reaction time intervals (often re-
ferred to as deadlines). Actually, the system can be des-
ignated as reactive only if for any possible scenario of 
concurrent arrival of external events each one is handled 
(responded) within prescribed reaction intervals. Usually, 
the notion of different priorities of coexisting processes 
within a system helps to model how a system will react 
when default operational control modes have to be inter-
rupted in order to handle an occurrence of a more critical 
event. 
CSP offers a policy of relative prioritizing between 
processes (and compositions of processes) rather than an 
PROCEEDINGS OF THE 4TH PROGRESS SYMPOSIUM ON EMBEDDED SYSTEMS
© PROGRESS/STW 2003, ISBN 90-73461-37-5 OCTOBRE 22, 2003, NBC NIEUWEGEIN, NL
absolute (explicit) priorities indexing. This is because for 
an absolute indexing (usually by assigning to processes 
their “number of importance”) a designer must determine 
index values in the design time by some global knowl-
edge, whereas the designer is only interested in relative 
priority relation, i.e. equal to (=) or greater than (>) rela-
tions [7]. Priority indexing in our approach is treated like 
a scheduling issue and not as a design issue. Since CSP 
considers priorities as relative relations between proc-
esses, this means that scheduling itself is also a responsi-
bility of channels. 
Two of three essential compositional operators of the 
CSP algebra can be extended to prioritized versions. The 
operator that describes parallel execution (PAR) can give 
a priority to one of two ready processes (and then it be-
comes PRIPAR), and similar holds for the operator that 
schedules processes on basis of guarded choices (AL-
Ternative, and corresponding PRIALT). The third opera-
tor that describes sequence of processes execution (SEQ) 
has no notion of prioritizing. 
 
C. CSP processes as reusable components 
Opposite to threads and multithreading, where flow of 
data and control may not follow any formally disciplined 
rules, CSP processes are strictly encapsulated behind in-
put-output interfaces with clear and rigorous semantics. 
Even in comparison with a disciplined object-oriented 
design, the CSP based software is superior in respect to 
tracing collaboration scenarios between constituting 
components, especially when problems of object-
orientation as aliasing and callbacks are taken into ac-
count [8]. Being self-contained and loosely coupled, CSP 
processes permit to be manipulated indeed as building 
blocks. Hence CSP facilitates compositional program-
ming and supports rapid construction of new systems 
based on existing experiences and design patterns. 
 
D. Distributiveness and portability of a CSP-based de-
sign; suitability for embedded applications 
Often design of control systems starts with distribu-
tion in mind due to a geographical distribution, gaining 
fault-tolerance, a need of boosting the throughput or go-
ing for inexpensive local processors. Sometimes the de-
cision to distribute a control system over several proces-
sors can be taken in late stages of a project; it depends on 
the design methodology whether the distribution may be 
transparent or a nightmare in opposite. 
As indicated in the previous points, the processes take 
care of processing data arrived through input interfaces 
and putting result to the outputs, while it is a responsibil-
ity of channels to distribute data and schedule execution 
of processes according to interprocess relations and (syn-
chronisation) events. 
Distributiveness as well as portability of a design 
based on CSP processes and channels are heavily influ-
enced by the implementation framework [9], shortly de-
scribed in our case as follows. As a concurrent environ-
ment for implementing control software we use the CT 
(Communicating Threads) packages consisting of three 
libraries, CTC for coding in C, CTC++ for C++ and CTJ 
for Java [10]. CT libraries provide a CSP-consistent con-
current framework for building control applications 
whose real-time behavior does not depend on the under-
lying operating system properties. Real-time and embed-
ded computing issues have been carefully designed in 
CT. The package integrates real-time scheduling kernel 
into the application rather than using it from a real-time 
operating system – in fact, CT does not require an oper-
ating system and it can run on bare microprocessors, 
what is considered as a favorable quality in this industrial 
segment. Moreover, for CTC and CTC++ the memory 
footprint is low and the scheduling overheads are small. 
Since processing algorithms are encapsulated in CSP 
processes, the portability of those is on maximal level – 
they are portable as C/C++ code is portable. 
Portability of CSP channels and distributiveness of a 
whole design are addressed by the link-drivers concept in 
the CT libraries [7]. Namely, by plugging link-drivers 
into all channels that should become physical communi-
cation links instead of shared memory channels, the very 
same design is transparently mapped into more than one 
processor. In other words, groups of processes can be 
allocated on several processors, while channels connect-
ing the groups become specialized (being extended with 
specific link-drivers) for interprocessor communications. 
This way the structure of processes stays untouched, 
while the treatment of distribution issues is localised in 
channels among distributed groups of processes. 
Similar holds for portability from one to another tar-
get platform: hardware specifics are captured only by 
channels that communicate with the hardware, while 
processes are completely hardware independent. 
 
III. EXAMPLE ON THE CASE STUDY JIWY 
As case study, a 2DOF robot has been chosen [2]. 
This is a small positioning robot, for orienting some de-
vice, i.e. a camera, laser pointer or similar (see Figure 2 
for a photo). The construction contains two revolute 
joints that allow mounted device to rotate on a horizontal 
axis and a vertical axis. The joints are equipped with DC 
motors and incremental encoders. 
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Figure 2. The JIWY setup 
 
The operational goal is to put the robot in a typical 
closed position servo loop, according to the direct digital 
control (DDC) manner, Figure 3. 
 
 
 
Figure 3. Closed loop for position servo mode 
 
All but utterly trivial systems operate in more than 
one mode, at least starting-up and shutting-down modes 
precede and succeed the main operational mode. In the 
JIWY case, the main operational mode is named Position 
servo mode (or Motion control) when horizontal and ver-
tical axes follow references from a X-Y analog joystick. 
The start-up mode for the setup is named Alignment 
(or Calibration). The functionality of this mode is deter-
mined by the sort of JIWY position sensors: they are in-
cremental encoders. In order to enter the Position servo 
mode when the axes are in their central positions, both 
axes should sweep over the full angle between extremely 
positioned end-switches. After calculation of the central 
positions, the setup is calibrated and ready to start operat-
ing in the Servo mode. It is preferable (time efficient) 
that both axes sweep their operational angles simultane-
ously. 
The setup should end up in the same calibrated posi-
tion also upon leaving the Servo mode. This mode for 
returning JIWY axes in central positions is Homing. As 
when moving axes for calibration in the alignment mode, 
homing of both axes should be done simultaneously. 
To capture and visualize operational requirements we 
use CSP diagrams. Arrangement of the determined 
modes is sketched like this: 
 
 
 
 
(a) Composition diagram 
 
 
(b) Communication diagram 
 
Figure 4. CSP diagrams used as context diagrams (for 
capturing system’s multimodal behavior) 
 
On the composition diagram (Figure 4a) CSP con-
struct “arrow” means that the mode Alignment should 
precede the Servo mode, and that Homing should suc-
ceed the main mode (thus “arrow” corresponds to SE-
Quential operator of the CSP algebra). The arrowed lines 
in the communication diagram (Figure 4b) designate in-
formation passing. Alignment informs both Servo mode 
and Homing mode about central position of axes. As it is 
presented in the remainder, refinement of these diagrams 
describes also the transitions (mode switching) between 
determined working regimes of the total JIWY controller 
(i.e. control laws). 
The JIWY controller consists of several controllers 
that implement control laws for different working modes. 
In this case, every modal controller can be duplicated: 
the same control structures apply for both horizontal and 
vertical axes, only the parameters of the controllers dif-
fer. This means that a class of a controller should be 
(re)used. Moreover, the Homing mode can be also con-
sidered as a special case of Servo mode: instead of vari-
able input from the joystick, position reference for Hom-
ing is a constant value (central position) – thus developed 
controller structure for Servo mode should be reused for 
Homing controllers (consequently, the same reuse rela-
tion should hold for corresponding CSP processes). 
When control modes and their inputs and outputs (in-
terfaces) are determined, we use a specialized CAD tool 
for designing control laws. In our case it is 20-sim, a 
modeling and simulation tool developed by ControlLab 
Products B.V. [11], a spin-off company of the Control 
Engineering group of the University of Twente. It is a 
standard MS Windows application consisting of several 
integrated modules that supports modeling and design of 
mechatronics products in many aspects [12]. Structure of 
control laws along with initial parameters is stored in 20-
sim model files, while simulations data and visualization 
specifications for any particular set of parameters are 
stored in 20-sim experiment files. 
Alignment Servo mode Homing 
Alignment Servo mode Homing 
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Besides modeling and simulations of controlled ob-
ject, surrounding equipment and control laws, a recent 
functionality of 20-sim is to generate C-code from inter-
nal equation model. The C-code is sequential and needs 
to be inserted in a larger framework written in C or C++, 
which is in our case CTC++ (as already mentioned, the 
framework is in detail reported in [3]). 
Figure 1 presents the structure of the controller for 
Servo mode developed in 20-sim. After some experimen-
tal tuning in simulations, the parameters of the control-
lers yield a satisfactorily step response behavior of the 
controller,Figure 5. The control code for Servo mode 
based on this simulation results can be automatically 
generated, that guaranties the quality of the code respon-
sible for dynamics of the robot in this working regime. 
Often during design of control laws better insights in 
the system functionality can be obtained, that influence 
design decision on higher abstraction levels. For in-
stance, in development controllers for Alignment mode, 
it turned out that splitting them in separate modes for 
exploring left and right extreme positions gives a more 
tractable design. The consequence of that discovery is 
visualized in Figure 6, a refined version of Figure 4. 
 
 
Figure 5. Step responses of tuned position controllers 
 
Furthermore, the same structure for both right and left 
Alignment modes (additionally, they are same for hori-
zontal and vertical axes as well) suggests that one class 
of controller for alignment can be reused for all four con-
trollers.  
Figure 6 shows the organization of control modes. It 
specifies one higher hierarchical level where connections 
between processes for different modes need to be setup 
before generated control code for each of them is de-
alignLH 
:VelocityControlLeft 
Horizontal 
motionControlH
:ControlHorizontal
alignRH 
:VelocityControlRight
Horizontal
homingH 
:HomingHorizontal
max leftmax
leftmax_h:double 
rightmax_h:double
rightmax 
control_horizontal@Tsh
feedback_horizontal@Tsh
feedback feedback feedback feedback 
control control control control 
joystick_horizontal@Tsh 
 
joystick_axis 
joystick_buttons@Tsh 
 
joystick_buttons 
   
leftmax 
rightmax 
  
max 
 
(a) Four sub-controllers and their communication relationships for the horizontal joint 
alignLH 
:VelocityControlLeft 
Horizontal 
motionControlH 
:ControlHorizontal 
alignRH 
:VelocityControlRight
Horizontal
homingH 
:HomingHorizontal
seq_h seq_h seq_h 
par 
(b) Composition relationships between the four sub-controllers for the horizontal joint 
Figure 6.  CSP diagram of the horizontal controller 
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ployed (6a); compositional view (6b) refines Figure 4b 
with additional specifications, for instance the fact that 
the composition for controlling horizontal axes is put in 
parallel with a replica for vertical axes (on the figure just 
horizontal modes are drawn). By using graphical form of 
the PAR construct (||), the composition diagram clearly 
specifies that modes for horizontal and vertical axes op-
erate independently (in parallel). The small bubble on 
both ends of PAR relation (just one visible on the draw-
ing) groups sequences of modes for vertical and horizon-
tal axes.  
Both communication and composition diagrams allow 
specifying instances and classes for mode controllers, but 
due to some naming constraints of 20-sim, it is obvious 
from the diagrams that the opportunity of specifying 
multiplicative reuse of same controller classes here was 
not exploited. Clearly, that constraint is not in the CSP 
diagrams, but for the reasons of consistency with 20-sim 
models all controllers are named like different classes of 
processes. 
On the communication diagram 6a the sampling fre-
quencies for horizontal modes are specified (Tsh). When 
necessary, different sampling rates can be attached to the 
channels. The same holds of course for channels for ver-
tical modes. 
The main purpose of the communication diagram is to 
specify flow of information between the processes – here 
different control modes. The channels are designated by 
their names and type of object that can be communicated 
over them. In addition, a communication diagram allows 
specification of processes interfaces the channels are at-
tached to. 
In order to clarify the way of specifying reactive be-
havior on external events (and by the way hierarchical 
organization of the processes), let us have a look on in-
ternals of motionControlH process from Figure 6, 
that is sketched on Figure 7. 
The diagrams involve observation of pressing a joy-
stick button as an external event that causes termination 
of Servo mode for horizontal axis, actually mode switch 
to Homing. Observing the external event is specified by a 
special process (“?”) that means transferring an event 
from an external channel. Repetition of execution of con-
trol law for servo control in every sampling period (as 
well as observation of the external event occurrences) is 
specified by another special process for iterations (“µ"). 
On communication diagram 7a it is indicated that the 
occurrence of pressing the joystick button can influence 
the repetitions. At composition diagram 7b small bubbles 
attached to the µ process specify that repetitions encom-
pass both servo control process and inputting external 
events, but that outputting zero steering to the motors 
(modeled by the third special process “!”) is performed 
just once, in sequence of the repetitions termination. 
servoHorizontal 
:PositionControllerHorizontal
20Process 
µ 
[status != 2] 
control 
joystick_axis 
? joystick_buttons 
feedback 
chanin[2]
chanout [1] 
status=0:in
! zero=0.0:doubleleftmax 
rightmax 
chanin[0] chanin[1]
chanin[3]
servoHorizontal 
:PositionControllerHorizontal
20Process 
µ 
[status != 2] 
? 
joystick_buttons [true] feedback [true] 
! 
(a) Communication diagram of motionControlH 
(a) Composition diagram of motionControlH 
Figure 7.  CSP diagram of process for horizontal position controller 
PROCEEDINGS OF THE 4TH PROGRESS SYMPOSIUM ON EMBEDDED SYSTEMS
© PROGRESS/STW 2003, ISBN 90-73461-37-5 OCTOBRE 22, 2003, NBC NIEUWEGEIN, NL
The nature of reaction to the external event is mod-
eled by a sort of ALTernative construct (a square in 
graphical notation). Namely, the CSP algebra specifies 
choices (or alternatives) in order of execution based on 
binary status (true or false) of corresponding guard 
statements. The guards (and their active values in square 
brackets) are specified on the composition diagram. The 
semantics in this particular example is the following: if 
event feedback occurs (true) and event joy-
stick_buttons does not (false) the process for 
servo control mode will be scheduled. In the vice versa 
case the process of inputting joystick button is scheduled, 
that by modifying status variable causes the termina-
tion of the repetitive composition. But what happens in 
the case both guards are false or true? If both are 
false, no one of the processes is scheduled, and the 
“µ" process takes over – does a delay to the beginning of 
the next sampling period. But if both guards are true, 
original ALTernative construct from CSP allows for an 
arbitrary choice of any of two processes in the relation. 
Since we want to specify that reaction on the external 
event must preempt the execution of the mode controller, 
we refine the relation by using prioritized version of the 
choice operator, namely PRIALT. In that way it is en-
sured that reaction on the external event gets higher pri-
ority then Servo mode execution. 
In respect with accessing I/O hardware, here can be 
said that all channels feedback, joystick_axis, 
joystick_buttons and control get specialized 
when the design is targeted to a chosen hardware plat-
form. Namely, in those channels the implementer plugs-
in link drivers for reading an encoder, an Analogue-to-
Digital converter connected to the joystick, a status bit 
(or probably interrupt line) for the joystick button, and 
finally a Digital-to-Analog converter for steering the mo-
tor (through the control channel). When the design 
has to be ported to another platform, these link drivers 
just need to be replaced with appropriate ones. The simi-
lar holds for channels that connect processes on remote 
platforms – the issue of distributiveness. 
 
IV. CONCLUDING REMARKS 
After two years of research efforts focused on elimi-
nating a design cycle discontinuity between developing 
control laws and implementing them, a state of the art of 
an emerging design trajectory is presented.  A guidance 
for transformation of the control engineering block dia-
gram language to the control software processes started 
coming in sight. The CSP diagrams provide links for re-
finements of the substantial control system objectives 
towards complete runnable computer code and language 
for composing the computer code as a concurrent ensem-
ble. The CT libraries catch the necessary constructs for 
building the compositional network structure, timing as-
pects, reactiveness and a CSP-consistent hardware access 
framework. The control code is generated automatically 
from executable control models, thus eliminating unnec-
essary manual control code composition, infamous as 
time consuming and error prone. 
The next refinements and developments of the meth-
odology are being taken towards extension of our CASE 
tool for manipulating CSP diagrams as a Graphical Mod-
eling Language - GML editor. The special attention is 
paid to integration with the CAD tool for developing 
control laws 20-sim, in particular on enabling dichotomy 
instance-class for CSP processes in connection with 20-
sim submodels and the correlation model-experiment. 
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