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1. Introduction
A couple of terms will be clarified before starting. A working time model is an arrangement during 
which an employee works a certain amount of time for an employer  in exchange of something 
(usually money). A roster is basically a list, especially of names but in this project a roster will be a 
list of workers' names and the times when they are required to work (organized as a table). The 
words schedule and timetable will be sometimes used as a synonym of roster in this paper.
1.1 Objectives
In order to enter data and process working time on a computer and assign slots in the roster of  
employees,  an  appropriate  data  model  and  input-/display  procedures  are  essential.  The  main 
objective  of  this  project  is  to  develop  a  data  model  for  working time  models  and rosters  and 
evaluate it. Therefore it is important to take into account the different actual working time models. 
The according tools and interfaces should be designed to support the user of the system instead of  
constraining him.
Therefore, the goals of this Master Thesis are:
• To give  an overview of  the  working time  models  existing  in  the  labor  market  and the 
stakeholders.
• To review literature and software in the field of data models and input-/display methods for 
working time models and rosters in order to build up a data model and an application.
• To implement and to evaluate our application. This application is also compared to other 
existing software.
1.2 Scope
The main aim of this Master Thesis is to show that it makes sense to study the working time models 
field in order to try to improve or to find a proper data model. After this analysis is done, it will be 
decided if the final data model is going to be implemented or if any of the other mentioned models  
are going to be further developed. Of course an existing data model can only be expanded if the 
author allow it.
The following tasks will be completed:
• Review of literature and software in the field of data models and input-/display methods for 
working time models and rosters.
• Inventory of working time models
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• Development of a data model for the working time models
• Implementation of this data model (with a proper Data Base and User Interface)
• Evaluation of the application and comparison with other software solutions.
This thesis will try to take into account all the working time models. This will be complicated since 
there are many working time models. Our target will be to analyze as many working time models as 
possible. This set should be seen as a summarized time models group and any existing time model 
should be able to be assimilated into one of them.
It is also important to say that some working time models will be studied and mentioned during the 
whole diploma thesis, but they will not be modeled, as these time models can be combined with all 
the working time models studied. For example, a phased retirement can also be seen as a voluntary 
reduced working time or even as a sabbatical period.
1.3 Justification
1.3.1 Times are changing
RIFKIN (2011) in his book “The third industrial revolution” explains that our industrial civilization 
is at a crossroads. Oil and the other fossil fuel energies that make up the industrial way of life are  
sunsetting, and the technologies made from and propelled by these energies are antiquated.  The 
entire industrial infrastructure built off of fossil fuels is aging and in disrepair. The result is that 
unemployment  is  rising  to  dangerous  levels  all  over  the  world.  Governments,  businesses  and 
consumers are awash in debt and living standards are declining everywhere.
Since the beginning of the Great Recession in the summer of 2008, governments,  the business 
community, and civil society have been embroiled in a fierce debate over how to restart the global 
economy.  Finding  that  new  vision  requires  an  understanding  of  the  technological  forces  that 
precipitate the profound transformations in society.
“With the more fierce competition of enterprises, low cost strategy is altering the life of people.  
Employees  are  working  longer  hours,  and in  some  cases  have  more  duties  to  perform,  which 
increases  work  demand.  Women  are  entering  the  workforce  at  an  increasing  rate,  many  have 
children or dependents. Further, in many households both partners work, creating dual demands in 
work and family for both individuals.  Physical  and psychological  health,  such work stress,  job 
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burnout,  marital  crisis,  force  individuals  change  their  work  philosophy  to  pursue  the  balance 
between work and personal life outside of work” (MA, XU 2009 p. 1).
1.3.2 New panorama
New  working  time  models  like  flexible  time  emerged  in  the  past  years  thanks  to  the  new 
technologies.  According to  LEE,  MCCANN and MESSENGER (2007, p.  120),  companies  and 
workers all  around the world tend in the same direction: more flexibility.  This recent trend has 
made necessary for businesses to introduce their own working programs and to reduce the risk of 
losing valued employees. At the same time, flexible options not only strengthen commitment, but 
also give employees more time to handle the very situations that sometimes lead to absenteeism.
The main goal of this project is to understand the existing working time models and try to give an  
overview of  them.  Once  this  part  is  done,  a  data  model  of  the  working  time  models  will  be 
established (or improved from an existing one) and implemented (if not already done). There are 
dozens of different applications which already deal with working time models and rosters. These 
already  give  us  an  idea  of  how the  market  actually  is.  Despite  the  high  number  of  available 
applications, no one allows the user to directly choose a concrete working time model in order to 
prepare working schedules.
1.4 Outline
The thesis is divided in seven chapters, one per each step of work.
Chapter 1 is an introduction which contains the main objectives. The limits of the project are clearly 
established.
In chapter 2,  the so called “Context” of the project will be presented. This chapter also contains a 
short overview of working time history, the private lives of workers and scheduling problems. Then 
a review of working time models, rosters and commercial software is presented. This chapter will 
be important to understand the steps to follow during this thesis.
Chapter 3 will contain an inventory of the most important working time models. The purpose of this 
section is to know and understand the most relevant  working time models  that are going to be 
modeled and implemented in this project.
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In chapter 4, the description of the UML modeling of the working time models will be made. After 
a quick introduction to UML, an explaination of all the steps from the first conception of the model 
until the last version will be presented. The way that concrete time models are modeled will also be 
explained.
Chapter 5 is the section of this project where the implementation of the model will be analyzed. It 
will contain three differentiated parts: first,  the system; then, the input and output interface and 
finally, the data base. The deployment of the software will also be commented in this part of the 
project.
Chapter 6 will be the evaluation chapter. It will include a qualitative survey with volunteers who 
will try our software. 
Finally in chapter 7, the conclusions and the future prospects will be made, with explanations of 
what can be improved. This chapter will also contain the summary of the project.
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2. Context
In order  to  understand the whole concept  of the project,  the main  goals  of  the project  will  be 
discussed as well as the history of working time models focusing on the conflict between working 
time and private life (and the problems arising from this). An overview of working time models 
history and trends is provided in the second part of this chapter. Finally, some commercial software 
reviews will be presented
2.1 Working time conflict and history
2.1.1 Origin: Industrial revolution
“In the eighteenth century, the combination of technical innovations that we known as the Industrial 
Revolution made the factory both feasible and dominant. From the 1770s on, then, an increasing 
number of workers found themselves employed at jobs that required them to appear by a set time 
every  morning  and  work  for  a  day  whose  duration  and  wage  were  a  functions  of  the  clock” 
(BLYTON 1985, p.  1). New labor habits  were formed and a new time-discipline was imposed 
through bells and clocks.
In the 19th century, the labor movement appeared to reduce the standard hours in paid employment 
in order to increase hours for leisure and to prevent feared technological unemployment. There was 
a growing sense that the work journal was too long. This was an important problem for society 
which later lead to some writers trying to reflect this  problem in their  works. One of the most  
important books in this field was Germinal by Émile ZOLA (2001).
It is true that the industrial revolution marks a fundamental change in the significance of time in the 
work process. Words like discipline, time keeping and control of time became characteristics of an 
industrial system based on predictability, regularity and synchronization. Two centuries away from 
the industrial revolution time remains a principal component of the modern work organization and a 
crucial aspect of the deal struck between employer and worker. The concept of time spent at the 
workplace represents an essential  characteristic of the nature and experience of work; overtime, 
part-time, time and motion, etc…
Annual and weekly hours in Europe declined in recent decades.  Several social  and institutional 
factors  account  for  these  differences  between  countries,  including  statutory  and  collectively 
negotiated restrictions on standard and overtime hours in the European countries. There has been a 
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renewed interest from governments and unions in reducing working time in the European Union, 
largely as an employment policy tool. Some countries in western Europe have cut the
standard work week, sometimes even down to a 35- hour work week (PLANTENGA, REMERY 
2010 p.22-23).
There is also evidence of a proliferation of jobs with nonstandard working hours and variability of 
scheduled hours, which represents a departure from the historical standardization. In the USA and 
throughout  Europe  especially  there  is  an  increasing  diversity  of  work  patterns  across  sectors, 
industries,  and  even  individual  workers.  In  the  past  two  decades,  the  concept  of  workers’ 
participation  in  decision-making  has  received  widespread attention  from both  management  and 
unions. 
One work aspect in which employee influence has increased very little, however, is the pattern of 
working  time.  Any  increase  in  worker  control  which  participation  has  engendered  has  been 
concentrated on issues such as the organization of work task and aspects of working conditions, but 
not on the pattern of working time.
2.1.2 Working time conflict
According to BURKE (2007, p. 3), work provides many benefits such as income, social contacts, 
the opportunity to acquire and use skills, feelings of accomplishment as well as a sense of purpose 
and meaning. But work also has some costs such as fatigue, time away from friends and family, and 
in some cases, psychological or physical health problems. The working time conflict starts when 
costs surpass benefits.
Some industrialized nations legally mandate a maximum work week length between 35 and 45 
hours per week, and, require 2 to 5 holiday weeks per year (EVANS, LIPPOLDT, MARIANNA 
2001, p. 1-3). However,  a person’s actual  number of work hours per week cannot fall  below a 
certain  minimum without  compromising  a  nation’s  ability  to  produce the material  standards  of 
living to which its citizens have grown accustomed. If the work week is too short compared to that 
society's  ideal,  then  the  society  suffers  from underemployment  of  labor  and human  capital.  In 
contrast, a work week that is too long will result in more material goods at the cost of stress and 
other health problems. Furthermore, children are likely to receive less attention from busy parents, 
and their childhoods are likely to be subjectively worse. The exact ways in which long work weeks 
affect culture, public health, and education are debated.
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Due to these changing circumstances, the International Labour Office (ILO 2008, p. 9-11) describes 
“Decent  Work”  like  the  sum  of  the  aspirations  of  people  in  their  working  lives.  It  involves 
opportunities for work that is productive and delivers a fair income, security in the workplace and 
social  protection  for  families,  better  prospects  for  personal  development  and social  integration, 
freedom for people to express their concerns, organize and participate in the decisions that affect 
their lives and equality of opportunity and treatment for all women and men. 
It is clear that currently, the working time problem is once again one of the most noticed problems 
in a company.  The issue is  a focal  point for discussions about  social  values,  family dynamics, 
economic  competitiveness,  and the  very nature  of  economic  growth and development  (SFEIR-
YOUNIS 2004, p.62-65). For a better  understanding of the working time problem,  it  would be 
interesting to take a look at the types of working schedules and what kinds of problems appear.
2.1.3 Flexibility
According to STOCK, ZÜLCH (2005, p. 57), in recent years flexible working time systems have 
been established in many service departments due to the fact that they enable the adjustment of the 
assignment of personnel to the fluctuating appearance of customers. The configuration of a flexible 
working time model has turned out to be a very complex task since, in addition to the interests of 
the service department (work demands) and those of the employees (workers preferences), further 
parameters, e.g. legal regulations or ergonomic recommendations must be considered (see them in 
HORNBERGER, KNAUTH 2000, pp. 25). Moreover, the design of any appropriate working time 
model is aggravated by some factors and the most important is the complexity that arises from the 
numerous alternatively or complementary applicable working time models. Approximately 10000 
different working time models are in use worldwide, clearly illustrating that “the” working time 
model does not exist.
So which working time models and how should they be modeled? The is no right answer to this 
question but this project will try to approach it. To do that, I am going to try to focus on flexibility 
during the whole project. In other words, I will try to made a flexible model which allow the user a 
high degree of flexibility in the way the working time models are established in the program.
2.2 Working time modeling and schedules review
Industrial revolution  marks a fundamental change in the significance of time. In the essay called 
Advice  to  a  Young  Tradesman,  Written  by  an  Old  One  (1748),  Benjamin  Franklin  wrote 
“Remember that time is money”. In other words, time is valuable and money is wasted when a 
12
person's time is not used productively. Since time becomes a valuable good, the need to organize 
personal time appears.
With the advent of new technologies, everything is computerized. Calendars and personal schedules 
are present since almost always on personal computers. One of the most famous softwares about 
these topics are Microsoft Outlook and its direct rival, Modzilla Thunderbird. Both present very 
intuitive interfaces, simple design and are graphically pleasing. On the next pictures, some views of 
the different main windows of the programs are presented.
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Illustration 1: Screen-shot of Modzilla Thunderbird's calendar (Spanish version)
Illustration 2: Screen-shot of Microsoft Outlook's calendar (Web version)
On the picture above, a web version of the Microsoft Outlook is presented. This version is simpler 
than the standard version. Nevertheless, both programs are quite similar: on the left column, there is 
a menu with different views and a calendar for a quick search and on the center of the window the 
schedule  for  a  concrete  week  or  day.  Just  two  examples  are  presented,  but  generally,  all  the 
software about schedules and time organization are quite similar.
On the next section, software in the domain of workday planning will be presented.
2.3 Commercial software review
One of our main objectives is the review of literature and software in the field of data models and 
input-/display methods for working time models and rosters. 
2.3.1 E-Shift Design
The article of HÖFER, HOLZHÄUSER and LENNINGS (2009, p.17) says that the program is a 
simple  and  practical  tool  for  those  who  work  in  the  design  of  compliant  shift  patterns  and 
ergonomic support. This excel-based program provides an easy access to the planning layer and 
supports the rapid and independent familiarization with the subject. 
We tried to model a 3-week-shift working time in e-Shift Design during 3 weeks and the result is 
show below:
There  is  3  different  groups  (A,  b  and  C)  and  3  different  shifts  (Frühschicht,  Spätschicht  and 
Nachtschicht) with rotations. We can see that the program is very interesting for shift design and 
has many different views (per week, per year, per group, …). It is also very easy to use and intuitive 
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Illustration 3: Screen-shot from an e-Shift Design model
and the fact that it is excel-based assures that the program is compatible with almost all OS and 
distributions.
On the other hand, e-Shift Design is a program focused on working time models with shifts. In fact 
it can only model working time models with shifts or similar.
2.3.2 Osim-GAM
“The ifab-Institute for Human and Industrial Engineering of the University of Karlsruhe (Germany) 
has  developed a simulation-based procedure  with working time models  in  hospitals”  (ZÜLCH, 
STOCK,  HRDINA, 2008, p. 495). “This tool allows for the simulation both of production and 
service  companies  and  has  already  been  used  successfully  in  numerous  simulation  studies  for 
configuring working time models” (ZÜLCH, STOCK, LEUPOLD, 2011, p. 2160). Working time 
models can be assessed in an objective, efficient and qualitative manner.
The picture  above  represents a  3-week-shift  working time  model  during  one week.  There is  3 
different groups (A, B and C) and 3 different shifts (Frühschicht, Spätschicht and Nachtschicht) 
with rotations. An interesting feature is that the daily shift can be allocated manually in the roster by 
selecting the shift on the right column and then clicking on a concrete day.
Another interesting OSim-GAM feature is the way ressources are modeled: all the elements related 
to work are thought as ressources. That includes workers, groups of workers, supervisors, working 
15
Illustration 4: Screen-shot from an OSim-GAM model
environments, procedings and material consumed or employed. To assimilate all these elements to 
the same thing (a “ressource”) simplifies the model and this should be taken into account for the 
development of the project.
However, in order to configure OSim-GAM properly for each concrete case, the program had to be 
supplemented by novel concepts. For example, according to ZÜLCH, STOCK and HRDINA (2007, 
p.  328),   “OSim-GAM was extended through a hospital  specific  modeling  concept”.  The same 
happened when modeling and assessing conflicts between professional and private life. I will try to 
find a generic model which does not need extensions for each new occurrence.
2.3.3 BASS 4
According to the official website of GAWO (2012), BASS 4 is a computer program that enables the 
design and evaluation of simple to highly complex work schedules. It considers in addition to a 
variety of legal  and contract  conditions,  economic aspects and the actual  exposure situation (in 
particular, scientific recommendations on working time). BASS 4 also includes work-physiological 
criteria,  such as the number of consecutive night shifts, as well as psycho-social criteria,  which 
include the interaction between work and leisure. A variety of useful functions and the user-friendly 
user interface are some of the highlights of the program. All these characteristics make BASS 4 an 
effective and efficient software for the design and evaluation of work schedules.
According to the article by BÖKER (2011, p. 29-32), special requirements, like high flexibility,  
resulting part-time work, emergency services, etc. are not shown. However, the program is able to 
generate relatively fast layer models, which largely meet the requirements previously entered and 
can be optimized manually.  Usually,  BASS finds a result for the input problem quickly but the 
generated schedule contains several errors that need to be removed manually or by changing the 
criteria in another generation runs. This program seems to be not very useful for modeling and 
scheduling simple working time models. We can see an example in the picture below:
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Illustration 5: Screen-shot from a 3-shift model over 4 weeks on BASS 4 (GAWO 2010, p. 8)
2.3.4 XIMES OPA and SPA
According to XIMES (2008, p. 2-3), the company XIMES offers three different products:
Time Intelligence Solutions (TIS) – The intelligent universal tool for forecasting, determine staffing 
needs and personnel controlling.
Operating Hours Assistant (OPA) – Optimal staff coverage through the best possible service times.
Shift Plan Assistant (SPA) – The creative tool for flexible shift schedules
On this review, only the OPA and SPA will be analyzed. These programs support virtually every 
sector  of  the  entire  process,  from needs  assessment  to  specialized  differentiated  layer  models 
according to BÖKER (2011, p. 28-29). The XIMES experts created an algorithm to develop their 
shift  patterns  and  the  various  functions  of  the  software.  In  addition  to  the  program,  the 
manufacturers  offer  comprehensive  assistance,  a  hotline,   counseling  and  training  for  working 
managers.
Ximes SPA operates in phases and allows the user to make a choice after each step to be worked 
with further. The generation usually takes longer than in other programs because it can be adjusted 
much  more  and  has  more  sophisticated  criteria.  This  program,  like  BASS 4  seems  to  be  too 
sophisticated  for simple  working time models.  For example,  BÖKER (2011,  p.  31-32)  tried to 
create a 4-shift model and the SPA established that there will be only a few solutions that meet all  
criteria. The first generation result is quite acceptable and a good basis for manual optimization.
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Illustration 6: Screen-shot from a 4-shift model on Shift Plan Assistant (XIMES 2012, p. 14)
2.4 Conclusions
Most of the existing software don't allow the selection of a concrete time model. This means that 
the user has to introduce the input data of the organization and wait to obtain a result. Usually, this  
output can be improved or updated with new data or filters. One of the main objectives should be to 
give more freedom to the user because he has the last word always.
Another  interesting  thing  to  note  is  that  commercial  software  is  usually  very  sophisticated. 
Although these programs are quite  useful  and complete,  they are complicated and they are not 
designed for little organizations.  We will also try to be realistic  and focus on developing user-
friendly software with full control over the working time models.
18
3. Inventory of working time models
Our main objective is to categorize and to draw an inventory of working time models in order to 
choose and to design the data model that fits the requirements of this work. For that purpose, some 
working time models are going to be studied emphasizing their characteristics.
There are many different working time schedules. However, it is difficult  to accurately count the 
number of working time schedules being used by governments, trade organizations or trade unions. 
According to  ROSA, COLLIGAN (1997, p.  6),  different  schedules  could be used by the same 
occupation, the same industry or even in the same workplace adding new recombined models to the 
list of working time models.
So, in the first part of the chapter, the inventory of working time models will be defined, taking into 
account some features. All the information will be collected in order to get a final generic modeling 
concept for the working time models. Here comes the list of working time models that will be later  
modeled on the program. In other words, these working time models will be implemented in the 
software and available for working with them.
3.1 Full-time
Full-time  employment  is  employment  in  which  the  employee  works  the  full  number  of  hours 
defined as such by his/her employer. Typically, the worker should start and end working at concrete 
hours. The difference between full-time and part-time is in the number of hours. “Forty hours is the  
typical  number  of  hours  people have  to  work to  be considered  a  full-time employee,  although 
working fewer hours happens” (BROWN, 2012).  In fact,  in some countries like Germany,  that 
happens a lot acutually.  For example,  I worked as “Werkstudent” in a german company with a 
contract of 35 hours per week and most of my colleagues also had this kind of agreement. In any 
case, when trying to meet a deadline, workers work more hours generally. 
Usually  full-time  workers  are  not  allowed  to  work  for  other  companies  or  to  have  other  jobs 
because a full-time occupation leaves no time for anything else. That's the reason because full-time 
workers are more valuable to the companies. These employees participate fully in the organization, 
are more involved in the decision-making process and totally committed. From the worker's point of 
view, full-time jobs are also very interesting since “this usually means having a consistent work 




The ILO Part-Time Work Convention, 1994 (No. 175), deﬁnes a part-time worker as an “employed 
person whose normal hours of work are less than those of comparable full-time workers” (ILO 
2004, p. 1). “Depending on the organization, part-time hours can be any number of hours under 40. 
A common range would be 20 to 30 hours. Some part-time employees are regular part time, while 
others might be contingent, such as adjunct instructors” (BROWN,  2012). 
Part-time  jobs  have  many  advantages,  both  for  the  employer  and  for  the  employee.  From an 
employer's point of view, part-time allows to “employ a person to do a specific job on a certain day 
or a number of days  per week or a set number of hours per day.  This gives the employer  the 
flexibility  to  have  a  number  of  people  to  do  specialized  work  within  the  company” 
(MASCARENHAS 2010). For example, let's imagine that a library needs the services of a book-
keeper and a data entry operator. However, there is not enough money for paying both of them at 
full-time, a possible option would be to get two part-time workers specialized in those areas.
On the other side, for the employee, part-time work allows a “better balance between work and 
family life” (ILO 2004, p. 3). For example, “it could be that students cannot work full time and 
continue  their  studies,  or  mothers  who  wish  to  look  after  the  children  themselves” 
(MASCARENHAS 2010). Part-time jobs are also interesting because they are a very good entry 
point into the labor market and therefore facilitates the creation of jobs. Besides, “a part time job 
can also be used to supplement a full time income” (MASCARENHAS 2010).
3.3 Job-sharing
“Job sharing is a form of part-time work in which two (or occasionally more) people share the 
responsibility for a full-time job. They share the pay and benefits in proportion to the worked hours. 
Job sharers may work split days, split weeks, or alternate weeks” (ACAS 2010 p. 8).
Employees who do this kind of jobs, sometimes, give quality of life as the main reason why they 
only want to work part  time. After considering the amount  of time they spent at work and the  
amount of time they were able to spend on leisure activities, they opted to work less so they could 
enjoy  life  much  more.  There  are  also  some  advantages  for  the  employers,  such  as  skills 
development, productivity and innovation rise. All the advantages and disadvantages can be found 
in in MARSHALL (1997).
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3.4 Seasonal work
“The seasonal job is a short-term position based on season, or a higher demand of workers for  
particular  parts  of  the  year”  (ELLIS-CHRISTENSEN,  2012).  “Seasonal  work  combines  a 
potentially longer-term, relational aspect with short-term, precarious employment and indicates the 
need to consider not only the linear dimensions of time in assessing contingent work but also its  
cyclical nature” (AINSWORTH, PRUSS 2009, p. 232).
Even if this kind of work is usually associated to immigration and precarious work, it is an excellent 
opportunity for people seeking to make some money on their extra time. For example, students can 
work on their holidays in order to earn something and to begin to enter in the labor market. It is also 
attractive for both employers and employees because it allows to build relationships and if you’ve 
worked well for an employer in a prior season, they’re will probably be more inclined to hire you in 
the future, as they’re well aware of your skills and abilities.
3.5 Overtime
A common definition of overtime work is the amount of time someone works more than the normal 
working hours. For example, more than eight hours in a day. The normal amount of hours can be 
determined in several ways but the most common ones are by legislation and by agreement between 
employers and workers (or their representatives). This agreement should be officially ordered and 
approved by management and is performed by an employee.
There are many laws designed to dissuade or prevent employers from forcing their employees to 
work  excessively long hours.  A part  from the  humanitarian  considerations,  like  preserving the 
health of workers, it also helps from increasing the overall level of employment in the economy. In 
Germany, the “State has altogether a minor part in the regulation on working arrangements”.  The 
government  only  defines  “minimum  conditions  which  have  to  be  observed  compulsory  when 
arranging working time” (CARL, MAIER 2009, p.4). Further information over German work law 
can be found in that paper.
One common approach is  to  regulate  overtime requiring employers  to  pay workers at  a higher 
hourly rate for overtime work. Companies may choose to pay workers higher overtime pay even if 
they are not forced to do so by law, this is very typical when they believe that they face a backward 
bending supply curve of labor. One of the most common options of overtime work arrangement is 
Time off in Lieu. According to LONSDALE (2012), Time off  in Lieu (TOIL) refers to a type of 
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work schedule  arrangement  that  allows  workers  to  take  time  off  instead  of,  or  in  addition  to, 
receiving overtime pay.  So, that the employer, instead of receiving money, will receive time off for 
each hour worked on certain agreed days.
3.6 Shift-work
“In general, the term ‘shift work’ is quite vague and includes any organization of working hours 
that differ from the traditional diurnal work period; sometimes it is a synonymous of irregular or 
odd working hours” (COSTA 2003, p. 264). The work is organized in shifts. Each of these shifts is 
bounded  in  time  in  order  to  cover  all  the  hours  of  operation  (generally  shifts  boundaries  are 
designed so that they don't overlap).
This employment practice is usually designed to keep an organization operating during 24 hours a 
day, 7 days a week. “Shift work occurs whenever 24 hour coverage is necessary or when a 24 hour 
day optimizes work output and productivity. Many approaches to shift work exist and each shift 
work schedule has challenges” (HEATHFIELD 2011). 
“Under  these  definitions,  shift-workers  include  all  people  working  evening  shift,  night  shift, 
rotating shifts, split shifts, or irregular or on-call schedules both during the week and at weekends” 
(IWH 2005, p. 1). 
In order to have a better idea about what Shift-work is, an example of Shift-work working times 
will be mentioned: the three shift example. It is used in the warehouse of the “Hospital Universitari 
Vall d'Hebron” where I worked.
In the case of a 24 hours operation,  the workday will  usually be divided in three shifts. If the 
workday of each employee is 8 hours, these are the three different shifts:
• Morning or first shift. The morning (or first) shift is the one that starts between 6 a.m. and 
it finishes at 2 p.m.
• Afternoon or second Shift. The Afternoon (or second) shift is the one that starts between 2 
p.m. and finishes at 10 p.m. This second shift,  occupies the time in during which many 
people finish work and socialize.
• Night or third Shift. The Night (or third) Shift is the one that starts between 10 p.m. and 
finishes at  6 a.m.  This third shift,  creates a situation in which the employee  must sleep 
during the day.
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This is generally worked over a five-day week, to provide coverage 24/5. The three shift example 
can be summarized in the following table:
Time Monday Tuesday   Wednesday Thursday Friday Saturday Sunday
06:00 to 14:00  1st Shift 1st Shift 1st Shift 1st Shift 1st Shift Off Off 
14:00 to 22:00 2nd Shift 2nd Shift 2nd Shift 2nd Shift 2nd Shift Off Off 
22:00 to 06:00 3rd Shift 3rd Shift 3rd Shift 3rd Shift 3rd Shift Off Off 
Table 1: Three shift example
Shift work has also two different forms: rotating or fixed shifts. 
“Rotating shift schedules mean that employees will regularly switch to a different shift (e.g., days to 
afternoons to nights)”(OLIVER, CAPSHAW 2012). Here are some examples:
- Traditional rotating schedules: Each crew changes from one shift to another weekly.
- Slow rotation schedules: Rotation is not done automatically every week. The crews may have to 
change to a new shift every month or even every year.
- Partial rotation schedules: Only a portion of a crew rotates. The others stay on their fixed shift all 
the time.
- Oscillating schedules: These schedules usually have two shifts that rotate back and forth while the 
third shift remains fixed.
On a fixed shift schedule, each crew or worker comes into work at the same time every day they are 
scheduled to work. “Fixed shift schedules mean that employees always work the same shift (e.g., 
day shift). They may work different days each week, but always on the same shift”  (OLIVER, 
CAPSHAW 2012). Some variations can include a rotation between days off during the week or 
varying shift lengths.
Acording to CVTIPS (2012), shift-work has some important disadvantages for workers. First of all, 
workers are forced to work during unsettling schedules different from the normal working hours. 
This may have a big impact on the workers Work-Life balance (especially for those who work on 
night shifts). Another point to take into consideration is the fact that the shifts are different and 
therefore there will be inequality among them. Usually the night workers are gratified with higher 
remuneration as payoff for these differences.
According  to  WORKPLACE  FLEXIBILY  2010  (p.  3)  the  workers  can  usually  do  some 
arrangements regarding shifts and breaks.
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a) Shift Arrangements.
Workers who are assigned shifts by their employers enter into arrangements with their employers 
giving them more flexibility regarding the shifts they are assigned. For example, a husband and 
wife working together enter into an arrangement to ensure their shifts are staggered so that they will 
have child care coverage for their children.
b) Break Arrangements.
Workers  who  generally  can  only  take  assigned  breaks  enter  into  an  arrangement  with  their 
employers giving them more flexibility over when they take breaks. For example, a worker with 
diabetes is allowed to set his/her own break schedule in order to ensure an opportunity to eat snacks 
and meals every three hours.
3.7 Term-time working
“With term-time working an employee works regular hours during school terms but takes time off 
over  school  holidays.  This  kind  of  work  is  common in  educational  environments  and is  often 
popular with parents of school-age children” (ALEXANDER 2012). In fact, it is designed primarily 
for parents with school age children, so they only work when their children are at school. This 
means,  that  the  parents  could  be  during the  summer,  Christmas,  Easter  holidays  and half-term 
breaks (if any) with their children. In summary, it's like any other working time model but with an 
average of 13 weeks of time off per year.
“Not all employers are keen to set up term-time working schemes. They might be reluctant to find 
cover  for  the  extra  eight  or  so weeks of  absence.  But,  in  some jobs,  with seasonal  peaks  and 
troughs, an employer might actually prefer you to take up a term-time working scheme. Term-time 
work is not the same as seasonal work, though. Term-time workers have a permanent contract that 
continues throughout school holidays and during periods of paid and unpaid leave. This means that 
your employment rights and advantages are the same as for other employees” (BRENNAN 2012, 
p.1).
According  to  LEWIS  (2002),  term-time  jobs  have  some  disadvantages:  first  of  all,  a  salary 
reduction. If the employee works less hours, he will earn less money. It also affects the chances of 
promotion in the company; it is very difficult for a worker to have an important role in an enterprise 
if he is on holidays a lot of weeks per year.
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3.8 Sabbatical
This term comes from Hebrew “sabbat” or “sabbath”, which means literally “ceasing”. In part, it's  
complicated to classify sabbatical as a working time model because it is a rest from work. But it is 
also true that sabbaticals are a growing trend and it can't be ignored: “In a 1990 poll conducted for  
the magazine Special Report, 64 percent of respondents aged 25 to 49 reported that they regularly 
dreamed about quitting their jobs to go off and do something else for a while” (ROGAK 1994, p. 
10). 
As seen in COSTER (2010), hundreds of companies, including Boston Consulting Group or eBay, 
offer paid and unpaid sabbaticals for employees who want to improve their health, recover from job 
burnout, develop new skills or clarify what they want to do with their lives. Usually, the worker 
who  decides  to  do  so,  ceases  from two  months  to  a  year.  In  this  project,  sabbaticals  will  be 
modelled as a kind of holiday instead of a working time model.
3.9 Flexible working time models
As  an  introduction  to  the  flexible  working  time  models,  let's  have  a  look  at  the  information 
furnished by the BMW Group (2002) about working times: only those companies that organize 
work more efficiently and make more continuous and extensive use of their plant and equipment 
stay ahead. The flexible organization of operating time and thus working hours represent a key 
prerequisite in this regard.
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Illustration 7: Flexible work time models (BMW 2002, p. 3)
WORKPLACE FLEXIBILY 2010 (p. 1) mentions that flexible work arrangement include :
1. Flexibility in the scheduling of hours worked, such as alternative work schedules (e.g., ﬂex 
time and compressed workweeks), and arrangements regarding shift and break schedules;
2. Flexibility in the amount of hours worked, such as part time work and job shares; and
3. Flexibility in the place of work, such as working at home or at a satellite location.
3.9.1 Flextime work
“Flextime,  a  work  schedule  that  permits  flexible  starting  and  quitting  times,  has  gained  wide 
currency  as  a  partial  solution  to  conflicts  between  work  and  family  life”  (CHRISTIANSEN, 
STAINES 1990 p.  455).  Usually flextime,  has  a  “core period”  (of  approximately 50% of  total 
working  period/day)  when the  employees  are  expected  to  be  at  work.  The rest  of  the  time  is 
“flextime”, in which the employees can choose when they work (depending on what the employer  
expects and the amount of work to be done). As seen in LORING, CURTIS (1984, p. 79), this 
working  time  model,  allows  the  employee  to  deviate  from  the  standard  work  week  without 
supervisor approval.
“In 1997, more than 25 million workers, or 27.6 percent of all full-time wage and salary workers 
varied their work hours to some degree. The proportion of workers on flexible work schedules—
either formal or informal—has  more than doubled  since 1985, when such data were first collected” 
(BEERS, 2000, p. 33). This information from the U.S. Department of Labour shows a trend that has 
increased in the past years and will continue to grow.
The benefits of Flextime can be found in FLEX PLANNER (2012) and HEATHFIELD (2012). The 
following benefits for the business can be listed:
• Greater staff morale and job satisfaction.  Most employers offering flexitime working report 
improvements in recruitment, absenteeism and productivity
•  Reduces stress and fatigue and unfocussed employees
•  Increases employee satisfaction and production
•  Measures employee’s  attendance – you only pay or time in attendance (delayed arrival 
caused by traffic congestion, delayed trains, doctor visits etc. are at employees expense)
And for the employees:
• Increased opportunity to fit other commitments and activities in with work, and make better 
use of their free time.
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•  More in control of their workloads, and manage a better balance between life and work. 
Allows you to schedule your travel; time to avoid congestion
•  Allows you bank time to be used for leisure / personal activities
•  Increased feeling of personal control over schedule and work environment.
There are many different models of flexible working time schedules. We are going to see some of 
them but all can be checked at OPM (2012).
3.9.1.1 Gliding Schedule
• Basic Work Requirement: A full-time employee must work 8 hours a day, 40 hours a week, 
and 80 hours a biweekly pay period. The agency head determines the number of hours a 
part-time  employee must work in a day, in a week, or in a biweekly pay period.
• Tour of Duty: Employers establish flexible and core hours. Gliding Schedules (means a type 
of flexible work schedule in which a full-time employee has a basic work requirement of 8 
hours in each day and 40 hours in each week, may select a starting and stopping time each 
day, and may change starting and stopping times daily within the established flexible hours) 
provide for flexible time brands at the start and end of the workday and may also allow for 
flexible hours at midday (during the lunch break). Employees must work during core hours.
• Core hours:  An employee  must  account  for missed  core hours  (means  the time periods 
during the period that are within the tour of duty during which an employee is required by 
the agency to be present for work) with leave, credit hours, or compensatory time off.
• Overtime work: Overtime work is work in excess of 8 hours in a day or 40 hours in a 
workweek, ordered in advance by management.
• Flexibility:  Employees  may vary arrival and departure times on a daily basis during the 
established flexible hours.
• Schedules: Check the picture below.
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Illustration 8: Example of Gliding Schedule (OPM 2012)
3.9.1.2 Variable day Schedule
• Basic Work Requirement: A full-time employee must work 40 hours a week. The agency 
head determines the number of hours a part-time employee must work in a week.
• Tour of duty:  Agencies establish flexible and core hours. Gliding Schedules provide for 
flexible time brands at the start and end of the workday and may also allow for flexible 
hours at midday (during the lunch break). Employees must work during core hours.
• Core hours:  An employee  must  account  for missed  core hours  (means  the time periods 
during the workday, workweek, or pay period that are within the tour of duty during which 
an employee covered by a flexible work schedule is required by the agency to be present for 
work) (if permitted) with leave, credit hours, or compensatory time off.
• Overtime work: Overtime work is work in excess of 8 hours in a day or 40 hours in a 
workweek, ordered in advance by management. 
• Flexibility:  Employees  may vary arrival and departure times on a daily basis during the 
established  flexible  hours.  An  employee  may  also  vary  the  length  of  the  workday.  An 
agency may limit the number of hours an employee may work on a daily basis.
• Schedule: Check the following picture.
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Illustration 9: Example of variable day schedule (OPM 2012)
3.9.1.3 Variable week Schedule
• Basic Work Requirement:  A full-time employee  must work 80 hours in a biweekly pay 
period. The agency head determines the number of hours a part-time employee must work in 
a biweekly pay period.
• Tour of duty:  Agencies establish flexible and core hours. Gliding Schedules provide for 
flexible time brands at the start and end of the workday and may also allow for flexible 
hours at midday (during the lunch break). Employees must work during core hours.
• Core hours: An employee  must account  for missed core hours (if permitted) with leave, 
credit hours, or compensatory time off.
• Overtime work: Overtime work is work in excess of 8 hours in a day or 40 hours in a 
workweek, ordered in advance by management.
• Flexibility:  Employees  may vary arrival and departure times on a daily basis during the 
established flexible hours. An employee may also vary the length of the workweek.
• Schedule: Check the picture on the next page.
So far, in the schedules presented, the employer can plan the whole week, fix some core hours  and 
give some flexibility to the employees. In flexible work schedules without core hours, the working 
time of the employee is not divided in core and flexible hours, so the employee has full flexibility. 
3.9.2 Compressed work week
“A compressed work week is an arrangement whereby employees work longer shifts in exchange 
for a reduction in the number of working days in their work cycle (i.e. on a weekly or biweekly 
basis)” (SIMCHA 1984, pp.116).
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Illustration 10: Example of variable week schedule (OPM 2012)
“Compressed working weeks involve the relocation of time worked into fewer and longer blocks 
during  the  week.  This  does  not  necessarily  involve  a  reduction  in  total  hours  worked  or  any 
extension in individual choice over which hours are worked” (ACAS, 2010, p. 9). Working a longer 
number of hours over four days, instead of over five days is a common arrangement. In a certain 
way, employees can build up additional hours which they take as a day or half-day away from 
work.
Summarizing the information by ACAS (2010) and SIMCHA (1984), the following advantages for 
employees can be listed:
• Possibility of additional days  off work (e.g. longer weekends allowing “mini-vacations”) 
and reduced commuting time, whereas employers  can extend their  daily operating hours 
with less need to resort to overtime.
• Particularly useful for employees who wish to reduce the number of days per week spent at 
work, but who cannot financially afford to decrease their working hours.
• Job Satisfaction
• A compressed work week can lead to lower absenteeism rates because it gives employees 
more time to go to appointments and fulfill other obligations.
According to KATEPOO (2012), here are some disadvantages of the compressed work week:
• An ongoing schedule of ten-hour or nine-hour days, while it may be the norm for some 
professionals already, can be physically and mentally draining.
• Not  only  is  the  workweek  squeezed  into  a  shorter  time  frame,  but  all  the  after-work 
activities must also be wedged into the remaining hours of each work day.
• Chronic fatigue caused by current work-family conflict time pressures may or may not be 
off-set by the regular day off.
Disadvantages for employers: (See all in HUMPHREY 2012)
• Longer  daily  hours  can  cause  greater  physical  and  mental  exertion,  requiring  sufficient 
stamina and energy. This can also raise concerns with respect to health and safety in the 
workplace,  since  risks  are  normally  higher  when  employees  are  fatigued.  These 
arrangements may therefore not always be appropriate in occupations requiring a high level 
of precision and sustained attention, especially in the handling of hazardous substances or 
equipment.
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• Some workers on extended work days  may pace themselves differently than workers on 
traditional shifts. Other employees may slow down at the end of a day as fatigue sets in. 
Most workers on four-day weeks need more breaks or longer breaks. These factors may 
mean less work is done in a week when compared to a traditional shift.
• Although employees  may work four-day weeks,  most businesses cannot  function on the 
same schedule.
• When  everyone  works  flexible  schedules,  finding  a  time  when  everyone  is  available 
becomes more difficult.
• In longer shifts more errors of the employees.
3.9.3 Annualized hours
“Flexible working time arrangements can also be provided in the form of "annualized" hours. These 
essentially allow employees to choose, within certain boundaries, their days and hours of work, 
with the proviso that they work a specified number of hours in a year. This can also be calculated  
over a shorter averaging period, be it on a monthly, biweekly, or other basis. Such arrangements 
combine elements of flex time and compressed workweeks and can have the added advantage of 
reducing recourse to overtime” (SAINT-CYR, 2007).
“This pattern originally developed in industries with a seasonal work flow, such as manufacturing, 
but  has  extended  into  retailing,  financial  services,  and  health  and  emergency  services” 
(ALEXANDER, 2012). Annualized hours contracts are normally (but not always) associated with 
shift work. According to ACAS (2010, p. 11), the annual hours an employee is contracted to work 
are normally split into:
• set shifts which cover the majority of the year
• inallocated shifts which the employee can be asked to work at short notice (these remaining hours 
are kept in reserve so that workers can be called in at short notice as required).
“Employers  may  also  benefit  from  such  arrangements  if  they  can  be  used  to  meet  seasonal 
variations and peak hours. Moreover, output and product quality can be improved if employees 
work during their most productive periods of the day” (SAINT-CYR, 2007). Other benefits for the 
employers are the improvement of competitiveness and productivity, costs reduction (among others 
because no overtime hours are paid).
On the employees  side, annualized working hours guarantees  a stable  income regardless of the 
weekly worked hours and a greater flexibility. Some disadvantages are the irregular and sometimes 
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unpredictable working hours. The whole set of disadvantages and advantages for both employees 
and employers can be found at ILO (2004 p. 3).
3.9.4 Hot-desking
“Hot-desking originates from the definition of being the temporary physical occupant of a work 
station or surface by a particular employee. The term hot-desking is thought to be derived from the 
naval practice, called hot racking, where sailors on different shifts share bunks. Originating as a 
trend in the late 1980s-early 1990s, hot-desking involves one desk shared between several people 
who use the desk at different times” (NUBEY 2009, p. 272).
Hot-desking presents many advantages for both employee and employer. The primary motivation 
for hot-desking is cost reduction though space savings. Also forces workers to be better organized 
as  they  don't  have  a  concrete  place  for  making  castles  of  documents  for  example  or  leave 
unattended stuff. Usually, the work surface is just a terminal link and the employee can work from 
anywhere (from home or “on the move”).
The  picture  above can  be  seen  as  an  example  where  two  workers  (“Angestellter  1”  and 
“Angestellter 2”) share a common work station (“CAD Arbeitsplatz). The main idea of the diagram 
is to see that both employees can work 8 hours per day without overlapping.
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Illustration 11: Staggered working hours for an extension of the daily life of a CAD workstation to  
12 hours (BECKER, EISSSING, EULER 1993, p. 480)
3.9.5 Phased retirement
“There is no single, recognized definition of phased retirement. The term may be described as a 
broad range of employment arrangements,  formal  and informal,  that allow an employee who is 
approaching normal retirement, to continue working, usually with a reduced workload, in transition 
from full-time work to full-time retirement” (BRAINARD 2002 p. 1).
Phased retirement takes many forms, including part-time, seasonal, or temporary work, an extended 
leave of absence or a deferred retirement option plan” (BRAINARD 2002 p. 1). We decided to 
classify  it  as  flexible  working  time  model  because  the  employee  can  also  adopt  tele-work  or 
flexible work time, for example.
According to SHIFTWORK Ltd. (2012), the retiree can act as a mentor to other younger workers 
of the staff.  It  results  in  a smoother  transition  of  responsibilities  and a  better  dissemination  of 
knowledge and experience. Moreover, for the employer this means that he can retain trained and 
qualified personnel and reduces costs at the same time through lower salary.
3.9.6 V-time (Voluntary Reduced Time) working
“V-time working involves a voluntary reduction in hours for a fixed period with the guarantee of a 
return to normal hours once the period ends. V-time working may be initiated by the employee or 
the employer, and is normally agreed for specific purposes, e.g. undertaking a course of study or 
caring for a family member”  (ALEXANDER 2012).  Of course the reduction of working hours 
comes along with a salary reduction.
“Organizations can benefit from this arrangement as they can make savings in downturns of the 
business cycle. Employees appreciate the option even if they choose not to take it up but remain on 
full-time hours” (SHIFTWORK Ltd. , 2012). It brings a new level of flexibility to the security of a 
full-time job. This suits people with a wide range of needs: those who want to spend more time with 
their  children  or  simply  dedicate  more  time  to  themselves  or  to  develop  their  skills  in  new 
directions.
CARTER (2012, p. 6) says that there are many ways in which working time can be reduced and 
directors may agree to any request which is considered reasonable. Possible options are as follows:
• Reduce to a four day week
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• Reduce daily hours
• Reduce hours for specific parts of the year
• Work in term-time only
These options can be for a specified period only or a long term arrangement subject to satisfactory 
reviews. The agreed work pattern will normally be maintained consistently and will only be varied 
in exceptional circumstances following full consultation.
3.9.7 Tele-work
“Teleworking, also known as telecommuting or flexiplace, is a 21st century and beyond business 
solution, incorporating the newest technologies to enable productive work away from the standard 
office atmosphere. With technology developing at immeasurable speeds, tele-work offers a fresh, 
new alternative for many.” (TELEWORK.ORG 2012, p. 1).
“Tele-work is basically a technological system that allows workers to both enjoy the comforts of 
home  while  seamless  to  the  organization  of  customer,  conducting  their  normal  jobs” 
(TELEWORK.ORG 2012, p. 1).
“Tele-work can, among other things, help generate extra productivity; save on expenses; and
improve employee retention. Allowing your employees to tele-work not only strengthens the trust 
of current employees,  but also attracts  new employees  looking for flexibility in the workplace” 
(TELEWORK.ORG 2012, p. 1).
Most of the information about tele-work comes from governments and most of them are focusing 
their efforts in this way. For example in the U.S.A., “Increasing the strategic use of telework is a 
high priority for President Obama and OPM, and we appreciate the strong support of the Congress, 
as evidenced by passage of the Tele-work Enhancement Act of2010 (the Act)” (OPM 2010 p. 2).
Tele-work can be divided in three different types:
• Work from home (using telecommunications if necessary)
• Work from a satellite location (the company sends the employee away to a satellite location 
of the firm in another city, for example).
• And work from different locations (the company sends the employee to different locations 
depending on the requirements of the firm).
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After  the  realization  of  the  inventory  of  working  time  models,  the  next  chapter  will  show  a 
modeling of those working time models. This model concept will help the reader of this diploma 
thesis to comprehend the different working time models that will be taken into account.
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4. Working time models modeling
In this chapter a little introduction to the modeling language UML (Unified Modeling Language) 
will be done. There will be also an explanation about how the woking time models will be modeled 
and why. At the end, the software requierements will be presented.
First of all, the tools used for modeling will be presented. In fact, only a single tool will be used for  
modeling: the Unified Modeling Language (UML) since it's a standard in the systems engineering.
4.1 Introduction to UML
According to FOWLER (2004, p. 19), the UML is a family of graphical notations, supported by a 
unique Meta-model. The notations help in describing and developing software systems, especially 
when  these  systems  are  object-oriented.  The  Unified  Modeling  Language  is  a  general-purpose 
visual modeling language that is used to specify, visualize, construct, and document the artifacts of 
a software system” (RUMBAUGH, JACOBSON 1998, p. 3).
“UML was developed in an effort to simplify and consolidate the large number of object-oriented 
development methods that had emerged” (RUMBAUGH, JACOBSON 1998, p. 4). “The language 
has  gained  significant  industry  support  from  various  organizations  via  the  UML  Partners 
Consortium and has been submitted to and approved by the Object Management Group (OMG) as a 
standard” (ALHIR 1998, p. ix).
Our main goal is not to make a complete tutorial about UML but just explaining what tools and why 
they are useful. From here, I am going to focus on the model and the way I developed it.
4.2 First conception
“Creating models  is  highly creative work.  There is  no final  solution,  no correct  answer that  is 
checked at the end of the work. The models designers, through iterative work, assure that their 
models achieve the goals and the requirements of the project under construction. But a model is not 
final; it's typically changed and updated throughout a project to reflect new insights and experiences 
of the designers.” (ERIKSSON, PENKER 1998, p.1). Therefore, I will try to explain which steps I 
take to reach the final model.
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“Generalization/specialization allows classes to share the same code. This reduces the code size and 
provides for more maintainable software” (LEE, TEPFENHART 1997, p. 12). Generalization is one 
of the most used tools in object-oriented models and after a brainstorming, I tried to use it in our  
model as in the picture below:
The UML looks like a big tree with the class “Time Model” as root node. All the other classes 
inherit from it. In other words, all the concrete time models are children from “Time Model”. But 
this  idea  became more  and more  complicated  to  take  into  account  because  the  model  became 
confused and rambling and each independent class should have its own implementation (with its 
own attributes and functions). Furthermore, some time models do not need an own class because 
they don't  need special  attributes.  For example,  “Tele-work” or “Hot-desking” can be a normal 
Time Model with the difference that the location attribute could change.
4.3 Tune up
For all the reasons explained above, a single Time Model class who contains all the time models  
attributes such as “name”, “start” or “location” was created. The name will be the differentiation 
factor for all the time models. The “Core Period” time model will be the only specialization of the 
model because it has a unique attribute: the core period week. This attribute permit to model the 
hours when the worker has to be at the work (see Chapter 3.2 for more information).
In fact the “Core Period” will  allow us to model all  the flexible time models like “Annualized  
working hours” thanks to the attributes (“hoursPer” defines the number of “hours” that the worker 
should work per year, month or week). A “Compressed work week” will be modeled as a normal 
“Time Model” but with a 4-days-“Week Shift”. And finally, “Phased Retirement” can be modeled 
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Illustration 12: First idea for the time models UML model (only with classes names)
as  a  combination  of  any  other  time  model  depending  on  the  agreements  between  worker  and 
employer.
With all this, our new time models modeling looks like follows:
Some association relations between the classes were added. For example, each “Time Model” has a 
“Location” associated. This relation (with the white diamond) is called Aggregation and refers to a 
“part-whole” or “Is-part-of” link. More information about these relations can be found in FORBRIG 
(2007, p.24). This only means that a “Location” is a part of the “Time Model”. There is also some 
compositions (with the black diamonds on the illustration) : “a composition is a stronger relation 
than a Aggregation” (FORBRIG 2007, p.24). For example, a “Week Shift” means nothing if not 
associated to a “Time Model”. Therefore, if the “Week Shift” is not associated, it  won't simply 
exist. The same happens between “Week Shift” and “Day Shift”. On the other side, a “Location” 
can still exists event if not associated to a concrete “Time Model”.
In regard to the concrete modeling, the “Full-time” and “Part-time” time models can be thought as a 
“Time Model” with only one “Week Shift” (with the concrete starting and ending hours per day). 
As “Job sharing” time model is also a form of part-time working, it can also be modeled. “Term-
time working” can be modeled as any other time model but with more vacation days. “Part-year (or 
seasonal) Work” can also be modeled as a “Time Model” with a concrete ending date. “Shift-work” 
will be represented as a “Time Model” with some different “Week Shift”.
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Illustration 13: Time model UML 2nd version (only with attributes names)
Until here, everything sounds interesting but I haven't yet talked about the worker and a working 
time modeling without workers won't make any sense.  How can the worker be included in the 
project?
4.4 Adding the workers
the workers should be introduced in the model because, for example, “Overtime” is inherent to a 
concrete worker. A working time model called “Overtime” is meaningless without an employee 
who works during a concrete amount of time (in addition to normal working hours). The UML 
model with workers look like this:
The picture above shows the UML model of the worker and his associations. We can see that there 
is an association class called “Sickness Day” which represents when a worker is on a sick leave. 
“Association classes are associations with class properties or classes with association properties” 
(ALHIR 1998, p.  149). For example,  if the instance of a “Worker” stops existing,  then all  the 
associated “Sickness Day” will also disappear.
39
Illustration 14: UML model with the "Worker" associations (only with attributes names)
Moreover,  other  associations  were added to the model  to adapt  the model  to  the specifications 
including “Holiday” and “Overtime”. In the concrete case of “Holiday”, if the worker decides to 
take a sabbatical period, then the “holidaysType” attribute will be updated to “Sabbatical”.
If  the second and the third pictures are joined uo, the final model appear.
4.5 Final model
The picture  below shows a final  model  simplified  (without  attributes  types  and operations).  A 
completed model can be found in the Appendix. 
4.6 Software requirements
In software engineering, the software requirements specification (SRS)  “is a speciﬁcation for a 
particular software product, program, or set of programs that performs certain functions in a speciﬁc 
environment” (IEEE Std 830 1998, p. 3). It should be a complete description of the behavior of a 
system to be developed. “In addition to the functional requirements, the SRS contains nonfunctional 
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Illustration 15: Final model (only with attributes names)
requirements. These include performance goals and descriptions of quality attributes” (WIEGERS 
2003, p. 11).
4.6.1 Functional requirements
“Functional requirements should deﬁne the fundamental actions that must take place in the software 
in accepting and processing the inputs and in processing and generating the outputs” (IEEE Std 830 
1998, p. 16). In other words, they may be calculations, data manipulation and processing and other 
specific functionality that define what a system is supposed to accomplish. Generally, functional 
requirements (a description of the software functions) are expressed in the form “system must do < 
requirement > ”.
In our project, the system must:
• Create a new time model with the attributes introduced by the user.
• Create a new worker with the attributes introduced by the user.
• Modify or delete a time model according to the user.
• Modify or delete a worker according to the user.
• Display a view of the list of the time models and the users
• Display a daily calendar of the workers activities
• Display a roster of the workers
Functional requirements may also include a set of use cases that describe interactions between the 
users and the software. Use cases describes the behavioral requirements in each concrete action. As 
our functional requirements are simple (only in-/output methods), I will skip this step.
4.6.2 Non-functional requirements
Non-functional requirements (also known as quality requirements) impose constraints on the design 
or implementation (such as performance requirements, security, or reliability). They are expressed 
in the form “system shall be < requirement > ”. “Quality attributes augment the description of the 
product's functionality by describing the product's  characteristics  in various dimensions  that  are 
important either to the users or to developers” (WIEGERS 2003, p. 11).
According to  WIEGERS (2003, p.  217),  HOFFMANN (2008,  p.  6-10)  and COSTAL COSTA, 
SANCHO  SAMSÓ  and  TENIENTE  LÓPEZ  (2003,  p.  22-23),  our  system  shall  have  as 
characteristics:
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• Availability (the proportion of time a system is in a functioning condition);
• Efficiency (resource consumption for given load);
• Flexibility (capacity to adapt when external changes occur);
• Integrity (assurance that under all conditions a system is based on the logical correctness and 
reliability);
• Interoperability (property of a system to work with other systems, present or future, without 
problems);
• Reliability (the software executes without failure or for a specific period of time);
• Robustness (the degree to which a system continues to functions properly when confronted 
with invalid outputs, defects, or unexpected operating conditions);
• Usability (how easy it is for user to use or learn to use the software);
• Maintainability (the ease with which maintenance of a system can be performed);
• Portability (the usability of the same software in different environments);
• Re-usability (how easy it is for programmers to extend the software);
• Testability (the capability of a system to be tested).
There are many non-functional requirements and, in an ideal universe, every system would exhibit 
the maximum value for all them. But to be realistic, I should focus on some requirements and the 
most important should be: reliability, robustness, usability and re-usability.
Why did I choose those four requirements? reliability and robustness are essential characteristics of 
any  software  system  and  are  way  more  important  than  the  others.  Availability,  flexibility, 
interoperability  and  integrity  are  central  for  any  on-line  application  because  Internet  is  a 
continuously changing world full of threats.  Efficiency is also very important,  but more for big 
systems which require lots of resources than little programs like ours. Maintainability and testability 
are also important factors (specially for programmers) but as said, our program is kind of simple  
and finding and solving errors should not be a big issue. The portability of the program is assured 
by the Qt and C++ code. The last two, usability and re-usability,  are the other important factors 
because our project should be further developed in the future.
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5. Implementation and deployment
This  chapter  will  contain  the  explation  of  how  the  implementation  of  the  design  was  done. 
Implementation includes all the processes involved in getting the new software operating properly 
in its environment. In an information technology context, that comprises programming, running, 
testing,  and  applying  changes  (if  necessary).  The  word  deployment  refers  to  installation, 
configuration and utilization of the software. Sometimes both words are used to mean the same 
thing.
We will divide this chapter in 3 parts. In the first one, the system, the programming decisions and 
the structure of the program itself will be presented. In the second one, I will analyze the database. 
Then, in the last part, I will talk about the interface. This chapter mans not to be a complete guide or 
tutorial over the different technologies or applications used in this project. It only presents some 
interesting features for the development and understanding of the project.
5.1 System
The system cannot be more simple in this project. As the main goal is to model the working time  
models, the system has to worry only to get the right data from the input displays and transfer it to 
the database and vice versa. It can be summarized in the following picture:
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Illustration 16: Schema with the relations between user, system, database and display
5.1.1 Software requirements
The system has to make sure that the data entered by the user and the data showed by the display 
are  correct.  Usually,  this  kind  of  task  is  distributed  between  the  display  and  the  system.  For 
example, the display is in charge that the user selects a valid real date for a sick leave (54/13/2012 is 
not valid); the system is in charge that the date introduced by the user is not a worker's holiday date. 
This can be seen as a way to match the reliability requirement.
In fact, I tried to match all the software requirements refered in the previous chapter. In terms of 
reliability and robustness, I tried our best to write a stable program. For example, an important point 
for  robustness  is  exception  management:  a  proper  exception  handling  cannot  allow exceptions 
throw out to the user level. The exceptions are handled as soon as possible. Considering that this 
program is offline and relatively small, problems referring to transactions, services, multithreading, 
logging or external attacks can be put asside.
In regard to the other two important requirements, our program is very usable as the results of our 
survey  show (check  chapter  6).  I  also  tried  to  program focusing  on  the  code  modularity  and 
implementing the model following the indications of DEITEL and DEITEL (2008). This way, the 
re-usability of the software is assured
Qt  and  C++  code  guarantee  the  portability  of  the  program  (check  previous  chapter  for  more 
information). Those both technologies will now be presented.
5.1.2 C++ basics
OUALLINE ( 2003, p.  3) wrote that  C++ is  a  high-level  programming language that allows a 
software engineer to efficiently communicate with a computer. Since its creation in 1980, it has 
been  used  overall  in  the  computer  industry  (firmware  for  microcontrollers,  operative  systems, 
graphics programming, … ).
According to ISERNHAGEN and HARTMUT (2004, p. 4), the most known and important benefits 
are that C++ is: 
• A flexible and adaptable language.
• Memory and run-time efficient.
• Has a high bandwidth (assembler-level to high level languages).
• Standardized and very widespread.
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In addition to these advantages, C++ has also a very important characteristic for our project: Qt is a 
framework originally designed for C++. That's one of the main reasons why Qt was chosen for our 
display.
To finish, let's have a look to the following schema describing the typical C++ environment:
 The picture above shows the different steps in creating a C++ application and also the different 
steps in executing a C++ application.
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Illustration 17: Typical C++ environment, first part (DEITEL and DEITEL 2008, p.15)
5.1.3 Implementation decisions on the model
The “Location” class will not be implemented being that it only has one string attribute. We will  
add another attribute to the “Time Model” class called “loc” with type QString. The question that 
this decision raises is: Why designing an independent class if it wasn't going to be implemented? It 
is because of future prospects. The “Location” class should be thought as a class that can contain a 
lot more that just a location. In future extensions, this class can also hold the address, the location's 
description, the location's characteristics or even morph into a  “Workstation”. Check chapter 7 for 
more information about that.
In the same direction, the class “Day”, “Vacation day” and  “Sickness day” won't be implemented. 
For the first, as it already exists a class called “QDate” on the standard Qt libraries, it won't make 
sense to implement our own class. This class fulfills all our project requirements and fit perfectly.  
The  “QDate”  class  specifications  can  be  found  on  the  Qt  documentation  on  Internet  or  in 
handbooks. “Vacation day” and “Sickness day” are association classes and it's interesting to “use 
the associations described in the class diagram to declare references (or pointers, where appropiate) 
to other objects” (DEITEL and DEITEL, 2008 p. 518). Therefore,  as the “Day” class won't  be 
implemented, the “Vacation day” class and the “Sickness day” class will be added (like attributes) 
both in the “Worker”.
Our last implementation decision is about the “Core Period” class. This class is supposed to act as 
an expansion of the “Time Model” class because it contains more attributes and functions. During 
the implementation, the possibility to manually switch from one class to another appeared. In other 
words,  the  user  can  decide  what  kind  of  time  model  is  he  defining  at  any  moment.  From a 
programming  point  of  view,  to  switch  from  two  different  classes  continuously  can  be  very 
inefficient (switching means that the system deletes the old class and creates a new one with the 
same attributes). Therefore I decided that both classes will be merged in one. This class will contain 
all the attributes of both classes and an activation boolean. If the user decides to change the time 
models and add a core week only this element will change.
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5.1.4 Implementation classes
We are going to analyze a little bit the classes of our program. We will split them in two: the normal 
C++ classes and the Qt's C++ classes. Let's have a look to the files of the first ones:
Those classes are the direct C++ implementation of the UML classes of our model. All these classes
contain  the  same functions:  constructors,  “getters”  and “setters”.  Constructors  are  the  methods 
which allows us to create an element of the class, “getters” are the methods which allow us to get  
and access to attributes of the element and “setters” are the methods which allow us to set and 
modify the attributes of a concrete element. Finally, let's explain a little bit the main of the program: 
it is very simple, the only thing it does is start the main window of our display. Let's have a look at  
the Qt's C++ classes of the project listed below:
Each class has a header, a source and a user interface file. The user interface files contain the forms 
description of each window or dialog of our program. In addition to these, there is also a “project” 
file (with the extension “.pro”) which contains all the information required by qmake to build your 
application,  library,  or plugin. The command line qmake provides a project-oriented system for 
managing the build process for applications, libraries, and other components. Fortunately, all these 
steps are automated in the program Qt creator which will be explained in the next pages.
5.2 In/output interface (display)
5.2.1 Qt
The whole display will be programmed in Qt. As BLANCHETTE and SUMMERFIELD (2009, p. 
17) wrote, Qt is it's extensive C++ framework for developing cross-platform GUI applications using 
the  approach “write  once,  compile  anywhere”.  Qt  is  a  very powerful  tool  for  programmers  to 
program applications for Windows, Mac, Linux, Solaris and many other operative systems versions 
based on Unix.
Why Qt? The answer to this question  can also be found in the book from BLANCHETTE and 












German edition. Some answers to the question “Why programmers choose Qt?” are quite easy to 
find:  because  of  the  compatibility,  the  abundance  of  functions,  the  performance  of  C++,  the 
availability of the source code,  the documentation,  the high-quality technical support and many 
other points. But the most important point left: Qt is successful because Programmers like it. And 
this project is nothing more than further evidence.  Next time I program an application with an 
interactive GUI (Graphical User Interface), I will use Qt.
Nowadays,  Qt is  much more than a tool for user interfaces.  On the education slides on the Qt 
website,  it  is  written  that,  it  can  be  used  “now  for  everything:  Databases,  XML,  WebKit, 
multimedia, networking, OpenGL, scripting, non-GUI, …” (QT 2011 L1, p.3). It is also important  
to note that the C++ framework allows bindings with other programming languages like Java or 
Python. Qt is organized in modules and all “have a common scheme and are built from the same 
API design ideas” (QT 2011 L1, p.4). We can see an overview in the schema below:
5.2.2 Qt Creator
Qt Creator is an application tailored to the needs of Qt developers. It's a cross-platform integrated 
development environment (IDE). It provides, among other things, a C++ code editor, project and 
build management tools, debuggers and an integrated UI designer. 
The UI designer has become an essential feature. Historically, it was a separate tool, but is now a 
part of Qt Creator. The designer is simply a visual editor for forms; in other words, the designer 
allows to edit the display. It gives us the possibility to “play” with the in-/output interface: drag-
and-drop widgets (buttons, tables, …), arrange layouts and make connections. Connections allow to 
“dynamically and loosely tie together events and state changes with reactions” (QT 2011 L2, p. 30).  
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Illustration 18: Qt modules (QT 2011 L1, p. 4)
More simply, they allow the  user to interact with the display widgets and the system. For example, 
if the user click on a button, the system should react accordingly. 
5.2.3 Compiler process
Another important matter about Qt is the compilation process. We can saw it summarized in the 
following schema:
Gray labeled elements are present in the ordinary C++ build process., so that I am going to talk 
about the others. To begin, the “moc” (Meta Object Compiler) will be explained: it is the one that 
handles  Qt's  C++  extensions.  After  reading  a  C++  header  file,  if  it  finds  one  or  more  class 
declarations that contain the Q_OBJECT macro, it produces a C++ source file containing the meta-
object code for those classes. Among other things, meta-object code is required for the signals and 
slots mechanism, the run-time type information, and the dynamic property system. The C++ source 
file generated by “moc” must be compiled and linked with the implementation of the class.
The second matter are the “user interfaces”. The UI designer automatically creates a file with the 
extension  “.ui”  which  contains  the  forms  description  translated  to  XML  (see  the  database 
explanation for more information about XML). From these files, the compiler creates header files 
and links them to other parts of the project. All together, source files, headers, user interface files 
and meta data combined, permit the creation of a program's executable file.
49
Illustration 19: Qt C++ build and compile process (QT 2011 L3, p. 40)
5.2.4 Signals and slots
The signals and slots mechanism permits to lie together events triggered by the user and system 
reactions. Let's take a look to the example illustrated in the following picture: each widget (buttons 
in this case) have different signals associated.  In this concrete case, only the clicked() signal is 
going to be taken into account. By default, all the signals are active but not connected (when the 
user triggers a signal by clicking a button, nothing will happen because nothing is pending of the 
signal).
The interesting thing is that with a simple code line,  the signal can be connected with some kind of 
system reaction. The method is the following:
The programmer should indicate between which objects the connection should be done. Usually, 
“Object1” refers to the widget who emits the signal and “Object2” refers to the class defining the 
slot. A slot is implemented as any ordinary method and can be called as any ordinary method. 
Returning to the previous example, the clicked() signal from the buttons will be connected to the 
indicated private slots (check the picture below):
The code for this case will be (“this” stands for the class where the slots are defined):
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Illustration 20: Signals in a standard UI
connect(Object1,SIGNAL(...),Object2,SLOT(...));  





Finally,  the main  window  of  this  project  is  presented (see  picture  below).  The  programm  is 
organised in tabs and tool boxes (like tabs but vertically).  We can count four tabs and each tab 
contains the features corresponding to the title. For example, “Time model” contains the features to 
add a new time model, to add a core period week or a week shift to a concrete time model and to 
change the attributes or to delete a time model.
The last three tabs (“Tree views”, “Calendar view” and “Roster view") are the output display of the 
programm. The “Tree views” tab allow the user to see the time models in the system and which 
users are linked to them. The “Calendar view” tab shows for a concrete day, what are the workers 
doing (working in a concrete week shift, on holidays, sick, … ). Finally, the “Roster view” present 
workers ocupation on a concrete week. This display is very usefull to see the week shifts of the  
employees. For a simple walkthrough of the programm, check the appendix.
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Illustration 22: MainWindow screenshot
5.3 Database
The  database  of  this  project  is  very  simple:  it  consists  in  two  XML documents.  XML is  the 
abbreviation  for  Extensible  Markup  Language.  Furthermore,  according  to  KEMPLER  and 
EICKLER  (2006,  p.541),  XML  is  the  “new”  language  for  the  Web;  it  was  conceived  and 
standardized by the Word Wide Web Consortium (W3C). Actually,  it  is quite used as standard 
format for data exchange between distributed applications.
“XML documents are made up of storage units called entities; they all have content and are all 
(except for the document entity or root element) identified by the entity name.” (BRAY, PAOLI, 
2008). In fact,  XML is very similar  to HTML and the whole document is  organized as a tree. 
According  to  VOSSEN (2008,  p.338),  from a  formal  point  of  view,  an  XML document  is  an 
ordered, hierarchical tree of elements”.




 <worker holidaysKind="DaysPerYear" name="Victor" holidaysNum="20">
  <timemodel name="FullTimeCP"/>
  <holiday date="25122012"/>
  <holiday date="01012013"/>
  <overtime end="18:15" start="18:15" date="19042012"/>
 </worker>
 <worker holidaysKind="DaysPerYear" name="Alex" holidaysNum="20">
  <timemodel name="FullTime8h"/>
  <overtime end="00:00" start="00:00" date="20042012"/>
 </worker>
 <worker holidaysKind="DaysPerYear" name="Edward" holidaysNum="20">
  <holiday date="03082012"/>
  <holiday date="02082012"/>
  <holiday date="01082012"/>
  <overtime end="00:03" start="00:03" date="20042012"/>
 </worker>
 <worker holidaysKind="Education" name="Constance" holidaysNum="0">
  <timemodel name="e2"/>
  <holiday date="25122012"/>
  <holiday date="01012013"/>
  <illnessday date="01012012"/>
  <overtime end="00:34" start="00:34" date="20042012"/>
 </worker>
</workerdata>
The workers' XML can also be drawn as the following tree:
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Illustration 23: Tree view of the workers' XML
“Several approaches to organizing the contents of XML documents to facilitate their […] retrieval 
have been proposed.” In this project I am going to use a “Database Management System (DBMS) to 
store the document as a text”  (ELMASRI, NAVATHE, 2007, p.932). The DBMS consists in a 
special  module  (or object)  called QdomDocument ant  it  is  included in the standard Qt Library 
(starting  from  version  3.3).  This  object  implements  the  Document  Object  Model  (DOM),  a 
language-neutral and platform-neutral way to access an XML document according to ANDERSON, 
BIRBECK, KAY and others (2000, p. 159). 
In fact, a DOM document can also be seen as a tree. We can observe that every object from the 
XML generates a “QDomNode” organized as a tree. An example of a DOM-tree view can be found 
on the following picture:
Even if XML has some limitations, it fits perfectly the purpose of our work. For example, “XML is 
not optimized for access speed” (RAY, 2003, p. 331), but date base is not continuously accessed, 
only to save the document. Furthermore, “XML is not compact.” (RAY, 2003, p. 331). This means 
that the data will be stored in text files, but the data is not that big. XML documents can grow easily 
and become complicated to understand for normal persons but our data is very simple.
54
Illustration 24: DOM-tree view of an QDomDocument (MOLKENTIN 2006, p. 371) 
The way the program stores the XML document is nested. In other words, one class takes care of 
saving his data (attributes) and delegating the store work to each class within.
5.4 Deployment
The software furnished with this document is burned on a DVD.  A “.exe”-file with the program 
ready to be executed on a Microsoft Windows environment will be found on the executable folder. 
As the program data is stored in XML files, the software should be executed on a folder with write 
permission, so the data could be correctly saved. The DVD has writing permissions, but the user's 
computer has to be able to write DVDs. A recomendation: the program should be copied to the local 
computer to use it.
If the user has not the Qt basic libraries installed, they can be found with the executable file. The 
user only has to execute the program on the same directory where those libraries are. The first time 
that the software is used, some error messages will show up indicating that the databases do not  
exist.  This  reaction  is  normal  because  the  XML files  are  only  created  after  introducing  some 
workers or working time models in the system. 
On the source code folder, the complete source code can be found. A good behavior would be to 
copy the files to a concrete workspace on the local computer and then open it with Qt creator in 
order to further develop the program. Any environment where Qt creator can be executed can be 
used to keep writing code.
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6. Evaluation
In this chapter, an evaluation of the software will be made. A good software evaluation can be 
invaluable for many reasons, for both end-users and programmers. For example, when deciding and 
justifying enterprise software purchases or when making a more user-friendly program. Of course, 
there is cost in conducting these types of evaluations. But the results typically out weigh the costs 
by a large margin. Any large to medium sized organization can benefit from this approach.
Conducting a formal software evaluation in organizations can be very complicated. Issues like lack 
of understanding of the evaluated software, misunderstanding of requirements and others can be 
overcome by collaborating across IT and business departments. It is also very important to follow a 
concrete  methodology:  first,  the  requirements  should  be  captured,  ranked,  and  weighted.  This 
should be done in an iteration process in order to increase the confidence that the correct decision 
will be made. Scoring may change from the previous iteration based on new or more information. If 
done correctly, this approach also brings the subject matter experts and technical gurus together to 
resolve their differences.
On the other hand, for programmers, a good software evaluation can also be a critical topic. For this 
reason, I am going to study the quality software concept from the point of view of the project and to 
have a look to some evaluation methods on the first part of the chapter. Then, a survey with some 
volunteers will be discussed.
6.1 Testing and developing
In this project, testing is done during implementation. In other words, during the development of the 
software, the designer used to test at the same time. Chronologically, the first implemented element 
was the time model and the “Add time model” tab in the user interface. Then, in order to test it, the 
“Changing time models attributes” was implemented. This tab allows us to check and change the 
attributes of a time model. After that, the core period and the week shifts were done.
On  the  same  way,  the  worker  element  was  implemented.  First  the  “Add  worker”  tab,  then 
“Changing workers attributes”, “Overtime”, “Holidays”. The “Illness days” tab was implemented 
later on because the sick leave was added subsequently. Once the workers and time models were 
finished,  the implementation move on and started the visualization tabs.
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The first and easiest  part to implement was the “Tree view” tab. Although the “changing” tabs 
allowed to check modifications,  the tree view was a critical  point because the way the lists  of 
elements are accessed is not the same. The tree view was implemented using a double loop (check 
the code for more information). Then came the “Calendar view” and the “Roster view” tabs. On the 
first, the user can watch the workers' occupation during a concrete day. The second one shows the  
week shift of some selected workers during a particular week. Somehow, all the visualization tabs 
mean to be software “tests”. A screen-shot of the software during the developing stage follows.
Before evaluating the software, it is also important to talk a bit of software quality and the degree to 
which it meets the specified requirements.
6.2 Software quality
“The ISO/IEC 9126 standard […] categorizes internal and external software quality characteristics” 
(SPINELLIS 2006, p. 4). This standard and the subsequent ISO 25000 (2005) quality model, also 
known  as  SquaRE,  defines  the   the  structure,  classification  and  terminology  of  attributes  and 
metrics  applicable  to  software  quality  management.  The  Consortium  for  IT  Software  Quality 
(CISQ),  an  independent  organization  founded  by  the  Software  Engineering  Institute  (SEI)  at 
Carnegie  Mellon  University,  and  the  Object  Management  Group  (OMG) defined  the  software 
quality characteristics according to those standards. For more information, check CISQ (2012).
According to OULD (1999, p. 171), software quality attributes are divided in two groups:
functional quality attributes and non-functional quality attributes. The first set refers to functional 
requirements and the second to non-functional requirements. As said in the upper section of his 
chapter, the functional requirements were tested during the implementation and at the end during 
the tests  carried out  by volunteers  (check next  section  for more  information).  Only remains  to 
discuss the non-functional requirements.
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Illustration 25: Screen-shot of the program during the developing process
In chapter 4, four main non-functional requirements were decided: 
• Reliability (the software executes without failure or for a specific period of time);
• Robustness (the degree to which a system continues to functions properly when confronted 
with invalid outputs, defects, or unexpected operating conditions);
• Usability (how easy it is for user to use or learn to use the software);
• Re-usability (how easy it is for programmers to extend the software).
Reliability and robustness are related and both were taken into account during the implementation. 
According to MAXION and OLSZEWSKI (1998, p. 346), “Programs fail mainly for two reasons: 
logic errors in the code, and exception failures”. Because of that, the code has exceptions handling 
and the code logic was double checked before the final release. Of course, the software can still 
have errors but at least, they are minimized.
The re-usability requirement is included in the maintainability requirement. In the ISO/IEC 14764 
(2006), four categories of maintenance are presented:
• Corrective: To correct discovered problems.
• Adaptive: To keep a software product usable in a changed or changing environment.
• Perfective: To improve performance, maintainability or to add new functionalities.
• Preventive: To detect and correct latent faults in the software product before they become 
effective faults.
Of course all these modifications are done after delivery.  As said before, in this project, the re-
usability  is  a  critical  requirement.  Because  of  that,  for  example,  the  program uses  standard Qt 
classes like “QString” and “QDate” instead of implementing own classes.
Usability  has  been  defined  in  many  different  ways.  The  International  Organization  for 
Standardization’s (ISO 9241, 1998) definition of usability is “the extent to which a product can be 
used by specified users to achieve specified goals with effectiveness, efficiency and satisfaction in a 
specified context of use.” NIELSEN (1993, p. 26) divides usability into five measurable properties, 
which are commonly referred  as usability attributes:
• Learnability: the software is quick and easy to learn,
• Efficiency: the software is efficient to use,
• Errors:  the software is allows rapid recovery from errors,
• Satisfaction:  the software is pleasant to use, and
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• Memorability:  the software is easy to remember.
Usability  is  often  a  crucial  factor  and  because  of  that  this  project  made  a  survey  with  some 
volunteers in order to evaluate the program.
6.3 Qualitative survey with volunteers
According to HEGNER (2003, p. 9), each type of evaluation seeks to pursue a given target. The  
objectives pursued through evaluations can be classified as follows:
• Comparative: at least two different systems are compared.
• Assessing: a certain required system property is checked.
• Analyzing: obtain information on vulnerabilities to propose solutions directly. 
Comparing the data from the research done in chapter 2 about other existing commercial software 
and our program a couple of differences arise. The first distinction is the size of the applications: 
this  project mean to be a simple and easy tool for working time modeling.  Compared to other 
software, this program remains smaller, more efficient, faster and consumes less resources.
For assessing and analyzing the program, a survey was done with some volunteers. In order to allow 
the users to become familiar with the software, a quick tutorial with a time model examples was 
written (it can be found in the Annex). “Perhaps the simplest way to evaluate the usability of a 
design is  to  expose prospective  users  to  the  new product  and solicit  their  opinions  on various 
aspects of the design”(ARMSTRONG, BREWER and STEINBERG, 2002, p. 405). To do that, five 
volunteers who never used the program tried to follow the walkthrough (check the Annex) to draw 
up a 3-shift working time model with 3 workers. The users could also try any other functionality of 
the program.
The survey is included in the Annex with the results. The survey is extracted from STOWASSER 
(2006, p. 419) from the IFAB and focus on usability (this is the main reason to use it). A pair of 
conclusions can be drawn from those answers: the personalization level of the program could be 
improved; the error messages should be more explicit and helpful for the user; and the amount of 
information available to the user might be augmented. These three concepts can be included in the 
future prospects part.
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7. Summary, conclusions and future prospects
In this last chapter, the summary and the conclusions of the thesis will be presented in the first part. 
Then, the future prospects for the project will be drawn. This last part is very important because the 
project mean to be a data model, a “container” for data and future extensions.
7.1 Summary and conclusions
Work has been characterized as the period of time spend at paid occupational labor and it holds an 
important place in the overall individual lifestyles. Therefore working related topics like working 
time models are interesting. This project has been an attempt to give an object-oriented data model 
for the existing working time models and rosters. 
In doing so, this paper first investigated literature in the field of data models and software related to  
the main topic of this thesis. Two major conclusions can be drawn from this research. First, that the 
existing software leave a niche market for any new products. Second, by examining working time 
models as the contract between employers and employees, they had revealed much more than that. 
Actually, working time models determinate the relationship between workers and employers and 
had become an essential part in order to motivate and retain good workers. It's no longer a “paper to 
sign  up”,  but  an  engagement  of  both  parties  and  both  should  acknowledge  it,  specially  the 
organizations.
The  world  today  is  constantly  changing  and  evolving.  Working  time  models  already  have  an 
important role in creating or even reflecting this character by adding flexibility and creating new 
patterns around it. This project takes into account all these aspects and try to be flexible and loose in 
setting a working time model.
To  include  the  stakeholders  (workers,  employers,  companies,  governments,  …)  in  the  design 
process can prove to be most illuminating both for the designer and the users themselves. In short, 
the  goal  is  to  create  user-involved solutions.  It  seems,  however  that  programming  maintains  a 
dominant position respect other user-friendly requirements and the user becomes a passive observer 
and consumer. The tools to avoid such an outcome exist and that's where the evaluation chapter 
plays an important role.
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It is also important to note the technologies used in this diploma thesis. The two most important are 
Qt and C++. The first is a very useful framework for developing user interfaces and I think that it is 
a very interesting finding. The second is probably one of the most powerful and used programming 
languages of the world. Although I already programmed some code, I think that this project has 
allowed me to improve my understanding of the language.
7.2 Future prospects
The major contribution to knowledge that this thesis has made is the data model. This model should 
be understand as a technological base for future extensions  because its only functionalities are the 
data storage and consultation. The amount of possible relevant extensions is only limited by our 
imagination.
For the future projects, it’s important to say that, even if I tried to summarize the existing working 
time models in chapter 3, there is too many to fit in only one master thesis. A further research could 
be made on this field. It is also important to note that working time models also evolve. Maybe in 
the next years, a normal full-time working time model is no longer used.
Also important for future projects, is what kind of enterprise use the program. This thesis tried to 
make an model independent from the companies but the software developed is pretend to be used 
by  those  organizations.  That  means  that  it  could  be  interesting  to  make  some  collaboration 
programs or trainings with the firms using the program in order to improve it and even develop it to  
fit some particular requirements. Workshops can provide insightful vision and brainstorm sessions 
are a valuable tool to glean intuitive information from the users’ perspectives. To summarize, more 
user-involved initiatives should be done in the future.
More specifically, the software could be expanded with workstations. A workstation mean to be an 
extension of the location. Particularly, a worker could be assigned to a workstation situated in a 
concrete location. The employee works no longer in a particular country or city, but works on a 
determinate workstation.  For example,  in the case of industry,  an operator  in an assembly line 
would be responsible for using a welding machine.
It would also be interesting to add some control procedures to the software. For example, if a time 
model begins the 5 Mai 2012 ad ends the 5 Mai 2014, its duration should be updated automatically 
to 2 years or 24 months and vice-versa. This kind of procedures were not implemented in this 
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project because they can only be interesting when implementing functionalities using the data on 
the duration.
Another thing that could be implemented are the workers and employers preferences. Through this, 
the software could be personalized for each person according to the individual requirements like 
holidays,  duration  of  breaks  or  starting  and  ending  times.  Even  the  place  of  work  could  be 
personalized.  A possible implementation would be to add a preferences class containing all  the 
information associated to a concrete worker. Once this job is done, the designers could use all this 
material  to  add more  software  funtionalities.  For  example,  optimizing  rosters  and schedules  in 
function of workers' preferences.
On the field of existing code field, it would be interesting to optimize some parts of the code. For 
example, workers' “timeModelsList” should be a list of pointers to the time model instead of a list 
of strings. Actually, the worker has a list of strings with the time models name and each time the 
system needs a concrete time model information from the time models list, a search has to be done.  
It would be much more easy to have pointers to the time models.
Another possible improvement could be to enlarge the letters and signs accepted by the software. 
That would improve the individualization of the project for each country or region. Actually, the 
program is though to work with regular English. That means for example that letters like Ü or Ñ are 
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9. Appendix A: UML Final Model
The final model developed during this project is presented in the next page of this appendix. This 
model contains all the attributes and functions required.
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10. Appendix B: Walkthrough
In this  appendix a little tutorial  on the program is presented.  In chapter 5 and chapter  6, some 
references are made to this appendix in order to better understand how the software is. We will 
draw up a 3-shift working time model with 3 workers (AA, BB and CC). The 3 shifts  will be  
Fruhschicht (Morning shift),  Abendschicht (Afternoon shift) and Nachtschicht (Night shift). The 
first one lasts from 08:00 until 16:00; the second one lasts from 16:00 until 00:00 and the night shift 
lasts from 00:00 until 08:00.
The first thing to to is creating 3 time models (one per each worker). Each working time model 
needs to have its own unique name, a beginning and an ending date. Optional parameters like the 
duration (in  days,  months  or year),  the working hours (per day,  week, month or year)  and the 
location can also be given. On the picture below, the Time model's tab of the program is presented 
and the dialog asking to confirm the input data for saving the time model.
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Illustration 26: Creating a time model on our program
The system also gives us the option to change the time model attributes in the lower tab. The system 
also give us the possibility to delete the time model. All the attributes can be changed except the 
time model name. The user is in charge that no unvalid data is introduced (for instance, the program 
does not check if the beginning date is posterior to the ending date). On the picture below, the 
location changed (from "Karlsruhe" to "Karlsruhe Oststadt").
Once the 3 different time models are created, they should be assigned to the correct week shifts. In  
order to do so, the corresponding week shifts will be created, like in the next picture:
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Illustration 27: Changing the time model location
After selecting a time model, the system allows us to add a new week shift. To do so, a dialog pops  
up and asks us for a new name and an order number  for the new weekshift. The order numbers are 
important because they indicate the system how should the week shifs be computed. In other words, 
if the worker has a week shift with order 1, he will start working with this week shift concrete 
schedule.
After that, the starting and ending times of each day of a selected shift should be introduced. By 
default all the day shifts are desactivated. On the picture below, the dialog for activating and setting 
up a concrete day shift is presented: 
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Illustration 28: Adding a new week shift to the time model
First of all, the concrete day shift should be activated (with the checkbox). Then, the starting and 
ending times introduced and finally accepted. Once a day is activated, the starting and ending times 
are shown in the week shift description. By contrast, only the day's name is displayed on the non-
activated days.
The next step of this tutorial is the creation of workers. The picture below is a screenshot of this 
task (in the "Worker" tab of the main window). Creating a new worker is very easy: The system 
only needs a new valid name (with at least two letters and unique in the system), the holidays type 
(and maybe the number of vacation days per year) and a time model associated to the worker. All 
the attributes can be changed later except the worker's name. A pop-up dialog is shown before 
saving the worker  to the system,  so the user can check again all  the data.  A worker can have 
different time models associated and the user is responsible of maintaining the consistency. In other 
words, the user has to be sure that two different time models do not overlap.
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Illustration 29: Activating thrusday's shift
Following comes some output views of the program. On the picture below, the roster for the 3 
workers builded up in this tutorial:
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Illustration 30: Adding a worker
Illustration 31: Roster view of our 3-shift model with 3 workers
The calendar view lists the concrete ocupation (on holidays, on sickness leave, on sabbatical period, 
on workday, ... ) for each worker on the system on the day selected by the user. Here is a screen-
shot:
And finally, the tree view of the workers and the time models in the system:
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Illustration 32: Calendar view
Illustration 33: Tree views of the workers (left) and the time models (right)
11. Appendix C: Survey
In this appendix the questions proposed to the people who completed the survey (extracted from 
STOWASSER,  2006,  p.  419)  are  presented.  In  chapter  6,  some  references  are  made  to  this 
appendix. First, a list of the proposed questions is presented and then, a table with the results. The 
survey is presented in English. There is five possible answers: from 1 to 5 (1 is the worst answer 
and 5, the best).
Question 1: effectiveness
During  working,  can  the  program  always  fully  and  accurately  fulfill  project  planning  and 
controlling tasks and achieve the intended goals of users? Can it help you to complete your work 
effectively (regarding different tasks you deal with)?
(1) (2) (3) (4) (5)
Question 2: efficiency
With use of this program, can you save much time and effort to accomplish project planning and 
controlling tasks, in comparison with your experience before using it or with other similar software?
(1) (2) (3) (4) (5)
Question 3: task-oriented functionality
Does the program offer all the functions of project planning and control you expect?
(1) (2) (3) (4) (5)
Question 4: further task support functionalities
Can the program provide users with very useful project planning templates,  meaningful  default 
(alternatives), macros, etc. , which can further simplify the project planning tasks during execution 
in an acceptable way?
(1) (2) (3) (4) (5)
Question 5: use-oriented functionality
Is it  simple enough for you to operate the program? How do you accept  the handling with the 
program?
(1) (2) (3) (4) (5)
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Question 6: quality of information
Do you find that the information that the program interfaces presents you are really helpful and 
task-related?
(1) (2) (3) (4) (5)
Question 7: quantity of information
Regarding your specific tasks, is the amount of information necessary and adequate for you?
(1) (2) (3) (4) (5)
Question 8: systems feedback
Does the program often provide some feedback, which provides useful explanation, hints or remind 
you of the possible consequence before carrying out the action?
(1) (2) (3) (4) (5)
Question 9: user requested information
How does the program react, if you request some specific explanation or information from it? Is it  
easy to find it and the results are always satisfactory?
(1) (2) (3) (4) (5)
Question 10: descriptiveness of information
Do you agree that the information given by the program is precise enough and its representation 
(terms, graph symbols, abbr.) is clear enough for you?
(1) (2) (3) (4) (5)
Question 11: controllability of information
Are  you  able  to  initiate  a  dialogue  or  control  the  direction  and  pace  of  it  (e.g.  go  next/go 
back/finish/restart) until the goals can be really met?
(1) (2) (3) (4) (5)
Question 12: conformity of information
Do you find the design of interface and structure of the information consistent and well formulated?
(1) (2) (3) (4) (5)
89
Question 13: conformity with user expectations
Does the design of the program interface correspond to your knowledge and experience?
(1) (2) (3) (4) (5)
Question 14: input within the program
Can the program assist  you  to discover  and avoid errors  during operating it  and automatically 
correct those evident minor mistakes, so as to get the same intended results?
(1) (2) (3) (4) (5)
Question 15: error handling
Are the error messages easily comprehensible and explain clearly where the mistakes are and how 
to easily correct them?
(1) (2) (3) (4) (5)
Question 16 suitability for individualization
Are you able to modify the forms of representation of the interface or the data according to your 
personal preference?
(1) (2) (3) (4) (5)
Question 17: suitability for learning
Does the program provide adequate help-information and variant learning possibilities (handbook, 
online-tutorial, hotlines) in order to help users to be familiar with the system?
(1) (2) (3) (4) (5)
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Answers of the users:
Question User 1 User 2 User 3 User 4 User 5
1 3 2 2 3 4
2 3 2 2 2 3
3 3 2 2 4 3
4 4 4 4 3 3
5 3 4 2 3 2
6 3 4 3 4 2
7 5 2 2 5 5
8 5 4 2 1 3
9 2 3 3 2 2
10 3 4 3 4 2
11 2 1 2 4 2
12 4 5 2 3 2
13 4 2 1 3 2
14 4 3 2 2 4
15 2 1 2 1 2
16 2 3 3 1 2
17 3 2 1 3 1
Table 2: Answers of the users to the questions of the survey
Answers scale over the different questions:
1: not at all
2: hardly, barely
3: medium
4: high
5: very high
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