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Resumen
El objetivo de este trabajo es evaluar tres plataformas para el desarrollo de sistemas
multiagente con el propo´sito de definir, de manera general, elementos de juicio que puedan
tenerse en cuenta al momento elegir una plataforma para desarrollar aplicaciones. Para
esto, se han elegido tres plataformas que se encuentran disponibles en internet y que a nues-
tro entender resultan como las ma´s prometedoras. Lamentablemente, no se ha encontrado
en la literatura ninguna especificacio´n de que´ criterios deben utilizarse para comparar
este tipo de plataformas. Por lo tanto, en este trabajo se proponen algunos criterios que
permiten realizar una comparacio´n general, y que podr´ıan utilizarse para extender la
comparacio´n a otras plataformas. Las plataformas elegidas son JACK, MADKit y ZEUS.
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1. Introduccio´n
Los sistemas multiagente constituyen un a´rea de continuo crecimiento, con resultados
promisorios en diversas a´reas de aplicacio´n como inteligencia artificial, sistemas distribuidos,
simulacio´n, etc. Estos sistemas proveen un modelo atractivo para el desarrollo de aplicaciones,
y las a´reas en donde se los utiliza crecen d´ıa a d´ıa. Su uso ya no es exclusivo de investigadores o
expertos en inteligencia artificial, actualmente programadores, disen˜adores y usuarios en general
se han volcado a utilizar esta metodolog´ıa.
En general la implementac´ıo´n de aplicaciones con sistemas multiagente ha sido realizada por
expertos donde los agentes, la plataforma de comunicacio´n y el protocolo de interaccio´n han sido
programados en forma ad-hoc para cada sistema. A pesar que estas aplicaciones se basan en los
mismos conceptos teo´ricos de agentes y sistemas multiagente, al momento de implementarlas
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se han utilizado diferentes lenguajes de programacio´n de propo´sito general, y cada aplicacio´n
a resuelto el mismo problema de diferente manera. Por ejemplo, el protocolo de comunicacio´n
entre agentes ha sido resuelto de diferentes maneras en la mayor´ıa de las aplicaciones.
Actualmente, existe acuerdo en la comunidad de investigadores de sistemas multiagente que
es necesario disponer de esta´ndares para la implementacio´n de aplicaciones. Tal es el caso de
lenguajes co´mo KQML [10], o los esta´ndares definidos por la organizacio´n FIPA [11]. Sin embar-
go, estos esta´ndares no son suficientes para permitir que un amplio espectro de programadores
o usuarios pueda desarrollar su propia aplicacio´n utilizando un sistema multiagente. Para re-
solver este problema, en los u´ltimos dos an˜os, se han desarrollado plataformas que facilitan el
disen˜o e implementacio´n de sistemas multiagente, acercando esta metodolog´ıa a un pu´blico ma´s
amplio.
Las plataformas de desarrollo de sistemas multiagente coinciden en algunas caracter´ısticas
ba´sicas, pero sin embargo, poseen capacidades diferentes y esta´n orientadas a diferentes es-
cenarios. A pesar de que el uso de una plataforma acelerar´ıa el desarrollo de la aplicacio´n, el
aprendizaje y uso de estas plataformas no es trivial, y requerira´ de un tiempo extra considerable
que se sumara´ al del desarrollo de la aplicacio´n. Por lo tanto, elegir la plataforma adecuada
resulta fundamental. Sin embargo, esto es motivo nuevamente de la consulta a expertos que
posean los elementos de juicio necesarios para la evaluacio´n de la plataforma adecuada para el
escenario de la aplicacio´n.
El objetivo de este trabajo es extender la linea de investigacio´n presentada en [18], evalu-
ando tres plataformas para el desarrollo de sistemas multiagente con el propo´sito de definir, de
manera general, cuando conviene utilizar cada una de ellas. De esta manera, se brindara´n al-
gunos elementos de juicio que se pueden tener en cuenta al momento elegir la mejor plataforma
para desarrollar una aplicacio´n. Para esto, se han elegido tres plataformas que se encuen-
tran disponibles en internet y que a nuestro entender resultan como las ma´s prometedoras.
Lamentablemente, no se ha encontrado en la literatura ninguna especificacio´n de que´ criterios
deben utilizarse para comparar este tipo de plataformas. Por lo tanto, se proponen algunos
criterios que a nuestro entender permiten realizar una comparacio´n general, y que podr´ıan
utilizarse para extender la comparacio´n a otras plataformas (ver Seccio´n 5).
Los criterios elegidos para realizar la comparacio´n son: si la plataforma soporta algu´n lengua-
je de comunicacio´n entre agentes (ACL), ya sea FIPA ACL [11] y/o KQML [10], si soporta
movilidad de co´digo, cua´l es la arquitectura base de la plataforma, de que tipo son los agentes
soportados, cua´les son los lenguajes en los que se pueden desarrollar los agentes, cuales son
las licencias de los paquetes de software, si esta´n disponibles en Internet, cua´n dificultosa es la
instalacio´n de dichos paquetes, que tan completa es la documentacio´n y el tipo de interface.
Las plataformas consideradas son: JACK [12] la cual provee un entorno de desarrollo orien-
tado a agentes construido sobre Java y completamente integrado con este lenguaje de progra-
macio´n. MADKit (Multi-agent Development Kit) [17, 9] que ofrece una plataforma multiagente
para desarrollar y ejecutar aplicaciones basadas en un paradigma orientado a la organizacio´n.
Y finalmente el proyecto ZEUS [25, 6] cuyo objetivo es proveer una herramienta de propo´sito
general y personalizable, que pueda ser usada por ingenieros de software con poca experien-
cia para crear sistemas multiagente. Las tres plataformas comparten la caracter´ıstica de estar
implementadas en Java, y puede asegurarse su funcionamiento en Java 1.3.
Adema´s de los criterios antes mencionados y a fin de poder realizar una evaluacio´n de las
plataformas en cuanto a su uso, se desarrollo un ejemplo comu´n. Este ejemplo tiene como
objetivo principal permitir la consideracio´n de caracter´ısticas del uso de las plataformas.
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2. JACK
JACK [12, 3] provee un entorno de desarrollo orientado a agentes construido sobre Java y
completamente integrado con este lenguaje de programacio´n. Incluye todas las componentes
del entorno de desarrollo de Java, y adema´s incluye las siguientes extensiones espec´ıficas para
implementar el comportamiento de los agentes: (a) define nuevas clases base, interfaces y me´to-
dos (b) provee extensiones a la sintaxis de Java para soportar clases orientadas a agentes y
(c) provee extensiones sema´nticas para soportar la ejecucio´n del modelo.
Incluye a JACK Agent, un lenguaje orientado a agentes y utilizado para implementar sis-
temas de software orientados a agentes. JACK Agent no so´lo extiende la funcionalidad de Java,
sino que adema´s provee un entorno para soportar un nuevo paradigma de programacio´n. Como
JACK fue desarrollado para proveer una extensio´n de Java orientada a agentes, el co´digo JACK
es primero compilado a co´digo Java regular antes de ser ejecutado. La relacio´n entre JACK y
Java es ana´loga a la relacio´n entre los lenguajes C++ y C. Todas las formas en las que extiende
a Java, son implementadas como plug-ins, lo que permite que el lenguaje sea lo ma´s extensible
y flexible posible.
Segu´n se establece en [24], las metas ma´s importantes en el disen˜o de JACK fueron proveer
a los desarrolladores de un producto robusto, estable y “liviano”, satisfacer una variedad de
necesidades practicas, facilitar la transferencia de tecnolog´ıa de la investigacio´n a la industria,
y permitir la investigacio´n aplicada.
Los agentes JACK no esta´n ligados a ningu´n lenguaje de comunicacio´n entre agentes par-
ticular. Sin embargo, nada previene la adopcio´n de un protocolo simbo´lico de alto nivel como
KQML [10] o FIPA ACL [11], posiblemente integrando software existente en el dominio pu´bli-
co. Adema´s, JACK provee una infraestructura de comunicaciones para situaciones donde se
requiere alta performance.
Desde la o´ptica de un programador, JACK ofrece tres extensiones a Java: un lenguaje de
agentes, un compilador de agentes y un kernel de agentes. A continuacio´n se describe cada una
de ellas.
El lenguaje de agentes JACK: este lenguaje es un superconjunto de Java utilizado para
describir un sistema orientado a agentes. Las diferencias con el lenguaje Java son un conjunto
de agregados que se detallan a continuacio´n:
- Un pequen˜o conjunto de palabras claves para la identificacio´n de los componentes princi-
pales de un agente.
- Un conjunto de sentencias para la declaracio´n de atributos y otras caracter´ısticas de los
componentes. Todos los tributos son fuertemente tipados.
- Un conjunto de sentencias para la definicio´n de relaciones esta´ticas.
- Un conjunto de sentencias para la manipulacio´n de los estados de un agente. Adema´s, el
programador puede usar sentencias Java dentro de las componentes de un agente.
Para la conveniencia de los programadores, en particular aquellos con conocimientos en
inteligencia artificial, JACK tambie´n soporta variables lo´gicas y sin instanciar. Su sema´ntica es
un intermedio entre los lenguajes de programacio´n en lo´gica (con el agregado del chequeo de
tipos del estilo de Java) y SQL embebido.
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El compilador de agentes JACK: La segunda extensio´n es un compilador que convierte las
extensiones descriptas anteriormente a clases Java y sentencias que pueden ser cargadas con, y
ser llamadas por, otro co´digo Java. El compilador tambie´n transforma parcialmente el co´digo
de los planes para obtener la sema´ntica correcta de la arquitectura BDI [21, 20].
El kernel de agentes JACK: Finalmente, un conjunto de clases (llamado kernel) provee el
soporte de tiempo de ejecucio´n para el co´digo generado. Este incluye:
- La administracio´n automa´tica de la concurrencia.
- El comportamiento normal del agente en la reaccio´n a los eventos y falla de acciones y
tareas.
- Una infraestructura “liviana” de comunicaciones de alta performance para las aplicaciones
multiagente.
Programacio´n orientada a equipos en JACK
JACK provee una extensio´n para soportar la programacio´n orientada a equipos (Team
Oriented Programming) [5], llamada SimpleTeam [24]. La programacio´n orientada a equipos
es una variante de la programacio´n orientada a agentes donde la colaboracio´n entre agentes es
especificada desde el punto de vista abstracto del grupo como tal. Dentro de la investigacio´n
en Inteligencia Artificial, el trabajo en equipos ha sido estudiado desde los principios de 1990,
y es un campo de ra´pido crecimiento.
Diferentes teor´ıas y tipos de equipos han sido propuestos en la literatura. Estas teor´ıas
han sido propuestas de acuerdo con las creencias y metas mutuas, donde cada miembro de un
equipo intenta alcanzar lo que cree que es una meta del equipo completo. El concepto detra´s de
este enfoque es que el comportamiento coordinado esta´ especificado o programado desde una
perspectiva de alto nivel, y que la maquinaria subyacente mapea luego tales especificaciones en
actividades individuales de los agentes involucrados.
La extensio´n SimpleTeam es neutral a la naturaleza de la estructura de un equipo. La
u´nica imposicio´n, es que se debe poder clasificar a los miembros de un equipo en te´rmino de
roles abstractos. La meta de SimpleTeam es proveer una infraestructura de software para la
especificacio´n del comportamiento coordinado, el cual puede ser posteriormente utilizado para
realizar estudios aplicados de organizacio´n social.
Aplicaciones en JACK
La mayor´ıa de las aplicaciones desarrolladas en JACK que se encuentran citadas en la
literatura han sido construidas por el departamento de defensa DSTO (The Defence Science
and Technology Organization) en Australia. Cross y Ro¨nnquist en [7] describen un simulador
de combate ae´reo, construido con el objetivo de permitir comparaciones con SWARMM [23].
Tambie´n se esta´ considerando la simulacio´n de operaciones mar´ıtimas, as´ı como las ta´cticas de
defensa ae´rea. Un sistema multiagente para planificacio´n de recursos en operaciones de vigilan-
cia, conocido como Collection Plan Management System, ha sido recientemente desarrollado
para la divisio´n de operaciones de tierra de DSTO, construido como una componente funcional
dentro de un entorno CORBA.
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3. MADKit (Multi-Agent Development Kit)
MADKit [17, 9] es una plataforma multiagente para desarrollar y ejecutar aplicaciones
basadas en un paradigma orientado a la organizacio´n. Este paradigma utiliza a los grupos y los
roles como base para construir aplicaciones complejas. MADKit no esta´ asociado a ninguna ar-
quitectura de agentes en particular, permitiendo a los usuarios de esta plataforma implementar
libremente sus propias arquitecturas.
MADKit permite el desarrollo de aplicaciones distribuidas de manera muy simple. Para los
programadores, consideraciones acerca de componentes distribuidos ba´sicos (como “sockets”
o “ports”) son totalmente transparentes. Una aplicacio´n desarrollada en MADKit puede ser
ejecutada en forma distribuida sin cambiar ninguna l´ınea de co´digo. Los mecanismos de dis-
tribucio´n de MADKit no utilizan las te´cnicas de RMI o CORBA de acceso remoto, lo cual
brinda un modo ma´s eficiente de comunicacio´n [17].
La plataforma MADKit esta´ construida alrededor del concepto de Agente/Grupo/Rol desar-
rollado en el contexto del proyecto AALAADIN. MADKit implementa y usa su propio modelo
de administracio´n. A continuacio´n se presentan algunas caracter´ısticas generales de este modelo,
mayores detalles pueden encontrarse en [9].
Un agente es especificado como una entidad activa que se comunica, la cual posee roles
dentro de los grupos. Esta definicio´n de agentes es intencionalmente general para permitir a los
disen˜adores de agentes adoptar el modelo de agente ma´s preciso relacionado con sus aplicaciones.
El modelo no restringe la arquitectura interna de los agentes. El disen˜ador es el responsable de
elegir el modelo ma´s apropiado de agente de acuerdo a sus necesidades o preferencias.
Los grupos son definidos como conjuntos ato´micos de agregaciones de agentes. Cada agente
es parte de uno o´ ma´s grupos. En su forma ba´sica, el grupo es so´lo una manera de nombrar
un conjunto de agentes. En una forma mas desarrollada, en conjuncio´n con la definicio´n de rol,
puede representar cualquier sistema multiagente. Un agente puede ser miembro de n grupos al
mismo tiempo. Un grupo puede ser fundado por cualquier agente.
El rol es una representacio´n abstracta de la funcio´n de un agente, servicio o identificacio´n
dentro de un grupo. Cada agente puede manejar mu´ltiples roles y cada rol manejado por un
agente es local a un grupo. Manejar un rol en un grupo debe ser requerido por el agente
candidato, y no es necesariamente otorgado. Los esquemas abstractos de comunicacio´n son
definidos como roles.
El modelo no es una descripcio´n esta´tica de la organizacio´n de un agente. Tambie´n permite
definir reglas para especificar la parte dina´mica de la organizacio´n de un agente.
Principios de disen˜o
Adema´s de los tres conceptos claves sobre los que esta´ construida la plataforma, esta agrega
tres principios de disen˜o.
- Microkernel: El microkernel es un pequen˜o y optimizado kernel de agente. Este solo se
encarga de las siguientes tareas: control de grupos locales y roles, administracio´n de los
ciclos de vida de los agentes, y pasaje local de mensajes.
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- Agentificacio´n de servicios: En contraste con otras arquitecturas, MADKit utiliza agentes
para implementar servicios como: pasaje distribuido de mensajes, control de migracio´n,
etc. Estos servicios son representados en la plataforma como roles en grupos espec´ıficos
y definidos en una estructura organizacional abstracta. Esto permite un alto grado de
personalizacio´n, ya que al ser agentes pueden ser intercambiados sin mucho trabajo.
- Modelo de componentes gra´fico: El modelo gra´fico esta´ basado en componentes gra´ficas
independientes, usando la especificacio´n Java Beans en su versio´n esta´ndar.
Comunidades
Una “comunidad” es simplemente un grupo de kernels MADKit conectados. Cuando se
disen˜a una aplicacio´n en MADKit, se pueden crear grupos que pertenezcan a comunidades
espec´ıficas. Una comunidad, desde el punto de vista de un programador puede ser vista como
un espacio para ordenar varios grupos que son usados en la misma aplicacio´n. Este concepto
permite particionar una red MADKit logrando: mayor performance, mejor distribucio´n de los
recursos y servicios y proveer un entorno seguro para aplicaciones distribuidas.
Aplicaciones en MADKit
MADKit ha sido utilizado en varios equipos de investigacio´n por cerca de dos an˜os, en
proyectos que cubren un amplio rango de aplicaciones. Desde la simulacio´n de arquitecturas
h´ıbridas para el control de robots submarinos, a la evaluacio´n de redes sociales o el estudio de
control multiagente en una l´ınea de produccio´n.
Por ejemplo, WEX, desarrollado por Euriware S.A. [8], es una compleja aplicacio´n MAD-
Kit para administracio´n de conocimiento. Unifica la informacio´n de diferentes fuentes de datos
(bases de datos, herramientas de soporte, motores de bu´squeda en la web, etc.) y presenta
vistas unificadas de estas fuentes de conocimiento altamente heteroge´neas. Los usuarios pueden
mantener ontolog´ıas compartidas en sus dominios. Los agentes han sido implementados para
encapsular los mecanismos para recuperar y transformar la informacio´n. Siguiendo una estruc-
tura organizacional abstracta, los agentes pueden ser conectados de diferentes maneras para
adaptar la plataforma a las necesidades espec´ıficas del cliente.
4. ZEUS
ZEUS [25, 6] es una herramienta para construir aplicaciones multiagente colaborativas. que
provee un entorno integrado para el desarrollo ra´pido de sistemas. ZEUS define una metodolog´ıa
de disen˜o de sistemas multiagente y lo soporta mediante un entorno visual para capturar las
especificaciones de los agentes. Estas especificaciones son luego utilizadas para generar el co´digo
fuente en Java.
El objetivo del proyecto ZEUS es facilitar el desarrollo ra´pido de nuevas aplicaciones multi-
agente mediante la abstraccio´n de los principios y componentes ma´s comunes a una herramien-
ta. La idea es proveer una herramienta de propo´sito general y personalizable, que permita la
creacio´n de agentes colaborativos y que pueda ser usada por ingenieros de software con poca
experiencia en tecnolog´ıa de agentes para crear sistemas multiagente.
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La herramienta ZEUS consiste de un conjunto de componentes, escritas en el lenguaje
de programacio´n Java, que puede ser categorizada en tres grupos funcionales o librer´ıas: una
librer´ıa de componentes de agentes, una herramienta de construccio´n de agentes y un conjunto
de agentes utilitarios entre los cuales podemos encontrar servidores de nombres, facilitadores y
agentes visualizadores. A continuacio´n se describe cada una de ellas.
Librer´ıa de componentes de agentes: es una coleccio´n de clases que forman los bloques
de construccio´n de los agentes individuales. El contenido de esta librer´ıa muestra los puntos
identificados antes: entre ellos la comunicacio´n, ontolog´ıas, coordinacio´n, etc.
Para la comunicacio´n, la librer´ıa de componentes de agentes provee un lenguaje de comu-
nicacio´n entre agentes basado en actos del habla y en performatives, un sistema de pasaje
de mensajes asincro´nico basado en sockets, un editor para describir ontolog´ıas de dominio es-
pec´ıfico y un lenguaje de representacio´n de conocimiento basado en frames para representar los
conceptos del dominio. Para el razonamiento y la coordinacio´n de mu´ltiples agentes, la librer´ıa
de componentes de agentes provee:
- Un planificador de propo´sito general y un sistema de planificacio´n preparado para domin-
ios t´ıpicos de aplicaciones orientadas a tareas, y un mecanismo cooperativo de resolucio´n
de problemas de estas aplicaciones.
- Un motor de coordinacio´n que controla el comportamiento social de un agente.
Herramienta de construccio´n de agentes: esta herramienta esta´ disen˜ada para proveer un
desarrollo ra´pido de agentes a alto nivel, ocultando la complejidad de la librer´ıa de componentes
de agentes. Esta´ conformada por un conjunto de editores disen˜ados para permitir a los usuarios
interactivamente crear agentes mediante una especificacio´n visual de sus atributos. El conjunto
actual de editores incluye:
- Un editor de Ontolog´ıas para definir los items de la ontolog´ıa en un dominio.
- Un editor de hechos/variables para describir instancias espec´ıficas de hechos y variables,
utilizando los templates creados usando el editor de ontolog´ıas.
- Un editor de definiciones de agentes para describir los agentes lo´gicamente. Esto involucra
la especificacio´n de las tareas de cada agente, sus recursos iniciales y las dimensiones de
su plan.
- Un editor de descripcio´n de tareas para especificar los atributos de las tareas y para
resu´menes gra´ficos de las tareas.
- Un editor de organizacio´n para definir las relaciones organizacionales entre los agentes, y
las creencias de los agentes acerca de las habilidades de otros agentes.
- Un editor de coordinacio´n para seleccionar el conjunto de protocolos de coordinacio´n con
los cuales cada agente estara´ equipado.
Agentes utilitarios ZEUS: consiste de un servidor de nombres, un facilitador para el des-
cubrimiento de informacio´n, y un agente para visualizar o realizar un debugging de sociedades
de agentes. Una sociedad de agentes en ZEUS puede contener cualquier nu´mero de agentes
utilitarios, con al menos un servidor de nombres. Todos los agentes utilitarios son construidos
utilizando las componentes ba´sicas de la librer´ıa de componentes de agentes, y son en realidad
simplificaciones del agente gene´rico ZEUS.
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5. Comparacio´n de las plataformas
El objetivo de esta seccio´n es realizar un ana´lisis comparativo de las tres plataformas con-
sideradas en este trabajo. Brindando, de esta manera, algunos elementos de juicio que pueden
tenerse en cuenta al momento elegir una plataforma para desarrollar una aplicacio´n.
Lamentablemente, no se ha encontrado en la literatura ninguna especificacio´n de que´ crite-
rios deben utilizarse para comparar este tipo de plataformas. Por lo tanto, se proponen algunos
criterios que a nuestro entender permiten realizar una comparacio´n general, y que podr´ıan uti-
lizarse para extender la comparacio´n a otras plataformas (ver Figura 1). Los criterios propuestos
son los siguientes:
- Si la plataforma permite construir agentes que puedan utilizar algu´n lenguaje de comu-
nicacio´n entre agentes esta´ndar co´mo KQML o FIPA ACL.
- Si se utiliza alguna arquitectura base para los agentes como BDI por ejemplo.
- Que´ tipo de agentes se generan: colaborativos, deliberativos, de negociacio´n, etc.
- Que´ lenguajes de implementacio´n de agentes que pueden utilizarse.
- Si permite implementar agentes con co´digo mo´vil.
- Que´ disponibilidad y tipo de licencia tiene.
- Formato de la interface.
- Que´ tipo de dificultades pueden encontrarse en la instalacio´n.
- Que´ soporte de documentacio´n y ayuda al programador posee.
En la Figura 1 pueden verse los resultados de las evaluaciones.
JACK MADKit ZEUS
ACL soportado KQML KQML
Arquitectura base BDI Agente/grupo/rol BDI1
Tipo de agentes Cualquiera Cualquiera Deliberativos
soportados Colaborativos
Lenguajes Jack Java [15] Java [15]
soportados para Jess [16]
implementacio´n Python [19]
de agentes Scheme [22]
BeanShell [1]
Movilidad de No detalla No detalla No detalla
co´digo
Disponibilidad on-line on-line on-line
Licencia gratis 30 d´ıas GPL/LGPL Mozilla public
Interface GUI GUI GUI
Instalacio´n Simple Simple Simple
Documentacio´n Muy completa Pobre Pobre
Ayuda Manual On-line Manual
Figura 1: Comparacio´n general de las plataformas
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Es importante destacar, que una evaluacio´n exhaustiva deber´ıa incluir la implementacio´n de
una aplicacio´n multiagente lo suficientemente compleja, como para detectar efectivamente los
puntos fuertes o de´biles de presente cada plataforma al momento de ser utilizada. Sin embargo,
adema´s del costo asociado a esta tarea, resulta dif´ıcil definir que significa “lo suficientemente
compleja”. Como una solucio´n de compromiso, en este trabajo se incluyen las conclusiones
obtenidas de la implementacio´n de un problema sencillo en las plataformas evaluadas. El ejemplo
seleccionado consiste en un sistema de calefaccio´n/refrigeracio´n central.
El sistema es el encargado de sensar la temperatura del ambiente y de informarla al sistema,
as´ı como tambie´n de registrar la temperatura deseada por los usuarios. Por otro lado tenemos
al termostato, este es el encargado de mantener la temperatura del ambiente, en un cierto rango
de aceptacio´n, con la temperatura deseada que es indicada por los usuarios. Tiene, adema´s, el
control sobre la caldera y el aire acondicionado con lo que trata de manejar la temperatura del
ambiente.
Considerando una arquitectura BDI el deseo del agente termostato es mantener la tem-
peratura actual dentro del rango de aceptacio´n con respecto a la temperatura deseada. Para
lograr alcanzar este deseo cuenta con las intenciones de aumentar la temperatura o disminuir
la temperatura. Las acciones que el agente puede realizar son: encender la caldera, apagar la
caldera, encender el aire, o apagar el aire. Para mantener la temperatura del ambiente, env´ıa
mensajes a la caldera y al aire acondicionado para encenderlos o apagarlos segu´n sea necesario.
Una vez encendidos, el termostato solicita al sistema la temperatura actual y de esta manera
decidir si ya se alcanzo´ la temperatura deseada y pasar a un estado idle.
En cuanto a la implementacio´n del ejemplo propuesto podemos decir que las plataformas
propuestas poseen las siguientes caracter´ısticas:
- JACK: Para un uso eficiente de esta plataforma, es necesario tener en mente el disen˜o
del sistema y de los agentes que lo componen ya que posee una separacio´n de las com-
ponentes de un agente, separa en: capacidades, planes y eventos (entrantes y salientes)
de los agentes. Para la implementacio´n del ejemplo propuesto, fue necesario como primer
paso la definicio´n de las capacidades de cada uno de los agentes, posteriormente la es-
pecificacio´n de los mensajes que utilizan los agentes. Como tercer paso se incluyeron los
agentes que componen el sistema, asocia´ndole a cada uno los mensajes y capacidades
correspondientes. Finalmente, se detallaron los planes asociados a cada agente, relacio-
nando estos planes con los mensajes que los inician, lo que se debe realizar en el plan y
los mensajes que se contestan para indicar que el plan fue ejecutado, como por ejemplo
subir la temperatura actual mediante el encendido de la caldera si la temperatura actual
es menor a la temperatura deseada; y finalmente se definen los agentes que componen
el sistema y se les asocian los mensajes que estos deben escuchar y los planes a los que
deben reaccionar. Como u´ltimo paso se creo un archivo que realice la creacio´n de todos
los agentes y la inicializacio´n del sistema.
- MADKit: Para esta plataforma los agentes esta´n caracterizados por roles y grupos. Como
pasos necesarios para la implementacio´n en esta plataforma dotamos a cada agente con
una capacidad determinada, esta capacidad determina el rol que el agente cumple dentro
del grupo en el que se desenvuelve. Por ejemplo: el termostato posee el rol de mantener
la temperatura deseada en relacio´n a la actual; el sistema tiene el rol de informar la tem-
peratura actual y monitorear la deseada por el usuario. Una vez que el sistema comienza
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su ejecucio´n, los agentes negocian los roles de acuerdo a sus capacidades dentro del grupo
y de ser aceptado, el agente sera´ el encargado de desempen˜ar el rol.
- ZEUS: En esta plataforma, el desarrollo se basa en las tareas que realizan los agentes.
Como primer paso se definen las ontolog´ıas que se utilizara´n en el sistema. Una vez que las
ontolog´ıas esta´n definidas, se especifican las tareas que realizan los distintos agentes pero
sin detallar que tarea corresponde a que agente. Para el ejemplo, se le define al termostato
la tarea de mantener la temperatura actual en relacio´n a la deseada por el usuario y
al sistema la tarea de informar al termostato la temperatura actual. Posteriormente se
detallan los agentes y se les asocia a cada uno las tareas que estos deben realizar dentro del
sistema. Como u´ltimo paso se realiza la generacio´n de co´digo, la cual incluye la generacio´n
de los agentes y de las tareas que estos realizan. Adema´s de incluir un visor de la sociedad
de agentes.
6. Otras plataformas
Incluimos a continuacio´n una descripcio´n resumida de otras dos plataformas citadas en la
literatura. Lamentablemente, hasta el momento no hemos podido acceder a su implementacio´n,
por lo cual no se incluye una evaluacio´n de las mismas.
JADE (Java Agent Development Framework)
JADE [13, 2] es un entorno que simplifica la implementacio´n de sistemas multiagente me-
diante una capa de soporte (middle-ware) que respeta las especificaciones FIPA [11] y con un
conjunto de herramientas para el desarrollo y debugging. La plataforma puede ser distribuida
en varias ma´quinas (las cuales no necesitan compartir el mismo sistema operativo) y la con-
figuracio´n puede ser controlada mediante una interface gra´fica remota. La configuracio´n puede
incluso ser cambiada en tiempo de ejecucio´n moviendo agentes de una ma´quina a otra, cuando
es necesario.
La arquitectura de comunicacio´n ofrece mensajes flexibles y eficientes, mientras que JADE
crea y maneja una cola de mensajes ACL entrantes. El mecanismo de transporte, en particular,
es como un camaleo´n debido a que se adapta a cada situacio´n, seleccionando transparentemente
el mejor protocolo disponible entre RMI de Java, notificacio´n de eventos e IIOP.
JAFMAS (Java Framework for Multi-agent Systems)
JAFMAS [14, 4] provee una metodolog´ıa gene´rica para desarrollar sistemas multiagente
basados en los actos del habla junto con un conjunto de clases para soportar la implementacio´n
de estos agentes en Java. La intencio´n del framework es asistir a los desarrolladores principiantes
y expertos a estructurar sus ideas en aplicaciones de agentes concretas.
El soporte para la comunicacio´n esta´ provisto para ambos casos de comunicacio´n, directo y
broadcast basado en sujetos. El soporte lingu¨ista es provisto por los lenguajes de comunicacio´n
basados en los actos del habla (Ej.: KQML [10]). El soporte de coordinacio´n proviene de la
conceptualizacio´n de los planes de un agente y su coordinacio´n como conversaciones basadas
en reglas representadas mediante modelos de auto´matas.
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7. Conclusiones y Trabajo Futuro
En este trabajo se propusieron algunos criterios que permiten realizar una comparacio´n
general entre plataformas de desarrollo de sistemas multiagente. Con los criterios propuestos
fueron evaluadas tres plataformas que se encuentran disponibles en internet y que a nuestro
entender resultan como las ma´s prometedoras. Esta evaluacio´n permitio´ obtener elementos
de juicio que puedan tenerse en cuenta al momento elegir una plataforma para desarrollar
aplicaciones.
La Figura 1 muestra los resultados obtenidos en la evaluacio´n, donde puede observarse que
aunque existen elementos comunes, cada plataforma propone un enfoque diferente para el disen˜o
de una aplicacio´n. JACK es una plataforma que provee su propio lenguaje de programacio´n
de agentes. Esta trabaja con la estructura de agentes BDI y en particular con la ejecucio´n
de planes. MADKit es una plataforma basada en el concepto agente/grupo/rol que permite
el trabajo con agentes de cualquier tipo. Por su parte, la plataforma ZEUS esta´ basada en la
arquitectura BDI y permite el desarrollo de agentes en lenguaje Java los cuales se centran en
ontolog´ıas y tareas.
Como trabajo futuro se planea realizar una evaluacio´n ma´s profunda de estas plataformas
mediante el desarrollo de aplicaciones ma´s complejas. Adema´s se planea considerar nuevas
plataformas para su evaluacio´n y comparacio´n.
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