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Seznam uporabljenih kratic 
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RAM Bralno-pisalni pomnilnik (angleško Random Access Memory) 
A Akumulator 
PC Programski števec (angleško Program Counter) 
SP Kazalec na sklad (angleško Stack Pointer) 
FPGA Field Programmable Gate Array 
ALE Aritmetično-Logična Enota 
TAC Tričlenska koda (Three Address Code), tudi 3AC 
BNF Backus-Naur Form 
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Cilj diplomskega dela je bil izdelati prevajalnik iz programskega jezika C v 
zbirni jezik, ki deluje kot spletna stran v vsakem spletnem brskalniku brez namestitve 
dodatnih programov. Spletna stran omogoča tudi simulacijo programske in zbirne 
kode s prikazom trenutnega stanja v pomnilniku ciljnega sistema in možnostjo 
spreminjanja vhodnih signalov. 
Prevajalnik je v celoti napisan v programskih jezikih JavaScript, HTML in 
CSS. Zmogljivost prevajalnika je zaradi strukture ciljnega sistema omejena samo na 
osnovne funkcije. 
V uvodu so predstavljene zmogljivosti in omejitve  prevajalnika ter razlike 
med obstoječimi prevajalniki. Sledi natančnejši opis delovanja prevajalnika, od 
zajema vhodne kode, vmesne obdelave in sintaktične analize do izdelave izhodne 
kode. Nato sta podrobneje opisana uporabniški vmesnik in delo s simulatorjem. V 
zadnjem delu pa je opisanih še nekaj funkcij, ki so dodane, da omogočajo 
razhroščevanje in iskanje morebitnih napak prevajalnika. 
Z izdelavo prevajalnika se bo olajšalo delo študentov pri programiranju in 
testiranju 12-bitnega mikrokrmilnika, ki ga samo izdelajo v vezju FPGA, v okviru 
laboratorijskih vaj pri predmetu Načrtovanje digitalnih elektronskih sistemov. 
 









The aim of the thesis was to write a program which translates C programming 
language to an assembly language and runs as a website in every browser without the 
need to install any additional program installation. The website also features a 
simulation of the program and assembly code and displays the current memory state 
of the target system. It also enables changes to the input signals during the 
simulation. 
The compiler is written entirely in programming languages JavaScript, HTML 
and CSS. Due to the structure of the target system, the capability of the compiler is 
limited to its basic functions. 
Introduction presents the capabilities and limitations of the compiler, and 
differences from the existing compilers. A more detailed description of the 
compiler's performance follows; from lexical analysis, through code preprocessing 
and syntactic analysis, to the output code generation. User interface and working 
with the simulator are then described in detail. The last part contains descriptions of 
certain functions, added to allow debugging and searching for possible errors of the 
compiler. 
The compiler will ease the work of students when they program and test the 
12-bit microcontroller, which they make themselves in the FPGA circuit as a Digital 
Electronic Systems Design laboratory assignment. 
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1  Uvod 
Mikrokrmilnike danes najpogosteje programiramo v programskem jeziku C, ki 
ga z ustreznim prevajalnikom prevedemo v strojne ukaze [1]. Razvili smo 
prevajalnik za 12-bitni mikrokrmilnik, ki ga študenti izdelajo v vezju FPGA, v 
okviru laboratorijskih vaj pri predmetu Načrtovanje digitalnih elektronskih sistemov. 
Prevajalnik je izdelan kot spletna stran in deluje tudi kot simulator napisanega 
programa. Na ta način lahko študenti sproti preizkušajo delovanje napisanega 
programa. Glavni del programa je napisan v jeziku JavaScript, izgled spletne strani 
pa je opisan v jezikih HTML in CSS [2]. 
Ker gre za majhen mikrokrmilnik, ima omejeno število ukazov in pomnilniških 
mest. Zgornji štirje biti so uporabljeni za nabor ukazov, spodnjih osem bitov pa je 
namenjenih pomnilniku. Posledično lahko mikrokrmilnik uporablja 16 različnih 
ukazov in naslavlja 256 pomnilniških mest, v katere se shranjujejo 12-bitni podatki 
[3]. 
Mikrokrmilnik v centralno-procesni enoti nima podpore za sklad, zato 
prevajalnik nima podprtih argumentov v deklaracijah in klicih funkcij. Prevajalnik ne 
omogoča izrazov z več operatorji, podatkovnih zbirk in znakovnih nizov. 
 
Slika 1.1: Vezje 12-bitnega mikrokrmilnika [3] 
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Prevajalnik je program, ki izvorno kodo pretvori v vmesno ali končno kodo. 
Izvorna koda je običajno napisana v višjenivojskem programskem jeziku, končna pa 
v računalniku razumljivi strojni kodi. Pri strojni kodi gre za zaporedje strojnih 
ukazov napisanih v binarni obliki, ki jo razume in izvaja končni izvršitelj. Ponavadi 
je končni izvršitelj centralno-procesna enota računalnika ali mikrokrmilnik. 
Obstoječi prevajalniki [4] delujejo v naslednjem vrstnem redu: 
1. predprocesor, 
2. razčlenitev, 
3. sintaktična analiza, 
4. semantična analiza, 
5. ustvarjanje vmesne kode, 
6. optimizacija, 
7. končni prevod. 
V prvem koraku se odstranijo vse deklaracije knjižnic in zamenjajo s kodo, 
napisano v vključenih datotekah. Enako je z uporabljenimi makroji, ki se zamenjajo s 
pripadajočo kodo. Za nadaljnjo obdelavo ostane čista programska koda napisana v 
višjem programskem jeziku. 
Pri razčlenitvi se celotna programska koda razdeli na posamezne besede in 
znake v žetone po vnaprej določenih pravilih. Žetoni ne vsebujejo vseh napisanih 
znakov kot so presledek, tabulator in skok v novo vrstico. Odstranijo se tudi vsi 
komentarji. 
Naslednji korak se imenuje sintaktična analiza. Uporablja slovnico 
programskega jezika (BNF, [5]) in s pomočjo te ustvari drevesno strukturo, ki se 
preveri v semantični analizi. BNF je zapis sintaktičnih pravil za pisanje 
programskega jezika. Na splošno se lahko na ta način napišejo pravila za zapis 
različnih slovnično urejenih besedil, vendar se najpogosteje uporablja za opis 
programskih jezikov. Napisal sem BNF-pravila za programski jezik C, po katerih se 
ravna moj prevajalnik. Gre za okrnjena splošna pravila programskega jezika C, ki 
jim je odvzeto vse, česar prevajalnik ne podpira. BNF-zapis za dotični prevajalnik je 
v prilogi Backus-Naur Form. 
Semantična analiza preveri prej ustvarjeno drevesno strukturo in ugotavlja, ali 
je napisana koda smiselna (npr. ali je pri prirejanju vrednosti na levi strani enačaja 
spremenljivka ali konstanta). 
Po semantični analizi kode se ustvari vmesna koda. Pogosto uporabljena 
vmesna koda je tričlenska koda (TAC ali 3AC). To je koda, sestavljena iz ukazov, ki 
vsebujejo največ tri operande (npr. a = b + c;). Vmesna koda je lahko enaka za 
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različne ciljne sisteme, npr. naš 12-bitni mikrokrmilnik, računalnik, mobilni 
telefon ... Tako ni treba pisati nove kode prevajalnika za vsak sistem posebej, temveč 
se lahko uporabi enaka vmesna koda. 
Vmesna koda ni ustvarjena optimalno in lahko namesto enega ukaza uporabi 
tudi po več ukazov. V koraku optimizacije se izločijo odvečni ukazi in spremenijo 
obstoječi, tako da je skupno število ukazov čimmanjše.  
Končni prevod se izvede iz optimizirane kode in vsebuje ukaze, ki jih razume 
ciljni sistem. 
Rezultat mojega prevajalnika je zbirna koda z omejenim številom zbirnih 
ukazov. Vsi zbirni ukazi, ki so podprti v simulatorju in mikrokrmilniku so navedeni v 
tabeli 1.1. Pred izvajanjem je zbirno kodo treba še preoblikovati v strojno kodo, 
razumljivo našemu neobičajnemu mikrokrmilniku. V našem primeru je izhodna koda 
v obliki VHDL-kode, ki se nato prenese na razvojno ploščico, kjer je implementiran 
naš 12-bitni mikrokrmilnik. V tabeli 1.2 so predstavljene direktive, ki se uporabljajo 
pri deklaracijah spremenljivk.  
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Zbirni ukaz Delovanje Opis delovanja 
NOTA A = ! A Negacija vrednosti v akumulatorju. 
LDA naslov A = RAM(n) Naloži vrednost iz RAM-naslova v akumulator. 
STA naslov RAM(n) = A Shrani vrednost akumulatorja na naslov v 
RAM. 
JMP oznaka PC = n Skok programskega števca na mesto oznake. 
JZE oznaka PC = n, 
če je A = 0 
Skok programskega števca na mesto oznake, če 
je vrednost v akumulatorju enaka nič. 
JCS oznaka PC = n, 
če je C = 1 
Skok programskega števca na mesto oznake, če 
je postavljen bit Carry. 
INP n A = dat_i(n) Naloži vrednost iz zunanjega vhoda dat_i na 
naslovu n v akumulator. 
OUTP n dat_o(n) = A Prenese vrednost iz akumulatorja na zunanji 
izhod dat_o na naslov n. 
ADD n A = A + RAM(n) Prišteje argument n k trenutni vrednosti v 
akumulatorju. 
SBT n A = A – RAM(n) Odšteje argument n od trenutne vrednosti v 
akumulatorju. 
CALL imefunkcije PC = RAM(n), 
PC1 = PC, 
A1 = A 
Skok programskega števca na mesto imena 
funkcije in pri tem shrani vrednost 
programskega števca in trenutno vrednost 
akumulatorja. 
RET RAM(n) = PC, 
A = A1, 
PC = PC1 
Skok programskega števca na shranjeno 
vrednost ob izvedenem ukazu CALL in 
povrnitev vrednosti akumulatorja. 
ANDA n A = A & n Konjunkcija vrednosti v akumulatorju in 
argumenta n. 
ORA n A = A | n Disjunkcija vrednosti v akumulatorju in 
argumenta n. 
SHR A = A ÷ 2 Deljenje vrednosti v akumulatorju z dve ali 
premik bitov v akumulatorju za eno mesto v 
desno. 
SHL A = A × 2 Množenje vrednosti v akumulatorju z dve ali 
premik bitov v akumulatorju za eno mesto v 
levo. 
Tabela 1.1: Seznam zbirnih ukazov 
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Direktive 
x DI n Deklaracija zunanjega vhoda na naslovu n 
x DO n Deklaracija zunanjega izhoda na naslovu n 
x DB y Deklaracija spremenljivke x, ki se ji se priredi vrednost y 
Tabela 1.2: Seznam direktiv 
Izvorna koda prevajalnika je omejena ANSI in ISO standardizirana koda C. 
Podprti so prevodi naslednjih ukazov: 
- deklaracija celoštevilske spremenljivke, 
- deklaracija kazalcev, 
- funkcija main(), 
- stavek if in if-else, 
- stavek while, 
- prekinitveni stavek break, 
- deklaracija in klic funkcije, 
- aritmetične operacije, 
- logične operacije. 
 
Deklaracija spremenljivke je možna z inicializacijo poljubne začetne številske 
vrednosti ali brez. V primeru, da spremenljivki ne določimo začetne vrednosti, se ji 
dodeli vrednost 0. V isti vrstici se lahko deklarira po več spremenljivk naenkrat. Pri 
tem se uporabi vmesno ločilo vejica »,«. V tem primeru je vsem spremenljivkam v 
vrsti določena privzeta vrednost 0. Primer inicializacije več spremenljivk hkrati: 
 
int spr1, spr2, spr3; 
 
Kazalce se inicializira na dva načina. Z ukazom »int*«, ki mu dodamo še ime 
kazalca in njegovo začetno vrednost, ali pa z ukazom »int« in zvezdico pred imenom 
kazalca, ki mu sledi začetna vrednost. Primer pravilne inicializacije kazalca na dva 
načina: 
- int* kaz1 = 0; 
- int *kaz1 = 0; 
 
 Prevajalnik ima predvidene tudi posebne spremenljivke, ki se zapišejo v obliki 
»pinN«, kjer je pin rezervirana beseda in N pozitivno celo število. Posebne 
spremenljivke se lahko uporablja v katerem koli opisu funkcije. Ob prvi uporabi se 
prevede tudi njena deklaracija v zbirnem jeziku, kjer je N vrednost spremenljivke in 
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se je ne more spreminjati. Prevedena je z direktivo »di«. Deklaracija posebnih 
spremenljivk ni dovoljena, drugače prevajalnik javi napako: »Deklaracija posebnih 
spremenljivk ni dovoljena!«. Razlog za to je, da se posebne spremenljivke prevede 
drugače kot navadne spremenljivke in jih je treba uporabljati s previdnostjo. 
Glavna funkcija main je osnovna funkcija, v kateri se izvaja program. Pri 
prevajanju je funkcija main indikator začetne točke izvajanja zbirne kode in se določi 
z oznako »start:«. Ker se večina programov izvaja v neskončni zanki, sem 
implementiral dodatno lastnost pri prevajanju funkcije main. Če v funkciji ni 
argumenta, se izvede samo enkrat. Če pa je dodan poljubni argument, se na koncu 
zbirnega programa doda ukaz »jmp start«. S tem funkcija main deluje enako kot 
neskončna zanka. 
Stavki if, if-else in while omogočajo preverjanje enega pogoja oziroma dveh 
poljubnih vrednosti. Primerja se lahko številske konstante ali trenutne vrednosti 
spremenljivk in poljubne kombinacije obojih. Podprtih je šest različnih primerjalnih 
operacij: večje (>), manjše (<), večje ali enako (>=), manjše ali enako (<=), enako 
(==) in različno (!=). Stavek while pozna še dodatne pogoje konstant, kot so na 
primer številske konstante ali Boolove vrednosti »true« in »false«. V primeru pogoja 
konstante 0, Boolove vrednosti »false« ali spremenljivke z vrednostjo 0 se vsebina 
while zanke ne bo izvedla. Stavek while kot edina ponavljalna zanka omogoča tudi 
takojšnje prenehanje delovanja s prekinitvenim stavkom break. Ta mora biti 
uporabljen znotraj ponavljalne zanke while. Posledično se lahko z njo ustvari 
neskončna zanka. Vsebina while zanke je določena z zavitimi oklepaji. Možno je tudi 
večkratno gnezdenje in prepletanje stavkov. 
Prevajalnik podpira tudi deklaracijo poljubne funkcije, ki se lahko kliče iz 
glavne funkcije. Deklaracija funkcije mora biti definirana za deklaracijami 
spremenljivk in pred funkcijo main. Deklarirana funkcija lahko vsebuje vse 
operacije, stavke in zanke, ki se lahko uporabljajo tudi v glavni funkciji. Deklarirane 
funkcije ne sprejemajo argumentov in ne vračajo vrednosti. Klic funkcije se izvede z 
ukazom »imefunkcije«, ki mu na koncu dodamo oklepaj, zaklepaj in podpičje. 
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Tako kot številni drugi mikrokrmilniki, tudi naš vsebuje aritmetično-logično 
enoto, zato je primerno, da prevajalnik omogoča tudi osnovne aritmetične in logične 
operacije. Omogočene so naslednje aritmetične operacije: 
- seštevanje, 
- odštevanje, 
- množenje z dve in 
- deljenje z dve. 
Prevajalnik uspešno prevede tudi skrajšane oblike seštevanja ali odštevanja. 
Tako je naprimer »a + = 2;« ekvivalenten zapisu »a = a + 2;« ali »a--;« ekvivalenten 
zapisu »a = a – 1;«. 
Pri logičnih operacijah sem se omejil na osnovne tri operacije: 
- negacija »~«, 
- konjunkcija »&« in 
- disjunkcija »|«. 
Njihovo delovanje je enostavno, zato ne potrebujejo dodatne razlage. 
Prevajalnik omogoča tudi pisanje komentarjev v programski kodi. Za 
komentarje so uporabljeni trije nizi znakov: 
- »//«, 
- »/*« in 
- Z »/*«. 
Z nizom znakov »//« preprečimo prevod kode, ki mu sledi do konca vrstice, v 
kateri je uporabljen. Niza znakov »/*« in »*/« se vedno uporabljata vzajemno. Prvi 
niz predstavlja začetek komentarja in drugi konec. Koda, ki je znotraj obeh nizov, se 
ne bo prevedla. Gnezdenje komentarjev povzroči izpis napake: »Nepravilna uporaba 
komentarjev!«.  




2  Opis delovanja 
Delovanje mojega prevajalnika je podobno delovanju večine drugih 
prevajalnikov. Manjkajo le določeni koraki, kot sta semantična analiza in 
optimizacija. Prevajanje se izvaja v naslednjem vrstnem redu: 
1. Razčlenitev (angl. lexical analysis), 
2. Vmesna obdelava (angl. preprocessing), 
3. Sintaktična analiza (angl. syntactic analysis oziroma parsing), 
4. Generacija zbirne kode (angl. Assembly code generation). 




Prevod v zbirno 
kodo 








Izdelava zbirne kode 
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Koda prevajalnika je v celoti napisana v datoteki »prevajalnik.js«. Datoteka vsebuje 
glavno funkcijo translate_code() in štiri pomožne funkcije, ki se jih kliče znotraj 
glavne. To so organize_index(index), exporter(tokens, Tn, tokens_properties), 
CheckInit(token, IzpisaneSpr, IzpisaneSprI) in Declare(token). Prva se kliče enkrat 
na prevod za organizacijo zbirke »index[I]«, druga je uporabljena za razhroščevanje, 
tretja in četrta pa sta klicani za preverjanje že deklariranih spremenljivk in 
deklaracijo posamezne spremenljivke. Podrobnejši opis delovanja posameznih 
korakov in funkcij sledi v naslednjih poglavjih. 
2.1  Razčlenitev 
V prvem delu prevajanja kode sem zajel vhodno besedilo in ga shranil v 
spremenljivko kot daljši niz. V zanki se nato preveri vsak znak (angl. character) 
posebej. Znaki se shranjujejo na začasno mesto v medpomnilnik, kjer se glede na 
zaporedje prejšnjih, trenutnega in naslednjih znakov oblikujejo leksikalne enote 
(angl. lexical token, v nadaljevanju žetoni). Leksikalna enota ali žeton je najkrajši, a 
še vedno pomenljiv niz zaporednih znakov vhodnega besedila. 
Nastale žetone sem shranjeval v dvodimenzionalno zbirko »tokens[j][k]«, kjer 
je j zaporedna številka zbirke, ki vedno vsebuje po dvanajst elementov 
(k = 0, 1, 2 ...  11). V večini primerov so elementi v isti vrstici (j) žetoni, s katerimi 
lahko natančno opišemo celotni ukaz programskega jezika. Pri deklaraciji več 
spremenljivk naenkrat se te shranijo v več vrstic. Naslednji primer bom uporabil za 
prikaz in razlago delovanja prevajalnika v naslednjih poglavjih.  







































   func(); 
   if(a==0) 
   { 
     break; 












































































































































































   func(); 
   if(a==0) 
   { 
     break; 








































































































































Tabela 2.1: Primer razčlenitve 
n – zaporedna številka vrstice zapisane kode. 
j – vrstica v dvodimenzionalni zbirki tokens[j][k], 
k – stolpec v dvodimenzionalni zbirki tokens[j][k], 
tako žeton tokens[1][0] vsebuje ime funkcije »func«. 
Prvih šest elementov, tokens[j][5 … 0], je rezerviranih za žetone, dobljene pri 
razčlenitvi, zadnjih sedem, tokens[j][11 … 6], pa za dodatne lastnosti in stanja 
žetonov. 
Pred razčlenitvijo sem inicializiral dvodimenzionalno zbirko, kjer se določi 
največje možno število elementov. Te omejitve se je treba držati pri zajemanju 
žetonov, da v naslednjih korakih ne pride do prepisovanja podatkov. S tem bi izgubili 
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potrebno informacijo za prevod in ta bi bil neuspešen. Če je potreben daljši zajem, se 
poveča število v spremenljivki »tokens_properties«. Sledi zajem žetonov. Glede na 
trenutni, prejšnji in naslednji znak sem napisal pravila, kako naj se tvorijo žetoni. 
Spremenljivka »temp_token« se uporablja kot medpomnilnik, kamor se shranjujejo 
znaki, dokler zaporedje ne ustreza pravilu za nov žeton. Žetoni so med seboj ločeni 
pri znakih presledkov, operatorjev, vejic, navadnih ter zavitih oklepajev ali 
zaklepajev in podpičij. Na ta način se zajame podatke v prvih petih elementih zbirke. 
Ob vsakem prehodu v novo vrstico v zbirki »tokens[j][k]« se na zadnje mesto v 
zbirki shrani vrednost spremenljivke »line«, kjer je shranjena vrstica, v kateri je 
trenutni žeton. Na predzadnje mesto v zbirki se shrani druga lastnost, ki še dodatno 
opiše položaj žetona v izvorni kodi. 
V stolpca k = 8 in k = 7 se shranita lastnosti žetonov pri zavitih oklepajih. 
Zaviti oklepaji se vedno nanašajo na funkcijo, katera je zapisana pred njimi. Tako ti 
dve lastnosti pripadata pripadajoči funkciji. Vsebujeta imeni oznak, ki sta uporabljeni 
v zbirnem jeziku pri skakanju. 
Stolpec k = 6 vsebuje stanje žetonov v pripadajoči vrstici. V prvem prehodu se 
tako zavitim oklepajem dodeli stanje prevedenega ukaza (vrednost 1), ker ga ni treba 
prevajati. Prevajalnik pozna tri stanja ukazov: 
- undefined, nepreveden ukaz, 
- 1, preveden ukaz, 
- 2, ukaz v opisu deklaracije funkcije. 
Neizkoriščenim elementom v zbirki ostanejo vrednosti »undefined«. 
2.2  Vmesna obdelava 
Vmesna obdelava poteka v več točkah. V mojem prevajalniku se izvaja že v 
času zajema žetonov, kasneje v sintaktični analizi žetonov in na koncu pri generaciji 
zbirne kode. Pri vmesni obdelavi podatkov se že lahko zazna več različnih 
sintaktičnih napak. 
  

























































































































































































Tabela 2.2: Primer vmesne obdelave (dotični elementi so označeni z modro) 
Lastnosti v stolpcu k = 11 povedo, v kateri vrstici v izvorni kodi se ukaz 
nahaja. To lastnost uporabljam pri grafičnem označevanju mesta sintaktičnih napak. 
Pri izdelavi zbirne kode to lastnost uporabljam za prikaz mesta programskega števca 
v programski kodi. S tem je mogoče slediti izvajanju kode po korakih tudi na 
uporabniškem vmesniku. Namenjeno je tako razhroščevanju izvorne kode, kot tudi 
prevajalnika. 
V stolpec k = 10 se zapisuje spremenljivka »block«, ki je povezana z 
gnezdenjem ukazov. Z vsakim zavitim oklepajem se poveča za ena in z vsakim 
zavitim zaklepajem pomanjša za ena. Na začetku pri deklaraciji spremenljivk ima 
vrednost 0. Tako »block« ne sme biti nikoli negativno število. V nasprotnem primeru 
gre za nepravilno gnezdenje. 
Stolpec k = 9 je namenjen podrobnejšemu opisu žetonov. Ta opis je ključnega 
pomena pri kasnejšem prevajanju. Preko njega se v kodi najde povezava pripadajočih 
zavitih oklepajev in zaklepajev. K žetonom oklepajev se pripiše oznaka za začetek 
izvajanja, k žetonom zaklepajev pa konec izvajanja funkcije ali stavka. S tem tudi 
ločimo posamezne zavite oklepaje, ki so ponavadi zapisani en za drugim. Tako 
imamo podatek, kaj vsebuje določena funkcija ali stavek. 
Lastnosti na mestih k = 7 in k = 8 imajo različne pomene glede na shranjene 
vrste žetonov. V primeru zajema zavitega oklepaja lastnosti vsebujeta imeni oznak, 
ki sta uporabljeni v zbirni kodi za pripadajočo funkcijo. Oznake so generirane v 
obliki oxy, kjer je: 
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- o črka »o«, kar je okrajšava za oznako. 
- x število 1 ali 2 za lažje razumevanje zbirne kode. Oznaki o1y in o2y se tako 
vedno nanašata na isto funkcijo. 
- y zaporedna številka oznake, ki narašča s številom zavitih oklepajev. Začetna 
vrednost je 0. 
Ker pa vsakemu zavitemu oklepaju ni treba generirati novih oznak, se tam 
zaporedne številke zmanjšajo za ena. Tak primer je else stavek, ki se ga lahko zazna 
ob zajemu znaka zavitega oklepaja. 
Na mesto k = 7 se v primeru zavitega zaklepaja shrani podrobnejši opis 
funkcije, ki ji pripada zaklepaj. Prav tako kot pri oklepaju se lastnost shrani v žeton, 
kjer je pripadajoča funkcija. Trenutno se ta dodaten opis uporablja pri if stavku, ki 
nima else dela. V tem primeru se v stolpec shrani niz »without_else«. 
Stolpec k = 6 je že opisan v prejšnjem poglavju. Na tem mestu naj omenim, da 
se v drugem prehodu skozi žetone v ta stolpec vrednost dve vpiše vsem ukazom, ki 
so definirani v opisu poljubne funkcije. S tem se označi, katere ukaze je treba 
prevesti na koncu. 
Poseben primer zajema predstavljata znak za kazalec »*« in znak »–«, ki 
pomeni unarni minus. V primeru kazalca se zajeti znak »*« začasno spremeni v niz 
znakov »{}« in nato v zadnjem delu, pri izpisu nazaj v »*«. Razlog za to je pravilo 
jezika JavaScript pri uporabi regularnih izrazov (angl. regular expression). Metodo 
regularnih izrazov uporabljam pri detektiranju kazalcev in zamenjavi znakov. 
V primeru unarnega minusa sem si izbral nov operator »=–«, ki se po pravilih 
pisanja programske kode C ne sme pojaviti oziroma nima določenega pomena in 
prevoda. Treba je namreč ločiti med unarnim minusom in odštevanjem. Sintaktično 
pravilen zapis inicializacije spremenljivke narekuje, da je pred unarnim minusom 
vedno operator »=«. Od tu izhaja ideja za nov operator. Razlog za nov operator je 
tudi nemoteno nadaljevanje zajemanja žetonov, ker predznaka ni treba prenašati v 
medpomnilnik za naslednji zajem. Tako si pustim zaznamek za premik predznaka v 
naslednjem koraku, kjer se preverijo vsi operatorji za pravilnost zapisa. 
Po zadnjem shranjenem žetonu se generira še zadnji žeton z imenom 
»final_token«. Drugih podatkov ali lastnosti ne vsebuje. Uporabljen je kot varovalka, 
ki označuje zadnji element v zbirki ob morebitnem prekoračenju preverjanja in 
skakanja v neskončnih zankah. 
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2.3  Sintaktična analiza 
V tej točki so vhodni podatki zajeti in delno prirejeni za prevod, zdaj pa jih je 
treba preveriti za morebitne sintaktične napake. V primeru napak je treba pred 
prevodom opozoriti nanje, sicer je prevod lahko napačen in nesmiseln. Za osnovno 
ločevanje med ukazi, stavki ali zankami je dovolj, če se preverita prva dva elementa 
v vsaki zbirki. To se naredi v drugi ponavljalni zanki, poimenovani »Parser«. Ko je 
ukaz prepoznan, se preverijo še ostali žetoni, ki so povezani z njim. Med 
preverjanjem se žetonom dodajajo še lastnosti, ki natanko opišejo stavke, zanke ali 
ukaze, ki jih pri zajemu še ni bilo mogoče določiti ali pa bi bilo to časovno potratno. 
Podrobnejši opis dodajanja lastnosti žetonom je v poglavju Vmesna obdelava. 
Ena izmed lastnosti prevajalnikov je tudi detekcija napak. Moj prevajalnik 
zmore detektirati sintaktične napake, ki so nastale pri pisanju kode s strani 
uporabnika. Prevajalnik to napako zmore analizirati in sporočiti uporabniku razlog za 
napako ter njeno lokacijo v programski kodi. V prilogi Seznam napak so navedene 
vse napake, za katere sem predvidel, da bi se med pisanjem programske kode lahko 
zgodile. 
V Parser zanki se preveri pravilnost zapisa kode samo za ukaze, ki jih 
prevajalnik prepozna. Preverjanje poteka po vrsti, od prvega shranjenega žetona do 
zadnjega. Prvi elementi v zbirki so: 





-  »{» ali »}«, 
- »break« ali 
- ime spremenljivke. 
V primeru, da je prvi element v zbirki znakovni niz »int«, gre za deklaracijo 
spremenljivke. Nato se preveri tretji element, ki mora vsebovati podpičje ali vejico v 
primeru, da gre za neinicializirano deklaracijo spremenljivke. Vejica se lahko 
uporabi samo pri deklaraciji več spremenljivk v eni vrstici. Drugje uporabljena vejica 
sproži napako: »Operator ',' se lahko uporablja le pri deklaraciji!«. 
Če gre za inicializirano deklaracijo spremenljivke, mora tretji element 
vsebovati enačaj. V tem primeru se preveri še peti element, ki mora vsebovati 
podpičje. V nasprotnem primeru javi napako: »Nepravilna deklaracija 
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spremenljivke!«. Podobno velja tudi za inicializacijo kazalcev, kjer mora biti prvi 
element »int*«. 
Pri if in while stavkih se najprej preveri, ali vsebujeta ukaze v zavitih oklepajih. 
V nasprotnem se javi napaka: »Prazno med zavitimi oklepaji«. Za pravilno delovanje 
prevajalnika morajo funkcije vsebovati vsaj po en ukaz. Nato se preveri, ali ima 
stavek oklepaj in zaklepaj, med katera se vpiše pogoj. Temu sledi še preverjanje 
pogoja. V primeru, da prevajalnik ne prepozna pogoja ali pa je ta napisan napačno, 
javi napako »Neznan pogoj if stavka!« v primeru if stavka ali »Neznan pogoj while 
zanke!« v primeru while zanke. 
Pri while stavku je poleg primerjalnih pogojev lahko pogoj tudi vrednosti 
spremenljivke ali Boolova vrednost »true« ali »false«. 
Main zanka se preverja na enak način kot if in while stavka, le da se ne 
preverjajo pogoji. 
Ukazu break se preveri podpičje na koncu ukaza in ali se nahaja znotraj while 
zanke. Če se nahaja drugje, se izpiše napaka »Ukaz break je izven while zanke!«. 
Pri poljubnih funkcijah se preverja samo pravilnost klica funkcije. Vsebovati 
mora oklepaj in zaklepaj, med katerima ne sme biti ničesar. 
V primeru, da je na prvem mestu v zbirki ime spremenljivke, vemo, da gre za 
prirejanje vrednosti. Pri tem ločimo, za katero aritmetično operacijo gre, in 
preverimo samo za manjkajoče podpičje. Takrat prevajalnik enostavno javi napako: 
»Manjka podpičje.«. Dodatno preverjanje je pri operandih »<<« in »>>«, ki jima 
lahko sledi le število ena. V nasprotnem se izpiše napaka »Shift right se lahko izvede 
samo po en bit!« ali »Shift left se lahko izvede samo po en bit!«, odvisno od 
operanda. 
Določene napake se najdejo že pri zajemanju znakov v žetone. Nekaterih napak 
se kasneje niti ne da več najti in točno opozoriti nanje, zato sem jih iskal že v zajemu. 
To so predvsem napačna gnezdenja in manjkajoči oklepaji ali zaklepaji, navadni ali 
zaviti. 
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2.4  Izdelava zbirne kode 
Končni korak je izpis zbirne kode, prevedene iz programskega jezika. Spodnja 






































   func(); 
   if(a==0) 
   { 
     break; 















































































































































Tabela 2.3: Primer končne oblike žetonov 
Prevod se izvede v treh prehodih skozi vse žetone z vmesnim skakanjem, 
odvisno od vrste ukazov. V prvem prehodu se prevaja celotna vsebina glavne 
funkcije main. V drugem se prehodu prevedejo vse poljubne funkcije, ki so 
definirane pred glavno funkcijo. Na koncu pa se v tretjem prehodu izpišejo še vse 
deklaracije spremenljivk in njihove začetne vrednosti. Vsaki prevedeni vrstici se 
sproti nastavi lastnost prevedenosti na stanje ena (element »tokens[j][6]«). Izjema 
ostane zadnji žeton final_token. 
Prvi žeton, ki se v primeru s tabele 2.3 prevede, je tisti, ki vsebuje glavno 
funkcijo main. Ta povzroči izpis začetne oznake »start:«. Ker glavna funkcija 
vsebuje argument ena, se na koncu prevoda vsebine zanke izpiše še ukaz »jmp start«. 
To se izvede, ko prevajalnik zazna žeton zavitega zaklepaja z lastnostjo 
»main_loop«. Tako prevajalnik ve, da gre za konec glavne zanke. Če je glavna zanka 
brez argumenta, se ukaz za skok na začetek ne izpiše. 
Koda se prevaja naprej, po vrsti od začetka do konca. Pri aritmetičnih in 
logičnih ukazih ni potrebnih nobenih skokov. Za prevod je dovolj, da prevajalnik 
določi, katera operacija se izvaja z napisanim ukazom. Ločevanje med aritmetičnimi 
in logičnimi operacijami je preprosto preverjanje drugega in četrtega žetona. Na teh 
dveh mestih se nahajata operanda, s katerima je jasno definiran ukaz. Zaradi 
arhitekture mikrokrmilnika je treba operacije izvajati samo v akumulatorju. 
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Posledično je potrebnih več zbirnih ukazov za en ukaz, napisan v programskem 
jeziku. Na primer pri seštevanju je treba najprej v akumulator naložiti vrednost, ki jo 
bomo prišteli vrednosti, shranjeni na določenem mestu v pomnilniku. Nato je treba 
vsoto shraniti nazaj v pomnilnik. Podobno je z ostalimi aritmetičnimi in logičnimi 
ukazi. 
Pri stavkih if in while se vrstni red prevajanja kode lahko spremeni. To je 
odvisno od pogoja v stavku in od tega, ali je prisoten tudi else stavek. V primeru 
skakanja se shranjujejo oznake stavkov in trenutni položaj v pripadajoče zbirke, 
poimenovane glede na tip stavka (primer: oznaka_while[l_while], kjer je l_while 
kazalec na prosto mesto v zbirki). Zaradi omogočenega gnezdenja so zbirke tipa 
LIFO (angl. Lasti In, First Out). Oznaka se shrani ob prevajanju if ali while žetona in 
izpiše ob pripadajočem zavitem zaklepaju skupaj z ukazom. 
Klic funkcije povzroči izpis ukaza »call func«. Prevod funkcije se izvede v 
drugem prehodu žetonov in se izpiše po zadnjem ukazu main funkcije. Pred 
prevodom se izpiše oznaka z imenom funkcije, na katero se kasneje sklicujemo. 
Vsebina ukazov v funkcijah se prevaja na podoben način kot v glavni funkciji, edina 
razlika je, da se pri žetonu zavitega zaklepaja z lastnostjo »function_imefunkcije« v 
izhodni kodi dopiše ukaz »ret«. Ukaz povzroči skok nazaj v glavno funkcijo, kjer se 
mora izvajanje kode nadaljevati. 
Na koncu, v tretjem prehodu, se izpišejo še deklaracije spremenljivk. To so vsi 
žetoni, ki še nimajo nastavljene lastnosti prevedenosti. Od drugih žetonov se ločijo 
po prvem elementu v zbirki. Deklaracije vsebujejo žetone »int«, »int *« ali »int*«. 
Prvi se prevedejo z direktivo »db«, ostali pa z »di«. Na koncu se jim dodajo še 
začetne vrednosti.  
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Tabela 2.4 prikazuje končni prevod do sedaj obravnavanega primera: 













   func(); 
   if(a==0) 
   { 
     break; 
   } 
 } 
} 
start:  lda 3 
  sta a 
o22:  call func 
  lda a 
  sbt 0 
  jze o13 
  jmp o23 
o13:  jmp o12 
o23:  jmp o22 
o12:  jmp start 
func:  lda a 
  sbt 1 
  sta a 
  ret 
a db 0 
Tabela 2.4: Primer prevoda 
 
2.4.1  Prevod pogojnih stavkov 
Pogojni if stavek mora biti zapisan v obliki 
 
if(pogoj) {ukazi1;} ukazi2; 
ali 
if(pogoj) {ukazi1;} else {ukazi3;} ukazi2; 
 
za uspešen prevod. Najprej se preveri pogoj in glede na rezultat se izvedejo 
ukazi. V primeru, da je pogoj izpolnjen, se najprej izvede prvi blok ukazov (ukazi1;) 
in nato še drugi (ukazi2;). V nasprotnem primeru se vsebina if stavka preskoči in se 
izvedejo samo drugi blok. Prisoten je lahko tudi stavek else. Njegova vsebina ukazi3; 
se izvede v primeru, ko pogoj if stavka ni izpolnjen. Prav tako mu sledijo še ukazi 
drugega bloka. 
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Tabela 2.5: Primer zajema žetonov splošnega if stavka 
V naslednjih točkah bodo podani primeri prevodov z razlago za različne 
operatorje. Za boljše razumevanje bosta v pogoju vedno uporabljeni spremenljivki a 
in b, ki predstavljata poljubni celoštevilski vrednosti. Primerjanje spremenljivk je pri 
vseh pogojih enako. Z ukazom »lda a« se v akumulator naloži vrednost a, ki ji 
odštejemo vrednost b (»sbt b«), da dobimo informacijo, katera spremenljivka vsebuje 
večjo številsko vrednost. V primeru, da je rezultat negativen, pomeni, da je a < b, v 
primeru, da je rezultat pozitiven, je a > b, če pa je rezultat enak nič, pomeni, da sta 
spremenljivki a in b enaki. 
Pri vsakem if stavku se preveri, ali obstaja tudi pripadajoči else stavek. To se 
naredi v zanki, kjer iščemo vsebino prvega elementa žetonov za trenutnim if 
žetonom. Pred tem shranimo trenutno vrednost indeksa i v zbirko »temp_index[]«. 
Če prvi element enega od naslednjih žetonov vsebuje niz »else« in če pred tem ni 
bilo novega if žetona v istem bloku, potem else stavek obstaja. Če else žetona nismo 
našli in smo naleteli na zadnji final_token žeton ali na novi if stavek, povrnemo 
vrednost indeksa na prej shranjeno vrednost. 
V pogoju se tudi preveri, ali je spremenljivka a kazalec. V fazi sintaktične 
analize smo operator »*« zamenjali z nizom znakov »{}«, ki ga iščemo z regularnim 
izrazom »TreKazalec.test()«. Če je rezultat izraza izpolnjen, pomeni, da je a kazalec 
in je treba namesto ukaza »lda« izpisati ukaz »inp«. 
V fazi sintaktične analize se vsem žetonom zavitih zaklepajev dodelijo 
lastnosti, ki podrobneje opišejo kakšna vrsta stavka se prevaja. Te lastnosti se 
uporabijo pri prevodu, ko naletimo na zavite zaklepaje. 
  
24 2  Opis delovanja 
 
a) Pogoj a != b 
If stavek s pogojem a != b z ali brez else stavka se prevede v: 






 lda a 
 sbt b 
 jze o10 
 ukazi1;  











 lda a 
 sbt b 
 jze o10 
 ukazi1;  
 jmp o20 
o10: ukazi3; 
o20: ukazi2; 
Tabela 2.6: Primer prevoda if stavka s pogojem a != b 
Najprej se preveri pogoj in izpiše ukaz »jze«, s katerim preskočimo vsebino 
stavka v primeru, da sta števili a in b enaki. Obe oznaki if stavka shranimo v zbirko 
»oznaka[]«. Sledi preverjanje, ali obstaja tudi pripadajoči else stavek. Če ne obstaja, 
poiščemo zaviti zaklepaj if stavka in mu določimo lastnost »no_else«. Če pa else 
stavek obstaja, poiščemo še njegov zaviti zaklepaj in mu določimo lastnost 
»else_neenako«. Nato kodo po vrsti prevajamo od začetka do konca if stavka. Ko 
prispemo do zavitega zaklepaja z lastnostjo »if_neenako«, ki se je vpisala v žeton v 
fazi sintaktične analize, izpišemo ukaz »jmp« in oznako takoj za njim. V primeru, da 
else stavek ne obstaja, se izpiše še oznaka pred ukazom »jmp« in s tem se ta del 
prevoda konča. 
Sledi še prevajanje vsebine else stavka, če obstaja. Ko prispemo do zavitega 
zaklepaja z lastnostjo »else_neenako«, izpišemo oznako o20, ki označuje konec if-
else stavka. S tem se tudi ta del prevoda konča. 
b) Pogoj a == b 
If stavek s pogojem a == b z ali brez else stavka se prevede v: 






 lda a 
 sbt b 
 jze o10 












 lda a 
 sbt b 
 jze o10 
 ukazi3;  
 jmp o20 
o10: ukazi1; 
o20: ukazi2; 
Tabela 2.7: Primer prevoda if stavka s pogojem a == b 
Najprej preverimo pogoj in izpišemo ukaz skakanja »jze«, s katerim 
skočimo na kodo znotraj if stavka. Obe oznaki if stavka shranimo v zbirko 
»oznaka[]«. Sledi iskanje morebitnega else stavka. Če ne obstaja, takoj izpišemo še 
drugi ukaz skakanja »jmp«, ki preskoči vsebino if stavka, in vrnemo indeks i nazaj na 
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začetek if stavka. V novi vrstici nato izpišemo oznako za začetek prvega ukaza if 
stavka. Nato se po vrsti prevedejo ukazi prvega bloka (ukazi1;), dokler ne pridemo 
do žetona zavitega zaklepaja if stavka z lastnostjo »if«. Ko ga dosežemo, izpišemo še 
drugo oznako iz zbirke »oznaka[]«. Nato se naprej prevedejo še ukazi drugega bloka 
(ukazi2;). 
V primeru, da else stavek obstaja, indeksa i ne vrnemo nazaj na začetek. Po 
izpisanem ukazu »jze« najprej prevedemo vsebino else stavka. Ko dosežemo njegov 
zaviti zaklepaj z lastnostjo »else«, izpišemo ukaz skakanja »jmp« in v novi vrstici 
oznako začetka vsebine if stavka. Indeksu i v tej točki priredimo prej shranjeno 
vrednost, ki označuje prvi žeton po if stavku. Nato se prevede prvi blok. Ko prispemo 
do žetona z zavitim zaklepajem if stavka z lastnostjo »if_enako«, izpišemo še drugo 
oznako iz zbirke »oznaka[]«. Ker so bili žetoni else stavka že prevedeni, jih 
preskočimo in prevod se nadaljuje v drugem bloku. 
c) Pogoj a < b 
If stavek s pogojem a < b z ali brez else stavka se prevede v naslednjem 
vrstnem redu: 






 lda a 
 sbt b 
 jcs o10 












 lda a 
 sbt b 
 jcs o10 
 ukazi3;  
 jmp o20 
o10: ukazi1; 
o20: ukazi2; 
Tabela 2.8: Primer prevoda if stavka s pogojem a < b 
Prevede se podobno kot a == b, le namesto »jze« je skok »jcs«. 
d) Pogoj a <= b 
If stavek s pogojem a <= b z ali brez else stavka se prevede v: 






 lda a 
 sbt b 
 jze o10 
 jcs o10 












 lda a 
 sbt b 
 jze o10 
 jcs o10 
 ukazi3;  
 jmp o20 
o10: ukazi1; 
o20: ukazi2; 
Tabela 2.9: Primer prevoda if stavka s pogojem a <= b 
Po preverjanju pogoja se izpišeta še dva ukaza skakanja, ki se izvedeta, če je 
pogoj izpolnjen. Nato shranimo ob oznaki v zbirko oznaka[] in poiščemo 
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morebitni else stavek. V primeru, da ne obstaja, povrnemo indeks i nazaj na 
začetek if stavka in izpišemo tretji ukaz skakanja »jmp« ter oznako o10 v novi 
vrstici. Tretji ukaz skakanja se izvrši, če pogoj ni izpolnjen in je treba preskočiti 
vsebino if stavka. Sledi prevajanje vsebine if stavka (ukazi1;). Ko prispemo do 
zavitega zaklepaja if stavka z lastnostjo »if_manjse_enako«, v novo vrstico 
izpišemo še oznako o20. Nato po vrsti prevedemo preostanek kode (ukazi2;). 
V primeru, da else stavek obstaja, indeksu i ne povrnemo vrednosti in 
nadaljujemo s prevodom vsebine else stavka. Ko prispemo do zavitega zaklepaja z 
lastnostjo »else«, izpišemo ukaz »jmp« in v novo vrstico oznako o10 ter indeksu i 
povrnemo vrednost, shranjeno v zbirki »temp_index[]«. Zdaj indeks i kaže na 
začetek if stavka in po vrsti se prevedejo ukazi prvega bloka (ukazi1;). Ko 
prispemo do zavitega zaklepaja if stavka z lastnostjo »if_manjse_enako«, v novo 
vrstico izpišemo še oznako o20. Sledijo žetoni else stavka, ki so že bili prevedeni 
in že vsebujejo lastnost prevedenosti, zato jih preskočimo. Po žetonu zavitega 
zaklepaja else stavka sledijo ukazi drugega bloka (ukazi2;), ki se prevedejo kot 
zadnji. 
e) Pogoj a > b 
If stavek s pogojem a > b z ali brez else stavka se prevede v: 






 lda a 
 sbt b 
 jze o10 
 jcs o10 
 ukazi1; 











 lda a 
 sbt b 
 jze o10 
 jcs o10 
 ukazi1;  
 jmp o20 
o10: ukazi3; 
o20: ukazi2; 
Tabela 2.10: Primer prevoda if stavka s pogojem a > b 
Naprej preverimo pogoj in izpišemo dva ukaza skakanja, s katerima 
preskočimo vsebino if stavka. Nato preverimo, ali obstaja tudi else stavek. Pred 
iskanjem shranimo indeks i v zbirko »temp_index[]« na mesto m + 1. V primeru, da 
ga ne najdemo, indeks i vrnemo na začetek if stavka. Nato z neskončno zanko 
poiščemo pripadajoč zaviti zaklepaj, ki mora biti v istem bloku kot obravnavan if 
stavek. Žetonu z zavitim zaklepajem na mestu »tokens[i][tokens_properties-5]«, kar 
je v našem primeru enako »tokens[i][7]«, priredimo lastnost »no_else«. S tem 
označimo, da if stavek nima else dela. Nato zopet vrnemo indeks i na začetek if 
stavka in izstopimo iz neskončne zanke. S tem je if žeton preveden. Naprej se 
prevede prvi blok (ukazi1;). Ko dosežemo zaviti zaklepaj z dvema lastnostima 
»if_vecje« in »no_else«, izpišemo oznako o10, ukaz »jmp« in v novo vrstico še 
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oznako o20. Ukaz »jmp« se izpiše zato, da izpraznimo zbirko »oznaka[]«. Nato se 
prevede še drugi blok (ukazi2;). 
V primeru, da else stavek obstaja, v zbirko »temp_index[]« na mesto m 
shranimo vrednost indeksa i, ki trenutno kaže na else stavek. Nato z neskončno 
zanko poiščemo zaviti zaklepaj else stavka, mu priredimo lastnost »else_vecje« in 
vrnemo na začetku shranjen indeks i, ki kaže na začetek if stavka. Sledi prevajanje 
vsebine if stavka. Ko dosežemo zaviti zaklepaj z lastnostjo »if_vecje«, izpišemo ukaz 
»jmp o20« ter v novo vrstico oznako o10. Naprej se po vrsti prevedejo še ukazi, ki so 
napisani v else stavku. Ko prispemo do zavitega zaklepaja else stavka z lastnostjo 
»else_vecje«, izpišemo še zadnjo oznako o20. Nato se do konca prevedejo še ukazi 
drugega bloka (ukazi2;). 
f) Pogoj a >= b 
If stavek s pogojem a >= b z ali brez else stavka se prevede v: 






 lda a 
 sbt b 
 jcs o10 
 ukazi1; 











 lda a 
 sbt b 
 jcs o10 
 ukazi1;  
 jmp o20 
o10: ukazi3; 
o20: ukazi2; 
Tabela 2.11: Primer prevoda if stavka s pogojem a >= b 
Prevede se podobno kot a != b, le namesto »jze« je skok »jcs«. 
2.4.2  Prevod ponavljalnih stavkov while 
Prevajalnik pozna ponavljalni stavek while, ki mora biti zapisan v obliki 
 
while(pogoj) {ukazi1;} ukazi2; 
 
za uspešen prevod. Najprej se preveri pogoj. V primeru, da pogoj ni izpolnjen, 
se preskoči vsebina zavitih oklepajev in izvede drugi blok ukazov (ukazi2;). V 
primeru, da je pogoj izpolnjen, pa se izvede prvi blok (ukazi1;) in nato še enkrat 
preveri pogoj. Glede na vnovični rezultat se izvedejo pripadajoči ukazi. 
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Tabela 2.12: Primer zajema žetonov splošne while zanke 
V naslednjih točkah bodo podani primeri prevodov z razlago za različne 
operatorje. Za boljše razumevanje bosta vedno uporabljeni spremenljivki a in b, ki 
predstavljata poljubni celoštevilski vrednosti. Primerjanje spremenljivk je pri vseh 
pogojih enako. Z ukazom »lda a« se v akumulator naloži vrednost a, ki ji odštejemo 
vrednost b (»sbt b«), da dobimo informacijo, katera spremenljivka vsebuje večjo 
številsko vrednost. V primeru, da je rezultat negativen, pomeni, da je a < b, v 
primeru, da je rezultat pozitiven, je a > b, če pa je rezultat enak nič, pomeni, da sta si 
spremenljivki a in b enaki. 
Pri vsakem operatorju se ponovi postopek iskanja žetona s pripadajočim 
zavitim zaklepajem. To se naredi tako, da se v zbirko temp_index[] shrani trenutno 
stanje indeksa i, ki označuje, kateri žeton se trenutno prevaja. Nato se z neskončno 
zanko poišče zaviti zaklepaj, ki je enako globoko gnezden kot obravnavana while 
zanka. Temu žetonu vpišemo lastnost, s katero se lahko kasneje, ob drugem prehodu 
identificira. Sledi še povrnitev prej shranjenega indeksa i, da se prevajanje nadaljuje 
v pravilnem vrstnem redu. 
V pogoju se tudi preveri ali je spremenljivka a kazalec (glej stran 23). 
a) Pogoj a != b 
Zanka while s pogojem a != b se prevede v: 






o20: lda a 
 sbt b 
 jze o10 
 ukazi1;  
 jmp o20 
o10: ukazi2; 
Tabela 2.13: Primer prevoda while zanke s pogojem a != b 
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Najprej se izpiše oznaka o20, ki se generira skupaj z oznako o10 ob 
razčlenitvi. Nato se preveri pogoj. V primeru enakosti je treba preskočiti kodo, 
zapisano v while zanki, kar se naredi z ukazom jze. V argument se vpiše oznaka 
o10, v zbirko oznaka_while[] pa se za kasneje shranita obe oznaki. Temu sledi 
iskanje žetona zavitega zaklepaja, ki konča vsebino while zanke. Ko najdemo iskani 
žeton, mu priredimo lastnost »while_neenako« na mesto elementa k = 9. »While« 
žeton je v tem koraku preveden, zato se mu še spremeni lastnost prevedenosti k = 6 
na ena. V nadaljevanju se izpišejo prevodi prvega bloka, napisani v while zanki. Ko 
kazalec i doseže žeton zavitega zaklepaja while zanke, se izpiše ukaz »jmp«. V 
argument ukaza se izpiše prej shranjena oznaka o20 in za njo še o10:. Naprej se po 
vrsti prevede drugi blok ukazov, ki sledijo zavitemu zaklepaju. 
b) Pogoj a == b 
Zanka while s pogojem a == b se prevede v: 






o30: lda a 
 sbt b 
 jze o20 
 jmp o10 
o20: ukazi1;  
 jmp o30 
o10: ukazi2; 
Tabela 2.14: Primer prevoda while zanke s pogojem a == b 
Pogoj se razlikuje od drugih v tretji oznaki o30. Ta se generira šele pri 
prevajanju, in sicer na enak način kot ostale oznake. Oznaka o30 je tudi prva, ki se 
izpiše. Po ustvarjeni tretji oznaki se skupaj z oznako o10 shranita v zbirko 
oznaka_while[]. Pomembno je, da se oznaka o10 shrani na prvo prosto mesto, o30 
pa na drugo. Vrstni red je pomemben, ker se bosta na koncu prevoda zanke še 
enkrat izpisali najprej oznaka o30 in nato še o10. Shranjevanju oznak sledi 
preverjanje pogoja. Preverjanju sledi izpis dveh ukazov skakanja, in sicer ukaza 
»jze o20« in »jmp o10«. Oznaka o20 bo označevala začetek vsebine while zanke, ki 
se izvede v primeru izpolnjenega pogoja a == b, oznaka o10 pa bo označevala 
konec zanke. V primeru enakosti je torej treba preskočiti ukaz skakanja na konec 
zanke. Za izpisanima ukazoma skakanja se izpiše še oznaka o20, nato pa je treba 
najti pripadajoči žeton zavitega zaklepaja, ki označuje konec while zanke, in mu 
prirediti lastnost »while_enako«. Sledi prevod prvega bloka (ukazi1;), ki je znotraj 
ponavljalne zanke. Ko vrstni red prevajanja prispe do zaključnega zavitega 
zaklepaja, se izpišeta prej shranjeni oznaki skupaj z ukazom »jmp«, ki povzroči še 
enkratno preverjanje pogoja in morebitno izvajanje ukazov. Naprej se izvedejo 
ukazi, ki sledijo za ponavljalno zanko. 
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c) Pogoj a < b 
Zanka while s pogojem a < b se prevede v: 






 lda a 
 sbt b 
 jcs o20 
 jmp o10 
o20: ukazi1; 
 lda a 
 sbt b 
 jcs o20 
o10: ukazi2; 
Tabela 2.15: Primer prevoda while zanke s pogojem a < b 
  Najprej se preveri pogoj zanke. Temu sledi izpis dveh ukazov skakanja, »jcs« 
in »jmp«. Ukaz »jcs o20« skoči na mesto oznake o20, če je bit »Carry« postavljen na 
ena in izvedejo se ukazi1;. »Carry« bit se v tem primeru postavi, kadar je izpolnjen 
pogoj a < b. V nasprotnih primerih se preskočijo nadaljnji ukazi vse do konca 
ponavljalne zanke. V tej točki se prvi trije ukazi shranijo v zbirko »temp_string[]« in 
oznaki o10 in o20 v zbirko »oznaka_while[]«. Ukazi se shranijo zato, ker se bo 
preverjanje pogoja ponovno izpisalo ob koncu while zanke. Sledi iskanje 
pripadajočega žetona zavitega zaklepaja, da mu določimo lastnost »while_manjse«. 
Nato se izpiše oznaka o20 in prevedejo se ukazi prvega bloka (ukazi1;). Ko prispemo 
do zavitega zaklepaja s prej določeno lastnostjo, se ponovno izpišejo shranjeni ukazi 
za preverjanje pogoja in končna oznaka o10. Če je pogoj še vedno izpolnjen, se 
izvedejo ukazi1; in ponovno preverjanje pogoja, drugače pa se naprej izvedejo 
zadnje prevedeni ukazi drugega bloka (ukazi2;). 
d) Pogoj a <= b 
Zanka while s pogojem a <= b se prevede v: 






 lda a 
 sbt b 
 jze o20 
 jcs o20 
 jmp o10 
o20: ukazi1;  
 lda a 
 sbt b 
 jze o20 
 jcs o20 
o10: ukazi2; 
Tabela 2.16: Primer prevoda while zanke s pogojem a <= b 
Najprej se preveri pogoj. Za tem se izpišejo trije ukazi skakanja, »jze«, 
»jcs« in »jmp«, ter oznaka »o20:«. Na tej točki celotno preverjanje pogoja in prva 
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dva ukaza skakanja shranimo v zbirko temp_string[]. Shrani se tudi oznako o10, in 
sicer v zbirko oznaka_while[]. Potem poiščemo pripadajoči zaviti zaklepaj in mu 
dodelimo lastnost »while_manjse_enako«. Skočimo nazaj na mesto pred iskanjem 
zaklepaja in prevedejo se ukazi znotraj zanke. Temu sledi ponovni izpis preverjanja 
pogoja in dveh ukazov skakanja, ki smo ju shranili na začetku. Vse to in izpis oznake 
»o10:« se izvede, ko najdemo žeton zavitega zaklepaja s prej določeno lastnostjo. 
Preverimo še delovanje zanke. V primeru da sta spremenljivki a in b številsko enaki, 
je začetni pogoj izpolnjen in ukaz »jze« povzroči skok nazaj na prvi blok ukazov. Če 
velja a < b se izvede ukaz »jcs«, ki prav tako povzroči skok nazaj. Če pa velja a>b, 
se izvede ukaz »jmp«, ki preskoči vsebino zavitih oklepajev na drugi blok ukazov 
(ukazi2;). Pri drugem preverjanju ukaz »jmp« ni več potreben, ker se lahko koda 
enostavno nadaljuje v primeru neizpolnjenega pogoja. 
e) Pogoj a > b 
Zanka while s pogojem a > b se prevede v: 






o20: lda a 
 sbt b 
 jze o10 
 jcs o10 
 ukazi1;  
 jmp o20 
o10: ukazi2; 
Tabela 2.17: Primer prevoda while zanke s pogojem a > b 
V primeru, da je v pogoju operator »>« najprej izpišemo drugo oznako, na 
katero se bo skakalo v primeru izpolnjenega pogoja. V zbirko oznaka_while[] 
shranimo še obe oznaki, ker ju bomo izpisali še enkrat pri koncu zanke. Nato se prvič 
preveri pogoj in izpiše dva ukaza skakanja, »jze o10« in »jcs o10«. V primeru, da 
velja a <= b se postavita bita »Carry« ali »Zero«, ki povzročita skok na konec zanke. 
Po izpisu teh dveh ukazov se poišče pripadajoč žeton zavitega zaklepaja while zanke. 
Priredi se mu lastnost »while_vecje«. Sledi prevajanje ukazov znotraj while zanke. 
Ko se prevede celotna vsebina zanke, se izpiše ukaz »jmp o20«, ki povzroči 
vnovično preverjanje pogoja. Po ukazu se izpiše še oznaka o10 in prevedeni ukazi 
drugega bloka (ukazi2;). 
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f) Pogoj a >= b 
Zanka while s pogojem a >= b se prevede v: 






o20: lda a 
 sbt b 
 jcs o10 
 ukazi1;  
 jmp o20 
o10: ukazi2; 
Tabela 2.18: Primer prevoda while zanke s pogojem a >= b 
Pri pogoju »>=« se najprej izpiše oznaka o20, temu pa sledi preverjanje 
pogoja. Hkrati se na koncu preverjanja izpiše še ukaz za skakanje »jcs«, ki preskoči 
vsebino while zanke v primeru, če velja a < b (postavi se Carry bit). Nato poiščemo 
pripadajoč žeton z zavitim zaklepajem in mu priredimo lastnost 
»while_vecje_enako« in shranimo obe oznaki v zbirko oznaka_while[]. Nato se 
prevedejo ukazi, ki se nahajajo znotraj zanke. Ko s prevajanjem prispemo do 
zavitega zaklepaja obravnavane while zanke (z lastnostjo »while_vecje_enako«), 
izpišemo ukaz »jmp«. V argument ukaza najprej izpišemo drugo oznako (o20) in 
nato pred naslednji ukaz še prvo oznako (o10), ki označuje konec zanke. Z ukazom 
»jmp o20« skočimo na začetek ponovnega preverjanja pogoja. Naprej se prevedejo 
še ukazi po while zanki. 
g) Ukaz break; 
Zanka while s poljubnim pogojem lahko vsebuje ukaz »break;«, ki povzroči  
predčasno izvajanje zanke. Primer prevoda: 








 lda a 
 sbt b 
 jcs o20 
 jmp o10 
o20: ukazi1; 
 jmp o10 
 ukazi3; 
 lda a 
 sbt b 
 jcs o20 
o10: ukazi2; 
Tabela 2.19:  Primer prevoda while zanke z ukazom break; 
Na mestu, kjer se nahaja ukaz »break;« v programski kodi, se v zbirni kodi 
izpiše ukaz »jmp«. V argument ukaza skakanja se izpiše oznaka, ki označuje konec 
while zanke. Za pravilen prevod je torej v žeton z ukazom »break;« treba shraniti 
pravo oznako. To se naredi v fazi vmesne obdelave sintaktične analize, ko naletimo 
na tak žeton. 
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Nato shranimo trenutno vrednost indeksa j, ki v tej fazi označuje zaporedno 
številko prevajanega žetona. Za tem nastavimo vrednost spremenljivke 
»found_while« na 0 in v spremenljivko »temp_index[m+2]« shranimo blok, kjer se 
nahaja ukaz »break;«. Kam spada ukaz »break;«, poiščemo tako, da po vrsti 
preverjamo predhodne prve elemente žetonov in med tem shranjujemo trenutne 
bloke, kjer se nahaja indeks j. V primeru, da najdemo žeton s prvim elementom 
»while« in da žeton ustreza dodatnima pogojema, oznako tega žetona začasno 
shranimo v zbirko »temp_index[m+1]«. Ta oznaka označuje konec while zanke. 
Nato spremenimo vrednost spremenljivke »found_while« na ena. S tem označimo, 
da je ukaz »break;« v programski kodi napisan na pravem mestu. Nato vrnemo 
indeksu j prej shranjeno vrednost, da se preverjanje izvaja naprej po vrstnem redu, in 
mu zapišemo iskano oznako konca while zanke. 
V primeru, da žetona s prvim elementom »while« ne najdemo ali pa ne 
ustreza dodatnima pogojema, javimo napako: »Ukaz break je izven while zanke!«. 
h) Argument »true« ali »false«  
Zanka while lahko vsebuje tudi konstante, niz ali spremenljivke namesto 
prej naštetih pogojev. Prvo ločevanje naštetih treh argumentov od pogojev se izvede 
ob vmesni obdelavi v sintaktični analizi. Če pri preverjanju v while žetonu ni 
znanega pogoja, se preveri, ali je v argumentu niz ali število. V primeru, da je v 
argumentu niz, se preveri, ali gre za Boole-ovo vrednost »true« ali »false«. V prvem 
primeru se while žetonu priredi lastnost »while_true«, v drugem pa »while_false«. 
Ko se v fazi generacije zbirne kode obravnava while žeton se preko prej 
vpisane lastnosti loči tip argumenta. Primer prevoda za argument »true«: 







 jmp o20 
o10: ukazi2; 
Tabela 2.20: Primer prevoda while zanke z argumentom »true« 
Ko indeks trenutno prevajanega žetona doseže žeton while, se preveri 
njegov četrti element v zbirki »tokens[i][j]«. Če ni enak enemu od znanih pogojnih 
operatorjev, se nato preveri, ali je na tem mestu zaklepaj. V tem primeru se prevodi z 
različnimi argumenti ločijo prek lastnosti, ki so bile vpisane v sintaktični analizi. 
Najprej se izpiše oznaka, kamor se bo skočilo ob doseženem zavitem 
zaklepaju while zanke, ki smo mu v fazi sintaktične analize prav tako dodelili 
lastnost »while_true«. V tem primeru dobimo neskončno zanko, ki se lahko prekine 
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samo z ukazom »break;«. Prevod je identičen, če je v argumentu while zanke vpisana 
številska vrednost, različna od nič. 
Če bi v argument zapisali vrednost »false«, bi se na enak način vpisala 
lastnost »while_false« v žeton while in žeton s pripadajočim zavitim zaklepajem. Ko 
v fazi prevajanja naletimo na takšno zanko, shranimo, v katerem bloku se nahaja, in 
vsem gnezdenim elementom določimo lastnost prevedenosti na ena. Gnezdenih 
ukazov tako niti ne prevajamo. Primer prevoda za argument »false«: 







Tabela 2.21: Primer prevoda while zanke z argumentom »false« 
Prevod bi bil identičen tudi, če bi bila v argumentu zapisana številska 
konstanta nič. 
i) Spremenljivka kot argument 
Če je v argumentu while zanke zapisan niz, ki ni enak »true« ali »false«, 
velja, da je v argumentu zapisana spremenljivka. V fazi sintaktične analize takemu 
while žetonu in pripadajočemu žetonu zavitega zaklepaja dodelimo lastnost 
»while_spremenljivka«. Tako se takšen while žeton loči od drugih. Primer prevoda 
zanke while s spremenljivko v argumentu: 






o20: lda x 
 jze o10 
 ukazi1; 
 jmp o20 
o10: ukazi2; 
Tabela 2.22: Primer prevoda while zanke s spremenljivko v argumentu 
Pri prevajanju se najprej loči tip zanke while tako, da se preveri četrti 
element žetona while, če vsebuje zaklepaj. Nato se preveri še lastnost, zapisana v fazi 
sintaktične analize, ali gre res za spremenljivko v argumentu. Če vse našteto drži, se 
izpiše oznaka, kamor se bo skočilo po zadnjem ukazu while zanke. Nato se izpiše 
ukaz »jze«, ki preveri, ali je vrednost spremenljvke v argumentu zanke enaka nič. 
Temu sledi prevajanje ukazov znotraj zanke. Ko prispemo do pripadajočega zavitega 
zaklepaja z lastnostjo »while_spremenljivka«, se izpiše še ukaz »jmp«, ki povzroči 
skok na začetek. 
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2.4.3  Prevod posebnih spremenljivk 
Posebne spremenljivke omogočajo hitrejše rokovanje z direktivami. Posebni 
spremenljivki »pinN« lahko prirejamo vrednost druge spremenljivke ali pa številsko 
vrednost in to se prevede z zbirnim ukazom »outp«. Primer prevoda prirejanja 
vrednosti spremenljivke a posebni spremenljivki pin22: 







start: lda  a 
 outp pin22 
a db 0 
pin22 di 22 
Tabela 2.23: Primer prevoda prirejanja vrednosti posebni spremenljivki 
V primeru je prikazan tudi prevod inicializacije spremenljivke a. Posebna 
spremenljivka ni deklarirana, je pa prevedena z direktivo »di«.  
Prirejanje vrednosti posebne spremenljivke drugi spremenljivki se prevede z 
ukazom »inp«. 







start: inp  pin22 
 sta a 
a db 0 
pin22 di 22 
Tabela 2.24: Primer prevoda prirejanja vrednosti posebne spremenljivke drugi spremenljivki 
Ker se posebnih spremenljivk v programski kodi ne sme deklarirati, je treba na 
koncu preveriti morebitne uporabe teh. To naredimo na koncu kode v eni od 
ponavljalnih zank. Preverimo vse žetone za niz »pin«, ki mu sledi število od nič do 
devet. V primeru, da žeton vsebuje tak niz, pokličemo funkcijo CheckInit, ki preveri, 
ali je bila deklaracija trenutne posebne spremenljivke že prevedena. Pri tem 
uporabljamo seznam vseh že prevedenih deklaracij posebnih spremenljivk. Seznam 
je shranjen v zbirki IzpisaneSpr, ki je na začetku prazna. Funkcija CheckInit 
spremenljivki Stanje priredi vrednost ena, če je bila posebna spremenljivka že bila 
deklarirana, in 0, če še ni bila. Če je vrednost spremenljivke Stanje enaka 0, se izvede 
funkcija Declare. Funkcija Declare izpiše prevod deklaracije posebne spremenljivke 
v zbirnem jeziku in ga doda v zbirko IzpisaneSpr. Na ta način se ponovna uporaba že 
deklarirane posebne spremenljivke ne prevaja več. 
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3  Uporabniški vmesnik 
Osnovna struktura uporabniškega vmesnika, skupaj z vsemi slogi in oblikami, 
je delo mentorja prof. dr. Andreja Trosta. Gre pravzaprav za spletno stran, napisano v 
jeziku HTML z uporabljenimi oblikovnimi slogi CSS. Prevajalnik in ostale funkcije 
so napisani v programskem jeziku JavaScript. Sprva je bila stran zasnovana tako, da 
je vsebovala eno okno, kamor se je vpisovala zbirna koda, in drugo, v katero se je 
izpisala izhodna koda. Poleg drugega okna je bila še možnost izbire pogleda 
trenutnega stanja pomnilnika. Koda se je lahko izvajala po korakih ali pa se je 
neposredno prevedla v strojno kodo. 
Sam sem uporabniški vmesnik preoblikoval tako, da sem dodal novo okno, 
kamor se lahko vpisuje programska koda v višjenivojskem jeziku. S pritiskom na 
gumb »Start« se zdaj programska koda prevede v zbirno in iz zbirne v strojno kodo. 
Grafično se to odvija v nasprotni smeri urinega kazalca. Še vedno sta omogočena 
pogled na trenutno stanje pomnilnika in možnost izvajanja kode po korakih.  
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Slika 3.1: Uporabniški vmesnik simulatorja 
3.1  HTML 
V času pisanja diplomskega dela je bil simulator dosegljiv na naslovu 
http://lniv.fe.uni-lj.si/cpuc.html. To je pravzaprav spletna stran, napisana v 
preprostem jeziku HTML. Krovna datoteka je cpuc.html, kjer je narejena struktura 
uporabniškega vmesnika. 
Struktura vmesnika je določena z značkami »division«, ki so uporabljene za 
postavitev logotipa, orodne vrstice s povezavami do drugih oblik prevajalnika, 
osrednjega dela simulatorja in noge. 
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Slika 3.2:  Struktura prevajalnika v raziskovalcu 
V glavi so navedene .js in .css datoteke, ki so potrebne za pravilno delovanje 
prevajalnika. Gre za datoteke design.css, cpuc.js, prevajalnik.js in util.js ter mapo 
images. 
Mapa images vsebuje dve sliki, preliv modre v belo barvo, ki je uporabljena v 
glavi ter logo prevajalnika »LNIVirtuaLAB«. Datoteki design.css in util.js vsebujeta 
pomožne funkcije za pravilen prikaz spletne strani in funkcije, ki pretvarjajo med 
šestnajstiškim in desetiškim številskim sistemom. Datoteka prevajalnik.js vsebuje 
funkcije, ki so potrebne za pravilno delovanje prevoda programske v zbirno kodo. 
Potrebne funkcije za prevod zbirne v izhodno kodo so napisane v datoteki cpuc.js. 
Temu sledi orodna vrstica, preko katere lahko dostopamo do domače strani 
Laboratorija za načrtovanje integriranih vezij. Dostopamo lahko tudi do starejše 
verzije prevajalnika, kjer ni podprt programski jezik in se prevaja samo zbirni jezik. 
Tretja povezava vodi do simulatorja z možnostjo prevajanja programskega jezika, ki 
je tudi privzeti prevajalnik ob prvem odpiranju datoteke cpuc.html. Obstaja tudi 
četrta povezava z imenom »Primeri«, ki vodi do navodil za uporabo simulatorja, 
dodatno opisanimi s primeri ukazov v programskem jeziku. 
 
Slika 3.3: Polje za vnos programske kode 
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Osrednji del je narejen v obliki nevidne tabele, s katero so določeni okvirni 
položaji objektov. Glavni objekti so gumbi in območja za vpisovanje podatkov. V 
zgornje levo okno, poimenovano »Tsrc«, se vpisuje programska koda. Privzeta 
velikost okna je dvajset vrstic in petdeset stolpcev, vendar se ob prekoračitvi pojavi 
drsnik in omogoči vpisovanje daljših besedil. Enako velja tudi za spodnje levo okno, 
poimenovano »src«, le da je privzeta velikost okna petnajst vrstic in petdeset 
stolpcev. Desno zgoraj se pod napisom »Vhodi« nahaja dvakrat po osem polj, kamor 
se vpisujejo imena vhodnih spremenljivk (v levih osem polj) in pripadajoče vrednosti 
vhodnih spremenljivk (v desnih osem polj). 
 
Slika 3.4: Polje za vnos zbirne kode 
Poleg teh polj so še štirje gumbi, s katerimi upravljamo način prevajanja kode. 
Gumb Start prevede programsko kodo v zbirni jezik in jo izpiše v spodnje levo okno 
in nato prevede še zbirno kodo v izhodno kodo, ki se izpiše v desno spodnje okno, 
označeno kot »Pomnilnik«. Pritisk na ta gumb je potreben, če želimo simulirati 
izvajanje kode. Gumb »Korak« izvede en zbirni ukaz. Hkrati se v polju »src« označi 
trenutni položaj programskega števca. Osvežujejo se tudi vrednosti v poljih 
»Pomnilnik« in »Izhodi«. Gumb »Run« izvaja isto funkcijo kot gumb »Korak«, 
vendar v neskončni zanki. Po pritisku se spremeni ime gumba v »Stop«; pritisk nanj 
ustavi izvajanje kode. Gumb »Reset« ponastavi vse vrednosti spremenljivk, izhodov 
in pomnilnika na vrednosti, dobljene ob prevodu. Izsek HTML kode za delo z gumbi: 
<input type="button" name="Start" onclick="translate_code()" 
value="Start" title="Prevedi C (F8)"><br> 
<input type="button" onclick="rescpu()" value="Reset" 
title="Resetiraj CPU"> 
<input type="button" onclick="korak()" value="Korak" 
title="Izvedi en stavek (F9)"> 
<input type="button" onclick="startstop()" value="Run" 
id="run"> 
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Pomnilnik ima možnost izpisa stanja v heksadecimalni obliki ali desetiškem 
zapisu. Prav tako lahko poljubno preklapljamo med stanjem v pomnilniku in 
trenutnimi vrednostmi spremenljivk. To omogočajo opcijska polja pod poljema 
»Izhodi« in »Pomnilnik«, označena kot »šestnajstiško«, »desetiško«, »RAM« in 
»simboli«. Izbran pogled se določa za okno »Pomnilnik«. 
 
Slika 3.5: Polje z izpisom izhodne kode in stanjem pomnilnika 
Poleg »Start« gumba je možen prevod samo zbirnega dela kode. Ta se izvede s 
pritiskom na povezavo nad poljem »src« z imenom »Prevedi«. To omogoča prevod 
spremenjene zbirne kode, ne da bi spreminjali programsko kodo. V tem primeru 
prevod programske kode ne prepiše spremenjene zbirne kode. Na tem mestu moramo 
vedeti, da vsak pritisk na gumb »Start« na novo prevede programsko kodo in s tem 
lahko izgubimo spremembo v zbirnem jeziku. 
 
Slika 3.6: Polja z vhodnimi spremenljivkami in gumbi za upravljanje prevajalnika in simulatorja 
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3.2  CSS 
Datoteka design.css, ki natančneje opisuje velikosti, barve in položaj 
elementov spletne strani, je napisana v jeziku CSS. Datoteka sama ne vpliva na način 
delovanja prevajalnika, temveč samo na izgled spletne strani. Opisuje oblike tabel, v 
katerih so vpisovalna polja in barve posameznih napisov, nastavljajo pa se tudi 
odmiki elementov od robov. Določa tudi poravnavo besedila v vseh značkah kode 
HTML. 
3.3  JavaScript 
Spletna stran, napisana v jeziku HTML in CSS lahko predstavlja samo 
grafično-tekstovno obliko uporabniškega vmesnika. Dodatno funkcionalnost 
omogočijo ravno datoteke, napisane v jeziku JavaScript. 
V datoteki util.js so zapisane funkcije, za katere obstaja večja verjetnost, da se 
jih ob prevajanju izvede. Funkcija selectTextAreaLine(tarea, lineNum) označi vrstico 
v polju, kjer pišemo programsko kodo. Kliče se ob vsaki napaki, ki jo prevajalnik 
zazna. V fazi prevajanja se shrani vrstica ukaza, pri katerem je prišlo do napake. To 
vrednost se vpiše na mesto parametra lineNum in funkcija označi mesto napake. S 
tem uporabnik lažje najde morebitne napake, napisane v programskem jeziku. 
Druga funkcija, ki se izvede ob vsakem prevodu, je tudi hex(n). Ta funkcija za 
vhodni podatek dobi decimalno število in ga spremeni v ekvivalentno 
heksadecimalno število. Uporablja se pri izpisu stanja pomnilnika. 
Datoteka cpuc.js vsebuje zadnji del celotnega prevoda med zbirno in izhodno 
kodo. Glavni del prevoda je opisan v funkciji runasm(). Najprej se izvedeta zajem in 
poskus prevoda zbirne kode. V primeru uspešno prevedene kode se v spremenljivkah 
shranijo rezultati, potrebni za prevod, v nasprotnem pa prevajalnik javi napako. Po 
uspešnem prevodu se izpiše izhodna koda v skrajnem desnem oknu, poimenovanem 
»tarea«. 
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Datoteka cpuc.js vsebuje tudi funkcije, ki se izvedejo ob pritisku na vse gumbe, 










Slika 3.7: Blokovni diagram gumbov 
Tako se ob pritisku na gumb »Run« izvede funkcija startstop(). Funkcija 
najprej označi stanje prevoda v izvajanje in zamenja napis na gumbu »Run« z besedo 
»Stop«. Nato se izvede gnezdena funkcija action(), ki omogoča zakasnitev izvajanja 
zbirne kode in hkrati zakasni označevanje trenutnega stanja programskega števca. V 
naslednjem koraku se za vsako vrstico začne izvajati simulacija kode s klicem 
funkcije runsim(). 
V funkciji runsim() je opisano delovanje mikrokrmilnika za posamezne zbirne 
ukaze. Za vhodni podatek uporabi trenutno vrstico oziroma trenutni ukaz zbirne 
kode, na katerega kaže programski števec. Glede na ukaz se določijo vrednosti 
notranjih in zunanjih spremenljivk. Po vsakem izvedenem ukazu se kazalec 
premakne na naslednji ukaz. Funkcija runsim() vedno najprej preveri stanje 
spremenljivke compile, če je bila zbirna koda sploh že prevedena v izhodno. Če še ni 
bila, pokliče funkcijo runasm(). Po pritisku na gumb »Start« se tako funkcija 
runsim() kliče, vse dokler se ne pritisne gumb »Stop«. Ob simulaciji ukazov se po 
korakih spreminjajo vse uporabljene izhodne spremenljivke kot tudi nekatere 
notranje spremenljivke (naprimer akumulator, programski števec in kazalec na sklad) 
– odvisno od ukaza. 
Funkcija runasm() zbirno kodo prevede v izhodno. Na začetku se zajame 
vhodna koda in se razdeli na vrstice. 
V zbirni kodi je točno določen vrstni red zapisa ukazov: 
oznaka: ukaz argument 
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Oznaka ni potrebna, ukaz je lahko sestavljen iz treh črk, za argument pa lahko 
uporabimo števila ali spremenljivke. Te tri dele ločuje presledek ali tabulator. 
Funkcija runasm() nato poskuša prevesti celotno zbirno kodo z ukazom try – throw – 
catch in s pomočjo svojih zbirk, v katere dodaja lastnosti ukazov. Shranjene lastnosti 
omogočajo ločevanje različnih ukazov med seboj.  
Klik na gumb »Reset« postavi spremenljivko »reset« na ena in pokliče funkcijo 
runsim(). Funkcija preveri stanje te spremenljivke in v tem primeru ponastavi 
vrednosti spremenljivk (program counter, akumulator, reset, stack pointer) na 
začetne vrednosti. 
Funkcija korak() se pokliče s pritiskom na gumb »Korak«. Funkcija enostavno 
izvede funkcijo runsim() za trenutno vrstico. Z naslednjim zaporednim pritiskom se 
izvede simulacija naslednjega ukaza in tako naprej. 
Gumb »Start« pokliče funkcijo translate_code(), ki je temeljito opisana v 
prejšnjih poglavjih in je opisana v svoji datoteki prevajalnik.js. Funkcija prevede 
programsko kodo v zbirno in zbirno v izhodno s klicem na funkcijo runasm(). Tudi 
funkcija translate_code() uporablja ukaz try – throw – catch. Ukaz deluje tako, da 
najprej poskuša izvesti kodo, in če ne pride do napake, jo izvede. Če vmes pride do 
vnaprej predvidene napake, se izvede ukaz throw, ki ustvari opis napake. Ukaz catch 





  case "=" : { 
   switch(tokens[j][3]) 
   { 
    case "<<" : { 
     if(tokens[j][5]!=";") 
     { 
      Terrn=tokens[j][tokens_properties-1]+1; 
      throw("Manjka podpicje!") 
     } 
     if(tokens[j][4]!="1") 
     { 
      Terrn=tokens[j][tokens_properties-1]+1; 
      throw("Shift left se lahko izvede samo po en bit!") 
     } 




 document.getElementById('Terrmsg').innerHTML = Terr; 
 selectTextareaLine(document.forms.myForm.elements["Tsrc"], Terrn); 
} 
 
V zgornjem primeru najprej preverjam, ali gre za prirejanje vrednosti 
spremenljivki (na mestu tokens[j][1] je v takem primeru enačaj) in ali vsebuje tak 
žeton operator »<<« na mestu tokens[j][3]. Če oboje drži, pomeni, da žeton vsebuje 
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ukaz »shift left«. Nato preverim, ali ukaz na koncu vsebuje podpičje in ali gre za 
pomikanje za eno mesto v levo ali za več. V obeh primerih uporabim ukaz throw, ki 
ustvari napako z opisom, zakaj se je izpisala napaka. Na tem mestu shranim še 
številko vrstice ukaza v programski kodi. Ukaz catch preveri, če se je pri pisanju 
programske kode naredila napaka. Tukaj tudi izpišem opis napake na mesto, 
označeno v datoteki cpuc.html z imenom »Terrmsg«, nad oknom za vpis programske 
kode. V tem oknu tudi označim vrstico, kjer se nahaja ukaz z napako. 
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4  Razhroščevanje in testiranje prevajalnika 
Vsak program potrebuje svoj razhroščevalnik, s katerim lahko preverimo 
delovanje in iščemo morebitne napake v kodi. V ta namen sem napisal tri funkcije, s 
katerimi se lahko preveri delovanje. 
Prva funkcija izpiše končno stanje vseh zajetih žetonov in se lahko kliče v 
uporabniškem vmesniku. Pogoj za izpis je prevod brez napak in da je funkcija 
klicana čisto na koncu, izven funkcije main. Za klic funkcije se v okno, kamor se 
vpisuje programska koda napiše niz »debug1;«. Žetoni se izpišejo pod okno za 
vpisovanje programske kode, med seboj pa so ločeni z znaki »|«. Žetoni so izpisani v 
vrsticah, kjer je vsaka vrstica ločena s povečanjem spremenljivke »j« v 
»tokens[j][k]«. S to funkcijo lahko preverimo način zajema podatkov, s katerim lažje 
spremenimo delovanje prevajalnika. 
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Slika 4.1: Primer funkcije »debug1;« 
Druga funkcija izpiše prve elemente v zbirkah in jih enači s stanjem 
prevedenosti (1 = prevedeno, 0 ali 2 ali undefined = neprevedeno). Kliče se prav tako 
preko uporabniškega vmesnika, po koncu funkcije main z nizom »debug2;«. Izpis se 
prikaže na levi strani celotnega uporabniškega vmesnika. Funkcija je uporabna pri 
iskanju neprevedenih ukazov. 
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Slika 4.2: Primer funkcije »debug2;« 
Tretjo funkcijo je treba klicati v izvorni kodi prevajalnika v datoteki 
»prevajalnik.js«. Deklaracija funkcije je naslednja: 
 
function exporter(tokens, Tn, tokens_properties); 
 
Kliče se lahko kjerkoli in kadarkoli. Funkcija izpiše vsebino žetonov v enaki 
obliki kot prva funkcija. Za izpis ni potreben pogoj prevoda brez napak, vendar se je 
ne da klicati neposredno iz uporabniškega vmesnika. Mesto izpisa je na mestu stanja 
akumulatorja, pod gumbi za začetek prevoda.  
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4.1 Primerjava 
Tabela 4.1 prikazuje primerjavo izhodne strojne kode predstavljenega 
prevajalnika in sorodnega prevajalnika MINI-C [7], ki je bil poskusno narejen v 
Laboratoriju za načrtovanje integriranih vezij. Moj prevajalnik naredi pri prevodu 
enostavnega pogojnega stavka precej krajšo strojno kodo v primerjavi s splošnim 
neoptimiziranim prevajalnikom MINI-C. 





  x=0; 
 } 
} 
   LDA x 
   STA B0 
   LDA 7 
   SBT B0 
   JZE L0 
   LDA 0 
   JMP L1 
L0: 
   LDA -1 
L1: 
   JZE L2 
   LDA 0 
   STA x 
L2: 
start: lda x 
 sbt 7 
 jze o11 
 jmp o21 
o11: lda 0 
 sta x 
o21: 
Tabela 4.1: Primerjava prevedene strojne kode  
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5  Zaključek 
Cilj diplomskega dela je bil izdelati spletni prevajalnik z dobro osnovo, ki ga 
bo mogoče v prihodnosti še dodatno nadgraditi. Končni prevajalnik je v celoti 
narejen kot spletna stran in omogoča simulacijo zbirne kode. Rezultat prevoda 
programske kode jezika C je zelo optimizirana zbirna koda v primerjavi z nekaterimi 
drugimi prevajalniki (npr. MINI-C). 
Kodo prevajalnika sem pisal tako, da sem uporabljal smiselno poimenovane 
spremenljivke, glede na njihove funkcije, in sproti dopisoval komentarje k 
posameznim delom kode. V komentarjih sem večkrat opisal delovanje posameznih 
odsekov kode. Ponekod sem dodal še primer, s katerim sem bolj jasno prikazal 
delovanje ozadja prevajalnika. 
Glavne pomanjkljivosti prevajalnika so: 
- podpora za uporabo zbirk, 
- stavki in zanke z več kot enim pogojem v argumentu in 
- podpora za znakovne nize. 
Razlogi za glavne pomanjkljivosti prevajalnika so v strojnem delu 
mikrokrmilnika. Na primer za uporabo zbirk mikrokrmilniki uporabljajo dodatne 
registre, ki jih naš majhen mikrokrmilnik ne vsebuje. Z dodatnimi deli strojne 
opreme je treba v prevajalniku le še dopisati del programa, ki bo omogočal tudi 
takšne prevode. 
Poleg strojnih izboljšav se lahko prevajalniku doda nov način prikaza, ki po 
pritisku na gumb »Korak« poleg zbirnega ukaza označi tudi ukaz programske kode, 
ki se je izvedel nazadnje. Za tak prikaz sem že pripravil zbirko, ki po uspešnem 
prevodu vsebuje zaporedje števil z vrsticami izvajanja programske kode. 
Prevajalnik se lahko izboljša še z dodatnimi opozorili za napačno napisane 
ukaze, ki jih sam nisem predvidel. 
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7  Priloge 
Seznam napak 
Operator ',' se lahko uporablja le pri deklaraciji! 
Nepravilna deklaracija spremenljivke! 
Nepravilna deklaracija spremenljivke! Poznan je samo tip integer! 
Nepravilen zapis zanke, stavka ali funkcije! 
Neznan pogoj if stavka! 
Neznan pogoj while zanke! 
Nepravilen zapis main zanke! 
Prazno med zavitimi oklepaji! 
Nepravilno gnezdenje, manjka "{"! 
Nepravilno gnezdenje, manjka "}"! 
Manjka oklepaj ali zaklepaj! 
Nepravilno gnezdenje! 
Napaka pri zapisu zanke, stavka ali funkcije! 
Ukaz break nima podpicja! 
Ukaz break je izven while zanke! 
Manjka podpicje! 
Shift left se lahko izvede samo po en bit! 
Shift right se lahko izvede samo po en bit! 
Neznan operator! 
Nepravilna uporaba komentarjev! 
Nepravilna uporaba komentarjev, manjka oznaka "*/"! 
Deklaracija posebnih spremenljivk ni dovoljena! 
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<declaration> ::= <variable-declaration> 
                | <function-definition> 
<variable-declaration> ::= <declarator> <assignment-expression> 
<declarator> ::= int 
               | int* 
       | int * 
<function-definition> ::= <word> ( ) <statement> 
<statement> ::= { <selection-statement> } 
              | { <iteration-statement> } 
              | <expression-statement> 
              | <jump-statement> 
<selection-statement> ::= if ( <expression> ) <statement> 
                        | if ( <expression> ) <statement> else <statement> 
<iteration-statement> ::= while ( <expression> ) <statement> 
<expression-statement> ::= { <expression> } 
<jump-statement> ::= break ; 
<expression> ::= <assignment-expression> 
               | <relational-expression> 
<assignment-expression> ::= <word> = <word> ; 
                          | <word> = <arithmetical-operator> ; 
                          | <word> = <word> <arithmetical-operator> <word> ; 
                          | <word> = <word> , <word> ; 
                          | <word> = <word> <logical-operator> <word> ; 
<relational-expression> ::= <word> <relational-expression> <word> 
<arithmetical-operator> ::= + 
                          | - 
                          | ++ 
                          | -- 
                          | << 
                          | >> 
<logical-operator> ::= && 
                     | || 
                     | ~ 
<relational-operator> ::= == 
                        | != 
                        | <= 
                        | >= 
                        | < 
                        | > 
<word> ::= <letter> 
         | <word> <letter> 
<letter> ::= A 
           | B ... 
