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0. きっかけ 
商用になるかどうかは別として暗号に興味を持った
らオリジナル暗号を作ってみたくなるのは私だけだ
ろうか？思えば国産の、しかも個人が作った暗号と
いうものはあまり聞かない。そこでもしオリジナル
のものが作れたら自分の名前がつくかもしれない。
暗号の本を読むと、暗号における基本演算は置換と
転置であるということが書いてあった。この 2 つは
同じものなのだろうか？若し異なる演算なら、この 2
つを演算に持つような代数系が構成できないだろう
か？そこで手始めに、この 2 つの演算を組み合わせ
て暗号ができるかどうかやってみた。すると思いつ
きとは思えないようないい乱数が出来たらしいので
報告する。 
1. はじめに 
巨大整数を使った公開鍵暗号は、計算式は簡単なの
に、いざ実装しようとすると多倍長演算を実装しな
ければならずかなり面倒くさい思いをするのでもっ
と簡単に実装できる安全な暗号がほしいと思ってい
た。暗号開発に勤しんでいたある日、秘密鍵暗号の
ようなものが出来てしまった。検証は NIST のサイト
に公開されている、乱数性テストのツールを用い
た。各自実装の上検証していただきたい。 
最初に暗号化関数の概要を述べる、次に乱数性の検
査に使ったツールを紹介し、実験結果を提示し、更
にこの暗号の性能について分析する。安全性の厳密
な検証及び評価はこれからの課題である。 
2. 置換を秘密鍵とする擬似乱数 
暗号の基本操作は、置換えと転置であるらしい。そ
こでこの機能を簡単に実現するにはどうしたらいい
かを考えた。置換群を持ってきて、置き換えた結果
を数列に XOR するのである。そうして出来た繰り返
しをストリーム暗号として使うのはどうだろう？秘
密鍵は対称群である。鍵空間が十分大きくなるため
には、256 ビットくらいのサイズが必要になるが、対
称群の場合長さが 58 くらいないと十分な大きさにな
らない。配列で置換を表すと 6 ビット*58＝348 ビッ
トであるが、鍵空間は約 256 ビットである。暗号化
関数は２つの置換ｘ，ｙを使って共役元ｘｙｘを繰
り返し生成することにする。こうしたのは、関数の
周期が簡単に計算できるからである。対称群の次元
を大きくすれば、軌道の長さも大きくすることがで
きる。短い場合も、周期と乱数性の関係が分かりや
すいだろうというこ予想である。周期がわかってい
る場合、書き換えた結果もまた周期性を持つであろ
うか？この解析は理論的になるので、ここでは行わ
ないが、出来ないことではないと思うので関心の有
る方は是非試していただきたい。 
 
擬似乱数生成：rand() 
y=xyx; a^=a[y]; 
Input: x 
Output: a 
対称群を用いた擬似乱数生成器 
－短いコードで乱数生成をする－ 
 
寺澤 善博（フリー） 
 
概要 置換群を用いて公開鍵暗号をつくろうとしていたら、秘密鍵暗号が出来てしまった。きっかけは、本に暗号の基本操
作は置換と転置であると書いてあったからである。そこで置換群を秘密鍵にして、任意の数列を置き換えた結果で書き換え
たものは乱数になるだろうか？実験したらうまく行ったので紹介する． 
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3. 乱数性検査 
3.1 NIST のツール 
NIST のサイトには乱数検査のツールが公開されてい
る。乱数データをファイルに書き込んで、このツー
ルに読ませれば乱数性が有るかどうかを検査してく
れるというものだが、英語が苦手な私は詳しく読ん
でいない。 
http://csrc.nist.gov/groups/ST/toolkit/rng/documentation_
software.html 
の the NIST Statistical Test Suite.を用いた。 
 
3.2 実験結果 
以下に実験結果を述べる。全て同じ値など、明らか
な場合をのぞいてはきれいな乱数になっている。 
一般に乱数性がいいことと暗号学的に強度のある乱
数とは異なるので、この乱数が暗号として使える乱
数であるとはいえない。したがって暗号学的に見た
強度も評価しなければならない。その場合、この関
数に次ビット予測不可能性が適用できるかどうかを
検証しなければならない。置換の生成周期と数列の
書き換えの関係が予測不可能であれば強度があると
みなせる。そこで数列が秘密の場合と置換が秘密の
場合に分けて予測が困難になるハードコア関数が構
成できることを示す必要があるが、理論的になるた
めここでは行わない。したがってこの乱数がストリ
ーム暗号に使えるような安全な乱数であるかどうか
の判断は保留する。しかしこの乱数生成は早いほう
だと思うので手軽に乱数を得たい場合に便利であ
る。この実験で使っている置換のサイクルパターン
は固定していないが、固定すれば生成される全ての
置換から生成される数列の乱数性は実質的に同じと
みなせるので置換のパターンに乱数性が依存してい
ないことがわかる。数列のビットパターンの対称性
のほうが乱数の生成に影響しそうであるがランダム
にとったものであれば対称性はなくなるはずなので
特別な場合は無視できると思われる。ここでは任意
に生成した固定の文字列に SHA512 を繰り返しハッ
シュした結果を 8 ビットごとに分割した値を 64 個と
り、数列として用いている。実験に用いた置換の次
元は 64 である実験に用いた置換は List2 のプログラ
ムよりランダムに生成したものを修正したものであ
る。 
 
実験結果： 
List1 のプログラムから、  if(k==0 && j!=x[ii][M-1] 
&& i!=j)の i!=j を削除したプログラムを１０回試行し
て置換を生成した結果 
 
乱数性テストに全て合格した置換：3 
乱数性テストに失敗（計測不能）の置換：7 
 
30％の割合ですべての試験に合格し、そうでなけれ
ばデータエラーとなることがわかった。これは、明
らかに不動点が存在する場合をのぞいた場合に近
い。つまり、ある位置を動かさない置換を全て取り
除くと、(63/64)^64=036 になるからで、この仮定が
正しければ、不動点を持たない置換は全て検査に合
格するはずである。そこで 100％合格する置換を生成
するルーチンを作ってみる。List1 に不動点を持たな
い置換だけを生成するプログラムの変更を載せる。 
 
3.3 性能 
処理性能について述べる。 
3.3.1 鍵サイズ 
何を鍵とするかによるが、置換を秘密鍵と見た時に
は置換の配列表現のサイズが秘密鍵のサイズとな
る。また数列を秘密鍵とすると、置換のサイズと処
理するデータのサイズによって変わる。しかし鍵が
あまり大きいと秘密鍵暗号としては問題なので 256
ビットとする、と、置換の場合 256/6＝43 である
が、43 では鍵空間が足りないので 58 になる。つまり
鍵サイズは 58＊6＝348 ビットである。 
一方、数列を秘密鍵としてみると簡単のため１バイ
トとして 32 バイトになる。鍵サイズを小さく抑えた
いならば、ブロックサイズを 1 ビットにしても２５
６までしか伸ばせないので置換の周期はそれほど大
きくとれないことになる。ブロックサイズが 4 ビッ
トのの時、次元 64 で 256 ビットとなる。最適の鍵サ
イズを計算する必要が有る。或いは、置換を表す配
列そのものを数列と同一視することもできる。 
3.3.2 演算回数 
演算回数は線型オーダである。つまり O(ｎ)。 
O(loglogN)で計算できるような暗号化関数は構成可能
だろうか？ｎは置換の次元である。 
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3.3.3 使用メモリ 
置換をシステムパラメータとして公開した場合、秘
密として保持する必要があるデータ量は数列なので
256 ビットであるが、システムパラメータのサイズは
全部で 2 つの置換をを保持しなければならない。つ
まり 696 ビットの容量を必要とする。 
 
3.3.4 周期性との関係 
ストリーム暗号の乱数が周期を持つかどうかは暗号
の強度に関係してくるので大事である。実験の結
果、思いつきで作った割にはまともな値なのでなぜ
このような簡単な構成で性質の良い乱数ができるの
か興味深いところである。関数の周期に関係するの
であれば置換に選ぶ元の軌道の長さで決まってく
る。問題は決まった周期と数列の書き換えパターン
との関係である。例えば置換の次元を
2+3+5+7+11+13+17＝58 に抑えた場合、置換群の起動
の長さは最大で 2*3*5*7*11*13*17＝510510 になる。
つまり 510510 回繰り返した後は元に戻る。すると、
周期が小さいので周期の大きさはこの乱数の乱数性
の根拠にはなっていないことがわかる。この乱数の
乱数性の根拠は何であろうか？ 
 
3.4 プログラム 
プログラムソースを載せる。C 言語を用いている． 
 
List1：rand.c 
#include <stdio.h> 
#define N 21 
#define M 21 
 
 
unsigned char x[5][M]={-1}; 
 
void ufu(){ 
int i,k,j,l; 
time_t t; 
 
srand(time(&t)); 
 
int ii; 
for(ii=0;ii<2;ii++){ 
for(i=0;i<M;i++) 
x[ii][i]= -1; 
 
i=rand()%M; 
  x[ii][M-1]= i; 
 
i=0; 
  while(i<M-1){ 
k=0; 
 
    j=rand()%M; 
    for(l=0;l<i+1;l++){ 
      if(x[ii][l]==j && j!=x[ii][M-1]) 
      k=1; 
    } 
     
    if(k==0 && j!=x[ii][M-1] && i!=j){ 
      x[ii][i]=j; 
      printf("%d,",x[ii][i]); 
      i++; 
    } 
  } 
      printf("%d},¥n",x[ii][M-1]); 
} 
printf("%d¥n",i); 
 
// return &x; 
} 
 
 
int main(){ 
int i,j=0; 
  
unsigned char a[64]={ 148, 246, 52, 251, 16, 194, 72, 
150, 249, 23, 90, 107, 151, 42, 154, 124, 48, 58, 30, 24, 
42, 33, 38, 10, 115, 41, 164, 16, 33, 32, 252, 143, 86, 175, 
8, 132, 103, 231, 95, 190, 61, 29, 215, 75, 251, 248, 72, 
48, 224, 200, 147, 93, 112, 25, 227, 223, 206, 137, 51, 88, 
109, 214, 17, 172}; 
 
unsigned char z[N]; 
unsigned char w[N]; 
FILE *fp; 
 
fp=fopen("data.bin","wb"); 
 
ufu(); 
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for(i=0;i<N;i++) 
z[x[0][i]]=i; 
 
while(j<10000000){ 
for(i=0;i<N;i++) 
a[i]^=a[x[1][i]]; 
 
fwrite(a,1,N,fp); 
  
for(i=0;i<N;i++) 
w[i]=x[0][x[1][z[i]]]; 
for(i=0;i<N;i++) 
x[1][i]=w[i]; 
 j++; 
} 
 
return 0; 
} 
 
7. おわりに 
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