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Resumen. Diversos autores coinciden en la impor-
tancia de las pruebas como elemento de control de 
calidad del software y en la imposibilidad de realiza-
ción de pruebas exhaustivas. Este criterio está sus-
tentado en que la cantidad de escenarios y valores 
de prueba necesarios para lograr cobertura total es 
grande, lo que convierte el diseño de casos de prue-
ba y en particular la generación de sus valores en un 
problema combinatorio.
Este trabajo presenta una propuesta para la gene-
ración automática de valores de casos de prueba 
funcionales, mediante el uso de algoritmos metaheu-
rísticos, maximizando la cobertura de los escenarios. 
Además, se detallan los algoritmos implementados 
para la generación de valores iniciales y para la ge-
neración de combinaciones.
Adicionalmente se describen un conjunto de buenas 
prácticas para utilizar el componente y la compara-
ción de los resultados obtenidos con otras solucio-
nes existentes.
Palabras clave: Diseño de casos  de pruebas; Ge-
neración de valores de prueba; Pruebas de software; 
pruebas funcionales.
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Abstract. Several authors agree with the importance 
of the tests like element of quality control of the 
software and in the impossibility of their realization 
of exhaustive way. This opinion defends that, the 
necessary quantity of stages and test values to 
achieve the maximum coverage is too big, what 
converts the test-case design, and in particular the 
generation of its values, in a combinatorial problem.
That´s why, in many instances, in front of the 
impossibility of covering all the stages, testers leave 
out of the design some interesting values, which 
can discover inconsistencies with the specified 
requirements.
This work presents a proposal for the automatic 
generation of values of functional test cases, by 
means of the use of meta-heuristic algorithms and 
maximizing the coverage of the stages. Furthermore, 
the algorithms implemented for the generation of 
initial values and for the generation of combinations 
are detailed. Additionally a set of good practices 
to use the component and the comparison of the 
obtained results with other existing solutions are 
described.
Keywords: Test Cases Design; Test Values 
Generation; Software Test; Functional Test.
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1. INTRODUCCIÓN
Según [13] las pruebas son muy costosas por lo que 
se dejan para las últimas etapas del proyecto y no 
se realizan con la calidad necesaria. No obstante, 
existen múltiples propuestas que se centran en la 
planificación y cálculo de los medios indispensables 
para realizarlas [11], [15], así como en la generación 
automática de escenarios [3] y valores de prueba [2]. 
Estas propuestas persiguen el objetivo fundamental 
de disminuir los tiempos asociados a este proceso; 
simplificar su ejecución por parte de desarrolladores 
y probadores; y alcanzar amplios grados de cober-
tura disminuyendo el tiempo empleado para su rea-
lización. No obstante, el número de combinaciones 
continúa sin reducirse significativamente, debido a 
que no se incorporan técnicas que permitan reducir 
el espacio de búsqueda, o criterios provenientes de 
la disciplina de Ingeniería de Software que reduzcan 
el espacio de combinaciones resultantes.
Para resolver la problemática planteada los autores 
del presente trabajo llevan a cabo el proyecto Testeo 
Temprano, en el que se intenta maximizar cobertura 
de escenarios con el menor número de combinacio-
nes de valores posibles. Para ello, se generan com-
binaciones de valores que cubren las combinaciones 
de particiones equivalentes asociadas con cada es-
cenario diferente de la funcionalidad que se intenta 
probar.
La hipótesis de este trabajo se basa en que la im-
plementación de mecanismos automáticos que com-
binen el uso de algoritmos heurísticos con técnicas 
tradicionales de diseño de casos de prueba, permite 
obtener al menos una combinación de valores para 
cada escenario de prueba, según el nivel de cobertu-
ra de escenarios especificado.
En este artículo se presenta el componente de soft-
ware GeVaF, el cual automatiza una propuesta que 
combina algoritmos heurísticos con la técnica de 
diseño de casos de pruebas de particiones equiva-
lentes. Se describen las características generales de 
GeVaF y una comparación con el uso de métodos 
heurísticos sin las técnicas de diseño provenientes 
de la Ingeniería de Software.
2. MARCO TEÓRICO
La generación automática de escenarios y valores 
de prueba es un problema combinatorio, donde in-
tervienen un gran número de variables, por lo que 
se dificulta su solución cuando se aplican técnicas 
tradicionales, o si la cantidad de combinaciones es 
tan grande e inmanejable que no se puede decidir 
cuáles seleccionar. En [8] se exploran algunas de 
las respuestas que brindan las temáticas de la “Inge-
niería de Software Basada en Búsquedas” para dar 
solución a problemas combinatorios utilizando méto-
dos de optimización [2], [7]. Además, existen traba-
jos recientes que automatizan la realización de las 
pruebas de software con respecto a la generación de 
escenarios y valores de prueba, utilizando técnicas 
para evadir la explosión combinatoria [4], [8], [9].
En [4] y [1] se describe el empleo de algoritmos de 
búsqueda para la generación de casos de prueba 
para programas orientados a objetos desarrollados 
en Java, estas propuestas se centran en la genera-
ción de caminos independientes, no así de los va-
lores. En [18] se hace un recorrido por las diversas 
técnicas de búsqueda que se han aplicado para la 
generación de datos de prueba estructural [6], [12], 
[14], [19]. En [5] proponen un modelo puro basado 
en el algoritmo “Búsqueda Tabú” para la generación 
automática de valores para casos de prueba. Mien-
tras que en [10] se presenta una solución basada en, 
la fusión de una metaheurística poblacional con una 
lista Tabú, lo que se conoce como un algoritmo me-
mético, para gestionar el problema de la generación 
de caminos para casos de prueba. En [4], [7] se pro-
pone la generación de casos de pruebas a través del 
empleo de heurísticas y de técnicas de ingeniería de 
software basadas en la búsqueda. Estas alternativas 
se centran en el desarrollo de valores para alcan-
zar un nivel de cobertura particular de los ambientes 
[17].
Los aportes fundamentales de las propuestas antes 
mencionadas están dirigidos a la utilización de algo-
ritmos metaheurísticos y diversas modificaciones a 
estos algoritmos, pero no tienen en cuenta la natu-
raleza propia de los métodos de diseño de casos de 
prueba [16]. Estos métodos que provienen de la dis-
ciplina de “Ingeniería de Software” se utilizan de for-
ma empírica, pero no han sido incorporados a estas 
propuestas, lo que hace que el rango de valores que 
se utiliza como punto de partida para la generación 
de valores de prueba siga siendo grande, y por tan-
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significativamente. Estos métodos de diseño tradi-
cionales constituyen la base conceptual del diseño 
de los casos de prueba en la Ingeniería de Software 
y debieran incorporarse a estas nuevas soluciones 
con el objetivo de reducir las combinaciones de valo-
res a generar, logrando cubrimientos similares de los 
escenarios de prueba.
Las propuestas existentes en generación de valores 
tampoco utilizan el hecho de que varias combinacio-
nes de valores pueden abarcar el mismo escenario 
representado y por tanto este elemento podría redu-
cir el número de combinaciones de valores, de for-
ma tal que se maximice la cantidad de escenarios 
cubiertos.
3. METODOLOGÍA DE CONSTRUCCIÓN DEL 
GENERADOR DE VALORES DE PRUEBAS
La propuesta del artículo automatiza un modelo de 
optimización que combina el uso de algoritmos heu-
rísticos con la técnica de diseño de casos de prueba 
de particiones equivalentes. Para ello se diseña e 
implementa el componente GeVaF y posteriormen-
te, se comparan los resultados obtenidos contra los 
casos de prueba sin las técnicas de Ingeniería de 
Software.
El objetivo fundamental de GeVaF es brindar las 
combinaciones posibles de valores de prueba de 
manera reducida utilizando metaheurísticas, a partir 
de las características de los atributos.
3.1. Generador de valores de pruebas
El Generador de Valores de Pruebas (GeVaF), ge-
nera los valores a partir de las características de los 
atributos, dadas por el usuario, miembro del equipo 
de proyecto, en el momento de realizar la descrip-
ción detallada correspondiente a un requisito funcio-
nal que deriva en un caso de uso del sistema. En la 
fig. 1 se muestra el diagrama de casos de uso de 
GeVaF.
El enfoque utilizado para la estructuración en capas 
del componente desarrollado está basado en reutili-
zación, y se ilustra en la fig. 2. La vista de la arqui-
tectura se encuentra proyectada en dos capas: capa 
específica y capa general.
3.2. Elementos del modelo
Capa Específica: se muestran los elementos (pa-
quetes) del sistema actual, que no son reutilizados. 
A continuación se muestra una breve explicación de 
su contenido:
CombinationAtribute. Contiene las diferentes cla-
ses que logran la definición del problema, como 
“CombinacionesMutationOperator” que contiene los 
operadores específicos del problema; “Atributo” que 
contiene el nombre, valor y estado de un atributo; 
“AtributoValores” que se encarga de las funcionalida-
des referentes a los atributos y sus valores posibles; 
“Combinaciones” que define la cantidad de variables 
Fig. 1 Diagrama UML con los casos de uso de GeVaF.
Fig. 2 Diagrama UML con la Vista de Arquitectura de la solución
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y combinaciones a crear, y “ProblemaDatos” que 
controla las operaciones referentes a la lista de “Atri-
butoValores” que posee.
ServicioWeb. Se encarga de la codificación y con-
figuración de la capa de servicio del componente y 
entre sus principales clases se encuentra, “Service” 
que maneja la lista de combinaciones y todos los mé-
todos del servicio web necesarios para devolver lo 
que se quiere mostrar cuando se consuma el servi-
cio; “ServiceExponer” que es donde están los méto-
dos que se van a exponer en dicho servicio a la hora 
de consumirlo, y la clase “Tester” que se encarga de 
la configuración del problema, y de los algoritmos 
que se vayan a ejecutar desde BiCIAM.
Adicionalmente se implementó una aplicación cliente 
que, aunque no forma parte de la solución propues-
ta, consume los servicios definidos en el paquete 
ServicioWeb. Esta aplicación se creó con el objeti-
vo de simular el comportamiento de un cliente que 
pretende consumir el ServicioWeb mencionado con 
anterioridad, y así comprobar y validar los resultados 
obtenidos en dicho servicio.
Dentro de estos paquetes se encuentran las clases 
que abstraen el problema del algoritmo, permitiendo 
que estas sean empleadas para su definición. Todos 
los elementos que se encuentran en esta capa cum-
plen con la cualidad de ser específicos al problema 
de generar las combinaciones y de no ser reutiliza-
bles para solucionar otros problemas.
Capa General: se muestran los elementos de cual-
quier nivel de responsabilidad (al igual que en la 
capa anterior) pero que son reutilizados. Entre los 
elementos se encuentra BiCIAM que es la biblioteca 
de clases que implementa algoritmos metaheurísti-
cos basada en un modelo unificado de estos algo-
ritmos.
Para una mayor comprensión del funcionamiento del 
componente GeVaF, en la fig. 3 se muestra un dia-
grama de flujo con las principales actividades que se 
realizan y los objetos necesarios durante su ejecu-
ción.
Con la culminación de este componente se puede 
contar con una solución que resuelve la situación 
problemática de tres formas distintas y de fácil uso 
para el usuario que la utilice. La primera variante es 
utilizando este componente en otra aplicación que 
capture los dominios de cada atributo a través de 
una interfaz de usuario con el objetivo de evitarles a 
los futuros interesados la obligación de consumir un 
servicio. De esta forma se podrá obtener las combi-
naciones de valores para casos de pruebas funcio-
nales ocultando tras la interfaz todo el procesamien-
to de ficheros y variables correspondientes.
La segunda variante es utilizar el componente ha-
ciendo uso de su capa de servicios para el consumo 
de los usuarios con el principal objetivo de facilitar la 
integración con cualquier tipo de aplicación que esta 
ofrece, ya sea desktop o web.
Se decidió además darle solución a este problema 
usando una variante de componente que permita 
tratarlo como una biblioteca, para darle al usuario 
una forma de solución arquitectónica distinta y poder 
ajustar la solución a cualquier necesidad.






Lámpsakos | No. 15 | enero-junio 2016
3.3. Caracterización del diseño
El diseño es intuitivo, de forma que permite carac-
terizar a los atributos con la mayor facilidad posible; 
el producto puede integrarse con cualquier compo-
nente de gestión de atributos desarrollado en Java 
y las descripciones de las variables y sus dominios, 
suministradas por el diseñador de casos de pruebas, 
se brindarán a través de ficheros textos con la si-
guiente estructura: “Cantidad de valores generados 
para ese atributo”; “Nombre del fichero o atributo”; 
“Nombre del primer valor generado”; “Estado del va-
lor generado” (valor de verdad en correspondencia 
con la descripción que detalló el usuario); “Número 
que representa la clase de equivalencia correspon-
diente a dicho valor con respecto a la descripción del 
atributo detallada por el usuario que lo creó”. En la 
fig. 4 se refleja un ejemplo de un fichero generado 
por GeVaF:
Los resultados de las combinaciones generadas se 
almacenan en un fichero XML. En la fig. 5 se mues-
tra un ejemplo de una combinación de los atributos 
“Usuario” y “Contraseña”:
3.4. Resultados y discusión
Para validar el componente de generación de va-
lores de prueba se realizaron ejecuciones del com-
ponente con el objetivo de comparar los resultados 
del componente desarrollado con otras propuestas 
nacionales.
Se diseñó un experimento en el que se fija el núme-
ro de iteraciones a partir del 100% de cobertura de 
los valores iniciales. Para ejecutar el experimento se 
utilizó como caso de estudio una aplicación real, en 
la que se diseñaron las pruebas para seis de sus fun-
cionalidades que, como promedio tiene tres atributos 
por cada una de ellas. Las variables incluidas cubren 
los tipos de datos: cadena, numérico, enumerado, 
lógico y fecha.
En la Tabla 1 se muestra la información referente a 
los casos de estudio, señalando para cada uno la 
cantidad de variables, la cantidad de escenarios y 
la cantidad máxima de combinaciones necesaria 
para cubrir los escenarios correspondientes a cada 
funcionalidad a probar, así como los resultados ob-
tenidos con la ejecución de la herramienta GeVaF, 
que utiliza metaheurísticas y la técnica de particiones 
equivalentes de la disciplina Ingeniería de Software y 
su comparación con un componente que solo utiliza 
metaheurísticas. Las ejecuciones para este caso de 
estudio, ambas propuestas, se realizaron ejecutando 
el algoritmo de “Búsqueda Aleatoria”.
Fig. 5 Resultado de una combinación de valores generada con 
GeVaF
Fig. 4 Fichero generado por GeVaF
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Como se puede observar en la Tabla 1, al utilizar me-
taheurísticas y técnicas de Ingeniería de Software se 
genera al menos una combinación de valores para 
probar cada uno de los escenarios, por tanto se cu-
bre el 100% de los escenarios con una cantidad de 
combinaciones similar a las obtenidas en el otro al-
goritmo. En contraste, las propuestas de optimiza-
ción que solo utilizan metaheurísticas generan como 
promedio el 37,7% de los escenarios. Es necesario 
aclarar que en el experimento se emplearon combi-
naciones de variables que incluyen datos del tipo fe-
cha, numérico, cadena, lógico y enumerado.
La culminación de este trabajo deja un campo futuro 
para continuar su desarrollo, por tanto se recomien-
da para dichos trabajos la consideración de: otros ti-
pos de datos, como pueden ser los conjuntos; tener 
en cuenta la referencia cruzada entre los atributos 
o variables de una misma funcionalidad del proyec-
to; y además contar con otros algoritmos heurísticos 
como los poblacionales.
4. CONCLUSIONES
En este trabajo se definieron las clases de equivalen-
cia que permiten cubrir las pruebas para diferentes 
tipos de atributos, a partir de la identificación de los 
tipos de atributos más empleados en los entornos de 
desarrollo, y las técnicas de diseño de pruebas fun-
cionales que permiten lograr una mayor detección de 
errores según la bibliografía consultada.
Se construyó un componente orientado a servicios 
que integra algoritmos de generación de valores ini-
ciales y utiliza metaheurísticas para generar las com-
binaciones de valores.
Se diseñaron casos de estudio para mostrar los di-
ferentes usos del componente, lo que facilita su apli-
cación a diferentes contextos de diseño de los casos 
de pruebas.
Se muestran los resultados de un experimento que 
demuestra las ventajas que puede ofrecer el com-
ponente desarrollado en cuanto a la maximización 
de escenarios cubiertos con las combinaciones de 
valores de prueba generados.
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