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The thesis is that a branch of discrete mathematics, Formal Concept Analysis,
when applied to Semantic File Systems can lead to an improved personal information
space. Semantic File Systems share many properties with their non semantic brethren,
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