Abstract. Prompt recovery of data after cyber attacks depends on an efficient damage assessment mechanism. This paper presents a grouping model for the agent-based damage assessment method to facilitate quick post information warfare damage assessment. The grouping method proposed is based on the longest-dependency-path-first approach and can significantly reduce the damage assessment latency of the agent based damage assessment process. We also present an improved damage assessment algorithm that uses this grouping model to determine the extent of damage to other data items.
Introduction
In spite of all intrusion detection mechanisms in existence today, none of them guarantee that a breach of security will be detected immediately. Hence, there could potentially be a time lag between the notification of an intrusion and the actual event of the intrusion itself. Since information systems often compute new information based on already existing data, as time passes by, legitimate transactions might read corrupted data values. Through them the damage may spread to the rest of the database. This can cause a cascading effect and make the recovery process very difficult. Thus it is of utmost importance to quickly and efficiently assess the extent of damage done to the database, as well as accurately recover the corrupt data. A graph based damage assessment model has been proposed in [1] . An agent based damage assessment model has been proposed in [2] . Once the damage assessment has been made and the damaged data items identified, the next step is to recover these data items. Traditional recovery approaches are discussed in [3, 4, 5, 6] .
Traditionally, damage assessment techniques are broadly classified under two categories, namely the transaction dependency approach and the data dependency approach. In the transaction dependency approach [7, 8] malicious transactions are identified and marked as damaged and the transactions that read and update values from these malicious transactions are also marked as damaged. In order to undo the changes made to the database, the effects of these malicious transactions have to be removed and each of the affected transactions must be re-executed. The data dependency approach [1, 9] focuses on just the operations on affected data items within a transaction. Thus only those operations need to be undone and redone in order to restore the database back to the original state. Our research utilizes the data dependency approach described. An agent-based damage assessment model was proposed in [2] where individual agents are assigned a group of data items and each agent performs damage assessment and recovery in parallel. Although this method could prove to be efficient to perform damage assessment in systems that process large volumes of data, the research does not address the non-trivial task of determining a systematic approach to group data items amongst agents. It is of utmost importance to group related data items together in order for the agent based damage assessment to work.
The Model
Our research focuses on the issue of grouping described in the agent based damage assessment model proposed in [2] . We utilize the concept of the graph-based approach described in [1] in order to perform grouping. In the agent-based damage assessment model, each agent is responsible for a group of data items. The agents then perform damage assessment and recovery on their group of data items in parallel. Hence the damage assessment and recovery can be done speedily. However, as mentioned above, for this model to be effective, it is vital that an efficient approach to group data items amongst agents be developed. We propose one such grouping mechanism that could significantly improve the efficiency of agent based damage assessment. The grouping mechanism utilizes a longest-dependency-path-first approach which is discussed in the following section. The greatest advantage with this scheme is that the groups can be pre-computed. When the intrusion detection system notifies the agents of the initial set of damaged data items, we have agents ready with their set of data items which are grouped logically based on dependencies. This would enable the agents to run the damage assessment phase in parallel and greatly reduce latency of the damage assessment process. We have also proposed an improved agent based damage assessment mechanism that efficiently utilizes the result of the grouping process in order to perform damage assessment.
Grouping Algorithm
The grouping algorithm is responsible for assigning nodes to various groups based on their dependencies in the graph. The algorithm takes as input the constructed graph and assigns all the nodes to groups, which in turn are used for damage assessment.
Before introducing the algorithm, we explain the term "distance/index." The distance/index of a node is defined as the number of hops that must be taken to reach that particular node from a given root node(s).
For instance, in Figure 1 , the distance/index of node '2' is 1 (from root node '1') and the distance/index of node '7' is 2 (from root node '5'). It is to be noted that a node can have only one distance/index although it may be reachable from two or more root nodes. In Figure 1 , node '3', '4' and '9' for example can be reached from both root nodes '1' and '5'. Thus node '3' can potentially have two indexes 2 (from root node 1) and 3 (from root node 5). In such a situation, the node is assigned the higher of the two distance/index values. In this case, node '3' gets an index of 3. The reason for choosing the higher distance/index value is explained in the following algorithm. The steps involved in the grouping algorithm are presented below. Step 1 of the algorithm reads in values of nodes from a text file. The file contains nodes in a multi line format (P*, C 1 , C 2 …. C n ), where P denotes a parent node and C 1 , C 2 …. C n denote its respective child nodes. A parent node denoted by a '*' represents a root node. As stated in the earlier section, a graph may contain more than one root node.
Step 2 of the algorithm links these parent-child relationships and constructs a complete graph.
In step 3, the root node from the graph is taken as a reference and the distance to each reachable leaf node from that particular root node is estimated. This step is repeated for all root nodes in the graph. Also, each internal node along the path to a particular leaf node is assigned an index (which is the distance from the root node).
It is to be noted that an internal node may appear more than once in different paths to individual leaf nodes, thus having multiple indexes. In such a situation, the internal node is assigned an index which is the highest of all its computed indexes. This ensures that the node belongs to the longest possible path to that particular leaf node.
Once all possible distances from all root nodes in the graph to all its respective reachable leaf nodes are computed, step 4 of the algorithm sorts these distances in descending order. This is done in order to group nodes based on the longestdependency-path-first approach.
Step 5 forms the most important part of the algorithm. Starting from the farthest reachable leaf node computed in the above step, the leaf node is added to a new group and marked as 'added to group'. Then the immediate parent of the leaf node is added to the same group contingent upon whether or not it is marked as 'added to group'. This is done at each step to ensure that a node does not appear in more than one group. If the parent node is not marked, it is added to the same group, otherwise it is skipped and the algorithm proceeds to its parent node and so on till the respective root node is reached.
The algorithm then proceeds to the next farthest leaf node and follows the same process till all leaf nodes are covered.
Finally, when all nodes are grouped, step 7 checks for groups that contain a single node in them. In such a case, if the node contained in the group were a leaf node, it is added to the same group as its immediate parent. If the node were any other, it is added to the same group as its immediate parent node (in case of an internal node) or its immediate child node (in case of a root node).
Damage Assessment Algorithm
The damage assessment process determines the extent of propagation of damage amongst data items by building a damaged list. An initial list of damaged data items is produced by the intrusion detection system. The agents are then notified about these data items and then they proceed to check damage to their list of data items and continually add to the damaged list.
The algorithm shown below illustrates one method in which damage assessment can be done on the grouped nodes. The damage assessment phase can be run pseudo-parallelly. In the first step, the intrusion detection system (IDS) notifies the co-coordinator agent C about the initial list of damaged nodes. At this point, execution of all transactions is stopped. A copy of the system log is saved from the time of the notification till the time the last transaction was executed. In the next step, the co-coordinator agent notifies all the other agents about the initial set of damaged nodes. Since the grouping is done preemptively, all agents check their respective lists for the presence of these damaged nodes. The damage assessment further takes place in multiple rounds.
In the first round, the agents responsible for these initial set of damaged nodes run in parallel to identify other nodes in their list that are damaged and update the damaged list. They then update the round number R jA to 1. Once they are done, the other agents read from the damaged list in parallel to determine which of their nodes are damaged. The agents then update the damaged list as and when they identify a damaged node in their respective group.
Once all the agents have read from and updated the damaged list, the same protocol is followed again. All agents read from the damaged list in parallel and update the damaged list with the damaged nodes. At the end of each step, agents also check to see if the execution has reached the last node in its group. If so, the agent updates R jA to F (finished). Else R jA is updated to the current round number and the agent then proceeds to read from the damaged list again. All agents follow the steps until they have finished assessing all nodes in their group.
An agent enters a dormant state when it determines that none of its nodes are further dependent on any other data items belonging to other agents. At this point, it can notify all the other agents that it has completed damage assessment on its list of data items. This state is reached when all the agents enter F (finished) in the damaged list.
Since grouping does not depend on the notifications from the IDS, it can be done beforehand. As transactions are executing, an agent can almost immediately identify the extent of propagation of damage amongst its data items based on their dependencies. Furthermore, if the damaged node is present nearer to the top level of the graph, a large set of nodes beneath the damaged node can be marked as damaged and added to the damaged list. This in turn would help the other agents perform their damage assessment faster as more comprehensive list of damaged nodes are available to them.
Experiments and Discussions
In order to demonstrate the working of the grouping model described in the previous section, a set of simulations were performed. The objective of each simulation was to understand how grouping works under practical circumstances and also how it enhances the efficiency of damage assessment. A variety of graphs were constructed and various possible dependencies amongst nodes were taken into account. These graphs were used to run the grouping algorithm and also determine how they assisted damage assessment. The simulations were implemented using the Java 1.6.0 programming language.
This section illustrates the analysis of damage assessment on Graph 2 illustrated in Figure 2 . The damage assessment algorithm described in the previous section was run on the graph in two scenarios. In the first scenario, the nodes were grouped based on our grouping algorithm and in the second scenario, the nodes were grouped randomly. The results of the total number of writes into the damaged list required to complete damage assessment by agents were compared. The assumptions for our simulations are as follows. The initial set of damaged nodes are identified by the IDS and broadcasted to the agents via the co-coordinator agent. The number of agents assigned to the random groups generated for a given graph is same as the number of groups generated by our grouping algorithm.
We considered six different cases in which the nodes are grouped amongst agents randomly. Table 1 to Table 6 show the groups, nodes in each group that were randomly assigned and the agent responsible for each group. The degree of randomness was varied. Damage assessment was then performed on these groups and the results obtained were then tabulated and compared with that of damage assessment done with our grouping algorithm. Table 7 illustrates the results obtained. It can be seen that the nodes when grouped based on our grouping algorithm greatly reduce the damage assessment latency. The damaged list is generated in minimum possible writes. Also, it can be seen from Table  7 that our algorithm will not go into a state of deadlock while other grouping methods suffer from this problem if the nodes are not assigned to the groups logically. 
Conclusions
The grouping model based on the longest-dependency-path-first approach proposed in this research significantly reduces the damage assessment latency of the agent based damage assessment process. Since grouping can be done in the background irrespective of any notification of an intrusion from the IDS, once an intrusion has been notified, we already have the groups ready. Thus the damage assessment process takes less time. We have also developed an improved damage assessment algorithm which takes advantage of the grouping mechanism presented here.
