In this paper we i n vestigate the online video on demand problem, namely having to accept or reject a request for a movie without knowing the future requests. We present online movie-scheduling schemes that implement the principles of refusal by c hoice and delayed noti cation. A n o vel way t o s c hedule movies that exploits the knowledge of the distribution of the preference of requests for movies, is shown to have a competitive ratio that outperforms all the previously known schemes in practical situations. In fact, our scheduler has a competitive ratio bounded above b y a constant, independent o f t h e number of the users, channels, or movies, in the case that a large fraction of the requests tends to concentrate in a small number of movies. We extend our approach b y p r e s e n ting an \adaptive" randomized scheduler which initially is not aware of the movie popularities but it adapts to it, and achieves a similar asymptotic competitive ratio.
1 Introduction online video on demand is related to the call control problem (see 3, 7 ] ) .
None of the previous works took into account the fact that most requests tend to concetrate on (a few) popular movies. In this paper we present a n o vel movie-scheduling scheme which exploits the knowledge of the underlying distribution of movie requests, and achieves constant competitive ratio in the case that the number of popular movies is small (which i s a realistic assumption). Our method follows the principle of refusal by c hoice with delayed noti cation. We also present a randomized movie-scheduling algorithm which does not need to know the distribution of the movie requests in advance but it is able to follow slow c hanges in this distribution, in an adaptive w ay that has a small transient behaviour. Our scheduler will adapt to such an unknown distribution quickly (statistically learns). This method also achieves constant competitive ratio in the case that the number of popular movies is small. This is due to the assumption on a distribution of the input requests (which restricts the oracles that would create worst-case behaviours in the lower bounds of 1]).
The rest of the paper is organized as follows. In section 2 we present the video on demand architectural model used, and some basic de nitions. In section 3 we present the online movie scheduling algorithm S that knows the distribution p() of the movie requests, and in section 4 w e analyze its performance against an optimal o ine algorithm. In section 5 we extend our approach b y presenting an online scheduling algorithm R which is not aware of p() but it adapts to it, and we discuss its performance.
The model and de nitions
The video on demand model considered here follows 1], as far as the architecture is concerned. It consists of a video server which acts as a database of movies, and supports a xed number of movie-streams (sessions). The users connect to the server via dedicated links and make movie-requests to it. The communication network used is equipped with a multicast facility. Thus, the same movie-stream can be sent to more than one users without causing any extra overhead to the server, and therefore, multiple users can participate in a single session. Let M be the set of movies stored in the server, U be the set of users making requests, and C be the set of channels in the system, and let m, u, and c be their cardinalities, respectively.
The system is as in Figure 1 .
The system has three time parameters:
T: The duration o f a m o vie (we assume it is the same for all movies). : The noti cation time (the maximum delay b e t ween a request and its response).
Obviously,
T. In this paper we consider = . We assume users are \blocked" when seeing a movie, i.e., they cannot place other requests at that time. Also, we assume that each user can place at most one request in each i n terval of time T. Requests to the system are triples (q time user movie) and responses are tuples (r time user movie channel servetime), where r time is a positive n umber in the interval q time q time + ], user 2 U, movie 2 M, channel 2 C, a n d servetime is a real number in the interval r time q time + ]. By convention, a refusal to serve is a response with negative servetime.
A s c heduling algorithm determines the responses of the system to the users at any moment, and allocates movies to channels based on the requests to the system up to the moment the scheduling is taking place. If = 0 then a request must be responded as soon as is it is presented. In this case the scheduling algorithm performs \immediate noti cation". Otherwise (i.e., > 0), the scheduling algorithm performs \delayed noti cation" and the response to the user is issued at most time units after the presentation of the request.
A s c heduling algorithm is said to \refuse by c hoice" if it has a response (t u m c s) with negative s e r v etime s, while there exists a free channel at the reponse time t.
Let r be a request and e a m o vie. We assume that the request r will be for movie e with probability p(e), i.e., we assume that requests are \independently" created according to the distribution p() which indicates the movie popularities. Smart schedulers accumulate arriving requests into queues Q j one for each m o vie e j . The idea is to serve for each j, all the requests for movie e j accumulated into Q j with a single transmission (over a single channel). For an input distribution D (and a randomized approach) the revenue of a sequence s of requests, for an online scheduler A, is a random variable showing how m a n y requests were served in the run. Let its expected value be x = E(rev(A(s))). Let OPT be an o -line algorithm that plays the role of an adversary whose goal is to produce a request sequence that would force the player (the online algorithm A) to perform poorly. L e t y = E(rev(OPT(s))) be the expected revenue of OPT. The competitive ratio of the scheduler A is then
We of course assume that A, OPT follow the restrictions of T and also that the distribution p() is respected in all sequences. 3 The online movie-scheduling algorithm S In this section we present an online movie-scheduling shceme S for the video on demand problem. We assume that the distribution p() is known, i.e., the scheduling algorithm S is aware of the movie popularities. Then, S uses this information to divide the set C of channels into subsets C 1 C 2 C k , so that channels in partition C i , i 2 f 1 k g, will be used for movies to be seen by at least h(i), i 2 f 1 kg, users on average, where h is an increasing function from f1 k g to f1 u=cg (the way that the integer k and the function h are determined, is discussed in the sequel of this section). The goal is to allocate less channels to more popular movies, in order to optimize channel revenue and reduce unused channels.
The sets C i change dynamically, i.e., each c hannel may belong to di erent classes at di erent time periods of the execution.
The scheduling algorithm S employs m queues Q j , j = 1 m , one for each m o vie e j , j = 1 m . When a request for movie e j is done, it is inserted into Q j . E a c h Q j has a \start-time" start j which is the time when the earliest request for that movie arrived. At time start j + the scheduler decides whether to serve the requests in Q j . If there is a free channel in a set C i with h(i) j Q j j, then all movie requests in Q j are served on that channel by a single transmission. If, however, no such c hannel is available, then S rejects only those requests in Q j made at time start j and resets start j to the time of the earlier request now in Q j . When a channel is freed it is chosen to be placed to a set C i with probability f 0 i =F where F = P k i=1 f 0 i . Let g i be the expected numb e r o f c hannels currently in set C i , i = 1 k . Note that
where F = P k i=1 f 0 i . A n y transmission made on a channel in set C i must serve at least one request for i = 1, and at least lu=(ck) requests for l = 2 k . 4 The performance of S As in 1], the saturation level at instant t is the highest i such that all channels in sets C 1 C 2 : : : C i are occupied at time t. The saturation level of an interval of time is the highest saturation level achieved during the interval.
We divide executions into intervals I 0 , I 1 , : : : of time T each, i.e., I j = jT (j + 1 ) T). For all j, let A(j) be the number of requests accepted by S at interval I j in response to a request sequence, and R(j) the number of requests rejected by S but accepted by the o ine algorithm OPT in its execution in response to the same request sequence. Let j the saturation level of interval I j .
Thus, there is some t 2 I j such that all channels in sets C 1 , C 2 , : : : C j are occupied. Since such requests must have been scheduled to run no earlier than t ; T we h a ve 8j, A(j ; 1) + A(j) h (1) Now, all requests in R(j) w ere rejected by S during I j , s o e a c h s u c h request was made in the interval jT; (j + 1 ) T ; ). The o ine algorithm OPT could thus serve these requests anytime in jT; (j + 1 ) T ; ). Since each c hannel is freed after T time units, OPT can utilize each channel twice in this interval.
To bound the number of requests (for the same movie) that such a transmission by OPT could serve w e distinguish cases depending on the value of j .
Suppose rst that j < k . Then, any o ine transmission serving more than h( j ) requests would also be served by S. Therefore, 8j R (j) 2h( j )c = 2 u=k j .
Let A(j), R(j) be the expected values of A(j) a n d R(j), respectively. Let also A = P A(j) be the expected total number of requests accepted by S, a n d R = P R(j) the expected total number of requests rejected by S but accepted by the o ine algorithm OPT. , then k = 4 . Note that our assumption that k is a small number is a realistic one given that the number of popular movies is small. Even if the distribution p() is not good enough so that the cummulative statistic f i to be such that f 0 i can be de ned, the sequence f i is still rapidly decreasing. In this case, we m a y rede ne the sequence f 0 i so that that it adapts to the way f i is decreasing. This means that we might not be able to use the \harmonic" way that scheduler S employs to group consecutive elements of the sequence f i into an element o f f 0 i but still we m a y group them in a non-canonical way so that the total number of elements in f 0 i (i.e., the value of k) is small. Therefore, even in this case we h a ve an online movie-scheduling algorithm that achieves competitive ratio against any o ine algorithm similar to that of S.
Work in progress
In this section we present a n adaptive online movie-scheduling scheme R which is not aware of the movie popularities, i.e., the distribution p() in not known. R uses an intitial partition of the channels in C into classes C 1 C 2 C , and a mechanism to dynamically reallocate channels to the sets C i , a n d adjusts to the initially unknown distribution p() and therefore, achieves an asymptotic competitive ratio against any o ine algorithm similar to the competitive ratio of S.
The adaptive s c heduler R partitions the channels into classes C 1 : : : C where = d u c e, with jC i j = d c iH i e (H i is the i th Harmonic number), i.e., the initial allocation is the full Harmonic allocation. R attempts to serve requests as in S, with the following di erence: At time start j of the queue Q j the scheduler looks for a free channel in a set C k , h(i) j Q j j (initially, h(i) = i). If such a c hannel does not exist it rejects the head of the queue. If such a c hannel exists, then it serves the queue with probability 1 2 . Else the (candicate) head of Q j is rejected and the free channel is reallocated to a set C i with probability f 0 i =F, where F = P i f 0 i . T h e f 0 i 's are estimated as follows. Let f i be the number of queues with at least i requests, for i = 1 n . W e use the sequence f i to de ne the sequence f 0 i and the function h in a way similar to that of S. Also, when a channel is freed, it is reallocated according to the estimates of f 0 i F . Assume that the sequences of movie request over time are ergodic i.e., time average are close to ensemble averages. Also, assume that the number of requests generated in a period of time units (request generation rate) is high (at least log m). Then, by assuming a long enough run, the estimator is very close to the actual statistic, i.e., R adjusts to the (unknown) p() distribution by its dynamic reallocation mechanism. So, we claim the following result.
Result 1 If p() is k{skewed and the movie request sequence i s e r godic then the asymptotic competitive ratio of the adaptive scheduler R is asymptotically bounded a b ove by 3 + 2 H k;1 , where H k;1 is the (k ; 1) harmonic number.
