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Introduction 
Ce document entre dans le cadre de la conception et de 
la réalisation d'un Atelier Logiciel orienté Bases de 
Données. Derri~re le concept de base de données se cache 
une représenta tien d'une partie du réel. Cette extraction 
du réel compose ce que l'on appelle un Syst~me 
d'informations sur lequel on désire effectuer une gamme de 
traitements . 
Dans l'ouvrage (BOD-PIG-83) on trouve une définition 
de ce que l'on entend par un Syst~me d'informations; ce 
terme fait référence â un ensemble composé par exemple 
d'informations, représentations partielles, de faits 
intéressant une organisation 
de traitements, procédés d'acquis! tien, de 
mémorisation, de recherche, de communication et de 
transformation des informations 
de ressources humaines , techniques et 
organisationnelles 
Le présent texte contribue â l'êvolution de la 
démarche faite vis-à-vis d'un Syst~me d'Informa tiens. En 
effet, après l'analyse conceptuelle d'un Syst~me, 11 est 
nécessaire de mettre en oeuvre une base de données 
regroupant ces informa tiens de façon opérationnelle et 
efficace afin de rendre des traitement s possibles. 
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Tout d'abord, 11 nous a paru important de resituer les 
probl~mes posés par les Syst~mes de gestion de Bases de 
Données (SGBD). Quelles que soient les réalisations 
concrètes effectuées dans ces di-fférents SGBD, certains 
composants et principes sont communs â tous ceux-ci et 
doivent être reprécisés. 
Ensui te, nous nous placerons dans le con texte de 
l' Atelier Logiciel orienté Bases de Données, développé â 
l 'Institut d 'In forma tique de Ham ur et sur lequel nous avons 
été amené a contribuer dans sa conception et dans sa 
réalisa tien. 
Enfin, nous développerons les deux volets principaux 
de notre travail qui ont été d'une part le probl~me posé 
par la portabilité de l' A te lier Logiciel et d'autre part la 




Chapitre 1 : Principes d.,architecture des SGBD 
1.1. Les -fonctions des SGBD 
De tout temps, l'homme a utilisé des informations, 
mais les moyens mis a. sa disposition évoluent. L'avantage 
d'une Bases de Données est de rendre possible la 
centralisation, la coordination, l'intégration et la 
diffusion de l'information. Un système de gestion de bases 
de données est un logiciel qui permet a. un utilisateur 
d'inter-agir avec une base de données. Sur base de (AD-DEL) 
et (DDSWP-82),différentes fonctions des SGBD peuvent être 
décri tes. 
1.1.1. Description 
Un SGBD doit permettre une description d'un schéma de 
base de données. Cette description comprend un schéma 
logique qui est la description connue de l'utilisateur et 
une description physique qui est le schéma des données 
réellement connu du SGBD. 
1.1.2. Utilisation 
Dans tout 
En effe t tout 
sélectionner et 
SGBD, 11 existe une fonction d'utilisation. 
SGBD doit permettre de rechercher, de 
de modifier des données. 
1.1.3. Intégrité 
Plus la masse d'informations est grande, plus 11 y a 
de risques que la donnée enregistrée soit erronée par 
rapport a. la donnée réelle. Il est donc nécessaire 
d'introduire la notion d'intégrité d'une base de données. 
Cette fonction du SGBD consiste en un certain nombre de 
contraintes d'intégrité qui sont en fait des propriétés qui 
doivent toujours être vérifiées dans la base de données et 
cela quelles que soient les valeurs enregistrées. 
1.1.4-. Con-fiden tiali té 
Une des fonctions d'un SGBD est d'assurer la 
confidentialité des informations. Toute information ne peut 
être communiquée â tout utilisateur. Il est donc 
indispensable de gérer les droit d'accès des utilisateurs 
aux informations d'une base de données 
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1. 1.5. Concurrence d#acc~s 
Lorsqu'on traite des SGBD, on doit se préoccuper de la 
concurrence d'acc~s. Cette fonction permet de résoudre les 
conflits d'acc~s parce que les programmes d'applications 
des utilisateurs acc~dent aux mêmes informations d'une base 
de données. 
1. 1.6. Sécurité de ~onctionnement 
Une derni~re fonction d'un SGBD est d'assurer une 
sécurité de fonctionnement. En effet, suite~ un incident 
survenu au logiciel ou au matériel, un SGBD doit assurer le 
redémarrage du syst~me. On définira un point de reprise qui 
permettra au SGBD de retrouver un état cohérent et défini. 
L'utilisateur doit donc pouvoir disposer des données sans 
que celles-ci ne soient perturbées par un incident quel 
qu'il soit. 
1.2. Les principaux composants des SGBD 
Apr~s avoir analysé les différentes fonctions d'un 
SGBD, nous allons décrire un certain nombre de composants 
qui assurent la réalisation possible des fonctions. 
1.2. 1. Compilateur de schémas 
Pour pouvoir manipuler des données, il est nécessaire 
qu'elles soient structurées et organisées entre elles sous 
forme d'un schéma. Ce schéma devra être connu du SGBD pour 
que les données puissent être introduites et manipulées. Ce 
schéma pourra être visualisé de façons différentes . Lorsque 
l'utilisateur fourni un schéma au SGBD, il faut que sa 
description respecte un certain nombre de contraintes, on 
pourra dire que le schéma est " lisible" par le SGBD. 
On peut ~ ce stade distinguer trois types de schéma. 
Premi ~rement, il existe le schéma conceptuel qui est issu 
de l'analyse conceptuelle et dont le but est de disposer 
d'une description des données se rapprochant le plus du 
syst~me réel d'informations. Deuxi~mement, on dispose du 
schéma externe des données qui est le schéma visible par 
l'utilisateur. Enfin, il y a le schéma interne des · donnèes 
qui est la représentation du schéma externe en un schéma 
visible par le SGBD. Le schéma interne devra donc être 
déduit du schéma externe des données. 
1.2.2. Compilateur de progranmes d'applicat~ons 
Comme l'on désire réal i ser un certain nombre de 
traitements sur les données du SGBD, il faut permettre~ 
différents programmes d'app l ication de manipuler les 
données. Suivant les SGBD, différentes opérations seront ou 
non acceptées . Classiquement, on permet~ l'utilisateur de 
pouvoir créer, supprimer, consulter ou mettre ~ jour des 
données . 
1.2.3. Interpréteur de comnandes 
Lorsqu'on désire manipuler un SGBD, il faut formuler 
ce que l'on appelle une requête. Celle-ci devra être 
analysée pour juger de sa validité puis si elle est 
correcte, un traitement sera effectué et des informations 
seront éventuellement fournies suivant le type de requête 
posé. C'est le rôle de l'interpréteur de commandes 
d'effectuer ces opérations dont une spécification plus 
compl~te sera donnée par la suite. 
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1.2.4. Processeur de requt!tes interactives 
Une autre possibilité d'interrogation d'une base de 
données est fournie a. l'utilisateur par le traitement 
interactif. L'utilisateur ne doit plus construire un 
programme d'application mais peut "dialoguer" avec un SGBD. 
Il est certain que toute question posée au SGBD sera 
l'objet d'.une analyse afin d'en vérifier la validité. Sui te 
a. cette validation, le processeur pourra alors apporter une 
réponse a. la requête formulèe par l'utilisateur. 
Ces requêtes sont les mêmes que celles formulèes dans 
les programmes d'application. La seule différence est ce 
"dialogue" établi entre l'utilisateur et le SGBD puisqu•~ 
chaque requête, l'utilisateur recevra une réponse et 
éventuellement des données puis le processeur attendra la 
requête suivante. Dans un programme d'application, on ne 
demande habituellemnt par de résultats intermédiaires mais 
des informations fournies par le SGBD sont directement 
réutilisées pour d'autres traitements. 
Les requêtes concernent soit le schéma d'une base de 
données soit les données elles-mêmes relatives a. ce schéma. 
Les requêtes sont habituellement formulèes dans un langage 
proche du langage naturel. 
1.2.5. Composants annexes 
D'autres composants sont nécessaires afin de réaliser 
différentes fonctions. 
Ci tons tout d'abord le générateur de rapports qui est 
un outil très intéressant puisque son but est de fournir a. 
l'utilisateur une liste structurée d'informations contenues 
dans la base de données. Différentes présentations peuvent 
être envisagées en fonction de l'usage que l'on veut donner 
aux rapports. Suivant l'utilisation, différentes personnes 
peuvent étre intéressées par des rapports mais ne désirent 
peut-ètre pas une même présentation des informations. Tous 
ces cas devront être envisagés lors de la réalisation du 
générateur. Deux types de rapports pourront être 
construits. D'une part un ensemble prédéfini de rapports 
qui sont standardisés et qui pourront être exécutés quel 
que soit le schéma de la base de données. D'autre part, on 
pourrait permettre a. l'utilisateur de définir lui-même les 
rapports. Il construira ainsi des rapports contenant les 
informations strictement nécessaires a. l'utilisation que 
l'on veut en faire. 
Un autre composant très important est le chargeur-
déchargeur de données. Lorsque des données sont exploitées, 
il se peut que le schéma auquel elles se rapportent, doive 
subir des modifications. Afin de pouvoir modifier un schéma 
de données tout en pouvant réutiliser les données 
mémorisées, il est nécessaire de décharger les données puis 
de les recharger sur base du nouveau schéma. Si on ne 
dispose pas de cet outil, les modifications du schéma que 
l'on pourra autoriser seront souvent très limitées afin de 
préserver l'intégrité des données. 
Parmi d'autres composants, on peut citer le générateur 
d'~crans. Au départ d'informations stock.ëes dans la base de 
données, 11 est possible de générer des écrans reprenant 
les données sous une forme structurée. 
Pour terminer cette liste non exhaustive des 
différents composants d'un SGBD, nous pouvons ci ter un 
réorganisateur de données. Sa fonction est de permettre une 
restructuration des données dans une base. On peut par 




1.3. L'interpr~teur de commandes 
Dans la description des principaux composants du SGBD, 
nous avons signalè l'importance du rôle de l'interpréteur 
de commandes. Nous allons spécifier maintenant les aspects 
externes et internes ainsi que l'architecture de cet 
interpréteur. 
1.3.1. Aspects externes 
Pour qu'un 
les questions a 
trois élèments. 
utilisateur puisse correctement formuler 
un SGBD, il est impératif de connattre 
Premi~rement, le modèle de données utilisé par le SGBD 
doit être connu. Tout SGBD dispose de son propre modèle de 
données qui indique les structures avec lesquelles le SGBD 
fonctionne. Tou te question devra être formulèe sur base de 
ce modèle de données. 
Deuxi~mement,l'utilisateur doit connattre la liste des 
primitives traitées par le SGBD. Cette liste constitue le 
seul moyen de manipuler les informations d'un SGBD. C'est 
en fait une série de requetes qu'il est possible de poser. 
Pour chaque prirni ti ve, 11 sera précisé la liste des 
arguments a. fournir ainsi que les codes de retour. Les 
arguments permettront de préciser sur quelles données on 
désire que le trai ternent soit effectué. Les codes de retour 
indiqueront a. l'utilisateur la façon dont s'est passé le 
traitement c'est-~-dire s'il a comporté des probl~mes et 
dans l'affirmative la nature de ceux-ci. 
Troisi~mement, les règles d'enchatnement doivent être 
fournies. En effet, une liste des primitives est 
insuffisante pour l'utilisateur s'il ne conna.tt pas les 
règles d'enchatnement de ces requetes. Il est clair par 
exemple qu'une lecture d'une information contenue dans un 
fichier ne pourra être faite que si ce fichier a été 
précédemment ou vert. 
1.3.2. Aspects internes 
1.3.2.1. Fonctions internes 
Lorsqu'un appel est formulé a l'interpréteur de 
commandes, un certain nombre d'opérations sont effectuées 
entre l'appel a. la fonction et l'expression de la réponse a 
cet te requete. 
Tout d'abord, la commande doit être validée. Il est en 
effet nécessaire de vérifier que la commande existe, que le 
nombre d'arguments est correct et que les arguments eux-
mt'!mes sont valides. Par exemple, si un des paramétres d.'une 
fonction est déclaré comme un pointeur, on passera 
l'argument par adresse ou par valeur suivant la 
spécification. Si une erreur existe au niveau de l'appel, 
il ne servira a rien de continuer le traitement, un code de 
retour indiquera a. l'utilisateur le type d'erreur qui a été 
commis. 
Lorsque la commande a été validée, 11 faut consul ter 
le schéma pour lequel une requete a êté émise. La 
transformation du schéma externe en un schéma interne 
permet au SGBD d'avoir une représentation du schëma du SGBD 
et donc de pou voir le consul ter. 
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Pour pouvoir accéder aux informations relatives a. un 
schéma du SGBD, 11 faut positionner les courants des 
fichiers. Un courant est le dernier article manipulè dans 
une séquence déterminée. Par le positionnement correct des 
courants, on assure la correspondance entre les 
informations demandées et celles qui sont fournies. Le 
probl~me des courants des fichiers est délicat dans la 
mesure otl. il n'est pas géré de la mt'!me façon dans chaque 
système. Nous verrons dans la cadre de la réalisation une 
application concrète de ce probl~me de gestion de courants 
dans deux sytêmes. 
Si un appel a été formulè a. une fonction de 
l'interpréteur de commandes, 11 l'a êté suivant une 
certaine sémantique. Mais au niveau des fichiers réels 
contenant les informations, l'appel initial ne peut pas 
être compris. Il faut donc traduire les termes utilisés 
pour l'appel de la fonction de l'interpréteur de commandes 
en termes compréhensibles par le SGBD réel. On dira qu'on 
traduit les appels des primitives de haut niveau en appels 
aux primitives physiques. 
Lorsque la traduction est effectuée, le SGBD réel est 
capable de comprendre la requete posée et donc d'activer 
ses propres mécanismes pour y répondre. Hous appelons ici 
mécanismes, les accès élèmentaires qui sont effectués sur 
un fichier c'est-~-dire l'ouverture,la fermeture d'un 
fichier, la lecture, l'ècri ture, la mise-~-jour, la 
suppression d'un enregistrement. 
Toute exécution doit être contrôlèe c'est-~-dire que 
tout traitement m~me élèmentaire doit faire l'objet de 
vérifications qui indiquent la façon dont l'opération s'est 
effectuée. Par exemple, l'ècriture d'un enregistrement dans 
un fichier ne peut se faire que si le fichier a été ou vert. 
Si on omet l'ouverture du fichier, l'opération ne pourra 
être traitée et un code d'erreur devra être répercuté 
jusqu•~ l'utilisateur pour 1 ui signaler la faute dans 
l'encha.tnement des requetes. 
Quelle que soit la façon dont le traitement s'est 
effectué, l'interpréteur devra clt>turer ses opérations par 
la construction d'une réponse. Si le traitement ne s'est 
pas bien déroulè, la réponse sera très simple et sera 
formulèe le plus souvent par un code d'erreur indiquant le 
type de faute commise. Si tout s'est bien passé, 
l'interpréteur fourni soit un code indiquant que 
l'opération demandée s'est bien déroulè soit un ensemble de 
valeurs correspondant a. la requ~te émise. Il arrive que ces 
deux possibilités soient combinées. 
1.3.2.2. Architecture 
Nous nous sommes basés sur (MAR-75) pour fournir ci-
après la liste des opérations que l'on retrouve dans tout 
syst~me de gestion de base de données (DBMS). 
L'architecture cache l'ensemble des mécanismes nécessaires 
au bon fonctionnement de ces opérations. 
Premi~rement, un- programme d'application fait appel au 
DBMS pour lire un enregistrement. Sui te a. cet appel, le 
DBMS consul te la description logique des données pour 
conna.ttre les types de données logique nécessaires. Ayant 
déterminé ces informa tiens, le DBMS examine la description 
physique de la base de données et détermine les 
enregistrements physiques a. lire. Le DBMS envoie une 
commande au syst~me d'exploitation pour qu'il lise les 
informations en question. Les données demandées sont 
transférées de la mémoire vers les buffers. Disposant des 
informa tiens, le DBMS dérive l'enregistrement logique 
nécessaire pour le programme d'application puis transfert 
les données depuis les buffers vers l'espace de travail du 
programme d'application. Le DBMS fournit, en plus des 
informations, l'èta t de celles-ci, incluant les types 
d'erreurs rencontrés. Sui te a. ces opéra tiens, le programme 
d'application peut travailler avec les données disponibles 
dans son espace de travail. 
L'importance d'une bonne hiérarchie ne se retrouve pas 
uniquement dans le fait qu'elle est pl us -facilement 
développable mais sutout dans sa plus grande facilité de 
maintenance. 
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Signalons enfin que dans la conception de cette 
hiérarchie, on retrouve di vers niveaux de programmation qui 
correspondent a. divers niveaux d'indépendance. En fait, on 
peut distinguer deux types d'indépendance entre les données 
et les programmes. Premi~remen t une indépendance physique 
qui permet de modifier l'organisation physique des données 
sans modifier les programmes d'application. Deuxi~mement 
une indépendance logique dont le but est d'accepter un 
changement du schéma conceptuel des données sans devoir 
changer les programmes d'application. 
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t.4. Gestion d.es d.tH1n1 tions de d.onn~es 
Lorsqu'on traite de la gestion des définitions de 
données, il est nécessaire de distinguer plusieurs niveaux 
de perception. Nous nous sommes basés sur (DDSWP-82) pour 
définir ces différentes notions des définitions de données. 
Premièrement, il y a la vision conceptuelle. Le schéma 
qui en résulte provient de l 'analyse conceptuelle dont le 
but est de fournir une description dénuée de toute 
caractéristique technique mais qui soit une représentation 
correcte et naturelle du syst~me réel. Cette description 
est donc indépendante de l'utilisation des données et des 
paramêtres techniques de la base de données. 
Ensui te nous devons présenter la vision logique. Une 
description sous cette forme reprend les . spécifications 
conceptuelles enrichies de la spécification des chemins 
d'accès aux données nécessaires aux appl1ca tions. Les 
données sont représentées sous une forme permettant 
l'exécution d'applications par une machine abstraite. 
La troisi~me 
des définitions de 
utilisateurs de la 
représentation concerne la 
données. Cette perception 
base de données. Il est 
vue externe 
est celle des 
habituel de 
disposer d'un ensemble de schémas externes dans la mesure 
otl chaque groupe d 'utilisateurs peut a voir une vue 
différente de la base de données. 
La derni~re perception que nous ci tons est une vue 
interne des défini tiens de données. En effet, cette 
représentation concerne les objets techniques stoc}<és sur 
des supports de mémoire et dont les caractéristiques visent 
a optimiser les consomma tiens de ressources lors de 
l'exploitation de la base de données. Tou te modification 
d'un paramêtre technique entratne donc un changement du 
schéma interne. 
Ayant examiné les différentes visions possibles d'un 
dictionnaire de données, nous pouvons déduire trois formes 
de celui-ci. 
La premi~re forme est le schéma source qui constitue 
l'entrée pour le compilateur de schémas décrit 
précédemment. 
La deuxième forme est la version compilée du schéma. 
Celle-ci peut se di viser en deu x parties avec d'un côté le 
schéma externe, et de l'autre le schéma interne. 
La troisième forme 
version constitue ce 
dictionnaire de données. 
est 
que 
la version enregistrée. 
l'on appelle le schéma 
Cette 
du 
En fait un dictionnaire de données est un catalogue 
standard et organisé, centralisant les informa tiens sur un 
syst~me d'informa tiens. Le rôle d'un dictionnaire de 
données doit étre examiné dans l'organisation d'une 
entreprise. Chacune d'elle dispose de diverses ressources: 
finançi~res, en personnes, physiques, en informa tiens. Un 
élèment essentiel au bon fonctionnement d'une entreprise 
repose dans la qua li té de ses informa tiens qui doivent étre 
précises et à jour. Malheureusement, beaucoup d'entreprises 
n'ont pas encore réalisé l'importance d'une gestion de 
l'ensemble des informations. C'est dàns ce cadre de 
description d'un syst~me d'informations qu'il :f:aut inclure 
la notion de dictionnaire de données. 
On peut adopter plusieurs comportements vis-~-vis d'un 
dictionnaire de données. 
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Tout d'abord on peut accorder un rôle passi:f: à un 
dictionnaire de données en lui donnant comme fonction de 
documenter l'utilisateur sur son syst~me c'est-~-dire de 
l'ensemble des renseignements relatifs à l'organisation du 
syst~me d'informa tiens. 
Ensui te nous pouvons examiner le rôle actif d'un 
dictionnaire de données. Ce rôle existe si le dictionnaire 
fournit, outre de la documentation, une aide pour la 
création de nouvelles structures de données ou 
applications. Divers outils d'aide au développement d'un 
projet peuvent ainsi étre utilisés: outils d'analyse d'une 
structure de données, d'èvaluation du contenu d'une 
structure de données, de traduction de structure en 
rapports graphiques, d'analyse de l'usage des données et de 
leur traffic, de test de cohérence et d'intégrité, 
d'analyse de l'impact d'un changement sur 
l'organisa tion,etc. 
Enfin, un rôle dynamique peut être assigné a un 
dictionnaire de données. Ce rôle consiste en une 
interaction directe avec les programmes pendant leur 
exécutioni ceci permettant par exemple à un programme de 
conna.ttre la localisation d'une information et d'en 
utiliser les valeurs. 
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1.5. Les dictionnaires d.e d.onnt!es. 
La partie ci-après est consacrée a. l'analyse de trois 
dictionnaires de données. Prem i ~rement nous nous 
intéressons au dictionnaire de données IDD (Integrated Data 
Dictionary) de Cullinet, ensui te nous traitons du CDD 
(Common Da ta Dictionary) qui est le dictionnaire de données 
développé sur le système Vax) et enfin nous examinerons le 
système ORACLE. 
Pour construire ces différents cas nous avons utilisés 
(BOV-85), (CUR-DIEC), (DD-84) et (MA-82) . 
1.5.1. IDD d.e Cullinet 
L'IDD constitue le noyau du SGBD de Culli net. Par 
l' i ntermédiaire d'interfaces spécialisés, l'IDD reçoit des 
informations fournies par divers élèments du syst~me. Parmi 
ces élèmen ts, nous pouvons ci ter: 
IDMS/CULPRIT qui est un outil de recherche 
d'informations qui génère des rapports à partir de la base 
de données et de fichiers conventionnels 
- IDMS qui permet la gestion de la base de données 
- DDS est un outil de gestion de bases de données 
réparties 
- ADS est un outil de recherche et de mise-à-jour dans 
IDMS 
INTERACT est un outil d'èdi tion de texte, de 
développement de programmes et de documentation 
ON-LINE-QUERY est un outil d ' interrogation de la 
base de données en langage quasi naturel 
L'organisation de IDD permet de gérer manuellement ou 
au toma tiquemen t des in formations concernant: 
- les sources des données 
- les relations entre les données 
- les caractéristiques physiques des données 
- les fréquences d'accès 
les autorisations d'accès 
- la localisation des données 
qui seront accessibles sous forme de rapports. 
Afin d'analyser l'organisation 
distinguer trois sortes d'entités: 
de IDD, on peut 
a) une ensemble 
composants des systèmes 
ex: utilisateur, 
module, programme, ... 
d'entités qui correspondent aux 
de gestion de l'information 
syst~me, fichier, enregistrement, 
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b) des entités correspondant a. l'environnement du 
système de gestion des données 
ex: écran, tàche, file d'attente, terminal, ligne,. .. 
c) un certain 
permettent, en gérant 
types d'entités. 
nombre d'entités spéciales qui 
du système, de créer de nouveaux 
La gestion du 
nomm~ DDDL dont les 
batch. 
dictionnaire se fait via un langage 
requétes sont soumises on-line ou en 
1.5.2. CDD sur syst~me VAX 
Le CDD est le dictionnaire de données du VAX. Dans 
celui-ci ne se trou vent pas les notions de programmes, 
d'utilisateurs, de fichiers et de relations. son but est de 
centraliser des définitions de données dans un but de 
cohérence et de contrôle de la redondance. A chaque 
création d'une nouvelle base de données, les deux 
gestionnaires de bases de données sur VAX (V AX-11 
Da ta trieve et VAX DBMS) rangent lors de la compilation les 
définitions des constituants de la base de données dans le 
CDD. 
Le dictionnaire est organisé de façon hiérarchique, 
sous forme d'arbre; chaque noeud n'ayant qu'un seul parent. 
On distingue deux types de noeuds: les "dictionary 
directory" et les "dictionary object". 
Un utilisateur accède alors au CDD via le DATATRIEVE 
ou le DBMS ou par accès direct. L'assignation se fait a. la 
racine de l'arbre sauf si l'utilisateur précise le noeud 
souhaité. De pl us, a. chaque noeud correspond une ACL 
(access control list) déf i nissant les droits des 
utilisateurs ainsi qu'une HISTORY LIST rapportant les 
manipulations effectuées sur ce noeud. 
La hiérarchie permet donc a. l'utilisateiur de gérer sa 
partie du dictionnaire selon ce qu'il désire réaliser dans 
les limites des con train tes du système. 
Pour utiliser le dictionnaire, l'utilisateur dispose 
de trois outils: 
- premièrement, le DATATRIEVE est un outil de gestion 
très sophistiqué qui permet 
a) la mise en place et l'exploitation de bases de 
données relationnelles 
b) une connexion avec les bases de données organisées 
par le DBMS 
c) une manipulation du contenu des données 
d) un utilitaire d'impression des requétes 
e) un utilitaire de gestion d'ècran 
f) un utilitaire pour créer des graphiques 
g) des possibilités d'accès aux données 
interactivement ou via des programmes d'application 
h) des possibilités d'accès via un réseau DEC-NET 
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deuxièmement, le VAX DBMS 
CODASYL; l'organisation des données se 
record, item, set, are a, 
est l'èqui valent 
fait sous forme 
du 
de 
- troisièmement, le DMU est un utilitaire 
l ' organisation de la structure du dictionnaire 
c'est-~-dire de toutes les informations reprises 
HISTORY LISTs et dans les ACLs. 




L'ORACLE da ta dictionary est constitué d'un ensemble 
de tables reprenant des informations sur une base de 
données, ce dictionnaire étant créè a. chaque création d'une 
base de données. Les tables du dictionnaire de données 
peuvent étre lues via des requetes SQL. 
liste des tables décrivant le dictionnaire: 
DTAB desc.ription des tables et des vues du 
dictionnaire (une vue est une partie d'une table) 
SYSCAT ALOG structure des tables et des vues 
accessibles par les utilisateurs 
CAT ALOG structure des tables accessibles par 
l'utilisateur 
- T AB liste des tables, vues, 
par l'utilisateur (un cluster est 
SYSCOLUMNS spécifications 
dans les tables et les vues 
cl us ter, synonymes créès 
un groupe d'informations) 
des colonnes accessibles 
- COLUMNS spécification des colonnes des tables 
- C(?L spécification des colonnes des tables créèes par 
l'utilisateur 
- SYSINDEXES liste des index, soulignant les colonnes, 
le créteur et les options 
- SPACES sélection des espaces de définitions pour la 
création des tables et des clusters 
- VIEWS liste des phrases SQL sur lesquelles les vues 
sont basées 
SYSTABAUTH directory des autorisations d'accès 
accordés par ou pour l'utilisateur 
- EXTENTS structure de données des extensions dans les 
tables 
STORAGE données et allocation de mémoire d'index 
pour les utilisateurs propriétaires des tables 
- SYSSTORAGE résumé de toutes les bases de données 
mémorisées 
- SYSUSERAUTH liste des utilisateurs d'ORACLE 
SYSEXTENTS structure de donnée des tables a 
l'intérieur du système 
PARTITIONS structure des fichiers avec leurs 
partitions 
tables décrivant d'autres tables: 
la table T AB contient 1 •ensemble des noms et 
descriptions de toutes les tables,vues,synonymes et 
clusters créès. Par exemple, on peut décrire un élèment de 
type employé, salaire, département , utilisateur, .. . 
tables décrivant les pri vil~ges d'accès: 
ces tables permettent a chaque utilisateur de dire qui 
peut avoir accès aux informations (en détaillant les types 
d'informations) et quelles opéra t1ons sont acceptées pour 
cet utilisateur. 
tables décrivant les colonnes: 
pour chaque table, cela permet de décrire les élèments 
qui la compose ainsi que les différentes valeurs possibles. 
tables décrivant les vues: 
ces tables donnent la possib111 té d'exprimer les vues 
possibles d'une table. En effet une vue étant un sous-
ensemble d'une table, cela évite que tous les utilisateurs 
accèdent à toutes les informations d'une table. 
tables décrivant la structure physique d'une base de 
données: 
ces tables permettent par exemple de ci ter les index 
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Chapitre 2 : Le contexte de l'atelier logiciel 
orienté bases de donn~es 
2.1. Description g~n~rale,objecti:fs et principes 
L>atelier logiciel 
outil indépendant mais 
cadre du projet IDA. 
orienté bases de 








Va telier est constitué des élèmen ts classiquement 
décrits qui ont été présentés dans la premi~re partie de ce 
document; !>atelier comprend un interpréteur de commandes 
ainsi qu>un certain nombre d>autres composants utiles a la 
manipulation des données, 1>autre partie principale est la 
gestion des définitions de données dont le but est de gérer 
les schémas de données relatifs aux syst~mes d>informations 
que l'on désire exploiter. 
Comme précisé précédemment, l'a te lier logiciel orienté 
bases de données qui nous a occupé, peut a uss1 être vu 
comme un produit intégré au log 1c1el IDA dans le but 
principal d'une décentralisation. Le logiciel IDA, réalisé 
a l'Institut d'Informatique des Facultés Universitaires de 
Namur en coopération avec le projet ISDOS développé a 
l'Université de Michigan, est un syst~me-logiciel d>aide a 
la conception d'un syst~me d'informations. Le coeur du 
syst~me IDA est la bases de données des spécifications qui 
regroupe l'ensemble des spéc1f1ca tions du syst~me 
d 'in-formations in trod ui tes et rédigées a l'aide d'un 
langage nommé DSL. Di vers outils ont été créès afin 
d'exploiter cette base de données. c>est ainsi qu'il existe 
un langage interactif d'interrogation de la base de données 
ainsi que la possib111 té d'èdi ter un ensemble de rapports 
documentaires et d'analyse présentant différents aspects du 
syst~me spécifié. D>autre part , un générateur automatique 
d'un programme de simulation ainsi qu>un générateur de 
maquette ont été développés. 
S1 l'on considère IDA comme base de données centrale, 
Pa te lier contient la base de données locale. Comme le 
schéma c1-aprês le montre, l'objectif est de pouvoir 
retirer un certain nombre d'informations au départ de la 
base de données centrale et de les introduire dans la base 
de données locale. Ensui te, une série d'outils permettrait 
de manipuler ces données au niveau de la base de données 
locale. Lorsque ces informations seront jugées correctes, 
il sera possible de les réintroduire dans la base de 
données centrale. Rappelons qu'il est toujours possible 
d'introduire des informations dans la base de données 
centrale sans qu'elles proviennent de la base de données 
locale. 
En ce qui concerne les outils qui traiteront la base 
de données locale, l'accent est d'abord mis sur des outils 
spéci :fiques (trans:forma tion de schémas, véri :f ica teur de 
con:formité, générateur de code, saisie et 
consul ta tion, ... ). Ensui te, des outils pl us généraux vont 
ét:r:-e développés (consul ta tion in teract1 ve, mise - ~-jour 
interactive, générateur de rapports ... ). 
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La dé:f1n1tion ci-dessus des différents outils 
développés pour la base de données locale montre le but 
principal de l'atelier. Celui-ci prend principalement en 
charge les phases de conception logique et physique de la 
base de données reprises de la démarche de conception (HAI-
86). La conception logique permet au départ d'une solution 
conceptuelle de construire une solution correcte, efficace 
et strictement indépendante des machines réelles. La 
conception physique consiste a produire une solution 
correcte, ef:ficace mais qui cette fois soit exécutable par 
une machine réelle. 
Deux avantages fondamentaux de cet atelier peuvent 
être décrits par rapport a d'autres logiciels. 
D'une part, 11 existe une totale indépendance du 
logiciel. Quel que soit le SGBD que l'on utilise, l'atelier 
pourra y être facilement adapté. La meilleure preuve est 
qu'actuellement, l'atelier logiciel orienté bases de 
données est manipulable avec des fichiers RMS mais 
également avec des fichiers d'un Dbase 3 de Lattice. Tout 
autre syst@!me pourra être utilisé car les modifications a 
. apporter au logiciel sont maintenant parfaitement 
contrôlèes et ne demandent qu'un travail limité 
d'adaptation. 
D'autre part, le logiciel dispose d'une portabilité 
. très grande. En effet, actuellement l'atelier est 
exploitable sous mini-ordinateur mais également sous m1cro-
ord1na teur. In! tialemen t, l'a te lier a été conçu sur mini-
ordinateur avec pour syst@!me de fichiers un RMS. Par la 
sui te, le logiciel a été transporté sur micro-ordinateur en 
utilisant un syst@!me Dbase 3 développé par Lattice. 
Ces deux avantages assurent au logiciel une très 
grande diffusion possible puisque quel que soit le syst@!me 
de fichiers ou quel que soit la gestion des données, 
l'atelier peut être facilement adapté. 
Lorsqu'on examine le schéma général de l'a te lier 
décrit ci-après, on y constate un élèment appelè "tables de 
conversion". Celles-ci sont a mettre en rapport avec les 
différentes notions de schéma vues précédemment. Ces tables 
permettent de transformer les élèments du schéma externe 
des données en des composants du schéma interne. Elles 
constituent en fait une traduction d'èlèments connus de 
l'u t111sa teur en composants connus uniquement de façon 
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2.2. Le SGBD de l"atelier 
Les -fonctions du 
conditions décrites de 
partie. 
SGBD de l'atelier remplissent l es 












Tout d'abord c'est l'interpréteur de commandes qui a 
été réalisé. Il constitue l'èlèment le plus important au 
niveau du codage de l'atelier. C'est 1 ui qui assure à 
l'utilisateur le fait de pou voir agir sur des schémas et 
les données de toute base puisqu'il réalise l'interface 
entre les programmes d'application et la base de données. 
certain nombre d'outils 
C'est le cas d'abord du 
d'une description dans un 
une base de données de 
Après cette réalisation, un 
ont été développé en parall~l e. 
chargeur qui permet au départ 
langage défini, de charger 
l'atelier. 
Ensui te, un générateur de rapports a été réalisé. 
Celui-ci permet a l'utilisateu r de recevoir les données 
d'une base sous une forme structurée et qui l'informent 
d'un certain nombre de caractéristiques de celles-ci. 
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Un autre outil très important est 
conformité. Son but est de vérifier 
conforme au SGBD de l'atelier, pour ce 
nombre de règles doivent être vérifiées. 
le vérificateur de 
qu'un schéma est 
-faire un certain 
Enfin, nous ci tons ici le générateur qui fait partie 
du travail présenté et dont les spécifications compl~tes 
seront données par la sui te. Ce générateur s'occupe de 
créer les tables de conversion d'un schéma de données (ces 
tables sont par-fois appelèes tables internes). De pl us 11 
permet de créer les tables externes du schéma . Les 
in-formations contenues dans ces tables ne sont pas encore 
exploitées a ce jour mais dans l'avenir seront u til1sées 
par un définisseur d'ècran, par un analyseur syntaxique et 
par sans doute d'autres produits non encore dé-finis. La 
derni~re fonction du générateur est de créer un ensemble 
d'informations relatives a un schéma de données et qui 
constituent un environnement pour le programmeur. 
2.3. L'interpréteur de commandes 
2 .3.1. Aspect externe 
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Lorsqu'on traite d'un SGBD, on se base toujours sur un 
modèle pour décrire les structures e t les données. Dans le 
cas présent, c'est un sous-ensemble du modèle MAG (modèle 
d'accès généralisé) qui est u tilisé. Sa connaissance permet 
de comprendre les primitives décrites dans l'interpréteur 
de commandes ainsi que les schémas permettant la 
description des données. 
2.3.1.1. Le modèle d'accès généralisé 
Le modèle d'accès généralisé (MAG) est un relevé des 
concepts essentiels que l'on retrouve sur les systèmes de 
gestion de données sur mémoires secondaires et cela aussi 
bien pour les syst~mes de gestion de bases de données 
(SGBD) que pour les syst~mes de gestion de fichiers (SGF). 
Ce modèle permet de décrire d'une part les structures 
de données d'un point de vue sémantique et d'autre part les 
accès possibles sur ces structures. 
Une présentation compl~te de ce modèle se trouve dans 
(HAI-86). Nous ne reprenons i c i qu'un résumé des concepts 
principau x utilisés dans l'atelier. 
art i cle et type d'article 
art i cle ou record entité stockée d'information qui 
peut être créèe et supprimée et a laquelle on peut accéder 
type d'article 
plusieurs articles et 
exemple 
ou record-type regrop.pe O ou 
en défini les propriétés communes 
PERSONNE désigne un type d'article. Toute personne 
décri te par ce type d'article est un article de ce type. Le 
type d'a r ticle est représenté comme suit: 
PERSONNE 




d'item élèment associé a un record, a tout 
ou plusieurs valeurs d'i t ems sont associées a 
item obligatoire â · un 
associer 0,1 ou plusieurs valeurs 
est obligatoire c>est-~-dire qu>~ 
au moins une valeur de cet item. 
type d>article, on peut 
appelèes items. Tout item 
tout article est associé 
exemple 
NUMERO et NOM sont des items. La représentation permet 
de distinguer â quel type d>article un item est associé. 
Une valeur d>i tem sera par exemple DUPONT pour le NOM. Le 
caract~re obligatoire de 1>1tem est représenté par le court 
trait continu, ainsi NUMERO et NOM sont des items 
obligatoires pour PERSONNE. 
PERSONNE 
NLJt-,j,ERO NOM 
item simple ou répétitif 
item simple â chaque article on ne peut associer 
qu>une seule valeur de cet item 
item répétitif â un record on peut associer plus 
d>une valeur de cet item 
exemple 
NOM est un item simple alors que NTEL 
répétitif. La représentation appliquée par 
indique le caract~re répétitif et indique le 
répéti ti vi té; c>est â une personne que peu vent 
plusieurs numéros de télèphone. 
PERSONNE 
NOM NTEL 
est un item 
le triangle 
sens de la 
correspondre 
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item identifiant ou non identifiant 
item identifiant pour toute valeur de 





item non identifiant : contraire de l'item identifiant 
exemple 
NUMERO peut être identifiant de PERSONNE alors qu'un 
NOM n'est stJ.rement pas identifiant 
PERSONNE 
NUMERO NOM 
chemin d'accès, type de chemin d'accès, origine et 
cible 
chemin d'accès ou pa th : mécanisme qui associe a. un 
record origine une sui te de 0,1 ou plusieurs articles 
cibles, de plus a. partir de l ' origine on peut accéder aux 
articles cibles. 
type de chemin d'accès ou path-type tout chemin 
appartient a. un et un seul type de chemin qui en défini les 
propriétés communes 
origine l'origine représente le record au départ 




la cible représente le record terminant un 
CC est un type de chemin entre PERSONNE et COMMANDE. 
Le mécanisme qui associe par exemple a. une personne toutes 
ses commandes sera le chemin d'accès. Sa représentation 
s'effectue par la fl~che. PERSONNE est donc l'origine du 
chemin et COMMANDE la cible. Les fl~ches peuvent êtres 
omises s' i l existe un chemin de PERSONNE vers COMMANDE et 
de COMMANDE vers PERSONNE. 
_P_E_R_s_o_N_NE_: ___ c_c ____ ~ COMMAND E 
type de chemin multi-origines 
type de chemin multi-origines 
plusieurs origines 
exemple 
type de chemin ayant 
SOCIETE et PERSONNE constituent les origines du chemin 
qui est don mul ti-origines. 
SOCIETE 
PERSONNE 
type de chemin récursif 
type de chemin récursif 
~ la fois cible et origine 
exemple 
CO MMANDE 
un méme type d'articles est 
Par le type de chemin FILIATION on peut dire que 
PERSONNE est origin•e et cible et que donc FILIATION est un 








d'un membre que l'on peut 
l'autre membre 
le nombre maximum 
associer a chaque 
1-N un chemin contient un nombre 





N-1 : un chemin contient une seule cible mais celle-ci 
peu t-l'~tre d'un nombre quelconque de chemins 
représentation 





un chemin contient 




un nombre quelconque de 
d'un nombre quelconque de 
A une personne peut être associée plusieurs commandes 
mais a une commande appartient a une seule personne 
PERSONNE COMMANDE 
con train te d'existence 
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contrainte d'existence consiste a imposer a tout 
article d'un membre d'un type de chemin d'~tre associé a au 
moins un article de l'autre membre. La représentation de 
cette con train te se fait par un trait court continu tracé 
perpendiculairement a la ligne indiquant un type de chemin. 
exemple 
COMMANDE Mll------<1a-----:__L_1G_N_E _ __. 
identifiant composé 
identifiant composé notion d'identifiant ~tendue a. 
plusieurs types d'articles associés au type d ' article 
identifié 
exemple 
Cet te représentation indique que toute ligne est 
identifiée par une commande et un produit. 
LIGNE 
COMMANDE PRO D UIT 
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2.3.t.2. In ter:face ADL-C 
Une des façons d'accéder aux informations d'un SGBD 
est d'utiliser les primitives appelèes primitives ADL-C. 
L' ADL-C est une extension du langage C par des instructions 
du langage ADL défini dans le cadre de la démarche de 
conception de base de données développé a l'Institut 
d'Informatique. Les informa tiens sur l'interface ADL-C sont 
basées sur (CAD-86). 
Ces primitives ADL-C ont été construites pour 
faciliter la programma tien. En effet, l'architecture de 
l'a te lier ne présentait initialement qu'une interface a un 
seul point d'entrée. L'accès s'effectuait par une seule 
primitive contenant plusieurs arguments mais qui n'ètaient 
jamais tous exploités en m~me temps. Les primitives ADL-C 
permettent de mieux distinguer le type d'appel effectué 
puisque des noms significatifs ont été donné a chaque 
primitive et de ne spécifier que les arguments nécessaires 
a chaque fonction. 
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Un certain nombre d'objets sont disponibles pour le 
programmeur: 
Tout d'abord des constantes de codes. Ceux-ci se 
présentent sous forme de constantes dont les définitions 
(DEFINE) ont été générées au toma tiquemen t. Ces codes sont 
des entiers et appartiennent a trois catégories : les codes 
des types d'articles (ex: CLIENT), les codes des types de 
chemins (ex : CCOM) et les codes d'erreurs. De plus,un code 
spécial RECORD dont la valeur est o (zéro) signale qu'un 
type d'article est inconnu. 
Le second type d'objet disponible concerne les 
variables de référence. Celles-ci sont des structures C qui 
pour un article de la base contiennent: 
- sa référence REF 
- son type TYPE 
- la longueur totale de ses valeurs 
d'items LENGTH 
- ses valeurs d'items 
Une référence d'un article est une variable enti~re 
qui désigne une zone contenant un pointeur vers l'article 
1 ui-m~rne . 
Le champ TYPE d'une variable de référence est un 
entier correspondant au code du type d'article référencé. 
Pour déclarer une ou plusieurs variables de référence, 
le programmeur utilise un type prédéfini dont le nom est 
R_<name> otl. <name> est le nom d'un type d'article du 
schéma. 
Les variables de référence constituent donc les 
arguments des communications entre le programme 
d'applica tien et les prim1 t1 ves ADL-C. 
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Le troisième type d'objet mis â la disposition du 
programmeur concerne les variables d'items d'articles. Ce 
sont des variables qui contiennent des valeurs d'items 
correspondant â un type d'article. Pour les utiliser, le 
programmeur utilise un type prédéfini dont le nom est 
I_<name> otl <name> est le nom d'un type d'article du 
schéma. 
de 
Disposant de ces objets, le programmeur doit 




Signalons tout d'abord que les arguments des fonctions 
sont soit des variables C classiques, soit des codes des 
types de chemins et d'articles soit des variables de 
référence. La plupart des fonctions accèdent a des articles 
ce qui nécessite la manipulation des variables de 
référence, en effet tout article obtenu est assigné a une 
varaible de référence. De pl us, après chaque appel a une 
des fonctions offertes, un code de diagnostic est renvoyé 
afin de permettre a l'utilisateur de tester la façon dont 
une opération s'est effectuée. 
Liste des primitives ADL-C 
création du statut de référence: 
Donne le statut de "référence" a une variable entière. 
Celle-ci ,pourra étre utilisée pour référencer des articles 
de la base. 
mais 
suppression du statut de référence: 
Enl~ve le statut de "référence" a une variable entière 
annulation d'une 
La variable ne 
garde son statut 
référence: 
référence pl us d'article 
assignation d'une référence a une autre: 
de la base 
Assigne a une variable la référence contenue dans une 
autre ce qui permet d'avoir deux références accèdant au 
ml!me article. 
test d'ègali té de deux reHérences: 
Permet de tester si deux variables référencent un ml!me 
article 
tester si une référence est nulle: 
Indique si une variable ne référence plus aucun 
article 
ouverture de la base: 
Permet l'ouverture d'une base de données dont le nom 
est fourni 
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fermeture de la base: 
A pour effet de fermer la base de données de nom 
donné. 
accès séquentiel: accès au premier: 
Accède au premier article de type spécifié et assigne 
cet article a. la variable de référence. 
accès séquentiel: accès au suivant: 
Accède a. l'article suivant celui qui référencé et 
l'assigne a. cette variable de référence 
accès par chemin: acc~s au premier: 
Accès au premier article de type 
relié a. l'article référencé via le type 
assignation a la variable de référence. 
accès par chemin: accès au suivant: 
spécifié qui est 
de chemin, avec 
Accès a. l'article suivant celui qui est référencé et 
qui est relié a. l'article via le chemin donné, avec 
assignation a la variable de référence. 
accès par clê dans un chemin: accès au premier: 
Accède au premier article du type spécifié dont la 
valeur de clê définie dans le chemin se trouve dans la 
variable donnée. Cet article se trouve dans le chemin qui a 
pour origine l'article référencé. L'article obtenu est 
assigné a une variable de référence 
accès par clê dans un chemin: accès au suivant: 
Acc~s a l'article suivant celui qui est référencé, qui 
est du type spécifié et dont la valeur de clè définie dans 
le chemin se trouve dans une variable déterminée. Cet 
article se trouve dans le chemin qui a pour origine 
l'article référencé. L'article obtenu est assigné a. une 
variable de référence. 
accès direct: 
Accède a l'article de type spécifié et dont on conna.tt 
la référence. 
création d'article: 
Création d'un article 





donné, les valeurs 
est relié aux types 
Suppression d'un article de type donné ainsi que de 
tous les articles qui lui sont cibles obligatoires et ainsi 
de sui te recursi vement. 
mod i fication 
Modifica tien 
d'article: valeurs 
des valeurs d'items 
donné et de référence donnée. 
d'items: 
d'un article de type 
modification d'article: valeurs d'iKos: 
Modification des valeurs d ' items composants d'un 
identifiant ou d'une clè d'accès d'un article 
modification de chemins: attach: 
Relier un article de type donné et de référence donnée 







type donné et de référence 
transférer de la longueur et des valeurs d'items d'une 
variable de référence vers une autre 
ranger les valeurs d'items d'une variable de référence 
vers une variable d'article 
détyper une variable de référence de type R_RECORD. 
création d'un texte lié a un objet de la base. 
modification d'un texte lié a un objet de la base. 
accès a un texte lié a un objet de la base. 
2.3.1.3. In ter:face KAG 
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Comme cela a été précisé ci-dessus, l'interface MAG 
est constitué d'un seul point d'entrée. Cette primitive 
appelèe SEM dispose de 9 arguments, ceux-ci permettent de 
recouvrir toutes les fonctions possibles que l'on a désiré 
implèmenter. La liste des primitives MAG est donc la m~me 
que celle des primitives ADL-C, ce n'est qu'au niveau de la 
formulation qu'il existe des différences. 
2.3.1.4. Enchatnement des pr1m1 ti ves 
Après a voir examiné la liste des primitives de 
l'interface ADL-C et celles de l'interface HAG, il est 
nécessaire de préciser certaines contraintes concernant 
l'encha.tnement des primitives. 
En effet, certaines précautions doivent être prises en 
ce qui concerne l'ordre d'appel des primitives 
- l'accès â toute information nécessite la définition 
préalable de variable de référence 
- avant tout traitement sur une base de données, 11 
faut que celle-ci soit ou verte 
- la fer met ure de la base de données doit toujours 
s'effectuer avant la clôture du programme 
- un accès â un article suivant ne peut se faire que 
si l'accès au premier est effectué 
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- la suppression d'un article ne peut a voir lieu que 
s'il existe dans la base de données 
- la modification de valeurs dans un article ne peut 
se faire que si l'article existe 
- relier un article â un autre via un chemin ne peut 
s'effectuer que si les trois tHèments existent 
- détacher un article d'un chemin n'est possible que 
si l'article y était attaché 
supprimer le statut â une variable de référence 
nécessite l'existence de cette variable de référence 
tester l'ègali té entre deux variables de référence 
nécessite le fait qu'elles ayent toutes les deux le statut 
la modification d'un article nécessite le respect 
des règles relatives â l'identifiant 
- l'ouvert ure d'une base nécessite qu'elle ne soit pas 
déja ou verte 
Cet te liste non exhaustive de précautions indique 
simplement que l'utilisateur doit faire preuve de logique 
lorsqu'il accède aux informations d'une base de données. 
Quoiqu'il en soit, l'utilisateur pourra toujours vérifier 
le bon déroulement d'une opération en consultant le code 
d'erreur. Ce code ne sera peut-être pas toujours précis sur 
le type d'erreur commis mais sera une précieuse indication 
pour une correction rapide des erreurs. 
code d'erreur 
tout s'est bien passé 0 : 
1 : 
2· 
article non trouvé ou base non trouvée 
les contraintes d'identifiant ne seraient 
respectées 
10 la base n'est pas ouverte 
14 la base est de!j~ ouverte 
23 erreur de code de chemin 
24 erreur de type d'article 
plus 
27 erreur de la référence concernée par la primitive 
28 erreur d'une référence autre que celle concernée 
par la primitive 
100: erreur du SGBD (erreur grave devant provoquer 
l'arrêt de l'exécution) 
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2. 3.2. Aspect interne 
La hiérarchie de l'atelier logiciel orienté bases de 
données se décompose principalement selon trois niveaux. 
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Au niveau inférieur, on trouve un module appelé couche 
physique et dont le but est d ' accéder aux données 
mémorisées dans la base de données. Ces acc~s sont 
élémentaires c'est-a-dire qu'ils sont de type: ouvrir un 
fichier, fermer un fichier, creer un article, spprimer un 
article, modifier un article, accéder~ un article, accéder 
~ l'article suivant d'un fichier. 
Au dessus de cette couche physique, on trouve le 
module M5. Celui-ci assure donc une indépendance vis-a-vis 
du choix du SGBD de la couche physique. Les concepts du 
module M5 proviennent du mod~le M5 qui sera décrit ci-
apr~s . 
Au dessus du module M5, on dispose de la couche 
sémantique. Ce module renferme les primitives par lequelles 
les programmes d'application vont accéder~ la base de 
données: ces primitves constituent l'interface MAG. La 
compréhension des primitives du niveau sémantique nécessite 
la connaissance du mod~le MAG. De plus étant situé au 
niveau sémantique, on va avoir besoin des tables . Ces 
tables appelées tables de conversion vont permettre de 
traduire un schéma connu sous forme MAG au niveau 
sémantique en un schéma connu en termes du mod~le M5. Cette 
conversion permet donc le passage du schéma externe connu 
de l'utilisateur en un schéma interne compréhensible par le 
SGBD. Le niveau sémantique permet de gérer l'ensemble des 
informations d'un schéma, on dispose donc grâce~ ce niveau 
a une extension du mod~le M5. 
Ayant décrit le rôle des tables de conversion 
(appelées parfois aussi tables internes), on remarquera 
que toute modification du schéma de données n'entrainera 
que des modifications au niveau de ces tables mais ne 
changera en rien les données correspondants~ ce schéma. 
Au dessus de ces trois couches a été construit une 
quatri~me dont le but est de faciliter l'acc~s pour le 
programmeur. Ce module rassemble la liste des primitives 
ADL-C décritent précédemment. Ces primitives sont plus 
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L'architecture de l'atelier logiciel se présente comme 
suit 
SEMANTIC 




DECOUPE EN MODULES 
Le module SEMANTIQUE se base sur les tables internes 
pour interpréter l'acc~s qui lui est proposé. Cet acc~s se 
rapporte au mod~le que le module supporte et qu'il doit 
transformer en un acc~s au module M5. L'exploitation des 
tables permet la conversion des données propre au mod~le 
sémantique en données propres au mod~ l e M5. 
Le module de CHARGEMENT va lire les tables de 
conversion pour pouvoir les exploiter. 
Le module DICSEARCH réalise des recherches en tables. 
Il est exploité par le module sémantique d~s qu'il y a une 
conversion a faire entre les données qui sont passées en 
argument et leurs correspondants dans le mod~le M5 . Le 
module de recherche en tables est composé de fonctions de 
recherche dichotomique qui permettent au départ d'un 
élément donné d'en fournir la position dans une table ce 
qui permet au module sémantique d ' accéder a cet élément. 
Le module M5 réalise les acc~s au SGBD dont le mod~le 
est le m5 qui sera décrit ci-apr~s . Les différents éléments 
du mod~le m5 sont donc câblés dans le code même du module . 
Le module INIT contient un certain nombre de fonctions 
générales. 
Le module KEEPTYP s'occupe de la gestion des 
références et est exploité par le module sémant i que et par 
le module m5 . Au niveau du module sémantique, le module de 
gestion des références permet de valider les param~tres de 
références et de tester la compatibilité entre les 
d i fférents arguments d'un acc~s. Lorsqu'il est exploité par 
le module m5, le module ici décrit permet de mettre a jour 
les clés d'acc~s pointées par les variables de références . 
D'autre part il fournit au module m5 le ou les courants des 
f i chiers correspondants aux références fournies . 
36 
Le module BD2 agit par rapport 
fichier . Pour chaque fichier correspond un 
Ce module met~ jour les variables d'état 
apr~s toute modification du positionnement 
au courant d'un 
courant par clé. 
(= les courants) 
dans un fichier . 
Le module BD permet de traiter les acc~s élémentaires 
aux informations. 
Le modèle M5. 
Le modèle s'appelle M5 parce qu'il comprend 5 élèments 
de base : OBJECT, OBJECT-0, OBJECT-1, OBJECT-2, TEXT. 
Un TEXT est lié obligatoirement a un OBJECT. Tout 
OBJECT peut avoir 0,1 ou plusieurs TEXT. Un TEXT est défini 
par un type TXT-TYPE, un groupe TXT-GROUP, une séquence 
TXT-SEQ, une ligne TXT-LINE. 
Un OBJECT est défini par un type TYPE et des données 
DATA. 
37 
Un OBJECT-0 hérite de toutes les propriétés de OBJECT 
donc de TYPE, DATA et TEXT. Il en est de m~me pour OBJECT-1 
et OBJECT-2. L'héritage des propriétés est défini par la 
relation "is-a". 
Un OBJECT-0 est un OBJECT lié à un autre OBJECT mais 
de façon non obligatoire. 
Un OBJECT-1 est un OBJECT lié a un OBJECT 
obligatoirement. 
Un OBJECT-2 est un OBJECT lié à deux autres OBJECT 
obligatoirement . 
KEYO est la clè d'accès dans le type de chemin RO 
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2.4.Gestion des définitions de données 
2.4. 1. Visions d'une base 
Les données d'une base peuvent être réparties selon 
trois types. Premi~rement, on peut distinguer le syst~me 
d'informations qui est constitué d'un ensemble de données. 
Deuxi~mement, on peut analyser un atelier. Celui-ci permet 
de donner une structure aux données par l'intermédiaire 
d'un schéma. Le schéma d'un atelier permet donc de décrire 
une base de données qui constitue un syst~me 
d'informations. Troisi~mement, on dispose du méta-atelier. 
Le méta-schéma associé au méta-atelier permet de décrire 
n'importe quel atelier et donc n'importe quel syst~me 
d'informations. 
Ce qui est remarquable dans le méta-schéma décrit ci-
apr~s, c'est qu'il est unique peu importe qu'on se place au 
niveau d'un atelier ou du méta-atelier. En effet, ce méta-
schéma permet de décrire n'importe quel atelier mais peut 
aussir servir a décrire le méta-schéma lui-même; le méta-
atelier est un atelier parmi les autres et peut donc être 
décrit par le méta-schéma, sa particularité est qu'il 
permet de décrire d'autres schémas. 
Nous allons maintenant décrire les différents éléments 
du méta-schéma en adoptant la représentation MAG (mod~le 
d'acc~s généralisé). Ensuite nous expliquerons un exemple 
qui illustre les différentes visions décrites ci-dessus. 
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la compréhension du 
méta-atelier . 
de l'atelier est un sous-ensemble du 
général décrit dans (HAI-86a). La 
reprend les définitions nécessaires à 
méta-schéma de l'atelier constituant du 
Puisque le méta-schéma est introduit dans la base de 
données, il doit respecter les contraintes de conformité du 
SGBD réel. Ces contraintes ne doivent pas être connues â ce 
stade mais elles justifient certains choix dans la 
description du schéma. 
L'èlèment princi pal du méta-schéma est le SYSTEM qui 
représente un système d'informations. Chacun d'eux est 
identifié par un nom SYS-NAME, un état STATUS ainsi que par 
les DATE1 et DATE2 indiquant respectivement le début de 
construction du système et la dernière modification. 
Toute description 
d'un SCHEMA relié au 
son nom SCH-NAME. Il 
indique que le schéma 
la conception physique 
Le TYPE indique si on 
des accès possibles ou 
Ces différents termes 
conception de base de 
de données se présente sous forme 
SYSTEM. Un SCHEMA est identifié par 
est caractérisé par sa CLASS qui 
est conceptuel ou que l'on traite de 
ou encore de la conception logique. 
décrit le schéma conforme, le schéma 
les schéma des accès nécessaires. 
sont repris de la démarche de 
données (HAI-86) . 
L'èlèment de base d'un schéma est l'ENTITY-T qui 
représente les notions traditionnelles de type d'entité , 
schéma de relation, relation, type d'article, segment,etc, 
et que l'on retrouve dans toute description structurée de 
données. L'E-NAME identifie l'entité par son nom. Le SHORT-
NAME permet de fournir un nom plus court. L'E-CODE est un 
code identifiant l'entité autrement que par son nom. La 
POPULATION informe du nombre d'entit,és de ce type. Les LOG-
LENGTH et PH-LENGTH représentent respectivement la longueur 
logique et physique de l'entité. 
Un type d'association entre types d'entités est 
représenté par un LINK. Le L-NAME identifie le link par son 
nom. Le SHORT-NAME est un nom plus court pour identifier le 
link. Le L-CODE identifie le link. Le DEGREE indique le 
nombre de liens représenté par un link. Dans ce cas 
présent, un link sera toujours de degré 2. Le schéma peut 
accéder directement â tous les link et inversément. 
Un ROLE représente la participation d'un type d'entité 
a. un linl< . Le nombre de rôle indique le degré du linl<. Le 
R-NAME et le R-CODE identifient chacun, respectivement par 
un nom et un code, le rôle. Le SHORT-NAME et le SYNONYM 
permettent de nommer autrement le rôle. Les 
caractéristiques MIN-CON e t MAX-CON représentent les 
connectivités minimale et .maximale. L'attribut PATH-NAME 
donne le nom du chemin pour le rôle. Ce nom n'existe pas 
toujours puisqu'il peut arriver que l'on refuse l'accès 
d'une entité vers une autre. Deux rôles existent toujours 
lorsqu'il y a un linl< qui est déclaré mais les acc~s 
peuvent étre refusés entre les deux entités. L'attribut 
MULTIPLE indique si la participation au rôle est composée 
d'une seule ou de plusieurs entités. 
Un ENT-ROL identifie la participation d'une entité a. 
un rôle permettant de définir une participation multiple 
éventuelle. En effet, si plusieurs entités participent a. un 
rôle, il existe plusieurs ent-rol liés au rôle. 
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Toute propriété caractérisant une entité est 
représentée par un ATTRIBUTE dont l'identifiant est par le 
nom AT-NAME et par le code AT-CODE. Le SHORT-NAME et le 
SYNONYM permettent de renommer l'attribut. Le TYPE indique 
un des choix suivants: virtuel, réel, calculè, temporaire, 
banal, de contrôle,... Le STATUS informe de l'ètat. La DATE 
indique la dernière mise-~-jour tandis que le LEHGTH donne 
la longueur maximum de l'attribut. Le MIN-REP et le MAX-REF 
indique la répéti ti vi té minimale et maximale. Le DECIM 
donne le nombre de décimale. Le NUM-ORD donne la position 
de l'attribut par rapport aux autres attributs de l'entité. 
Le FORMAT indique le format des valeurs de l'attribut, 
celui-ci est "T" pour informer que l'attribut est de type 
texte. Un attribut de type texte permet de décrire sous 
forme d'un texte libre une entité. Plusieurs attributs de 
type texte peuvent être associés a. une entité. 
Pour chaque entité on peut spécifier un ou plusieurs 
ID-KEY-ORD. Un id-l<ey-ord,notê parfois 11<0, représente les 
identifiants, les clè d'accès et l'ordre dans lequel sont 
rangés les élèments d'une séquence et donc l'ordre dans 
lequel on y accède. Le type est "1" pour indiquer un 
identifiant et "l<" pour une clè identifiante. 
Un COMPONENT est le composant d'un il<o. Un 11<0 a deux 
composants: soit deux rôles, soit un rôle et un attribut. 
En effet, un il<o peut étre représenté par deux rôles qui 
sont les deux rôles auquels participe l'entité. L'autre 
représentation d'un il<o se fait par un attribut qui est 
identifiant dans un chemin. Tout composant est identifié 
par une occurrence de l'en t1 té des il<os et par une 
occurrence soit du rôle soit de l'a t tribut. Le TYPE indique 
si c'est un rôle ou un attribut. Le SEQ-NBR informe de 
l'ordre des composants de la clè de tri et DIRECT du 
caractère ascendant ou descendant. 
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A tout objet du schéma on peut associer via VAL-OF un 
ensemble de valeurs. Une VALUE est représentée par un nom 
V-NAME, un TYPE, un FORMAT, une EXPRESSION ainsi que par 
MEANING donnant la signif i cation de la valeur. ROLE 
caractérise le rôle joué par la valeur, SEQ-NBR un numéro 
de séquence pour ordonner des suites de valeur et 
PROBABILITY la probabilité d'apparition d'une certaine 
valeur. 
Tout type d'objet peut faire l'objet d'une DESCRIPTION 
caractérisée par une CLASS, un TYPE, un état donné par 
STATUS une DATE de derni~re m!se-~-jour et le corps de la 
description donnée par le TEXTE. Une description est 
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exemple des diférentes visions des données: 
Par l'intermédiaire du méta-schéma, 
différents schémas. 
a) un SCHEMA de nom MAG 
un ENTITY-T de nom RECORD 
un ENTITY-T de nom PATH 
b) un RECORD de nom MUTUELLE 
un RECORD de nom PERSONNE 
c) une PERSONNE de nom DUPONT 












2.4.2. Formes de schémas 
Comme cela a été exprimé dans la premi~re partie, un 




on peut voir la forme enregistrée d'un 
correspond au schéma du dictionnaire de 
D' un autre côté, on dispose du schéma source qui est 
le sous-ensemble défini d'un syst~me d'informations . Ce 
schéma constitue l'entrée du compilateur de schéma. 
Troisi~mement, on distin gue la forme compilée d'un 
schéma qui se compose d'une part du schéma externe et 
d'autre part du schéma interne . 
Lorsque l'utilisateur a décrit le schéma source de la 
base de données, le compilateur de schémas permet de créer 
les versions compilées du schéma. 
D'une part on dispose du schéma des données qui sera 
décrit sous forme de 4 tables appelées tables du schéma : 
une table reprenant certaines informations sur les entités, 
une pour tous les attributs des entités, une autre pour 
l'ensemble des rôles du schéma et enfin une table pour 
indiquer les entités origines des rôles du schéma. Ces 
tables externes seront exploitées par le définisseur 
d'écran, par l'interpréteur de commandes, par l'analyseur 
syntaxique et vraisemblablement par d'autres out i ls . 
D'autre part, on poss~de le schéma interne de la base 
de données. Au départ du schéma externe, un certain nombre 
de tables sont créées. Ces tables appelées tables internes, 
permettent la conversion du schéma externe en un schéma 
interne compréhensible par le SGBD. 4 tables sont 
nécessaires a cette description: une table reprenant des 
informations sur les objets (Mod~le M5) c'est - a-dire sur 
les entités du schéma, une table pour les relations 
existant dans le schéma (obje t s 2 du mod~le M5) , une table 
des codes reprenant les codes des origines des chemins 
ainsi que les codes des relations pour lesquelles les 
entités sont cibles et enfin une quatri~me table reprenant 
des informations sur les iKos ( identifier - Key-order) . 
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2.4.3. Con:formitê d"un sch~ma 
Lorsqu'un utilisateur introduit un schéma de données 
par l'intermédiaire du méta-schéma, il décrit un ensemble 
d'èlèments mais · qui peuvent ne pas être conformes au SGBD. 
En effet, toutes les possibilités su schéma HAG ne peuvent 
être acceptées dans l'atelier. 
Le rôle d'un vérificateur de conformité est de rendre 
un schema conforme au SGBD. Cette conformité se réalise par 
vérification d'un certain nombre de règles. Deux options 
sont possibles par rapport a l'analyse de la conformité. On 
peut soit construire un vérificateur parametrable ou non 
paramE!trable. On trou ver a dans (CHAR-MUL-85) une analyse 
sur les avantages et les inconvénients de ces deux options. 
liste des con train tes pour l'a tel1er logiciel: 
- E_NAHE est identifiant d'un ENTITY-T dans un schema 
AT_NAHE doit être un identifiant d'un ATTRIBUTE 
dans un ENTITY-T 
la connectivité des types de chemins est toujours 
"one-to-many" 
ceci implique que 
si la connectivité maximale 
la connectivité minimale du rôle 
maximale du rôle inverse est "1". 
du rôle est "99999" alors 
est 11 0 11 et la connectivité 
si la connectivité maximale du rôle est 1 alors la 
connectivité maximale et rôle in verse est "99999" et la 
connectivité minimale du rôle inverse est "0". 
- un type d'article ne peut être cible obligatoire que 
de deux types de chemins maximum 
pour définir un texte rela tïf à une entité, on 
définira un attribut dont le format sera 11T11 
- en dehors des 
type d'article "texte" 
clè de tri 
types de chemin ayant pour cible 
il n'existe pas de clè d'accès ni 
un 
de 
- un item d ' un type d ' article peut être identifiant 
et/ou clè dans tous les types de chemin on ce type 
d'article est obligatoire 
Un il<.o est toujours défini dans un type de chemin. 
- Si un type d.,article possède un identifiant dans un 
type de chemin non obligatoire, alors ce · type d'article 
possède un seul identifiant et n'est cible que de types de 
chemins facultatifs 
seuls deux types de chemins obligatoires peu vent 
former un groupe identifiant. Cette contrainte est la seule 
pouvant porter sur le type d'article cible de ces types de 
chemins 
- un attribut identifiant ne peut être de type "texte_" 
- le type d'un composant d'un identifiant est "role" 
ou "atr" 
- 11 ne peut exister qu'un seul il<.o dans un chemin 
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2.4.4. Versions d'un schéma 
Le but de ce paragraphe est d'analyser dans quelle 
mesure le SGBD peut accepter des modifications d'un schéma 
de données sans qu'il y a i t des répercutions sur les 
données et les programmes. 
Lorsqu'on traite de versions d'un schéma, on désire 
analyser l'hypothése d'une transformation d'un schéma. 
Beaucoup de prudence est nécessaire car toute in-formation 
ne peut être acceptée si l'on veut conserver l' i ntégrité de 
la base de données. 





Il est impossible d'accepter d'ajouter le type 
d'article B et le type de chemin AB sinon on doit vérifier 
que tout article B doit être lié â un article A qui doit 
exister. Par contre dans le schéma ci-après, il est tout â 





Nous analysons ci-après l es conséquences qu'entratne 
la suppression ou l'ajout d'un article d'un type d ' article 
du méta-schéma. Nous ne décrivons pas les probl~mes de 
transformation de schéma, ce u x-c i sont tra i tés dans le 
document (CHAR-MUL 85). 
Pour ce qui concerne la suppression et l'ajout nous 
avons traité tous les cas sans restriction. Lors de 
l'implèmentation du traitement des versions, il est certain 
que di verses restrictions devront être prises en vue de 
faciliter la gestion. L'acceptation de tous les cas de 
figures entra.tnerai t une gestion trop importante pour la 
conservation de l'intégrité de la base de données. 
Suppression 
Hypothése: la suppression suppose f'existence de ce 
que l'on désire supprimer 
- la suppression d'un SCHEMA entra.tne des suppressions 
pour des ENTITY-Ts, des ROLEs, des LINKs, des IKOs, des 
ATTRIBUTEs et des COMPONENTs 
En effet, si on désire supprimer un SCHEMA, tous les 
élèments le constituant seront supprimés 
la suppression d'un LINK entra.tne des suppressions 
pour des ROLES, des COMPONENTs et des IKOs. 
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En effet, si on supprime un LINK 11 faut: supprimer 
les ROLEs du LINK, supprimer les IKOs dans le chemin, 
l'ENTITY _T côté man y de la relation est cible obligatoire 
d'un chemin en moins, si un des ROLEs était COMPONENT d'un 
IKO, l'autre partie de l'IKO devient un chemin obligatoire 
mais non identifiant, un ou plusieurs ENTITY _T sont 
origines d'un chemin en moins 
la suppression d'un ROLE entra.tne des suppressions 
de ROLES, de COMPOHEHTs et d'IKOs 
La suppression ne sera acceptée que si la connectivité 
maximale du ROLE est "99999" (èqui vaut au N de la notion de 
classe fonctionnelle dans le modèle MAG) et cela uniquement 
dans le cas de chemin multi-origine. -Alors seulement 




les IKOs, les 
suppression d'un 




en tra.tne des 
les ATTRIBUTEs, 
En effet, 11 est nécessaire alors de supprimer les 
ATTRIBUTES de l'ENTITY _T, supprimer les IKOS de l'ENTITY _T, 
supprimer les ROLEs joués par l'ENTITY _T, supprimer les 
LINKs entre cette ENTITY _T et les autres, supprimer les 
ATTRIBUTES qui sont IKOs dans un chemin entre cette 
ENTITY _T supprimée et . une autre, si un ROLE cible entre 
l'ENTITY _T supprimée et une autre ENTITY _T ~tait COMPOHENT 
d'un identifiant, l'autre COMPONENT d'un identifiant 
devient chemin obligatoire mais non identifiant, si 
l'ENTITY _T est one-to-many vers une autre alors l'autre 
ENTITY _T est cible d'un chemin en moins sinon l'EHTITY _T 
est origine d'un chemin en moins. 
la suppression d'un ATTRIBUTE entratne des 
modifications sur les COMPONENTs et les IKOs. 
En effet, si l'ATTRIBUTE est IX:O 11 faut supprimer 
l' ATTRIBUTE et les COMPONENTs de cet IKO et l'IKO 1 ui-méme 
sinon il suffit de supprimer l' ATTRIBUT 
- la suppression d'un IKO entratne des modifications 
de COMPONENT. 
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En effet, si l'IKO était composé de deux ROLEs, 11 
faut supprimer la participation de ces deux rôles comme 
composants d'un IKO. Si l'IKO est composé d'un ATTRIBUTE et 
d'un ROLE il faut supprimer ces deux COMPONENTs et cet IKO. 
- la suppression d'un COMPONENT est impossible, on ne 
peut supprimer que deux COMPONEHTs a. la fois mais alors 
cela revient a. supprimer un IKO. 
Ajout 
- l'ajout d'un SCHEMA suppose l'existence d'un SYSTEM 
- l'ajout d'un LINX: suppose la liaison avec un SCHEMA 
et la définition de deux ROLEs. 
- l'ajout d'un ROLE suppose l'existence d'un LINK et 
des ENTITY-T correspondants 
Le ROLE sera attach~ â un LINK sauf. si celui-ci 
possédait déjà deux ROLEs. Si le ROLE côté one de la 
relation existait déjà, 11 faut que le ROLE que Pon ajoute 
soit un ROLE côté many de la relation et inversément. 
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Si on désire ajouter une ENTITY _T comme ROLE côté many 
d'une relation existante, on refuse cet ajout. Si l'ajout 
se fait du côté one d'une relation existante, le chemin 
devient multi-origine (ou reste mul ti-origine s'il l'ètai t 
déjà) et l'ENTITY _T concernée devient origine d'un chemin 
en plus. UENTITY _T devient cible supplèmentaire pour 
l'autre ENTITY _T participant au ROLE. 
Si on ajoute une ENTITY _T que l'on associe a. un 
nouveau LINK alors: si c'est le côté one de la relation, 
l'ENTITY _T est origine d'un chemin en plus. Si c'est du 
côté man y, si le ROLE est non obligatoire, l'ENTITY _T 
devient cible d'un chemin en pl us, si le ROLE est 
obligatoire alors si l'ENTITY _T est déjà cible de deux 
chemins obligatoires, on refuse l'ajout sinon on accepte 
l'ajout et l'ENTITY _T cible est cible d'un chemin en plus. 
l'ajout d'un ENTITY-T nécessite l'existence d'un 
SCHEMA 
Il faut voir si l'ENTITY_T n'existe pas déjà. 
- l'ajout d'un IKO nécessite l'existence de l'ENTITY-T 
correspondant 
On ajoute donc deux COMPONENTs qui sont soit deux 
ROLEs, soit un ROLE et un ATTRIBUTE. 
l'ajout d'un ATTRIBUTE demande que l'ENTITY _T 
existe. 
Le nom de l' ATTRIBUTE n'existe pas encore. 
l'ajout d'un IKO n'existe que si l'on ajoute 
directement un deuxi~me COHPONENT qui formeront l'IKO. Un 
COHPONENT au maximum est du type ATTRIBUTE. Si un des 
COMPONENTs est ATTRIBUTE, celui-ci ne peut pas déjà 
participer â un autre identifiant. Si un des COHPONENTs est 
ATTRIBUTE, il faut que celui-ci existe dans la liste des 
ATTRIBUTEs de l'ENTITY _T. Si c'est un ROLE, 11 faut que 
ceLui-ci ne participe pas déjà â un autre identifiant. 
2.4.5. Environnement programneur 
Lorsque la définition du schéma est effectuée, 11 est 
possible de fournir au programmeur un environnement 
correspondant a ce schéma. 
C'est ainsi que l'on pourra fournir une définition par 
entité et une par nom de type de chemin. Cette définition 
consiste a associer chaque nom de type d'article ou du type 
de chemin â son code défini par le programmeur. 
D'autre part, 
il est possible de 
par entité définie. 
structure comprenant 
par la fonction "typedef" du langage C, 
disposer d'un nouveau type de données 
Ce nouveau type de données reprend une 





pour chaque entité, il est généré une fonction 
lors de l'exploitation du dictionnaire de 
créer une entité de nom donné. Cette fonction 
fait partie de l'ensemble des primitives 




Chapitre 3 : Réalisation 
3.1. Transport de ! .. interpréteur de commandes 
3.1.1. Architecture 
Nous avons vu 
principale de l'a te lier 
se décompose en trois 
sémantique, ensui te la 
physique. 
précédemment que l'architecture 
logiciel orienté bases de données 
niveaux; tout d'abord la couche 
couche M5 et e·nfin la couche 
Lors de la premi~re réalisation de l'atelier, 
l'implémentation a eu lieu sur un mini-ordinateur VAX. 
Ayant eu â ce moment-la des difficultés avec le langage 
V AX/C, 11 a été nécessaire de remplacer la couche physique 
prevue en langage c par a.es appelS a a.es flchlers 
RMS/COBOL. 
Tout le logiciel a donc été testé par manipulation de 
fichiers COBOL avec les avantages et les inconvénients que 
cela comporte. 
3.1.2. Objecti-f 
Pour l'implémentation initiale de l'atelier, ce sont 
les langages C et Cobol qui ont donc été utilisés. 
Il a ensui te été décidé de transporter cet atelier sur 
micro-ordinateur. Le choix s'est porté sur le langage 
La ttice C associé â un dbase 3 (DBC de La ttice) pour 
remplacer les fichiers RHS/Cobol. Le but principal de ce 
transport est d'assurer une portabilité du produit. L'accès 
au micro-ordinateur pour cet atelier permet de pouvoir lors 
de l'exploitation utiliser des outils propres aux micro-
ordinateurs qui facilitent la manipulation de l'a te lier. 
La premi~re étape du travail a été de traduire en 
Lat tice C les programmes initialement construits en Cobol 
en y intégrant l'utilisation du Dbase 3. Pour se faire nous 
avons consul ter (LATT-82), (CLAR-81) et (LATT-85). 
Deuxièmement, il a été nécessaire de transformer les 
programmes C initiaux pour les rendre conformes au Lattice 
C tout en essayant de trouver des solutions égales pour le 
Vax/C et le La ttice C. 
Par la suite, les programmes C du micro-ordinateur ont 
été transférés sur le mini-ordinateur ce qui a permis 
d'assurer une cohérence parfaite entre les deux syst~mes 
excepté bien st:J.r la manipulation élèmentaire des fichiers . 
La seule différence qui persiste entre les deux syst~mes 
est donc bien que sur le mini-ordinateur on utilise des 
fichiers Cobol et sur le micro-ordinateur un Dbase 3. 
Le but de ce chap.rtre n'est pas de montrer en détails 
les difficultés rencontrées lors du transport du logiciel 
mais de tirer parti de cette expérience pour fournir une 
liste de prêca u tions nécessaires en vue de réaliser la 
meilleure portabilité de programmes. 
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3.1.3. Problf!mes rencon tr~s 
a) discordance du séquentiel indexé par rapport au DBC 
Afin de réaliser le transport des programmes du mini-
ordinateur vers le micro-ord i nateur, la transformation des 
programmes a du être envisagée. 
La modification des instructions Cobol en instructions 
DBC (Dbase 3 de Lattice) n'est pas du tout automatique. _ 
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Premièrement, 11 faut disposer de la spécification 
précise du module accédant aux fichiers Cobol; cette 
spécification permettant de connattre exactement le rôle 
des différentes primitives . 
Deuxièmement, on doit connattre les spécifica tiens 
exactes quant â la manipulation des f i chiers Cobol par 
rapport â la manipulation des fichiers DBC. En effet, 
l'organisation des fichiers séquentiels indexés en Cobol ne 
correspond pas du tout â celle du DBC. 
En Cobol, dans un fichier séquentiel indexé, on 
dispose d'un seul courant par fichier quel que soit le 
nombre d'index qui sont déclarés. Rappelons qu'un courant 
indique toujours le dernier article manipulè dans une 
séquence déterminée. Ceci indique que la gestion du courant 
est simple puisqu'il n'y en â qu'un seul par fichier et 
qu'il est donc facilement contrôlable; si on accède 
séquentiellemnt ou par clè â un fichier Cobol , ce sera 
toujours le me?me courant qui sera mis â jour. 
En DBC, chaque base de données consiste en un ensemble 
de f i chiers liés entre eux. Les données proprement dites 
sont stockées dans des fichiers dont l'extension est DBF. 
Les informations sur les index sont contenues dans des 
fichiers d'extension NDX. Chaque enregistrement d'un index 
contient une clè et le numéro de l'enregistrement dans le 
fichier d'extension DBF. A chaque f i chier d'index HDX 
correspond un courant, de me?me il existe un courant par 
fichier DBF. Lors de la programmation, il faut donc tenir 
compte de tous ces courants . Lors par exemple de la 
création d'un enregistrement, il est nécessaire de créer 
une entrée dans le fichier DBF mais également ~ne entrée 
dans chaque fichier HDX. Le DBC offre une plus grande 
souplesse puisque chaque index peut être géré séparément . 
Bien stlr cette facilité complique nettement la gesti on des 
index et des courants des fichiers. 
b) Restrictions de programmation. 
Le transport de l'atelier a montré que la 
programmation sur micro-ordinateur est plus restrictive. Si 
l'on veut assurer une portabilité maximale des programmes, 
il est nécessaire de prendre quelques précautions: 
Par exemples: 
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- Un compilateur peut ne prendre en compte que les 8 
premiers caractères d'une chatne de caractères pour 
différencier les identifiants des variables alors qu'un 
autre peut accepter de différencier des chatnes plus 
longues. Une longueur de 8 caractères semble être la norme 
minimale la plus courante au niveau de la différenciation 
des identifiants. 
- L'alignement des zones mémoires peut être différent 
d'un ordinateur a. l'autre et causer des probl~mes d'accès a. 
certaines données. En effet, si j'ai par exemple une 
structure formée de 3 caractères sui vie d'une chatne de 4 
caractères, dans un cas on dispose d'une zone t!qui valente a. 
7 caractères alors que dans un autre la place mémoire 
réservée est de 8 caractères. Ces 8 caractères se 
justifient par le fait que la chatne de 4 caractères est 
alignée sur une frontière de mots. La place rt!servée est 
donc de 4 caractères au lieu . de 3 caractères. Dans ce cas, 
un caractère inaccessible aura été introduit entre la 
structure et la chat ne de caractères. Ce ml!!me probl~me se 
pose lorsqu'on définit une cha.tne de caractères de longueur 
impaire sui vie d'une zone définissant par exemple un 
entier . 
- Les types de données ne sont pas définis de la ml!!me 
façon d'un ordinateur a. l'autre. Un "long integer" peut 
valoir 32 bits pour l'un et 64 bits pour l'autre. 
L'utilisation de différents types peut donc causer des 
probl~mes lors par exemple du passage des paramètres d'une 
fonction . Si les longueurs par dt!fa ut ne sont pas les 
ml!!mes, les résultats peuvent être incorrects . La 
portabilité des programmes implique donc l'utilisation du 
pl us grand nombre possible de "standards" c'est-~-dire que 
lorsque plusieurs solutions sont possibles, 11 faut choisir 
celle qui est valable dans le plus grand nombre de cas. 
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c) Découpe modulaire et fonctionnelle 
La qualité d'une découpe est très importante. Celle-ci 
sera particuli~rement marquante lorsque, transportant un 
ensemble de modules de programmes, il est nécessaire de 
réècrire un de ceux-ci. 
Dans (AVL-84) on peut distinguer plusieurs intérêts 
marquants d'une bonne hiérarchie c'est-~-dire d'une 
organisation intelligente de différents composants . 
Lorsqu'il faut définir l es différents composants de 
cette hiérarchie, . que nous appelons aussi modules de la 
hiérarchie, 11 est important de retenir trois qualités 
primordiales: la forte capacité de cacher de l ' information, 
le faible degré de couplage et la forte cohésion in terne. 
d) Tests 
Lorsque des programmes 
nécessaire d'effectuer des 
sont écrits, 11 est toujours 
tests rigoureux. Un test 
n'implique pratiquement aucune sommaire est inutile car il 
garantie sur le respect 
programmes . 
Mais, il ne suffit pas 
façon intuitive, des jeux de 
spécifiés; on y fournira les 
les résultats a obtenir. 
des spécifications par les 
de tester les programmes de 
tests rigoureux doivent être 
données introduites ainsi que 
Pourquoi est-ce important? Parce que lorsqu'on 
effectue le transport des programmes d'un ordinateur vers 
un autre, les m~mes tests peuvent resservir. De plus, si 
des programmes spécifiques de tests sont écrits, ils seront 
inutilisables lors du transport des programmes s'ils ne 
sont pas spécifiés. Si aucun test rigoureux n'est effectué, 
ce sont les programmes appellant qui en subiront les 
conséquences. Ces programmes seront difficiles a .mettre au 
point puisque lorsqu'une erreu~ appara.ttra il sera parfois 
impossible de savoir si l'erreur provient du programme 
testé ou bien des programmes appelès insuffisamment testés. 
Au niveau de l'atelier logiciel, 11 existe un 
programme de test interactif pour chaque niveau de la 
hiérarchie. De plus, un programme non interactif teste sur 
un exemple toutes les possibilités de combinaisons des 
primitives MAG. Ces différents programmes de tests ont été 
testés sur le mini-ordinateur mais ont pu étre utilisés sur 
le micro-ordinateur. 
e) Spécifications 
Lorsqu'on analyse une hiérarchie de modules, on 
pourrait se dire que toute personne qui utilisera cette 
hiérarchie n'aura jamais besoin que des primitives d'acc~s. 
Il est vrai qu'un programmeur construisant des programmes 
d'application a.. un niveau supérieur n'a aucunement besoin 
de conna.ttre la structure et la spécification de cette 
hiérarchie. On pourrait donc a voir tendance a.. négliger ces 
spécifications internes a.. la hiérarchie. Mais, ce serait 
oublier l'èlêment capital en programmation qui est que tout 
programme écrit est amené a.. étre modifié. De pl us, ces 
modifications sont rarement effectuées par la ou les 
personnes qui ont écrits les programmes initiaux. C'est 
dire combien une spécification des modules et des 
programmes est importante. Pour être certain qu'un module 
fasse ce qu'on veut, il faut qu'on dise ce qu'on veut qu'il 
fasse. 
f) Versions utilisées 
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Lorsqu'on désire transporter des programmes d'un 
ordinateur vers un autre, il est nécessaire d'assurer que 
l'on fournit bien la derni~re version des programmes et que 
celle-ci est bien identifiée. Dans le cas contraire, on 
serait amené a. chercher des solutions â des erreurs déj~ 
corrigées dans une version postérieure a.. celle dont on 
dispose. La perte de temps peut être considérable si ce 
genre d'erreur se multiple. D'otl l'importance de · tenir a. 
jour une liste des différentes versions des programmes et 
des modi f ica tians apportées. A tout moment, on doit sa voir 
otl on en est entre les différentes versions. De plus, cela 
permet de toujours redémarrer un syst~me avec une ancienne 
version s'il se produit un incident. 
En ce qui concerne le transport proprement dit. Si 
après avoir commencé le transport sur un autre ordinateur, 
la version implêmentée sur l'ordinateur initial subit des 
modifications, 11 est impératif de les notifier pour 
pou voir les répercuter facilement. Sinon, on cons ta te rait 
par la sui te des différences entre les versions ce qui 
pourrait amener des recherches importantes. 
g) Manipulation des outils 
Nous présentons ici deux remarques générales qui 
concernent la programmation en C sur un micro-ordinateur. 
La première remarque concerne le micro-ordinateur lui-
même. Lors du travail effectué sur le micro-ordinateur, il 
peut se produire différentes pannes ou mauvais traitements. 
En effet, si certains ordinateurs sont laissés a la 
disponibilité d'un grand nombre de personnes, toutes les 
manipulations ne peuvent être contrôlèes. Ceci peut amener 
des dommages importants vu l'incompétence de certaines 
personnes a manipuler les ordinateurs. D'autre part, il 
peut arriver que le système lui-même rencontre un certain 
nombre de probl~mes. Dans ce cas, il se peut que di vers 
fichiers deviennent inaccessibles. Ces deux cas montrent, 
si c'ètai t nécessaire, a quel point la notion de bacl<up est 
importante même sur un micro-ordinateur que l'on croit 
ma.ttriser plus facilement. · De plus, une procédure de 
redémarrage doit toujours être envisagée a tout moment de 
l'èvolution d'un projet pour éviter de perdre trop de temps 
lors d, incidents. 
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La deuxième remarque est relative a la programmation 
en Langage C. En effet, l'utilisation de pointeurs peut 
entra.tner des difficultés incontrôlables. Il peut arriver 
par exemple qu'une mauvaise manipula tien des pointeurs 
bloque compl~temen t un système ce qui nécessite le 
redémarrage complet de l'ordinateur. Une autre erreur plus 
complexe a détecter est le fait que la manipulation de 
pointeurs peut fournir des résultats non con formes a ceux 
qui étaient prévus mais ceci pas nécessairement lors de la 
première exécution du programme. Il se peut par exemple 
qu'un programme fournisse des résultats corrects pour un 
nombre limité de données alors que si l'on augmente le 
nombre d'i téra tiens, les résultats deviennent incorrects. 
La conclusion de tout ceci est que la manipulation de 
pointeurs en langage C est très délicate et que toute 
utilisa tien doit é'tre bien con trôlèe par le programmeur car 
aucune information ne sera fournie a l'utilisateur lors de 
la compilation ou lors de l'èdi tion des liens (linl<). 
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3.1.4. Spéci-fications du module de la couche physique 
A prés a voir analysé les différences au niveau de la 
gestion entre les fichiers Cobol et le Dbc et aprés avoir 
réuni les informa tiens permettant de connattre les 
conditions d'utilisation de ce module de la couche physique 
nous avons pu déduire les spécifications suivantes : 
ob jecti-f 
L'objectif de la couche physique est de réaliser 
l'ensemble des traitements élèmen ta ires vis-a-vis des 
fichiers. Le module réalise sept opérations différentes 
ouverture fermeture d'une base de données, création, 
mise-a-jour, suppression,lecture d'un record, lecture du 
record suivant. 
pré-conditions _ 
1. Toutes les clès des enregistrements sont déclarées 
caractères 
2. On suppose que le nom de la base de données, passé 
en argument pour l'ouverture et la fermeture, est correct; 
les contrôles étant effectués par les modules de niveaux 
supérieurs. 
3. Lors 
l'ouvert ure des 
pas l'ouverture 




de l'exploitation sur micro-ordinateur, 
fichiers de la base de données n'entratnera 
simultanée de plus de 15 fichiers. En 
(dbase 3 de Lat tice) ne permet pas 
plus de 15 fichiers en ml!!me temps, de plus 
ne peuvent exister plus de 10 fichiers 
4 . Comme aucunes 
l'alignement des zones 
précautions n'ont été prises sur 
mémoire, le programme doit les 
concerne le cas otl une zone de 
impaire est suivie d'une autre zone 
entier. 
gérer. L'alignement 
caractères de longueur 
de caractères ou d'un 
5. On suppose que les courants des fichiers gérés par 
le module appelant sont correctement positionnés. 
6 . Il existe quatre fichiers différents . Pour chacun 
d'eux il existe une clè identifiante. De plus trois d'entre 
eux dispose d'une clè secondaire alors que le quatrième 
possède deux clès secondaires . Chacun des quatre fichiers 
est identifié par une famille o, 1, 2, 3, qui correspond 
aux quatre informations du modéle m5. 
7. On suppose qu'une mise-a-jour 







L'ouverture assure dans le cas du micro-ordinateur que 
tous les fichiers .dbf (contenant les informations) et les 
fichiers .ndx (servant d'index) de nom donné ont été 
ouverts. Ainsi quatre fichiers .dbf et neuf fichiers .ndx 
sont ou verts. Dans le cas du mini-ordinateur, les 4 
fichiers sont ouverts. 
2. fermeture 
L'opération de fermeture assure dans le cas du micro-
ordinateur que les 13 fichiers d'une base de nom donné sont 
fermès . Dans le cas du mini-ordinateur, les 4 fichiers sont 
fermés. 
3. écriture 
Dans le cas des fichiers de famille O, 1, 2 le record, 
qui est passé en argument, est ajouté dans le fichier sans 
contrôle sur les clès. Les vérifications sur les clès sont 
effectuées par les modules de niveaux supérieurs. Dans le 
cas d'un fichier de famille 3, si un record de même clè 
secondaire existe et est actif c'est-a-dire qu'il n'a pas 
été supprimé logiquement, on refuse l'ècriture du record. 
Dans tous les autres cas d'un fichier de famille 3 on écrit 
le record. 
4. mise-a-jour 
La mise-a-jour consiste a. modifier 
n'appartenant pas aux clès des enregistrements 
5. suppression 
les items 
Cette opération entra.tne la suppression logique d'un 
enregistrement. Tout accès par clè a. cet enregistrement 
indiquera que le record est inactif signifiant par 1~ cette 
suppression logique. 
6. Lecture d'un record 
Si une valeur de clè du record recherché doit être 
égale a. celle passée en argument, la fonction cherche un 
record de même valeur de clè et qui n'a pas été supprimé 
logiquement. Si la valeur de clè du record recherché doit 
être supérieure ou égale à celle passée en argument, la 
fonction cherche le premier record non supprimé logiquement 
et dont la valeur de clè est bien la premi~re valeur 
supérieure ou égale à celle spécifiée. 
-------------------- - ------ - - --------~ 
7. lecture du record suivant 
On suppose que les accès par clè sont bien effectués 
et ainsi la fonction permet de sélectionner le record 
suivant par rapport â une valeur de clè spécifiée. Ce 
record doit ne pas avoir été supprimé logiquement ce qui 
peut nécessiter plusieurs accès. 
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3.2. Gestion des d~-fini tions de donn~es 
3.2.1. G~n~ra teur 
Le principe du générateur est donc de fournir les 
moyens de traiter un schéma d onné. 
Pour que le générateur puisse -fonctionner, il faut 
disposer d'une description du schéma sur lequel on désire 
travailler ainsi que de l'envi ronnement du méta-sche!ma. Cet 
environnement consiste en un certain nombre de défini tiens 
et de structures correspondants au méta-schéma et qui 
permettent de comprendre et d'utiliser la description du 
schéma. Cette description du schéma aura été introduite 
dans les fichiers d'une base de données via le chargeur. 
Disposant de ces deux êlèments, le générateur permet 
de définir trois types d'informations: 
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1. Les tables du schéma qui sont groupées sous forme 
de quatre tables et qui renferment la description du 
schéma. 
2. Les tables de ·conversion MAG/M5 qui sont la 
traduction du schéma externe en termes compris par le SGBD 
réel. 
3. L'environnement d u schéma qui est constitué 
d'in-formations permettant l'utilisation du schéma dans les 








GE NERA TE UR 
l 
TABLE S OU 
SCHEMA SCHEMA 
SCHEMA GENERA L 
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3.2.2. Architecture et principes algorithmiques 
Préliminaire 
La découpe reprenant toutes les fonctions, y compris 
leurs algorithmes, est fournie en annexe. 




Tables extern Tables ihternes 
12 
Génér - f ich Créot base Visualisation 






DECOUPE EN MODULES 
Nouveaux 
Fich i ers 
14 
Spécifications des modules 
Hod ule 1 : Génération 
obiect1-f 
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Ce module a pour objectif de créer les tables externes 
mémoriser dans une base de 
l'ècran. De plus, ce module 
contenant des informations 
et internes d'un schéma, de les 
données et de les visualiser â 
permet la création de fichiers 
nécessaires â la constitu t ion 
programmeur 
de l'environnement du 









Pour que la génération puisse s'effectuer, 11 faut 
qu'un schéma ait été chargé dans une base et que ce schéma 
respecte les règles de conformité du SGBD 
post-condi tions _ 
Les tables in ternes et externes sont créèes, 
visualisées et chargées dans une base. De plus, les 
fichiers de l'environnement sont générés. Toutes ces 
informations correspondent au schéma fourni dans la base de 
départ. 





Lorsqu'un schéma a été chargé dans une base de 
données, le module génére les tables du schéma. 
nom du -fichier · 
ta bles_ext.c 





liste de types · 
I 
pré-conditions _ 
Pour que la génération puisse s'effectuer et respecter 
les spéci fic a tiens, 11 faut que le schéma ait été 
correctement chargé dans une base. 
condi tiens a respecter 
- les 4 premiêres lettres d'un nom d'entité sont 
iden tif ian tes 
- aucun rôle ou entité ne peut s'appeler TXT 
- un accès dans un chemin n'est pas autorisé si le 
path-name = " " 
- les connectivités acceptées sont 0-99999 
0-1 
1-1 
- Dans le cas d'un chemin multi-origine on aura un 
rôle 
dont ROLE.MULTIPLE = "M" 
(les chemins multi-cibles ne sont pas acceptés) 
- Les valeurs possibles de !KO.TYPE sont 
"I Il I Il K" '" 0 "t Il IX Il'" I O Il t tt KO" t Il I KO" 
- Les attributs d'une entité sont fournis dans 
n'importe quel ordre de position 
- Une entité peut exister sans participer a un ROLE 
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- Le nombre d'entités définies est < 50 
de chemins définies est < 120 
d'IK0 définies est < 15 
d'attributs définies est < 200 
Dans le cas ot.I. ces dimensions sont insuffisantes, il 
faut changer les valeurs dans le fichier donnant les 
longueurs des tables (long_tab.ext) 
- Un attribut est défini "texte" par la valeur 
ATT.FORMAT = "T" 
- Un identifiant est constitué de deux rôles 
ou d'un attribut dans un chemin 
- Une entité est cible de maximum deux chemins 
obligatoires 
- Il ne peut exister qu'un seul IK0 dans un chemin 
- Toutes les données introduites le sont en lettres 
majuscules 
- C0MP0NENT.TYPE = atr ou rol 
post-condi tions · 
Le programme se termine et crée les valeurs des tables 
externes du schéma. 
Tables du schéma 





E-NAME est le nom de l'entité 
E-C0DE est le code de l ' entité 
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E-LENGTH est la longueur calculée en faisant la somme 











Comme l'utilisateur peut définir 
pour les attributs, la table reprenant 
par ordre de position croissante 
E-CODE est le code de l ' entité. 
un numéro d'ordre 
ceux-ci sera triée 
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AT-NAME est le nom de l'attribut et celui-ci est 
identifiant dans l'entité 
AT-CODE est le code identifiant de l'attribut dans 
l'entité 
FORMAT vaudra C pour caract~re 
I pour integer 
R pour réel 
T pour indiquer le type texte 
POSITION indique le numéro d'ordre de l'attribut parmi 
les autres attributs de l'entité 
POS-BYTE indique la borne inférieure du début de la 
zone par rapport a l'ensemble du record (cette valeur sera 
calculèe en prenant Jes longueurs et numéros d'ordre des 
attributs) 
LENGTH donne la longueur totale de l'attribut y 
compris la virgule décimale si elle existe 
NBR-DEC indique (pour les réels uniquement) le nombre 









I K 0 1 
IKO-NBR 3 
PATH-NAME est le nom du chemin fourni dans le rôle. 
Dans le cas d'un chemin multi-origine, on a un seul path-
name et un seul r-code mais on aura plusieurs records dans 
la table des en t-rôles 
R-CODE est le code du rôle 
R-CODE-INV est le code du rôle inverse 
MIN-CON est la connectivité minimale 
c'est-a-dire o ou 1 
MAX-CON est la connectivité maximale 
c'est-a-dire 1 ou 99999 
E-CODE-M représente le code de l'entité du côté many 
de la relation. 
IKO vaudra a s'il n'a pas d'identifiant 
b si un attribut est identifiant dans un 
chemin 
e si un rôle participe a un identifiant 
IKO-NBR est le code de l'attribut participant 3. 




R-CODE est le code du rôle 
E-CODE-0 est le ou les codes des entités du côté 
origine de la relation. On ne définira ces origines que 
pour les rôles du côté one d' u ne relation one-to-many. 
:fonctions d~cri tes _ 
ta b 1 es _e x t ( ) ; 
g en _a t t r _ex t (EN T, long _en t); 
gen_en t_ext(ENT ,long _en t ); 




en t _r o 1 e ( R O L); 
code _11 e _cible(ROL); 
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Module 12 Tables internes 
---------------------------
ob jecti-f . !.. 
L'objectif de ce module est 
tables externes, l'ensemble des 
tables in ternes. 
nom du -fichier _ 
ta b 1 es _1 nt. c 
liste d"include _ 
math.h 
defini tion.ext 
liste de types :. 








Les tables externes sont créèes et correctes par 
rapport au sch~ma fourni 
post-cond1tions :. 
Les tables internes sont créèes et rangées dans les 4 
tables prévues â cet effet. 
Tables in ternes 








cet te table contient la description 
sémantiques en termes d'objets du modèle M5 
cd est le code sémantique de l'objet 
fam indique le type d'objet M5 
object-0 
= 0 
object-1 = 1 
object-2 
= 2 
text = 3 
des objets 
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type reprend le code sémantique de l'objet 
length est la longueur totale de l'objet sémantique 
pos_apt est la position du premier code dans la table 
des codes indiquant la premi~re relation du groupe 




cod _inv 3 






nb _own 3 
cd représente le code du chemin 
cod_inv indique le code du chemin inverse 
cd_targ est le code de la cible du chemin 
impn indique le type de chemin du modèle M5 
RO = 0 et le chemin inverse est 5 
R1 = 1 et le chemin inverse est 6 
R21 = 2 et le chemin inverse est 7 
R22 = 3 et le chemin inverse est 8 
OF = 4 
chemin artificiel c'est-~-dire correspondant â un 
chemin non obligatoire = 9 et son inverse = 10 
typ fournit le code du chemin si celui-ci est 
artificiel 













identifiant et clê 
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e = chemin intervenant dans l'identifiant qui n'est 
form~ que de chemins 
pos_il<.o donne la position de 1'11<.o dans la table des 
il<.o 
pos_own fournit la position du code du premier objet 
origine de la relation 





cette table renferme les informations 




bi est la borne inférieure qui indique la position du 
premier caractère ou numérique de l'identifiant dans 
l'objet sémantique concerné 
length est la longueur de la zone identifiante 
impn vaut O (cette zone n'est pas utilisée) 
INTERNAL-CD-TABLE 
cd 3 
cd est le code de l'objet ou de la relation 
les blocs sont triés, on commence par les codes des 
chemins correspondants a. pos_apt et nb_targ puis les autres 
codes correspondants a. pos_own et nb_own de la table des 
relations. Lorsqu'on indique les codes des chemins, on 
commence toujours par ceux concernant les chemins 
obligatoires. -
:fonctions décrites · 
tables-int(); 
de t-f am ille(en t-crt,f am ,pos-apt 1nb-tar g); 
cherch-inv(roe-crt,in v-crt); 
gen-obl i g-codes-f am(en t-crt, f am).; 
gen-non-oblig(en t-crt,fam); 
gen-obj-in t(en t-crt,fam,pos-apt 1 nb-targ); 
g e n-r el-in t ( rol e-crt,i n v-crt); 
ge n-il<.o( ro 1 e-c rt); 
cherch-a t t(code-en t,code-a t t,posi tion-a t t); 




Module 13 : Génération des fichiers 
ob jecti-f 
Ce module a pour objectif 
correspondants a la création des 
l'environnement du programmeur. 




















Les tables externes et internes sont créèes 
post-condi tions _ 
Les fichiers de l'environnement sont créèes et les 
données qui sont contenues dans ces fichiers correspondent 
au schéma 
environnement utilisateur 
1) Pour chaque entité e t chaque chemin d'accès, on 
crée une ligne d'un fichier du type suivant 
#define <nom entité ou chemin> <code entité ou chemin> 
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2) Pour chaque entité, on crée dans un fichier les 
enregistrements du type suivant 
typedef struct i_<nom entité> _struct 
char <nom attribut >[<long attribut>]; 
char ....... (mdm~ lit!nl;rf pc:,ur ~h11a-qu~ •ttribut) 
JI_<nom entité >; 
typedef struct ref_<nom entitè>_str 
int REF,RTYPE,ILEN; 
char <nom attribut>[«long attribut>+!>]; 
char ....... (méme ligne pour chaque attribut) 
)R_<nom entité>; 
remarque : S'il n'y a pas d'attribut défini pour une 
entité, les deux structures sont générées avec un attribut 
technique c'est-~-dire 
char i t tech[1J; 
3) Un fichier contient deux premi~res lignes 
#include "ida2.h" 





une suite de valeurs 
Par entité on crée une structure du type suivant 
permettant sa création par l'utilisateur: 
a) si l'entité est cible obligatoire de O chemin et ne 
contient aucun attribut de type texte 
C_<nom entité> (PARAM1) 
R_<nom entité> *PARAM1; 
(z val ues.rectcode = <nom entité>; 
PARAM1->ILEN=CST _MAXLEN; 
transfert(&z_val ues.length,&(PA RA M1->ILEN), 
( P ARAM1->I LEN)+Si zeof (in t )); 
sem(&dbsta t,CREATE,O,&(PARAM1->REF),O,O, 
pa thlis t,c u rlis t,&z_val ues); 
dbsta t us=dbsta t.errcode; 
) 
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b) si l'entité est cible d'1 chemin obligatoire et ne 
contient pas d'attribut de type texte 
· C_<nom entité 1> (PARAM1,PARAM2) 
R_<nom entité 1> wPARAM1; 
R_<nom entité 2> IEPARAM2; 
{z_val ues.rectcode = <nom entité 1 >; 
PARAM1->ILEN=CST _MAXLEN; 
pa thlist[OJ=<nom rôle 2>; 
curl is t[OJ= (PAR AM2->REF); 
transfert(&z_val ues.length,&(PARAM1->ILEN ), 
(PA RA M1->I L EN)+s izeof ( in t)); 
sem(&dbsta t,CREATE,O,&(PARAM1->REF),O,O, 
pa thlis t,curlis t,&z_val ues); 
dbsta t us=dbsta t.errcode; 
} 
c) si l'entité est cible obligatoire de 2 chemins et 
ne possède pas d'attribut de type texte 
C_<nom entité > (PARAM1,PARAM2,PATH1,PARAM4,PATH2) 
R_<nom entité > wPARAM1; 
R_RECORD wPARAM2,wP ARAM4; 
int PATH1,PATH2; 
{z_val ues.rectcode = <nom entité 1 >; 
PARAM1->ILEN=CST _MAXLEN; 
pa thlist[O)=PATH1; 
c u r 1 is t[O]=(PARAM 2->REF); 
pa thlist[1)=PATH2; 
c u r 1 i s t [1]= (P ARAM4->REF); 
transfert(&z_val ues.length,&(PARAM1->ILEN), 
(PAR AM 1->IL EN) +s izeof ( in t)); 
sem(&dbsta t,CREATE,O,&(PARAM1->REF),O,O, 
pa thl1 s t,curli s t,&z_val ues); 
dbsta tus=dbsta t .errcode; 
} 
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d) si l'entité est cible obligatoire de O chemin et il 




{char CAR;int I,J,K,M,CPTO,CPTC,FIN;R_TXT PTXT; 
get_var(&(PTX T .REF)); 
{z_val ues.rectcode = <nom en t1 té>; 
PARAM1->ILEN=CST _MAXLEN; 
transfert(&z_val ues.length,&(PARAM1->ILEN), 
(PAR AM1->I LEN )+si zeof (1 n t))i 
sem(&dbsta t,CREATE,O,&(PARAM1->REF),0,0, 
pa thl1s t,cu rlis t,&z_val ues); 
dbsta t us=dbs ta t.errcode; 
if (dbs ta t US==ER_OK) [PTXT .GROUP[OJ='a'j 
PTXT .GROUP[1)= ' a 'i PTXT .GROU P[2)= 'a'; 
CPTO:O;FIN=F ALSE;CAR=•(TEXTEP->CH+CPTO); 
for(I:97;1<123 && FIN==F ALSE;I++ )( 
PT X T. SE Q _NB [ 0) = I; for ( J = 9 7; J < 12 3 & & FIN== FALS E i J + +) ( 
PTXT .SEQ_NB[1):J;for(K=97;K<123 && FIN==FALSE;K++H 
PTXT .SEQ_NB[2)=K;CPTC=O;while(FIN:::F ALSE && CPTC<80)( 
PTXT.TEXT[CPTC)::CAR;1f(CPTO=::TEXTEP->CURLEN) fin::TRUE; 
else {CPTO++;CAR=•(TEXTEP->CH+CPTO)j)jCPTC++; 
if (FIN:::TRUE) for (M::CPTC;M<80;M++) PTXT.TEXT[M)=' '; 
c_p_txt(&PTXT,PARAM1); if(dbsta tus>ER_OK) FIN::TRUE; 
} i} i) i); fr e e _var ( & (PT X T. REF));) 
e) si l'entité est cible obligatoire de 1 chemin et 





{char CAR;int I,J,K,M,CPTO,CPTC,FIN;R_TXT PTXT; 
get_var(&(PTXT .REF)); 
{z_val ues.rectcode = <nom en t1 té 1 >; 
PARAM1->ILEN=CST _MAXLEN; 
pa thlist[O)=<nom rôle 2>; 
cur list[O]::(PARAM2->REF); 
transfert(&z_val ues.length,&(PARAM1->ILEN), 
(PAR AM1->I L EN)+s iz eof ( 1 nt)); 
sem(&dbsta t,CREATE,O,&(PARAM1->REF).0,0, 
pa thlis t,c urlis t,&z_val ues); 
dbsta t us::dbsta t.errcode; 
if (dbsta tus::::ER_OK) {PTXT.GROUP[O)::'a'; 
PTXT.GROUP[1)::'a '; PTXT .GROUP[2)='a '; 
CPTO::O;FIN=F ALSE;CAR=•(TEXTEP->CH+CPTO); 
for(I:97;1<123 && FIN==F ALSE;I++ ){ 
PT X T. SE Q _NB [ 0) = I; for ( J = 9 7; J < 12 3 & & FIN== FALS E; J + +) [ 
PTXT .SEQ_NB[1)=J;for(K=97;K<123 && FIN==F ALSE;K++ ){ 
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PTXT .SEQ _NB[2)=K;CPTC:O;wh i le(FIN==F ALSE && CPTC<80)( 
PTXT.TEXT[CPTC)::CAR;1f(CPTO::TEXTEP->CURLEN) f1n::TRUE; 
else {CPTO++;CAR::w(TEXTEP->CH+CPTO););CPTC++j 
if (FIN==TRUE) for (M:CPTC;M<80;M++) PTXT.TEXT[M)=' '; 
c_p_txt(&PTXT,PARAM1); 1f(dbsta tus>ER_OK) FIN:TRUE; 
} ; } ; } ; } j fr e e _V a r ( & ( p T X T. REF));} 
f) si l"enti té est cible obligatoire de deux chemins 






{char CAR;int I,J,K,M,CPTO,CPTC,FIN;R_TXT PTXT; 
get_var(&(PTXT .REF)); 
{z_val ues.rectcode = <nom>; 
PARAM1->ILEN:CST _MAXLEN; 
p a thlis t[O]=PA TH1; 
c u r 1 is t[O]:(PARAM2->R EF); 
pa th list[1]=PATH2; 
c u r lis t [ 1]:(PARAM 4->REF); 
transfert(&z_val ues.length,&(PARAM1->IL EN), 
(PAR A M1->I LEN )+si ze of ( in t)); 
sem(&dbsta t,CREA TE,O,&(PARAM1->REF),O,O, 
pa thl is t,curl1s t,&z_val ues); 
dbsta t us=dbsta t.errcod e; 
if (dbsta tus==ER_OK) {PTXT.GROUP(O]:"a"; 
PTXT.GROUP[1]="a '; PTXT .GROUP[2]:'a '; 
CPTO:O;FIN:F ALSE;CAR=•(TEXTEP->CH+CPTO); 
for(I:97;!<123 && FIN==F ALSE;I++){ 
PT X T. SE Q _NB [ 0] = I; for ( J: 9 7; J < 12 3 & & FIN== FALS E; J + +) { 
PTXT .SEQ_NB[1]=J;for(K=97;K<123 && FIH==F ALSE;K++){ 
PTXT .SEQ_NB[2]=K;CPTC:O;wh1le(FIN==F ALSE && CPTC<80){ 
PTXT.TEXT[CPTC]=CAR;if(CPTO==TEXTEP->CURLEN) fin:TRUE; 
else {CPTO++;CAR=•(TEXTEP->CH+CPTO);J;CPTC++; 
if (FIN==TRUE) for (M=CPTC;M<80;M++) PTXT.TEXT[M]=' "; 
c_p_txt(&PTXT,PARAM1); 1f(dbstatus>ER_OK) FIN=TRUE; 
) ; ) ; J; J; fr e e _V a r ( & ( p T X T. REF));) 
~onctions d~crites · 























tables internes et 
introduire dans 
données. 
nom du -fichier · 
creat-base .c 
liste d"include _ 
m5struct.ext 




liste de types · 
define sys "000" 
define object 0 
define text 3 
define of 4 
struct m5struct z_val; 
int z-recref; 
int z-oref; 
1nt z-pa thl1st[10) 
int z-curl1st[10) 
pré-conditions ;_ 
externes ayant été 





les tables in ternes et externes sont chargées dans les 
tables partagées et les variables indiquent les bornes 
supérieures de ces tables 
post-conditions _ 
Si la base de données existait, les anciennes tables 
sont remplacées par les nouvelles 
Si la base de données nJexistai t pas, les tables 
internes sont crées dans de nouveaux fichiers dont le nom 
est fourni par lJu tilisa teur 
-fonction décr 1 te · 
crea t_base(); 
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Module 141 : Hou veaux fichiers 
objectH: 
Permet de créer l'ensemble 
nécessaires â la constitution d'une 
micro-ordinateur). 
nom du -fichier · 
nou v _fich.c 
liste d"include 
dbc.h 
des fichiers dbase 3 
base de données (cas du 




Les 13 fichiers sont cré~es (4 DBF et 9 HDX), le nom 
donné constitue le préfixe de chaque nom de fichier. 






Lorsque les tables 
sont créèes, on peut 
contenus. 
nom du -fichier ;_ 
visualisation.c 




liste de types · 
/ 
pré-conditions · 
du schE!ma et les tables internes 
par ce module visualiser leurs 
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Tou tes les tables sont chargées dans les tables 
définies dans le fichier partagé 
- Pour chaque table, une variable indique la borne 
supérieure 
Post-conditions ;_ 
L'ensemble des contenus des tables a été visualisé a 
l'ècran 
-fonction décri te 
visualisation(); 
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Module 90 : Fonction de transfert 
ob jecti-f 
Transférer une chatne de caract@i:res dans une autre en 
mettant des O davant la chatne si la longueur da la chatne 
émettrice n'est pas suffisante pour combler la chatne 
réceptrice. 
nom du -fichier . 
transf2.c 
liste d.,include . 
I 
liste de types . 
I 
pré-conditions . 
La longueur de la chatne t!!mettrice est plus petite ou 
égale a la longueur de la cha.tne réceptrice. La chatne 
initiale est une cha.tne de car act@i:res. 
post-condi tions ;_ 
La chatne de caract@i:res de la zone émettrice est 
transférée dans la cha.tne de la zone réceptrice et celle-ci 
est terminée par le caractêre O ce qui 1 ui donne bien le 
statut de chatne de caractêres. 
:fonction décri te _ 
t ra ns f 2 ( b1, b2,lengt h) 
Module 91 : Fonctions diverses 
-------------------------- -- --
objecti-f · 
Permet de fournir au programme principal, une série de 
fonctions 
nom du -fichier· 
itoa. c 
liste d'include · 
/ 
liste de types· 
/ 
pré-conditions· 
les arguments (s'ils existent) sont corrects 
post-conditions · 
s contient la cha1ne de caract~res correspondant ~ 
l'entier n (fonction itoa) 
s renvoie la cha1ne de caract~res retournée (fonction 
reverse) 










Ce module contient les structures des 8 tables a. créer 
ainsi que des variables permettant le contrôle de leurs 
dimensions. De plus, on y définit les variables de 
référence 
nom du -fichier 
-
défini tion.c 
liste d'include . 
long_tab .ext 




L'espace des variables ne peut excéder 64K. Les tables 
ici définies ne pourront avoir une dimension trop grande. 
post-cond.i tions ;_ 
- les variables sont crëêes 
- les structures sont créêes 
- les variables servant aux références sont définies 
-fonction décri te · 
/ 
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Module 011 : Longueur des tables 
ob jecti~ 
Ce module permet de définir la longueur des tables 
externes et in ternes qui seront utilisées en mémoire 
centrale. La dimension de ces tables dépend du schéma de la 
base de données. 









Les tailles des tables ne peuvent pas être trop 
importante pour éviter de dépasser la taille de la mémoire. 
post- condi tions ;_ 
Les tailles des tables sont suffisantes pour le schéma 
décrit et ne dépassent pas la taille de la mémoire. 




Puisque les tables de 
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con version ainsi que 
l'environnement sont nécessaires a. l'exploitation d'une 
base de données, le test consiste a. remplacer ces 
différents élèments chargés manuellement par les mt!mes 
composants générés. 
Initialement le chargement dans une base de données 
d'un schéma nommé BIBLIO reprenant la description de la 
gestion d'une bibliothéque a été testé mais en disposant 
d'un environnement et de tables chargés manuellement. Pour 
charger ce schéma on a besoin des tables internes du méta-
schéma ainsi que de l'environnement du méta-schéma. 





d'un fichier, dans le 
d'un schéma, reprenant 
langage défini pour 
la description du 
2. Création d'un fichier reprenant la description du 
schéma de la bibliothéque. 
3. Disposant de l'environnement du méta-schéma et du 
fichier reprenant la description du méta-schéma (ces deux 
élèments étant créèes manuellement) charger une base de 
données contenant le méta-schéma (et dont les tables sont 
créèes manuellement) grAce au fichier créè au point 1. 
4. Ayant une base de données décri te ci-dessus, 
générer les tables du méta-schéma dans une nouvelle base de 
données et créer les fichiers de l'environnement du méta-
schéma. Appelons cette base, la base BIBLIO. 
5. Maintenant que l'on dispose d'une base de données 
contenant des tables générées du méta-schéma et de 
l'environnement généré du méta-schéma, on peut charger le 
fichier dans le langage défini, créè au point 2, dans la 
base BIBLIO. Le bon déroulement du chargement prouve que 
les tables et l'environnement générés correspondent aux 
spécifications. 
Con cl usions 
L'objectif de ce mE!moire était triple. Premi~rement 
nous nous sommes attachés au transport de l'atelier 
logiciel orienté bases de données . Ce transport assure 
maintenant une portabilité très grande du logiciel et 
permet de décentraliser l'aide â la conception d'une base 
de données si on se place dans le cadre du projet IDA. La 
deuxi~me étape du travail nous a permis de construire le 
générateur qui permet au départ d'un schéma de base de 
données d'en déduire des tables ainsi qu'un environnement 
permettant l'exploitation de cette base de données par 
l'atelier. Enfin la troisi~me partie du travail a été la 
constitution de ce présent document qui permet de retracer 
les différentes étapes du travail mais surtout de replacer 
ce projet dans le cadre pl us général des bases de données. 
Lors des différentes étapes de travail, nous avons 
rencontré certaines difficultés. Tout d'abord le fait que 
le projet d'atelier logiciel évolue sans cesse ne permet 
pas d'assurer que les informations reçues soient 
définitives. A tout moment de l'êvolution du projet, des 
modifications sont apportées ce qui nécessite de nombreux 
changements dans les spécifications des outils. La deuxi~me 
difficulté est consécutive â la premi~re et se rapporte aux 
spécifications. En effet, le fait que le produit évolue 
constamment implique un retard dans la documentation parce 
que sa mise-~-jour n'est pas toujours considérée comme 
urgente. Cette difficulté de disposer d'une information 
précise â tout moment entratne des erreurs dans le 
développement des outils . 
L'avenir de cet atelier logiciel consiste maintenant â 
réaliser différents outils entourant la base de données et 
facilitant l'aide â la conception. Pour l'utilisateur, ce 
sont les outils qui lui sont proposés qui constituent 
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Sp éc ificati o ns des fon c ti ons 
Dan s l a description dP~ d i fférentes fonctions , nous 
a vons spécif ié entre au t res l es différent s a l çorithm2s. 
C'est l a l a n gage nature l qui dans la plupart d es cas a été 
utilisé mais no us avons fait aussi appe l aux not ions du 
langag e ADL d ont nous repr en on s ci-aprè s les éléments 
néces saires. La langage ADL permet l'expression 
d ' a lgorithmes dan s l a cadre de la d émar chP de conception 
d es traitements (HAI-86). 
Les not i ons uti l isées par l a suite s ont: 
a : =A< B: C) 
for· ... do 
endfo1·-
e:< i t 
if n • ""'c 
C'flciif 
a est une v a leur de type A liée à C par 
1 c-! c h r~mi n D 
équi vaut à p our ... faire 
indique l a f in~= la bouc le for 
provoque l a sortie prématur ée d 'un e boucle 
équivëi. ut è " s ' il n ' y a. pas d'élémo. r1t d e 
type C" 
indique la fin d e l a b oucle if 
A--3 
Fon et i or, 1 m.::i.i n 
objec.ti .f __ : 
Cette f onction permet de créer les tables ex ter nes du 
sc hé ma dans l a base , d e plus e ll e crée l es tables int e rn e s 
qu i s eront rangé es aussi dans les fi chiers de la base et 
enfin un ensemble d e trois fichiers constitua nt s un 
environnement pour le programmeur. Toutes les tables seront 
visua lisées à l' écran après a voir été chargées dans l es 
fichier s d'une base. 
nom du fichier: 
a,.-gument de la fonction ___ :,, 
I 
variables globa les: 
I 
va,.-iables locales _ : 
I 
~..l_g or i t '1.mg, ....... t 
- gé né r a tion des tables e xt e rnes 
-génération des t a bl es i nt e r nes 
-gfnération dP~ fi chi er s constituants l'en vironnement 
cl 1...t p t-01J t- a mm('? LW 
-créat ion d'une base rep r enant les tables inter nes et 
e:-:ternes 
-v isual isation des t ables externes puis inter nes 
Fon c tion 11 : Ta bles externes 
objectif : 
Cette fon c tion permet d e c r éer les tables externes 
correspondant au schéma. Cette création s " e ffect u e par 
parcours du schéma. 
nom du fichier: 
t-::1.bles e:-:t () 
~_rgument d e l a fonc-tion : 
/ 
variables _g~obales_ ~ 
/ 
v ar iables loç~ les: 
variable d e référenc e system SYS 
sc héma SCH 
1 i n k U < 
1·-81 e n• L 
char * long_ent[3J; 
i nt t1~ouve-sch; 
c h.:0.r n .:J. ffi f:?[6]; 
char name - sch[31J; 
e nt i ty-t El'H 
I* trait ement d es er r eurs *I 
I* lon gueur d" u n e entité *l 
I* schéma trouv~ ou non *l 
I * nom d e l a bd *I 
l* nom du schéma *I 
algor ithme: 
- ouverture de la base et initialisation de l a 
rec herche 
d ans le s chém0 
saisi~ d u nom de l a bd contenant l e schéma 
ouverture de c e tte bd 
d e finitio n des variables de référence 
- saisie du nom du schéma concerné par la 
génér a tion 
acces au système puis au schéma 
générer l'ensemble des va leurs pour l a table des 
enti té s e t pour celle des attributs 
for ENT:= ENTITY-T(S- E:SCH) do 
gén~ration d e s va l eurs dans la table des 
attri buts pa r ap pel à g en -attr-ext 
génération des v a leurs dans la table rlP~ 
e ntités p a r a ppel à g e n-ent-ex t 
endf • r 
- générer l es va leurs adans les tables des r8les et 
des e nt -r 8les 
for LK: =LINK<S-L:SCH) do 
for RDL :=RO LE(L-R:LK) d o 
A-5 
générer les v a leurs dans l es tab les des r8les 
et des ent-r8le~ 
end f • r; 
Endf • r; 
f ermeture de l a base et suppress ion du stat u t de 
référence aux variabl es d e référence 
P1-é, 
Fonc tion 1 11 : Gen - att r -ex t 
g_gjecti f : 
Ce t t e f onction per me t de créer l'en semb l e d es va leur s 
pour 1 ~ t ab l e de s at t ribut s relativemen t à un e en tit é 
dé fi n i e. Les différente~ v aleurs seront c l a ssées p ar ordre 
croissan t de posit ion de l'attr i but . 
n o m du fich i e r : 
t ,::1. b 1 e ·,s E? :-: t . c 
v ar- i ab l e s gl o bales __ : _ 
/ 
v ar.i .. ab l_es 1 ocal.es ...... : .. 
variab l e de réfé ren ce a tt ribute ATT ; 
i nt J,.;i; 
int lr;g ; 
i nt t·-.. o.t t-·ent; 
int pos-.. ·a t-pr ec; 
i nt p o·:;-·,:\ t.t., 
int i; 
i nt j; 
i nt s,::i.uv·--i ;7 d; 
i nt init--·a.t t; 
i ~, t pos-by-1.:0:i ; 
c h ar p-bytr?s [3J; 
cha.:-- s-·-e17t[ l1 J; 
stt u.c::t iJt tr·i bu. t e 
I* l on gueur courante de l 'entité t 1 
l ongueur d "un a tt ri~ut *' 
jauge de la t ab l e intermédiaire *I 
posi tion a tt r ibut préc éden t * I 
posit i on a t tribut courant *I 
indi c~ tabl e des attributs *' 
indi ce table des a ttributs *' 
sauvetag e indice des attributs 
i ndice premier a t tribut 
pos iti on en b y te d e l' attribut 
pas-byte sous forme de caract. 
I* l ongent sous form e caractères 
p -- o. tt-ent[25J; 
I* t ab l e inter médiaire d ' attributs 
a rq i tmen t de la fonction : 
ENT (entrée) indique la référen ce de l ' entité tra itée 
LENGTH (sortie) indique 1 ~ l ongueur tot a l e d e l' e ntité 
par sommation d es l ongueur s d es a ttributs 
,. 
algori th me : 
défin ir une v .::1.ric:1.ble de t-éférenc o. attr.ib ute 
t a. tt_ent = O; (j .::1.uge d e l -:1. t 2-.ble intermédiaire) 
for A:=ATTRIBUTE(EL-AT:ENT) 
A--7 
mettre l e s va leurs de l'att r ibut dan s l a t a b l e 
intermédiaire (e - cod e , a t- c od e , at-name, form a t 
position, length, nbr-dec) 
incr éme nt er jauge de la table i nt er méd i air e 
t _~tt _ent = t_att_ent + 1; 
- (tri d e s attributs par ordre croissant d e position) 
pos_at_préc = O; (position attribut précédent) 
sauv_ind = 99; (ind i ce s auvé ) 
in i t -att = t op - at tr; 
for (i=O;i<t_a t t_e nt;i++ ) 
p os _ ii tt :c-:: 99; (p o ', it i o n attribut courant ) 
for ( j=O; j < t _ att_ent ;j++) 
- i f (p_att_o.nt [jJ < pos_att && 
>= pcs _ ~t _prec && 
S -,HJV_ind ~0-= j ) 
- sauv er indice j 
- pos_att = positi o n trouvee 
recopier l es v aleurs d e l a table 
in t e r médiai r e v er s l a bonne table 
i nc r PmPntPr j a u ge d e s attributs 
sauver p os ition d a ns pos _ at_prec 
calc ul d e l e ngth e t de pos _b yte 
l g = O; pos_byte = O; 
for (i=init - att;i< t op-attr; i ++ ) 
si c ' e s t l e premier attribut pos_byte - 0 
s inon pos_byte = lengt h; 
l g = lg + longueur d e l' a ttribut 
tran s fér e r la long u eur de l'entité 
lib é rer l a v a riab l ~ d e ré fér r n cc 
i~ --- 8 
Fan ct j on 112: G• n en t ext 
9..t;?ject if : 
CPtte fonction p e rm e t d'inscr ire dan s l a table des 
en tités toutes l es valeur s r elative~ à l' e ntité t r ai t ée. 
nom du fichier: 
t a b 1 es e :< t . c 
var_ia.bl .. es globales : 
I 
variables loctiles : 
/ 
arguments de la fonction: 
ENT (en tr ée ) référence à l' entité que l' o n tr a i t e 
LENGTH Ce,t r ée ) l ong ueur d e l 'entit é 
algorithme: 
c o pier 
-·- cop i et-
l e ENT.E NAME dans la z o ne d e l a t ab l e 
l e ENT.E CODE d ans la zone d e l a t a bl e 
-
cop ie r l a longueu r LENGTH d ans la z one d e la t ab l e 
in c r émen ter l a j 2uge d e l a t ab le des entités 
A-9 
Fo nction 113: Gc n ral ~ ext 
objectif __ .,_ ;__ 
Cett e fon c ti on p 2 rme t d' inscrire pour u n r8l c 
dét er-mi n é to,1tc '.:; l es in·f • r-m.:J. ti cms d -~ns la table de :::; r ï3les 
et d a ns celle des ent-r8 l 2 ~ pour autant que l e r8le n ' ait 
pas e n core été trai té précéd emmen t 
nom du fichier: 
t .::1.b 1 es--e:-: t. c 
vari __ abl __ es _g l obales : 
I 
y a ~i ab les loc al e s : 
i nt rech --r·o l e; 
int trauve-n:::ilE0; 
I* indice t ab l e des ro l c s *' 
I* boo léen i ndiquant s i l e r o le *' 
I* existe déjà *I 
argument de la fonction 
ROL (entrée ) référen ce a u r6 l e que l ' on d oi t tr ai ter 
~J gor i thfl!.ê..._.i.. 
r e cl1 - rol e = 0; 
tr·oi_tve-r o l e :::: 0; 
voir s i le cod e du r8l e existe déjà d a ns l a table 
des r 8les si oui trauve-ro le = 1 ; 
si 1 2 r 8 l e n• ~ pas encore t t é tr a ité (trouve -
t- c l e 0-:: 0 ) : 
génére r les rensei gnement s direc tement 
a.cc1~·:.=;s j_ b le ·:;; 
génér e r le code d u r6le i n verse 
dfterm i ner si le r8 l o p a rticipe à un 
i denti f iant. 
et. si né cessaire le code de l ' attribut 
pa.rt i ci p.::1.r1t 
d éfinir les codes des origines d u c h emin 
défin i r l e code lié à la cible d'un chemin 
i nc rémen ter l a j a ug e d e 1 ~ t ab l e des r8los 
A- 10 
Fonction 113 1 : Rens_di r 
pbject i f : 
Gé n ét- er 1 E·s t- e n::; e i ,;i n c , ien t s , 
r8le 1 d a ns l a t able des r8 l e s 
d irec t ement c onnus du 
n q__m du fichier: 
t ,:1.b 1 es-e:-: t . c 
variab l es gl o bal es: 
/ 
va.r i ab l e s _ _l .. o c al .. e s __ :_ 
I 
arqumen_t d 1=1 1 a f,onct ion : 
RDL (ent r é e ) réf éren c e a u r6l e que l' on do it trait e r 
~J_gqr,::jJ:h me : . 
trans f érer dan s l a l igne de l a t ab l e des r 6 les 
p ath - name = RO L. P ATH _ NAME 
r-c od e = ROL . R_CO DE 
min-c • n - ROL. MI J_CON 
ma1/-c • n = RO L. MAX CON 
f~-- 11 
Fonction 1132: Rech cod e inv 
objectif : 
Rec hercher le code inve r s e du r8le que l'on e st en 
tra.i n de trai tet-
nom du fi chier : 
t ab 1 es-e:-: t. c 
vari ab les globale~: 
/ 
y_~riables locales: 
v a r i ab l e d e ré férenc e r 8 le RO L2 
1 in k L..f< 
argumen t de la fonction 
ROL (e ntr ée ) référenc e au r8le que l' o n trait e 
al_gori.th_me. : 
définir l es deux v a riab l es de référence 
- L:=L INK(R - L :ROL) 
for R:=ROLE CL- R: L ) 
if (ROL.R COD~ 1 ~ R. R CODE) Gx it R; 
E.1 nd f or 
t r a nsf e re r R.R CODE d ans la zone r-c ode- i nv d e l a 
-
t .,,, b l 1'2 d 1'2 S ra 1 es 
- lib é re r l es d eux v ara ibles d e référ e nc e 
A-- 12 
Fonction 1 133: identif 
9bjectif : 
Déter·m i ni::~ r si 
é ven tue ll e ment le 
l e r 8le participe à u n id e ntifiant et 
cod e de l" attribut p ar ticipan t 
nom du fichier: 
ta.b 1 es-e:-: t. c 
y_~ri a bles globalPs __ : _ 
I 
v ariables locales: 
v .:3_:- i a.b 1 e d e réf én':?nce c ompone;-it COMF' 
id-key-ord IKO 
-:3.t t ri bute ATT 
a l"' gum2n t d e la fonc_t_ion __ : 
ROL (en t r ée ) r éf érenc e au r 8 l e que l"on tr a it e 
algorithme ... ;. .. 
dé f inir l es variab l es de référence 
C: =COMPONENT(RA-C : ROL) 
i f no--C t~1en 
{ mettre· l ,::1. v a l eur " a " d a.ns l a. zone iko de la t ëi.b le 
des t-:31 e s 
} 
e l s e 
mettre l a va l E::.1 ur· " 000 " dans 1 a zone p os-,-i ka d e 1 a 
t.:':"\blf:? d e~,3 t- :;1 c0 ·,3 
{ IK ~= I KO(C- IKO : C); 
booleen-a tr = false; 
} 
f or C: =COMPONENT(IKO- C:IK) 
. .r. 
l 1 CC . TYPE = a tr) 
then booleen-at r = true; exit C; 
endi-f 
endfm-
i f ( bool eE!n-21.tr· = t.t-·ue) 
{ A: =ATTRIBUTE(C- RA:COMP); 
mettre A.AT-CODE dan s l a zone iko-code d e l a 
t ab l e d es r ô l e s 
mett r 1::.~ " b " d2i.n s l a zc n e i. f,:o de l D. ta. b l e d es 
} 
e lse 
{ mettre " e " c!a.n ~:: 1 "''· zone i ko de 1 a tëi.b 1 e d es; 
rô l es 
} 
mE.~tt.r·E?. ''000 '' c:lan ''5 1 21. z o ne :i. kci--cocle.1 cle l -:,1. tabl e 
de<:;; rôl. (·?S 
lib érer les v a ri ab l Ps Mn ré féren c e 
{1- 13 
Fo n cti o n 11 34: En t _ r o l e 
obj ec.t .i_f __ .. :_ 
Défi nir l e ou l e s c o des or igines d es c h em i n s . Dan s l e 
c as des ch e min s on e - t o-man y (c 8té o n e d e l a re l ation ) on 
in s cr i r a l e c ode d e l' e n ti t é o u d es e n t i t és or i g i n es d a n s 
L :.i. t .o. b 1 e 
nom d u fichier: 
t -3. b 1 e s-e:-: t . c: 
vari a bles g l _g bal es : 
I 
vari a bles 1 • c a le~ ____ ;_ 
v a ri a bl es d e réf ér en c e r o l e ROL 1 
l i :1 k LK 
enti ty-·- t ENT 
~_rqumPnt d l" l . .?.• fonci;.i on : 
ROL (e ntr é e) r éfé renc e au r 8 l e à traiter 
al g or i t h me : 
dé f i n i r les v a r i ~b l es de réf é r e nce 
- s i ROL.MAX _ CON <= 1 ex it; 
s i ROL. MULTIPLE = E 
{ in sc:1·- fr :~ F,: OL . R CODE d ans la tab le ent - ro l (r -
c och::? ) 
~. 
J 
s i n o n 
inr;cr·jr, ::.> " EVE " clan ~; l a t a b l Ei en t -1·-o l ( E::1 • .. ·code-0 ) 
i nc r é men t e r j a ug 2 d e l a t a bl e en t -ro l 
FOR L :=LIN KC R-L :ROL) 
FOR RO L 1 : =ROLEC L-R : L ) 
IF (ROL 1 . R_ CODE == ROL. R_CODE ) 
F• r-: E : -= Ef'H I TY ( R--E: r-:0!_ 1 ) 
in s c r ire ROL . R CODE d a ns l a table 
f:? nt - rol 
i n s crir e E . E_ CODE d ans la t abl e e n t -ro l 





lib é r er l es v ar iab les d e r é f é r e n ce 





code c8té ma ny d'une 
On n'i nscrira une v a leu r uniquement d ans l e cas du 
r8le c8té one de la r el a tion . 
nom du fichier: 
t .,3. b 1 e·:5·-e:< t. c 
variables globa les: 
I 
variables locales: 
variabl es de ré fé r ence role ROL1 
~rgument de la fonction: 
li nk u::: 
entity-t ENT 
ROL (entrée) référence au r8le traité 
algor-ithme: 
définir l es variabl es de ré férence 
-- s i m.,0:: --con du r· 8l c cour ,:l.n t (r o lr.::?·-c rt) dan r_:; L ::~ table 
des r8les a une con nect iv ité maximale<= 1 
al o rs e--c o d c·-m dan ·:5 l a t a ble d es r·ôl e·::; ::::: " 000" 
sinon 
FOR L:=LINK(R L:ROL> 
FOR ROL1 :=ROLE<L_R:l) 
IF (ROL1.R_CODE ~= ROL.R CODE) 
FOR E: ==EN T I TY ( '._E: ROL 1 ) 
inscrir e E.E_CODE d ans e-code-m pour 





l ib érer les v ar i ab les de référence 
A--·1.5 
Fonc tion 12: Ta bles int 
objectif : 
L' o b jectif de cette fon c tion est d e c réer l es tables 
internes du schéma au départ des tabl es ex t e rnes 
n om du fichier: 
t a.b l es-i nt.c 
variables gl o bales: 
/ 
variables _loca les: 
i nt f ë:l,:11; I* f -:::\ fTlÏ. J. l C d r-' l ' o b jet *I 
in t pos·--.~ pt; I* p o ·:;; i t i on pr e mi et- code de chemin *I 
i.nt nb-tar iJ; I * nombt- r:~ d e cibles )f::/ 
in t i nv-cr t ; I* indice d u. r ô le inverse *I 
int t-o l e-cr t; , ~ i ndi ce du rôl Ei t.t-a i té *I ; .,. 
; nt ent-ct-t ; ,~ indice d a.ns la table des en tité·:;; *I I .,, 
§J:::gument de la fonction : 
I 
algorithme: 
(création d'une entrée dans la tabl e des relations 
pour chaque entrée dan s la tabl e des r 8les) 
pour chaque ligne d e l a t ab l e d es r8 l es 
A-16 
gén érer l e code du r8le dans la table d es 
r e l ations comme é t an t égal au code du r8le dans 
la table des r8les 
incrémenter l a j auge de la table des relation s 
(création de toutes les lignes dans l a table des 
objets e t d a n s cell e des codes , représentant les 
rhemi n s pour lesquel s l e s entités sont cibles) 
pour c haque ligne d e la table des entités 
déterminer l a f a mi l G 
gén é rer les cod~s de s chemins oblig a toires 
gé n érer les codes des chemins non obligatoires 
gf né rer un e lign e dans la table de s objet s 
(crt~tion de ~ v a leurs dan s l a t ab l e d es rel ations e t 
dans c elle ~e s ik • s ) 
p our t ous les él é ment s dans la table des r8Jes dont 
l a conn e ctivité maxima l e est > 1 
chercher l'ind ice du cod e du r8l e inverse 
générer l es va l e urs d ans les t a bles des rel a tion s 
et d es ikos 
(information s r e latives aux textes) 
cr é a tion d'une lig n e spéciale d ans la tabl e des 
rel a tions, des obj e ts et des ikos avec l es valeur s 
c orrespondantes dans l a tabl e des c odes 
créer les valeurs dan ~ la table des codos , pour 
définir les entités origines du chemin OF (modè l e 
MS) 
Fonc t ion 121 : De t - fa mil l e 
obj ectif : 
Cette foncti o n dét erm i ne l e n o mbr e de c h em ins 
l 'ent it ô es t c i bl e et p a rmi ceux- l à c eux do n t el l e 
c i b l e obl i gat oi r e 
nom ..... d u f i chi .. er _ : . 
t a bl es-i nt .c 
v ar i abl e s g l obales 
/ 
v a r iables loca.Ies: 






i nt nbr-oblig; !* nombr e de c h e mins o bl igatoires *I 
jn t i n v - cr t ; ' * ind i= e d u r ol e in v erse *' 
int r • le-c r t ; /t i nd i ce du r o l e c our an t *' 
a r guments de 1~ fonction: 
ent _ c r t (entré e ) 
t a bl e d e s entit és 
i n dice de la ligne traitée dans la 
f a m (sor tie) f amill e d e l' e ntit é ( vo ir sc h éma MS) 
p o s _apt ( s o rtie) p o si tion dans l oa t a bl e d es cod es du 
p remj er c ode de c h e mi n d on t l' en t i té es t cib l e 
nb_tar g (sort i e) nombre de ch e mi n s d ont l'ent it é es t 
cib l t:' 
algorithme : 
mett re j a ug e d es codes dans pos-apt 
me ttr e nb - t ar g e t f am à 0 
mettre l e n o mb r P d P cib l e e t l e n ombrP de ch e mins 
ob l i g a toi res à O (nbr - cib l e et n b r-obl ig) 
···· r irn ,r c: h D. q u. t'.! l i,;J n E? d e l a. t a.b l e de.1 ·=:; r ô les dan s 
l ,::i. q u.e l 1 e 
le e-code- m = le code d e l ' en t ité don t l' indice est 
d onn é par e n t-crt 
- accè= à l a li gne dans r8 l e d on t le ~od e -
cod e inverse d e l a l i gne r ol e -crt que l ' e ~ 
trë:l.i t E? 
-- s i mi n·-c cm > 0 
nbr-ob l jg - nb r-obli g + 1; 
si m~,,. :-: - co n °= 1 
n b r-cibl e - n h r-cj b l e + 1 
- me ttr e nbr -c ibl e d ans n b- t arg 
si n br-• b l ig - 0 a l or s fami ll e (fa m) - 0 
r;;:i. nb t-···· ob l i,.J •··· l alor·s f ami ll e (fa.m) •··· l 
si n br - o blig - 2 a l ors fami ll e (fam ) - 2 
A-- 18 
Fonction 122: Gen _ oblig _ codes_ fa m 
o g_j ect if ___ : 
Cette fonction génè re les codes dans l a table des 
codes , indiquant s les chemins d ont l' entité est cibl e. De 
pl us, il génère les codes d ans l a t able des relations 
indiquant s l es f ami lles des r8les relativement aux chemins 
dont l'entité est cible et ceci uniquement pour les r8les 
obl i,;;i.2.to~res. 
n_om du fichier : 
t .:::1.b l e s-int. c 
vari ables globales _:_ 
I 
var~ables _locales: 
int inv-c r t; I* indice du role inver s e *I 
int boo l -prem-ro l e; I* in di que si c'est le premier *I I* role que l'on traite t/ 
int ro l e -crt; I* indice du role traité *I 
arguments de l a ~onrtion 
ent c:rt ( entt- ée) in dice de la ligne tra itée dans la 
table des entités 
fam (e ntrée) famille de l'entité 
A-·-19 
al q or i th me : 
bool - pr e m-ro l e = 1; 
pou r c ha que ligne d e l a t a ble d es r 8 l es dans 
l a que ll e l e e-cod e -m = c od e d e l ' ent i t t dont 
l ' indic e es t donné p ar e n t-c r t ( c e ser A toujours u n 
r 8 l e c8t é one d ' u ne r e l at ion on e -to-many p u i s que l e 
e-c od e -m n ' es t u ti l i s é qu e pour les r 8les ones ) 
(soi t l e r8 l e rl) 
ac cè s à l a l ig n e corr espon d an t au cod e du r 8l e 
in v er se (soit rS l e r 2 ) 
si r 2 .m i n-con > 0 
- ·:si f.:::i.m = 2 
- s i c ' es t l e pr e~ ier r S l c qu ' on t raite 
(boo~ - prem-role = 1) 
-me t tre 0 07 dan s la fa mi l l e de r2 
--111 c: t t ~- 8 (H) 2 d a.:1 •:3 l .:::\ f a.m i 1 1 .:: d c • t- 1 
-cré r~ l ig n e dans l a t ab l e des 
c odes avec la v a l eur ~ 1 
-- m~·,t t r e:' '' 000 '' d D.n ?, t y p p our :- 2 
- met b ··e " (1(H) " d-:::;ns typ pour rl 
-i n crémen t er jauge des codes 
-boo-p r em-r o l e = O; 
s; i n o n 
-me t tre 008 d ans l a f ami ll e d e r2 
-mettre 003 d an s l a f a mi ll e d e r i 
-créer lig n e d a n s l a t ab l e d es c odes 
a v ec la va l e ur ri 
-·mc.~ tt 1~e " 000 " d a n s typ p o u r· ,~ 2 
-- me tt re " 0 00 " d -:::1.n~; typ p our r1 
- in c réme nt er jauge des codes 
s i ·f.::i.m -- i 
-met tre 006 d ans l a f a mi ll e de r2 
-me t tr e 00 1 dans l a f am il l e d e r1 
- c réer lign e d ans l a tab le d es codes 
a v ec l a v a l eur ri 
-···me ttrT~ " (00 " d ;rns typ p o ur r2 
- me t tx e "000 " dan ·:; t yp p o u r r1 
- i ncrémen t er jaugP d es codes 
A····· 20 
Fon c t i o n 123: Gc n- n o n - oblig 
gbject i f : 
Ce tte fonction permet d e gén é rer dan s la table des 
c odes ains i que dans l a tab l e d e s r e l a tions les val e urs 
indi quant s l e s f am illes des r8les non obligatoir e s ain s i 
que l es codes des entités correspondantes. 
nom d u __ :.f_i chier : 
t-::3.ble s int. c 
yar, i ab les globales: 
/ 




b r·) .:·1l -···p 1~em-·1·- • l f2 ; 
r • le-c rt; I* 
in v-crt; I* 
I* indique 
rol e que 
indi c e du 
ind ic e du 
?rquments de la fon ç;__t. __ ion : 
s i c ' est la premi e r 
l ' on traite 





ent crt (en tr ée ) indic e de-:, l a l ign e tr a itée dans l o a 
table des o. nt i t t s 
fam (entré e ) f a mille d e l'entité 
algorithmP: 
- boo l - prem-r ol e = 1 ; 
p ou r chaque ligne de l a t able des r8les d a n s 
l a qu e ll e e-ccde-m = code de l' entité don t l'indi c e 
e st d o nné par ent-c rt 
acc è s a u r8le in ver se (soi t r 2) 
si min - con= 0 et max-con= 1 
- s i f am=O e t premier p a ssage dan s la boucle 
- me tt r e 005 dans la fa mille d e r2 
-mettr e 000 dan s l a f a mille de ri 
- c r 62r un e lign e d an s la t abl e des c o d e s 
-incr é me n t er j a u ge d ~ s c o d es 
- mett,- e " 0 0 ') " d<:1.n ~, t yp p o ur r2 
-met t.r- e "oc,-," d -::1. n s t '/ P pour r 1. 
- b o ol - prem-ro le = 0 
·:; i mi n--con :::: 0 
-me ttr e 010 d ~n s la fam j l] e d e r2 
-mett re 0 0 9 d a ns la fa mil : e d e rl 
-créer un e lign e d a n s l a table de s c o des 
- répéter c o d e du r 8 le one dan s typ e d ~ r 2 
- répéter c o d e d u r8l e o ne d a n s ty~ e de rl 
-i n c~ é me nt e r j a uge d es codes 
A-·21 
Fonc ti on 124 : Gen-obj-int 
ob j ec_t if ___ :_ 
Le b ut de cette fonc t i on est d ' inscrire dans la table 
objet s l a li g n • corres p o nd ant à l ' entité dont l ' indice est 
f ourn i d ansen t c rt 
nom du fichi ~c_;__ 
t .:0.bl f?'.3·-i nt . c 
variab le~ globales: 
I 
y~_r i a b les l .oc al e s ____ : 
char s[3 J ; I* chaine interm~d i ai re p eur la fo nc t ion 
itoa *I 
a r g ume nts de 1 a. ..... f.on c ti_o n_ : . 
en t _crt (entrée) 
tabl2 des entités 
in di ce de l a l igne traité e d ans la 
f am (entrée) f am ille de l ' en tité 
pos _apt (entré e ) posi t ion du pr e mier code de chemin 
dort elle est cib l e 
nb_targ Centrée) nombre de chemin dont l'entité est 
cibl e 
algorithme: 
inscr ire l e code d e l' e nti t é d a n s l a t ab le d es 
o bj et s 
- i nscri r e l a f am i l l e dan s la tabl e des o bj ets 
- i nscri r e pos-ap t dans l a table des o bj e t s 
i n scri r e nb-targ d ans la table des objets 
in ~crire l e type de l ' ent ité qui es t égal au code 
inscrire length de l ' entjté 
incrémenter top-obj l a j auge de la t ab l e d es objets 
A-22 
Fonct i o n 125: Gen -rel -int 
objectif._;_ 
Le but de cette fonct ion est d e créer l' ensemble d es 
v aleurs dan~ la tabl e des re l a ti o ns e t dans ce ll e des ikos 
p e ur ce qui c onc erne un r8le ot s on in ver se . 
0.9...i:n du fi ctügr _ _; __ 





~r._gµme nts de la fonction : 
r • le crt (entrée) pos it i on de l a lign e t r ai t ée dan s l a 
L:,.ble d es t-8l es 
i nv cr t (entrée) position de la ligne corresp on d a nt au 
r8l e inver se d e celui d é fi ni d a n s l a tabl e des r6les à 
l'indi ce r8 l c crt 
algorithme: 
(tra it ement d u r o le-c rt ) 
copier l e r -c od - i nv de l a tabl e de s r8les vers 
cod - in v de la t able des re l ations 
- copier e -code-m (r 8les ) vers cd-targ ( relat i ons ) 
c op ier ik o ( r 8l es ) ver s i ko (relations) 
copier "000 " ver·s pos-i k o (r e l ë,i. t i on~; ) 
(i den tifi .a.nt) 
- s i c • c!E.~ d E:~ l'iko e '.: t " b " 
ap peler l a f onction g e n- i ko 
<or:. gi n,~s) 
- générer les c o de s or igines des chemj n s 
(traitement du r8le in ve r se ) 
c op ier r-cod - in v (r8 l es ) vers cod- in v (r e l a tions) 
copier e-code-m (r8 l es ) ver s cd-t a rg (r e la t ions ) 
copi et- " a. " ver':::. i k o ( re l ë~t ions) 
copier " 000 " ver -:-.:; p ::Js···i ko (n2l ati. o n-::; ) 
A-·2 '3 
Foncti c~1 1251 Gen -i !::o 
abjec t- i f : 
l e b u t de cet te fon c t ion est de cr éer l ' ensembl e d es 
va l eur s d a n s l a tab l e d es ikos p our l'attribut qui 
part i ci p e à un i d en tif i a n t 
ncm .... c.:f .. u fi chi ~r.::. ___ ; 
t ë1.bles in t . c 
vaci a bl es qlnb al es : 
/ 
vari a bles loca les -~ 
i nt rcs ition-att; 
chars ik o [ 3 J ; 
I* po':::i t i.cm de l" D.~: txi b v. t f/ 
I* c h cine p o ur l a f onction itoa *' 
~ r-gumen t de 1 a f cn ct._i_go_;_ 
role_ c r t Cen t r6e) 
r8 l e que l ' o n tr ai t e 
algorithme: 
i n d i. cc1 d ël.ns a table des r 8l es , du 
me~ t re l a VQ l eur de l a jauge des i ko s dans p os- i k o 
d e l a t ab l e d e~ re l at ions 
recher c h e r l a p os i tion d " u n 2 t t r ib u t d e cod e d on n é 
t ra n s fére r l eng th d e 1 ~ t a b l e d es att r i buts vers l a 
·i_, ,:::\b ]. ~= d C~ ':.3 i. :::o s 
tr ansfér er p o s-bytc d o l a t ab l e d es attri b u t s vers 
l a z one bi d e l a tabl e des i kos 
met. t. r E~ "O " d-:::\ l"l S l ë\ z m1Ei i mpn de l a t ab lt"-:' d es; ik cis 
i nc r ément e r la j auge de la table des ik • s 
F o nct ion 12511 : Cherch - att 
objectif : 
Con n aissant le code d'un attribut et 
f o u r n ir l J p os ition de ce l ui-ci dan s 
21.t tribu.t s . 
nom du fichier __ ,,_: 
ta.bles i n t. c: 
v ar i a bles globales: 
I 
v ar i ~ bles locales: 
I 
arg',-1 ments de la fonrticn : 
d 0? l'entité 
de 1 ' ë\t tri but 
A-2 4 
de l'entit é, 
la t ,::i. bl e des 
code ent (entrée) code 
code_ att (en trée) code 
pos i tion _ att (s ortie) position d e l'attr ibut d ans l a 
table des attribut s 
9J qo~ i thme : 
posi t i o n_a. t t=O; 
tant que l e code de l'attri but d an s la tab . e des 
a ttributs est d i ff éren t d u cod2-att e t que le e-codc 
de ! a 1 a bl o d es a tt r ib u t s est différent d u. c o d e-ent 
incréme nt e r position-att 
A-25 
Fonction 1252: Ger-or igines 
objg_ctif : 
Crtation des codes dans 
définissan t les entités origi nes 
la table 
des chemin s 
des, codes, 
n cm du fichi er : 
ta.b 1 e':::;·-i nt. c 
vari a bl e s globales : 
i nt EVE_ BOOL; I * b • oleen pour voir si on a 
d éjà rencon trer l e cas EVE *I 
char EVE NB OWN[3J; I* n ombr e d'origines d u c hem in 
E1.-'E :t , 
ch~r EVE POS OWN[3J; I* position de 1~ premi èr e • t · igin e 
du c: hE1:ni n E 1.•r-=: * / 
xsi._r::j. __ s-b 1 es 1 p ç ~ l _g _2 .. ___ ; .. 
c h2r s-crl [3J; 
ch ar s-ori g[3J ; 
inti; 
int j; 
i nt nbr-orig; 
I* cha i ne pour l a f onction it oa *I 
I* cha ine pour la fonction itoa *I 
/t r ec herch e tab le e n t-rol *I 
I* rech e rche t able des entités *I 
I* no mbre d'origi nes *' 
a r qum~_r,t s de 1 a f o.o.çJ_i o n : 
1··c:)]. c:.1 _ cT t (entrée) indice de la l i g ne trai t ée dans la 
t ,:1 bl e:1 d 2·::; r ;3 lc ·::; 
inv c rt (entr6e) indi ce de la l igne d u r 8le i n v e rse 
a l gor.i t h m;::, : 
s1 EVE . BODL - 0 mett re top-cd dans EVE POS_OWN 
mettre top _ =d dans l a zone p • =-own à l'indice ro l e-
c::1·-·t 
me ttre top_cd d an s l a zone pos-own à l ' in d ic e inv-
ct-t 
nh r---·or i ,;i ::::: 0 
- f o r (i =O;i < top_en t_r • l; i ++ ) 
-- if (!"·-·-c od e d .,m,,; t c,.b l E1 ent-ro l = r--·-code dan s:, l ,3. 
t ab l e des r 8l 2s in d ic e r • le-cr t) 
if (e -code-o dans table e nt -ro l = EVE) 
e l ·=~e 
• .t:. l , <EVE BOOL == 0) 
pour t o u t es l es enti t és 
e~< i ·:;; t. -:·::1.n t 1:1·s 
- i nscrir ~ le c c de de J • e~ ti t é 
- i nc ré me n ter j2u g e d es codes 
n~r- • rig = n b r-orig + 1; 
-- El)E_BOOL c::: 1 ; 
EVE NB OWN = nbr _ orig 
- mettre EVE POS OWN dans pos-own 
p our l es indices rol e-cr t et 
i n v-.. ·c: r· t 
- nbr _ o rig = EVE NB OWN 
i nscri re e-code dans la t able 
incré menter jaug e d es cod es 
nbr-orig = n br-orig + 1 
- insc ri r e nbr - orig dan s nb-own indi c e rol e-c rt 
inscri r e n br-o rig dans nb - ow n indic e i nv-crt 
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Fon ct i o n 126: t xt-ob - rel 
objectif : 
Créer l es valeurs spéciales dans l es tables d es 
objets, des relation s e t des ikos pou r c c q u i c on c erne les 
t ex t e s ai nsi que l es codes c or res pon dants dans la t a ble des 
cod ,?s 
nom du fichier _ 
t a.b 1 e ·:;;·- i nt . c: 
Y.A.[ i ab l e§. ___ gJ_pbal es ___ ; _ 
I 
vari abl~~ locAles: 
ch Dr s -- cd[ . .::,J ; / :fch .. ::ir-:,-, p eur la fo nc t :.cm i toa (c:oclci ) :f/ 
rh~r s - ik o [3J;/*cha i ne pou r 1~ f o nction itoa (iko) *I 
argument de 1 a f qnct i ql] _____ ; _  
I 
algorithme 
ecrire une lig ne dans l a table d es r e l at i on s a v e c 
cod = 999 
cod --· i nv = 000 
cd ·--t .. ::-,r,;:i :::: 999 
~_._._ Y :-:J ::: 000 
i mpn :::: 0011 
iko :::: b 
po~ - ik o = j auge de l a table des ik os 
nb - m\ln = 000 
- incré men t er j a ug e d es r e l at ion s 
- é c rir e une lig n e dans l a t ab les d es i kos 
b i ::: 000 
1 e n,;:it h = OOS 
i mp n === 0 
- incrémenter j auge do s ikos 
écrire une li gne d ans l a table de s ob jet s 
c d :::c 999 
f D.m ::: 003 
l e n ,.:;ith = 089 
t yp e = := 999 
p cs-apt = indi ce de la table de s c o de s 
n b ···- 1-a t- iJ = 001 
i ncrémEmtet-· 
-- é ct- i r c ur. c 
999 
jaug e d e l a table de s ob j et s 
. ig nc d a n ~ l a t a b l e d es cod e s 
in cr émente r j auge de la table de s c o d o~ 
avec: cd --
éc r ir e l a j cug e d e l a t ~b l c d c3 code s ( - 1 par 
rap port à l a v a l eur actue ll e ) d a n s 1 ~ t cb l c d es 
r ~ l ~t i Gns da n s l a z on e pos-o wn 
Fonct i o n 127 : Txt-code 
g_bjert if : 
Le but est d e lier ch aque en tité ayant un attribut de 
type t ext e à l'en tité d éf inie TXT, par l a c réa tion d e lign e 
d ans l a t a bl e des codes q ui i n di que ront les origines du 
chemin OF 
nom du fi chi __ er ...... _: _ 
ta.bles ·-- int. c 
variables globales: 
I 
variables local es: 





n • n b r e d' orig in es c h em in t exte 
recherche table des attribut s 
chaine pour texte (f ct itoa) char s --·b : t [ 3 J; / * 
argument de la _fonction : 
/ 
a l _gori thm ~ · 
nbr-o r ig-t x t - O; 
p ow- cha.q 1..1. E:0 D.t. tt- i b ut d.=1.n c.=. 1 ;.-i t. a.b 1 e des a.t. t.r i buts 
- s i l e forma t est ' T' 
- in s crire un o l igne d a ns la t ab le d es codes 
avec pour va l eur l e code d e l' ent ité 
c ontenu 
dan s la t a b le d es a tt r ibuts à c ett e même 
1 i gr1e 
- incrémenter jauge d e la table des c odes 
- ajout e r 1 au nombr e d'origi ne du chemin 
texte dan s l a z o ne pos-own de la table des 
t- e l a. tion '.3 
- mettr e l e nombre d ' o rigin es dan s nb- ow n pour le 
te:<te 
A- 29 
Fon c tion 12 11 12~1 1231 128 13311 Ch crch-- i nv 
objectif : 
Conn a i s s ar,t l a 
r8 l es, la fo nction 
table de s rS l cs du 
ro::.i t i. :::m do:-~n é '.:: 
posi ti o n d ' un chemi n dans la tab le des 
perme t d e c on naîtr e l a posi tion dan :: l a 
r8 l e i nverse de celui si tué dans l a 
nom du fichier: 
t .:3.bles -- int.c 
variable~ g l o bales: 
/ 
var_i a b_l _es __ 1 oca l e -.:; : 
/ 
arg4ments de la fonction ~ 
r ole crt (ent rée) indic e c!Ei l a lign e t rai t ée dan s l a 
t a ble des r;3 l e·:3 
in v _c r t ( s or tie) r e n v o i t 1 ~ pcsi ti on du r 8l e i nver s e 
de celui s itué en position rol e-c r t 
?lgorithme: 
inv cr t ::: O; 
tant que l e r-cod e à l'indice r o le-c r t d o l a table 
des r8les est différent du r-code- inv à l'indice 
role-crt d e l a t ab l e d es r8les 
- incréme n t er inv-crt 
A-30 
Fonction 13: Génér fich 
objectif : 
Ce mod u l e p ermet d e 
progr am me u r c ' est-à-dire 
d onnées correspondan t a u x 
ensemb l e de défin it ions 
n o m __ du fichier : 
9en i.:? r-f i ch. c 




créer l' e nvi ronnement pour l e 
un en s embl e de structur e s de 
éléments du schéma ai ns i qu'un 
argumen t de la fonction: 
I 
al orithme: 
•Jénét-ation clu fi chi•=t- cles " d E~fi nc: " comprE.>n ë:1.n t une 
li ,Jne " defin e " p . .J.r entité •:?t p -0.r p ,:,. t h ·-- na.rr. ,::? 
génération d u fichi e r rep renant 2 st ructures par 
entité et conte~~nt l e s att r ibuts de c e tt e entité 
g énérat lon du fi chier repren an t pour chaque entité, 
l e codage perme tt an t sa créat ion lor s d e 
l ' exploitation d u schéma défini 
Fonction 1.31 Fi ch dE,f 
ol;)jectif : 
Le b ut de cette f nnction est 
séquentie l con t enant une l igne 
d'entité et c h aque p a th - name 
nom du fichier: 
1Jcn,2r ·-- f i. ·-::: h. c 
variables goba l _es _____ : _ 
/ 
vari_ab_l __ es __ __ l oc.al es : 
'' d :.? fi :-1,::~•• pou.t-
i nt i; / :ii: r-ech 1? r-che en table des en r~ i té'.:,, 
puis d es ro l es *I 
a r g umen t ___ d_e ___ _la fonct_ion ____ :_ 
/ 
algorithme: 
ouvrir un fi.ch ier d r nom standar d 
u.n fi chier 
cha.que nom 
p • ur c h a que élément de l a tabl e d es en tité s 
- créer une lig ne assoc iant p ar un define l e code 
de l' e nt i té à son nom (fonction creer ) 
pour chaque é lé ment de l a t ab l e des r8les 
créer un e li gne a ssociant par un define le code 
du r 6 le à chaque path-name existant (fonc t ion 
c r eer ) 
fermeture du fichi er d e nom standar d 
fonction anne:-:e: 
c n •J(~ r- (nom , cod e) ; 
nom: nom de l'entit é ou du chemin 
code: code en 3 ch i ffre s de l' en tité ou du r6l e 
A·-32 
Fo:-1c t i o n 132 : fi. c :·1 --···::;t. ru ,::: t 
objecti f __ : __ 
Ce module perme t d e créer deux t ypes d e structures par 
en tité. Ces s tructures participent à l a constitut ion de 
l' e nviron nemen t du programmeur . 
Ch acune de ces d eux s t r uctures reprennent l e nom d e 
l' en tité et les noms et l es l ongueurs des attributs de 
cell e-ci. 
n om du fichier _____ :_ 
'J er1et- ····f i c h. c 
Y..9.rj 2.b 1 es ç 1 og_~J .. ~.?. . .... ; .. 
/ 
v ar i ables lncal cs: 
C ~-1 D.1··· * -:.:i. [ !.J-3] ; 
i nt i; 
I* ch a in e p our fprintf t / 
I* recher che en t ab le d es e n tités *I I* recher che en t ab l e dos at tr ibuts* / in t j; 
in~.: it e:: i s tc; / t voir s 'il ex i ste au moins un 
a ttribut *I 
arqumPn t d P la fonction : 
I 
al g _or_i __ t _hm2 __  :_ 
Guver t ure de d eux f ic hi ers d e n om s t andard 
pour chaque enti t é dé~inie dans l a t a bl e d e s entités 
- créer une première ligne s tan dard dan s cha que 
fi ~hir~ 'f onc t ion = dcf l e t def3) 
i t-e ;.: i ~;; t e :::- O; 
tan t q , .. :.c l e c o d e de l' c n tj t é cb .n s. lë.i. tablt0 des 
en t i té est ég a l au code de l' entjté d ans 1 ~ 
table des attri b u t s 
pour cha que lign e de l a t ab le des 
a t tribut s créer un e lign e d a ns chacun 
des d eux fi~hiers et it - exjste=l 
si it-existe = 0 mettre un item t echnique 
d a ns l es d eu x fichier s 
créer une ligne s t 3 n d a rd d ans c h a que fich ier 
(foncti ons def2 et def4) 
- f e rme tur e des d c~x fichie rs 
f onc ti o ns a n ne x es: 
cr· cfr? f1( no m) 
nom: n om d e l ' en t it é ou du r 8 le 
ob j ectif 
A-33 
F'et-met p ou1-·· c h c:l.quc E-?r1t. i té ou r· 8 1 E.~ d e et- é e r une 1 i ,;;i ne 
du typ e t yp ed e f s tr uc t i <nom > struct { 
cr d e f2(n om ) 
n om : nom d e l'en t it é o u d u r 8 l e 
ob j ec t.i ·f 
Pe r met d e créer uno ligne d u t ype 
c r- _de -f3 (n om ) 
n om : n• m d e l' ent i té ou du r8le 
o b ject i f 
} I <nom >; 
Perme t de cré e~ des lignes du type sujva ~ 
t y~edc f s t ruc t r ef _<nom> _str { 
i n t REF , RTYPE,ILE N; 
et- de-fil- (nom) 
n • m: n • m de l ' en tité ou du r8 l e 
ob j i::-?c t i f 
Pe r me t d e c r éer u n e l ign,e du t yp e } R <n o m) ; 
Fo nction 133: Fi c h-c r eat 
gJ;1jectif : 
Cett e f o ncti o n per met d e c réer un f i c h i e r c on t enant 
u n e s ui t e d e s tr cutur e s s t a nd a rd s 
sc h é ma l e codage n 6ccs ~a i r e à l a 
t y p e . Ce t t e f onction contribue 
l' en v ir o nn e men t programmeur . 
et p our c h a qu e en t it é du 
c ré at ion d ' objet d e ce 
à l a c r é a tion d e 
nom du fichier: 
v ar i .ab_!Me s .... M9 .. l _o bal es : 
/ 
var i ab_!_e s 1 ocal es _ __;_ 
char d [20 J ; 
i n t b o c:1 l -- t :< t ; 
I* z o n e t a mr o n po u r incl u d e 
I* b o o leen pour v o ir s 'il y a 
/ t u n a tt ribut d e type tex te 
in t i ; I* rech e rch e tabl e des e n ti t 6s 
in t J; I * r e ch e r c he t a b l e d es a tt r ibut s 
ch a r n o m-o r [ 31J;I* nom d e l ' e nt i té 
ch a r role-or [ 31J ; /* nom d u r ole 
a r g u me nt de la fo nction: 
/ 
a l gor ith me ____ :_ 
- o u.vr· ir f i c h ier· 






pou r chaqu e e n t i té d é fi n ie dans l a table des e n tité s 
- b no l -- t :-: t = 0 
par c our i r dans l a t ab l e des attribut s t ous l es 
a tt r ibu t s d e m@me e - cod e 
- si u n des attr i buts à l e fo r mat T mettr e 
boo l - t c ~: t e à 1 
s i la f a mille d e l ' o bj e t est 2 
-ch erc her l es va l eur s des e n tit és origi n e s 
des c h e mi n~ ob l i gatoires e t de s deux 
c h em in s d • ac e è ·:=:; 
- s i bool-texte ! = T app e l à c r r ef2 
sinon a p pe l à cr _ txt ? 
s i l a f a mi ll e de l'obj et e st 1 
-cher c her l e ~ va l eur s d e l' e n ti t é ori gin e 
e t du chemin d' a cc ès 
--si b o o l ·--t e:: te ! :::= T a.p p e l .,j_ c r _n ,?fl 
si n on a pp e l à cr _ txtl 
- s i l a f a mi l l e de l ' ob j e t e s t 1 
- si b• o l- t e x t e ' = T ap pe l à c r r Pf O 
s i no n ap p e l à c r t x t O 
- f er me r l e fich ier 
f o nct __ i on ______ a n ne:-:_e: 
ma jmi n C°::l. ,b~ 
chn. r *ël., *b; 
objec tif 
,'::)--- 35 
Cette fo nc tion p er met d e transformer une ch a îne dont 
les c ar actères s on t e n majuscules en une chaîne dont l es 
caractères sont en min usc u l e s. 
A-· 3 6 
For~cticm 1331 Un - p a.t h 
ob ject i f : 
Trouver dan s les tables les valeurs de nom d 2 l' en tit é 
et d u chemi n pour u n ch emin ob ligato i re one-to-many dont on 
connaît l' e ntit é c8té ci bl a o b lig a t o ire . 
cb l 
nom du f i_çhier : 
v ar i abl e s lab 2 les _ ..... . 
I 
va.r_i ab es 1 • cal.es ..... _: .. 
int i ndic e-trouve 
int nb r--or i ,;:;; 
in t invo.1°·~sc ; 
int tt-cu.v,~-- t- • J ,"2 ; 
char sauv-ent[4J; 
int i; 
I* indice d ans l e~ r8 l es 
I* no mbre d ' or i g in e s 
I* indic e r o le in ve r se 
I* bo• l een indique si l P 
I* r-·o l e e:< i ste 
I* code d e l' en tité 
I* recherch e en t a ble 
9.r:_gum1=>nts d1=1 l a f onct i on : 
e - c::odf.,! ( E?nt t-· ér::~) coda de:: 1 ' en tité ci ble 
i ,;:1.:::1. t o i r e 
n o m-·or i ;;;i (sm-tie) nom cf f: .. ~ , ' entité o ri ,;i ine .1. 
ob l i 1J .::,.toi r-r= 
role-orig (sorti e) n om du chemi n 
*.l 
du chemin 
du ch emi t1 
indice-trouve (sorti e) indi ce de la rech e rch e dan s la 
t a.bl e des rô les. 
dehi_i. t -··T e ch ( ent.r-ée ) i ne! i que 01:l doit commen c er 1 a 
r echerche dan s l a tabl e 
§..} g ori t h me : 
indice-trouve = d eb u t-rec h; 
t r- ou. v,:?-rol c = 0; 
t ë:l. n t qu. 0,) 
le e-code-m est ' = e - c • d e et que trouve- r o le =O 
- si e -c od e-m e t e -cod e sont égaux 
cherch e r le r ol e inverse (cherch inv) 
si min-con de cet inver s e est 1 alor s 
tr·ouve-t- o l e == 1 
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s inon indice-trouve= indic e -trouve+ 1 
s inon indice-trouve = indice-tr o u ve + 1; 
- r • le-orig = n om d u p a th - n ame ~ l'ind i ce-trouv e 
n bt- -cw· i •~ == O; 
si dans l a t ab . e d e s ent- r o l p l u~ieurs e -code- • 
c0rresponden t au r -cod c d e l'i n dice- t rou ve 
nbr-o r i g = n br-o r i g + 1 pour chacun d'eux 
si e - cod e -o = EVE a lors nb r - or ig = 99; 
<::·.i nt~r·--ori ,~ > 1 
a 1 or s n orn-cir- i ,:;; = "f;:EC:Of;:D" 
si n on nom-or i g = n om corres pondant à l' e ntité don t 
le c o d e est e - code- o 
A--38 
Fonc t ion 1333: cr r e fO 
gbj erti f : 
Dé -Fin·. r· une structure permet t ant l D création c.le 
l ' ob j et de typ r2 
obl i ,;ië1.toi rE"~men 
" nom " qui n ' e s t lié à a ucune autr e entité 
[IOm du fichier: 
,;:iener-·f i ch. c 
var i ab l es globales: 
/ 
var _i a bl e s 1 o ca l __ es __ :_ 
ch .ci.r *c:1.!::l.J-2]; 
ch zi r *c:3[52]; 
ch .3. r- t c ·1[2:,';J; 
ch,::1.r· t.c:5[ 7 1. J; 
l* f onction fprintf *l 
char *nom-ent[31J; I* t ansformer le nom de lettres 
majuscules en minuscul e3 t/ 
argumen t de la foncti o n 
nom: nom de l' en tité 
fil_g_pr i t hmg ___ ___ ; _ 
- génér a tion séquent i el l e des l ign es dan s l o fic h i er 
Fon~tion 1331: cr refl 
objectif : 
Définir u ne s truc t ure permettant la création dP 
1 'objet d 1:2 typ r.? " nom" qu i est 1 i é b. ur11:2 .:;:1. utre e11ti té p .:::1r un 
ch e mi n ob ligatoir e 
n_om _____ du __ __ f _i _ chier : 
1J ,,2n e r -- ·f i ch. c 
vari ab les gl c bales: 
/ 
v ar_i _ ab_l __ es ___ _l _ocal es : 
char *c 3[52J; I* f or .ction fprintf *I 
ch<:",ur- *c4 1 [44] ; 
d 1,ff *ci.l-2[25]; 
chi,i.t-· :t: c:: 5 [7 1 J !i 
cha r *nom-ent[31J; I* transformer le nom de lettr e s 
maj usc ul es en minuscu l e s *' 
arguments dP la fonctio n : 
no m : nom d2 l ' e ntité 
nom2: nom d e l a deuxième enti té 
rol e 2 : ~ om du ro l e 
al __ gor_i thme : 
- g énérer séquenti e ll e men t les valeur s dans l e fich ier 
{'i--1.J,0 
Fon ct i on 1335: c r ref= 
ob j e _;J;.j_.f.. .... __ ; ... 
Définir u ne s truc tur e 
1 ' r1 bjGt d e type " nom " qui e ·:;; t 
d eux ch emins obligatoires 
p2r mettant l a créat ion de 
lié à deux autres ent~tés par 
nom du fichier _ 
,:;:iener .. ·-f i ch. c 
variables globales 
I 
varia~les_ locales_ ~ 
ch.:3.r-· * :: 1[70J; , ., ·f o:-i ction f pr- int ·f * I 
c h ë:1.r· *cf.J. 1 [4.l.J-J; 
ch.,J.r- tc ,~-2['.25]; 
ch,.::,u·-· :t c-. 5[71 J; 
char * cf.~ [ 1 8 J ; 
char *nom-~nt[31J; I* t ra:-isformcr le nom de lettres 
majuscul es en minus cules *I 
argument s d e la fonction : 
nom: no m de l ' entité 
nom2: nom d e l a d e u xième entit é 
n• m3: nom d e l a tr o isième ent it é 
role2 nom du role 
role3: n om du d e uxième role 
9 J_g_ori thme : 
- gé n érer séquen t ie l lement l e s v 2 leurs dan s le fichi er 
Fonction 1336 : cr _t xtO 
ab j_ect_i_ f
Définir une s t ruc t u r e p ermett a nt l a 
l' objet de type "nom" qui r1 ' f2s t li é -:3. -:J.ucun e 
obligatoirement mais qui a un J ttribut de typ e 
nom du fichier : 
,.J e ner ···-f i ch. c 
vari at;iJJ:~s g l ob a l e s : 
I 
vari_ab 1 es ..... l .oc: <3. l e s ___ : _ 
c ~ar t c 1[48J; I* fonc t ion fprintf 
::.:h :.T tc:3 [ 6'! J; 
c h .:0r *c -!l-[ 71 J; 
ch:)_;,-· t:r .. t ·. [ ,~ 11 J; 
c h ë•X- *c 7[ '.25 J ; 
c: h t,1.r·· * c:: l2 [ 5 f.::.J ; 




c r éa. t i on de 
autre entité 
"te:<te " 
char tnom-en t [3 1 J; /W t ran s f o rmer l e n om de l e t t res 
majuscu les e n minuscul e s t/ 
a ~ ument de la fonction 
ne ~ : n om de l'en t it 6 
ol g o;-i thme ...... : .. 
- générer séquen t ie l l e men t les valeurs dan ~ l e f ic h ier 
• 
A-42 
Fonction 1337: cr txtl 
ol::;ij e ctif : 
Définir un o structure p e rmettant l a création d e 
l'obj et d e typ E? "nom" qui est li é .:). une autre entité pë.1.r un 
chemin obligatoire et un attribut de l'entité est de type 
te:-: te 
nom du f i chi_er _____ : _ 
•;Jener- f i c h. c 
var i abJ_g 2 __  g1_gbal e s. _____ ;_ 
/ 
variables _locales : 
char *c3[64J; I* fonction fprin tf *I 
ch a r *c6[LJ-4J; 
ch .:::ir * c 7[25J; 
chë\r *c8[7l J; 
c h .:::1. r *c:12[56]; 
char *cl4[LJ-8J; 
ch.::).r *c15[31J; 
ch a r *nom-ent[31J; f* transformer le nom de l e ttres 
ma juscu les en minuscu l e s *I 
?rguments de la fonction: 
r.om: nom d 2 l'entité 
nom2: nom de la deux ième entité 
role2: n om du role 
alghorithme: 
- g~n é rer s équenti e ll cmnt l es valeurs d a ns le fi c hi er 
A--I.J3 
Fonction 1338: cr t xt2 
ogjectif : 
Définir une s truc t ure per mettant 
1 ' objet de ty11Q '' no m'' q u i r-::: ·:;t 1 i é .:J. d,,:::u:-: a ut r-e·s ,:2nti t é ·ë:; r-; .:;:1.t-
deux chemin s ob ligatoires et un attribut est de type texte 
nom dtJ .... J i chier : 
var::. ables gl o b.a.l .. es .... : .. 
I 
v :::.:-- i _ab l .. es . l.ac a l_es ....... : .. 
char *c3[ 78]; I* f o nction fprintf *I 
chcir lc:: 4[71 J; 
c::ha.r ... *,::: ,:S[,1.'.lJ, 
chë\r >kc7 [ :?5 J; 
ch.,J1··.. il:c:8 [ 1. 8 J; 
ch.,0,1. r·· *c l2[56J; 
ch.,~.r *cl l:J.[ 48 J; 
chë:\r .. i!;c 15[31. J; 
char *nom-ent[31.J; I* tr ansformer le nom de lettres 
majuscules en minuscules *I 
ar cumPnts de la _fonction: 
nom: n om de l' entité 
~..1.gori th.mg__: . 
- g énérer séquentiellemen t les valeurs dans le fichi er 
A--44 
Fon et ion 1,1-
ob j ec t i f _____ ; _ _ 
Lorsque l es tables internes et externes sont créées , 
il faut les introduire d an s un2 base de d o nnées p our 
permettr e son exploitation. Les tables internes peuvent 
soit r e mplacer les ancien nes t ables d ' une base de données, 
soit constituer la première étape de l'exploitation d'un e 
nouvelle base d e données . 
f.l.Q . .ffi ___ du fi cf-:i t ê.r.: ...... ;_ 
ct-ea.t b ,J.se. c 
vari_ a b_l es .... .'Jl __ obal _es __ :_ 
d r:, -f i rl f2 S '7l·==~- ,, {)C)C) Il 
de-fine ot::j ect 0 
de·f i nE? t e:< t 3 
dc-f i ne o-f 'I 
/ :t. -3.ppe l b d * / 
struct m5 s tr uc t ~ val; 
i nt. z_t-€-) et-ef; 
int z oref; 
int z _p a thlist[10J; 
int z cur li st[10J; 
va~iables locales: 
struct db s t a t_struct 
~:;t t·· uct i nt.€::,rcd; 
·==stt .. u.c t int;:2r·i ko~ 
i nt opcoch-~; 
i n t 'J =-:? t cod;::;;, 
i r~t 1-·:oycode; 
i nt oper· .:J. t • t- ; 
i nt p1-···em--·ob j, 
i nt pr em-rel a tion ~; 
i n t prem ··-·cd; 
int prem··-iko; 
:i nt pn,?-·E:nt.; 
i nt pt-e··- rol ;:? ; 
i n t Pl""E···· -G.t tr; 
int ent-r CJl; 
chE,ir n -3.me [6J; 
ch .°Jr s-cd[3J; 
ch ,:;;1.r· ·ë::--·i ko r. 3 J ; 
dbst a.t1; 
I* cod e sous forme caractères 
I* ik • sous form e caract ères 
/t appel bd *I 
I* un indice par t. 2b l c 
I* no re d e l a b a ~e de données 
/t fo r,= tion i toa. (c o de ·:: ) 
I* f onction itoD (ik D~ 











a tg o r i th m._g ___ ; __ 
s~isir l e nom de la base de données pour y mettre 
1 12·;; tabl,::?·::.; 
ouvrir cette base de données 
si cette base existe déjà 
supprimer les anciennes tabl es 
si cette base n'existe pas encore 
créer les nouveaux fichiers d ' une base 
ouvr ir cette nouvelle base 
création de deux variables de réf lr ences 
créat i on d e l' a r tic l e sys t ème permettant 
l ' e x p loitation des t a b l es internes 
chargement de chacun e des 8 t ables 
fermeture de l a base de donntes 
A--4L, 
F• ncti on 141 : Nouve aux f i c hi ers 
obj ,=,rt i f 
Lr~ bt ,t. cl e c: e mo dul E:) e s t d e cr éer u n e n s,, E·?mb l e d e 
f i c hi ers DBC (D BASE3 du LATTICE Cl qui correspon dent à 1~ 
s t ructure de l ' atelier 
nom du fichier: 
n • uv-- f i ch . c 
y_~_ri a b les lob a. les : 
4 struc tures de f i chiers DBC 
v ar_i_ ab_l_es __ _1_ oc_a. l es ...... :. 
char tinter [12 J ; !* zone d~ transfert 
char *in t er 2[ 12J : 
char *o-c-i d; I* un po i nteur par fi chier d ' index 
ch .:3.~- *o-t yp ; 
c: h ,0,. 1··· * a.--· c -·· i. d ; 
ch .:1. r- * (J _ t _ ·5e q; 
c:hë,1r * l --·c-·iclr, 
c h ar *m·-- t y p 1; 
char-· *m- t yp2; 
ch ar '!' 1.: ·-c-·- id; 
c: h a.r *c:i·-·t -- ,;:J·-·s. ; 
arqu m,=,n t de la fonction: 
w / 
.. ,., 
no m : c h a în e d e 5 c ar a ctères donnant l e nom de l a base 
algorithme 
cr6er l e n om d u f ichier des obj e t s d e ~ype 0 
cr-éer- l E? f ichier 
créer le n om du pr e mi e r fichier d'index 
créer le premier fichier d ' index 
créer le nom d u deux i ème fichier d"index 
c réer le deuxième fichier d ' index 
créer l e n om du fichier des o bjet s d e t ype 1 
cr-ée~- l i:::> f ichiet-
cr-ém- le nom du pr- e mi et- fich ier d" ind e:; 
créer- l e pr e mier fichie r d " ind ex 
créer le nom du d euxiè me fich ier d" index 
créer l e d eux iè me fi c hi er d " ind~x 
créer l e nom du fichi er de s objets d e t ype 2 
ct-6er l"" fi c hi ,:? t-
=réer le nom du premier fich ier d" index 
cr é ~ - 1 2 premier f ic h ie r d " ind ex 
- cr{er le ~o m d u deuxième fi ch i er- d " i ndex 
cr éer l i:::> deuxi ème f ichier d ' ind ex 
~r éer l e nom du troisième fichi er d'index 
créer le troisiè me fichi er d ' index 
c:t-·éE:,•r- lf?. nom c!u f ic:h:i.E: r d€0·:;; ot:ljE:d.:.s d r? type te :-: t e 
et-é,::?r l f:? fi chiet-
c:ré er l e nom du premier fi c hi er d ' ind ex 
créer le premier fi c h i er d " index 
c t-é e r· 1 "" nom d u d eu:-: i èmE·' fichier d • i rid e :: 
cr ée r l "" deuxi6mc fi ch i er d"index 
A-1.:i,7 
A-1.1-8 
F o nction 15: Visu a lisa ti on 
gbj,=,rtif : 
Lorsque l e s tab les 
ce t t e fonction p e r me t 
l ' éc r·ëm . 
ex ternes et i n ternes s o n t c réées , 
d e vi s u a lise r l eu r s cont e nus à 
nom du fichi er: 
ya_r::::.J ables __ globales : 
/ 
variabies_Joca les_ ~ 
i nt pr0-en t; I* u n ind i c e par t ab l e *I 
i nt pn,~-··Tol f:!; 
i nt pr e-attrib u t e; 
int pt-c--·o.nt--ro l; 
i n t pr-e:··- iko; 
i n t p1·- e--·c: cl; 
i n t p t- e .... ·o b ject s ; 
i nt p re-re l a t ions; 
9 rqumi=>nj; ___ de la f on c t _i on __ .. :_ 
/ 
al g_ori thme __ :_ 
- pour c h aque li gn e de l a t a bl e de s ent ité s 
a fficher le cont en u d es diffé r entes zones 
pour c h a que lign e d e l a table des r o les 
affi c h er l e c onten u d es di ff éren t es z ones 
p our chaque lign e d e 1 ~ tab l e d es a ttr ibut s 
af f icher- l e c o n ten 1. d es d iffér e nt es z o nes 
p our c h aque ligne de l a tab le des en t rol e 
affi c h er l e conten u des diff érent e s z ones 
pour ch a que l i gne d e l a t ab l e des o b jet s 
afficher l e con t enJ des dif érentes z cne= 
p o u:·-· c::ha.que 1 i ,.;i n e de l :::1. t a.b 1 e d Ei-::s r E? l a.t i or, ·::; 
a ffich e r le c o n tenu des dif· é r e n tes z o nes 
p our c h aqu e li gn e de .. a t a ble d es i kos 
affi c her l e cont enJ des d iffér e nt e s zone~ 
r7ur ch~ quc lign e d e l a t ab l e d r~ c o d os 
af f ic h er l e contenJ d es di f f6rcn t e~ zon 2s 
F• ~~ ti • n 90 : Trans f2 
ggj_erti f ... ! ... 
Cet t e f cr1ct.i o n 
d ,;J.l'l ·,; 1...1.n r.0 
p e 1°· r.·: ,~~ t d E"~ 
a.u.t r-f? 17:? n 
t r · ""· , 1 ·ë,:. -f 2 t-· c 1· · un e 
2.j • u.t D.r1t de·,:, 0 c a. r- .:::1.c t è t'" f:.••ë,. 
c::h.=.,i.inEi de c::onc::urr-·e nc:: E~ c:le 
chaîne réc e ptrice . 
nom du .. __ f,,ichier : 
tr .,:;1. nsf2 . c 
variables. gl_ob.al .. e s ..... : .. 
/ 
v ariables loca. l es ....... : .. 
i nt i; 
int j; 
i nt t- ; 
argu.men.t .s ...... de la fonction : 
b1 ( ·:;;ot-ti,~) ch .-·I 'in ci d e,, C-:Jr·ac tères ré c0.~p t r .. icr:? 
cha.ine 
d ,-::: v a.nt 
b2 Centrée ) chaine de caract ères émettrice 
l eng th (e n tr é e ) l on g u e u r d P la c h aine é mettri c e 
a.l g orithme : 
r=longue u r de b2; 
met tr e • o• pour l a chain e b1 de l a posi tion 0 
jusqu ' à l ength - r 
cop ier l a chaine ; 




F cmc ti on 91 I t o .,:1. 
abject if_._. : 
Cette f onc tion p e rmet rle changer u n 
ch a î n e de caractère~ 
nom du fichier: 
itoa.c 
var i ab.I .es g 1 ob.a 1 es ..... : 
I 
var i ables locales _~ . 
in t:. i ; 
a rg ume nt ~ de la fonction : 
n (cn tr6e) 2n tier à t r ans f ormer 
s (sortie) chaîn ~ d e c arac tè r es 
algor ithme: 
i = O; 
gé nérer l a chaî ne d e caratèrc 
inve~scr l a ch a îne 
fon.ç_ti ans anne:-: e'::i ____ ; 
r e v erse Cs) 
s: chaî ne de car a ctè res 
s t r l en (s) 
s: c haîne de carac t ères 
A--50 
entier e n u n e 
