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Abstract
Testing represents an essential step of the software development process.
The main objective of Software testing is finding potential execution errors
as well as elements that do not meet the required specifications.
The testing process is driven by a set of test cases. Therefore, a prelimi-
nary design of such test cases is required.
High quality test cases are very important in the field of databases, spe-
cially for SQL language queries. These test cases must be small in size and
capable of detecting a large number of errors. Their quality is assessed accor-
ding to some established criteria. For instance, in the case of queries written
in a SQL language, the SQLfpc (Full Predicate Coverage for SQL) criterion
is generally employed. This criterion is defined by a set of rules derived from
the semantics of the query. In this project, we have developed a prototype
capable of automatically generating the set of rules that define the SQLfpc
yardstick for SQL queries.
Keywords
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Resumen
Una parte fundamental del desarrollo del software es la fase del testing,
tambie´n conocida como fase de pruebas del software (en ingle´s Software Tes-
ting). La fase de testing del software tiene como objetivo principal, detectar
posibles errores en el funcionamiento de las aplicaciones as´ı como elementos
que no cumplan con las especificaciones requeridas.
Durante el proceso de pruebas es necesario contar con un conjunto de
casos de prueba, por lo que resulta necesario realizar un disen˜o previo de
dichos casos de prueba para su posterior ejecucio´n. En el campo de las ba-
ses de datos y en particular en el caso de las pruebas de consultas escritas
en lenguaje SQL, es muy importante disponer de un conjunto de casos de
prueba que sean de calidad, en el sentido de que sean de pequen˜o taman˜o
y que permitan detectar el mayor nu´mero de errores. Para medir la cali-
dad del conjunto de casos de prueba se usan ciertos criterios de medida.
En particular, para el caso de consultas escritas en lenguaje SQL, se usa
el criterio de medida SQLfpc (Full Predicate Coverage). Este criterio esta
definido mediante un conjunto de reglas que se derivan de la sema´ntica de
la consulta. En este proyecto hemos desarrollado un prototipo para la ge-
neracio´n automa´tica de las reglas que definen el criterio de medida SQLfpc
para consultas SQL.
Palabras clave
Criterios de cobertura, Casos de prueba, Reglas de cobertura, SQLfcp,
Bases de datos
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Cap´ıtulo 1
Introduccio´n
Una parte fundamental del desarrollo del software es la fase del testing
o tambie´n conocida como fase de pruebas del software. La fase de pruebas
tiene como objetivo principal detectar posibles errores en el funcionamiento
de las aplicaciones, as´ı como elementos que no cumplan con las especifi-
caciones requeridas. En general, para desarrollar el proceso de pruebas, es
necesario contar con un conjunto de casos de prueba, por lo que resulta
necesario, realizar un disen˜o previo de dichos casos de prueba, para su pos-
terior ejecucio´n. Los resultados producidos por las aplicaciones sometidas a
estas pruebas, son comparadas con los resultados esperados. Cuando existe
una discrepancia entre ambos, podemos afirmar que existe un error en la
aplicacio´n, por lo que es necesario dar comienzo a las tareas de depuracio´n.
En el caso de las bases de datos relacionales, la fase de pruebas requiere
el previo disen˜o de casos de prueba, es decir, de instancias va´lidas y de
taman˜o reducido para su posterior ejecucio´n. Sin embargo este disen˜o no es
trivial, debido a la gran cantidad de factores que han de tenerse en cuenta,
para que los casos de prueba sirvan para detectar errores. Para garantizar la
calidad de las pruebas, es necesario que el conjunto de los casos de prueba
generados, cumplan una serie de condiciones. Los criterios de cobertura,
definen el conjunto de reglas que debe cumplir dicho conjunto con respecto a
las consultas que se desean probar. En [4] se propone un criterio de cobertura
para consultas SQL denominado SQLfpc, el cual se expresa mediante un
conjunto de reglas. Este criterio permite, por un lado, minimizar el nu´mero
de instancias de base de datos que constituyen el conjunto final de los casos
de prueba, y por otro lado, cubrir el mayor nu´mero de situaciones en las
consultas SQL.
En este trabajo hemos desarrollado un prototipo de herramienta, capaz
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de generar de forma automa´tica, las reglas de cobertura que definen el cri-
terio de cobertura SQLfpc para el caso de consultas SQL. En el proceso de
generacio´n, tenemos en cuenta la sema´ntica de SQL junto con las restriccio-
nes de integridad impuestas por la base de datos. Aunque el subconjunto del
lenguaje SQL que cubrimos incluye solo consultas ba´sicas, nuestro prototipo
es fa´cilmente ampliable para soportar un conjunto mayor de consultas SQL.
1.1. Criterios de cobertura
En general, el disen˜o de los casos de prueba se puede realizar desde dos
perspectivas: de caja blanca y de caja negra. Las pruebas de caja blanca, son
pruebas estructurales, conociendo el co´digo y siguiendo su estructura lo´gica,
se pueden disen˜ar pruebas destinadas a comprobar que hace correctamente
lo que el disen˜o de bajo nivel indica. Las pruebas de caja negra, se centran
en distintos mo´dulos, en encontrar los errores en un fragmento de co´digo,
por eso tambie´n son conocidas como pruebas funcionales, ya que se centran
en la entrada y en la salida.
En este trabajo perseguimos un disen˜o de caja blanca. Entre los crite-
rios de cobertura de caja blanca para expresiones lo´gicas destacamos los
siguientes [2, 1]:
Criterio de cobertura de sentencias: Comprueba que todas las senten-
cias del programa se ejecuten al menos una vez.
Criterio de cobertura de predicado o decisiones: Determina que todas
las sentencias obtienen todos los posibles valores.
Una condicio´n es una expresio´n booleana que puede tomar valor true o
false. Una decisio´n o predicado es una lista de condiciones conectadas
por los operadores lo´gicos ”and” y ”or”.
Por ejemplo para que el predicado p := (c1 ∧ c2) tome el valor cierto
tiene que cumplirse que c1 = true y c2 = true.
Para que p tome el valor falso, basta con que c1 o c2 tome el valor
falso.
Por tanto el conjunto C de casos de prueba que verifica el criterio de
cobertura de predicado ha de cumplir las dos siguientes reglas:
R1 : c1 = true ∧ c2 = true
R2 : c1 = false ∧ c2 = true
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Criterio de cobertura de condiciones: Este criterio, se basa en presentar
un nu´mero suficiente de casos de prueba, para que cada condicio´n en
una decisio´n, tenga al menos una vez, todos los resultados posibles.
Por ejemplo, para el predicado p := c1 ∧ c2, tenemos dos casos de
prueba iniciales:
R1 : c1 = true, c2 = false
R2 : c1 = false, c2 = true
Criterio de cobertura de condicio´n de decisio´n: Cada condicio´n de cada
decisio´n toma valores cierto y falso al menos una vez y cada decisio´n
toma valores cierto y falso al menos una vez.
As´ı, un conjunto C de casos de prueba para el predicado p := c1 ∧ c2,
cumple el criterio de cobertura de condicio´n decisio´n si verifica las
reglas:
R1 : c1 = true, c2 = true
R2 : c1 = false, c2 = false
Criterio de cobertura modificada de condicio´n decisio´n (MCDC): Este
criterio requiere que cada condicio´n afecte independientemente a cada
decisio´n. Por ejemplo, para un predicado p := (c1 ∧ c2), un conjunto
de casos de prueba cumple este criterio si verifica las siguientes tres
reglas:
R1 : c1 = true, c2 = true
R2 : c1 = false, c2 = true
R3 : c1 = true, c2 = false
Sera´ un conjunto que verifica MCDC.
Criterio de cobertura de condiciones mu´ltiples: Requiere un nu´mero
suficiente de casos de prueba, tal que todas las condiciones tomen valor
cierto y falso de manera que se recorra la tabla de verdad completa de
la decisio´n. Por tanto para el predicado p := (c1 ∧ c2), obtenemos las
siguientes cuatro reglas:
R1 : c1 = true, c2 = true
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R2 : c1 = false, c2 = true
R3 : c1 = true, c2 = false
R4 : c1 = false, c2 = false
En el campo de las bases de datos, el criterio de cobertura ma´s apropiado,
es el criterio SQLfpc (full predicate coverage) [4]. Este criterio, no es mas,
que el MCDC aplicado al caso particular de las consultas SQL.
El procedimiento para determinar las reglas que definen este criterio se
basa en un recorrido del a´rbol sinta´ctico del predicado a evaluar desde las
hojas hasta la ra´ız. Dada una condicio´n c, el objetivo es encontrar el valor
del resto de las condiciones del predicado p para que c determine el valor de
p.
1.2. Aportaciones
En este proyecto, implementamos las ideas presentadas en [4], en el siste-
ma DES (Data Educational System) [3]. Actualmente este sistema permite
generar de forma automa´tica casos de prueba individuales para una consulta
SQL que cumple el criterio de cobertura de predicado, lo que ha motivado
este proyecto. Este sistema se encuentra desarrollado en lenguaje Prolog, y
dispone de varios mo´dulos que permiten la gestio´n de bases de datos de-
ductivas y relacionales, permitiendo el uso del lenguaje SQL, tanto para la
definicio´n de datos, como para la manipulacio´n de los mismos.
Nuestra herramienta toma como entrada un esquema de bases de datos y
una vista SQL, produciendo como salida un conjunto de reglas de cobertura.
Este conjunto de reglas permitira´, por un lado, comprobar que un conjunto
de instancias de la base de datos cumple el criterio de cobertura SQLfcp, y
por otro lado, generar de forma automa´tica un conjunto de casos de prueba
que cumple dicho criterio.
1.3. Estructura del trabajo
Este documento esta dividido en 5 cap´ıtulos. En el cap´ıtulo 2 se explica
en rasgos generales el a´mbito de la herramienta y el lenguaje utilizado para
la realizacio´n de la misma. En el cap´ıtulo 3 se basa en las distintas reglas
de cobertura y las diferentes formas de generarlas segu´n la sema´ntica de la
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consulta. A lo largo del cap´ıtulo 4 se presenta la forma de ejecutar la herra-
mienta y los distintos pasos a seguir. Finalmente en el cap´ıtulo 5 nuestras
conclusiones tras haber desarrollado este proyecto y el trabajo que se podr´ıa
realizar en versiones futuras.
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Cap´ıtulo 2
Ana´lisis y disen˜o
En este cap´ıtulo, se define el entorno de aplicacio´n del proyecto. En
primer lugar, exponemos unos conceptos ba´sicos, que nos pueden resultar
u´tiles para la comprensio´n de este documento.
2.1. Bases de datos relacionales
Una base de datos relacional es una base de datos, en donde todos los
datos visibles al usuario, esta´n organizados estrictamente como tabla de
valores, y en donde todas las operaciones de la base de datos, operan sobre
estas tablas.
Una relacio´n se representa de la forma R(A1, . . . , An) donde R es el
nombre de la relacio´n y A1, . . . , An es un conjunto de atributos con do-
minio D1,D2, . . . ,Dn respectivamente. La relacio´n R(A1, . . . , An), se puede
representar simplemente como R. El conjunto de tuplas de una relacio´n, se
denomina instancia de la relacio´n. En el caso particular de SQL, una relacio´n
es una tabla o una vista. Los atributos son columnas, y las tuplas son las
filas. Se dice, que un atributo es base, si no depende de otros atributos. En
caso contrario se dice que es un atributo derivado. El conjunto de atributos
base de un atributo derivado F , se denota por battrs(F ). Un atributo es
anulable si puede tomar el valor NULL en la instancia de la base de datos.
As´ı el predicado booleano nullable(Ai) es cierto si el atributo Ai es anulable.
En SQL los predicados siguen una lo´gica trivaluada para permitir re-
presentar los valores nulos del modelo relacional. As´ı, un predicado es una
expresio´n de la lo´gica trivaluada que toma los valores cierto, falso e indefini-
do o nulo. Un predicado puede estar formado por variables de tipo booleano
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y no booleano. Los operadores lo´gicos que pueden aparecer en un predicado
son: {¬,∧,∨}. Un ejemplo de predicado podr´ıa ser:
P ≡ ((a < b) ∨ c) ∧ p(x))
Una cla´usula, es un predicado que no contiene ningu´n operador lo´gico.
Si partimos del ejemplo del predicado anterior, obtenemos tres cla´usulas, las
cuales son C1 ≡ (a < b), la funcio´n booleana C2 = p(x), y una variable
booleana C3 ≡ c.
El valor de un atributo Ai en una tupla dada toma el valor NULL si
y solo si su valor es desconocido en el momento en que se evalu´a dicho
atributo. Definimos el predicado booleano nl(Ai), como el predicado que
devuelve true, para aquellas tuplas en las cuales el atributo Ai toma el valor
NULL. Un predicado p, se dice que es base o ba´sico, si es una expresio´n lo´gica
trivaluada, que no contiene operadores lo´gicos. Se dice que es derivado, en
caso contrario. Dado un predicado p, el predicado bpreds(p), devuelve el
conjunto de todos los predicados ba´sicos en p.
Por ejemplo, el predicado p := A1 + A2 = 0 ∧ nl(A3) esta´ compuesto
por dos predicados base. Por tanto: bpreds(p) = {(A1 + A2 = 0), nl(A3)}.
El primer predicado base contiene dos atributos base, battrs(A1 + A2 =
0) = {A1, A2}. El segundo predicado tiene un atributo anulable, por tanto,
battrs(nl(A3)) = {A3}.
2.2. A´mbito de aplicacio´n
El prototipo de herramienta que hemos desarrollado, admite co´digo SQL
de definicio´n de datos, as´ı como, lenguaje de consulta de datos con las si-
guientes caracter´ısticas:
Restricciones de integridad: se tienen en cuenta las restricciones de in-
tegridad impuestas por el esquema de base de datos (claves primarias,
claves ajenas y restricciones de tipo NOT NULL).
Las consultas SQL admitidas tienen las siguientes caracter´ısticas:
• Consultas ba´sicas: las consultas ba´sicas, se representan como:
Z ←− R[p(A)]
Son consultas que acceden a una u´nica relacio´n de la base de da-
tos, y cuyo resultado es el conjunto Z de tuplas de la relacio´n R(A)
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que cumple la condicio´n expresada por el predicado p(A). Estas
consultas se representan en SQL mediante la siguiente expresio´n:
CREATE VIEW Z AS
SELECT *
FROM R
WHERE p(A)
Un ejemplo de las consultas ba´sicas ser´ıa:
CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE T.A >= 3
AND T.B = 0
• Consultas de combinacio´n: se representan como:
Z ←− R[p(A,B)]S
Se trata de consultas que combinan las filas de dos relaciones
(tablas o vistas). El resultado es el conjunto Z de tuplas de las
relaciones R(A) y S(B) que cumplen la condicio´n especificada en
el predicado p(A,B).
Podemos distinguir tres tipos:
◦ combinacio´n interna:
Z ←− R[p(A,B)]IS
Esta operacio´n, permite emparejar, filas o tuplas de distin-
tas tablas, haciendo el producto cartesiano completo, y luego
seleccionando las filas que cumplen la condicio´n de empare-
jamiento. So´lo se muestran las filas que aparecen en ambas
tablas.
◦ combinacio´n por la izquierda:
Z ←− R[p(A,B)]LS
Esta operacio´n, consiste en an˜adir al resultado del INNER
JOIN, las filas de la tabla de la izquierda, que no tienen
correspondencia en la otra tabla (rellenando los atributos de
la tabla de la derecha con los valores NULL).
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◦ combinacio´n por la derecha:
Z ←− R[p(A,B)]RS
Esta operacio´n consiste en an˜adir al resultado del INNER
JOIN, las filas de la tabla de la derecha, que no tienen co-
rrespondencia en la otra tabla (rellenando los atributos de la
tabla de la izquierda con los valores NULL).
Estas consultas se representan en SQL mediante la siguiente ex-
presio´n:
CREATE VIEW Z AS
SELECT *
FROM R INNER JOIN S ON P(A,B)
Por ejemplo:
CREATE VIEW Z AS
SELECT *
FROM T1 INNER JOIN T2
WHERE T1.A = T2.A
• Consultas de agregacio´n: se representan como:
Z ←− R[p(A)]///G[q(G,F )]
Mediante las consultas de agregacio´n es posible agrupar las tuplas
de la relacio´n R por un conjunto de atributos G a los denomina-
mos atributos de agrupacio´n. Sobre cada uno de los grupos de
tuplas es posible especificar una condicio´n de agregacio´n q, F es
el conjunto de atributos derivados de la forma f(A). Cada funcio´n
de agregacio´n f se aplica a las filas de cada uno de los grupos. Por
ejemplo la media aritme´tica AVG, ma´ximo MAX, mı´nimo MIN,
suma SUM, etc. Estas consultas se representan en SQL mediante
la siguiente expresio´n:
CREATE VIEW Z AS
SELECT G, F
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FROM R
WHERE p(A)
GROUP BY G
HAVING q(G,F)
Por ejemplo:
CREATE VIEW Z AS
SELECT T.C, SUM(T.B)
FROM T
GROUP BY T.C
HAVING SUM(T.B) > 150
TIPOS: los datos pueden ser de distintos tipos, de tipo entero INT,
tipo decimal FLOAT, o de cadena de caracteres CHAR.
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Cap´ıtulo 3
Generacio´n de reglas de
cobertura
3.1. Preliminares
Un predicado p se puede representar mediante un a´rbol sinta´ctico don-
de las hojas se corresponden con predicados ci ∈ bpreds(p) y los nodos
intermedios se corresponden los operadores lo´gicos ∨ , ∧ .
Por ejemplo, dado el predicado p := (c1 ∨¬c2)∧ (c3 ∧ c4), su represen-
tacio´n en forma de a´rbol es la siguiente:
∧
∧
c4c3
∨
¬c2c1
Condiciones de test: Las condiciones de test de una consulta ba´sica
es cada uno de los predicados ci ∈ bpreds(p). As´ı el valor de cada
condicio´n de test en el cada una de las tuplas del resultado de la
consulta puede tomar los valores cierto, falso o null.
Sea una consulta ba´sica R[p(A)]. Sea el predicado p de la forma p:=
p1 lop p2 lop .... lop pn, con lop ∈ {∨,∧} y cada pi un predicado base o
derivado. Definimos SIP (Sibling Independence Predicate) para cada
sub-predicado pi de la siguiente manera:
13
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SIP (pi) =
{ ∧i 6=jpj si lop es ∧
∧i 6=j¬pj si lop es ∨
El predicado independiente (IP) de p con respecto a la condicio´n de
test ci ∈ bpreds(p) es un predicado definido de forma recursiva de
siguiente manera:
IP (ci) := SIP (ci) ∧ IP (padre(ci))
NR (Null Reduction Transformation): Sea p un predicado, una con-
sulta ba´sica R[p(A)] y sea Ak ∈ battrs(p). Definimos NR(p,Ak) como
el predicado que se obtiene despue´s de eliminar de p todas las apari-
ciones ci ∈ bpred(p) tales que Ak ∈ battrs(ci). Por ejemplo si tenemos
la consulta R[(A1 = 0 ∧ A2 = 3) ∨ A1 = A2], obtenemos:
NR(p,A1) ≡ A2 = 3
NR(p,A2) ≡ A1 = 0
ΦT (p, ci): Transformacio´n positiva de p con respecto a ci. El ca´lculo se
define de la siguiente manera:
ΦT (p, ci) := ci ∧ IP (ci)
ΦF (p, ci): Transformacio´n negativa de p con respecto a ci. Se define de
la siguiente manera:
ΦF (p, ci) := ¬ci ∧ IP (ci)
ΦN(p, ci, Ak): Transformacio´n nula de p con respecto a ci y a Ak. Se
define de la siguiente manera:
ΦN(p, ci, Ak) := nl(Ak) ∧NR(IP (ci), Ak)
3.2. Reglas de cobertura para consultas ba´si-
cas
Sea la consulta R[p(A)] con ci cada uno de los predicados ba´sicos del
predicado p. El conjunto de reglas de cobertura ∆T (regla de cobertura
positiva), ∆F (regla de cobertura negativa) y ∆N (regla de cobertura del
nulo), se definen como:
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1. ∀ci ∈ bpreds(p) : ∆T (p, ci) := R[ΦT (p, ci)]
2. ∀ci ∈ bpreds(p) : ∆F (p, ci) := R[ΦF (p, ci)]
3. ∀ci ∈ bpreds(p),∀Ak ∈ battrs(ci) | nullable(Ak) : ∆N(p, ci, Ak) :=
R[ΦN(p, ci, Ak)]
Si el predicado ci es de la forma nl(A) o not(nl(A)), solo es necesario
generar las reglas asociadas a los puntos 1 y 3 que se corresponden respec-
tivamente a las transformaciones ΦT y ΦN .
Ejemplo: Sea la siguiente consulta ba´sica:
Z ← T [A = 1 ∧ (B + C = 2 ∨ C = B)]
La consulta anterior se representa en el lenguaje SQL con la siguiente ex-
presio´n:
CREATE VIEW Z AS
SELECT *
FROM T
WHERE T.A = 1 AND (T.B + T.C = 2 OR T.C = T.B)
En primer lugar determinamos los predicados ba´sicos del predicado de-
finido en la seccio´n WHERE de la consulta. As´ı,
bpreds(p(A = 1∧(B+C = 2∨C = B))) = {(A = 1), (B+C = 2), (C = B)}
Como se puede apreciar, hay tres predicados ba´sicos {c1 := A = 1, c2 :=
B + C = 2, c3 := C = B}.
A continuacio´n, con los predicados ba´sicos y los operadores lo´gicos, se puede
construir el siguiente a´rbol sinta´ctico:
∧
∨
c3c2
c1
Sea c1 := T.A = 1, c2 := T.B + T.C = 2 y c3 := T.C = T.B. Las reglas
de cobertura asociadas a la consulta son:
3.2. REGLAS DE COBERTURA PARA CONSULTAS BA´SICAS 16
1. Reglas de cobertura positivas:
R1. ∆T (p, c1) = T [(T.A = 1) ∧ (c2 ∨ c3)]
R2. ∆T (p, c2) = T [(T.B + T.C = 2) ∧ (¬c3 ∧ c1)]
R3. ∆T (p, c3) = T [(T.C = T.B) ∧ (¬c2 ∧ c1)]
2. Reglas de cobertura negativas:
R4. ∆F (p, c1) = T [¬(T.A = 1) ∧ (c2 ∨ c3)]
R5. ∆F (p, c2) = T [¬(T.B + T.C = 2) ∧ (¬c3 ∧ c1)]
R6. ∆F (p, c3) = T [¬(T.C = T.B) ∧ (¬c2 ∧ c1)]
Supongamos que el atributo B es anulable, es decir, B puede tomar el
valor NULL en la instancia de la base de datos. Como se puede apreciar,
el atributo B forma parte de los predicados ba´sicos c2 y c3, por lo que es
posible generar las reglas de cobertura del nulo asociadas a los predicados
c2 y c3 y el atributo B.
3. Reglas de cobertura del nulo:
R7. ∆N(p, c2, B) = T [nl(B) ∧ c1]
Lo primero que se hace es modificar el predicado p(A = 1∧ (B +
C = 2 ∨ C = B)), eliminando los predicados ba´sicos en los que
aparece el atributo B.
R8. ∆N(p, c3, B) := T [nl(B) ∧ c1]
A continuacio´n mostramos la representacio´n mediante lenguaje SQL de
las reglas de cobertura R1 - R8 para la consulta:
CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE T.A = 1 AND (T.B + C = 2 OR T.C = T.B)
R1(SQL). CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE T.A = 1 AND (T.B + T.C = 2 OR T.C = T.B)
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R2(SQL). CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE T.B + T.C = 2 AND (NOT T.C = T.B AND T.A = 1)
R3(SQL). CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE T.C = T.B AND (NOT T.B + T.C = 2 AND T.A = 1)
R4(SQL). CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE NOT(T.A = 1) AND (T.B + T.C = 2 OR T.C = B)
R5(SQL). CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE NOT (T.B + T.C = 2) AND (NOT T.C = T.B AND T.A
= 1)
R6(SQL). CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE NOT (T.C = T.B) AND (NOT T.B + T.C = 2 AND T.A
= 1)
R7(SQL). CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE T.B IS NULL AND T.A = 1
R8(SQL). CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
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WHERE T.B IS NULL AND T.A = 1
3.2.1. Reglas de cobertura con limites
Sea ci un predicado base de la forma a rop b, donde rop es un opera-
dor relacional en {=, 6=, >,≥, <,≤}. Si el dominio de ambos atributos es
nume´rico, las reglas de transformacio´n ΦT y ΦF son reemplazas por:
ΦB+(p, ci) := (a = b + 1) ∧ IP (ci)
ΦB=(p, ci) := (a = b) ∧ IP (ci)
ΦB−(p, ci) := (a = b− 1) ∧ IP (ci)
Las reglas de cobertura ΦT y ΦF se sustituyen por las siguientes reglas
de cobertura:
1. ci ∈ bpreds(p) : ∆B+(p, ci) := R[ΦB+(p, ci)]
2. ci ∈ bpreds(p) : ∆B=(p, ci) := R[ΦB=(p, ci)]
3. ci ∈ bpreds(p) : ∆B−(p, ci) := R[ΦB−(p, ci)]
En el ejemplo anterior los atributos A, B y C son nume´ricos, por lo que las
reglas de cobertura positivas y negativas sera´n sustituidas respectivamente
por sus reglas con limites.
1. Para la cla´usula c1 las reglas de cobertura asociadas a la consulta son:
R1. ∆B+(p, c1) := T [(A = 2) ∧ c2 ∨ c3]
R2. ∆B=(p, c1) := T [(A = 1) ∧ c2 ∨ c3]
R3. ∆B−(p, c1) := T [(A = 0) ∧ c2 ∨ c3]
2. Para la cla´usula c2 las reglas de cobertura asociadas a la consulta son:
R4. ∆B+(p, c2) := T [(B + C = 3) ∧ c3 ∧ c1]
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R5. ∆B=(p, c2) := T [(B + C = 2) ∧ c3 ∧ c1]
R6. ∆B−(p, c2) := T [(B + C = 1) ∧ c3 ∧ c1]
R7. ∆N(p, c2, B) := T [nl(B) ∧ c1)]
A continuacio´n mostramos la representacio´n mediante lenguaje SQL de
las reglas de cobertura R1 - R7 para la consulta:
CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE T.A = 1 AND (T.B + T.C = 2 OR T.C = T.B)
R1(SQL). CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE T.A = 2 AND (T.B + T.C = 2 OR T.B = T.C)
R2(SQL). CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE T.A = 1 AND (T.B + T.C = 2 OR T.B = T.C)
R3(SQL). CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE T.A = 0 AND (T.B + T.C = 2 OR T.B = T.C)
R4(SQL). CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE T.B + T.C = 3 AND ( NOT T.C = T.B AND T.A = 1)
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R5(SQL). CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE T.B + T.C = 2 AND ( NOT T.C = T.B AND T.A = 1)
R6(SQL). CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE T.B + T.C = 1 AND ( NOT T.C = B AND T.A = 1)
R7(SQL). CREATE VIEW Z AS
SELECT T.A, T.B
FROM T
WHERE T.B = NULL AND T.A = 1
3.3. Reglas de cobertura para consultas agru-
padas
Despue´s de generar las reglas de cobertura anteriormente descritas, se
explica el desarrollo y generacio´n de las reglas de cobertura para el operador
GROUP BY y HAVING.
3.3.1. Reglas de cobertura sin operador HAVING
Sea Z ← R[p(A)]///G una consulta agrupada, con G ⊆ A el conjunto de
atributos de agrupacio´n tal que G = {G1, . . . , Gn}. Sea B ∈ A el conjunto de
atributos que aparecen en las funciones de agrupacio´n de la seccio´n SELECT.
Para la consulta Z se generan las reglas de cobertura ΦT , ΦF y ΦN como se
indica en la Seccio´n 3.2. De forma adicional se generan las siguientes reglas
de cobertura relacionadas con el conjunto de atributos G y B:
1. ∆G := R[p(A)]///G[count(∗) > 1]
2. ∀Gi ∈ G,X = G−Gi : ∆G(Gi) := R[p(A)]///X[count(distinct(Gi)) >
1]
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3. ∀Bi ∈ B :
3.1) Si Bi es un atributo anulable:
• ∆G(Bi, 1) := R[p(A)]///G[count(distinct(Bi)) > 1 and count(Bi) >
count(distinct(Bi))]
• ∆G(Bi, 2) := R[p(A)]///G[count(distinct(Bi)) > 1 and count(∗) >
count(Bi)]
3.2) Si Bi no es un atributo anulable, se genera solo la regla de cober-
tura ∆G(Bi, 1).
Sea la siguiente consulta agrupada:
Z ← T [p(A)]///G
con p(A) := T.C = T.B + 1 y G = {T.A}
La consulta anterior se representa en el lenguaje SQL con la siguiente
expresio´n:
CREATE VIEW Z AS
SELECT T.A
FROM T
WHERE T.C = T.B + 1
GROUP BY T.A
Sea c1 := T.C = T.B+1. Las reglas de cobertura asociadas a la consulta
son:
1. Reglas de cobertura positivas:
R1. ∆T (p, T.C = T.B + 1) = T [T.C = T.B + 1]
2. Reglas de cobertura negativas:
R2. ∆F (p, T.C = T.B + 1) = T [¬(T.C = T.B + 1)]
3. Suponiendo que el atributo T.B es el u´nico atributo anulable, las reglas
de cobertura del nulo son:
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R3. ∆N(p, T.C = T.B + 1, B) = T [nl(B)]
4. Reglas de cobertura relacionadas con el conjunto de atributos G:
R4. ∆G := T [T.C = T.B + 1]///G[count(∗) > 1]
R5. ∆G(T.A) := T [T.C = T.B + 1]///X[count(distinct(T.A)) > 1],
con X = ∅
A continuacio´n mostramos la representacio´n mediante lenguaje SQL de
las reglas de cobertura R1 - R5:
R1(SQL). CREATE VIEW Z AS
SELECT T.A
FROM T
WHERE T.C = T.B + 1
GROUP BY T.A
R2(SQL). CREATE VIEW Z AS
SELECT T.A
FROM T
WHERE NOT(T.C = T.B + 1)
GROUP BY T.A
R3(SQL). CREATE VIEW Z AS
SELECT T.A
FROM T
WHERE T.B IS NULL
GROUP BY T.A
R4(SQL). CREATE VIEW Z AS
SELECT T.A
FROM T
WHERE T.C = T.B + 1
GROUP BY T.A
HAVING count (*) > 1
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R5(SQL). CREATE VIEW Z AS
SELECT T.A
FROM T
WHERE T.C = T.B + 1
HAVING count (distinct (T.A)) > 1
3.3.2. Reglas de cobertura con operador HAVING
Sea Z ← R[p(A)]///G[q(G,F )] una consulta agrupada, con G ⊆ A el
conjunto de atributos de agrupacio´n tal que G = {G1, . . . , Gn}. Sea B ∈ A el
conjunto de atributos ba´sicos incluidos en el conjunto de atributos derivados
F . As´ı, B contiene todos los atributos Bi ∈ A tal que Bi es un operando
de una funcio´n de agregacio´n f . Para la consulta Z se generan las reglas
de cobertura ΦT , ΦF y ΦN como se indica en la Seccio´n 3.2. tanto para
el predicado p(A) como para el predicado q(G,F ). De forma adicional se
generan las siguientes reglas de cobertura:
1. ∆G := R[p(A)]///G[q(G,F ) and count(∗) > 1]
2. ∀Gi ∈ G,X = G−Gi : ∆G(Gi) := R[p(A)]///X[q(G,F ) and
count(distinct(Gi)) > 1]
3. ∀Bi ∈ B :
3.1) Si Bi es un atributo anulable:
• ∆G(Bi, 1) := R[p(A)]///G[q(G,F ) and count(distinct(Bi)) >
1 and count(Bi) > count(distinct(Bi))]
• ∆G(Bi, 2) := R[p(A)]///G[q(G,F ) and count(distinct(Bi)) >
1 and count(∗) > count(Bi)]
3.2) Si Bi no es un atributo anulable, se genera solo la regla de cober-
tura ∆G(Bi, 1).
Sea la siguiente consulta agrupada:
Z ← T [p(A)]///G[q(G,F )]
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con p(A) := T.C = T.B + 1 , G = {T.A} y q(G,F ) := SUM(T.A) > 1
La consulta anterior se representa en el lenguaje SQL con la siguiente
expresio´n:
CREATE VIEW Z AS
SELECT T.A
FROM T
WHERE T.C = T.B + 1
GROUP BY T.A
HAVING SUM(T.A) > 1
Sea c1 := T.C = T.B+1. Las reglas de cobertura asociadas a la consulta
son:
1. Reglas de cobertura positivas para el predicado T.C = T.B + 1:
R1. ∆T (p, T.C = T.B + 1) = T [T.C = T.B + 1]
2. Reglas de cobertura negativas para el predicado T.C = T.B + 1:
R2. ∆F (p, T.C = T.B + 1) = T [¬(T.C = T.B + 1)]
3. Reglas de cobertura del nulo para el predicado T.C = T.B + 1:
R3. ∆N(p, T.C = T.B + 1, B) = T [nl(B)]
4. Reglas de cobertura positivas para el predicado SUM(T.A) > 1:
R4. ∆T (q, SUM(T.A) > 1) = T [SUM(T.A) > 1]
5. Reglas de cobertura negativas para el predicado SUM(T.A) > 1:
R5. ∆F (q, SUM(T.A) > 1) = T [¬SUM(T.A) > 1]
6. Reglas de cobertura relacionadas con el conjunto de atributos G:
R6. ∆G := T [T.C = T.B+1]///G[SUM(T.A) > 1 and count(∗) > 1]
R7. ∆G(T.A) := T [T.C = T.B+1]///X[SUM(T.A) > 1 and count(distinct(T.A)) >
1], con X = ∅
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A continuacio´n mostramos la representacio´n mediante lenguaje SQL de
las reglas de cobertura R1 - R7:
R1(SQL). CREATE VIEW Z AS
SELECT T.A
FROM T
WHERE T.C = T.B + 1
GROUP BY T.A
HAVING SUM(T.A) > 1
R2(SQL). CREATE VIEW Z AS
SELECT T.A
FROM T
WHERE NOT(T.C = T.B + 1)
GROUP BY T.A
HAVING SUM(T.A) > 1
R3(SQL). CREATE VIEW Z AS
SELECT T.A
FROM T
WHERE T.B = NULL
GROUP BY T.A
HAVING SUM(T.A) > 1
R4(SQL). CREATE VIEW Z AS
SELECT T.A
FROM T
WHERE T.C = T.B + 1
GROUP BY T.A
HAVING SUM(T.A) > 1
R5(SQL). CREATE VIEW Z AS
SELECT T.A
FROM T
WHERE T.C = T.B + 1
GROUP BY T.A
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HAVING NOT(SUM(T.A) > 1)
R6(SQL). CREATE VIEW Z AS
SELECT T.A
FROM T
WHERE T.C = T.B + 1
GROUP BY T.A
HAVING SUM(T.A) > 1 AND count (*) > 1
R7(SQL). CREATE VIEW Z AS
SELECT T.A
FROM T
WHERE T.C = T.B + 1
HAVING SUM(T.A) > 1 AND count (distinct (T.A)) > 1
3.4. Reglas de cobertura para consultas de
combinacio´n
Sea Z ← R[p]S una consulta de combinacio´n como las presentadas en la
seccio´n 2.2. A continuacio´n definimos las transformaciones de la combinacio´n
necesarias para definir las reglas de cobertura para este tipo de consultas.
ΦR[p]S(JT,R[p]S): Transformacio´n de la operacio´n JOIN. Sea R[p]S
una consulta de combinacio´n. Sea JT = {L,R, I} el conjunto de tipos
de operacio´n representando las operaciones left outer join, right ou-
ter join y full outer join respectivamente. La regla de transformacio´n
ΦR[p]S(JT,R[p]S) se define como:
ΦR[p]S(JT,R[p]S) = R[p]
JTS
Sean lattrs(p) y rattrs(p) el conjunto de atributos de la relacio´n izquierda
y derecha de la consulta respectivamente que aparecen en el predicado p.
ΦLOI(R[p]S): Transformacio´n de la operacio´n LEFT OUTER JOIN.
Sea R[p]S una consulta de combinacio´n. La regla de transformacio´n
ΦLOI(R[p]S) se define como:
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ΦLOI(R[p]S) := (∧Ai∈lattrs(p)¬nl(Ai)) ∧ (∧Bi∈rattrs(p)nl(Bi))
ΦROI(R[p]S): Transformacio´n de la operacio´n RIGHT OUTER JOIN.
Sea R[p]S una consulta de combinacio´n. La regla de transformacio´n
ΦROI(R[p]S) se define como:
ΦROI(R[p]S) := (∧Ai∈lattrs(p)nl(Ai)) ∧ (∧Bi∈rattrs(p)¬nl(Bi))
A continuacio´n definimos las transformaciones de la combinacio´n externa
por la izquierda y por la derecha en el caso de la existencia de atributos
anulables. Sea R[p]S una consulta de combinacio´n y p un predicado con
atributos anulables. Sean Ak y Bk cada uno de los atributos anulables tal que
Ak ∈ lattrs(p) y Bk ∈ rattrs(p). Se definen las siguientes transformaciones:
ΦNLOI(R[p]S, Ak): Transformacio´n de la operacio´n LEFT OUTER JOIN
con atributos anulables. La regla de transformacio´n ΦNLOI(R[p]S) se
define como:
ΦNLOI(R[p]S,Ak) := (∧Ai∈lattrs(p)−{Ak}¬nl(Ai))∧nl(Ak)∧(∧Bi∈rattrs(p)nl(Bi))
ΦNROI(R[p]S, Bk): Transformacio´n de la operacio´n RIGHT OUTER
JOIN con atributos anulables. La regla de transformacio´n ΦNROI(R[p]S)
se define como:
ΦNROI(R[p]S,Bk) := (∧Ai∈lattrs(p)nl(Ai))∧nl(Bk)∧(∧Bi∈rattrs(p)−{Bk}¬nl(Bi))
3.4.1. Reglas de cobertura para consultas de combi-
nacio´n
Sea Z ← R[p]S una consulta combinada. Para la consulta Z se generan
las siguientes reglas de cobertura:
1. ∆I(R[p]S) := ΦR[p]S(I, R[p]S)
2. ∆L(R[p]S) := ΦR[p]S(L,R[p]S)[ΦLOI(R[p]S)]
3. ∆R(R[p]S) := ΦR[p]S(R,R[p]S)[ΦROI(R[p]S)]
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En el caso de que aparezcan atributos anulables en el predicado p, se
definen las siguientes reglas de cobertura:
1. ∀Ai ∈ lattrs(p)\nullable(Ai) :
∆NL(R[p]S,Ai) := ΦR[p]S(L,R[p]S)[ΦNLOI(R[p]S), Ai]
2. ∀Bi ∈ rattrs(p)\nullable(Bi) :
∆NR(R[p]S,Bi) := ΦR[p]S(R,R[p]S)[ΦNROI(R[p]S), Bi]
Veamos un ejemplo. Sea la siguiente consulta agrupada:
Z ← T [A1 = B1]FS
donde F representa la operacio´n FULL OUTER JOIN.
La consulta anterior se representa en el lenguaje SQL con la siguiente
expresio´n:
CREATE VIEW Z AS
SELECT *
FROM T FULL OUTER JOIN S ON A1 = B1
Las reglas de cobertura asociadas a la consulta son:
1. Regla de cobertura asociada al inner join:
R1. ∆I(T [A1 = B1]
FS) := T [A1 = B1]
IS
2. Reglas de cobertura para el left outer join:
R2. ∆L(T [A1 = B1]
FS) := (T [A1 = B1]
LS)[¬nl(A1) ∧ nl(B1)]
3. Reglas de cobertura para el right outer join:
R3. ∆R(T [A1 = B1]
FS) := (T [A1 = B1]
RS)[nl(A1) ∧ ¬nl(B1)]
Supongamos ahora que el atributo A1 es anulable, las reglas de cobertura
asociadas a la consulta son:
1. Regla de cobertura asociada al inner join:
R1. ∆I(T [A1 = B1]
FS) := T [A1 = B1]
IS
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2. Reglas de cobertura para el left outer join:
R2. ∆NL(T [A1 = B1]
FS,A1) := (T [A1 = B1]
LS)[nl(A1) ∧ nl(B1)]
3. Reglas de cobertura para el right outer join:
R3. ∆R(T [A1 = B1]
FS) := (T [A1 = B1]
RS)[nl(A1) ∧ ¬nl(B1)]
A continuacio´n mostramos la representacio´n mediante lenguaje SQL de
las reglas de cobertura R1 - R3, en el caso de que todos los atributos son no
nulos:
R1(SQL). CREATE VIEW Z AS
SELECT *
FROM T INNER JOIN S ON A1 = B1
R2(SQL). CREATE VIEW Z AS
SELECT *
FROM T LEFT OUTER JOIN S ON A1 = B1
WHERE A1 IS NOT NULL AND B1 IS NULL
R3(SQL). CREATE VIEW Z AS
SELECT *
FROM T RIGHT OUTER JOIN S ON A1 = B1
WHERE A1 IS NULL AND B1 IS NOT NULL
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Cap´ıtulo 4
Pruebas de ejecucio´n
En este cap´ıtulo se mostrara´n dos ejemplos de consultas para las cuales
generaremos las reglas de cobertura de forma automa´tica mediante nuestro
prototipo de herramienta.
En dicha memoria se adjuntan un CD. Para que la herramienta imple-
mentada pueda realizar su funcio´n es necesario tener instalado el SICstus
Prolog VC9 4.1.2. En el CD se encuentra la carpeta des con toda la imple-
mentacio´n. En esta carpeta nos centraremos en dos ficheros principalmente,
el des crules.pl y el myex.sql. En el fichero des crules.pl es donde esta to-
da la implementacio´n llevada a cabo, y en el fichero myex.sql es donde se
encuentra la base de datos para realizar las diferentes pruebas.
Para realizar una ejecucio´n en nuestro sistema hay que seguir los siguien-
tes pasos:
Paso 1 Para comenzar ha utilizar nuestra herramienta tenemos que adecuar el
entorno. Lo primero es descargar la herramienta DES del CD adjunto
a este documento. A continuacio´n, debemos instalar SICstus Prolog
VC9 4.1.2. Una vez instalado el programa, se crea un acceso directo
en el escritorio. Nos situamos en dicho acceso directo y pulsamos el
boto´n derecho, elegimos la opcio´n propiedades y nos lleva a una pan-
talla en la cual hay que poner la ruta donde se encuentra la carpeta
”des”descargada anteriormente del CD, dicha ruta hay que especifi-
carla en Iniciar en.
Paso 2 Ejecutar SICStus Prolog y escribir la instruccio´n: [des].
Paso 3 En la misma consola, habilitar la opcio´n de lenguaje SQL, con el co-
mando: /sql
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Paso 4 Para crear la base de datos en el sistema DES se ejecuta el comando:
/process nombrearchivo.sql. Una vez se ha ejecutado esta instruccio´n,
ya se tiene cargada la base de datos en el sistema DES.
Paso 5 Para generar las reglas de cobertura para un consulta V es necesario
ejecutar el comando /test suite V . V es la vista para la cual se quiere
generar las reglas de cobertura. Si se quiere ejecutar con la opcio´n de
limites, tal y como se detalla en la Seccio´n 3.2.1, no es necesario poner
ningu´n para´metro adicional. Por el contrario, si se quiere generar las
reglas de cobertura sin limites, hay que escribir el siguiente coman-
do: /test suite V noboundaries. Por ejemplo, si se tiene una vista V
cargada en el sistema, y queremos generar sus reglas de cobertura sin
limites, el comando seria: /test suite V noboundaries.
Paso 6 Si todo se ha ejecutado correctamente, en la pantalla del entorno, nos
aparecera´n todas las reglas. Tambie´n se genera un fichero de texto en
la carpeta ”des”. El nombre del fichero se llama:
rules nombrevista opcionbounadries opcionesjoin.
En este fichero aparece toda la informacio´n sobre las reglas de cober-
tura que ha generado dicha vista. Las reglas aparecen agrupadas, en
cada grupo se muestra u´nicamente la parte que cambia de la consulta
inicial.
As´ı por ejemplo para las reglas de cobertura positivas ∆T solo se mues-
tra la parte del WHERE ya que es la u´nica que cambia. As´ı para todas
y cada una de las reglas de cobertura generadas.
A continuacio´n mostramos dos ejemplos de ejecucio´n.
Ejemplo 1:
Tabla:
CREATE OR REPLACE TABLE T (A int NOT NULL PRIMARY
KEY, B int NOT NULL, C int NOT NULL)
Consulta inicial (limites desactivados):
CREATE OR REPLACE VIEW Z AS
SELECT COUNT (T.C), AVG (T.A), T.C, SUM (T.B), AVG (T.B)
FROM T
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WHERE T.A >= T.B
AND T.C = 1
GROUP BY T.C, T.A, T.B
Reglas Generadas:
R1. CREATE VIEW Z AS
SELECT COUNT (T.C), AVG (T.A), T.C, SUM (T.B), AVG (T.B)
FROM T
WHERE T.A >= T.B
AND T.C = 1
GROUP BY T.C, T.A, T.B
R2. CREATE VIEW Z AS
SELECT COUNT (T.C), AVG (T.A), T.C, SUM (T.B), AVG (T.B)
FROM T
WHERE NOT (T.A >= T.B)
AND T.C = 1
GROUP BY T.C, T.A, T.B
R3. CREATE VIEW Z AS
SELECT COUNT (T.C), AVG (T.A), T.C, SUM (T.B), AVG (T.B)
FROM T
WHERE NOT (T.A >= T.B)
AND T.C = 1
GROUP BY T.C, T.A, T.B
R4. CREATE VIEW Z AS
SELECT COUNT (T.C), AVG (T.A), T.C, SUM (T.B), AVG (T.B)
FROM T
WHERE T.A >= T.B
AND NOT (T.C = 1)
GROUP BY T.C, T.A, T.B
R5. CREATE VIEW Z AS
SELECT COUNT (T.C), AVG (T.A), T.C, SUM (T.B), AVG (T.B)
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FROM T
WHERE T.A >= T.B
AND T.C = 1
GROUP BY T.C, T.A, T.B
HAVING count (*) > 1
R6. CREATE VIEW Z AS
SELECT count (*)
FROM T
WHERE T.A >= T.B
AND T.C = 1
GROUP BY T.A, T.B
HAVING count (distinct (T.C)) > 1
R7. CREATE VIEW Z AS
SELECT count (*)
FROM T
WHERE T.A >= T.B
AND T.C = 1
GROUP BY T.C, T.B
HAVING count (distinct (T.A)) > 1
R8. CREATE VIEW Z AS
SELECT count (*)
FROM T
WHERE T.A >= T.B
AND T.C = 1
GROUP BY T.C, T.A
HAVING count (distinct (T.B)) > 1
R9. CREATE VIEW Z AS
SELECT COUNT (T.C), AVG (T.A), T.C, SUM (T.B), AVG (T.B)
FROM T
WHERE T.A >= T.B
AND T.C = 1
GROUP BY T.C, T.A, T.B
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HAVING count (distinct (T.C)) > 1 AND count (T.C) > count (dis-
tinct (T.C))
R10. CREATE VIEW Z AS
SELECT COUNT (T.C), AVG (T.A), T.C, SUM (T.B), AVG (T.B)
FROM T
WHERE T.A >= T.B
AND T.C = 1
GROUP BY T.C, T.A, T.B
HAVING count (distinct (T.A)) > 1
AND count (T.A) > count (distinct (T.A))
R11. CREATE VIEW Z AS
SELECT COUNT (T.C), AVG (T.A), T.C, SUM (T.B), AVG (T.B)
FROM T
WHERE T.A >= T.B
AND T.C = 1
GROUP BY T.C, T.A, T.B
HAVING count (distinct (T.B)) > 1
AND count (T.B) > count (distinct (T.B))
Ejemplo 2:
Tabla:
CREATE OR REPLACE TABLE S (A int NOT NULL PRIMARY KEY,
B int, C int)
Consulta inicial (limites activados):
CREATE OR REPLACE VIEW Z AS
SELECT S.A, AVG(S.C)
FROM S
WHERE S.A + S.B + S.C >= 30
AND S.C +S.B < S.A
GROUP BY S.A
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HAVING count (S.C) > 1
Reglas Generada:
R1. CREATE VIEW Z AS
SELECT S.A, AVG(S.C)
FROM S
WHERE S.A + S.B + S.C = 31
AND S.C +S.B < S.A
GROUP BY S.A
HAVING count (S.C) > 1
R2. CREATE VIEW Z AS
SELECT S.A, AVG(S.C)
FROM S
WHERE S.A + S.B + S.C = 30
AND S.C +S.B < S.A
GROUP BY S.A
HAVING count (S.C) > 1
R3. CREATE VIEW Z AS
SELECT S.A, AVG(S.C)
FROM S
WHERE S.A + S.B + S.C = 29
AND S.C +S.B < S.A
GROUP BY S.A
HAVING count (S.C) > 1
R4. CREATE VIEW Z AS
SELECT S.A, AVG(S.C)
FROM S
WHERE S.B IS NULL
GROUP BY S.A
HAVING count (S.C) > 1
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R5. CREATE VIEW Z AS
SELECT S.A, AVG(S.C)
FROM S
WHERE S.C IS NULL
GROUP BY S.A
HAVING count (S.C) > 1
R6. CREATE VIEW Z AS
SELECT S.A, AVG(S.C)
FROM S
WHERE S.A + S.B + S.C >= 30
AND S.C +S.B < S.A
GROUP BY S.A
HAVING count (S.C) > 1
R7. CREATE VIEW Z AS
SELECT S.A, AVG(S.C)
FROM S
WHERE S.A + S.B + S.C >= 30
AND NOT (S.C +S.B < S.A)
GROUP BY S.A
HAVING count (S.C) > 1
R8. CREATE VIEW Z AS
SELECT S.A, AVG(S.C)
FROM S
WHERE S.B IS NULL
GROUP BY S.A
HAVING count (S.C) > 1
R9. CREATE VIEW Z AS
SELECT S.A, AVG(S.C)
FROM S
WHERE S.C IS NULL
GROUP BY S.A
HAVING count (S.C) > 1
38
R10. CREATE VIEW Z AS
SELECT S.A, AVG(S.C)
FROM S
WHERE S.A + S.B + S.C >= 30
AND S.C +S.B < S.A
GROUP BY S.A
HAVING count (S.C) > 1
R11. CREATE VIEW Z AS
SELECT S.A, AVG(S.C)
FROM S
WHERE S.A + S.B + S.C >= 30
AND S.C +S.B < S.A
GROUP BY S.A
HAVING NOT (count (S.C) > 1)
R12. CREATE VIEW Z AS
SELECT S.A, AVG(S.C)
FROM S
WHERE S.A + S.B + S.C >= 30
AND S.C +S.B < S.A
GROUP BY S.A
HAVING S.C IS NULL
R13. CREATE VIEW Z AS
SELECT S.A, AVG(S.C)
FROM S
WHERE S.A + S.B + S.C >= 30
AND S.C +S.B < S.A
GROUP BY S.A
HAVING count (S.C) > 1
AND count (*) > 1
R14. CREATE VIEW Z AS
SELECT count (*)
FROM S
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WHERE S.A + S.B + S.C >= 30
AND S.C +S.B < S.A
HAVING count (S.C) > 1
AND count (distinct (S.A)) > 1
R15. CREATE VIEW Z AS
SELECT S.A, AVG(S.C)
FROM S
WHERE S.A + S.B + S.C >= 30
AND S.C +S.B < S.A
GROUP BY S.A
HAVING count (S.C) > 1
AND count (distinct (S.C)) > 1
AND count (S.C) > count (distinct (S.C))
R16. CREATE VIEW Z AS
SELECT S.A, AVG(S.C)
FROM S
WHERE S.A + S.B + S.C >= 30
AND S.C +S.B < S.A
GROUP BY S.A
HAVING count (S.C) > 1
AND count (distinct (S.C)) > 1
AND count (*) > count (S.C)
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Cap´ıtulo 5
Conclusiones y trabajo futuro
5.1. Conclusiones
En el sector de la informa´tica la parte ma´s importante es la fase de
pruebas, sin ella no ser´ıa posible la deteccio´n, y despue´s correccio´n de errores
en las aplicaciones.
Tras la realizacio´n de nuestro proyecto, nos damos cuenta que esta de-
teccio´n de errores y futuras correcciones, no ser´ıa posible si no se dispone de
una serie de casos de prueba que pueden determinar si existe algu´n error.
Nuestro proyecto ha consistido en la bu´squeda de estos casos de prueba
y que se cumplan una serie de reglas de cobertura. Gracias a estas reglas se
podra´ encontrar mejores casos de prueba, es decir, cuanto menos casos de
prueba, es ma´s o´ptimo.
La eleccio´n de estas reglas de cobertura que son generadas, dependen de
la sema´ntica de la consulta, tabla o vista en lenguaje SQL.
El desarrollo de esta herramienta debe ser una aportacio´n al campo de
las bases de datos relacionales. En definitiva que se establezca una forma de
generar casos de prueba en las bases de datos.
Esta aportacio´n se podra´ ver reflejado en el trabajo futuro 5.2.
5.2. Trabajo futuro
Despue´s del trabajo realizado hemos identificado una serie de pasos para
ampliar este prototipo.
Se ha clasificado en dos partes, la primera parte corresponde con el tra-
bajo inmediato sobre nuestro proyecto, as´ı como la manera de ampliarlo, y
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la segunda parte corresponde al trabajo futuro y a la forma de emplear este
proyecto.
TRABAJO INMEDIATO
1. Relaciones:
Actualmente en nuestra aplicacio´n existen limitaciones para la sintaxis
SQL. Para ampliar esta sintaxis es necesario permitir la definicio´n de
consultas con ma´s de dos relaciones. En este momento so´lo se pueden
generar consultas con una tabla, o dos si es de tipo JOIN.
2. Multiples Relaciones :
En este proyecto so´lo se contempla las relaciones de dos tablas, de este
modo se podr´ıa desarrollar, la forma de relacionar mas de dos tablas
o vistas,por el conjunto de varios atributos de dichas tablas o vistas.
3. Operadores Join dentro de la SELECCIO´N:
Este tipo de operador es muy comu´n en el mundo de las bases de datos,
ya que se puede aplicar una condicio´n a un atributo involucrado en una
relacio´n entre tablas,como puede pasar en las consultas de exclusio´n,
las cuales tienen la siguiente forma:
SELECT *
FROM T RIGHT OUTER JOIN B on T.c=B.m
WHERE B.m = null
De esta forma habr´ıa que aumentar el co´digo para incluir este tipo de
consultas.
4. Expresio´n CASE:
Existe una funcio´n que actu´a como un ”ifthenelse”, esta funcio´n es
u´til para comparar un atributo con uno o varios datos y se mostrar´ıa
en una consulta de la siguiente manera:
CASE WHEN p1 THEN v1
WHEN p2 THEN v2
ELSE v3
END CASE
Para la inclusio´n en nuestro proyecto ser´ıa un proceso costoso, debido
a que es un caso totalmente no reflejado en este proyecto, y se deber´ıa
convertir en disyunciones, es decir cada THEN por un ∨ u ”OR”.
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5. Consultas anidadas:
Habitualmente en las bases de datos se utilizan consultas anidadas,
las cuales consisten en utilizar consultas dentro de consultas como se
muestra a continuacio´n:
SELECT *
FROM T
WHERE m IN (SELECT n FROM B)
De esta forma, para la utilizacio´n de dichas consultas hay que aumentar
la sintaxis de SQL permitida en este proyecto, tener en cuenta las
condiciones (IN,EXISTS,ALL,SOME,ANY).
TRABAJO FUTURO
1. Optimizacio´n de reglas generadas:
Nuestro proyecto muestra la salida en un lenguaje poco legible para
personas que no este´n relacionadas estrechamente con la aplicacio´n, de
esta forma como tarea futura se podr´ıa transformar la cadena generada
que muestra la salida, en lenguaje legible.
2. Creacio´n de una interfaz gra´fica:
Como trabajo final se podr´ıa utilizar nuestro proyecto para la crea-
cio´n de una interfaz gra´fica como medio de interaccio´n directa con el
usuario.
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