Abstract-Predesigned cores and reusable modules are popularly used in the design of large and complex application specific integrated circuits (ASICs 
I. INTRODUCTION
T HE ADVANCES of silicon manufacturing technologies and computer-aided design systems have helped with the integration of large and complex systems into application specific integrated circuits (ASICs). This large scale integration has made today's ASICs more powerful than ever before. It has also made the testing of these ASICs ever more challenging and expensive.
The primary cost factors of ASIC testing include test development effort, test application time, test data volume, and tester costs. Test development effort includes the engineering effort and computer resources for achieving a given coverage. Long test application time reduces production throughput and, thus, translates into additional production cost. Large test data can also translate into extremely long test-time when the test data exceeds tester memory depth and requires reload from much slower mass storage during test. The costs of testers for each chip depend very much on the life expectancy of the testers. Any design for testability (DFT) technique that helps extend the life of testers helps reduce the costs of testing.
Compared to functional tests, scan-based tests are very efficient at achieving high fault coverage with short development cycle and short test-time. In recent years, scan-based tests, especially full scan tests, have been widely accepted by the industry. In scan tests, the test-time is usually determined by the number of test vectors and the length of the longest scan chain in the design. For a given design, the more scan chains allowed in an ASIC to test in parallel, the shorter the test-time becomes. Due to large test vector depth, only a limited number of tester channels are equipped to support scan tests, thus, limiting the number of scan chains allowed in ASICs. The number of scan chains allowed are usually 8, 16, 32, or 64. As the number of scan chains is limited, the scan chain lengths grow as design size increases, thus requiring longer test-time. For many of today's large designs, the test-time and test data volume have become unacceptable from a cost point of view [6] . In recent years, there has been a growing interest in reducing test data volume and test-time to reduce the test costs in ASIC production. In [12] , a test point insertion technique, which has been traditionally used for fault coverage enhancement, was used to reduce the test vector count, thus reducing both test application time and test data volume. In [8] and [9] , several coding techniques were proposed to reduce test data volume. In [3] , [4] , and [6] , new scan test structures were proposed to reduce test data volume and test-time. In [5] , a built-in multiple input shift register (MISR), known as an on-product MISR (OPMISR), was used for test response compaction during a scan test in a similar way as an MISR is used in logic built-in self-test (BIST). This technique relieves the tester channels that are otherwise used for storing test response references and use them for test stimulus storage instead. This essentially doubles the bandwidth of testers and reduces the test data storage requirement to half. Coupled with a "run-length" coding technique described in [5] , the OPMISR achieves significant results in both test application time and test data volume reduction. However, it does not reduce test generation efforts.
This paper proposes an alternative solution for ASICs with multiple identical modules or cores. The proposed solution not only significantly reduces test application time and test data volume, but also test generation efforts as well. ASICs with identical modules or cores are often seen in parallel processing systems, where computational power or bandwidth demand can easily be satisfied with simple parallelism. For example, as many telecommunication systems evolve into larger integration to provide higher bandwidth and lower costs, it is typical that many ASICs in these systems consist of multiple major blocks or cores that are functionally identical. For example, an OC192 ASIC can be made of four identical OC48 cores; an OC768 ASIC in turn can consist of four identical OC192 cores. Some ASICs contain 16 or more identical cores. In most cases, these identical cores make up a significant portion of the ASICs. For example, four identical OC48 cores in an OC192 ASIC make up over 95% of the total gate count. Traditionally, test generation for these designs ignores the existence of such identical cores. As a result, it yields a large number of test vectors with long scan chains, which translates into large data storage requirements and long test-time on testers. In addition, this approach also consumes a large amount of computer resources. This paper presents a technique that takes advantage of identical modules or cores to reduce test application time and test data volume.
Techniques that take advantage of identical circuits have been explored for many other aspects of DFT. In [1] , a proprietary test access port (TAP) controller was used to test identical ASICs on a circuit board. In [2] , a wafer level test and diagnostic technique was presented, taking into consideration that dice on a wafer are usually identical. In [7] , identical circuits were explored for fault coverage enhancement in test generation.
The remainder of this paper is organized as follows. Section II presents the basic idea of the proposed identical core testing. Section III discusses special requirements of core isolation for the identical core testing and presents some core isolation techniques. Section IV presents the overall DFT structure for testing ASICs with multiple identical cores and Section V discusses the test generation for the cores and glue logic. Section VI discusses some practical issues when using the proposed technique such as fault diagnostics, etc. Section VII discusses a few variations of the proposed technique for further improvements. In addition, cost analysis is also presented in this section. Finally, Section VIII presents a case study and Section IX summarizes this paper and offers concluding remarks.
II. BASIC IDEA OF IDENTICAL CORE TESTING
The basic idea of the proposed technique is to apply identical test stimuli to all the identical cores at the same time. Since the stimuli are the same and the cores are identical, the test output sequences from all the cores are identical as well if the cores are free of defects and properly isolated during testing. Otherwise, a fault or faults have been detected. Therefore, instead of evaluating test responses from all cores to determine whether the ASIC is good, we can have the output sequences from the cores compared against each other bit by bit. Any mismatch indicates the detection of a fault or faults in one or more cores.
With the above proposal, the problem of testing multiple cores is simplified to testing one core. This, in turn, translates into savings, not only in test application time and test data volume, but also in test generation efforts. From a test data volume point of view, instead of storing test data for all cores, we only need to store the data for one. From a test application time point of view, the savings come from the following. Suppose that each core has one scan chain of length and we use tester channels to test cores. With the proposed technique, we only need two channels to test cores, one for providing test stimuli to all cores and the other for evaluating test responses. The tester channels relieved can be used to support more but much shorter scan chains for test-time reduction. For example, we can split the single scan chain of length in each core into shorter scan chains of length each. Testing all the short scan chains from all cores in parallel with the same tester channels reduces the test application time by a factor of . The saved tester channels can also be used to test the glue logic that surrounds the cores.
III. CORE ISOLATION FOR IDENTICAL CORE TESTING
To test any core-based design, we need to consider the following factors: 1) how to isolate the cores from their surrounding glue logic during core testing; 2) how to access the cores from a tester to provide test stimuli and observe test responses; 3) how to isolate and test the glue logic; and 4) how to test the interface between the cores and the glue logic.
Many core isolation techniques have been proposed, such as those described in [13] - [15] . These techniques all satisfy the above requirements. However, they do not guarantee that a flip-flop used in the core isolation always captures the same value as its counterparts in all other cores during core test. As a result, these techniques do not directly support the proposed identical core testing due to the bit-wise comparison of test responses from different core instantiations.
To support the bit-wise test response comparison, the proposed technique imposes a special core isolation requirement in addition to what is needed for conventional core test. That is to ensure that each flip-flop in a core always captures the same value as its counterparts in all other cores of the same type. The following subsection provides such a solution. An improved solution is presented in Section VII-D later in this paper.
A. Core Isolation
In today's large and complex designs, registering all input/ouputs (I/Os) to and from a core has become a good design practice for fast timing closure during the integration of the cores into a design no matter whether the core is to be made hard or soft. Similarly to many other core isolation techniques, the core isolation for the identical core testing can make use of these core I/O registers with minor modifications.
In any core isolation, besides core access for normal operations, it also supports two test modes, namely, IN-TEST and EX-TEST modes. The IN-TEST mode is the mode where the cores are tested. The EX-TEST mode is the mode where the isolation is used to test the glue logic and its interface with the cores. Fig. 1 shows an input flip-flop and an output flip-flop that can be used as a core isolation for the identical core testing.
During the core test, all input flip-flops are used to provide test stimuli to the core and all output flip-flops are used to capture the test responses from the core. When scan mode SM , the flip-flops capture core test responses. With the circuit shown in Fig. 1 , the output flip-flops capture core test responses and the input flip-flops will always capture logic one since IN-TEST=1. This ensures that the test response sequences from all cores be identical when the cores are free of defects and provided with identical test vectors.
During the glue logic test, the output flip-flops of the core are used to provide test stimuli and the input flip-flops are used to capture the test responses. The values captured in the output flip-flops of the core, however, can be unknown. If the automatic test pattern generation (ATPG) used is unable to handle unknowns, measures must be taken to ensure the captured values are defined in the EX-TEST mode as well. Such an example is shown in Fig. 2 , where the output flip-flop always captures logic one in the EX-TEST mode. Note that the EX-TEST mode does not require a dedicated mode control signal. Once test mode (TM)
, it is in either IN-TEST or EX-TEST mode depending on the value of IN-TEST.
For core I/O signals that cannot be registered for whatever reason, a test structure, shown in Fig. 3 , must be inserted. If tristate signals exist, measures must be taken to ensure that no bus contention occurs during any test mode.
B. Preparing Cores
In order to test the cores in parallel, proper isolation of the cores as shown in the previous section is sufficient. However, in order to minimize test-time for the glue logic and the interface between the cores and the glue logic, care must be taken in preparing the cores.
During the EX-TEST mode, the only core flip-flops that participate in the test are those that register the core I/Os. In comparison to the total number of flip-flops in a core, the number of these core boundary flip-flops is usually very small. Therefore, to minimize the test-time for the glue logic and the interface, it is recommended in the design of a core to create a core boundary scan chain that contains only core boundary flip-flops.
During the EX-TEST mode, the core boundary scan chain from each core can be merged with the scan chains in the glue logic. During the IN-TEST mode when a core is tested, the core boundary scan chain can be merged with core internal scan chains to provide multiple balanced scan chains for optimal core test-time.
Core boundary scan chains can be created in different ways. One is to place all core I/O flip-flops in a core I/O module for scan insertion. Another is to use a scan flip-flop order control file during scan insertion that defines which scan chain and at which position on the scan chain each flip-flop is to be placed.
IV. TESTING ASICs WITH IDENTICAL CORES
A complete solution for an ASIC with embedded cores must provide coverage for the cores, the glue logic as well as interface between the cores and the glue logic. With the basic idea and core isolation presented in the previous sections, this section shows how to test an ASIC with multiple identical cores. This section presents the overall structure for testing ASICs with multiple identical cores. Test generation for the cores and the glue logic and the interface will be discussed in a separate section later in this paper.
For simplicity, this section uses an example of two cores. However, this technique is applicable to testing multiple cores. In fact, the more identical cores there are in a design, the more efficient the proposed technique becomes. Fig. 4 shows the overall structure for testing identical cores. In Fig. 4 , there are two identical cores, each with four scan chains 0, 1, 2 and B, where B is the core boundary scan chain. As shown, the core boundary scan chain B is merged in the example with the core internal scan chain 0 during core testing.
A. Testing Identical Cores
Each 1-det is a 1 detector. When , the 1 detector resets to logic 0. It remains in logic 0 when as long as no logic 1 is detected at its input. Otherwise, the 1 detector goes to logic 1 and remains in logic 1 until the end of core testing or is set to zero for other reasons. The 1-detectors can be shared among all cores. The 1-detector enable control is for avoiding bit-wise comparison of unknowns shifted out of the scan chains during the application of the first test vector.
The content of each 1-detector is further captured by a scan flip-flop that feeds an ASIC scan output pin as shown in Fig. 4 . If all cores are good, the content of each 1-detector should always be zero. Therefore, any logic 1 shifted out from the corresponding scan flip-flops indicates the detection of faults by a previous test vector or vectors. This information can be used to terminate a test on tester to save test-time.
The capture of the 1-detector's content as shown in Fig. 4 makes the equivalent scan chain lengths for the primary core (that is the core connected between ASIC scan input and output pins) one bit longer than its counterparts in other cores. However, this does not affect the bit-wise comparison because the comparison is performed before these additional scan flip-flops.
The proposed identical core testing works as follows. 1) Set IN-TEST and detector enable . 2) Apply the first test vector to all the scan chains in all cores simultaneously. 3) Capture the test response to the first test vector and the contents of the 1-detectors, which should be 0 since the 1-detectors have not been enabled; in the meantime, set detector enable to enable the bit wise comparison. 4) Scan in the next test vector and simultaneously scan out the test response captured in the scan chains and compare them against each other; any mismatch will trigger the 1-detector or detectors; any miscomparison at the ASIC scan output pins SO , SO , and SO also indicates the detection of faults and can be used to terminate the test. 5) Repeat step four until all test vectors have been applied. The 1-detector enable control can be provided in different ways. The principle is to enable the 1-detectors only after all the unknowns have been flushed out of the core scan chains. Fig. 5 shows an example 1-detector enable control circuit alone with a 1-detector. The test reset signal TRSTN for an IEEE 1149.1 TAP controller can be used for the rst used in Fig. 5 to reset the 1-detector enable control. After reset, the 1-detector is disabled. At the detection of the first falling edge of scan mode (SM), the 1-detector is enabled. It remains enabled until the end of the test. The enable control shown in Fig. 5 can be slightly modified to enable the 1-detector at the falling edge of SM. As mentioned earlier, the purpose of the detector enable control is to avoid the bit-wise comparison of unknowns during the application of the first test vector. With the circuit shown in Fig. 5 , SM until the first vector is shifted in position, during which period the 1-detectors are all disabled. Once the first vector is shifted in position, SM transits from one to zero for one cycle to capture the test response to the first vector. This first falling edge of SM forces the enable control to one and remains at one to enable the bit-wise comparison for the rest of the core test.
In general, one enable control circuitry can be shared among all 1-detectors as long as the sharing does not create routing congestion. Otherwise, the enable control can be distributed. Similarly, each 1-detector can be shared among all cores or distributed.
Sometimes, a flush test is used as a quick test to verify scan chain integrity before ATPG test vectors are applied. In this case, the circuit shown in Fig. 5 ignores the flush test results before the first test vector is applied. Fortunately, the integrity of the scan chains are covered by scanning in and out a large number of test vectors and their test responses. Alternatively, the flush test can be conducted with a mechanism to be discussed in Section VI-A or the enable control be modified such that the 1-detectors are enabled only after all unknowns are flushed out during the flush test.
B. Testing Glue Logic and Core Interface
To test the glue logic and the core interface, the core must be placed into the EX-TEST mode. In this mode, set IN-TEST and TM to the cores to ensure the connection of the core boundary scan chain.
In this test mode, only the core boundary scan chains are required in addition to the scan chains in the glue logic. The use of the core boundary scan chains is quite flexible. They can be treated just as any other scan chain segment in the glue logic. For example, the core boundary scan chains from all the cores can be concatenated to form a longer chain. Alternatively, each core boundary scan chain can be merged with the scan chains in the glue logic. Fig. 6 shows an example EX-TEST configuration where the core boundary scan chains are concatenated, with the glue logic shown in the shaded block.
As shown in Fig. 6 , the two scan chains in the glue logic as well as the merged core boundary scan chains and a third glue logic scan chain are connected to the ASIC scan outputs , , and . The core internal scan chains are not used. The outputs from the core scan chains 0, 1, and 2 are disconnected from the ASIC scan outputs, using multiplexers not shown here. In Fig. 6 , the unused core internal scan chains are connected to the ASIC scan inputs. In fact, they can be connected to logic 0 in the EX-TEST mode to reduce power consumption during test.
Since core boundary scan chains participate in testing the glue logic, the interface between the cores and the glue logic is implicitly covered as well during the EX-TEST mode. 
V. TEST GENERATION
This section discusses the test generation for both the cores and the glue logic. For core test generation, there exist basically two methods. One is to generate test vectors for a stand-alone core and then translate the vectors for chip-level applications. For third party cores, this method is likely the only solution. The other method is to generate the test vectors with the cores embedded in the chip. This way, the generated test vectors are readily applicable at chip level. The downside is a slight CPU time increase for ATPG rule checking as compared to the first method. However, this CPU time increase is minimal. This is because the ATPG will remove all the logic other than the primary copy of the core from further consideration once its rule checking identifies the logic as "unused" in the core test mode.
Generating test vectors for a stand-alone core is straightforward. This section focuses on the second method, i.e., test generation with the cores embedded in the design.
A. Core Test Generation
When generating tests for the cores, we want the ATPG to see only the primary copy of the core that is connected between the ASIC scan inputs and outputs and nothing else. To do so, we would have to hide away all other instances of the core and the glue logic (except the scan flip-flops used to capture the 1-detectors as shown in Fig. 4) .
For most commercial ATPGs, this can be accomplished simply by setting the constants IN-TEST and TM and modeling the 1-detectors as constant zero. Under such a setup, an ATPG will not generate tests for any flip-flop or combinational logic that are not accessible from the ASIC scan input and output pins. In our case, the ATPG will generate vectors only for the primary copy of the core, the scan flip-flops for monitoring the 1-detectors and nothing else. The generated tests for the primary copy of the core are readily applicable at the ASIC level. All the other instances of the core are tested implicitly when the test of the primary one is carried out.
Although most ATPG can handle unconnected scan chains properly, some ATPG may require access to all flip-flops from the ASIC scan input and output pins. Otherwise, it will terminate with errors. In this case, the test generation requires more modeling work to hide away the unwanted logic from the ATPG. The specifics depend very much on the ATPG tools used. Therefore, we do not go into details in this paper.
B. Glue Logic Test Generation
Similar to the core test generation, when generating tests for the glue logic and the core interface, we want the ATPG to see only the glue logic and the core boundary scan chains. To do so, mode signals IN-TEST and TM must be set. If all core output boundary scan registers are isolated as shown in Fig. 2, setting IN-TEST and TM is adequate to have most ATPG ignore internal logic of the cores and generate test vectors only for the glue logic and the interface. Otherwise, the cores need be properly modeled. Core modeling for this purpose is straightforward, especially when all the I/O flip-flops are contained in a single core I/O module as recommended in Section III-B. To create such a model, we simply remove all modules other than the core I/O module from the core netlist. The unconnected input signals to the core output registers are taken care of as unknowns by the ATPGs.
The tests for the cores and the glue logic covers the entire ASIC without compromising the overall fault coverage. However, it does cut down the test generation effort a great deal. As discussed earlier in this section, the proposed technique uses a divide and conquer approach for test generation. It works on a small portion of the ASIC at a time. Moreover, it does not generate tests for every divided portion of the ASIC but rather generates tests only for one out of multiple cores plus the glue logic. As a result, it requires less test generation time as compared to that for the entire ASIC as a whole.
In addition to the savings of test generation efforts, the proposed test generation would often yield smaller test sets, which translates into further reduction of test-time and test data storage requirement.
VI. PRACTICAL CONSIDERATIONS
The previous sections have presented the basic idea for testing ASICs with identical cores. This section discusses a few practical considerations, such as diagnosis of the cores, routing, and timing closure for the core testing, etc.
A. Core Diagnosis
The ability to locate defects when a test fails is important in practice. With the technique presented in Fig. 4 , it is easy to detect a fault but difficult to pinpoint the location of the fault.
As a fault diagnostic mechanism, the chains from different cores can be selectively multiplexed out to the ASIC scan output pins. One such example is shown in Fig. 7 .
In Fig. 7 , set for core testing. For diagnosis, set for diagnosing the core on the left-hand side and set for diagnosing the core on the right-hand side. Once the multiplexers are set, any scan test diagnostic procedure commonly used in the industry is applicable to the diagnosis of the cores.
The signal core_sel can be provided from a user bit or test data register (TDR) bit of an IEEE 1149.1 TAP controller. In the case where more than two identical cores exist, we simply use multiple bits for the core_sel.
In addition to the diagnostics, the same mechanism shown in Fig. 7 can also be used for flush test of the scan chains. In this case, we can select one core at a time and apply the flush test to each core independently, thus, quickly verifying the scan chain integrity before applying ATPG vectors.
B. Testing the Bit-Wise Comparators
For the proposed technique to work, the bit-wise comparators must function correctly. If a comparator has a stuck-at-0 fault at its output, the test would always pass even if some cores are defective.
To ensure high test quality, the bit-wise comparators are tested during the EX-TEST mode. To do so, the comparators need be slightly modified as shown in Fig. 8 .
In Fig. 8 , input is connected to the output of a scan chain from one core while is connected to the output of the corresponding scan chain from another core. In IN-TEST mode,  TM and IN-TEST , the circuit shown in Fig. 8 behaves the same as the XOR gates and the 1-detectors shown in Fig. 4 . In EX-TEST mode, TM and IN-TEST , the output of the XOR gate shown in Fig. 8 is always one, which will force the 1-detector to logic 1. This verifies that the bit-wise comparator does not have a stuck-at-0 fault at its output. Stuck-at-1 faults at the comparators' outputs are implicitly covered in the core testing described in previous sections.
In EX-TEST mode, the 1-detectors can be placed on a scan chain. The captured value in these 1-detectors is always logic 1 if the comparators have no stuck-at-0 fault at their outputs. Alternatively, we could leave out these 1-detectors from any scan chain. The outputs of these 1-detectors are then captured by the scan flip-flops shown in Fig. 4 . As long as these scan flip-flops are on a scan chain in the EX-TEST mode, the stuck-at-0 faults of the comparators are covered.
C. Routing and Bit-Wise Comparison Retime
For fast timing closure, the cores are often built into subchips or hard cores. Due to the large dimensions of these cores, the scan in and scan out ports of one core may not be close to their counterparts in all other cores. Long routing may be needed for the bit-wise comparison. Although the routing for the bit-wise comparison is not worse than many other industrial DFT techniques such as the logic BIST [10] , [11] , the OPMISR [5] and the new scan scheme in [4] and [6] , it may sometimes create routing congestions or timing problems. This section provides two solutions to these problems.
1) Pipeline Bit-Wise Comparison:
Sometimes, it may take a long wire to feed a scan out from a core to the XOR gate in a comparator. If the wire is too long, it may take more than one cycle for the signals to propagate through, causing setup violations in the 1-detectors. For this problem, we could slow down the scan test clock at the expense of longer test-time. Alternatively, we can pipeline the scan out signals from the cores before feeding them to the XOR gate. However, we must ensure that each core scan chain going to the same XOR gate must have the same number of pipeline delays.
Scan inputs from the ASIC pins are fanned-out to all the cores. This may cause routing congestions but are less likely to cause timing problems for the scan chains since we can easily balance the fanout by using buffer trees or clock trees. In addition, we can also adjust input stimulus timing on the testers. However, if necessary, we can also pipeline the scan input signals before feeding them to the cores. During test generation, these pipeline flip-flops are considered part of the core scan chains (of course, the levels of pipeline must be identical for all cores). In other words, the core scan chains become slightly longer due the use of the pipeline flip-flops.
2) Distributed Bit-Wise Comparison: During the presentation of the identical core testing in previous sections, we seem to suggest bit-wise comparison of each core's output sequence against that from the primary copy of the core. In fact, if routing congestion is of concern, we can always compare the output sequence from one core against its neighbor or neighbors without compromising fault coverage. This is because we are aiming for random manufacturing defects. It is highly unlikely that two faulty cores produce identical output sequences due to random defects.
Furthermore, the distributed bit-wise comparison is capable of detecting defects or layout design errors of nonrandom na-ture. For example, a missing via, a shape design or shape processing error in a core layout design file will be replicated in all cores. As a result, all the cores will always produce identical but incorrect test responses. With the distributed bit-wise comparison, these types of core layout errors will still be detected because such errors exist in all cores, including the primary one, and the test responses from the primary core are monitored on a tester.
VII. DISCUSSIONS
This section discusses a few variations of the proposed technique for further improvement. In addition, the cost analysis of the proposed technique is presented.
A. Identical Core Testing Without 1-Detectors
In Fig. 4 , we suggested using the 1-detectors to capture the bit-wise comparison results. Alternatively, we could remove all the 1-detectors and the scan flip-flops shown in Fig. 4 and feed the output of each XOR gate to an ASIC scan output pin. Therefore, we can monitor the bit-wise comparison bit-by-bit on a tester, without incurring any additional test-time or test data.
The only additional work needed is in test generation. After test generation for a core as described in Section V, we now need to process the generated test vectors to replace the test response references generated by an ATPG with all zeros.
The advantage of this method is a slight reduction of the test latency. This is because a tester can now terminate a test as soon as it detects a bit mismatch rather than wait for a whole test vector before declaring a failure. In addition, this variation also supports flush test naturally.
The downside of this alternative as compared to that described in Fig. 4 is its inability of detecting defects or layout design errors of nonrandom nature such as those discussed in Section VI-C2. However, if the goal is to uncover random manufacturing defects, the fault coverage is not compromised.
B. Testing Without Bit-Wise Tester Monitoring
Another variation of the identical core testing is to use the 1-detectors without monitoring the test output sequence bit-by-bit on a tester. In Section IV, we use the 1-detectors to capture mismatches between cores. In addition, we also feed the scan chains from the primary core to ASIC scan output pins to be monitored on a tester. In fact, monitoring these scan output signals is redundant for the coverage of random manufacturing defects since the 1-detectors capture the test results for all cores, including the primary one.
As an alternative, we can further relieve the tester channels used for monitoring the primary core and use them to further speed up the test process. This is very similar to what was described in [5] . In [5] , a built-in MISR was used to capture the test results. Here, we use the 1-detectors to capture the test results. The saved tester channels can be used to store test stimulus to increase the number of scan chains tested in parallel, thus, further reducing test application time and test data storage by another factor of two.
In fact, this variation makes the identical core test fit very well into logic BIST, where the contents of the 1-detectors can be read out as part of the signatures at the end of a BIST session and test stimulus is to be provided from a built-in source.
Again, the downside of this variation as compared to that described in Fig. 4 is its inability to detect defects or layout design errors of nonrandom nature. However, for detecting random manufacturing defects, the fault coverage is not compromised.
C. Testing Cores and Glue Logic in Parallel
In most of our ASIC designs, we have good influence over the design of the cores. Therefore, we could increase the number of core scan chains to take advantage of the saved tester channels from the identical core testing. In the cases where the saved tester channels cannot be used to increase the number of core scan chains, we can use them to test part of the glue logic in parallel with the core testing, thus, further reducing the overall test-time.
In order to test the cores and the glue logic in parallel, we only need to connect all scan chains in the glue logic between the spare ASIC scan input and output pins during the IN-TEST mode. Since the glue logic is now accessible from the ASIC's scan input and output pins, the test vectors in the IN-TEST mode will cover not only all cores but also a majority of the faults in the glue logic. The faults that are not covered during the IN-TEST mode include the following:
• faults in the glue logic whose detection fully relies on the core boundary scan chain's input flip-flops as observation points; • faults in the glue logic whose detection relies on the corresponding outputs of different core instances being able to drive different values in a vector; • input interface going into the cores. The undetected faults can be covered during an EX-TEST mode. In the test generation for the EX-TEST mode, make sure to feed the ATPG with only the faults not detected during the IN-TEST mode. This way, the ATPG is likely to generate much less test vectors as compared to that described in Section V-B. As a result, the overall test application time is further reduced.
D. Cost Analysis and Improvement
The proposed technique reduces test-time and test storage requirements at the expense of very small hardware and performance costs.
From hardware point of view, the cost includes the core isolation, the bit-wise comparison as well as the 1-detector enable control. The 1-detector enable control as shown in Fig. 5 is very small. Furthermore, it can be shared among all cores. The cost of the bit-wise comparison and associated circuitry includes two flip-flops plus a few gates for each scan chain allowed on a tester. Since the number of scan chains is often limited, such cost is not significant. For the core isolation, the cost is a 2-input OR gate per core input as shown in Fig. 1 .
From performance point of view, the cost of the core isolation as shown in Fig. 1 introduces a gate delay on the functional path. Aside from small costs, another advantage of the core isolation shown in Fig. 1 is that it can be easily coded into RTL as part of the core functionality. Therefore, it does not require any special DFT insertion other than creating scan chains.
The performance and hardware costs due to the core isolation can be further reduced or virtually eliminated with a core isolation modified from those described in [10] . Fig. 9 shows a core input flip-flop and a core output flip-flop modified for core isolation.
The core isolation shown in Fig. 9 works as follows. During the IN-TEST mode, where IN-TEST , each input flip-flop ignores the functional data coming in from the glue logic. It captures data either from a core boundary flip-flop or from a core scan input pin. Since the test vectors are identical to all cores, the value captured in a core input flip-flop is always the same as its counterparts across all cores. Therefore, the core isolation supports the proposed bit-wise comparison of test responses.
In the EX-TEST mode, where TM and IN-TEST=0, the core output flip-flops drive the glue logic and the core input flipflops capture test results. In this mode, the output flip-flops ignore signals from core internal logic, thus, ensuring the values in the output flip-flops are always defined in the EX-TEST mode.
As compared to that shown in Fig. 1 , the core isolation shown in Fig. 9 imposes no performance penalty at all on functional paths. Furthermore, it requires only three gates for an entire core. If necessary, these three gates can be shared among all cores. The downside of the core isolation shown in Fig. 9 is the requirement of a DFT insertion tool that supports the structure as shown in Fig. 9 .
With the core isolation shown in Fig. 9 , the hardware costs of the proposed identical core testing are essentially reduced down to only two flip-flops plus a few gates for every scan chain allowed on a tester to implement the bit-wise comparison for an entire ASIC.
VIII. CASE STUDY
We implemented a slightly different version of the identical core testing technique in an ASIC. This section uses this ASIC as a case study and presents some results. To demonstrate the effectiveness of the proposed technique, we compare the result Some statistics of this ASIC are as follows.
• The total gate count is about two million gates plus memories.
• The total number of flip-flops is 174 803.
• The maximum number of scan chains allowed is eight. The ASIC is built with four subchips or hard cores and some glue logic. The four cores account for over 94% of the total gate count without considering memories. With the memories, the percentage goes beyond 95%. Although there are 174 803 flip-flops in the design, a vast majority of them come from the cores and only 12 027 flip-flops are from the glue logic. In other words, the glue logic has less than 7% of the total flip-flop count and less than 6% of the gate count. All I/O signals of each core are registered to form a 871-bit core boundary scan chain. Table I summarizes a comparison of test application time and storage requirement.
In Table I , the results of the identical core testing is shown under the column new technique while those for testing the ASIC flat is shown under the column entitled flat. Under the column new technique, the results are further split into two columns entitled core and glue, corresponding to the results of testing the four identical cores and those of testing the glue logic, respectively. The X 4 factor in the gate and flip-flop counts simply indicates that the core is replicated four times in the design. The longest scan chain in the glue logic includes the flip-flop count in the glue logic plus the four core boundary scan chains. The total test-time for the proposed technique is the sum of the test-times for the cores and for the glue logic. As shown in Table I , the proposed technique reduces the test application time and storage requirement by a factor of 5.10 when compared to testing the ASIC flat.
In addition to the savings in test application time and data storage requirements, the proposed technique also reduces test generation efforts. Table II compares the CPU time usage for the proposed technique and that for testing the ASIC flat.
In Table II , the CPU time for the new technique includes time for both the core and glue logic test generation. In the test generation with the proposed technique, the cores other than the primary one were all replaced with an empty shell model to minimize CPU time. As shown in Table II , the proposed technique reduces the test generation time by a factor of 1.78. Since the tool does not report computer memory usage properly, we do not have a number available. However, in order to generate tests for the flat ASIC, we had to move from a 32-bit operating system to a 64-bit operating system.
To be fair in comparing test generation efforts, the proposed technique does require a bit of additional work up front to instantiate the muxes and bit-wise comparators in the design phase. However, this additional work is well compensated by the savings in test application time and test data volume.
In general, the identical core testing technique is able to reduce test-time of the cores by a factor of if there exist identical cores in a design (the reduction factor will be should the variation in Section VII-B be used). However, the test-time reduction for a whole chip does rely on some other factors, such as the gate count ratio between the cores and the glue logic. Obviously, if the gate count of all the identical cores together is insignificant as compared to the rest of a design, the test-time reduction would not be significant. On the other hand, test-time reduction will be significant for designs where identical cores make up significant portion of the total gate counts.
In terms of test-power consumption, the identical core testing uses less power as compared to testing an ASIC flat. This is because the proposed technique always test a part of the ASIC at a time, either the cores or the glue logic but never both. However, when test-power consumption becomes an issue, we can always restrict to test a pair of cores at a time instead of all of them. In addition, other test-power reduction techniques such as those described in [15] and [16] can also be applied for power reduction.
IX. CONCLUSION
This paper presented an efficient DFT technique for testing ASICs with identical cores. It significantly reduces not only test application time and test data storage requirement but also test generation efforts as well. In many telecommunication ASICs, where identical cores usually constitute a significant portion of the designs, the proposed technique is extremely efficient. Test generation for the proposed technique is straightforward and uses commercially available tools. Compared to testing a whole ASIC flat, the test generation here requires much less computer resources and has faster turnaround time. This paper also discussed some practical issues, such as fault diagnosis, routings, etc. Solutions were provided. Several variations of the proposed technique were also discussed for further improvements, such as overlapping the test of cores and the glue logic. The proposed technique is also applicable to testing identical commercial cores as long as the cores are properly isolated. In addition to testing the ASICs on a tester, the identical core testing works very well for BIST as well. For further test-time reduction, many existing test-time reduction techniques such as those in [4] and [6] can be applied on top of the proposed technique.
