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Diplomová práce se zabývá problematikou aplikace Petriho sítí v oblasti projektování in-
formačních systémů. V rámci projektování jsou popsány základní pojmy, řízení projektu
a portfolia, standardy a metodiky projektování. Dále je probráno modelování projektů
a procesů. Je představen koncept modelování projektového portfólia, procesů a zdrojů po-
mocí objektově orientovaných Petriho sítí. Následně je naimplementován a otestován systém
rozvrhování zdrojů v portfoliu. Závěrem jsou diskutována jeho rozšíření.
Abstract
Master’s thesis deals with Petri nets application in domain of information systems project
planning. The design describes the basic concepts of project and portfolio management,
standards and methodologies. Is introduced the concept of project, portfolio and resource
modelling through Object-oriented Petri Nets. Then schedulling is implemented and tested.
Finally, the extensions are discussed.
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Diplomová práce se zabývá použitím Petriho sítí při projektování informačních systému,
přesněji při plánování rozvrhů pro zdroje. Projektování a řízení projektů je dnes velmi
rozšířené a mnoho organizací a firem již řeší své zakázky především formou projektů. S touto
problematikou je spojeno mnoho úskalí a důležitých znalostí a činností. Jednou z nich
je rozvrhování zdrojů na jednotlivé aktivity. Velmi důležitá je také možnost dozvědět se
o celém procesu co nejvíce informací před tím, než ještě reálně začne. Vhodnou metodou
je využití simulací pro rozvrhování zdrojů mezi projekty. K řešení simulací se dá použít
oblast teoretické informatiky, přesněji Petriho sítě. Protože se uvažuje o modelování reálných
objektů, jsou vhodné objektově orientované Petriho sítě, jejichž mechanismus spojuje sílu
objektové orientace a Petriho sítí.
Cílem práce je seznámení se s problematikou projektování informačních systémů, navrh-
nutí vhodného konceptu modelování projektového portfolia a jeho následná implementace
v nástroji Renew. Díky implementovaného systému má být možné flexibilně rozvrhovat
jednotlivé zdroje na činnosti v projektech, odsimulovat si chod celého systému (namodelo-
vaného portfolia) a následně prezentovat výsledky simulace.
Projektem a projektovým řízením využitelným především v oblasti informačních tech-
nologií a ve vytváření informačních systémů se zabývá druhá kapitola. Vyhrazen je prostor
také portfoliu projektů a řízení zdrojů v jeho rámci. Jsou také probrány a porovnány jed-
notlivé mezinárodně uznávané standardy projektování, dávající návod nebo jistý náhled
na tuto problematiku. Dále jsou zmíněny metodiky vývoje informačních systémů, jejich
výhody a důvody, proč je využívat.
Ve třetí kapitole jsou probrány notace využívané pro modelování procesů. Následně
na to jsou porovnány jednotlivé vhodné nástroje pro popis procesů a jejich modelování.
Nakonec jsou v této části zmíněny aplikace používané k řízení, prezentaci a vyhodnocování
projektů.
Další kapitola je vyhrazena konceptu modelování projektového portfolia. Představeny
jsou základní Petriho sítě a Petriho sítě vyšší úrovně. Je probráno téma objektové orien-
tace a představeny objektově orientované Petriho sítě, v nichž je daný koncept navrhnut
a modelován.
K modelování a implementaci je použit nástroj Renew, kterým se zabývá kapitola číslo
pět. Tento nástroj je jak k modelování vysokoúrovňových Petriho sítí, také k jejich simulaci.
Jsou představeny základní i pokročilé elementy sítí i specifika samotného nástroje, které lze
při modelování v Renew využít.
Kapitola šest je již vyhrazena implementaci konceptu projektového portfolia s rozvr-
hováním zdrojů. Je představeno několik pohledů na portfolio i projekt pomocí objektově
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orientovaných sítí. Jednotlivé sítě jsou poté provázany do uceleného systému, jež je možno
upravovat a simulovat v Renew.
Předposlední kapitola se zabývá testováním implementovaného systému a představuje
možnosti prezentování výsledků simulací.





Informační systémy jsou dnes používány téměř každým, ať už v zaměstnání, doma nebo
například na úřadech. Řešení komplexnějších informačních produktů není již záležitost jed-
noho či dvou lidí, ale celého týmu různých specialistů a odborníků. Proto se i v informačních
technologiích řeší problémy pomocí projektů, procesů a podprocesů. Aby byly dotaženy do
úspěšného konce, musí být správně řízeny, o což se stará projektový management (sekce 2.2).
2.1 Projekt a jeho řízení
Základním termínem v projektovém managementu je pojem projekt, který lze definovat
jako časově, nákladově a zdrojově omezený proces realizovaný za účelem vytvoření defino-
vaných výstupů (rozsah naplnění projektových cílů) co do kvality, standardů a požadavků
[12]. Tato definice je jedna z mnohých, ale vystihuje základní stavební kameny každého
projektu. Každý projekt je tedy omezen nebo spíše definován třemi hlavními vlastnostmi
– rozsahem (kvalitou), časem (milníky a termíny) a náklady. Toto vymezení je označováno
jako trojimperativ.
Obrázek 2.1: Trojimperativ.
Samotný projekt samozřejmě může obsahovat další časově, nákladově a zdrojově ome-
zené procesy, které na sebe navazují nebo se provádějí paralelně. Projekt jako takový má
vždy zadavatele neboli sponzora, který má představy o finální podobě a projektového ma-
nažera, který zodpovídá za to, že projekt bude dodán v dohodnuté době, za dohodnuté
náklady a v dohodnuté kvalitě. Dále je odpovědný za spolupráci se zadavatelem, projekto-
vým týmem a dalšími zainteresovanými lidmi [15].
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Jako základní atributy projektu lze zmínit:
• Projekt má jedinečný účel.
• Projekt je dočasný (časově vymezený).
• Projekt se vytváří postupným rozpracováváním.
• Projekt vyžaduje zdroje z různých oblastí.
• Součástí projektu je nejistota.
Pokud je tedy organizace rozhodnuta řešit projekty, je třeba si nejdříve zanalyzovat
vlastní pozici a sílu společnosti, aby byly vybrány nejvhodnější projekty k řešení. Stejně
důležité je definovat dlouhodobé cíle organizace. K tomuto se dá využít např. SWOT ana-
lýza, při které se určí silné stránky, slabé stránky, hrozby a příležitosti organizace, a podle
výsledků této analýzy se dojde k tomu, které projekty jsou pro organizaci vhodné a které
naopak nejsou.
U definování cílů je dobré použít SMART analýzu cíle [4]. Ta udává, že cíl by měl
být specifický, měřitelný, akceptovatelný, realizovatelný a termínovaný. Pokud jsou vybrány
projekty, které vyhovují schopnostem firmy nejlépe, je potřeba také zkoumat projekty z fi-
nanční stránky. Je nutné spočítat si jejich návratnost, popř. dobu návratnosti.
Životní cyklus projektu Jelikož je projekt časově omezená činnost, dá se jeho trvání
rozdělit do několika částí, a definovat tak celý životní cyklus projektu. V první polovině
cyklu se hovoří o proveditelnosti projektu a v druhé polovině o akvizici projektu. Přičemž
první polovinu lze rozdělit na návrh a plánování, druhou zase na implementaci, testování
a dokončení. Pokud je informační systém vyvíjen jako projekt, měly by jednotlivé fáze
vývoje odpovídat jednotlivým fázím projektu. Více v sekci 2.5.
2.1.1 Fáze řízení projektu
Jednotlivé činnosti, monitorování a výstupy lze rozdělit do několika fází, které tak řízení
projektu divergují do několika linií a prolínají se se životním cyklem projektu [15].
• Definování projektu – projekt je definován většinou tzv. zadávací listinou, která vy-
chází především z definice cílů a rozsahu prací projektu, smlouvy, obchodní aktivity
podniku, podnikového prostředí a procesních aktiv organizace. Ty zahrnují formální
i neformální plány, politiky, postupy, pravidla, informační systémy, finanční systémy,
systémy řízení, zkušenosti a informace z historie, které mohou práce na projektu po-
zitivně ovlivnit.
• Integrované řízení projektu – zahrnuje koordinaci všech zbývajících znalostních oblastí
projektového řízení, zajišťuje jejich správné propojení a dokončení projektu. Tyto
poznatky jsou prezentovány v jednom z výstupů této fáze – plánu řízení projektu.
• Řízení rozsahu – provádí se sběr požadavků, definování rozsahu, vytváření hierarchické
struktury prací (WBS), ověření a kontrola rozsahu projektu a prací na něm učiněných.
• Řízení času – definují se aktivity neboli úkoly na projektu, ty se následně seřadí, pro-
vede se odhad potřebných zdrojů, odhad dob trvání a vytvoří se harmonogram, časový
směrný plán a kalendář termínů. Hlídá se především dodržování harmonogramu a po-
stup projektu se měří a zaznamenává.
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• Řízení lidských zdrojů – definují se role, odpovědnosti, dovednosti a vztahy mezi
pracovníky. Přiřazují se jim aktivity, hlídá se jejich správné vytížení, provádí se jejich
rozvoj a hodnotí se jejich výkon. Této problematice, stejně jako řízení času, bude
podrobněji věnována sekce 2.3, která je zaměřena na vytváření rozvrhů pro zdroje.
• Řízení nákladů – kontroluje se čerpání nákladů a jejich vhodné rozpoložení v celém
projektu.
• Řízení komunikace – kontrolují se nastavené a dohodnuté komunikační kanály.
• Řízení rizik – vypracovaný seznam rizik se aktualizuje a rizika jsou kontrolována. Jsou
implementována protiriziková opatření, v případě nastanuvšího rizika jsou podnikány
následná opatření.
• Uzavření projektu – znamená ukončení všech činností a prací, zavedení do provozu
finálního produktu, služby či výsledku a aktualizace procesních aktiv organizace.
2.2 Projektový management
Projektový management je specifický druh řízení, kdy řídící pracovníci ovlivňují a koordi-
nují pracovníky pod svým vedením ovšem pouze v rámci daného projektu. Jiná definice
popisuje projektový management jako aplikaci vědění, schopností, nástrojů a technik k za-
jištění projektových činností, které plní zadání projektu [13]. Při projektování informačních
systémů se navíc jedná o jistou dualitu, kdy projektový manažer řídí pracovníky na straně
dodavatele a také se domlouvá a jedná se stranou zadavatele.
2.2.1 Projektový manažer
Aby byl projekt úspěšně dokončen, musí být úspěšně řízen a to je odpovědností projektového
manažera. Úzce spolupracuje se všemi zainteresovanými stranami, obzvlášť s projektovým
týmem a sponzorem. Soubor činností, které manažer provádí, se liší v závislosti v jakém
oboru se pohybuje, pro jakou firmu pracuje a jaké standardy dodržujepři řízení projektů.
Projektový manažer (nejen v oblasti informačních technologií) by měl mít podle PMBoK
[13] následující odborné znalosti:
• Souhrn znalostí z projektového řízení.
• Aplikace znalostí, standardů a pravidel.
• Znalost projektového prostředí.
• Znalost obecného managementu a s ním souvisejících dovedností.
• Měkké dovednosti (soft skills) a dovednosti v oblasti lidských vztahů.
Dle průzkumu na cio.com z roku 2006, kterého se zúčastnili pracovníci z oboru IT,
jsou pro projektové manažery nejdůležitější následující dovednosti: projektové řízení, řízení
programu (60 %), řízení podnikových procesů (55 %), obchodní analýza (53 %), vývoj
aplikací (52 %), řízení databází (49 %), bezpečnost (42 %), podniková architektura (41 %),
konzultace (40 %), systémová analýza (39 %), řízení vztahů (39 %), webové služby (33 %)1.
12006 Midyear Staffing Update, http://www.cio.com/documents/pdfs/staffsurvey.pdf
8
PMO Project Management Office Kancelář projektového řízení (nebo kancelář ma-
nagementu programu či portfolia, či jednoduše projektová kancelář) je součástí trvalé or-
ganizace. Její úlohou je obvykle poskytování podpory, stanovení standardů a vodítek pro
manažery rozdílných projektů a programů, získávání dat pro projektové řízení z projektů,
sjednocení těchto dat a vytváření zpráv nadřízenému orgánu. Kancelář by měla zajistit
sjednocení projektů se strategií a vizí organizace. Obecně se dá říci, že tohoto cíle dosahuje
managementem obchodních případů.
2.2.2 Typy projektových organizačních struktur
Projektové organizační struktury jsou dány hlavně formálními dokumenty, které určují sa-
motnou strukturu projektu v rámci projektové organizace, definují vedoucího týmu, členy
týmu a jejich kompetence, pravomoci a zodpovědnosti [4].
Čistě projektová organizační struktura
Je to základní typ projektové organizační struktury. Uvažuje se tak, že na omezenou dobu
projektu vznikne zvláštní útvar s vedoucím projektu, kterému jsou přímo podřízeni čle-
nové projektového týmu. Ti jsou vyčleněni ze svých kmenových (mateřských) organizačních
struktur a po skončení projektu se vrací zpět. Konec projektu se tedy rovná konci dané
projektové organizační struktury.
Projektová struktura přináší tyto výhody – členové týmu se mohou plně věnovat práci
na projektu, jednoduchá koordinace časových dostupností jednotlivých členů, jednodušší
komunikace v týmu, jasné vztahy, pravomoci a zodpovědnosti, snadnější měření výkonnosti,
prakticky neexistuje nebezpečí střetu zájmu.
Naopak mezi nevýhody patří především – členové týmu zůstávají v nejistotě o své
budoucí práci, vedoucí mateřských útvarů přicházejí o své pracovníky, menší specializace
členů týmu na projekt, každý pracovník má vlastně dva vedoucí (projektu a mateřského
útvaru).
Funkcionální organizační struktura
V této organizační struktuře jsou pracovníci seskupování dle funkce (oboru) – např. analýza,
implementace, marketing, účetnictví atd. Každý pracovník má jednoho vedoucího. Stále zde
existují projekty, ty jsou však limitovány vnímáním jejich obsahu jednotlivými funkčními
útvary, které ovšem mohou pracovat zcela nezávisle (např. implementace a marketing).
Komunikace a koordinace projektu probíhá na úrovni vedoucích jednotlivých funkčních
útvarů.
Výhody funkcionální struktury jsou efektivní využívání zdrojů a přesná specializace
jednotlivých pracovníků.
Nevýhody spočívají ve složité komunikaci a koordinaci v projektech vyžadujících mnoho
funkcí a v těžko měřitelné efektivitě projektu.
Maticová organizační struktura
Tento princip struktury se snaží vyzdvihnout výhody obou předchozích struktur, a naopak
zmenšit nebo úplně potlačit jejich nevýhody. Vedoucí projektu je jen jeden a přiřazované
zdroje neboli pracovníci do projektu zůstávají příslušníky svých mateřských organizačních
týmů. Pro projekt jsou zdroje uvolněny jen na určitou dobu. Jednotliví pracovníci podílející
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se na projektu, tedy nemusí mít obavy o svou budoucí práci. Hlavní výhodou je možnost
využití klíčových specialistů jen pro období, kdy jsou v rámci dané etapy projektu potřební.
Vhodná je pro organizace, které potřebují rychle reagovat na změny, nebo pro organizace
s vysokým počtem příchozích projektů.
Maticovou strukturu můžeme rozdělit na slabou, vyrovnanou nebo silnou, což často
vychází z pravomocí svěřených projektovému manažerovi – u slabé jsou pravomoci limito-
vány, u silné jsou naopak vysoké. Rodělení dále určuje osobu zodpovědnou za řízení rozpočtu
projektu – u slabé jej řídí výkonný manažer, u silné manažer projektu, který má u slabé
maticové struktury zkrácený úvazek a u silné naopak plný. Toto rozdělení vychází také
z počtu zaměstnanců organizace přiřazených plným úvazkem k práci na projektu: u slabé
max. 25 % a u silné až 95 %.
2.3 Vytváření rozvrhů pro zdroje
Při vytváření plánu projektu je nutné vědět, jaké zdroje a v jakém množství jsou k dispozici.
Také které činnosti je třeba provádět v jaké návaznosti na ostatní. Vytváření rozvrhů je
tedy aplikace jednotlivých zdrojů na jednotlivé činnosti tak, aby zdroje byly vytíženy co
nejefektivněji a činnosti se stihly v co nejpřijatelnějším termínu. Rozvrh, ve kterém se
činnost nakonec povede realizovat, by neměl překročit předem plánovaný termín, jelikož
by mohlo dojít ke kolizím a posunutí celého plánu projektu. Slovo nejpřijatelnější rovněž
nemusí vždy znamenat nejdřívější, záleží hlavně na typu výstupu dané činnosti a charakteru
navazujících činností. Dle průzkumu společnosti Ernest & Young2 téměř dvě třetiny všech
projektů (71 %) jsou dokončeny včas a nepřekročí daný rozpočet. Po plánovaném termínu
bylo dokončeno 23 % projektů (26 % v roce 2009), nad rámec rozpočtu se dostalo pouze
13 % projektů (21 % v roce 2009). Vytváření rozvrhů je tedy především o řízení času
a o řízení zdrojů.
Řízení lidských zdrojů – Řízení lidí je především o jejich poznání, motivaci, uspokojování
jejich potřeb a především o samotné osobě vedoucího – v případě projektů o projektovém
manažerovi.
Potřeby lze dle Maslowovy hierarchie potřeb diferenciovat na nízké až vysoké [4]. Nejdříve
jsou fyziologické potřeby, bezpečí, sociální potřeby, úcta a uznání a nakonec seberealizace.
Čím více má člověk uspokojeny první čtyři typy potřeb, tím více se může soustředit na
seberealizaci, která je jako jediná potřeba růstová. Zbylé potřeby jsou označovány jako
nedostatkové. Jiná McClellandova teorie tvrdí, že jednotlivec své potřeby získává nebo se
je učí [4]. Kategorizuje je do tří typů – potřeba úspěchu, příslušnosti a moci. I tato teorie
může pomoct k poznání lidí a k uspokojení jejich potřeb.
Motivaci lze zvyšovat různými praktikami. Někdo tvrdí, že pozitivní motivace nefunguje,
jiní tvrdí zase opak. Důležitý faktor motivace je osobní úspěch a uznání. Dle Herzbergovy
teorie vede ke spokojenosti v práci šest motivujících faktorů – úspěch, uznání, možnost
růstu, povýšení, zodpovědnost a práce samotná [4].
Dalším z faktorů při řízení lidí je vliv a síla vedoucího týmu. To jak manažera projektu
vnímají členové týmu je dáno hlavně jeho autoritou, pověřením, daným rozpočtem k rea-
lizaci projektu, pozicí ve firmě, možností manipulací s platy, pracovní výzvou, odbornými
znalostmi a přátelstvím. Stejně jako jsou tyto atributy důležité ve vztahu k projektovému
manažerovi, jsou důležité i mezi jednotlivými členy týmu.
2Celá zpráva na http://www.ey.com/CZ/cs/Newsroom/News-releases/2010 Projektove-rizeni
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Řízení času – Aby byl projekt správně dokončen v zadaném termínu, musí být především
správně navrhnut plán projektu. Dekompozice projektu na jednotlivé dílčí procesy a jejich
definice je prvním krokem. Dále je třeba promyslet návaznost a možnou paralelnost jed-
notlivých procesů. Při této znalosti je možné udělat již několik odhadů, např. odhadnout
počet pracovníků, zařízení, nebo trvání činností.
Nejprve odhadnout počet potřebných zdrojů pro jednotlivé aktivity. Jedná se o lidi,
zařízení a materiál. Druhý odhad je odhad doby trvání jednotlivých činností. Většinou se
odhaduje z již provedených podobných činností. Tento odhad však zahrnuje pouze danou
aktivitu, nikoli však čas potřebný k přípravě, dokončení a třeba i rizika s velkou procen-
tuální pravděpodobností apod. Proto se většinou dělá tzv. odhad ze tří hodnot. Vezme se
optimistický, nepravděpodobnější a pesimistický odhad. Tento odhad se využívá např. také
při PERT analýze.
Následně se vytváří harmonogram projektu, časový směrný plán a termíny a milníky
projektu. Neznámější v této oblasti jsou Ganttovy diagramy, které znázorňují v čase jed-
notlivé činnosti seřazeny dle návaznosti vůči sobě.
Po skončení projektu je vhodné zaznamenat si reálné časy strávené na jednotlivých
činnostech. Tyto data mohou sloužit poté k přesnějším odhadům.
Odhady času – Ke správnému plánování a řízení rozvrhů zdrojů je velmi důležité učinit
nejvhodnější (resp. nejpřesnější) odhad času, který dané zdroje nebo zdroj na dané činnosti
stráví. Neboli kolik dát zdrojům času k vyřešení dané činnosti tak, aby byla vyřešena správně
a zdroje byly využity efektivně. Pro co nejpřesnější odhad je třeba znát zdroje, které budou
k dané činnosti přiřazeny. Při odhadech doby trvání lze použít techniky odborného úsudku,
odhadu na základě podobnosti, odhad na základě simulace (např. technika Monte Carlo
založena na nomálním rozložení), skupinové techniky apod. Jednou z dalších možností je
výpočet nejpravděpodobnější doby trvání činností metodou PERT – Program Evaluation
and Review Technique [4].
Metoda spočívá ve výpočtu nejpravděpodobnější doby trvání, přičemž činnostem jsou
přiřazeny tři odhadované doby trvání – optimistická (to), normální (tn) a pesimistická (tp).
Výsledná hodnota T , očekávaná doba trvání činnosti dle PERT, aneb střední hodnota
z dříve dodaných odhadů, je vypočtena z následujícího vzorce:
T =
to + 4tn + tp
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Vzorec 2.1. Výpočet odhadu metodou PERT.
Samotné vytváření rozvrhů je tedy kombinací správného řízení času a lidských zdrojů. Hlav-
ním úkolem vytváření rozvrhů je přiřazení omezených zdrojů k aktivitám pomocí odhadů,
znalostí, heuristiky nebo matematických metod. Vytváření rozvrhů může být statické, což
znamená, že známe všechny zdroje, jejich vlastnosti a dovednosti a všechny požadavky byly
stanoveny před začátkem samotných prací. Naopak on-line plánování znamená, že rozvrhy
se mění dynamicky při běhu prací a rozvrh se stále mění a předělává v závislosti na změnách
okolního prostředí.
2.4 Standardy projektování
Existuje několik organizací, které se věnují standardizaci projektového řízení a některé
i školení projektových manažerů. Mezi ty nejvýznamnější patří PMI, IPMA, PRINCE2
a částečně také standard ISO 10 006 [4].
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Project Management Body of Knowledge (PMBoK)
Standard PMBoK udržuje Project Management Institute, PMI (http://www.pmi.org).
Vznikl v 70. letech 20. století na základě standardů armády Spojených států amerických.
Základním přístupem je v tomto případě procesní pojetí problematiky projektového řízení.
Je definováno pět hlavních rodin procesů (zahájení, plánování, koordinace kontrola a uza-
vření), devět oblastí znalostí (které představují nejvýznamnější část standardu), jednotlivé
procesy a jejich vzájemné vazby [13]. Veškeré procesy a procesní kroky mají definovány své
vstupy, výstupy a nástroje transformace (úkony, metody, techniky). V České republice se
s tímto standardem lze setkat hlavně u společností mající své hlavní sídlo nebo mateřskou
společnost v USA.
Znalostní oblasti PMBoK R©Guide
• Řízení koordinace a integrace projektu
• Řízení rozsahu projektu
• Řízení času
• Řízení finančních toků
• Řízení kvality
• Řízení lidských zdrojů
• Řízení komunikace
• Řízení projektových rizik
• Řízení dodávek
PRojects IN Controlled Environments – PRINCE2 R©
Tento britský standard spravuje a udržuje APM Group Ltd. a celou metodologii vlastní
OGC – Office of Government Commerce. Je také součástí ITIL (Information Technology
Infrastructure Library). PRINCE2 stojí na sedmi principech, tvoří ji sedm procesů a popi-
suje sedm témat. Samotnou metodiku si lze přizpůsobit dle aktuálního prostředí projektu.
Principy ale zůstávají a zaručují, že projekt je projektem PRINCE2 neboli projektem v kon-
trolovaném prostředí [9].
Principy PRINCE2:
• Průběžné zdůvodnění projektu
• Poučení se ze zkušeností
• Definované role a zodpovědnosti
• Řízení pomocí etap
• Dohled nad projektem na základě výjimek
• Důraz na produkty
• Nutnost upravit metodiku podle aktuálního prostředí
12
Na rozdíl od PMBOK existuje v PRINCE2 jednoznačný proces určující fungování ří-
dícího výboru. Pravomoci a zodpovědnosti za vývoj projektu jsou jednoznačně stanoveny
a rozděleny mezi projektového manažera a řídící výbor projektu. PRINCE2 dává dokonce
plnou zodpovědnost za projekt do rukou sponzora projektu předsedajícího řídícímu výboru,
a nikoliv samotnému projektovému manažerovi.
Za zmínku v manuálu PRINCE2 stojí i přílohy. Příloha A popisuje všechny manažerské
produkty neboli dokumenty, které vyprodukuje projektový manažer v průběhu projektu.
Příloha C vyjmenovává zodpovědnosti jednotlivých rolí. V příloze E pak nalezne čtenář
široký seznam otázek použitelných pro audit ať už vlastního nebo cizího projektu.
IPMA
IPMA neboli International Project Management Association je standard, který je neoce-
nitelný pro odborníky i pro všechny zainteresované strany v projektu. Stanoví znalosti
a zkušenosti, které lze očekávat od vedoucích projektů, programů a portfolia projektů. Ob-
sahuje základní pojmy, postupy, metody a nástroje pro profesionální řízení projektů, ale
i odborné znalosti a zkušenosti. Umožňuje získat certifikaci hned na několika úrovních – od
projektového praktikanta přes manažera a senior manažera až k řediteli projektů. V České
republice má certifikace na starost Certifikační orgán Společnosti pro projektové řízení3.
IPMA je vedle Project Management Institute (PMI) druhou největší organizací zabývající
se problematikou projektového managementu na světě [4].
ISO 10 006
ISO 10 006 je mezinárodní norma pro řízení jakosti projektů. Není to tedy standard, který
by navíc podporoval certifikaci projektových manažerů, ale je dobré jej znát.
Norma je určena pro projekty všech typů, obsahuje obecné zásady a postupy. Na roz-
díl od některých jiných norem ISO má tato pouze doporučující charakter a není proto
zamýšlena pro účely certifikace. Norma 10 006 není vytvořena jako návodem pro řízení
jednotlivého projektu. Mnohem více je zaměřena na procesy při řízení projektu a zvyšo-
vání jejich kvality [4]. Více než na množství praktických tipů se zaměřuje na řadu strohých
doporučení k tomu, jak by měla být nastavena pravidla v organizaci, která chce zvyšovat
kvalitu svých projektů.
Nevýhody normy mohou být, že nepřináší nic nového a jde o zestručněný kompilát
postupů, které jsou jinde popsány lépe a podrobněji. Navíc jazyk normy je příliš suchý
a strohý.
Hlavní smysl normy je tedy v tom, že poskytuje stručný referenční návod pro ty, kteří
určují a vytvářejí vnitrofiremní postupy a směrnice. Dále je norma přínosná v tom, že přece
jen nějakým způsobem sjednocuje názvosloví a pomáhá vytvořit obecně uznávaná pravidla
v řízení projektů při spolupráci mezi organizacemi apod.
2.5 Informační systém
Přesná definice pojmu informační systém neexistuje a ani ji nelze jednoduše vytvořit, neboť
každý uživatel či tvůrce informačního systému (dále také jen IS) používá různé terminologie
a zdůrazňuje jiné vlastnosti. Z čistě jazykového pohledu je IS spojením dvou slov informace
a systém. Jedná se tedy systém vzájemně propojených informací (dat) a procesů (funkcí)
3Více na oficiální stránkách společnosti http://www.ipma.cz
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v rámci systému, které s těmito informacemi pracují. Funkce zpracovávají informace vstu-
pující do systému a transformují je na informace, jež ze systému vystupují. Funkce tedy
informace sbírají, přenáší, ukládají, zpracovávají a v neposlední řadě distribuují.
Fáze vývoje a realizace projektu IS
Vývoj softwaru se může lišit dle jeho konečného zařazení. Základní fáze jsou ovšem poka-
ždé stejné a je důležité v nich provádět smysluplné činnosti potřebné pro navazující fáze.
Následující cyklus vývoje je oproštěný od problematiky řízení týmu. Je to pohled spíše na
implementační tým s mírnou administrací na začátku celého procesu.
Zahájení prací a analýza
Po získání projektu nebo po výběru projektu je třeba se důkladně seznámit se zadáním.
Identifikují se obchodní potřeby a požadavky zadavatele. Poté se může přistoupit ke studii
proveditelnosti. Na základě získaných informací a specifikovaných požadavků se vypracuje
prvotní studie proveditelnosti, která se skládá z technického, časového a finančního plánu
projektu. Studie proveditelnosti je spolu s relevantní časovou a finanční nabídkou předána
zadavateli. Studie zjišťuje, zda informační systém může odpovídat provozním požadavkům,
které se od něj očekávají, a zda je silný provozní důvod pro jeho budování/modernizaci.
Návrh, plánování a implementace
Po provedených analýzách následuje samotný návrh informačního systému. Ten vychází
z informací získaných v zahajovací části. Provádí se dekompozice problémů, navrhuje se
jak funkčnost jednotlivých částí, tak jejich provázání. Rozhoduje se, které prostředí, jazyk,
databáze apod. se použijí. Je navržena struktura databáze. Během této fáze mohou být
vyprodukovány vedle podrobné textové specifikace systému následující diagramy:
• diagram případů užití (use case diagram) – určuje, jaké role se v systému vyskytují
a které činnosti mohou provádět,
• ERD (entity-relationship diagram) – používá se pro abstraktní a konceptuální zná-
zornění dat,
• diagram seskupení – zobrazuje jednotlivé moduly navrhované aplikace a závislosti
mezi nimi,
• diagram rozmístění – popisuje, kde se umístí jednotlivé části systému, může být my-
šleno jak fyzické rozmístění tak i virtuální,
• sekvenční diagram – zachycují interakci mezi aplikací a uživatelem včetně pořadí
jednotlivých volání,
• diagram tříd – využíván při objektově orientovaném návrhu, popisuje konstruktory,
atributy a metody tříd.
Obecně platí, že čím je návrh preciznější a podrobnější, tím je snadnější následná im-
plementace. Navrhnuté činnosti se rozplánují (viz sekce 2.3) mezi zdroje a přistoupí se
k implementaci.
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Zhodnocení a uvedení do provozu
Po skončení implementace je třeba uvést systém do provozu. Tato činnost není zcela jedno-
duchá, jelikož se při implementaci nebo již v samotném návrhu mohlo opomenout několik
věcí, které se v provozu mohou projevit negativně. V takovém případě je třeba vrátit se
k implementaci a dané problémy vyřešit. Po dokončení všech implementačních prací a pře-
dání IS zadavateli je vhodné zhodnotit všechny předcházející činnosti. Z činností, které
nedopadly dle očekávání se poučit a vyvodit následky. Naopak činnosti, které se povedly,
je možno zapracovat do týmu či podniku.
2.6 Metodiky vývoje IS
Sekce 2.4 se týkala standardů popisující řízení projektů jako celků. Jelikož je tato práce
především o projektování informačních systémů, bude se tato sekce zabývat již přímo vývo-
jovými cykly softwaru v rámci jednotlivých projektů, přesněji v průběhu realizace projektu
(implementace softwaru) [8].
Agilní metodiky
Agilní programování můžeme chápat jako souhrnný název pro nejrůznější moderní techniky
vývoje software, ať už asi nejznámější Extreme Programming (extrémní programování), Test
Driven Development či další novodobé techniky, které si kladou za cíl zefektivnit starý model
vývoje aplikací. Vývoj aplikací je charakterizován svou rychlostí a schopností reagovat na
průběžnou změnu zadání. U agilních metodik je funkcionalita považovaná za proměnnou
veličinu projektu nebo přímo softwaru (neboli rozsah či kvalita) a fixními veličinami jsou čas
a zdroje. Přesný opak je u tradičního přístupu, jako například u vývoje softwarových aplikací
vodopádovým modelem, spirálovým modelem nebo Rational Unified Process. Pro agilní
metodiky je typický iterativní průběh práce a pravidelné dodávky softwaru po krátkých
iteracích. Dalším příkladem těchto metodik jsou, Agile Unified Process (AUP), SCRUM
Development Process, Feature Driven Development, Lean Software Development [8].
RUP – Rational Unified Process
Metodika iterativního vývoje softwaru, která se zaměřuje na produktivitu týmu a poskytuje
nejlepší softwarové postupy všem jeho členům. Tato metodika je komerčním produktem spo-
lečnosti Rational (nyní součást IBM) je rozsáhlá a detailně propracovaná. Celá je objektově
orientovaná. RUP je těsně provázán s jazykem UML, ve kterém jsou všechny dokumenty,
modely a případy užití modelovány. Největší výhodou RUP je jeho robustnost, obecnost
a přizpůsobivost pro celou řadu nejrůznějších projektů. Jedna z úvodních fází při pou-
žití RUP je modifikace samotné metodiky na míru konkrétnímu projektu, který začínáme
realizovat.
Vodopádový model
Vodopádový model je charakterizován sekvenčně seřazenými fázemi bez iterací. Jedná se
o model nikoli metodiku, ale z hlediska řízení vývoje softwaru je tuto problematiku vhodné
znát. Po ukončení každé fáze je schvalovací proces, který rozhodne zda se může předcházející
fáze uzavřít a pokračovat následující. Základní části vodopádového modelu jsou: definice
problému, analýza a specifikace požadavků, návrh, implementace, testování a integrace
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a nakonec provoz a údržba. Neupravený model lze vylepšit možností návratu vždy o jednu
fázi zpět, což umožňuje např. vrátit se z implementace a upravit špatně vymyšlený návrh.
Teprve až ve fázi údržby se může vývoj vrátit do libovolné fáze a umožnit tak provést libo-
volné úpravy. Od toho modelu se v dnešní době upouští. Hlavním důvodem je skutečnost, že
se zákazníkem se komunikuje pouze na začátku projektu a v průběhu implementace již není
možno upravit jeho nové požadavky. Naopak v dnešní době je komunikace se zákazníkem
téměř neustálá.
Spirálový model
Tento model vychází z vodopádového modelu, ale přináší dvě důležité skutečnosti. Využívá
iterativního přístupu a snaží se o podrobnou analýzu rizik. Na začátku je stanoven pouze rá-
mec architektury a funkcionality, který je v průběhu vývoje postupně upřesňován. Analýza
rizik je prováděna v každém cyklu a její výsledek určuje směr vývoje v následujícím cyklu.
Rizikem je rozuměna taková událost, která může ohrozit projekt. Tento model je vhodný
kvůli své komplexnost především pro větší projekty. Nevýhodou je, že výsledný produkt je
předán až po dokončení posledního cyklu.
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Kapitola 3
Modelování projektů a procesů
Kapitola je věnována modelování projektů a procesů pomocí již existujících a používaných
notací a nástrojů.
Pojem projekt byl definován v počátku této práce (sekce 2.1). Pod pojmem proces
rozumíme libovolnou část organizovaného celku (v tomto případě projektu), která přijímá
vstupy a transformuje je do užitných výstupů. Jiná definice chápe proces jako definovaný
sled činností, který je vykonáván za účelem přidání hodnoty.
V souvislosti s procesy je třeba zmínit procesní přístup v organizaci. Procesní organizo-
vání je vhodné pro opakované činnosti, které je možné separovat a následně dobře popsat.
Typickým případem jsou výrobní podniky se sériovou výrobou. V tomto případě jsou veš-
keré činnosti v podniku prováděny procesně, jsou časem vylepšovány a zdokonalovány. Tato
práce se však převážně zabývá procesy v rámci projektů, nikoli procesů v rámci procesní
organizace, i když se tato skutečnost místy nemusí vylučovat.
Možnou otázkou může být, proč vůbec projekty nebo procesy modelovat. Je pravdou,
že pokud člověk pracuje sám jako živnostník nebo v malé organizaci, zabývající se současně
jedním projektem, je modelování procesů a projektů zbytečné. Ono modelování slouží hlavně
k řízení, organizace a zpřehlednění situace v podniku. Namodelovat si vhodně procesy,
optimalizovat je a zavést do praxe k řešení projektů, je vhodné pro organizace větší velikosti
a chtějící se neustále zlepšovat a zdokonalovat.
Model procesu by tedy měl umožňovat především rychlou orientaci pro potřeby řízení.
Důležitou součástí modelu je mapa procesu, která znázorňuje jeho hlavní vlastnost – časový
průběh. Především co se má kdy udělat a v návaznosti na toto rozhodnutí se později snáze
naplánuje, kdo a na čem to má udělat.
Postup pro modelování procesu by se dal shrnout do několika kroků. Důležité je, aby
v každém kroku měl řešitel všechny podstatné informace, které potřebuje a výsledkem kroku
by měly být informace využitelné k vyřešení kroků následujících.
Nástrojů pro modelování procesů a projektů existuje mnoho, nejpoužívanější z nich jsou
níže představeny.
3.1 Business Process Model and Notation
Business Process Model and Notation (BPMN) je standard pro modelování business pro-
cesů, poskytující grafickou specifikaci. Výstupy modelování jsou Business Process Diagramy
(BPD), který je založen na vývojovém diagramu, který je podobný diagramu aktivit vychá-
zejícího z UML (Unified Modeling Language). Byla vyvinuta Business Process Management
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Initiative (BPMI) a její nejnovější verze je 2.0 vydaná v březnu 2011. Dříve byla známa
jako Business Process Modeling Notation.
Obrázek 3.1: Základní grafická notace v BPMN (zdroj: http://www.omg.org/bpmn/).
Grafická reprezentace v BPD je následující1 [1]:
• Flow objects (tokové objekty) – souvisí s tokem informací v procesu.
– Event (událost) – značí se kroužkem. Přímo ovlivňuje tok procesu. Značí události,
kterými proces začíná, končí, nebo které se provedou jeho průběhu.
– Activity (aktivita) – obdélník s kulatými rohy. Znázorňuje činnost či práci. Může
být buďto atomická nebo v sobě může obsahovat samostatný proces = sub proces.
– Gateway (brána) – značí se čtvercem či kosočtvercem, stojícím na špici. Označuje
rozbíhání či souběh toků procesu, např. rozhodování či paralelní zpracování.
• Connecting Objects (spojovací objekty) – objekty, které slouží k spojení tokových
objektů navzájem či s artefakty.
– Sequence Flow (sekvenční tok) – nepřerušovaná čára s vyplněnou šipkou. Určuje
sekvenci (pořadí) aktivit.
– Message Flow (tok zpráv) – přerušovaná čára s prázdnou šipkou. Znázorňuje tok
zpráv mezi dvěma účastníky procesu.
– Association (asociace) – přerušovaná čára. Umožňuje spojit objekt s nějakou
dodatečnou informací.
• Artifacts (artefakty) – značí upřesňující informace pro proces, nemají vliv na jeho
tok.
– Data Object (datový objekt) – značí se obdélníkem s přehnutým rohem (list
papíru). Reprezentuje data, se kterými pracují aktivity.
– Group (seskupení) – obdélník kreslený přerušovanou čárou. Seskupení aktivit za
analytických či dokumentačních důvodů.
1Přehlednou prezentaci grafických elementů na http://www.bpmb.de/images/BPMN2 0 Poster EN.pdf
a http://sourceforge.net/projects/itposter/
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– Annotation (Poznámka) – text, jenž je spojen asociací s jiným grafickým objek-
tem. Poskytuje dodatečnou textovou informace.
• Swimlanes (plavecké dráhy) – slouží k zobrazení účastníků procesu či uspořádání
činností v procesu např. podle rolí.
– Pool (bazén) – ohraničuje proces, v jeho záhlaví je název poolu. Reprezentuje
účastníka procesu. V rámci jednoho poolu se nachází právě jeden samostatný
proces. Komunikace mezi pooly probíhá pomocí zpráv (message flow).
– Lane (dráha) – podčást poolu. Slouží k uspořádání a kategorizaci aktivit. Může
značit např. role, oddělení či funkce organizace. Komunikace mezi dráhami pro-
bíhá pomocí sekvenčního toku (sequence flow).
3.2 Nástroje pro modelování procesů
BPMN je tedy standard popisující jednotlivé elementy, kterými lze modelovat procesy. Ná-
sleduje přehled nástrojů umožňující modelování procesů právě pomocí BPMN. Preferovány
jsou aplikace multiplatformní, které jsou nabízeny zdarma a jsou open source.
Eclipse BPMN Modeler
Vyroben roku 2006 společností Intalio. Později přebrán pod společnost Eclipse foundation.
Nástroj je k dispozici na stránkách http://www.eclipse.org/bpmn/. Není ovšem samo-
statně funkční, je to spíše plugin, který vyžaduje Eclipse studio.
Jako alternativu nabízí firma Intalio zdarma verzi jejich komerčního BPMN modeleru –
Intalio Designer, který již obsahuje potřebné Eclipse soubory pro běh. Tato verze je určena
pro komunitu kolem společnosti Intalio, je tudíž třeba provést registraci. Ke stáhnutí na
stránkách http://www.intalio.com/downloads.
Obě verze jsou k dispozici pro Windows, Linux i Mac OS.
Hlavní výhody tohoto nástroje jsou: rychlá odezva při modelování, komplexní funkčnost,
spojovací objekty se vytváří rychle přímo z tokových objektů, všechny pools mají stejnou
délku.
Za nevýhody lze považovat malou barevnost jednotlivých elementů, vše je téměř černo-
bílé, spojovací objekty jsou k dispozici pouze napravo a nalevo tokových objektů.
Yaoqiang BPMN Editor
Další nástroj je Java aplikace, která je navrhnuta speciálně pro podporu BPMN 2.0. Ná-
stroj je open source a zdarma k dispozici na http://sourceforge.net/projects/bpmn/.
Aktuální verze je 2.0.93. Program hodně připomíná MS Visio, což znalci této aplikace ocení.
Výhodami jsou: multiplatfomita, malá velikost programu (1,5 MB), jednoduchost, ba-
revné odlišení symbolů pro přehlednost, možnost exportu diagramu do mnoha formátů.
Nevýhodami na druhou stranu jsou: omezení pracovního prostředí šířkou stránky, ne-
plynulý chod aplikace.
Aris Express
Aris Express je odlehčená verze klasického Arisu. Není open source, ale použití je zdarma za
stejných podmínek (potřebujete si vytvořit Aris Community účet) jako u Intalio Designer.
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Aris Express je opět jako předešlé nástroje napsán v jazyce Java a při startu potřebuje
připojení k internetu, jelikož je spouštěn přes Java Webstart. Nástroj je ke stažení na
stránce http://www.ariscommunity.com/aris-express.
Výhody jsou: přívětivé prostředí, podpora všech hlavních funkčností BPMN, mnoho
možností exportu, rychlá odezva při modelování.
Za nevýhody lze považovat, že aplikace při spuštění vždy vyžaduje připojení k internetu.
Bizagi Free Process modeler
Tento nástroj je jen pro Windows, je však postaven podobně jako nástroje z balíku MS
Office. Prostředí je tudíž intuitivní. Není open source, ale je zdarma a funkčností je na
tom stejně dobře jako Aris Express. Aktuální verze je 2.1 a k dispozici je na adrese
http://www.bizagi.com/. K dispozici je také několik video tutoriálů.
3.3 Nástroje k řízení a prezentaci projektů
V předešlé části byly probrány nástroje pro modelování procesů. Nástroje pro modelování
projektů neexistují, jelikož již dle definice projektu a projektového řízení je jasné, že na-
modelovat nebo popsat projekt, není záležitostí jedné notace nebo jedněch pravidel. Pro
zachycení všech možností řízení, rozdělování zdrojů, sledování jejich vytíženosti, výpočty
financí, kalendáře, Ganttovy diagramy, WBS, provázání jednotlivých činností, určení mil-
níků, zakomponování vstupů a výstupů a dalších potřebných funkcí pro kontrolu a správu
projektů je nutný komplexní nástroj.
Nástroje tohoto typu jsou označovány jako project management software a většinou
kvůli své robustnosti a propracovanosti nejsou zdarma, i když najdou se i zde výjimky.
Například program OpenProj vypadá docela schopně a k základním úkonům postačuje
a navíc je multiplatformní. Mezi nejpoužívanější komerční desktopové nástroje tohoto typu
řadíme MS Project (aktuální verze je 2010). Je to aplikace od společnosti Microsoft,
vcelku jednoduchá na pochopení s dostatkem funkcí. Další velice rozšířenou aplikací je
Primavera, původně od Primavera Systems, nyní již od společnosti Oracle. Existuje i celá







Tato kapitola se zabývá popisem Petriho sítí, objektové orientace a následně objektově orien-
tovaných Petriho sítí. Poté je popsáno jejich využití při modelování projektového portfolia.
4.1 Projektové portfolio
Projektové portfolio je skupina vzájemně koordinovaných projektů využívající sdílené zdroje
(materiální, lidské, pěněžní aj.) v rámci portfolia. Jejich počet není omezen, počítá se s tím,
že projekty jsou postupně plněny a dokončovány, stejně tak mohou vznikat a začínat nové.
Řízení projektového portfolia znamená sestavení takové množiny projektů v daném čase,
aby omezené zdroje organizace byly vynaloženy právě na ty projekty, které organizaci posu-
nují žádaným směrem definovaným předem deklarovanou strategií. Při hodnocení portfolia
se počítá také s tím, že individuální přínosy některého z projektů mohou být negativní,
přesto je jeho provedení nutné pro úspěch celého portfolia. Hodnocení projektů není tedy
možné bez kontextu na ostatní projekty portfolia.
Obrázek 4.1: Abstrakce portfolia.
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Obrázek 4.4 znázorňuje pohled na portfolio projektů v orgranizaci. Jednotlivé projekty
zařazené do portfolia nemusí být nijak propojeny. Účel proč byly dány dohromady, je pře-
devším v řízení, kontrole, koordinaci a optimalizaci. Na výše uvedeném obrázku jsou také
znázorněny zdroje. Ty mohou být napevno přiřazeny právě k jednotlivým projektům, nebo
k portfoliu, kde se využívají k několika projektům nebo mohou stát i mimo portfolio a být
využívány k projektům. To záleží na zvolené organizační struktuře (kap. 2.2.2). A zdroje
jsou právě jedním ze tří pilířu (dále čas a kvalita), které je třeba řídit, kontrolovat a jejich
využití optimalizovat.
4.2 Petriho sítě
Petriho sítě (Petri Net – PN) jsou nástroj pro modelování a simulace různých systému resp.
procesů. Vznikly rozšířením modelovacích schopností konečných automatů (finite state ma-
chine). Základními elementy sítě jsou stavy, které jsou prezentovány místy (značeno ©)
a události mezi nimi, které jsou modelovány přechody (značeno ). Ty jsou definovány
pro práci s více parciálními stavy současně a mají dané vstupní a výstupní místa. Hrany
mezi místy a přechody jsou orientované (ve složitějších Petriho sítích být orientované ne-
musí,dokonce vzniká mnoho variací hran). Stav prezentovaného systému je dán tokeny
(značkami prezentovanými •) v místech. Toto také určuje, že podmínka v daném místě je
splněna. Kapacita míst může být omezena celočíselným koeficientem, stejně tak jako hrana
mezi místem a přechodem. Tento popis poté udává kolik tokenů je v místě potřeba pro








Obrázek 4.2: Příklad jednoduché Petriho sítě před a po provedení události.
Síť Formálně lze základní síť nadefinovat jako trojici N = (P, T, F ) [2], kde
1. P a T jsou disjunktní množiny a
2. F ⊆ (P × T )(T × P ) je binární relace
Množina P značí množinu míst (Places), množina T je množina přechodů (Transitions)
a relace F je tokovou relací (Flow relation) sítě N . Graf sítě je biparitní orientovaný graf,
který prezentuje relaci F . Vrcholy grafy je sjednocení množin P a T . Grafická prezentace
je popsána výše.
P/T Petriho síť Základní rozšířená Petriho síť je P/T Petriho síť (Place/Transition),
která je definována jako šestice N = (P, T, F,W,K,M0) [2] [14], jestliže:
1. trojice (P, T, F ) je konečná síť,
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2. zobrazení W : F → N\{0} je ohodnocení hran grafu sítě určující váhu každé hrany,
3. zobrazení K : P → N ∪ {ω} specifikuje kapacitu (i neomezenou) každého místa,
4. zobrazení M0 : P → N∪{ω} je počáteční značení míst sítě respektující kapacity míst,
tj. ∀p ∈ P : M0(p) ≤ K(p).
4.2.1 Rozšíření Petriho sítí
K rozšíření Petriho sítí existuje celá řada mechanismů. Všechny se snaží povýšit mocnost
Petriho sítí až například na úroveň Turingových strojů1.
Mezi rozšíření Petriho sítí lze počítat také dříve zmíněné specifikování kapacit míst
a hran. Tato vlastnost dobře slouží k modelování reálných systémů. Kapacitu míst lze do
Petriho sítí přidat bez problémů, protože taková místa lze odstranit přidáním komplemen-
tárního místa obsahujícího požadovaný počet tokenů [2].
Inhibitory Další z rozšíření Petriho sítí jsou inhibiční hrany neboli inhibitory. Inhibi-
tor ovlivňuje proveditelnost přechodu (je to dodatečná podmínka, hrana z místa do pře-
chodu) a je značen jako hrana, která je ukončena místo šipky prázdným kolečkem. Inhibi-
tory umožňují testovat počet tokenů v místech a tím rozšiřují sílu Petriho sítí na úroveň
Turingových strojů [2].
4.3 Vysokoúrovňové Petriho sítě
High-level Petri Nets neboli vysokoúrovňové sítě umožňují rozlišovat jednotlivé značky (ka-
tegorizace, individualizace), a stanovit tak podmínky provádění přechodů respektující atri-
buty těchto značek. Tokeny většinou reprezentují určitá data a ty mohou být přechody
testována i modifikována. Nejvíce rozšířené jsou Pr/T Petriho sítě (Predicate/Transitions
Petri Nets) [2]. Hranové výrazy tak mohou obsahovat proměnné a přechod je proveditelný
pro určitá navázání proměnných. Dále je umožněno popisovat hranové výrazy funkcemi pro
datové manipulace. Kromě toho každý přechod může obsahovat strážní podmínku. Je to
predikát, který musí být splněn pro navázání přechodu, aby mohl být přechod prohlášen za
proveditelný.
Časované Petriho sítě Zavedení času může být spojeno s:
• Přechody (T-timed PN) – provedení přechodu trvá určitou dobu, po kterou token
pobývá uvnitř přechodu.
• Místy (P-timed PN) – token pobývá stanovenou dobu ve vstupním místě přechodu,
jež má být proveden.
• Hranami (A-timed PN) – přesun tokenu po příslušné hraně trvá určitou dobu.
• Tokeny (Token Timed PN) – Provádění přechodů v síti je sice okamžité, ale tokeny
opouštějící příslušný přechod jsou opatřeny časovým razítkem (timestamp), jež udává,
kdy může být daný token zase použit. Hodnota časového razítka odpovídá aktuální
hodnotě simulárního času zvětšnou o příslušnou hodnotu.
1Turingův stroj (TS) je teoretický model počítače popsaný matematikem Alanem Turingem. Skládá se z
konečně stavové řídící jednotky, jednosměrně neohraničené pásky a čtecí/zapisovací hlavy [3].
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Časované Petriho sítě se používají hlavně při modelování skutečných systémů, při jejichž
simulaci očekáváme výsledky, na základě kterých se poté snažíme daný systém upravit
a optimalizovat.
Barvené Petriho sítě Významnou podtřídou Pr/T Petriho sítí jsou barvené Petriho sítě
(Coloured Petri Nets – CPN), v nichž je problém identifikovatelnosti značek řešen jejich tzv.
obarvením. Každé značce v síti je jednoznačně přiřazena barva z jisté definované množiny
barev, která může např. reprezentovat i některý datový typ. Podobně jako u P/T Petriho
sítí existují různá rozšíření CPN o fyzický čas.
Petriho sítě jsou tedy rozšířeny o definici množin barev (obdoba datových typů), o spo-
jení značek s určitou barvou a o manipulace barev značek při průchodu přechody – lze
omezit proveditelnost přechodů a lze přechody spojit se změnami barev procházejících zna-
ček. CPN slouží jako základ pro hierarchické barvené Petriho sítě, které umožňují explicitně
strukturovat graf Petriho sítí a Objektově orientované Petriho sítě.
4.4 Objektově orientované Petriho sítě – OOPN
Objektově orientované Petriho sítě (Object-oriented Petri Nets, dále už jen OOPN) jsou
propojení klasických Petriho sítí s objektovou orientací. Snaha byla využít silných stránek
obou konceptů a potlačit stránky slabší či nežádoucí.
4.4.1 Objektová orientace
Objektovou orientaci chápeme jako jiný přístup k myšlení o problémech. Je to přístup
k modelování a vývoji systémů. V dnešní době je objektově orientovaný přístup standardem
ve návrhu i implementaci nejen informačních systémů, ale většiny softwaru.
Objektovou orientaci využívá mnoho programovacích jazyků, které si ji také částečně
upravují. Mezi čistě objektově orientované jazyky řadíme například Smalltalk, Python nebo
Ruby. Dále máme jazyky hybridní, nebo také jen objektově orientované, které jsou za-
loženy na imperativním programování a obvykle pouze částečně implementují vlastnosti
objektového programování. Mezi takové jazyky patří např. C++ nebo Java. Některé neob-
jektové jazyky mají objektově orientovanou nadstavbu, např. Object Pascal, který vznikl
jako rozšíření klasického jazyka Pascal. Pro přesnější popis jsou dále popsány jednotlivé
základní pojmy a principy využívané v objektově orientovaných jazycích.
Objekty jsou celky, které mají svůj stav (v podobě dat/atributů), spojují data i funkciona-
litu neboli zapouzdřují stavové informace (data reprezentovaná dalšími objekty) a poskytu-
jící sadu operací nad objektem či jeho částmi. S pojmem objekt úzce souvisí pojem třída.
Třídu lze definovat v mnoha objektově orientovaných jazycích jako množinu objektů se
stejnou vnitřní strukturou. Jedná se o předpis, z něhož jsou generovány jednotlivé instance
– objekty.
Zapouzdření značí důležitý princip, který ukrývá vnitřní strukturu (tedy skutečnou imple-
mentaci) objektu. Ke komunikaci či interakci s objektem je k dispozici pouze jeho rozhraní.
Každý objekt tedy nabízí určitý protokol, který popisuje, jak s nim lze komunikovat. Roz-
hraní je tvořeno množinou operací. Ty jsou nadefinovány metodami, které nejsou součástí
rozhraní, ale jsou zapouzdřený uvnitř objektu a definují jeho chování.
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Polymorfismus značí, že na stejnou zprávu, pomocí které probíhá vlastní komunikace
mezi objekty, mohou různé objekty reagovat různě. Závisí to na jejich vlastní implementaci
jednotlivých metod, které se provedou jako reakce na přijetí zprávy.
Abstrakce je další důležitá součást objektové orientace, která umožňuje abstrahovat, ig-
norovat, zjednodušit nebo úplně zanedbat od některých detailů práce jednotlivých objektů.
Objekty jsou tedy černé skříňky (angl. black box), které dokáží komunikovat s okolím a pro-
vádět činnosti bez znalosti způsobu, kterým vnitřně fungují.
Dědičností se rozumí vlastnost objektu sdílet (zdědit) jisté charakteristiky jiného ob-
jektu. Často se pomocí dědičnosti specifikuje funkcionalita objektů a dědí se tak z objektu
obecnějšího. Tato vlastnost podporuje udržovatelnost a robustnost objektově orientovaných
systémů.
4.4.2 Struktura OOPN
Petriho sítě jsou nástroj vhodný pro modelování a simulace nejrůznějších systémů. Jejich
velká síla je také v tom, že umožňují vizualizaci daného systému či problému. Zkombinová-
ním objektové orientace a Petriho sítí dostáváme objektově orientované Petriho sítě, které
umožňují strukturování, což napomáhá ke zpřehlednění. Využitelnost OOPN se zdá býti
široká – přes modelování a simulace až po návrh složitých systémů.
Hlavní přinos OOPN je strukturovanost. Všechny OOPN se skládají z několika tříd
tvořící stromovou strukturu. Každá jednotlivá OOPN má právě jednoho předka, přičemž
společný předek všech tříd je třída PN (kořen stromu). Objektové sítě i sítě metod tedy
tvoří listy stromu dědičnosti OOPN, a jsou to množiny navzájem hranami provázaných míst
a přechodů. Jednotlivé třídy obsahují objektovou síť, jejíž instance je vytvořena při vzniku
instance dané třídy. Navíc mohou obsahovat také sítě metod. Jednoduchá OOPN se nachází
na obrázku 4.3, kde jsou popsány i jednotlivé prvky. Daná třída modeluje jednoduchý
zásobník s funkcemi push a pop.
Třídy v OOPN jsou popsány pomocí názvu, předka, své objektové sítě, kterou obsahuje
každá třída a pomocí množiny svých metod, konstruktorů a predikátů [5].
Místa v OOPN jsou definována:
• třídou a sítí, v nichž se nachází,
• názvem,
• počátečním značením – multimnožina, která je automaticky vložena do místa při jeho
vytvoření (tato položka je nepovinná),
• počáteční akcí – posloupnost akcí, které se vyhodnotí při vzniku místa. (tato položka
je nepovinná),
• typem místa:
– Vstupní místo – jsou navázány na parametry metody stejného jména a při vo-
lání metody je do každého vstupního místa vložena, kromě počátečního značení
i hodnota předaná na místě příslušného parametru.
– Výstupní místo – má vždy jméno return. Nesmí mít žádné počáteční značení
nebo být současně vstupním místem metody. Umístění značení do tohoto místa
ukončuje provádění metody.
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Obrázek 4.3: Struktura OOPN na modelu zásobníku.
– Ostatní místa – ostatní místa objektových sítí a sítí metod.
Přechody v OOPN jsou popsány stejně jako místa třídou a sítí, v nichž se nachází a ná-
zvem. Navíc mohou být charakterizované:
• Vstupními, dialogovými a výstupními hranami.
• Stráží – booleovský výraz, který musí platit, aby byl přechod proveditelný (nepovinná
položka).
• Akcí – posloupnost výrazů. Nemusí být proveditelná atomicky, tj. může obsahovat
vytváření instancí tříd nebo volání metod (nepovinná položka).
Hrany klasicky spojují místa s přechody a naopak. Každá hrana je definována hranovým
výrazem, který specifikuje odebírané, testované nebo přidávané značení místa. Rozlišujeme
tři typy hran:
• Vstupní – je to hrana, která vstupuje do přechodu a způsobí odebrání daného vstup-
ního značení z místa, na které je napojen druhý konec hrany.
• Výstupní – umisťuje značení z přechodu do místa, na které je hrana napojena.
• Dialogové – Podobné vstupním hranám s tím rozdílem, že z místa nic neodebírají.
Tuto hranu lze tedy chápat jako podmínku. Místo musí obsahovat určité značení, aby
byl daný přechod proveden.
Metody v OOPN jsou definovány stejně jako místa a přechody třídou, ve které se nachází
a navíc:
• Vzorem zprávy – selektor zprávy a parametry.
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• Vlastní sítí – místa a přechody, které specifikují prováděnou akci metody. Mezi místy
metody musí být místo výstupní místo return, které ukončuje provádění metody.
Jestliže má metoda parametry, musí obsahovat vstupní místa jim odpovídající. Do
těchto míst se vloží počáteční značení předané jako hodnoty parametrů při vyvolání
metody. Síť metody se také může odkazovat na (používat) místa objektové sítě třídy,
ve které je definována daná metoda.
Konstruktory v OOPN jsou ve skutečnosti speciální metody značené klíčovým slovem
constructor, sloužící pro vytváření nových instancí tříd.
Synchronní porty jsou také speciální metody nemající žádnou vlastní síť. Synchronní
port je jako metoda specifikován vzorem zprávy a může být volán zasláním zprávy ze stráže
libovolného přechodu. Na druhou stranu je synchronní port podobně jako přechod propojen
hranami s místy sítě, ve které je definován a může obsahovat stráž. Speciálním případem
synchronního portu je predikát, který neovlivňuje stav objektu. Je propojen s místy sítě
objektu pouze testovacími hranami.
4.4.3 Dynamická reprezentace OOPN
OOPN sestává obecně z množiny tříd. Jedna z těchto tříd je vždy označena jako hlavní
neboli inicializační. Dynamičnost OOPN potom začíná automatickým vytvořením instance
hlavní třídy (z její referenční sítě). Tato síť je inicializována počátečním značením. Tak
se síť dostává do počátečního stavu, ve kterém jsou proveditelné některé z přechodů sítě.
Provedení vybraného přechodu způsobí změnu stavu dané sítě (systém přejde z jednoho
stavu do druhého). Veškeré změny probíhají atomicky ve formě událostí. Rozlišujeme čtyři
typy událostí [5]:
• A-událost – klasické provedení přechodu uvnitř jedné instance sítě nebo synchronně
ve více instancích současně (v případě volání synchronního portu). Adresátem zprávy
v akci proveditelného přechodu je primitivní objekt nebo je akce prázdná.
• N-událost – vytvoření nového objektu v rámci provedení přechodu. Adresátem zprávy
v akci proveditelného přechodu je třída a selektorem zprávy ve třídě adresáta přísluší
konstruktor.
• F-událost – vytvoření instance sítě metody při provedení vstupní části přechodu.
• J-událost – akceptování výsledku zprávy při současném zrušení instance sítě metody
a provedení výstupní části přechodu.
Události postupně modifikují stav celého systému. Tento stav je v každém okamžiku dán
množinou objektů, které jsou instancemi některých tříd OOPN systému. Každý objekt je
jednoznačně identifikován pomocí svého objektového identifikátoru (oid) a je tvořen množi-
nou instancí sítí.
Za proveditelný přechod se považuje ten, u něhož existuje alespoň jedno použitelné na-
vázání vstupních proměnných dialogových hran a proměnné stráže. Stráž musí být splněna
a v místech připojených vstupními hranami musí být dostatečný počet značek, aby bylo
možno odebrat vstupní značení, které specifikuje příslušný hranový výraz. Provedení pře-
chodu začíná odebráním vstupního značení po němž se začíná provádět akce přechodu. Ta
se buď provede atomicky nebo neatomicky (volání metody - vytvoření nové instance sítě
metody).
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4.5 Modelování pomocí OOPN
Předešle popsané OOPN slouží k modelování mnoha různých systémů. Lze je použít i k mo-
delování projektu či několika projektů, zdrojů a tedy také projektového portfolia.
4.5.1 Modelování projektového portfolia v OOPN
Projektové portfolio bylo popsáno v sekci 4.1. K co nejefektivnějšímu řešení projektů v rámci
portfolia je nutné správné rozdělení zdrojů. Proto je vhodné si jistým způsobem projekty
namodelovat a jejich funkčnost odsimulovat. Pro tuto činnost lze použít OOPN.
Obrázek 4.4: Základní idea modelování projektového portfolia (zdroj: [6]).
Ke splnění jednotlivých kroků v projektech a procesech jsou potřeba zdroje, které mohou
být typicky využitelné vícekrát a v různých rolích. Sdílené zdroje jsou v tomto OOPN
návrhu prezentovány tokeny v místech sítě, a dále distribuovány do jiných míst dle svých
rolí [7]. Tuto zjednodušenou situaci prezentuje obrázek 4.4.
Jednotlivé činnosti v projektu mohou být modelovány pomocí straží a následných akcí.
Ty je nutné specifikovat odhadovanou dobou trvání, po kterou je zdroj v činnosti aktivní.
Modelování projektů v OOPN lze rozdělit na dvě úrovně. První úroveň souvisí s plánem
projektu a druhá úroveň se zdroji. Plán projektu je prezentován sítí metod. Její instance
mohou být vytvářeny i mazány stejně tak, jako projekt začíná a končí. Každá instance sdílí
přístup k místům v objektové sítí obsahující ukazatele na zdroje.
Začátek projektu je modelován zasláním zprávy s volitelnými parametry projektovému
portfoliu a vytvořením nové instance sítě metod (tedy vytvoření plánu projektu) [6]. Toto
se může dít opakovaně s různými počátečními parametry.
4.5.2 Modelování zdrojů v OOPN
Na obrázku 4.4 jsou zdroje modelovány pouze pomocí míst. Ve skutečnosti je jejich vnitřní
struktura složitější. V přechodech mezi těmito stavy lze specifikovat několik atributů, které
má zdroj nebo daná činnost.
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(a) Model zdroje (b) Model zdroje se schopnostmi
Obrázek 4.5: Zdroje namodelované v OOPN (zdroj: [6]).
Jednotlivé typy (role) zdrojů jsou modelovány místy v objektové síti. Samotné zdroje
jsou objekty, které jsou dostupné pomocí tokenů v místech. Tokeny navíc fungují jako
reference objektů, což umožňuje zdroji být v různých rolích pod různými projekty. Třída
zdroje může být modelována například pomocí dvou stavů – alokovaný pro činnost a čekající
na činnost, jak je tomu na obrázku 4.5a. Každá aktivita, modelována přechodem v síti
metod, se pokouší zabrat všechny potřebné zdroje ke své činnosti. Pokud se to povede,
zdroje jsou na potřebný čas zabrány. Zdroje je samozřejmě nutné modelovat s ohledem na
jejich skutečné schopnosti, vlastnosti, dostupnost a možnosti vzájemné spolupráce (viz sekce
2.3 zabývající se tvorbou rozvrhů). Zdroj rozšířený o své vlastnosti lze vidět na obrázku
4.5b. Tento zdroj se namodeluje jako potomek třídy z obr. 4.5a a stačí se zabývat pouze
daným rozšířením skills. Stejně tak jako je specifikována metoda use, lze specifikovat





V této kapitole jsou popsány nástroje pro modelování Petriho sítí. S doporučením vedoucí
diplomové práce je kapitola zaměřena na nástroj Renew, který bude později použit pro
implementování výše zmíněného konceptu a další části práce.
5.1 Používané nástroje
Nástrojů k modelování a simulování vysokoúrovňových Petriho sítí, především tedy objek-
tově orientovaných sítí, je jen pár. Kromě nástroje Renew, kterému je věnována následující
kapitola, jimi jsou např. PNTalk1 nebo pro barvené Petriho sítě třeba CPN Tools2.
5.2 Nástroj Renew
Renew je nástroj k modelování a simulování vysokoúrovňových Petriho sítí vytvořený v ja-
zyce Java. Poskytuje flexibilní modelování na základě referenčních sítí a synchronních ka-
nálů. Je dostupný na internetových stránkách http://www.renew.de. Pro účely této diplo-
mové práce byla použita nejnovější verze 2.3, která vyšla v průběhu tvorby této práce. Na
rozdíl od mnoha ostatních podobně sloužících nástrojů má tyto výhody:
• multiplatformita,
• možnost objektového modelování na úrovni sítí (referenční sítě oddělují koncepty sítí
od jejích instancí – podobně jako třídy od objektů),
• sítě mezi sebou mohou komunikovat přes synchronní kanály,
• je zdarma a open source.
Naopak nevýhodami, které popisují sami autoři programu, by mohly být:
• Renew poskytuje pouze základní nástroje pro analýzu,
• výstup ze simulací je velmi omezený (nepřehledný, neposkytuje výstup modelového
času),
• nepodporuje dědičnost.
1Systém pro modelování OOPN [5].
2Nástroj pro prezentaci a simulaci barvených Petriho sítí, http://cpntools.org/.
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5.2.1 Struktury sítí v Renew
V následující části práce jsou popsány možnosti nástroje Renew z hlediska modelování Pet-
riho sítí. V potaz je brána především návaznost nástroje na programovací jazyky (především
jazyk Java, v němž je Renew vytvořen) a odlišnosti od obecně používaných formalismů při
vytváření Petriho sítí [11].
Základní elementy – Z hlediska vizualizace a struktury Petriho sítí dovoluje Renew po-
dobný zápis, jenž byl nastíněn v kapitole 4.2. Místa (places) jsou značena kolečky, přechody
(transitions) obdelníky a hrany (arcs) mezi nimi jednoduchými čárami. Místa i přechody
mohou být pojmenovány. Hrany lze rozdělit na několik typů – vstupní nebo výstupní hrany
(orientované šipkou ve směru pohybu tokenu), které se chovají stejně jako v klasických
Petriho sítích, tedy přidávají nebo odebírají tokeny. Dále zde existují reverzní hrany, které
jsou zkráceným zápisem pro zároveň vstupní a výstupní hranu – během provádění přechodu
rezervují token. Nakonec jsou zde testovací hrany, které nejsou orientované a umožňují, aby
byl jeden token testován i několika hranami. Každá hrana může být popsaná výrazem ne-
boli deklarací proveditelnosti, např. může pojmenovávat přenášenou proměnou, která může
být testována v strážích. Na obrázku 5.1 jsou zobrazeny základní elementy. Zobrazené pře-
chody budou provedeny následovně – přechod a se provede vždy, protože z něj vychází
jen výstupní hrana, která vloží token do p. To aktivuje všechny přechody kromě c, které
potřebuje tokeny dva. Naproti tomu přechod e se provést může, jelikož testovací hrany mo-
hou testovat stejný token dvakrát. Provedení b, c, e a f nezmění značení v p. Jeden token
odebere pouze přechod d.
Obrázek 5.1: Základní prvky PN v Renew (zdroj: [11]).
Speciální typy hran – Kromě obecně známých typů hran z klasických Petriho sítí imple-
mentuje Renew dodatečně také několik nových typů.
• Flexible arc umožňuje přenést několik tokenů pomocí jediné hrany. Toto je značeno
dvojitou šipkou na konci hrany.
• Clear arc slouží k odebrání všech tokenů z místa a je značena pomocí nevyplněné
dvojité šiky na konci hrany.
• Inhibitor arc povoluje provedení daného přechodu právě, když token jistého typu se
nenacházi v daném místě, se kterým je přechod touto hranou propojen. Používají se
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pro prezentaci boolovských podmínek anebo k pozdržení jisté akce, zatímco systém
je v nečinnosti. Značí se kolečky na obou stranách hrany.
Guard a action – Stráže nad přechody jsou značeny klíčovým slovem guard s následující
podmíněným výrazem. Daný přechod se stráží se provede pouze tehdy, pokud je výraz
ve stráži vyhodnocen jako true. Dalším rezervovaným slovem je action, které se váže
k přechodům. Výraz po action se provede pouze jedenkrát právě během provádění daného
přechodu (použití v obr. 5.2). Action se nemůže používat pro navázání proměnných, protože
vstupní hrany musí být vyhodnoceny před spuštěním přechodu.
Výrazy – Výrazy vychází z programovacího jazyku Java a tudíž využívají klasické binární
operátory známé z většiny imperativních programovacích jazyků. Výjimkou je operátor =,
který neslouží k přiřazení hodnoty do proměnné, protože ty jsou neměnitelné. Ze stejného
důvodu byly proto vyřazeny operátory +=, *=, ++ a --. Místo toho je se = používá ke
specifikaci rovnosti, které se nejčastěji vyskytuje ve výrazech nad přechody. Rozdíl oproti
== je, že = je chápáno ve smyslu equals(Object).
Datové typy – Stejně tak i datové typy proměnných a jejich přetypování jsou založeny na
jazyce Java (byte – short / char – int – long – float – double). Pro implicitní dekla-
raci typů proměnných lze vytvořit deklarační uzel (decalaration node), ve kterém lze také
importovat Java prostředí, balíčky či knihovny. Toto je ukázáno na obrázku 5.2. Deklarace
jsou řešeny vpravo nahoře, kde jsou definovány prvky jako Button a Frame a knihovna
java.awt. Petriho síť při simulaci nejdříve vytvoří nové tlačítko a rámec, poté se tlačítko
přidá do rámce, tomu se změní velikost a rámec se zobrazí a následně zavře. Pokud se v síti
nevyskytuje deklarační uzel, jsou všechny jeho proměnné deklarovány a přetypovávány au-
tomaticky.
Obrázek 5.2: Petriho síť provázaná s Java kódem (zdroj: [11]).
Volání metod – Sítě také podporují volání metod. Např. action x.method("y") je vo-
lání metody method objektu x s parametrem y. Všechny Java metody mohou být použity
v sítích, ale jsou zde určité situace, na které si je potřeba dávat pozor – např., že metody
lze vykonat více než jednou. Příkladné užítí je zobrazeno na obr. 5.2.
N-tice, seznamy – Renew umožňuje pracovat také s n-ticemi a seznami. N-tice jsou zna-
čeny [x,y]. Jsou typu de.renew.unify.Tuple, ale jejich komponenty jsou netypované
a tudíž mohou mít různé typy. Jednoduchý token značený standardně v Petriho sítích se
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v Renew značí []. Takže token je jednoduše prázdná n-tice. Seznamy jsou definovány zvlášť
a to ve složených závorkách, např.1,2,3,4 je seznam o čtyřech prvcích. Obecně lze popsat
seznam jako head:tail a lze k němu také tak přistupovat. Jednotlivé prvky, stejně jako n-
tice, podporují pattern matching. Např. použitím 1,2,3,4=u,v,w,x jako výrazu přechodu,
dostaneme u=1, v=2, atd. Prázdná dvojice [] a prázdný seznam nejsou shodné.
Instance sítí a odkazy na sítě – Při spuštění simulátoru se z dané Petriho sítě vytvoří
instance, která je simulována. Původní síť je tedy statická struktura neboli vlastně třída.
Renew dovoluje z jedné třídy vytvořit několik instancí a nezávisle na sobě je provést. Každá
síť má jméno (název souboru) a každá vytvořená instance je popsána proměnnou, dvojteč-
kou, rezervovaným slovem new a jménem sítě. Např. x:new net – x je navázaná na novou
instanci sítě net. Identita instancí může být kontrolována pomocí == a != stejně jako u ob-
jektů. Mají take stav, který se může měnit a místa korespondují atributům. Instance sítí
také zapouzdřují data. Jediné co jim nativně chybí jsou metody. K tomu se lze ale přiblížit
použitím následujících praktik.
Synchronní kanály – Když existují instace sítí, tak je třeba mít určitý typ komunikace
mezi nimi. Lze uvažovat dva typy komunikace – buď zasílání zpráv, kdy odesilatel vytvoří
zprávu a zašle ji příjemci bez ohledu na jeho stav, anebo synchronní komunikace, kdy
se komunikující předem domluví na budoucí komunikaci. V Petriho sítích se ke komuni-
kaci používají synchronní kanály. Ty v porovnání se zasíláním zpráv zajišťují synchronizaci
s příjemce a přitom samotnou synchronizaci řeší automaticky. Synchronní kanál zajišťuje,
že se dva přechody provedou ve stejný okamžik. Oba přechody musí předem znát jméno
kanálu a parametry. Renew umožňuje synchronizaci přechodů z různých instancí různých
sítí. Přechod iniciující tuto operaci musí mít specifický výraz, tzv. downlink. Ten se skládá
z výrazu, který musí odpovídat názvu sítě (pokud se provádí synchronizace kanálem s pře-
chodem z vlastní sítě, použije se klíčové slovo this), dvojtečky, jména kanálu a volitelných
parametrů v kulatých závorkách. Např. přechod popsaný net:channel(x,y) se snaží o syn-
chronizaci s jiným přechodem ze sítě net, jméno kanálu je channel a posílá parametry x a y.
Na straně příjemce je třeba mít přechod také specificky popsaný – tzv. uplink. Uplink
reaguje na podněty všech downlinků, které jej zavolají příslušným kanálem. Výraz takového
přechodu vypadá například takto :channel(x,y), což značí, že jméno kanálu je channel
a volat se musí s parametry x a y. V podstatě přechod s uplinkem nemůže být proveden
jinak, než zavoláním příslušným downlinkem.
Renew povoluje, aby jeden přechod měl několik downlinků. Také povoluje, aby přechod
měl jak uplink tak downlinky.
Obrázek 5.3: Využití synchronních kanálů.
Manuálně spouštěné přechody – V programu Renew je možno, spouštět speciálně po-
psané přechody manuálně. Takový přechod musí být popsán klíčovým slovem manual a jeho
spuštění se provede pravým tlačítkem myši.
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Obrázek 5.4: Petriho síť bankovního účtu, síť account.rnw (zdroj: [11]).
5.2.2 Přístup k sítím z kódu
V předcházející části byl popsán program Renew z pohledu struktur Petriho sítí, které
umožňuje modelovat a simulovat. Nyní bude přiblížena část, kdy bude možné s Petriho
sítěmi operovat skze zdrojový kód jazyka Java. Všechny vytvořené sítě jsou stejného typu,
jmenovitě de.renew.net.NetInstance a implementují metody pouze tohoto typu. Proto
musí být vytvořena nová třída, která se bude chovat jakoby simulovaná síť, ale bude imple-
mentovat přidané metody. Při volání, mohou metody komunikovat se sítí prostřednictvím
synchronních kanálů, které budou na oplátku přijmou potřebná opatření. Takové třídy jsou
nazývány stub classes a ukládat by se měly do souboru s příponou .stub a názvem stejným
jako referenční síť [10].
Síť naznačena na obrázku 5.4 modeluje jednoduchý bankovní účet. Zákazník může na
účet vložit peníze, vybrat z něj peníze, anebo podívat se na zůstatek na účtu. Je ovšem
potřeba zabalit synchronní kanály do metod, aby se k nim dalo přistupovat ze zdrojového
kódu. K tomuto poskytuje Renew jednoduchou nádstavbu. Lze použít:
void deposit(int amount) {
this:deposit(amount);
}
Tímto dosáhneme propojení příslušné činnosti s touto metodou. Překladač potřebuje ale
vědět i další věci jako název sítě, v tomto případě account, a jméno stub class, která se
má generovat. V tomto případě je možné použít třídu samples.call.Account (počítá se
s tím, že se síť nachází ve složkách samples/call/).
package samples.call;
class Account for net account {
void deposit(int amount) {
this:deposit(amount);
}








Deklarovaný package je volitelný a klíčová slova for net oddělují jméno třídy a jméno sítě.
Tělo třídy se skládá z konstruktoru a definicí metod. Ve výše uvedeném případu konstruk-
tor není, tudíž je použit implicitní konstruktor. Tělo každé metody se skládá ze sekvencí
volání kanálů a deklarace proměnných oddělených středníkem. Stejně jako u referenčních
sítí v předcházející kapitole není třeba proměnné deklarovat. V příkladu jsou proměnné
pouze jako parametry. Mezi nimi se vyskytuje speciální proměnná return. Tato proměnná
je automaticky deklarovaná v každé metodě, která nemá návratovou hodnotu typu void.
Takhle vytvořený stub soubor popisující metody referenční sítě je možno pomocí Renew
převést do Java zdrojového kódu [10].
java -cp plugins/misc.jar de.renew.call.StubCompiler \
samples/call/Account.stub




Vytvořená třída může být používána jak v referenční síti, tak také v Java kódu. Je
ovšem potřeba, aby síť, ze které třída vychází, byla načtena v Renew. (Bohužel Renew zatím
neposkytuje mechanismus pro automatické načítání sítí. Lze ovšem dodatečným nastavením
určit cestu do adresáře se sítěmi a pokud např. provádíme simulaci několika propojených sítí,
stačí mít načtenou pouze počáteční síť a Renew si poté zbývající sítě otevře automaticky.)
5.2.3 Časované sítě
Zavedení času do Petriho sítí je důležitá součást při modelování a především simulaci reál-
ných systémů. Jak bylo popsáno v kapitole 4.3, existuje několik přístupů a jejich kombinací,
jak zavést čas do Petriho sítí. Renew využívá především čas spojený s tokeny (Token Timed
Petri Net) v kombinaci s hranovými výrazy. Každý token má časové razítko, které značí, kdy
je daný token k dispozici. Časové zpoždění tokenů může být použito v hranových výrazech
a daný token umožní spuštění přechodu až po uplynutí specifikovaného času.
Renew značí časové zpoždění symbolem @ a následným číselným výrazem značící jed-
notky času. Např. x@t značí, že token hodnoty x bude přenesen po uplynutí t časových
jednotek modelového času.
Vstupní hrany mohou požadovat, aby token zůstal k dispozici po danou dobu před prove-
dením přechodu. Pro vstupní hrany tedy takové zpoždění nemůže být vytvořeno náhodným
generátorem čísel (přesněji řečeno pseudonáhodným generátorem, jelikož čistě náhodný ge-
nerátor je z principu obtížné vytvořit) nebo záviset na výsledku hranového výrazu. Může
však vycházet z hodnoty tokenu a samozřejmě ze samotného zpoždění definovaného výše.
Výstupní hrany mohou specifikovat, že daný token je přístupný až po určitém čase.
Hodnota zpoždění může být vypočtena výrazem nebo určena náhodným číslem. Časově
specifikovaný hranový výraz tokenu výstupní hrany nemůže nijak ovlivnit provedení pře-
chodu, ale jen samotné časové razítko tokenu.
Testovací hrany nemohou specifikovat zpoždění tokenu, jelikož přistupují okamžitě jen
k právě přístupným tokenům a vrací jej z přechodu do místa ve stejný čas, ve kterém jej
odebraly.
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Obrázek 5.5: Model rozhodování o nových projektech.
Na obrázku 5.5 je znázorněn model rozhodování o provedení či neprovedení nových pro-
jektů. Každý projekt vychází z nějakého impulsu neboli nápadu (ideas). Ty jsou v modelu
ztvárněny tak, že vznikají každých 10 časových jednotek (např. dní). Poté se přeformulují
do nápadů na projekt a dají se projednat manažerům, kteří je projednávají a rozhodují
o jejich budoucnosti 5 dní. Přičemž schválí 1 z 10 nápadů na projekt. Schválené projekty
jsou poté realizovány (v průměru 25 dní). Zamítnuté projekty mohou být ovšem zajímavé
a 20 % z nich je přepracováno a posláno zpět mezi nápady na projednání. Toto je ovšem jen







V této kapitole se vychází z přecházející části této práce. Především z kapitol 4 a 5. Bude
upřesněn návrh modelování zdrojů, projektů a portfolia projektů v nástroji Renew, návrh
a implementace tohoto konceptu.
6.1 Modelování portfolia
Portfolio je popsáno v kapitole 4.1. Jednoduchý návrh modelu, který vychází z [7], je zmíněn
v kapitole 4.5.1. Nyní bude bráno portfolio jako soubor projektů v rámci jedné organizace,
který využívá sdílené zdroje k realizaci všech dílčích projektů.
Obrázek 6.1: Abstraktní model portfolia projektů.
Nejprve je třeba udělat objektový návrh portfolia. Vytvoření portfolia, ale i dále mo-
delovaných entit, tedy vytvoření objektu ze třídy, je v Renew obstaráno implicitním kon-
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truktorem new. Stejně tak konec portfolia je modelován pomocí implicitního destruktoru
objektu. V rámci samotné třídy modelující portfolio jsou zapotřebí metody přidávající nové
projekty a odebírající hotové projekty. Stejně tak se do portfolia mohou přidávat a odebírat
zdroje.
Na obrázku 6.1 je namodelován abstraktní pohled na projektové portfolio. Velmi zjed-
nodušeně lze říci, že každý projekt v rámci portfolia má svůj počáteční stav a konečný
stav. Mezi nimi se projekt provádí a právě během této činnosti jsou zapotřebí zdroje k jeho
realizaci. Většinou je tedy v portfoliu více projektů a zároveň v projektu je více čínností,
které potřebují stejné nebo podobné zdroje. Tím dochází ke konkurentnímu chování a je
třeba vybrat zdroje pro danou činnost nejvhodnější. Typicky takové, aby byla daná činnost
zvládnuta v odhadovaném čase.
Obrázek 6.2: Návrh tříd portfolia projektů.
Výše je na obr. 6.2 zobrazen možný model tříd. Jelikož jsou navrhovány objektově orien-
tované Petriho sítě, je třeba navrhnout diagram tříd. Jako hlavní třídy jsou brány portfolio,
projekt, aktivita a zdroj. Aby bylo zabráněno propojení N:N mezi aktivitou a zdrojem, je
třeba zavést další třídu rozvrhu jednotlivých zdrojů (schedule). Projekty jsou od sebe na-
vzájem rozeznány jmény. Portfolio poskytuje čtyři metody – přidání projektu a odebrání
(většinou již hotového) projektu a zdroje z portfolia.
Třída projektu obsahuje atributy jméno (name), pro rozeznání jednotlivých projektů,
rozpočet (budget), dobu trvání projektu (duration) a stav projektu (state). Metody, které
obsahuje tato třída, slouží k započetí projektu, vytvoření aktivity v projektu a ukončení
projektu.
Aktivita obsahuje atributy začátku aktivity (time) a doby trvání (duration). Nabízenou
metodou třídy je vyžádání si zdroje pro danou činnost.
Atributy zdroje jsou jméno, schopnosti a stav, ve kterém se zrovna zdroj nachází. Stav
se určuje z osobního rozvrhu. Zdroj může být povolán do práce na činnosti, což je značeno
metodou (work()) s parametry začátku aktivity a doby trvání aktivity. V případě zalo-
vání této metody si zdroj musí ověřit, zda se mu daná aktivita nepřekrývá s již nějakou
naplánovanou ve třídě (schedule).
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Obrázek 6.3: Referenční síť portfolia – Portfolio.rnw.
Na obrázku 6.3 je již implementovaný návrh referenční sítě portfolia v nástoji Renew. Síť
umožňuje volání dvou metod pomocí synchronních kanálů – přidání a odebrání projektu.
Při přidání projektu (:add project(name,duration,budget)) je vytvořen nový objekt
z referenční sítě projektu (viz dále) a je zahájena činnost projektu s příslušnými parame-
try popisující název projektu, dobu trvání projektu a rozpočet projektu. Samotná třída
obsahuje jeden stav, ve kterém jsou uloženy všechny aktivní projekty ve formě seznamu
příslušných atributů. Při zavolání metody odebrání projektu (:remove project(name)) je
odebrán z portfolia projektů ten projekt, který je identifikován stejným jménem jako je
parametrem předán název projektu.
Druhá část sítě je věnována zdrojům v portfoliu, které mohou být přidávány metodou
add resource(name,skills) a odebírány pomocí :remove resource(name). Duležitý je
přechod scheduling, který provádí rozvrhování jednotlivých zdrojů na jednotlivé činnosti
projektů. Podrobněji modelován a rozebrán bude v kapitole 6.4.
6.2 Modelování projektu
Modelování projektu je ve své zjednodušené podstatě modelování jednotlivých činností,
z nichž některé se mohou vykonávát souběžně a jiné musí zase čekat na výstupy činností
předcházejících. Protože projekt je vymezen časově, nákladově a kvalitativně, musí být ka-
ždá jeho činnost definovaná časovým odhadem, který je mnohdy obtížné stanovit. Částečně
se touto problematikou zabývá kapitola 2.3.
Petriho síť modelující projekt na obrázku 6.4 představuje projekt jako dynamicky vola-
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Obrázek 6.4: Referenční síť dynamického projektu – Project.rnw.
nou třídu. Poskytuje uplink :start project(name,duration,budget) pro aktivaci a za-
počatí projektu. Spuštěnému projektu je poté možno přidávat dynamicky jednotlivé aktivity
voláním metody :add activity(name,time,duration,predecessor,follower). Prede-
cessor označuje předcházející aktivitu a follower následující. Jednotlivé činnosti jsou poté
uloženy v místě activities v podobě seznamu jednotlivých paramterů. Tento model je
značně komplikovaný, a proto se využijí spíše staticky namodelované jednotlivé projekty,
jakožto samostatné referenční sítě.
Obrázek 6.5: Referenční síť staticky modelovaného projektu – Project1.rnw.
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Příklad projektu namodelovaného přímo je obrázek 6.5. Pro tento model je důležitý
uplink :start project(s), pomocí jehož zavolání se projekt spustí. Jediný parametr, který
tato metoda přijímá, je třída mající přístup ke všem zdrojům z portfolia. Jednotlivé akti-
vity jsou modelovány přímo transakcemi a každá z transakcí se snaží zarezervovat si zdroj
ke svému dokončení. Funkce :require resource(name,time,duration) nad předávanou
referencí s má parametry – název (ten musí obsahovat název projektu oddělený mezerou
od názvu činnosti), čas začátku a odhadovaná doba trvání činnosti. Jakmile celý projekt
proběhne, dostane se do koncového stavu project ends. Pokud je potřeba pro danou čin-
nost povolat více zdrojů, je nutné zavolat předcházející metodu právě tolikrát, kolik zdrojů
potřebujeme.
Tento modelovaný projekt představuje práci na jednoduchém programu, kdy se nejdříve
provede návrh, poté se provádí souběžně dvě implementační části (funkcionalita a grafické
uživatelské rozhraní), a nakonec probíhají závěrečné dokončovací práce.
Při modelování nového projektu je nutné dodržet následující značení. Název každého
projektu musí začínat slovem Project, za nimž může následovat cokoliv. Názvy jednotli-
vých projektů odpovídají názvům jednotlivých sítí, a tedy i souborům s daným modelem.
Dále je třeba, aby projekt začínal přechodem s uplinkem, jež bude přijímat jeden parametr
a bude se volat v portfoliu pro započetí projektu. Daný parametr se poté musí přenášet
všemi následujícími hranami. Všechny další přechody jsou brány jako činnosti a musí být
řádně pojmenovány a volat downlink :require resource(duration) nad předávaným pa-
rametrem se zdroji portfolia. Parametr duration je odhad trvání činnosti. Pokud je třeba
pro danou činnost více zdrojů, musí se tolikrát zavolat daný downlink.
6.3 Modelování zdrojů
Modelováním zdrojů je myšleno především modelování pracovních činností a harmonogramu
lidí podílejících se na projektu. Uvažuje se tedy hlavně projektování informačních systémů,
kde lze hlavní činnosti, při kterých je třeba rozdělovat zdroje, vyjmenovat následovně:
návrh, programování, testování a kompletovací práce. V závislosti na různorodosti projek-
tovaných informačních systémů se mohou tyto činnosti lišit, dekomponovat, paralelizovat
apod. Pro tyto činnosti je tedy vhodné určit co nejvíce vyhovující zdroje. Slovem vyhovující
je v tomto smyslu myšleno především zdroje zkušené v dané oblasti, mající v dané oblasti
odpovídající schopnosti a dovednosti a časová dostupnost v požadované době. Dále by se
zde dala zahrnout mzda jednotlivých zdrojů, jelikož projekt je i nákladově omezen a úlohou
projektového manažera je dodržet rozpočet pro daný projekt. Se zahrnutím této vlastnosti
se ovšem nepočítá z důvodu soustředění se především na časové vymezení projektu.
Schopnosti jsou většinou hodnoceny na základě posouzení projektového manažera. V mo-
delu jsou značeny slovem skills a mohou nabývat desetinných hodnot od 0 od 2, přičemž
čím nižší hodnota než 1, tím má daný zdroj měnší dovednosti a danou práci zvládne poma-
leji oproti odhadu, který je prezentován proměnnou duration. Naopak hodnota větší než 1
značí lepší dovednosti a daný zdroj si s danou činností poradí rychleji.
Referenční síť popisující zdroj (obr. 6.6) poskytuje metodu :activate(name,skills),
pomocí které se daný zdroj pojmenuje a určí se jeho schopnosti a dovednosti. Tato me-
toda by měla být volána hned po vytvoření objektu, slouží totiž pro inicializaci samotného
zdroje. Dalším uplinkem je :work(t,d), pomocí kterého je zdroj povolán k činnosti něja-
kou aktivitou. Pomocí paramterů activity a duration je zdroj obeznámen o jakou aktivitu
se jedná a jaký je odhadovaný čas na její splnění. Zdroj si poté metodou :schedule work
ověří, zda nemá ve svém osobním rozvrhu již nějakou činnost, případně ji tam zavede. Po-
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Obrázek 6.6: Referenční síť lidského zdroje – Resource.rnw.
kud činnost v rozvrhu má, tato transakce se neprovede a aktivita, která tento zdroj volala
si zkusí zamluvit zdroj jiný. Nezaneprázdněný zdroj má osobní rozvrh prázdný, jelikož už
svou práci provedl a zavolal metodu available me(), která pomocí clear arc odebre tokeny
z osobního rozvrhu. Pokud je tedy zdroje volný, určí se reálný čas strávený na dané činnosti
(započítají se dovednosti zdroje – skills). Po dobu tohoto času zdroj simuluje provádění
dané činnosti a token je k dispozici v místě work’s done až po uplynutí dané doby. Poté si
zdroj uvolní rozvrh a přesune se do stavu nečinnosti – idle.
Je také možné si představit pod tímto modelem zdroje materiální či peněžní. K tomuto
účelu by bylo třeba učinit několik změn a modifikací modelu, a proto se v této práci počítá
pouze s využitím tohoto modelu k reprezentaci lidského zdroje.
6.4 Zdroje a projekty v portfoliu
Portfolio, jak již bylo dříve zmíněno, je charakteristické především tím, že poskytuje pro
projekty v něm obsažené sdílené zdroje. Ty jsou jednotlivými projekty požadovány a musí
být tedy správně rozvrhnuty. Rozvrhování zdrojů je tedy proces, při kterém se k jednotlivým
činnostem projektů přiřazují vhodné lidské, pěněžní a materiálové zdroje. Jelikož se v této
práci daný systém modeluje, a poté simuluje pomocí Petriho sítí, používá se při výběru
vhodných jednotlivých zdrojů nedeterministického přístupu. Výběr je tedy náhodný, a proto
je třeba provést řadu simulací, z jejichž výsledků se vybere ten nejvhodnější. Může to být
ten výsledek, při kterém se dané projekty provedly nejrychleji, nebo ten, při kterém byl
jistý zdroj nejméně vytížený apod.
Následující dvě sítě (obr. 6.7 a 6.8) vznikly z modelu portfolia na obrázku 6.3.
Obrázek 6.7 reprezentuje sdílené zdroje v portofoliu projektů. Každá činnost v pro-
jektech se snaží pomocí metody require resource() zarezervovat volné zdroje ke svému
provedení. Pokud tedy chceme přidat do portfolia nové zdroje, je nutné dodržet konvenci
viděnou na obrázku se zdroji. Je tedy třeba nejdříve vytvořit inicializační místo s tokenem
spojené hranou s přechodem, v něm deklarovat nový zdroj pomocí x:new Resource, a poté
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Obrázek 6.7: Referenční síť přidělování zdrojů – Resources.rnw.
jej ještě aktivovat, přidělit jméno a ohodnotit jeho dovednosti metodou activate(name,
skills).
Pokud by měly být lidské zdroje děleny dle svých atributů (např. podle svých pozic) musí
se vytvořit další místo obdobné místu available resources, např. programmers, tedy
programátoři. K tomuto místu je třeba přičlenit zdroje. Lze použít další hranu z přechodu,
ve kterém je zdroj vytvářen, a tím pádem mít pro jeden zdroj více rolí. Poté je samozřejmě
třeba poskytnout pro novou skupinu uplink require programmer(), který už je možno
volat z projektů.
Obrázek 6.8: Počáteční referenční síť – Start.rnw.
Poslední sítí potřebnou pro fungování celého systému, je druhá část portfolia, ve které se
řeší samotné projekty. Reprezentována je na obrázku 6.8. Při vytvoření nového projektu je
nutné v této inicializační síti vytvořit novou větev s jedinou transakcí. V té je třeba vytvořit
instanci nového projektu a projekt samozřejmě spustit. Poté stačí daný objekt přenést do
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místa pojmenovaného finished projects.
Obrázek 6.9: Celková interakce systému.
Jak celý systém funguje a reaguje dohromady je vidět na obrázku 6.9. Přesně takto tvoří
jednotlivé komponenty dohromady portfolio. Počet projektů stejně jako zdrojů v portfoliu
není omezen.
6.5 Provázání s dalšími nástroji
Výsledky simulace, tedy přiřazení zdrojů k činnostem a určení doby strávené nad činností,
by samo o sobě mělo slabou vypovídací hodnotu. Je tedy vhodné výsledky zobrazit v grafic-
kém prostředí. K provázání aktivit a rozvrhů zdrojů na projektu se nabízí nejpoužívanější
nástroj, kterým je MS Project (viz 3.3). MS Project neposkytuje žádné otevřené rozhraní
pro přímou intervenci dat do projektu, poskytuje však možnost importu dat uložených
v několika standardních formátech jako .xml, .html, .mpx, .csv a další. Nejvhodnější
a nejpřijatelnější z těchto formátu je .mpx (Microsoft Project Exchange). Tento soubor se
skládá z záznamy oddělenými znakem konce a řádku informační kanály. V rámci každého
záznamu jsou pole, které obsahují informace o projektu. Typy záznamů a pořadí těchto
záznamů jsou nastaveny.
Níže uvedený příklad popisuje strukturu souboru MPX vhodného pro import/export.
Od začátku po řádek začínající číslem 30 jde o příkazy s nastaveními1. Řádek s číslem 30
obsahuje název projektu, měl by být ovšem komplexnější a obsahovat detailnější informace.
Následující řídek s č. 40 udává, které položky je na následujících řádcích se zdroji uvést.
Na řádku začínajícím č. 50 se poté vyskytují popisy samotných zdrojů. Například zdroj
s identifikačním číslem 1 má jméno Pavel a hodinovou sazbu má 20 dolarů. Řádek začínající
1Podrobnější informace o struktuře .mpx na adrese http://support.microsoft.com/kb/270139
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č. 60 je opět řádek s nastavením pro nadcházející aktivity. Jako aktivita (č. 70) je v tomto
případě uveden návrh s id 3 a odhadovanou dobou 10 dní. Nakonec přiřazení zdrojů (č. 75)
na předcházející aktivitu, resp. nejdříve zdroje s id 1, který na dané činnosti strávil 5 dní,
a poté zdroj s id 2, který na dané činnsti strávil stejně dlouhou dobu. Číslo 1 v obou
případech je koeficient vytíženosti daného zdroje.






25,2,8:00 AM,12:00 PM,1:00 PM,5:00 PM
25,3,8:00 AM,12:00 PM,1:00 PM,5:00 PM
25,4,8:00 AM,12:00 PM,1:00 PM,5:00 PM
25,5,8:00 AM,12:00 PM,1:00 PM,5:00 PM










Vytvořený program pro prezentaci výsledků simulace převádí výsledky každého simulo-
vaného projektu v portfoliu právě do .mpx souboru, který lze otevřít v MS Project a projekt
si tak dále upravovat.
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Kapitola 7
Simulace a testování systému
Bohužel program Renew poskytuje výstupy simulace pouze ve špatně strukturovaném sou-
boru simulation.log. Modelový čas simulace poskytuje jen omezeně a to tak, že vypisuje
pouze čas časovaných hran na standardním výstupu (tedy ve výchozím stavu do příkazové
řádky).
Lawrence Cabac, jeden z tvůrců Renew, mně potvrdil, že výstup času je u Renew pro-
blém a že se této problematice dále věnují. Poradil aspoň zakomponování reálného času si-
mulace do výstupu. Doposud testované systémy se ovšem provedly v řádech desetin sekund,
tudíž reálný čas simulace není třeba řešit.
Výstup simulace může vypadat například takto:
19:22:16,474 (1)Initializing [] into Start[0].P2
19:22:16,475 (1)New net instance Start[0] created.
19:22:16,511 (2)Initializing [] into Resources[3].P2
19:22:16,511 (2)Removing [] in Start[0].P2
19:22:16,512 (2)Firing Start[0].creating_resources
19:22:16,512 (2)New net instance Resources[3] created.
19:22:16,513 (2)Putting Resources[3] into Start[0].P3
19:22:16,513 (2)-------- Synchronously --------
19:22:16,515 (3)Initializing [] into Resource[6].idle
19:22:16,515 (3)Removing [] in Resources[3].P1
19:22:16,515 (3)Firing Resource[6].T3
19:22:16,515 (3)Firing Resources[3].creating_source_2
19:22:16,515 (3)New net instance Resource[6] created.
19:22:16,515 (3)Putting petr into Resource[6].name
19:22:16,515 (3)Putting double(1.2) into Resource[6].skills
19:22:16,515 (3)Putting Resource[6] into Resources[3].available_resources
19:22:16,516 (3)-------- Synchronously --------
19:22:16,517 (4)Firing Project1[11].starting_project
Pro zpřehlednění výstupu a zjištění jak dlouho daná činnost trvala danému zdroji,
byl vytvořen skript v Bashi (script.sh) a program v C++ (parse results.cpp). Tyto
programy byly vytvořeny v unixu a jejich použítí se v něm také předpokládá. Samozřejmě
program v C++ je také použitelný v jiných operačních systémech, musí se tam ovšem
přeložit. Skript v Bashi lze také použít v jiných systémech, ale např. ve MS Windows je
nutná doinstalace subsystému pro unixové aplikace.
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Možné příkazy při použití script.sh:
help – Vypíše nápovědu.
renew – Spustí grafické uživatelské prostředí nástroje Renew se specifikovanými sítěmi.
Využitelné pro manuální simulaci v grafickém prostředí, export sítí a úpravu jednotlivých
sítí.
simulate – Provede simulaci systému a vyhodnocení. Systém, který má být simulován
přes příkazovou řádku musí být převeden do formátu .sns (shadow net system – obsahuje
pouze sémantickou informaci, nikoli podobu systému). Pro export sítí je nutné spustit gra-
fické prostředí Renew se všemi sítěmi, jež jsou potřeba pro chod systému. Poté v nabídce
zvolit File -- Export -- Export all drawings (merged file) -- ShadowNetSystem
all drawings (N to 1). Soubor .sns prezentuje ve své podstatě portfolio. Kromě refere-
nční sítě zdroje a inicializační sítě obsahuje sítě jednotlivých projektů a množinu dostup-
ných zdrojů sdílených v portfoliu. Po příkazu simulate se uvede tento exportovaný soubor
a název počáteční sítě. Pro ukázky simulací je vytvořeno několik těchto souborů (viz dále).
compile – Přeloží program parse results.cpp (kompilace se provede automaticky. při
spuštění skriptu),
exit – Ukončí skript.
Program parse results.cpp provádí setřídění výsledků simulace (standardně ze sou-
boru simulation.log), ve kterém jsou zaznamenány jednotlivé kroky provedené simulace.
Setříděné výsledky také převádí do souboru .mpx, který lze otevřít v MS Project a vý-
sledky simulace si tak jednoduše vizualizovat a prezentovat. Všechny takto vygenerované
se nachází ve složce mpx files.
7.1 Testované modely projektů
Pro testování implementovaného systému bylo vybráno hned několik možných projektových
portfolií. Následně budou prezentována spolu s výsledky provedených simulací. Všechny
sítě a soubory potřebné k simulaci jsou k dispozici na přiloženém nosiči ve složce nets.
Jednotlivá projektová portfolia budou složena z následujících projektů (názvy projektů
jsou čistě pracovní a s názvem souboru a tím pádem i odpovídající referenční sítě se liší).
Projekt – tvorba malého IS – Projekt1.rnw
Tvorba jednoduchého informačního systému se skládá pouze ze čtyř činností – návrh, im-
plementace grafického uživatelského prostředí a funkcionality a nakonec zkompletování jed-
notlivých částí do hotového celku. Paralelně jsou prováděny činnosti implementace.
Projekt – analýza trhu – Projekt2.rnw
Projekt je opět malý. Obsahuje čtyři činnosti, dvě a dvě jsou paralelně. V každé větvi je
nejprve provedena analýza či průzkum s následným vyhodnocením.
Projekt – návrhy – Projekt3.rnw
Nejedná se čistě o projekt, jako spíše o proces vzniku a úpravy nových návrhů. Jako poslední
jednoduchý projekt se skládá ze čtyř po sobě následujících činností.
Projekt – tvorby složitého IS – Projekt4.rnw
Jedná se o složitější projekt, který obsahuje přes deset aktivity, které jsou různě propojeny.
V jednu chvíli se provádí i čtyři aktivity zároveň. Jednotlivými aktivitami jsou např. počá-
teční návrh, návrhy funkcionality a uživatelského rozhraní, implementace, tvorba grafických
elementů apod.
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Projekt – tvorba software – projekt5.rnw
Projekt začíná několika několika souběžnými činnostmi návrhu, které se poté hromadně
konzultují a upravují. Následují dvě iterace několika souběžných činností implementace
a konečné zavedení do provozu.
Jednotlivé projekty byly poskládány do různých portfolií s variabilními počty zdrojů.
Vzniklo tak několik testovacích .sns souborů. Dále budou prezentovány výsledky simulací
několika z nich. Další portfolia vhodná k testování celého systému se nacházejí na přiloženém
nosiči.
7.2 Zvolená portfolia a výsledky testování
Pro testování systému je třeba z výše představených projektů poskládat portfolio a přidat
vhodný počet zdrojů. Níže jsou představena některá portfolia, zbytek příkladů portfolií se
nachází na přiloženém datovém nosiči. Daná portfolia budou simulována pomocí simulátoru,
který je poskytován aplikací Renew. Ke zpracování výsledků bude použit dříve představený
program parse results. Jednotlivá portfolia jsou uložena v souborech .sns. Každý název
souboru obsahuje čísla, podle kterých lze poznat, jaké projekty jsou v daném portfoliu
obsaženy. Dále je ke každému portfoliu připojen informační soubor s dalšími podrobnostmi
o portfoliu.
Portfolio – Portfolio 123.sns Odsimulováním tohoto portfolia, jež se skládá z výše
představených projektů 1, 2 a 3, lze dostat možné rozvrhnutí zdrojů na veškeré aktivity.
V potaz je brán především odhad trvání jednotlivých činností a odhad schopností jednotli-
vých zdrojů. K dispozici jsou tři zdroje s následujícím ohodnocením svých schopností: Pavel
(1.2), Petr (0.9) a Jan (1.1). Výsledky jedné ze simulaci tohoto portfolia jsou následující:
Project1 design Pavel 8.3(10) čld
Project1 implem_gui Petr 22.2(20) čld
Project1 implem_funcionality Jan 13.6(15) čld
Project1 implem_funcionality Pavel 12.5(15) čld
Project1 completing Pavel 8.3(10) čld
Project2 customer_survey Jan 4.5(5) čld
Project2 market_analysis Jan 3.6(4) čld
Project2 survey_evaluation Jan 3.6(4) čld
Project2 analysis_evaluation Pavel 4.1(5) čld
Project3 ideas Jan 9.0(10) čld
Project3 design Pavel 16.6(20) čld
Project3 consultation Jan 27.2(30) čld
Project3 finalizing Petr 44.4(40) čld
Nejdříve je uveden projekt a poté činnost v projektu (tak jak je pojmenovaná v refere-
nční síti projektu). Následuje zdroj, který na aktivitě pracoval. Pokud na aktivitě pracovalo
více zdrojů, je tato činnost rozepsána na více řádků. První číslo za zdroji udává počet člově-
kodní (čld) strávených ve skutečnosti (dle simulace) na dané aktivitě. Číslo v závorce udává
odhad udělený aktivitě původně při plánování a modelování projektu. Výpis výsledků, je
seřazen dle jednotlivých projektů, což přispívá k přehlednosti, nelze podle něj ovšem po-
znat, jak se postupně jednotlivé činnosti plnily. Proto je výpis výsledků prezentován dle
postupného plnění činností a výše ukázaný výstup je upraven.
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Portfolio – Portfolio 14.sns Portfolio je složené z projektů 1 a 4. K řešení projektů je
k dispozici pětice zdrojů: Jan (1.1), Josef (0.8), Marek (0.9), Petr (1) a Pavel (1.2). Výsledek
provedené simulace vypadá takto:
Project4 design Josef 5.0(4) čld
Project4 gui_design Jan 3.6(4) čld
Project1 design Marek 11.1(10) čld
Project4 func_design Pavel 2.5(3) čld
Project1 implem_gui Petr 20(20) čld
Project4 templates Pavel 2.5(3) čld
Project4 graphics Jan 1.8(2) čld
Project4 graphic_elements Pavel 3.3(4) čld
Project4 design_final Josef 2.5(2) čld
Project4 gui_layout Jan 1.8(2) čld
Project4 funcionality_implem Jan 10.9(12) čld
Project4 complete_layout Josef 5.0(4) čld
Project4 completing Pavel 5.0(6) čld
Project4 completing Marek 6.6(6) čld
Project1 implem_funcionality Pavel 12.5(15) čld
Project1 implem_funcionality Josef 18.7(15) čld
Project1 completing Marek 11.1(10) čld
Nyní jsou jednotlivé činnosti seřazeny podle toho, jak byly prováděny. Samozřejmě
funkce, které byly naplánovany a prováděny paralelně, lze také poté na základě výsledků si-
mulace provádět paralelně. Bohužel Renew neposkytuje žádné podrobnější informace o tom,
které přechody (aktivity) byly prováděny paralelně a které naopak ne.
Výsledek simulace nemusí vyhovovat, jelikož výběr zdroje probíhá zcela nedeterminis-
ticky (zde se také nachází největší prostor pro další rozšíření systému). Proto je vhodné
provést několik simulací a následně zvolit nejvhodnější výsledek, podle kterého se mana-
žer portfolia může řídit a rozdělit zdroje. Výsledky simulace mají tedy spíše informační




Cílem této práce bylo seznámení se s problematikou projektování informačních projektů,
zdrojů a portfolií. V úvodu práce byly probrány důležité pojmy, postupy, metodiky a stan-
dardy projektování. Důraz byl kladen především na projekty informačního charakteru a roz-
vrhování zdrojů na jednotlivé činnosti. Následně byly probrány Petriho sítě, především ob-
jektově orientované Petriho sítě (OOPN), a nástroj Renew, který umožňuje modelování
a simulaci právě OOPN.
Poté byl popsán koncept systému modelování portfolia, projektů, zdrojů a jejich rozvr-
hování v Petriho sítích. Dle konceptu byl systém navrhnut a implementován v programu
Renew. System umožňuje simulovat flexibilní a nekonfliktní rozvrhování zdrojů na jednot-
livé činnosti projektů v portfoliu. Výsledky simulace rozvrhování zdrojů jsou podávány
v čistě textové podobě a v podobě vhodné k otevření v manažerském nástroji Microsoft
Project, kde se s nimi dá pracovat dále.
Systém tak umožňuje předem si odsimulovat celé portfolio projektů, vyhnout se možným
konfliktům při rozvrhnování anebo přímo využít některý z výsledků simulace pro samotné
rozvržení zdrojů. Výsledky mají informační charakter a dávají tak uživateli, především tedy
manažerovi portfolia, informace o možném průběhu řešení projektů v portfoliu a rozvrho-
vání zdrojů mezi nimi.
8.1 Možnosti dalšího rozšíření
Největší prostor pro další rozšíření systému je v přiřazování zdrojů k jednotlivým činnostem.
Zde by se dalo zakomponovat několik podmínek, jež by si manažer mohl navolit a podle
kterých by se při rozvrhování rozhodovalo. Dalším možným rozšířením by mohlo být grafické
uživatelské rozhraní systému pro jednodušší ovládání a modifikaci systému.
Velké možnosti rozšíření se nabízí také na nástroji Renew. Většina z nich je zmíněna
v textu práce, např. nedostatečný výstup informací o průběhu simulací, simulaci nelze
ukončit jinak, než manuálně anebo nezakomponování dědičnosti. Některé již byly konzulto-
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