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Abstract
Ontology enrichment is a process of embedding metadata associated with concepts described in the ontology. Manual information
retrieval and enrichment process is labor-intensive and time consuming as each concept is unique and has domain speciﬁc meanings.
An approach to deal with this problem is to have a uniﬁed resource and an automated solution. Diﬀerent approaches have been used
to automate the enrichment process with varying success. Here, we describe our approach of combining automated information
retrieval with manual enrichment of retrieved results. Uniﬁed Medical Language System implemented on MySQL server was
used as a resource for ontology enrichment. To automate the task of information retrieval, KNIME was used which is a workﬂow
management program. The deployed system allows quick retrieval of metadata associated with nearly 1000 ontology terms in a
reasonable time frame. Performance evaluation indicated that most of the retrieved results were accurate.
c© 2013 The Authors. Published by Elsevier B.V.
Selection and peer-review under responsibility of the Program Committee of CSBio2013.
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1. Introduction
Ontology enrichment is a process of embedding metadata associated with the concepts deﬁned in ontology. Meta-
data or attributes are added to unique set of concepts speciﬁed for a domain. Diﬀerent types of attributes are added to
cover diﬀerent aspects, e.g., deﬁnitions are added to have a general understanding of concepts, synonyms are added
to cover versatility of nomenclature, and references are given to understand the sources of knowledge. In addition,
diﬀerent attributes could be added as per developer’s or user’s requirements. Examples include date, comments, lan-
guage, category, contributor, creator and identiﬁer. Manual ontology enrichment requires a lot of human eﬀorts and
time, making it cumbersome for scientists. Besides, searching in diﬀerent sources for diﬀerent concepts could also
lead to disagreement among concepts within an ontology and limit its application on a speciﬁc domain. There are
few automated ontology enrichment tools which require technical expertise of computing and natural language pro-
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cessing which is not a ﬁrst choice for biologists. In addition, since most of the tools work on a corpus to generate
hierarchical ontology, the results could vary signiﬁcantly based on the content of the corpus. These tools can help to
construct de-novo ontologies but may not be appropriate for enriching a domain speciﬁc ontology. To have a harmo-
nized ontology, it is a good practice to retrieve attributes of concepts from a uniﬁed and broadly accepted resource.
Using automated tools to query the repository could reduce human errors and make this repetitive and time consuming
task easy. Further, it is also a good practice to assign unique identiﬁers to each concept to make them interoperable
and semantically relevant with other ontologies. There are many tools available which can help users to construct
ontology in an automated way and some of them are discussed here. ASIUM1 (Acquisition of Semantic Knowledge
Using Machine Learning Methods) acquires ontological knowledge from text given as an input. The system is based
on conceptual and hierarchical clustering and it is basically used for ontology construction. Doddle II2 is a system
which can exploit the machine readable dictionary and text corpus to populate the domain speciﬁc ontology. Know-
ItAll3 extracts facts from the web by using linguistic and statistics method and it is mainly designed for large scale
information extraction. In addition, to the best of authors knowledge there are few more examples such as MedSyn-
Dikate4, OntoLearn5, String-IE6 and Text2Onto7, but none of them provide an interface where a list of concepts
can be given and associated metadata could be retrieved from a unique source in an automated way. In biomedicine,
Uniﬁed Medical Language System (UMLS) is a repository which streamlines the complexity of diﬀerent biomedical
concepts by assigning a unique identiﬁer to them called as Concept Unique Identiﬁer (CUI). There are many source
vocabularies in UMLS that have been semi-automatically integrated8. CUIs have a unique alpha numeric (C0000000)
format and it has the same style though the sources of terms may diﬀer. CUIs are being used to map terms from dif-
ferent sources to UMLS. Mapping ontology concepts to UMLS CUIs makes them more interoperable, accessible and
provides a common understanding of the concepts. Additional metadata of the concepts (Deﬁnitions, Synonyms etc.)
could also be integrated. The overall goal of our approach is to deploy a workﬂow that allows information retrieval
from UMLS database and subsequent integration of the retrieved results into our ontology. In order to perform this
task, an in-house plug-in was developed (manuscript in progress). Other possible ways to enrich ontology is to use a
newly launched plug-in Dog4dag9 or with NCBO rest services10 but their output is suspected to be noisy and requires




Figure 1 shows the overall workﬂow architecture. A foundational requirement was the local installation of UMLS.
Considering to the large size of UMLS and several queries to be performed, the process of querying UMLS could be
automated using workﬂow management programs such as Taverna11 and Konstanz Information Miner (KNIME)12.
KNIME is an open source, easy to use and graphical user interface workbench for diﬀerent data analytic processes.
It provides broad range of functional nodes and plug-ins to connect to web services, run scripts and execute external
applications within the workbench13. The preliminary goal was to set-up a workﬂow to query UMLS implemented on
MySQL database wherein with KNIME it was relatively easy to query diﬀerent databases. The connection between
UMLS and KNIME was established using MySQL connector14. The workﬂow was constructed to loop through each
concepts stored in a XLS ﬁle, query the UMLS, and retrieve the results. In parallel, we have also used SPARQL query
to extract all the concepts from our ontology. All those concepts were stored in XLS ﬁle and queried over UMLS
through the KNIME workﬂow. The output of the workﬂow contained deﬁnitions, CUIs and synonyms since they were
the only ﬁelds required. The output could be modiﬁed based on the query written in KNIME workﬂow. The ﬁnal step
was to enrich the retrieved results into the ontology.
2.2. Ontology characteristics
We constructed a focused neurodegenerative disease ontology to support semantic information retrieval and elec-
tronic health record mining (manuscript in preparation). The ontology contains 1147 concepts, and 21 relationships.
All concepts and relationships are expert validated and focused on speciﬁc categories of neurodegenerative disease.
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Fig. 1. Overview of the workﬂow architecture.
2.3. Local implementation of UMLS
UMLS can be loaded locally with diﬀerent conﬁguration scripts i.e. MySQL, Oracle or Microsoft Access15 to
fasten the data querying and retrieval. The UMLS database (when implemented on MySQL server) is around 26
GB and it is fairly large for a normal PC for optimum performance. On the other hand, there are restrictions of
database size in some programs, for instance Microsoft Access can only create database under size of 2GB16. UMLS
installation was done by running MySQL load scripts17 wherein a prerequisite for local installation of UMLS was to
have a MySQL server running locally. It took approximately ten hours to complete the installation of UMLS database.
2.4. Concept retrieval from ontology
To retrieve the concepts from the ontology, we used SPARQL query on the Prote´ge XML output. All the concepts´
present in the ontology (classes, subclasses and instances) were retrieved. The concepts were stored in a tabular format
to make them available for the KNIME XLS reader.
2.5. Querying terms against diﬀerent tables
The SQL query was constructed to get speciﬁc attributes associated with the concepts described in diﬀerent tables
(Figure 2). There are many attributes in each table of UMLS. Since we wanted to enrich the ontology with deﬁnitions,
CUI and synonyms, only the required ﬁelds were subjected to querying.
Fig. 2. SQL query to get diﬀerent attributes associated with term.
2.6. Connecting UMLS with KNIME
To connect KNIME to UMLS we used “Database Reader” node and the connection was established with a java
database connector14. Fetching metadata option showed that the database was connected and operational as it retrieved
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all the tables available in UMLS database. Query could be executed by writing the SQL syntax within the “Database
Reader” node.
2.7. Querying UMLS
The list of concepts generated from the ontology by executing SPARQL was used to query UMLS using KNIME
(see Figure 3). The starting node “XLS reader” reads the list of concepts and formulates it as KNIME standard output.
The second node “TableRow to Variable Loop Start” use each row of table to deﬁne a variable for loop iteration. The
third node “Database Reader” connects to the database (UMLS) and executes queries provided in the previous node
(i.e. second node). The fourth node “Loop End” ends the loop and last node “CSV writer” writes the output as CSV.
Fig. 3. KNIME workﬂow to automate the querying process.
3. Results
The goal was to enrich the ontology with UMLS metadata and therefore to have an automated approach to fetch
the synonyms, deﬁnitions and CUIs of the concepts. The retrieved data could be incorporated into the ontology by
using a plugin (manuscript in preparation) to make it convenient to enrich the ontology in an automated manner.
The proposed solution would save time by preventing users to search each concept separately in diﬀerent sources.
The starting point to enrich the ontology is to get list of concepts which are available in ontology and for this we
used SPARQL to retrieve all the concepts and use them for further processing. There were more than 1000 concepts
and fetching their attributes from UMLS database separately or together in one SQL query would either have taken
too long or the output ﬁle would be enormously large as there could be hundreds of synonyms for some concepts.
For example the concept “4-Aminopyridine” has 306 synonyms with the language selected as “English”. KNIME
provides an easy way to automate these kinds of repetitive tasks and there are ready to use nodes available to retrieve
data from diﬀerent databases.
Fig. 4. Output of KNIME workﬂow.
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To avoid performance issues with a large SQL query and repetitive manual work, we used a KNIME workﬂow
to repeat the querying task automatically. The workﬂow queries one concept at a time and stores retrieved result in
“Loop End” node and then read the next cell of the XLS ﬁle by “XLS Reader” node. The SQL query under “Database
Reader” was modiﬁed to retrieve results based on a variable of the loop. The output of workﬂow was a CSV ﬁle with
diﬀerent columns containing the queried term, CUI, deﬁnition, relation type and synonyms. As depicted in Figure 4
for the query 4-Aminopyridine, only the values in synonym ﬁeld (see STR #1) of the output table change. Since the
relation queried was “SY” (Synonym in UMLS syntax), all the synonyms which have 4-Aminopyridine as a heading
term and have a relation type SY were retrieved. Repetitive values in columns STR, CUI, DEF and REL indicate the
attributes of the respective value in the SY ﬁeld.
3.1. Evaluation of system output
Accuracy of retrieved results varies with diﬀerent concepts. Some concepts were too vague to obtain an accurate
retrieval. For example, the retrieved results of DC could be either Dendritic cell or Washington DC indicating that
the queried terms should be clear. In addition, we also noticed that querying with the biological entities i.e. genes
or protein names generated two diﬀerent results. One associated with the gene whereas the other associated with the
protein. For the query CD26, it could either retrieve a gene or a protein. So, we queried only concepts which were non-
biological entities (genes/proteins). Most of the concepts used were either phonotypical terms like action potential,
neurodegeneration, magnetic resonance imaging or drugs names like 4-aminopyridine which have are mostly non-
redundant. Although not all the ontology concepts were present in UMLS, most of the retrieval results for the concepts
present in UMLS were correct according to the manual evaluation.
4. Conclusion
This article showcases an approach to enrich the ontology with the help of automated workﬂow and provide a
methodology to query the UMLS. The goal was to achieve a systematic way to fetch attributes of diﬀerent concepts
in UMLS corresponding to the concepts present of the ontology followed by subsequent ontology enrichment. Be-
fore applying the described approach, many alternatives were tested which were unsuccessful. Either some of them
produced noisy data or there were technical pitfalls. UMLS Tab18 is no more supported in newer versions of Prote´ge´.
UMLSKS webservices19 are not operational. We also tested diﬀerent output ﬁles from the Neighborhood Auditing
tool (NAT)20. NAT exports queried output as XML and TXT ﬁles but there is no automation feature available. Fur-
ther, the NAT plugin for Prote´ge´ is no more supported and the Bioportal plugin21 for Prote´ge´ is compatible only with
3.x versions. With the approach described here, we were able to retrieve clean data and as a matter of fact we have
incorporated the retrieved data into our ontology without using any user interface (manuscript in preparation). Finally,
the proposed approach allows users to enrich ontologies using the metadata from UMLS in a quick and automated
way.
References
1. Faure, D., Nedellec, C.. Knowledge acquisition of predicate argument structures from technical texts using machine learning: the system
asium. 1999.
2. Dept, T.Y., Yamaguchi, T.. Acquiring conceptual relationships from domain-speciﬁc texts. In: Proceedings of the Second Workshop on
Ontology Learning OL’2001. 2001, p. 0–2.
3. Etzioni, O., Cafarella, M., Downey, D., Kok, S., Popescu, A.M., Shaked, T., et al. Web-scale information extraction in KnowItAll. 2004.
4. Hahn, U., Romacker, M., Schulz, S.. MEDSYNDIKATE - a natural language system for the extraction of medical information from
ﬁndings reports. Int J Med Inform 2002;67(1-3):63–74.
5. Velardi, P., Navigli, R., Cucchiarelli, A., Neri, F.. Evaluation of OntoLearn, a methodology for automatic population of domain ontologies.
In: Ontology Learning from Text: Methods, Applications and Evaluation. IOS Press; 2006, .
6. Saric, J., Jensen, L.J., Ouzounova, R., Rojas, I., Bork, P.. Extraction of regulatory gene/protein networks from medline. Bioinformatics
2006;22(6):645–650. URL: http://dx.doi.org/10.1093/bioinformatics/bti597. doi:10.1093/bioinformatics/bti597.
7. Cimiano, P., Voelker, J.. Text2Onto - a framework for ontology learning and data-driven change discovery. In: Proceedings of the 10th
International Conference on Applications of Natural Language to Information Systems (NLDB); vol. 3513 of Lecture Notes in Computer
Science. Alicante, Spain: Springer; 2005, p. 227–238.
8. Source vocabularies-2012AB. Technical Documentation; 2013. URL: http://www.nlm.nih.gov/research/umls/knowledge sources.
83 Abdul Mateen Rajput and Harsha Gurulingappa /  Procedia Computer Science  23 ( 2013 )  78 – 83 
9. Waechter, T., Fabian, G., Schroeder, M.. DOG4DAG: semi-automated ontology generation in obo-edit and protege. In: SWAT4LS. ACM.
ISBN 978-1-4503-1076-5; 2011, p. 119–120.
10. Bioportal REST services - NCBO wiki. 2013. URL: http://www.bioontology.org/wiki/index.php/NCBO REST services.
11. Taverna - open source and domain independent workﬂow management system. 2013. URL: http://www.taverna.org.uk/.
12. KNIME - konstanz information mine. 2013. URL: http://www.knime.org/.
13. KNIME - available KNIME extension. 2013. URL: http://www.knime.org/downloads/extensions.
14. Mysql::download connector/j. 2013. URL: http://dev.mysql.com/downloads/connector/j/.
15. Load scripts. 2013. URL: http://www.nlm.nih.gov/research/umls/implementation resources/scripts/index.html.
16. Sample umls metathesaurus in microsoft access. Technical Documentation; 2013. URL:
http://www.nlm.nih.gov/research/umls/implementation resources/community/dbloadscripts/ms access.html.
17. UMLS-MySQL load scripts. 2013. URL: http://www.nlm.nih.gov/research/umls/implementation resources/scripts/.
18. UMLS tab - protege wiki. 2013. URL: http://protegewiki.stanford.edu/wiki/UMLS Tab.
19. SKR: UTS/UMLSKS account information. 2013. URL: http://skr.nlm.nih.gov/Help/umlsks.shtml.
20. Morrey, C.P., Geller, J., Halper, M., Perl, Y.. The neighborhood auditing tool: a hybrid interface for auditing the umls. J Biomed Inform
2009;42(3):468–489. URL: http://dx.doi.org/10.1016/j.jbi.2009.01.006. doi:10.1016/j.jbi.2009.01.006.
21. Bioportal import plugin - protege wiki. 2013. URL: http://protegewiki.stanford.edu/wiki/.
