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Abstrakt 
Tahle práce sa zabývá vývojem logický hry Masyu. Aplikace obsahuje jednoduché a přívětivé 
užívatelské rozhraní spolu s možností generování her s různou obtížností a rozměrmi. Součástí 
aplikace je i algoritmus pro řešení vlastních užívatelských, nebo přímo hrou vygenerovaných polí. 
Celá hra je napsaná v jazyku Java a pro grafické rozhraní je použit framework Swing. 
 
 
 
 
 
 
Abstract 
This thesis is dedicated to development of Logical game Masyu. Application contains simple and 
user-friendly graphical user interface with possibility to generate games with different level of 
difficulty and size. Application also contains algorithm for solving user or application generated 
games. Application is entirely written in Java programming language and for graphical user interface 
was used Swing library. 
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1 Úvod 
Tento dokument predstavuje bakalársku prácu zameranú na vývoj grafickej aplikácie hry Masyu. 
Postupne sa venuje podrobnejšiemu rozvinutiu základných vlastností hry, spolu so zvyškom 
problematiky, ktorá s ňou úzko súvisí. Postupne prejde cez všetky fázy návrhu a vývoja aplikácie. 
V tých sa najprv venuje analýze konkrétneho problému, prípadne jeho matematickému základu. 
Kapitola 2 sa venuje definíciám niektorých matematických pojmov a pojmov týkajúcich sa zložitosti 
algoritmov. Rozboru a návrhu algoritmu  pre návrh hracích polí rôznej veľkosti a zložitosti. 
V Kapitole 3 je predstavený pohľad na logické hry, ktoré predstavujú rovnaký matematický problém 
ako Masyu. Kapitola 4 je venovaná samotnej zložitosti algoritmov a problému, ktorý Masyu 
predstavuje z pohľadu teórie grafov. Nasledovať bude Kapitola 5, ktorá sa venuje algoritmom pre 
návrh a riešenie hracích polí, či už užívateľských alebo vygenerovaných samotnou hrou. Kapitola 6 je 
venovaná grafickému rozhraniu a prvkom, z ktorých sa skladá, ich celkovej hierarchii a vzájomnému 
spôsobu interakcie v rámci celej aplikácie. Nakoniec je uvedených niekoľko testov a porovnaní 
výkonnosti použitých algoritmov a dotazníkov ktoré slúžili ako interakcia medzi užívateľmi. 
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2 Základné definície a pojmy 
Táto kapitola obsahuje základné pojmy a definície využívané ďalej v celom dokumente. Nasledujúce 
informácie sa týkajú Grafov a komplexnosti algoritmov. Pre podrobnejšie informácie odporúčam 
literatúru [1], [10], [16] a [17]. 
2.1 Definície pre grafy 
Definícia 2.1.1 (Graf) 
Graf je usporiadaná dvojica (V, E), kde V je akákoľvek neprázdna množina a E je množina 
obsahujúca niektoré dvojice prvkov z množiny V. Množinou V budeme nazývať vrcholy grafu. 
Množinu E budeme nazývať hrany grafu. 
 
Definícia 2.1.2 (Orientovaný graf) 
Orientovaný graf je dvojica G = (V, E) tvorená neprázdnou konečnou množinou V, ktorej prvky 
nazývame vrcholy a konečnou množinou E, ktorej prvky sú usporiadané dvojice (u, v), kde u ≠ v a u, 
v ∈ V. Tie nazývame orientovanými hranami. 
 
Definícia 2.1.3 (Vzťah incidencie) 
Je zobrazenie, ktoré priradzuje každej hrane ℮ ∈ E usporiadanú dvojicu vrcholov  (x, y). Prvý z nich, 
x nazývame počiatočným vrcholom, druhý y nazývame koncovým vrcholom hrany. 
 
Definícia 2.1.4 (Neorientovaný graf) 
Neorientovaný graf je dvojica G = (V, E), tvorená neprázdnou konečnou množinou V, ktorej prvky 
nazývame vrcholy, konečnou množinou E, ktorej prvky predstavujú neusporiadané dvojice {u, v}, 
kde u ≠ v a u, v ∈ V. Tie nazývame neorientovanými hranami. 
 
Definícia 2.1.5 (Usporiadaná n-tica) 
Označuje usporiadaný zoznam n objektov. Pre dvojicu prvkov (a, b) platí (a, b) ≠ (b, a). 
 
Definícia 2.1.6 (Hamiltonovská cesta) 
Hamiltonovská cesta v grafe G je taká cesta, ktorá obsahuje všetky vrcholy neorientovaného grafu G, 
pričom každým vrcholom prechádza práve jedenkrát. 
 
Definícia 2.1.7 (Úplný graf) 
Úplný graf je graf, v ktorom je každý vrchol grafu spojený so všetkými ostatnými vrcholmi v grafe. 
Označuje sa Kn, kde n je počet vrcholov. 
 
Definícia 2.1.8 (Rovinný graf) 
Rovinný graf je graf, pre ktorý existuje také rovinné znázornenie, že sa v ňom žiadne dve hrany 
nekrížia. 
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Definícia 2.1.9 (Rovinné znázornenie) 
Rovinné znázornenie grafu je znázornenie v rovine, pri ktorom sa žiadne dve hrany grafu navzájom 
nepretínajú. 
 
Definícia 2.1.10 (Cesta v grafe) 
Cestou v grafe G = (V, E) označuje postupnosť P = (v0, e1, v1, … , en, vn) pre ktorú platí ei = {vi – 1, 
vi} a zároveň vi ≠ vj pre i ≠ j. 
 
Definícia 2.1.11 (Neusporiadaná n-tica) 
Označuje neusporiadaný zoznam n objektov. Pre dvojicu prvkov (a, b) platí (a, b) = (b, a). 
2.2 Definície pre algoritmy 
Definícia 2.2.1 (Asymptotická časová zložitosť) 
Vyjadruje sa porovnávaním algoritmu s určitou funkciou pre N blížiace sa nekonečnu. Rozlišujeme 
tri základné zložitosti 
· Omikron – horná hranica chovania 
· Ω  Omega – dolná hranica chovania 
· Θ  Theta – trieda chovania 
 
Definícia 2.2.2 (Zložitosť O) 
Zložitosť O (Omikron) vyjadruje hornú hranicu časového chovania algoritmu. Značíme ju písmenom 
O. O(g(n)) označuje množinu funkcií f(n), pre ktoré platí :  
{f(n) : ∃ (c > 0, n0 > 0) také, že pre ∀ n >= n0 platí [0 <= f(n) <= c * g(n)]} 
To znamená, že zápis f(n) = O(g(n)) označuje, že funkcia f(n) rastie maximálne tak rýchlo ako 
funkcia g(n). Funkcia g(n) je hornou hranicou množiny funkcií, určených zápisom O(g(n)). 
 
Definícia 2.2.3 (Zložitosť Ω) 
Zložitosť Ω (Omega) vyjadruje spodnú hranicu časového chovania algoritmu. Značíme ju písmenom 
Ω. Ω (g(n)) označuje množinu funkcií f(n), pre ktoré platí :  
{f(n) : ∃ (c > 0, n0 > 0) také, že pre ∀ n >= n0 platí [0 <= c * g(n) <= f(n)]} 
To znamená, že zápis f(n) = Ω(g(n)) označuje, že funkcia f(n) rastie minimálne tak rýchlo ako funkcia 
g(n). Funkcia g(n) je dolnou hranicou množiny funkcií, určených zápisom Ω(g(n)). 
 
Definícia 2.2.4 (Zložitosť Θ) 
Zložitosť Θ (Theta) vyjadruje triedu časového chovania algoritmu. Značíme ju písmenom Θ. Θ(g(n)) 
označuje množinu funkcií f(n), pre ktoré platí :  
{f(n) : ∃ (c1 > 0, c2 > 0, n0 > 0) také, že pre ∀ n >= n0 platí  [0 <= c1 * g(n) <= f(n) <= c2 * g(n)]} kde c1, c2 a n0 sú vhodne stanovené kladné konštanty 
To znamená, že zápis f(n) = Θ(g(n)) označuje, že funkcia f(n) rastie tak rýchlo ako funkcia g(n). 
Funkcia g(n) je dolnou a súčasne hornou hranicou množiny funkcií, určených zápisom Θ(g(n)). 
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Definícia 2.2.5 (Turingov stroj) 
Turingov stroj (TS) je šestica M = (Q, ∑, Γ, R, s, F), kde  
· Q je konečná množina stavov 
· ∑ je vstupná abeceda 
· Γ je pásková abeceda; ∆ ∈ Γ; ∑ ⊆ Γ 
· R je konečná množina pravidiel tvaru: pa → qbt, kde p, q ∈ Q, a, b ∈ Γ, t ∈ {S, R, L} 
· s je počiatočný stav 
· F ⊆ Q je množina koncových stavov 
 
Definícia 2.2.6 (Deterministický Turingov stroj) 
Nech M = (Q, ∑, Γ, R, s, F) je Turingov stroj. M je deterministický Turingov stroj, pokiaľ pre každé 
pravidlo tvaru pa → qbt ∈  R platí, že množina R – {pa → qbt} neobsahuje žiadne pravidlo s pravou stranou pa. Deterministický Turingov stroj teda dokáže z každej konfigurácie previesť 
maximálne jeden prechod. 
 
3 Logické hry 
V dnešnej dobe sa logické hry tešia čím ďalej tým väčšej obľúbenosti. Hoci väčšina dnešných 
logických hier pochádza z Japonska, nič nebráni ich rýchlej expanzii do zvyšku sveta pomocou 
internetu a médií. Na internete, či v dennej tlači sa bežne stretávame s hlavolamami ako je Sudoku, 
hra ktorá ihneď po svojom zverejnení „ovládla svet“. Väčšina týchto hier pochádza z dielne jediného 
autora menom Maji Kaji, japonského vynálezcu hier. Maji Kaji je zároveň prezidentom spoločnosti 
Nikoli, založenej v roku 1980. Od tej doby má na konte približne 40 logických hier, a to sú len tie 
najúspešnejšie [12] a [13]. V tejto sú bližšie predstavené logické hry, ktoré sú matematicky podobné 
Masyu.  
3.1 Sudoku 
História sudoku siaha až do roku 1892. Vtedy bol vo Francúzskych novinách uverejnený jeho prvý 
variant. Išlo o hru s mriežkou, na ktorej boli napísané čisla, tie však mohli byť väčšie ako deväť. 
Napriek tomu nájdeme v týchto hrách podobnosť v tom, že hracia mriežka mala rozmery 9x9 a sub-
mriežky rozmery 3x3. Zároveň sa v žiadnom stĺpci ani riadku nemohli vpísané čisla opakovať. Táto 
varianta sudoku sa považuje za úplne prvú, z ktorej sa postupne začali vyvíjať rôzne iné varianty, až 
po tú dnešnú.  
Ďalším krokom v evolúcii, ktorým sa rapídne priblížil k dnešnému sudoku, bola jeho 
modifikácia tak, že z mriežky boli odstránené sub-mriežky. Ďalšou úpravou prešli čísla, ktoré mohli 
byť len v rozsahu 1-9 v rámci riadkov, stĺpcov aj sub-mriežok. Potom však v dôsledku prvej svetovej 
vojny sudoku zmizlo na takmer 10 rokov.  
Do Japonska sa hra dostala okolo roku 1984. Bola uverejnená v niekoľkých časopisoch 
a novinách a stala sa obľúbenou. Zlomový okamih nastal keď sa hry ujal Maji Kaji a jeho spoločnosť, 
Nikoli. Ten hru premenoval na dnes známe Sudoku, a už nič nebránilo tomu, aby sa stalo spoločensky 
obľúbenou a vyhľadávanou hrou, nielen v Japonsku. 
Základom hry je mriežka N2 x N2, kde N je rozmer sub-mriežky a N2 je rozmer celého hracieho poľa. 
Cieľom je vyplniť túto mriežku číslami 1 – N tak, aby sa v žiadnom stĺpci ani riadku čísla 
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neopakovali. Vo všeobecnosti je Sudoku hrateľné na akejkoľvek veľkej mriežke, ktorá obsahuje 1 – n 
rôznych znakov, tzn. že nemusí ísť nutne o čísla. 
Z matematického hľadiska vyriešenie hry predstavuje problém Latinských štvorcov, pričom 
platí rovnaká podmienka aj pre riešenie sub-štvorcov. Počet všetkých možností riešenia pre základnú 
mriežku 9x9 bol vyčíslený v roku 2005 a predstavuje číslo 6,670,903,752,021,072,936,960 možností 
[14]. Toto číslo sa však rapídne zmenší ak z možností vylúčime symetrické riešenia, potom je celkový 
počet 5,472,730,538 možností. Vo všeobecnosti je hľadanie riešenia NP-úplný problém. 
 
 
 
 
 
 
 
 
 
 
 
 
                 Obr. 3.1.1: Zložitejší variant sudoku                                      Obr. 3.1.2: Klasické sudoku 9x9 
3.2 Slitherlink 
Táto hra je ďalšou z dielne spoločnosti Nikoli. Ide o logickú hru hrateľnú na štvorcovej alebo 
obdĺžnikovej hracej ploche, ktorá pozostáva z čiernych bodov v tvare mriežky. Plocha sa skladá 
z buniek, z ktorých každá je ohraničená štyrmi bodmi. V niektorých týchto bunkách sú vpísané čísla 0 
– 3, prípadne je bunka prázdna. 
Cieľom hry je nájsť riešenie v podobe čiary, ktorá je neprerušovaná a uzavretá. Čiara riešenia 
sa tvorí spájaním vertikálne a horizontálne susediacich bodov v okolí buniek. Číslo vo vnútri bunky 
zároveň reprezentuje počet strán danej bunky, cez ktoré prechádza čiara riešenia. Pokiaľ bunka 
neobsahuje číslo, čiara môže prechádzať ľubovoľným počtom príslušných hrán. 
K tejto hre existuje množstvo variácií. Tie sa môžu líšiť nielen tvarom hracej plochy, ale aj 
tvarmi buniek, ktoré ju tvoria. Vo všeobecnosti je možné hrať hru na akejkoľvek mriežke, tvorenej 
rovinným grafom. Tým vznikajú nové možnosti pre tvary jednotlivých buniek, počtu ich strán a tým 
aj rôznych úrovní obtiažnosti. 
Z pohľadu matematiky predstavuje Slitherlink NP problém. Hľadanie riešenia spočíva 
v nájdení Hamiltonovského okruhu v danom rovinnom grafe (hracej mriežke), ktorého nájdenie je 
známy NP – úplný problém [1].  
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               Obr. 3.2.1: Klasický variant hry                                                   Obr. 3.2.2: Zložitejší variant s päť uholníkovými bunkami 
3.3 Masyu 
Masyu je ďalším zástupcom logických hier. Je to jednoduchá logická hra vymyslená v roku 1996, 
japonským tvorcom hlavolamov Makii Kajim [11], [12]. Masyu je teda pomerne mladá hra, ktorá sa 
spolu s ďalšími hlavolamami snaží riešiteľov zaujať hlavne svojou nenáročnosťou a eleganciou 
riešenia.  
Pôvodným úmyslom pri tvorbe tejto hry bolo nahradenie hry Sudoku. Celosvetovo rozšírenej 
hry ktorá sa ihneď po svojom zverejnení dostala do všetkých novín, časopisov, médií a na všetky 
možné internetové stránky. A zostala tam dodnes. Tento fakt len svedčí o tom, akej obľúbenosti sa 
takéto jednoduché logické hry tešia v dnešnej spoločnosti. A hoci sa Masyu zatiaľ nemôže 
popularitou, ani rozšírením porovnávať so Sudoku, možno je to len otázka času, kedy ho skutočne 
nahradí. Ľudia časom siahnu po zmene, a to je príležitosť pre túto hru.  
Hra by sa pre neskúseného riešiteľa mohla na prvý pohľad zdať príliš jednoduchá 
a jednotvárna, no nenechajte sa oklamať. Hra je veľmi rozmanitá a existuje v nej množstvo variácií, 
pomocou ktorých je možné docieliť rôznych obtiažností hracej mriežky, ktorá, teoreticky, môže 
nadobúdať akékoľvek rozmery. V pozadí Masyu sa totiž skrýva zložitý matematický problém. 
Z pohľadu riešiteľa sa však niet čoho obávať, hra je zábavná a zároveň dokáže potrápiť a rozhýbať 
ľudskú myseľ. Patrí do rodiny perlových hier.  
Klasické Masyu sa skladá z obdĺžnikovej alebo štvorcovej mriežky. Tú tvoria bunky, ktorých 
obsahom môže byť čierna alebo biela perla, pričom bunka môže byť aj prázdna. Cieľom hry je 
vytvorenie takej čiary, ktorá prechádza minimálne cez všetky bunky s perlami na danej mriežke. Pri 
správnom riešení musí byť táto čiara uzatvorená a nesmie sa na žiadnom mieste prekrižovať. Zároveň 
je na celej mriežke povolená len jedna takáto čiara, tzn. z pohľadu pravidiel nie je možné vytvoriť 
viacero uzavretých čiar, ktoré dokopy prejdú všetkými bunkami. Vzhľadom na to, že vytvorenie 
takejto čiary nepredstavuje žiadny problém, platia v hre ďalšie pravidlá, ktoré ju robia ďaleko 
zaujímavejšou [13]: 
· Na bunke s čiernou perlou sa čiara musí „zalomiť“ o 90°, tzn. že vzhľadom na smer príchodu 
na perlu, sa musí čiara otočiť a pokračovať z danej pozície pod uhlom 90° bez ohľadu na 
výsledný smer 
o ďalej platí, že pred príchodom, aj po odchode z danej perly sa musí čiara viesť cez 
dve bunky rovno, bez zalomenia alebo prerušenia. 
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· Na bunke s bielou perlou sa musí z bunky pokračovať v smere v akom sa na ňu prišlo, tzn. že 
cez biele perly sa musí prechádzať rovno 
o zároveň platí, že aspoň na jednej strane, tzn. na bunke, z ktorej sa na perlu prichádza, 
alebo na bunke za aktuálnou bunkou, sa musí čiara zalomiť o 90°. 
 
 
 
 
 
 
 
 
         Obr. 3.3.1: Pravilo bielej bunky                        Obr. 3.3.2: Pravidlo pre čiernu bunku            Obr. 3.3.3: Pravidlo pre bielu bunku
  
 Tieto pravidlá sa však môžu jemne odlišovať v závislosti na variante hry. Existuje viacero 
druhov Masyu, ktoré sa líšia hlavne tvarom buniek, a tým aj celou mriežkou. Najznámejším 
variantom je hexagonálne Masyu, ktoré má špeciálne prispôsobené pravidlo týkajúce sa čiernej perly, 
kde sa namiesto otočenia o 90° čiara musí „zalomiť“ o celých 120°. Princíp však zostáva rovnaký 
a síce, že cez čiernu perlu sa nesmie prechádzať rovno. 
Tak ako pri hre Slitherlink, spomenutej v predchádzajúcej kapitole, predstavuje hľadanie 
riešenia hry Masyu NP problém. Z matematického hľadiska sa na hru môžeme pozerať ako na 
rovinný graf. Pri spomenutých pravidlách je potom hľadanie cesty medzi perlami obdoba hry z 19. 
storočia s názvom „Icosian“, ktorej cieľom je nájdenie Hamiltonovského okruhu v grafe.  
 
 
 
 
 
 
 
 
 
                   Obr. 3.3.4: Hexagonálne Masyu                                                                  Obr. 3.3.5: Klasické podoba Masyu 
 
4 Zložitosť algoritmov 
Táto problematika spadá do oblasti Teoretickej informatiky. Skúmanie zložitosti algoritmov je 
dôležité z pohľadu analýzy zdrojov, ktoré algoritmus požaduje počas riešenia určitého problému. 
Výsledkom týchto pozorovaní je zaradenie algoritmu do určitej kategórie zložitosti. Od toho sa potom 
odvíja jeho možné nasadenie v konkrétnych úlohách. Rôzne typy úloh vyžadujú rôzne spôsoby ich 
riešenia. Na riešenie úlohy môže existovať elegantný a jednoduchý algoritmus, no zároveň sa môže 
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jednať o úlohu, ktorá vyžaduje kombináciu viacerých prístupov a rôznych algoritmov. Aj preto je 
potrebné poznať vlastnosti algoritmov, ktoré sú kľúčové pri ich efektívnom nasadení v praxi. 
Základné delenie, ktoré sa týka posudzovania algoritmov sa vykonáva na základe ich časovej 
a priestorovej zložitosti, tzn. množstvo času alebo pamäte, potrebnej počas hľadania riešenia určitej 
úlohy. Vzhľadom na to, že algoritmy môžu bežať na rôznych zariadeniach, ktoré nemusia disponovať 
rovnakým výkonom, prípadne inštrukčnou sadou, sa dostáva na povrch otázka, akým spôsobom 
objektívne stanoviť ich časovú alebo priestorovú zložitosť. Riešením je použitie Asymptotického 
vyjadrenia používaných zdrojov daného algoritmu. Toto vyjadrenie nevzniká na základe pozorovania 
činnosti konkrétneho algoritmu, ale na základe jeho teoretického rozboru.  
Väčšina algoritmov má primárny parameter N, ktorý sa týka dĺžky behu konkrétneho 
algoritmu. Predstavuje merítko, v ktorom zvažujeme veľkosť algoritmov riešenej úlohy. Môže 
predstavovať napr. veľkosť súboru na zotriedenie alebo stupeň polynómu riešenej úlohy. Používa sa 
pri matematickom vyjadrení požadovaného počtu zdrojov počas práce algoritmu. Na základe týchto 
informácií potom delíme algoritmy z časového hľadiska napríklad do nasledujúcich kategórií [10]: 
· 1 - dĺžka behu je konštantná. 
· log N - dĺžka behu je logaritmická, tzn. že algoritmus sa mierne spomaľuje    spolu 
s narastajúcim N. 
· N - dĺžka behu je lineárna. Dĺžka behu je priamo úmerná veľkosti N. 
· N2 - dĺžka behu je kvadratická. Zdvojnásobenie vstupného N spôsobí štvornásobné predĺženie 
behu algoritmu. 
· 2N – dĺžka behu je exponenciálna. Ak sa N zväčší dvakrát, dĺžka behu sa zväčší o druhú 
mocninu. 
4.1 P a NP úlohy 
V úvode predchádzajúcej kapitoly sme si povedali niečo málo k algoritmom a uviedli sme si niektoré 
základné kategórie, do ktorých ich delíme. Tiež sme si povedali, že správna a efektívna voľba 
algoritmu pre riešenie určitej úlohy závisí od jej charakteru a vlastností. Tie určujú, aký algoritmus sa 
na riešenie úlohy hodí a z časti nám napovie aké výsledky od neho môžeme očakávať. Zostáva nám 
už len ujasniť, s akými typmi úloh sa môžeme stretnúť. 
Algoritmy, a úlohy ktoré riešia, je možné deliť z rôznych hľadísk a do rôznych kategórií. Záleží od 
typu úlohy, ktorej riešenie od algoritmu požadujeme, do ktorej kategórie konkrétna úloha spadá. 
Známe sú napr. radiace algoritmy, algoritmy pre hranie hier, a pod. Pre tento dokument sú podstatné 
nasledujúce dve kategórie úloh: 
· Výpočtovo ľahké úlohy (Kategória P) 
· Výpočtovo ťažké úlohy (Kategória NP) 
 
Nás  budú zaujímať hlavne úlohy, ktoré sú kategorizované ako výpočtovo ťažké. Tie v dnešnom 
svete predstavujú skupinu problémov, o ktorej sa doteraz nepodarilo matematicky dokázať, či je alebo 
nie je možné tieto úlohy previesť na výpočtovo ľahké úlohy. 
 Kategória výpočtovo ťažkých úloh označujeme ako NP  (nedeterministické polynomiálne) 
úlohy. Ide o rozsiahlu skupinu veľmi zložitých problémov ktoré zatiaľ nie sú riešiteľné efektívne. Pod 
pojmom „efektívne riešenie“ si predstavujeme schopnosť algoritmu riešiť danú úlohu v nejakom 
polynomiálnom čase, tzn. pre akúkoľvek veľkosť vstupnej úlohy N, pri konštante k > 0, je úloha 
riešiteľná v čase O(Nk) na akomkoľvek deterministickom Turingovom stroji. Skupina NP problémov 
však obsahuje jednu významnú vlastnosť. Tá hovorí o tom, že pokiaľ by sa našiel algoritmus, ktorý 
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vie NP úlohu riešiť v deterministickom polynomiálnom čase, potom všetky úlohy z tejto kategórie sú 
prevediteľné do kategórie P tzn. P = NP. Takýto dôkaz sa však ešte v celej histórii nikomu nepodarilo 
objaviť, no zároveň zatiaľ nebol ani vyvrátený. Ďalšou základnou vlastnosťou je, že hoci naájdenie 
riešenia v závislosti od veľkosti úlohy môže trvať obrovské kvantum času, overenie správnosti týchto 
úloh je naopak veľmi rýchle.  
Algoritmy z kategórie P sú však „efektívne“ riešiteľné na nedeterministických strojoch. 
Princíp spočíva v tom, že tieto zariadenia sú schopné úlohu rozdeliť na N častí resp. vetví, a tie 
vykonávať paralelne, napríklad na kvantových počítačoch. V tomto prípade sú všetky problémy 
z kategórie NP riešiteľné v polynomiálnom čase. To je obrovský rozdiel, a výhoda, v porovnaní 
s deterministickým Turingovým strojom.  
4.2 Hamiltonovské okruhy 
V tejto kapitole si ukážeme matematický problém z teórie grafov, 
ktorý úzko súvisí s NP problémami a s hrou Masyu. Ide o hľadanie 
Hamiltonovského okruhu (Hamiltonovskej kružnice) v grafe. 
Tento problém je známy NP-úplný problém [1].  
Problematika Hamiltonovského okruhu je známa od 
polovice 19. storočia, kedy bola zverejnená ako hádanka írskeho 
matematika W. R. Hamiltona. Úlohou bolo nájsť cestu medzi 20-
timi vrcholmi pravidelného dvanásťstenu, pričom cez každý vrchol 
sa musí prechádzať práve jedenkrát (okrem počiatočného uzla, 
v ktorom je začiatok aj koniec cesty).                     Obr. 4.2.1: Hamiltonovský okruh v  
     grafe a jeho rovinné znázornenie 
Problematika Masyu a Hamiltonovského okruhu je popísa- 
ná v [15]. Dokument je dôkazom o tom, že Masyu resp. celá rodina perlových hlavolamov, 
predstavuje NP-úplný problém. 
 
5 Logická časť aplikácie 
Jednou zo základných požiadaviek pri tvorbe aplikácie bola schopnosť návrhu vlastných hracích polí 
rôznej obtiažnosti a následne schopnosti hľadania ich riešenia. Tieto požiadavky boli ďalej rozšírené 
o schopnosť aplikácie poskytnúť užívateľovi možnosť návrhu vlastného hracieho poľa. Všetky tieto 
činnosti súvisia s logikou aplikácie a predstavujú akési jej jadro. Triedy, ktorých činnosť si budeme 
v ďalších podkapitolách vysvetľovať, sú obsiahnuté v balíku masyu. Triedam pre samotné 
generovanie a riešenie hier sa venujú samostatné podkapitoly, preto sa teraz pozrieme na triedu, ktorá 
predstavuje spojítko medzi oboma týmito časťami a síce na triedu Cell.java. 
Ako už bolo spomenuté, základom hry Masyu je štvorcová alebo obdĺžniková hracia plocha, 
na ktorej sú obsiahnuté čierne a biele perly. Na túto plochu potom užívateľ kreslí čiary, ktorými 
jednotlivé bunky, obsahujúce perly,  spája a vytvára tak súvislú čiaru. Aplikácia bola vytváraná 
analogicky k týmto činnostiam. Výsledkom je, že hracia mriežka je reprezentovaná ako dvoj-
rozmerné pole buniek, resp. inštancií triedy Cell.java. Táto trieda predstavuje základný kameň celej 
aplikácie. Poskytuje všetky operácie, ktoré je možné medzi bunkami hracej plochy vykonávať, ako 
napr. vytváranie a mazanie spojení, pridávanie perál a pod.. Toto pole je umiestnené v inštancii triedy 
GUIManager.java, o ktorej si povieme neskôr v kapitole o grafickom rozhraní. 
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Čiary, ktoré užívateľ na hracom poli robí, sú v programe reprezentované štvoricou konštánt 
North , East , South, West. Tieto konštanty reprezentujú možné smery, ktorými je na bunkách 
znázornená čiara. Každá bunka teda obsahuje dve takéto konštanty, jedna predstavuje smer príchodu 
na bunku a ďalšia predstavuje smer, odchodu z bunky. Algoritmy pre riešenie a návrh hracích polí 
potom pracujú s týmito konštantami, prípadne ich reťazcovou reprezentáciou,  aby boli schopné určiť 
pozíciu predchádzajúcej a nasledujúcej bunky vzhľadom na aktuálne spracovávanú pozíciu.  
5.1 Generovanie hier (Generátor) 
Vzhľadom na povahu hry je ako základ pre generovanie nových hracích polí zvolený Backtracking. 
Ide o rekurzívne prehľadávanie stavového priestoru do hĺbky. Je to neinformovaná metóda, tzn. že 
nemáme prostriedky, ktorými by sme ohodnotili stav, v ktorom sa práve nachádzame a nemáme ani 
informáciu o tom, ako sa dostať do cieľového stavu. V najhoršom prípade jednoducho musíme 
vyskúšať všetky možné riešenia, kým nájdeme to správne. Samotný algoritmus sa dá považovať za 
pseudo-náhodný, keďže obsahuje stochastické prvky, za účelom zvýšenia efektívnosti. Preto sa môže 
stať, že návrh hracieho poľa zaberie dlhší čas. Tento problém je v prípade grafickej aplikácie 
neprípustný.  Vykresľovanie, a celkovo obsluha GUI komponent v Jave je obstarávaná jediným 
vláknom  (Event Dispatch Thread). Aby aplikácia zostala aj počas generovania hracieho poľa 
schopná reagovať na užívateľské akcie, je nutné zabezpečiť vykonávanie ostatných operácií, ako tých 
grafických, v samostatnom vlákne. Na to existuje v Jave špecializovaná trieda SwingWorker. 
Vytvorením triedy, ktorá dedí od triedy SwingWorker sme schopní určiť úlohu, ktorá sa má 
vykonávať v samostatnom vlákne. V našom prípade bude celé generovanie prebiehať v inštancii tejto 
triedy, ktorá zaručí, že vlákno EDT bude ďalej súbežne schopné reagovať na užívateľské akcie. 
Samotná implementácia triedy Generator.java pozostáva z dvoch hlavných metód: 
· doInBackground() – táto metóda sa vykoná na základe volania metódy execute(), ale v inom 
vlákne (worker thread, alebo background thread). V tejto metóde sa vykoná celý proces 
generovania a overovania možného riešenia. 
· done() – túto metódu zavolá SwingWorker vždy po dobehnutí metódy doInBackground(). 
V tejto metóde sa zistí, či užívateľ prerušil generovanie a vygenerovaná hra sa zobrazí, alebo 
nie. 
 
Priebeh algoritmu pre generovanie hracích polí je znázornený na obrázku v prílohe B. 
5.1.1 Odvodenie obtiažnosti hier 
Ako vidieť na obrázku 4.1.1, algoritmus sa skladá z niekoľkých fáz. Počiatočná fáza začína určením 
parametrov, od ktorých sa ďalej bude generovanie odvíjať. Týmito parametrami sú pre každú hru 
počty bielych a čiernych perál a celková dĺžka čiary riešenia navrhnutého poľa. Tieto parametre 
predstavujú základný nástroj, ktorým je možné ovplyvniť obtiažnosť hry. Pre každú generovanú hru 
všeobecne platia percentuálne vyjadrené pomery počtu perál vzhľadom na celkový počet buniek 
hracej plochy (hodnoty boli získané empiricky [4]): 
· biele perly tvoria ~30% počtu buniek 
· čierne perly tvoria ~15% počtu buniek 
· dĺžka čiary predstavuje ~75% počtu buniek 
 
12 
 
Ďalším faktorom, ktorý priamo ovplyvňuje výsledné hracie pole je obtiažnosť hry. Existuje 
päť stupňov obtiažnosti, ktorú si volí užívateľ pri vytváraní novej mriežky. Táto úroveň priamo 
ovplyvňuje počet perál a dĺžku čiary výsledného riešenia tým, že je zakomponovaná do ich prepočtu 
tak, že z 2/3 sa ráta z vyššie uvedenými konštantami a 1/3 je ovplyvnená zvolenou mierou 
obtiažnosti. Tzn. že zložitosť riešenia je odvodená od dĺžky čiary výsledného riešenia, tá je v „plnej“ 
dĺžke pri najvyššej obtiažnosti a s ľahšími úrovňami sa postupne skracuje aj s počtom perál. 
 
Príklad: 
tretina_dlzky = pocet_buniek * 0.75; 
dlzka_ciary = (tretina_dlzky * 2)  + ((zvolena_obtiaznost / MAX_OBTIAZNOST) * tretina_dlzky); 
 
Samotný spôsob generovania hracieho poľa spočíva v tom, že sa snažíme nájsť na hracej 
ploche čiaru, ktorá predstavuje jej riešenie, samozrejme vyhovujúce vyššie spomenutým 
podmienkam. Túto činnosť má na starosti metóda getLine(). Rekurzívne hľadá riešenie pričom 
v každom kroku sa pre danú bunku pseudonáhodne vyberie prvok poľa DIRECTIONS[], ktorý 
predstavuje všetky kombinácie pohybov  N, E, S, W (North, East, South, West), ktorými sa vie čiara 
uberať. Rekurzívne, pre každú bunku v rekurzii, sa prehľadajú možné ďalšie riešenia v každom 
z týchto smerov. Ak sa riešenie nenájde, algoritmus sa vynorí z rekurzie do miesta, kde ešte existuje 
iná možnosť pohybu. Výsledkom je čiara, resp. množina buniek, kde každá obsahuje referencie na 
dvoch svojich susedov. Spájanie buniek je definované v triede Cell.java, metódy link(Cell next), 
unlink(Cell next). Tým vzniká uzavretá čiara ktorá je ďalej podrobená testom, v ktorých sa overuje, či 
spĺňa požadované podmienky. Spájanie buniek prebieha (na každej úrovni rekurzie) v cykle a snaží sa 
predĺžiť čiaru (spojiť aktuálnu bunku s ďalšou bunkou) požadovaným smerom, pričom sú vylúčené 
nasledovné prípady: 
· pokračovanie na bunku, s ktorou je už aktuálne bunka spojená t.j. pokračovanie na 
predchádzajúcu bunku (krok späť). 
· pokračovanie na bunku, ktorá je „mimo“ hracie pole. 
· pokračovanie na bunku, ktorá je aktuálnym začiatkom čiary [startY, startX] ak čiara nemá 
požadovanú dĺžku (minLength). 
 
5.1.2 Overovanie navrhnutého hracieho poľa 
Každá čiara predstavujúca možné riešenie je vždy pred jej akceptovaním kontrolovaná na dodržanie 
vyššie stanovených pravidiel: 
· Kontrolu dĺžky 
· Kontrola počtu čiernych a bielych perál 
· Eliminácia štvoríc a dvojíc perál 
· Kontrola rozloženia čiary 
 
Kontrola dĺžky čiary sa vykonáva vždy, keď sa rekurzívne hľadanie čiary dostane do 
počiatočnej pozície. Pri rekurzívnom generovaní sa neustále udržuje aktuálna dĺžka čiary. Tá je 
nakoniec porovnaná s požadovanými minimami a na tomto základe sa rozhodne, či čiara vyhovuje 
alebo sa spustí generovanie ďalšej čiary. 
Kontrola počtu čiernych a bielych perál prebieha v prípade, že sme našli čiaru riešenia ktorej 
dĺžka je vyhovujúca. Táto kontrola spočíva v tom, že sa na vygenerovanú čiaru algoritmus pokúsi 
nasadiť všetky možné perly, ktoré vyhovujú pravidlám. Tieto počty sú potom porovnané s minimami 
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ktoré boli ustanovené pred začatím generovania a podľa nich sa rozhodne o tom, či je čiara 
vyhovujúca alebo nie. 
Ďalšími testami sú Eliminácia štvoríc a Eliminácia dvojíc, tie predstavujú kontroly ktoré, 
majú za úlohu eliminovať na čiare štyri resp. dve po sebe idúce bunky. Eliminácia prebieha z toho 
dôvodu, že podobné konštrukcie na hracej ploche prispievajú k jej výraznému zjednodušeniu. Tieto 
stavy majú vo väčšine prípadov len jediné riešenie, čím narúšajú celý koncept určovania zložitosti. 
Napriek tomu však z hry nie sú odstránené úplne. Ich akceptovanie resp. narušenie je založené na 
pravdepodobnosti ktorá bola zistená empiricky. 
 
Pri eliminácii štvoríc sú s určitou pravdepodobnosťou odstránené nasledujúce stavy: 
· ak je na tretej bunke (v smere kontroly) biela perla, s pravdepodobnosťou 90% sa bod zruší 
 
 
 
 
 
 Obr. 5.1.2.1: Spôsob eliminácie bielej perly pri štvorici buniek 
 
· ak je na tretej bunke (v smere kontroly) čierny bod, s pravdepodobnosťou 30% sa bod zruší 
 
 
 
 
 
 
 Obr. 5.2.1.2: Spôsob elimináciečiernej perly pri štvorici buniek 
 
Pri eliminácii dvojíc sú s určitou pravdepodobnosťou odstránené nasledujúce stavy: 
· ak je v bunke čierny bod a pred ním je biely bod tak sa s pravdepodobnosťou 30% tento čierny 
bod zruší, ak pritom zostávajúci počet čiernych bodov (countBlack) neklesne pod 80% 
požadovaného počtu čiernych bodov (minCountBlack) 
 
  
 
 
 Obr. 5.2.1.3: Spôsob eliminácie čiernej perly pri dvojici buniek 
 
· ak je v bunke biely bod a pred, alebo za ním je nejaký iný bod, tak sa s pravdepodobnosťou 
60% tento biely bod zruší, ak pritom zostávajúci počet bielych bodov (countWhite) neklesne 
pod 80% požadovaného počtu bielych bodov (minCountWhite) 
 
 
 
 
 
    Obr. 5.2.1.4: Spôsob eliminácie bielej perly pri dvojici buniek 
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 Pri generovaní hry dochádza k tomu, že vygenerované zadanie spĺňa požiadavky na dĺžku čiary 
a počet bielych a čiernych bodov, ale nie je dostatočne využité celé hracie pole. Dochádza k tomu 
hlavne pri  hracej ploche väčšej ako 10 x 10 a nízkej náročnosti. Preto sú takéto čiary riešenia 
považované za nesprávne a v generovaní sa pokračuje hľadaním inej, vhodnejšej, čiary. Postup je 
nasledovný: 
· hracia plocha sa rozdelí na 5 približne rovnakých oblastí, ktorých rozmery sú prepočítavané 
podľa aktuálnych rozmerov hracej plochy 
· v každej oblasti sa vyhodnotí počet bielych a čiernych bodov pričom 
o počet bielych bodov v oblasti musí byť aspoň 75 % z celkového počtu bielych 
bodov (v pomere pre danú veľkosť oblasti) 
o počet čiernych bodov v oblasti musí byť aspoň 75 % z celkového počtu čiernych 
bodov (v pomere pre danú veľkosť oblasti) 
· ak aspoň jedna oblasť nespĺňa tieto dve podmienky je generovaná nová čiara 
 
 
 
 
 
 
 
 
 
 
 
   Obr. 5.2.1.5: Znázornenie zonácie hracieho poľa pri kontrole  
         distribúcie perál navrhnutej hry 
 
5.1.3 RunningTail systém 
Algoritmus pre generovanie hracích polí má ešte jednu vlastnosť. Pri náhodnom generovaní čiary 
často dochádzka k  „uviaznutiu” začiatku čiary v situácii, keď je jeho dosiahnutie (uzavretie čiary) 
časovo náročné. Dochádza k tomu hlavne pri hracej ploche väčšej ako 10 x 10. Aby sa metóda, ktorá 
hľadá čiaru riešenia dostala späť do začiatočného bodu čiary, musela by sa vynoriť z rekurzie späť až 
do bunky, z ktorej by sa do daného bodu vedela dostať. Vzhľadom na to, že to môže byť časovo 
náročné, je v týchto situáciách vhodné pohnúť so začiatkom čiary, tzn. nemať začiatok čiary pevný, 
ale pohyblivý. Za týmto účelom sa po každých 20 vnoreniach do rekurzie  posunie začiatok čiary o 
jednu bunku v jej existujúcom smere. Počet krokov 20 bol získaný testovaním (viď. Kapitola 8), pri 
príliš veľkom kroku metóda stráca zmysel, pri príliš malom by sme zas naháňali začiatok ktorý si 
zároveň neustále posúvame. Tento spôsob je v aplikácii referovaný ako RunningTail a predstavuje 
konštantu, ktorá je členskou premennou objektu Generator.java.  
 Poslednou dôležitou vlastnosťou algoritmu je spôsob, akým uchováva riešenie danej mriežky. 
Keď algoritmus skončí svoju činnosť, tzn. že máme korektne navrhnuté riešenie na danej hracej 
ploche, je čiara pred užívateľom skrytá, čím vzniká čistá hracia plocha s perlami. Úlohou užívateľa je 
potom nájsť čiaru, ktorú sme vytvorili keď sme generovali riešenie, prípadne inú čiaru ktorá 
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zodpovedá pravidlám hry. V samotnej implementácii je výsledná čiara presunutá do pozadia hracej 
plochy. Konkrétne je presunutá do iných premenných inštancií triedy Cell.java. V prípade, že si 
užívateľ zvolí zobrazenie riešenia, nie je tým pádom nutné spúšťanie Solveru ale len jednoduché 
presunutie tejto čiary do premenných, ktoré čiaru zobrazia na hracej ploche. 
 Pre Masyu všeobecne platí, že hracia plocha môže mať viac ako jedno správne riešenie. Užívateľ 
tým pádom môže prísť na riešenie, ktoré je iné ako to, ktoré vzniklo generovaním hry, no stále je 
platné. Aplikácia s takýmito prípadmi počíta a implementuje samostatný algoritmus na kontrolu 
hracích polí (SolutionChecker.java), ktorý užívateľské riešenie skontroluje bez ohľadu na už 
vygenerované, a dočasne skryté, riešenie. 
5.2 Riešenie hier (Solver) 
Solver predstavuje algoritmus pre riešenie hracích polí  rôznej veľkosti a obtiažnosti. Podobne ako 
algoritmus pre generovanie polí, je Solver obsiahnutý v triede, ktorá rozširuje triedu SwingWorker 
a jeho činnosť je teda vykonávaná v samostatnom vlákne a nie v EDT. Algoritmus je opäť rekurzívny 
a pracuje na princípe Backtrackingu a obsahuje stochastické prvky, ktoré majú za úlohu prispieť 
k jeho efektívnosti. 
Úlohou celého algoritmu je nájsť čiaru riešenia, ktorá prechádza všetkými perlami a pri tomto 
hľadaní zároveň neporuší ostatné pravidlá hry. Pri hľadaní tohto riešenia je dôležitý fakt, že užívateľ 
má možnosť vytvárať si vlastné hracie plochy, kde si vyberie, kde a akú perlu nasadí na hraciu 
plochu. Algoritmus začína v metóde doInBackground(), v ktorej sa vykonáva základná inicializácia 
vlastností Solveru a kontrola mriežky. K tej patrí hlavne odstránenie užívateľských ťahov z mriežky. 
Tieto ťahy nie sú pri hľadaní riešenia brané do úvahy vzhľadom na to, že môžu viesť k výraznému 
zhoršeniu efektivity algoritmu pri hľadaní riešenia. Zároveň algoritmus nemá k dispozícii informácie 
o kontexte daného ťahu a preto v prípade jeho chybovosti nedokáže riešenie napraviť. Ďaleko 
efektívnejší spôsob je tieto ťahy vôbec neuvažovať a pri hľadaní riešenia vychádzať z prázdnej 
mriežky. 
Ďalšou kontrolou, ktorej je hracia plocha podrobená je test, či je vôbec možné túto plochu 
vyriešiť. Vzhľadom na pravidlá Masyu, môžu na hracej ploche vzniknúť konštrukcie perál, o ktorých 
sme schopní prehlásiť, že s nimi daná hracia plocha určite nemá žiadne riešenie. V implementácii 
algoritmu sú ošetrené konkrétne dva prípady: 
 
 
 
 
 
 
 
Obr. 5.2.1: Odchytávaný nevyriešiteľný stav             Obr. 5.2.2: Odchytávaný nevyriešiteľný stav 
 
Všeobecne však nie je možné ošetriť všetky takéto ťahy. Ich počet a konštrukcia sa odvíja od 
rozmerov konkrétnej mriežky a preto nie je možné dopredu tieto stavy úplne ošetriť. V prípade, že 
spustíme generátor nad mriežkou, ktorá nemá riešenie, algoritmus prehľadá všetky možnosti (celý 
stavový priestor) a potom prehlási mriežku za nevyriešiteľnú. Takýto prístup však môže byť veľmi 
časovo náročný a preto je v algoritme zabudovaná optimalizácia ťahov hracej plochy. 
Tak ako sme boli schopní určiť konštrukcie, ktoré nemajú riešenie, existujú v Masyu aj také 
konštrukcie, ktoré majú len jedno riešenie a práve to je jediné a správne. Tieto konštrukcie sa stávajú 
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predmetom optimalizácie. V podstate ide o rovnaký postup, akým by pri riešení postupoval užívateľ. 
Z pravidiel hry vyplýva nasledujúce: 
· Ak sa na okraji jednej zo strán hracieho poľa nachádza biela perla, riešenie ňou bude určite 
prechádzať rovnobežne s týmto okrajom a na obe jej susedné bunky. (metóda 
optimizeWhitePearls()) 
· Ak sa na niektorom okraji hracej plochy, alebo vo vzdialenosti jednej bunky od tohto okraja 
nachádza čierna perla, riešenie cez ňu bude určite prechádzať dve bunky rovno v smere od 
tohto okraja. (metóda optimizeBlackPearls()) 
· Ak sa niekde na ploche vyskytne konštrukcia troch, alebo viacerých susediacich bielych 
perál, riešenie bude určite prechádzať cez každú perlu zvlášť na obe jej susediace bunky, 
pričom čiary týchto riešení budú kolmé na pomyselnú rovnú čiaru prechádzajúcu rovno cez 
všetky tieto perly. (metóda optimizeWhiteTetrad()) 
 
 
 
 
 
 
 
 
 
    Obr. 5.2.3: Optim. čiernych perál     Obr. 5.2.4: Optim. troj a viac-tice bielych perál          Obr. 5.2.5: Optim. Bielych perál 
 
Nad takto upravenou hracou plochou je potom spustený algoritmus hľadania riešenia. Jeho 
základným princípom je, že sa v každom kroku rekurzie snaží podľa pravidiel uspokojiť ťahmi dve 
perly. Ide o perlu na aktuálnej pozícii hracieho poľa a o perlu na predchádzajúcej pozícii. Tento 
systém vychádza z toho, že bunka, ktorá sa spracovávala v rekurzii o dva ťahy dozadu už nie je 
schopná nejako ovplyvniť smerovanie čiary z aktuálnej bunky: (PP – pred-predchádzajúca bunka, P – 
predchádzajúca bunka, A – aktuálna bunka) 
 
 
 
 
 
Obr. 5.2.6: Vplyv pred-predchádzajúcej bunky na budúci pohyb         Obr. 5.2.7: Vplyv predchádzajúcej bunky na budúci pohyb 
 
Obrázok 5.2.7 znázorňuje, že pohyb z aktuálnej pozície s bielou perlou (modrá čiara) je stále 
ovplyvňovaný predošlou pozíciou s čiernou perlou (červená čiara). Naopak obrázok 5.2.6 znázorňuje, 
že čierna perla na pred-predchádzajúcej pozícii (zelená čiara) je vzhľadom na aktuálnu pozíciu 
z pohľadu pravidiel uspokojená a preto nebude ovplyvňovať smer pohybu z aktuálnej bunky. 
 
Táto činnosť sa vykonáva v každom kroku rekurzie. Najprv sa určia ťahy, ktoré vyhovujú 
aktuálnej pozícii getCurrentCellMoves() a následne sa proces zopakuje s predchádzajúcou pozíciou 
getPrevCellMoves(). Výsledkom sú dve polia referencií na bunky. Keďže pohyb z aktuálnej bunky 
závisí na oboch týchto poliach, je nutné spraviť ich prienik. Nakoniec dostávame pole buniek, na 
ktoré je možné spraviť pohyb z tej aktuálnej bez toho, aby došlo k porušeniu pravidiel. Počas práce 
algoritmu sa však môže stať, že výsledné pole pohybov bude prázdne, tzn. že existujú len ťahy, 
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ktorými by sa porušili pravidlá. Preto sa v takýchto situáciách rekurzia vynára a algoritmus sa snaží 
pokračovať v hľadaní riešenia inou cestou. 
V prípade, že algoritmus hľadania riešenia bude spustený nad veľmi riedko obsadenou 
mriežkou, bude väčšinu času tráviť tým, že prehľadáva prázdny stavový priestor, bez perál. To 
znamená že sa bude snažiť vyskúsať všetky možnosti smerov ťahov pre všetky mriežky v oblati. 
Správa sa tak z toho dôvodu, že pre prázdnu poyíciu bez perly v podstate neexistuje žiadne pravidlo, 
preto nezostáva nič iné ako vyskúšať všetky možnosti. 
Spomenuli sme si, že tento algoritmus má stochastické prvky. Tie sa uplatňujú v okamihu, 
keď algoritmus dospeje k poľu výsledných ťahov. Prvky tohto poľa sú vždy zamiešané medzi sebou. 
Zamiešanie poľa môže mať pozitívny vplyv na rýchlosť hľadania riešenia, keď namiesto rovnako 
organizovaného prehľadávania v každom kroku rekurzie môžeme takýmto spôsobom na riešenie 
naraziť skôr. Neplatí to však vždy a niekedy má opačný účinok. 
 
6 Grafická časť aplikácie 
Grafické užívateľské rozhranie je dôležitou súčasťou každého softwaru. Nie je tomu inak ani pri 
logických hrách, kde hrá kľúčovú úlohu. Je to spojivko medzi užívateľom a samotným programom, 
preto je dôležité, aby spĺňalo určité požiadavky na jednoduchosť, jednoznačnosť a intuitívnosť. Treba 
mať na pamäti, že nie každý užívateľ je profesionál, ktorý sa dokáže rýchlo zorientovať 
v akomkoľvek systéme. Existuje mnoho spôsobov, ako docieliť čo najlepšie užívateľské rozhranie 
a množstvo z nich bolo použitých pri vývoji tejto aplikácie [6], [2] a [3]. 
Užívateľské rozhrania od svojho vzniku prešli dlhú cestu. Nie vždy sa však orientovali na 
užívateľov. Prvotné pokusy boli zamerané hlavne na stroje, no postupom času sa pod tlakom na 
efektívnejšiu prácu s počítačmi začali užívateľské rozhrania vyvíjať opačným smerom. V dnešnej 
dobe existuje niekoľko druhov týchto rozhraní, vzhľadom na to, že existuje viac druhov aplikácií, pre 
ktoré sú vhodné rôzne prístupy: 
· Prirodzený jazyk – stále sa vyvíja, spracovanie ľudskej reči je veľmi náročné. 
· Dialógové rozhranie – užívateľ si vyberá odpovede z možností, ktoré mu systém podľa 
zadanej úlohy poskytuje. 
· Príkazový riadok – pre skúseného užívateľa predstavuje veľmi rýchle a efektívne prostredie. 
Pokiaľ človek nemá dostatočné skúsenosti  má skôr opačný účinok. 
· WIMP – v dnešnej dobe najpoužívanejšie. 
· 3D rozhranie – poskytuje lepšie využitie priestoru. 
 
Dnes sa pri tvorbe užívateľských rozhraní vo väčšine aplikácií využíva prístup WIMP. Je to 
skratka pre „Window, Icon, Menu, Pointing device“. Základom je existencia množstva komponentov 
resp. elementov, ktoré sa spoločne nazývajú Widgets. Slúžia na ovládanie systému, pričom každý 
z nich má presne danú funkcionalitu a miesto v celkovej hierarchii. Tvorba rozhrania potom vyzerá 
tak, že sa tieto elementy spolu spájajú a tvoria väčšie celky, a tie sú schopné vykonávať užívateľské 
akcie. Hoci majú jednotlivé elementy dané správanie a použitie, existuje určitá vôľa pri ich používaní, 
ktorá nám umožňuje ich vzájomné použitie viacerými spôsobmi. Tým je možné dosiahnuť veľmi 
uspokojivé výsledky, pretože máme k dispozícii veľmi flexibilný nástroj [5].  
Samotné užívateľské rozhranie tejto aplikácie bolo vytvorené pomocou frameworku Swing. 
Ide o súčasť JFC API (Java Foundation Classes) spoločnosti Sun’s Microsystems [8]. Celý 
framework pracuje len s jediným vláknom, čím sa eliminujú možné kolízie pri vykresľovaní 
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jednotlivých komponent. Zároveň však poskytuje možnosti, ako vytvárať iné vlákna a spúšťať v nich 
externé úlohy. Swing nie je závislý na platforme a je založený na architektúre MVC (Model View 
Controler) [7]. Návrhový vzor MVC predstavuje architektúru, v ktorej je grafická aplikácia rozdelená 
na tri samostatné celky oddeľujúce funkcionalitu od vzhľadu: 
· Model – predstavuje samotné dáta, nad ktorými aplikácia pracuje 
· View – vizuálna reprezentácia dát 
· Controller – akceptuje užívateľské vstupy z View a aplikuje ich na dáta 
 
   Obr. 6.1: MVC dizajn 
 
Návrh grafického rozhrania prebiehal v niekoľkých fázach. Najprv sa určila základná 
funkcionalita, ktorá bola od aplikácie požadovaná. Na tomto základe sa potom určilo, aké 
komponenty budú túto funkcionalitu plniť. Ďalším dôležitým faktorom pri návrhu bolo určenie 
umiestnenia dát. Z pohľadu návrhu MVC, sú dáta reprezentované v jednej časti aplikácie, nad ktorou 
potom jednotlivé komponenty vykonávajú operácie. Dáta v tomto prípade predstavujú hraciu plochu, 
resp. dvojrozmerné pole objektov triedy Cell.java. V implementácii bol tento problém vyriešený tak, 
že vznikla trieda GUIManager.java, ktorá spravuje všetky použité komponenty v rozhraní a čiastočne 
poskytuje funkcionalitu, ktorú nebolo vhodné presunúť do žiadnej z tried, ktoré reprezentujú 
komponenty. Táto trieda obsahuje dátový model celej aplikácie. Obsahuje a umožňuje prístup 
k hraciemu poľu. Zároveň poskytuje bohatú funkcionalitu spojenú s ostatnými komponentmi z 
grafického zohrania. 
 Existujú určité rovnaké prvky v správaní sa všetkých komponent, napríklad v aplikovaní 
listenerov, pre udalosti vyvolávané komponentmi, do vnorených tried jednotlivých komponentov. 
Takýmto spôsobom je v aplikácii dosiahnutá vyššia modularita, keď je možné ktorýkoľvek 
komponent odobrať bez toho, aby bolo nutné odregistrovať ním generované udalosti niekde v 
globálnom listeneri. Zároveň sa dosiahne vyššia prehľadnosť kódu, ktorá pri väčších aplikáciách 
môže byť problémom. Ďalším spoločným znakom všetkých komponent je to, že si udržujú odkaz na 
inštanciu triedy GUIManager.java, ktorý zohráva úlohu hlavne pri zmene dátovej časti a jej 
rozšírenia do potrebných častí aplikácie. Ten je posunutý ako argument konštruktora pri vytváraní 
každej komponenty. Ďalším spoločným prvkom všetkých komponent je metóda updateTexsts(). Tá 
slúži na zmenu jazyka aplikácie resp. prevedenie všetkých lokálnych textov na novozvolený jazyk. 
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6.1 Popis implementácie komponent GUI 
Táto podkapitola sa venuje konkrétnemu popisu funkcionality jednotlivých komponentov, ktoré boli 
spomenuté. Stručne popisuje akým spôsobom medzi sebou tieto prvky komunikujú a aké sú ich 
možnosti. Diagram tried v balíčku masyu.gui vyzerá nasledovne: 
 
        Obr. 6.1.1: Diagram tried grafického rozhrania 
6.1.1 Hlavné okno 
Hlavné okno aplikácie predstavuje trieda GameWindow.java, ktorá dedí od triedy 
javax.swing.JFrame. Do tohto okna sa ukladajú všetky ďaľšie elementy grafického rozhrania. Táto 
trieda nastavuje vytváranému oknu základné vlastnosti ako nadpis, pozíciu, rozmery a ikonu 
aplikácie. Ihneď po vytvorení okna je jeho pozícia zarovnaná na stred, vzhľadom na rozlíšenie 
monitora a rozmery okna. Ďalej už pozíciu a rozmer určuje užívateľ sám. 
6.1.2 Kontajner hracej plochy 
Ide o triedu GameMainPanel.java, ktorá je potomkom triedy javax.swing.JPanel. Jej hlavnou 
funkciou je odchytávanie a spracovávanie udalostí týkajúcich sa zmeny veľkosti hlavného okna, pri 
ktorom dochádza k prekresleniu celej hracej plochy. Tá sa pri prekreslení prispôsobí tak, aby vyplnila 
celú zväčšenú oblasť. Maximálna veľkosť okna je obmedzená tak, aby sa nestalo, že okno by 
„vytekalo“ mimo rozmer obrazovky. Rovnako je nastavený aj minimálny rozmer hracieho poľa, ktorý 
zaručuje aspoň minimálnu viditeľnosť a hrateľnosť. 
Táto trieda zároveň poskytuje metódy, ktoré umožňujú zmenu pozadia hracej plochy. Tá je 
vďaka oddeleniu samotného hracieho poľa od tohto kontajneru schopná pozadie prekresliť bez toho, 
aby došlo k narušeniu vzhľadu samotnej hracej plochy a tým jej zbytočnému prekresľovaniu. 
6.1.3 Hracia plocha 
Táto trieda, GamePlayground.java, má na starosti zobrazenie hracieho poľa a jeho vykreslenie do 
hlavného okna. Hracia plocha sa vykresľuje zvyslými a vodorovnými čiarami podľa aktuálnych 
rozmerov hracieho poľa. To je získané volaním metódy getGrid() nad objektom manažéra, ktorý je 
prítomný v každej komponente. Pozície buniek sú na ploche prepočítavané podľa aktuálnych 
rozmerov hracieho poľa, tzn. že ich veľkosť sa prispôsobuje zmenám rozmerov hlavného okna. 
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Podobne sa správa aj čiara riešenia, ktorú užívateľ kreslí na plochu, jej šírka je prepočítavaná podľa 
aktuálnych rozmerov.  
Kreslenie užívateľskej čiary prebieha v metóde, ktorá je volaná ako reakcia na udalosť 
ťahania kurzora po hracej ploche. Na odchytávanie týchto udalostí je opäť použitá vnorená trieda 
(MouseEventsHandler). Vykresľovanie reaguje na stlačené ľavé aj pravé tlačidlo myšky. Zároveň je 
ošetrená situácia, keď užívateľ spraví ťah prudko cez viacero políčok. Za normálnych okolností by na 
ploche vzniklo viacero čiastkových čiar po celej dĺžke ťahu. Dôvodom je to, že Swing vygeneruje 
udalosť o ťahaní na začiatku čiary a v prípade, že ide o rýchly pohyb, ďaľšia udalosť je vygenerovaná 
až na konci ťahu. Aplikácia by sa teda snažila spojiť tieto dva značne vzdialené body, čo by vyústilo 
v neželaný stav. Preto je tento stav upravený tak, aby sa vykreslila čiara len v prípade, že súradnice 
dvoch po sebe idúcich udalostí nepresiahnu cez šírku jednej bunky.  
Ďalšia funkcia hracej plochy predstavuje možnosť nasádzania vlastných perál na hraciu 
plochu. O túto funkcionalitu sa stará vnorená trieda (GamePopupMenu, rozširujúca JPopupMenu). Jej 
hlavnou funkciou je zobrazenie popup okna na mieste, kam užívateľ na hracej ploche klikol. 
Zobrazené menu ponúka nasledujúce možnosti na základe perly, ktorá sa na danej pozícii nachádza: 
· Biela perla – priradí danej bunke hracej plochy bielu perlu 
· Čierna perla – priradí danej bunke hracej plochy čiernu perlu 
· Ak sa na bunke už nejaká perla nachádza, zobrazí sa možnosť túto perlu odstrániť 
 
Všetka funkcionalita, ktorú tento komponent poskytuje nad hracou plochou je vykonávaná 
priamo v hracom poli. Preto je možné po každej zmene komponenty prekresliť aby sa korektne 
prispôsobili vykonanej akcii. 
6.1.4 Aplikačné Menu a Toolbar 
Tieto dve triedy sú reprezentované samostatnými súbormi, GameMenu.java a GameToolbar.java, no 
z pohľadu funkcionality sú z časti podobné. Spolu zastrešujú takmer celú funkcionalitu, ktorú má 
užívateľ k dispozícii. Napriek ich podobnosti má každá trieda vlastnú vnorenú triedu, ktorá sa stará 
o obsluhu ňou generovaných udalostí. Nasledujúce funkcie sú v menu a toolbare rovnaké: 
· Vytvorenie nového hracieho poľa s novými rozmermi a obtiažnosťou 
· Generovanie novej hry – spustí generátor hracích polí 
· Vyčistenie hracej plochy – zmaže všetky užívateľské čiary a perly 
· Vymazanie čiar na hracej ploche – zmaže užívateľské čiary 
· Zobrazenie riešenia – zobrazí užívateľovi vygenerované riešenie v prípade, že mriežka od 
generovania nebola zmenená. Ak nastala zmena v zložení perál, spustí sa solver, ktorý začne 
hľadať riešenie. 
 
Tieto položky majú v menu aj na samotnom toolbare rovnaké ikony, čo určite užívateľovi 
napomáha v orientácii, i keď sú tieto položky v podstate duplicitné. Na toolbare sú však v prípade 
potreby rýchlejšie dostupné. V ďalších položkách sa už komponenty líšia a to nasledujúcim 
spôsobom: 
 
Toolbar: 
· Kontrola užívateľského riešenia – spustí algoritmus z triedy masyu.SolutionChecker.java 
ktorý skontroluje užívateľom vyriešenú mriežku, či nedošlo k porušeniu pravidiel a prehlási 
toto riešenie za správne alebo nesprávne. 
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Aplikačné Menu: 
· Uloženie hry – zabezpečuje vnútorná trieda, ktorá aktuálne rozohranú hru uloží na disk podľa 
voľby užívateľa 
· Načítanie uloženej hry – zabezpečuje vnútorná trieda, ktorá načíta užívateľom zvolenú hru 
a umožnuje v pokračovaní hrania 
· Ukončenie aplikácie – korektným spôsobom ukončí beh celej aplikácie 
· Položky v menu Nastavenia a Help 
 
Položky menu v sekcii Nastavenia resp. Settings predstavujú súbor vlastností aplikácie ktoré 
si každý užívateľ môže zmeniť podľa vlastnej vôle. Ide o zmenu farby čiary, pozadia hracej plochy, 
voľby jazyka a vypnutie/zapnutie zvukov. Všetky položky menu sú prístupné cez klávesové skratky 
čo užívateľom značne zjednodušuje prístup. Základným delením je, že položky predstavujúce 
nastavenia používajú ako maskovacie tlačidlo alt, zatiaľ čo ostatné sú prístupné cez tlačidlo ctrl. 
6.1.5 Trieda zobrazovania nápovedy 
Jedná sa o triedu HelpShower.java, ktorej hlavnou úlohou je zobrazovanie užívateľskej nápovedy. Tá 
obsahuje zoznam pravidiel hry a poskytuje užívateľovi základný prehľad o možnostiach samotnej 
aplikácie. Jedná sa o html súbor, ktorý sa otvára v klientskom internetovom prehliadači. Vzhľadom na 
to, že v jazyku Java nieje možné takéto súbory otvárať priamo zo súboru *.jar, je použitý systém, 
ktorý obsah tohoto súboru dočasne rozbalí na disk a potom je otvorená nápoveda. Pre samotného 
užívateľa je však táto operácia transparentná. 
6.1.6 Trieda pre zobrazovanie notifikácií 
Ide o triedu GameNotification.java. Tá má za úlohu vytváranie a zobrazovanie oznámení, ktoré 
nastávajú počas behu aplikácie. Trieda dedí správanie od javax.swing.JoptionPane. Pracuje s dvomi 
základnými typmi oznámení, ktorými sú: 
· Chybové hlášky – napr. v prípade, že daná mriežka nemá riešenie. 
· Informačné hlášky – napr. v prípade, keď je užívateľské riešenie mriežky správne. 
6.1.7 Manažér rozhrania 
Ide o triedu GUIManager.java, ktorá predstavuje vstupný bod aplikácie. Trieda je zodpovedná za 
správu všetkých komponent a časti funkcionality, na ktorej sú spoločne závislé. V prípade potreby je 
schopná komponentom poskytnúť referencie na iných jej členov (iné komponenty), pričom vzájomná 
komunikácia medzi nimi ďalej prebieha mimo manažéra. Zároveň však existuje časť funkcionality, 
ktorá je vykonávaná priamo touto triedou. Ide o operácie nad samotnými dátami ako napríklad 
vytvorenie novej hracej plochy, odstránenie perál, prípadne užívateľského riešenia z hracej plochy a 
iné. Tieto funkcie sú v kóde označené názvami request***(), pretože ide o dotazy na vykonanie 
operácie zasielané z ostatných komponent. Ich vykonaním sa v dátovom modeli spravia zmeny ktoré 
sú okamžite viditeľné pre všetky ostatné komponenty. 
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6.2 Lokalizácia aplikácie 
Všetky vyššie spomenuté komponenty sú plne lokalizované. Už sme si spomenuli, že spôsob akým 
lokalizácia prebieha, resp. zmena jazyka v celej aplikácii je rovnaký vo všetkých komponentách. 
V pozadí tohto systému je návrhový vzor Observer. Ktorého základný princíp fungovania je 
nasledujúci.  
GUIManager, ako kontrolný komponent pre správu všetkých ostatných častí aplikácie  si 
udržuje lokalizačný súbor, ktorý je práve platným lokalizačným súborom vzhľadom na užívateľskú 
voľbu v menu. Z tohto súboru sú načítavané všetky potrebné texty. GUIManager má zároveň 
zaregistrovaných observerov, tzn. pozorovateľov, ktorí sledujú, či nad týmito dátami bola vykonaná 
nejaká zmena. V prípade, že užívateľ v menu zmení poskytovaný jazyk, dôjde k prvej zmene v triede 
GUIManager, tzn. že sa otvorí nový lokalizačný súbor. Toto je zmena, ktorá zároveň zaujíma 
všetkých zaregistrovaných pozorovateľov, pretože je nutné upraviť všetky texty aplikácie. Preto sa 
každému počúvajúcemu komponentu rozpošle nový lokalizačný súbor, z ktorého potom v metóde 
updateTexts() dôjde k prekresleniu všetkých textov. 
Samotné lokalizačné súbory sú v aplikácii dva. Podporovaná je angličtina a slovenčina. 
Pričom oba jazykz sú uložené v *.properties súboroch. Tie umožňujú flexibilnú prácu s lokalizáciou 
každej aplikácie. Všetky záznamy v súboroch majú tvar key = value, kde key predstavuje názov 
reťazca cez ktorý sa k nemu pristupuje a value je reťazec predstavujúci jeho hodnotu. Tým, že 
existujú dva súbory, ktoré majú rovnakú sadu kľúčov docielime to, že sa na ne odkazujeme z kódu 
rovnako, no samotný jazyk určuje súbor, z ktorého k týmto kľúčom berieme hodnoty [9]. 
Aplikácia počíta s tým, že užívateľ s týmito súbormi nebude manipulovať. Napriek tomu sa 
však pri zmene jazyka, v prípade chýbajúceho textu v niektorom lokalizačnom súbore, užívateľovi 
zobrazí výstražné okno, ktoré ho upozorní na to, že niektoré texty pravdepodobne nebude možné 
preložiť. Táto udalosť však nebráni aplikácii v behu. V najhoršom prípade, keby došlo k poškodeniu 
alebo úplnému vymazaniu lokalizačného súboru, sa aplikácia spustí len za účelom zobrazenia hlášky 
o chybe pri otváraní súboru, po ktorej sa hneď celá korektne ukončí.  
       Obr. 6.1.2: Výsledný vzhľad aplikácie 
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7 Užívateľské dotazníky 
Počas celého vývoja aplikácie prebiehala kominukácia s užívateľmi, ktorí hru testovalo. Spolu hru 
hodnotilo 40 ľudí, z ktorých väčšina s hrou Masyu nemala žiadne skúsenosti. Otátky im boli kladené 
formou jednoduchého textového dotazníka, ktorý obsahoval kľúčové vlasnosti vtedy aktuálnej verzie 
hry. Spolu užívatelia testovali dve verzie hry, ktorých vlastnosti obsahuje výsledná aplikácia. 
Nasledujúca tabuľka znázorňuje dotazované vlastnosti hry, spolu s percentuálnym výskytom 
odpovedí: 
                      Obr. 7.1: Percentuálne vyjadrenie užívateľov k vlastnostiam aplikácie 
 
 Verzia 1.0 bola prvou verziou, ktorá bola vytvorená za účelom plnenia základnej logiky 
aplikácie a funkčnosti algoritmov. Hra zatiaľ nebola príliš užívateľsky prívetivá, neobsahovala 
toolbar, len klasické menu, nemala možnosti ako si nastaviť farby a pozadia, nepodporovala 
prehrávanie zvukov a ako ovládanie bolo zvolené „klikanie“ na bunky za účelom ich spájania. 
Užívateľské reakcie sú znázornené vo vrchnej časti obr. 7.1. 
 Verzia 2.0 už vychádzala z reakcií užívateľov. K hlavným zmenám patrila implementácia 
Nápovedy, čím bolo neskúseným užívateľom umožné rýchlejšie sa zoznámiť s aplikáciou a samotnou 
hrou Masyu. Zmeny sa dočkalo aj ovládanie ktoré bolo silno kritizované. Po novom sa už čiara 
vytvára ťahaním čiary po hracej ploche. Aplikácia bola ďalej obohatená o možnosti nastavení ako 
zmena farby čiary, pozadia a vypnutie-zapnutie zvukov. Predchádzajúca verzia obsahovala len 
možnosť zmeny jazyka. Tiež bol pridaný toolbar pre rýchlejší prístup a klávesové skratky pre položky 
menu. Aplikácie dostala aj novú sadu ikoniek, ktoré lepšie vystihujú danú funkcionalitu. Nakoniec 
bola pridaná možnosť uloženia a načítania hry, ktorú je možné využiť hlavne pri väčších a dlhších 
riešeniach. Reakcie užívateľov na tieto zmeny sú opäť viditeľné v tabuľke na obrázku 7.1, v jeho 
spodnej časti. 
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Testy algoritmov 
Testy v tejto kapitole sú zamerané na testovanie Generátoru hracích polí a o testovanie Solveru. Testy 
boli spúšťané na zostave: 
· CPU: AMD Turion 64 X2 Mobile TL-60 2Ghz 
· RAM: DDR2, 2x1024 MB, freq. 159.6 * (CPU/5) Mhz 
· OS: Windows XP Processional SP2 
· HDD: Toshiba - 5200 rpm 
· Java version 1.6.0_17, Java SE Runtime Enviroment (build 1.6.0_17-b04) 
· Java HotSpot Client VM (build 14.3-b01) 
· Aplikácia bola spúštaná s prednastavenými parametrami 
7.1 Testovanie generátoru 
Toto testovanie prebiehalo nasledujúcim spôsobom. Boli otestované všetky štvorcové mriežky 
s rozmermi 8x8 až 20x20. Predmetom testu bol čas, ktorý bol potrebný na vygenerovanie danej 
mriežky. Testy prebiehali postupne tak, že pre každý rozmer 8-20, potom na každej úrovni obtiažnosti 
1-5, boli stokrát opakované generovania hracej plochy so zvolenými rozmermi a obtiažnosťou. 
Dosiahnuté boli nasledujúce výsledky, predstavujúce priemerné hodnoty zo všetkých sto meraní: 
 
   
Obr. 8.1.1: Časový priebeh návrhu rôznych hracích polí s konštantou RunningTail = 20, 
    z dôvodov veľkej časovej rozdielnosti je úroveň 5 zobrazená v samostatnom grafe 8.1.2 
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Obr. 8.1.2: Časový priebeh generátoru pre úroveň obtiažnosti 5 (max) 
    Obr. 8.1.3: Časový priebeh generátoru pre úrovňe 1-4. Obtiažnosť 5 je z dôvodu príliš vysokých hodnôt v samostatnom grafe 8.1.4 
 
          
      Obr. 8.1.4: Porovnanie časových  priebehov generátorov pre úroveň obtiažnosti 5 (max) a 
         s konštantou RunningTail = 5 / 20 / 100 / 150 
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7.1.1 Interpretácia výsledkov 
Hlavnými cieľmi testovania generátoru hracích polí bolo: 
· Priemerná doba generovania hracích mriežok rôznych rozmerov a obtiažností 
· Vplyv konštanty RunningTail na rýchlosť generovania 
 
Výsledky rýchlosti generovania sú znázornené na obrázkoch 8.1.1, 8.1.2, 8.1.3. Sú na nich 
znázornené priemerné časy generovania sto hracích mriežok. 
Obrázok 8.1.4 potom znázorňuje vplyv konštanty RunningTail na priemernú rýchlosť 
generovania hracích plôch najťažšej úrovne (úroveň 5), pričom predpokladáme, že získané výsledky 
sú v menšom merítku aplikovateľné aj na nižšie úrovňe obtiažnosti. Ako testovacie hodnoty 
konštanty, boli zvolené hodnoty: 5 / 20 / 100 / 150.  
Výsledkom tohto testovania je záver, že najoptimálnejší resp. najrýchlejší algoritmus pracuje pri 
hodnote konštanty RunningTail = 20. Tento výsledok zároveň potvrdzuje priemerný čas generovania 
hracích polí z obrázkov 8.1.1 a 8.1.2. 
7.2 Testovanie Solveru 
Testovanie prebiehalo podobne ako v kapitole 8.1. Testovacia zostava zostala nezmenená. Dĺžka behu 
algoritmu však bola pre niektoré mriežky neúnosne vysoká a preto nebolo možné previesť dostatočný 
počet relevantných testov na hracie plochy s väččšími rozmermi. Testy prebiehali na hracích poliach 
s rozmermi 5x5 až 10x10. Pre každý rozmer a level 1 až 5 bolo vykonaných sto meraní. Ich výsledné 
priemerné hodnoty znázorňujú nižšie uvedené grafy. 
Pre účely testovaní bola zostavená testovacia trieda ktorá využívala Generátor hracích polí, 
ktoré boli následne poskytnuté Solveru na hľadanie riešenia. Správnosť každého riešenia bola 
následne automaticky skontrolovaná objektom triedy SolutionChecker.java. Z toho vyplýva, že pre 
každú mriežku určite existovalo aspoň jedno riešenie a zároveň, že riešenie nádjdené Solverom bolo 
správne. 
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                          Obr. 8.2.1: Priemerné dĺžky riešenia sto mriežok pre každú úroveň a rozmer z obr. s optimalizáciou  mriežky 
                          Obr. 8.2.2: Priemerné dĺžky riešenia sto mriežok pre každú úroveň a rozmer z obr. bez optimalizácií mriežky 
 
7.2.1 Interpretácia výsledkov 
Jedným z predmetov testu bolo analyzovať vplyv optimalizácie mriežky na celkovú dĺžku času 
hľadania riešenia. Z obrázkov je viditeľné, že priemerné časové hodnoty pri hľadaní riešenia na 
optimalizovanej mriežke, sú nižšie, ako tie bez optimalizácie. Vyplýva to z toho, že pri optimalizácii 
sú niektoré ťahy dopredu vyhodnotené a nieje ich preto nutné počas hľadania riešenia vyhodnocovať. 
Ďalším predmetom testovania bola analýza časov, v ktorých je algoritmus schopný nájsť 
riešenie, pre rôzne úrovňe obtiažnosti hracej plochy. Výsledky na obrázkoch potvrdzujú princíp, na 
ktorom algoritmus pracuje. Znamená to, že algoritmus je tým rýchlejší, čím väčší počet perál je na 
hracej ploche. Pri prázdnych plochách je algoritmus nútený slepo prehľadávať prázdne miesta, čím sa 
značne zvyšuje čas hľadania riešenia. Problematika bola spomenutá v Kapitole 5.2. 
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8 Záver 
Cieľom tejto práce bolo vytvorenie grafickej aplikácie, logickej hry Masyu. Aplikácia mala 
umožňovať generovanie a riešenie hracích polí s rôznou úrovňou zložitosti.  
Vzhľadom na to, že ide o grafickú aplikáciu, celý proces vývoja bol sprevádzaný 
užívateľskými postrehmi a pripomienkami. Celkovo existovali dve verzie hry, v ktorých sa pridávala 
resp. upravovala existujúca funkcionalita, na základe toho, akú reakciu vzbudila v užívavateľoch. Pri 
tvorbe užívateľského rozhrania boli brané v úvahu základné pravidlá, ktoré uľahčujú užívateľovi 
orientáciu v aplikácii. Ide o použitie ikon, klávesových skratiek, separátory v menu a pod.. Aplikácia 
zároveň poskytuje Nápovedu, ktorá obsahuje popis pravidiel hry Masyu a zároveň užívateľovi stručne 
predstavuje základné možnosti aplikácie. Ďalej obsahuje niekoľko možností nastavenia vzhľadu, 
jazykov a zvukov. Týmito vlastnosťami aplikácia značne vychádza v ústrety bežnému užívateľovi, 
ktorý sa s hrou Masyu ešte nikdy nestretol, no zároveň svojou funkcionalitou a možnosťami uspokojí 
aj náročnejšieho užívateľa. 
Ďalšou možnosťou aplikácie je generovanie hracích polí s rôznou obtiažnosťou. Vzhľadom 
na dosiahnuté výsledky pri testovaní a reakcie užívateľov, je možné prehlásiť túto požiadavku za 
splnený. K tomu bola do aplikácie ešte pridaná aj možnosť vytvárania vlastných hracích polí. V tejto 
oblasti však existuje priestor na zvýšenie výkonnosti generátoru. V aplikácii bol využitý objektový 
prístup k problému, kde je hracie pole reprezentované ako množina objektov. Nad tými potom 
prebieha generovanie, v ktorom zaberá značnú dobu už len komunikácia medzi objektami a volania 
metód. Možné smerovanie v tejto oblasti si predstavujem hlavne v ďalšej optimalizácii existujúcich 
algoritmov a dátových štruktúr. Aplikácia je schopná riešiť vygenerované hracie polia a kontrolovať 
existujúce riešenia. Algoritmus na riešenie hracích polí je však značne časovo aj programovo 
náročný. Vzhľadom na dĺžku jeho činnosti je v podstate nepoužiteľný pre hracie polia väčšie ako 
15x15, viď Kapitola 8.2. Pokiaľ pre aktuálnu hraciu plochu existuje riešenie, algoritmus by sa k nemu 
mal dopracovať. Platí však, že doba činnosti, so zvyšujúcimi sa rozmermi, môže narásť na rádovo 
desiatky minút z dôvodu polynomiálnej zložitosti ktorú NP-úplné úlohy predstavujú. 
Okrem zlepšenia výkonnosti algoritmov, by ďalšie verzie hry mohli obsahovať ukladanie 
dosiahnutých časov nájdenia riešení na web server, kde by si užívatelia mohli vzájomne porovnávať 
výsledky. Tiež by mohlo dôjsť k úpravám GUI, obohateniu jeho vlastností a rozšírenia ponuky 
nastavení aplikácie, čím by jednoznačne došlo k uspokojeniu ešte väčšej časti užívateľskej základne. 
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Príloha A 
Obsah DVD 
Dokumentácia 
Dokumentácia k aplikácii vo formáte *.pdf sa nachádza v adresári doc/Dokumentácia.pdf.  
 
Zdrojové kódy 
Zdrojové kódy celej aplikácie sú umiestnené v adresári Masyu/src. Nacházdajú sa tu vśetky súčasti 
aplikácie potrebné na jej beh, spolu so spúštacím skriptom build.xml. Aplikácia je ďalej rozdelená na 
jednotlivé balíčky v ktorých sú obsiahnuté jednotlivé triedy. 
 
Spustiteľná aplikácia 
Spustiteľná aplikácia je obsiahnutá v adresári /dist. Ide o Masyu.jar súbor. Aplikáciu je tiež možne 
spustiť pomocou prekladového skriptu v adresári src/Masyu. Pre bližšie info viď. /Readme.txt. 
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Príloha B 
Algoritmus generovania hracích polí 
Nasledujúci obrázok stručne znázorňuje priebeh algoritmu pre návrh hracích polí s rôznou úrovňou 
obtiažnosti. 
 
Obr. B.1: Fázy algoritmu pre generovanie hracích polí 
