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U ovom radu prezentirat c´emo crveno-crno stablo kao vrstu binarnog stabla pre-
trazˇivanja s dobrom balansiranosˇc´u. Zbog dobre vremenske slozˇenosti operacija nad
njom, ova struktura koriˇstena je u implementaciji mnogih collectiona i containera za
pohranu podataka, kao sˇto su TreeMap i TreeSet u jeziku Java te set, multiset, map i
multimap iz Standard Template Libraryja u jeziku C++, ali i u implementaciji nekih
algoritama, kao sˇto je, na primjer, scheduling algoritam po kojem radi ”organizator
procesa” operacijskog sustava Linux Kernel zvan Completely Fair Scheduler.
U prvom poglavlju dat c´emo osnovnu definiciju crveno-crnog stabla i navesti
crveno-crna svojstva koja takvo stablo mora zadovoljavati. Pokazat c´emo da ta svoj-
stva osiguravaju da nijedan put od korijena do lista nije viˇse od dva puta dulji od bilo
kojeg drugog puta od korijena do lista te dokazati da zato takvo stablo s n cˇvorova
ima visinu O(log n).
U sljedec´em poglavlju bavit c´emo se operacijama nad crveno-crnim stablom. Ope-
raciju pretrazˇivanja nec´emo opisivati jer je jednaka onoj za opc´enita stabla. Ukratko
c´emo opisati i analizirati trajanje rotacija koje c´emo, uz mijenjanje boja, najcˇes´c´e
koristiti u ”popravljanju” crveno-crnog stabla. Vec´i znacˇaj dat c´emo operacijama
dodavanja i brisanja. Obje operacije baziraju se na istim operacijama definiranim
za opc´enito binarno stablo, ali c´emo vidjeti da se mogu krsˇiti svojstva crveno-crnog
stabla. Skicama c´emo prikazati takve slucˇajeve i kako ih rijesˇiti. Takoder c´emo dati
pseudokoˆdove tih operacija i analizirati njihovu vremensku slozˇenost.
U zadnjem poglavlju opisat c´emo projekt Red Black Trees koji je napravljen
u sklopu ovog rada i koji implementira rjesˇenje jednog geometrijskog problema uz




Definicija i osnovna svojstva
Prije samog upoznavanja s crveno-crnim stablom, prisjetimo se, na kratko, sˇto je
binarno stablo pretrazˇivanja.
Definicija 1. Binarno stablo T je binarno stablo pretrazˇivanja ako su ispunjeni
sljedec´i uvjeti:
1. Cˇvorovi od T su oznacˇeni podacima nekog tipa nad kojim je definiran totalni
uredaj.
2. Neka je i bilo koji cˇvor od T . Tada su oznake svih cˇvorova u lijevom podstablu
od i manje od oznake od i. Takoder, oznake svih cˇvorova u desnom podstablu
od i vec´e su ili jednake od oznake od i.
Drugi uvjet osigurava da inorder obilazak stabla daje te podatke sortirane po
definiranom totalnom uredaju.
U Uvodu smo spomenuli da c´emo prikazati crveno-crno stablo kao stablo s dobrom
balansiranosˇc´u, stoga c´emo se prisjetiti i sˇto je to balansirano binarno stablo.
Definicija 2. Balansirano binarno stablo je binarno stablo kojem su cˇvorovi
pribliˇzno jednako distribuirani na lijevom i desnom podstablu.
Visina mu je priblizˇno log n i operacije nad ovakvim stablima u principu su slozˇene.
Ponovimo i sˇto znacˇi da funkcija f(n) ima vremensku slozˇenost O(g(n)).
Definicija 3. Neka su f, g : N → R+ dvije funkcije. Kazˇemo da je funkcija g
asimptotska gornja meda za funkciju f ako postoji c > 0 i n0 ∈ N tako da za
svaki n ≥ n0 vrijedi f(n) ≤ cg(n). Piˇsemo: f(n) = O(g(n)).
1.1 Definicija
Definicija 4. Crveno-crno stablo je binarno stablo pretrazˇivanja u kojem svaki
cˇvor, uz oznaku, roditelja, lijevo i desno dijete, ima i boju, koja mozˇe biti crvena ili
crna.
2
Cˇvoru koji nema roditelja ili neko od djece za ta svojstva pridruzˇuje se strazˇarski
cˇvor (sentinel). To je cˇvor s istim svojstvima koje imaju obicˇni cˇvorovi crveno-crnog
stabla. Boja mu je crna, a sve ostale vrijednosti proizvoljne. Za crveno-crno stablo
T oznacˇava se s T.nil, a pri crtanju stabla obicˇno se izostavlja.
1.2 Osnovna svojstva
Sad mozˇemo navesti crveno-crna svojstva koja svako crveno-crno stablo mora
imati:
1. Svaki cˇvor je ili crven ili crn.
2. Korijen je crn.
3. Strazˇarski cˇvor je crn.
4. Ako je cˇvor crven, onda su oba njegova djeteta crna.










Slika 1.1: Primjer crveno-crnog stabla
Zbog zadnjeg svojstva dobro je definirana crna visina cˇvora x kao broj crnih
cˇvorova na svakom putu od cˇvora x (ne racˇunajuc´i ga) do lista koji mu je potomak.
Crnu visinu cˇvora x oznacˇavamo s bh(x). Crnu visinu crveno-crnog stabla definiramo
kao crnu visinu korijena tog stabla.
Neka je bh(x) crna visina nekog cˇvora x. Najmanji put od njega do lista koji mu
je potomak mozˇe biti dugacˇak upravo toliko - kad su svi cˇvorovi tog puta crni. Radi
cˇetvrtog svojstva, najduzˇi put od tog istog cˇvora do nekog drugog lista koji mu je
potomak je put u kojem je svaki drugi cˇvor crn. Taj put je dugacˇak 2 ∗ bh(x).
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Stoga je najduzˇi put od nekog cˇvora do lista koji mu je potomak maksimalno
dva puta duzˇi od najkrac´eg puta od tog istog cˇvora do nekog drugog lista koji mu je
potomak. Zato je ovakvo stablo priblizˇno dobro balansirano.
Sljedec´i teorem dokazuje da je visina crveno-crnog stabla s n cˇvorova jednaka
O(log n).
Teorem 1. Crveno-crno stablo s n cˇvorova ima visinu najviˇse 2 log(n+ 1).
Dokaz. Prvo c´emo, matematicˇkom indukcijom, dokazati da bilo koje podstablo s
korijenom u cˇvoru x sadrzˇi barem 2bh(x) − 1 unutarnjih cˇvorova.
Ako je bh(x) = 0, onda je x list, pa to stablo zaista sadrzˇi 20 − 1 = 0 unutarnjih
cˇvorova.
Pretpostavimo sad da je x unutarnji cˇvor i da ima dva djeteta. Oni imaju crnu visinu
jednaku bh(x) ako je cˇvor crven ili bh(x) − 1 ako je cˇvor crn. Sigurno je onda da
podstabla s korijenima u tim cˇvorovima imaju barem 2bh(x)−1−1 unutarnjih cˇvorova.
Podstablo s korijenom u x tada ima barem 2∗(2bh(x)−1−1)+1 = 2bh(x)−2+1 = 2bh(x)−1
unutarnjih cˇvorova.
Zavrsˇimo sada dokaz teorema. Zbog cˇetvrtog svojstva vrijedi da je barem pola cˇvorova




n ≥ 2h(x)2 − 1




h(x) ≤ 2 log(n+ 1).
Rekli smo da je pretrazˇivanje u ovakvom stablu jednako pretrazˇivanju u binarnom
stablu trazˇenja, a kako je, za svako binarno stablo pretrazˇivanja, ta operacija u naj-
gorem slucˇaju jednaka visini stabla, ovaj teorem nam daje zakljucˇiti da je vremenska
slozˇenost pretrazˇivanja crveno-crnog stabla jednaka O(log n).
Operacije dodavanja i brisanja cˇvora na crveno-crnom stablu takoder se mogu
obaviti u O(log n) vremenu, sˇto c´emo dokazati kasnije. Dodavanje i brisanje nekog
cˇvora u crveno-crnom stablu mozˇe rezultirati time da to stablo viˇse ne zadovoljava






2.1 Rotacija u crveno-crnom stablu
Rotacije su jednake onima na obicˇnom binarnom stablu pretrazˇivanja. Cˇuvaju
osnovno svojstvo binarnih stabla pretrazˇivanja. Rotacije se kod obicˇnog binarnog
stabla koriste kako bi se smanjila visina stabla, pomicˇuc´i vec´e podstablo prema ko-
rijenu, a manje u visinu. Ovdje c´e se rotacije izvoditi kako bi se kod dodavanja ili
brisanja iz crveno-crnog stabla ispravili slucˇajevi koji krsˇe cˇetvrto ili peto crveno-crno
svojstvo, sˇto c´e nam dati bolju balansiranost.
2.1.1 Opis operacije
Dajemo opis desne rotacije. Desnu rotaciju oko cˇvora x izvodit c´emo samo ako
njegovo lijevo dijete y nije strazˇarski cˇvor. Kao lijevo dijete cˇvora x postavit c´emo











Slika 2.1: Desna rotacija
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cˇvoru - lijevo ili desno ovisno o tome koje je x bio. To znacˇi da, ako je x bio korijen
stabla, sada to postaje y. Cˇvor y postaje roditelj od x, a x njegovo desno dijete.
Slijedi i pseudokoˆd desne rotacije. Lijeva rotacija je analogna s promjenama lijevo
- desno.
1 Right-Rotate(T,x) {
2 y = x.left
3 x.left = y.right
4 if y.right != T.nil
5 y.right.p = x
6 y.p = x.p
7 if x.p == T.nil
8 T.root = y
9 else if x == x.p.right
10 x.p.right = y
11 else
12 x.p.left = y
13 y.right = x
14 x.p = y
15 }
Metoda Right-Rotate prima cˇvor oko kojeg se obavlja rotacija. U liniji 3 tom cˇvoru
za lijevo dijete postavljamo desno dijete njegovog lijevog djeteta. Ako to dijete nije
strazˇarski cˇvor, onda c´emo mu postaviti roditelja (linija 5). Linija 6 lijevom djetetu
cˇvora oko kojeg rotiramo postavlja roditelja koji je bio tom cˇvoru. Ako je taj roditelj
strazˇarski cˇvor, tada c´e linija 8 lijevo dijete postaviti kao korijen stabla. Inacˇe ga
linije 9 - 12 postavljaju kao lijevo ili desno dijete roditelju. I na kraju, linije 13 i
14 zamjenjuju odnos roditelj - dijete cˇvoru oko kojeg smo rotirali i njegovom lijevom
djetetu.
2.1.2 Analiza
Iz pseudokoˆda se lako vidi da rotacija samo mijenja nekoliko pokazivacˇa i ne ovisi
o broju cˇvorova stabla, radi cˇega je vremenska slozˇenost ove operacije jednaka O(1).
2.2 Dodavanje cˇvora u crveno-crno stablo
2.2.1 Opis operacije
Samo dodavanje cˇvora u crveno-crno stablo modifikacija je dodavanja definira-
nog za binarna stabla pretrazˇivanja - cˇvor se stavlja na ono mjesto koje c´e sacˇuvati
osnovno svojstvo binarnog stabla. Dodatno, taj cˇvor bojimo crveno jer c´emo tako si-
gurno sacˇuvati peto svojstvo. Medutim, ako je roditelj upravo dodanog cˇvora takoder
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crven, narusˇili smo cˇetvrto svojstvo. To c´emo popraviti rotacijama i promjenama boje
cˇvorova.
Slijedi pseudokoˆd dodavanja cˇvora u crveno-crno stablo.
1 Insert(T,z) {
2 y = T.nil
3 x = T.root
4
5 while x != T.nil
6 y = x
7 if z.key < x.key
8 x = x.left
9 else
10 x = x.right
11
12 z.p = y
13 if y == T.nil
14 T.root = z
15 else if z.key < y.key
16 y.left = z
17 else
18 y.right = z
19
20 z.left = T.nil
21 z.right = T.nil




Cˇvor koji ulazi u metodu Insert vec´ sadrzˇi podatak. Treba mu sad nac´i roditelja. U
linijama 5 - 10 trazˇi se mjesto u stablu gdje c´emo dodati cˇvor tako da usporedujemo
podatak trenutnog cˇvora i cˇvora kojeg dodajemo. Ako je podatak cˇvora kojeg do-
dajemo manji, tada trenutni cˇvor postaje lijevo dijete trenutnog cˇvora. Inacˇe, to
postaje desno dijete. To radimo dok god ne dodemo do kraja puta, odnosno dok
trenutni cˇvor nije strazˇarski. Kada se to dogodi, znacˇi da smo nasˇli roditelja. Linija
12 postavit c´e roditelja novom cˇvoru, a linije 13 - 18 njega kao djeteta ili, pak, kao
korijen stabla. Novom cˇvoru postavljamo crvenu boju i strazˇarski cˇvor kao lijevo
i desno dijete. Na kraju pozivamo metodu Insert-Fixup koja c´e popraviti krsˇenje
crveno-crnih svojstava.
2.2.2 Popravljanje crveno-crnih svojstava
Popravljanje c´emo proucˇavati pretpostavivsˇi da se cˇvor, koji krsˇi cˇetvrto svojstvo,
nalazi u desnom podstablu svog djeda i tu analizirati tri slucˇaja. Nazovimo taj cˇvor
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x, njegovog roditelja y, a djeda, za kojeg sigurno znamo da je crn, z. Prva su dva
slucˇaja kada je ujak cˇvora x crn.
1. slucˇaj: Ako je x desno dijete cˇvora y, napravimo lijevu rotaciju oko z i









Slika 2.2: 1. slucˇaj
Ovako je vrac´eno cˇetvrto crveno-crno svojstvo te su sigurno sacˇuvana i prva tri.
Lijevo je podstablo dobilo jedan crni (y), ali je i izgubilo jedan crni cˇvor koji je postao
crveni (z). Time je crna visina lijevog podstabla ostala ista. Primijetimo takoder da
ovo bojanje cˇvora z u crveno nije napravilo novo krsˇenje cˇetvrtog svojstva u lijevom
podstablu jer nam je pretpostavka da ujak od x nije crven. Desno podstablo je
izgubilo jedan crni cˇvor (z), a jedan crveni se obojao u crno (y), cˇime se i tu sacˇuvala
crna visina. Znacˇi, sacˇuvali smo i peto svojstvo.
2. slucˇaj: Ako je x lijevo dijete od y, radimo desnu rotaciju oko y. Primijetimo








Slika 2.3: 2. slucˇaj
3. slucˇaj: Ako je ujak od x takoder crven, najjednostavnije rjesˇenje za vrac´anje
cˇetvrtog svojstva je bojanje roditelja i ujaka u crno, a djeda u crveno. Nebitno je je








Slika 2.4: 3. slucˇaj
Ovim izmjenama boja cˇvorova nismo narusˇili peto svojstvo. Takoder su sacˇuvani
prvo i trec´e svojstvo. Cˇetvrto svojstvo je mozˇda narusˇeno ovog puta viˇse u stablu
- izmedu cˇvora z i njegovog roditelja. To se mozˇe rijesˇiti ponovo analizirajuc´i ove
slucˇajave. Ako je narusˇeno drugo svojstvo, tada korijen samo obojimo u crno. Time
smo sacˇuvali sva svojstva, a crnu visinu stabla povec´ali za jedan.
Metoda Insert-Fixup prima cˇvor koji smo upravo dodali u stablo i koji mozˇda krsˇi
drugo ili cˇetvrto svojstvo. Stavljamo samo dio pseudokoˆda - za slucˇaj kada je cˇvor u
desnom podstablu svog djeda. Obrnuti slucˇaj je analogan s promjenama lijevo-desno.
1 Insert-Fixup(T,z) {
2 while z.p.color == Red
3 if z.p == z.p.p.right
4 y = z.p.p.left
5
6 if y.color == Black
7 if z == z.p.left
8 z = z.p
9 Right-Rotate(T, z)
10
11 z.p.color = Black




16 z.p.color = Black
17 y.color = Black
18 z.p.p.color = Red
19 z = z.p.p
20 else
21 // right and left exchanged
22 T.root.color = Black
23 }
Linije 6 - 13 ove metode izvode se ako ujak cˇvora koji krsˇi svojstvo nije crven. Prvo
provjeravamo istinitost 2. slucˇaja, kako bi ga, ako on zaista je istinit, mogli odmah
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transformirati u 1. slucˇaj i rijesˇiti taj. Primijetimo da upravo linija 11 zaustavlja
petlju while. Linije 16 - 19 implementiraju 3. slucˇaj. Linija 19 postavlja novi cˇvor
koji mozˇda krsˇi neko svojstvo. Ako krsˇi cˇetvrto, onda se ponovo izvrsˇava petlja while.
Inacˇe se krsˇi drugo kojeg popravljamo u liniji 22.
2.2.3 Analiza
Izracˇunajmo kolika je vremenska slozˇenost cijele operacije dodavanja cˇvora u
crveno-crno stablo. Petlja while u metodi Insert traje dok ne dodemo do kraja puta,
sˇto je, u najgorem slucˇaju, jednako visini stabla. Dakle ta petlja traje O(log n). Os-
tale operacije u toj metodi ne ovise o broju cˇvorova. U metodi Insert-Fixup petlja
while izvodi se dok god je istinit 3. slucˇaj. Medutim, kako se to narusˇavanje cˇetvrtog
crveno-crnog svojstva pomicˇe samo viˇse u stablo (i to cˇak dvije razine - s cˇvora na
njegovog djeda), ova petlja se, u najgorem slucˇaju, izvodi O(log n). Jednom, kada je
istinit 1. slucˇaj, petlja staje. Takoder, maksimalan broj rotacija koje se mogu izvesti
je 2. Zakljucˇujemo da je vremenska slozˇenost dodavanja u crveno-crno stablo jednaka
O(log n).
2.3 Brisanje cˇvora iz crveno-crnog stabla
2.3.1 Opis operacije
Brisanje cˇvora iz crveno-crnog stabla zapocˇinje modifikacijom iste operacije defi-
nirane za binarno stablo pretrazˇivanja. Ta operacija cˇuva osnovno svojstvo binarnog
stabla na nacˇin da se cˇvor, kojeg treba obrisati, zamijeni jednim njegovim djete-
tom ako nema drugo ili njegovim suksesorom - cˇvorom koji se nalazi ”skroz lijevo”
u njegovom desnom podstablu, odnosno cˇvorom cˇiji je podatak najmanji u desnom
podstablu.
Pokazˇimo pseudokoˆd te operacije.
1 Delete(T,z) {
2 if z.left == T.nil
3 y = z
4 y_original_color = y.color




9 else if z.right == T.nil
10 y = z
11 y_original_color = y.color






17 y = Minimum(T, z.right)
18 y_original_color = y.color
19
20 x = y.right
21
22 if y.p != z
23 Transplant(T,y,y.right)
24 y.right = z.right
25 y.right.p = y
26
27 Transplant(T,z,y)
28 y.left = z.left
29 y.left.p = y
30 y.color = z.color
31
32 if y_original_color == Black
33 Delete-Fixup(T,x)
34 }
Metoda prima cˇvor kojeg bi trebalo obrisati. Kod prva dva izvodenja naredbe if, cˇvor
kojeg trebamo obrisati nema jedno dijete, pa ga zamjenjujemo onim drugim. Zamjenu
radi metoda Transplant, a predstavlja operaciju nad binarnim stablom u kojoj se
drugi cˇvor kao dijete postavlja onom cˇvoru koji je bio roditelj prvom. Odnosno, ako
je prvi cˇvor bio korijen stabla, sada je to drugi. Ovako smo izgubili onu boju koju
je imao prvi cˇvor te nju spremamo u varijablu y original color. Vrijednost od x je
dijete koje ga je zamijenilo.
Ako cˇvor pak ima oba djeteta, zamijenit c´emo ga njegovim suksesorom. Ali prije
toga, suksesora c´e zamijeniti njegovo desno dijete. Suksesor c´e dobiti boju cˇvora
kojeg mijenja. Tako smo izgubili boju suksesora koju spremamo u y original color,
a x c´e biti cˇvor koji ga je zamijenio.
Jedino crveno-crno svojstvo koje mozˇe biti narusˇeno je peto, i to samo ako smo iz-
gubili crnu boju jer smo tako na bar jednom putu smanjili crnu visinu. To narusˇavanje
nalazi se na mjestu cˇvora x. Njega c´emo proslijediti metodi Delete-Fixup koja c´e vra-
titi crveno-crna svojstva.
2.3.2 Popravljanje crveno-crnih svojstava
Popravljanje svojstava analizirat c´emo u nekoliko slucˇajeva - ovisno o boji cˇvora
gdje se krsˇi to svojstvo i boji njegovih susjeda.
1. slucˇaj: Ako je cˇvor gdje se krsˇi peto svojstvo crven, tada je najjednostavnije
rjesˇenje obojati taj cˇvor u crno. Tako smo na svim putevima koji su sadrzˇavali
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obrisani crni cˇvor i kojima se, nakon njegovog brisanja, broj crnih cˇvorova smanjio






Slika 2.5: 1. slucˇaj
Sljedec´i slucˇajevi su kada taj cˇvor nije crven. Rjesˇavanje tih slucˇajeva zapocˇet
c´emo necˇim sˇto nam se na prvu nec´e cˇiniti smislenim. Taj crni cˇvor obojat c´emo josˇ
jednom u crno. Sad je taj cˇvor obojan duplo crno i doprinosi dva put u racˇunanju crne
visine, cˇime je, na neki nacˇin, popravljeno peto crveno-crno svojstvo. Medutim, duplo
crno nije boja u crveno-crnom stablu i to trebamo rijesˇiti. Razlog zasˇto bojamo u
duplo crno je samo da nam bude laksˇe pratiti mjesto u stablu gdje se krsˇi to svojstvo.
U koˆdu to nec´emo raditi. Sad kad smo obojali taj cˇvor u duplo crno, analizirajmo
ostala cˇetiri slucˇaja.
Pretpostavit c´emo da je promatrani cˇvor desno dijete svog roditelja. Takoder
nazovimo cˇvorove koji c´e nam biti od vazˇnosti kako bi nam bilo laksˇe. Neka je nasˇ
duplo crni cˇvor y, njegov roditelj x i brat z.
2. slucˇaj: Ako je z crn cˇvor koji ima crveno lijevo dijete t, napravit c´emo desnu
rotaciju oko x. Na mjesto od x sada dolazi z i njegova boja postaje ona boja koju je
imao x. Cˇvoru y briˇsemo jednu crnu boju, a cˇvor t bojamo u crno. Cˇvor x postaje













Slika 2.6: 2. slucˇaj
Na skici se najbolje vidi kako smo rijesˇili problem duplo crne boje i sacˇuvali sva
svojstva. Lijevo podstablo je izgubilo jedan crni cˇvor (z), ali smo bojanjem crvenog
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cˇvora t u crno sacˇuvali crnu visinu. U desnom podstablu smo duplo crnom cˇvoru
makli jednu crnu, ali smo u stablo dodali jedan crni cˇvor (x). Na skici je prikazan
slucˇaj kada je x crven.
3. slucˇaj: Ako je z crn cˇvor koji ima crveno desno dijete t, tada radimo lijevu
rotaciju oko z. Ti cˇvorovi medusobno zamjenjuju boje. Primijetimo da smo time













Slika 2.7: 3. slucˇaj
4. slucˇaj: Ako je z crn i nema crveno dijete, bojamo njega u crveno, y-u briˇsemo
jednu crnu boju, a njihovog roditeja x bojamo u crno. Oba podstabla od x su izgubila
jednu crnu boju, ali ju je x dobio. Tako smo sacˇuvali crnu visinu. Takoder, ako je x
bio crven, a sad smo ga obojali u crno, nismo mogli uniˇstiti bilo koje drugo svojstvo
te smo rijesˇili problem. Medutim, ako je x bio crn, sad smo njega obojali u duplo










Slika 2.8: 4. slucˇaj
5. slucˇaj: Ako je z crven, obavit c´emo desnu rotaciju oko x te im zamijeniti
boje. I dalje je y duplo crno obojen, ali sad ima brata koji je prije bio z-ovo desno
dijete, a taj je sigurno crn. Time smo ovaj slucˇaj transformirali u 2., 3. ili 4. slucˇaj,









Slika 2.9: 5. slucˇaj
Slijedi pseudokoˆd metode Delete-Fixup.
1 Delete-Fixup(T,x) {
2 while x != T.root && x.color == Black
3 if x == x.p.right
4 w = x.parent.left
5
6 if w.color == Red
7 w.color = Black
8 x.p.color = Red
9 Right-Rotate(T,x.p)
10
11 w = x.p.left
12
13 if w.left.color == Black && w.right.color == Black
14 w.color = Red
15 x = x.p
16
17 else
18 if w.left.color == Black
19 w.right.color = Black
20 w.color = Red
21 Left-Rotate(T,w)
22
23 w = x.p.left
24
25 w.color = x.p.color
26 x.p.color = Black
27 w.left.color = Black
28 Right-Rotate(T,x.p)
29
30 x = T.root
31 else
14
32 // right and left exchanged
33 x.color = Black
34 }
Kao sˇto smo rekli, cˇvor x proslijeden ovoj metodi bit c´e dijete izbrisanog crnog cˇvora.
Prvi slucˇaj, kada je taj cˇvor crven, rjesˇava se u zadnjoj liniji ove metode. U petlji
while provjeravat c´e se i izvrsˇavati svi ostali slucˇajevi i to obrnutim redoslijedom
kojim smo ih naveli. Prvo provjeravamo istinitost 5. slucˇaja u liniji 6 tako da ga, ako
vrijedi, transformiramo u jedan od preostala 3 slucˇaja, koja odmah zatim provjera-
vamo. Ako vrijedi 4. slucˇaj, u liniji 15 promijenit c´emo vrijednost cˇvora x i, ako mu
je boja crna, petlja while c´e se ponovo izvesti. Ako ne vrijedi 4. slucˇaj, onda c´emo
prvo, u liniji 18, provjeriti vrijedi li 3. slucˇaj. Ako vrijedi, transformiramo ga u 2.
koji je implementiran u linijama 25 - 28. Rekli smo da ovaj slucˇaj popravlja peto
svojstvo i ne stvara ga nigdje drugdje, pa moramo izac´i iz petlje while. To radimo
linijom 30.
2.3.3 Analiza
Izracˇunajmo koliko traje ova operacija. Metoda Delete c´e najduzˇe trajati ako
bude morala pozvati metodu za trazˇenje suksesora. To trazˇenje je, u najgorem
slucˇaju, jednako visini stabla, odnosno O(log n). Petlja while u metodi Delete-Fixup
izvodit c´e se dok god je istinit 4. slucˇaj. Duplo crna boja pomicˇe se na roditelja tre-
nutnog cˇvora, tako da se i ova petlja, u najgorem slucˇaju, izvodi O(log n). U svim
ostalim slucˇajevima petlja staje. Takoder, slucˇajevi 2, 3 i 5 c´e izvesti maksimalno 3
rotacije. Vremenska slozˇenost brisanja iz crveno-crnog stabla jednaka je O(log n).
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Poglavlje 3
Opis projekta Red Black Trees
3.1 Opis problema i njegovo rjesˇenje
Projekt Red Black Trees rjesˇava pitanje postojanja presjeka medu n pravokutnika
cˇije su stranice paralelne koordinatnim osima. Naivno rjesˇenje ovog problema bila
bi provjera po svim parovima pravokutnika sˇto bi trajalo O(n2). Mi c´emo dati bolje
rjesˇenje i objasniti primjenu crveno-crnog stabla u njemu.
x
y









Slika 3.1: line sweep proces
Rjesˇenje problema zapocˇinjemo line sweep metodom - zamiˇsljena linija krec´e se
s lijeva na desno te kreira i modificira set aktivnih pravokutnika koji se mijenja na
svakom novom dogadaju. Dogadaj se dogodi svaki put kada linija dotakne neku
od vertikalnih stranica pravokutnika. Ako je vertikalna stranica lijeva stranica nekog
pravokutnika, tada se upravo taj pravokutnik dodaje u aktivni set. Inacˇe, ako je linija
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dotakla desnu stranicu nekog pravokutnika, tada taj pravokutnik micˇemo iz aktivnog
seta. Kada linija dotakne lijevu stranicu pravokutnika, prije samog njegovog ubaci-
vanja u aktivni set, htjet c´emo provjeriti da li u aktivnom setu postoji pravokutnik
koji se presijeca s njim (jer ako postoji, tada smo gotovi). Dakle, nad strukturom
podataka u kojoj c´emo cˇuvati pravokutnike radit c´emo operacije dodavanja, brisanja
i trazˇenja. Kako se u aktivnom setu moraju nalaziti pravokutnici koje linija presijeca,
svi ti pravokutnici dijele iste x koordinate do sljedec´eg dogadaja, sˇto bi znacˇilo da u
aktivnom setu ne moramo cˇuvati ”cijele” pravokutnike, vec´ samo intervale njihovih
y vrijednosti.
Promotrimo moguc´nost cˇuvanja tih intervala u crveno-crnom stablu. Neka se za
oznaku cˇvora uzima donja granica intervala pohranjenog u njemu. To znacˇi da c´emo u
operaciji dodavanja novog cˇvora s intervalom [a, b] usporedivati a s oznakama ostalih
cˇvorova u stablu.
Razmislimo sad o operaciji koja rjesˇava ovaj geometrijski problem, a to je trazˇenje
intervala koji ima presjek s intervalom koji je u trenutnom dogadaju. Naravno da
takvih intervala mozˇe biti i viˇse, ali nas samo zanima da li postoji bar jedan. Kada bi
se i u ovoj operaciji odlucˇivali za lijevo ili desno podstablo na temelju donje granice
intervala, mogli bi zakljucˇiti da ne postoji presjek i biti u krivu. To, na primjer,
mozˇemo vidjeti u sljedec´em stablu trazˇec´i interval koji se sijecˇe s intervalom [12, 14].
Jer intervali [9, 11] i [12, 14] nemaju presjeka te je 9 < 12, otiˇsli bi u desno podstablo.
Istom analizom tu bi se odlucˇili otic´i u lijevo postablo i dosˇli do nil cˇvora te bismo
zakljucˇili da u ovom stablu ne postoji interval koji se sijecˇe s intervalom [12, 14].
Medutim, interval [4, 14] se sijecˇe. Crveno-crno stablo mora se prosˇiriti.
[9, 11]
[6, 9]
[4, 14] [8, 10]
[15, 19]
[16, 18]
Slika 3.2: Primjer binarnog stabla s intervalima
Neka svaki cˇvor ima podatak o najvec´oj gornjoj granici u stablu kojem je on
korijen. Pretrazˇivanje mozˇemo raditi na sljedec´i nacˇin:
1. Ako trenutni cˇvor sadrzˇi interval koji ima presjek s upitnim ili je to nil cˇvor,
tada vrac´amo taj cˇvor.
2. Inacˇe, ako je najvec´a gornja granica u stablu cˇiji je korijen lijevo dijete trenutnog
cˇvora manja od donje granice upitnog intervala, pretrazˇivanje nastavljamo u
desnom podstablu cˇvora.
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3. Inacˇe, pretrazˇujemo lijevo podstablo.
Na ovaj nacˇin se ne mozˇe dogoditi da ”propustimo” presjek. Jer, ako smo otiˇsli
u desno podstablo, to znacˇi da je najvec´a gornja granica intervala u lijevom podsta-
blu manja od donje granice nasˇeg intervala [x, y], a kako se svi intervali u lijevom
podstablu sigurno nalaze ”ispod” te najvec´e gornje granice, tada sigurno u lijevom
podstablu nema presjeka s nasˇim intervalom. Ako smo, pak, otiˇsli u lijevo podstablo,
tada postoji interval [a, b], gdje je b najvec´a gornja granica u tom podstablu i vrijedi
b >= x. Pretpostavimo da u ovom stablu nema presjeka. To znacˇi da je y < a,
a kako se a sigurno nalazi ”ispod” svih intervala u desnom podstablu, nasˇ interval
nema presjeka ni u tom podstablu.
U stablu s prethodnog primjera, lijevo dijete korijena za novi podatak ima vrijed-
nost 14, sˇto je vec´e od 12. Zbog toga c´emo se odlucˇiti lijevo podstablo. Tu, u cˇvoru s
intervalom [6, 9], istom provjerom ponovo c´emo se odlucˇiti za lijevo podstablo i doc´i














Slika 3.3: Primjer binarnog stabla s intervalima i oznakom najvec´e gornje granice kod
svakog cˇvora
Prosˇirivanjem crveno-crnog stabla s cˇuvanjem najvec´e gornje granice u svakom
cˇvoru nismo ugrozili vremenske slozˇenosti operacija nad njim, medutim nakon svake
operacije dodavanja, rotacije i transplantacije, mora se azˇurirati to novo svojstvo.
U rotaciji se to svojstvo mora azˇurirati samo za cˇvor oko kojeg se rotira te za cˇvor
koji c´e prvom postati roditelj, pa to traje O(1). Kod dodavanja se moraju azˇurirati
cˇvor roditelj upravo dodanom cˇvoru u stablo te svi cˇvorovi iznad njega u stablu do
korijena. Ista stvar je i u transplantaciji - azˇuriranje se dogada od cˇvora koji je bio
roditelj jednom, a postaje roditelj drugom od cˇvorova koji sudjeluju u transplantaciji.
Azˇuriranje se, takoder, mora obaviti na putu od cˇvora koji je prije transplantacije bio
roditelj drugom cˇvoru do korijena. Ova azˇuriranja po putu od nekog cˇvora do korijena
mogu trajati najviˇse visinu stabla, sˇto bi znacˇilo da i ova operacija ima vremensku
slozˇenost O(log n).
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Koliko ukupno traje rjesˇenje ovog problema? Kao sˇto smo rekli, operacije nad
aktivnim setom pravokutnika radimo na svakom dogadaju, odnosno na svakoj ver-
tikalnoj stranici pravokutnika. Te vertikalne stranice trebamo prvo sortirati po x-
koordinati sˇto mozˇemo napraviti u vremenu O(n log n). Kako tih stranica ima ukupno
2n, a za strukturu aktivnog seta smo odabrali crveno-crno stablo nad kojim c´e po-
trebne operacije trajati O(log n), mozˇemo zakljucˇiti da c´e vremenka slozˇenost ovakvog
rjesˇenja biti O(n log n).
3.2 Programska realizacija
Projekt je raden u programu Xcode i pisan u objektno orjentiranom jeziku Objec-
tive C. Aplikacija je command-line tipa te korisniku omoguc´ava da unese n pravokut-
nika za koje c´e mu ispisati postoji li presjek medu njima. Korisnik prvo mora unijeti
ukupan broj pravokutnika koje zatim unosi tako da za svaki upiˇse cˇetiri cijela broja:
a, b, c i d. Brojevi a i b trebaju predstavljati x-koordinatu lijeve i desne stranice, a c
i d y-koordinatu donje i gornje stranice pravokutnika. Na primjer, za pravokutnik s
donje slike korisnik treba unijeti redom brojeve: 2, 4, 1, 5.
x
y








Za svaka takva cˇetiri unesena broja kreira se novi objekt tipa Rectangle te se
pridruzˇuju redom njegovim svojstvima xMin, xMax, yMin i yMax. Svaki taj objekt
dodajemo u polje rectangles.
Programska realizacija line sweep metode bit c´e prolaz po polju events. U tom
polju nalaze se objekti tipa Event jednoznacˇno odredenih x-koordinatom i pravokut-
nikom. Te objekte prethodno smo kreirali u petlji for po svim pravokutnicima za
x-koordinate i lijeve i desne stranice te ih na kraju sortirali po x-koordinati.
1 void createEvents() {
2 events = [[NSMutableArray alloc] init];
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34 for (Rectangle *rect in rectangels) {
5 [events addObject:[[Event alloc] initWithCoordinate:rect.xMin
andRectangle:rect]];




9 [events sortUsingComparator:^NSComparisonResult(Event *obj1, Event
*obj2) {
10 return obj1.coordinate > obj2.coordinate;
11 }];
12 }
Metoda (void)sortUsingComparator:(NSComparator)cmptr Objective C je metoda
nad objektom tipa NSMutableArray i radi po principu Quick sorta, sˇto znacˇi da polje
velicˇine n sortira u O(n log n).
Opiˇsimo i implementaciju samog line sweep procesa.
1 BOOL overlapping = NO;
2 for (Event *event in events) {
3 Interval *interval = [[Interval alloc]
initWithMin:event.rectangle.yMin andMax:event.rectangle.yMax];
4
5 if (event.coordinate == event.rectangle.xMax) {
6 [activeIntervals deleteInterval:interval];
7
8 } else {
9 if ([activeIntervals
containsIntervalOverlappingInterval:interval]) {
10 overlapping = YES;
11 break;
12 } else {






Kao sˇto smo vec´ rekli, prolazimo kroz polje dogadaja. U svakoj iteraciji kreiramo
interval od najmanje i najvec´e vertikalne vrijednosti pravokutnika (linija 3). U li-
niji 5 provjeravamo predstavlja li dogadaj desnu stranicu pravokutnika. Ako je tako,
tada sljedec´a linija poziva metodu (void)deleteInterval:(Interval *)interval nad
objektom activeIntervals u kojem cˇuvamo aktivne intervale. Ta metoda c´e nac´i i
izbrisati proslijeden joj interval. Inacˇe, ako je dogadaj lijeva stranica pravokutnika,
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provjeravamo sadrzˇi li activeIntervals interval s kojim se preklapa ovaj kreiran u
iteraciji. Ako da, tada smo gotovi i mozˇemo izac´i iz petlje. Aplikacija c´e koris-
niku javiti da postoji presjek. Inacˇe, linija 14 nad activeIntervals poziva metodu
(void)insertInterval:(Interval *)interval koja c´e taj interval dodati u aktivne.
Opiˇsimo sad objekt activeIntervals. Kao sˇto smo rekli, apstraktna struktura
podataka u kojoj c´emo cˇuvati aktivni set intervala je crveno-crno stablo. To stablo
programski c´emo realizirati tipom RBTree. To je klasa koja u svom sucˇelju pruzˇa
metode dodavanja i brisanja intervala te provjeru postojanja intervala koji se sijecˇe s
proslijedenim. Kao privatno svojstvo svaki objekt ove klase ima pokazivacˇ na root,
koji je tipa RBNode i predstavlja korijen stabla. RBNode c´e biti tip objekata kojima
c´emo realizirati cˇvorove.
1 @interface RBNode : NSObject
2
3 @property (nonatomic, strong) Interval *interval;
4 @property (nonatomic, assign) int treeMax;
5 @property (nonatomic, assign) NodeColor color;
6 @property (nonatomic, strong) RBNode *left;
7 @property (nonatomic, strong) RBNode *right;
8 @property (nonatomic, strong) RBNode *parent;
9
10 @end
Svojstva left, right i parent bit c´e pokazivacˇi na objekte istog tipa, a predstav-
ljaju lijevo i desno dijete te roditelja cˇvora. Cˇvor crveno-crnog stabla mora biti crvene
ili crne boje, stoga c´e color biti tipa NodeColor, enum cˇije su vrijednosti Black i Red.
Glavna vrijednost koju cˇuvamo u cˇvorovima je interval. Onaj podatak koji nam
rjesˇava trazˇenje, a koji predstavlja najvec´u gornju granicu u stablu kojem je korijen
trenutni cˇvor, bit c´e spremljen u treeMax. Vrijednost tog podatka mozˇemo racˇunati
kao maksimum skupa koji sadrzˇi iste te podatke lijevog i desnog djeteta te gornju
granicu intervala, odnosno programski:
1 self.treeMax = MAX(self.interval.max, MAX(self.left.treeMax,
self.right.treeMax));
Na pocˇetku ovog rada, u poglavlju Definicija, spomenuli smo i objasnili sentinel
cˇvor. Medutim, nismo rekli i cˇemu on zapravo sluzˇi. Pretpostavimo da su left
i right nekog RBNode objekta jednaki nil te da interval istog tog objekta za max
ima negativnu vrijednost. Gornji izracˇun za treeMax dao bi nulu za nasˇ objekt (jer
je vrijednost int svojstva nil objekta jednaka nuli), pa bismo u trazˇenju presjeka
mozˇda i pogrijesˇili. To znacˇi da smo trebali provjeriti postojanje objekata left i
right. Sentinel cˇvor nam sluzˇi da upravo tu provjeru ne moramo raditi. Svaki
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RBTree objekt imat c´e, uz root, josˇ jedan objekt tipa RBNode, a predstavljat c´e taj
sentinel cˇvor. Pri inicijalizaciji RBTree objekta upravo taj objekt c´emo kreirati i
njegovim svojstvima pridruzˇiti neke vrijednosti.
1 - (instancetype)init {
2 if (self = [super init]) {
3 self.sentinel = [[RBNode alloc] init];
4 self.sentinel.color = Black;
5 self.sentinel.treeMax = INT_MIN;




Kao sˇto smo takoder rekli u poglavlju Definicija, boja ovog cˇvora je crna, sˇto
radimo u liniji 4. Linija 5 c´e mu za treeMax postaviti najmanju int vrijednost. Posˇto
c´emo upravo ovaj objekt postavljati kao vrijednost od left i right onom objektu
koji predstavlja cˇvor bez djece, izracˇun za treeMax sad c´e dobro raditi.
Implementacije dodavanja i brisanja intervala, odnosno svih metoda vezanih uz to
(rotacije, popravak nakon dodavanja, popravak nakon brisanja) prate pseudokoˆdove
dane u poglavlju Operacije nad crveno-crnim stablima. Medutim, nakon ovih ope-
racija moramo azˇurirati i treeMax, svojstvo koje predstavlja programsku realizaciju
onog svojstva kojim smo prosˇirili cˇvor crveno-crnog stabla za potrebe rjesˇavanja nasˇeg
problema. U prethodnom poglavlju smo rekli kad se tocˇno treba azˇurirati to svojstvo,
pa smo i programski to napravili na istim mjestima. Takoder smo objasnili kako to
napraviti. Dajemo sada i implementaciju te operacije kada se trebaju azˇurirati svi
cˇvorovi u stablu iznad jednog odredenog.
1 - (void)fixTreeMaxFromNode:(RBNode *)node {
2 while (node != self.sentinel) {
3 node.treeMax = MAX(node.interval.max, MAX(node.left.treeMax,
node.right.treeMax));
4 node = node.parent;
5 }
6 }
Metoda prima RBNode *node od kojeg c´e zapocˇeti azˇuriranje. Samo azˇuriranje se
odvija u liniji 3 unutar petlje while, a nakon toga novi node postaje objekt na koji
pokazuje njegovo svojstvo parent. Petlja se vrti dok god node ne postane sentinel.
Kako se tijekom line sweep procesa, ako je dogadaj desna stranica pravokutnika,
aktivnom setu proslijeduje interval koji se treba obrisati, klasa RBTree treba imple-
mentirati metodu koja trazˇi taj interval i vrac´a objekt tipa RBNode koji ga sadrzˇi.
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Cijeli taj objekt proslijeduje se kasnije metodi koja ga briˇse. Dohvat tog objekta koji
sadrzˇi Interval *interval radimo pozivom [self searchInterval:interval inSubt
ree:self.root] nad objektom klase RBTree.
1 - (RBNode *)searchInterval:(Interval *)interval inSubtree:(RBNode
*)subtreeRoot {
2 if (subtreeRoot == self.sentinel || (subtreeRoot.interval.min ==
interval.min && subtreeRoot.interval.max == interval.max)) {
3 return subtreeRoot;
4 } else if (subtreeRoot.interval.min < interval.min) {
5 return [self searchInterval:interval inSubtree:subtreeRoot.right];
6 } else {
7 return [self searchInterval:interval inSubtree:subtreeRoot.left];
8 }
9 }
U liniji 2 provjeravamo jesu li min i max proslijedenog intervala jednaki onima
intervala trenutnog RBNode objekta. Ako jesu, tada je taj trenutni objekt upravo
onaj kojeg c´emo brisati. Takoder, ako je trenutni objekt jednak objektu sentinel,
to znacˇi da nema trazˇenog intervala, stoga vrac´amo taj objekt i izlazimo iz rekurzije.
Ako proslijedeni interval, pak, ima min vec´i od onog u intervala trenutnog RBNode
objekta (linija 4), u sljedec´em rekurzivnom pozivu provjeravat c´emo objekt koji taj
trenutni ima za vrijednost svojstva right (linija 5). Inacˇe, u liniji 7 provjeravamo
onaj iz svojstva left.
Dajmo josˇ i implementaciju metode koja rjesˇava pitanje postojanja presjeka.
1 - (RBNode *)searchIntervalOverlappingInterval:(Interval *)interval
inSubtree:(RBNode *)subtreeRoot {
2 if (subtreeRoot == self.sentinel || [subtreeRoot.interval
overlapsWithInterval:interval]) {
3 return subtreeRoot;
4 } else if (subtreeRoot.left.treeMax < interval.min) {
5 return [self searchIntervalOverlappingInterval:interval
inSubtree:subtreeRoot.right];
6 } else {




Metoda je slicˇna upravo opisanoj za tocˇno trazˇenje intervala. Razlike su u linijama
2 i 4. U liniji 4, do koje c´emo doc´i ako ne vrijedi uvjet iz linije 2, radimo onu
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provjeru koja odlucˇuje da li c´emo dalje u lijevo ili desno stablo. U liniji 2 nam
uvjet sada nije da su min i max intervala jednaki, vec´ provjeravamo da li intervali
imaju presjek. To radimo pozivom metode (BOOL)overlapsWithInterval:(Interva
l *)interval definirane na klasi Interval.
1 - (BOOL)overlapsWithInterval:(Interval *)interval {





Znamo da se dva intervala [a, b] i [c, d] ne presijecaju ako je b < c ili a > d. Inacˇe se
presijecaju. Ova metoda vrac´a NO ako se interval self ne sijecˇe s proslijedenim inter-
valom interval. Inacˇe, vrac´a YES. Poziv [self searchIntervalOverlappingInterva
l:interval inSubtree:self.root] vratit c´e objekt tipa RBNode. Ako je on jednak
sentinel objektu, tada mozˇemo zakljucˇiti da nema presjeka u trenutnom aktivnom
setu intervala. Inacˇe, postoji presjek.
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Zakljucˇak
Ovim radom opisano je crveno-crno stablo kao dobro balansirano binarno sta-
blo pretrazˇivanja. Njegova crveno-crna svojstva osiguravaju da osnovne operacije
nad njim imaju vremensku slozˇenost jednaku O(log n) radi cˇega se kao apstraktna
struktura cˇesto koristi za organiziranje skupova usporedivih podataka.
Osim toga, projektom, koji je napravljen uz rad, dokazali smo da se takvo stablo
lako mozˇe prosˇiriti za potrebe rjesˇavanja problema, a da se pri tom ne ugroze vre-
menske slozˇenosti operacija nad njim te da on zadrzˇi svoja osnovna svojstva. Osim
problema promatranog u ovom radu, takva stabla korisna su i u rjesˇenjima mnogih
drugih geometrijskih problema.
Crveno-crno stablo nije jedina vrsta samo-balansirajuc´eg binarnog stabla koji za
sve osnovne operacije ima vremensku slozˇenost O(log n). Medutim, u odnosu na
druga takva stabla, operacije dodavanja i brisanja kod njega su jednostavnije, sˇto je
vrlo vjerojatno veliki razlog zasˇto se u implementaciji mnogih struktura za pohranu
podataka, koje smo spomenuli u Uvodu, odabralo basˇ njega.
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U ovom radu prezentirali smo crveno-crno stablo kao vrstu binarnog stabla pre-
trazˇivanja s dobrom balansiranosˇc´u.
U prvom poglavlju dali smo osnovnu definiciju crveno-crnog stabla i naveli crveno-
crna svojstva koja takvo stablo mora zadovoljavati. Pokazali smo da ta svojstva
osiguravaju da nijedan put od korijena do lista nije viˇse od dva puta dulji od bilo
kojeg drugog puta od korijena do lista te dokazali da zato takvo stablo s n cˇvorova
ima visinu O(log n).
U sljedec´em poglavlju bavili smo se operacijama nad crveno-crnim stablom. Ope-
raciju pretrazˇivanja nismo opisivali jer je jednaka onoj za opc´enita stabla. Ukratko
smo opisali i analizirali trajanje rotacija koje smo, uz mijenjanje boja, najcˇes´c´e koris-
tili u ”popravljanju” crveno-crnog stabla. Vec´i znacˇaj dali smo operacijama dodava-
nja i brisanja. Obje operacije baziraju se na istim operacijama definiranim za opc´enito
binarno stablo, ali smo vidjeli da se mogu krsˇiti svojstva crveno-crnog stabla. Ski-
cama smo prikazali takve slucˇajeve i kako ih rijesˇiti. Takoder smo dali pseudokoˆdove
tih operacija i analizirali njihovu vremensku slozˇenost.
U zadnjem poglavlju opisali smo projekt Red Black Trees koji je napravljen u
sklopu ovog rada i koji implementira rjesˇenje jednog geometrijskog problema uz




In this thesis we have presented the red-black tree as a type of binary search tree
with good balance.
In the first chapter we have given the definition of red-black trees and listed red-
black properties that such tree must satisfy. We have shown that these properties
ensure that no path from the root to a leaf is not more than two times longer than
any other path from the root to a leaf and proved that therefore such tree with n
nodes has a height of O(log n).
In the next chapter we have dealt with the operations of the red-black tree. We
have not described search operation because it is similar to that of a general tree.
We have described and analyzed the duration of the rotation that has been most
often used to ”repair” the red-black tree, along with changing colors. We have put
more emphasis on insertion and deletion. Both operations are based on the same
operations defined for generally binary tree, but we have seen that they can violate
the properties of red-black tree. We have presented these cases with sketches and
described how to solve them. We have also given pseudocode for these operations
and analyzed their time complexity.
In the last chapter we have described the project Red Black Trees that was made
as part of this work and that implements the solution of one geometric problem with
red-black tree. We have explained how to run and use the project, and we have given
and described parts of implementation.
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