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Abstract
Logic-based languages have already proved to be eﬀective to build individual agents
and to enable inter-agent communication in multi-agent systems. Also, logic tuple
centres have shown that logic-based languages can be eﬀectively exploited to rule
inter-agent communication so as to build social behaviours. In this paper, we for-
mally deﬁne the notion of logic tuple centre as well as the operational semantics
of the logic-based language ReSpecT for the behaviour speciﬁcation of logic tuple
centres. For this purpose, we exploit a formal framework for asynchronous systems
allowing coordination media to be represented in a separate and independent way
with respect to the coordinated entities. As a by-product, this shows that a logic-
based approach may be eﬀectively exploited for the coordination of heterogeneous
agents of diﬀerent sorts and technologies.
1 Coordination media for multi-agent systems
Multi-agent systems are rapidly becoming a fundamental paradigm for the
engineering of complex software systems in the Internet era [18,9,25]. Agents,
agent societies, and agent environments are likely to be the basic abstractions
around which systems of tomorrow will be built [22].
Broadly speaking, interaction is probably the most relevant feature of com-
plex systems of today: systems are built by putting together sub-systems (like
object, processes, components, agents) that interact so as to achieve a global
system goal. In multi-agent systems, the issue of governing agent interaction
is particularly relevant. In fact, agents are usually supposed to have a partial
knowledge of their surrounding environment, as well as limited capabilities
to aﬀect its state, to perceive its modiﬁcations, and to understand and fore-
see its possible evolution. So, they typically depend on interaction with both
other agents and the environment to fulﬁl their goals. Even more, when In-
ternet agents are involved, the heterogeneity, dynamics, and unpredictability
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of the agent environment make agent interaction a quite complex issue. For
instance, Internet agents have typically to deal with incomplete information
unpredictably coming from heterogeneous sources in diﬀerent formats.
In this context, new models and technologies are emerging that focus on
interaction as an independent dimension in the modelling and engineering
of hardware and software systems. In particular, research on coordination
models and languages [29,30,31,32,5,19,8,28] is providing computer scientists
and engineers with the abstractions, languages and tools needed to shape and
manage the space of agent interaction [7]. Basically, a coordination model is a
conceptual framework for modelling the interaction space in multi-component
systems. In a multi-agent system, a coordination model supplies the mech-
anisms and abstractions required to rule the interaction among agents [27].
Agent societies can be built around coordination media, by embedding there
social rules expressed as coordination laws [4,7]. The role of a coordination
medium is therefore to work as the natural locus where the laws ruling agent
interaction can be placed. A key issue, then, is what makes a coordination
medium adequate to support the modelling and engineering of complex soft-
ware systems: in this paper, in particular, we are concerned with the role that
logic-based languages may play in such a context.
Broadly speaking, logic-based languages have already shown their eﬀec-
tiveness in the context of Internet-based multi-agent systems as languages
for both individual agent development (as computation languages) and inter-
agent communication (as communication languages). What is relevant here is
that a logic-based approach can be usefully exploited not only to build indi-
vidual agents and enable inter-agent communication in multi-agent systems,
but also to rule inter-agent communication so as to build global behaviours.
In particular, it has been shown that a logic-based coordination medium
like a logic tuple centre can be eﬀectively exploited in the coordination of
Internet agents [26]. In short, a logic tuple centre
• promotes the use of logic tuples for inter-agent communication,
• makes it possible to deﬁne the behaviour of the coordination medium in
response to communication events in terms of logic specification tuples,
• allows intelligent agents to inspect and modify the behaviour of a multi-
agent system by reasoning and acting on the speciﬁcation tuples.
In the remainder of this paper we introduce and formally deﬁne the notion
of logic tuple centre, as well as the syntax and operational semantics of the
logic-based language ReSpecT for the speciﬁcation of the behaviour of logic
tuple centres. For this purpose, we exploit the general formal framework for
asynchronous systems introduced in [21], which makes it possible to formally
describe the behaviour of a coordination medium in a separate and indepen-
dent way with respect to the behaviour of the coordinated entities. Among
the many consequences, this shows that a logic-based coordination medium
does not bound the agents and the coordination languages to be logic-based.
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Instead, it promotes heterogeneity in multi-agent systems by enabling agents
of diﬀerent sorts and technologies to be combined and coordinated exploiting
a logic-based approach.
2 Coordination by logic tuple centres
Logic-based languages have already been successfully exploited for inter-agent
communication, particularly in the context of tuple-based coordination mod-
els [21] such as Shared Prolog [1], ESP [3], Linda Interactor [34], and ACLT
[23]. There, a notion of logic tuple space (or equivalent) is typically adopted to
enable inter-agent communication as well as some form of agent coordination.
Broadly speaking, tuple-based models, like Linda [20] and its many successors
and extensions [6], promote a form of interaction where coordination is basi-
cally expressed in terms of producing, accessing and consuming information.
Agent synchronisation is based on availability of information, which is repre-
sented in terms of tuples in tuple spaces, and accessed in an associative way
through a matching process that maps tuples onto tuple templates [21].
2.1 Logic tuple centres
A logic tuple centre looks like a logic tuple space, in that it is perceived as such
by agents. So, like a logic tuple space, a logic tuple centre contains a multi-set
of logic tuples, where a logic tuple is an atomic formula, any logic tuple can
work as an admissible tuple template, and unification is the tuple matching
mechanism. Furthermore, like a logic tuple space, a logic tuple centre can be
accessed through the standard tuple space operations: in short, out puts a
logic tuple in the tuple centre, while the query primitives in, rd, inp, rdp
supply a tuple template (in their pre phase) and expect a unifying tuple back
from the tuple centre (in their post phase). More precisely, in and inp delete
the unifying tuple from the tuple centre, while rd and rdp leave it there; in
and rd wait until a suited tuple becomes available, while inp and rdp fail if
no such a tuple is found.
What makes a tuple centre diﬀer from a tuple space is the notion of be-
haviour specification, which deﬁnes how a tuple centre reacts to an incom-
ing/outgoing communication event. The behaviour speciﬁcation of a tuple
centre is expressed in terms of a reaction specification language, and associates
any communication event possibly occurring in the tuple centre to a (possi-
bly empty) set of computational activities called reactions. Each reaction can
in principle access and modify the current tuple centre state (for instance,
by adding or removing tuples) and access all the information related to the
triggering communication event (such as the performing agent, the operation
required, the tuple involved, etc.). Each communication event may trigger a
multiplicity of reactions which are executed locally to the tuple centre. When
a communication event occurs, a tuple centre ﬁrst behaves in the same way as
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a standard tuple space, then executes all the triggered reactions before serving
any other agent-triggered communication event. This provides tuple centres
with two of their main features:
• since an empty behaviour speciﬁcation brings no triggered reactions in-
dependently of the communication event, the behaviour of a tuple centre
defaults to a tuple space when no behaviour speciﬁcation is given;
• from the agents’ viewpoint, the result of the invocation of a communication
primitive is the sum of the eﬀects of the primitive itself and of all the
reactions it triggers, perceived altogether as a single-step transition of the
tuple centre state.
So, reactions are executed in such a way that the observable behaviour of a
tuple centre in response to a communication event is still perceived by agents
as a single-step transition of the tuple centre state, as in the case of tuple
spaces. However, unlike a standard tuple space, whose state transitions are
limited to the insertion or removal of a single tuple, the perceived transition of
a tuple centre state can be made as complex as needed. This makes it possible
to decouple the agent view of the tuple centre (perceived as a standard tuple
space) from the actual state of a tuple centre, and to relate them so as to
embed the coordination laws governing the multi-agent system. As a result,
a tuple centre allows in principle coordination rules to be explicitly deﬁned
and embedded into the coordination medium — that is, actually, where they
conceptually belong.
2.2 ReSpecT tuple centres
A logic tuple centre is a tuple centre where both the communication tuples
and the reaction speciﬁcation language are logic-based. The ReSpecT language
[12] is a logic-based language for the speciﬁcation of the behaviour of tuple
centre. As a behaviour speciﬁcation language, ReSpecT
• enables the deﬁnitions of computations within a tuple centre, called reac-
tions, and
• makes it possible to associate reactions to communication events occurring
in a tuple centre.
So, ReSpecT has both a declarative and a procedural part. As a specification
language, it allows communication events to be declaratively associated to re-
actions by means of speciﬁc logic tuples, called specification tuples, whose form
is reaction(E,R ). In short, given a communication event Ev, a speciﬁcation
tuple reaction(E,R ) associates a reaction R θ to Ev if θ = mgu(E ,Ev).
As a reaction language, ReSpecT enables reactions to be procedurally de-
ﬁned in terms of sequences of logic reaction goals, each one either succeeding
or failing. A reaction as a whole succeeds if all its reaction goals succeed, and
fails otherwise. Each reaction is executed sequentially with a transactional
semantics: so, a failed reaction has no eﬀect on the state of a logic tuple cen-
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Table 1
Main ReSpecT predicates for reaction goals
Tuple space access and modification
out r(T ) succeeds and inserts tuple T into the tuple centre
rd r(TT ) succeeds, if a tuple T unifying with template TT is found
in the tuple centre, by unifying T with TT ; fails otherwise
in r(TT ) succeeds, if a tuple T unifying with template TT is found
in the tuple centre, by unifying T with TT and removing
T from the tuple centre; fails otherwise
no r(TT ) succeeds, if no tuple unifying with template TT is found
in the tuple centre; fails otherwise
Communication event information
current tuple(T ) succeeds, if T uniﬁes with the tuple involved by the cur-
rent communication event
current agent(A ) succeeds, if A uniﬁes with the identiﬁer of the agent that
triggered the current communication event
current op(Op ) succeeds, if Op uniﬁes with the descriptor of the operation
that produced the current communication event
current tc(N ) succeeds, if N uniﬁes with the identiﬁer of the tuple centre
performing the computation
pre succeeds in the pre phase of any operation
post succeeds in the post phase of any operation
success succeeds in the pre phase of any operation, and in the
post phase of any successful operation
failure succeeds in the post phase of any failed operation
tre. The main ReSpecT predicates for reactions goals are reported in Table 1
along with an informal description of their semantics.
All the reactions triggered by a communication event are executed before
serving any other event: so, agents perceive the result of serving the commu-
nication event and executing all the associated reactions altogether as a single
transition of the tuple centre state. As a result, the eﬀect of a communica-
tion primitive on a logic tuple centre can be made as complex as needed by
the coordination requirements of a multi-agent system. Generally speaking,
since ReSpecT has been shown to be Turing-equivalent [12], any computable
coordination law can be in principle encapsulated into a ReSpecT tuple centre.
A ReSpecT tuple centre is conceptually structured in two parts: the tu-
ple space, containing ordinary communication tuples, and the specification
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space, containing speciﬁcation tuples. This distinction suggests two levels of
abstraction over the space of agent interaction: the communication and the
coordination viewpoints. By representing at any time the current state of
agent interaction, the state of the space of (ordinary) tuples makes the com-
munication viewpoint available. Instead, the space of the speciﬁcation tuples
provides the coordination viewpoint, since the behaviour speciﬁcation of a
tuple centre governs inter-agent communication, and the speciﬁcation tuples
actually deﬁne the agent coordination rules. On the other hand, since both
spaces in a ReSpecT tuple centre can be seen as collections of unitary logic
clauses, they may in some sense be taken as theories of communication and
coordination, respectively [23]. Since agents can in principle access both the
tuple space and the speciﬁcation space in a uniform way, they can choose to
adopt at any time either the communication or the coordination viewpoint
over the multi-agent system they belong to. So, the logic-based approach of
ReSpecT enables in principle agents to reason on the system status and be-
haviour by taking both the communication and the coordination theories into
account, and empowers agents with the ability of changing the coordination
laws by acting on the speciﬁcation space.
Several examples of ReSpecT-deﬁned coordination rules can be found in
[12] and [26]. Following, Subsection 2.3 reports a simple example in order to
help the reader’s intuition on how ReSpecT works.
2.3 Showing some ReSpecT
In the classical Dining Philosopher problem, N philosopher agents share N
chopsticks and a spaghetti bowl. Each philosopher needs two chopsticks to
eat, but each chopstick is shared by two adjacent philosophers: so, the two
chopsticks have to be acquired atomically to avoid deadlock, and released
atomically to ensure fairness.
In a (logic) tuple space, chopsticks could be represented either singly
(chop(i ) for the i -th chopstick) or as pairs (chops(i,j ) for the two ad-
jacent chopsticks i and j ). The ﬁrst choice would be the most natural for the
domain, but could easily lead to deadlock if a philosopher is not enabled to get
atomically the two chopsticks he needs. The second choice would solve the
deadlock problem, but would introduce the problem of ensuring a coherent
domain representation: for instance, once chops(3,4) has been taken, also
chops(2,3) and chops(4,5) should be no longer available. Instead, ensuring
deadlock avoidance with the ﬁrst choice would require philosophers to agree
on a locking protocol, such as a semaphore tuple to be taken from the tuple
space before getting chopsticks, and to be released just after. This would call
for a global agreement among agents, which does not cope well with the typ-
ical openness of Internet-based multi-agent systems. Even more, since there
is no way to enforce the laws of coordination, there would be no means to
ensure that a philosopher always adheres to the required locking protocol: a
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Table 2
ReSpecT code for the Dining Philosophers
reaction( out(chops(C1,C2)), ( in r(chops(C1,C2)), (1)
out r(chop(C1)), out r(chop(C2)) )).
reaction( in(chops(C1,C2)), ( pre, (2)
out r(required(C1,C2)) )).
reaction( in(chops(C1,C2)), ( post, (3)
in r(required(C1,C2)) )).
reaction( out r(required(C1,C2)), ( (4)
in r(chop(C1)), in r(chop(C2)), out r(chops(C1,C2)) )).
reaction( out r(chop(C)), ( rd r(required(C1,C)), (5)
in r(chop(C1)), in r(chop(C)), out r(chops(C1,C)) )).
reaction( out r(chop(C)), ( rd r(required(C,C2)), (6)
in r(chop(C)), in r(chop(C2)), out r(chops(C,C2)) )).
philosopher agent could try to get chopsticks without synchronising on the
semaphore tuple ﬁrst.
So, from the agents’ viewpoint, the most natural choice is to represent
chopsticks as pairs to be acquired/released, while the application domain sug-
gests that chopsticks are represented singly. Accordingly, a philosopher will-
ing to eat should acquire the chopstick pair he needs by means of a single
in(chops(i,j )) operation, and release it after eating by means of a single
out(chops(i,j )) operation. Of course, the result of such operations should
be the atomic removal / insertion of both chop(i ) and chop(j ) tuples from
the tuple space, transparently to the performing agent.
By adopting a ReSpecT tuple centre, this can be achieved by embedding the
required coordination laws into the tuple centre in terms of ReSpecT reactions,
thus also waiving agents from directly handling coordination. The ReSpecT
code in Table 2 actually makes a tuple centre behave so as to mediate between
the agents’ representation of chopsticks and the tuple space one. For instance,
if a philosopher releases chopsticks 2 and 3 through an out(chops(2,3))
operation, reaction 1 in Table 2 would cause the removal of tuple chops(2,3),
and the subsequent insertion of tuples chop(2) and chop(3) — atomically,
from the agent’s viewpoint. This makes the emission of the tuple chops(2,3)
by a philosopher actually result in the presence of two tuples chop(2) and
chop(3) in the space of the tuples, mediating as required between the two
diﬀerent chopstick representations. Analogously, reactions (2-6) ensure that
a dual behaviour is obtained when a philosopher requires its chopstick pair
by means of a in(chops(i,j )) operation, also handling the case of agent’s
suspension by means of a required(i,j ) tuple.
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3 Being formal
3.1 Notation & syntax
ReSpecT adopts the typical syntactic conventions of logic languages like Pro-
log: in the following we denote the set of the variables as V, the set of the
function symbols as Σ, and the set of the predicate symbols as Π. If τ is the
set of the terms built from Σ and V, and γ is the set of the ground terms built
from Σ, then F is the set of the atomic formulae, built applying predicate
symbols of Π to terms of τ.
In ReSpecT, both logic tuples and tuple templates are atomic formulae. As
a result, if T denotes the tuple language and T the tuple template language,
T = T = F holds, so that the space of ordinary tuples in a ReSpecT tuple
centre is a multi-set of atomic formulae. Correspondingly, the deﬁnition of
the tuple matching predicate M for ReSpecT tuple centres is trivially based on
uniﬁcation, so that, given a tuple t ∈ T = F and a tuple template t ∈ T = F,
M(t, t) ::= ∃θ variable substitution, θ = mgu(t, t)
that is, tuple t matches template t according to M iﬀ t and t unify.
As a speciﬁcation language, ReSpecT deﬁnes the form of the speciﬁcation
tuples populating the speciﬁcation space. In particular, a ReSpecT behaviour
specification σ is a (possibly empty) multi-set of speciﬁcation tuples as deﬁned
by the grammar in Table 3. As a reaction language, ReSpecT deﬁnes the set
R of the ReSpecT admissible reactions. In particular, R accomplishes the
deﬁnition of the non-terminal symbol 〈Reaction〉 in Table 3.
The set O = {out, in, rd, inp, rdp} of the admissible communication op-
erations, and the set Or = {out r, in r, rd r, no r} of the admissible reaction
operations include all the operations for writing, accessing and consuming tu-
ples according to both Table 1 and Table 3. Altogether, the set O+ = O∪Or
contains all the admissible tuple centre operations for a ReSpecT tuple centre.
Finally, agents are denoted via ground terms, so that the ReSpecT agent
universe A (that is, the set of the admissible identiﬁers for coordinable agents
[21]) is the set γ of the ground terms (A = γ). Every ReSpecT logic tuple space
is denoted by a ground term, too, so that the ReSpecT coordination universe
N (that is, the set of the admissible identiﬁers for coordination media [21])
coincides again with the set γ of the ground terms (N = γ).
3.2 Semantics
According to the framework deﬁned in [21], a coordination medium is suitable
for an operational characterisation in terms of an interactive transition system,
where the state of communication is the system state, some transitions are
triggered by interaction events, and some transitions generate output events.
So, in order to formally denote the behaviour of a coordination medium like
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Table 3
Core syntax of ReSpecT
〈BehaviourSpecification〉 ::= {〈SpecificationTuple〉 .}
〈SpecificationTuple〉 ::= reaction( 〈Event〉 , 〈Reaction〉 )
〈Event〉 ::= 〈Operation〉 ( 〈Term〉 )
〈Reaction〉 ::= 〈ReactionGoal〉 |
( 〈ReactionGoal〉 {, 〈ReactionGoal〉} )
〈ReactionGoal〉 ::= 〈ROperation〉 ( 〈Term〉 ) |
〈EventInformation〉 ( 〈Term〉 ) |
〈EventPredicate〉
〈Operation〉 ::= 〈COperation〉 | 〈ROperation〉
〈COperation〉 ::= out | in | inp | rd | rdp
〈ROperation〉 ::= out r | in r | rd r | no r
〈EventInformation〉 ::= current tuple | current agent |
current op | current tc
〈EventPredicate〉 ::= pre | post | success | failure
a ReSpecT tuple centre, we should ﬁrst deﬁne its notion of admissible com-
munication event, then deﬁne its behaviour in terms of a transition system.
Definition 3.1 [admissible communication event] If a, n ∈ γ, o ∈ O, t ∈ F,
and ? ∈ {↓, ↑,  ↑}, then
oa?nt
is an admissible communication event for a ReSpecT tuple centre.
We denote as E the set of all the admissible communication events for
a ReSpecT tuple centre. In particular, if oa?nt ∈ E , a ∈ A = γ denotes the
triggering agent, n ∈ N = γ the target tuple centre, o ∈ O the event operation,
and t ∈ T ∪ T = F the event tuple. Also, ? ∈ {↓, ↑,  ↑} is the direction of the
event, where ↓ denotes a communication event from the triggering agent to the
target tuple centre, whereas ↑ and  ↑ denote events from the tuple centre to
the agent, with a success and failure semantics, respectively (e.g., the answer
to a successful or failed inp query).
Similarly, we deﬁne te notion of admissible reaction event.
Definition 3.2 [admissible reaction event] If a, n ∈ γ, o ∈ Or, t ∈ F, and
? ∈ {↓, ↑}, then
oa?nt
is an admissible reaction event for a ReSpecT tuple centre.
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Then, if Er denotes the set of the admissible reaction events, then E+ =
E ∪ Er is the set of the admissible tuple centre events for a ReSpecT tuple
centre.
According to Section 2, a logic tuple centre is basically a logic tuple space
enriched with a behaviour speciﬁcation that associates any tuple centre event
to a (possibly empty) multi-set of reactions. In particular, if the ReSpecT
behaviour speciﬁcation σ associates event e ∈ E+ to reaction R ∈ R, we say
that e triggers R according to σ, so that the triggered reaction (e,R) has to
be executed by the tuple centre.
The semantics of ReSpecT can now be given in terms of two functions:
• the reaction specification function Z
• the reaction evaluation function E
representing the twofold role of ReSpecT as both a specification language and
a reaction execution language: in particular, Z deﬁnes how ReSpecT associates
events to reactions, whereas E encapsulate the ReSpecT conceptual machinery
for reaction execution.
So, the reaction speciﬁcation function Z puts tuple centre events and re-
actions in relation according to the behaviour speciﬁcation of a tuple centre.
Definition 3.3 [reaction speciﬁcation function] If o(t) ∈ E+ is an admissible
tuple centre event, with o ∈ O+ as its event operation, and t ∈ F as its event
tuple, we deﬁne
z (o(t), reaction(o(t), R)) ::=


{(o(t), Rθ)} if o = o,M(t, t)
∅ otherwise
where θ = mgu(t, t). Then, given a ReSpecT behaviour speciﬁcation σ and
an admissible tuple centre event e ∈ E+, the reaction speciﬁcation function Z
is deﬁned as follows:
Zσ(e) ::=
⊎
r∈σ
z (e, r)
where
⊎
denotes multi-set union.
So, given a behaviour speciﬁcation σ and an admissible tuple centre event
e, Zσ(e) represents the multi-set of the reactions triggered by e according to
σ. In particular, since by deﬁnition ∀e ∈ E+,Z∅(e) = ∅, the behaviour of a
tuple centre defaults to the behaviour of a tuple space when σ = ∅, as implied
by our deﬁnition of tuple centre.
In turn, the reaction evaluation function E encapsulates the eﬀects of re-
action execution. In fact, given a logic tuple centre whose behaviour spec-
iﬁcation is σ and whose logic tuple space is T , E takes a triggered reaction
(e,R) ∈ E+×R and T , and returns the pair Eσ ((e,R), T ) = (T ′, Z ′), where T ′
10
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Table 4
Semantics of ReSpecT reaction goals
〈(in r(t ), G), T unionmulti {t′}, Z〉σ,oa?nt −→ 〈Gθ, T, Z unionmulti Zσ(in ra↑ntθ)〉σ,oa?nt
where M(t, t′), θ = mgu(t, t′), and ? ∈ {↓, ↑,  ↑}
〈(rd r(t), G), T unionmulti {t′}, Z〉σ,oa?nt −→ 〈Gθ, T unionmulti {t′}, Z unionmulti Zσ(rd ra↑ntθ)〉σ,oa?nt
where M(t, t′), θ = mgu(t, t′), and ? ∈ {↓, ↑,  ↑}
〈(no r(t), G), T, Z〉σ,oa?nt −→ 〈G,T, Z unionmulti Zσ(no ra↑nt)〉σ,oa?nt
where ∀t′ ∈ T,¬M(t, t′) and ? ∈ {↓, ↑,  ↑}
〈(out r(t), G), T, Z〉σ,oa?nt −→ 〈G,T unionmulti {t }, Z unionmulti Zσ(out ra↓nt)〉σ,oa?nt
where ? ∈ {↓, ↑,  ↑}
〈(current agent(A), G), T, Z〉σ,oa?nt −→ 〈Gθ, T, Z〉σ,oa?nt
where θ = mgu(A, a) and ? ∈ {↓, ↑,  ↑}
〈(current tc(N ), G), T, Z〉σ,oa?nt −→ 〈Gθ, T, Z〉σ,oa?nt
where θ = mgu(N , n) and ? ∈ {↓, ↑,  ↑}
〈(current op(O), G), T, Z〉σ,oa?nt −→ 〈Gθ, T, Z〉σ,oa?nt
where θ = mgu(O , o) and ? ∈ {↓, ↑,  ↑}
〈(current tuple(T ), G), T, Z〉σ,oa?nt −→ 〈Gθ, T, Z〉σ,oa?nt
where θ = mgu(T , t) and ? ∈ {↓, ↑,  ↑}
〈(pre, G), T, Z〉σ,oa↓nt −→ 〈G,T, Z〉σ,oa↓nt
〈(post, G), T, Z〉σ,oa?nt −→ 〈G,T, Z〉σ,oa?nt
where ? ∈ {↑,  ↑}
〈(success, G), T, Z〉σ,oa?nt −→ 〈G,T, Z〉σ,oa?nt
where ? ∈ {↓, ↑}
〈(failure, G), T, Z〉σ,oa  ↑nt −→ 〈G,T, Z〉σ,oa  ↑nt
represents the new state of the logic tuple space and Z ′ the (possibly empty)
multi-set of the newly triggered reactions.
Definition 3.4 [reaction execution function] Let G,G′ be sequences of reac-
tion goals, T, T ′ multi-sets of logic tuples, Z,Z ′ multi-sets of triggered reac-
tions, e ∈ E+ an admissible tuple centre event, and σ a ReSpecT behaviour
speciﬁcation. A reaction execution state is then deﬁned as a triple 〈G, T, Z〉σ,e,
whereas a reaction execution step is a transition
〈G, T, Z〉σ,e −→ 〈G′, T ′, Z ′〉σ,e
following the rules of Table 4. If a reaction execution sequence is a sequence
of reaction execution steps, then
〈G, T, Z〉∗σ,e
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denotes the final state of the reaction execution sequence whose initial state is
〈G, T, Z〉σ,e, that is, the ﬁrst state of the sequence for which no applicable rule
exists. Finally, given a ReSpecT behaviour speciﬁcation σ, an admissible tuple
centre event e ∈ E+, and a multi-set T of logic tuples, the reaction execution
function E is deﬁned as follows:
Eσ ((e,R), T ) ::=


(T ′, Z ′) if 〈R, T, ∅〉∗σ,e = 〈∅, T ′, Z ′〉σ,e
(T, ∅) if 〈R, T, ∅〉∗σ,e = 〈G′, T ′, Z ′〉σ,e , G′ = ∅
To help intuition, at any step of a reaction execution sequence, G repre-
sents the reaction goals yet to be executed, T the current state of the space of
ordinary tuples, Z the set of the reactions triggered by reaction goals already
executed, whereas e is the event initially triggering reaction execution. Corre-
spondingly, the execution of a triggered reaction (e,R) ∈ E+×R in a ReSpecT
tuple centre whose tuple space is T and whose behaviour speciﬁcation is σ is
represented by a sequence whose initial state is 〈R, T, ∅〉σ,e. The above deﬁni-
tion also accounts for the success/failure transactional semantics of ReSpecT
reactions: if the sequence of the operations to be executed is empty, then re-
action R triggered by event e has been executed successfully, and a new tuple
set T ′ along with the newly-triggered reaction set Z ′ are provided for updating
the tuple centre state. Otherwise, the old tuple set T is returned, and no new
reactions are triggered, so that no changes occur in the tuple centre state.
Transitions occur according to the rules of Table 4, where all the symbols
retain their usual meanings. The ﬁnal state of a sequence is reached whenever
either no reaction goals are still to be executed, or there is no applicable rule
available. Since each step actually deletes one goal from a reaction, and the
number of reaction goals is ﬁnite for any reaction, each reaction is guaranteed
to be executed in a ﬁnite number of steps. What is worth to be noted is that,
as a matter of fact, each rule of Table 4 formally deﬁnes the semantics of a
ReSpecT reaction predicate, and exactly matches the corresponding informal
deﬁnitions given in Table 1.
3.3 Tuple centre behaviour
According to [21], the state of a logic tuple space can be expressed as a pair
〈T,W 〉, where T is the multi-set of the logic tuples in the tuple space, and W
is the multi-set of the pending queries waiting to be served. With regard to a
tuple space, the state of a tuple centre also contains triggered reactions in the
form of pairs (e,R), recording that reaction R triggered by event e according
to behaviour speciﬁcation σ is currently waiting to be executed. So, the state
of a ReSpecT tuple centre can be expressed as a triple 〈T,W,Z〉σ, where:
• T is the multi-set of the logic tuples currently in the space of the ordinary
tuples (∀t ∈ T, t ∈ F)
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• W is the multi-set of the pending queries, that is, the agent-triggered re-
quests for tuples accepted by the tuple centre and waiting to be served
(∀w ∈W,w ∈ E)
• Z is the multi-set of the triggered reactions waiting to be executed (∀z ∈
Z, z ∈ E+ ×R)
and σ is the ReSpecT behaviour speciﬁcation determining the evolution of the
tuple centre state.
Given a tuple centre whose state is 〈T,W,Z〉σ, we denote as Ws the multi-
set of the pending queries in W that can be satisﬁed by some tuple in T
according to the matching predicate M. In particular, Ws is deﬁned such that
if oa↓nt ∈ W , where o ∈ {in, rd, inp, rdp}, and ∃t ∈ T such that M(t , t)
is true, then oa↓nt ∈ Ws. Moreover, we denote as Wp the multi-set of the
pending queries in W corresponding to predicative query operations, that is,
those with a success/failure semantics. In particular, Wp is deﬁned such that
if oa↓nt ∈W and o ∈ {inp, rdp}, then oa↓nt ∈Wp.
The operational behaviour of a tuple centre can now be modelled in terms
of a transition system with three kinds of admissible transitions:
• listening (−→l), taking agent-triggered communication events as inputs
• speaking (−→s), returning answers to agents as outputs
• reacting (−→r), handling reaction execution
Whenever it has no task to accomplish, that is, when there are neither sat-
isﬁable queries still pending (Ws = ∅), nor predicative queries waiting for an
answer (Wp = ∅), nor triggered reactions to be executed (Z = ∅), a tuple
centre waits for a communication event from an agent: in this state, we sa
that the tuple centre is listening. When such a communication event reaches
the tuple centre, a listening transition is triggered, which takes one of the
following forms, depending on the event operation:
if Wp = Ws = ∅ and o = out,
〈T,W, ∅〉σ
oa↓nt−→l 〈T unionmulti {t},W,Zσ(oa↓nt)〉σ
if Wp = Ws = ∅ and o ∈ {in, rd, inp, rdp},
〈T,W, ∅〉σ
oa↓nt−→l 〈T,W unionmulti {oa↓nt},Zσ(oa↓nt)〉σ
where all the symbols retain their usual meanings. In particular, Zσ(o
a↓nt)
represents the multi-set of the reactions triggered by event {oa↓nt} according
to behaviour speciﬁcation σ.
When there are still no triggered reactions to be executed, but there is
either a satisﬁable pending query (Ws = ∅) or a predicative query pending
with no satisﬁable queries (Ws = ∅ ∧ Wp = ∅), a speaking transition is
triggered, taking one of the following forms:
if o ∈ {in, inp} and M(t, t′),
〈T unionmulti {t′},W unionmulti {oa↓nt}, ∅〉σ
oa↑nt′−→s 〈T,W,Zσ(oa↑nt′)〉σ
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if o ∈ {rd, rdp} and M(t, t′),
〈T unionmulti {t′},W unionmulti {oa↓nt}, ∅〉σ
oa↑nt′−→s 〈T unionmulti {t′},W,Zσ(oa↑nt′)〉σ
if Ws = ∅ and o ∈ {inp, rdp},
〈T,W unionmulti {oa↓nt}, ∅〉σ
oa  ↑nt−→s 〈T,W,Zσ(oa  ↑nt)〉σ
All the above rules result in an output event sent back to the triggering agent
a as an answer to a query of its, previously recorded as a pending query
oa↓nt by a listening transition. In particular, the ﬁrst two rules correspond to
successfully served queries, whereas the third one represents the answer to a
failed predicative query.
Finally, whenever a triggered reaction is still to be executed, a reacting
transition is performed, taking the following form:
if z ∈ Z, 〈T,W,Z unionmulti {z}〉σ−→r 〈T ′,W, Z unionmulti Z ′〉σ
where (T ′, Z ′) = Eσ (z, T ) results from the execution of reaction z according
to the reaction evaluation function E (see Deﬁnition 3.4).
It should be noted that a tuple centre neither receives external events
(i.e., no listening transition is enabled) nor serves it pending queries (i.e., no
speaking transition is enabled) until it has executed all the triggered reactions
(i.e., every admissible reacting transition has been performed). In other words,
all the reactions triggered by a communication event according to a tuple
centre behaviour speciﬁcation are executed by the tuple centre before handling
any further request from agents. As a consequence, agents perceive the result
of any communication event and the eﬀects of its triggered reactions altogether
as a whole, that is, as a single transition of the tuple centre state. This
is precisely what makes it possible to exploit ReSpecT to program a tuple
centre so as to make it exhibit a new observational behaviour, by expressing
coordination rules in terms of a reaction speciﬁcation language, and embedding
them into the coordination medium.
4 Related works and conclusions
Using Prolog as a communication language is not an original approach — for
instance, most of the FIPA examples explicitly use Prolog as the content lan-
guage [16]. However, Agent Communication Languages (like FIPA or KQML
[15]), while eﬀectively focusing on the problems of agent communication, only
marginally address the issues of agent coordination [24] — which is instead
the central issue in ReSpecT.
With regard to other proposals exploiting logic languages for the coordina-
tion of multi-agent systems [33,1,3], the notion of logic tuple centre enhances
the notion of logic tuple space with the ability to express the laws for the coor-
dination of multi-agent systems in terms of a logic-based language, ReSpecT,
and to embed them into the coordination media. The notion of logic tuple
centre as deﬁned in this paper has been already exploited by two diﬀerent
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models for the coordination of Internet-based multi-agent systems: LuCe [13]
and TuCSoN [26]. There, ReSpecT tuple centres have made it possible to show
that logic-based languages can be successfully exploited also in the coordina-
tion of agent societies, and in particular in the engineering of social behaviours
in open, distributed, and heterogeneous multi-agent systems [7].
In this paper, we have formally deﬁned the notion of logic tuple centre as
well as the operational semantics of the logic-based language ReSpecT for the
speciﬁcation of the behaviour of logic tuple centres. The semantic framework
adopted for this purpose [21] allows a coordination medium to be formally
denoted in a separate and independent way with respect to the coordinated
entities. By exploiting the notion of admissible communication event, we were
able to fully deﬁne the semantics of a ReSpecT tuple centre with no hypoth-
esis on the nature and behaviour of the coordinated agents. The adoption
of a logic-based coordination medium does not limit agent and coordination
languages to be logic-based: instead, agents of diﬀerent sorts and technologies
can be combined and coordinated through logic tuple centres, as shown for
instance in [14], where both Java-based and Prolog-based agents interact and
cooperate through a multiplicity of ReSpecT tuple centres in a distributed
Internet-based system.
Even more, by encapsulating the semantics of the behaviour speciﬁcation
language in two functions (Z and E, Deﬁnitions 3.3 and 3.4), we let the notion
of tuple centre be independent of the behaviour speciﬁcation language chosen.
So, also the reactive tuple space deﬁned by the MARS coordination model for
mobile agents [2] can be interpreted as a tuple centre, but with a diﬀerent lan-
guage for reaction speciﬁcation, and a diﬀerent model for reaction execution
— which are both Java-based. The semantics of a MARS tuple centre may
in principle be deﬁned analogously to the ReSpecT one, by deﬁning a speciﬁc
notion of tuples and templates (as JavaSpaces entries [17]), a suitable match-
ing predicate, and MARS-speciﬁc Z and E functions. In conjunction with
the MARS group, we are currently exploring the chance to deﬁne a unique,
heterogeneous coordination model based on the notion of tuple centre, and
combining both logic-based and Java-based languages for inter-agent commu-
nication and coordination.
Finally, we are exploring in depth the relationship between the dual issues
of coordination and security [10]. In particular, we are currently specialising
the notion of logic tuple centre so as to embed basic mechanisms for agent
access control, as well as topological abstractions to model distributed systems,
again by exploiting a logic-based approach [11].
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