This paper contains analysis and extension of exploiters-based knowledge extraction methods, which allow generation of new knowledge, based on the basic ones. The main achievement of the paper is useful features of some universal exploiters proof, which allow extending set of basic classes and set of basic relations by finite set of new classes of objects and relations among them, which allow creating of complete lattice. Proposed approach gives an opportunity to compute quantity of new classes, which can be generated using it, and quantity of different types, which each of obtained classes describes; constructing of defined hierarchy of classes with determined subsumption relation; avoidance of some problems of inheritance and more efficient restoring of basic knowledge within the database.
INTRODUCTION
During recent years application of knowledge-based systems has extremely increased, therefore variety of systems and knowledge bases for different domains were developed. In spite of this, the invention of efficient methods for knowledge representation (KR), inference and extraction is still topical issue.
Nowadays there are many knowledge representation formalisms (KRFs), which are used for knowledge-based systems (KBSs) development. Currently the most commonlyused approaches are semantic networks, ontologies, logical and rule-based formalisms. However, the certain programming paradigm, language and some stack of programming technologies should be chosen for development of a KBS. This choice is very important, because each programming paradigm and language provides certain tools for system development and determined mechanisms of interaction among its modules, in particular interaction with database. Thus, chosen KRF and programming technologies for its implementation, should be at least compatible with respect to each other. Otherwise, developed KBS will have complicated interaction between the level of KRF and the level of its implementation. Consequently it can decrease the efficiency of such system. Despite this, chosen formalism should provide efficient representation of hierarchically-structured knowledge about particular domain, because concepts hierarchy makes KR more compact and allows performing of reasoning over itself. Furthermore, the hierarchy should be stored in the database in such way, that KBS can be able to extract the knowledge efficiently and represent them in terms of programming language, using which the system was developed. However, the representation of hierarchies is possible, only if chosen KRF and programming language support mechanism of inheritance.
Currently, the most commonly used programming paradigm is an object-oriented programming (OOP). All OOP-languages and many KRFs support single inheritance. However, as it was shown in [1] - [3] , inheritance mechanism causes problem of exceptions, redundancy and ambiguity, which usually arise during construction of hierarchies and reasoning over them.
II. KNOWLEDGE EXTRACTION
According to [4] - [7] , knowledge extraction is defined as creation or acquiring of knowledge from structured (e.g. relational databases, object-oriented database models, UML, XML and their fuzzy extensions, proposed in [8] , [9] ), semistructured (e.g. infoboxes) and unstructured (e.g. text, documents, images) data sources. In addition, the extracted knowledge should be represented in machine-processable format that enables inference.
According to [6] , there are two main paradigms of KE: ontology-based and open domain. They also can be called as close world knowledge extraction and open world knowledge extraction. The idea of first approach is to use ontology as vocabulary, which defines the types of concepts used in the knowledge base. It means that knowledge base contains defined number of types of entities and relationships. Thus, only relations included in the vocabulary can be extracted from the knowledge base.
In the second approach, knowledge-based system does not have any vocabulary and pre-specified relationship types in the knowledge base. It means that each entity or relation in knowledge base can be considered as a candidate. Therefore, any possible relation or assertion in the knowledge base can be extracted.
However, Unbehauen, Hellmann, Auer, Stadler et al. in [4] , [5] argued about absence of clear definition of what extracted knowledge is and paid attention to the fact, that mere usage such KRFs as RDF/OWL can not sufficiently define the notion of «knowledge». They have formulated two important questions:
What is the result of data representation in terms of
RDF/OWL (triplification process)? Structured data or represented knowledge?
When does structured data became knowledge?
Analyzing these questions, it is possible to conclude that result of such knowledge extraction, first of all, will be structured data, which then can be interpreted as some knowledge. However, such interpretation can be performed only using particular KRF, where notion of knowledge is defined in a proper way. Therefore, any KRF can be considered as interpreter of data, according to its own specifics and specifics of particular domain, for representation of which the formalism was developed.
One of attempts to solve earlier mentioned problems is such KRF as object-oriented dynamic networks (OODN), which was proposed in [10] . It provides representation of knowledge in OOP-like style and is compatible with respect to many OOPlanguages. In addition, as it was demonstrated in [3] , OODN allow constructing of polyhierarchies and avoiding, in many cases, problems of inheritance, which were mentioned above. Moreover, OODN have fuzzy extension, proposed in [11] , [12] , which provides representation of vague and imprecise knowledge, using the same structure as for the crisp case. One more feature of OODN is exploiters-based knowledge extraction (KE) methods, which provide generating of finitely defined set of new classes of objects and finitely set of new relations among them, based on the set of basic classes and relations among them. It allows calculation of quantity of new classes, which can be extracted, and quantity of different types, which each obtained class describes. Furthermore, according to [13] , the set of basic classes of any OODN, extended by extracted classes, together with union exploiter, create upper semilattice. Constructed upper semilattice forms a hierarchy of classes, where each class satisfies subsumption relation defined over the hierarchy that makes it possible to find more general class for arbitrary pair of classes. Such approach allows extracting of new knowledge from the basic ones and provides an ability to reconstruct the knowledge base for increasing its compactness.
III. UNIVERSAL EXPLOITERS AND KNOWLEDGE EXTRACTION
As it was shown in [12] , some universal exploiters can be efficiently used for KE. According to [12, Th. 1] , all possible applications of union exploiter, including all its possible superpositions, to homogeneous classes of objects, which do not have common properties and methods, always generate finite quantity of new classes of objects, which can be precisely calculated.
However, there are situations when homogeneous classes of objects can have common properties and (or) methods. Before we start to consider them, let us make clear what we mean by type, subtype and subclass. As it was mentioned in [13] , inhomogeneous class of objects describes at least two different types of objects within one class, where type is defined as follows. 
Consequently, each homogeneous class of objects describes particular type of objects. The definition shows that type and class of objects does not always mean the same, more precisely, homogeneous class of objects is equivalent to type of objects, however inhomogeneous class of objects is not equivalent to type of objects, because it describes some set of types. Now let us define notion of subtype.
Definition 2. Arbitrary type of objects 1
t is a subtype of arbitrary type of objects 2
This definition actually defines the notion of subclass for the case of homogeneous classes, however it is not enough for the inhomogeneous classes of objects. The notion of subclass for inhomogeneous classes was introduced in [13] , nevertheless it is restricted and does not take into account some cases, when classes of objects have common properties and methods. Let us consider an example for clear understanding.
Suppose we have three homogeneous classes of objects
Let us assume that
According to [ 
Despite this, [13, Def. 12] is correct for the case when classes of objects have no common properties and methods. Let us assume that classes 
According to [13, Def. 12] , 123 13 T T  and 123 12 T T  , therefore all results, which were presented in [13] are correct. That is why, let us extend the notion of subclass given in [13] , using Def. 1 and Def. 2. Definition 3. Arbitrary class of objects 1 T , which describes
, is a subclass of arbitrary class of objects 2 T , which describes types 
,..., , 2 1 . It means that classes of objects n T T ,..., 1 have some common properties and (or) methods. It is clearly, that the application of union exploiter to them will produce a set of new classes of objects. Using this idea, let us formulate and prove the following theorem. Theorem 1. For any
are homogeneous classes, which describe types of objects n t t ,..., 1 and there is a type
,..., , 2 1 , all possible applications of union exploiter, including all possible its superpositions, to classes of objects from the set C and obtaining classes of objects using union exploiter, always generate finite quantity of new classes of objects, which can be precisely calculated by the following formula:
Proof: According to definition of union exploiter for classes of objects [13, Def. 14] , the result of union of two arbitrary nonequivalent classes of objects 1 T and 2 T , which describe type of objects 1 t and 2 t respectively, is inhomogeneous class of objects T , which describes both these types. If there is a type t , such that
,..., , 2 1 , then class T will have the following structure However, we cannot create classes of objects, which describe 1 and 0 different types, applying union exploiter to the classes of objects from the set C , i.e. we do not count 0 n C and 1 n C . Therefore, we can conclude that 
Proof: According to the definition of join-semilattice given in [14] , [15] , it is a system
, where A is a poset,  is a binary, idempotent, commutative and associative operation and 1 is an unary operation, which are defined over the set A . In addition A a   , 1 satisfies  
According to the theorem, carrier of join-semilattice is the set of classes C , set of exploiters E contains binary operation  and unary operation 1, which are defined over the set C .
From the [13, Def. 14] it follows, that mentioned properties of  are also true for  , i.e.
1.
. From the definition of  it follows that JSL JSL
Now we need to prove that C is a poset. For this we should define
show that  is a relation of partial order under the set C .
Taking into account that we have two types of classes, we need to define three kinds of  relation, i.e. It was done in Def. 2 and Def. 3. Now let us prove reflexivity, anti-symmetry and transitivity of these relations.
1. Reflexivity:
2. Anti-symmetry:
and from commutativity of  , we can conclude that 2 1 T T  ; 3. Transitivity: 3  2  1  3  2  1  3   T  T  T  T  T  T  T   3  1  3  3  1  3  3  1   T  T  T  T  T  T  T 
Using this definition, let us formulate and prove the following theorem.
Theorem 3. For any
are homogeneous classes, which describe types of objects n t t ,..., 1 and there is a type t , such that
all possible applications of intersection exploiter, including all possible its superpositions, to classes of objects from the set C and obtaining classes of objects, using intersection exploiter, always generate finite quantity of new classes of objects, which can be precisely calculated by the following formula: 
.
Proof: According to definition of meet-semilattice given in [14] , [15] , it is a system According to the theorem, carrier of meet-semilattice is the set of classes C , set of exploiters E contains binary operation  and unary operation 0 , which are defined over the set C .
Therefore,
From the Def. 4 it follows, that all mentioned properties of  are also true for  , i.e.
1.
. From the definition of  it follows that,
Taking into account that we have two types of classes, we need to define three kinds of  relation, i.e. 3  2  1  3  2  1  3   T  T  T  T  T  T  T   1  3  3  3  1  3  3  1   T  T  T  T  T  T  T 
all possible applications of union and intersection exploiters, including all possible their superpositions, to classes of objects from the set C and obtaining classes of objects, using these exploiters respectively, always generate finite quantity of new classes of objects, which can be precisely calculated by the following formula: Proof: According to definition of complete lattice given in [14] , [15] , it is a system
, where A is a poset and  ,  , 1 and 0 satisfy, for all A c b a  , , 
