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Resumo
Enquadrado nas atividades da Unidade de Robótica e Sistemas Inteligentes do INESC TEC,
este projeto visa desenvolver um sistema/aplicação que seja capaz de supervisionar, em tempo
real, o comportamento autónomo de um submarino robótico sem qualquer ligação física.
A importância de um sistema externo de supervisão prende-se com as limitações do ambiente
de operações e pela possibilidade de perder o veículo enquanto ele navega autonomamente.
Para poder navegar autonomamente o veículo utiliza marcos conhecidos como referências para
conhecer a sua própria localização constantemente. Existem soluções atualmente que estimam,
com incerteza, a posição do veículo face a esses marcos - sistemas de tracking.
Neste documento será relatado o processo de desenvolvimento de vários algoritmos que com-
binados processam a informação vinda dos sistemas tracking e geram subprodutos que são utiliza-
dos para estimar a posição do veículo durante a missão. Através dos dados de tracking, recebidos e
processados em tempo real, a aplicação estima a velocidade média do veículo. A aplicação recebe
a trajetória definida para a missão do veículo, que é conhecida à priori, e extrapola uma posição
nessa trajetória através do conhecimento da velocidade média estimada.
A trajetória e o progresso do veículo são representados em tempo real, juntamente com alguns
parâmetros que se acharam relevantes, como por exemplo, o tempo restante de missão.
A associação da trajetória do veículo às posições que vão sendo estimadas permitiram eliminar
algumas ambiguidades que eram deixadas em aberto devido à incerteza associada aos resultados
da utilização exclusiva dos sistemas de tracking.
Palavras chave: veículo autónomo, tracking, trajetória, projeção, estimativas, supervisão.
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Abstract
Inserted into the activities of the Unity of Robotics and Intelligent Systems from INESC TEC,
this project aims to develop an application capable of supervising, in real-time, the behavior of an
autonomous underwater vehicle, without a physical link.
While navigating autonomously, the vehicle uses known points as a reference to guide itself
through its assigned track. Tracking systems are existing solutions that are capable of estimating
the distance of such vehicles to these known points.
This paper describes the development of several algorithms that combined can process the
estimates given by tracking systems and generate products that allow the estimation of the position
of the vehicle. Through the tracking data, received and processed in real time, the application
estimates the speed the of the vehicle. The assigned track to the vehicle is known beforehand, so,
using the speed estimate the application is able to do a projection of the position of the vehicle in
its assined track.
The track and progress of the vehicle are displayed in real time, along with some parameters
that were found relevant, as for example, the estimated time of arrival.
The correlation between the assigned track and the estimated positions for the vehicle’s lo-
cation allows to dissipate some ambiguities that were left by the exclusive use of the tracking
systems.
Keywords: autonomous vehicle, tracking, estimate, track, projection, supervision.
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Capítulo 1
Introdução
A presente dissertação é realizada no âmbito do Mestrado Integrado em Engenharia Eletrotéc-
nica e de Computadores da Faculdade de Engenharia da Universidade do Porto.
Este presente capítulo começa com uma secção dedicada ao enquadramento do tema desta
dissertação (1.1), seguindo-se a motivação (1.2) e os objetivos da mesma (1.3). Por fim será
apresentada a estrutura deste documento (1.4).
1.1 Enquadramento
Os veículos autónomos subaquáticos (AUV) são robôs, não tripulados, que viajam dentro de
água sem necessidade de ser operados, de alguma forma, remotamente.
A navegação e controlo destes veículos é um desafio tecnológico determinado pelas dificul-
dades inerentes à forma como o veículo se localiza a si próprio. Ao contrário da condução de
um automóvel, um submarino desloca-se em três dimensões, conta com pouquíssimas referên-
cias (que seria equivalente a conduzir um automóvel num deserto) e o meio em que viaja não é
estático, porque a água move-se. Se se praticasse a navegação no ar solucionariam-se estas ques-
tões com os sistemas posicionamento globais atuais, mas, uma vez que água é opaca para sinais
eletromagnéticos [1], soluções como o GPS ou ondas de rádio tornam-se inviáveis.
Estes aparelhos foram dotados de autonomia para que fosse possível contornar a dificuldade
que existe em comunicar diretamente com os mesmos a partir do momento que submergem. Dada
essa autonomia, estes veículos são capazes de realizar variadas tarefas nomeadamente a exploração
de lagos, rios e oceanos.
Para realizar qualquer tarefa o submarino autónomo é programado antecipadamente com uma
determinada missão que descreve um conjunto de trajetórias que este deve seguir. Para que o
submarino consiga efetuar a missão que lhe foi atribuída este deve ser capaz de se localizar a
si próprio no ambiente em que foi colocado. Esse processo é conseguido através de métodos
de navegação bem conhecidos, nomeadamente, aquele que será alvo de estudo deste trabalho, o
Long baseline (LBL). Outros métodos de navegação serão brevemente mencionados no capítulo
seguinte.
1
2 Introdução
Este método de navegação conta com equipamento exterior que consiste num conjunto de ba-
lizas acústicas fixadas ao solo oceânico, às quais o veículo envia sinais acústicos periodicamente
para calcular a distância a que se encontra de cada uma delas. Triangulando as distâncias o veí-
culo conhece assim a sua própria posição e consegue assim localizar-se para seguir o trajeto que
lhe foi dado. A intervenção do operador neste sistema restringe-se à colocação do veículo e do
equipamento de localização no ambiente de operação. Depois do veículo submergir, o operador
não pode tomar qualquer ação que interfira com a execução da missão, exceto aborta-la. O veículo
está, como popularmente se diz, "por conta dele".
No sentido de estreitar a distância, ou seja, a falta de informação entre o operador e o veículo
desenvolveram-se tecnologias que permitem estimar, apesar de com alguma incerteza, a posição
do veículo durante a sua viagem subaquática. Estas tecnologias extraem os momentos em que
cada uma das balizas acústicas "respondeu"a um pedido do veículo e fazem assim uma estimativa
da distância atual do veículo a cada um dos marcos – tracking. Este assunto será aprofundando no
próximo capítulo.
O produto destas tecnologias não tem, no entanto, a relevância pretendida no campo da super-
visão, como será explicado na secção 1.3. A solução não interpreta os dados que vai recebendo,
apenas mostra uma informação que, a não ser tratada, deixará em aberto ambiguidades acerca do
comportamento do veículo.
Os dados utilizados durante este trabalho foram fornecidos pelos orientadores do mesmo, e
tratam-se dos dados de uma missão realizada pelo grupo de robótica do INESC-TEC. As ferra-
mentas utilizadas foram o ambiente de programação MATLAB para todo o tratamento de dados
bem como para o desenvolvimento de software.
1.2 Motivação
Como foi referido anteriormente, os veículos autónomos subaquáticos são ferramentas com
várias potencialidades e a evolução da tecnologia tem vindo a permitir que as suas aplicações
sejam mais diversificadas.
A oportunidade que aqui surge é perpetuar a utilidade destes aparelhos, não por uma perspe-
tiva de os dotar de mais equipamento, tecnologias ou software que lhes permita exercer funções
diferentes, mas sim pela perspetiva de facilitar a sua supervisão exterior, idealmente avançando
no sentido de tornar a navegação do submarino autónomo mais fiável. Como referido em [2], du-
rante uma operação com um veículo autónomo existe sempre a possibilidade de perder o veículo,
e assim sendo, a supervisão do mesmo garante um certo grau de segurança: uma vez que infor-
mações do estado interno do veículo são impossíveis de obter devido à dificuldade que existe em
praticar comunicações debaixo de água, a obtenção de informação relativa à posição do veículo
permite em parte monitorizar o seu comportamento. Por outro lado ferramentas de supervisão
tornam-se ainda mais relevantes quando as condições de trabalho são difíceis, como é o caso: no
ambiente marítimo por exemplo podem surgir suscetibilidades devido à ondulação da água e a pró-
pria utilização de hardware como computadores está sujeita a deterioração. No caso de condições
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atmosféricas adversas, como chuva, utilizar computadores a bordo de uma embarcação com o pro-
pósito de supervisionar a missão seria impraticável. Dado isto, existe uma necessidade de facilitar
o trabalho do supervisor ao extrair a informação mais relevante acerca do sistema e interpreta-la
automaticamente.
1.3 Objetivos
O objetivo deste trabalho é utilizar a informação adquirida pelas tecnologias existentes e
transforma-la numa ferramenta de supervisão do comportamento do veículo autónomo durante
a execução de uma missão.
Para esse efeito, primeiramente será necessário "atacar"a incerteza dos valores que vão re-
sultado dos algoritmos de estimação, fazendo uma filtragem do que é claramente erro do que é
informação válida. Tendo em conta fatores como a topologia da missão e a velocidade do veículo,
idealmente pretende-se projetar a informação filtrada no trajeto que é suposto o veículo navegar.
Será também fundamental que a informação tratada esteja acessível de forma bastante clara
para o supervisor da missão. Depois de filtrada, é importante apresentar a informação de forma
conveniente para que possa ser compreendida.
Assimilando este pontos, a utilidade do sistema será então permitir ao supervisor, fundamen-
talmente, acompanhar em tempo real a execução da missão e perceber se em algum momento o
veículo poderá ter sofrido alguma casualidade que comprometa o sucesso da missão que lhe foi
atribuída.
1.4 Estrutura da Dissertação
Para além do presente capítulo, esta dissertação contém mais quatro capítulos. No capítulo 2
é feita a revisão bibliográfica e são apresentadas as soluções atuais para a supervisão de veículos
autónomos. No capítulo 3 são explicados detalhadamente os algoritmos implmentados para as
várias fazes do desenvolvimento da aplicação de supervisão. No capítulo 4 são demonstrados os
resultados da aplicação do software aos dados fornecidos. Finalmente, no capítulo 5 são retiradas
as conclusões acerca da satisfação dos objetivos propostos e feitas considerações sobre possíveis
desenvolvimentos futuros.
4 Introdução
Capítulo 2
Revisão Bibliográfica
2.1 Introdução
O objetivo deste capítulo é fazer uma análise crítica e ampla do estado da arte respeitante aos
assuntos envolvidos nesta dissertação. Neste será verificada a existência de publicações acerca do
tema em estudo e, nesse caso, será estudada a forma como o assunto foi abordado.
Inicialmente serão estudados os métodos de navegação de veículos autónomos subaquáticos
(AUV) e em particular e mais aprofundadamente, o método utilizado neste caso de estudo, que é
um standard na navegação por posicionamento acústico. [1]
Depois serão estudados os algoritmos de tracking para aplicações dedicadas a veículos autó-
nomos subaquáticos, e, em particular, o algoritmo que foi utilizado para obter os dados que foram
utilizados para desenvolver o software que é objetivo desta dissertação.
Serão apresentadas soluções existentes no mercado que têm valor no campo da supervisão
externa de veículos autónomos.
Por fim será estudado um método utilizado nos sistemas de navegação de veículos automóveis
através de GPS, que integra não só tracking como fatores topológicos e probabilísticos - map
matching.
2.2 Métodos de navegação de AUVs
A navegação de veículos autónomos subaquáticos é particularmente complicada devido es-
sencialmente às características do meio aquático. A ausência de referências, o facto de o meio ser
móvel e de os veículos se deslocarem nele em três dimensões fazem da navegação um desafio tec-
nológico. As comunicações também são limitadas no meio aquático devido à opacidade da água,
pelo que o sistema global de posicionamento (GPS) é ineficaz. Ao longo dos anos, como visto
em [3], foram desenvolvidas tecnologias que contornam estas dificuldades e permitem possível a
navegação deste tipo de veículos.
As técnicas de navegação e localização podem ser divididas de acordo com a figura 2.1 em
três categorias:
5
6 Revisão Bibliográfica
• Navegação inércial e (dead reckoning): utilizam DVL (Doppler velocity log), odometria,
acelerómetros e/ou giroscópios para melhor eficácia e propagação do estado atual. Todos
os métodos nesta categoria estão sujeitas a acumulação do erro de posicionamento, o que
limita a utilidade em missões de curta duração. Sempre que há integrações, qualquer bias
(desvio sistemático) faz com que o erro cresça indefinidamente.
• Navegação com recurso a transponders acústicos ou modems: As técnicas nesta categoria
baseiam-se na medição de tempos de viagem de sinais enviados de marcos ou modems para
executar a navegação. Ao contrário do método anterior não apresenta acumulação de erro.
• Navegação geofísica: técnicas que utilizam a informação externa do meio para auxiliar a
navegação. Necessita de sensores capazes de detetar, identificar e classificar as característi-
cas do meio. Esta navegação está dependente de um processamento complexo que terá de
ser feito a bordo.
Figura 2.1: Esquemático das classes de navegação [3]
Ainda de acordo com [3], o sistema de navegação utilizado está dependente do tipo de ope-
ração ou missão que se pretende realizar e é comum a incorporação simultânea de dois ou mais
métodos diferentes com o objetivo de obter uma melhor performance. Os principais fatores de
decisão prendem-se no tamanho da região de interesse e a precisão desejada para a localização.
Segundo [1] as soluções atuais na navegação de veículos autónomos são de forma genérica,
simples e robustas, e fazem uso alguns sensores relevantes:
• recetores GPS para medir a posição à superfície, para inicializar filtros, etc;
• transponders LBL para medir a distância do veículo a transponders colocados em locais
conhecidos;
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• DVL (Doppler velocity logs), para medir a velocidade relativa ao fundo, suportados por
medições de direção, profundidade e atitude.
• bússolas, inclinómetros e sensores de profundidade.
Estes sensores são dedicados exclusivamente à navegação e são independentes dos sensores
que o veículo utiliza para realizar quaisquer outras tarefas relativas ao foro das operações que se
pretendem realizar.
2.2.1 Caso prático de combinação de métodos de navegação
No documento referenciado em [1] é apresentado um exemplo informativo extraído de um
trabalho de campo com um veículo submarino operado remotamente (ROV). Este caso será explo-
rado porque este ROV está equipado com uma combinação de métodos que se tornou um standard
na navegação tanto de ROVs como de AUVs: posicionamento absoluto através de transponders
LBL e odometria do solo através de DVL e de uma referência de direção. Além disto, esta confi-
guração de métodos assemelha-se à utilizadas nas operações do INESC-TEC que produziram os
dados que serão utilizados ao longo desta dissertação.
Para compreender o compromisso ao desenhar um sistema de navegação apropriado é uma boa
prática compensar os métodos que exibem acumulação de erro com métodos que são limitados em
erro. A figura 2.2 ilustra este compromisso. O método do dead-reckoning através do DVL, traçado
a preto, é visto a divergir da referência absoluta conseguida através do LBL, devido à acumulação
de erro que não é limitada.
Figura 2.2: Três tracks de navegação de um ROV. O "DVL"traçado a preto mostra os resultados
da estimação por dead-reckoning resultante da odometria DVL. O traçado "Exact LBL"representa
a solução LBL. O traçado "EFK estimate"mostra a combinação de ambos os métodos anteriores
utilizando um filtro de Kalman. [1]
Por outro lado, através da mesma figura verifica-se que o LBL gera uma solução que não
apresenta acumulação de erro, como já se referiu, mas apresenta grande quantidade de ruído. É
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possível reconhecer pontos "soltos", marcados a verde, e zonas onde o LBL não retorna qualquer
referência (canto noroeste). Finalmente, ainda na mesma figura, para ilustrar a possibilidade de
complementar um método com o outro é mostrado o resultado de filtro de Kalman estendido
(EFK), figurado a vermelho. Esta solução contrasta a crescente incerteza do método DVL com os
resultados absolutos do método LBL. Ao simultaneamente utilizar as duas fontes de informação,
DVL e LBL, a solução EFK combina os prós de ambos os métodos.
2.2.2 Sistema de posicionamento acústico LBL
Os sistemas de posicionamento acústico LBL caracterizam-se por utilizarem balizas acústicas,
geralmente instaladas em boias e fixadas ao solo subaquático que funcionam como pontos de
referência para a navegação. As balizas são instaladas ao longo duma área na qual se pretende
começar uma operação com um submarino. Estes marcos integram um dispositivo eletrónico
chamado transponder (abreviatura de transmitter-responder) acústico, cuja função é receber e
retransmitir um sinal numa frequência diferente. No caso do submarino autónomo, o transponder
responde a uma mensagem pré-definida, enviada pelo submarino, com uma mensagem também
pré-definida, que o submarino escuta. É com essa informação que, como veremos mais à frente, o
veículo se localiza constantemente.
A figura 2.3 representa uma configuração genérica de um destes aparelhos. A baliza acústica
consiste numa boía que flutua à superfície conectada a um transponder acústico multi-frequência.
Estes funcionam com pares de frequências, para que ao detetarem uma dada frequência, respon-
dam com a frequência correspondente.
Figura 2.3: Baliza acústica [2]
Para cada ciclo de navegação o veículo mede o tempo de vôo de um sinal acústico, através
da marcação do tempo em que enviou um “pedido” ao transponder individual de cada baliza, e
do tempo em que recebeu a “resposta” desse mesmo transponder. Assim sucessivamente para as
restantes balizas.
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Como o veículo é conhecedor da velocidade (vs, velocidade de propagação do som na água) a
que são enviados e recebidos os sinais acústicos, a medição do tempo de vôo (t f i) desses mesmos
sinais permite, pela expressão matemática do cálculo da velocidade, saber a distância (ri) da sua
própria posição (xh) à posição do transponder com o qual está a comunicar (xbi).
Figura 2.4: Ilustração genérica de uma triangulação esférica. Adaptado de [1]
A figura 2.4 é um esquema conceptual do método de posicionamento esférico em duas dimen-
sões. Cada esfera (aqui representadas por círculos) representa a distância individual (ri) de um
veículo exemplo, cuja posição (xh) é desconhecida, a cada uma das diferentes balizas de navega-
ção (xbi). Como podemos verificar pelo figura, com recurso a três balizas é possível triangular a
posição do veículo a partir das distâncias. A terceira esfera permite resolver a ambiguidade que
existiria com apenas duas esferas, pois a sua intersecção seria uma área circular. Note-se que
como a profundidade a que o veículo viaja não é, tipicamente, uma incógnita, se se garantir que
as operações são realizadas a montante ou a jusante de dois marcos, o terceiro marco torna-se
dispensável.
Ainda por [1], existem várias implementações do posicionamento LBL básico que foi expli-
cado anteriormente. Para os sistemas comerciais, estas soluções apresentam um compromisso
entre precisão e alcance, dependendo do propósito do sistema pode ser compensador dispensar
de alcance e usufruir maior precisão (frequências maiores) ou o inverso, ser imperativo para a
operação usufruir de maior alcance e consequentemente menor precisão (frequências menores).
Um sistema muito utilizado comercialmente funciona a 20-30kHz, conhecido por medium fre-
quency e apresenta um compromisso intermédio entre alcance e precisão (tipicamente 2km/20cm,
respetivamente).
Existem algumas fontes de erro que condicionam as funcionalidades deste método:
• a dificuldade em medir a velocidade do som - a velocidade do som está dependente do
caminho e do ambiente que o som atravessa. Os fatores que contribuíram para a medição
desta velocidade em determinado sítio podem variar ao longo do caminho, e esse erro não
depende da qualidade dos sensores utilizados.
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• a contagem do tempo de vôo dos sinais também pode estar suscetível a erro na identificação
dos momentos em que os sinais são recebidos, devido ao ruído.
• a filtragem dos sinais recebidos tem, associada a si, um atraso.
A habilidade de medir com precisão as distâncias entre dois pontos é a base de qualquer
solução de navegação por posicionamento acústico [1]. Assim para diferentes ambientes e desafios
foram-se desenvolvendo técnicas variantes, como por exemplo, short baseline (SBL) que é em
tudo semelhante ao posicionamento LBL, salvo os transponders serem montados em proximidade
uns dos outros.
Ainda existem sistemas Ultra Short Baseline (USBL), que são sistemas genericamente fáceis
de instalar e portanto são frequentemente utilizados em pequenos barcos ou bóias. Para calcular
a posição de um objeto debaixo de água o sistema calcula a distância e o ângulo dum transdutor
montado no casco do barco, por exemplo, até ao transdutor do objeto. O transdutor montado
tipicamente no próprio barco é um vetor de transdutores, que contém vários transdutores em fileira,
separados por uma baseline de 10cm.
2.2.3 Doppler Velocity Log (DVL) dead-reckoning
O DVL, integrado com uma referência de direção precisa é outro instrumento standard na
navegação de submarinos autónomos. Como solução individual, a navegação com recurso a DVL
gera uma estimativa dead-reckoning, isto é, utiliza a posição anterior para calcular a próxima po-
sição e faz essa posição avançar através das medições da velocidade em relação ao solo (absoluta),
ou em relação à água (relativa), e do tempo que decorreu.
Para produzir esta estimativa em coordenadas locais, as medições do DVL são feitas relativa-
mente a um sistema de coordenadas comum. No entanto, como as medições são relativas a um
sensor, a atitude desse sensor em relação ao sistema de coordenadas comum deve ser medida. A
atitude é a orientação de um objeto em relação a um referencial inércial. Depois de compensadas
pela atitude, as medições de velocidade são acumuladas para estimar a posição.
Figura 2.5: Ilustração da incerteza da odometria. As elipses ilustram o crescimento da incerteza
ao longo dos dois eixos. São ilustradas cinco estimativas de posição do veículo, indexadas por i.
A distância entre posições consecutivas é indicada por d. [1]
A incerteza da posição estimada por este método cresce de acordo com o tempo e a distância. A
figura 2.5 ilustra um exemplo desta acumulação do erro na estimação da posição de um veículo que
se desloca a velocidade constante sobre o eixo x. A incerteza da velocidade causa uma acumulação
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de erro uniforme nos dois eixos, e a incerteza da direção do veículo domina o crescimento do erro
no eixo y (across track).
2.3 Tracking de AUVs
O tracking de veículos subaquáticos autónomos é uma técnica que permite monitorizar o com-
portamento do veículo externamente ao produzir, em tempo real, uma estimação da posição do
veículo. É uma técnica fundamental quando não existe comunicação com o veículo. O algoritmo
que produziu os dados utilizados no desenvolvimento desta dissertação, "MARES tracking sys-
tem"(MARES é um AUV desenvolvido pela FEUP) é descrito nos artigos [2] e [4] e será agora
aqui abordado. De seguida serão brevemente abordados outras soluções que integram tracking e
supervisão de veículos subaquáticos autónomos.
2.3.1 MARES tracking system
De uma forma geral, segundo [2], para fazer tracking de veículos subaquáticos autónomos é
comum enviar sinais acústicos suplementares para os veículos e detetar distâncias até determina-
das posições. Esta prática pode ser nociva para a performance da operação, pois como já foi dito
noutras subsecções deste documento, o veículo não consegue enviar e receber sinais ao mesmo
tempo. O que acontece é que o veículo no momento em que responde a um pedido de informa-
ção para tracking não está, seguramente, a localizar-se, ou seja, tem impacto no desempenho do
sistema da localização do veículo.
O sistema referenciado no artigo [2] utiliza apenas as balizas de navegação para escutar a
transmissão de sinais entre os transponders das mesmas e o veículo para estimar a posição do
veículo em tempo real. Para perceber o funcionamento do sistema, tomando o exemplo em [2],
vamos assumir que um veículo está a utilizar as balizas A e B para navegar. Como vimos na
última subsecção 2.2, pelo procedimento normal, o veículo transmite uma frequência f1 para o
transponder de A e espera pelo sinal de resposta. Assim que a resposta é detetada, transmite uma
frequência f2 para o transponder de B e espera pelo sinal de resposta desse transponder, e assim
sucessivamente. Se escutarmos as transmissões nas duas balizas, o intervalo de tempo entre a
deteção de uma frequência f1 e a deteção de uma frequência f2 corresponde ao dobro da distância
entre o veículo e o transponder de A; do mesmo modo, o intervalo de tempo entre a deteção de
uma frequência f2 e consecutivamente a deteção de uma frequência f1 corresponde ao dobro da
distância entre o veículo e o transponder de B. Ainda por [2], garantindo que o aparelho de escuta
esteja dentro do meio acústico onde está o veículo, este mecanismo funciona independentemente
da localização, uma vez que apenas lida com diferenças de tempos.
Entrando em detalhe, e agora segundo o artigo referenciado em [4], as interrogações às balizas
por parte do veículo contam com um atraso (tipicamente menor do que dois segundos) antes de
poderem fazer uma nova interrogação. Isto permite evitar interações entre sinais de ciclos de
interrogação diferentes. Como os sinais acústicos ao propagarem-se no meio aquático geram
réplicas, porque espelham em várias superfícies (solo, superfície da água, rochas, etc.) a presença
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desses sinais estende-se para lá do tempo de propagação do sinal original, e por tal, torna-se
necessário esperar algum tempo antes de emitir um sinal igual em frequência a um transmitido
anteriormente. Este atraso é programado no veículo antes da missão começar, e por tal, é um dado
adquirido que é contabilizado no algoritmo de tracking. Na prática, esta consideração apenas vai
reduzir a frequência com que o sistema é capaz de obter uma nova estimativa de distância.
Este sistema de tracking é composto por um transponder multi-frequência que funciona como
aparelho de escuta, um cabo de comunicação e um computador portátil. O aparelho de escuta
envia uma mensagem, anexada com uma marca temporal (timestamp), sempre que deteta um novo
sinal acústico a ser transmitido. O computador portátil processa essas mensagens, estima a posição
do veículo e mostra-a numa interface gráfica.
Para descrever detalhadamente o algoritmo utilizado é também necessário identificar as fontes
de erro que serão tidas em conta ao medir a distância do veículo às balizas acústicas. Citando o
artigo [4], essas fontes são:
• velocidade do som: a velocidade do som pode variar dependendo do caminho percorrido
pelo som;
• propagação de reflexões de onda: como já tinha sido referido, os sinais acústicos ao propagarem-
se no meio aquático geram réplicas do sinal original, que podem ser interpretadas errada-
mente como distâncias;
• movimento do veículo: o veículo não interrompe o seu movimento para interrogar as balizas
de navegação. Como este move-se constantemente a sua posição varia durante o tempo e a
distância às balizas vai variando consequentemente;
• atrasos não determinísticos: tempo de resposta dependente da capacidade de processamento
do equipamento do veículo;
• profundidade do veículo: é conhecida por ele próprio pois o seu equipamento integra um
sensor de profundidade mas não é conhecida no exterior.
2.3.1.1 Algoritmo de tracking
Para perceber o funcionamento do sistema, como são processadas as distâncias recebidas e
como são tidas em conta as fontes de erro para calcular a posição do veículo vamos considerar um
ciclo de interrogação. Num dado tempo, t0, o veículo envia um sinal de interrogação para a baliza
A. O sinal propaga-se pelo meio aquático e é detetado pela baliza A em tA. É também detetado
pelo aparelho de escuta em tiT . Depois de esperar um tempo pré-definido, δA, depois de tA, a
baliza acústica envia o seu sinal de resposta. Esse sinal é detetado pelo veículo no tempo tV e pelo
aparelho de escuta em trT . A figura 2.6 ilustra este processo, para um ciclo de interrogação.
No momento tn = tV +δV o veículo inicia o próximo ciclo de interrogação agora para a baliza
B. O sinal é detetado pelo aparelho de escuta em tnT . Como o aparelho possui um relógio é capaz
de medir as diferenças trT − tiT e tnT − tiT .
2.3 Tracking de AUVs 13
Figura 2.6: Funcionamento do algoritmo de tracking
Suponhamos agora que rA e rT representam as distâncias entre o veículo e a baliza A e entre o
veículo e o aparelho de escuta, respetivamente, no momento t0. Assumindo a velocidade do som
constante temos que
tA = t0+
rA
c
(2.1)
tiT = t0+
rT
c
(2.2)
E é ainda possível dizer que
tV = tA+δA+
r′A
c
(2.3)
trT = tA+δA+
l
c
(2.4)
onde r′A é a distância entre o veículo e a baliza A no momento tV e l é a distância entre a baliza
A e o aparelho de escuta no momento trT . Finalmente temos que
tnT = tn+
r′T
c
(2.5)
onde r′T é a distância entre o veículo e aparelho de escuta no momento tn. Os valores ∆A = r′A−rA e
∆T = r′T − rT representam o que o veículo se afastou da baliza A no intervalo [t0, tV ] e do aparelho
de escuta no intervalo [t0, tn], respetivamente.
O mecanismo básico deste sistema utiliza a diferença tnT − tiT para estimar a distância do
veículo à baliza A. Utilizando as notações anteriores, temos que
tnT − tiT = 2rA+∆A+∆Tc +δA+δV (2.6)
Nesta equação, a diferença tnT − tiT é obtida pelo relógio do aparelho de escuta e os atrasdos δA
e δV são conhecidos a priori. As distâncias viajadas pelo veículo ∆A e ∆T não são conhecidas
nem mensuráveis pelo que têm de ser estimadas através de um modelo do movimento do veículo.
No caso mais simplificado, são consideradas como zero, ou seja, que o veículo não se moveu
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significativamente durante os respetivos intervalos de tempo. A diferença trT − tiT é dada por
trT − tiT = rA− rT + lc +δA (2.7)
Assumindo que a distância entre a a baliza A e o aparelho de escuta, l, é conhecida, esta equação
pode ser utilizada para estimar a diferença rA - rT , através também da diferença trT - tiT , também
medida pelo aparelho de escuta. A contributo deste sistema no desenvolvimento desta dissertação
termina nesta fase.
No entanto, as restantes funcionalidades deste sistema representam uma solução que tem valor
no campo da supervisão. Depois de estimadas as distâncias do veículo às balizas o sistema, como
já foi referido, é capaz ainda de estimar a posição do veículo em tempo real e fazer uma mostra
gráfica dessas posições. Ainda segundo [4], o sistema remoto de tracking do MARES consiste em
estimar, em tempo real, a evolução do estado do sistema dinâmico que modela o movimento do
veículo, baseado nas medidas provenientes do algoritmo referido anteriormente. Esta estimação é
feita por um outro algoritmo que utiliza o filtro de Kalman estendido. Os dados filtrados consistem
na estimação do estado do modelo dinâmico e na matriz de covariância dos erros de estimação.
2.3.2 Outros sistemas de tracking
Nesta secção serão brevemente abordados alguns sistemas comerciais que realizam o tracking.
Pelo seu cariz comercial não são revelados detalhes sobre o seu funcionamento nas fontes originais
mas apenas descritas as suas funcionalidades.
2.3.2.1 REMUS da Hydroid
A empresa Hydroid tem vários modelos do seu AUV, REMUS. Na folha de características
do modelo REMUS 100 pode-se encontrar que este baseia a sua navegação em LBL, DVL dead
reckoning, e GPS; e opera com quatro transponders a frequências entre 20 e 30 kHz. Os RE-
MUS possuem um sistema de tracking, que, segundo a Hydroid, é feito através de transponders
acústicos e modems acústicos, dependo do modelo. Nas características do sistema de tracking
não é adiantada muita informação, mas garantem que permite abortar missão e que possuem a
capacidade de fazer tracking em tempo real durante a missão. [5]
2.3.2.2 GIB da ACSA
A ACSA é uma companhia especializada em robótica marinha e sistemas de posicionamento.
Um dos produtos mais sonantes desta empresa é o GIB (GPS Intelligent Buoy). É um sistema de
tracking desenvolvido pela companhia que se baseia numa rede de bóias colocadas à superfície
da água que conseguem medir o tempo de voo de um sinal acústico emitido por um transmissor
equipado num AUV. É um sistema de localização acústica em tudo semelhante ao LBL com a
diferença que as balizas não são ancoradas ao fundo do mar, uma vez que estas conhecem e
informam a sua própria posição (daí serem "inteligentes").
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A cada ciclo, normalmente a cada segundo, o transmissor acústico embutido no veículo autó-
nomo transmite dois sinais consecutivos: um síncrono com um sinal GPS e o outro com um atraso
proporcional à profundidade a que o veículo se encontra. Cada baliza mede o tempo de chegada
GPS dos dois sinais e transmite esta informação juntamente com a sua própria posição GPS para
a unidade de controlo e display via rádio. O tempo de propagação é diretamente convertido na
distância até às balizas, uma vez que é conhecida a velocidade do sinal, a velocidade do som.
Como a profundidade também é um fator conhecido, a posição da fonte acústica é derivada por
triangulação. Existem algumas variações destes sistemas, mas são essencialmente compostos por
um conjunto de bóias, normalmente 4 a 12; pingers acústicos com frequências entre 8 a 50kHz; e
uma unidade de controlo e display, que neste caso consiste num computador portátil com todo o
equipamento eletrónico necessário, e três antenas. [6]
2.4 Soluções de display gráfico
Nesta secção serão apresentadas soluções a nível da interface gráfica que permite a supervisão
dos veículos autónomos. Mais uma vez os produtos encontrados são da companhia ACSA e por
razões comerciais não é dado grande detalhe sobre o funcionamento dos produtos.
2.4.1 AQUATIC da ACSA
A ACSA desenvolveu aplicações que suportam os seus sistemas GIB com software muito
intuitivo para o utilizador que proporcionam uma interface para o tracking e a supervisão dos
aparelhos subaquáticos. O AQUATIC é uma aplicação que consiste numa interface gráfica que
permite diagnosticar em tempo real as missões e configuração alarmes. A ACSA acrescenta ainda
que o software é baseado em algoritmos que proporcionam o tracking dos veículos mais eficaz;
possui ainda ferramentas de pós-processamento e gera avisos automaticamente promovendo a
proximidade entre o supervisor e o veículo subaquático, como pode ser visto em [7].
2.4.2 Fleet Manager da ACSA
Consiste numa interface homem-máquina para veículos autónomos, é uma ferramenta para
planeamento de missões que potencializa não só a programação mas também a supervisão dos
mesmos. Pode ser adaptado para vários tipos de veículos, é uma aplicação muito configurável e é
capaz de fazer o tracking de múltiplos veículos em simultâneo. [8]
2.4.3 MARES tracking system
Como já tinha sido referido na secção 2.3, este sistema é dotado de uma interface gráfica que
mostra em tempo real a estimação da posição do veículo. Como podemos averiguar pela figura 2.7,
o software mostra à esquerda a posição das duas balizas acústicas bem como a posição do veículo
em tempo real. Na janela à direita vai sendo reportado pelo aparelho de escuta os momentos em
que vão sendo detetadas transmissões.
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Figura 2.7: Display gráfico do MARES tracking system [4]
2.5 Supervisão de outros veículos - GPS map maptching
Como o objetivo desta dissertação não é conseguido em nenhuma das soluções encontradas,
uma vez que nenhuma utiliza as características da trajetória definida para auxiliar a supervisão,
decidiu-se faz-se uma extensão da pesquisa para outros veículos. Tomando como veículo exemplo
o automóvel, e o sistema mais comum para fazer tracking deste sendo o GPS, analisemos agora
o funcionamento deste sistema. Apesar deste tema apenas ter sido tomado como inspiração para
o trabalho que se desenvolveu, deve-se ter em conta que a escala do funcionamento deste sistema
(automóveis e GPS) difere muito do caso em estudo. As estradas pelas quais um automóvel viaja
são muito maiores que a percentagem de erro dada pelo posicionamento GPS, que é na ordem dos
5 metros. Também estamos a falar de velocidades muito diferentes.
Os sistemas de GPS utilizam um método semelhante ao que é pretendido, por exemplo, quando
utilizados num sistema de navegação automóvel, ao indicar o percurso por onde o condutor deve
seguir. De instante a instante, o sistema recalcula a posição do veículo, utilizando para esse efeito
um algoritmo que projeta a coordenada recebida para um ponto plausível numa rodovia.
Segundo [9], map matching é o nome do processo que consiste em encontrar uma correspon-
dência entre o ponto geográfico, ou uma sequência de pontos, e um dado mapa. Devido ao erro
associado à maioria dos sistemas que produzem esses dados geográficos, o map matching mostra-
se uma tarefa que não é trivial e pode afetar a validade de aplicações que dependam dela. Apesar
de hoje em dia termos acesso a mapas exatos de qualquer zona do planeta, os sistemas de GPS
comuns têm sempre erros associados que podem influenciar negativamente a sua utilidade. Assim,
tomando como exemplo a navegação de um automóvel, se apenas contássemos com a informação
da posição do veículo que é estimada pelo GPS estaríamos sujeitos a grandes ambiguidades. O
map matching permite resolver essas ambiguidades ao utilizar as características topológicas do
mapa para encontrar uma correlação com as posições estimadas pelo GPS.
Ainda no caso da navegação automóvel, o propósito de um algoritmo de map matching pode
ser dividido em duas partes. Primeiro, o algoritmo seleciona qual segmento de rodovia, de uma
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determinada rede corresponde a cada posição recebida. De seguida, o algoritmo determina a
localização exata dessa mesma posição dentro da rodovia previamente selecionada. Existem algo-
ritmos desenvolvidos especificamente para certas aplicações e outros mais genéricos. Em algumas
situações a rede rodoviária pode ser mais restrita para benefício do sistema, por exemplo no caso
das aplicações que fazem a localização dos autocarros, onde o trajeto realizados pelos veículos é
pré-definido.
Os algoritmos mais genéricos podem ser categorizados em dois tipos: online e offline. Aplica-
ções em tempo real, como os sistemas de navegação GPS que tenho referido utilizam algoritmos
online, ou seja, o matching é feito à medida que a informação é recebida, e portanto é baseada,
sempre que possível, nas correspondências anteriores.
2.5.1 Algoritmos de map matching
Nesta secção são apresentadas soluções utilizadas hoje em dia para efetuar o map matching.
2.5.1.1 Algoritmos Geométricos
Segundo [10], os algoritmos geométricos tendem a basear a correspondência apenas na geo-
metria do segmento da rodovia, com preferência pelo segmento que se encontre mais próximo do
ponto estimado. Estes tendem a ignorar a forma como a rede está conectada o que suscita vários
erros topológicos. Existem três tipos de algoritmos geométricos:
• ponto-a-ponto: um dos algoritmos mais frequentemente utilizados que não passa de um al-
goritmo de busca. Nesta abordagem, cada uma das posições estimadas é feita corresponder
ao "nó"mais próximo de um segmento da rua. Para exemplificar as fraquezas deste mé-
todo, imaginando que a rua só possui dois nós, um nó inicial e um final, qualquer posição
intermédia para lá do nó inicial será projetada no nó final.
• ponto-a-curva: nesta abordagem, a posição estimada é feita corresponder à curva mais pró-
xima na rede rodoviária. A distância é calculada desde a posição estimada até cada um dos
segmentos rodoviários. O algoritmo seleciona a rodovia cuja distância à posição estimada
seja menor. A figura 2.8 ilustra as fraquezas deste algoritmo e também o erro associado às
posições estimadas pelo GPS. Como podemos ver, nem sempre o caminho mais próximo é
o caminho correto.
• curva-a-curva: compara a trajetória do veículo com as rodovias conhecidas. Primeiramente
utiliza o primeiro algoritmo, ponto-a-ponto para selecionar os nós candidatos. De seguida,
escolhido um nó candidato, constrói curvas lineares a partir do conjunto de caminhos ori-
ginados desse nó. Finalmente, constrói curvas lineares a partir da trajetória do veículo e
determina a distância destas às curvas correspondentes às da rede rodoviária. O arco mais
próximo da curva formada pelos pontos estimados é tomado como aquele em que o veículo
viaja. Esta alternativa recorre ao primeiro método exemplificado e por tal também carrega
as suas fraquezas.
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Figura 2.8: Algoritmo geométrico de map matching:ponto-a-curva. Os pontos P3 e P4 não estão
corretamente correspondidos. [9]
2.5.1.2 Algoritmos topológicos
Este tipo de algoritmos têm em conta a geometria dos caminhos, bem como a sua conetividade
e continuidade ao realizar o matching. Como os mapas são usualmente representados por grafos,
os algoritmos topológicos tendem a preservar a continuidade do matching, evitando erros frequen-
tes. [9] No entanto, quando utilizados em exclusividade, tendem a ignorar dados relevantes dados
pelo sistema de navegação, como a velocidade do veículo e a direção que está a tomar.
2.5.1.3 Algoritmos probabilísticos
Os algoritmos probabilísticos utilizam uma região de erro, usualmente uma elipse ou um re-
tângulo , para fazer a correspondência entre a posição estimada. Dessa região, o segmento é
selecionado de acordo com a direção e velocidade do veículo, bem como de acordo com a cone-
tividade e a proximidade desse ponto ao segmento. A figura 2.9 ilustra o funcionamento deste
algoritmo.
Figura 2.9: Região de erro de um algoritmo probabilístico [11]
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2.5.1.4 Algoritmos avançados
Os algoritmos avançados geralmente utilizam as mais variadas técnicas e abordagens e com-
binam algoritmos simples ou utilizam uma combinação dos algoritmos de map matching descritos
anteriormente. O objetivo será sempre melhorar a eficácia do matching. Contando como sempre
com as coordenadas dadas pelo GPS, estes algoritmos geralmente utilizam informação extra como
a velocidade e direção do veículo, a conetividade do mapa rodoviário, ou até a qualidade dos da-
dos recebidos. As abordagens mais comuns são modelos lógica fuzzy, filtros de Kalman e filtros
estendidos de Kalman, os últimos muito utilizados para suavizar a informação vinda do GPS antes
de proceder ao matching [9], [10].
2.5.2 Limitações e suscetibilidades do map matching
Alguns dos algoritmos discutidos anteriormente conseguem alcançar uma precisão de posici-
onamento até 5.5m (95%) em áreas suburbanas. [11] Entre estes, os algoritmos avançados com
recurso a lógica fuzzy garantem a melhor performance em ambas áreas urbanas e suburbanas. No
entanto, existem alguns fatores que impedem a exploração máxima dos algoritmos atuais. De
seguida é feita uma listagem das que parecem mais relevantes, de acordo com [11].
• processo de inicialização do map matching: no processo de inicialização geralmente gera
uma região de erro para poder localizar o segmento mais próximo do veículo. Como não
existe informação prévia, se a região de erro localizar dois segmentos igualmente plausíveis,
ou nenhum. Este cenário também pode acontecer se o sistema for reinicializado, por algum
motivo, entre duas junções.
• valores de threshold: os valores de threshold são derivados empiricamente a partir de várias
observações de campo e portanto, podem variar entre ambientes operacionais. Durante o
processo de map matching são utilizados vários valores de threshold para tomar decisões
corretas. Por exemplo, o threshold para a velocidade mínima à qual a direção do veículo
dada pelo GPS é incorreta é tomada como 3 m/sec. [10]
• junções em forma de Y: as técnicas utilizadas nos algoritmos existentes podem falhar a
identificar o segmento correto junto de uma junção em forma de Y, como evidenciado na
figura 2.10. Dado que o algoritmo identifica corretamente o segmento AB para as posições
estimadas P1 e P2, a identificação do segmento para a posição estimada P3 pode estar in-
correta se a distância perpendicular entre P3 e o segmento BC e BD for praticamente igual
e a direção do veículo dada pelo sensor de navegação for 90 graus. Durante algum tempo
existirá sempre uma incerteza em relação à projeção correta de P3, mas com a chegada de
nova informação essa ambiguidade é resolvida.
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Figura 2.10: Junção em forma de Y: problema em projetar P3 num dos segmentos BC ou BD [11]
2.6 Conclusões
O entendimento do método pelo qual o veículo consegue localizar-se constantemente, bem
como compreensão do funcionamento do algoritmo de tracking permite perceber as potencialida-
des e fraquezas do sistema total e perceber também o contributo que o software que é objetivo
desta dissertação poderá ter neste meio. Por aquilo que esta revisão bibliográfica levantou, as so-
luções atuais não incorporam as funcionalidades que se pretende para este software e portanto este
produto não existe no mercado. O estudo de como os sistemas de navegação lidam com a situação
de incorporar a informação da via para aumentar a precisão do posicionamento foi importante no
sentido de encontrar soluções que podem ser aplicáveis na supervisão da navegação de veículos
autónomos e sugeriu metodologias que podem ser implementadas no software.
Capítulo 3
Metodologia
Neste capítulo vai ser descrita detalhadamente a metodologia utilizada para desenvolver o
software de supervisão externa do submarino autónomo.
3.1 Introdução
A figura 3.1 representa um esquema com os processos e produtos que se desenvolverão neste
capítulo a partir das entradas do sistema (inputs).
Os dados que a aplicação utiliza como entradas são as estimativas de distância dadas pelo
algoritmo de tracking, que vão sendo recebidos em tempo real; a velocidade programada para o
veículo executar a missão, e os waypoints que traduzem a trajetória que o veículo deve seguir, que
são recebidos à priori.
A fase de aquisição e tratamento destes dados é fundamental para estes poderem ser utilizados
posteriormente na aplicação de supervisão. Inicialmente, as estimativas de distância necessitam de
ser filtradas, porque os dados chegam com muito ruído - as fontes de erro do sistema de tracking
já foram abordadas no capítulo anterior. O algoritmo desenvolvido para esta fase será explicado
na subsecção 3.2.1.
Seguidamente as distâncias filtradas que chegam em alturas diferentes devem ser emparelha-
das entre elas, ou seja fazer corresponder uma distância válida a uma baliza a outra distância
válida à segunda válida, (subsecção 3.2.2) para poderem ser calculadas estimativas de posição em
coordenadas cartesianas através da triangulação destas distâncias (subsecção 3.2.3).
A secção 3.2.4 aborda a forma como a trajetória do veículo é extraída para ser utilizada poste-
riormente: normalmente a trajetória seria extraída através do input waypoints. Em alternativa, as
trajetórias foram simuladas através da interpolação das estimativas de posição.
Já no desenvolvimento do software de supervisão, a subsecção 3.3.2 abordará o algoritmo que
calcula a estimativa da velocidade média do veículo através das estimativas de posição e do último
input do sistema, a velocidade programada. O produto desta fase, a estimativa da velocidade
média, juntamente com o produto da fase anterior, a trajetória do veículo permitem a projeção
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gráfica em tempo real da posição do veículo, cujos algoritmos desenvolvidos para esse efeito
serão abordados na subsecção 3.3.3.
Figura 3.1: Fases de desenvolvimento do software de supervisão
3.2 Aquisição e tratamento de dados
Antes de mais, os algoritmos desenvolvidos foram aplicados a dados históricos e portanto
todo o processo é feito offline. Para várias situações durante o desenvolvimento desta dissertação
simulou-se a chegada das entradas em tempo real, contudo, para esta fase, os inputs estavam
computados num ficheiro .txt.
Na situação normal, onde os valores seriam recebidos em tempo real leitura dos valores vindo
do tracking teria de ser feita com recurso a uma porta-série, por exemplo, que é facilmente admis-
sível pelo MATLAB.
3.2 Aquisição e tratamento de dados 23
O ficheiro fornecido pelos orientadores desta dissertação periodicamente relatava, entre outras
mensagens irrelevantes para o problema, a distância à baliza acústica B1, e o momento em que
isso aconteceu, e seguidamente o mesmo para a baliza acústica B2, como pode ser visto no excerto
da figura 3.2. As mensagens que reportam a distância estimada do veículo a cada uma das balizas
estão marcadas a azul (distância à baliza acústica B1) e a verde (distância à baliza acústica B2).
Figura 3.2: Excerto dos dados de tracking
O primeiro passo nesta fase foi então proceder ao parsing deste ficheiro utilizando para isso
as funcionalidades do MATLAB, notoriamente a função "Import Data". A partir daí foi possí-
vel extrair quatro vetores: a distância à baliza acústica B1, R1DIST , em metros, e o instante de
tempo associado a essa medida, R1T IME, em segundos, e analogamente para a baliza acústica
B2, R2DIST e R2T IME, respetivamente.
Depois de extraídos esses quatro conjuntos de dados, fez-se um plot das estimativas de distân-
cias para ter uma noção do impacto do ruído vindo do tracking.
Um passo imediato que foi tomado para minimizar o efeito desse ruído foi a eliminação de
erros grosseiros, ou seja, limitar a distância para um valor máximo, evitando que o gráfico tenha
de se alargar para mostrar valores errados na casa dos milhares de metros. No entanto esta medida
não é suficiente para filtrar a informação, e por isso, na fase seguinte desenvolveu-se um filtro para
"limpar"estes dados de informação errada, tanto quanto possível.
3.2.1 Filtragem dos valores das distâncias vindas do algoritmo de tracking
Nesta fase foi desenvolvido um algoritmo que limita a evolução da próxima medição com
recurso a um threshold - um intervalo correspondente a percentagens da última medição obtida.
Figura 3.3: Entradas e saídas - algoritmo de filtragem
A cada distância recebida o algoritmo analisa essa distância e compara-a com a última dis-
tância recebida. Se esta nova distância se encontrar fora do threshold esta não é considerada e é
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aumentado um valor de incerteza que é contabilizado no threshold da próxima iteração. Isto per-
mite que após várias medições supostamente "erradas"a incerteza seja tão grande que o algoritmo
passará a incluir a nova medida, reconhecendo-a como válida. Na prática, se fosse expectável que
o veículo seguisse uma trajetória mas subitamente ocorresse um problema e este desviasse a sua
trajetória, passadas algumas iterações o algoritmo seria capaz de identificar essa casualidade.
Por outro lado, se a nova medição de distância se encontrar dentro do threshold esta é consi-
derada e é diminuída a incerteza, exceto no caso da incerteza já se encontrar no seu valor mínimo,
que se define previamente.
Figura 3.4: Esquemático representativo do algoritmo de filtragem. (*) O valor da incerteza diminui
se ainda não estiver no valor mínimo.
Os valores para a incerteza e para os limites do threshold foram obtidos de forma empírica
depois de vários testes.
A forma como o algoritmo classifica a nova medida é feita através dum vetor de validade,
R1valid e R2valid, respetivamente para cada vetor de estimativas de distâncias, que guardam o
valor 1 se a nova posição é considerada e 0 caso contrário. O esquema da figura 3.4 ilustra o
algoritmo descrito.
Depois de filtrados, estes dados foram emparelhados para que pudessem originar pontos em
coordenadas cartesianas (x,y).
3.2.2 Emparelhamento das distâncias do veículo às balizas acústicas
Nesta fase foi desenvolvido um algoritmo para formar pares de distâncias através das medidas
vindas do tracking que chegam em diferentes instantes de tempo e que passaram anteriormente
pela filtragem.
Numa primeira abordagem, e dado que o tracking produziu medidas sequencialmente para a
baliza acústica B1 e de seguida para a baliza acústica B2, foram emparelhadas todas a distâncias
do mesmo índice cujos indicadores de validade R1valid e R2valid fossem positivos.
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Figura 3.5: Entradas e saídas - algoritmo de emparelhamento
Para aumentar o número de amostras, e também permitir que todo o software, futuramente,
se adapte a outras configurações de dados, foi desenvolvido outro algoritmo que emparelhasse
quaisquer distâncias R1DIST e R2DIST desde que estas estejam separadas no máximo por um de-
terminado intervalo de tempo, ∆t, que se impõe como limite para o emparelhamento. Isto permite
também que a mesma distância R1DIST , seja agrupada simultaneamente com duas outras distân-
cias R2DIST . A figura 3.4 ilustra o processo de decisão deste algoritmo, em ordem à distância
à baliza acústica B1. O processo é o mesmo para as distâncias à segunda baliza. Note-se que a
medida inicial i pode ou não ter um par já atribuído no mesmo índice.
Figura 3.6: Esquemático representativo do algoritmo de formação de pares.
Desta fase resultam os pares de estimativas de distâncias que serão utilizados na fase seguinte.
Como cada medida de distância possui um momento temporal independente associado, fez-se a
média entre cada instante para gerar um único instante temporal a ser associada ao par, e guardou-
se esses valores no vetor R1R2T IME.
3.2.3 Cálculo da coordenadas cartesianas da posição do veículo
Figura 3.7: Entradas e saídas - algoritmo de cálculo de coordenadas
Agora que foi possível obter pares de distâncias estão reunidas as condições para calcular as
coordenadas cartesianas da posição do veículo em relação às balizas B1 e B2.
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Figura 3.8: Esboço de uma posição exemplo do submarino autónomo, P1, em relação às balizas
acústicas
A figura 3.8 ilustra a medição de uma posição P1 em relação às balizas B1e B2. Os valores
R1 e R2 representam a distância de P1 a cada uma das balizas e os valores x1 e y1 representam a
distância de P1 aos eixos ordenados. O comprimento d ilustra a distância entre as balizas. Como
foi dito anteriormente, nas operações do INESC-TEC considera-se sempre que o veículo está de
um dos lados da linha que une as balizas. A missão também é programada tendo em conta esse
aspeto.
Observando a figura então podemos dizer que
R21 = x
2
1+ y
2
1 (3.1)
R22 = (d− x1)2+ y21 (3.2)
Pelo que,
x1 =
R21−R22+d2
2d
(3.3)
y1 =±
√
R21− x21 (3.4)
Implementando as equações anteriores num script muito simples, no final desta fase obtiveram-
se as coordenadas cartesianas para a posição do veículo, que foram guardadas em dois vetores dis-
tintos: X pos e Y pos. O vetor R1R2T IME, criado na fase anterior, continua a ter em si guardado a
média dos instantes respetivos aos pares de distâncias. Este vetor agora é associado a cada par de
posição (x, y).
A missões típicas para estes tipo de veículos costumam compreender trajetórias que descrevem
retas paralelas. No entanto, como vamos poder verificar no capítulo seguinte, finalizada esta fase,
e fazendo uma representação gráfica das posições não se adivinhava esse cenário.
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3.2.4 Extração da trajetória do veículo
Esta fase foi necessária porque para este trabalho não foram fornecidos os waypoints que
definiam a trajetória do veículo. Para possibilitar as próximas fases, teve de se recorrer a uma
recriação das trajetórias pelos métodos que serão apresentados de seguida.
Figura 3.9: Entradas e saídas - algoritmo de extração da trajetória
Assim, nesta fase procurou-se identificar algumas zonas onde o afastamento ou a aproximação
às balizas fosse linear de forma a conseguir extrair uma linha reta que compreendesse um número
de amostras significativo. Depois da fase relatada na subsecção 3.2.2 fazer uma pesquisa deste
género é possível se se fizer um simples plot das estimativas de distância às balizas.
Depois de identificar essas zonas, extraiu-se o intervalo de tempo associados a estas, ainda
através da mesma figura. Finalmente com esse intervalo de tempo fez-se uma pesquisa nos vetor
que guarda a média dos tempos, e extraíram-se os índices iniciais e finais correspondentes ao
intervalo. Comparou-se esses índices com os vetores X pos e Y pos, que guardam, respetivamente,
as coordenadas x e y da posição do veículo, e extraíram-se assim 15-30 amostras (estimativas de
posição) que podem ser então usadas para recriar alguns trajetos.
Figura 3.10: Extração de uma reta da traje-
tória do veículo - exemplo 1
Figura 3.11: Extração de uma reta da traje-
tória do veículo - exemplo 2
Depois de extraídos alguns grupos de amostras, utilizaram-se as funcionalidades do MATLAB
sobre essas amostras para recriar os trajetos. A função polyfit determina o polinómio que se ajusta
aos dados, neste caso (X pos),(Y pos) recebidos por input. O grau, N, do polinómio também é um
input da função e neste caso, como é sabido à partida que estas missões descrevem retas paralelas,
atribui-se o valor 1 a este parâmetro. A função retorna os coeficientes do polinómio que melhor
se ajusta aos dados. Por termos definido o grau como 1, a função retornará o declive da reta e a
interseção com o eixo dos YY, como seria de esperar.
Determinado o polinómio, é necessário saber que novo valor vão tomar os dados ao serem
interpolados por este polinómio. A função polyval retorna o valor do polinómio P (anteriormente
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determinado através da função polyfit) avaliado em X pos. Como neste caso indicamos que o
polinómio resultante seria uma reta, fazendo um simples plot de X pos e dos valores resultantes da
função polyval, Y f itted, será representada graficamente uma linha reta.
Exemplos deste procedimento, aplicado a conjuntos diferentes de pontos, podem ser vistos nas
figuras 3.10 e 3.11.
3.3 Desenvolvimento do software de supervisão
Nesta secção será descrito o procedimento que deu origem ao software de supervisão desen-
volvido. Na primeira subsecção será descrita uma pré-fase, onde será abordada a projeção de
pontos em linhas retas, por se tratar de um procedimento recorrente ao longo do desenvolvimento
do software. De seguida, serão apresentadas duas secções distintas que abordam respetivamente
duas camadas diferentes do software. A primeira trata-se do "motor"do programa, que computa as
posições estimadas recebidas e faculta informações à segunda camada, que faz o display informa-
ção.
3.3.1 Projeção das estimativas de posição nos segmentos de trajetória
Antes de mais, para poder fazer uma projeção é necessário identificar claramente o começo e
o fim da linha onde se pretende projetar.
Para esse efeito, foram utilizadas as funcionalidades do MATLAB, através da função findob-
ject, que recebe vários parâmetros para que conseguir identificar objetos de várias fontes e de
várias formas. Neste caso, como se tratam de trajetórias retilíneas utilizaram-se apenas o parâme-
tro gca, (abreviatura de get current axes), que indica à função para utilizar como fonte de busca os
eixos da figura atualmente desenhada, e o parâmetro ’Type’, ’Line’, que indica à função que deve
procurar por um objeto retilíneo. De seguida utilizando a função get sobre a estrutura retornada no
processo anterior e indicando como pârametro ’xdata’ e ’ydata’ encontra-se o conjunto de pontos
que dá origem à linha reta desenhada.
Este procedimento aplicou-se às trajetórias obtidas na fase anterior. No entanto, como já
havia referido, normalmente, este procedimento seria aplicado a way points que descreveriam a
trajetória. Os waypoints não descrevem fisicamente linhas retas, mas sim pontos "meta"que se
unidos entre si descreveriam então linhas retas.
Se os pontos forem recebidos graficamente, o procedimento anterior funcionaria de forma
idêntica, apenas efetuando uma troca nos parâmetro da função findobject, e guardando, ordenada-
mente, cada um dos pontos "meta", numa estrutura, por exemplo.
Para o caso normal de serem recebidos waypoints, encontrariam-se os pontos iniciais e finais
das linhas porque cada waypoint define o inicio e/ou o fim de uma linha reta.
Se os pontos forem recebidos como um conjunto de valores, (por exemplo: waypointi = xi,yi)
apenas existiria a necessidade de os representar graficamente, através da função plot, para que
fosse possível visualizar a trajetória que definiriam.
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Findado o processo de localizar a trajetória do veículo, nesta fase desenvolveu-se uma fun-
ção no MATLAB que pudesse ser depois utilizada recorrentemente no software de supervisão do
veículo.
A projeção ortogonal de um ponto numa linha não é mais do que achar um ponto na linha
original que quando conectado ao ponto que se pretende projetar, descreve uma linha imaginária
que é perpendicular à linha original.
Considerem-se duas retas r e s definidas por r : y = mx+b e s : y = m′x+b′.
Para estas duas retas serem perpendiculares, os seus vetores diretores, quaisquer que sejam,
também têm de ser perpendiculares. De forma análoga para qualquer outra reta, os vetores~r =
(1,m) e~s = (1,m′) são, garantidamente, vetores diretores das retas r e s respetivamente. Para dois
vetores serem perpendiculares entre si, o seu produto interno deve ser igual a zero. Ou seja,
~r ⊥~s⇔~r ·~s = 0⇔ (1,m) · (1,m′) = 0 (3.5)
Isto significa que 1×1+m×m′ = 0, pelo que, mm′ =−1 e portanto,
m =− 1
m′
(3.6)
Observando agora a figura 3.12, o ponto (x4,y4) representa a projeção ortogonal do ponto
(x3,y3) no segmento de reta definido pelos pontos (x1,y1) e (x2,y2).
Figura 3.12: Projeção de um ponto numa linha reta
Tendo em conta a relação encontrada anteriormente na equação 3.6 implementou-se então uma
função que de acordo com a figura anterior, calcula o ponto de interseção (x4,y4) das duas retas.
A função começa por calcular o declive da reta original, através da sua expressão matemática.
De seguida calcula o declive da linha reta imaginária que conecta o ponto que queremos projetar
(x3,y3). Encontrados ambos os declives calcula o valor das ordenadas na origem de cada reta, b e
b′. 
m =
(y2− y1)
(x2− x1)
m′ =− 1
m′
e portanto,
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b = y1−mx1b′ = y3−m′x3
Estes valores definem completamente ambas as retas, portanto, igualando as expressões consegue-
se encontrar o ponto de interseção entre estas. Resolvendo essa equação em ordem a x4 temos quex4 =
b′−b
m−m′
y4 = mx4+b
Um exemplo da aplicação desta função num conjunto de pontos pode ser visto na figura 3.13.
Figura 3.13: Projeção das posições num trajeto recriado
Como já foi referido anteriormente, este procedimento será utilizado recorrentemente durante
o desenvolvimento do software de supervisão, como será visto já na próxima subsecção.
3.3.2 Estimação da velocidade média do veículo
Figura 3.14: Entradas e saídas - algoritmo de estimação da velocidade média
É sabido que o veículo viaja a uma velocidade previamente programada, vp durante a sua
missão, que é um dos inputs do sistema, como observado no esquemático da figura 3.1. No
entanto, dado que este viaja num meio móvel, está sujeito a que sua velocidade seja alterada. A
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velocidade da corrente da água, vcorrente interfere diretamente na velocidade a que o veículo se
desloca. Assim, teoricamente, a velocidade média estimada do veículo ao longo tempo deve ser
dada pela expressão 3.7, onde ε representa os erros de estimação.
v˜ = vp± vcorrente± ε (3.7)
No desenvolvimento deste software tomou-se a estimação da velocidade média do veículo
como a informação preponderante para estimar a posição do veículo na trajetória que lhe foi atri-
buída.
Para estimar então a velocidade média desenvolveu-se um algoritmo que a cada ponto rece-
bido (um ponto corresponde a uma posição estimada) projeta esse ponto na trajetória. Para esta
fase apenas se utilizaram trajetórias retilíneas, extraídas da nuvem de pontos total, pelo processo
referido na subsecção 3.2.4, para minimizar o problema.
Sempre que uma nova estimativa de posição i chega, esta é projetada na reta e é calculada a
distância percorrida desde a posição i− k até à posição i. As posições são projetadas na reta, não
graficamente, apenas analiticamente, apenas para evitar diagonais entre posições que poderiam ou
não traçar distâncias maiores do que seria suposto nesse intervalo de tempo. Ao projetar contem-
se o espaço em que teríamos de calcular distâncias. Para calcular distâncias de um ponto a outro
numa linha reta foi implementada uma função que recebe um ponto inicial, x0,y0 e um ponto final
x1,y1 e determina a distância entre eles, L, através da seguinte equação:
L =
√
(x1− x0)2+(y1− y0)2 (3.8)
Cada estimativa de posição tem associado a si um instante de tempo em que foi recebida.
Fazendo a diferença entre o instante atual para o último instante, correspondente ao último ponto
recebido, obtiveram-se os intervalos de tempo entre posições válidas recebidas. Isto é feito para
todas as posições recebidas.
A velocidade é calculada então a cada iteração através da distância percorrida desde a posição
i− k até à posição i e do somatório dos três intervalos de tempo que decorreram entre a receção
das quatro últimas posições. A escolha de k permite suavizar as transações de velocidade no
tempo que seriam mais evidentes se fossem calculadas de i para i− 1. Atribui-se a k o valor 4
por se considerar que a cada quatro posições estimadas recebidas já teríamos recebido informação
suficiente para "acreditar"na medição.
Uma vez que se optou por estimar a velocidade de quatro em quatro amostras, numa tenta-
tiva de suavizar as transações de velocidade entre posições recebidas, às primeiras três amostras
atribuiu-se o valor da velocidade programada, que se estipulou em 1 m/s. Estabeleceram-se alguns
limites, baseados em observações empíricas sobre toda a amostra de dados disponível, para a vari-
ação da estimação da velocidade pontual - os valores individuais para a velocidade a cada iteração.
Isto permitiu minimizar a influência de erros arrastados desde a fase de tracking e contribui para a
credibilidade do software ao não permitir que a velocidade alguma vez ultrapasse, derivado a que
fonte de erro seja, a velocidade máxima permitida pelo equipamento do veículo. São impostos
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limites do mesmo cariz também à estimação da velocidade média, que não passa duma média ro-
lante calculada através do somatório das velocidades pontuais dividido pelo número de iterações
feitas.
3.3.3 Projeção gráfica da estimação da posição do veículo na trajetória atribuída
A simples projeção das estimativas de posição calculadas na subsecção 3.2.3 não é, por si
só, suficiente para construir uma ferramenta de supervisão do comportamento do veículo. As
estimativas de posição estão ordenadas temporalmente mas geograficamente não surgem sempre
ordenadas na direção que o veículo está a viajar. Figuremos que o veículo se desloca do ponto A
para o ponto B em linha reta, e a distância entre A e B são 10 metros. No momento t1 surge uma
estimativa de posição que marca que o veículo se encontra a 3 metros do ponto B. No momento t2
surge uma nova estimativa de posição que reporta que o veículo se encontra a 7 metros do ponto
B. Se até t1 tivessem sido recebidos vários pontos credíveis da posição do veículo, não existe
nenhuma razão para acreditar que o veículo andou para trás, porque é sabido que o veículo, salvo
alguma casualidade, não volta para trás se a sua missão seguir para a frente.
Se a ferramenta de supervisão apenas projetasse as posições estimadas do tracking na trajetória
do veículo, qualquer pessoa que utilizasse essa ferramenta colocaria em causa a sua utilidade e cre-
dibilidade ao interpretar informações deste género (mudança de direção). Uma solução seria negar
as projeções "para trás", mas isso despoletaria intervalos de tempo sem informação nenhuma a ser
apresentada. Outra preocupação seria a representação de "saltos"entre projeções que a velocidade
máxima do veículo provavelmente não admitiria em certos intervalos de tempo.
Foi com estas considerações em mente, e sempre com o objetivo de desenvolver uma ferra-
menta coerente e credível que se optou por tomar a estimativa da velocidade média (cujo algoritmo
para tal efeito foi descrito na secção anterior) como a informação preponderante para fazer a pro-
jeção da posição do veículo na sua trajetória.
Assim, nesta fase desenvolveu-se um algoritmo que recebe como entrada a estimativa da ve-
locidade e a trajetória do veículo, e projeta graficamente uma posição nova na trajetória de acordo
com essa velocidade e o tempo que decorreu entre a última projeção. Definindo-se uma base de
tempo na qual queremos ver a informação a ser apresentada, n, de n em n segundos a posição atual
do veículo na trajetória, patual será dada por:
patual = pant + v˜×n (3.9)
Para linha reta definida na trajetória definiu-se xi,yi, e x f ,y f , como os pontos iniciais e finais
da reta, respetivamente. Calculou-se as diferenças entre esses pontos, ∆x e ∆y, e calculou-se o
parâmetro t ∈ [0,1] que define o progresso da projeção face à trajetória total. Este parâmetro é
recalculado a cada projeção, variando com a velocidade média e a distância que já foi percorrida.
Para cada projeção, a nova posição é calculada por
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x = x0+ t(∆x)y = y0+ t(∆y)
Onde x0 e y0 representam a última posição projetada.
A primeira posição projetada coincidirá com o início da trajetória, neste caso, uma linha reta.
A forma como o algoritmo identifica o começo da reta já foi abordado anteriormente e baseia-se
no uso da função findobject do MATLAB.
A cada iteração o algoritmo verifica se foi recebida ou não uma posição nova. Se esse evento
se realizar, o algoritmo recebe a estimativa da velocidade média, vinda do algoritmo descrito na
secção anterior, computa essa velocidade e no próximo evento da base de tempo definida projeta
a nova posição de acordo com essa velocidade. No caso de não receber nenhuma posição, no
próximo evento da base de tempo, o algoritmo projeta a próxima posição utilizando para isso
última estimativa de velocidade média recebida. A figura 3.15 ilustra muito abreviadamente o
funcionamento deste algoritmo.
Figura 3.15: Representação básica do funcionamento do algoritmo que projeta na trajetória através
da estimativa da velocidade média.
À medida que são feitas novas projeções é calculada a distância da última projeção até ao
ponto final da reta (meta). Como o algoritmo é implementado dentro de um ciclo, o processo
termina quando a distância à meta for aproximadamente nula.
A distância total à meta é calculada como a soma da distância entre todos os waypoints, conse-
cutivamente. Apesar de a maioria dos algoritmos terem sido testados numa só linha reta, também
se testou entre duas retas que conectavam entre si, descrevendo uma mudança de direção. Quando
a distância do veículo até ao primeiro waypoint for aproximadamente nula a projeção das posições
passa a ser feita na próxima linha reta, entre outro conjunto de waypoints. A mudança de direção
foi implementada desta forma, e testada não com waypoints mas como trajetos consecutivos que
formavam retas com declives muito diferentes.
Todas as projeções são feitas com recurso à função desenvolvida anteriormente que projeta
um ponto numa linha, abordada na secção 3.3.1. Sempre que é necessário calcular uma distância
é utilizada a função que implementa a expressão 3.8.
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3.3.3.1 Ajuste da posição
Durante a implementação da fase anterior, foram encontradas, periodicamente situações em
que surgia uma posição estimada (a partir do tracking) que descrevia um "salto"num espaço de
tempo cujo deslocamento seria impraticável devido à velocidade máxima que o veículo consegue
atingir. Uma situação destas pode ser apenas um erro de tracking que sobreviveu à filtragem.
No entanto, se as posições continuarem a progredir a partir dessa posição supostamente errada,
conclui-se que o erro estaria nas posições anteriores, que foram tomadas como corretas. A figura
3.16 ilustra esta situação.
Figura 3.16: O ponto P1 marca a chegada de uma posição nova muito distante das recebidas
anteriormente. As posições continuam a chegar a jusante desse ponto.
Na subsecção anterior viu-se como se limitou a velocidade média de modo a compensar ques-
tões deste cariz. No entanto, durante vários testes notou-se que por vezes o impacto destas situ-
ações era proeminente que as limitações que foram estipuladas para a estimação da velocidade
média não poderiam por si só compensar uma variação de posição drástica.
A figura 3.17 ilustra o problema em questão. Figurando que a missão por exemplo, começava
no ponto A, mas naquele momento o sistema recebia informação que o veículo se encontrava no
ponto B. Apesar das velocidades das duas curvas serem idênticas (um dos objetivos das conside-
rações feitas na subsecção anterior), a curva que inicia em B estará sempre atrasada da curva que
inicia em A.
Figura 3.17: Atraso da curva que inicia no ponto B em relação à curva que inicia A mantém-se
sempre enquanto as velocidades forem iguais.
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Para contornar esta situação permitiu-se que a aplicação de projeção gráfica despoletasse uma
ação especial sempre que identificar uma situação em que a evolução da posição varie drastica-
mente. O algoritmo procura situações em que a próxima projeção estipulada seja abruptamente
diferente da projeção da estimativa de posição recebida a partir do tracking. Quando deteta um
destes casos o algoritmo impõe um fator de correção na velocidade das próximas projeções até
que a diferença entre a projeção estipulada e a projeção da estimativa de posição seja novamente
normal.
A velocidade imposta mencionada pode ser ligeiramente maior que a velocidade máxima su-
portada pelo veículo, desde que não seja estipulado um valor que torne toda a aplicação incredível.
No fundo este procedimento apenas serve para mascarar erros, mas de uma forma que não ponha
em causa a fidelidade da informação apresentada.
3.3.3.2 Controlo de qualidade e Estimated Time of Arrival (ETA)
Para auxiliar a supervisão e reforçar a utilidade da ferramenta foram calculados indicadores
que extraem a informação mais relevante sobre o comportamento do veículo nesta abordagem.
Esta fase, tal como a anterior são feitas dentro do algoritmo responsável pela projeção da posição
na trajetória.
Uma dessas informações é o tempo médio de receção de estimativas de posição vindas do
tracking. Esta informação permite ao utilizador avaliar a qualidade da informação que vai sendo
projetada. Se nenhuma posição for recebida depois de a missão ter começado o software vai
continuar a projetar na trajetória na base de tempo definida à única velocidade que conhece - a
velocidade programada para o veículo. No entanto, num caso desse género, com este indicador o
supervisor percebe que a informação que está a ser apresentada é muito frágil porque não está a
receber qualquer dado que a suporte.
Para os dados utilizados nesta dissertação, sendo dados históricos, fez-se a diferença entre
todas as entradas consecutivas do vetor de instantes temporais associados às estimativas de po-
sição. Para a apresentação desta informação, que de certa forma permite o controla a qualidade
da projeção fez-se a média dos intervalos de tempo entre receções simuladas de estimativas de
posição.
Outra informação que é apresentada é o tempo que falta para completar a missão, (estimated
time of arrival ou ETA). Para calcular este indicador, a cada projeção na trajetória na base de
tempo definida, o algoritmo calcula a distância dessa posição até à meta da trajetória. De seguida
calcula o tempo que demorará a percorrer essa distância se viajar à velocidade média atual. Este
valor vai sendo atualizado à medida que a projeção evolui e sempre que a velocidade média for
atualizada.
Estas informações são representadas graficamente na mesma base de tempo definida para a
projeção na trajetória. A velocidade média estimada também é representada, pois essa informação
por si só permite ao utilizador perceber se o veículo estiver parado, por exemplo. Naturalmente, a
uma velocidade média estimada nula a projeção também cessará.
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Neste algoritmo também poderão ser implementados alertas que auxiliem o supervisor na sua
função de monitorizar o comportamento do veículo. É possível por exemplo configurar uma men-
sagem de alerta sempre que o veículo estivesse parado, extraindo-se para isso a variável que guarda
o valor das estimativas de velocidade de k em k posições recebidas e pode-se configurar também
um alerta quando tempo médio entre medições recebidas fosse maior que um ∆t, significando que
a qualidade da informação está fragilizada pela falta de estimativas de posição novas.
A indicação de um desvio de rota dramático por parte do veículo é feita pela representação
constante em tempo real dos dados de tracking. No entanto, é possível configurar mensagens de
alerta que avisem quando as últimas k posições recebidas de tracking estão a uma distância d
demasiado grande da trajetória original.
3.3.4 Display em tempo real
Nesta fase o objetivo principal foi conseguir desenhar graficamente duas informações distintas
em tempo real. Por um lado, sempre que a partir do tracking seja calculada uma nova estimativa
de posição do veículo, esta deve ser representada graficamente no instante em que foi computada.
Por outro, deve ser representada a trajetória que o veículo pretende descrever e a projeção da sua
posição nessa trajetória pelo algoritmo que foi descrito na secção anterior deste capítulo. Estas
duas informações terão de ser representadas temporalmente em bases de tempo diferentes. A
primeira será de acordo com os instantes de tempo associados desde a fase de tracking, e a segunda
será de acordo com a base de tempo que o utilizador do software quiser, de n em n segundos.
Para implementar esta estratégia foi necessário utilizar aquilo que na linguagem de programa-
ção se chama de timestamps, que no caso do MATLAB, é uma variável que conta continuamente
os segundos desde que o programa foi aberto, cputime. Para facilitar a compreensão desta imple-
mentação vamos atribuir nomes aos dois tipos informação que pretendemos representar: A será a
projeção gráfica da posição na trajetória do veículo, que pretendemos observar a cada n segundos;
B será o display gráfico das posições estimadas na subsecção 3.2.3 deste capítulo, que pretendemos
observar sempre que surgir uma nova (simulando a receção em tempo real).
Como neste caso prático se está a simular a receção dos dados em tempo real, porque os dados
disponíveis tratam-se de dados históricos, foi necessário guardar o valor do instante temporal a que
é recebida a nova posição e subtrair-lhe o valor do instante temporal da última posição recebida,
obtendo assim o intervalo de tempo entre posições. Os valores desses intervalos são alocados num
vetor.
Para cada tipo distinto de informação foram atribuídos duas variáveis temporais, stampA0 e
stampA1 para a informação A, e stampB0 e stampB1 para a informação. Todos foram inicializados
com o valor da variável cputime.
Dentro do ciclo de representação gráfica, geraram-se duas condições, uma para representar A;
e outra para B. O evento que despoleta a primeira condição é a diferença stampA1 - stampA0 ser
maior ou igual a n. O evento que despoleta a segunda condição é a diferença stampB1 - stampB0
ser maior ou igual que o valor do vetor de intervalos de tempo no índice atual.
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Fora das condições mas ainda dentro do ciclo as variáveis stampA1 e stampB1 são atualizadas
com o valor de cputime.
Figura 3.18: Diagrama UML para o funcionamento do algoritmo de representação gráfica em
tempo real
A figura 3.18 ilustra o funcionamento deste algoritmo através de um diagrama de atividade
UML. A função plot() ilustra todas ações de representação gráfica que devem acontecer se a con-
dição inicial se verificar - terem passado n segundos.
Naturalmente na primeira iteração, já que todas as variáveis temporais são atribuídas o mesmo
valor ao mesmo tempo nenhuma das condições ser verifica, porque o valor de ambas as dife-
renças é zero. No entanto, no fim da primeira iteração, o valor de cputime aumentou de acordo
com a velocidade de processamento do MATLAB. Eventualmente, passado n segundos, o valor de
stampA1 terá aumentado o suficiente para primeira condição se verificar. Assim sendo, a informa-
ção A é representada e é feito dentro da condição um reset à outra variável temporal de A, stampA0,
atribuindo-lhe novamente o valor de cputime. Isto permite que o tempo continue a contar entre as
duas variáveis temporais até que a condição se verifique novamente. A outra condição funciona
de forma precisamente idêntica, com a exceção que a base temporal em que a informação B é
representada é ditada pela chegada de estimativas de posições novas.
Este algoritmo foi desenhado de forma a que a cada quatro estimativas de posição novas seja
apagada a mais antiga, para evitar encher o display de informação passada. Isto é conseguido
através da função delete, que a cada iteração nova colocou-se a apagar a posição i-k dos eixos
atuais.
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Este algoritmo serve de "esqueleto"ao software desenvolvido. Nas duas condições descritas
neste algoritmo é feito todo o processamento pós tratamento de dados, abordado nas subsecções
3.3.1 e 3.3.2.
3.3.4.1 Display do controlo da qualidade e ETA
Apesar de já termos abordado a forma como são calculados estes valores, é importante que es-
tes sejam representados graficamente e atualizados em tempo real para contribuir para a supervisão
do veículo.
O display destas informações foi feito com recurso à função annotation do MATLAB. Esta
função marca notas ou formas nos eixos atuais. Definiram-se como parâmetros para esta função o
Textbox, que representa nos eixos uma caixa de texto; definiu-se a localização da caixa de texto no
canto superior direito do ecrã, através de coordenadas normalizadas; e a mensagem que a caixa de
texto apresentar através duma string.
As strings obtiveram-se através das funções strcat e num2str que concatenam duas strings e
transforma valores numéricos em strings, respetivamente. Utilizaram-se estas funções de forma a
que a informação ficasse representada num modelo informação: valor unidades para a velocidade
média, v(avg), para o tempo médio de intervalo entre medições recebidas, deltaT, e para o tempo
que falta para a terminar a missão, ETA.
Para evitar a sobreposição das informações a cada iteração do ciclo colocou-se uma condição
que a cada iteração elimina a annotation anterior, através da função delete, que apaga a informação
do eixos atuais.
3.4 Resumo e discussão
Neste capítulo foram abordados todos os algoritmos desenvolvidos que foram implementados
para gerar os resultados que serão demonstrados no próximo capítulo. Os algoritmos desenvol-
vidos processam a informação recebida do tracking, tratam essa informação e utilizam-na para
criar uma ferramenta de supervisão que associa a velocidade estimada do veículo à projeção da
sua posição na sua trajetória. A confirmação da validade destes algoritmos será demonstrada no
próximo capítulo.
Capítulo 4
Implementação e resultados
Neste capítulo será abordada a implementação e o teste dos algoritmos desenvolvidos no ca-
pítulo anterior.
4.1 Introdução
Os dados utilizados foram extraídos de uma missão dum submarino autónomo que compreen-
dia uma metodologia de navegação baseada em posicionamento acústico, o já referido long base-
line (LBL). Foram utilizadas duas balizas acústicas, como é hábito nas experiências do INESC-
TEC, separadas por 376 metros. Neste contexto, durante as várias demonstrações efetuadas as
duas balizas acústicas servirão de referencial. O sistema de tracking produziu cerca de um milhar
de estimativas de distância do veículo a cada uma das balizas. As estimativas são consecutiva-
mente espaçadas em média por dois segundos, num período de missão total de aproximadamente
50 minutos.
4.2 Aquisição e tratamento de dados
Os dados de tracking foram computados num ficheiro .txt que periodicamente indicava, entre
outras mensagens irrelevantes para o problema, a distância à baliza acústica B1, e o momento em
que isso aconteceu, e seguidamente o mesmo para a baliza acústica B2. O parsing foi facilmente
feito com recurso às funcionalidades do MATLAB, notoriamente a função "Import Data". A partir
daí foi possível extrair quatro vetores com 750 entradas cada um: a distância à baliza acústica B1,
R1DIST , em metros, e o instante de tempo associado a essa medida, R1T IME, em segundos, e
analogamente para a baliza acústica B2, R2DIST e R2T IME, respetivamente. As figuras 4.1 e
4.2 representam os valores obtidos do tracking para as distâncias às balizas acústicas B1 e B2
respetivamente em relação ao tempo.
Como podemos observar pelas figuras anteriores estes dados estão sujeitos ao efeito de múlti-
plos ecos, próprios das transmissões acústicas, pela reflexão do som em várias superfícies, que se
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Figura 4.1: Distâncias à baliza acústica B1 Figura 4.2: Distâncias à baliza acústica B2
traduz em ruído. Existem valores nas casas dos milhares que não representam qualquer informa-
ção. Apesar de ser possível reconhecer um padrão quase sinusoidal, que faz sentido no contexto
de o veículo normalmente descrever linhas paralelas durante a trajetória. O erro vindo do tracking
é notório e portanto justifica-se a necessidade de serem filtrados antes de serem utilizados.
4.2.1 Filtragem dos dados de tracking
Nesta fase implementou-se o algoritmo abordado no capítulo anterior que tinha como obje-
tivo filtrar os valores das distâncias recebidos através do tracking. O algoritmo foi adaptado aos
dados em estudo. Os valores de threshold e incerteza que gerem este algoritmo foram testados
várias vezes até produzirem os resultados finais. Estabeleceu-se que o treshold seria definido
por distancia(i− 1)− incerteza < distancia(i) < distancia(i+ 1)+ incerteza, a distância inicial
tomou-se como 10 e a mínima como 5. Como as distâncias para a mesma baliza em média vinham
separadas de 4 segundos entre medidas, com a incerteza inicial permite-se 10 metros de margem
que se traduzem numa velocidade de 2 m/s.
Se o processamento fosse feito em tempo real, assim que os dados fossem pelos algoritmos
explicados no capítulo anterior, e a velocidade do veículo fosse estimada, seria possível fazer a
configuração destes parâmetros tendo em conta a estimativa da velocidade média.
Optou-se por desenvolver um filtro em vez de utilizar um filtro de Kalmann, por exemplo,
porque depois de analisar as medidas estimadas observou-se que não se trata de um sistema carac-
terizado e não seguem um modelo gaussiano.
As figuras 4.3 e 4.4 mostram as distâncias às balizas acústicas B1 e B2, respetivamente, depois
de filtradas pelo algoritmo de filtragem.
O filtro foi capaz de eliminar os valores na casa dos milhares que surgiam nas figuras 4.1 e
4.2. O filtro manteve o padrão quase sinusoidal do espetro de dados e nota-se uma clara limpeza
de ruído.
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Figura 4.3: Distâncias à baliza acústica B1
depois de filtrada
Figura 4.4: Distâncias à baliza acústica B2
depois de filtrada
4.2.2 Formação de pares de distâncias
Nesta fase implementou-se o algoritmo descrito no capítulo anterior, que tinha como objetivo
formar pares de distâncias para posteriormente poder calcular posições em coordenadas cartesia-
nas. Numa primeira fase, o algoritmo apenas considerava as distâncias validadas pelo algoritmo
de filtragem que tivessem origem na mesma iteração do tracking e agrupava-os. Esta abordagem
gerou cerca de 380 pares de distâncias, com um espaçamento temporal entre eles não maior do
que 3 segundos.
Figura 4.5: Pares de distâncias do veículo às balizas acústicas
Numa segunda abordagem o algoritmo emparelhava qualquer entrada do vetor de distâncias a
B1 com qualquer entrada do vetor de distâncias a B2, desde que cumprissem o intervalo de tempo
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menor do que 5 segundos entre medições. Isto veio a permitir que uma distância a B1 pudesse
ser emparelhada com mais do que uma distância B2, e o contrário também, logicamente. No final
da implementação deste algoritmo foram obtidos 502 pares de estimativas distâncias às balizas
acústicas B1 e B2.
Para cada par foi também feita a média dos instantes temporais em que o par foi recebido. A fi-
gura 4.5 representa os pares de estimativas de distâncias obtidos pela implementação do algoritmo
de emparelhamento, ordenados no tempo.
Note-se que a partir desta figura já seria possível prever qual seria o comportamento, a nível
de trajetória, do veículo, ao analisar os pontos de afastamento e proximidade máximos de cada
baliza. Ao longo do espetro de pontos é possível verificar que as distâncias às balizas aumentam
até um dado ponto, depois diminuem e depois voltam a aumentar quase até ao ponto inicial,
sucessivamente. Isto dá a ideia que o veículo afasta-se e depois retorna ao mesmo sítio. Esta
figura será utilizada para referência em várias das etapas que se seguem.
4.2.3 Cálculo das coordenadas cartesianas para a posição do veículo
Nesta etapa utilizaram-se os 502 pares obtidos na etapa anterior para serem processados pelo
algoritmo que tem como objetivo calcular a posição do veículo em coordenadas em cartesianas,
tomando como referencial a posição das balizas B1 e B2.
Figura 4.6: Coordenadas cartesianas das posições do veículo
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O resultado da implementação desse algoritmo foi guardado nos vetores X pos e Y pos repre-
sentado graficamente na figura 4.6.
As zonas de maior saturação de pontos representam zonas em que a acústica funcionou melhor.
Perante este resultado é quase impossível perceber qual foi a trajetória que o veículo efetuou.
A típica missão nestas experiências compreende várias trajetórias paralelas. Se no caso essas
trajetórias fossem espaçadas de 5 ou 10 metros entre mudança de direção seria impensável a olho
nú conseguir detetar esses trajetos. A complexidade desta imagem expõe a necessidade de associar
a informação vinda do tracking à trajetória que é atribuída ao veículo. Em circunstâncias normais,
se a trajetória atribuída ao veículo fosse um dado do problema, e se pudesse ser representada ao
mesmo tempo que estas estimativas de posição fossem recebidas, facilmente se faria uma projeção
visual imediata dos pontos no caminho mais próximo.
Para introduzir a associação das trajetórias às estimativas de posição calculadas nesta secção
e tentar assim produzir resultados que tenham um valor mais relevante no campo da supervisão
começou-se, como vimos no último capítulo, por extrair trajetos descritos pelo veículo a partir
destes dados. Como através desta última imagem distinguir uma linha reta e identificar o seu
começo e fim seria uma tarefa inconclusiva, optou-se por observar a figura 4.5, onde se identifica
claramente a evolução das distâncias entre o veículo e cada uma das balizas.
4.2.4 Recriação de trajetórias
Nesta fase testou-se o algoritmo, abordado no capítulo anterior, que tem como objetivo recriar
a trajetória do veículo a partir das estimativas de posição obtidas na secção anterior e representadas
na figura 4.6.
Os exemplos da aplicação deste procedimento já foram mostrados no capítulo anterior.
Este procedimento foi aplicado a vários conjuntos de pontos ao longo da amostra total de esti-
mativas de posição e, salvo casos em que existia muito ruído em redor dos pontos alvo, resultaram
retas com declives muito semelhantes, o que vai no sentido do que era expectável, por traduzir
linhas paralelas.
A figura 4.7 representa uma zona em que a distância à baliza B1 aumenta linearmente, e,
simultaneamente diminui a distância à baliza B2. De seguida, por breve momentos as distâncias
mantêm-se relativamente iguais e dá início a uma zona em que o veículo viaja em sentido inverso,
pois a distância a B1 vai diminuindo e simultaneamente a distância a B2 vai aumentando. Isto
ilustra linhas paralelas, e aplicando o procedimento descrito foram obtidas duas retas com declives
idênticos, como comprova a figura.
Numa primeira abordagem tentou-se extrair a trajetória total do veículo segundo este processo.
No entanto o resultado desta tarefa revelou-se de difícil compreensão já que existiam vários trajetos
sobrepostos, como se pode ver na figura 4.8. A azul picotado na figura estão representados o
mesmo conjunto de pontos que na figura da esquerda. A rosa está representado o trajeto originado
pelo conjuntos de pontos imediatamente a seguir ao conjunto de pontos utilizado na figura 4.7.
Esta situação pode surgir a partir dos próprios erros inerentes ao tracking, mas não é uma situ-
ação estranha depois de se ter analisado a figura onde estão representados os pares das distâncias
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Figura 4.7: Recriação de parte da trajetória
descrita pelo veículo
Figura 4.8: Sobreposição de trajetórias des-
critas pelo veículo
às balizas acústicas 4.5. Já a partir dessa figura se adivinhava um cenário deste género, uma vez
que as distâncias oscilam no tempo entre os mesmo valores, dando a ideia que ao fim de duas retas
com sentidos inversos o veículo está praticamente no mesmo sítio. Posto isto, ainda é possível que
simplesmente a missão atribuída ao veículo tenha sido andar às voltas na mesma zona. Mais uma
vez, a trajetória atribuída ao veículo neste caso não foi um dado fornecido para o desenvolvimento
desta dissertação, portanto não existem meios para comprovar o verdadeiro rumo do veículo. A
extração das trajetórias através dos dados de tracking é um subproduto desta dissertação que se
utilizou para atingir os objetivos iniciais.
Tendo isto esta situação em conta, optou-se por extrair vários conjuntos diferentes de pontos
de toda a nuvem original de estimativas de posição, figura 4.6 e extrair as retas correspondentes
para depois poderem ser utilizadas para auxiliar o desenvolvimento do software.
4.3 Software de supervisão
4.3.1 Estimação da velocidade média
Nesta etapa implementou-se o algoritmo que estima a velocidade média do veículo. Estipulou-
se que a velocidade programada do veículo seria 1 m/s para proceder aos testes. Além disto
estabeleceram-se vários limites para a velocidade:
• A velocidade estimada de k em k posições recebidas, vk, nunca poderá exceder o valor
máximo de 2.5 m/s;
• A velocidade estimada de k em k posições recebidas atual, vki, terá de estar dentro do
threshold vki−1−0.2vki−1 < vki < vki−1+0.2vki+1
• Não existem velocidades negativas para vk;
• A velocidade média estimada para o veículo nunca poderá exceder 2 m/s;
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• A velocidade média estimada atual, v˜i, terá de estar dentro do threshold v˜i−1− 0.2v˜i−1 <
v˜i < v˜i−1−0.2v˜i+1
• Não existem velocidades negativas para v˜;
Figura 4.9: Estimativa da velocidade mé-
dia. Veículo a viajar em sentido oposto ao
da corrente.
Figura 4.10: Estimativa da velocidade mé-
dia. Veículo a viajar no sentido a favor da
corrente.
Figura 4.11: Zonas escolhidas para a demonstração da estimação da velocidade média do veículo
nas figuras anteriores. A elipse a verde marca a zona escolhida para figura 4.10; a elipse a cinza
marca a zona escolhida para a figura 4.9.
Nas figuras 4.9 e 4.10 estão representados gráficos da evolução da estimativa da velocidade
média ao longo do tempo em que foram surgindo pontos estimados para a posição do veículo.
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Os conjuntos de pontos escolhidos para cada figura definem sentidos inversos, como pode ser
visto na figura 4.11, onde as elipses tracejadas representam as zonas escolhidas para fazer esta
demonstração da estimação da velocidade.
A escolha destes conjuntos de posições foi propositada para demonstrar a influência de uma
componente da corrente da água na estimação da velocidade. Como para ambos os casos o al-
goritmo atribuiu à velocidade inicial a velocidade programada, na primeira figura, a velocidade
estimada demorou algumas iterações até tender para uma velocidade de cerca de 1.6 m/s, onde se
manteve. Na segunda figura a velocidade inicial estipulada estava muito mais próxima da velo-
cidade real, e portanto a velocidade média estimada manteve-se quase constante em tornos dos 1
m/s. Isto ilustra que na primeira figura a velocidade real do veículo estava acrescida da velocidade
de uma componente corrente da água, enquanto na segunda figura, agora em sentido inverso, o
trajeto que o veículo descreveu obrigava este a combater corrente. Se a intensidade da corrente
fosse a mesma durante ambos os intervalos em que o veículo percorreu essas zonas poderia-se
aferir que a velocidade programada para esta missão teria sido 1.3 m/s.
4.3.2 Display gráfico em tempo real
Nesta fase testou-se o desempenho do software na sua totalidade. As análises desta fase serão
sequenciais para abordar as diferentes informações que são representadas. Esta fase implementa
o algoritmo explicado no capítulo anterior que permite fazer o display de duas informações com
eventos temporais diferentes, em tempo real. Ao mesmo tempo é feito o processamento da velo-
cidade média, testado e implementado na fase anterior; é feita a projeção da posição do veículo,
através da estimativa da velocidade média, na trajetória; e finalmente são representadas as infor-
mações que se acharam mais relevantes para a supervisão do veículo. A base de tempo para a
representação de informação foi definida como 2 segundos. Isto quer dizer que a cada 2 segundos
a posição do veículo na trajetória é atualizada conforme a velocidade média estimada. As infor-
mações de auxílio à supervisão, velocidade média, v(avg), para o tempo médio de intervalo entre
medições recebidas, deltaT, e para o tempo que falta para a terminar a missão, ETA também são
atualizadas de 2 em 2 segundos.
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Figura 4.12: Representação inicial da trajetória retilínea
Antes de mais é representada a trajetória do veículo, nestes casos, uma simples linha reta
(figura 4.12). Os eixos do gráfico são ajustáveis e devem ser na extensão da distância entre as duas
balizas acústicas, que estão representadas, na figura, pelos círculos vermelhos. No entanto, para
visualizar o funcionamento do software com mais detalhe, fez-se um zoom in, através da função
axis.
Uma vez que ainda não há informação que permita melhorar a estimativa, o processo inicializa
ao projetar a primeira posição no início da trajetória, e simula-se que o veículo iniciou a missão
(figura 4.13). Neste momento, é assumido que o veículo viaja à velocidade programada, 1m/s.
Os pontos a verde representam a posição do veículo ao longo da sua trajetória. Neste momento
também ainda não chegou nenhuma estimativa de posição.
Figura 4.13: Primeira projeção na trajetória
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A aplicação continua a projetar de 2 em 2 segundos na trajetória até que começam a chegar es-
timativas de posição, representadas por cruzes pretas. Apenas são representadas as últimas quatro
posições para evitar saturar a visualização. As figuras mostram a evolução da projeção à mediada
que vão chegando as posições. As informações que auxiliam a supervisão vão sendo atualizadas
em tempo real: velocidade média, v(avg), para o tempo médio de intervalo entre medições re-
cebidas, deltaT, e para o tempo que falta para a terminar a missão, ETA. As figuras 4.14 e 4.15
representam a evolução da projeção à medida que o tempo vai passando.
Figura 4.14: Evolução da projeção na traje-
tória - 1
Figura 4.15: Evolução da projeção na traje-
tória - 2
Finalmente também se fizeram testes onde se conectavam dois trajetos, exibindo mudança de
direção. Como já foi explicado no capítulo anterior, o algoritmo decide quando vai começar a
projetar na próxima linha quando a distância até ao fim da linha atual for aproximadamente zero.
A distância total do trajeto é a soma do comprimento das duas linhas. A distância do ponto atual
até à meta não é calculado em situação alguma na diagonal, é calculado como a distância até ao fim
da linha atual mais o comprimento da linha seguinte. A figura 4.16 representa o funcionamento
do software nesta situação.
Figura 4.16: Projeção em trajetos conectados
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4.3.2.1 Ajuste da projeção de posições na trajetória
De seguida será exemplificado o comportamento do software quando ocorre uma situação em
que a última posição recebida corresponde a um salto muito grande de posição. Está representado
um novo conjunto de pontos e uma nova trajetória correspondente. Na figura 4.17 é possível ob-
servar como o software força uma velocidade maior para conseguir acompanhar a nova estimativa
de posição, de acordo com a implementação estipulada no algoritmo descrito no capítulo anterior,
que tinha como objetivo compensar os "saltos"de posição que pudessem surgir.
Figura 4.17: Reação da aplicação perante a chegada de uma estimativa de posição que representa
um salto grande em distância. Todas as projeções são feitas de 2 em 2 segundos.
Quando a projeção a verde consegue alcançar as posições que vão chegando a velocidade
diminui novamente, uma vez que já não está a ser imposta pela aplicação mas sim a seguir a
velocidade média estimada do veículo como pode ser observado na figura 4.18. Como todas as
projeções na trajetória estão a ser feitas de 2 em 2 segundos, o aumento da velocidade traduz-se
em espaçamento maior entre projeções.
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Figura 4.18: Reação da aplicação perante a chegada de uma estimativa de posição que representa
um salto grande em distância - redução de velocidade uma vez que a projeção já alcançou a posição
estimada.
4.4 Resumo e discussão
Os resultados apresentados nesta fase resultam da implementação dos algoritmos desenvolvi-
dos no capítulo 3. Para obter estes resultados utilizaram-se amostras de várias zonas do espetro
total de posições estimadas. Na primeira fase da aquisição de dados, apesar dos resultados se-
rem satisfatórios, porque efetivamente conseguiu-se uma redução grande no ruído que os dados
traziam, um filtro mais sofisticado poderia proporcionar melhores resultados. Optou-se por não
utilizar um filtro de Kalman porque se tratava de um sistema não caracterizado, mas os valores
estipulados para o filtro utilizado são algo dependentes dos dados utilizados. No entanto, a pos-
sibilidade de alterar os parâmetros do filtro ao mesmo tempo que os dados são processados pode
contribuir para um melhor ajuste a quais queres dados. A recriação das trajetórias acabou por ser
um sub produto desta dissertação. Apesar de não ser um objetivo da dissertação, porque efetiva-
mente, numa situação normal da utilização do software desenvolvido este procedimento não seria
necessário, os resultados mostraram que é possível extrair a trajetória do veículo através de dados
históricos. Quanto ao funcionamento do software, este é capaz de fazer uma associação entre a
trajetória do veículo e os dados de tracking através da estimação da velocidade média. Pelos re-
sultados demonstrou-se que o software cumpre os objetivos básicos que eram pretendidos para a
supervisão externa do submarino autónomo.
Capítulo 5
Conclusões e Trabalho Futuro
Neste capítulo serão feitas conclusões gerais acerca da elaboração desta dissertação. Será dis-
cutida a satisfação face aos objetivos inicias e o contributo do software desenvolvido na supervisão
de veículos autónomos. Como reflexão do trabalho realizado e do que foi aprendido, são apresen-
tadas propostas de trabalho futuro para continuação e melhoria do que foi feito nesta dissertação.
5.1 Satisfação dos Objectivos
O principal objetivo desta dissertação era desenvolver uma ferramenta de supervisão do sub-
marino autónomo que utilizasse as características da trajetória que é imposta ao veículo e as asso-
ciasse, tempo real, às posições estimadas pelos sistemas de tracking.
Para este efeito foram desenvolvidos vários algoritmos que processam a informação em tempo
real desde que ela é recebida até ser interpretada e representada graficamente. Apesar do ambiente
ser simulado, uma vez que foram utilizados dados históricos, os algoritmos foram desenvolvidos
com cuidado para que fosse facilmente adaptados para a situação real. Foi tido cuidado para não
fazer os algoritmos dependerem dos dados utilizados e foi tida em conta a adaptabilidade de todo
o software a outros sistemas de tracking e a outros tipo de missão.
Face à implementação destes algoritmos, em relação à aquisição e tratamentos da informação,
conclui-se que a aplicação desenvolvida é capaz de processar os dados (históricos ou recebidos
em tempo real) e computa-los de forma a obter a estimação da posição do veículo em coordenadas
cartesianas.
Todo o sistema é passivo, ou seja, como o sistema de tracking apenas escuta as transmissões
veículo-balizas não tem qualquer impacto na performance do veículo.
A extração de trajetórias acabou por ser um subproduto desta dissertação que não estava con-
templado nos objetivos iniciais mas tornou-se um procedimento necessário à evolução do desen-
volvimento da aplicação. Pelos resultados obtidos conclui-se que, através de alguma análise, é
possível extrair a trajetória do veículo a partir de dados históricos.
Depois de analisados os resultados, a associação entre os dados de tracking e a trajetória da
missão foi bem sucedida. Esta correlação é possível através da velocidade estimada, cujo cálculo
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foi outro subproduto desta dissertação. Os resultados da estimação da velocidade, ainda tendo em
conta que são limitados pelos algoritmos que a estimam, são plausíveis e faziam sentido perante
os dados iniciais. Foi possível calcular inclusivamente o impacto da força da corrente da água na
velocidade do veículo através destes dados.
Quanto à representação gráfica final, aplicação é capaz de representar em tempo real várias
informações que são vistas como uma mais valia para a monitorização externa do comportamento
do veículo. A projeção da posição na trajetória é feita com cuidado para respeitar as velocidades
máximas permitidas pelo equipamento do veículo, e consegue também corrigir a posição face à
estimação de velocidades inferiores às reais. A aplicação permite saber em tempo real a velocidade
média do veículo, a evolução da velocidade durante a missão e o tempo que falta para a missão
acabar. É ainda possível concluir a qualidade da informação recebida através do tempo médio
em que são recebidas posições a partir do tracking, indicando assim em que medida a informação
apresentada está suportada pelos dados de tracking. É ainda possível configurar mensagens de
alerta que informem se o veículo está parado ou se desviou dramaticamente a sua posição. O
display é simples e apresenta pouca informação, ideal para operações em ambiente exterior.
Assim conclui-se que o conjunto dos produtos obtidos constituem uma ferramenta que, a partir
da pouca informação que é possível obter do veículo autónomo, produz e analisa informações que
permitem a supervisão externa do veículo.
5.2 Trabalho Futuro
A elaboração deixou em aberto possibilidades de melhorias que serão agora exploradas. Quanto
à aquisição de dados, uma vez que se verifica que não se trata de um processo gaussiano, se-
ria vantajoso conseguir efetivamente fazer um modelo das medições feitas pelo tracking e fazer
uma caracterização do ruído a ele associado. Este procedimento permitiria a filtragem dos dados
muito mais eficazmente, contribuindo não só para a eficácia do tracking em si para também para
softwares que utilizem a informação vinda do tracking para outras aplicações.
A obtenção das trajetórias a partir de dados históricos, apesar de ter sido um subproduto que
não estava contemplado nos objetivos iniciais pode ter utilidade, futuramente, se esta abordagem
for aplicada a missões em que a trajetória do veículo não é sabida à partida. Como nesses casos
a supervisão depende exclusivamente do tracking, seria vantajoso ir computando uma trajetória
para ter uma melhor estimativa do trajeto que o veículo descreve durante a sua missão.
Outra abordagem face à aquisição do dados seria processar uma medida de cada vez, ou seja,
computar a distância a cada baliza individualmente, circulando a distância em torno da baliza
correspondente, sem fazer a associação das duas medidas. Seria possível também obter o valor da
velocidade estimada do veículo em duas componentes, face a cada uma das balizas.
No desenvolvimento desta dissertação só se utilizaram trajetórias retilíneas para as missões do
veículo. Uma capacidade que seria importante desenvolver seria a de processar trajetórias que não
fossem deste cariz.
5.2 Trabalho Futuro 53
Finalmente, poderia ser melhorada a eficácia do software desenvolvido se fosse estudado o
processo de inicialização da missão. O comando para um submarino autónomo iniciar a sua
missão é dado à superfície, portanto não é trivial o momento preciso em que este inicia a sua
missão, até por que mesmo depois de submergir existe um período que este se localiza até chegar
ao ponto inicial.
Apesar de terem sido apresentadas nesta secção várias melhorias, o desenvolvimento modular
dos vários algoritmos permite incorporar facilmente estas e outras melhorias, de forma faseada e
com impacto limitado no desempenho global.
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Anexo A
Código em MATLAB
Depois das conclusões e antes das referências bibliográficas, apresenta-se neste anexo nume-
rado o texto usado para preencher a dissertação.
A.1 Algoritmos
A.1.1 Parsing do ficheiro .txt
% EXTRACT TIMES FROM .TXT
for i=1:5716
if strcmp(VarName6(i), ’at’)
if boia(i) == 1
R1TIMES(c) = time(i);
c = c+1;
elseif boia(i) == 2
R2TIMES(d) = time(i);
d = d+1;
end
end
end
% EXTRACT RANGES FROM .TXT
for i=1:5716
if strcmp(VarName6(i), ’at’)
if boia(i) == 1
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R1DIST(a) = distance(i);
a = a+1;
elseif boia(i) == 2
R2DIST(b) = distance(i);
b = b+1;
end
end
end
A.1.2 Filtragem dos vetores de distâncias
% PARA BALIZA B1
% inicialização
R1_F = zeros(751,1); %vetor das distâncias
R1_F(1) = R1DIST(1);
inc_inicial = 15; %incerteza inicial;
inc = inc_inicial;
inc_min = 5; %incerteza mínima
R1_valid = zeros (751,1); %vetor de validação
R1_valid(1) = 1;
%ciclo de filtragem
for i=2:751
if (R1_F(i-1) - inc < R1DIST(i)) && (R1DIST(i) < R1_F(i-1)+inc)
% distância válida
R1_F(i) = R1DIST(i);
R1_valid(i)=1; % valida o ponto
if inc < inc_min || inc == inc_min %ajuste da incerteza
inc = inc_min;
else
inc = inc/2;
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end
else % distância inválida, aumenta incerteza
R1_valid(i) = 0; %não considera o ponto
if i < 5
R1_F(i) = R1_F(i-1)+inc/6;
inc = inc + 0.2*inc;
else
R1_F(i) = (R1_F(i-4)+R1_F(i-3)+R1_F(i-2)+R1_F(i-1))/4;
inc = inc + 0.2*inc; % aumenta incerteza
end
end
end
R2_F = zeros(751,1);
R2_valid = zeros(751,1);
R2_valid(1) = 1;
R2_F(1) = R2DIST(1);
inc_inicial = 30;
inc = inc_inicial;
% PARA A BALIZA B2
for i=2:751
if (R2_F(i-1) - inc < R2DIST(i)) && (R2DIST(i) < R2_F(i-1)+inc)
R2_F(i) = R2DIST(i); %apanhei o ponto
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R2_valid(i) = 1;
%ajustar incerteza
if inc < inc_inicial || inc == inc_inicial
inc = inc_inicial;
else
inc = inc-0.4*inc;
end
disp(inc);
else %projetar ponto e ajustar incerteza
R2_valid(i) = 0;
if i < 5
R2_F(i) = R2_F(i-1)+inc/6;
inc = inc + 0.2*inc;
else
R2_F(i) = (R2_F(i-4)+R2_F(i-3)+R2_F(i-2)+R2_F(i-1))/4;
inc = inc + 0.2*inc;
end
display (’else’)
display(inc);
end
end
A.1.3 Formação de pares e cálculo das coordenadas x, y
R1d = zeros (751,1);
R2d = zeros (751,1);
R1t = zeros (751,1);
R2t = zeros (751,1);
deltaT = 4;
pinkC = 0;
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redC = 0;
blueC = 0;
for i=1:751
if R1_valid(i) == 1 && R2_valid(i) == 1
R1d(i) = R1DIST(i);
R2d(i) = R2DIST(i);
R1t(i) = R1TIMES(i);
R2t(i) = R2TIMES(i);
pinkC = pinkC+1; %contador
elseif R1_valid(i) == 1 && R2_valid(i) == 0
if R2_valid(i+1) == 1
R1d(i) = R1DIST(i);
R2d(i) = R2DIST(i+1);
R1t(i) = R1TIMES(i);
R2t(i) = R2TIMES(i+1);
blueC = blueC+1; %contador
end
elseif R1_valid(i) == 0 && R2_valid(i) == 1
if R1_valid(i+1) == 1
R1d(i) = R1DIST(i+1);
R2d(i) = R2DIST(i);
R1t(i) = R1TIMES(i+1);
R2t(i) = R2TIMES(i);
60 Código em MATLAB
redC = redC+1; %contador
end
end
end
R1di = R1d(R1d>0);
R1ti = R1t(R1d>0);
R2di = R2d(R2d>0);
R2ti = R2t(R2d>0);
plot(R1ti, R1di, ’.’);
hold;plot(R2ti, R2di, ’.m’);
% posições X e Y
Xposd = zeros(751,1);
Yposd = zeros(751,1);
for i=1:length(R1d)
Xposd(i) = ((((R1d(i))^2) - (R2d(i))^2) + distBoias^2)/(2*distBoias);
end
for i=1:length(R1d)
Yposd(i) = sqrt(((R1d(i))^2)-((Xposd(i))^2));
end
Xposi = Xposd(R1d>0);
Yposi = Yposd(Yposd>0);
%interpolação dos tempos
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timer_i = zeros(751,1);
for i=1:length(R1ti)
timer_i(i) = (R1ti(i)+R2ti(i))/2;
end
timer_i=timer_i(timer_i>0);
A.1.4 Escolha de pontos, trajetória e intervalos de tempo
% pontos 105:125 - trocar sempre que escolhe novo conjunto de pontos
px1 = Xposi(105:125);
py1 = Yposi(105:125);
p1 = polyfit(px1, py1, 1);
y1 = polyval(p1, px1);
plot(px1, y1); %trajetória
% cálculo dos intervalos de tempo entre medições
plot_t=zeros(length(timer_i),1);
plot_t(1) = timer_i(1);
for i=2:502
plot_t(i) = timer_i(i)-timer_i(i-1);
end
t1 = plot_t(105:125);
A.1.5 Estimação da velocidade média
% calcula da velocidade media de k em k pontos
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% inicialização
projx1 = zeros(length(px1),1);
projy1 = zeros(length(px1),1);
d_4pontos = zeros(length(px1),1); %distância percorrida
t1_4 = zeros(length(px1),1); %intervalos de tempos entre posições
v_quatro = zeros(length(px1),1); %velocidade pontual
v_media_quatro = zeros(length(px1),1); %velocidade média
vprog = 1; %metros por segundo: velocidade programada
v4_min = 0; %limites para a velocidade
v4_max = 2.8;
plot(px1,y1); %plot da trajetória
%axis([140 340 140 180]);
pause(1)
hold on;
%GET OBJECT PRIMEIRA LINHA.
h1 = findobj(gca, ’Type’, ’line’);
linex = get(h1, ’xdata’);
liney = get(h1, ’ydata’);
%primeiros e ultimos pontos de line (h) p1 - x1,y1; p2-x2,y2
%para usar na pOnLine
dx1 = linex(1);
dy1 = liney(1);
dx2 = linex(length(linex));
dy2 = liney(length(liney));
for i=1:length(px1)
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[projx1(i), projy1(i)] = pOnLine(dx1, dy1, dx2, dy2, px1(i), py1(i));
if i>3
d_4pontos(i) = length_line(projx1(i), projx1(i-3), projy1(i), projy1(i-3));
t1_4(i) = t1(i)+t1(i-1)+t1(i-2);
v_quatro(i) = d_4pontos(i)/(t1_4(i));
%limites impostos à velocidade pontual
if v_quatro(i) < v4_min
v_quatro(i) = v4_min;
end
if v_quatro(i) > v4_max
v_quatro(i) = v4_max;
end
else
v_quatro(i)= vprog;
%velocidade enquanto não existem estimativas de posição
end
v_media_quatro(i) = sum(v_quatro)/i;
if i>1
% limites impostos à velocidade média
if v_media_quatro(i) > (v_media_quatro(i-1)*0.2+v_media_quatro(i-1))
v_media_quatro(i) = v_media_quatro(i-1)*0.2+v_media_quatro(i-1) ;
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end
if v_media_quatro(i) <( v_media_quatro(i-1)-v_media_quatro(i-1)*0.2)
v_media_quatro(i) = v_media_quatro(i-1)*0.2-v_media_quatro(i-1) ;
end
end
end
A.1.6 Display em tempo real
plot(px1,y1); %plot da trajetória
axis([140 340 140 180]);
pause(1)
hold on;
%GET OBJECT PRIMEIRA LINHA.
h1 = findobj(gca, ’Type’, ’line’);
linex = get(h1, ’xdata’);
liney = get(h1, ’ydata’);
%primeiros e ultimos pontos de line (h) p1 - x1,y1; p2-x2,y2
%para usar na pOnLine
dx1 = linex(1);
dy1 = liney(1);
dx2 = linex(length(linex));
dy2 = liney(length(liney));
% comprimento das linhas para estimar o progresso
L1 = length_line(dx1, dx2, dy1, dy2);
% definição de time stamps para plotar os pontos simultaneamente
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cpt1gato = 0; %timestamps
cpt0gato = 0;
cpt1cao = 0;
cpt0cao = 0;
i=1; %contador para o plot da posição
ik = 1; %contador para a velocidade
ig = 1; %contador para a base de tempo (plot de 2 em 2 segundos)
dudu = 0;
mira = 0;
%base de tempo de projecção
base_tempo = 2;
%velocidades referência
v_media_quatro_ref = v_media_quatro;
v_max = 2.5; %m/s
v_max_v = 2;
v_rapida = 1.5;
%AQUI
apx1(1) = px1(1);
apy1(1) = polyval(p1, apx1(1));
ppx1(1) = linex(1);
ppy1(1) = liney(1);
dist_atual = 0;
%ESTATISTICAS
sum_t = 0;
%**************************
%**************************
% CICLO
while(dist_atual<(L1))
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if cpt1gato - cpt0gato > base_tempo && ik>0 %plotar na base de tempo
desloca(ig) = v_media_quatro_ref(ik)*base_tempo;
if ig>1
apx1ref=apx1(ig-1)+desloca(ig);
apy1ref=apy1(ig-1);
[ppx1ref, ppy1ref] = pOnLine(dx1, dy1, dx2, dy2, apx1ref, apy1ref);
erro_pos(ig) = length_line(projx1(i),ppx1ref, projy1(i), ppy1ref);
%fix da posição
if dudu == 1 && (erro_pos(ig) > base_tempo*v_max_v) && projx1(i) > ppx1ref
if erro_pos(ig) > 2*base_tempo*v_max_v
v_media_quatro_ref(ik) = v_media_quatro_ref(ik-1)+v_media_quatro_ref(ik-1)*0.5;
if v_media_quatro_ref(ik) > v_max
v_media_quatro_ref(ik) = v_max;
end
else
v_media_quatro_ref(ik) = v_media_quatro_ref(ik-1)+v_media_quatro_ref(ik-1)*0.2;
if v_media_quatro_ref(ik) > v_max
v_media_quatro_ref(ik) = v_max;
end
end
apx1(ig) = apx1(ig-1) + v_media_quatro_ref(ik)*base_tempo;
apy1(ig) = apy1(ig-1);
dudu = 0;
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else
apx1(ig) = apx1(ig-1) + desloca(ig);
apy1(ig) = apy1(ig-1);
end
%*******************************************
[ppx1(ig), ppy1(ig)] = pOnLine(dx1, dy1, dx2, dy2, apx1(ig), apy1(ig));
end
% *******************************************
plot(ppx1(ig),ppy1(ig), ’LineStyle’, ’none’, ’Marker’, ’*’, ’Color’, [0 0.5 0], ’LineWidth’, 2); %plot do progresso
% *******************************************
% ESTATISTICAS %
dist_atual = length_line(ppx1(ig), dx1, ppy1(ig), dy1);
dist_fim = length_line(ppx1(ig), dx2, ppy1(ig), dy2);
nSecs = dist_fim/v_media_quatro_ref(ik);
tempo_restante = datestr(nSecs/86400, ’HH:MM:SS’);
progress = (dist_atual/L1)*100;
% PLOT DAS ESTATISTICAS %
str1 = strcat(’ETA:’, num2str(tempo_restante));
an1(ig)= annotation(’textbox’, [0.7,0.8,0.1,0.1],...
’String’, str1);
if ig>1
delete (an1(ig-1));
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end
v_stats = v_media_quatro(ik);
str3 = strcat(’v(avg):’, num2str(v_stats, 2));
str31 = strcat(str3, ’m/s’);
an3(ig)= annotation(’textbox’, [0.5,0.8,0.1,0.1],...
’String’, str31);
if ig>1
delete (an3(ig-1));
end
% **********
refreshdata(aaa);
drawnow;
hold on;
% *************************************************** %
ig = ig+1; %incremento este contador para o próximo ciclo
cpt0gato = cputime; %atualiza o timestamp
end
% *************************************************** %
% *************************************************** %
% *************************************************** %
% *************************************************** %
%********** plot dos pontos x e y **************
if cpt1cao - cpt0cao > t1(i) %comparação, pontos a aparecer em tempo real.
%fator de qualidade: tempo entre medições
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sum_t = sum_t + t1(i);
avg_t = sum_t/i;
%***** PLOT DAS POSIÇÕES VINDAS DO TRACKING ****
hold on;
handle1(i) = plot (px1(i), py1(i), ’xk’, ’LineWidth’,2);
%display dos pontos no gráfico
dudu = 1; %marcador para nova posição
hold on;
cpt0cao = cputime; %atualizo a timestamp
if i>4
delete (handle1(i-4));
end
%plot de anotação qualidade de tempo
str2 = strcat(’deltaT:’, num2str(avg_t,2));
str21 =strcat (str2, ’s’);
an2(i)= annotation(’textbox’, [0.7,0.7,0.1,0.1],...
’String’, str21);
if i>1
delete (an2(i-1));
end
%*****
i=i+1; %proxima posicao
ik = ik+1; %proxima velocidade
end
cpt1gato = cputime; %atualiza time_stamps
cpt1cao = cputime;
end
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A.2 Funções
A.2.1 Projeção de um ponto numa linha
function [x4, y4] = pOnLine (x1,y1,x2,y2,x3,y3)
ms = (y2-y1)/(x2-x1);
%display(ms);
mt = -1/ms;
%display(mt);
bs = y1-ms*x1;
%display(bs);
bt = y3-mt*x3;
%display(bs);
x4 = (bt-bs)/(ms-mt);
y4 = ms*x4 + bs;
end
A.2.2 Distância entre dois pontos
function [ L ] = length_line( x1, x0, y1, y0 )
%Length of a line: calcula o comprimento duma linha dados 2 pontos
L = sqrt(((x1-x0)^2)+(y1-y0)^2);
end
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