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Soucˇasne´ prostrˇedky pro publikaci na internetu rˇesˇ´ı proble´m, jak uzˇivateli zjednodusˇit
zada´va´n´ı dokument˚u, ktere´ jsou zobrazova´ny na webovy´ch stra´nka´ch. Tento proble´m v mi-
nulosti vyrˇesˇila knihovna Texy, ktery´ je postavena na platformeˇ PHP. Pra´ce spocˇ´ıva´ v re-
implementaci jazyka Texy pro prostrˇed´ı platformy Java. V te´to zpra´veˇ je popsa´n zp˚usob
implementace prˇekladacˇe, vytvorˇen´ı modelu jazyka a forma´ln´ı gramatiky. Pra´ce se zaby´va´ i
mozˇnostmi dalˇs´ıho rozvoje knihovny, zejme´na pak vy´stupu do jiny´ch forma´t˚u, nezˇ je HTML.
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Abstract
One of the problems encountered by today’s publishing systems for the web is making it
easy for authors to enter content. This problem has been solved in the past by a PHP library
called Texy. The goal of this work is to create a new implementation of the Texy language,
which will be based on the Java platform. This document describes implementation details
of the compiler, the model of the language and the formal grammar used. It also explores
potential further development of the library, namely generating output formats other than
HTML.
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V te´to kapitole jsou uvedeny za´kladn´ı informace o pra´ci. Obsahuje popis problematiky
zada´va´n´ı dokument˚u zobrazovany´ch na webovy´ch stra´nka´ch. Pokus´ım se zde nast´ınit mo-
tivace k pra´ci a take´ zd˚uvodnit volby implementacˇn´ıch prostrˇedk˚u.
1.1 Zpracova´n´ı dokument˚u pro webove´ stra´nky
Jedn´ım z proble´mu ktere´ maj´ı dnesˇn´ı syste´my pro publikova´n´ı na internetu (a nejen ony)
je zp˚usob zada´va´n´ı textu dokument˚u. Zat´ımco prˇi zobrazova´n´ı je nutne´, aby byl dokument
ve forma´tu HTML,1 prˇi zada´n´ı je pro beˇzˇne´ho uzˇivatele tento forma´t nanejvy´sˇ nevhodny´.
Dnesˇn´ı internetove´ publikacˇn´ı a redakcˇn´ı syste´my nab´ızej´ı alesponˇ jeden ze trˇ´ı zp˚usob˚u
zada´va´n´ı dokument˚u (veˇtsˇina umozˇnˇuje kombinaci teˇchto trˇ´ı):
1. Dokumenty je mozˇne´ zada´vat prˇ´ımo ve forma´tu HTML. Tento zp˚usob s sebou nese
celou rˇadu nevy´hod. Jednak klade vysoke´ na´roky na technickou zdatnost uzˇivatel˚u.
Za´pis HTML take´ nen´ı na´zorny´, uzˇivatel nema´ prˇedstavu, jak bude dokument vypa-
dat, dokud ho nevid´ı zobrazeny´ v prohl´ızˇecˇi. V neposledn´ı rˇadeˇ HTML da´va´ uzˇivateli
do rukou azˇ prˇ´ıliˇs silny´ na´stroj. Internetova´ me´dia maj´ı cˇasto vysoce sofistikovany´
graficky´ design, jehozˇ pravidla autorˇi dokument˚u mohou snadno porusˇit, pokud je
jim umozˇneˇno meˇnit prˇ´ımo zobrazovany´ HTML ko´d.
Vy´hodou zada´n´ı ve forma´tu HTML jsou male´ na´roky prˇi implementaci, nicme´neˇ ani
ty nejsou nulove´. Ze vstupn´ı dokument je vzˇdy nutne´ odstranit ”nebezpecˇne´“ HTML
znacˇky, je nutne´ jej upravit, aby byl well-formed a tak podobneˇ.
2. Veˇtsˇina syste´mu˚ nab´ız´ı v´ıce cˇi me´neˇ pokrocˇilou verzi WYSIWYG2 editoru. Tyto
editory odstranˇuj´ı dva velke´ proble´my, ktere´ s sebou nese prˇ´ıme´ zada´va´n´ı v HTML –
jsou uzˇivatelsky mnohem prˇ´ıveˇtiveˇjˇs´ı, a prˇi jejich pouzˇit´ı je na´zorneˇ videˇt, jak bude
vy´sledny´ dokument vypadat.
Nicme´neˇ i WYSIWYG editory maj´ı sve´ nevy´hody. Prvn´ı z nich je, zˇe jimi produko-
vany´ HTML ko´d pouzˇ´ıva´ nevhodne´ cˇi prˇ´ımo nestandardn´ı konstrukty jazyka HTML.
Nejcˇasteˇji uva´deˇny´m prˇ´ıkladem je pouzˇit´ı znacˇky <font>, ktera´ je v novy´ch verz´ıch
specifikace HTML k odstraneˇn´ı (deprecated),[3] namı´sto pouzˇit´ı trˇ´ıdy kaska´dove´ho
stylu. Dalˇs´ı nevy´hoda je spolecˇna´ bodem 1 – vy´sledny´ dokument cˇasto porusˇuje za´sady
dane´ graficky´m stylem cele´ stra´nky.
1HyperText Markup Language
2What You See Is What You Get – tedy zp˚usob pra´ce, ktery´ nab´ız´ı beˇzˇne´ dnesˇn´ı textove´ procesory
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3. Neˇktere´ syste´my umozˇnˇuj´ı zada´vat dokumenty ve forma´tu specificke´m pro zvla´sˇtn´ı
druh internetove´ho me´dia – tzv. wiki stra´nky.[7] Existuj´ı r˚uzne´ forma´ty,3 ale veˇtsˇinou
maj´ı tyto spolecˇne´ rysy:
(a) volneˇ kombinuj´ı prvky, ktere´ forma´tuj´ı obsah, s obsahem samotny´m
(b) uvolneˇna´ syntaxe – gramatika veˇtsˇinou neobsahuje zˇa´dne´ omezen´ı, ktere´ by
zp˚usobilo, zˇe libovolny´ dokument nebude akceptova´n. Prˇ´ıpadne´ chyby v syn-
taxi se ignoruj´ı. Toto je problematicke´ prˇi formalizaci gramatiky, protozˇe dana´
gramatika bude na mnoha mı´stech nejednoznacˇna´ (za prˇedpokladu, zˇe chceme,
aby patrˇila do mnozˇiny bezkontextovy´ch gramatik). Toto je bl´ızˇe popsa´no v cˇa´sti
3.3.1.
(c) abstrahuj´ı uzˇivatele od HTML – tyto jazyky veˇtsˇinou neumozˇnˇuj´ı prˇ´ımy´ ko´d
v HTML zada´vat v˚ubec, nebo pouze pomoc´ı specia´ln´ıho konstruktu
Praktickou nevy´hodou teˇchto jazyk˚u jsou opeˇt na´roky na uzˇivatele co do znalosti
syntaxe, nicme´neˇ toto je mnohem mensˇ´ı proble´m nezˇ u prˇ´ıme´ho zada´va´n´ı HTML
ko´du. Abstrakce od HTML je vsˇak za´rovenˇ i nevy´hodou: komplikuj´ı se tak specia´ln´ı
prˇ´ıpady, kdy je v dokumentu opravdu nutne´ pouzˇ´ıt cˇiste´ HTML.4
1.2 Jazyk Texy a jeho soucˇasna´ implementace
Tyto proble´my se snazˇ´ı rˇesˇit jazyk Texy,[9] ktery´ je d´ılem cˇeske´ho programa´tora Davida
Grudla. Do jiste´ mı´ry se podoba´ r˚uzny´m wiki syntax´ım popsany´m v 3. Hlavn´ı odliˇsnost
je v tom, zˇe se snazˇ´ı uzˇivatele samou´cˇelneˇ neodstinˇovat od HTML, umozˇnˇuje prˇ´ımy´ za´pis
HTML a take´ znacˇneˇ usnadnˇuje prˇipojen´ı dokumentu k existuj´ıc´ım kaska´dovy´m styl˚um.
Obsahuje pomeˇrneˇ bohatou sadu vlastnost´ı pro za´pis nejbeˇzˇneˇjˇs´ıch typograficky´ch kon-
strukt˚u, jako jsou zvy´razneˇn´ı textu, seznamy, tabulky apod. Jeho dalˇs´ı velka´ vy´hoda je, zˇe
Texy je v CˇR pomeˇrneˇ rozsˇ´ıˇreny´. To take´ mu˚zˇe napov´ıdat, zˇe je to prostrˇedek prakticky
pouzˇitelny´.
Texy bohuzˇel chyb´ı forma´ln´ı specifikace nebo gramatika. Origina´ln´ı implementace prˇevadeˇcˇe
Texy do HTML je postavena na jazyku PHP. To prakticky znemozˇnˇuje pouzˇit´ı v jiny´ch
programovac´ıch jazyc´ıch. Origina´ln´ı implementace take´ neumozˇnˇuje transformaci na jiny´
forma´t, nezˇ je HTML, cozˇ je pomeˇrneˇ omezuj´ıc´ı. Z teˇchto d˚uvodu bude vhodne´ sestrojit
druhou implementaci jazyka postavenou na platformeˇ Java. Tato implementace by meˇla by´t
co nejv´ıce kompatibiln´ı se soucˇasnou implementac´ı, i kdyzˇ je zrˇejme´, zˇe u´plne´ kompatibility
pro cˇasova´ omezen´ı dosa´hnout nelze. Tato nova´ implementace je pracovneˇ nazva´na JTexy.
1.2.1 Rozsˇ´ıˇren´ı o parametrizaci vy´stupu
U dokument˚u vystavovany´ch na internetu by´va´ nutne´, aby do nich mohl publikacˇn´ı syste´m
vlozˇit urcˇita´ data, ktera´ nejsou zna´my v dobeˇ psan´ı dokumentu, nebo ktera´ se mohou dyna-
micky meˇnit. Jedna´ se naprˇ´ıklad o aktua´ln´ı datum, datum publikova´n´ı dokumentu, jme´no
zodpoveˇdne´ho editora, a tak podobneˇ. Toto mu˚zˇe by´t umozˇneˇno za´pisem rezervovany´ch
mı´st, do ktery´ch bude vlozˇena v dobeˇ generova´n´ı vy´stupu prˇ´ıslusˇna´ hodnota. Tato funkce
bude v JTexy implementova´na, i kdyzˇ ji origina´ln´ı Texy nepodporuje.
3Jednou z nejzna´meˇjˇs´ıch syntax´ı je MediaWiki, kterou pouzˇ´ıva´ server Wikipedia.org
4Naprˇ´ıklad pro vlozˇen´ı extern´ıho objektu, jako je Flash.
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1.3 Volba prostrˇedk˚u pro reimplementaci
Reimplementace Texy mus´ı by´t pouzˇitelna´ v komercˇn´ım produktu firmy zada´vaj´ıc´ı tuto
bakala´rˇskou pra´ci. Tento produkt je postaveny´ na platformeˇ Java, takzˇe logicka´ volba je i
dalˇs´ı pra´ci postavit na te´to platformeˇ.
I kdyzˇ nejnoveˇjˇs´ı verze platformy je 1.6, pro pra´ci byla zvolena verze 1.5, a to z d˚uvodu
zpeˇtne´ kompatibility. V dobeˇ psan´ı te´to pra´ce jesˇteˇ nen´ı verze 1.6 prˇ´ıliˇs rozsˇ´ıˇrena´. Naopak
pouzˇ´ıt starsˇ´ı verzi 1.4 nema´ prakticky´ smysl, protozˇe tato verze prˇestane by´t firmou Sun
Microsystems oficia´lneˇ podporova´na na podzim tohoto roku (2008).[4]
Kromeˇ samotne´ platformy je na projektu pouzˇito neˇkolik dalˇs´ıch na´stroj˚u:
ANTLR je na´stroj, ktery´ automatizuje prˇevod forma´ln´ı gramatiky na lexika´ln´ı a syn-
takticky´ analyza´tor.[15] Vstupem tohoto na´stroje je bezkontextova´ gramatika po-
psana´ v jazyce podobne´m EBNF.5[14, 88 s.] Vy´stupem je pak generovany´ zdro-
jovy´ ko´d lexika´ln´ıho a syntakticke´ho analyza´toru, ktery´ je mozˇne´ prˇelozˇit standardn´ı
prˇekladacˇem jazyka Java.
Tento na´stroj byl zvolen pro svoji bohatou funkcˇnost v porovna´n´ı s podobny´mi
na´stroji, jako je JavaCC. Zejme´na se jedna´ o schopnost generovat LL(∗) lexika´ln´ı ana-
lyza´tor (to je podrobneˇji vysveˇtleno v cˇa´sti 3.2). Take´ integrovane´ prostrˇed´ı ANTLRWorks,
ktere´ k neˇmu patrˇ´ı, je vy´znamnou vy´hodou.
Apache Maven je na´stroj pro spra´vu sestaven´ı (build management tool), tedy prˇeklad, vy-
tvorˇen´ı vy´sledne´ knihovny, generova´n´ı dokumentace a tak podobneˇ.[6] Spolu s na´strojem
Apache Ant se na tomto poli jedna´ o de facto standard. Na rozd´ıl od Antu ma´ ale
mnozˇstv´ı za´suvny´ch modul˚u, ktere´ generuj´ı nejr˚uzneˇjˇs´ı informacˇn´ı stra´nky o projektu,
naprˇ´ıklad vy´sledek staticke´ analy´zy ko´du. Nav´ıc take´ spravuje za´vislosti a automa-
ticky je stahuje z internetu.
JUnit je podp˚urna´ knihovna pro psan´ı automaticky´ch test˚u.[5] Automaticke´ testy jsou
bl´ızˇe rozepsa´ny v cˇa´sti 4.1.2. JUnit je opeˇt standardn´ı knihovnou s podporou v mnoha






Na´sleduj´ıc´ı kapitola bl´ızˇe popisuje jazyk Texy (vyslovuje se ”texy“[1]). Obsahuje zhodnocen´ı
jazyka a uka´zku jeho pouzˇit´ı. Tato kapitola cˇtena´rˇe bl´ızˇe sezna´mı´ se soucˇasnou (a jedinou)
implementac´ı prˇekladacˇe jazyka. Je zde take´ uveden model jazyka, ktery´ byl pouzˇit prˇi
sestavova´n´ı forma´ln´ı gramatiky rozebrane´ v kapitole 3.
2.1 Popis jazyka
Jazyk Texy je uzˇivatelsky pomeˇrneˇ prˇ´ıveˇtivy´. Uzˇivateli nab´ız´ı snadny´ za´pis dokument˚u bez
specializovane´ho softwarove´ho vybaven´ı. Je pravda, zˇe beˇzˇny´ uzˇivatel pocˇ´ıtacˇe da´va´ veˇtsˇinou
prˇednost snadne´mu ovla´da´n´ı, jake´ nab´ızej´ı textove´ procesory a WYSIWYG editory. Existuje
vsˇak sta´le rostouc´ı skupina tzv. pokrocˇily´ch uzˇivatel˚u, kterˇ´ı cha´pou zada´va´n´ı dokumentu
v textove´ formeˇ s forma´tovac´ımi znacˇkami jako mnohem komfortneˇjˇs´ı.
2.1.1 Uka´zka
Nejna´zorneˇjˇs´ı bude prˇedve´st jazyk Texy na uka´zce. Takto mu˚zˇe vypadat jednoduchy´ doku-







i prˇes vı´ce rˇa´dku˚.
1) prvnı´ prvek
1) druhy´ prvek
1) trˇetı´ prvek (vsˇimneˇte si automaticke´ho cˇı´slova´nı´)
Pokud neˇco //hleda´te//, podı´vejte se na "Google":www.google.com
> Citace na za´veˇr (take´ prˇes neˇkolik
> rˇa´dku˚).
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Jak se takovy´ dokument naforma´tuje je zna´zorneˇno na 2.1.
Obra´zek 2.1: Uka´zka zforma´tovane´ho dokumentu
Nadpis dokumentu
Podnadpis kapitoly
Neˇjaky´ text v paragrafu i prˇes v´ıce rˇa´dk˚u.
1. prvn´ı prvek
2. druhy´ prvek
3. trˇet´ı prvek (vsˇimneˇte si automaticke´ho cˇ´ıslova´n´ı)
Pokud neˇco hleda´te, pod´ıvejte se na Google.
Citace na za´veˇr (take´ prˇes neˇkolik rˇa´dk˚u).




|Bohunice | |17 mil.
|Novy´ Lı´skovec|Jerˇa´bek Jan ^|13 mil.
|Brno-meˇsto |Plytky´ Karel |25 mil.
|Celkem ||55 mil.
Takto zapsana´ tabulka bude zforma´tova´na, jak ukazuje 2.1.





Novy´ L´ıskovec 13 mil.
Brno-meˇsto Plytky´ Karel 25 mil.
Celkem 55 mil.
Podrobny´ popis a mnoho dalˇs´ıch uka´zek je uvedeno na domovske´ stra´nce Texy.[9]
2.1.2 Parametrizace vy´stupu
Rozsˇ´ıˇren´ı navrhovane´ v 1.2.1 bude v JTexy dosazˇeno vkla´da´n´ım rezervovany´ch mı´st pro po-
jmenovane´ parametry. Rezervovane´ mı´sto bude zapsa´no ve tvaru ${na´zev parametru},
kde na´zev parametru je libovolny´ rˇeteˇz znak˚u (kromeˇ znaku konce rˇa´dku nebo znaku $).
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2.2 Soucˇasna´ implementace
Soucˇasna´ implementace (nazy´va´na v te´to pra´ci take´ jako referencˇn´ı implementace) je knihovna
v jazyce PHP. Tato knihovna je dua´lneˇ licencovana´ pod GPL a pod komercˇn´ı licenc´ı. Jej´ı
zdrojovy´ ko´d je tedy volneˇ prˇ´ıstupny´ ke studiu.
Knihovna se vyznacˇuje relativneˇ cˇisty´m objektovy´m na´vrhem a cˇitelny´m ko´dem. Ar-
chitektonicky je navrzˇena jako modula´rn´ı syste´m, kde jednotlive´ rysy (moduly) mohou by´t
podle potrˇeby vyp´ına´ny, poprˇ´ıpadeˇ mohou by´t pomoc´ı syste´mu hook˚u prˇida´va´ny u´plneˇ nove´
funkce a jazykove´ konstrukty. Pro rozpozna´n´ı vstupu se v te´to knihovneˇ veˇtsˇinou pouzˇ´ıvaj´ı
oddeˇlene´ regula´rn´ı vy´razy. Po rozpozna´n´ı je sestaven strom HTML element˚u (DOM ), ze
ktere´ je na´sledneˇ generova´n HTML vy´stup.
Dokumentace knihovny nen´ı prˇ´ıliˇs vycˇerpa´vaj´ıc´ı a zameˇrˇuje se prˇedevsˇ´ım na vy´klad
uka´zkami.[9]
2.3 Model jazyka
K u´speˇsˇne´mu sestaven´ı gramatiky a v˚ubec k jednoznacˇne´mu pochopen´ı jazyka je nejprve
potrˇeba mı´t k dispozici jeho model. Dokumentace k Texy zˇa´dny´ forma´ln´ı model neobsahuje,
bylo proto nutne´ jej sestavit.
Obra´zek 2.2: Model jazyka
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Prˇi sestavova´n´ı modelu jsem vycha´zel z dokumentace. Ta je sp´ıˇse neforma´ln´ı a spole´ha´
na vy´klad prˇ´ıkladem, takzˇe nejasnosti bylo nutne´ rˇesˇit experimenta´lneˇ na referencˇn´ı imple-
mentaci. To mohlo prˇine´st odchy´len´ı se od p˚uvodn´ıho za´meˇru jej´ıho autora. Prˇihle´dl jsem i
k tomu, zˇe prima´rn´ım vy´stupn´ım forma´tem Texy je HTML. Proto jsou neˇktere´ prvky mo-
delu pojate´ podobneˇ jako v HTML, cozˇ mu˚zˇe usnadnit generova´n´ı vy´stupn´ıch dokument˚u
do tohoto forma´tu.
Na obra´zku 2.2 je graficky zna´zorneˇno, z jaky´ch prvk˚u se jazyk skla´da´. Sˇipky na neˇm
zna´zornˇuj´ı relaci ”obsahuje“. Tedy naprˇ´ıklad blok mu˚zˇe obsahovat v´ıce blok˚u, paragraf,
tabulku, atp. Na´sleduje popis jednotlivy´ch prvk˚u.
Dokument je nejvysˇsˇ´ım prvkem hierarchie. Jedna´ se o reprezentaci jednoho dokumentu
v jazyce Texy. Obsahuje pra´veˇ jeden korˇenovy´ blok.
Elementem se nazy´vaj´ı vsˇechny prvky jazyka, ktere´ mohou by´t obsazˇeny v bloku.
Blok je element, ktery´ zapouzdrˇuje libovolne´ho mnozˇstv´ı dalˇs´ıch element˚u. Na blok je
mozˇne´ aplikovat modifika´tory (ty jsou podrobneˇji popsane´ da´le).
Paragraf je element, ktery´ prˇedstavuje klasickou jednotku textu, jak ji zna´me z typografie.
Obsahuje libovolne´ mnozˇstv´ı chunk˚u. Na paragraf je mozˇne´ aplikovat modifika´tory.
Tabulka je element slouzˇ´ıc´ı k zobrazen´ı tabula´rn´ıch dat. Obsahuje jeden cˇi v´ıce rˇa´dk˚u. Je
na ni mozˇne´ aplikovat modifika´tory.
Seznam je element, ktery´ zobrazuje neˇkolik po sobeˇ jdouc´ıch prvk˚u seznamu. Veˇtsˇinou
funguje jako vy´cˇet nebo vyjmenova´n´ı mozˇnost´ı, poprˇ´ıpadeˇ jako seznam definic´ı. Se-
znam mu˚zˇe mı´t neˇkolik vizua´ln´ıch styl˚u:
1. nesetrˇ´ıdeˇny´ seznam
2. setrˇ´ıdeˇny´ cˇ´ıslovany´ seznam
3. setrˇ´ıdeˇny´ seznam cˇ´ıslovany´ maly´mi p´ısmeny abecedy (a-z)
4. setrˇ´ıdeˇny´ seznam cˇ´ıslovany´ velky´mi p´ısmeny abecedy (A-Z)
5. setrˇ´ıdeˇny´ seznam cˇ´ıslovany´ rˇ´ımsky´mi cˇ´ıslicemi (I., II., III., atd.)
Na seznam je mozˇne´ aplikovat modifika´tory.
Citace je element, ktery´ slouzˇ´ı k zobrazen´ı citovane´ho bloku textu. Na citaci je mozˇne´
aplikovat modifika´tory.
Rˇa´dek tabulky je jednotka obsazˇena´ v tabulce. Obsahuje jednu nebo v´ıce buneˇk. Na
rˇa´dek tabulky je mozˇne´ aplikovat modifika´tory.
Bunˇka tabulky je jednotka obsazˇena´ v rˇa´dku tabulky. Obsahuje libovolne´ mnozˇstv´ı chunk˚u.
Ma´ dveˇ vlastnosti ovlivnˇuj´ıc´ı spojova´n´ı buneˇk:
• horizonta´ln´ı prˇesah tabulky – kolik buneˇk od dane´ bunˇky doprava je spojeno do
te´to bunˇky
• vertika´ln´ı prˇesah tabulky – kolik buneˇk od dane´ bunˇky dol˚u je spojeno do te´to
bunˇky
Kromeˇ nich je na bunˇku tabulky mozˇne´ aplikovat modifika´tory.
9
Polozˇka seznamu je jednotka obsazˇena´ v seznamu. Obsahuje pra´veˇ jeden blok, ktery´
v sobeˇ obsahuje dalˇs´ı elementy. Na prvek seznamu tabulky je mozˇne´ aplikovat modi-
fika´tory.
Chunkem se nazy´vaj´ı prvky, ktere´ prˇedstavuj´ı jednotku textu.
Atom je chunk, ktery´ je da´le nedeˇlitelny´ a ktery´ obsahuje pouze jediny´ textovy´ rˇeteˇzec.
Zalomen´ı je chunk prˇedstavuj´ıc´ı vynucene´ zalomen´ı rˇa´dku.
Obra´zek je chunk, ktery´ je odkazem na extern´ı graficky´ soubor. Obsahuje:
• cestu k extern´ımu souboru
• sˇ´ıˇrku obra´zku (v pixelech)
• vy´sˇku obra´zku (v pixelech)
Na obra´zek je mozˇne´ aplikovat modifika´tory.
Nadpis je chunk ktery´ reprezentuje nadpis v textu. Obsahuje libovolne´ mnozˇstv´ı dalˇs´ıch
chunk˚u a je definova´n svoj´ı d˚ulezˇitost´ı, cozˇ je cele´ cˇ´ıslo od 1 do 10. 1 znacˇ´ı nejvysˇsˇ´ı
d˚ulezˇitost. Na nadpis je mozˇne´ aplikovat modifika´tory.
Tucˇna´ fra´ze je chunk prˇedstavuj´ıc´ı cˇa´st textu, ktera´ je zna´zorneˇna tucˇneˇ. Obsahuje libo-
volne´ mnozˇstv´ı dalˇs´ıch chunk˚u a je na ni mozˇne´ aplikovat modifika´tory.
Fra´ze kurz´ıvou je chunk prˇedstavuj´ıc´ı cˇa´st textu, ktera´ je zna´zorneˇna kurz´ıvou. Obsahuje
libovolne´ mnozˇstv´ı dalˇs´ıch chunk˚u a je na ni mozˇne´ aplikovat modifika´tory.
Odkaz je chunk, ktery´ prˇedstavuje odkaz na extern´ı dokument. Skla´da´ se z rˇeteˇzce obsa-
huj´ıc´ı URL1 dokumentu a rˇeteˇzce obsahuj´ıc´ı textovy´ popis.
Mnozˇina modifika´tor˚u je meta prvek dokumentu, ktery´ vzˇdy na´lezˇ´ı jine´mu prvku. Ob-
sahuje sadu vlastnost´ı, ktere´ ovlivnˇuj´ı vzhled nebo umı´steˇn´ı prvku, ke ktere´mu na´lezˇ´ı:
• zarovna´n´ı prvku (mu˚zˇe by´t prave´, leve´, na strˇed, do bloku nebo bez zarovna´n´ı)
• mnozˇina CSS trˇ´ıd aplikovany´ch na generovany´ HTML element
• ID generovane´ho HTML elementu
• atributy prvku, cozˇ jsou hodnoty ktere´ se pouzˇij´ı k sestaven´ı inline CSS stylu
generovane´ho HTML elementu
I kdyzˇ tento model nen´ı u´plny´, obsahuje vsˇechny rysy jazyka, ktere´ byly implementova´ny





Tato kapitola zd˚uvodn´ı nutnost konstrukce forma´ln´ı gramatiky jako prostrˇedku pro vyja´drˇen´ı
jazyka. Prˇedstav´ı cˇtena´rˇi na´stroj ANTLR slouzˇ´ıc´ı ke generova´n´ı lexika´ln´ıho a syntakticke´ho
analyza´toru bezkontextovy´ch gramatik. Pop´ıˇse take´ konstrukci gramatiky Texy, vcˇetneˇ
proble´mu˚, ktere´ se v pr˚ubeˇhu objevily.
3.1 Du˚vody
Formalizace gramatiky jazyka spolu nese rˇadu prakticky´ch vy´hod.
• Do znacˇne´ mı´ry usnadn´ı dalˇs´ı implementace. Jakkoliv mu˚zˇe by´t slovn´ı popis pro
uzˇivatele sch˚udneˇjˇs´ı a cˇitelneˇjˇs´ı, pro programa´tora je sp´ıˇse zdrojem mnoha nejasnost´ı
a dvojsmysl˚u.
• Celkovou strukturu jazyka ma´ veˇtsˇinou p˚uvodn´ı autor cˇi autorˇi intuitivneˇ ve sve´
mysli, ale azˇ pra´veˇ formalizace mu˚zˇe uka´zat na nedostatky nebo nelogicˇnosti v na´vrhu
jazyka.
• Forma´ln´ı gramatika vy´znamneˇ prˇisp´ıva´ standardizaci. Forma´ln´ı definice jazyka mu˚zˇe
znamenat rozd´ıl mezi jazykem uzamcˇeny´m na jedinou implementaci na jedine´ plat-
formeˇ a jazykem s mnoha implementacemi na r˚uzny´ch platforma´ch a syste´mech.
3.2 Na´stroj ANTLR
ANTLR je na´stroj slouzˇ´ıc´ı ke generova´n´ı lexika´ln´ıho a syntakticke´ho analyza´toru bezkon-
textovy´ch gramatik.[15] I kdyzˇ je tento na´stroj napsany´ v Javeˇ, umozˇnˇuje generovat ana-
lyza´tory pouzˇitelne´ i v jiny´ch programovac´ıch jazyc´ıch, jako je C, C++ Java, C# nebo
Python.
ANTLR se skla´da´ ze dvou cˇa´st´ı – genera´toru a beˇhove´ knihovny. Genera´tor je program,
ktery´ provede analy´zu gramatiky popsane´ specia´ln´ı syntax´ı. Na za´kladeˇ te´to gramatiky
vygeneruje zdrojovy´ ko´d lexika´ln´ıho a syntakticke´ho analyza´toru pro c´ılovy´ jazyk.1 Tyto
analyza´tory je pak mozˇne´ prˇelozˇit standardn´ım prˇekladacˇem dane´ho c´ılove´ho jazyka a prˇ´ımo
je pouzˇ´ıvat z ko´du aplikace nebo knihovny. Pro jejich spusˇteˇn´ı je ovsˇem nutna´ zmı´neˇna´
beˇhova´ knihovna.
1Tyto pojmy jsou bl´ızˇe objasneˇny v cˇa´sti 4.3.
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Na vstupu je proud znak˚u. Z neˇj jsou lexika´ln´ım analyza´torem vytvorˇeny tokeny (sym-
boly jazyka) za pomoci definovany´ch pravidel. K jednotlivy´m pravidl˚um je mozˇne´ prˇipojit
libovolne´ akce napsane´ prˇ´ımo v Javeˇ. Nav´ıc je mozˇne´ akcemi ovlivnˇovat i samotny´ vy´stup
z lexika´ln´ıho analyza´toru.
Proud token˚u z lexika´ln´ıho analyza´toru je pak pouzˇit v syntakticke´m analyza´toru, ktery´
aplikuje pravidla syntakticke´ analy´zy a na za´kladeˇ nich vykona´va´ akce. Za´rovenˇ mu˚zˇe
vytva´rˇet abstraktn´ı syntakticky´ strom (AST), pokud je v gramatice definova´no, jakou struk-
turu ma´ vy´sledny´ AST mı´t.
3.2.1 ANTLR a LL(∗)
ANTLR generuje LL(∗) syntakticke´ analyza´tory, ktere´ jsou silneˇjˇs´ı nezˇ obvykle´ genero-
vane´ i rucˇneˇ psane´ LL(1) analyza´tory. LL analyza´tory maj´ı typicky pro kazˇde´ pravidlo
povoluj´ıc´ıho v´ıce alternativ jeden konecˇny´ stavovy´ automat, ktery´ rozhoduje o pouzˇite´ al-
ternativeˇ.[8, 183 s.] Klasicke´ LL(k) parsery jsou omezeny na fixn´ı hodnotu k proto, zˇe
tento automat maj´ı acyklicky´, tedy zˇe graf jeho stav˚u neobsahuje kruzˇnici. Hodnota k
je pak nejdelˇs´ı mozˇna´ cesta od pocˇa´tecˇn´ıho do koncove´ho stavu. ANTLR generuje LL(∗)
parsery, tedy LL(k) s neomezenou hodnotou k. Toho je dosazˇeno t´ım, zˇe automat rozho-
duj´ıc´ı o pouzˇite´ alternativeˇ v grafu stav˚u mu˚zˇe obsahovat kruzˇnici, tedy k je potencia´lneˇ
neomezene´.[14, 268 s.]
3.3 Proble´my
Prˇi sestavova´n´ı gramatiky jsem narazil na neˇkolik proble´mu, ktere´ si vynutily zjednodusˇen´ı
gramatiky na u´kor prˇirozene´ho za´pisu. Neˇktere´ konstrukce je proto nutne´ rozpozna´va´t pro-
gramoveˇ azˇ na za´kladeˇ abstraktn´ıho syntakticke´ho stromu, nebo naopak jesˇteˇ prˇed syn-
taktickou analy´zou rozsˇ´ıˇren´ım lexika´ln´ıho analyza´toru. Toto je bl´ızˇe popsa´no v kapitole
4.
3.3.1 Nejednoznacˇnost gramatiky
Existuje gramatika, ktera´ jazyk Texy popisuje jednoznacˇneˇ. Tato gramatika je vsˇak vysˇsˇ´ı nezˇ
bezkontextova´.2 Meˇjme naprˇ´ıklad bezkontextovou gramatiku G1 = ({S,A}, {X,Y }, P, S),
kde P je definova´no jako
A ::= X Y+ X (3.1)
A ::= X (3.2)
A ::= Y (3.3)
S ::= A+ (3.4)
Podobny´ za´pis se u Texy pouzˇ´ıva´ k za´pisu fra´ze, konkre´tneˇ termina´l X znacˇ´ı zacˇa´tek a
konec fra´ze, naprˇ´ıklad tucˇne´ho p´ısma popsane´ho v 2.3. Za´rovenˇ ale tento termina´l mu˚zˇe
by´t soucˇa´st´ı obsahu. Tato gramatika je nejednoznacˇna´, naprˇ. veˇtu X Y X mu˚zˇeme derivovat
na A pouzˇit´ım pravidla 3.1 nebo na A A A pouzˇit´ım 3.2 a 3.3.
Gramatika mus´ı by´t bezkontextova´, abychom pro ni mohli generovat syntakticky´ ana-
lyza´tor na´strojem ANTLR. Proto je nutne´ se spokojit s nejednoznacˇnou gramatikou. Na´stroj
2Toto se nety´ka´ pouze jazyka Texy, ale je spolecˇne´ pro znacˇkovac´ı jazyky, kde se konstrukty jazyka volneˇ
kombinuj´ı se samotny´m obsahem.
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ANTLR je schopen rozpoznat i nejednoznacˇne´ gramatiky. Experimenta´lneˇ jsem vsˇak zjistil,
zˇe vy´sledny´ syntakticky´ analyza´tor je pro slozˇite´ nejednoznacˇne´ gramatiky natolik kompli-
kovany´, zˇe prˇesahuje pevne´ limity dane´ specifikac´ı virtua´ln´ıho stroje Java. Konkre´tneˇ je
v te´to specifikaci uvedeno, zˇe velikost interpretovane´ho ko´du metody nesmı´ prˇesa´hnout
65 535 bajt˚u.[12] Generovane´ analyza´tory neˇktery´ch gramatik ale obsahuj´ı metody delˇs´ı –
jedna´ se o metody, ktere´ obsluhuj´ı stavove´ prˇechody. Takovy´ ko´d pak prˇekladacˇ odmı´tne
prˇelozˇit. Proto je nutne´ pokud mozˇno omezit mı´sta, kde je gramatika nejednoznacˇna´.
3.3.2 Omezen´ı parseru
Dalˇs´ı proble´m plyne z omezen´ı parseru. Neˇktere´ rysy jazyka Texy nen´ı mozˇne´ prˇirozeny´m
zp˚usobem prˇepsat do bezkontextove´ gramatiky, pro kterou by byl na´stroj ANTLR schopen
generovat korektn´ı parser.
Meˇjme bezkontextovou gramatiku G2 = ({S,A}, {X,Y, $}, P, S), kde P je
A ::= X A+ Y (3.5)
A ::= Y (3.6)
S ::= A+ $ (3.7)
Pravidlo 3.5 je rekurzivn´ı, cozˇ je jediny´ zp˚usob, jak v gramatice zachytit konstrukt
blok˚u v jazyce Texy. Za´rovenˇ je tato gramatika nejednoznacˇna´ z podobne´ho d˚uvodu, jako
je popsa´no v cˇa´sti 3.3.1 – pro veˇtu X Y Y Y je mozˇna´ posloupnost derivac´ı
(X Y Y Y )→ (X A A Y )→ (A)
nebo
(X Y Y Y )→ (X A Y Y )→ (A Y )→ (A A)
Prˇi pouzˇit´ı ANTLR jsou zrˇejme´ tyto proble´my:
1. G2 nen´ı LL(∗) gramatika. Jak uzˇ bylo rˇecˇeno v cˇa´sti 3.2, ANTLR generuje LL(∗)
parsery vyuzˇ´ıvaj´ıc´ı konecˇne´ho stavove´ho automatu k rozpozna´n´ı alternativ. Je mozˇne´
doka´zat, zˇe konecˇny´ stavovy´ automat nen´ı dostatecˇneˇ silny´ k rozhodnut´ı kterou z al-
ternativ 3.5, 3.6 pouzˇ´ıt.3[14, 307 s.]
2. K rozpozna´n´ı G2 nepomu˚zˇe ani backtracking. V prˇ´ıpadeˇ, zˇe bychom k roz-
pozna´n´ı pravidla mı´sto konecˇne´ho stavove´ho automatu pouzˇili backtracking – cozˇ
ANTLR umozˇnˇuje aplikac´ı tzv. syntakticke´ho predika´tu[14, 331-356 s.] – nejedno-
znacˇnost jazyka sta´le bude zp˚usobovat proble´my prˇi aplikaci rekurzivn´ıho pravidla.
To, kde ukoncˇit cyklus po sobeˇ na´sleduj´ıc´ıch netermina´l˚u a, totizˇ nen´ı mozˇne´ LL(∗)
parserem rozhodnout.
To opeˇt nejle´pe uka´zˇu na prˇ´ıkladu. ANTLR generuje pro pravidlo a na´sleduj´ıc´ı parser
(v pseudoko´du):
if input() == X and backtrack a(): // podle 3.5
match(X)
while input() != $:





else if (input() == Y): // podle 3.6
match(Y)
kde input() je funkce vracej´ıc´ı termina´l na vrcholu vstupn´ıho za´sobn´ıku a match(x)
je funkce, ktera´ vyjme termina´l ze vstupn´ıho za´sobn´ıku, pokud je roven x (v opacˇne´m
prˇ´ıpadeˇ zp˚usob´ı selha´n´ı rozpozna´va´n´ı).
Potom naprˇ´ıklad rozpozna´n´ı veˇty X Y Y $ selzˇe. Je tomu tak proto, zˇe cyklus uvozeny´
podmı´nkou while input() != $ je ukoncˇen, azˇ kdyzˇ je na vstupu konecˇny´ termina´l
$, tedy pravidlo a prˇ´ıjme o jeden termina´l Y v´ıce, nezˇ by meˇlo. Na´sleduj´ıc´ı vola´n´ı
prˇijet´ı termina´lu Y – match(Y) – zp˚usob´ı selha´n´ı syntakticke´ analy´zy. A to prˇesto, zˇe




V te´to kapitole je podrobneˇji popsa´na implementace samotne´ho prˇekladacˇe a vy´stupu.
Je rozebra´no, z jaky´ch proces˚u se prˇeklad skla´da´ a take´ zp˚usob reprezentace vy´sledne´ho
dokumentu. Take´ je zde popsa´na implementace vy´stupu do forma´tu HTML.
4.1 Obecne´ informace o implementaci
4.1.1 Pozna´mky k objektove´mu na´vrhu
Prˇi implementaci jsem kladl d˚uraz na cˇisty´ a jednoduchy´ na´vrh a cˇaste´ komenta´rˇe ve zdro-
jove´m ko´du. Pro objektovy´ na´vrh byly pouzˇity tyto hlavn´ı principy:
• Jasne´ oddeˇlen´ı odpoveˇdnost´ı jednotlivy´ch trˇ´ıd. To vede ke zvy´sˇen´ı cˇitelnosti ko´du a
sn´ızˇen´ı na´rok˚u na u´drzˇbu.
• Aplikace princip˚u defenzivn´ıho programova´n´ı.[10, s. 65]
• Dodrzˇen´ı principu trˇ´ıd otevrˇeny´ch pro rozsˇ´ıˇren´ı a uzavrˇeny´ch pro modifikaci.[13] Tento
princip mimo jine´ znamena´, zˇe u trˇ´ıd, ktere´ nejsou explicitneˇ navrzˇene´ pro rozsˇ´ıˇren´ı, je
rozsˇiˇrova´n´ı znemozˇneˇno modifika´torem final. Takto je zamezeno zneuzˇ´ıva´n´ı deˇdicˇnosti
ke zmeˇneˇ chova´n´ı trˇ´ıd tam, kde by k neˇmu nemeˇlo docha´zet.
• Tam, kde to je mozˇne´, jsou trˇ´ıdy navrzˇeny jako nemeˇnitelne´ (immutable). To s sebou
nese neˇktere´ vy´hody: je mozˇne´ je bezpecˇneˇ vyuzˇ´ıvat v prostrˇed´ı s v´ıce vla´kny bez
nutnosti synchronizace a nen´ı nutne´ vytva´rˇet defenzivn´ı kopii prˇi prˇeda´va´n´ı reference
na instance takove´ trˇ´ıdy.
4.1.2 Pouzˇite´ pomu˚cky
Automaticke´ testy
Automaticke´ testy se cˇ´ım da´l v´ıce prosazuj´ı v softwarove´m inzˇeny´rstv´ı nejen jako na´stroj pro
zjednodusˇen´ı pra´ce prˇi testova´n´ı aplikace, ale take´ jako pomu˚cka programa´tora pro oveˇrˇen´ı
spra´vnosti algoritmu a zachova´n´ı jeho spra´vnosti beˇhem cele´ho zˇivotn´ıho cyklu produktu.
Automaticky´mi testy se mysl´ı sada programu˚, ktere´ spousˇt´ı ko´d knihovny nebo aplikace a
porovna´vaj´ı jej´ı vy´stup nebo chova´n´ı s prˇedem dany´m prˇedpokladem.[10, s. 81]
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Beˇhem vy´voje jsem pr˚ubeˇzˇneˇ sestavoval k veˇtsˇineˇ implementovany´ch funkcionalit i
funkcˇn´ı testy. Take´ jsem na neˇktery´ch mı´stech pouzˇil techniku jednotkovy´ch test˚u. Au-
tomaticke´ testy byly pouzˇity i v pr˚ubeˇhu sestavova´n´ı gramatiky. Zhruba 40% vesˇkere´ho
ko´du jsem psal metodou programova´n´ı rˇ´ızene´ testy. [10, s. 94]
Tento d˚uraz na automaticke´ testy se zcela jisteˇ prˇi vy´voji oplatil, jak je zhodnoceno
v za´veˇru pra´ce (cˇa´st 5.1.2).
FindBugs
Prˇi vy´voji jsem pr˚ubeˇzˇneˇ sledoval vy´stupy z na´stroje FindBugs, ktery´ prova´d´ı statickou
analy´zu ko´du za u´cˇelem nalezen´ı potencia´ln´ıch chyb v ko´du a porusˇen´ı doporucˇeny´ch po-
stup˚u. Vy´sledek analy´zy fina´ln´ı verze ko´du je opeˇt zhodnocen v za´veˇru.
4.2 Architektura knihovny
Obra´zek 4.1: Diagram bal´ık˚u
Knihovna je rozdeˇlena na bal´ıky podle jejich odpoveˇdnost´ı, jak zna´zornˇuje diagram
bal´ık˚u 4.1.
Application prˇedstavuje libovolnou aplikaci vyuzˇ´ıvaj´ıc´ı JTexy.
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Compile odpov´ıda´ Javove´mu bal´ıku cz.oxyonline.jtexy.compile. Tento bal´ık obsahuje
trˇ´ıdy urcˇene´ k prˇekladu vstupn´ıch dokument˚u. Je zodpoveˇdny´ za prˇevod AST na
pameˇt’ovou reprezentaci, cozˇ je popsa´no v 4.4
Model (cz.oxyonline.jtexy.model) obsahuje rozhran´ı reprezentuj´ıc´ı model Texy, viz.
4.4.1.
Simple Model (cz.oxyonline.jtexy.model.simple) obsahuje primitivn´ı implementaci
modelu, viz. 4.4.1.
Impl (cz.oxyonline.jtexy.impl) v sobeˇ obsahuje intern´ı trˇ´ıdy, ktere´ jsou pouzˇite´ z jiny´ch
bal´ıku knihovny. Tento bal´ık nen´ı urcˇeny´ k pouzˇit´ı mimo ko´d JTexy. Obsahuje bal´ık
lexika´ln´ıho a syntakticke´ho analyza´toru (cz.oxyonline.jtexy.impl.parse) a bal´ık
pro pomocne´ funkce (cz.oxyonline.jtexy.impl.util).
HTML Output (cz.oxyonline.jtexy.output.html) obsahuje genera´tor vy´stupu do HTML,
viz. 4.5.
Model Util (cz.oxyonline.jtexy.model.util) obsahuje trˇ´ıdu ModelVisitor popsanou
v 4.5
Samotny´ proces prˇekladu je zna´zorneˇn na obra´zku 4.2. Tento proces je bl´ızˇe popsa´n
v na´sleduj´ıc´ıch podkapitola´ch.
4.3 Vytvorˇen´ı abstraktn´ıho syntakticke´ho stromu
Prvn´ım krokem v procesu prˇekladu je vytvorˇen´ı abstraktn´ıho syntakticke´ho stromu. S t´ımto
pojmem se beˇzˇneˇ setka´va´me u v´ıcekrokovy´ch prˇekladacˇ˚u imperativn´ıch jazyk˚u.[16, 8 s.]
Vytvorˇen´ı syntakticke´ho stromu je pomeˇrneˇ komplikovany´ proces. Nasˇteˇst´ı pro neˇj exis-
tuj´ı dobrˇe popsane´ a zavedene´ algoritmy. Prˇi rozpozna´va´n´ı naproste´ veˇtsˇiny programovac´ıch
jazyk˚u se dnes pouzˇ´ıva´ dvoufa´zovy´ proces, kde prvn´ı fa´ze se nazy´va´ lexika´ln´ı analy´za a druha´
fa´ze syntakticka´ analy´za. Toto rozdeˇlen´ı ma´ sv˚uj pocˇa´tek v teoreticke´m za´kladu prˇekladacˇ˚u,
tedy teorii forma´ln´ıch jazyk˚u. Zde se beˇzˇneˇ pracuje s jazykem jako mnozˇinou rˇeteˇzc˚u sesta-
veny´ch z urcˇite´ abecedy symbol˚u.
Prˇi znalosti tohoto formalizmu je mozˇne´ stanovit dva podsyste´my:
lexika´ln´ı analyza´tor slouzˇ´ı k rozpozna´n´ı posloupnosti symbol˚u (lex˚u) ve vstupn´ım proudu
znak˚u
syntakticky´ analyza´tor v obecneˇjˇs´ım pojet´ı rozpozna´, zda posloupnost znak˚u patrˇ´ı do
dane´ho jazyka. V prakticke´m pojet´ı prˇekladacˇ˚u pak vytvorˇ´ı z te´to posloupnosti struk-
turu – syntakticky´ strom – se kterou je mozˇne´ da´le pracovat.
4.3.1 Lexika´ln´ı analy´za
Lexika´ln´ı analy´zu zajiˇst’uje trˇ´ıda TexyLexer. Tato trˇ´ıda je generovana´ z tzv. lexika´ln´ı gra-
matiky pomoc´ı na´stroje ANTLR, ktere´mu je veˇnovana´ cˇa´st 3.2. Pouzˇ´ıva´ LL(1) algoritmus
pro rozpozna´n´ı vstupu.
















Obra´zek 4.2: Pr˚ubeˇh prˇekladu a vy´stupu







LL(1) lexika´ln´ı analy´za sama o sobeˇ bohuzˇel nestacˇ´ı k rozpozna´n´ı vsˇech symbol˚u Texy, jako
jsou HTML bloky nebo odsazen´ı. Nav´ıc, aby se zjednodusˇila samotna´ gramatika z d˚uvod˚u
popsany´ch v 3.3, jsou neˇktere´ konstrukce rozpozna´va´ny prˇi lexika´ln´ı analy´ze, i kdyzˇ by
svy´m charakterem patrˇily sp´ıˇse do syntakticke´ analy´zy.
Z tohoto d˚uvodu jsem vytvorˇil trˇ´ıdu Lexer, ktera´ slouzˇ´ı jako ba´zova´ trˇ´ıda pro genero-
vany´ TexyLexer. Metody te´to trˇ´ıdy jsou pak vola´ny z TexyLexeru pomoc´ı akc´ı uvedeny´ch
v samotne´ gramatice. Tyto metody slouzˇ´ı k rozpozna´n´ı symbol˚u, ktere´ by nebylo mozˇne´
rozpoznat LL(1) analy´zou.
Na´sleduje uka´zka takove´ metody, ktera´ rozpozna´, zda znak mezery je prvn´ım znakem
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symbolu ”odsazen´ı“ (”odsazen´ı“ je posloupnost mezer, ktera´ se nacha´z´ı bezprostrˇedneˇ na
zacˇa´tku rˇa´dku):
protected void tryMatchAndEmitIndent() {
// not an indentation token, if this is not the first character on line
if (getCharPositionInLine() != 1) {
return;
}
// If the space is the first character on the line,
// emit an INDENT_MARK marker instead of S.
// consume the following spaces too
int spaceCount = 0;
while (input.LA(spaceCount) == ’ ’) {
spaceCount++;
}




Tato metoda je v ANTLR gramatice vyvola´na pravidlem
S: ’ ’ { tryMatchAndEmitIndent(); };
Toto pravidlo rˇ´ıka´, zˇe libovolna´ mezera odpov´ıda´ tokenu s na´zvem S. Za´rovenˇ je vsˇak
prˇi rozpozna´n´ı tohoto tokenu vyvola´na metoda tryMatchAndEmitIndent(), ktera´ zjist´ı, zda
se ve skutecˇnosti nejedna´ o odsazen´ı rˇa´dku. Pokud ano, tak vyvola´ metodu emitLast(),
ktera´ do vy´stupu lexika´ln´ıho analyza´tor˚u prˇida´ token INDENT_MARK. Token S, ktery´ by byl
norma´lneˇ rozpozna´n, se na´sledneˇ ignoruje.
4.3.2 Syntakticka´ analy´za
TexyParser je trˇ´ıda, ktera´ zajiˇst’uje syntaktickou analy´zu. Tato trˇ´ıda je generova´na na
za´kladeˇ syntakticke´ gramatiky. Pouzˇ´ıva´ LL(∗) algoritmus, ktery´ je popsany´ v 3.2.1, k roz-
pozna´n´ı syntakticke´ struktury. Na jej´ım za´kladeˇ pak vytvorˇ´ı syntakticky´ strom.
Uka´zka pouzˇite´ syntakticke´ analy´zy (tato cˇa´st slouzˇ´ı k rozpozna´n´ı tabulek Texy):
table: tableModifiers? tableRow+;
tableRow: PIPE HYPHEN HYPHEN HYPHEN+ EOL
| tableCell+ EOL;






Jak je videˇt, za´pis se na´padneˇ podoba´ BNF. Z uka´zky je nav´ıc patrne´, zˇe v gramatice
je take´ mozˇne´ pouzˇ´ıt konstrukty z EBNF, jako je za´pis sekvence symbol˚u (znacˇky * a +).[2]
Opeˇt plat´ı, zˇe ne vsˇe je mozˇne´ rozpoznat prˇi syntakticke´ analy´ze. Neˇktere´ slozˇiteˇjˇs´ı prvky
jazyka, jako naprˇ´ıklad seznamy, jsou ve skutecˇnosti rozpozna´ny azˇ analy´zou samotne´ho syn-
takticke´ho stromu. Proto syntakticka´ gramatika neobsahuje pravidla, ktera´ by tyto prvky
rozpozna´vala.
Kompletn´ı text gramatiky pro ANTLR je v prˇ´ıloze 1.
4.4 Prˇevod na pameˇt’ovou reprezentaci
Samotny´ syntakticky´ strom se zda´ by´t nevhodny´ zp˚usob samotne´ reprezentace dokumentu.
Ta mus´ı by´t navrzˇena´ tak, aby na jej´ım za´kladeˇ bylo mozˇne´ snadno staveˇt genera´tor
vy´stupu. Rozhran´ı pro pra´ci se syntakticky´m stromem naopak nen´ı prˇ´ıliˇs programa´torsky
prˇiveˇtive´ a znacˇneˇ nevy´hodna´ je i u´zka´ vazba na knihovnu ANTLR. Nav´ıc je syntakticky´
strom stejneˇ nutne´ urcˇity´m zp˚usobem transformovat, aby odpov´ıdal modelu jazyka a ne
pouze zjednodusˇene´ gramatice.
Proto se zda´ by´t vy´hodneˇjˇs´ı pro pameˇt’ovou reprezentaci zvolit vlastn´ı strukturu, ktera´
bude prˇesneˇ kop´ırovat model jazyka, jak je popsany´ v 2.3.
4.4.1 Struktura
Jako verˇejne´ rozhran´ı pro pra´ci s reprezentac´ı dokumentu byly vytvorˇene´ rozhran´ı umı´steˇne´
do bal´ıku cz.oxyonline.jtexy.model. V tomto bal´ıku maj´ı vsˇechny prvky jazyka svoji
reprezentaci.
Byla take´ vytvorˇena sada trˇ´ıd, ktere´ tyto rozhran´ı implementuj´ı. Tyto trˇ´ıdy jsou v bal´ıku
cz.oxyonline.jtexy.model.simple. Jsou prima´rneˇ urcˇeny k pouzˇit´ı prˇi prˇekladu doku-
ment˚u, ale jsou verˇejne´ a je mozˇne´ je pouzˇ´ıt kdekoliv v ko´du pouzˇ´ıvaj´ıc´ım JTexy, tedy
naprˇ´ıklad jako pomu˚cku prˇi implementaci jednotkovy´ch test˚u. Tyto trˇ´ıdy byly navrzˇeny
jako nemeˇnitelne´.
4.4.2 Transformace z AST
K dekompozici transformace z abstraktn´ıho syntakticke´ho stromu jsem zavedl dveˇ abs-
trakce:
Transforma´tor (transformer) je trˇ´ıda, ktera´ na vstupu prˇij´ıma´ uzel syntakticke´ho
stromu a na vy´stupu vrac´ı seznam vygenerovany´ch prvk˚u dokumentu (tj. in-
stanc´ı rozhran´ı z cz.oxyonline.jtexy.model). Transforma´tor implementuje roz-
hran´ı cz.oxyonline.jtexy.compile.NodeTransformer.
Sbeˇracˇ (collector) postupneˇ prˇij´ıma´ uzly syntakticke´ho stromu a na za´kladeˇ nich vyge-
neruje seznam prvk˚u dokument˚u. Sbeˇracˇ je trˇ´ıda, ktera´ rozsˇiˇruje abstraktn´ı trˇ´ıdu
cz.oxyonline.jtexy.compile.NodeCollector.
Nejcˇasteˇji pouzˇity´m sbeˇracˇem je TransformerCollector, ktery´ na kazˇdy´ prˇijaty´ uzel
stromu aplikuje prˇedem dany´ transforma´tor.
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Obra´zek 4.3: Transformace paragrafu
Tyto dveˇ za´kladn´ı abstrakce tvorˇ´ı cely´ proces transformace vza´jemny´m zanorˇova´n´ım.
Toto je videˇt na prˇ´ıkladu transformace paragrafu, jak ukazuje sekvencˇn´ı diagram 4.3.
Na neˇm je videˇt, zˇe sbeˇracˇ paragrafu sestavuje vy´stup, ktery´ pocha´z´ı z transforma´toru
rˇa´dk˚u. Tento transforma´tor zase pouzˇ´ıva´ sbeˇracˇ a transforma´tor k transformaci jednot-
livy´ch chunk˚u.
4.5 Genera´tor vy´stupu
Konecˇny´m krokem v procesu prˇekladu je generova´n´ı vy´stupu. Rozhran´ı, ktere´ mus´ı ge-
nera´tor vy´stupu implementovat, se jmenuje cz.oxyonline.jtexy.OutputGenerator. Toto
rozhran´ı definuje pouze jednu metodu
public void generate(Document document, Map<String, String> parameters)
throws OutputGenerationException;
ktera´ provede vytvorˇen´ı vy´stupu. Parametr document uda´va´ generovany´ dokument a
parameters je mapa parametr˚u, ktere´ budou v dokumentu dosazene´ do rezervovany´ch
mı´st.
Pro procha´zen´ı prvk˚u dokumentu slouzˇ´ı pomocna´ abstraktn´ı trˇ´ıda
cz.oxyonline.jtexy.model.util.ModelVisitor. Ta vyuzˇ´ıva´ na´vrhovy´ vzor na´vsˇteˇvn´ık
(visitor)[11, 193 s.] pro pr˚uchod stromovou strukturou dokumentu. Je vyuzˇita varianta
tohoto vzoru, kdy klient i na´vsˇteˇvn´ık jsou spojeni do jedne´ trˇ´ıdy. Metody visit()
abstraktn´ı trˇ´ıdy zajiˇst’uj´ı propagaci uda´losti cˇlen˚um navsˇt´ıvene´ho prvku. Tyto metody
mohou vypadat naprˇ´ıklad takto:
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public void visit(Table table) {




public void visit(TableRow row) {




public void visit(TableCell cell) {
// ...
}
Prˇi implementaci genera´toru pak stacˇ´ı rozsˇ´ıˇrit tuto trˇ´ıdu a prˇekry´t neˇktere´ nebo vsˇechny
jej´ı metody visit(). Prˇi prˇekryt´ı je mozˇne´ upravit chova´n´ı naprˇ´ıklad tak, aby prˇi pr˚uchodu
prvkem bylo do vy´stupu zapsa´n libovolny´ text.
Prˇ´ıklad:
public void visit(TableRow row) {
printer.println("<tr>"); // zapı´sˇe pocˇa´tecˇnı´ znacˇku pro rˇa´dek tabulky
// vyvola´ pu˚vodnı´ implementaci, ktera´ procha´zı´ vsˇechny bunˇky na rˇa´dku
super.visit(row);
printer.println("</tr>"); // zapı´sˇe koncovou znacˇku pro rˇa´dek tabulky
}
Jediny´ soucˇasny´ genera´tor vy´stupu je trˇ´ıda
cz.oxyonline.jtexy.output.html.HtmlOutputGenerator, ktera´, jak na´zev napov´ıda´,
generuje vy´stup do HTML forma´tu.
4.6 Prˇevodn´ı aplikace
Soucˇa´st zada´n´ı te´to pra´ce je i program, ktery´ je vyvola´n z prˇ´ıkazove´ rˇa´dky, a ktery´ prˇeva´d´ı
vstupn´ı dokumenty v jazyce Texy na HTML dokumenty. Ovla´da´n´ı tohoto programu je




V te´to kapitole je zhodnocena dosavadn´ı pra´ce. Da´le jsou zde bl´ızˇe prˇibl´ızˇeny dalˇs´ı mozˇnosti
vy´voje. Zejme´na je zde rozebra´na mozˇnost generova´n´ı jiny´ch vy´stupn´ıch forma´t˚u, nezˇ je
HTML, a jake´ proble´my s t´ım mohou by´t spojeny.
5.1 Zhodnocen´ı pra´ce
S prac´ı jsem zacˇal prˇed v´ıce nezˇ 7 meˇs´ıci. Mu˚j odhad je, zˇe celkoveˇ mi zabrala asi 150 azˇ
200 hodin. Podarˇilo se mi sestavit funkcˇn´ı knihovnu, ktera´ zacˇne by´t komercˇneˇ vyuzˇ´ıva´na
zanedlouho po dokoncˇen´ı. Pravdeˇpodobneˇ bude take´ uvolneˇna pod neˇkterou z open source
licenc´ı a snad i prˇispeˇje k vysˇsˇ´ı populariteˇ jazyku Texy jako takove´ho. Tato knihovna ma´
potencia´l pro dalˇs´ı rozsˇiˇrova´n´ı, cozˇ je popsa´no v cˇa´sti 5.2.
Knihovnu je mozˇne´ pouzˇ´ıt v libovolne´ aplikaci, nebo ji spousˇteˇt pomoc´ı prˇ´ıkazove´ rˇa´dky,
jak popisuje prˇ´ıloha 3. Take´ je mozˇne´ si ji prˇ´ımo vyzkousˇet na internetove´ adrese http:
//thinkbox.cz/jtexy-web-demo/.
Pro meˇ osobneˇ je velky´m prˇ´ınosem, zˇe jsem rozsˇ´ıˇril svoje znalost´ı o forma´ln´ıch grama-
tika´ch. Naucˇil jsem se pomeˇrneˇ dost o trˇ´ıdeˇ LL syntakticky´ch analyza´tor˚u, ktere´ se jinak
podle me´ho na´zoru vyskytuj´ı poneˇkud na okraji za´jmu akademicke´ a odborne´ sfe´ry, prˇestozˇe
maj´ı neˇktere´ nesporne´ vy´hody. Take´ jsem z´ıskal urcˇite´ zkusˇenosti s na´vrhem forma´ln´ı gra-
matiky. Jako celek tedy povazˇuji pra´ci za u´speˇsˇnou.
5.1.1 Porovna´n´ı s referencˇn´ı implementac´ı
Ne vsˇechny funkce referencˇn´ı implementace byly z d˚uvodu cˇasovy´ch omezen´ı implemen-
tova´ny. Tabulka 5.1 srovna´va´ obeˇ implementace podle uzˇivatelsky´ch funkc´ı.
S dosazˇenou sadou funkc´ı je mozˇne´ knihovnu povazˇovat za pouzˇitelnou, pokud uva´zˇ´ıme,
zˇe vsˇechny cˇasto uzˇ´ıvane´ funkce jsou zastoupeny. JTexy nav´ıc prˇida´va´ funkci vkla´da´n´ı pa-
rametr˚u a take´ definuje API pro pra´ci s dokumenty, cozˇ umozˇnˇuje vytvorˇen´ı alternativn´ıch
genera´tor˚u vy´stupu.
5.1.2 Vy´sledky z automaticky´ch na´stroj˚u
FindBugs
I prˇi nastaven´ı tohoto na´stroje na nejnizˇsˇ´ı hladinu za´vazˇnosti chyb nenasˇel FindBugs ve
fina´ln´ı verzi ko´du jedinou ”chybu“.
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Horizonta´ln´ı cˇa´ry Ano Ano
Vlozˇeny´ ko´d Ano Ano







Prˇ´ıme´ HTML Ano Ano
Seznamy Ano Ano
Modifika´tory Ano Ano
Automaticka´ cˇeska´ typografie Ano Ne
Tabulky Ano Ano
Vlozˇene´ parametry Ne Ano
API umozˇnˇuj´ıc´ı jine´ vy´stupy Ne Ano
Modularita na u´rovni syntaxe Ano Ne
aVnorˇene´ citace nejsou podporova´ny.
bUda´lost mouse-over nen´ı podporova´na.
Automaticke´ testy
Du˚sledne´ testova´n´ı pomoc´ı automaticky´ch test˚u se kladneˇ projevilo na rychlosti vy´voje,
ale hlavn´ı prˇ´ınos se pravdeˇpodobneˇ uka´zˇe prˇi dlouhodobe´m udrzˇova´n´ı te´to knihovny v ko-
mercˇn´ım prostrˇed´ı. Tabulka 5.2 ukazuje metriky ukazuj´ıc´ı kvalitu pokryt´ı ko´du automa-
ticky´mi testy.1
Tabulka 5.2: Pokryt´ı testy
Celkovy´ pocˇet test˚u 163
Celkove´ pokryt´ı testy (rˇa´dky ko´du) 80 %
Celkove´ pokryt´ı testy (veˇtven´ı) 73 %
5.2 Mozˇnosti dalˇs´ıho vy´voje
5.2.1 Alternativn´ı vy´stupn´ı forma´ty
Jedn´ım z u´kol˚u pro reimplementaci Texy bylo umozˇnit implementace vy´stup˚u do jiny´ch
forma´tu, nezˇ je HTML. Samotny´ charakter tohoto jazyka jako jazyka pro za´pis interne-
1Zjiˇsteˇny pomoc´ı pluginu Cobertura do Mavenu.
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tovy´ch dokument˚u toto sice znesnadnˇuje, ne vsˇak znemozˇnˇuje.
Modelovy´m kandida´tem pro vy´stupn´ı forma´t je PDF2. Tento forma´t je standardem
pro prˇena´sˇen´ı dokument˚u tak, aby si zachova´valy totozˇny´ vzhled bez ohledu na pouzˇite´
zobrazovac´ı zarˇ´ızen´ı (tiska´rna, obrazovka pocˇ´ıtacˇe, ...) cˇi platformu. I kdyzˇ existuj´ı i dalˇs´ı
forma´ty, ktere´ by mohly by´t podobneˇ atraktivn´ı (naprˇ. PostScript), budu pro zjednodusˇen´ı
da´le uvazˇovat PDF jako model pro alternativn´ı vy´stupn´ı forma´t.
Proble´m HTML
Hlavn´ı proble´m implementace PDF vy´stupu je to, zˇe Texy umozˇnˇuje vkla´dat cˇa´sti HTML
ko´du. HTML ko´d, ktery´ je takto vlozˇeny´ do stra´nky, nen´ı mozˇne´ prˇ´ımo vlozˇit do PDF. Texy
take´ umozˇnˇuje aplikovat na urcˇitou cˇa´st dokumentu kaska´dove´ styly, ktere´ opeˇt nejdou
prˇ´ımo prˇeve´st (jesˇteˇ komplikovaneˇjˇs´ı je prˇ´ıpad, kdy se autor dokumentu odkazuje na trˇ´ıdu
kaska´dove´ho stylu definovanou v extern´ım souboru).
Existuje neˇkolik mozˇnost´ı, jak tuto vlastnost obej´ıt:
Ignorova´n´ı – je mozˇne´ implementovat genera´tor vy´stupu prosteˇ tak, zˇe bude HTML
znacˇky ignorovat a pouze zobrazovat jejich obsah. Toto je bezkonkurencˇneˇ nejjed-
nodusˇsˇ´ı rˇesˇen´ı, ale take´ nejme´neˇ vhodne´. HTML ko´d mu˚zˇe obsahovat d˚ulezˇite´ infor-
mace o dokumentu, bez ktery´ch by byl vy´sledny´ dokument znehodnoceny´. Na druhou
stranu je mozˇne´ uzˇivatele alesponˇ v dokumentaci varovat, zˇe pouzˇit´ı HTML znacˇek
mu˚zˇe znamenat, zˇe smysluplny´ vy´stup do jiny´ch forma´t˚u nebude mozˇny´.
Mo´d kompatibility – bylo by mozˇne´ zave´st nastaven´ı, ktere´ by prˇepnulo JTexy do ”mo´du
kompatibility“. V tomto mo´du by Texy neakceptovalo HTML znacˇky ani prˇipojene´
kaska´dove´ styly. Toto by take´ znamenalo zmeˇnu v API modelu, do ktere´ho by byla
zavedena generalizace neˇktery´ch prvk˚u dokument˚u. Naprˇ´ıklad z rozhran´ı Modifiers
by bylo mozˇne´ extrahovat nadrozhran´ı CompatibleModifiers, ktere´ by obsahovalo
pouze podmnozˇinu vlastnost´ı – teˇch, ktere´ maj´ı smysl i mimo kontext HTML. Ge-
nera´tor vy´stupu by pak definoval u´rovenˇ kompatibility, ktera´ by urcˇovala, zda je scho-
pen prˇij´ımat dokumenty, ktere´ obsahuj´ı informace specificke´ pro forma´t HTML.
Prˇijet´ı HTML – posledn´ı, pravdeˇpodobneˇ implementacˇneˇ nejna´rocˇneˇjˇs´ı mozˇnost je, zˇe
by genera´tor vy´stupu byl schopen HTML znacˇky rozpoznat, a na jejich za´kladeˇ se
pokusit o sestaven´ı podobne´ho vzhledu. Ne vsˇechny konstrukce vsˇak lze zcela prˇene´st.
Take´ by to znamenalo vynalozˇit pomeˇrneˇ znacˇne´ u´sil´ı, protozˇe je nutne´ rozpoznat
nejen vlozˇeny´ HTML ko´d, ale i vhodneˇ aplikovat styly, a to dokonce i ty uvedene´
v extern´ım souboru. Implementace takove´ funkcionality by mohla na´rocˇnost´ı prˇer˚ust
implementaci samotne´ knihovny JTexy jako takove´.
Pomoci by mohl podobny´ princip, jaky´ pouzˇ´ıva´ Texy, a to zˇe i HTML znacˇky jsou
v dokumentu rozpozna´ny v dobeˇ prˇekladu. T´ım by se zjednodusˇila pra´ce genera´toru.
Nejlepsˇ´ı se zda´ by´t kompromisn´ı rˇesˇen´ı mezi mo´dem kompatibility a prˇij´ıma´n´ım HTML.
Pravdeˇpodobneˇ by bylo mozˇne´ neˇktere´ prostsˇ´ı HTML znacˇky rozpoznat a prˇeve´st na
obecneˇjˇs´ı rovinu, aby byla informace o forma´tovan´ı pouzˇitelna´ i z genera´toru PDF vy´stupu.





Na´meˇtem na dalˇs´ı vy´voj mu˚zˇe by´t zaveden´ı modula´rn´ı architektury, jako ma´ p˚uvodn´ı imple-
mentace v Texy. Tato architektura by mohla umozˇnˇovat definovat nove´ konstrukty jazyka
jako za´suvne´ moduly pomoc´ı verˇejne´ho rozhran´ı. T´ımto je da´na mozˇnost rozsˇiˇrovat samot-
nou knihovnu o funkcionality, ktere´ Texy neobsahuje, a to zcela v rezˇii trˇet´ıch stran. Take´ to





1. Texy.g – text zjednodusˇene´ gramatiky (zdrojovy´ ko´d pro na´stroj ANTLR, 6 stran)
2. INSTALL – na´vod k prˇekladu a instalaci (1 strana)
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