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Esta dissertação discute a implementação de uma infra-estrutura extensível, baseada em 
um sistema gerenciador de banco de dados orientado a objetos, que provê suporte ao desen-
volvimento de aplicações espaço-temporais. A infra-estrutura está baseada na definição 
e implementação de um conjunto básico de operadores e classes orientadas a objetos, 
que cobrem os requisitos rrúnimos de processamento de consultas espaciais, temporais e 
espaço-temporais. 
As principais contribuições deste trabalho são a definição dos operadores e das classes 
e sua implementação efetiva, validada através de uma aplicação piloto. Uma contribuição 




This dissertation discusses the implernentation of an extensible framework, which provides 
support for the development of spatio-temporal databa.se applicatious. The infrastructure, 
developed on the 02 object-oriented database systern, consists of a kernel set of operators 
and data base classes, which meet the minimum requirements for the processing of spatial, 
temporal and spatio-temporal queries. 
The main contributions of this work are the specificatiou of the kernel operators 
and classes and their ímplementation, validated through a pilot geographic application. 
Another contribution is the analysis of this implementation, which discusses problems and 
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1.1 Motivação e Objetivos da Dissertação 
Esta dissertação tem por objetivo implementar a base para um banco de dados espaço-
temporal para aplicações de Sistemas de Informação Geográfica (SIGs), usando um Sis-
tema Gerenciador de Bancos de Dados (SGBD) Orientado a Objetos (00). A imple-
mentação é baseada no SGBD 0 2 [BDK92, 02T92]. 
Os bancos de dados convencionais foram projetados para armazenar e processar dados 
sobre o presente, ou seja, dados atuais. À medida que novos valores se tornam disponíveis 
através de atualizações, os valores que existiam antes são removidos do banco de dados. 
Assim, esses bancos de dados capturam apenas uma imagem instantânea da realidade. 
Bancos de dados convencionais são insuficientes para aquelas aplicações que necessitam 
dos dados passados e f ou futuros. A inexistência de um sistema gerenciador de banco de 
dados temporal força essas aplicações a criarem seus próprios métodos para gerenciar suas 
informações temporais. Num sentido mais amplo, um banco de dados que mantém dados 
passados, presentes e futuros é chamado de banco de dados temporal [SA86]. 
Apesar dos avanços recentes em gerenciamento do tempo, há ainda vários problemas 
em aberto. Um workshop recente na área de SGBDs temporais [SJS95] aponta tópicos 
tais como: utilização da tecnologia de bancos de dados temporais para a resolução de 
problemas práticos e do mundo real, modelagem de dados e linguagens de consulta. Al-
guns aspectos de linguagens de consultas devem ainda ser documentados e resolvidos 
convenientemente. Aplicações que vão além de gerenciamento de dados administrativos 
ainda desafiam a tecnologia de bancos de dados temporais. Os requisitos de aplicações 
de gerenciamento de séries temporais, por exemplo, são muito diferentes dos tradicionais 
e não estão sendo atendidos [SJS95]. 
A maioria das implementações atuais de bancos de dados temporais não tem sido 
avaliada com grandes bancos de dados, e características tradicionais de bancos de dados 
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como persistência, transações e concorrência nem sempre são providas. 
Esta dissertação tem por objetivo tratar de uma das questões levantadas, a saber, 
gerenciamento temporal de dados para um grande conjunto de aplica•;Ões não adminis-
trativas: aquelas que manuseiam dados espaciais. Mais particularmente, serão abordadas 
aplicações que lidam com dados geo-referenciados - termo usado para denominar dados 
que são relacionados a algum local na superfície da Terra. Estas aplica.ções são em geral 
implementadas a partir de algum Sistema de Informação Geográfica (SIG). SIGs são siste-
mas computacionais que armazenam e manipulam informações geográflcas. Atualmente, 
esses sistemas não provêem nenhum mecanismo para manipulação de versões antigas dos 
dados geo-referenciados. No entanto, os SIGs temporais podem liberar o usuário da difícil 
tarefa de gerenciar manualmente a crescente quantidade de dados históricos desses siste-
mas. 
SIGs são freqüentemente apoiados por algum SGBD, que provê as funções básicas de 
gerenciamento de dados. O trabalho da dissertação está concentrado em expandir este 
SGBD, de forma a prover mecanismos básicos de gerenciamento temporal para dados 
geo-referenciados. Esta dissertação realizou a implementação de estruturas para suporte 
à evolução temporal de dados geográficos; e operações que podem ser utilizadas na ela-
boração de consultas sobre estes dados. 
Esta implementação caracteriza-se por: 
L fundamentar-se no modelo espaço-temporal proposto por Botelho [Bot95]; 
2. utilizar o SGBDOO 0 2 como suporte; 
3. funcionar como uma infra-estrutura sobre a qual são acrescentadas as classes de 
uma aplicação de SIG. 
O sistema 0 2 não oferece suporte espaço-temporaL Por este motivo foi necessano 
especificar e implementar: 
• estruturas que viabilizam a representação da evolução temporal J,e dados espaciais; 
• operações básicas utilizadas para a elaboração de consultas espaço-temporais típicas. 
As principais contribuições são, desta forma: 
• especificação de um conjunto de operadores básicos espaciais e temporais que servem 
para a formulação de consultas espaço-temporais (Capítulo 3). A literatura correlata 
trata de operadores espaciais ou operadores temporais, mas não de sua combinação. 
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1 especificação de um conjunto básico de classes do banco de dados para dar apoio 
ao gerenciamento espaço-temporal, e algoritmos para implementar os operadores 
nestas classes (Capítulo 4). 
1 implementação de classes e algoritmos, validando a proposta com implementação 
de consultas típicas de aplicações geográficas (Capítulo 5). 
1.2 Organização da Dissertação 
A dissertação está estruturada da seguinte forma: 
1 o capítulo 2 dá uma visão geral de modelos de dados temporais e das questões 
relacionadas à incorporação do conceito de tempo em bancos de dados e SIGs; 
1 o capítulo 3 analisa as operações básicas que podem ser utilizadas para a formulação 
de consultas típicas em bancos de dados geográficos, propõe como combinar as 
operações, e sugere uma classificação para estas consultas; 
• o capítulo 4 apresenta as principais estruturas e operadores definidos para imple-
mentação de navegação espaço-temporal; 
1 o capítulo 5 descreve um exemplo da utilização do banco de dados implementado 
para uma aplicação geográfica; 
• finalmente, o capítulo 6 apresenta as conclusões e possíveis extensões a este trabalho. 
1.3 Convenções 
São usadas as seguintes convenções neste texto: 
• Os operadores primitivos são escritos usando letras maiúsculas. Por exemplo: TOUCH. 
• Os métodos e funções são escritos em itálico, usando letras minúsculas. Por exemplo: 
Loverlaps. 
• As classes têm letra inicial maiúscula. Exemplo: Time. 
• Qualquer qualificador opcional está incluso em colchetes. 
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Este capítulo fornece urna v1sao geral de modelos de dados temporcüs e das questões 
relacionadas à incorporação do conceito de tempo em bancos de dados e SIGs, destacando 
os problemas em aberto. A seção 2.1 aborda os bancos de dados tempo.rais; a seção 2.2, a 
incorporação da semântica de tempo em SIGs; e a seção 2.3 descreve o modelo de Botelho, 
usado como base na dissertação. 
2.1 Bancos de Dados Temporais 
O tempo é um aspecto importante de todos os fenômenos do mundo real. Eventos ocorrem 
em pontos específicos de tempo; objetos e seus relacionamentos têm exisi;ência dependente 
de dimensões temporais; porém bancos de dados convencionais (a temporais) representam 
o estado do mundo em um único momento de tempo. Embora o conteúdo do banco de 
dados continue a mudar porque novas informações são atualizadas, estas mudanças são 
modificações de estado: dados velhos, desatualizados, são apagados do banco de dados. 
Este conteúdo, corrente, pode ser visto como uma imagem instantâne<:~ (snapsbot). Em 
tais sistemas, eventuais atributos envolvendo tempo são manipulados unicamente por 
programas de aplicação e o sistema de gerenciamento de banco de dados interpreta datas 
como valores de tipos de dados básicos [Sno92]. 
Dados em um banco de dados atemporal são temporalmente inconsistentes porque se 
tornam correntes em pontos de tempo diferentes e desconhecidos. Em contraste, um banco 
de dados temporal modela o mundo na sua dinâmica, rastreando pontos de mudança e 
retendo todos os dados. 
Várias aplicações podem se beneficiar do suporte a tempo em SGBDs: sistemas finan-
ceiros, planos de tratamento médico, monitoração ecológica, gerenciamento de dados de 
vídeo, etc. Estas aplicações requerem suporte a dados incompletos e consultas temporais 
muito complexas [SJS95]. 
4 
2.1. Bancos de Dados Temporais 5 
O suporte em SGBDs para informações que variam no tempo, independente de apli-
cação, tem sido alvo de muitas pesquisas recentes [McK86, Soo91, Kli93, ATSS93, TK96, 
CS94]. Este campo de pesquisa já produziu, inclusive, uma revisão bibliográfica tendo a 
extensão de um livro [TCG+94], e dois proceedings de workshop [Sno93, CT95b]. 
Durante os últimos anos, foram propostos vários modelos de bancos de dados que 
incorporam o conceito de tempo. A maioria destas propostas limitou-se a estender o 
modelo relaciona!. Segundo [RY94], isto se deve ao fato deste modelo ter uma teoria 
sistemática completa, um fundamento matemático firme e uma estrutura muito simples. 
Todavia, grande parte das aplicações que requerem um gerenciamento de dados dentro do 
contexto temporal caracteriza-se por apresentar uma natureza intrinsicamente orientada 
a objetos. Logo, torna-se necessário a incorporação do conceito de tempo em bancos de 
dados orientados a objetos. 
Dados temporais também podem ser usados em bancos de dados ativos cujas transações 
têm restrições de tempo (bancos de dados de tempo-real). Ramamritham et al. [RSS+96] 
discutem políticas para a localização de dados, registro de operações e recuperação nes-
ses sistemas de bancos de dados, de modo a alcançar um processamento de transações 
eficiente. 
2.1.1 Terminologia 
Apesar de muitos conceitos definidos na literatura sobre bancos de dados temporais serem 
novos, já existe um glossário para eles [JCE+94]. A seguir serão apresentados os termos 
principais a serem usados na dissertação. Esses termos serão definidos de acordo com 
[JCE+94, Sno92]. 
Variabilidade de Atributos (ou Entidades) 
Um atributo invariante no tempo é um atributo cujo valor não muda ao longo do tempo. 
Também é chamado de dado estático. Um atributo variante no tempo é um atributo cujo 
valor não está restrito a ser constante ao longo do tempo, ou seja, pode mudar ou não 
com o tempo. Também é chamado de dado temporal. 
Um problema temporal fundamental é como reconhecer versões diferentes de uma 
entidade como correspondendo à mesma entidade. Versões de entidades são facilmente 
relacionadas em um banco de dados usando identificadores surrogate 1 que servem como 
chaves temporais. Os problemas semânticos permanecem: qual mudança faz com que uma 
entidade se torne uma nova entidade em vez de uma nova versão da antiga? Claramente, 
1 Um identificador único de um item, gerado pelo sistema, que pode ser referenciado e comparado por 
igualdade, mas não mostrado para o usuário. 
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cada aplicação deve definir os elementos essenciais que identificam cada uma de suas 
entidades [Lan89]. 
Modelos de Tempo 
Existem três modelos estruturais de tempo: 
• Linear - o tempo avança do passado para o futuro de uma maneira totalmente 
ordenada. 
• Ramificado (ou modelo dos futuros possíveis) -o tempo é line.:t.r do passado até 
now (constante especial que representa o tempo atual), onde então se divide em 
várias linhas de tempo, cada uma representando uma sequência potencial de eventos. 
Ao longo de qualquer caminho futuro, ramificações adicionais podem existir. Há 
também possibilidade de ramificação no passado, por exemplo no caso de diferentes 
versões históricas. 
• Cíclico - pode ser usado para representar eventos recorrentes. 
O modelo de tempo mai.s geral em uma lógica temporal represeuta ~) tempo corno um 
conjunto arbitrário, com uma ordem parcial imposta sobre este [Sno92, Sno95a]. Axiomas 
adicionais podem introduzir outros modelos de tempo mais refinados. Por exemplo, o 
tempo linear pode ser especificado adicionando um axioma que imponha uma ordem 
total neste conjunto. 
Granularidade Temporal 
A granularidade de um valor de tempo é a precisão com a qual esse valor pode ser represen-
tado. Se uma representação tiver mais que um componente, ela é de uma granularidade 
composta (por exemplo, "dia/mês/ano'')i senão, é de uma granulariclade simples (por 
exemplo, "segundo"). 
Por exemplo, se for considerada a granularidade de um segundo relativa a O:OOh de 
01/01/1980, então, em uma granularidade simples, o inteiro 164.281.02'2 denota 9:37:02h 
de 15/03/1985. Se for considerada uma granularidade composta de (ano, mês, dia, hora, 
minuto, segundo), então a sequência (6,3,15,9,37,2) denota aquele mesmo tempo. 
O tempo em bancos de dados costuma ser definido em cbronons. Um cbronon é uma 
unidade indivisível de tempo com uma duração arbitrária, sendo fixa para uma aplicação. 
Um chronon é a menor duração de tempo que pode ser represep.tada no modelo discreto, 
definido a seguir. 
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Densidade do Tempo 
Embora o tempo seja contínuo por natureza, existem três modelos: 
• Discreto - isomorfo aos números naturais, implicando que cada ponto de tempo tem 
um único sucessor. 
• Denso - isomorfo ou aos racionais ou aos reais: entre quaisquer dois momentos de 
tempo existe outro momento. 
• Contínuo - isomorfo aos rea1s, t.e., e denso e diferente dos racrona1s, nao contém 
"buracos". 
A maioria das propostas para a adição da dimensão temporal ao modelo de dados rela-
ciona! são baseadas no modelo discreto de tempo. Isto se deve a quatro fatores. Primeiro, 
medidas de tempo são inerentemente imprecisas. Segundo, a maioria das referências a 
tempo da linguagem natural são compatíveis com o modelo discreto de tempo. Por exem-
plo, quando dizemos que um evento ocorreu às 8:30h, geralmente não queremos dizer 
que o evento ocorreu no "ponto de tempo" associado a 8:30h, mas em algum tempo no 
cbronon (talvez minuto) associado a 8:30h. Terceiro, os conceitos de cbronon e intervalos 
permitem modelar naturalmente eventos que não são instantâneos, mas têm duração. Fi-
nalmente, qualquer implementação de um modelo de dados com uma dimensão temporal 
necessariamente precisará ter uma codificação discreta para tempo. 
Dimensões Temporais 
São em geral utilizadas duas dimensões temporais em um SGBD 00: tempo de validade 
e tempo de transação. Estes tempos são ortogonais, embora haja geralmente algumas 
correlações entre eles, dependentes de aplicações. Podem ser suportados separadamente 
ou conjuntamente em um banco de dados, e não são homogêneos, já que o tempo de 
transação tem uma semântica diferente do tempo de validade. 
• Tempo de Transação ( transaction time) 
O tempo de transação de um valor no banco de dados é o (intervalo de) tempo 
em que aquele valor está/esteve armazenado. O tempo de transação associado a 
um conjunto de dados identifica o tempo das transações que inseriram/removeram 
o conjunto no banco de dados. Os valores de tempo de transação não podem ser 
maiores que o tempo atual. Além disso, os tempos de transação não podem ser 
mudados. Os valores relativos ao tempo de transação costumam ser supridos auto-
maticamente pelo próprio SGBD. 
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• Tempo de Validade ( valid time) 
O tempo de validade de um fato é o tempo em que aquele fato é verdade na realidade 
modelada. O tempo de validade de um evento é o tempo do mundo real quando o 
evento ocorreu, independente do armazenamento daquele evento em algum banco 
de dados. Tempos de validade podem também estar no futuro quando se sabe que 
algum fato ocorrerá em um tempo específico no futuro. O tempo de validade é 
fornecido pelo usuário na maioria das vezes. 
• Tempo Definido pelo Usuário ( user-defined time) 
O tempo definido pelo usuário é um atributo de domínio nao interpretado pelo 
banco de dados, usado para armazenar informação temporal sobre alguns fatos. 
Este domínio tem mais semelhança com domínios de atributos conv·~ncionais do que 
com os domínios temporais, pois não existe um suporte na linguagem de consulta 
para tratá-los. 
Estes tipos de tempo induzem tipos diferentes de bancos de dados: 
• Banco de Dados Instantâneo (snapshot database) - suporta somente o tempo defi-
nido pelo usuário. Contém apenas uma imagem instantânea da realidade. 
• Banco de Dados Tempo de Validade (historie database)- suporta somente o tempo 
de validade e contém todo o histórico do mundo real. 
• Banco de Dados Tempo de Transação (rollba.ck database) - suporta somente o 
tempo de transação e armazena todas as alterações realizadas sobre os dados. Este 
banco de dados permite voltar para qualquer estado passado no banco de dados e 
fazer consultas nesse estado, pois não há exclusão física dos dados. Ficam, por-
tanto, registrados os erros, provendo todas as informações necessárias para uma 
auditoria, simplificando os mecanismos de correção de erros, recuperação de falhas 
e contabilidade. 
• Banco de Dados Si temporal- registra tanto o tempo de transação quanto o tempo 
de validade e combina as características dos anteriores. A sequência completa de 
atualizações e valores atualizados é disponibilizada para consulta. Um banco de 
dados bitemporal degenerado é aquele em que um fato é armazenado tão logo se 
torne válido na realidade, sendo o tempo de transação idêntico ao tempo de validade. 
Os bancos de dados de tempo de transação armazenam o histórico de atividades do 
banco de dados e os bancos de dados de tempo de validade armazenam o histórico de 
atividades do mundo real. Além disso, a alteração do valor de um dado em um banco de 
, .... ,~, 
2.1. Bancos de Dados Temporais 9 
dados de tempo de validade implica na sua substituição pelo valor novo, enquanto que 
nos bancos de dados de tempo de transação o valor novo é adicionado ao valor antigo 
como um novo estado (Bot95]. 
Múltiplos tempos de transação podem também ser armazenados sobre um mesmo 
registro, o que é denominado generalização temporal. Estes tempos podem ser relacionados 
um ao outro, ou ao tempo de validade, de várias formas especializadas. 
lndeterminância Temporal 
Uma informação é historicamente indeterminada quando não possui um valor de tempo de 
validade preciso. Este tipo de informação aparece em várias situações, incluindo: técnicas 
de marcação de tempo imperfeitas, incerteza em planejamentos, tempos de eventos im-
precisos ou desconhecidos. 
Há várias propostas para a adição de indeterminância a um modelo temporal. O 
modelo de chronons possíveis [Sno92] trata desse aspecto. Neste modelo, um evento é 
determinado quando é conhecido quando ele ocorreu, i.e., durante qual chronon. Se não 
se sabe quando um evento aconteceu, mas se sabe que ele realmente ocorreu, então o 
evento é historicamente indeterminado. 
Um evento indeterminado é completamente descrito por um conjunto de chronons 
possíveis e por uma distribuição de probabilidades de eventos. Um único chronon deste 
conjunto denota quando o evento indeterminado realmente ocorreu. Todavia, não se sabe 
qual dos chronons possíveis é o real. A distribuição de probabilidades dá a probabilidade 
de ocorrência do evento durante cada chronon do conjunto de chronons possíveis. 
A implementação do modelo de chronons possíveis suporta um chronon de tama-
nho fixo, minimal. Múltiplas granularidades são manipuladas representando-se a inde-
terminância explicitamente. Por exemplo, se o chronon subjacente é um microsegundo e 
um evento é conhecido em um dia, então este evento indeterminado seria associado a um 
conjunto de 86.400.000 cbronons possíveis, e talvez a uma distribuição de probabilidade 
de eventos uniforme. 
A indeterminância histórica não ocorre com tempos de transação, pms o chronon 
durante o qual a transação acontece é sempre conhecido. 
Marca de Tempo (Timestamp) e Tempo de Vida (Lifespan) 
Uma marca de tempo é um valor de tempo associado a um objeto, por exemplo, atributo, 
tupla. Há três tipos básicos de marcas de tempo: instantes (eventos ou pontos), inter-
valos, ou elementos temporais. Snodgrass [Sno92] também utiliza como marca de tempo 
durações temporais (ou spa.ns). 
Um instante representa um ponto de tempo em um eixo temporal. Um intervalo 
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temporal é caracterizado pelo tempo decorrido entre dois instantes. Em um sistema que 
suporta uma linha de tempo composta por chrorwns, um intervalo pode ser representado 
por um conjunto de cbronons contíguos. Um intervalo é representado pelos dois instantes 
que o delimitam. Dependendo da pertinência ou não dos instantes limites ao intervalo, 
este pode ser aberto (os limites não pertencem ao intervalo), semiaberl~o (um dos limites 
pertence ao intervalo) ou fechado (os limites pertencem ao intervalo). Quando um dos 
limites é representado pelo instante atual ( now) tem-se a representação de um intervalo 
particular cujo tamanho varia com a passagem do tempo. 
Um elemento temporal é um conjunto finito de intervalos de tempo n-dimensionais. 
Durações são tempos relativos, podendo ser de dois tipos: fixas e variáveis. O tempo 
relativo tem sua posição relativa a alguma entidade, ou a variáveis de tempo como a 
variável especial now. O tempo absoluto define a posição de uma entidade no eixo tem-
poraL Esta posição não depende nem do tempo de outra entidade, nem de variáveis de 
tempo, como a variável now. 
Uma duração fixa. é fornecido em termos de um número de cbronons. Uma duração 
variável é dependente de um evento associado. Um exemplo de duraçào variável comum 
é o "mês''. A duração representada por um mês depende se aquele mês é associado a 
um evento em junho (30 dias) ou julho (31 dias), ou em fevereiro (28 ou 29 dias). Uma 
duraçào pode ser positiva, denotando passagem de tempo para o futuro, ou negativa, 
denotando volta no tempo para o passado. 
O tempo de vida (lifespan) de uma entidade é o intervalo de tempo sobre o qual ela é 
definida. 
2.1.2 Modelos de Dados Temporais 
Um modelo de dados consiste em um conjunto de objetos com algmna estrutura, um 
conjunto de restrições e operações sobre esses objetos [Sno92]. Um modelo de dados deve 
ainda fornecer ferramentas para descrever a organizaçã.o lógica de bancos de dados, bem 
como definir as operações de manipulação de dados permitidas [CCH+96]. 
Muitas extensões ao modelo relacional para incorporar tempo foram propostas nos 
últimos 15 anos [Sno95a]. A maioria suporta somente o tempo de validade, uns poucos 
suportam somente o tempo de transação ou ambos os tipos de tempo. Maiores detalhes 
sobre extensões ao modelo relaciona! podem ser encontrados em Snodgrass [Sno92] e em 
Skjellaug [Skj97b]. 
Segev et al. [SJS95] fazem referência a alguns dos modelos de dados temporais existen-
tes e a modelos que estão sendo definidos, inclusive modelos orientados a objetos. Estes 
têm demonstrado serem mais aptos para armazenar dados temporais, pois facilitam o 
aninhamento temporal dos dados. Edelweiss e Oliveira [E09~] também apresentam al-
guns dos modelos de dados temporais propostos, enfocando principalmente a forma de 
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representação dos aspectos temporais, e a existência de uma linguagem de consulta as-
sociada. Skjellaug [Skj97a] revisa modelos e linguagens temporais orientados a objetos, 
apresentando uma comparação compreensível. Outras tabelas comparativas se encontram 
em Oliveira [Oli93], em Brayner [Bra94], e em Jensen [Jen97]. 
Os modelos temporais podem ser comparados pela elaboração das seguintes questões 
básicas [Sno92]: ''como é representado o tempo de validade?'', "como é representado o 
tempo de transação?", "como são representados os valores de atributos?". 
Tempo de Validade. Dois aspectos completamente ortogonais estão envolvidos na 
representação de tempo de validade. Primeiro, como representá-lo: com identificadores de 
chronons simples (marcas de tempo do tipo evento), com intervalos (marcas de tempo do 
tipo intervalo), ou como elementos históricos (i.e., como um conjunto de identificadores de 
chronons, ou equivalentemente como um conjunto finito de intervalos). Segundo, o tempo 
de validade pode ser associado a valores de atributos individuais, grupos de atributos, 
tuplas ou objetos. Uma terceira alternativa, associar tempo de validade a conjuntos de 
tuplas, não foi incorporada em nenhum dos modelos propostos, devido principalmente à 
alta redundância de dados. 
Tempo de Transação. As mesmas questões gerais surgem quanto ao tempo de transação, 
mas há quase o dobro de alternativas. O tempo de transação pode ser associado a um 
chronon simples, um intervalo, três chronons2 , um elemento de tempo de transação (um 
conjunto de chronons não necessariamente contíguos). Outra questão se refere à asso-
ciação do tempo de transação a valores de atributos individuais, grupos de atributos, 
tuplas, objetos, conjuntos de tuplas, grafo de objetos, esquema. 
Estrutura de Valores de Atributos. A decisão final principal a ser feita no projeto de 
um modelo de dados é como representar valores de atributos. Há seis alternativas básicas, 
sem considerar o tempo que aparece como atributo explícito, nos modelos relacionais 
[Sno92]' 
• Atômico Valorado - os valores não possuem qualquer estrutura interna. Exemplo: 
'Maria' 
• Conjunto Valorado- os valores são conjuntos de valores atômicos. Exemplo: {'Maria', 
'Eli') 
2Utilizados, por exemplo, para armazenar (1) o tempo de transação quando o tempo de validade de 
inicio foi armazenado, (2) o tempo de transação quando o tempo de validade de finalização foi armazenado, 
e (3) o tempo de transação quando a tu pia foi logicamente excluída. 
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• Funcional, Atômico Valorado- os valores são funções do domínio de tempo (geral-
mente o de validade) para o domínio do atributo. Exemplo: 1993 ~'Maria', 
1994 -+ 'Eli' 
• Pares Ordenados -os valores são pares ordenados, os quais são compostos por um 
valor do atributo e uma marca de tempo (elemento histórico). Exemplo: ('Maria', 
1993) 
• Terno Valorado- os valores são triplas, as quais são formadas pelo valor do atributo, 
tempo inicial e tempo final. É similar a pares ordenados, exceto que somente um 
intervalo pode ser representado. Exemplo: ('Maria', Janeiro de 1993, Março de 
1994) 
• Conjuntos de Ternos Valorados - os valores são um conjunto de ternos. Esta abor~ 
dagem é mais geral que a de pares ordenados, visto que mais de um valor pode 
ser representado. E também é mais geral que a funcional valorada, desde que mais 
de um valor de atributo pode existir para um único tempo de validade. Exemplo: 
{('Maria', Janeiro de 1993, Março de 1994), ('Eli', Fevereiro de 1992, Dezembro de 
1993)} 
Estas alternativas são mais limitadas nos modelos orientados a objetos [Sno95a]: 
• Atômico Valorado- com tempo associado a objetos inteiros ou conjunto de atribu-
tos, em vez de atributos individuais. 
• Conjuntos de pares ordenados - de valores e marcas de tempo. 
• Funções de um domínio de marcas de tempo. 
• Funções representadas por instâncias de classes. 
Separando a Semântica da Representação 
Segundo [Sno92, JS96], o enfoque na apresentação de dados temporais, no armazenamento 
de dados (com seus requisitos de estrutura regular), e na avaliação eficiente de consultas 
complicou a tarefa de capturar a semântica temporal de dados. O resultado foi uma 
abundância de modelos de dados incompatíveis, com muitas linguagens de consulta, e 
um correspondente excesso de estratégias de projeto e implementação que podem ser 
empregadas sobre estes modelos. 
Snodgrass et al. defendem, em vez disso, um modelo de dados muito simples, o l'vfodelo 
de Dados Conceitual Bitemporal ou BCDM [JSS94], que captura a semântica essencial 
de conjuntos de dados variantes no tempo, mas que não tem. ilusões de ser adequado 
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para apresentação, armazenamento, ou avaliação de consultas. Aqueles autores sugerem 
a utilização dos modelos de dados existentes para estas últimas tarefas. Este modelo 
conceitual marca o tempo de tuplas com elementos bitemporais, conjuntos de chronons 
bitemporais que são retângulos no espaço bidimensional gerado pelo tempo de validade e 
tempo de transação. Como não são permitidas duas tuplas que tenham valores de atribu-
tos explícitos (atributos atemporais) idênticos em uma instância de relação bitemporal, 
toda a história de um fato é contida em uma única tupla. 
Segundo [Sno92, JS96], é possível demonstrar mapeamentos de equivalência entre o 
modelo conceitual e vários modelos de representação. Esta equivalência é baseada em 
equivalência de snapshots, que diz que instâncias de dois conjuntos de dados são equiva-
lentes se todos os seus snapsbots, obtidos em todos os tempos (de transação, de validade) 
forem idênticos. Uma extensão aos operadores algébricos relacionais convencionais pode 
ser definida no modelo de dados conceitual, e pode ser mapeada em operadores análogos 
nos modelos de representação. 
Na essência, Snodgrass et al. defendem mover a distinção entre os vários modelos 
de dados temporais existentes de uma base semântica para uma base física, utilizando 
o modelo de dados conceitual proposto para capturar a semântica variante no tempo. 
rviúltiplos formatos de apresentação devem estar disponíveis, porque aplicações diferen-
tes requerem modos diferentes de visualizar dados. O armazenamento e processamento 
de conjuntos de dados bitemporais deve ser feito em modelos de dados que enfatizam 
eficiência. 
2.1.3 Linguagens de Consulta Temporais 
1-'fuitas linguagens de consulta temporais têm sido propostas. Geralmente cada pesquisa-
dor define seu próprio modelo de dados e linguagem. 
[Sno92] resume algumas das linguagens de consulta propostas, e discute as atividades 
que devem ser suportadas por uma linguagem de consulta temporal. Essas atividades 
são: definição de esquema, rollback, seleção de tempo de validade, projeção de tempo de 
validade, agregações, indeterminância histórica, evolução de esquema. Jensen e Snodgrass 
[JS97] citam, além destas, outras atividades: predicados sobre valores temporais, cons-
trutores temporais, suporte a múltiplos calendários, modificação de relações temporais, 
visões, restrições de integridade, manipulação de now, dados periódicos, vacuun::dnt. 
Brayner [Bra94] descreve as principais propriedades de algumas linguagens de consul-
tas e álgebras propostas para operarem sobre Bancos de Dados Temporais. Snodgrass 
[Sno95a] resume algumas das linguagens de consulta orientadas a objeto propostas. 
Segev et al. [SJS95] descrevem algumas linguagens existentes e linguagens que estão 
3 Remoção de dados antigos, possivelmente obsoletos e incorretos [Jen97]. 
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sendo definidas. Relatam também o trabalho que está sendo feito no estabelecimento 
de padrões internacionais, e a discussão em torno das características desejadas para uma 
linguagem de consulta temporaL 
A linguagem TSQL2 [Sno95c, Jen97, SAA +94b] é no momento um consenso, mas já 
existem propostas para extensões e esclarecimentos [SJS95, BJS95]. 
2.1.4 Projeto de Bancos de Dados Relacionais TE!mporais 
O projeto de um banco de dados é tipicamente considerado em dois contextos [JS97]. No 
projeto conceitual, o banco de dados é modelado usando um modelo de alto-nivel, que 
é independente do modelo particular (implementação) do SGBD que será eventualmente 
usado para gerenciá-lo. O segundo contexto do projeto é o modelo de dados de imple-
mentação. Neste contexto, o projeto deve ser então considerado no nível de visão, o nível 
lógico (originalmente denominado ;'conceituaP), e no nível físico (ou ".interno"). 
Projeto Conceitual 
A maioria das pesquisas relacionadas ao projeto conceitual de bancos de dados temporais 
tem sido no contexto do modelo Entidade-Relacionamento (ER). Este modelo, em suas 
formas variantes, está desfrutando uma notável e crescente popularidade na indústria. 
Pesquisas em modelos ER temporais são bem motivadas. É bem conhecido que os 
aspectos temporais do mini-mundo4 são muito importantes para muitas aplicações, mas 
também são difíceis de capturar usando o modelo ER. Dito de outra forma, quando se 
tenta capturar os aspectos temporais, estes tendem a obscurecer e causar desordem a 
diagramas de outra maneira intuitivos e fáceis de entender. 
Como um resultado, alguns usuários simplesmente escolhem ignora,r todos aspectos 
temporais em seus diagramas ER, suplementando estes com frases textuais para indicar 
que existe uma dimensão temporal para os dados. O resultado é que o mapeamento de 
diagramas ER para relações deve ser realizado a mão; e os diagramas não documentam 
bem os esquemas de bancos de dados relacionais estendidos usados pelos programadores 
de aplicação. 
A resposta da comunidade de pesquisa tem sido o desenvolvimento de modelos ER 
temporais. Segundo [JS97], quase doze modelos já foram publicados na1 literatura. Estes 
modelos representam tentativas de modelar aspectos temporais de informações mais natu-
ralmente e elegantemente. Eles assumem tipicamente que seus esquemas serão mapeados 
para esquemas no modelo relaciona} que serve como modelo de implementação. Os algorit-
mos de mapeamento são construídos para adicionar os atributos temporais aos esquemas 
4Seguindo [JS97], mini-mundo é a parte da realidade sobre a qual o banco de dados armazena in-
formações. 
,--
2.1. Bancos de Dados Temporais 15 
relacionais. Nenhum dos modelos tem um dos muitos modelos relacionais temporais pro-
postos [OS95] como seu modelo de implementação. Estes modelos têm capacidades de 
definição de dados e linguagens de consulta que melhor suportam o gerenciamento de 
dados temporais e seriam, então1 canditatos naturais a plataformas de implementação. 
Projeto Físico 
Urna das principais metas do projeto de bancos de dados relacionais convencionais é 
produzir um bom esquema de banco de dados, consistindo de um conjunto de esquemas 
de relações. Formas normais são uma tentativa de caracterizar bons esquemas. Uma 
grande variedade de formas normais têm sido propostas, a mais proeminente sendo a 
terceira forma normal e a forma normal de Boyce-Codd. 
Os conceitos existentes de normalização não são aplicáveis a modelos relacionais tem-
porais, porque estes modelos empregam estruturas relacionais que são diferentes das 
relações convencionais. Há, então, uma necessidade de novas formas normais e conceitos 
subjacentes que possam servir como diretrizes durante o projeto de bancos de dados tem-
porais. Em resposta a esta necessidade, têm sido propostos conceitos de normalização 
temporal, incluindo dependências temporais, chaves, e formas normais [Jen97, JS97]. 
2.1.5 Implementação de Bancos de Dados Temporais 
A adição de suporte temporal a um SGBD causa impacto virtualmente em todos seus com-
ponentes. Na DDL, as mudanças para o suporte a tempo envolvem acrescentar domínios 
adicionais, como evento, intervalo, e duração, e construtores para suportar tempo de va-
lidade e tempo de transação. A grande mudança feita no catálogo do sistema é que ele 
deve consistir em conjuntos de dados de tempo de transação. 
Quanto ao processamento de consultas, a análise sintática e léxica da linguagem é 
facilmente estendida enquanto que a adição de suporte temporal complica a otimização, 
por várias razões [Sno92, JS97]. Antes de mais nada, ela é mais crítica pois os conjuntos 
de dados sobre as quais as consultas são definidas são maiores, de modo que consultas 
não otimizadas levam ainda mais tempo para serem executadas. Segundo, os predicados 
usados em consultas temporais são mais difíceis de otimizar porque utilizam operadores 
de comparação (menor que, maior que) mais frequentemente. 
Há algumas propostas neste sentido [Sno92, JS97]: separação de dados históricos e 
dados correntes; novas estratégias de otimização de consultas; novos algoritmos de junção; 
e novos índices temporais. 
O controle de concorrência e as técnicas de gerenciamento de transação devem ser 
adaptadas para suportar tempo de transação. As questões sutis envolvidas em escolher 
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se marcar o tempo no início da transação ou no fim dela têm sido resolvidas em favor da 
última [Sno92]. 
Finalmente, como um banco de dados de tempo de transação contém todas as versões 
passadas do banco de dados, ele pode ser usado para a recuperação de falhas que causam 
a perda parcial ou total da versão corrente. 
Bõhlen [Boh95] resume o estado da arte das implementações dos bancos de dados 
temporais existentes. Ele sintetiza não só sistemas de bancos de dados temporais como 
sistemas relacionados, como por exemplo, um gerador de bancos de dados temporais. 
[Boh95] classifica cada sistema de acordo com alguns critérios de seleção, e os descreve 
de uma forma geral. Ele cita algumas propriedades interessantes de implementações. Por 
exemplo, a maioria dos sistemas não foi avaliada com grandes bancos de dados. Somente 
dois dos treze analisados trabalharam com bancos de dados com mais de 50 MBytes. 
Nem todos os sistemas provêem as características dos bancos de dadoa tradicionais como 
persistência, transações e concorrência. O conjunto de operações de consulta investigado 
é altamente desbalanceado. 
Pode-se chegar a algumas conclusões pela análise do resumo das implementações feito 
em [Boh95]: 
• O modelo relacional com marcas-de-tempo do tipo período, em tuplas, é predomi-
nante. 
• Há pouco suporte ao tempo de transação. 
• Há muito trabalho em junções e seleções temporais, e quase nada. em negação tem-
poral. 
• As consultas são focalizadas, enquanto que atualizações, regras, e restrições de in-
tegridade são negligenciadas. 
• As aplicações existentes parecem indicar que, em geral, é mais importante ter ou 
suportar granularidades diferentes do que múltiplos calendários, indeterminância, e 
interpolação5 . 
• Sistemas de informações geográficas não foram aplicações para nenhuma das imple-
mentações. 
Mecanismos de Controle Temporal de Acesso 
Em geral, os mecanismos de controle de acesso que fazem parte de sistemas de gerenci-
amento de dados comerciais não têm capacidades temporais. Em um SGBD relacional 
5 A derivação do valor de um atributo do banco de dados em um chronon para o qual este valor não 
foi explicitamente armazenado. 
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típico, por exemplo, não é possível especificar, usando a linguagem de comandos de auto-
rização, que um usuário pode acessar uma relação somente por um dia ou uma semana. 
Bertino et al. [BBFS96] apresentam um modelo de controle de acesso em que auto-
rizações contêm intervalos de validade. Uma autorização é automaticamente revogada 
quando o intervalo temporal associado expira. O modelo de [BBFS96] provê regras para 
a derivação automática de novas autorizações a partir da presença ou ausência de outras 
autorizações. Ele também suporta autorizações positivas e negativas. 
2.1.6 O Modelo TOODM (Temporal Object Oriented Data 
Model) 
Esta seção descreve o modelo TOODM, base de extensão temporal para SIG de [Bot95], 
implementado na dissertação. 
O modelo TOODM de Oliveira [üli93] incorpora as dimensões tempo de validade e 
tempo de transação ao modelo orientado a objetos. Além disso, este mOdelo estende os 
modelos temporais anteriores para suportar a evolução temporal de todas as propriedades 
dos objetos e do esquema. 
O TOODM possibilita a existência de três tipos de objetos: variantes no tempo, 
invariantes no tempo e objetos do tipo TIME, usados para representar valores de tempo. 
O eixo de tempo é linear e discreto. Uma classe pode incorporar até duas dimensões 
temporais e deve ter pelo menos as mesmas dimensões temporais que as suas superclasses. 
[Oli93] propôs a linguagem de consulta TOOL (Temporal Object Oriented Language) para 
consultar o TOODM. 
O resultado de uma consulta temporal pode ser: valores de atributos a temporais (por 
exemplo, números reais), objetos atemporais (ou invariantes no tempo), valores de tempo 
(por exemplo, [1994,1996]), e objetos variantes no tempo. 
Consultas que Retornam Valores de Tempo 
Foram criadas duas cláusulas para a realização de consultas que retornam valores de 
tempo: TWHEN e VWHEN. 
A cláusula TWHEN retornao conjunto de tempos de transação em que o dado seleci-
onado pela consulta foi armazenado ou atualizado. Se a cláusula VALID for especificada, 
a consulta primeiro restringe os objetos selecionados pelo predicado ao intervalo de tempo 
de validade dado. A sintaxe da consulta é a seguinte: 
TWHEN (predicado atemporal) 
FROM (repositório de classe) 
VALID (expressão temporal) 
18 Capítulo 2. Conceitos e Revisão Bibliográfica 
O resultado desta consulta pode ser obtido através da execução dos seguintes passos 
[Bot95]: 
1. Obter os intervalos de-tempo de validade que satisfazem a cláusula VALID. 
2. Encontrar os objetos que satisfazem ao predicado atemporal. 
3. Retornar os tempos de transação nos quais os objetos encontra.dos em (2) eram 
válidos no tempo determinado em (1). 
A cláusula VWHEN retoma os intervalos de tempo de validade do dado selecionado 
pela consulta. Se a cláusula INDB for especificada, a consulta primeiro restringe os 
objetos selecionados pelo predicado ao intervalo de tempo de transação dado. A sintaxe 
da consulta é a seguinte: 
VWHEN (predicado atemporal) 
FROM (repositório de classe) 
INDB (expressão temporal) 
O resultado dessa consulta pode ser obtido através da execução dos seguintes passos 
[Bo\95]: 
L Obter os estados com os tempos de transação especificados na cláusula INDB. 
2. Encontrar os objetos que satisfazem ao predicado atemporal. 
3. Retornar os tempos de validade dos objetos selecionados em (2) e armazenados nos 
estados determinados em (1). 
Consultas que Retornam Objetos Temporais 
As consultas que retornam objetos temporais são chamadas de consultas de fatiamento 
temporal (timeslice). Estas consultas retornam os estados (ou fatias) de um banco de 
dados que satisfazem certas condições durante um período de tempo de validade ou 
tempo de transação. Para este tipo de consulta foram criadas as cláusulas temporais TS-
LICE e VSLICE, que processam operações de seleção temporal sobre os eixos Tempo 
de Transação e Tempo de Validade, respectivamente. A sintaxe deste tipo de consulta é 
a seguinte: 
SELECT (predicado atemporal) 
FROM (repositório de classe) 
TSLICE (expressão temporal) 
VSLICE (expressão temporal) 
O resultado dessa consulta pode ser obtido através da execução dos seguintes passos 
[Bot95]: 
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1. Restringir o domínio da consulta para os estados do banco de dados corresponden-
tes aos intervalos de tempo especificados em TSLICE e/ou VSLICE e seleciona os 
objetos ativos ness.e domínio. 
2. Executar a parte atemporal da consulta nos objetos determinados em (1). 
2.1.7 CGT- Implementação do Modelo TOODM 
Brayner [Bra94, BM94] implementou o TOODM em uma Camada de Gerenciamento 
Temporal (CGT), incorporando o conceito de tempo no banco de dados orientado a 
objetos 0 2 • Através de uma interface de menus, a camada permite adicionar ao esquema 
de uma classe as estruturas necessárias para armazenar as marcas-de-tempo dos seus 
atributos. A CGT garante a consistência temporal entre as classes do banco de dados 
através de restrições de integridade temporal, que impedem que uma classe temporal 
tenha menos dimensões temporais que sua superclasse. 
O módulo de consultas da CGT faz um mapeamento das operações temporais definidas 
no modelo temporal em comandos pertencentes à linguagem de consulta nativa do 0 2 • Os 
comandos mapeados inter agem com dois componentes da arquitetura do 0 2 - o gerenciador 
de esquema e o gerenciador de objetos - e podem ser classificados em três conjuntos 
distintos: 
• Comandos de manipulação de esquema- têm a função de definir esquemas, bases, 
classes, aplicações, programas, funções e métodos. 
• Instruções imperativas - são utilizadas dentro de um corpo de programa de 0 2 C 
(linguagem de programação nativa do banco de dados 0 2 ) para alterar objetos e 
valores. 
• Comandos de consulta - têm a função de recuperar objetos e valores do BD. 
Entre as características temporais adotadas na implementação do modelo, pode-se 
destacar: 
• O tempo é linear e discreto nos dois eixos temporais. 
• O eixo tempo de validade foi definido no formato de intervalos. 
• O eixo tempo de transação foi definido no formato eventos e tem como origem o 
instante da criação da base de dados. 
• A granularidade é fixa em segundos no eixo de tempo de transação. 
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• A granularidade é composta e variável no eixo de tempo de valida.de. 
Para o nível mais externo de um objeto complexo é incorporada apenas uma dimensão 
temporal, conforme o construtor utilizado. Se o objeto tiver o construtor tuple no seu 
nível mais externo, então a dimensão tempo de validade é incorporada ao objeto com a 
adição do atributo <histórico-objeto>. Se o objeto tiver o construtor set ou list no seu 
nível mais externo, então a dimensão tempo de transação é incorporadé~ ao objeto com a 
adição do atributo <tLobjeto>. 
Os objetos podem ter componentes complexos. Para componentes definidos pelo cons-
trutor set ou Iist somente a dimensão tempo de transação é incorporada através da 
adição do atributo <tLcomponente>. Para componentes definidos pelo construtor tu-
pie somente a dimensão tempo de validade é incorporada através da adição do atributo 
<histórico_componente>. A regra prossegue recursivamente nos componentes do objeto 
até ser encontrado um componente não composto, ou seja, um tipo primitivo do 0 2 (in-
teger, real, char, string ou boolean) ou uma referência a um objeto de uma classe (OID ~ 
Identificador do objeto). 
Neste caso, as duas dimensões temporais são incorporadas ao componente pela adição 
dos atributos <tvin:ício_componente>, <tvJim..componente> e <tLcomponente>. 
A marcação de tempo no atributo ao invés da marcação de tempo no objeto (ou 
marcação de tempo na tupla do modelo relacional) diminui a redundância de dados, 
evitando a replicação de todos os atributos de um objeto a cada alteração de um de seus 
atributos. A replicação de objetos traz o problema de múltiplos OID para um mesmo 
objeto do mundo real. 
O módulo de consultas da CGT implementou algumas das cláusulas temporais defini-
das pela linguagem de consulta TOOL de [Oli93]: VSlice, TSlice, VWhen e TWhen. Os 
comparadores implementados foram: Before, After, Before_Overlap e After_Overlap. Os 
operadores temporais implementados que retornam valores de tempo foram: FirsLlnstant, 
Lastinstant, Max_Interval, Min..Interval e All..Interval. 
A implementação realizada nesta dissertação usou algumas das idéias de CGT, como 
se verá no capítulo 4. 
2.2 SIG e Tempo 
Sistemas de Informação Geográfica (SIGs) são sistemas automatizados usados para arma-
zenar, analisar, manipular e visualizar dados geográficos, ou seja, dados que representam 
objetos e fenômenos em que a localização geográfica é uma ca.racterístka inerente à in-
formação e indispensável para analisá-la [CCH+96]. 
Em SIGs, o tempo é um conceito essencial para a compreensão e a modelagem de 
í 
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fenômenos espaciais em diversas aplicações, como: ciências biofísicas, pesquisa epide-
miológica, ciências políticas, econômicas e sociais e várias aplicações de tempo-real para 
gerenciamento e planejamento. Os SIGs atuais não provêem mecanismos para a mani-
pulação de versões antigas dos dados geográficos. No entanto, pesquisas recentes têm 
dado mais atenção ao projeto de SIGs temporais e à incorporação do domínio do tempo 
em bancos de dados espaciais [ATSS93, Mon95, BVH96, Lan93b, NTE92, Skj96, CT95a, 
PW94, SB97, BJS97]. 
Nas seções seguintes serão apresentados conceitos básicos relacionados a SIGs, além de 
um modelo geográfico e um modelo geográfico espaço-temporal, que permite representar 
a evolução de dados espaço-temporais, comuns em sistemas de informação geográfica. 
2.2.1 Conceitos Básicos 
Alguns termos usados na literatura têm significados distintos para diferentes autores. 
A seguir serão apresentados os conceitos que serão adotados neste texto, baseados em 
[CCW96]. 
Um banco de dados geográfico é um repositório de informação coletada empiricamente 
sobre fenômenos do mundo reaL As entidades geográficas são os fenômenos geográficos 
do mundo real (por exemplo: florestas, rios, cidades). 
Um processo geográfico é definido como uma ação exercida ou um efeito sofrido por 
wna entidade geográfica, modificando-a. O processo começa quando a atividade ou o 
efeito começa a mudar o estado da entidade e termina quando a atividade ou o efeito 
cessa e a entidade tem o seu estado completamente alterado. 
A modelagem de processos refere-se a uma modelagem matemática que descreve ope-
rações envolvendo a representação e manipulação de dados, incluindo a simulação de 
fenômenos naturais. 
O espaço geográfico é o meio onde as entidades geográficas coexistem. Ele é definido 
através dos relacionamentos espaciais entre as entidades. 
Um relacionamento espacial é uma informação derivada a partir do posicionamento de 
wna entidade em relaç_ão a outra. Por exemplo, a distância entre duas cidades é um tipo 
de relacionamento entre duas entidades geográficas. Segundo [Bot95], apesar de terem 
grande importância numa análise geográfica, os relacionamentos espaciais não têm sido 
explorados satisfatoriamente nos sistemas geográficos atuais. 
O termo dado espacial denota qualquer tipo de dado que descreve fenômenos aos quais 
esteja associada alguma dimensão espacial. Nesta dissertação são tratados dados espacials 
geográficos ou geo-referenciados. Os dados geográficos são comumente caracterizados a 
partir de três componentes fundamentais: atributo, localização e tempo. O componente 
atributo (também chamado atributo convencional ou atril;mto não espacial) descreve as 
propriedades temáticas de uma entidade geográfica, tais como o nome. O componente 
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localização informa a localização espacial do fenômeno, ou seja, seu geo-referenciamento, 
associada a propriedades geométricas e topológicas. O componente tempo descreve os 
períodos em que os valores daqueles dados geográficos são válidos. 
No contexto de aplicações de SIG, o mundo real é frequentemente modelado segundo 
duas visões complementares: o modelo de campos e o modelo de ot1jetos. O modelo 
de campos enxerga o mundo corno uma superfície contínua, sobre a qual os fenômenos 
geográficos a serem observados variam segundo diferentes distribuições. Um campo é 
formalizado como uma função matemática cujo domínio é uma (abstração da) região 
geográfica e cujo contradomínio é o conjunto de valores que o campo pode tomar. Caso se 
deseje incluir a variação ao longo do tempo, considera~se o domínio da função como um 
conjunto de pares (p 1 t) onde p representa um ponto da região geográfica e t um instante 
de tempo. 
O modelo de objetos representa o mundo como uma superfície ocupada por objetos 
identificáveis, com geometria e características próprias. Estes objetos não são necessari-
amente associados a qualquer fenômeno geográfico específico e podem inclusive ocupar a 
mesma localização geográfica. 
Segundo [CCH+96], campos são frequentemente representados no formato matricial 
e objetos geográficos, no formato vetorial. O formato matricial é caracterizado por uma 
matriz de células de tamanhos regulares, onde a cada célula é associadQ um conjunto de 
valores representando as características geográficas da região correspondente. O formato 
vetorial descreve dados espaciais com uma combinação de formas geométricas (pontos, 
linhas e polígonos). O termo raster designa células retangulares, mas na maioria das 
vezes é usado como termo genérico para a representação matriciaL 
Representações topológicas permitem armazenar, associada à localização, informações 
sobre relacionamentos de contiguidade e vizinhança dos elementos armazenados. 
2.2.2 Problemas Existentes em SIG 
Existem vários problemas em aberto em SIG, além de problemas que resultam da incor-
poração do tempo nestes sistemas. Dentre estes problemas se encontram: 
1. Muitos dos problemas em SIG são devidos à natureza dos dados geo-referenciados 
[MP94]. Estes dados são complexos, ocupam muito espaço e variam com o tempo. 
Além disso são geralmente provenientes de fontes diferentes de aquisição de dados, 
com níveis distintos de generalização e escalas incompatíveis. 
2. Outros problemas originam da dimensão espacial dos dados geográficos, que introduz 
questões de restrições de integridade espacial e processamento de consulta espacial. 
As estratégias de acesso a dados para predicados espaciais podem não ser as mesmas 
que para outros tipos de predicados. 
r 
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3. As estratégias padrão de otimização de consultas nem sempre são adequadas para 
dados geográficos (MP94]. 
4. No caso de aplicações de Geoprocessamento, a interação com o banco de dados 
é comumente mais longa, exigindo uma revisão dos mecanismos de controle de 
transações, principalmente a criação de mecanismos para versionamento, atualização 
cooperativa e bloqueio parcial de objetos [CCH+96, NTE92]. 
5. Falta um modelo espaço-temporal padrão para SIG. Para cada classe específica de 
aplicações, existe um ou mais modelos que melhor se adaptam. [Bot95J propõe 
um modelo espaço-temporal para SIG e uma taxonomia para consultas, mas não 
apresenta estratégias de processamento dessas consultas. 
6. A implementação de estruturas de dados que representem a variação no tempo de 
dados espaciais, e a implementação de operadores e relacionamentos espaciais é uma 
questão problemática [Lan89, MP94], e é rara na literatura. 
Esta dissertação propõe uma solução para o último problema. Alguns dos problemas 
citados são discutidos a seguir. 
2.2.3 Modelagem de Dados Geográficos 
A modelagem de dados geográficos difere da tradicional não apenas devido às carac-
terísticas espaciais, mas também por envolver a questão da representação, que varia con-
forme a perspectiva do usuário ou aplicação, ou segundo fatores técnicos. 
Segundo [CCH+96], os primeiros trabalhos sobre modelos de dados geográficos se 
ocupavam principalmente com estruturas geométricas e espaciais. Os modelos propostos 
correspondiam a estrutura5 de dados sofisticadas. Ainda segundo aqueles autores, esta 
concepção de modelo foi incorporada pela maioria dos sistemas comerciais atuais, onde 
o usuário realiza a "modelagem" dos dados definindo diretamente estruturas de baixo 
nível. No entanto, esta não é uma abordagem apropriada, pois os usuários raramente são 
especialistas em computação, mas sim nos diferentes domínios da aplicação. 
As propostas mais antigas de modelos de dados geográficos baseiam-se no modelo de 
dados relacional, sendo que estudos mais recentes recomendam o uso de modelos orienta-
dos a objetos. 
Armazenamento/Estruturas de Dados 
Os SIGs tradicionamente armazenavam os dados geográfiços em arquivos internos, mas 
este tipo de solução vem sendo substituído cada vez mais pelo uso de SGBDs. 
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Há várias pesquisas na área de armazenamento da evolução temporal de dados, mas 
são poucas as publicações que tratam do armazenamento da evolução temporal de dados 
espaciais em sistemas geográficos. As aplicações que manipulam dados espaço-temporais 
requerem sistemas computacionais com grande capacidade de armazenamento e alta ve-
locidade de processamento. 
Ainda não há um consenso sobre como saber quais dados geográficos devem ser tem-
porais e que tipo de informação temporal deve ser armazenada. Langran [Lan93a] cita 
várias questões que devem ser tratadas antes da implementação de um SIG temporal: 
• É preciso decidir quais dados devem ser temporalizados. Para isso, deve-se analisar 
fatores como a volatilidade do dado, a importância do dado, e as responsabilidades 
da organização que o utiliza. 
• A atualização de dados espaciais deve ser feita ou incrementalmente ou totalmente. 
• O SIG deve prover suporte para operações de generalizações temporais. Pode ser 
mais importante saber o que foi mais comum durante um certo intervalo de tempo 
do que saber precisamente a realidade em um instante específico de tempo. 
Consultas Espaço-Temporais em SIG 
As consultas a dados em SIG podem envolver tanto o estado de um fenômeno quanto a 
sua distribuição espacial e temporal [CCH+96]. Elas podem se limitar a um fenômeno 
específico ou a relacionamentos espaço-temporais entre fenômenos geográficos distintos. 
Alguns trabalhos feitos na área de consultas geográficas têm procurado classificar 
um conjunto básico de consultas. [CCH+96, Bot95] referenciam uma caracterização de 
consultas típicas de aplicações SIG. Essa abordagem permite que o usuário faça três tipos 
básicos de perguntas: 
• quando/onde/o que: descreve o conjunto de fenômenos geográficos (o que) presentes 
em uma localização ou em um conjunto de localizações (onde), dada uma referência 
temporal (quando). ·Por exemplo, "Quais os tipos de uso de solo encontrados na 
bacia do Rio Piracicaba no período 1980-1995?" 
• quando/o que/onde: descreve uma localização ou seu conjunto (onde) ocupada por 
um ou vários fenômenos geográficos (o que) em um dado conjunto de intervalos de 
tempo (quando). Por exemplo, "Quais as áreas no estado de São Paulo ocupadas 
por plantações de cana no período 1950-1980?" 
• o que/onde/quando: descreve o conjunto de períodos (quando) em que um determi-
nado conjunto de fenômenos geográficos (o que) ocupou um conjunto de localizações. 
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Por exemplo1 "Qual o período em que a região onde hoje se encontra a UNICAMP 
foi ocupada por uma plantação de café?" 
Botelho [Bot95] cita ainda outras classificações de tipos de consultas de um SIG tem-
poral. Uma delas é a seguinte: 
• Apresentação dos dados armazenados. 
• Determinação dos relacionamentos espaciais entre entidades diferentes. 
• Simulação e comparação de cenários alternativos baseados na combinação de cama-
das de dados. 
• Previsão do futuro através da análise de tendências. 
Outra classificação citada por [Bot95] classifica as consultas em SIG em descritivas: 
"Localize e mostre todas as cidades com população maior que 10.000 habitantes" 1 e 
analíticas: "Por que ... ?" ou "E se ... ?". Ainda outra classificação: consultas topológicas 
(adjacência) borda e co-borda), de conjuntos (coincidente, elemento-de-continência) e 
métricas (mínimos/máximos e raios de abrangência). 
2.2.4 Um Modelo de Dados Geográfico 
Câmara et al. [CCH+96J descrevem um modelo de dados geográfico que apresenta uma 
abordagem unificada das visões de campos e objetos e permite a existência de múltiplas 
representações para um mesmo fenômeno geográfico. O modelo é usado como base nesta 
dissertação para a modelagem de dados geográficos. Ele separa a especificação em dife-
rentes níveis de abstração, liberando assim o usuário da necessidade de se envolver com 
detalhes de implementação física. 
Os níveis de abstração identificados são: 
• nível do mundo real: contém os elementos da realidade geográfica a serem modelados 
como, por exemplo, rios e redes telefônicas. 
• nível conceitual: comporta as ferramentas para modelar formalmente campos e 
objetos geográficos em um nível alto de abstração. Determina as classes básicas ori-
entadas a objetos que deverão ser criadas no banco de dados. Deve conter definições 
das operações e da linguagem de manipulação de dados disponíveis para o usuário. 
• nível de representação: associa as classes de campos e objetos geográficos identifi-
cadas no nível conceitual a classes de representações, que podem variar conforme a 
escala, a projeção cartográfica escolhida, a época de_ aquisição do dado, ou mesmo 
conforme a visão do usuário ou aplicação. 
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• nível de implementa.çãu (físico ou interno): define padrões, formas de armazena-
mento e estruturas de dados para implementar as diferentes representações. Segundo 
os autores, as decisões de implementação admitem um número muito grande de va-
riações, em função das aplicações às quais o sistema é voltado, da disponibilidade 
de algoritmos e do desempenho do hardware. 
Nível Conceitual 
Seguindo [CCH+96], existem no banco de dados três classes básicas no nivel conceitual: 
as classes convencionais, que correspondem ao conceito padrão de classes em SGBDs 
orientados a objetos, e as classes que refletem as visões de campos e objetos: GeoCampo 
e GeoObjeto. 
As instâncias de GeoCampo, chamadas de geo-campos, possuem atributos espaciais 
(Localização, Contradorninio e Mapeamento) e atributos convencionais. Os atributos 
espaciais são obrigatórios e formam o componente espacial do geo-campo. Como esta 
dissertação não aborda geo-campos, eles não serão detalhados. 
As instâncias de GeoObjeto, chamadas de geo-objetos, possuem um atributo espa-
cial denominado Localização. A localização de um geo-objeto pode ser explicitamente 
armazenada ou pode ser computada, e forma o componente espacial do geo-objeto. Os 
atributos convencionais de um geo-objeto formam o seu componente co.t1vencional. 
Ainda um geo-objeto pode ser elementar, composto ou fraco. Umgeo··objeto elementar 
é um geo-objeto que não é composto por outros geo-objetos e que sempre tem a sua loca-
lização explicitamente armazenada. Um geo-objeto composto é um geo-objeto que contém 
outros geo-objetos como componentes. Ele pode ter uma localização explicitamente ar-
mazenada, ou tê-la calculada a partir das localizações dos geo-objetos componentes. A 
localização do geo-objeto composto pode também delimitar uma área maior que a união 
das áreas das localizações dos seus componentes. Um geo-objeto fraco é um geo-objeto 
que existe somente enquanto fizer parte de um geo-objeto composto. 
Nível de Representação 
Uma representação descreve o componente espacial de um geo-objeto ou de um geo-
campo. [CCH+96] propõe duas hierarquias básicas de classes de representações, com as 
raízes RepGeoCampo e RepGeoObjeto. 
Para a classe RepGeoObjeto, o modelo oferece subclasses cujas im1tâncias possuem 
atributos cujos valores são elementos geométricos simples, como pontos, linhas e regiões 
sem buracos, ou elementos complexos construídos a partir destes. 
As instâncias de RepGeoCampo possuem atributos muito semelhantes aos dos geo-
campos: Localização, Domínio, Contradomínio e Mapeamento: O modelo oferece sub-
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classes de RepGeoCampo, que variam conforme a definição do Domínio. 
O modelo também introduz uma classe, REPRESENTA, para capturar a associação 
entre geo-carnpos ou geq-objetos e suas representações. 
Operações e Linguagem de Consulta 
Em vez de apresentar uma lista exaustiva de operações espaciais, Câmara et al. [CCH+96] 
discutem como definir algumas categorias de operações, enfatizando os aspectos peculiares 
ao modelo apresentado. 
Os autores analisam o efeito que a introdução de um nível de representação, separado, 
provoca na definição de operações sobre geo-objetos e geo-ca.mpos, e discutem o problema 
de especificar relacionamentos topológicos. Eles também discutem como operações sobre 
geo-campos são definidas, explorando o fato de geo-campos serem funções; e mostram 
exemplos de operações mistas, envolvendo ao mesmo tempo geo-campos e geo-ob jetos. 
Câmara et ai. [CCH+96] apresentam uma linguagem de consulta e manipulação espa-
cial denominada LEGAL - Linguagem Espacial para Geoprocessamento Algébrico, que se 
baseia no modelo de dados e nas operações definidas. 
A LEGAL fornece comandos para especificar o esquema conceitual de um banco de 
dados geográfico e comandos para criar novos objetos no banco de dados, sejam eles 
geo-campos, geo-objetos ou representação destes objetos. 
Uma consulta em LEGAL possui dois componentes [CCH+96]: uma expressão de 
busca expressa em SQL estendida e uma resposta à consulta, que pode ser objeto de 
manipulação posterior. Segundo [CCH+96], o usuário pode formular consultas envolvendo 
classes tanto de geo-objetos quanto de geo-campos. No entanto, no caso de geo-campos, os 
operadores disponíveis em LEGAL permitem apenas recuperação baseada em atributos 
convencionais. Para geo-objetos, LEGAL oferece funções e relacionamentos espaciais, 
computados sobre suas localizações. 
2.3 Um Modelo de Dados Geográfico Temporal 
A seção 2.1 mostrou um modelo de dados proposto na UNICAMP por Oliveira [üli93J 
para BD temporais orientados a objetos. O trabalho Brayner [Bra94] implementou este 
modelo, fazendo uma série de aperfeiçoamentos. 
A dissertação continua esta linha de pesquisa, implementando (e aperfeiçoando) o 
modelo de dados geográfico temporal de Botelho [Bot95], que por sua vez estende o 
modelo geográfico de Câmara et al. [CCH+96] com o tempo. Esta seção dá uma visão 
geral deste modelo. 
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2.3.1 Estrutura 
O modelo proposto por Botelho [Bot95, MB96] foi baseado no modelo multi-nível ci-
tado anteriormente e no modelo TOODM [Oli93], estendidos para suportar dados espaço-
temporais na dimensão de tempo de validade. [Bot95] adotou a abordagem do modelo 
orientado a objetos baseada em classes do sistema o,~ -e se restringe a geo-objetos. 
O modelo de Botelho considera não só a visão histórica do mundo., como também a 
visão de processos. Em outras palavras, não somente os fatos geográficos são modelados, 
mas também os processos de mudança geográfica. 
A transição de estado de uma entidade geográfica é representada como um intervalo 
temporal, ao invés de um instante temporal pois, segundo ele, a maioria das entidades 
geográficas é formada por componentes que mudam de estado em momentos distintos. 
O espaço geográfico é modelado como um conjunto de geo-objetos que se relacionam, 
cada um com seu estado (atributos) e comportamento (métodos). As restrições de integri-
dade (ou regras) dos objetos geográficos são formalizadas como métodos ou como outros 
objetos. 
Botelho [Bot95] representa um processo geográfico por um geo-objeto composto, cuja 
lista de geo-objetos componentes contém as entidades geográficas participantes deste pro-
cesso, e cujos atributos contêm os valores (ou intervalos de valores) que caracterizam a 
transição de estado dessas entidades. 
Para o nível de representação, [Bot95] propõe um conjunto de class.es que descrevem 
a geometria (vetorial) de um geo-objeto, cuja classe principal é denom:inada Geometria. 
Ele propõe que as classes geométricas sejam providas pelo SGBD como classes primitivas. 
As definições de classes no modelo, usando construtores de tipo do 0 2 , são: 
Geo-Objeto: tuple ([atributos não-espaciais] ,[list (Geo-Dbjeto)], Localização) 
Localização: list (Geometria) 
Geometria: tuple ([atributos não-espaciais], list (Obj_Geom)) 
Cada instância da classe Geometria corresponde a uma representação espacial do geo-
objeto e é composta por atributos não-espaciais para guardar informaçôes específicas da 
representação (como tipo de projeção, escala) e um atributo espacial para. guardar objetos 
geométricos que definem a geometria da representação. A classe Geometria é usada para 
encapsular as representações vetoriais do componente espacial dos geo-objetos e serve 
como elo de comunicação com o nível conceitual. 
O componente espacial da classe Geometria é uma lista de objetos da classe abs-
trata Obj_Geom, que é uma generalização das classes geométricas básicas: Ponto, Linha, 
Polígono, Multi-Poligono. A classe Multi-Polígono é composta p_or uma lista de poligonos 
para representar regiões desconexas e uma lista de polígonos para representar buracos 
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desconexos. A classe Polígono é composta por uma lista de linhas. A classe Linha é 
composta por urna lista de pontos. 
Segundo [Bot95], as operações espaciais podem ser definidas como métodos da classe 
Obj_Geom e redefinidas nas suas subclasses. O mecanismo de ligação tardia garante que 
a versão correta da implementação dessas funções seja escolhida de acordo com a classe 
do objeto passado como parâmetro na consulta espacial. 
Botelho não considerou o tempo de transação. A evolução temporal de geo-objetos 
foi considerada apenas segundo o eixo de tempo de validade, e se baseou no modelo de 
Oliveira [Oli93]. A evolução da estrutura e comportamento de um geo-objeto, que se 
refere ao problema de evolução de esquemas, não é abordado. 
Botelho [Bot95] descreve um geo-objeto temporal da seguinte forma: 
gao-objeto: tuple (tuple ([atributos não-espaciais temporalizados], 
[lista de geo-obj etos componentes temporalizada], 
Localização temporalizada), 
atributo temporal) 
Botelho não propõe linguagem de consulta. O processamento de consultas e suporte 
a operações espaço-temporais é um dos tópicos abordados na dissertação. 
2.4 Resumo 
Este capítulo apresentou uma breve revisão de alguns conceitos relevantes ao entendimento 
da dissertação, além de resumir questões relacionadas à incorporação do conceito de tempo 
em bancos de dados e SIG. 
Foi também apresentado o modelo de Botelho, usado como base na dissertação, assim 
como os modelos de Oliveira e Câmara et ai., estendidos por Botelho para suportar dados 





O principal objetivo deste capítulo é definir as operações básicas que podem ser utilizadas 
para a formulação de consultas em bancos de dados geográficos e que envolvem espaço e 
tempo. Além disso 1 é sugerida uma classificação das consultas visando estruturar o estudo 
do problema. 
Dado que os componentes fundamentais de informações geográficas são atributos 
temáticos (ou convencionais), componente espacial e possivelmente tE:mpo, as consultas 
em SIGs podem, de uma forma geral, ser divididas em: consultas temáticas, consultas 
espaciais, consultas temporais, e consultas espaço-temporais. As consultas temáticas se 
referem ao conteúdo de atributos não espaciaisj as consultas espaciais podem ser de lo-
calização, métricas, de orientação, ou topológicas; as consultas temporais são aquelas 
onde o tempo é um parâmetro, e que consideram relações temporais entre ocorrência 
de fenômenos; finalmente, as consultas espaço-temporais combinam características das 
consultas espaciais e temporais. 
Nos exemplos dados no decorrer do capítulo serão consideradas as seguintes entidades: 
fazendas, municípios, zonas urbanas (ou cidades), rios, postes, estradas (ou rodovias) e 
linhas telefônicas. Supõe-se que fazendas estão situadas em municípios (compostos por 
zona urbana e zona rural); podem conter rios, postes de eletricidade e telefone; podem ser 
intersectadas por estradas (ou rodovias) e rios; e podem ter acesso a linhas telefônicas. 
Consultas temáticas (estritamente convencionais, envolvendo tempo ou não) não serão 
abordadas aqui, já que são objeto de vários estudos e implementações [Bra94, Oli93, Jen93, 
E094]. 
O enfoque adotado neste trabalho é que consultas espaço-temporais envolvem predi-
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cados espaciais e temporais. Predicados espaciais se referem ao relacionamento espacial 
entre objetos, ou atuam sobre um atributo espacial ou sobre um atributo calculado a par~ 
tir de um atributo espacial. Predicados temporais se referem ao relacio_namento temporal 
entre objetos, ou atuam sobre um atributo temporal ou sobre um atributo calculado a 
partir de um atributo temporaL 
Exemplos de consultas com predicados espaciais são: 
a) Quais as fazendas com área maior que 3000 ha? 
b) Quais as fazendas atravessadas por um rio? 
No primeiro exemplo, o predicado espacial se refere à área de objetos do tipo fazenda; 
no segundo, a um relacionamento espacial (atravessado) entre objetos fazenda e rio. 
Exemplos de consultas com predicados temporais são: 
a) Quais as fazendas foram registradas após o ano de 1964? 
b) Quais as fazendas foram registradas antes do município de Campinas? 
No primeiro caso, o predicado temporal se refere ao valor calculado (ínicio) obtido 
do componente temporal dos objetos do tipo fazenda; no segundo, a um relacionamento 
temporal (antes) entre os início dos objetos fazenda e município. 
Finalmente, consultas espaço-temporais envolvem combinação de ambos predicados: 
espaciais e temporais. Exemplos: 
a) Quais M fazendas que tinham área maior que 3000 ha antes de 1950? 
b) Quais as fazendas atravessadas por um rio entre 1970 e 1980? 
O predicado espacial se refere à área de objetos fazenda no exemplo (a), e ao relaci-
onamento espacial (atravessado) entre objetos fazenda e rio no exemplo (b). Ambos os 
predicados temporais se referem aos atributos temporais dos objetos considerados. 
Este capítulo está organizado da seguinte forma: a seção 3.2 define os operadores 
espaciais, temporais e espaço-temporais que serão utilizados como base do trabalho; a 
seção 3.3- apresenta a notação adotada para a representação de consultas usando estes 
operadores, além de classificar algumas consultas espaciais, temporais e espaço-temporais; 
e a seção 3.4 apresenta exemplos de como consultas mais complexas podem ser escritas 
através da combinação dos operadores apresentados. · 
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3.2 Operadores 
A formulação de consultas em bancos de dados geográficos pode utilizar operadores espa-
ciais, temporais e espaço-temporais. Os seus parâmetros (operandos) sã.o valores, objetos 
(temporais, espaciais, ou espaço-temporais) ou conjuntos destes. 
Para entendimento deste capítulo, deve-se lembrar que um objeto espaço--temporal é 
composto de três componentes básicos (vide capítulo 2): componente convencional, com-
ponente espacial e componente temporal. Objetos espaço-temporais são criados a partir 
de agregação do tempo a objetos espaciais e seus componentes. Assim a dimensão tempo-
ral pode se aplicar tanto ao componente convencional quanto ao componente espacial. Um 
objeto espaço-temporal pode ser composto por vários objetos espaço-t•:::mporais a partir 
da aplicação de construtores de tipo (tuple, list, set). 
Seja A um objeto espaço-temporal. Então, A= ([CTL SpT, T), onde CT é o compo-
nente convencional de A (possivelmente associado a marcas de tempo).; SpT é o compo-
nente espacial de A (associado a marcas de tempo) i e T é o componente temporal de A, 
que representa o tempo de vida do objeto. Um componente (espacial ou convencional) 
pode assumir diversos valores ao longo do tempo. Assim, SpT é um conjunto de tuplas 
da forma (Spi,Ti), onde Spi é o valor do componente espacial em Ti. Analogamente, CT 
(se associado a marcas de tempo) é um conjunto de tuplas da forma (C,,Ti), sendo C i o 
valor do componente convencional em Ti. Se CT não estiver associado a :marcas de tempo, 
CT=C. 
Considera-se que objetos espaciais e temporais são casos especiais sem componentes 
temporais e espaciais, respectivamente. Assim, se A é um objeto espacial, A= ([C], Sp), 
onde C é o componente convencional de A e Sp, o seu componente espacial. Se A é 
um objeto temporal, então A= ([CT], T), onde CT é o componente convencional de A 
(possivelmente associado a marcas de tempo) e T é o tempo de validade de A. 
Representamos um operador por OPER (A,B,C, ... ), sendo OPERo nome do operador 
e A, B, C, etc., os seus operandos. 
3.2.1 Operadores Espaciais 
Os operadores espaciais podem ser de localização, de orientação, métricos, e topológicos. 
Os operadores espaciais têm como operandos objetos geográficos (operador localização) 
ou suas localizações (operadores de orientação, métricos e topológicos). A sua aplicação 
depende da representação dos objetos. Nos exemplos dados neste texto considera-se que 
um rio, uma estrada e uma rodovia são representados por linhas, uma cidade e uma 
fazenda são representadas por polígonos, e um poste é representado por um ponto. 
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Operador Localização 
O operador localização, denotado SP, retoma a localização do objeto passado como 
parâmetro. 
A localização de um objeto A corresponde a uma representação espacial do objeto, 
sendo composta por objetos geométricos (delimitados por um conjunto de coordenadas 
geográficas) que descrevem a geometria de A. 
Operadores de Orientação 
As operadores de orientação verificam se existe um determinado relacionamento de ori-
entação entre dois conjuntos de objetos geométricos. Os relacionamentos de orientação 
(ou relacionamentos direcionais) descrevem como os objetos estão posicionados entre si 
[CCH+96, Cil96]. Ou lidam com ordem no espaço [PTS94]. Exemplos de relacionamentos 
de orientação encontrados na literatura são: above, below, north, south, east, west, left, 
rigbt, same_,position, northeast. 
A definição de relacionamentos de orientação em geral envolve um marco de referência, 
um objeto de referência e o objeto em questão. O marco de referência determina a 
direção na qual o objeto em questão está localizado em relação ao objeto de referência. 
Estudos sobre sentenças envolvendo relações espaciais em linguagem natural revelam que 
os relacionamentos direcionais dependem de aspectos cognitivos, que variam culturalmente 
[FM91]. 
Existem várias alternativas para a definição de relacionamentos de orientação entre 
dois objetos do tipo linha ou polígono, dependendo da quantidade de pontos que repre-
sentam cada objeto [PS93, PTS94]. Por exemplo, quando o objeto é representado por 
um único ponto, pode ser utilizado o centróide. Por outro lado, quando um objeto é 
representado por dois pontos, pode ser usado o limite inferior esquerdo e o limite superior 
direito do r.e.m. (retângulo envolvente mínimo) do objeto em questão. O r.e.m. de um 
conjunto de objetos no IR} é o menor retângulo com lados paralelos aos eixos X e Y que 
contém todos os objetos do conjunto [CCH+96]. 
Para os propósitos deste trabalho são considerados dois relacionamentos de orientação: 
north e east. Outros relacionamentos direcionais podem ser expressos a partir destes. Por 
exemplo, o relacionamento northea.st entre x1 e x2 pode ser expresso como "x1 nortb x 2 
e x 1 east x 2", e o relacionamento south, como "x2 north x1". 
Nas definições de relacionamentos de orientação abaixo, baseadas em [TP95], considera-
se que p; é wn ponto do objeto p, que q; é um ponto do objeto de referência q, e que X 
e Y são funções que retornam, respectivamente, a coordenada x e a coordenada y de um 
ponto. 
• O relacionamento east é tal que 
34 Capítulo 3. Operadores Primitivos Espaço-temporais 
p ea.st q ~ Vp, Vq,, X (p,) ~X (q,) 
• O relacionamento nortb é tal que 
p nortb q ~ Vp, Vq,, Y (p,) ~ Y (q,) 
Tendo como base estes relacionamentos direcionais, são definidos os seguintes opera-
dores de orientação: 
• NORTH (A,B): retoma o valor lógico verdadeiro se todos os elementos de A têm o 
relacionamento nortb com todos os elementos de B, e falso caso contrário. Ou seja, 
NORTH (A,B) ~V a E A, Vb E B (a north b) 
• EAST (A,B): retoma o valor lógico verdadeiro se todos os elementos de A têm o 
relacionamento east com todos os elementos de B, e falso caso contrário. 
EAST (A,B) ___,V a E A, Vb E B (a east b) 
Operadores Métricos 
Os operadores métricos geram, a partir de um ou mais objetos, um escalar que representa 
uma propriedade intrínseca aos objetos analisados [Cil96]. 
Os operadores métricos podem ser classificados em: 
• unários: calculam um valor escalar usando um único conjunto de objetos; 
• binários: calculam um valor escalar usando dois conjuntos de objetos. 
Considera-se aqui os seguintes operadores métricos: 
• AREA (A): calcula a área ocupada pelo conjunto de polígonos A. 
• LENGTH (A): retornao comprimento de A (conjunto de linhas). 
• PERIMETER (A): retornao perímetro de A (conjunto de polígonos). 
• DISTANCE (A,B): calcula a distância entre dois conjuntos (A e B) de objetos 
geométricos (pontos, linhas, ou polígonos). 
Tendo como base [TP95], define-se aqui a distância entre dois objetos geométricos 
p e q (oo_dist) como a distância euclideana entre os centróides dos dois objetos. 
Usando a distância entre dois objetos, define-se a distância entre um objeto p e 
um conjunto de objetos Q (oc_dist) como a distância mínima de p a qualquer dos 
elementos de Q: 
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oc_dist (p,Q) = oin (oo_dist(p,q), V q E Q). 
Finalmente, a distância entre dois conjuntos de objetos P e Q é definida como a 
distância máxima de todas as distâncias oc entre os objetos de P e Q: 
DISTANCE (P,Q) = max (oc_dist (p,Q), V p E P). 
Operadores Topológicos 
Os operadores topológicos retornam um valor lógico verdadeiro se há um determinado 
relacionamento topológico entre dois conjuntos de objetos geométricos. 
Os relacionamentos topológicos são invariantes face a transformações de escala, trans-
lação e rotação [CCH+96, CdFv093]. Os relacionamentos usados aqui foram original-
mente introduzidos em Clementini et al. [CdFv093]. São eles: disjoint, inside, touch, 
cross e overlap. Segundo aqueles autores, estes relacionamentos são mutuamente exclusi-
vos e são suficientes para representar todas as situações topológicas possíveis entre dois 
objetos bidimensionais. 
No que se segue, como em [CCH+96, CdFv093], considera-se o espaço topológico lR2 • 
Os elementos topológicos simples são de três tipos: um ponto; uma linha simples, que 
não se intercepta a si mesma e que é ou circular ou possui apenas dois pontos terminais; 
e uma região simples, que é conectada, ou seja, que não é a união de conjuntos disjuntos 
de pontos, e que não contém buracos. 
A dimensão de um conjunto de elementos topológicos simples n é dada por: 
dim(fl) = - <-+ fl = 0 
simples 
dim(O) = O H O contém pelo menos um ponto e nenhuma linha ou reg1ao 
dim(O) = 1 H O contém pelo menos uma linha e nenhuma região simples 
dim(O) = 2 H n contém pelo menos uma região simples 
A fronteira de um elemento topológico simples w, denotada por ów, é definida da 
seguinte forma: 
ów = 0 t-t w é um ponto ou w é uma linha circular 
8w = { P, Q} H w é uma linha não circular e P e Q são seus pontos terminais 
ów = L H w é uma região simples e L é a linha circular formada por todos os 
pontos de acumulação [RS94, Lim76] de w. 
O interior de um elemento topológico w, denotado por w0 , é definido como 
w 0 = w- ów. 
Note que o interior de um ponto ou linha circular é igual ao próprio elemento. 
Nas definições de relacionamentos topológicos apresentadas a seguir, w1 e w2 denotam 
dois elementos topológicos simples dos tipos indicados em cada caso. As figuras 3.1, 3.2, 
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3.3, 3.4 e 3.5 ilustram estes relacionamentos. 
• O relacionamento disjoint, aplicável a todas as situações é tal que 
w, disjoint W2 H (wl n Wz :;:;; 0) 
-. -/ - • ] 
• ., ' 
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Figura 3.1: Situações ilustrando o relacionamento disjoint entre duas reg10es (a); uma 
linha e uma regiões (b); uma região e um ponto (c); duas linhas (d):; uma linha e um 
ponto (e); e dois pontos (f) 
• O relacionamento touch, aplicável a dois elementos dos tipos reg:ião e região, linha 
e região, linha e linha, ponto e região, ponto e linha, é tal que 
wl touch Wz +-+ (wl n Wz =I 0) A (wr n w~ = 0) 
• O relacionamento overlap, aplicável a região e região, linha e linha, é tal que 
Wt OVerlapwz H (wl n Wz -=f Wt) 1\ (wl n Wz -=f W2) 1\ dim (wr n W~) = dim (wr) 
= dim (wg) 
• O relacionamento insidel aplicável a todas as situações) é tal que 
W1 inside W2 +--1 (w~ n IJ.)~ ~ 0) 1\ (wl n W2 = Wt) 
• O relacionamento cross, aplicável a dois elementos dos tipos linha e região, linha e 
linha, é tal que 
wl cross w2 ~ (wl n w2 =F wl) 1\ (wl n w2 =F w2) 1\ dim (wi1 n w~) = 
(max (dim (wf), dim (wm- 1) 
Um relacionamento ou operador r é simétrico se e somente se (w1 r w2) +---+ (w2 r w1). 
Com a exceção de insidel todos os relacionamentos definidos anteriormeate são simétricos. 
Os operadores sobre relacionamentos topológicos considerados aqui são os seguintes: 









Figura 3.2: Situações ilustrando o relacionamento touch entre duas regiões (a) e (b); duas 
linhas (c) e (d); uma linha e uma região (e)-(h); um ponto e urna linha (i); e um ponto e 
uma região (j) 








Figura 3.3: Situações ilustrando o relacionamento overlap entre duas regiões (a); e duas 
linhas (b) e (c) 
(•) (b) (o) 











Figura 3.4: Situações ilustrando o relacionamento inside entre duas regiôes (a) - (c); duas 
linhas (d) e (e); uma linha e uma região (f)- (h); um ponto e uma linha (i); um ponto e 
uma região (j); e dois pontos (k) 




(•) (b) (o) 
(d) (•) 
Figura 3.5: Situações ilustrando o relacionamento cross entre duas linhas (a); e uma linha 
e uma região (b)- (e) 
• DISJOINT (A,B): retoma o valor lógico verdadeiro se cada elemento de A tem o 
relacionamento disjoint com cada elemento de B, e falso caso contrário. Ou seja, 
DISJOINT (A,B) _, Va E A, Vb E B (a disjoint b) 
• TOUCH (A,B): retoma o valor lógico verdadeiro se existe algum par a, b de ele-
mentos de A e B que têm o relacionamento toucb, e falso caso contrário. Ou seja, 
TOUCH (A,B) _, 3a E A, 3b E B (a touch b) 
• OVERLAP (A,B): retoma o valor lógico verdadeiro se existe algum par a, b de 
elementos de A e B que têm o relacionamento overla.p, e falso caso contrário. 
OVERLAP (A,B) _, 3a E A, 3b E B (a overlap b) 
• INSIDE (A,B): retoma o valor lógico verdadeiro se para todo a E A existe algum b 
E B tal que a in b, e falso caso contrário. 
INSIDE (A,B) _,V a E A, 3b E B (a in b) 
• CROSS (A,B): retoma o valor lógico verdadeiro se existe algum par a, b de elementos 
de A e B que têm o relacionamento cross, e falso caso contrário. 
CROSS (A,B) _, 3a E A, 3b E B (a cross b) 
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3.2.2 Operadores Temporais 
Os operadores temporais podem ser unários ou binários i retornando valores de tempo (ou 
marcas de tempo), valores booleanos, ou objetos (temporais ou espaço··temporais). Eles 
têm como operandos valores de tempo ou objetos (temporais ou espaço-temporais). 
No que se segue, considera-se que os valores de tempo podem ser de três tipos: um 
chronon (também chamado ponto ou instante de tempo), um intervalo de tempo ou um 
elemento temporaL Segundo Jensen et al. [JCE+94], um intervalo de tempo é o tempo 
entre dois instantes, e um elemento temporal é um conjunto finito de intervalos de tempo 
n-dimensionais. Um ponto de tempo pode ser representado por um intervalo degenerado, 
onde o tempo inicial (Ts) é igual ao tempo final (Ts). 
Operadores Unários 
Os operadores unários retornam valores de tempo. São definidos aqui os seguintes: 
• TV (A): retoma o componente temporal de A (objeto). Considera-se aqui que o 
componente temporal é um valor de tempo. 
• BEGIN (A): retoma o valor de tempo que representa o início de A (valor de tempo). 
Ou seja: 
BEGIN (A)= {t I tE A 1\ ,:Jt1 (1 1 E A 1\ 11 < t)}, onde t é um instante de tempo. 
• END (A): retoma o instante final de A (valor de tempo). Ou seja: 
END (A)= {t I t E A 1\ ,:Jt1 (t1 E A 1\ 11 > t)} 
• DAY (A), MONTH (A) e YEAR (A): retornam, respectivamente, day, montb, year, 
considerando que A ( chronon) tenha uma granularidade1 composta formada pelos 
elementos (year, month, day). 
• TWHEN (A): retornao tempo de validade de um relacionamento espaço-temporal, 
ou seja, o tempo em que este relacionamento é verdadeiro. Assim, A é um conjunto 
de valores lógicos e tempo, sendo que TWHEN (A) retorna os valo;res de tempo cujo 
valor lógico associado é verdadeiro. 
Operadores Binários 
São definidos aqui três tipos de operadores binários: os operadores booleanos, que veri-
ficam um determinado relacionamento temporal entre dois valores de tempo; o operador 
1 A granularidade de um valor de tempo é a precisão com a qual esse valor pode ser representado. 
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VSLICE 1 que seleciona alguns dos estados temporais de um objeto; o operador T JNTER, 
que retorna a interseção temporal entre dois valores· de tempo; e o operador lNTERVAL, 
que retoma um intervalo de tempo. 
Tendo (Sno95b 1 SAA +94a, VBH96 1 BVH96] como base1 considera-se os seguintes ope-
radmes temporais booleano" T_BEFORE, LOVERLAPS, T_EQUAL, LCONTAINS 
e T ...MEETS. Eles buscam relacionamentos temporais entre dois valores de tempo. Ou-
tros relacionamentos temporais, como after, during, starts, finisbes, disjoint, definidos 
em (All83, RP92, GS89] podem ser expressos com a utilização dos operadores acima. Por 
exemplo, o relacionamento disjoint entre x1 e x2 pode ser expresso como "T _BEFORE (x 1 , 
x2 ) OR T_BEFORE (x 2 , x,)". 
Nas definições de operadores temporais apresentadas a seguir, A e B denotam dois 
valores de tempo; Ts e TE denotam o primeiro e o último instante de seu operando (que 
é um valor de tempo), respectivamente; e t denota um instante de tempo qualquer. As 
figuras 3.6, 3.7, 3.8, 3.9 e 3.10 ilustram os relacionamentos temporais buscados por estes 
operadores. 
• O operador T__BEFORE (A,B) retoma o valor lógico verdadeiro quando o último 
instante de A é anterior ao primeiro instante de B, e falso caso contrário. Ou seja, 
T_BEFORE (A,B)-+ TE (A)< Ts (B) 
• o 
o 
>-----< >---< o 
~------~ 
~------~ ~------~ ~------~ 
............................................................................................................................................................... 
• PtGto :11 
o"""'"' 
f---f ,..,,.,.,., 
Figura 3.6: Situações ilustrando o relacionarnen~o temporal t...before 
-.1. 
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• O operador T _QVERLAPS (A,B) retoma o valor lógico verdadeiro quando os dois 
operandos se sobrepõem em algum instante de tempo, e falso caso contrário. Ou 
seJa, 






1-···---~ 1-··----~ 1-···---~ 
~------~ r------~ 
]-------~ 
.................. ---····································-·······························································-··················· .. ···--------------,._ 
r---< lmcrva!o xl 
1-••••··~ 1-••••••, 1-······, Elcmcato~:mporah:2 
Figura 3.7: Situações ilustrando o relacionamento temporal Loverlaps 
• O operador T _EQUAL (A,B) retoma o valor lógico verdadeiro qua.ndo A apresenta 
uma marca de tempo equivalente à marca de tempo apresentada por B1 e falso caso 
contrário. Ou seja1 
T.EQUAL (A,B)-> A= B 
• O operador T _CONTAINS (A 1B) retoma o valor lógico verdadeiro quando A contém 
todos os valores de tempo pertencentes a B1 e falso caso contrário. Ou seja 1 
LCONTAINS (A,B) __, Vt E B, t E A 
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·-·····-···-··········-·········----·········------· .. ··· ................................................................................................ ... 
T"""' 
t-······-f t'······i t'···•••-f Blmlcmo!.lmpcn.JJ:2 





r-------1 r-·-···-f r---···-f 
1-··--f r----1 r-· ·I 
...................................................................................................................................................... ~ .... -~Tempo 
a Poato.xl flltle:yü)xl - Elommloll:zcp<nlxl. 
0 Prntn%2 r-------1 r-------f r---···-f ~ll:zcp<nlzZ 
Figura 3.9: Situações ilustrando o relacionamento temporal t_conta.ins 
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• O operador T..1\IEETS (A,B) retornao valor lógico verdadeiro quando B inicia-se 
no instante seguinte ao instante final de A, e falso caso contrário. Ou seja, 
T_!VIEETS (A,B) ~ Ts (B) - Ts (A) = 1, onde 1 representa um chronon. 
f---+------~ 
1---+·····-~ >······• >······• 




• POI!tod ,_ _ __, ,__,,., 
Figura 3.10: Situações ilustrando o relacionamento temporal t_meets 
Dos operadores definidos acima, apenas T _EQUAL e T _OVERLAPS são simétricos. 
Outros operadores binários são os seguintes: 
• O operador VSLICE (A,T) retoma o parâmetro A (objeto temporal ou espaço-
temporal) reduzido apenas àqueles tempos especificados pelo paràmetro T. Em ou-
tras palavras, VSLICE retoma o objeto A apenas com os estados válidos no tempo 
T. 
Um estado de um banco de dados é definido pelo valor de seus atributos. Cada 
alteração efetuada no valor de um dos atributos determina um novo estado do 
banco de dados. Um estado tem, portanto, determinada duração, que é o intervalo 
de tempo durante o qual nenhum valor de atributo foi alterado [.8094]. 
• O operador T JNTER (A,B) retorna um valor de tempo que corresponde à interseção 
entre os valores de tempo A e B. 
• O operador INTERVAL (s,e) retoma um intervalo de te1p.po tendo tempo de início 
s e tempo de fim e. 
í 
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3.2.3 Operadores Espaço-temporais 
Estes operadores estendem os operadores espaciais, definidos na seção 3.2.1 pela adição 
da dimensão temporal. Seus operandos são um ou dois objetos espaço-temporais; ou um 
objeto espaço-temporal e um objeto espacial. Os operadores espaço-temporais podem ser 
localização-temporal, direcionais-temporais, métrico-temporais, e topológico-temporais. 
Operador Localização-temporal 
O operador localização-temporal, denotado ST ...SP (A,T), retoma as localizações do objeto 
A válidas no tempo T. Informalmente tem-se: 
SLSP (A,T) = {(Sp;, T;)) 
onde Spi é o conjunto de objetos geométricos que descrevem a geometria de A no 
tempo T;; e todos Ti são disjuntos e contidos em T. 
Se T for um instante de tempo, ST _sp (A, T) retoma apenas a localização de A no 
tempo T. 
Operadores Direcionais-temporais 
Os operadores direcionais-temporais, também chamados operadores espaço-temporais de 
orientação, retornam um valor lógico indicando se há um determinado relacionamento 
de orientação entre dois objetos A e B, para cada intervalo de interseção temporal (no 
domínio de tempo T). 
Considera-se aqui os operadores direcionais-temporais: ST ...NORTH e ST _EAST. De 
forma análoga aos operadores espaciais de orientação, outros relacionamentos direcionais 
temporais podem ser expressos a partir destes operadores. 
Operadores Métrico-temporais 
Os operadores métrico-temporais, também chamados espaço-temporais métricos, podem 
envolver um ou dois objetos. No primeiro caso o operador recebe como parâmetro um 
objeto (A) e um valor de tempo (T) sobre o qual este operador deve ser aplicado; retor-
nando uma lista de valores numéricos associados aos respectivos valores de tempo em que 
a localização do objeto A é a mesma durante o tempo T. Em particular são definidos; 
ST _ARE A (A,T), ST _LENGTH (A,T) e ST _pERIMETER (A,T). Estes operadores retor-
nam, respectivamente, pares (área, tempo), (comprimento, tempo), (perímetro, tempo) 
para cada estado do componente espacial de A válido em T. 
O segundo caso é representado pelo operador ST .DISTANCE (A,B,T). Ele retoma a 
distância entre os componentes espaciais de A e B (válidos em T) para todos intervalos 
de interseção temporal entre estes componentes. 
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Por exemplo, ST_D!STANCE (A,B,[tl,t20]) ~ {10,[11,15]; 15,[t6,t7\ 18,[t8,t20]} mos-
tra que a distância entre A e B varia no tempo de 10 para 15 para 18 nos intervalos 
indicados, sendo esta distância calculada para determinada representação predefinida de 
A e de B. 
Operadores Topológico-temporais 
Os operadores topológico-temporais, também chamados operadores espaço-temporais to-
pológicos, retornam uma lista de valores lógicos associados aos respectivos intervalos em 
que a localização de um objeto A e a localização de um objeto B s.ão constantes du-
rante um tempo T. Estes valores lógicos indicam se há um determinado relacionamento 
topológico entre as localizações no tempo considerado. 
São propostos aqui os seguintes operadores topológico-temporais: ST_DISJOINT, 
SLTOUCH, SLOVERLAP, ST.JNSIDE e SLCROSS. 
Por exemplo, SLTOUCH (A,B) ~ {true,[tl,t2]; false,[t3,t5]; true,[t9,Now]) indica 
que A e B são adjacentes nos intervalos [tl,t2] e [t9,Now]. 
3.2.4 Outros Operadores 
Foram definidos· aqui, além dos operadores espaciais, temporais e espaço-temporais, outros 
operadores, também necessários para a elaboração de consultas espa~;o-temporais. São 
eles: 
• IS..S_TRUE (A): retorna o valor lógico verdadeiro se existe ao menos um valor 
verdadeiro na lista de valores lógicos (e, possivelmente, outros atributos) que recebe 
como parâmetro, e falso caso contrário. 
• IS_A_TRUE (A): retoma o valor lógico verdadeiro se todos os valores da lista de 
valores lógicos que recebe como parâmetro forem verdadeiros, e fa1so caso contrário. 
o GT (A,v), GE(A,v), LT(A,v), LE(A,v), EQ(A,v), NE(A,v): recebem como parâmetro 
uma lista de valores numéricos (e, possivelmente, outros atributos) A, retornando 
um valor lógico verdadeiro se todos os elementos da lista são, respectivamente, mai-
ores, maiores ou iguais, menores, menores ou iguais, iguais ou diferentes de v. 
Outros operadores espaciais, temporais ou espaço-temporais podem ser definidos a 
partir dos operadores apresentados. Exemplos são: 
• Operadores espaciais tendo como parâmetros objetos espaciais ou espaço-temporais. 
Seja, por exemplo, um operador DISTANCIA, cujos parâmetros são objetos es-
paciais. Este operador pode ser especificado a partir dos operadores definidos na 
seção 3.2.1, da seguinte forma: DISTANCIA (A,B) ~ DISTANCE (SP (A), SP (B)). 
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• Operadores temporais tendo como parâmetros objetos temporais ou espaço-temporais. 
Por exemplo, pode-se especificar um operador BEFORE (A,B), onde A e B objetos 
temporais, usando .os operadores da seção 3.2.2, da seguinte maneira: 
BEFORE (A,B) = T JlEFORE (TV (A), TV (B)). 
3.3 Consultas 
Esta seção mostra corno os operadores definidos anteriormente podem ser utilizados para 
expressar uma grande gama de consultas. 
As consultas a bancos de dados geográficos podem ser espaciais, temporais ou espaço-
temporais. Elas combinam predicados nas dimensões temporais com predicados nas di-
mensões espac1a1s. 
3.3.1 Notação 
Tsotras et al. [TJS97] propõem uma notação geral para consultas espaço-temporais. 
Apesar de ser simples e classificar as consultas, esta notação é restrita a um único conjunto 
de dados, além de suportar apenas consultas conjuntivas, e predicados de interseção e de 
continência, envolvendo intervalos e pontos. 
É proposta aqui uma notação que permite a utilização de vários operadores (temporais, 
espaciais, espaço-temporais), além de um ou mais conjuntos de objetos, na elaboração de 
consultas espaciais, temporais e espaço-temporais típicas. Esta notação é apresentada a 
seguir, usando uma BNF [BNF] informaL 
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<c_espacial> ::~ SP (<identificador>) I 
SLSP (<identificador>, <data>) 
<mel> ::~ AREA ( <c_espacial>) I 
LENGTH ( <c_espacial>) I 
PERIMETER ( <c_espacial>) I 
DISTANCE ( <c_espacial>, <c_espaciab) 
<top> ::~ DISJOINT { <c_espacial>, <c_espacial>) I 
TOUCH ( <c...espacial>, <c...espacial>) I 
OVERLAP ( <c...espacial>, <c_espacial>) I 
INSIDE {<c _espacial>, <c_espacial>) I 
CROSS ( <c_espacial>, <c_espacial>) 
<ori> ::~ NORTH { <c_espaciab, <c _espacial>) I 
EAST ( <c_espacial>, <c...espacial>) 
<tem>::~ <Ltem> I 
<i_tem> I 
<booUem> I 
VSLICE (<identificador>, <valor_lempo>) 
<Ltem>::~ <demporal> I 
BEGIN ( <valor_tempo>) I 
END (<valor _tempo>) I 
INTERVAL ( <data>,<data>) I 
T_lNTER ( <valor_tempo>,<valorJ;empo>) 
<demporal>::~ TV {<identificador>) I 
TWHEN ( < booLesp _tem>) 
<booLesp_tem>::= <sLtop> I 
<sLori> 
<st_top>::= ST ..DISJOINT (<identificador>, <identificador>, <valor_tempo>) I 
ST _TOUCH (<identificador>, <identificador>, <valor_tempo>) I 
SLOVERLAP (<identificador>, <identificador>, <valor_tempo>) I 
ST _lNSIDE (<identificador>, <identificador>, <valor_tempo>) I 
ST _CROSS (<identificador>, <identificador>, <val.or_tempo>) 
<sLori>::= ST ..NORTH ( <identificador>,<identificador_>, <valor_tempo>) I 
ST _EAST ( <identificador>,<identificador>, <valor .. tempo>) 
1-
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<Llem>::= YEAR (<data>) I 
MONTH (<data>) I 
DAY (<data>)) 
<booLtem>::= T _BEFORE ( <valor_tempo>,<valoLlempo>) I 
LOVERLAPS ( <valor_tempo>,<valor_tempo>) I 
T ..EQUAL ( <valor_tempo>,<valor_tempo>) I 
LCONTAINS ( <valor_tempo>,<valoLlempo>) I 
T _t\1EETS( <valoLlempo>,<valor_!empo>) 
<esp_tem>::= <c...espaciaLtemp> I 
<booLesp_tem> I 
<sLmet> 
<c_espaciaLtemp> ::= ST _sp (<identificador>, <valor_tempo>) 
<sLmet> ::= SLAREA ( <identificador>,<valor_tempo>) I 
ST ..LENGTH ( <identificador>,<valoLlempo>) I 
SLPERIMETER ( <identificador>,<valodempo>) I 
ST _DISTANCE ( <identificador>,<identificador>,<valorJ:empo>) 
<predicado> ::= <consulta_basica> I 
<identificador> E <tipo> I 
~ <predicado> I 
(<predicado>) I 
<predicado> 1\ <predicado> -r 
<predicado> V <predicado> I 
3 identificador (<predicado>) I 
V identificador (<predicado>) 
50 Capítulo 3. Operadores Primitivos Espaço-temporais 
<consulta_basica> ::= <ori> I 
<top> I 






<rnet> <comparador> <valor...numerico> I 
<i_tem> <comparador> <valor...numerico> I 
IS_A_TRUE ( <booLesp_tem>) I 
ISJLTRUE ( <booLesp_tem>) I 
<p...met_temporal> I 
<bool_tem> 
<p-.meLtemporal> ::= <comp> ( <st..met>, <valor...numerico>) 






3.3.2 Consultas Espaciais 
As consultas espaciais buscam relacionamentos espaciais entre objetos. Elas podem re~ 
cuperar atributos espaciais (ou valores calculados a partir deles) desses objetos. Estas 
consultas são formuladas em termos de operadores espaciais. 
Dependendo do que retornam e dos operadores que utilizam, as consultas espaciais 
básicas podem ser classificadas em: 
1. Consultas que retornam componentes espaciais - usam o operador de localização. 
Exemplo: "Onde se situa a fazenda A?". 
SP (A) 
2. Consultas que retornam objetos: 
(a) Consultas de orientação- usam os operadores de orientação em seus predicados. 
Exemplo: "Selecione as fazendas ao norte da cidade de Campinas." 
3.3. Consultas 
f I f E Fazenda 1\ NORTH (SP(f), SP(Campinas)) 
(b) Consultas métricas- usam os operadores métricos em seus predicados. 
Exemplo: 
"Selecione as fazendas que estão a menos de 1000 m de uma rodovia. 11 
f I f E Fazenda A 3r (r E Rodovia A DISTANCE (SP(f), SP(r)) < 1000) 
(c) Consultas topológicas - usam os operadores topológicos em seus predicados. 
Exemplo: "Selecione os rios que estão contidos na fazenda X." 
r I r E Rio A INSIDE (SP(r), SP(X)) 
3. Consultas que retornam valores (lógicos ou numéricos). 
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(a) Consultas que retornam um valor lógico indicando se há ou não um determi-
nado relacionamento espacial entre dois objetos. 
Utilizam operadores métricos, topológicos e de orientação. 
Exemplo: A fazenda X e o rio Y são adjacentes? 
TOUCH (SP(X),SP(Y)) 
(b) Consultas que retornam valores numéricos, exigindo o cálculo de uma operação 
métrica. 
Exemplo: "Qual a distância entre Goiânia e Campinas?" 
DISTANCE (SP(Goiânia), SP(Campinas)) 
3.3.3 Consultas Temporais 
Consultas temporais varrem estados de um objeto ao longo do tempo [Bot95J. Em outras 
palavras, são consultas onde o tempo é um parâmetro. Estas consultas podem buscar 
relacionamentos puramente temporais entre objetos, além de busca.r informações relacicr 
nadas ao tempo de vida de um objeto em particular. Estas consultas contêm ao menos 
um operador temporal e nenhum operador espacial. 
Considera-se aqui que cada objeto é identificado por um OID invariante no tempo, 
mesmo que sofra mudanças de estado. 
As consultas temporais básicas são classificadas, conforme seu resultado, em: 
1. Consultas que retornam valores de tempo. 
Utilizam os operadores: TV, BEGIN, END, T _lNTER. 
Exemplos: 
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(a) "Qual o tempo de vida da fazenda A?" 
TV (A) 
(b) "Quando a fazenda A foi registrada?" 
BEGIN (TV (A)) 
2. Consultas que retornam objetos satisfazendo a um predicado temporal. 
Utilizam os operadores temporais booleanos. 
Exemplos: 
(a) '"Selecione as fazendas que foram registradas nos anos 60?'1 
f I f E Fazenda 11 LCONTAINS (INTERVAL (01/01/1960,3;1/12/1969), BE-
GIN (TV (f))) 
(b) "Quais postes foram fincados ao mesmo tempo que o poste A?" 
p I p E Poste 11 LEQUAL (BEGIN (TV (p)), BEGIN (TV (A))) 
(c) "Quais fazendas existiam em 01/03/1990?" 
f I f E Fazenda 11 LOVERLAPS (TV (f), 01/03/1990) 
3. Consultas que retornam estados temporais. 
Utilizam o operador VSLICE. 
Exemplo: "Como a fazenda A era conhecida antes de 1970?'' 
VSLICE (A, INTERVAL (Beginning, 31/12/1969)) 
( Beginning representa o instante inicial da linha de tempo) 
Esta consulta retoma o objeto A reduzido apenas àqueles tempos especificados pelo 
predicado. 
3.3.4 Consultas Espaço-Temporais 
Seguindo Botelho [Bot95], as consultas espaço-temporais buscam relacionamentos espa-
ciais entre objetos ao longo do tempo. Elas podem recuperar componentes espaciais 
ou valores métricos válidos em um determinado intervalo de tempo, ou o tempo de 
validade de relacionamentos espaço-temporais. Como citado anteriormente, as consul-
tas espaço-temporais envolvem predicados espaciais e temporais, utiliz:ando operadores 
espaço-temporais. 
A seguir serão apresentados os casos básicos de consultas esp_?.ço-temporais considera-
dos aqui. 
3.3. Consultas 53 
Consultas que Retornam Componentes Espaciais 
Retornam as localizações de um objeto que satisfazem a um predicado temporaL Através 
deste tipo de consulta pode-se derivar o histórico do componente espacial de um objeto. 
Exemplo: 
"Quais as localizações da fazenda A depois de 1970?" 
SLSP (A, INTERVAL (01/01/1971, Forever)) 
( Forever representa o último instante de tempo na linha de tempo.) 
Esta consulta retoma as localizações de A (com seus atributos temporais), cujo tempo 
associado satisfaz ao predicado temporal. 
Consultas que Retornam Valores Métricos 
Estas consultas têm como resultado valores calculados por operações métrico-temporais 
(ST ..AREA, ST .LENGTH, ST YERIMETER, ST _DISTANCE), associados a componen-
tes temporais. 
Exemplo: 
"Qual a área prevista para a fazenda X no ano de 1998?" 
ST ..AREA (X, INTERVAL (01/01/1998, 31/12/1998)) 
Consultas que Retornam Tempos de Relacionamentos 
Estas consultas recuperam atributos temporais associados a relacionamentos espaço-temporais 
topológicos ou de orientação, ou seja, valores de tempo provenientes da avaliação de re-
lacionamentos espaço-temporais. Geralmente têm a seguinte forma básica (a seção 3.3.1 
detalha esta notação): 
TWHEN ( <booLesp_tem>) 
onde <booLesp_tem> representa uma operação espaço-temporal (topológica ou de 
orientação), cujos operandos são pelo menos um objeto espaço-temporal e um valor de 
tempo (limita o domírüo temporal da consulta). 
Exemplo: 
"Em que período, de 1980 a 1995, a fazenda A era adjacente à estrada B?" 
TWHEN (ST_TOUCH (A, B, INTERVAL (01/01/1980, 31/12/1995))) 
Consultas sobre Existência de Relacionamentos Espaço-temporais 
Estas consultas verificam a existência de um relacionamento espacial entre dois objetos 
em um determinado intervalo de tempo (T). 
Geralmente têm uma das seguintes formas: 
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• IS_A_TRUE ( <booLesp_tem>) 
• ISJLTRUE ( <booLesp_tem>) 
• <comp> ( <st...met>, <valor..numerico>) 
onde <booLesp_tern> representa uma operação espaço-temporal topológica ou de ori-
entaçãoi <sLmet> uma operação métrica-temporal; e <comp> um dos operadores de 
comparação LT, GE, EQ, etc. 
Exemplo: 
"A fazenda A alguma vez foi adjacente à estrada BT' 
IS..S_TRUE (SLTOUCH (A, B, INTERVAL (Beginning, Now))) 
(Now denota o tempo corrente.) 
Se T for um instante de tempo, estas consultas também podem ser escritas utilizando 
operações espaciais ( <ori>, <top>, <met> ), e o operador ST ....SP para obtenção do com-
ponente espacial (parâmetro dos operadores espaciais) no tempo T. 
Exemplo: 
"A fazenda A era adjacente à estrada B em 01/12/1996?" 
TOUCH (ST..SP (A,Ol/12/1996), ST..SP (B,Ol/12/1996)) 
Consultas que Retornam Objetos 
As consultas anteriores retornam valores ou partes de objetos. Aqui são mostradas con-
sultas que retornam objetos e que têm predicados espaciais e temporais. Estes predicados 
utilizam operadores espaço-temporais, e geralmente têm uma das formas apresentadas na 
seção anterior. 
Exemplos: 
1. "Selecione as fazendas atravessadas por rodovia em 01/12/1996." 
f I f E Fazenda A 3r (r E Rodovia A IS_A_TRUE (SLCROSS (f,r,Ol/02/1996))) 
2. "Selecione as fazendas que tiveram área maior que 10 ha entre 01/01/1996 e 01/01/1998." 
f I f E Fazenda A GT (ST _AREA (f, INTERVAL (01/01/1996,01/01/1998)), 10) 
3.4 Outras Consultas 
A partir das consultas típicas apresentadas, podem ser obtidas consultas mais complexas, 
tanto pela combinação dos casos apresentados quanto pela construção de predicados mais 
complexos usando os conectivos AND (A), OR (V) e NOT (~). Exemplos: 
r 
I 
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1. "Apresente a localização das fazendas adjacentes a um rio, não cruzadas por estrada 
e com área acima de 100 ha." (Consulta espacial) 
Con1 =f I f E Fazenda 1\ 3r (r E Rio 1\ TOUCH (SP(f),SP(r))) 1\ ~ 3e (e E Estrada 
1\ CROSS (SP(f),SP(e))) 1\ AREA (SP(f)) > 100 
Resultado = f, SP (f) I f E Con1 
2. "Retorne o tempo de existência das linhas telefônicas instaladas no a.no de 1996." 
(Consulta Temporal) 
1, TV (I) li E Linha Telefônica 1\ LCONTAINS (INTERVAL (01/01/1995,31/01/1995), 
BEGIN (TV (1))) 
3. "Selecione as fazendas adjacentes que nunca tiveram área < 100 ha." (Consulta 
espaço-temporal) 
f,, j, I f 1 E Fazenda 1\ j, E Fazenda 1\ IS_A_TRUE (SLTOUCH (!1 , f, Now)) 1\ 
~ LT (ST_AREA (INTERVAL (Beginning, Now)), 100) 
Outras consultas espaço-temporais não muito comuns, mas que também podem ser 
submetidas a bancos de dados geográficos temporais, são as consultas sobre relaciona-
mentos espaciais entre entidades em estados temporais distintos. 
Estas consultas têm similaridade com a operação de união espaço-temporal de mapas 
[Bot95], quando há uma união de temas de estados temporais distintos, por exemplo, 









Figura 3.11: União de mapas 
Exemplo: 
"Que rios cruzariam a fazenda X se ela tivesse hoje o formato que tinha em 01/10/1987?" 
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r I r E Rio 11 CROSS (ST-SP (r, Now), ST-SP (X, 01/10/1987)) 
A consulta retoma os rios que, no tempo Now, têm um relacionamento CROSS com 
a fazenda X (em 1987). 
3.5 Resumo 
Este capítulo apresentou um conjunto básico de operadores espaciais, temporais e espaço-
temporais e mostrou como usá-los em algumas consultas. O próximo capítulo discute a 
implementação destes operadores no SGBD 0 2 • 
Os operadores espaciais manipulam atributos espaciais, recebendo como parâmetros 
objetos geográficos ou componentes espaciais. Podem ser de localização (SP), métricos 
(AREA, LENGTH, PERIMETER, DISTANCE), topológicos (DISJOINT, TOUCH, OVER-
LAP, INSIDE, CROSS) ou de orientação (NORTH, EAST). 
Os operadores temporais manipulam atributos temporais. Recebem como parâmetros 
objetos (espaço-temporais ou temporais) ou valores de tempo. Retornam valores de tempo 
(TV, BEGIN, END, TWHEN, INTERVAL, DAY, MONTH, YEAR, T_INTER), valores 
booleanos (T..BEFORE, LOVERLAPS, T.EQUAL, LCONTAINS, T_MEETS) ou ob-
jetos (VSLICE). 
Os operadores espaço-temporais manipulamos componentes espaciais de objetos espaço-
temporais. Recebem como parâmetros objetos e tempo, retornando valores ou objetos, 
e tempo. Estes operadores estendem os operadores espaciais pela adição da dimensão 
temporal. 
Capítulo 4 
Implementação do Sistema 
Estruturas e Algoritmos 
Este capítulo apresenta as principais estruturas definidas nesta dissertação para imple-
mentação de consultas espaço-temporais. Estas estruturas são baseadas na adaptação do 
modelo de dados adotado (Bot95] às necessidades constatadas de implementação, tendo 
em vista os operadores especificados no capítulo anterior. 
4.1 Classes Implementadas- Visão Geral 
O modelo de Botelho [Bot95] considera a existência de objetos de classes Convencionais 
ou Geo-Classes. Estes, por sua vez, podem ser temporais ou atemporais. Seguindo ainda 
[Bot95], esta dissertação trata apenas os objetos geográficos representados pelos geo-
objetos, instâncias de classes de uma hierarquia cuja raiz é a classe GeoObject, com 
subclasses Spatialübject e SpatioTempObject. 
A figura 4.1 apresenta as principais classes definidas na dissertação para permitir 
facilidades espaço-temporais1 e algumas das relações (composição e herança) entre elas 
usando a notação OMT [R+91]. As dimensões espacial e temporal são representadas 
respectivamente pelas hierarquias com raiz nas classes Location e Time. 
Os objetos do tipo Time (Event, Interval e TempElement) são utilizados para repre-
sentar as marcas de tempo associadas aos objetos temporais. A classe TempElement 
é composta por uma lista de objetos da classe Interval. A classe Interval é composta 
por uma tupla de objetos do tipo Event. Objetos do tipo Event representam instantes 
(pontos) de tempo. 
Objetos temporais (instâncias de TempObject) são aqueles que têm um componente 
temporal associado (ou seja, objeto da classe Time). Os objetos invariantes no tempo (ou 
objetos aternporais) não têm nenhum objeto componente do tipo Time. 
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Figura 4.1: Modelo básico de dados 
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A classe Spatialübject representa os geo-objetos atemporais, ou seja, objetos que têm 
um componente espacial - objeto do tipo Sp, vide capítulo 3 seção 3.2 - associado e 
nenhum objeto componente do tipo Time. 
O componente espacial (ou localização) de um geo-objeto do tipo SpatialObject é 
definido por uma lista de objetos da classe Geom. Cada instância de Geom corresponde 
a urna representação espacial do objeto geográfico, sendo composta por atributos não 
espaciais para guardar informações específicas da representação (como tipo de projeção, 
escala, dentre outras) e um atributo espacial para guardar objetos geométricos que definem 
a geometria da representação. Usando uma notação informal, 
Sp: list (Geom) 
Geom: (atributos convencionais, list (Obj_Geom)) 
O componente espacial da classe Geom é uma lista de objetos da classe abstrata 
Obj_Geom, que é uma generalização das classes geométricas básicas (Point, Line, Poly-
gon). A classe Polygon é composta por uma lista ordenada de coordenadas geográficas, 
que descrevem a fronteira do polígono. A classe Line é composta por uma tupla de 
coordenadas, que representam os extremos da linha. 
Enquanto a classe SpatialObject descreve geo-objetos atemporais, a classe Spatio-
Tempübject representa geo-objetos temporais (aqui também chamados objetos espaço-
temporais), que são os objetos cujos componentes variam com o tempo (tanto componente 
convencional quanto espacial). Nesta dissertação, a preocupação é com a variação tem-
poral do componente espacial e, desta forma, não serão discutidos aspectos relativos à 
implementação do tempo para componentes convencionais, já que este é um caso ampla-
mente considerado na literatura. 
O componente espacial de um geo-objeto do tipo SpatioTempObject- objeto do tipo 
SpT, vide seção 3.2- é definido por uma lista de objetos da classe GeomT. Assim como a 
classe Geom, GeomT corresponde a uma representação espacial do objeto geográfico. O 
que a torna diferente de Geom é fato de seus atributos serem temporalizados. Seguindo 
[Bot95], a temporalização consiste em anexar à classe os atributos necessários para ar-
mazenar toda a história do objeto e dos seus componentes. A classe GeomT tem como 
componente espacial uma lista de objetos da classe abstrata Obj_GeomT, que é uma ge-
neralização das classes geométricas temporalizadas (PointT, LineT, PolygonT). Note que 
o componente espacial de um objeto do tipo SpatioTempObject não pode ser obtido pela 
simples composição de objetos das classes Sp e Time. Definida desta forma, a localização 
de um geo-objeto temporal ficaria assim: 
(Sp, T) 
Sp: list (Geom) 
Além de não corresponder ao modelo proposto por [Bot95], esta alternativa não per-
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mite que a evolução da localização de um geo-objeto seja tratada isoladamente do geo~ 
objeto em si, o que contraria o objetivo da dissertação. Assim, a classe SpatioTempObject 
teria que ser especificada da seguinte maneira (informal): 
<1: list (<Sp, T>), 
nome_atributo: iist (<valor_nome_atributo: tipo, 
t: Time>), 
lst_geoobjs: list (<lst_objs: list (SpatíoTempObject), 
t: Time>)> 
Da mesma forma, é necessária a definição da classe GeomT, pois, caso contrário, 
além de ter-se que acrescentar um atributo de tempo à lista que compõe a classe Sp 
(list((Geom,T))), que não se aplica à localização dos objetos espaciais, não se poderia ter 
urna história para cada representação espacial do objeto espaço-temporal. 
A seguir são detalhadas as hierarquias relativas às dimensões temporal e espacial (com 
raízes em Time e Location). 
4.2 Classes de Tempo 
Esta seção detalha as classes da hierarquia Time, apresentando seus atributos e Operações. 
Além disso, descreve a representação de Tempo utilizada para incorporar o contexto 
temporal no 0 2 • 
4.2.1 Representação do Tempo 
O capítulo 2 apresentou as características através das quais é possível representar-se o 
Tempo. Aqui é utilizado um modelo linear e discreto de tempo, apresentando a dimensão 
temporal tempo de validade. 
Optou-se pelo modelo linear por facilidade na representação e, conseqüentemente, na 
implementação. Esta opção implica, portanto, que valores de tempo ocorrerão de forma 
linear e ordenada, sempre no sentido passado ----1- futuro. 
Apesar do conceito de tempo aproximar-se mais de uma representação contínua, o 
modelo discreto foi escolhido devido aos seguintes aspectos: 
1. impossiblidade de medição de eventos instantâneos, pois a med:ição de eventos é 
feita com base em chronons que apresentam uma duração; 
2. a necessidade de também se representar eventos não inst"antâneos, caso no qual o 
modelo discreto é mais adequado; 
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3. por último, qualquer implementação de um modelo temporal de dados sempre im-
plicará na utilização de uma codificação discreta para tempo. 
Para a definição da granularidade das marcas de tempo, considerou-se a existência de 
dois níveis de abstração: 
1. nível do usuário (nível de abstração mais alto); 
2. nível interno (nível de abstração mais baixo). 
Para o nível de abstração mais baixo, definiu-se que as marcas de tempo são repre-
sentadas por uma granularidade do tipo simples e que utiliza a métrica dia. A vantagem 
desta padronização de granularidade é evitar a incompatibilidade de granularidades entre 
objetos do banco de dados. Os valores de tempo neste nível de abstração serão definidos 
como sendo do tipo inteiro. 
Para representar a granularidade no nível mais alto de abstração (o nível do usuário) 
foi utilizado o conceito de granularidade virtual. Granularidade virtual é a propriedade 
do usuário "enxergar" uma granularidade distinta da granularidade interna [Bra94]. Em 
outras palavras, com base na propriedade da granularidade virtual, permite-se que o 
usuário manipule uma granularidade diferente da granularidade interna. Note, no entanto, 
que há limitações. Por exemplo, se a granularidade interna é dia, o usuário não pode 
recuperar o valor de um atributo em uma granularidade mais fina, por exemplo, segundo. 
O princípio básico da propriedade da granularidade virtual consiste na transformação 
do tipo de granularidade de uma marca de tempo. Por exemplo, considere que um eixo 
temporal apresenta como origem a seguinte marca de tempo: "01/01/1997" (1 de janeiro 
de 1997). Considere, ainda, a marca de tempo "64", que representa a quantidade de 
dias após a origem do eixo. Pode-se transformar o tipo da granularidade desta marca 
de tempo para uma granularidade do tipo composta, formada pelos seguintes elementos: 
"04/03/1997". 
A conversão da granularidade do tipo simples para granularidade do tipo composta é 
realizada através do método date da classe Event, enquanto que a conversão da granulari-
dade do tipo composta para o tipo simples é realizada através da função event. Assim, a 
forma de representação externa do tempo, aqui, é convertida para uma forma interna do 
tipo inteiro para fácil manipulação e menor espaço de armazenamento. Desta forma, as 
operações entre tempos são na verdade operações entre valores inteiros, obtidos a partir 
dos tempos dados. A função date converte um dado valor inteiro para uma forma de 
tempo compreensível para o usuário. 
Para representar marcas de tempo foram definidos três formatos: eventos, intervalos e 
elementos temporais. Estes formatos são representados, respectivamente1 por objetos das 
classes Event, Interval e TempElement. 
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Para efeito de implementação convencionou-se como origem do eixo temporal, ou valor 
de Beginning a seguinte marca de tempo: "01/01/1997". Este ponto de referência pode 
ser mudado com algumas modificações na rotinas de conversão de tempo. Tendo em vista 
a implementação de inteiros no sistema 0 2 , o fim do eixo temporal, ou valor de Forever, 
é a seguinte marca de tempo: "01/01/2500". 
4.2.2 Estrutura Interna das Classes Time 
Esta seção descreve a especificação das classes da hierarquia Time- Event, Interval, 
TempElement- usando a linguagem do sistema 0 2 [02T95a]. O tratamento dos operado-
res temporais YEAR, MONTH, DAY, BEGIN, END, TJ3EFORE, LEQUAL, T_OVER-
LAPS, T _CONTAINS, T ..1v!EETS e T JNTER, definidos no capítulo 3, é realizado através 
de métodos destas classes. 
O esquema das classes de Tempo fica assim: 
class Time I* classe abstrata *I 
method 
end; 
begin: Time, I* métodos básicos, abstratos *f 
end: Time, 
t_before (t: Time): boolean, 
t_equal (t: Time): boolean, 
t_overlaps (t: Time): boolean, 
t_contains (t: Time): boolean, 
t_meets (t: Time): boolean, 
t_inter (t: Time): Time 








I* redefine begin, end, t_contains e t_inter *I 
class Interval inherit Time type 
tuple (t_inicio: Event, 
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t_fim: Event) 
method 
I* redefine begin, end, t_contains e t_inter *f 
end; 
class TempElement inherit Time type 
list (Interval) 
method 
f* redefine begin, end, t_overlaps, t_contains e t_inter *f 
end; 
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Observe, por exemplo, que alguns métodos de Time (classe abstrata) são redefinidos 
em suas subclasses. A definição de métodos é realizada nesta classe para facilitar a 
especificação da hierarquia. 
Os métodos temporais foram implementados tendo em vista as diversas combinações 
possíveis de objetos de Tempo em uma comparação (Event e Interval, Interval e Temp-
Element, etc.). 
Sejam, por exemplo, os objetos tl do tipo TempElement e t2 do tipo Interval, tendo 
como conteúdo (em notação informal), respectivamente, { (1970, 1982), (1985, 1990)) e 
(1980, 1988). 
O método Loverlaps da dasse TempElement aplicado a ti retorna true no caso Lover-
laps (t2). A implementação deste método verifica qual o tipo do objeto t passado como 
parâmetro, executando um conjunto de instruções diferentes segundo t seja Event/Interval 
ou TempElement. No caso do exemplo, o código executado se baseia em percorrer os 
intervalos de TempElement (retornados pelo método intervals), verificando se para algum 
intervalo o resultado de intervalo -> Loverlaps (t2) é igual a true. 
A seguir, a implementação de Loverlaps: 
method body t_overlaps (t: Time): boolean in class Time 
{ 
o2 boolean resultado = :falsa; 
o2 Event e = new Event; 
o2 Interval i = na,.. Interval; 
o2 TempElement telem = neli TempElement; 
i:f ((t->type_of == e->type_of) li (t->type_of == i->type_of)) { 
o2 integer sb,se,tb,te; 
sb = self -> begin -> get_value; 
se = self -> end -> get_value; 
tb = t -> begin -> get_value; 
te = t -> end -> get_ value; 
if ((sb <= te) tt (tb <= se)) resultado = true; 
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} 
else { 
if (t->type_of == telem->type_of){ 
o2 list (Interval) intervalos; 
} 
} 
o2 Interval intervalo; 
intervalos = t -> intervals; 
for (intervalo in intervalos) { 
} 
I• Verifica se self "overlaps" intervalo *f 
if (self -> t_overlaps (intervalo)){ 





method body t_overlaps (t: Time): boolean in class TempElement 
{ 
o2 boolean resultado = falsa; 
o2 Event e = ne~ Event; 
o2 Interval i= nev Interval, intervalo; 
o2 list(Interval) intervalos; 
o2 TempElement te= new TempElement; 
if ((t->type_of === e->type_of) li (t->type_of "= i->type_of)) { 
intervalos= self->intervals; 
} 
for (intervalo in intervalos) { 
} 
I* Verifica se intervalo "overlaps" t *I 
if (intervalo -> t_overlaps (t) ){ 




if (t->type_of == te->type_of){ 
o2 integer n,m,i,j; 
o2 Interval is, it; 
n = self -> num_intervals; I* Numero de intervalos na lista *I 
m = t -> num_intervals; 
for (i=O; i < n; i++){ 
for (j=O; j < m; j++){ ,, = self -> get_interval(i); 
it = t -> get_interval(j); 
if (is -> t_overlaps (it)){ 






resultado = true; 
break; 
I• Se nao existe nenhum par de intervalos que tenha interseção, 
a tuncao retoma falso •I 
return resultado; 
}; 
4.3 Classes de Localização e Geometria 
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Esta seção apresenta a especificação das classes do tipo Location (Sp e SpT), utilizadas 
para representar o componente espacial de um objeto geográfico, temporalizado ou não. 
O modelo definido permite a representação múltipla, restrita ao componente espacial de 
um geo-objeto. 
A independência de um geo-objeto de sua localização (que é um outro objeto do banco 
de dados) permite que mais de um geo-objeto tenha o mesmo componente espacial. Por 
exemplo, um geo-objeto Hidrovia pode possuir a mesma localização que um geo-objeto 
Rio. 
Vale a pena ressaltar que a temporalização da classe Geom, resultando na classe Ge-
omT, permite que a evolução temporal da localização de um objeto espaço-temporal seja 
independente da evolução temporal dos objetos geométricos componentes. Com issso, 
a quantidade de objetos geométricos de uma representação pode mudar sem que esses 
objetos tenham sido modificados. Por exemplo, uma fazenda representada por uma lista 
de polígonos pode ter sua representação alterada pela inclusão de mais um polígono. 
Além disto, a evolução temporal da localização de um objeto composto é independente 
da evolução temporal dos geo-objetos componentes. Ou seja, uma alteração na loca-
lização de geo-objetos componentes não afeta necessariamente a localização do geo-objeto 
composto que os contém. De novo, no caso de Fazenda, um dos polígonos pode ser a 
casa central da Fazenda, que pode mudar de geometria sem afetar os limites da Fazenda 
propriamente ditos. 
O esquema no banco de dados das classes de localização e geometria fica assim: 
class Location 
end; 
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class Sp inherit Location type 
líst (Geom) 
method 
select_geometry: list (Obj_Geom) 
end; 





class Geom type 
tuple (atribs: tipo, 
objs: list (Obj_Geom)) 
method 
select_lst_objs: list (Obj_Geom) 
end; 
class GeomT type 
tuple (atribs: [atributos convencionais temporalizados], 
objs: list (tuple (lst_objs: list (Obj_GeomT), 
t: Time)) 
method 
t_select_lst_obj s ( t :Time) : list ( tuple (lst_obj s: list (Obj _GeomT) , t: Time)) 
end; 
Os métodos selecLgeometry e selecLlsLobjs são ativados pelo método sp da classe 
Spatialübject. O método select_geometry seleciona dentre as representações espaciais da 
localização (Sp ), o objeto geometria (Geom) adequado à escala e projeçào do mapa atual. 
O método selecLlsLojs retoma a lista de objetos geométricos (Obj_Geom) que definem a 
geometria da representação. 
Os métodos LselecLgeometry e LselecLlst_objs são ativados pelo método sLsp da classe 
SpatioTempObject. O método Lselect_geometry seleciona, dentre as representações espa-
ciais da localização (SpT), o objeto geometria (GeomT) adequado à escala e projeção 
do mapa atual, usando a função righLscale. O método LselecLlst_objs :retoma uma lista 
de objetos geométricos válidos no tempo t especificado, reduzidos aos estados válidos 
nesse tempo. Para isto são utilizados os métodos vslice das cla~ses do tipo Obj_GeomT, 
definidos na próxima seção. 
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4.4 Classes Geométricas 
Esta seção descreve a especificação das classes geométricas - Point, Line, Polygon. As 
operações espaciais LENGTH, AREA, DISTANCE, DISJOINT, TOUCH, INSIDE, OVER-
LAP, CROSS, NORTH e EAST, definidas no capítulo 3 e aplicadas a listas de objetos 
geométricos, acionam os métodos de mesmo nome destas classes para a obtenção do re-
sultado da operação sobre um objeto- no caso de operações unárias - ou dois objetos -
operações binárias. 
Uma instância de Point é um ponto no espaço bidimensionalJR?. Usa-se a tupla (a,b) 
para denotar um ponto com a coordenada x igual a a e a coordenada y igual a b. Linhas 
e polígonos são definidos pressupondo-se direcionamento, o que facilita o processamento 
das operações topológicas. 
Urna instância l de Line é um segmento de reta dirigido no plano bidimensional, ou seja, 
um segmento [pt_inicio, pt_fim] conectando dois pontos pLínício, pi_fim E JR2 • pLinicio 
é denominado o ponto inicial de l , e pLfim, o ponto final de l. 
Uma instância p de Polygon é um polígono simples no plano definido pela seqüência 
de seus vértices ordenada no sentido anti-horário a partir do vértice inferior esquerdo. Por 
exemplo, definição de um quadrado de dimensões 10 x 10, com vértice inferior esquerdo 
posicionado na origem (0,0): list (tuple (x:O, y:O), tuple (x:lO, y:O), tuple (x:lO, y:lO), 
tuple (x:O, y:lO)). 
O esquema das classes geométricas fica assim: 
class Obj_Geom f* classe abstrata *f 
method 
end; 
distance (o: Obj_Geom): real, 
disjoint (o: Obj_Geom): boolean, 
touch (o: Obj_Geom): boolean, 
inside (o: Obj_Geom): boolean, 
overlap (o: Obj_Geom): boolean, 
cross (o: Obj_Geom): boolean, 
north (o: Obj_Geom): boolean, 
east (o: Obj_Geom): boolean 
class Point inherit Obj_Geom type 
tuple (x:real, y:real) 
method 
f* redefine inside, touch, north e east *f _ 
end; 
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class Line inherit Obj_Geom type 
tuple (pt_inicio.: tuple (:x:.:real, y:real), 
pt_fim: tuple (x:real, y:real)) 
method 
length: real 
f* redefine overlap, inside, touch, cross, north, east *f 
end; 
class Polygon inherit Obj_Geom type 




I* redefine overlap, inside, touch, cross, north, east *I 
end; 
4.4.1 Exemplo de Implementação de Operador Espacial 
Os métodos topológicos e métricos foram implementados usando algoritmos de O'Rourke 
[O'R94], e Preparata e Shamos [PS85]. A seguir é apresentado um exemplo que ilustra 
parte da implementação. 
Seja a figura 4.2, que mostra duas figuras poligonais (por exemplo, a representação 
da fazenda A e da fazenda B). O método touch da classe Polygon aplicado a A retorna 
true no caso touch (B), e o método disjoint de Polygon aplicado a A retoma false no caso 
disjoint (E). 
• 
Figura 4.2; Representação de dois geo-objetos do tipo Fazenda 
A implementação do método disjoint utiliza o método intersect, definido para cada 
subclasse de Obj_Geom, retornando true se o resultado de intersect for igual a false. A 
implementação do método intersect para a classe Polygon, que verifica a interseção entre 
dois polígonos, utiliza a função PolygonlntersectionTest, cuja idéia básica é a seguinte: 
_tl,IU! 
I 
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"Dados dois polígonos simples P e Q, se algum lado de P intersecta um lado de Q, ou P 
contém Q, ou Q contém P, então P e Q se intersectam." [PS85]. 
A implementação do método touch verifica qual o tipo do objeto geométrico retornado 
pela função Convexlntersect- polinter, que calcula a interseção entre dois poügonos - A e 
B, e, se o objeto resultante não for nem A nem B, ou não formar um polígono, o resultado 
da operação é verdadeiro. 
O método touch é implementado da seguinte forma: 
method body touch (o: Polygon): boolean in class Polygon 
{ 
o2 Polygon polinter = ne~ Polygon; 
if ( Convexintersect (self, o, polinter) ) { 
} 
I* verify if intersection is diferent from A (self) and B (o) *I 
if ( ! ( polinter->deep_equal (self) I I polinter -> deep_equal (o) ) ) { 
I• verify if polinter is not a polygon *f 
} 
if (polinter -> num_vertices < 3) 
return true; I• polinter is not a polygon •I 
else { 
} 
o2 coord a, b, c; 
a= polinter->vertice(O); 
b = polinter->vertice(l); 
c= polinter->vertice(2); 
if C Collinear (a,b,c) ) 
return true; 
else return false; 
else return falsa; 
else return false; 
}; 
A implementação de disjoint é a seguinte: 
method body disjoint (o: Obj_Geom): boolean in class Obj_Geom 
{ 
return! self->intersect (o); 
}; 
Os demais métodos espaciais não serão descritos aqui _para evitar fatigar o leitor. O 
código completo está no apêndice. 
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4.4.2 Classes Geométricas Temporalizadas 
Esta seção descreve a especificação das classes geométricas temporalizadas - PointT, 
LineT, PolygonT. Os objetos destas classes armazenam a história de um objeto geométrico 
ao longo do tempo. 
Uma das estruturas possíveis para a representação dos objetos geométricos tempo-
ralizados (objetos cuja raiz é a classe Obj_GeomT), baseada no modelo de (Bot95], é a 
seguinte: 
class Obj_GeomT I* classe abstrata *I 
end; 
class PointT inherit Obj_GeomT type 
tuple (coord: tuple (x:real, y:real), 
t: Time) 
end; 
class LineT inherit Obj_GeomT type 
list (tuple (pts: list (PointT), 
t: Time)) 
end; 
class PolygonT inherit Obj_GeomT type 
list (tuple (lns: list (LineT), 
t: Time)) 
end; 
Usando as estruturas acima, um polígono (PolygonT), e uma linha (LineT) podem 
ter seu conjunto de componentes alterados sem que qualquer ponto (PointT) tenha sido 
modificado. Apesar destas estruturas serem vantajosas quanto ao espaço de armazena-
mento, diminuindo a redundância de dados armazenados, elas dificultam o processamento 
de consultas, principalmente das que exigem a recuperação da localizaç.ã.o de um objeto 
espaço-temporal em um determinado intervalo de tempo. Isto se deve ao elevado nível 
de indireção das estruturas, e ao fato de que cada objeto varia de forma independente no 
tempo, assim como cada um de seus componentes. 
Assim, optando por melhor desempenho na execução de consultas, com prejuízo no 
espaço de armazenamento, foram adotadas as seguintes estruturas para representar a 
evolução temporal de objetos geométricos: 
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class Obj_GeomT I* classe abstrata *I 
method 
vslice (t:Time): Obj_GeomT 
end; 
class PointT inherit Obj_GeomT type 
tuple (coord:tuple (x:real, y:real), 
t: Time) 
method 
I* redefine vslice *I 
end; 
class LineT inherit Obj_GeomT type 
list (tuple (pts: tuple (pt_inicio: tuple (x:real, y:real), 
pt_fim: tuple (x:real, y:real)), 
t: Time)) 
method 
I* redefine vslice *I 
end; 
class PolygonT inherit Obj_GeomT type 
list (tuple (lst_coord: list (tuple (x:real, y:real)), 
t: Time)) 
method 
I* redefine vslice *I 
end; 
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Com esta representação, cada vez que muda uma das coordenadas de um polígono, 
nova versão do polígono é criada, copiando as demais coordenadas. 
O método vslice recupera uma ;'fatia temporal" de um objeto válida no valor de 
tempo passado como parâmetro (evento, intervalo, ou elemento temporal). Esta ';fatia 
temporal" corresponde ao estado ou conjunto de estados do objeto válidos no valor de 
tempo desejado. 
Seja, por exemplo, o polígono p definido informalmente da seguinte maneira: 
(50 ,200), ( 100 ,200), ( 100,800), (50 ,800), [1 950, 1975] 
(50,200) ,(100,200) ,(50,800), [1976,1994] 
(55,200) ,(100,200) ,(50,800), [1995,1997] 
O método vslice da classe Polygon aplicado a p retorna o seguinte objeto p' no caso 
de p->vslice(t), t = [1970,1976]: 
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(50,200) ,(100,200), (100,800) ,(50,800) ,[1970,1975] 
(50,200) ,(100,200) ,(50,800), 1976 
4.5 Classes Geográficas e Temporais 
Conforme citado anteriormente, os objetos no banco de dados podem ser temporais ou 
atemporais considerando a dimensão temporalj e espaciais ou convencionais na dimensão 
espacial. Na figura 4.1, a classe TempObject representa os objetos temporais e a classe 
abstrata GeoObject representa os geo-objetos, que podem ser temporais (SpatioTernpOb-
ject) ou atemporais (SpatialObject). 
Os geo-objetos podem ser elementares, compostos ou fracos. O geo--objeto elementar 
corresponde a uma entidade que não é composta por outros geo-objetos. O seu estado 
(atributos) é constituído apenas por atributos não espaciais e por um componente espacial. 
O geo-objeto composto é construído a partir da composição de outros geo-objetos. O geo-
objeto fraco contém apenas o componente espacial (Location) e existe somente enquanto 
faz parte de um geo-objeto composto. 
A seguir a especificação das classes: 
class TempObject type 
tuple (t: Time 1 




vslice (t:Time): TempObject, 
tv: Time 
class GeoObject I* Classe Abstrata *I 
method 
sp: list (Obj_Geom), 
st_sp (t: Time) : list (tuple (cs: list (Obj _Geom), t :TempElement)) 
end; 
class SpatialDbject inherit GeoObject type 
tuple (1: Sp 1 
nome_atributo: tipo. 
lst_objs: list (SpatialObject)) 
r 
I 
4.5. Classes Geográficas e Temporais 
method 
sp: list (Obj_Geom) 
end; 
class SpatioTempObject inherit GeoObject, TempDbject type 
tuple (1: SpT, 
method 
nome_atributo: list (tuple (valor_nome_atributo: tipo, 
t: Time)), 
lst_geoobjs: list (tuple (lst_objs: list (SpatioTempObject), 
t: Time))) 
vslice (t: Time):SpatioTempObject, 
sp: list (Obj _Geom), 
st_sp (t: Time):list (tuple (cs:list(Dbj_Geom),t:TempElement)), 
loc (t: Event):list(Obj_Geom), 
st_length (t:Time):list (tuple (res: real, t: Time)), 
st_perimeter (t: Time):list (tuple (res: real, t: Time)), 











Os operadores VSLICE e TV, definidos no capítulo 3 são especificados, respectiva-
mente, como os métodos vslice and tv de TempObject, podendo ser redefinidos nas suas 
subclasses. 
O operador SP do capítulo 3 é tratado como um método da classe GeoObject, sendo 
redefinido nas suas subclasses. A implementação de sp para a classe SpatialObject retoma 
a lista de objetos geométricos da localização (Sp) de um geo-objeto, enquanto que a 
implementação do mesmo operador para a classe SpatioTempObject retoma a lista de 
objetos geométricos da localização de um geo-objeto, válida no tempo presente (retornado 
pela função Now()). 
O operador STJ3P é mapeado para os métodos si_sp e-loc de SpatioTempObject. loc 
retoma a localização de uma instância de SpatioTempObject num instante de tempo t 
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(Event), enquanto que sLsp retoma o histórico da área ocupada por uma instância de 
SpatioTempObject em um tempo t (Event, Interval, TempElement). Sendo o método sLsp 
mais geral, ele é utilizado na implementação de loc. Vale a pena ressaltar que o método 
Zoe retoma apenas uma localização, enquanto que o método sLsp retorna localização e 
tempo, sendo este mais apropriado para consultas com intervalos de tempo. 
Note que, apesar de serem equivalentes os resultados despe loc (No-w) quando aplica-
dos a um objeto espaço-temporal, optou-se por definir o método sp para a classe Spatio-
TempObject de modo a facilitar a elaboração de consultas espaciais. Desta maneira, pode-
se verificar relacionamentos espaciais ou localização atual de objetos sem a preocupação 
de aplicar o método correto (sp ou loc (Now)) para objetos espaciais ou espaço-temporais. 
A implementação do método sLsp é composta de três partes principais. A primeira 
determina se o geo-objeto temporal é válido no tempo especificado, utilizando o método 
temporal Loverlaps. Em caso afirmativo, a segunda parte envia uma mensagem para o 
componente localização (SpT) desse geo-objeto acionando o seu método LselecLgeometry, 
descrito na seção 4.3. A lista de objetos geométricos temporalizados retornada pelo 
método LselecLgeometry tem a seguinte estrutura: 
list (tuple (lsLobjs: list (Obj_GeomT), t: Time)) 
Cada elemento da lista tem dois componentes: um atributo temporal ( t) e um atributo 
espacial (lsLobjs), que é a representação espacial da localização do geo-objeto válida nos 
intervalos de tempo contidos em t. Note que o componente lsLobjs é representado por 
uma lista de objetos, indicando que num determinado tempo um geo-objeto pode estar 
espacialmente representado por uma combinação de objetos geométricos. 
A terceira parte da implementação de sLsp organiza o resultado de LselecLgeometry 
em termos de objetos geométricos (Obj_Geom) e tempo. O objetivo desta manipulação 
é determinar exatamente quais objetos geométricos definem a geometria de um geo-
objeto em um tempo específico, ou seja, quais as versões dos Obj_GeomT retornados 
por LselecLgeometry realmente definem a geometria do geo-objeto em um valor de tempo 
t. Esta informação não poderia ser obtida diretamente do resultado de Lselect_geometry, 
já que a história de cada objeto geométrico é independente da sua associação com um 
geo-objeto específico. O resUltado de sLsp tem, então a seguinte forma: 
list (tuple (cs: list(Obj_Geom), t:TempElement)) 
sendo que cada elemento da lista corresponde ao conjunto de objetos geométricos que 
representam a localização de um geo-objeto no tempo t, contido no tempo que é parâmetro 
do operador. 
Os operadores espaço-temporais do capítulo 3- ST..LENGTH, ST...DISJOINT, etc. 
- são definidos como métodos sLlength, sLdisjoint, etc. de SpatioTempObject. Eles 
utilizam os operadores espaciais (definidos como funções que r~cebem como parâmetros 
listas de objetos geométricos) 1 e os operadores temporais (métodos da classe Time). 
r 
' 
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Os métodos espaço-temporais que envolvem apenas wn objeto espaço-temporal -
sLlength, sLperimeter e sLarea, invocados com um parâmetro de tempo ( t), são im-
plementados em três passos principais: 
1. O método sLsp cria uma lista de tuplas (G,T), onde G é um conjunto de objetos 
geométricos (Obj_Geom) que compõem a geometria do objeto, e T é o tempo de 
validade associado, que deve estar contido no parâmetro de tempo especificado (t). 
2. Um valor (comprimento/perímetro/área) é calculado para o componente G de cada 
tupla. 
3. O resultado final é uma lista de tuplas (valor, 'I) 1 onde a cada valor é associado o 
tempo de validade correspondente T. 
A implementação dos métodos que envolvem dois geo-objetos- sLdisjoint, sLdistance, 
etc., invocados com um parâmetro de tempo t, compreende basicamente as seguintes 
etapas: 
1. Para cada geo-objeto é criada uma lista de tuplas ( G, T), do mesmo modo que para 
os métodos que envolvem apenas um geo-objeto. Assume-se que os geo-objetos 
do tipo Spatia!Object - que também podem ser parâmetros deste tipo de método 
espaço-temporal- são válidos em qualquer tempo. 
2. Os tempos de validade de cada elemento destas listas são processados para a ob-
tenção dos intervalos de interseção temporal, usando o método Linter da hierarquia 
Time. 
3. Para cada intervalo de interseção temporal, os objetos geométricos G válidos nesse 
intervalo são processados pela função espacial correspondente ( disjoint, distance, 
etc.), sendo calculado um resultado. 
4. Uma lista com os resultados finais é retornada. 
Seja, por exemplo, a seguinte variação de estados da localização de dois geo-objetos 
no intervalo de tempo [tO,tll], colocadas nas listas csl e cs2: 
geoml ~ csl[l][tl,t2], csl[2][t3,t5], csl[3][t6,t10] 
geom2 ~ cs2[1][tO,tl], cs2[2][t2,t4], cs2[3][t5,t7], cs2[4][t9,tll] 
As fatias (ou estados) temporais sobre as quais se deve aplicar a operação espacial são: 
tl: csl[l] e cs2[1]; t2: csl[l] e cs2[2]; [t3,t4]: csl[2] e cs2[2]; t5: csl[2] e cs2[3]; [t6,t7]: 
csl[3] e cs2[3]; [t9,t10]: csl[3] e cs2[4]. 
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Considere de novo o exemplo do método espacial disjoint cujo código foi descrito 
anteriormente. No caso da verificação do mesmo relacionamento topológico, no tempo, 
entre as duas fazendas (A e B), o operador é utilizado agora repetidas vezes, uma para 
cada intervalo de interseção temporal da localização dos objetos. 
Seja, por exemplo, a seqüência temporal apresentada na figura 4.3 . 
• 
• 
• • • • 
Figura 4.3: Estados da geometria das fazendas A e B entre tl e t4 
sLdisjoint (B,{t1 1 t3}) aplicado a A terá os valores (false, tl), (true, t2), (false, t3). 
A seguir, a implementação do método sLdisjoint. Note que ele é bas;eado na aplicação 
repetida da função disjoint para cada intervalo intervalo de interseção temporal da loca-
lização dos objetos (válidas no parâmetro de tempo t). A função disjo:int, por sua vez, é 
baseada na aplicação do método disjoint (descrito na seção 4.4.1) para cada par de objetos 
geométricos que compõe a geometria de A e B no tempo intervalo. 
method body st_disjoint (obj: GeoObject, t: Time) in class SpatioTempObject 
{ I* Operador ST_DISJOIBT *I 
o2 list (tuple (res: boolean, t: Time)) resultado; 
o2 list (tuple (cs: list (Obj_Geom), t: TempElement)) geom1; 
o2 Time intersecao; 
o2 list (Interval) intervalos; 
o2 Interval intervalo; 
o2 boolean disj; 
o2 list {Obj_Geom) g1,g2; 
o2 TempElement tgeom1; 
resultado = list (); 
geoml = self -> st_sp (t); 
if ( geoml ! = listO ) { 
tgeoml = tvg (geom1); f* Obtem tv de geoml *I 
if (obj->type_of == self->type_of) { 
o2 list (tuple (cs: list (Obj_Geom), t: TempElement)) geom2; 
geom2 = obj -> st_sp (t); 
if ( geom2 != listO ) { 
o2 TempElement tgeom2; 
tgeom2 = tvg (geom2); 




intersecao = tgeom1 -> t_inter (tgeom2); 
intervalos= intersecao -> intervals; 
tor (intervalo in intervalos) { 
} 
g1 = get_temporal_version (geom1, intervalo); 
f* Veritica qual das listas intersecta o intervalo *I 
g2 = get_temporal_version (geom2, intervalo); 
disj = disjoint (g1, g2); 
resultado+= list (tuple (res: disj, t: intervalo)); 
else { 
} 
o2 tuple (cs: list (Obj_Geom), t: TempElement) geom_el; 
g2 = obj -> sp; 
for (geom_el in geoml) { 
disj = disjoint (geom_el.cs, g2); 





Esta solução é baseada em inicialmente obter o histórico espacial de cada objeto (no 
domínio de tempo t), fazer interseções temporais e, finalmente, interseções espaciais. 
Existem outras alternativas para a implementação dos métodos espaço-temporais des-
critos acima (métodos que envolvem dois geo-objetos A e B). Uma delas é a seguinte: 
1. Para cada objeto, criar uma lista de tuplas ( G, T) correspondendo à história da 
localização do objeto. 
2. Determinar os pares de tuplas ((GA,TA), (GB,TB)), da história da localização de A 
e de B que têm interseção temporal. 
3. Para cada par obtido no passo anterior, retornar o resultado da função espacial 
associado à interseção temporal entre os componentes do par. 
4. Determinar os pares obtidos no passo anterior cujo tempo associado tem interseção 
com t (satisfazem ao predicado temporal), substituindo estes tempos pela sua in-
terseção com t. 
5. Retornar o resultado. 
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Esta alternativa é similar à solução adotada, com a exceção de que ~~ó resolve o predi-
cado temporal no fim do processamento. 
Outra opção é a seguinte: 
1. Para cada objeto, criar uma lista de tuplas ( G, T) correspondendo à história da 
localização do objeto. 
2. Calcular o resultado da função espacial correspondente para cada. par de tuplas da 
história da localização de A e de B, produzindo tuplas (valor, TA, T8 ), onde valor é 
o resultado da função, e TA, TB são, respectivamente, o tempo T de uma tupla da 
história de A e B. 
3. Determinar os elementos da lista obtida no passo anterior com interseção temporal, 
retornando pares (valor, 1), sendo To tempo de interseção entre TA e T8 . 
4. Determinar os pares obtidos no passo anterior cujo tempo associado tem interseção 
com t (satisfazem ao predicado temporal), substituindo estes tempos pela sua in-
terseção com t. 
5. Retornar o resultado. 
Esta solução é baseada em inicialmente obter o histórico espacial de cada objeto, 
resolver a operação espacial, e, finalmente, fazer interseções temporais. 
A escolha da melhor alternativa de implementação depende de uma estimativa do 
custo de cada uma, discussão que está fora do escopo deste texto. 
4.6 Funções 
Alguns dos operadores apresentados no capítulo 3 foram especificados como funções: os de 
orientação NORTH e SOUTH; métricos AREA, LENGTH, PERIMETER e DISTANCE; 
topológicos DISJOINT, INSIDE, TOUCH, CROSS e OVERLAP; temporais TWHEN e 
INTERVAL, booleanos IS_A_TRUE e IS_5_TRUE; e de comparação GT, GE, EQ, NE, 
LT eLE. 
As funções que implementam os operadores espaciais invocam os métodos da.s classes 
geométricas (Obj_Geom), de mesmo nome. As funções espaciais- area, length, disjoint, 
etc. -recebem como parâmetro uma- operadores unários -ou duas -operadores binários 
-listas de objetos geométricos (list (Obj_Geom)), e retornam um valor numérico- ope-
radores métricos - ou um valor lógico - operadores topológicos e direcionais. 
Um exemplo de função espacial importante é 
inside (A: list (Obj_Geom), B: list (Obj_Geom)) 
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que verifica para todo objeto geométrico objA da lista A se existe um objeto objB em 
B tal que 
(objA -> inside (objB)) ~ true 
ativando assim o método ~·nside de cada objeto objA de A. 
A seguir a implementação da função inside: 
function body inside (A: list (Dbj_Geom), B: list (Obj_Geom)): boolean 
{ 
o2 boolean resultado, found; 
o2 Obj_Geom objA, objB; 





resultado = true; 
for ( objA in A ) { 
:found = falsa; 
} 
for ( objB in B ) { 
} 
if ( objA -> inside (objB) ) { 
} 
found = true; I• Existe um objeto em B que contem objA •I 
break; 
i:f (!found) { 




Outro exemplo é disjoint (A: list (Obj_Geom) 1 B: list (Obj_Qeom)), que verifica se 
para todo objeto geométrico objA da lista A e para todo objeto objB da lista B, 
(objA -> disjoint (objB)) ~ true 
A seguir a implementação da função disjoint: 
function body disjoint (A: list (Obj_Geom), B: list (Dbj_Geom)): boolean 
{ 
o2 boolean resultado; 
o2 Obj_Geom objA, objB; 
if ((A== list (}) ! I (B == list ()) ) return true; 
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resultado = true; 
for ( objA in A ){ 
for ( objB in B ){ 
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it ( ! C objA -> disjoint (objB) ) ) { 







A função twhen recebe como parâmetro uma lista de valores lógicos associados a 
tempo (list (tuple(res: boolean, t: Time))), e retorna um objeto do tipo TempElement 
que representa os intervalos de tempo em que o relacionamento topológico é verdadeiro. 
A função interval recebe como parâmetro duas datas (se e) e retoma um objeto do 
tipo Interval com tempo inicial se tempo final e; enquanto que a função event recebe uma 
data como parâmetro, e retoma um objeto Event correspondente. Como mencionado 
anteriormente, a função event é usada principalmente para converter a granularidade de 
tempo virtual "enxergada" pelo usuário em uma granularidade interna, :manipulada pelas 
operações temporais. 
As funções is_a_true e is..s_true são utilizadas para converter o r,esultado de uma 
operação espaço-temporal booleana (que retorna um conjunto de valores lógicos e tempo 
associado- list (tuple(res: boolean, t: Time))), em um único valor lógico. A primeira 
função retoma true se todos os valores lógicos retornados pela operação forem verdadeiros, 
enquanto que a última retoma true se algum válor lógico for verdadeiro. 
As funções gt, ge, lt, le, eq, ne recebem como parâmetro uma lista de tuplas (valor, 
tempo) - list (tuple(res: real, t: Time)) - e um valor v, retornando true se todos os 
valores da lista são, respectivamente, maiores, maiores ou iguais, menores, menores ou 
iguais, iguais ou diferentes de v. 
O código para as funções descritas e outras funções auxiliares se encontra no apêndice. 
4. 7 Análise das Classes e sua Implementação 
O modelo de classes especificado é baseado no trabalho de [Bot95]. No entanto, aquele tra-
balho é teórico e não se ateve a problemas que poderiam ocorrer em uma implementação. 
Desta forma, tendo em vista a implementação no 0 2 e as limitaç~es decorrentes, as classes 
descritas contêm algumas modificações em relação ao modelo original. 
r 
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A principal modificação ocorreu nas marcas de tempo (ou atributos temporais) as-
sociadas a objetos ou atributos. A estrutura proposta por [Bot95] para estes atributos 
temporais é uma lista de intervalos de tempo, descrita da seguinte forma: 
atributo temporal: list {tuple ( tv Jnicio:integer, tv ..fim:integer)) 
Este modelo foi aqui estendido com a inclusão das classes do tipo Time (Event, Interval 
e TempElement), sendo a forma de definição dos atributos temporais alterada para a 
seguinte: 
atributo temporal: Time 
Esta estrutura permite que marcas de tempo sejam de qualquer tipo (evento, inter-
valo ou elemento temporal), e não apenas do tipo elemento temporal, como foi proposto 
originalmente por [Bot95]. Além disso, a definição de objetos Time permite modelar abs-
trações de tempo mais adequadamente. Operações temporais podem ser definidas como 
métodos da classe Time e redefinidas nas suas subclasses, sendo implementadas de acordo 
com as propriedades de cada uma destas classes. 
A segunda modificação foi a possibilidade de existência simultânea no banco de da-
dos de geo-objetos apenas espaciais e geo-objetos espaço-temporais. Esta modificação 
acarretou mudanças na nomenclatura adotada por (Bot95] para as classes geográficas, 
geométricas, de localização e geometria. 
A terceira modificação ocorreu nas classes do tipo Obj_GeomT, conforme discutido na 
seção 4.4.2. 
A quarta modificação ocorreu nas classes do tipo Obj_Geom. O modelo original previa 
que um polígono fosse composto por uma lista de linhas, e que uma linha fosse composta 
por uma lista de pontos. No entanto, como mencionado previamente, a especificação 
das classes Obj_GeomT utilizando o conceito de [Bot95] dificulta o processamento de 
consultas. Assim, para manter a consistência entre a definição de objetos geométricos 
(Obj_Geom) e objetos geométricos temporalizados (Obj_GeomT), um polígono é defi-
nido por uma lista ordenada de coordenadas geográficas, e uma linha, por uma tupla 
de coordenadas. Esta definição é comumente encontrada na literatura. Para simplificar 
os algoritmos, não foram considerados os multi-polígonos (MultiPolygon1 ) definidos em 
[Bot95]. 
As estruturas para armazenar a evolução temporal de dados espaciais foram imple-
mentadas a partir dos construtores de tipos liste tuple existentes no 0 2 [02T95a]. Estes 
construtores foram utilizados pela sua eficiência na redução de espaço de armazenamento 
e tempo de consulta, sendo otimizados internamente pelo 0 2 • 
Para utilizar os operadores básicos implementados, as classes espaço-temporais de uma 
1 A classe MultiPolygon é composta por uma lista de polígonos para representar regiões desconexas, e 
uma lista de polígonos para representar buracos desconexos. 
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aplicação SIG devem ser definidas como subclasses de Spa.tioTempObject. 
O apêndice contém o código da implementação sobre o sistema 0 2 das classes e da mai-
oria dos métodos e funções de~critos neste capítulo, além de outros operadores auxiliares. 
Foram implementadas os métodos da hierarquia Time e Location; de Geom e GeornT; 
da.s classes geométricas (Obj_Geom), com a exceção de norih1 east1 cmss, e alguns casos 
de touch e inside; de Obj_GeomT; de TempObject, exceto vslice; de Spatialübject; de 
SpatioTempObject, com a exceção de vslice1 sLnorth1 sLeast, sLcross e alguns casos de 
sLtouch e stJnside; e todas as funções, exceto north1 east1 cross. Deve ser mencionado 
aqui que o código da função ríghLscale invoca funções que devem ser implementadas por 
aplicações. 
4.8 Outras Alternativas de Modelagem 
Existem várias formas de implementar estruturas para navegação espaço-temporal. A 
estrutura escolhida é um compromisso entre espaço de armazenamento e facilidade no 
processamento de consultas, conforme citado anteriormente. 
Uma primeira alternativa é definir a classe SpatioTempObject da seguinte forma: 
class SpatioTempObj ect inherit GeoObj ect, TempObj ect type 
list (tuple (1: list (tuple (x:real, y:real)), 
nome_atributo: tipo, 
end; 
lst_geoobjs: list (SpatioTempObject), 
t: Time)) 
Esta estrutura otimiza o processamento de consultas que exigem a recuperação do 
estado do objeto em um tempo específico, mas é extremamente redundante, já que cada 
mudança em algum dos componentes ocasiona a criação de uma nova v~~rsão para o objeto 
como um todo. 
Uma segunda alternativa é definir a classe SpatioTempObject de modo que seu com-
ponente espacial seja uma lista de coordenadas (com um (ponto), dois (linha), ou mais 
elementos (polígono)): 
class SpatioTempObject inherit GeoObject, TempObject typE! 
tuple (1: list (tuple (coord: tuple (x:real, y:real), 
t: Time)), 
nome_atributo: list (tuple (valor_nome_atributo: tipo, 
t: Time)), 
lst_geoobj s: list (tuple (lst_obj s: list (SpatioTempObject), 
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t: Time))) 
end; 
Apesar de facilitar a 'implementação dos operadores espaço-temporais, a utilização 
desta segunda estrutura ocasiona grande redundância de dados, além de permitir apenas 
uma representação para o geo-objeto. 
Uma outra opção seria definir a classe GeomT de forma que os objetos que compõem 
a sua geometria sejam os objetos geométricos básicos (Polygon, Line ou Point): 
class GeomT type 
tuple (atribs: [atributos convencionais temporalizados] 1 
objs: list (tuple (lst_objs: list (Obj_Geom), 
t: Time)) 
end; 
A utilização desta estrutura também facilita o processamento de consultas espaço-
temporais, mas ainda causa certa redundância de dados, já que a mudança de uma coor-
denada na geometria de um geo-objeto provoca a definição de um novo objeto geométrico, 
além do acréscimo de um elemento à lista de versões da localização (GeomT). 
4.9 Resumo 
Este capítulo apresentou as classes implementadas para navegação espaço-temporal: clas-
ses de tempo (Event, lnterval e TempElement); localização (Sp e SpT); de geometria 
(Geom e GeomT); geométricas (Point, Line e Polygon); geométricas temporalizadas 
(PointT, LineT e PolygonT); temporais (TempObject e SpatioTempObject); e geográficas 
(SpatialObject e SpatioTempObject). 
Os operadores do capítulo 3 foram implementados em sua maioria como métodos 




As classes e métodos do capítulo 4 formam a base do sistema espaço-temporal que permite 
análise integrada dos dados nas dimensões de espaço e tempo. Aplicações que desejam 
realizar consultas podem fazê-lo agregando suas classes às classes propostas. 
Este capítulo descreve um exemplo da utilização do banco de dados implementado 
para uma aplicação geográfica. A especificação dos problemas e consultas da aplicação foi 
elaborada a partir de exemplos fornecidos por pesquisadores da FEAGRI- UNICAMP. 
5.1 Visão Geral do Problema 
O objetivo da aplicação é analisar a ocupação do território brasileiro por áreas de cultivo, 
aqui também chamadas divisões agrícolas. Isto pode ser usado para, por exemplo, sim-
plificar o processo de reforma agrária, detectando fazendas improdutivas, ou monitorar 
o desmatamento. Através de consultas aos dados coletados pode-se determinar fazendas 
com infra-estrutura propícia ao cultivo (próximas ou cortadas por estradas, abastecidas 
por rede elétrica, etc), locais onde construir estradas, e assim por diante. 
Classifica-se as consultas típicas da aplicação em: 
a) Consultas sobre evolução do plantio. 
Utilizadas para o estudo da evolução do cultivo e produtividade ao longo do tempo, 
visando, por exemplo, planejamento de rotação de culturas, detecção de técnicas 
impróprias de manejo ou indícios de destruição ambiental. 
Exemplos: 
a.1) Quais as divisões agrícolas ocupadas por plantações de cana antes de 01/07/ 1997? 
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a.3) O que foi cultivado na fazenda A entre 1990 e 1995? 
a.4) Selecione as plantações de cana adjacentes em 01/02/1997. 
b) Consultas sobre infra-estrutura de propriedades. 
Utilizadas para verificar a situação (por exemplo, localização, proximidade de vias de 
acesso, disponibilidade de instalações) para planejamento de escoamento de colheita, 
melhoria de infra-estrutura, etc. 
Exemplos: 
b.1) Qual a localização da fazenda A? 
b.2) Selecione as fazendas distantes até lükm da estrada X. 
b.3) Selecione as fazendas que contêm postes de luz. 
b.4) Quais fazendas existiam em 07/09/1997? 
c) Consultas sobre evolução espacial. 
Utilizadas para acompanhamento da evolução espacial de uma ou várias proprie-
dades, visando detectar, por exemplo, tendências de ocupação de uma região. Se, 
por exemplo, as propriedades apresentam retalhamento ao longo do tempo, isto 
indica um aumento no número de pequenos agricultores, o que pode demandar es-
tabelecimento de cooperativas agrícolas. Outro exemplo ocorre quando há redução 
constante da área plantada das propriedades agrícolas, o que pode indicar êxodo 
rural. 
Exemplos: 
c.1) Qual a evolução da área ocupada pela fazenda A entre 1992 e 1996? 
c.2) Qual a área ocupada por fazendas entre 01/01/97 e 01/01/98? 
c.3) Quando a fazenda A esteve incluída no retângulo delimitado pelas coordenadas 
X1,Yl,X2,Y2? 
d) Consultas sobre evolução global (cultivo, infra-estrutura, espaço) 
Visam planejamento integrado ao longo do tempo, a partir do estudo de tendências 
e análise de alternativas. 
Exemplos: 
d.l) Qual o estado1 da fazenda A entre 1992 e 1997? 
1E.stado é entendido, aqui, pela configuração (valor dos atributos) do objeto em um tempo específico. 
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d.2) Que estradas intersectariam a fazenda A se ela tivesse hoje o formato que tinha 
em 01/03/1997? 
d.3) Apresente a localização atual das fazendas que cultivam c<ma e que tiveram 
área maior que 1000 ha entre 1990 e 1992. 
Usando a classificação apresentada no capítulo 3, as consultas acima também podem 
ser divididas em: espaciais (b.1, b.2, b.3), temporais (b.4, d.l, a.l, a .. 2, a.3), e espaço-
temporais ( c.1, c.2, c.3, a.4, d.2, d.3). 
5.2 Definições de Classes 
O primeiro passo no desenvolvimento de urna aplicação é a definição das classes depen-
dentes da aplicação. No caso desta dissertação, estas classes são acrescentadas às classes 
e operações já existentes no sistema espaço-temporal. O exemplo usado aqui é uma 
aplicação SIG simples envolvendo fazendas (compostas por divisões agrícolas), estradas 
e postes. Como estes objetos são entidades do mundo real e podem variar no tempo, 
eles são descritos por classes derivadas de SpatioTempObject. A especificação das clMses 
correspondentes é mostrada na figura 5.1, usando a sintaxe do 0 2 • 
Deve-se lembrar aqui que a localização de um geo-objeto pode ter múltiplas repre-
sentações (objetos Geometria), cada qual tendo informações sobre escala ou projeção. A 
representação adequada é recuperada pelo operador selecLgeometry ( LselecLgeometry) no 
processamento de uma consulta . 
Para efeito dos exemplos apresentados no decorrer do capítulo, pressupõe-se que a 
representação utilizada para uma fazenda é uma lista de polígonos; para uma divisão 
agrícola, um polígono; para uma estrada, uma lista de linhas; e para um poste, um ponto. 
A figura 5.1 mostra que uma fazenda é um objeto formado por divisões (lsLdivisoes) 
que por sua vez têm um histórico. Observe que a evolução temporal da localização da 
fazenda é independente da evolução temporal da localização das divisões componentes. 
Ou seja, os limites de uma divisão agrícola podem mudar sem alterar os limites da fazenda 
a qual ela pertence, assim como os limites da fazenda podem mudar sem alterar os limites 
das suas divisões. Além disso, a área coberta pelas plantações pode não cobrir a área total 
da fazenda. Assim, a evolução da cultura se avalia a partir de cada divisão e a evolução 
do espaço ocupado, a partir do componente espacial da fazenda. 
5.3 Exemplo de Modelagem de Geo-objetos 
O exemplo (tabelas 5.1, 5.2, 5.3, 5.4, 5.5, 5.6 e 5.7) mostra um geo-objeto fazenda fazl 
e suas divisões agrícolas 1 modelados usando as classes especificadas na figura 5.1 e no 
F' 
I 
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class Fazenda inherit SpatioTempObject type 
tuple (nome: string, 
end; 
historico _ divisoes: list (tupi e (1st_ divisoes: list (Divisao_ Agricola), 
t: Time))) 
class Divisao _Agricola inherit SpatioTempObject type 
tuple (nome: string. 
end; 
historico_cultura: list (tuple (cultura: string, 
t: Time)), 
historico _producao: list (tuple (producao: real, 
t: Time))) 
class Estrada inherit SpatioTempObject type 
tuple (oome: string, 
end; 
historico _tipo _pavimentacao: list (tuple (tipo _pavimentacao: string, 
t: Time))) 
class Poste inherit SpatioTempObject type 
tuple (numero: integer, 
tipo: string) 
end; 
name Fazendas: set (Fazenda); 
name Divisoes: set (Divisao_Agricola); 
name Estradas: set (Estrada); 
name Postes: set (Poste); 
Figura 5.1: Esquema da Aplicação 
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capítulo 4, onde i i são intervalos de tempo. A figura 5.2 ilustra a evolução espacial da 
fazenda. 
Os geo-objetos são representados por instâncias das classes Fazenda e Divisao...Agricola. 
As instâncias de Divisao...Agricola divl e div2 representam as divisões da fazenda. A 
instância de Fazenda Jazi representa a fazenda, sendo que a sua lista de geo-objetos 
contém divl e div2 no tempo íl, e div1 no tempo i2. As localizações de faz1 1 divl e div2 
referenciam apenas uma representação espacial cada uma: Gl, G2 e G3, respectivamente. 
Gl, G2 e G3 têm como o atributo não espacial {Escala), respectivamente, EscalaGl, 
EscalaG2, EscalaG3. A representação de fazl- Gl -tem como componentes espaciais os 
polígonos Poll e Pol2, no intervalo il; e o polígono Poll, no intervalo i2. As representações 
de divl e divfJ têm como componente espacial Poll (no intervalo i3), e Pol2 (no intervalo 
il), respectivamente. Note que cada polígono tem sua própria história, que independe da 
associação deste a uma representação específica (instância de GeomT). ei são instantes 
de tempo, e T ...Forever, a instância de Event que representa o último in:>tante da linha de 
tempo. 
As tabelas a seguir mostram o conteúdo dos objetos desse exemplo. 
Fazenda Id Nome Histórico Divisões Localização Tempo de Validade 
fazl A { divl,div2}, i! loc_fazl i3 
{di v!}, i2 
Tabela 5.1: Fazenda 
Div Id Nome Cultura Produção Localização Tempo de Validade 
di v! Divisao-! trigo, i4 100, i4 loc_divl i3 
cana, i5 200, i5 
div2 Divisao-2 cafe, il 300, i! locdiv2 i! 
Tabela 5.2: Divisao.Agricola 
í 
! 
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Tabela 5.3: SpT 
GeomT Id Lista de Objetos Geométricos Escala 
Gl {Poli, Pol2}, il EscalaGl 
{Poli}, i2 
G2 {Poli}, i3 EscalaG2 
G3 {Pol2), i! EscalaG3 
Tabela 5.4: GeomT 
PolygonT Id Lista de Coordenadas 
Poli { (50,200),( 100,200) ,(100,800) ,(50,800) }, il 
{ (50,200),( 150,200) ,(150,800) ,(50,800)}' i2 
Pol2 { (100,200),(300,200),(300,800) ,( 100 ,800)}' i3 
Tabela 5.5: PolygonT 
Interval Id Início Fim 
i! e! e2 
i2 e3 T _Forever 
i3 e! T_Forever 
i4 e! e4 
i5 . e5 e6 
Tabela 5.6: Interval 
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Tabela 5.7: Event 
c~~~·>L--------~'''Too~m~>---------------~c•<MOO> 
'"""" ) ,,., ) 
ll 
Figura 5.2: Histórico da localização da fazenda A 
5.4 Exemplos de Consultas 
Esta seção usa a OQL [02T95b], linguagem de consulta do 02 para mostrar como algumas 
das consultas enumeradas na seção 5.1 são resolvidas usando os operadores implementa-
dos. É importante notar que o sistema implementado não gera código OQL automatica-
mente dada uma consulta do usuário (em linguagem natural) -ou seja, não provê uma 
interface amigável ao usuário. A geração automática de código OQL dada uma linguagem 
de consultas espaço-temporal é, no entanto, um tópico de pesquisa interessante, fazendo 
parte das extensões a este trabalho. 
5.4.1 Consultas Espaciais 
As consultas espaciais utilizam basicamente o método sp de GeoObject (redefinido nas 
suas subclasses). Na realidade, o próprio sp pode representar uma consulta básica sobre 
um único objeto do banco de dados. 
Um exemplo de consulta que retoma a localização de um geo-objeto, e usa sp é: 
• "Qual a localização da fazenda A?" (Consulta b.l) 
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~ SP (A) 
-+ Consulta OQL gerada: 
select f->sp 
from f in Fazendas 
where f .nome = 11 A11 
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As consultas espaciais que buscam relacionamentos espaciais entre objetos ou retornam 
valores numéricos utilizam as funções length, area, distance, disjoint, overlap, inside, 
touch, cross, north, east. 
Um exemplo de consulta que busca o relacionamento espacial inside entre objetos é: 
• "Selecione as fazendas que contêm postes de luz." (Consulta b.3) 
~f I f E Fazenda A p E Poste A p.tipo ="luz" A INSIDE (SP(p),SP(f)) 
~ Consulta OQL gerada: 
select distinct f 
from f in Fazendas, 
p in Postes 
where p.tipo = "luz" and inside(p->sp, f->sp) 
Esta consulta exige a execução da função inside para objetos Fazenda do conjunto 
Fazendas e objetos Poste do conjunto Postes cujo tipo é "luzn. 
5.4.2 Consultas Temporais 
As consultas temporais são compostas basicamente por predicados contendo os métodos 
temporais Lbefore, Lmeets, Lcontains, Lequal e t_overlaps da hierarquia Time. Estes 
métodos recebem como parâmetros objetos Time, que podem representar um valor de 
tempo específico (fornecido pela consulta), o tempo de validade de um objeto temporal 
ou uma marca de tempo associada a um atributo temporal. 
Exemplos de consultas com operadores temporais booleanos são: 
1. "Quais fazendas existiam em 07/09/19977" (Consulta b.4) 
~f I f E Fazenda A T_OVERLAPS (TV (f), 07/09/1997) 
---+ Consulta OQL gerada: 
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select f 
from f ~n Fazendas 
where f->tv -> t_overlaps (event (1'07/09/1997")) 
Esta consulta exige a execução dos métodos Loverlaps e tv pru:a cada fazenda (f) 
em Fazendas, e a execução da função event. O objeto do tipo Event, retornado 
pela função event, e o tempo de validade (f->tv) de cada fazenda são os objetos de 
tempo manipulados pelo método Loverlaps. 
2. "Quais as divisões agrícolas ocupadas por plantações de cana antes de 01/07 /1997? 11 
(Consulta a.1) 
--+ d I d E Divisao....Agricola A e E d.historico_cultura 1\ d.cultura 
LBEFORE (BEGIN (e.t), 01/07 /1997) 
--+ Consulta OQL gerada: 
select distinct d 
from d in Divisoes, 
e in d.historico_cultura 
t.rhere e.cultura = ''cana 11 and 
e.t->begin->t_before(event( 11 1/7/1997 11 )) 
"cana" 1\ 
Esta consulta seleciona os objetos do tipo Divisao...A.gricola armazenados no banco 
de da.do.s - no conjunto Divisoes - tals que, em .seu histórico de cultura (hi.sto-
rico_cultura), exista ao menos uma cultura (e) de cana cujo início da marca de 
tempo associada (e.t) tenha o relacionamento temporal Lbefore com o instante de 
tempo "1/7 /1997". 
Outras consultas temporais podem retornar valores de tempo, usando os métodos 
begin, end, day, month, year da hierarquia Time, ou retornar objetos reduzidos a seus 
estados válidos em um tempo específico, usando o operador vslice, definido para as classes 
temporalizadas (TempObjeçt, SpT, GeomT, etc.). 
Exemplo: 
• "Qual o estado da fazenda A entre 1992 e 1997?'' (Consulta d.l) 
~ VSLICE (A, INTERVAL (01/01/1992, 31/12/1997)) 
--+ Consulta OQL gerada: 
select f-> vslice (interval ( 11 01/01/1992 11 , 11 31/12/199711 )) 
from f in Fazendas 
where f .nome = "A" 
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Esta consulta retorna os estados da Fazenda A válidos no intervalo de tempo espe-
cificado. Ela utiliza o método vslice, cuja execução exige conhecimento do esquema 
das classes envolvidas na operação. O protótipo desenvolvido contém o operador 
vslice para as classes pré-definidas SpT, GeomT e Obj_GeomT (PointT, LineT, 
PolygonT), já que estas fazem parte da infra-estrutura espaço-temporal. Por outro 
lado, a implementação de vslice sobre classes definidas pelo "usuário" não pode ser 
feita a priori, pois depende do esquema destas classes. 
Desta forma, esta consulta não pode ser executada diretamente, exigindo a im-
plementação de um código especial. Uma solução seria executar um conjunto de 
consultas do 0 2 sobre metadados (por exemplo, a consulta attributes, que retoma 
os atributos de uma classe), que retornariam o esquema da classe, que por sua 
vez seria passado como parâmetro para vslice. Supondo que o esquema já esteja 
disponível, esta consulta seria processada da seguinte forma: 
5.4.3 
Obtenção do identificador do objeto Fazenda cujo nome é A (f); 
Obtenção do objeto Time (neste caso, um lnterval t, retornado pela função 
interva0 correspondente ao intervalo de tempo [01/01/1992, 31/12/1997]. 
Execução da operação f-> vslice (t). 
Consultas Espaço-Temporais 
As consultas espaço-temporais utilizam basicamente os métodos sLsp, sLdisjoint, sLover-
lap, etc. de SpatioTempObject, cuja implementação combina funções espaciais e métodos 
temporais. Estes métodos recebem como parâmetro O ou 1 geo-objeto e um objeto do 
tipo Time, e retornam valores (lógicos, númericos) ou objetos geométricos associados a 
tempos de validade. 
Alguns exemplos de consultas espaço~ temporais são: 
1. "Qual a área ocupada por fazendas entre 01/01/97 e 01/01/98?" (Consulta c.2) 
__, ST _AREA (f, INTERVAL (01/01/97,01/01/98)) I f E Fazenda 
_____.. Consulta OQL gerada: 
select tuple (fazenda: f 1 
are a: f->st_area(interval ( "0 1/01/97", "01/0 1/98"))) 
from f in Fazendas 
Esta consulta executa o método espaço-temporal sLarea para cada instância f de 
Fazendas no banco de dados, retornando a.s áreas vá.Iida.s no intervalo de tempo 
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especificado associadas a uma marca de tempo (que indica seu tempo de validade 
dentro do intervalo fornecido). 
2. "Quando a fazenda A esteve incluída no retângulo delimitado pelas coordenadas 
(1,1),(15,40)?" (Consulta c.3) 
~ TWHEN (SLlNSIDE (X, TO-ÜBJ ((1,1), (15,1), (15,40), (1,40))), INTERVAL 
(Beginning, Now)) 
-+ Consulta OQL gerada: 
A consulta é executada em três etapas: 
(a) Seleção do objeto fazenda cujo nome é "A". 
define q1 as element (select f 
from f in Fazendas 
where f .nome "" "A") 
(b) Obtenção do geo-objeto fraco correspondente ao retângulo fornecido. 
define q2 as to_obj (list (tuple(x:1.0,y:1.0), 
tuple(x:15.0,y:1.0),tuple(x:15.0,y:40.0), 
tuple(x:1.0,y:40.0))) 
(c) Obtenção do tempo em que a fazenda esteve incluída no reHi.ngulo. 
twhen (q1->st_inside(q2, interval(Beginning,Now()))) 
Esta consulta utiliza as funções temporais twhen} interval, o método espaço-
temporal sLinside da classe SpatioTempObject, e a função to_obj, que retoma 
um geo-objeto (SpatialObject) com uma geometria constante delimitada pelas 
coordenadas indicadas. twhen retoma o objeto Time correspondente aos in-
tervalos de tempo, no domínio de tempo da consulta ([Beginning, Now]), em 
que o objeto f esteve contido no retângulo. Beginning é um tempo constante, 
enquanto que Now é uma função que retoma o tempo atual. 
3. 14Selecione as plantações de cana adjacentes em 01/02/1997." (Consulta a.4) 
~ q1 = d IdE Divisoes 1\ LOVERLAPS (TV(d), 01/02/1997) 11 3c (c E d.histo-
rico_cultura 1\ T _üVERLAPS (c.t,01/02/1997) 1\ c.cultura = "cana") 
q2 = d1, d2 I d1 E q1 1\ d2 E q1 1\ IS_A_TRUE (SLTOUCH (d1,d2,01/02/1997)) 
~ Consulta OQL gerada: 
-
Uma das formas de se processar esta consulta é a seguinte: 
5.4. Exemplos de Consultas 
(a) seleção das divisões agrícolas que existiam em 01/02/1997. 
define qt as select d 
from d in Divisoes 
where d->tv->t_overlaps(event("01/02/i997")) 
(b) seleção das divisões em q1 que cultivavam cana em 01/02/1997. 
define q2 as select distinct d 
from d in q1, 
c in d.historLco cultura 
where d.historico_cultura != list() and 
c. t->t_overlaps ( event ( "01/02/1997")) 
and c. cultura = "cana" 
95 
(c) seleção das divisões resultantes da consulta q2 que eram adjacentes em 01/02/1997. 
select tuple (Divisao!: di, Divisao2: d2) 
from di in q2, 
d2 in q2 
where di != d2 and 
is_a_ true (dl->st_ touch(d2, event ("O 1/02/ i997"))) 
Esta consulta utiliza o método temporal Loverlaps, a função event, o método espaço-
temporal sLtouch, e a função is_a_true. is_a_true retoma verdadeiro se o resultado 
de sLtouch for verdadeiro para todos os intervalos de interseção temporal entre d1 
e d2 no domínio de tempo especificado pela consulta (no caso, 01/02/1997). 
Outra opção seria processar a consulta da etapa (c) da seguinte forma: 
select tuple (Divisao!: di, Divisao2: d2) 
from di in q2, 
d2 in q2 
where di != d2 and 
touch (d1->loc(event("01/02/1997")),d2->loc(event("01/02/199711 ))) 
Esta solução utiliza o método espaço-temporal loc para recuperar a localização de 
cada divisão no tempo especificado (01/02/1997), e a função espacial touch para 
verificar o relacionamento toucb entre as localizações _retornadas por loc. Esta opção 
de processamento é preferível sempre que o tempo especificado na consulta for um 
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instantej não podendo ser usada com parâmetros de tempo do tipo intervalo, já que 
a função touch verifica um relacionamento espacial apenas entre dois conjuntos de 
objetos geométricos. 
4. "Que estradas intersectariam a fazenda A se ela tivesse hoje o formato que tinha 
em 01/03/1997?" (Consulta d.2) 
_,e I e E Estrada A • DISJOINT (SP(e), SLSP (A,Ol/03/97)) .. 
---+ Consulta OQL gerada: 
Uma das formas de se processar esta consulta é a seguinte: 
(a) obtenção do objeto Fazenda cujo nome é "A". 
define a as element (select f 
from f in Fazendas 
vhere f.nome = 11 A11 ) 
(b) obtenção das estradas que satisfazem ao predicado. 
select e 
from e in Estradas 
where not disjoint (e->sp, a->loc(event( 1101/03/97"))) 
Esta consulta executa a função disjoint para cada estrada do banco de dados. Ela 
verifica se há o relacionamento topológico intersect (ou seja, not disjoint) entre a 
localização de cada estrada no tempo presente (e->sp) e a localização da fazenda 
A no tempo 01/03/97 (a->loc(event("01/03/97"))). O método Zoe é usado aqui em 
vez do método sLsp, porque retoma apenas uma localização, tendo como parâmetro 
um instante de tempo. O método sLsp retoma localização e tempo, sendo mais 
apropriado para consultas com intervalos de tempo. 
5. ';Apresente a localização atual das fazendas que cultivam cana e que tiveram área 
maior que 1000 ha entre 1990 e 1992." (Consulta d.3) 
--t q1 = f j f E Fazenda 1\ e E f.historico_divisoes 1\ d E e.l::;Ldivisoes 1\ c E 
d.historico_cultura A LOVERLAPS (e.t, EVENT(Now)) A LOVERLAPS (c.t, 
EVENT(Now)) 1\ c.cultura = "cana" 
q2 =f, SP (f) I f E q1 AGE (ST_AREA (f, INTERVAL (01/01/1990, 31/12/1992)), 
1000) 
--t Consulta OQL gerada: 
Uma das formas de se processar esta consulta é a seguinte: 
5.5. Resumo 
(a) Seleção das fazendas que cultivam cana 
define q1 as select f 
from f in Fazendas, 
e in f.historico_divisoes, 
d in e.lst_divisoes, 
c in d.historico_cultura 
where e.t->t_overlaps (event(now())) and 
c.t->t_overlaps (event(now())) and 
c.cultura = "cana'' 
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(b) Seleção das fazendas que tinham área maior que 1000 ha entre 1990 e 1992, e 
apresentação da localização atual destas. 
select tuple (Fazenda: f, Localizacao: f->sp) 
from f in q1 
where gt (f->st_area(interval ("O 1/01/ 1990", "31/12/ 1992")) ,1000) 
Esta consulta combina métodos espaciais ( sp ), temporais ( Loverlaps1 event1 interw 
vafj e espaçowtemporais { sLarea). Além disto é utilizado o método ge, que verifica, 
para cada área retornada pelo método sLarea, se esta é maior que 1000. 
A implementação das consultas enumeradas na seção 5.1 e não descritas neste capítulo 
se encontra no apêndice. 
5.5 Resumo 
Este capítulo mostra como consultas de uma aplicação SIG podem ser implementadas 
utilizando as classes e funções definidas no sistema espaço-temporal. Além disso, mostra 
como consultas espaciais, temporais e espaço-temporais podem ser executadas sobre o 0 2 , 
usando os operadores apresentados nos capítulos 3 e 4 e os comandos da linguagem OQL 
(linguagem de consulta Orientada a objetos do sistema 0 2 ) • 
Capítulo 6 
Conclusões e Extensões 
Esta dissertação discutiu a implementação da base de um banco de dados espaço-temporal, 
baseado no modelo de Botelho [Bot95], sobre o SGBD 00 0 2 • 
As principais contribuições da dissertação são: 
• Especificação de um conjunto de operadores básicos espaciais, temporais e espaço-
temporais que podem ser usados para a formulação de uma grande gama de consultas 
(Capítulo 3). A literatura correlata trata de operadores espaciais ou operadores 
temporais, mas não de sua combinação. 
• Especificação de um conjunto básico de classes do banco de dado.s para dar apoio 
ao gerenciamento espaço-temporal, e algoritmos para implementar os operadores 
nestas classes (Capítulo 4). Esta especificação foi acompanhada de uma descrição 
das modificações feitas no trabalho de [Bot95] visando viabilizar a implementação. 
• Implementação de classes e algoritmos, validando a proposta com implementação 
de consultas típicas de aplicações geográficas (Capítulo 5). 
Até hoje, há apenas dois trabalhos publicados sobre implementação efetiva de modelos 
espaço-temporais [PW94, SB97], ficando a maioria dos trabalhos em propostas de modelo. 
Uma análise cuidadosa de algumas destas propostas mostra que sua implementação não é 
factível, exigindo modificações dos modelos (corno, aliás, foi necessário nesta dissertação). 
Os trabalhos de implementação [PW94, SB97] não contemplam processamento inte-
grado de espaço e tempo e nem a possibilidade de múltiplas representações espaciais e 
temporais, sendo assim menos gerais que o protótipo implementado na dissertação. 
As extensões a este trabalho podem ser tanto teóricas quanto práticas. As seguintes 
modificações poderiam ser consideradas: 
• Adoção de índices espaciais e temporais para melhorar a performance de consultas 
sobre dados espaço-temporais. 
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• Aperfeiçoamento e definição de novos algoritmos para processamento de consultas 
espaço-temporais. 
• Estudo sobre a complexidade dos algoritmos propostos. 
• Implementação dos operadores especificados e não implementados (a seção 4. 7 lista 
os operadores implementados), além de operadores para atualização de dados espaço-
temporais. 
• Implementação de um Gerenciador de Consultas que construa consultas a serem pro-
cessadas pelo 0 2query {processador de consultas do 0 2) com base em especificações 
fornecidas pelo usuário. 
• Melhoria da interface do sistema, permitindo, por exemplo, a apresentação gráfica 
de geometrias. 
• Trabalho com dados tridimensionais. 
• Uso de dados no formato raster (GeoCampo). 
• Tratamento de indeterminância temporal. 
• Permissão para que o usuário a escolha da granularidade temporal mais adequada 
às suas aplicações. A granularidade do sistema consiste na duração de um chronon 
- dia. No entanto, dependendo da aplicação considerada, às vezes é necessário 
considerar diferentes granularidades (dias, meses, anos) para permitir uma melhor 
representação da realidade. 
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O. C:Laaaea Illlportado.a .............................................................................. , 
iulport Date :frcm o2ki.t 
iJDport Bo::l: :fr<llll. o2ldt , .•.•••••.•................................................................... 
1. Conat11.11tee e tipoa .............................................................................. , 
DIID!I Infinity zDate; }"' Constante audllar */ 
n ....... o oD11.te; I• Conattmte anxi.U.ar */ 
DaD>B Bog.inning utring; I* ut.J.liza.da em oonaul.taa - referenoia inicio d11. l.inha 
de tempo */ 
nu. T B&ginni.ngo Rvent; /• Objeto de teJDpo - reopreaomto. inicio dll. linha tempera 
1 ., -
nllliiO J'orever oatrinq; !• Utillzadll. am oonaultaa - rafarencia fim da Unha de tem 
po •/ 
naJIIIO T porevar1 Kve:at; /* Objato de tempo- reprea611ta filll da linha telllpOral •I 
..... nial.oguar oBoz; 
=bo<!v{ 
I• Inlciallzaaao daa conatantea de t""'lp<> */ 
o- llD.V Data (1,1,1997); 
In:finity,. n- Date (1,1,:1500); 
,.. 163117 - 01/0l./2500 .. , 
Beqinninqo • Ol/Ol/1997 •; 
Poravero "01/01/2500"; 
T Beqinninq - """""t(Beqi.nni.nq) i 
T:Porever - evant(Poraver); 
typoo ooord otupl11(zo rfiB1, 
yo rflll1); 
1••······································································1 I* Claaaea d11. infr11.-eatrutura •/ , ........................................................................ / 
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ol11.aa Time inherit Object public _,.,., 
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pUbl.io qet_intorval. (iointeqer)• Interva1, 
po.ibl.io intervalBI llat (Inteorval.), 
po.ibllc b&qinl 'lima, 
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pUblio t_inter (to Time)• Time /• ativado acmente quando eziate interaecao an 
tre oa valorea de tampo •I 
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get val.wu i.ntegou', 
boq!n • :&vent, 
an.clz :&vant, 
t_oont11.ina (to "rima) 1 booleiUI, 




year I intogor, 
IIIODth I i.nteger, 
dayr i.nteger 
end; 
c1aaa Intarval inhorit Tlllle pu.blio type 
tuple (t_inicio1 Bvent, t_fUu Bvent) _,od 
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and; 
!• ••••••••••••••••••••••• * ........................................... * * ** •• ** •• ** ... 
2.1. Cl.aaaea Time - Hatodoa 
................................................................ ** ................. , 
, ..........•••••••.•.•••.••..............•.•••••••••...•...................... 
2 .1. 1 Metodoe de Time .................................................................................. / 
11110thod body t_bflfore (to Time) 1 booloan llr. olii.Ba Time 
{ 
o2 boola.an reau1tado; 
o2 !nteg&r tb, aeJ 
ae " aalf -> end -> qet_val.U&l 
tb " t -> begiD -> qet va1ue; 
i:f (ae < tb) reoaqltado-- trwo; 
ala& reaqltado " fal.aa; 
return roaultado; ,, 
llll8thod body t_equal. (to Tlm&)l booloan in olaaa Time 
{ 
o2-bool.ean roaul.tado1 
reaul.tado- ealf -> ~p_equal (t); 
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return (o2 Tima) nil;• 
" , .•••••••.....•••.•.........••••••...........••••••••........•••••••••........ 
2.1.3 Motodoa da :rnterval ......••.......•..••..........•..•••••............••..•............••••....... , 
,...thod body bogin in ole.aa Interval. 
{ 
return aelf->t_inioio; 
" ,...tbod body end in ob.aa Interv•ll 
{ 
raturn aelf -> t_U.m; 
" 
,, 
body t_oontainlo (t• Time) • booleatr. in olaaa Interval 
o2 intagar ab,,..,tb,te; 
o2 booleom reaultado; 
ab aelf -> beqin -> get_value; 
ao • aelf -> end -> gat_value: 
tb • t -> beqin -> qet_valuo; 
te - t -> err.d -> qet valuel 
li ( (tb >- lilb) u (tã <- ae)) reaultado "' truo; 
elae ree.ultadoo "' fal&el 
return re•ultado; 
ID!tthod body t_inter (ti 'l'-)1 'l'l.Ae in olaaa Intorval 
{ 
o2 Event e "' DeW Blrent; 
o2 Interval J. '" n- J:nterval; 
o2 Temp!U-t tel<m "' new 2elllpll:l-t; 
if (aelf -> t_overlapa (t)) { 
.if (t->type_of - e->type_of) { 
ret=n t;} 
olM{ 
.if (t->type_of - i->type_of) { 
o2 Interval reaulta.do • new Interval; 
o2 Tima aa, ae, ba, be; 
aa aelf->beqin; 
ae "' aolf->end; 
ba - t->beq1n; 
be "' t->end; 
I• Cal.oul« o U.adte infarlor do intervalo de interaeaao• mu: (aa,ba) •I 
if (aa->9"t valuo. > ba->qet val11o) 
reaulta.dÕ->t_inioJ.o "' (o2 B9eDt) aa; 
olM 
reaulta.do->t inioJ.o "'102 Bvent) ba;. 
I* Calou1a o U.iiiite auper or do intervalo de interaeoao• min (llO,be) •I 
if (ao->9"t value <; ho->qet valuo) 
reaultadÕ -> t_U.m • (o2-Birent) ao.; 
olM 




1f (t->type_of- tal.am->type_o:f) { 
o2 'l'emp.Bl.emomt resultado • n- T-pBl.emant; 
o2 Intorval intervalo, inter-n- lnte:rval; 
o2 liat (In~v.l) reeultin; 
reaultin • liat (); 
:for (intervalo in t->intorvala) { 
inter • (o2 Interval. ) aeU -> t inter (intervalo); 
ll (intel' I• nH) { -
reaul.Un - llet (inteJ::) I} 
} 




return (o2 Timll) nili} ,, 
p ... 
I*············································································ 
2.1.4 Het.odoa de Templ!ll~t 
············································································••! 
-thod body beqin in ala•• Toapl!~t 
{ 
return (*aelf)[O] -> begin; ,, 
ID!tthod body ond in olaaa 'l'empBl.ea8nt 
{ 
o2 inteqor ul.t_i.nterval; 
ult_interval • oount (*aelf) - 1; 
return (*aeli)(ult_1nterval] -> omd; .. 
-thod body num_intervalaz intoqer in al.au• Templ!:l'""'ID.t 
{ 
a2 inteqor num; 
Dlllll"' oount c••elf); 
return nUIII; .. 
-thod body qet_interval. (J.zi.ntege.r) 1 Xlltervlll in ala..,. Temp:Bl.OIIIellt 
{ 
o2 :rnterval intervalo; 
1nterva1o"' (*aeLf)!i}; 
ret:urn intervalo; .. 
-thod body intervala1 liat p:nterval) :in olaaa Temp:Bl........,t 
{ 
return *aelf; .. 
-thod body t overlapa (ti 'l'-ÚIIo) 1 boolean in cilaaa Templ!:l.emant 
{ -
o2 boola<U>. reaulbdo • falae; 
...,. 
o2 Event e • new Kvent; 
o2 :Intorval i. • nev Interval, intervalo; 
o2 liat{:Interval) il'lterval.oa; 
o2 T.apBI.e.ant te '" now 'lempl!:lemomt; 
if ((t->type_of- e->type_of) I I (t->type_of- i->type_of)J ( 
intarv«l.OD • ael.f->intou:vala; 
I 
fo>: (intervalo in i.ntarvaloa) { 
I* vori.fi.aa aa intervalo •overlapa• t *I 
if (intervalo-> t_ovorlll.pa (t)){ 
:n.aultll.do "' trua; 
brealq 
alao { 
i:f (t->type_of - ta->type_of)( 
o2 integar n,m,i,j; 
o2 Intorval ia, it; 
n • ...,lf -:> DUII. i.lltervala; /* Jiumolro de intervalos na llata •/ 
111. • t -> num .lnt"orvala; 
for (J.•O; i< n; i++}{ 
for {j•G; j < m; j++){ 
ia • eelf -> 9"'t i.ntarval(i); 
it • t -> qet int"orval(j); 
if (J..a -> t_oVarl.apD (it) ){ 





I* lle DD.o ..,<!ato nenhum par de intarva.loa que tenha intaraec;!o,a funoao reto 





-thod body t_oonta.ina (t• Tias) 1 boolaan in obae TeapBl.emaDt 
{ 
o2 boolell.ll reaultado • :falae; 
o2 zvant a • new Kvent; 
o2 Intervali • DaW :IDterval, intervalo; 
o2 'rOIIllpl!lemaDt te .. nev TempB.lement; 
o2 liat (Iatarval) i.ntervaloa; 
if ( (t->typa_of - a->type_o:f) [[ (t->type_of - i->typa_of)) { 
intervalõa "' *aell; 
I 
for {intervalo in intervaloa) ( 
f* varifi.oa ae axiata i.ntarvalo que "oontai.na" t *I 
if (i.nt.orvalo -> t oontai.na (t)){ 




if (t->type_of .... to->typa_of){ 
o2 intaqar n,ll,i,j; 
o2 Intarval ia, it; 
o2 bool.ean found; 
reaultado • trua; 
n • aolf -> nwo. int:arvolla; /* lf'umaro de interval.oa na liata */ 
111 • t -> nua_in"torvala; 
for (j•O; j < a; :l++)~ 
it • t -> qot_lnt.erval. (:i); 
found "' fa1BO; 
i • O; 
/*Verifioa ..., o i.ntervalo it oonaiderado aat« contido ..... al.qum doa intarv 
aloa i do objeto*/ 
I 
while ((i.< n) U. (l:fOimd))f 
ia • aalf -> get interva (i ) ; 
if (ia -> t_contãina (it) ){ 






I• Be todoa oa in~loa do t eativor- oontidoa - al<Jillll intervalo do obje 




" mathod body t_inter (t1 rima)' Time in olaaa !'empll:l.amomt 
{ 
o2 Jto#ell.t a .. nev Bv011t: 
o2 :In.tarval i • n- Intarval; 
o2 TempB.lement tel.em "' nev '!olllpl!:l_,_t; 
i:f {aelf -> t_overlape (t) ){ 




if (t->type_of- i->type_of) { 
I 
o2 Telapltl-.t reaultll.do • now TempB~t; 
reault«do - (o2 TempBl.emomt) t -> t inter (aell); 
roturn reaultll.do; -
alae { 
if (t->type_o:f .... tal.em->typo_of) { 
o2 'lBIDpl!:leuant roaultado • new 'lempBI-n.t; 
o2 liat (Intarval) raaultin; 
I 
I 
o2 Intarval J.a, it, li; 
reaulti.n • liat {l; 
for {ia 1n aelf->intarvala) { 
for (it 1n t->intervala)1 
if (ia -> t ovorlapa ( t)) { 
i! • (o2-Intarval) ia -> t illtar (it); 











return (o2 'r!Joe) nil; 
-9 
, ............................................................................ . 
3 ClaaQII ~rioaa (Obj_Geolll.) 
············································································••! olaaa Obj_Geom pnblio 
_,od 
publio vertioe (i.l inteqer)o tupl..e (:uroeol, yoreal), 
publio oe.nt:roido Point, 
publ.io diatllDCe (OI Obj Geoaa)• r.,..l, 
pllhlio inter._t (o o ob]_Geom) 1 booloa.n, 
pllblio diajoint (o o Obj_Geca)l bool.aen, 
pubH.o overlap (OI Obj Goolll) I boolea.n, 
publio inaide (<a Obj_Geoa.)o boo1aan, 
publio touoh (OI Obj_Geoa) I bool.e.o.n 
and; 
alaaa Po!nt J....herit Obj GoOIII type 
tuplo (xu;oal, ~ 
yn:oe.l) 
mo<hod 
publia aentroid1 Point, 
pl.blia inaido (o: Polygon)• booloan, 
publia interaoat (o1 Obj_Goolll.)l boolean 
end; 
ole.aa Line illherit Obj G- type 
tuplo (pt_inioio: tuP::Lo {IIrae.l, y:raol), 
pt_fi1u tuple (:uroal., y1raal.)) 
-u.od 
publia vartiao (ir intoqer)l tupl.e (:nraal, yrroal), 
publia horizontal< boo:Loan, 
publia vertioalr booloan, 
publia m.a:r _I 1 roal, 
publia m.a:r_y1 roal, 
pl.blio m..1.n _I r roal., 
public mi.n_y1 roal, 
publlo x__praj (Y• real) 1 real, 
publio y__proj (:U roal) • real, 
publio oentroid1 Point, 
publio len!Jth• real, 
pl.blia interaeot (OJ Obj GI!CilD.}I boolean, 
p.ililia ooa.te.in11 (pl Point) 1 booloan, 
p.ilillo overlap (OI Lino) 1 booloan 
ond; 
alaaa Polyqon inherit Obj_Goca typo 
liat (tupla (x1real, y:rool)) 
_,.od 
publio vertioa (il J.nteger)l tuple (uroal, y•roal}, 
pubLLc vortiaaa• liat (t~plo (X1roal, y• real)), 
publia niDII. vortiooa 1 intaqer, 
p.ililia y {I• intogor) 1 real, 
pUblia I (il intoger)1 real, 
publia odgo (i1 into<;rar) • Line, 
publJ.o edgeao llat(Lino), 
p.l.bl.io oentl:"oi<il Point, 
puhl.io parhlotora real, 
PQ.bl.io a.reu real, 
publio i.Dtaraoot (co Obj Geolll)t bool.aan, 
pubU.o overlap (oo Pol}'9"ÕD)• bool.aon, 
pu.bl.io touoh (OI Polygon)o booloen, 
pllblio inaide (OI Polygon) I booloao. 
e.nd; , ......••••........•••••.•......••••........••••••.......•.•••.•.............. 
3,1 Cla.aaoa Goomatri.aaa (Obj~Gecm)- Metodoa. ...•••..........••••.••.......•••••.•......•.••...•...•••.••................. , 
, .....••.•.........•••.•.......••••••......••••.........•••.•...........••.. 
3,1,1 lletodoa do obj_Goom. 
•• * ••••••••• ****** •• •••••• ......................... * ••••• * ••••••• ** •••••• ** •• ••! 
method body diajoint (OI Obj_Geom}l booloa.n in olae.a Obj_Gooa 
{ 
raturn I aalf->interaeot (o); ,, 
method body diatanoe (o: Obj_GOOlll}l roal in alua Obj_Geom 
{ 
o2 Point aa, ao; 
oa • aolf -> o011troidJ 
co - o -> oentroid; 
roturn pp_diat (*aa, *ao); 
" , •...........•••.........•••••........••.•........••............•........... 
3. 1. 2 Metodoa de Point 
•••••• * .......................................................................... , 
method body inaido (OI Polygon) 1 boa:Loan in ola.aa l'oint 
}. Coda from Wm. Randolph Pra.nklin, wrUeoae.rpi.adu with aoma minar m.odifioatio 
na */ 
int i, j, npol; 
o2 boole.an o • falae; 
npol • o -> num_vertiooa; 
for (i-ll,joonpol-1; i.<: npol; j • i.++) { 
if (({(o->y(i) <- aalf->y) .U (aelf->y < o->y(ll)) ll 
((o->y(j) <- aolf->y) " (aoU->y < o->y( )))) Ui 
(aelf->x < (o->I(j) - o->I(i)) • (aolf->y- o->y(i)) I (o->y(j)- o->y( 
i.)) + o->x(i))) ( 
o • lo; 
} 
roturn o; ,, 
mathod body intoraaot (o: Obj_Goam)l booloan in olan Point 
{ 
o2 Point p • naw Poi.Dt; 
if (o->typo_of - p->typo_o:f) { 
H (aol:f -> deap_oqual (o) ) 




return o -:> interaeat ( aelf ) ; 






!•·········································································· 3 • 1 • 3 Ketodoa do Lizle 
******** *** • **** •• •••• ** •• ******** u * * ** ** ** • • • ••••• •••• •• •• •••• ** ** ********I 
-thod body b.crizontllll l:ool.oau iD olaaa Li.na 
{ 
return aelf->pt_iniaio.y - aalf->pt_filll.y; 
" IDethod body verti.Qalo b:>ol.oan lJl. ob.aa Lllle 
{ 
retw:n ael.f->pt_iniaio.I - aelf->pt._fiiii.I; ,, 
1110t:hod body Jlllll.l( Il real lJl. olaaa Line 
{ -
o2 real zl,I2,rnultado; 
l<1 "' ael.f->pt. inioio.z; 
I2 "' ael.f->pt-fJ..m.z; 
o2quory (reaul:tado, "lllll.l<{&et($1,$2))"•"1,z2); 
ret~Uen reaultado; 
} ' 
method body maz_yo roal lJl. alllaa Line 
{ 
a2 real yl,y2,reaultado; 
yl .. ael.f->pt_iniaia.y; 
y2 • ael.f->pt fim.y; 
a2quary (reeu!tado, "IIIIU{&et($1,$2))",yl,y2); 
return resultado; 
} ' 
IDet:hod body lllin_zo real lJl. olaaa Lin"' 
{ 
o2 real Il,l<2,reaulto.do; 
Il • ael.f->pt_iniaio.I; 
z2 • ael.f->pt filll.z: 
a2quary (raau!tada, "min(.....-t( $1,$2)) • ,Il,x2); 
return raaultada; ,, 
IDethod body lllin_y1 r011.l in olaaa Line 
{ 
a2 reo.l. yl,y2,raault.e.dol 
yl • ael.f->pt_iniaio.y; 
y2 - ael.f->pt fim.y; 
o2query (reau!tada, "Din{aet($1,$2))",yl,y2)J 
return reaultado; 
} ' 
-thad body y_proj {ZI real) 1 :roo.l in olaaa Line 
{ 
I* Cal.oulatoa y, g~ven x */ 
o2 roal raaultado; 
raaultado • (aalf->pt_iniaio.y - aelf->pt_fim.y) I 
(-lf-;:.pt_inicio.z - aelf->pt_:fim..x) • 
(z - aeli->pl; inioio.x) + 
aalf->pt_iniolo.y; 
retu.rn reaultado; ,, 
DDthod body :o:_proj (YI real) 1 real. in olan IJ.no 
J. Caloula z, dado y (nao poda aer y qualquer), a P"rti:r doa pontoa inicial. a fi 
n11.l da l.l.nba oonaidero.da. 
F<:>rmula derivada de1 y- yl .. ((yl- y2)/(xl- :o:2)) • (lt- :1<1), 
onde (xl,yl) e (x2,y2) aao pontoa da rota. */ 
if (aalf->verti<:~al) roturn aa1f->pt_inioio.z; 
(y - aalf->pt_inioio.y)* 
((aelf->pt_lnioio.z - aelf->pt_filll.z)/ 
(aelf->pt iniaio.y- ael.f->pt_fi.m.y)) + 
aelf->pt._Iniaia .I; 
" 11101thod body oontaina (pl Point) 1 b:>oloan h olaaa Line 
{ 
I* Varify if p aatiafiea tbe equation of the line, that ia, it'a inaide. the l.U:. 
e aegmont *I 
I* l:t'a not neaeaaary that pia ..., .U:.terior point of Line *I 
if ( ( (p->z - aelf->tlrln_z) " 
( (p->y - aalf->tlrln_y) u 
(p->z <• ael.f->ma>r._z) ) &i 
(p->z - aelf->JaaX_y) ) 
J (I ( {lelf->hori.J:ontlll) li jaelf-:>overtioal) ) ) i 
I• Verificar ae ponto aat afaz equaoao da reta */ 
if (aelf -> y_proj (p->Z) - p->y) return trua; 
elae retu.rn falae; 
) 
.. 1..., return trua; 
eluo 
return falae; 
" 1110thad body intaraeat (o1 Obj_Geom)1 boaloan in olaaa Line 
{ 
o2 Point p "' new Point; 
o2 Line 1 • n- Lille; 
o2 Polyqon pol "' now Polygon; 
if (o->typa_of - p->typa of) { 
I* Verify interaeation bo~ a line and a point •I 
if ( aalf->anntaina ( (o2 Poi.nt) o) ) ret=n true; 
elae return falea; 
" 
if (o->typa_of - 1->type_of) ( 
return LineinteraeationTeat (aelf,(o2 Line) o); 
} 
i.f (o->typo_of - pol->typo_of) { 
I* Verify lnteraeotioo. bet-.., a. lino lllld 11 polygon */ 
return o -> i.ntoreoot (ael:f) ~ 
) 
" """thod body vertioe in olaaa LiDe 
{ 
i.f (i - O) 
return aalf -> pt_in.ioio; 
alae return aelf -> pt_fim; 
" -thod body oentroid1 Point in olaaa Line 
{ 
o2 Point o • nev Point; 
o-> x • (aalf->pt_iniaio.x + aelf->pt_fim.x) I 2; 
o -> y • (aelf->pt_i.niaio.y T aelf->pt_fi.m.y) I 2; 
return o; 
" IDIOthod body length J..n 0111118 I.ine 
{ 
o2 re11.l. resultado; 
reaultado • pp dbt (ooelf->pt_i.nioi.o,oelf->pt_fim); 
return reaultãi!oJ 
" IDIOthod body ovorlap (oa I.ina) I bool.aan in oh.BII I.ina 
( 
o2 ooord a,b,o,d; 
doubla a, t; /• 'lha twc par.....-tore of tbo 
doubla doaiiOllll; /* Oftllomina.tor of aalutiona. 
a '" aalf -> pt i.n..ioio; 
b ... aalf -> pt -:fia; 
pa.r.....-trio aqna. •/ 
•I 
o - o -> pt lnioi.o; 
d ... o -> pt:tim; -- ••• • b.o • '·· • ••• 
li (denOIII -,. ,. 
li 
• 
d.y- e.y ) + 
o.y- ó.y ) + 
b.y- o.y ) + 
a.y- b.y ,, 
0.0) { 
tha ae.gmanta aro parol.lol */ 
vorUJ.oar 118 1111.0 ool..inoaroa, a .. 1111 into:r11eotlllD. */ 
1 Coll..i.Doar (a.,b,o) u Coll.inaar (a,b,d) ) ( f ( .. lf -> vert.i.oal ) { 
I• It' a 11 vertic:lal Bog~~Dnt */ 
U ( ( (eelf->m.in._y <: o->maz_y) u (o-:>ain_y < .. u->maz_y)) I I 










( (o-:>m.in_x < ael.f->ma><._:x) lii (Belf-:.min_x < o->mlll<_x)) 
retura true; 
elae ret~n falao; 
roturn faU8; 
) ' , ......••••••.........•.•••••.........••••.••.•.....••••••••.....•••...•.... 
3.1.4 Ketodoa de Poly<J<>n 
··········································································••! IDIOthod body vertioea in olaa11 Polyqon 
( 
return •aalf; 
" m~~thod body nWD._vertioaa in olaaa Polygon 
( 
roturn oount(*aalf) 1 
" IDIOthod body y (ili.nteqer): :real in olD.Ba PQlygon 
( 
ratu:rn ( *11alf) (i].y; 
" IDIOtbod body z(J.Iinta90r) o real .i.n olBIUI Polygon 
( 
raturn (*aal:f) [1].ZI 
" IDIOtbod body adge (11i.Ate9'0r) 1 LiDe in ob.aa Polygon 
( 
o2 llat(tupl.a(zoraa.l.,ylreal)) ponto11; 
o2 Liruo roaulta.do ... 11.- LJ.na; 
o2 i.ll.toqer II....J>OIItoa; 
ponto a ... aalf->verti.oaa; 
n_pontoa "' 'llal.f->num vertiooa; 
reauHado -> pt inioio ... pontoa[.i]; 
.if (i- n_pontõa- 1) { 
resultado-> pt_filll .. pontoa[O];} 
ahe { 
reaultado -> pt_fi.a • pontoa[1+1];) 
roturn resultado; 
" lll8tbpd body adge111 l.iat (Li.Ae) in ol11.11.11 Polygon 
( 
o2 inta90r n_adgoa,.i) 
o2 llat(L.i.na) r1111Ul.t11.do; 
n_edgea • aalf->tnUII_vortioee; 
raaulta.do • lillt()J 
for (.i•O;.i.<n_ad<JIIIa;.i1'+) 
o2 L.iruo 1 • n- Li.ll.or 
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) 
ed - ... u -> ed!J"' (J.); 
resultado +- od -> le:o.gth; 
roturn resultado; ,, 




Poly<J<m polintor • new Polygon; 
5 COIIYeXInteruot { aelf, o, polinter) ) { * varify 1f intareection ia diforent from A (aal:f) 
if ( I ( pollntor->d&op_equü (aelf l li pol.intor -> 
) 
t• verify 1f poll.nter ia, in fiWt, a polyqcn •t 
!.f (polinter -> niDII vertioea < 3) 
roturu falae; /* iiollntor ia not a pol.yqon */ 
olae { 
) 
o2 ooord a, h, o; 
a ,. pol..i.D.ter->vertiae( O); 
b'" pollntor->verti.ae(l); 
o '" pol.l..ntor->vert.iae{2) 1 
if ( Colllnoar (a,b,o) ) 
return falao; 
elae return true; 
ela a return faho; 
al..., :t:et:unr. f11lae; 
) ' 
body ~~rea in ola1111 Polygon 
o2 i.nteqer J., n; 
o2 real reeult; 
o2 ooord a, b, c; 
:raault"' o.o; 
n "' .... u -> nua_vartioea; 
a .. ....u->vertioa( o) ; 
for (i"' 1; i< n-1; iH) { 
b • ael.f->vertioe{i) 1 
) 
o .. ....u->....,rtioa(i+1J; 
reeu1t - 1lrea2 (a,b,o); 
raau1t /• 2; 
raturn reault; ,, 
aothod body touch (oi Polygon) 1 bool011..11 in olaaa Po1yqon 
{ ., 
" 
Polyqon polinter • naw Polygon; 
( COllYeliintaraeot (...,l.f, o, polinter) ) { 
I* V'l:lrify if i.nteraaction ia diferent frcm A (ae1f) 
if ( I ( pollntor->deep_equlll (aelf) li polinter -> 
!• verify if polinto.r ia not 11 polygon •I 
!f (polb>.ter -> num verticea < 3) 
raturn truo; /* pÕlinter ia not e polygcn */ 
alae { 
o2 ooord a, b, o; 
a .. pollnto.r->"""rt.ioe( O); 
a.nd B (o) */ 
deep_equal (o) 
end B (o) */ 
deap_aqua.l (o) 
) ) { 





b ~ polinter->v.rtioe(l); 
a • poli.Dter->verti.ae(2); 
li ( Collinoar (a,b,a) ) 
return true; 
else return f•üao; 
olao return .falao; 
el.Be retllrll falao; 
body inddo (OI Pol.yqo.n) 1 bool.oan in olaoa Polygon 
o2 Polyqon polinter '" new Polygon1 
li l con,.zinteroeot (Hlf, o, poH.nter) 




elae re.turn fal110; 
elae retiU"JI falae; 
if inter~~&Dt.ion j_a oqu&l A ( ae 
, ...........••••••...........•••••.........••••••.•........•••.•.•.•.•••...... 
4 Claaaea Geoa!otri<:Jaa T«Dp<>rallzadae (Obj_Geold') ..........••••••..........••••••••.........••••••.......••••••..•.•••.•...... , 
alea11 Obj_ Gec:m'l' pllhlio 
-hod 
publla vaU.,.. (1aTilrle)l Obj_Geom'l', 
publla vall.,.._a (taRve.D.t) 1 Obj_Gecal. 
e.nd; 
ol11aa Point'l' inherit Obj_GOOIId' type 
tuple (ooorda tupla (xtraal, yareal), 
ti Tilrle) 
..... thod 
publio valioe (t1Time)1 PointT, 
publio velioe_a (t.Entnt)l Poi.nt -·· claea LinaT :inhorit Obj Geom"l' type 
llat (tuple (ptu tupie (pt_ini.oio• tuple (lllreal, y1real), 
t1Time)) 
pt_fillu tuple (lll:t:aa~, Y•real) ), 
_, .. 
p>.blio valioe (t1Time) • Lino'l', 
publio valioe_a (tiBvent)• Lina -·· olaaa PolygonT i.nho.rit Obj Gaom'l' typa 
llat (tuple (lat_ooord1 'Iiat (tuple (I1real, y1roal)), 
t1 Time)) _,. .. 
pllhlio valioe (t1Time)1 Pol.ygonT, 
publio valioe_a (tiBvent)l Polyqon 
end; , ...••••.••........•.•.••.••.•........••••........•••••....................... 
4.1 Clllaaea Gaometrio ... 'l«<(>>rallzadaa (Obj_Geold') - Motodo11 ......•.•••••..............•••••.........••••.........•.•••.................. , 
19 
, .....•••......••••..........••••.•......••••............•.•.•..........••.•.. 
ol.l.l Motodoa de Poi.ntT 
············································································•! ""'thod body valioe (t• Tillle)l PointT in olaaa PointT 
{ 
02 PoJ.ntT rDIIUltado; 
i:f (aalf -> t -> t_ovorlaps (t)) { /• ""' PointT ox!ate no tempo t */ 
reaul.t11do • n- PointT; 
} 
raaultado -> t • aelf -> t -> t inter (t); 
resultado -> ooord .. aelf -> ooord; 
raturn rouultado; 
" 1110thod body valloe_a {ti Bvent)l Point J.n olaaa Poi.ntT 
{ 
o2 Point reaultadoJ 
H (aolf -> t -> t_overlaps (t)) { 
roaulta.do - n- Po.i.D.tõ 
*re11ultado • ...,lf -> ooord; 
} 
roturn reaul.tado; 
)> , ••••......•••••.•.......••••........•.••••............•••............••••••.. 
(.1.2 Mootodoa da Li.naT ••.......................•••..•.........••.•............••..•............•... , 
""'thod body valioe (ti Tiao) 1 LineT i.rr. olaas Li.naT 
{ 
o2 Li.naT raaultado; 
c2 tupl.e (ptaz tupl.a (pt_ini.ci.ootuple (xlrOD.l, yoreal), pt_fi.mz tupla (Xsreal, 
yzroal)), t1 Time) veraao; 
o2 li.at (tupl.e (ptu tuple (pt_i.nioi.c1tuple (xor .... l., yzr,...l), pt_fi.nu tupla (X 
zreal, yzreal)), t1 Time)) lpt.s; 
lpta • l.iat(); 
for (varaao in •ael:f) ( 
if (vera=.t -> t ovorlclpB (t)) { 
veraao.t • varaão.t -> t_intar (t); 
lpta +• ll11t (veraao); 
} 
k (lpta I• l.illt()) ( 
ree11ltado • naw LineT; 




""'thod body valloe a (tz Event) 1 Line in olaae LinaT 
{ -
o2 tupla (ptaa tuple (pt_i.nioio1 tuple (:ureal, yzreal), pt_fimz tuple (llll:ea 
1, y1real) ),toT~) eate.do; 
c2 Line reaultado; 
for {e11te.do in •aelf) ( 
if (eatado.t -> t_ovarlapa (t)) { 
rea11ltado - naw L..t.no; 




" , ........••........•••.........••••......•••••......••........................ 
4.1.3 Hetodoa de PolygonT ................................••.........•................................. , 
....,thod body valioo (t1Tima)1 PolygcmT in ola.a11 PolygcmT 
{ 
02 PolyqonT rBBUltado) 
o2 li11t (tuplll (l11t_ooord1 li11t (tuple (zzreal, yzreal)),tl Time)) lln11; 
o2 tuple (lat_coordo liet (tuple (ztreal, y1roal)),t1 Time) var11ao; 
ll.ne .. li11t (); 
for (veraao i.rr. *eel:f) ( 
if (ver11ao.t -> t_overlape {t)) { 
varaao.t • vereao.t -> t inter (t); 
lln11 - liat (varaao); -
) 
lt {ll.na I• liat()) j 
reaultado .. ,_ Po ygonT; 
•reeul.tado • llua; 
} 
roturn resultado; ,, 
....,thod body valioe_a (t1 Bvant)l Polygon in olaaa PolyqonT 
{ 
c2 Polyqon raaultado; 
o2 tupla {lat_ooordz liat {tupla (zaraal, yzreal)), ta Time) eatado; 
for (eatado in *8el:f) { 
i.f (eatado.t -> t_ovarlapa (t)) ( 
raaultadc • new Polygcn; 
•resultado - eatado.lat ooord; 
break.; -.. 
return rea11ltado; 
" , ............................................................................ . 
5 Cle.aaea da Geometria 
** •• ****** ** **** •• ****** •• ** •• ** ** **"*** ** ** • *** ***** • •••• ** ** •••• ** • •• • •• •• *"I 
olaaa Gocm :l..nhou:i.t objeot publio type 
t11pl.a (atriba• real, 




olaaa GacmT inb.erit Objaot publlo type 
tuple (e.tri.bD.I real, 
obju llat (tupla (lat_obju llat 
t1 Ti.-))) 
(Obj_Gooua'), _.,.., 
publlc -»· publio 
t_aaLaot_lat_obja (ti Ti.ma)z li.at {tupl.a(lat_objalliat(Obj_GaomT),tzTl 




!••··········································································· S .1 Claaaea do Goo!Mtria - Ketodoa ............................................................................. , 
-thod body sel.eot_lat_obja 1.n ala1111 ~ 
{ 
roturn ...,u -> obja; ,, 
...,thod body t_110leot_ht_obja (to Timo!o)o liat (tuple (bt_obju llat(Obj_Gooatr), 
t: Time)) in ab.aa GeCIIII'l' 
{ 
o2 Lbt (tuple(bt_obl•• liat (Obj_G&CGIT),tl '.rime)) reault.«do; 
o2 tuple (lat objao 1 at (Obj_Geaiii'J),t•Tim..) liata_obj; 
o2 Obj_G6om'l' Õbj; 
o2 llat (Obj GoOIIIT) vobja; 
reaultlldo .. 'Iiat(); 
!• ae1ooiooa aa v.raooa da geometria quo aatao am t */ 
for (liata_obj in aalf->otQe) { 
) 
!f (liata_obj.t -> t_ovedapa (t)) { 
o2 Tiaa ti; 
) 
ti. .. llata_obj.t -> t_inter (t); 
vobjB • Hat (); 
for (obJ in liBt11 obj.ht_objll){ 
o2 Ob _G&omT vobj; 
vobj - jo2 Ob1 Goolla) obj -> vllli.oo (ti); !• reduz aatadoa da obj •/ 
i:f (vob l• nli) { 
vobja +- liat (vobj); 
) 
lf (vobja I• liat()) { 
I* 'reate feito pra evitar probl. ..... a de inoonnietenoia •I 
reaul.tado +- llat(tupla{let_objuvobja, t1ti.) );} 
raturn roaultado; 
" 1118thod body vsllao (ta'l'ima)• Gaom'l' in ol.aaa Gec:mT 
{ 
o2 GeoaT roaultado; 
o2 llat (tup:Le (lat_obju Uet jObj_GeomT). to Time)) lobja; 
l.obja • aelf -> t_aoloot_l.at_ob 1 (t); 
if {lobja I• l.bt()) { 
) 
raaul.tado • n- GoomT; 
roaultado -> atriba ,. aalf -> atriba; 
roaultado -> obja • lobja; 
raturn roaul.tado; ,, 
/••··········································································· 6 Claaaaa do Looaliaaoao 
············································································••! 
olaiiS Looation inherit Objaot publi.o 
and; 
olalla Sp inhorit Looation type 
liat (Gaolll) _, .. 
puhlio aal.eot_qaomatry1 U.10t (Obj_Gaom.) 
~·· olaaa SpT inherit LoQation type 
llat (Gearil') 
-od 
pllblio t_ael.eat_gocmetry (to'lÚDo)o l.iat (tuple (ht_obj.,liat(Obj_GeomT),toTim 
o)), 
pllblio valioe (to'lhle) 1 SpT 
Mld; 
!••··········································································· 6. 1 Cl.aaaea do Looalizaollo - Katodoll 
··········································································••••! ...,thod body ..,l.oot_gt!IOliiO!Otry in claaa Sp 
{ 
I* Seleoion• a ropreaentllollo adoqu11da */ 
o2 li•t (Obj_Gaom) roaultlldo; 
o2 G6om geo; 
resultado '" l.iat{); 
for (geo in *..,lf) { 
) 
if (right_acala (goo->D.triba)) { 
roaultado • gao -"> llaleot_lat_obja; 
/*So exiate uma oaoal• correta •/ 
raturn resultado; ,, 
1118thod body t_aa:Leot_goomatry 
t: Time)) in alllBII SpT 
(h 'l'ima)1 liat (tUpl.e(lat_obja: l.iat (Obj_GeomT), 
{ 
I* Salaai.anll a repraaentaaao odaquada •/ 
o2 liet (tup:Le{lat_abjal liat (Obj_G~),tl Time)) raaultoda; 
o2 G~ goo; 
roaultado • liat()l 
for {gaa in •aolf) { 
if (right_aollle(geo->atriba) ){ 
!• se goo.atriba - llqlli ll allolllB, - for llDI atril>uto tamporalia:ado, var qual 
o atributo v•lido - t •/ 
) 
reaulta.do +- goo.o -> t_•alaat_lat_obja (t)l 
break; 
I •ao eziata. Wllll eaoal.ll oorreta • I 
roturn raaul.tado; ,, 
1118thod body valioo (t1Tima): SpT in olaall Sp'l' 
{ 
o2 SpT raaultado; 
o2 liat (Ga~) ro11ultin; 
o2 GaomT rop; 
roaultin • llat(); 
for (rap in •aelf) 
o2 Gaall'l' vrap; 
vrap • rap -> valioe (t); 
if (vrop I• nil) 
raaultin -1-'* liat (vrep)J 
lf (roaultin I• l.:iat()) { 
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o2 tuplo (~•~real, t1Time) olemroa; 
o2 booloan resultado; 
if ( A I• llat{) ) { 
I• O reoultado a• verdadairo i.nJ.aial.JMmta */ 
raoult.lldo • truo; 
} 
for (alamreB .in A) { 
} 
if {el.elu::ao.roa >- valor) { 
reaultado • falae; 
breaJq 
ol.oo rooultado • falae; 
return resultado; 
" funotion lo (AI llat (tuple (roaaroal, tl'l'imo)), valrn::• real)• boolean; 
:funation body Lo 
j 
} ' 
o2 tupla (raa1real., toT!ms) el.emrea; 
o2 boolaan reaul.tado; 
i:f ( A I• llat() ) { 
J• O resultado a' verdadeiro iaioialmente */ 
roault.ado • truo; 
} 
for (el.emrea in A) { 
if ( ol.olllroa , roa > val-or) { 
IOIOBUl.te.do • fal"") 
break; 
ol..., reaultlldo "' :fal...,; 
return roaul tado; 




o2 tuple (~:<~aoreal, toTi.mo) elemrea; 
o2 booloan J:ooultado; 
if ( .. ,_ llet.() l { 
I• O resultado e• ve.:dadoJ.J:o inioie.lll:lonta */ 
} 
I:OOUltado "' ti:U<Ij 
fo~: (elemrea iD A) { 
if (•lomrea.~:oa 1- valo~:) { 
roaul.tado "' :falae; 
b~:eak; 
} 
elao raaultado "' falao; 
r<>turn 1:01aul.to.do; 
} ' 
funotion no (Ao llat (tuplo (~:ea•roo.l, t<Timl>)), valor• real) I boolean; 





tupl.e (roaucoal, t1Time) olemrea; 
booloan roaultado; 
( A I• llat() ) { 
I* O reault<Uio e' verdAdeiro inicialmente */ 
roault<ldo • trua; 
for (olemroa in A) { 
!f (el.e.m:rea.roa - valor) { 






al.ae resultado • :fal.aa; 
roturn resultado; 
funotion right_aoala (otribz real)• bool.ean; 
funotion body rig:b.t_Boale 
~* 111o11p aaal.a deve oer fornecido. 
i.f (ati:ib-- map_aoale()) 
ret.urn trua; 
eloe return tal ... ; 
" :funotion 1114p_aoal.eo l'eal; 
:funotion body map_aoale 
j 
raturn o. o; I* dummy •I 
" 
pel.a aplloaoao *I 
:funotion to_obj_!JIOCI'Il (o o liat(oool:d) )o Obj_Geom.; 
funotiou body to_obj_gooa 
i:f (oount(o) -- O) { 
~:atum (o2 Obj GcK:a.) nil; 
diaplay ( "Invãiid nl!lllbeor of ooordinatoa"); 
} 
olao i:f (oount(O) - 1) { 
} 
o2 Polnt ponto - u- Point; 
•ponto"' o[O]; 
I:OitUI:II ponto; 
elaa if (oount(o)- 2) 1.. 
o2 Li1101 linha "' n- L ; 







o2 Polyqon poligano "' now Polygon; 
"J>oligono • o ; 
z:oturn poligo.no; 
:funotion to_obj (ao llat (ooo~:d)) r Bpo.tialObjoot; 
,..,. 
27 
fllliOtioD body to obj 
{ -
I* Ratort~& geo-objeto eapaob.l fraoo - oom. apmaa o 00111p0nente oepagia.l •/ 
o2 Ob:l_co- qeaaotrioo; 
o2 SpatialObjoct. roaultado; 
qoo<:IIM'trioo'" to_obj geoaa (o); 
i:f (goc.otrioo I• iiil) { 
} 
o2 Geolll 9 .. nev Gecm; 
o2 Sp a ,. n.nr Sp; 
9 -> obja • llat (gaometrioo); 
•• - lJ.at (g}; 
roe~ltado '" new SpatialObjeot; 
resultado -> 1 • a; 
return raaultado; 
} ' , •.•.•........................................................•............. 
a l"'m<;;ooa Eapaoiaia 
•••••• ** ** **** •••••••••• ******** ** •••••••••••••• ** ......................................... , 
/***** ** •• **** ** u * * • ***dofinit!<m8** ••••• ** ** •• •• *** • ******* ***** ** ** ******I 
funot!on pp_d.!Bt (ooordl• ooord, ooord2• ooord)• ro .. l; 
funoticm Collinollr (111 ooord, b1 ooord, 01 ooord ) 1 boolean; /* Verify ae 3 poi 
nta are ool.lineara •I 
funoticm Aroa2( a1 ooord, b1 ooord, 01 ooord)• !nteqer; 
I• 
Returna tvioe the aigned area of the trianqla determ.i.ned by a,b,o, 
poaitive !f a,b,o are oriontad oow, 11nd naqat!ve if aw. 
•I 
funotion LinolnterDOOtion'roat (l.l• Line, 121 Line) 1 boolean; 
funotion InteriiO<Jtion (111 ooo:rd, b1 ooord, 01 ooord, d1 ooord, p1 Point)1 boolaa ., 
funoticm BubVoo (111 ooord, b1 <><>ord)1 ooord; 
funotion Le;ft ( u ooord, b1 ooord, 01 ooord ) 1 boolaan; 
I• 
Return• trua i:ff o ia atriotly to tho l.oft of the direotod 
line through a to b. 
•I 
funotion Lefton ( a1 ooord, b1 ooord, 01 ooord ) 1 booloan; 
funotion ConvezlntorMOt (PI Polygon, Q• Polyqon, resulto Pol.yqon) 1 boolean; 
funotion PolygoninteraootionTeat (poll• Polygon, pol21 Polyqon)1 boo1aan; 
funation diajoint (Ao llat (Obj_Gec:a), B1 llat (Obj_Geom))l booleano 
funotion ov.orlap (JI.1 liat (Obj_GOOIII), Bl liat (Obj_Goom))l boo1aan; 
funotion lonqth ( J\1 lia.t (Lino) ) 1 real; 
function Centro!d3 p11 ooord, p21 ooord, pl1 ooord ) 1 oooxd; 





funotion periBeter ( Al liat (Polygon) ) o real; 
funation diatanae (AI Uat (Obj_Goca.), 81 llat (Ob;I_Goall.))l real; 
funotion touoh (Ao lht (Obj_GO<:>m), 81 l.iat (Obj_GO<:>m))o boolean; 
function i.na:Ldo (Ao liat (Obj_Gecm.), B• liat (Obj_C..CIIII))o boolean; 
/************************************bcxlLoa********************************/ 
funotion body pp_dillt 
Jinolude <math.h> 
" 
o2 real roaultado,~,y,x2,y2; 
x • ooordl.s ooord2.I; 
y • ooordl.y- ooord2.y; 
z2 '" I * XI 
y2 - y • y; 
roaultado'" aqrt(x2 + y2); 
return reaultedo; 
funotion body Collin&~~r 
return Aree2( a, b, o ) - O; 
} ' 




••• • b.y o.y • b.x • o.y • o.x o.x o.y • b.x • o.y o.x • b.y; 
Verity !f there ez!ata an interaeotion bet- tM> Une aogmenta 
Codo f~ O'Rourko with ailwr mcd!fioationa 
doub1a a, to /* 'fbo tM> pm:lllllllltara of the par.-trio aqna. 





d.y o.y ) + 
o.y d.y l + 
b.y a.y l + 
a.y b.y ); 
•I 
•I 
I* If donom ia zero, then tha tine IIOCJIDillltB are parallel. •I 
I* In thia oaae, return fal.Be even though the aegmanta ..U.qbt overlap. */ 
/* tostar eztraDi.dade• da &e9"""'toa ooinoidentea •/ 
i.f (denom- o.O) { 
i:f (a - o) { 
p->z • a.z; 
p->y • a.y; 
roturn true; 
(a- d) { 
p->:r. • a.z; 
,, 
p->y "' a.y; 
rotum true; 
lt(b-o){ 
p->x "' b.x; 
p->y .. b.y; 
return true; 
lt(b-d){ 
p->x "' b.x; 




. - ( 
a.x • ( 
o.z * ( 
d.x * ( 
l I de.noa.; 
t- -( 
a.z * ( 
b.z * ( 





o.y - b.y -t-
a.y- o.y + 
b.y- a.y 
a.x + a * 
a.y + " * 
b.s a.x ); 
b.y a.y ); 
(0.0 <• 
(0.0 <-
a) " (a<- l,O) '' 
t) " (t <- 1.0) 
return true; 
elao roturn falao; 
fuiWtion body subVea { 11.1 ooord, b1 ooord)l ooord 
{ 
o2 ooord reault; 
reault.x • a.s - b.s; 
reault.y "' a.y - b.y; 
return roault; ,, 
function body Left ( a• ooord, b1 ooord, 01 ooord ) • boolean 
{ 
return Area2( a, b, o > O; 
" function body LeftOn ( a• ooord, b1 ooord, 01 ooord )1 boolean 
{ 
a,b,o)>-0; ,, 
function body Convexinteroeot (Pl PolyqoD, O• Polyqon, roaultl Polygon)• booleiUl 
{ 
typodef euum ( Pin, QJ.n, Unl<Down } tinJ'la.q; 
obe 
•I 
o2 integer n, 111; 
o2 inteqer e, b; 
f* P baa n .... rtioea, Q haa m ""'rtioea. •I 
f* indiooa on P and Q (l'eap.) *I 
o2 inteqer al, bl; I• a-1, P-1 (reap.) *I 
o2 OOOJ:d A, 11) I* 
o2 inteqer oroaa; 
direotod edgea on P and Q (reap.) •I 
I*AzB*I 
o2 bool.eon bUA, aHB; I• b in H(JL); a in H(b). •I 
o2 ooord Oriqin "' tuple 
o2 Point p "' n- Point; 
tinPlag infleg; 
(z<O.O,y!O.O); I* (0,0) *I 




I* {Pin, Qin, UDimOWD.} • Wiob polyqon ia known t ,, 
..... ba; 
I• loop oounter *I 
I* # advanooa on a & b indiooa 
(from. firat interaootion) *I 
I• bave tbe advanoo oountera falao; 
o2 liat (ooord) reaultin; 
o2 PoU.t pauz "'nov Point; I* aUJtiliar objeot •I 
I• Initialiso varJ.ablea. *I 
a .. O; 
b - o; 
aa .. O; 
bo. '"' O; 
i .. O; 
11 • P -> num_vertiooa; 
111. "' O -> num vertJ.ooa; 
inf lag • Unkii'own; 
reaultin • llat{); 
"'' I* COIIIpUtationa of key variablea. •I al • {a + n - 1) ' n; 
bl - (b + • - 1) ' m; 
A"' SubVeo( (*P)[a], {*P)[al] ); 
B "'BubVeo( (*Q)[b], (*Q)[bl] )I 
oroaa • Area2 ( Origin, JL, B ); 
bHA • Left( (*P)[al], (*PJ[a], (*Q)[b] ); 
all8 • Left( (*Q)[bl], (*Q)[b], ("'P)[a] ); 
I• If JL & B intoraeot, updato inflag. •/ 
ever been roaat 
U ( l:Dteraection( (*P)[al], (*P)[a], (*Q)[bl], (*Q)[b], p ) 1 ( 
if ( (inflaq- 11n.knarm) && ( IRaaet) ) { 
aa .. ba .. O; 
:Reaet • true; 
} 
I* inflag • InOUt( p, inflag, IIIIB, bHJL ) ; *I 
U ((*p in reaultin) <O) I• Vorify if coordinate in re 
aultin •I 
} 
reaultin- liat (*p); 
!• update inflag. •/ 
u ( aHB ) 
intlag "' Pin; 
elae ( 
if{bHA) 
inflag • Qin; 
!• Advance rulea. •/ 
li (oroaa -O) && JbllA && lallB ) { 
li ( inflaq - Pin. ) { 
•I 
l; *I 
) ; ., 
•I 
l; •I 








I• b .. Advanoa( b, &ba, m, i.nflag- QiD, (*Q)[b] ); 
i:f (infl.ag - OinJ.< 
raaultin +- 1 t ((*Q)[b]); 
ta++; 
b .. (b+l) ' 1111 
al .... { 
I* a • Advllllaa( "• &aa, n, infl.II<J- Pin, {*P)[a] 
i.f (infb.g .... Pin) ( 
reaultin - lbt ((*P)[a] )I 
} 
aa++; 





!• a • Advanaa( a, •aa, n, i.nflaq- Pin, (*P)[a] 
if (inf1ag - Pi.n) { 





I* b .. .r.dvanoa( b, Ü>D, m, in:flag- Qin, (*Q)[bj ); 
if (inflag - Qinl < 
raaultin +- 1 at ((*Q)[b]); 
~ra++; 
b .. (b+l) ' m; 
} 
aba /* if ( oroaa < O ) *I 
if ( ILllB ) { 
I* b,. Mvanoa( b, &ba, m, i.nflag - Qin, (*Q)[b] 
if (inflag - Qi.n) { 
raaultin +- liat ((*Q)[b]); 
} 
ba++; 
b .. (b+l) ' m; 
} 
""-< I* a .. Mvanca( a, iaa, n, inflrag- Pi.n, (*P)[a] 
if (inflag - Pin) { 
raaultin +- liat ((*P)[D])I 
} 
a"++; 
" ,. (a+l) ' n; 
((ali< n) li (ha < 111)) 66 (11!1 < 2*n) U (ba < 2*Jrl.) ); 
} ' 
I• Quit when both adv. indioea have ayoled, or one hae oyol.ed tv.ioe, •! 
I* Doal with ape.oial caaaou not impl-.,.ted hare. •I 
U ( infl.aq- Unknovrl) { 
I• The boundari.ea of P and Q do not oroaa */ 
i.f (raaulti.n I• lilt()) { 
} 
I* tha boundad.e11 havo 80111111 i.nterll60tion */ 
*reault .. raaultin; 
roturD true; 
alae { 
I* Veri:fy i.f p J.n Q •I 
pii.WI: -> >< • P -> vortioo(O).z; /* Obtem lo vertioo de A */ 
paux -> y .. P -> vert.ioo{O).yl 
i:f ( pallll: -> i.nddo (Q) ) { 
} 
•roault • *P; 
return true; 
/*pi.nQ•/ 
alse { /• Varify !f Q in P •/ 
} 
p11.UJ: -> z • Q -> vert.:ioo(O).&; I• Obtem lo vertioe de A*/ 
pallll: -> y • Q -> vertioa(O).y; 
if ( pawr: -> i.naldo (P) ) { 
) 
*re&ul.t • *Q; 
retuxn trua; 
!• thero ia poi.nt in Q auoh aa point i.n P*/ 
alua 
return falaa; 




Li.naintaraaotion'l'eat (llz Lina, 1.2• Lina)l boola~m 
o2 tuplo(xzraal, yzraal) a,b,o,d; 
double a, t; /* Tbo two p.or<UDDtara of the 
doublo denom; I* Den.CIIlinator of aolutiona. 
o2 Point p '" n- Point; 
a '" 11 -> pt inioio; 
b - 11 -> pt:filll; 
o ., 12 -> pt_inioio; 
d - 12 -> pt_fim; 






d.y o.y ) + 
o.y d.y ) + 
b.y a.y ) + 




if (danam- 0.0)1 
I* varif oa.r ae aao oolinaaraa, a aa ao interaaatam •/ 
i:f ( Cclllnaar (a,b,o) i&. Collilia"r (a,b,d) ) { 




I• It' D 11. vertioal aegmant •/ 
1.f ( (ll->min_y- 12->mu:_yJ " (12->min_y <- u->mas:_yJ J 
ret=n true; 
elaa return folaa; 
oba { 
!f ( (11->Jo.in x <- 12->mas:_x) Ui (12->min_z <- 1.1->m.!u<_:o:) ) 
return tru..; 
ell!le return :falsa; 
return falae; 
elae 
return lntaraeotion (a,b,o,d,p); 
fW>Otion 
{ 
body P<llygon:tntorBOOtion'l'oat (pollo Pol.ygon, pol2o Polygon}z bool.ean 
I• Bt~BOd on Preparata ' Bhlulca'a al.qorithm• 
<12 Line e<~l, eo2; 
<~2 Point p .. new P<>int; 
<12 li.at (Line) pol.led<J•a, pcl.21111dgea; 
<12 bo<>l.e11m intoor • tal. .... ; 
pol.llllldgea • pc:>l.l -> lllld9IIBJ 
pol.21111dgel .. pcl.2 -> illld91111; 
Pol.yqon Interaeotion 'hlst •I 
I* voorlly i.f thara ia intera...,ti<>n bet-..n &dqaa <~:f tha (><>lyqona •I 
for ( eol in pol~aa ) { 
for ( eo2 in pc>l.2edqaa ) { 
} 
if ( LinointaraeotionTeat (eol,ot02) ) { 
inter • truo; 
broak; 
} 
f* If thara ian't i.nteraeoti<m bot-an edgoa, veri:fy !f pc>ll lioa inaidoa pc~l2 
or vioe-,...raa •I 
u ( lintar) { 
p -> x '" poll->vertioe(O) .x; I• Obtem l<1 vertica do pcll •1 
p-> y • poll->vortioe(O) .y; 
lf ( p -> inaide (pol2) ) { 
inter • truo1 
I* p oata oonti.do -. pol2 *I 
} 
alae { 
p -> x • pol2 -> voortioe(O).x; I• Obtem lo vartioe do pol2 •I 
p -> y • p<>l.2 -> voortioa(O).y; 
if ( p -> ina.ida (pol.l) ) { 
inter .. tr\10; 
I• axbto ponto do pol2 oonti.do oonti.do em poll•l 
) 
} 
I• Bl.ao there ien't intera...,ti= */ 
) 
return i.nter; 
" :fllnat.icm body d.iajo.int (Ao l.:iat (Obj_Geom), 81 l.iat (Obj_Geom.))o boolean 
{ 
o2 boolea.n reaul.tado; 
o2 Obj_Geom objA, objB; 
if ((A- liat()) li (B .... liat())) return t=e; /*A ou B indefinidos •/ 
reaultado • truo; 
for ( objA in A ){ 
for ( objB in B ){ 
if ( I ( objA -> diejoint (objB) ) ) { 





" funot1Cill body overlD.p (A• llat (Obj_Goolll.), Bo llat (Obj_Geom)J• boolaan 
{ 
o2 boolean reaul.t..:lo; 
o2 Obj Geam objA, objB; 
if {~A-- liat()) li (B .... liat())) return :f.üao; /• A ou B .indefinidos •t 
reau todo • falDOJ 
for ( objA in A ){ 
for ( objB in B ){ 
!f ( objA -> overl.ap (objB) ) { 
roaultado • true; 




" :fWIOtion body l.ongth ( A• liat (Lino) ) • roa.l 
{ 
" 
<12 real. roaultad<~; 
<12 Lino <~bj) 
raaultado - 0.0; 
f<~r(objinA){ 





body Centroid.3 ( pll ooord, p2 • ooord, pll ooord ) • oOC>rd 
)' 
o2 cOC>rd o; 
o.x • pl.x + 






function body aroe ( AI llat (Polyqon) ) 1 real 
{ 
o2 real reaultedo; 
o2 POlY'!JOD obj; 
reaultado • 0.0; 
for(obji.nA)( 
roaultado - obj -:> area.; 
> roturn reault11do; 
>' 
funoti.on body perimator ( AI liat (Polyqon) ) 1 real 
{ 
o2 real r<t1111ltado; 
o2 Pol.yqon obj; 
raaultado • o.o; 
for(objinA){ 
roaultado - obj -> poriaeter; 
> roturn roaultadao ,, 
.... 
35 
body diatanoa (AI li.at (Obj_GeoD.), Bo U.llt (Obj_GOOlll))• real 
o2 11<rt: (real) diatanoiaa, diat_Al 
o2 Obj Geom ohjA, objB; 
o2 r60I dbt; 
ll ((A- liat ()) J J (B- llat ()) 
return diat; 
elae { 
for ( objA in A ){ 
diat_A - 11at ( ) ; 
for ( objB in B ){ 
> 
diat "' objA -> d.iatanao (objB); 
diat_JL - aet (dbt); 
> o2qu&ry (dbt,"IIÚ.n($1}"• diDt_A); 
diatanai.aB +- aet (d.iat) 1 
> o2query (diat,"m.ex($1)" 1 d.iata.noha); 
retu= diet; ,, 
funotion body i.nDide (AI liat (Obj_Geom), B1 l.iat (Obj_Geolll))o bool.elm 
{ 
o2 bool.ean reaultedo, folUid.; 
o2 Obj Gec:a. objA, obl" 
if ((A--liet ())I (B -liat ())) 
return f al.ae; 
elae { 
reaul ta.do '" true; 
for ( objA in A ) { 
found '" fal.""; 
for(objB.iD.B){ 
.lf ( ohjA -> i.naf.de (ohjB) ) { 
found • trua; f* RJtiata WD. objeto em B que oont-. objA •1 
brellk; 
> 








funotion body touah (AI llat (Obj_GeaD.), B1 llat (Obj_GeCIIII))• bool.ean 
{ 
o2 boolaan roaultado, found; 
o2 Obj ~ objA, obl'' 
if ((A-~ liat ()) 1 (B-- liat ()) ) 
roturn fal.ae; 
resultado • falaa; 
for ( objJL in A ) { 
for ( objB in B ) { 
> 
> 
!.:f ( objA -> touoh (objB) ) { 




!••········································································· 9 Funooea Temporais 
············································································1 funotion Rvent_to_Ta!Dpl!:l_,t (l.eo l.iet (trv.nt))o Ta!Dpl!:l.....,t; 
funotion body Bvaat_to_TampKloment 
{ 
1* tra.naforma la (liata da aventoa) -..,. Temp.Bl._,t •I 
o2 i.ntager ult,qtde,i,k; 
o2 TampBlamant raaul.tado 
o2 Kvant i.nioio: 
qtda -.. oount (la)l 
ult • qtda- 1; 
i - o; 
whila (i < qtde) { 
iuioio '" l.e[i]; 
whil.e ((i< ul.t) 
!i-+; 
lr (i < qtda){ 
55 (la[i+l]->get_valua - l.a[i]->get_val.ua -- 1)) ( 
o2 Intarval int~al.o • n- Int~al; 
intervalo -> t inicio • i.nioio; 
intervalo -> t:fim - la[!]; 






funotion Data_to_Intoger (datar Data)~ inte<Jar; 
funotion body Data_to_Intager 
{ 
I• Converta utaa gra.nularidadoa ocapoata (DD/MM/YYYY) para Ulll.a granularidada aimp 
l.ea do tipo intaqar, '!'"' ropreiMinta 11. quantidade de di1u1 a partir da ori.gam do e 
izo taatporal */ 
,, 
o2 i.ntegor reaulta.do; 
reaultado • data -> di:f:f (O); 
ret•u:u reaul.tado; 
funotion avent (da.ta1 11trillg) 1 Event; 
funotion body evomt 
( 
f* Illlpl-..nta a operaoao lNml'l' (data) •/ 
I• !'uno110 uaacbt. para converter dataa fornecidas pelo uauu:io do UIIIA aplioaoao, 
-. lllll ol:.ojato do tipo 'l'imol> (paramotro doa operadorea temporaia) - l!vent */ 
o2 Jrvent raaul.tlldo • n- Event; 
o2 inteqer OODteudOJ 
o2 Date dd • n- Date{Ol,01,1997)0 
whJ.la (I dd->to_date(tuple{JDDda• •a•, s_data.ld!l.ta) ) ){ 
data • Dialoguer->dialog(•Data invalidai Porneoa novo val.or (dd/111111/,.•aa).", 
•• ) i 
~Ua ((dd->diff(O) <O) li (dd->di:f:f(Infi.nity) >O)) { 
data" Die.loguer->dialoq("Data fora do lllllite eetabolecido (01/01/19117-0l/0 
1/2500)1 FO:rneoa novo valor (dd/11111/aaaD.).",""); 
" 
dd->to _dato (tupl.e (modeu • e • , "_ data.tdata) ) ; 
} 
oooteudo '" Date_to_Inteqer (dd)> 
•reaul.tado • oonteudo; 
return reaul tado; 
funct!OD liiOVI atrinq; 
funation body Now 
{ 
t• Punoao que impl.emooota a variavel. nov - retorna .a &ta atual •/ 
o2 Date ou= date .. new Date (Ol,Ol,U9l); 
ol atr.inq re'iiultado; 
" 
== date -> aat to ou=owt date· /• Obt.,.. data atual. */ 
roauitado .. aurr_dãte -> t:D_atrlnq (tuple (mo&u 'e')); 
return resultado; 
funot!OD twhow (AI liat (tuple (reuboolaan, ttTime)))• 'lelDp]ll.O!IIIIo8ll.t; 
funation body twhen 
( 
o2 tllple (reuboolean, t1Thle) eleml:ea; 
o2 -r-palemlnt reaul tado; 
ol liat (Interval) t.prea; 
o2 avent avento ... ....., zvent; 
o2 Interval intervalo • new Interval; 
I* O reallltado e• nulo J.nioiallllente •I 
tmpraa • U.at (); 
for (el.em:rea in A} ( 
ll laJ.e.rea.reu - true) { 
f j•l.omroa.t->type of - evento->type of) { 
* Pela illpl.....,..taoao atual luto nao-vai acontecer ••• * I 
o2 rntarval i • new IntervalJ 
i->t_i<lioio i->t_fila .. (o2 Bvent) el_,_-•••tJ 
Qnprea - llat (i); 
} 
elaa if (el.aroa.t->type_of - intorvalo->type_of) 
final •/ 
elao 
tmprea +- llat ((02 Interval) e~a.t); /*Adiciona t ao reuull 
tmproa +- el.emreu.t->intervala; 
} 
L: (tmprea i'" llat()) { 
reaul tGdo • n- 'l«Dplllemlot; 




fun<Jt!OD. interval (11 atrinq, 01 utrinq) 1 Interval; 
funotion body interval 
( 
I** Illlpl.eamntaaao do Clp"rador Ili'l'KRVAL (a,e) •••••/ 
o2 Event e .inioio, e fim; 
o2 Interva! interval.Õ .. new Interval.; 
e_.inioio • event (a); 
e fim .. eveot {a); 
•Intervalo .. tuple (t_iuioio• e_J.nioio, t_fim1 e_fim); 
raturn .interval.o; ,, 
funotion tvq (91 l.iat (tuple (OU liat (Obj_GeOQl), ti TempEl.em.ent)) )I T.,..pJU....,.. 
nt; 
funation body tvg 
{ 
o2 llat (lnterval) tg; 
o2 tuple {ou• l.iat (Obj_G"""")• tr '1'-pBl.emoont) ""'raao; 
o2 Templ!:~t reaul.tado "' new Telllpl!:l.....,..t; 
tg .. l.l.at () ; 
for (veruao in q) { 
tq - veraao.t -> intervala; 
) 
*reaultado .. tq; 
return reaultadoo 
" funotion 9et temporal veraion (91 liut (tuple (ou liat (obj_Geom), t1 Temp.Eleme 
nt)), t1 'lhii) 1 llat (Obj_Gecllll.); 
funotion body qet_temporal_veraion 
( 
o2 tupl.e (oa1 liat (-Obj Gecllll.), t1 Templll-.t) varaao; 
o2 liut (Obj G80111.) reaU.!tado; 
I• Retoma o-veraao da goomotria no te1apo •intervalo• •I 
for (veraao in q) { 
} 
if {veraao.t -> t ovarlapa {t)) { 




. ' • • ; : 
• • • • • • • • • • • • • • • • • • • • • • • • • • • • : : 
• • • • • • • • • • • • • • • • • • • • • • • • • • • • • • : : ~ . . " • • : !.!l . . " ..... ~ 
:õl: â. 
i }i i . . ~ • • • • • o ••• . . " • oa•.., : a: ~ 
....... -9 ...... ..::! 
: ~:.. 
:A: i:~ 
~i~ ~i A . =·~o ~ :t:::.â'S" 
: : :l!ltlt.g~ 







• • • • : 
• • • • • • : 
' • • • • • • • • • • • • • • • • • • • • • • • • • • • • • • • • • • • • • • • • • • • i].: 
• • • • 
: :! : • • . ' . • • • • • • ••• : il: ; J:í 
~ j~, 
• • • •• • • • • o • 
.. ...... 11 
...... 111 ........ 
~fi~ 
L.!:: ~~:· : :: j " ••• • • • . " . • u. f! • • 1! !l' 





bt_obja_veraao .. liDt()l 
for (obJeto in ven.o.l.at_obja) { 
o2 Oh _GoaD eatado .. n.w Obj_Gec:u.; 
•tomp .. iterlltor) 
outll.do .. objeto -;:. valloe_a (telgp): 
bt_obja_v..rouao - Uat (estado); 
) 
I* inoort lobja gacq. (roaultin,lat obja ,.,rluoo,i); •I 
I* 11e eat..ao jo. i"ativer na llata, aõ 1111.Ü1Lr i aoa t~a •/ 
:fOIUI<l • falae; 
n • o; 
numero de oaaponontea • oount (reallltill); 
whilo ((l'lound) U (n < nua.ero_da_ocmponontoa)) { 
lillta obja .. reaultin[n].obja) 
if (l.t_deep equal (l.I.ta_obja,lat_obja_veraao)) { 
o2 Kvent ti • n- :&v.nt; 
•tl - itorat.or; 
found - trua1 




o2 Bvent .. n- BventJ 
•ti • iterator; 
,.,. 
41 
reault!.n +- llat(tuple (t01111p0a1llat(ti) ,obja~lat_obj11_voraao) ) 1 
) 
I• ~instante ae<:JU.inte a "i~ *I 
iterator.j.+l 
*temp - iterator: 
wh.ile (J(veraao.t -> t oontains (temp)) Ui (iterator- fia)/ ( 
t• !:atado de OOIIIpOll.eiitea - •i• nao deve aer oaloullldo ""' nao eativer o 




~or (~ente in reaultin) { 
o2 'lellpKl'"""""'t tem .. new Templl:l......,t; 
t .. "' Bvent_to_TempB!-.t (OOIIIpOn&Ota.tempoa); /• Tranafor11111 liata de evento 
S .._ 'I'<Dpll~Dt (porque enqloba todoa 08 OD.IIOII) */ 








at_len.qth in alaaa 8potio'l'empObj110t /• Operador ST_Lmi'G'l'll •! 
o2 lbt (tuple (reao roal, t1 TU...)) rea11ltado; 
o2 liat (tuplo (o81 llat (Obj_Geoa.), t1 'llllmpl!:l-.:~t)) qeomatria; 
o2 Lino 1 • wov Lina ; 
o2 tuple (0111 liat (Obj Gec&), tr Tompl!ll-.ont) vorsao; 
o2 roa.l oompr; -
raaultado • liat() 1 
go<aotria- ... lt -> st_ap (t); /• Liste. objatoll 00111p0Jlellte8 e tempo anoaiado ., 




for (veraao in gacaetria) { 
OCIG!pr"" l.e.aqtb ((o2 liort (Line)) v.trBaa.oa)) 
resultado- llat (t~plo (reu oompr, t1 ""raao.t)); 
I* ao resultado • llat (),objeto nao -iate no tempo oapeoifioado •I 
roturn resultado) 
., ., ., ., ., 
liat {tuplo (J:OBI real, t• 'lÚ!o)) resultado; 
liat (tupl.o (aaa liat (Obj_Geam), tr T'ellrpl!:leii)"'Dt)) ~rJ.a; 
Polyqon pol .. n- Polyqon; 
tuplo (OBI Uat (Obj_Ceom), to ToapRl-.t) voraao; 
r...,l por1 
reault$do • liat(); 
90.-tria .. aeU -> at_ap (t)l /• Lista objetos oÓlllponentea e tempo aaaooiftd.o ., 
, 
if { {geo.etria 1- liat()) 6' ( (geo~tria(O].oa)[O]->type of ... pol->type_of 
)( -
) 
for (voraao in qeoDetri.a) { 
per • perimoter ( (o2 liat (Polygon)) versao.oa); 
resultado+- llat (tuple (reao per, ti veraao.t)); 
) 
return resultado; 
~thod body at_area in olaa8 SpotioTempObjeot /* Operador ST_.ARKA •/ 
( ., ., ., ., ., 
list (tuple (reon real, to 'l'ima)) resultado; 
liat (tuple (o., list (Obj_Ge<:o.), to TempBl-t)) ~ria; 
Polygon pol .. D- Polyqon; 
tuple (oao llat {Obj_Geoao.), t1 Templfl....,t) vorsao; 
real ar: 
resultado "' llat() 1 
90cmetria .. soU -> at_ap (t)l /*Lista objetos oomponentoa a tempo aaaooiado ., 





ar • area 
resultado 
in qeCJaMrtria) { 
( (o2 list (POlygon)) 
+- llat (tupl.e (roao 
ret11rn resultado; 
versao.oa); 
ar, to veraao.t)); 
1110thod body 11t_diajoint in olasa Spotio'l'empObjeot /• operador BT_DIS.JOINT •t 
( ., llat (tuple (rear boalaan, tr Tima)) resultado; 
o2 list (tuple (ou llat (Ob:l_Gooar.), to 'l'omlpZl-t)) ~1; 
o2 TiAs intoraeoaoJ 
o2 liat (Intorval) intarv•los; 
o2 Interve.l intervalo; 
o2 bool.ean diaj 1 
o:z lbt (Ob:LO.O.J gl,g2; 
o2 TeapBl.emant t9'0"111ll 
reaultlldo • liat ()o 
980'1'1 ,. sel.;f -> at_ap (t)l 
lf ( geoml '"" llat() J { 
-43 
tgeoml • t"9 ( qecml) ; t• Obtoa tv de 'J"CIIII.l •I 
li (ob~->typo_of- aell->typo of) { 
o2 1 at (tupla (QU llet (Ob]_Geam), to TempRl......nt)) qaom2; 
qecm..2 '" obj -> at ap (t}; 
i.f ( g001112 1- llato J { 
o2 TaapB~t tg&01112; 
tgeom.2 - tvq (9'0QII2)' 
intoraooao- tgecm.l-> t_intor (tgeom2); 
intorvaloa "' intorllOODO -> intervala; 
for (intervalo in intervaloa) { 
gl • qot temporal_verllion (gecm.l, i.ntorvalo); J•""' qual~· liDtn 1 






g:Z .. 910t temporal voraion (')'801112, intervalo); 
diaj • diajoint (ijl, g2); 
roault11.do- lht (tllple (reu dbj, t1 intervalo)); 
elae ( 
o2 tupl.e (oao liat (Obj_Geom), to TelllpBl.oiuoont) <JOOOI"_al; 
g2 • obj -> ap; 
for (qeom_el in geoml) { 
diaj .. diajoint (geom_el.oa, g2); 
reaultado....,. llat (tupla (reaodlaj, tlqeom_el.t)); 
} 
return raaul t.ado 1 
IIIO!lthod body at_o.,..rlap in olaaa 9patioTempObject /• Oparedor 9'l'_OVERLAP *I 
' o2 liat (tup1a (rear boolellll, to Timot)) reaul.tado; o2 liat (tuple (oao llat (Obj_Geom). to TempRt-Dt)) gecml; 
o2 Time interaeoao; 
o2 liat (:tnterval) intervalo•; 
ol Interval. intervalo 1 
ol boolem over; 
ol Uat (Obj_Geoa) gl,g2; 
ol ~l.em,ant tqeoml; 
reaultacio .. llat (); 
go!IOIIIl. .. aeli -> at_ap (t) 1 
il ( !JeOD.l I"" liat() ) { 
tgeoa1 .. tvg ( qeoml) 1 /* Obtoa tv de qeoml •I 
J.f (ob:l->type_o:f - ael:f->typa of) { 
o2 liat (tuple (oao llat (Obj_Geca.), to ToillpBl_,t)) geom2; 
geom2 - obj -> at_ap (t)J 
lf ( geoma I• llat() ) { 
o2 'l'eapiU.emomt tgeca2; 
tgi!Olll2 - tvg ( geom2 ) ; 
interaeoao .. tgecm.l -> t_inter (tg60lill); 
interve.loa • interMOIIO -> :intervala; 
for (intervalo in i.Dterva.l.oa) { 
gl • get temporal. voraion (geanl, intervalo); /• ve qual dae liataa i 





g:Z '" get_temporal_vonion (qecm2, intervalo); 
over • ove.rlap (gl, g2); 
r01aultado - llat {tuple (rau ovor, ti intervalo)); 
alao { 
o2 tuplo (oa1 U.at (Obj_Geom), to T.ç!l.emant) gean_al; 
g2 - obj -> ap; 
for {gecm._el iD gecml) { 
over • o"""~:lap (gac:c_al.oa, g:Z); 
ro•ultado- lbt (tuple (reaoovo.r, to~CIIII_el.t)h 
return reaultado; ,, 
-thod body at_diatenoe in olaaa BpatioT~bjeot /• Operador B'l'_DIS'lANCR *I 
' o2 liat (tuple (reao real, tr ~!ma)) reaultado; 
o2 liat (tuple (oar llat (Obj_GeCIIII). ta TempBl-t)) qeoml; 
o2 Time :interaeo&e; 
o2 liat (Interval) intervalos; 
o2 Interva.l i.Dterval.o; 
o2 real diat; 
o2 liat (Obj_Geoa) gl,q2; 
o2 ~empxLement tqeoml.; 
reaulte.do .. l.ht (); 
qeoml. • aeli -:> at_ap (t); 
if ( geoJill , .. llat() ) { 
tgeoal. .. tvg {qeoml.); J• Obtea tv de qeoml. •I 
li (ob~-:>type_of .... ael.:f-->type of) { 
o2 1 at (tuple (oa1 llat (Ob]_GeCIIII), ta TempRl-t)) qec:m2; 
qac,.2 .. obj -:> at_ap (t); 
lf ( qeom2 1 .. llat() ) { 
o2 TempRlemant tgeCIIII2 1 
tgeom2 .. tvg ( 'JIOCIIII2 ) ; 
i.nteraeooo .. tgBCIIIIl. -:> t_inter (tgeoa2); 
i.nterval.oa .. interMOao -:> int~ala· 
for (intervalo in intervalos) { 
gl. .. gat temporal. ~aion (qeoml, intervalo); /* v. qual daa llataa i 
nteraeote. o intervaTo */ -
} 
g2 ""qllot ;temporal. veraion (geaa2, intervalo); 
diat .. diatiiJlOe ('91, g2); 




.ol tuple (oa1 liat (Obj_Geom), tr Temp!lamant) geaa_el; 
g2 .. obj -> •PI 
for (geom_el in geom.l) { 
diat .. d.iat.anc>a (qoo~~L_al.oa, g2); 






-thod body at_i.naide i.D olaaa Bpet.io'l'empObjcoot /* Operador B'l_Itl •I 
{ 
o2 liet (tuple (real boolee.n, t1 Tiae)) reaultadoo 
o2 lbt (tuple (0111 liat (Obj_Geom), t1 Telllpl!.l.-.nt)) qeca.l; 
o2 'l'ime intaraaoao; 
o2 liat (Interval) interva:Loa; 
o2 Interval intervalo; 
ol boolean ina; 
o2 Poi.nt pt "' new Point; 
o2 Pol.yqc>ll pol. - ~~- Polygon; 
o2 liat (Obj_Geom.) gl,g2; 
o2 'r~l.amant t'JOO!Illl 
reaultado "' liat (); 
'JKIII.l "'aeU -> at_ap (t)J 
if ( (9'>CIIIl I• U.t()) u ( ((qeoml[O).oa)[O]->type_of- pt->typo_of) li ( (9 
ooml(O].oa)(O]->typo_of - pol->type_of) ) ) { 
tg8011ll • tvg (!J'"CIIIl) 1 /* Obtem tv de geao~l */ 
if {ob~->type_of - Mlf->typo of) { 
o2 1 at (tupl.e (<:1111 llet (Obj_Goc:a.), t1 'rellpEl-.nt)) geca2; 
goom2 • obj -> at_ap (t); 
Lf ( qeom2 I• liat()J { 
if ((gecql[O].oa)[O]->type_of- pol->type_o:f { 
o2 T.ÇSI.eaont tqeoa.2; 
tgeoa2 .. tvg ( geca2 ) J 
interaeaao • tgecml -> t inter {tq&OID2)1 
intervalo& • intera&QIIO :::,. intorv<~.la; 
for (intervalo in intervdoa) i 
ql • qet :t;o~~:~poo:al_vera!OD (geoml, intervalo); I* "' qual dae liata11 J. 
ntoraocta o intervalo •/ 
) 
!2 • qet_temporlll_verdon (qeom2, intervalo); na •inaicio (ql, q2)1 
resultado+- llat (tupla (reao ina, t1 intervalo)); 
) 
) 
alaa <ihplay( "OperatiOD. not impl.emanted.•j; 
ebo { 
g2 tuplo (oe1 liat (Obj Geom), to Templflemont) geom_el; 
!2 • obj -> ap; -
) 
f (q2 I• U.at ()) j 
if (q2[0]->type o - pol->type_gf) { 
f= (gaca ol rn qooal) l 
) 
in11 "'Tnaide ('JlKIIII e ,ga, q2): 
resultado+- llat (fuplo (re111ina, tlqeom_al..t)); 
) 
alaa j 






if (qooal I• llat ()) { 
diaplay( "Operation not imp~ted•); 
roturn reaultadc; 
raturn reaultado; 
-thod body at touoh in olaa11 Spat:ioTelllpObjaot I* Operador IIT_'JOUCH */ 
i -
o2 li11t (tuple (r.11o bool.ean, t1 'l'iJM)) re11ultado; 
o2 liet (tuple (oa1 llat (Ob:I_Geoa.), t1 'lelllpl!l8ÍIIant)) q.oa.l; 
o2 'l'~ :interaeaao; 
o2 li11t (Interval) i.ntarvaloa; 
<>2 Interval interv<~.lo; 
o2 booleaz:r. tou; 
o2 Polyqon ~1 • n- Polyqcm; 
o2 lillt (Obj_~) ql,<J2i 
o2 'l'emplfl...nt tgecml; 
raaul.tado • llat (); 
goa:u.l .. .... u -> llt_llp (t)J 
if ( (9&01111 i"' lillt()) i& ( (qeoml[O],ga)[O)->typa of- pol->typa of ) ) { 
tqoolll.l • tvq ( gecml) ; I* Obtea tv de 'JOKD.l •I - -
U (ob~->typa_of - ael.f->type of) { 
o2 1 at (tupl.e (o111 llat (Ob]"_Geaao), t1 'lempl!l:lement)} go01112; 
qeom2 • obj -> at_ap (t); 
i.f ( qeo.m2 I"" liat() ) { 
H ( (q&OJD2[0].oa)[O]->type_"of - pol->typa_of ) { 
o2 'l'comp:Bl.emant tgecq2; 
tqeom2 - tvq { geoaa2) i 
interiiOQII.O .. tgecml-> t_inter (tqeo>l2); 
intorvalg11 "" intera&Qao -> interval.a; 
for (i.ntorvo.lo in intervaloa) { 
ql "' get tempol:11.l veraion (gecml, .intervalo); I* ve qual daa llataa i 




q2 • get_temporll.l_veraion (gecc2, i.ntorvalo); 
tou • touoh (ql, g2); 
raaultado +- llat (tupla (real tou, to intervalo)); 
aba d.illplay( •aperation not i.mpl.emanted•) i 
elae { 
o2 tupla {0111 liat (Obj_Geom), to Templf~t) !JI'C'IILel; 
!2 - ob:l -> ap; f (92 I• li11t ()) { 
if (q2[0]->t.~_M - pol.->type_of) { 
for (geom_el in geoal.) { 
tou"' touoh (!I"'Clm ol..oa, q2); 
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1 
, ...................................................................... , 
prO<Jram body Con a 1 J.n applJ.oati.on Conaultu { 
o2 un.ique aet (Divisao_Agri.cola) resul.tadol 
o2 atring data: 
o2 atrinq =-1 
noa. • •o...,..•; 
data- '1/"1/1997~; 




diviaocoa aqrioolaa ooupadaa por plantaoooa do oana entoa da 
•aeleot d.iatinot d \ 
froa d in Diviaooa, \ 
o in d.hiatorioo_oultura \ 
11hore e.oultura • $1 and e.t-:>beqin->t_baforo (event($2)) 
di.aplay (roaulta.do); , , ...................................................................... , 
prO<)rlllD. body Cem a 1 a in applioatJ.on Conau1taa { 
o2 UD.iquo aet (Diviaao_Aqrioola) resultado; 
o2 atrinq data; 
o2 atrinq noao; 
noao • 'cana' I 
data- "1/12/1999'1 






•ae1oot diatiD.ot d \ 
f:rom d in Diviaooe, \ 
o in d.hiatorioo cultura \ 
wbero e.otZltura • $1 ãnd even.t($2)->t_be:fore(o.t-::-o..d.)', 
,...................................................................... , 




., ., ., ., ., ., 
.. t(tllplo(lat diviaoeu:U.t (DJ.viaao_Aqric:lola) ,t1Tilloe)) ql; 
aet(tuple(divlaaotD!vbao_Aqriool.CI.,produoaooreal,to'l'ima)) q2; 
aet(tll.plo(diviaaoiDiviaao_Aqriool.a,oult~UCaletrJ.zr.g,t•'l'imoo)) ql; 
Det(tuple(diviaaooDiviaao_Agrioola,tl'l'ime, oultura1atring, produoao1roal)) q 
atring ncma, datal, data21 




data2 • "01/12/151911"1 
I• ael.eaiona aa liataa doo clivillooa o tempo valldÓa no intervalo aapeoi:U.o.W.o •/ 
o2quecy(ql, "116leot tuplo (llt_di.vhooauo.llt_diviaooo, tso.t->t_inter(interval( 
u.~lJJJ \ 
from f in Faa-daa, \ 
do.ta2); 
o in f.hhtorioo d.ivilloea \ 
whoro f.ncaa • $1 and-e.t->t_overlapa(intorval($2,~3) )",nCDI!!I,dll.tal, 
o2query(q2, •aoleot tuple(diviaaood,produoaooo.produoao,too.t->t intar(l.t)) \ 
:fram 1 in n, \ -
d in 1.1at diviaocoa, \ 
o in d.hiaborioo_produoao \ 
whcore o.t-:>t_on.rle.pa (1.t)~,q1); 
o2query(ql,•ae1eot tUP.lo(diviaaotd,oul.turaoo.oultura,tlo.t->t_intar(l..t)) \ 
:frOlll. 1 in $1, \ 
d in l.lat_diviaooa, \ 
o in d.hiatorioo cultura \ 
wbare o.t-:>t_ovorlapa-(l..t)",ql.); 
o2query (q4, • aeleot tuple( di viaao1 o. divisao, t1o. t->t _inter (P• t) , oul turu o. oultur 
a, produoao 1p.produoao) \ 
from o in u,\ 
p in $2 \ 
wbaro a.t->t_ovarlapa (p.t) and o.d.ivi.aao • p.diviaao• ,q3,q2); 
diaplay (q4); 
" , .••............................••.••••••••••.................••....... , prO<)rlllD. body Con_a_3 in applioation ConauUaa { 
o2 .... t (tupl.e(lat diviaooalliat(Diviaao_Aqrioo1a), t1'l'imo)) ql; 
o2 aet (tupl.e(diviaaot Diviaao_Aqrioola,oulturaoatring,to'l'imõ)) q2: 
o2 atrinq nome, data1, data2; 
di11play ('O que foi cultivado na :fazenda A entro 01/01/111117 e 01/01/111116?"); 
ncmo • 'A'; 
datal • *01/01/1!il97'; 
data2 • *01/01/111118'; 
I• Ml.oaiona D.ll liata• de divillooa e tempo validos no intervo.1o oapeo!..fioo.do */ 
o2quory(q1,'aeleat t~p1e (lat_diviaooale.lo.t_diviaooa, tso.t->t_intar(interva1( 
$2,$3))) \ 
from f in J'ocendo.a, \ 
a in f.hio.to:doo_diviaooll \ 
.; 
~ / 
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dbplay (ql); 
Wera f.noma .. $1)" 1 D01110l); 
o2quory (q2, "el.em!mt(aelec;~t a \ 
fro& a in Batrad.aa \ 
whare e.ncmoo'" ~l)",ncms2); 
,..,. 
5 
o2query {reault11do, "diatanoe(U->loa{event(~3) ), $2->loa(...vent($3)) )",ql,q2,d 
ata); 
dbpt.y {q2); 
di11pt.y (re11ultado); ,, 
!•·····································································! 
pre><jriUII body Con_b_3 in applioation Conaultaa { 
o2 uniquo aet (P11zonde.) roaul.tadoi 
o2 11tring tipo; 
diaplay( "Sol...,iollO aa fazeD.daa que contem po11tea de luz•); 
tip:> .. *luz • i 
o2query (re11ultado, 
diapl.lly (reaultlldo); 
) ' I* Opoao; 
ael.eot. f 
fr0111 f in Pezenda.B, 
p in Poataa 
•aaloot diatinat f \ 
froa f in Faaenda .. , \ 
p in Poatea \ 
wbare p.tipo • $1 anel inaide (p->ap, f->ap)",tip:>)l 
toboro .,.;iata p in Poatoa• p.tipo • "luz• and inaida (p->ap, f->ap) */ , ...................................................................... , 
pro':JI:Illll bcxly Con_b_4 ia appU.aation ConauUaa { 
o2 aet (Pannda) reaultoukiJ 
o2 atrinq data; 
diaplay("Qullia far;enclaa IIIJliatiem- 07/09/1991"); 
data • "07109/1!1117"; 
o2query {r ... ultado, •aal.ect f \ 
di11pley (re•ultado)i ,, 
fi'ODI f in Paa.,daa \ 
when f->tv->t_ovo:l'lapa (-ent($1))", dDta); 
/**********************************************************************/ 
proqriUil body Con_o_l in applioation Co11..11ultaa { 
o2 atrinq D.allei datal, clata2; 
o2 ""t (liat (tuplo(ou Llat(Obj_Geca.),tl'lelllpl!il.....,t))) ql; 
di11play ("Qual a evoluoao do e11paao ooupado pela fasonda A entre 1/5/l!HI7 e 1/3 
/19!182")J 
D.alle- ·.r..•; 
datal • "1/5/1997"; 
data2 • "1/3/lii!IB*l 
o2query(ql,"ael.eot f->at ap {intol;val($2,$3))\ 
from f in l'aiMldlll \ 
whera f.ncae .. $1",D.OIIIIO,datal,data2); 
di.aplay{ql); ,, , ...................................................................... , 
prog>:IUII body COD_o_2 in applioation Conaultae 
i 
o2 aet(tuple(ta ... nduPII..,nda, D.>:OIII lillt(tuplo(>:e••real,tl'l'ime)))) ql) 
o2 11trinq datal, datD.21 
. ... 
6 
diapllly("Qual a &roa oaupada por faaendaa ont"" 1)1/01/97 e Ol/Ol{gB2"); 
d.atal '" "01/01/97•; 





tuplo(faa""'da• f, areaa f->at_a.roa(inteorval($1,$2)))\ 
in J!'azandaa",datlll,de.ta2); 
, .............•..•.••••.............••••••••••••••.............•.••••.. , 
pre><jram l:x>dy Con_a_3 in appliaation Conaulto.a 
i 
o2 F acenda ql; 
o2 Bpa.tio.lObjoot q2; 
o2 Liat(tuple(rea:boolean,t:Time)) ql; 
o2 'r~Jecoont qt; 
o2 atr 9 D.Qmllll • "A"; 
diaplay("Quando a faaonda A e11teve inaluide. no rotanogula del..l.m1tado polea ooord 
enad11a 1,1,15,t0,"); 
o2query{ql,"elemant(aelect f\ 
froa f in Pa.zenda11 \ 
dillpl•y (ql);-
whero f.ncme • $1)" 1D.Qmllll)i 
02query(q2, •to_obj (U.at(tuple(:u 1.0, y1l.O) 1tuple(:u 15.0,y>1. O) ,tuple {X >15. o, y• 
tO.O),tuple(xll.O,y:tO.O)))"); 
diaplay (q2); 




}! ••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••• , 
proqriUII body Con a 3 a i.n applioation Con11ulto.• 
{ ---
o2 l!'a1<oonda ql; 
02 Sp•tialObjeot q2; 
02 lillt(tuplo{roa:boolean,tl'l'ime)) q3; 
02 'I'ompBlemant qt; 
o2 atri.nq D.<DIII • •.r..•; 
d.i-11play{ "Quando 11 fasonda A eateve inoluida no rotanqulo delimitado pelaa aoord 
enodaa 1,3,24,~02"); 
02query(ql, •ou.-nt(aeleot f \ 
from f in Paaondaa \ 
dillpby (ql); 
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