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Relevance​. Procedural content creation is a process of creating media          
resources using computer algorithms. Creating and visualizing virtual        
landscapes is an urgent task in various areas, such as developing training and             
simulation environments, video games, creating materials for movies and         
animations, as well as environments for modeling various natural processes.          
Given the increasing popularity of virtual reality devices, the theme is becoming            
even more relevant. This leads to the need to develop new fast and effective              
methods for generating landscapes. Most of the modern generation algorithms          
create landscapes that require further manual review by designers or require           
automatic completion of complex algorithms for erosion, climate and weather          
patterns. This approach is well suited for applications where you need to create a              
single rather small area or when the landscapes are manually configured but not             
suitable for generating large areas of the terrain in a fully automatic mode. 
The object of research in this thesis is the process of procedural            
generation of landscapes. 
The subject of the study is the methods and means of procedural            
generation of landscapes. 
The purpose of the study is to analyze the existing methods and means             
of procedural generation of landscapes, their properties, features, and the          
subsequent creation of their own method. 
Research methods​. Methods of computer modeling, statistical and        
empirical methods are used in this work. 
The scientific novelty​ of the work is as follows: 
1. An improved method for the procedural generation of landscapes is           
developed, which, unlike existing methods, uses geodetic maps as a source of            
information about the landscape, which allows us to obtain visually the best            
results of graphical modeling. 
 
2. The procedure of adding small details of the landscape is proposed,            
which allows to increase the level of realism of graphic modeling in comparison             
with existing methods of landscape generation. 
The practical value of the work lies in the possibility of using the results              
obtained for the effective use of geodetic maps for the procedural generation of             
landscapes. 
Test work​. The main provisions and results of work were reported and            
discussed at the Xth International Conference of Masters and Postgraduates          
"Applied Mathematics and Computer", PMK-2018. 
Structure and scope of work​. The master's dissertation consists of an           
introduction, five sections, conclusions and appendices. 
The introduction provides a general description of the work, an          
assessment of the current state of the problem is made, the relevance of the              
research direction is substantiated, information about testing the results is given. 
The first chapter deals with the main provisions for the procedural           
generation of multimedia materials, analysis of existing methods, methods and          
algorithms related to the generation of landscapes. 
The second section describes an improved method for the procedural          
generation of landscapes, in particular, the procedure for adding small details of            
the landscape. 
The third section describes the software architecture, defines the final          
algorithm of work, describes the format of the input data, which will be             
implemented by the implemented system. 
The fourth section contains the results of the software work and           
comparisons with existing tools. 
The fifth section presents the construction of a business model that           
justifies the feasibility of the software and predicts its potential profitability in            
the future. 
The results of work are analyzed in the conclusions. 
 
The attachments contain a copy of the presentation. 
The work is performed on 82 sheets, contains a link to the list of used               
sources. 
Keywords​: procedural generation, computer graphics, image processing,       













Актуальність. ​Процедурне створення контенту - це процес       
створення медіа ресурсів за допомогою комп'ютерних алгоритмів.       
Створення та візуалізація віртуальних пейзажів є актуальним завданням у         
різних сферах, таких як розроблення навчальних та моделюючих        
середовищ, відеоігор, створення матеріалів для фільмів та анімації, а також          
середовища для моделювання різних природних процесів. З огляду на         
зростаючу популярність пристроїв віртуальної реальності, тема стає ще        
актуальнішою. Це призводить до необхідності розробки нових, швидких і         
ефективних методів генерації ландшафтів. Більшість алгоритмів сучасного       
покоління створюють ландшафти, які потребують подальшого ручного       
перегляду дизайнерами або потребують автоматичного завершення      
складними алгоритмами ерозії, накладання кліматичних та погодних       
особливостей. Такий підхід добре підходить для програм, де потрібно         
створити єдину досить невелику площу або коли ландшафти        
налаштовуються вручну, але не підходять для генерації великих територій         
місцевості в повністю автоматичному режимі. 
Об’єктом дослідження​ є процес процедурної генерації ландшафтів. 
Предметом дослідження є способи та засоби процедурної генерації        
ландшафтів. 
Метою дослідження є аналіз існуючих способів та засобів        
процедурної генерації ландшафтів та розроблення вдосконаленого      
способу процедурної генерації ландшафтів. 
Методи дослідження. В роботі використовуються методи      
комп’ютерного моделювання, статистичні та емпіричні методи. 
Наукова новизна​ роботи полягає в наступному: 
1. Розроблено вдосконалений спосіб процедурної генерації     
ландшафтів, який на відміну від існуючих способів використовує        
 
геодезичні карти як джерело інформації про ландшафт, що дозволяє         
отримувати візуально кращі результати графічного моделювання. 
2. Запропоновано процедуру додавання дрібних деталей     
ландшафту, що дозволяє підвищити рівень реалістичності графічного       
моделювання порівняно з існуючими способами генерації      
ландшафтів. 
Практична цінність роботи полягає у можливості застосування       
отриманих результатів для ефективного використання геодезичних карт       
для процедурної генерації ландшафтів. 
Апробація роботи. Основні положення і результати роботи       
доповідалися та обговорювалися на Х науковій конференції магістрантів та         
аспірантів «Прикладна математика та комп’ютинг» ПМК-2018. 
Структура та обсяг роботи. Магістерська дисертація складається з        
вступу, п’яти розділів, висновків та додатків.  
У вступі надано загальну характеристику роботи, виконано оцінку        
сучасного стану проблеми, обґрунтовано актуальність напрямку      
досліджень, наведено відомості про апробацію результатів.  
У першому розділі розглянуто основні положення щодо процедурної        
генерації мультимедійних матеріалів, зроблено короткий огляд існуючих       
методів генерації ландшафтів, аналіз існуючих методів, способів та        
алгоритмів які стосуються генерації ландшафтів.   
У другому розділі запропоновано удосконалений спосіб процедурної       
генерації ландшафтів, зокрема, процедуру додавання дрібних деталей       
ландшафту.  
У третьому розділі описано архітектуру програмного забезпечення,       
визначено кінцевий алгоритм роботи, описано формат вхідних даних, з         
якими буде працювати реалізована система. 
У четвертому розділі містяться результати роботи програмного       
засобу та проведено порівняння з існуючими засобами. 
 
У п’ятому розділі наведена побудова бізнес-моделі, що обґрунтовує        
доцільність реалізованого програмного забезпечення та ​прогнозує ​його       
потенційну прибутковість у майбутньому. 
У висновках проаналізовано отримані результати роботи.  
У додатках наведена копія презентації. 
Робота виконана на 82 аркушах, містить посилання на список         
використаних літературних джерел. 
Ключові слова: процедурна генерація, комп’ютерна графіка,      





Актуальность​. Процедурное создание контента - это процесс       
создания медиа ресурсов с помощью компьютерных алгоритмов. Создание        
и визуализация виртуальных пейзажей является актуальной задачей в        
различных сферах, таких как разработка учебных и моделирующих сред,         
видеоигр, создание материалов для фильмов и анимации, а также среды          
для моделирования различных природных процессов. Учитывая растущую       
популярность устройств виртуальной реальности, тема становится еще       
актуальнее. Это приводит к необходимости разработки новых, быстрых и         
эффективных методов генерации ландшафтов. Большинство алгоритмов      
современного поколения создают ландшафты, которые требуют      
дальнейшего ручного просмотра дизайнерами или требуют      
автоматического завершения сложными алгоритмами эрозии, наложения      
климатических и погодных особенностей. Такой подход хорошо подходит        
для программ, где нужно создать единую достаточно небольшую площадь         
или когда ландшафты настраиваются вручную, но не подходят для         
генерации больших территорий местности в полностью автоматическом       
режиме. 
Объектом исследования в данной работе является процесс       
процедурной генерации ландшафтов. 
Предметом исследования являются способы и средства      
процедурной генерации ландшафтов. 
Целью исследования является анализ существующих способов и       
средств процедурной генерации ландшафтов, их свойств, особенностей с        
последующим созданием собственного образа. 
Методы исследования. В работе используются методы      
компьютерного моделирования, статистические и эмпирические методы. 
Научная новизна​ работы заключается в следующем: 
 
1. Разработан усовершенствованный способ процедурной генерации      
ландшафтов, который в отличие от существующих способов использует        
геодезические карты как источник информации о ландшафте,       
позволяющий получать визуально лучшие результаты графического      
моделирования. 
2. Предложена процедура добавления мелких деталей ландшафта,       
позволяет повысить уровень реалистичности графического моделирования      
по сравнению с существующими способами генерации ландшафтов. 
Практическая ценность работы состоит в возможности применения       
полученных результатов для эффективного использования геодезических      
карт для процедурной генерации ландшафтов. 
Апробация работы​. Основные положения и результаты работы       
докладывались и обсуждались на Х научной конференции магистрантов и         
аспирантов «Прикладная математика и компьютинг» ПМК-2018. 
Структура и объем работы​. Магистерская диссертация состоит из        
введения, пяти глав, заключения и приложений. 
Во введении дана характеристика работы, выполнена оценка       
современного состояния проблемы, обоснована актуальность направления      
исследований, приведены сведения об апробации результатов. 
В первом разделе рассмотрены основные положения по процедурной        
генерации мультимедийных материалов, анализ существующих методов,      
способов и алгоритмов касающихся генерации ландшафтов. 
Во второй главе описан усовершенствованный способ процедурной       
генерации ландшафтов, в частности, процедуру добавления мелких       
деталей ландшафта. 
В третьем разделе описана архитектура программного обеспечения,       
определен конечный алгоритм работы, описан формат входных данных, с         
которыми будет работать реализована система. 
 
Четвертый раздел содержит результаты работы программного      
средства и проведено сравнение с существующими средствами. 
В пятом разделе приведено построение бизнес-модели, обоснована       
целесообразность реализованного программного обеспечения, дан прогноз      
его потенциальной прибыльности в будущем. 
В выводах проанализированы полученные результаты работы. 
В приложениях приведена копия презентации. 
Работа выполнена на 82 листах, содержит ссылки на список         
использованных литературных источников. 
Ключевые слова​: процедурная генерация, компьютерная графика,      
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 ​ ​ВСТУП 
 
Процедурне створення контенту – це процес створення медіа        
ресурсів за допомогою комп’ютерних алгоритмів. Процедурна генерація       
контенту дозволяє вирішувати такі задачі: 
- Зменшення об'єму даних, що мають зберігатися на локальному        
сховищі; 
- Підвищення рівня автоматизації процесу створення медіа контенту –        
інструменти процедурного створення дозволяють створювати великі      
обсяги контенту; 
Крім того, процедурна генерація контенту сприяє підвищенню       
креативності при розробленні медіа контенту, оскільки вилучає з людської         
діяльності рутинні операції.  
Генерація процедурного вмісту (PCG) розкриває зміст створення       
контенту в алгоритмічний спосіб, що надає можливість максимально        
скоротити час розроблення, зменшити витрати і, можливо, надихнути        
художників на створення нових типів вмісту. Процедурна генерація        
ландшафту (PTG) є підрозділом PCG, що, особливо стосується створення         
візуальних образів територій. 
В результаті дослідження, проведеного в рамках виконання даної        
магістерської дисертації, проведено аналіз підходів до процедурної       
генерації ландшафтів, розроблено удосконалений спосіб процедурної      
генерації ландшафтів, виконано його програмну реалізацію та проведено        
аналіз ефективності запропонованого способу. 
 
 
Р​ОЗДІЛ 1. ​АНАЛІЗ ПІДХОДІВ ДО ПРОЦЕДУРНОЇ 
ГЕНЕРАЦІЇ ЛАНДШАФТІВ 
 
1.1 ​Задача ​процедурної генерації ландшафтів 
Створення та візуалізація віртуальних пейзажів є актуальним       
завданням у різних сферах, таких, як розроблення навчальних та         
моделюючих середовищ, відеоігор, створення матеріалів для фільмів та        
анімації, а також середовища для моделювання різних природних процесів.         
З огляду на зростаючу популярність пристроїв віртуальної реальності, тема         
стає ще актуальнішою. Це призводить до необхідності розробки нових         
швидких і ефективних методів генерації ландшафтів. Більшість алгоритмів        
сучасного покоління створюють ландшафти, які потребують подальшого       
ручного перегляду дизайнерами або потребують автоматичного      
завершення складними алгоритмами ерозії, клімату та погодних штамів.        
Такий підхід добре підходить для програм, де потрібно створити єдину          
досить невелику площу або коли ландшафти налаштовуються вручну, але         
не підходять для генерації великих територій місцевості в повністю         
автоматичному режимі. 
Генерація процедурного вмісту має мати три важливі особливості.        
По-перше, вона повинна бути швидкою, а це означає, що вона повинна           
використовувати лише частку обчислювальної потужності комп'ютерних      
систем з поточним поколінням. По-друге, вона повинна бути, як         
випадковою, так і структурованою таким чином, щоб створювати        
різноманітний і реалістичний вміст. По-третє, вона повинна бути        
керованою і інтуїтивною [1]. 
Пейзаж слугує двом важливим цілям у візуалізації сцени. По-перше,         
він є основним, окремим будівельним блоком на якому розміщуємо всі          
інші об’єкти на сцені. Розміщення всіх інших об’єктів на ньому також           
 
допомагає нам швидше розпізнавати напрям «вгору» та орієнтацію у         
віртуальному просторі. По-друге, пейзажі також використовуються для       
значного збільшення загального реалізму всієї сцени. Якщо наведені        
віртуальні об’єкти розміщені на поверхні ландшафту, то загальне відчуття         
сцени стане набагато достовірнішим та реалістичним. Саме тому поверхня         
повинна містити деталі, які не можуть бути повністю відтворені лише          
застосовуючи прості текстури. Використання ландшафту, додає відсутні       
деталі на сцену та значно підвищує загальний реалізм [2]. 
 
1.2 Джерела даних про ландшафти 
Перш, ніж розпочати рендеринг ландшафту, обов’язково необхідно       
мати дані про цей ландшафт. Так, як ландшафт представлений у          
комп’ютері так само, як будь-який інший об’єкт, його цифрові дані можна           
отримати за допомогою одного з трьох методів — шляхом сканування,          
моделювання або створення об’єкта​. 
Сканування місцевості: 
- При скануванні реальних об’єктів, камера або аналогічний пристрій         
використовується для сканування поверхні об’єкта. В особливих випадках        
внутрішня частина об’єкта також сканується, якщо це можливо (і         
потрібно). Те ж саме стосується і ландшафту — єдиною відмінністю є           
розмір камери. Земля регулярно буває сфотографована з аерографів та         
супутників, в результаті чого фотографії з високою роздільною здатністю         
поверхні Землі є загальнодоступними. Однією з переваг цього підходу є те,           
що створювана ним місцевість виглядає більш реалістичною, ніж        
місцевість, створена будь-яким іншим методом — при спробі наслідувати         
природу найпростішим рішенням є копіювання вже існуючого ландшафту. 
Моделювання ландшафту: 
- Інший варіант отримання достовірних даних про місцевість — це          
моделювання всього бажаного рельєфу у відповідному програмному       
 
забезпеченні 3D-моделювання (наприклад, Blender, Cinema 4D, Maya або        
3DS Max). Таким чином, користувач повністю контролює кінцевий вигляд         
місцевості, що є перевагою, якщо користувач створює навмисно        
артистичний світ. В іншому випадку, це є недоліком, тому що          
моделювання реальної місцевості, як правило, є дуже  складним завданням. 
Генерація місцевості: 
- Цей підхід полягає у створенні алгоритму, який генерує дані про певну            
поверхню рельєфу. Формування місцевості є найбільш корисним в        
ситуаціях, коли велику роль грає розмір доступної пам’яті для збереження          
ландшафту. Алгоритм може генерувати теоретично нескінченний      
ландшафт місцевості в реальному часі практично не використовуючи диск         
(єдиний виняток є диск підкачки). З іншого боку, все залежить від           
обраного алгоритму, його налаштувань і складності — деякі алгоритми         
дуже швидко випускають свої результати, але їх результати не надто          
реалістичні, а інші працюють довго та видають дуже реалістичні         
результати. 
Комбінація попередніх підходів: 
- Комбінація підходу отримання даних про ландшафт, а потім заповнення          
його деталями. Зазвичай це, з одного боку, ручна підгонка ландшафту, а           
потім — використання певного ітеративного алгоритму для додавання        




1.3 Приклади використання процедурної генерації ландшафтів 
Розглянемо деякі приклади застосування процедурної генерації      
ландшафтів. 
1. Тренажери для підготовки військовослужбовців. Процедурна     
генерація використовується для генерації тренажерів що      
 
дозволяють динамічно візуалізувати необхідні ландшафти. Вони      
використовуються для симуляції наземних операцій, польотів      
авіації тощо. 
2. ПЗ для створення ландшафтів для програм навігації. Постійне        
збільшення продуктивності персональних комп’ютерів зробило     
можливим використання віртуальних додатків, подібних до NASA       
World Wind6 та Google Earth 7. Оскільки одним із ключових          
завдань, що вирішується за допомогою таких програм є навігація,         
багато їх функцій поступово впроваджуються в навігації GPS.        
Так, однією з основних функцій, які вже впроваджуються в         
останніх поколіннях пристроїв, є навігація у тривимірній       
місцевості, яка замінює 2D-карти. Це покращує орієнтацію у        
просторі та підвищує чіткість навігації для більшості людей. 
3. Кіно та телебачення, відеоігри. На сьогодні при створенні        
кінематографічних творів широко використовуються програмні     
засоби для генерації ландшафтів. Прикладами такого ПЗ є World         
Machine1, VistaPro2, Bryce3, Vue4 та Terragen5. Зокрема,       
програмні пакети Vue і Terragen використовувалися таких       
фільмах, як Time Machine, Day after tommorow та багатьох інших. 
Отже, віртуальні пейзажі у сучасному інформаційному світі       
використовуються у великій кількості медіа-продуктів: у тренажерах та        
інших програмних застосунках, що потребують реалістичної візуалізації, у        
фільмах та відеоіграх, в анімації, у новинах на телебаченні та в           
Інтернет-застосунках. 
 
1.4 Внутрішнє представлення ландшафту 
Зберігання формалізованої інформації про згенерований ландшафт      
може надати декілька наступних переваг: 
- швидка передача даних, що забезпечує швидкий доступ; 
 
- найнижчі накладні витрати на пам’ять; 
- проста модифікація існуючих даних. Існує багато можливих       
способів зберігання інформації про ландшафти на диску та / або в           
ОЗП  
1.Полігонна сітка 
Оскільки поверхня рельєфу складається з вершин і граней, стає         
можливо зберігати її у вигляді звичайної багатокутної сітки. Головною         
перевагою цього підходу є його універсальність — кожен згенерований         
ландшафт можна представити і зберегти у вигляді загальної багатокутної         
сітки. З іншого боку, його універсальність також є одним із недоліків.           
Полігонні сітки, як правило, дуже добре підходять до статичних         
поверхонь, але дуже непрактичні для динамічно змінюваної місцевості. Ще         
один недолік полягає у тому, що велика частина алгоритму в значній мірі            
залежить від використовуваного формату та експортера. Також ще однією         
проблемою є те, що для ситуацій коли необхідно оглянути частину мешу,           
ми все одно повинні завантажити його повністю, що негативно впливатиме          
на об’єм оперативної пам’яті [3]. 
2. Триангульована нерегулярна сітка. 
Концепція триангульованої нерегулярної сітки (Triangulated irregular      
network – TIN), є досить простою, оскільки це всього лиш спрощена           
полігональна сітка. Формально це сукупність сусідніх непересічних       
трикутників, вершини яких розташовані адаптивно над моделлю вершин.        
Це лежить в основі головної переваги TIN, яка полягає в змінній величині            
вершин, які будуть використовуватися для зберігання даних про        
місцевість. Коли справа доходить до гір, кількість вершин збільшується, а          
TIN може зберігати будь-яку необхідну деталь, тоді мережеві трикутники         
будуть дуже малими. Однак, дуже багато вершин оптимізуються, коли         
мова йде про більш плоскі поверхні, і один трикутник може представляти           
досить велику площу землі. Основною проблемою, пов’язаною з TIN, є          
 
процес їх створення. TIN можуть бути або вручну змодельовані (що може           
бути незручним) або отримані в результаті процесу триангуляції існуючої         
сітки. Початкова модель введення завантажується (або генерується),       
кількість вершин оптимізується відповідним алгоритмом, якщо це       
необхідно, і триангулююється [4]. 
3. Звичайні карти та поля висот. 
У роботі з великою кількістю даних про місцевість зручно         
максимально їх спростити. Звичайна карта висот це двовимірний        
прямокутний масив параметрів висоти, індекси яких є точками сітки         
(значення осей X і Z), а значення є значенням висоти (значення на вісь Y) в               
цій точці.  
Серед основних переваг регулярних висотних площ є: 
1. Простота використання – дуже легко змінити геометрію місцевості,         
незалежно чи на місцевому,  чи глобальному рівні; 
2. Менше споживання пам’яті: все що потрібно зберегти – це фактичні           
значення висоти та відстань між двома точками на осі. Після цього всі            
координати X- та Z-вершин можна безперешкодно обчислити під час         
виконання програми. 
На жаль, звичайні карти висот не можуть відобразити печери та          
завитки, які послідовно генеруються – кожна точка показує лиш одне          
значення висоти [5]. 
Звичайні поля висот, дуже схожі на карти висот. Поля висот - це            
двовимірне растрове зображення, кожний піксель якого являє собою        
індивідуальне значення висоти в точці сітки. Вищі значення кольору         
зазвичай представляють більшу висоту, і навпаки. 
Одна з двох проблем, що виникає, полягає в обмеженості діапазону          
значень пікселів на зображенні. Зображення чорно-білого кольору, яке        
використовує 8 біт на піксель, може мати не більше 256 різних значень.            
 
Для більшості випадків це незручно, оскільки це спричиняє нереалістичні,         
помітні переходи між окремими рівнями висоти. 
Іншою проблемою є нездатність зберігати будь-які додаткові дані на         
зображенні, особливо реальну відстань між двома сусідніми пікселями. 
Незважаючи на ці недоліки, звичайні поля і карти висот є          
надзвичайно поширеними. 
 4. Потокова сітка 
Якщо є необхідність відтворити великі ландшафти, то може бути, що          
багатокутна сітка буде занадто великою для збереження в пам’яті         
повністю. Одне з можливих рішень полягає в тому, щоб розділити сітку на            
кластери і завантажувати лише необхідні кластери в оперативну пам’ять.         
Інший варіант полягає в тому, щоб використовувати потокову сітку, яка є           
«логічною послідовністю індексованих вершин та трикутників з       
інформацією, коли вони є необхідними і коли необхідність в них відпадає».           
Іншими словами, це сітка де сусідні вершини та трикутники, логічно          
організовані та погруповані ближче один до одного, що б надати змогу не            
зберігати весь меш в пам’яті. Завдяки реорганізації сітки, можна динамічно          
завантажувати та вивантажувати потрібні частини моделі під час        
виконання без необхідності завантаження всього файлу [6].  
Технологія потокової сітки використовується у багатьох сучасних       
додатках, які вимагають візуалізації великих, детальних світів, наприклад,        
Google Планета Земля або більшість відеоігор, з відкритим світом. 
5. Вокселі 
Воксель це аналог пікселя в дискретному тривимірному просторі. Це         
найменший елемент, який забарвлений одним кольором. Формою вокселя        
зазвичай є куб. Використання вокселів для об’ємного зображення дозволяє         
нам обчислювати не тільки поверхню рельєфу, але і підземелля. Вони є,           
особливо, корисними та пізнавальними у наукових програмах та        
дослідженнях, де потрібно моделювати фізичні закони. Також варто        
 
зауважити, що вокселі є надзвичайно вимогливими до швидкої дії         
комп’ютера в порівнянні з сітками, як з точки зору обсягу пам’яті, так і             
швидкості обробки — що є ще однією причиною, чому вони зазвичай не            
використовуються. Проте, все більше і більше розробників       
експериментують з вокселями, і вони знаходять своє використання в         
кількох додатках за останні кілька років (особливо широко у галузі          
відеоігор) [7]. 
 
1.5 Текстурування згенерованого ландшафту 
Іншим фактором, який значно сприяє реалістичності поверхні       
місцевості є застосування текстури поверхні, що може бути зроблено         
двома різними способами [8]: 
● у випадку моделювання існуючого ландшафту є можливість       
використати зображення супутника цього ландшафту; 
● в іншому випадку, можливо звести відповідність текстури до        
місцевості. Крім того, можливо використовувати кілька різних       
текстур, щоб диференціювати їх серед біотопів і змішувати їх на          
кордонах. 
1.6  Навколишнє середовище 
Одночасно, з рендерингом ландшафту, є і інші елементи, що         
допомагають покращити остаточний вигляд сцени [9]: 
● Skybox та хмари — якщо додаємо фон та завернемо сцену в           
skybox, максимально посилюється реалістичне відчуття сцени в       
цілому. Більше того, як правило, це додасть відчуття висоти та          
розміру ландшафту. 
● Освітлення — правильне налаштування освітлення дуже      
важливе у тому випадку, якщо необхідно досягти природного        
почуття сцени. Крім того, якщо ландшафт відкидає тіні на себе та на            
інші об’єкти то просторове сприйняття значно покращується. 
 
● Поверхня води. Також можемо встановити певну висоту, як        
рівень моря та зробити витіювату місцевість з озерами або океаном з           




1.7. Поширені алгоритми 
Мета наступного підрозділу полягає в наведенні та поясненні        
основних принципів роботи поширених алгоритмів, які використовуються       
в галузі генерації рельєфу. 
Розглянемо Броунівську поверхню.  
Броунівська поверхня — це двовимірна поверхня, заснована на        
фрактальній теорії, розробленій Бенотом Б. Мандельбротом (1975р.). Це        
розширення поняття одновимірного броунівського руху до двох вимірів. 
Нехай X — точка, яка рухається у горизонтальної осі з постійною           
швидкістю. Ця точка вертикально відхилюється випадковими імпульсами,       
що є нормально розподіленими з однаковими інтервалами. Одномірний        
броунівський рух (далі позначений як Bm) є сукупною функцією цих          
випадкових імпульсів W (t) з нормальним розподілом N (0,1). 
Двомірне поле Bm, яке іноді називається фракційною поверхнею        
Брюнґі, є однорідним розширенням БМ-контуру без одного розміру. 
 
Реальна поверхня Землі найбільш точно нагадує fBm, створений при         
D = 2.3, оскільки середній фрактальний розмір поверхні Землі дорівнює          
приблизно 2.3. Проте, навіть, поверхні, створені за допомогою D, трохи          
менше або більше, ніж 2.3, можуть бути досить знайомі. Це відбувається           
тому, що фрактальний вимір є нерівним в реальному світі, і його величина            
відрізняється залежно від того, де ми робимо замір. Для Землі коефіцієнт D            
лежить в інтервалі 2,1–2,5 [10]. 
 
Розглянемо алгоритм переміщення середнього положення.  
Алгоритм переміщення середньої позиції (також відомий як       
алмазний квадрат) — це алгоритм генерації рельєфу, введений в 1982 році           
Фурньєром, Фусселем та Карпентерім, основною ціллю якого є більш         
глибоке та тонке налаштування броунівського руху . 
Одномірна варіація алгоритму: 
1. Встановити кутові значення f1 і f2 на значення згенеровані звичайним           
розподілом. 
2. Обчислити значення висоти центральної точки 
,f min = 2
f +f1 2  
де - висота центральної точки, ​f1 і f2— дискретний інтервал f min           
з регулярно розташованими точками 
(1) 
3. Повторно повторювати кроки 2.-3 по всьому інтервалу, поки вони          
містять більше однієї точки. 
Дана версія алгоритму обмежена певною кількістю точок, а отже, і           
ступенем деталізації. Тим не менш, його можна реалізувати таким чином,          
що додаткові ітерації додатково обчислюються при збільшенні на кривій         
[11]. 
Розглянемо Метод випадкових помилок, який є одним із        
найпростіших методів генерації рельєфу. Цей метод спрямований на        
моделювання сил природи, таких, як розділення тектонічних плит та ерозії          
берегової лінії. 
Основний принцип полягає у тому, що в основі алгоритму лежить          
випадкове «псування» полігональної сітки, яка інтерпретується, як карта        
висот. 
Це ітераційний метод, який починається з дискретної двовимірної        
прямокутної сітки Ω та значення помилки δ. 
 
У першій частині, всі значення з встановлюються з первинною         
висотою разом із значенням похибки δ, яка встановлена ​для початкового          
значення. Після цього повторюються наступні кроки n ​∈​N разів: 
1. Дві точки A та B, де A≠B і які обидві лежать в сітці Ω, обрані                
псевдовипадково. 
2. Точки A та B чітко визначають лінію l, яка містить обидві точки. 
3. Значення висоти всіх точок в сітці Ω, що лежать на одній стороні             
від прямою змінюються на + δ. Значення висот в інших точках змінюється            
на -δ. 
4. Зменшити значення помилки δ за заданою формулою, але таким          
чином, щоб він залишався більшим за 0. 
Алгоритм закінчує свою роботу після певного, наперед визначеного,        
числа ітерацій. Звичайно, він також може бути реалізований таким чином,          
щоб обчислювати наступні ітерації, поки результат візуально не буде         




 РОЗДІЛ 2. ВДОСКОНАЛЕНИЙ СПОСІБ ПРОЦЕДУРНОЇ  
ГЕНЕРАЦІЇ ЛАНДШАФТІВ 
 
У даному розділі описується система генерації інформації про        
ландшафти, що була розроблена в ході цієї магістерської дисертації. 
Для генерації ландшафту обов’язково необхідні дані про ландшафт.        
Їх можна отримати 4 способами: 
● сканування місцевості 
- при скануванні реальних об’єктів, камера або аналогічний пристрій         
використовується для сканування поверхні об’єкта. В особливих випадках        
внутрішня частина об’єкта також сканується, якщо це можливо (і         
потрібно). Те ж саме стосується і ландшафту — єдиною відмінністю є           
розмір камери. Земля періодично буває сфотографована з аерографів та         
супутників, в результаті чого фотографії з високою роздільною здатністю         
поверхні Землі є загальнодоступними. Однією з переваг цього підходу є те,           
що створювана ним місцевість виглядає більш реалістичною, ніж        
місцевість, утворена будь-яким іншим методом — при спробі наслідувати         
природу найпростішим рішенням є копіювання вже існуючого ландшафту        
[13]; 
● моделювання ландшафту: 
- інший варіант отримання даних про місцевість — це моделювання всього           
бажаного рельєфу у відповідному програмному забезпеченні      
3D-моделювання (наприклад, Blender, Cinema 4D, Maya або 3DS Max).         
Таким чином, користувач повністю контролює кінцевий вигляд місцевості,        
що є перевагою, якщо користувач створює навмисно артистичний світ. В          
іншому випадку, це є недоліком, тому що моделювання реальної         
місцевості, як правило, є дуже важким завданням; 
● генерація місцевості: 
 
- цей підхід полягає в створенні алгоритму, який генерує дані про певну            
поверхню рельєфу. Формування місцевості є найбільш корисним в        
ситуаціях, коли велику роль грає розмір доступної пам’яті для збереження          
ландшафту. Алгоритм може генерувати теоретично нескінченний      
ландшафт місцевості в реальному часі практично не використовуючи диск         
(єдиний виняток є диск підкачки). З іншого боку, все залежить від           
обраного алгоритму, його налаштувань та складності — деякі алгоритми         
дуже швидко генерують результат, але їх результати не дуже реалістичні, а           
інші працюють тривалий час, проте, видають дуже реалістичні результати         
[14]; 
● комбінація попередніх підходів: 
- комбінація підходу отримання даних про ландшафт, а згодом наповнення          
його деталями. Зазвичай це, з одного боку, ручна підгонка ландшафту, а           
потім — використання певного ітеративного алгоритму для додавання        
більшої деталізованості — або навпаки, генерація всієї місцевості та ручне          
додавання деталей. 
Метою цієї магістерської роботи є створення методу генерації, що         
має високий ступінь впливу користувача на процес генерації та надає          
естетично привабливий, реалістичний результат. Саме тому, способом       
отримання даних про ландшафт було обрано комбінацію зчитування        
інформації про ландшафт та генерації даних про ландшафт. Поєднавши ці          
два методи зможемо досягти високої якості згенерованих даних,        
підтримуючи вплив користувача на результат. Таким чином, результат не         
буде випадковим, користувач матиме змогу генерувати дані для вже         
існуючого ландшафту. 
Підхід з ручним моделюванням ландшафту відкидаємо, так, як це не          




 2.1. Інформація про ландшафт 
Джерелом інформації про ландшафт були вибрані геодезичні карти.        
Вони є досить розповсюдженими, безперешкодно можна знайти необхідну        
карту майже про кожен досліджений регіон землі. Вони є достатньо          
формалізованими, на відміну від панорамних фотографій, або       
супутникових топографічних знімків. З них ми можемо отримати        
інформацію про масштаб ландшафту, побачити переходи висот та знайти         
абсолютну висоту над рівнем моря. Також на деяких картах може          
міститися інформація про біологічні регіони місцевості, як-то річки, озера,         
лісосмуги, тощо [15]. На рис. 1 зображено приклад геодезичної карти. 
 
Рис. 1 Приклад найпростішої геодезичної карти 
 
2.2 Отримання загальної карти висот 
У сфері обробки цифрових зображень деякі методи вимагають        
розділення зображення на регіони, що представляють об’єкти, та регіони         
що являють собою фон.  
 
Одним з найпоширеніших методів є визначення порога [16]. Основна         
концепція порогового методу полягає в тому, щоб класифікувати групу         
пікселів, які мають значення переднього плану, вищі від порогових         
значень, та іншу групу пікселів, які мають значення, рівні або нижчі від            
порогових значень. В першому випадку група цих пікселів буде являти          
собою цільове зображення, в другому випадку — фон. У цій роботі           
порогове значення буде обрано користувачем. 
При генерації карти висот з геодезичних карт алгоритм буде         
аналізувати лінії геодезичної карти, що відповідають змінам висот та         
генерувати відповідну карту висот. Згенерована карта буде відповідати        
топографічній карті що задає користувач, таким чином надаючи        
можливість візуалізації топографічних мап. 
Злиття статистичного регіону (SRM) — це нова методика сегментації         
кольорових зображень, що базується на зростанні та злитті регіонів [17].          
Метод розглядає сегментацію моделей, як проблему розділення       
зображення на регіони, в якій зображення розглядається, як        
спостережуваний екземпляр невідомого теоретичного зображення,     
статистичні (справжні) області яких повинні бути реконструйовані.       
Переваги цього методу включають його простоту, обчислювальну       
ефективність та чудову продуктивність без використання роздроблення або        
зміни кольору.  
Нехай І буте спостережуваним зображенням, що містить | I | пікселів,           
кожен з яких складається з значень колірного каналу R, G, B, що належать             
до множини {0,1,…, g-1} (де g = 256 для 8-розрядних зображень RGB). І є              
спостереженням з вихідного зображення I *, в якому пікселі відмінно          
представлені сімейством розподілів, з яких відбирається кожен із        
спостережуваних кольорових каналів. Оптимальні статистичні області в I *         
поділяють властивість однорідності, тобто, всередині будь-якої      
статистичної області і з урахуванням будь-якого колірного каналу,        
 
статистичні пікселі мають однакове очікування, тоді, як очікування        
суміжних статистичних областей будуть відрізнятися, принаймні в одному        
колірному каналі. 
I отримано з I *, відбираючи кожен піксель для спостережуваних значень           
RGB. Порядок злиття регіону випливає з інваріантності А, що означає, що           
при проведенні будь-якого тесту між двома частинами в реальному регіоні,          
подальших тестів не потрібно. Нехай SI являє собою набір, який містить           
всі пари сусідніх пікселів у зображенні на основі 4-з’єднання, p і p0 —             
пікселі у зображенні I та R (p) — для поточної області, до якої належить              
піксель p. Виконується тест злиття P (R (p), R (p0)) для будь-якої пари             
пікселів (p, p0), для якої R (p) 6 = R (p0), і злиття R (p) і R (p0), якщо він                    
повертає істину [18]. 
Аналогічно, фаза злиття може бути виконана у лінійному часі за          
допомогою ефірного алгоритму об’єднання. Оскільки представлена ​вище       
модель генерації зображень передбачає, що спостережувані колірні варіації        
в реальних областях повинні бути значно меншими, ніж між регіонами,          
один спосіб апроксимації А є обчислення локальних градієнтів між         
пікселями, а потім обчислити їх максимальну зміну на канал у f (.), тобто f              
(p, p0) = max ​∈ {R, G, B} fa (p, p0). Найпростішим вибором для f (.) є                 
використання значень піксельного каналу безпосередньо: 
 
 
f(p,p’) = | , |pa − p′a  
 ​де  і - значення піксельного каналуpa p′a  
(2) 
 
Після того, як було проведено аналіз ліній отримали набір пікселів,          
що можна однозначно ідентифікувати, як лінію. Після цього для кожної          
такої лінії виконується модифікований алгоритм flood fill. 
 
Flood fill — це алгоритм, який визначає область, з’єднану з даним           
вузлом у багатовимірному масиві. Він використовується в інструменті        
наповнення «відро» графічних програм для заповнення пов’язаних,       
кольорових областей іншим кольором. 
Алгоритм flood fill має три початкові параметри: початкова точка,         
цільовий колір та колір заміни. Алгоритм шукає всі точки масиву, які           
з’єднані із початковою точкою та мають цільовий клір після чого змінюють           
їх на колір заміни. Існує багато способів, за допомогою яких алгоритм           
заповнення залишку може бути структурований, але всі вони        
використовують структуру даних черги або стеку явно або неявно. 
Алгоритм можна пришвидшити шляхом заповнення ліній. Замість       
того, щоб додавати кожну потенційну майбутню піксельну координату до         
стеку, вона перевіряє сусідні рядки (попередні та наступні), щоб знайти          
суміжні сегменти, які можуть бути заповнені в майбутньому проході;         
координати (як початок, так і кінець) сегменту лінії додаються до стеку. У            
більшості випадків цей алгоритм сканування є, щонайменше, на порядок         
швидше, ніж для кожного пікселя. 
Ефективність: кожен піксель перевіряється один раз [19]. 
 
 
2.3  Обробка зображень 
Сегментоване зображення часто містить регіони, які є частиною        
фону. Щоб усунути ці регіони, потрібно визначити колір фону. Можна          
зробити чотири патчі розміром 20 х 20 пікселів з кутів зображення та            
обчислити середнє значення R, G, B пікселів. Цей середній колір          
приймається, як оцінюваний колір фон. Тут виключаються світлі кольори         
регіонів, тобто регіони, середні кольори яких мають відстань менш, ніж 60           
до кольору фону. Крім того, регіони, які торкаються кадру зображення, та           
ті, що мають прямокутні межі, відкидаються. Початковий результат        
 
виявлення кордону отримується шляхом видалення ізольованих областей, а        
потім злиття решти регіонів [20]. 
Розпізнані регіони представленні у вигляді структури що зберігає        
позиції всіх точок регіону, всіх граничних точок (точки що належать          
безпосередньо лінії) та опірної точки що є найлівішою точкою лінії. 
В той час, як дані про місцевість можуть бути представлені кількома           
способами, найпоширенішою структурою для представлення рельєфу є       
поле висоти. У математичному плані поле висоти є скалярною функцією          
двох змінних, такими, що кожна пара координат (x, y) відповідає значенню           
висоти h. 
На практиці поле висоти зазвичай реалізується, як двомірна,        
прямокутна сітка з значеннями висоти і еквівалентна графічному        
зображенню. Поля висот мають обмеження: вони не можуть представляти         
структури, в яких кілька поверхонь мають однакові координати (x, y) (такі,           
як печери та звисання гір), але є достатніми для більшості застосувань і            
можуть бути високо оптимізовані для рендеринга та генерації ландшафтів. 
На цьому етапі на вході маємо — це 2D «карту» полігональних           
«регіонів», де вказується приблизний розмір, форма та розташування        
різних типів місцевості (наприклад, велика еліптична область гір, оточена з          
усіх боків пагорбами). Користувач матиме можливість створювати ці        
регіони вручну, використовуючи геодезичні карти. У будь-якому випадку,        
оскільки лінійні межі цієї грубої штучної форми можуть бути помітними,          
як артефакти у сформованій місцевості, вони повинні бути розбиті на          
більш природні, нерівні границі. Виконуємо цю модифікацію краю шляхом         
підрозділу кожного краю на послідовність точок і застосування GA для          
отримання прийнятної граничної форми. 
Точки в початковому наближенні границь висот створюються       
наступним чином: 
 
1. Для певного сегмента вхідної границі нехай P0 — вихідна точка, а Pn —              
кінцева точка; 
2. Будемо генерувати серію n проміжних точок Pi, які будуть з’єднані для            
створення нового набору лінійних сегментів, що з’єднують P0 з Pn,          
рівномірно розташовані за їх координатами. Створення сегменту першого        
рядка який з’єднує P0 з P1: вибрати довільний кут θ, що лежить в межах              
заданого діапазону кутів, і розмістити Pі уздовж цього кута при          
фіксованому x-значенні зсуву; 
3. Тепер створимо лінійний сегмент, який з’єднує Pi з Pi + 1, генеруючи             
довільний кут θ таким чином, що результуючий кут, утворений з Pi-1, Pi і             
Pi + 1, падає нижче встановленого користувачем порога. Цей поріг,          
визначений користувачем, дає міру локальної гладкості кордону (малі        
значення вказують на менші варіації і, отже, більш гладкі межі); 
4. Повторювати крок 3 n — 1 раз. Зверніть увагу, що Pn, може, не              
знаходитися в тій же позиції, в якій була вихідна кінцева точка; 
5. Оскільки вихідні кінцеві точки границі не будуть, в основному,          
відповідати тим, що відповідали початковій формі, застосовують       
обертання та масштабування, щоб встановити згенеровану межу в потрібне         
місце. 
 
2.4.  Додавання малих деталей 
Отримана на попередньому кроці карта висот при візуалізації буде         
відповідати заданій геодезичній карті/карті висот, проте через малу        
кількість деталей вона не буде виглядати реалістично. В реальності         
ландшафт має велику кількість ерозійних слідів - нерівностей, ям, ярів,          
пагорбів і т. д. 
 
Для симуляції цього ефекту пропонується використати      
модифікований шум Перліна. На рис. 2 зображений приклад шуму         
Перліна 
 
Рис. 2. Приклад двовимірного шуму Перліна 
Шум Перліна в данній роботі реалізується як тривимірна функція,         
але може бути визначений довільною кількістю вимірів. Реалізація        
складається з трьох кроків: визначення сітки, обчислення скалярного        
добутку градієнтних векторів, та інтерполяція між цими значеннями.        
Існують також інші варіації алгоритму [22].  
 
2.4. Генерація шуму 
Визначаємо тримірну сітку. Кожній координаті сітки присвоїти       
одиничний вектор такої самої розмірності. У випадку одновимірної сітки         
кожній координаті буде присвоєно значення між +1 та -1, для          
двовимірної сітки кожній координаті буде присвоєно випадковий вектор        
з одиничного кола, і так далі для більшої кількості вимірів. 
Визначення випадкових градієнтів для одного чи двох вимірів є         
тривіальним. Для більшої кількості вимірів пропонується      
використовувати наближення Монте Карло, де випадкові координати       
вибираються з одиничного куба, а точки за межами одиничної сфери          
відкидаються. Процес продовжується, поки не отримаємо необхідну       
кількість випадкових градієнтів. Далі отримані вектори нормалізують. 
 
З метою зменшення витрат на обчислення нових градієнтів для         
кожної координати пропонується використовувати хеш-таблиці і таблиці       
пошуку для обмеження кількості попередньо обчислювальних      
градієнтних векторів. Хеш таблиці заповнюються випадковими числами.       
Використання хешу також дозволяє включити випадкові сіди, де        
необхідно кілька разів застосувати шум Перліна [23]. 
Другий крок алгоритму - це визначення, в яку комірку сітки          
потрапляє окрема точка. Для кожного вузла сітки визначаємо вектор         
відстані між координатами вузла і точкою. Після цього обчислюємо         
скалярні добутки визначених векторів та градієнтних векторів кожного        
вузла комірки. 
Складність алгоритму O(2n). 
Інтерполяція. Фінальний крок - інтерполяція обчислених значень       
скалярних добутків що знаходяться в кожному вузлі. Інтерполяція        
виконується з використанням функції, що має нульову першу похідну (і,          
можливо, другу похідну також) на обох кінцевих точках. Лінійна         
функція, для кінцевих точок на 0 та 1, зі значеннями а0 та а1, може бути               
такою: 
 
,(x) a (1 x) af =  0 −  +  1 * x  
 ​де , задані параметри функціїa 0 a 1  
(3) 
Найчастіше використовуються нормалізовані функції шуму, що      
дають значення в діапазоні [-1,1]. В даній роботі був також          
використаний нормалізований шум. Щоб результати шуму Перліна       
залишалися у цьому проміжку, інтерпольовані значення мають       






РОЗДІЛ 3. ОСОБЛИВОСТІ ПРОГРАМНОЇ РЕАЛІЗАЦІЇ 
ЗАПРОПОНОВАНОГО СПОСОБУ 
 
Процес генерації ландшафтів можна розбити на декілька окремих        
частин: 
1. Отримання загальної карти висот; 
2. Уточнення карти висот; 
3. Додавання ерозійних шумів; 
4. Текстурування/додавання об'єктів дерев та трави. 
 
3.1 Аналіз геодезичних карт 
Для ідентифікації ліній що відповідають перепадам висот вся        
картинка переводиться в чорно білий колір. Вибирається поріг що         
відповідає білому кольору на картинці, він не завжди може бути (1,1,1), це            
залежить від характеру зображення. Після того як вибраний поріг білого          
кольору перебирається, кожен піксель картинки за наступним алгоритмом: 
1. Після того як був знайдений перший не білий піксель він           
реєструється як лінія; 
2. Починається перебір пікселів в околі даного пікселя. Якщо були          
знайдені не білі пікселі, які не належать до даної лінії - вони визначаються             
як ​нові пікселі лінії. Після цього кроку для всіх пікселів лінії знову            
виконується крок 2. Вихід з рекурсії виконується коли в околі пікселя не            
було знайдено не білих точок, що не належать лінії. 
3. Продовжується перебір всіх пікселів, пікселі, які належать        
зареєстрованим лініям ігноруються. Якщо знайдений піксель не є білим та          
не належить жодній з зареєстрованих ліній то для нього виконується крок           
2. 
 
4. після того як були пройдені всі пікселі ми отримуємо масиви з            
пікселями що належать лініям. 
На рис. 3 зображено цей алгоритм. 
 
Рис. 3 Алгоритм реєстрації ліній 
Після того як усі лінії було зареєстровано для визначення регіонів          
буде використовуватися алгоритм flood fill. 
Для того, щоб визначити початкову точку для старту алгоритму         
використовується опорна точка. Під час аналізу ліній перед тим як додати           
нову точку до лінії перевіряється її координата х. Якщо вона менше ніж в             
опорної точки - точка стає новою опорною. Проте, сама опорна точка не            
може нам надати точну позицію точки, що лежить всередині регіону. Так           
 
як точка є най лівішою - тривіальне вирішення проблеми було б взяти            
точку, що знаходиться справа, проте цей підхід може спрацювати         
помилково. Якщо товщина лінії більше одного пікселя, цей спосіб не          
спрацює. Також він буде некоректний для деяких крайових випадків, коли          
опорна точка є також найвищою\найменшою.  
Для гарантованого вибору точки, що лежить всередині регіону        
необхідно порахувати середню позицію деякого набору сусідів опірної        
точки. Дана точка і буде стартовою позицією алгоритму заповнення         
регіону. Вона гарантовано буде розміщена всередині регіону на деякій         
відстані від границі лінії. Кількість сусідніх точок які необхідно         
враховувати може відрізнятися в залежності від товщини ліній та         
характеру зображення. 
Алгоритм виконує заповнення ліній. Замість того, щоб додавати        
кожну потенційну піксельну координату до черги, вона перевіряє сусідні         
ряди (попередні та наступні), щоб знайти суміжні сегменти, які можуть          
бути заповнені в майбутньому проході; координати (як початок, так і          
кінець) сегменту лінії виштовхуються на стек. Тобто кожного разу, коли          
перевіряємо точку, також добавляємо у чергу пікселі, які знаходяться над          
та під обраним пікселем. У більшості випадків цей алгоритм сканування є,           
щонайменше, на порядок швидше, ніж для кожного пікселя. На рис. 4           
зображено алгоритм. 
 
 Рис. 4 Алгоритм визначення висоти регіону 
Ефективність: кожен піксель перевіряється один раз. 
При використанні геодезичних карт карта біомів буде повністю        
визначатися висотою точки. Наприклад, для точок, що знаходяться значно         
вище, ніж середня висота точок буде використано біом “гора”. 
 
3.2. Уточнення карти висот 
При генерації карти висот зазначеними вище способами будуть дуже         
помітними переходи між висотами геодезичних карт, або між заданими         
висотами різних біомів. Реальні ландшафти натомість дуже рідко мають         
різкі переходи між різними висотами, зазвичай одна висота плавно         
перетікає в іншу. Нам необхідно додати пост обробку карти висот, яка б            
забезпечила відповідні плавні переходи.  
 
Методом згладжування карти висот був обраний метод розмивання        
Гауса, що буде застосовуватися ітеративно. Користувач матиме змогу        
задати обрану кількість ітерацій, що буде згладжувати отриману карту         
нормалей. Змінюючи кількість ітерацій можна змінювати різкість       
переходу між різними висотами. Так для отримання ефекту крутих гір          
доцільно буде використовувати невелику кількість ітерацій. На рис. 5         
зображено приклад використання розмивання Гауса. 
 
 
Рис. 5 Приклад використання розмивання Гауса, 10 ітерацій 
Таким чином, ми адаптуємо грубу карту висот до використання         
алгоритмом генерації ландшафту. 
Розмивання Гауса це тип фільтру розмивання зображення, що        
використовує функцію Гауса (яка також зустрічається у нормальному        
розподілі в області статистики) для розрахунку зміни значення кожного         
пікселя у зображенні. Піксель буде вираховуватися з рівняння        
одновимірної функції Гауса: 
 
,(x)  eG =  1√2πσ
x2
2σ2  




Для двовимірного випадку, вираз складається з двох таких функцій,         
кожна з яких буде ставитися у відповідність кожній осі: 
 
 
,(x, )  eG у =  1√2πσ
−
2σ2
x  + н2 2
 
 де σ є стандартне відхилення розподілу Гауса. 
 
(5) 
Коли метод застосовується у двох вимірах, отримується поверхня, контури         
якої є концентричними колами розподілу Гауса з центральної точки.  
Значення з цього розподілу використовуються для створення        
матриці згортки. Для кожного нового значення пікселя визначається        
середнє значення сусідів в околі пікселя. Значення поточного        
оригінального пікселя має більшу вагу (найвище значення розподілу        
Гауса), а сусідні пікселі отримують все меншу вагу в залежності від того            
наскільки далеко вони знаходяться від поточного оригінального пікселя.        
Це надає ефект розмитості, яка зберігає кордони та краї краще, ніж інші,            
аналогічні фільтри розмиття [21]. На рис. 6 зображено алгоритм         
обрахунку висоти точки мешу. 
 
 Рис. 6 Алгоритм визначення висоти точки мешу 
 
3.3 Додавання ерозійних шумів 
Деталі не повинні суттєво впливати на отриману карту висот, адже           
таким чином можливе викривлення бажаного результату при генерації        
ландшафту з геодезичної карти.  
Генеруємо декілька шумів Перліна розміром, що відповідає       
бажаному розміру карти висот. Кожен з них буде відрізнятися         
амплітудою та частотою. При чому чим більше амплітуда тим менше          
частота та навпаки. При низькій амплітуді та високій частоті отриманий          
шум буде нагадувати маленькі ями та пагорби, тріщини і т. д.. При            
високій амплітуді та високій частоті отримаємо шум, що буде         
 
відповідати глибоким ярам, високим пагорбам, які не зустрічатимуться        
часто. Результуючу карту ерозійних шумів складемо підсумувавши всі        
згенеровані шуми. Таким чином отримано карту, яка має в собі велику           
кількість деталей, проте які, не вносять суттєвих змін до висот. 
Кожному біому відповідають підібрані коефіцієнти кожної карти       
шумів, щоб результуюча карта ерозійних шумів залежала від біому.         
Таким чином можна окреслити характерні особливості кожного регіону:        
наприклад, для гір та кам'янистих регіонів відповідатиме велика        
кількість неглибоких тріщин та нерівностей, у той же час як для полів            
більш характерними будуть більш глибокі яри та пагорби. 
Для ландшафту була визначена певна абсолютна висота, що        
відповідає 1 на нормалізованій карті висот. Отже для отримання висоти          
точки буде використовуватися формула: 
 
 P (x, , eightMap[x, ]) eightMap[x, ]) bsHeight,h x,y = ( y H y + H y * a (6) 
 де  висота в точці х, у; P -  трьохвимірна функція що h x,y  
підраховує сумарне значення шумів в координаті;  - картаHeightMap  





3.4. Текстурування/додавання об'єктів дерев та трави 
Користувач матиме змогу визначити які дерева/рослини/текстури      
необхідно використати для генерації ландшафту, поставивши кожному       
біому у відповідність характерні для нього об'єкти. Також він буде мати           
можливість визначити на геодезичній карті до якого біому відноситься         
 
той чи інший регіон. Якщо регіони не зазначені - вони будуть присвоєні            
автоматично виходячи з висоти.  
Для кожного біому буде свій характерний набір текстур та об'єктів.          
Таким чином гори та поля будуть візуально відрізнятися.  
Для вирішення проблеми візуального розподілу різних біомів       
(наприклад, чітка границя між текстурами каменю та землі)        
використовується нормалізована функція Гаусса, що є функцією виду: 
,(x) aef =  − 2c2
(x − b)2
 
 ​де с - ширина регіону, b - позиція центру, а - 
амплітуда 
(7) 
Графік функції Гауса є характерною симетричною кривою у формі         
дзвону, що швидко спадає на нескінченності. Параметр ​a є висотою піку           
кривої, ​b​ є позицією центру, і ​c​ контролює ширину «дзвону» [24].  
На рис. 7 зображена функція Гауса з довільними параметрами.  
 
Рис. 7 Графік функції Гаусса з довільними параметрами 
Так як функція є нормалізованою то параметр а беремо рівним           
одиниці. В піку функція дорівнюватиме 1, на краях визначеного регіону          
0. 
 
Ширину регіону c та позицію центру b визначатимемо з заданих 
висот текстур. Для кожної текстури вказаний регіон висоти  де...hhmin max  
вона може використовуватися. В такому випадку параметри 
прийматимуть значення: 
b =  + (hmin )/2;hmax − hmin  
c = ;hmax − hmin  
a = 1, 
 ​де - задані регіони текстури, с - ширина...hhmin max  








 ​де - задані регіони текстури, с - ширина...hhmin max  




При такому розподілі точка буде мати колір текстури якщо висота          
цієї точки с. Якщо висота цієї точки лежить в рамках дозволеного           
регіону для текстури, але не є піком то альфа канал кольору текстури в             
точці буде < 1. 
Для того, щоб забезпечити плавний перехід між текстурами - кожна           
текстура що відповідає регіону має мінімальну та максимальну границю         
в піках сусідніх регіонів.  
Результуючий колір точки буде сумішшю кольору всіх текстур. 
 
Тривіальне рішення простого присвоєння текстури відповідному      
біому буде виглядати дуже нереалістично. Адже дуже рідко можна         
зустріти поле, земля в якому є абсолютно однаковою на всій площині.           
Тому при текстуруванні буде застосовуватися шум Перліна низької        
октавності. Прив’язавши силу текстури в точці до значення шуму в цій           
точці матимемо можливість отримати текстурування регіону декількома       
текстурами, що реалістично змішуються та переходять одна в одну.  
Тому текстура в заданій точці буде сумішшю текстур, які         
відповідають даному біому. При чому їхнє співвідношення буде        
прив’язане до сили шуму в цій точці. 
Наприклад, можна узяти, що альфа канал однієї текстури в точці           
дорівнюватиме значенню шуму Гаусса, а іншої 1 - значення шуму Гаусса           
в цій точці. Таким чином гарантовано, що сума альфа каналів текстур           
завжди буде рівна 1. 
Для підсилення ефекту ерозійних шумів використаємо спеціальні       
текстури що відповідатимуть незначним переходам висот всередині       
регіону. Так якщо посеред зеленого лугу є різкий та протяжний яр - його             
стінки було б краще протекстуризовати не зеленою травою (що є          
характерною для поля/степу), ​ а наприклад текстурою ​ ґрунту/піску.  
При додаванні об'єктів рослин/дерев алгоритм буде керуватися       
характеристиками біому. Так для гір може бути визначена невелика         
кількість трави, мінімальна кількість дерев. Для симуляції лісу має бути          
створена карта густини дерев, для досягнення ефекту плавного переходу         
лісу в інші біоми.  
Ліс має велику щільність дерев в середині регіону, проте         
наближаючись до краю він має нижчу густину. Якби ми чітко          
обмежували допустиму область для рослин, ми б отримали різкий         
видимий перехід, що візуально би виділявся та не виглядав би          
 
реалістично. Для того, щоб запобігти цьому ми використали нормальний         
розподіл Гауса для визначення шансу створення об'єкта рослинності в         
певній точці. Це функція є нормально розподілена по всьому регіону          
спадаючи до країв. Якщо ми візьмемо значення цієї функції як шанс           
створення об'єкту в точці, то ми отримаємо ефект плавного зменшення          
щільності  наближеного до країв біому. 
Також для підвищення реалістичності шанс створення об'єкту в точці         
залежить також від шуму Перліна в цій точці. Це надасть нам луги            
заповнені травою з рідкими прогалинами, що відповідає реальним        
ландшафтам.  На рис. 8 зображено цей алгоритм 
 
 Рис. 8 Алгоритм створення текстурної розмітки мешу,  
створення об’єктів рослин 
Архітектура розробленої системи: 
1. GLineParser - клас, що відповідає за збір та класифікацію          
геодезичних ліній. Він відповідальний за створення масиву об”єктів        
GLine. На рис. 9 зображено його структуру. 
 
 Рис. 9 Структура GLine 
 
2. BorderPixels - він формує масив та визначає краєву опорну точку           
EdgePixel. 
3. MapInterpretator - клас, що відповідає за визначення регіонів, що          
описуються лініями та визначення їх взаємоположення. Він формує        
зображення нормалізованої карти висот. 
4. TerrainGenerator - клас, який відповідальний за створення        
відповідного мешу. Він визначає кривизну мешу в кожній точці, керує          
пертурбаціями та зберігає згенерований кривий меш. 
5. SplatAsigner - клас, що відповідає за визначення розмітки текстур          
на меші. Також він створює об'єкти рослинності.  
На рис. 10 зображено архітектуру розробленої системи, а на рис. 11           






 Рис. 10 ​Архітектура ​розробленої системи 
 
 
 Рис. 11 Алгоритм розробленого способу 
 
 
РОЗДІЛ 4. ПОРІВНЯЛЬНИЙ АНАЛІЗ  
ЗАПРОПОНОВАНОГО СПОСОБУ 
 
У ході даної роботи було розроблено програмне забезпечення, яке         
дозволяє генерувати ландшафти. Однією з найбільших переваг       
розробленого продукту є можливість генерації ландшафту за заданим        
користувачем шаблоном. Розроблений продукт також генерує      
реалістичний результат та відрізняється великою кількістю деталей. 
Виконаємо порівняльний аналіз ПЗ, розробленого на основі       
запропонованого способу. 
1. Бібліотека FastNoise – це бібліотека з генерацією шумів із відкритим           
кодом, з великою кількістю різних алгоритмів шуму, результат якої         
зображений на рис. 12. Ця бібліотека була розроблена для використання в           




Рис. 12 FastNoise 
 
Особливості бібліотеки FastNoise: 
- Можливість застосування шуму Періна у 2D, 3D варіантах. 
 
- Можливість застосування ​шуму Simplex у 2D, 3D, 4D        
варіантах. 
- Можливість застосування ​кубічного шуму у 2D, 3D варіантах 
- Можливість застосування ​градієнту Perturb у 2D, 3D варіантах 
- Наявність фрактальних варіантів для всього перерахованого      
вище 
- Можливість застосування ​стільникового (Регіони Вороного)     
шуму у 2D, 3D варіантах 
- Можливість застосування ​білого шуму у  2D, 3D, 4D варіантах 
- Підтримка типів double або float 
Ця бібліотека є широко відомою та добре оптимізованою. Проте,         
основним недоліком, який вирішує наш метод, є відсутність можливості         
визначення форми рельєфу користувачем. Користувач може не прямо, але         
впливати на результат генерації: визначати параметри шумів, визначати        
випадкове зерно. Проте, цей вплив є дуже обмеженим — він не дозволяє            
користувачеві напряму визначати результат. Для того щоб зібрати бажаний         
рельєф необхідно довго перебирати можливі налаштування. Задачу       
створення моделі чітко визначеного ландшафту дана бібліотека вирішити        
не зможе. 
Ще однією перевагою розробленого способу в порівнянні з FastNoise         
є те, що спосіб генерує меш, а не набір воксельних об’єктів. Крім того, що              
меш має набагато більш реалістичніший вигляд, цей спосіб є більш          
оптимізованим у випадку невеликого розширення мешу. 
На відміну від FastNoise даний розроблений метод передбачає        
можливість експорту карти до картинки формату png. До нього включене          
поняття біому, що зможе додати багато різноманітності. Завдяки біомам         
ландшафти виглядають набагато реалістичніше та візуально привабливіше,       
ніж абсолютно зелена/жовта поверхня що генерується цією бібліотекою. 
2. Landscape Generator 3 
 
 Рис. 13 Landscape Generator 3 
Landscape Generator 3 система, основана на створенні біомів,        
забезпечує більшу різноманітність у генерованій місцевості та дозволяє        
створювати різні середовища в одному ландшафті. Результат роботи цієї         
системи зображений ​на рис. 13. 
Перелічимо деякі особливості Landscape Generator 3: 
-  Генерація та картографування ландшафтів на основі біома; 
- Збереження та завантаження ландшафтних профілів; 
-  Повне налаштування параметрів генератора; 
-  Можливість застосування безкінечних текстурних шарів; 
-  Застосування нескінченної кількості біомів; 
-  Велика деталізація та щільність розміщення об’єктів; 
-  Простий у користуванні користувальницький інтерфейс; 
-  Розміщення об’єктів масової деталізації; 
- Експорт карти до файлів.png. 
Більшість цих особливостей так чи інакше реалізовані в нашому         
способі генерації. Проте, замість генерації ландшафтів на основі біому         
пропонується генерувати біоми на основі висот ландшафту, таким чином         
надаючи користувачеві більше можливостей для визначення результату       
генерації. Можливість визначати біоми дає користувачеві вплив на        
 
результат генерації. Таким чином користувач може визначити положення        
лісів/гір на згенерованому ландшафті. Проте, цей спосіб буде        
унеможливлювати створення чітко визначених рельєфів ландшафту.      
Запропонований нами спосіб робить можливим визначення не лише біомів         
та їх характеристик, але й отримання бажаних форм згенерованих         
ландшафтів.  
Єдиною перевагою Landscape Generator 3 в порівнянні з нашим         
способом генерації є можливість створення безкінечних об’єктів       
ландшафтів. Для генерації ландшафту за нашим способом необхідно        
визначена користувачем форма ландшафту.  
Є можливим визначити будь-яку велику карту ландшафтів, проте —         
процедурно генерувати її на безкінечному просторі не вийде. Це не є           
критичним недоліком, так як розроблена система повинна       
використовуватися у випадках, коли необхідно візуалізувати уже       










3. Procedural Terrain Generator 
 
Рис. 14 Procedural Terrain Generator 
Procedural Terrain Generator ця бібліотека дозволяє створювати та        
змінювати місцевість. Ці функції виконуються через спеціальний редактор        
або під час виконання через виклики API. Результат роботи цієї системи           
зображений на рис. 14. 
Використання компонента в редакторі Unity здійснюється за       
допомогою спеціального редактора, який входить до складу цього пакета.         
Це дозволяє дизайнерові застосовувати модифікації рельєфу до, під час та          
після інших налаштувань за допомогою інструмента Terrain. 
Налаштування інструментів місцевості: 
1. Довжина й ширина повинні бути однаковими.  
2. Висота може бути налаштована за бажанням. Роздільна здатність         
повинна бути не менше 512. 
3. Під час виконання компонентом може бути доступ через відкритий API. 
Зміст пакета: 
-  Географічне об’єднання та спеціальний редактор 
-  Демо-сцена 
- Приклад сценарного менеджера із кодом, що демонструє        
використання API-інтерфейсу під час виконання  
 
Procedural Terrain Generator має зручний інтерфейс та є зручно         
інтегрованим у редактор Unity. Проте, сам алгоритм генерації полягає у          
візуалізації карти висот згенерованій шумом Перліна. Користувач може        
задавати октавність, амплітуду, частоту шуму щоби генерувати більш        
гористі або пологі ландшафти. Однак, користувач не матиме змоги         
визначити бажану форму ландшафту. З одного боку, це компенсується         
можливістю підгонки ландшафту вручну, але такий спосіб вимагатиме        
багато часу із сторони художника. Шум Перліна в більшості випадків не           
виглядає реалістично, тому згенеровані ландшафти виглядають штучно та        
не естетично. 
Основною перевагою розробленого в ході даної роботи способу        
генерації є можливість тонкого налаштунку результату генерації. Під час         
порівняння з іншими рішеннями в цій сфері можна підкреслити, що жодне           
з розглянутих рішень не надає можливості визначати рельєф згенерованого         
ландшафту. Розроблений спосіб видає більш детальний та реалістичний        
результат, ніж розглянуті аналоги. Можливість генерації мапи ландшафту        
у форматі png також не є характерною для всіх розглянутих продуктів. 
Для кожного з біомів доступне тонке налаштування: 
- Характер ерозійних шумів 
- Текстури 
- Рослинність 
Таким чином, користувач може дуже тонко підлаштувати результат        
генерації під себе. Для використання ландшафту в маркетингових        
матеріалах, або, наприклад, у виробництві фільмів є надзвичайно        
важливою можливість заздалегідь визначати зовнішній вигляд      
генерованого об’єкту. 
Процес отримання даних із геодезичних карт вимагає перебору        
кожного пікселя картинки, він має складність O(n). Тому для         
пришвидшення швидкодії програми доцільно використовувати геодезичні      
 
карти невеликого розширення. Так, як ці карти використовуються для         
надання загальних обрисів ландшафту, покращення розширення мапи не        
призведе до поліпшення результату, натомість зменшення розширення       
збільшить швидкодію. 
Оскільки критерії якості візуалізації є суб'єктивними, то до оцінки         
якості роботи способу процедурної генерації ландшафтів було залучено        
експертів. Експертна оцінка результатів застосування розробленого ПЗ       
наведена в табл. 1. 
Таблиця 1 - Експертна оцінка  









3 2 5 
Landscape Generator 3 6 8 8 
Fast Noise 3 1 4 
 ​Були проведені тести по генерації ландшафту з такими параметрами: 
1) Розмір геодезичної мапи: 512х512 
2) Розмір мешу ландшафту: 1028х1028 
Як результат, проведені тести швидкодії показали, що перенесення        
карти висот та додавання малих випадкових деталей ландшафту        
виконується за ~40 секунд, а проведені тести швидкодії показали, що          
текстурування та додавання об’єктів рослинності до ландшафту       
виконується за ~30 секунд. 
 
Також, на швидкодію впливає обране представлення мешу — Unity         
terrain object. Дане представлення є стандартом у роботі рушія Unity, та має            
багато зручних функцій. Але, одним із недоліків є велика затримка при           
зміні об’єкта. У наших тестах вона сягала ~30 сек. 
Однією із можливостей оптимізації є використання звичайного мешу,        
проте для більшості користувачів, це буде значним недоліком, адже з          
об’єктами Unity terrain дуже зручно працювати. 
Зовнішній вигляд отриманого ландшафту залежить від обраних       
користувачем параметрів. Використання текстур високого розширення,      
різноманітні та якісні моделі рослинності дадуть змогу користувачеві        
створити ландшафт необхідної якості. 
Таблиця 2 - Порівняння програмних засобів за об'єктивними 
критеріями  
Назва Швидкодія (с) Використання ОП Розмір файлу 
Розроблений ПЗ 100 
 
~2ГБ 3 МБ 
Procedural Terrain 
Generator 
70 ~1ГБ 1 МБ 
Landscape Generator 3 110 ~2ГБ 15 МБ 




РОЗДІЛ 5. РОЗРОБЛЕННЯ СТАРТАП-ПРОЕКТУ 
5.1. Опис проблеми 
Процедурне створення контенту - це процес створення медіа ресурсів         
за допомогою комп'ютерних алгоритмів. Тим не менш, система кожного         
покоління створюється відповідно до бажаного результату та з        
врахуванням доступного часу, і для кожного типу контенту потрібен свій          
тип підходу.  
Існує низка причин використання процедурного формування вмісту. В цій         
тезі визначаються наступні чотири причини: споживання пам'яті,       
зменшення витрат на ручне створення контенту, і потенціал для         
збільшення людської фантазії. Причини не є взаємовиключними, але, як         
правило, одна з причин є основною причиною розробки системи PCG.          
Існує кілька реальних прикладів життя, які представляють деякі з цих          
поширених причин: відеоігри Elite і Rogue, а також програмне         
забезпечення для моделювання дерева SpeedTree. 
Детальний опис причин використання методів процедурної генерації       
медіа контенту: 
- споживання пам'яті - вміст може зберігатися в       
«нерозширеному» вигляді до затребуваності, що може значно       
зменшити споживання пам’яті; 
- необхідність зменшити витрати на ручне створення медіа       
контенту-інструменти процесуального створення дозволяють    
створювати великі обсяги контенту; 
- потенціал для збільшення людської фантазії - можна очікувати        
певну кількість само повторів, коли людина-дизайнер створює       
багато контенту, а використання автономних алгоритмів може       
забезпечити результати, які надихають людського дизайнера та       
призводять до більш різноманітного кінцевого продукту.  
 
 Рис.15   Дерево проблем 
 
Виходячи з дерева проблем, яке зображено на рис.15 основною         
проблемою є неспроможність сучасних систем генерації ландшафтів       
забезпечувати високу якість контенту та бути максимально зручними у         
використанні на практиці. 
5.2. Зацікавленні сторони 
Зацікавлена ​сторона проекту (ЗС) - особа, на яку можуть вплинути          
результати проекту або окремі завдання проекту. Також вона може         
впливати на проект. 
Критично важливою задачею є виявлення зацікавлених осіб проекту        
та розуміння відносного ступеня їх впливу на проект. Цю задачу вато           
виконати, адже інакше збільшаться строки виконання проекту та        
підвищаться витрати [25].  
 
Проект може мати позитивні та негативні результати. Якщо,        
зацікавлені сторони проекту позитивно налаштовані по відношенню до        
проекту, і в їх інтересах буде сприяння успішному виконанню проекту.          
Інтереси осіб що не зацікавлені в проекті чинять опір щодо проекту.           
Неспроможність виявити конкурентів проекту може призвести до       
збільшення ймовірності невдачі. Важливою складовою обов’язків      
керівника проекту є управління очікуванням всіх зацікавлених осіб. Це є          
важкою задачею, оскільки зацікавлені сторони проекту можуть вбачати в         
проекті навіть конфліктуючі цілі. Одним з обов’язків управління проекту є          
балансування між цими інтересами та виконання того, щоб команда         
робочих взаємодіяла за інвесторами сторонами проекту професійно та з         
позиції співробітництва. Нижче наведені деякі приклади зацікавлених осіб        
проекту [26]: 
- Замовники / користувачі (customers / users). Це особи,, які будуть           
використовувати продук, послугу або результат проекту. Користувачі та        
Замовники можуть бути зовнішніми або внутрішніми по відношенню до         
організації, яка виконує проект. Інколи замовник і користувачі є         
синонімами, в деяких випадках ні. 
- Спонсор (sponsor) – це особи що надають економічніресурси для          
проекту. Спонсор підтримує ідею проекту та вірить в проект. Спонсор          
відіграє важливу роль в розробці попереднього змісту проекту та статуту          
проекту .Окрім того, економічний доннор повинен приймати участь в         
вирішенні важливих питаннь, таких як участь в завершальній фази         
«придатний – непридатний», коли ризики є особливо високими та його          
участь є необхідною, а також узгодження змін в змісті проекту (scope). В            
вирішенні питань, які є за межами компетенції менеджера проекту,         
спонсор виступає в якості джерела виконання можливостей.  
 
- Менеджери портфелями (portfolio managers). 
- Менеджери програм (program managers). 
- Офіс управляння проектами (PMO). 
- Менеджери проектів (project managers). Позиція передбачає велику долю         
відповідальності, ця роль потребує серйозних зусиль. Менеджери проектів        
назначаються організацією, яка виконує проект. Вона потребує гнучкості,        
знання практики управління проектами, та вміння домовлятися, а також         
сильних лідерських якостей. Менеджер проекту не повинен бути здатен         
розуміти проект до дрібниць, але при цьому керувати ним, виходячи з           
комплексного бачення проекту. Менеджер проекту знаходиться в центрі        
взаємодії між зацікавленими сторонами проекту та самого проекту. Будучи         
особою, що несе відповідальність за успіх проекту, менеджер проекту         
керує всіма аспектами проекту, включаючи: 
▪ надання  точної інформації щодо проекту. 
▪ забезпечення виробництва проекту правильним чином з точки зору         
бюджету та строків; 
▪ розробку плану менеджменту проектом та всіх супутніх складових         
планів; 
▪ виявлення, визначення та менеджемент ризиків; 
- Команда проекту (project team) – складається з адміністратора проекту, та           
членів команди, які приймають учать у виробництві, але не обов’язково          
приймають участь у керуванні виробництвом. Команда складається з        
представників різних груп, які мають знання в конкретній виробничій         
галузі або набором конкретних навичок, які виконують роботу щодо         
проекту. 
 
- Функціональні керівники (functional managers) – є ключовими        
менеджерами які відіграють роль керівників в рамках адміністративної або         
виробничий області господарства, такої як відділ кадрів, бухгалтерія,        
фінансовий відділ або відділ постачання. Вони мають свій постійний         
персонал для виконання поточних робіт та чіткі вказівки щодо виконання          
управління задачами в рамках своєї функціональної області       
відповідальності. Функціональний менеджер може надавати кваліфіковану      
допомогу в певній галузі, або його функцією може бути надання послуг           
для цілого проекту. 
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Продовження табл. 3 
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Продовження табл. 3 
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Побічні зацікавлені сторони проекту 
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До зацікавлених сторін проекту відносяться такі групи [28]: 
1. Розробники проекту — команда, яка бере на себе вирішення          
проблеми, поліпшення методу та його реалізація тому має дуже високу          
важливість та зацікавленість в проекті. 
2. Команда керування проектом — команда, яка бере участь в          
розподілу зобов'язань, ресурсів та вибору напрямку розвитку проекту,        
також має дуже високу важливість та зацікавленість в проекті. 
 
3. Інвесторі проекту — юридичні особи, які підтримують проект         
фінансовим забезпеченням та оцінюють і складають план фінансового        
розвитку проекту, мають велику важливість та зацікавленість в проекті. 
4. Менеджмент проекту — команда, яка визначає цілі розробки,         
впровадження їх в бізнес-процес підприємства, та визначення технічнеих        
завдань на розробку. 
5. Акціонери - особи, які мають частки в акціонерному капіталі          
корпорації. Дуже зацікавленні в збільшенні вартості компанії, є важливим         
джерелом фінансування для компанії 
6. Розробники медіа продуктів, які використовують технології       
візуалізації ландшафтів — організації, які використовують даний продукт        
для прискорення своєї працездатності. Підтримують проект своєю       
активністю. 
7. Розробники систем навігацій — організації, які використовують        
даний продукт для візуалізації систем навігації. Підтримують проект своєю         
активністю. 
8. Споживачі — люди, які є споживачами медіа контенту.         
Підтримують проект своєю активністю. 
9. Розробники інших продуктів — люди, які використовують API         
даного продукту, для прискорення роботи свого проекту. Підтримують        
проект своєю активністю. 
 
5.3. Опис наукового продукту та технологій 
Дана дипломна робота присвячена дослідженню методів процедурної       
генерації ландшафтів. Проект, який розглядається, призначений розробці       
програмного додатку генерації ландшафтів. Програмний додаток являє       
собою інсталяційний пакет, який буде встановлюватися на комп’ютер, як         
компонент рушія Unity. Функціональність самого програмного додатку       
 
буде полягати у процедурному створенні ландшафтів та генерації        
відповідних матеріалів. 
У даній дипломній роботі розроблено: архітектуру основного модуля        
парсингу даних з яких будуть створюватися карти ландшафтів, автономної         
генерації карти ландшафтів, процедуру візуалізації карт ландшафтів. 
Основою необхідного для роботи інструментарія є ігровий рушій        
Unity. Програмний засіб буде здатний процедурно створювати ландшафти.        
Такі матеріали є широко затребувані в сферах розробки мультимедійний         
продуктів, маркетингу та ін. Засобом буде підтримуватися як        
параметиризована генерація (з можливістю користувача впливати на       
результат генерації) так і повністю випадкова генерація. Створені        
матеріали будуть оптимізовані для подальшого використання. 
За допомогою цієї технології стане можливою генерація заданих        
ландшафтів. Таким чином, наприклад при проектуванні новобудов, або        
створення ландшафтного дизайну, маркетингових матеріалів можна буде       
створити необхідну 3д модель. Цим можливе використання продукту не         
обмежується. Створені матеріали мають великий спектр можливих       
застосувань. 
Для генерування бажаного ландшафту необхідно буде підготувати       
геодезичну карту бажаної місцевості та передати її до додатку, попередньо          
обробивши. Також буде можливість додати бажані текстури, моделі дерев         
та маленьких об’єктів за необхідністю, що покращить оформлення        
ландшафту. Продукт буде являти собою бібліотеку для рушія Unity.         
Створені матеріали будуть готовими для подальшого використання в рушії         
та експорту для використання в інших додатках для обробки 3д об’єктів.  
Для використання продукту фахівець, який буде працювати з        
додатком повинен мати навички роботи з рушієм Unity, а для забезпечення           
нормальної та безперебійної роботи програми необхідно буде пройти        
підготовку та розібратися в параметрах налаштування додатку.  
 
5.4. Конкурентні переваги рішення 
Розробку від існуючих аналогів відрізняє високий рівень контролю        
над генерацією, що вигідно відрізнятиме продукт від аналогів. З         
допомогою продукту можна буде процедурно створити необхідну 3д        
модель, що значно здешевить розробку ігор, ландшафтних дизайнів та         
інших медіа продуктів, на яких необхідно відобразити існуючий ландшафт. 
Контроль користувача буде відбуватися не шляхом модифікації       
параметрів та абстрактних чисел а через завдання геодезичної карти         
місцевості яку необхідно змоделювати, що також вигідно відрізняє        
продукт від альтернатив по зручності. Завдяки інтуїтивно зрозумілим        
процесам налаштування генерації та підгонки бажаного результату є дуже         
простими. Таким чином вимоги до людини, яка буде працювати з          
додатком є не надто високими, вона не обов’язково повинна бути          
досвідченим програмістом. Продукт є гарно оптимізованим та       
відрізняється високою швидкодією. Можливість експортувати матеріали в       
форматі 3д об’єкта для подальшого використання в інших програмах         
обробки 3д об’єктів є важливою перевагою перед конкурентами. 
 
5.5.  Клієнти. Сегменти ринку споживачів 
Клієнти, замовники програмного продукту, будуть визначатися за       
сферою застосування моделей. Якщо це розробники додатків яким        
необхідно процедурно створити ландшафти, то вони зможуть       
використовувати моделі as is в Unity, якщо ж це люди, які займаються            
маркетингом або ландшафтним дизайном, то вони зможуть, за        
необхідності, експортувати об’єкт у зручному форматі для подальшої        
обробки та рендерингу матеріалів. 
У даному програмному продукті будуть дуже зацікавлені       
розробники мультимедійних проектів, ландшафтні дизайнери,     
 
маркетологи, дизайнери та інші люди, яким необхідно відтворити        
існуючий ландшафт. 
Розробники мультимедійних проектів матимуть можливість: 
● процедурно генерувати ландшафтний контент для     
мультимедійних проектів; 
● всебічно та якісно контролювати процедурний контент; 
● зручно інтегруватись із ігровим рушієм Unity, що стане        
великою перевагою, адже це дозволить легко створювати ігри\        
рендерити ролики. 
Ландшафтні дизайнери матимуть можливість: 
● легко відтворити існуючий ландшафт у вигляді 3д об’єкта; 
● модифікувати гнучкі текстури та моделі об’єктів, що стане        
великою перевагою для створення художнього дизайну; 
● застосувати сучасний засіб для планування     
будівництва\садового дизайну та ін. 
5.6. Унікальна ціннісна пропозиція 
Аналогічні продукти що дозволяють процедурно створювати контент       
в більшості своїй є або повністю випадковими, тобто користувач не зможе           
вплинути на результат, або лиш частково налаштований, що в деяких          
випадках може бути не достатньо. Якщо користувачу необхідно створити         
модель існуючого ландшафту, то зазвичай це перетворювалося в довгий         
підбір великої кількості різних параметрів, які не були інтуїтивно         
зрозумілими , тому це зробило процес створення моделей тривалим та          
дороговартісним. При необхідності щось змінити дуже часто доводиться        
заново проходити весь процес. З даними продуктом такої проблеми не          
виникне. Карта висот буде генеруватися з геодезичних карт, які були задані           
користувачем. Таким чином, користувач буде мати повний та прозорий         
 
контроль над процесом процедурної генерації та отриманими внаслідок        
матеріалами. 
Можливість забезпечувати додаток власними текстурами надасть      
можливість створювати стилістично різні ландшафти. Якщо людина       
займається маркетингом і її ціль зробити маркетинговий матеріал, то їй          
буде надзвичайно важливим забезпечення художньої подібності матеріалу       
та елементів дизайну. В той же час для людей, які займаються створенням            
мультимедійних продуктів високий рівень контролю є надзвичайно       
важливою перевагою, адже забезпечення свого художнього бачення через        
інструменти є пріоритетною задачею при виборі інструментів       
художниками. 
5.7. Доходи і  витрати 
Витрати підприємства - фінансова категорія, що характеризує       
вматеріальній та грошовій формах оцінку виробничої діяльності ​,        
соціальної й фінансової діяльності. Згідно з Законом України "Про         
оподаткування прибутку підприємств від 22 травня 1997 року (із змінами)",          
економічні витрати виробництва та обігу (далі - валові витрати)         
позначаются як сума довільних витрат платників податків у матеріальній,         
грошовій або нематеріальній формах, що здійснюються як компенсація        
вартості товарів (робіт, послуг), які додаються (виготовляються) таким        
платником податку для їх подальшого використання у незалежній        
господарській діяльності [29]. 
За напрямками​ економічного доходу витрати можна поділити на: 
- соціальні цілі; 
- виробництво і реалізацію продукції; 
- операційні заходи; 
 
- відтворення основних засобів; 
За джерелами​ фінансування витрати поділяються на: 
- покриті позиченими коштами; 
- забезпечені власними фінансовими ресурсами; 
- здійснені за рахунок залучених коштів. 
Із точки зору фінансової діяльності, до витрат належать усі реально          
понесені витрати. З позиції оподаткування витрати поділяються на ті, що          
здійснюються за рахунок прибутку, і ті, що належить до собівартості. До           
валових витрат відносять ті витрати підприємства, без яких процедура         
виробництва й реалізації не може бути реалізований. 
Названий вище закон визначає ​валовий дохід ​як загальний дохід         
платника податку від певних видів діяльності, отриманого протягом        
певного періоду в економічній, матеріальній або нематеріальній формах як         
на території України, її континентальному шельфі, виключній (морській)        
економічній зоні, так і за її межами. 
Доходи підприємства ​можна поділити на такі групи [30]: 
- від іншої звичайної діяльності - реалізація економічних інвестицій,         
основних засобів, матеріальних активів; безоплатно одержаних оборотних       
активів тощо; 
- від надзвичайних подій: відшкодування збитків від певних подій;         
інші надзвичайні доходи 
- ​від здійснення фінансових операцій - від спільної діяльності, доходів          
в асоційовані та дочірні виробництва, одержані дивіденди, одержані        
прибутки за облігаціями тощо; 
 
- ​від іншої операційної діяльності - реалізація оборотних активів,         
валюти; від виробничої оренди, операційних курсових різниць; одержані        
штрафи, пені, неустойки; одержані гранти від списання кредиторської        
заборгованості, субсидії, інші доходи; 
- ​від основної (операційної) діяльності - виручка від реалізації         
товарів, доходів, робіт, послуг; 
 
Отже, грошові доходи підприємств відіграють значну роль у процесі         
кругообігу коштів. Рівень доходів підприємств визначається головним       
чином цінами на використані товари, що встановлюється незалежним        
ринком. Для нормальної діяльності підприємства важливо, щоб обмін був         
чесним. Відшкодовуючи авансовані у виробництво вкладення, формуючи       
доходи та грошові фонди, вони створюють фінансові умови для нового          
циклу виробництва та реалізації товарів, удосконалення й розширення        
власного виробництва, збільшення власного багатства. Доходи      
формуються в результаті економічних взаємовідносин суб'єктів      
виробництва [31]. 
Фінансові результати та фактори, що впливають на них 
Фінансові результати ​- ​це вихід валових доходів і валових витрат,          
що є визначені податковим законодавством. 
Перевищення валових прибутків над витратами забезпечує дохід;       
перевищення витрат над доходами -  грошовий збиток. 
Прибуток - найважливіша економічна категорія, що відображає       
ефективність виробництва, характеризує позитивний економічний     
фінансовий результат господарської діяльності підприємства і в підсумку        
свідчить про обсяг та якість виробленого результату, стан продуктивності         
виробництва, собівартость. Одночасно дохід визначає зміцнення      
 
фінансового розрахунку, інтенсифікацію виробництва за довільної форми       
власності. Він є джерелом не лише виконання внутрішніх необхідностей         
господарств, а й формування бюджетних ресурсів господарств [32]. 
Визначне значення доходу посилюється з переходом економіки до        
ринкових умов виробництва. Підприємства недержавної форми власності,       
отримавши фінансову незалежність й самостійність, мають право       
вирішувати, на які цілі і в яких методах направляти дохід, без врахування            
сплати податків до бюджету й інших обов'язкових платежів і відрахувань.          
Це дає змогу більш ефективно розпоряджатися результатами господарської        
діяльності. 
Прибуток - одна з основних економічних категорій ринкової        
економіки. Це є мета виробничої діяльності й водночас - джерело витрат           
для розвитку виробництва. 
У прибутку концентруються фінансові інтереси усіх об'єктів       
виробничої діяльності, він характеризує прибутковість виробництва,      
свідчить про примноження фонду виробництва. 
Господарюючий суб'єкт самостійно визначає напрямок використання      
певної частини доходу, яка залишилася в його фонді. При цьому порядок           
використання й розподілення доходу на підприємствах фіксується в його         
статуті та визначається положенням, розробленим відповідними      
економічними службами підприємства і затвердженим його керівництвом. 
Згідно зі статутом, виробництва можуть використовувати дохід, який        
залишився в їх розпорядженні, на поповнення статутного фонду, на         
створеня й поповнення резервного доходу, а також направляти на виплату          
прибутків спонсорам та на інші цілі [33]. 
Оскільки одержаний прибуток (збиток) є інтегральним показником,       
то на нього мають вплив різні ​фактори: 
 
1. Макроекономічні (зовнішні): 
- природні умови; 
- ринкова кон'юнктура. 
- державне регулювання цін, тарифів, відсотків, податкових ставок і         
пільг; 
2. Мікроекономічні (внутрішні): 
- ефективність використання фінансових ресурсів. 
- собівартість продукції; 
- рівень ефективності використання виробничих ресурсів      
підприємства; 
- обсяги виробництва; 
- якість продукції; 
- рівень організації праці; 
При здійсненні підприємницької діяльності ці чинники є у плідному         
зв'язку та залежності. "Прямий" вплив на розмір вартості товарів, а, отже, і            
доходів, пов'язаний із тим, наскільки раціонально економічно       
витрачаються фінансові ресурси - адже частина фінансових витрат у складі          
собівартості є в діапазоні від 20 до 88%. В свою чергу, використання            
фінансових ресурсів залежить від регулярності постачання ресурсів,       
наявності необхідних оборотних фінансів, матеріало-віддачі, економії      
ресурсів. Рівень використання такого виробничого ресурсу, як робота ,         
залежить від рівня кваліфікованості забезпечення підприємства,      
продуктивності роботи. Використання основних засобів характеризується      
економічною віддачею, забезпеченістю основними доходами, технічним      
озброєнням роботи. 
 
Такий фактор впливу, як ​собівартість, залежить ​своєю чергою від         
двох основних чинників: 
- цін на ресурси 
- структури складових витрат; 
Ціни на продукцію, ​послуги, роботи підприємства ​залежать ​від        
таких складових: 
- якості продукції; 
- цін конкурентів; 
- собівартості виробництва; 
- каналу просування на ринок. 
Таким чином, формування економічних результатів визначається      
певною кількістю факторів, що характеризують різні сторони       
фінансово-господарської діяльності виробництв. 
Дохід розраховується як загальна сума грошей, отримана в результаті         
реалізації товарів або послуг, а прибуток — це дохід з відрахуванням           
витрат на виробництво, придбання і збут товарів або послуг. 
Витрати підприємства — фінансова категорія, що характеризує в       
грошовій та матеріальній формах оцінку господарської діяльності       
(підготовка, організація й здійснення процесів виробництва та реалізації        
продукції, товарів), фінансової й соціальної діяльності, наведені у таблиці : 
 
Таблиця 4   Витрати підприємства  
Витрати 
Пункт витрат Ціна за рік($) 
Маркетинг 7000 
Розміщення продукту на сервісах дистрибуції  3000 
 
Основні витрати 48000 
Всього 58000 
 
Для оцінки витрат було обрано валюту usd, також проаналізовано         
багато ресурсів та введено в одну таблицю див. таб. №2. Проаналізовано           
було:  
1. Розміщення продукту на сервісах дистрибуції — вартість розміщення         
продукту на торговому майданчику Unity. 
2. Маркетинг - загальна сума що піде на виготування маркетингових          
матеріалів, їх публікації. 
3. Основні витрати - витрати на виробництво та підтримку, заробітна          
платня, оренда за офісне місце і т. д. 
Доходи підприємства — це збільшення економічної вигоди у       
вигляді надходження активів або зменшення витрат, внаслідок чого        
збільшується власний капітал підприємства. Розрахунок відбувається за       
середньою кількістю підписок кожний місяць 100 користувачів (25 з них          
мають місячну підписку, 75 - річну), було обрано декілька програм          
доходів, а саме: 
1. Програма на підписку — користувач робить підписку на деякій          
період часу в даному випадку на рік це 500, місяць це 55. Ця підписка має               
буде вигідною для розробників що весь час мають необхідність         
створювати різні моделі ландшафтів. 
2. Купівля готових візуалізованих моделей - користувач може        
вибрати вже готову і експортовану модель ландшафту, що буде відповідати          
його вимогам. Ціна моделі буде варіюватися в залежності від складності,          








Таблиця 5 - Доходи   
Доходи 
Послуга Ціна Ціна за рік 
Програма на підписку 55 500 
Купівля готових візуалізованих моделей 15 --- 
Дохід за місяць з урахуванням середньої 
кількість підписок 
6025 





Модель бізнесу включає наступні складові та їх характеристики: 
- споживач, визначає: для кого створюється продукт; які споживачі є         
найціннішими: 
- для визначення споживачів використовувалася сегментація ринку  
- основними типами споживачів є: розробники медіа продуктів,       
ландшафтні дизайнери, маркетологи, інші люди які мають потребу в         
процедурно згенерованих ландшафтів 
Цінність (продукт), визначає: який продукт постачається клієнтові;       
на вирішення яких проблем клієнта спрямований бізнес; які потреби         
клієнта задовольняє бізнес; який набір продуктів та сервісів призначений         
для кожного сегменту ринку: 
- клієнт отримуватиме плагін до рушія Unity, що дасть йому змогу          
процедурно генерувати ландшафти 
 
- якщо користувачу необхідно відтворити реальний ландшафт у       
вигляді 3д об’єкта – він зможе зробити це з допомогою продукту 
Канали збуту (поширення), визначає: якими каналами збуту       
користуватися для окремих сегментів; якими каналами бізнес користується        
зараз; який зв'язок між каналами поширення; які з каналів працюють          
найкраще; які з каналів найефективніші по витратах; як канали збуту          
інтегровані зі структурами замовника (споживача): 
- основний канал збуту – мережа для продажу плагінів для Unity –           
Assets Store 
- додатковим каналом збуту буде веб сайт продукту 
Отримання виручки (грошові потоки), визначає: за що споживачі реально         
готові платити; за що споживачі платять зараз; як здійснюється сплата; як           
споживачі хотіли б платити; який вклад кожного потоку виручки в          
загальну виручку: 
- так як основний канал розповсюдження буде Unity Assets Store, то і           
платежі будуть оброблятися цією платформою 
основні ресурси, визначає: яких основних ресурсів потребує бізнес, в тому          
числі: продукування основної цінності (продукту); канали поширення;       
взаємозв'язок зі споживачами; потоки виручки: 
- основним ресурсом бізнесу буде інтелектуальна власність що       
поширюється на даний технічний продукт 
ключова діяльність, визначає: які види діяльності потребує бізнес, в тому          
числі: продукування основної цінності (продукту); функціонування каналів       
поширення; взаємозв'язок зі споживачами; потік виручки: 
- продукт буде вимагати постійної підтримки та покращення 
- буде налаштована робота з клієнтами для вирішення можливих        
проблем 
 
ключові партнери, визначає: які партнери є ключовими; які постачальники         
є основними; які основні ресурси необхідно отримувати від партнерів         
(постачальників); якою є ключова діяльність партнерів: 
- ключовим партнером та постачальником технологічної платформи      
буде Unity 
структура витрат: 
- витрати були проаналізовані в таблиці 5.2, згідно з нею, ключовими          
витратами будуть заробітна платня для підтримки команди       
















В ході даної магістерської роботи було проаналізовано існуючі        
способи та методи генерації ландшафтів та розроблено удосконалений        
спосіб, який на відміну від існуючих дозволяє отримати візуально         
реалістичний результат. Характерною особливістю запропонованого     
вдосконаленого способу є застосування геодезичних мап як джерела        
інформації про рельєф місцевості. 
В роботі також було виконано програмну розробку. Тестування        
розробленого ПЗ показало, що швидкодія алгоритму відповідає середній        
швидкодії існуючих алгоритмів. Також експертна оцінка показала що        
розроблений алгоритм видає реалістичний та детальний результат. 
На основі розробленого програмного забезпечення запропоновано      
стартап-проект. Він буде полягати у розповсюдженні розробленого ПЗ,        
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using Random = UnityEngine.Random; 
 






public class TerrainGeneratorMediator : Mediator 
{ 
[Inject] public ITerrainModel TerrainModel { get; set; } 
 
[Inject] public TerrainGeneratedSignal Signal { get; set; } 
 
[Inject] public LoadTerrainSignal LoadTerrainSignal { get; set; } 
 
[Inject] public LoadRequestSignal LoadRequestSignal { get; set; } 
 
 [Inject] public ITerrainView TerrainView { get; set; } 
 







private void OnLoadRequest(Terrain[,] terrains) { LoadTerrainSignal.Dispatch(terrains); } 
 




 float width = data.Terrains[0, 0].terrainData.size.x; 
 float height = data.Terrains[0, 0].terrainData.size.z; 
 
 TerrainView.Init(data.Terrains, width, height, data); 
 
 for (var i = 0; i < data.splatMapData.GetLength(0); i++) 
 for (var j = 0; j < data.splatMapData.GetLength(1); j++) 
 { 
 //TerrainModel.SaveSplatMapDetailsFloats(data.splatMapData[i, j].detailLayers, i, j); 
 TerrainModel.SaveSplatMapTexturesFloats(data.splatMapData[i, j].splatmapData, i, j); 






public class TerrainGenerator : View, ITerrainGenerator 
{ 
 
[Inject] public LoadRequestSignal LoadRequestSignal { get; set; } 
 
[Inject] public TerrainGeneratedSignal TerrainGeneratedSignal { get; set; } 
 
private const int OffsetForWaterBiom = -20; 
private const float MultiplayerForRockBiom = 1.5f; 
private const float RockHeight = 0.5f; 
private const float ForestHeight = 0.2f; 
private const float FieldHeight = 0.18f; 
private const float WaterHeight = 0.15f; 
private const float MaxHeightPertubration = 0;//0.03f; 
private const int SmoothIterations = 1; 
private const int SmoothIterationsSecond = 1; 
private const int TerrainHeight = 100; 
 
private const float NoiseBigFrequency = 0.0025f; 
private const int NoiseBigOctaves = 3; 
private const float NoiseBigLanctuarity = 4f; 
private const float NoiseBigPersistence = 0.6f; 
 
private const float NoiseSmallFrequency = 0.9f; 
private const int NoiseSmallOctaves = 7; 
 
private const float NoiseSmallLanctuarity = 2.5f; 
private const float NoiseSmallPersistence = 0.15f; 
private const float NoiseSmallAmplitude = 0.15f; 
 
[SerializeField] private GameObject water; 
 
[SerializeField] private readonly float bilboarStart = 500; 
 
[Header("Unity terrain optimizing settings")] [SerializeField] private readonly float detailDinstance = 250f; 
 
[SerializeField] private readonly float fadeDistance = 50; 
private readonly float height = 1.5f; 
 
private readonly float heitTexturSclale = 1.4f; 
 
//private readonly float heitTexturSclale = 1.5f; 
[SerializeField] private readonly int maxMeshTrees = 1000; 
 
private readonly int terrainResoltion = 1028; 
private readonly int terrainWidth = 1028; 
[SerializeField] private readonly float treeDistance = 100; 
private int amountOfSplatMapsToAssign; 
 
[SerializeField] private Texture2D ColorTexture2D; 
public TextureCreator.ColorToBinomType[] ColorsBinomTypes; 
 
private DetailPrototype[] detailPrototypes; 
 
 
[SerializeField] private GameObject[] detailsPrefabs; 
 
[Header("Details settings")] [SerializeField] private Texture2D[] detailsTextures; 
[SerializeField] private Color grassTintColor; 
private int heightCounter, heightMax, numberOfTerrains; 
 
[SerializeField] private RawImage debugMap; 
[SerializeField] private Texture2D heighTexture2D; 
private float[,] heights; 
private int heightTextureResolution; 
private float hmHeight; 
private float hmWidth; 
 
[SerializeField] private Texture2D[] normalsForTerrainTexxuters; 
[SerializeField] private Texture2D[] prefabsTexture2Ds; 
 
private int prevX, prevY; 
[SerializeField] private Transform rockPrefab; 
 
private Dictionary<Vector2f, BiomSite> sites; 
 
private Terrain terrain; 
 
private GeneratedTerrainsData terrainData; 
 
[SerializeField] private Terrain[,] terrains; 
 
public Action terrainsReady; 
 
 public SplatPrototype[] textures; 
 
[SerializeField] private Texture2D[] texturesForTerrain; 
[SerializeField] private Transform treePrefab; 
private TreePrototype[] treePrototypes; 
[SerializeField] private GameObject[] treesPrefabs; 
private BiomVoronnoy voronoi; 
private Bioms bioms; 
private float debuggTime; 
 
public float[,][,] HeightFloats { get; private set; } 
 
#region Load Terrain 
 










private void OnGUI() 
{ 
 float proggres = heightCounter / (float)heightMax; 
 
 string heightproggres = "Height progress: " + proggres; 
 
 if (heightMax != 1 && Mathf.FloorToInt(proggres) != 1) 
 GUI.Label(new Rect(10, 10, 500, 20), heightproggres); 
} 
 
public class SplatMapData 
{ 
 public int[] coordinates; 
 
 public float[,,] splatmapData; 
 
 public SplatMapData(float[,,] splatmapData) { this.splatmapData = splatmapData; } 
} 
 
public struct GeneratedTerrainsData 
{ 
 public Vector3 EndRiverLocal; 
 public Vector2 EndRiverTerrainIndex; 
 public float[,][,] HeightFloats; 
 public SplatMapData[,] splatMapData; 
 public Vector3 StartRiverLocal; 
 public Vector2 StartRiverTerrainIndex; 
 public TerrainData[,] TerrainDatas; 
 public Terrain[,] Terrains; 
 public TreeGrid[,] TreeGrids; 
 public Bioms Bioms; 
} 
 







private void ApplyPrototypesToTerrain() 
{ 
 treePrototypes = new TreePrototype[treesPrefabs.Length]; 
 //detailPrototypes = new DetailPrototype[detailsTextures.Length + detailsPrefabs.Length]; 
 detailPrototypes = new DetailPrototype[detailsTextures.Length]; 
 
 for (var i = 0; i < treePrototypes.Length; i++) 
 treePrototypes[i] = new TreePrototype {prefab = treesPrefabs[i]}; 
 
 for (var i = 0; i < detailsTextures.Length; i++) 
 detailPrototypes[i] = new DetailPrototype 
 { 
 prototypeTexture = detailsTextures[i], 
 healthyColor = grassTintColor 
 }; 
 
 ///  for (var i = 0; i < detailPrototypes.Length; i++) 
 //   detailPrototypes[i] = new DetailPrototype {prototype = detailsPrefabs[i], prototypeTexture = 
prefabsTexture2Ds[i], healthyColor = grassTintColor}; 




private void GenerateTerrains() 
{ 
 var _terrainDataSample = new TerrainData(); 
 heightTextureResolution = terrainResoltion;//Mathf.FloorToInt(heighTexture2D.width / heitTexturSclale); 
 _terrainDataSample.heightmapResolution = terrainResoltion; 
   
 _terrainDataSample.size = new Vector3(terrainWidth, terrainWidth, terrainWidth); 
 
 numberOfTerrains = /*terrainResoltion / _terrainDataSample.heightmapWidth +*/ 1; 
 
 terrains = new Terrain[numberOfTerrains, numberOfTerrains]; 
 
 for (var i = 0; i < numberOfTerrains; i++) 
 for (var j = 0; j < numberOfTerrains; j++) 
 { 
 var _terrainData = new TerrainData {heightmapResolution = terrainResoltion, size = new Vector3(terrainWidth, 
TerrainHeight, terrainWidth)}; 
 _terrainData.SetDetailResolution(terrainResoltion, 8); 
   
 var _terrain = Terrain.CreateTerrainGameObject(_terrainData); 
 _terrain.transform.SetParent(transform); 
 _terrain.GetComponent<Terrain>().heightmapPixelError = 1; 
 _terrain.transform.position = new Vector3(_terrain.GetComponent<Terrain>().terrainData.size.x * i, 0, 











#region Generate terrain 
 
public void StrartGeneration() 
{ 
 debuggTime = Time.timeSinceLevelLoad; 
 GenerateTerrains(); 
 
 heightMax = 1; 







private void PaintTerrain() 
{ 
 var waterPos = bioms.GetBiomCenters(BiomType.Water); 
 
 foreach (var vector2 in waterPos) 
 { 
 




 textures = new SplatPrototype[texturesForTerrain.Length]; 
 for (var i = 0; i < texturesForTerrain.Length; i++) 
 { 
 textures[i] = new SplatPrototype(); 
 textures[i].texture = texturesForTerrain[i]; 
 textures[i].normalMap = normalsForTerrainTexxuters[i]; 
 textures[i].tileOffset = new Vector2(0, 0); 
 textures[i].tileSize = new Vector2(15, 15); 
 } 
 
 for (var i = 0; i < terrains.GetLength(0); i++) 
 for (var j = 0; j < terrains.GetLength(1); j++) 
 { 
 terrain = terrains[i, j]; 
 terrain.terrainData.splatPrototypes = textures; 
 terrain.terrainData.treePrototypes = treePrototypes; 
 terrain.terrainData.detailPrototypes = detailPrototypes; 
 terrain.detailObjectDistance = detailDinstance; 
 terrain.treeBillboardDistance = bilboarStart; 
 terrain.treeDistance = treeDistance; 
 terrain.terrainData.alphamapResolution = terrainResoltion; 
 terrain.treeCrossFadeLength = fadeDistance; 
 terrain.detailObjectDistance = 700; 
 terrain.treeMaximumFullLODCount = maxMeshTrees; 
 
 var splatMapAssigner = terrain.gameObject.AddComponent<SplatAssigner>(); 
 var t = terrain.gameObject.AddComponent<TerrainView>(); 
 t.SetVoronnoi(voronoi.Bioms); 
 splatMapAssigner.X = i; 
 splatMapAssigner.Y = j; 
 splatMapAssigner.Rock = rockPrefab; 
 splatMapAssigner.Tree = treePrefab; 
 splatMapAssigner.callbackAction = OnFinishGenerating; 
 amountOfSplatMapsToAssign++; 








 terrainData.splatMapData[coordinates[0], coordinates[1]] = new SplatMapData(splatmapData); 
 terrainData.TerrainDatas[coordinates[0], coordinates[1]] = terrainDataPers; 
 terrainData.TreeGrids[coordinates[0], coordinates[1]] = treeGrid; 
 terrainData.Bioms = voronoi.Bioms; 
 




private void SmoothTerrains() 
{ 
 
 float hmWidth = terrains[0, 0].terrainData.heightmapWidth; 
 float hmHeight = terrains[0, 0].terrainData.heightmapHeight; 
 
 for (var i = 0; i < heightTextureResolution; i++) 
 for (var j = 0; j < heightTextureResolution; j++) 
 { 
 var xIndex = (int)(Mathf.FloorToInt(i) / hmWidth); 
 var yIndex = (int)(Mathf.FloorToInt(j) / hmHeight); 
 terrain = terrains[xIndex, yIndex]; 




private float[,] SMoothTerrain(Terrain terrain, float[,] heightMap, int shiftFromStart, int iterations) 
{ 
 var terData = terrain.terrainData; 
 int Tw = terData.heightmapWidth; 
 int Th = terData.heightmapHeight; 
 TerrainToolkit.GeneratorProgressDelegate generatorProgressDelegate = 
terrain.GetComponent<TerrainToolkit>().dummyGeneratorProgress; 
 return terrain.GetComponent<TerrainToolkit>().smooth(heightMap, new Vector2(Tw, Th), 
generatorProgressDelegate, shiftFromStart, iterations); 
} 
 
private IEnumerator GenerateHeightsToTerrains() 
{ 
 hmWidth = terrains[0, 0].terrainData.heightmapWidth; 
 hmHeight =terrains[0, 0].terrainData.heightmapHeight; 
 terrain = terrains[0, 0]; 
 
  ColorTexture2D.Resize(Mathf.CeilToInt(hmWidth), Mathf.RoundToInt(hmHeight)); 
 
 heights = terrain.terrainData.GetHeights(0, 0, Mathf.FloorToInt(hmWidth), Mathf.FloorToInt(hmHeight)); 
 
 heightMax = heightTextureResolution * heightTextureResolution; 
 
 HeightFloats = new float[numberOfTerrains, numberOfTerrains][,]; 
 
 float riverTopHeight = 0, riverBotHeight = 1000; 
 float voronnoiScale = 10; 
 var topRiverIndex = new Vector2(); 
 var botRiverIndex = new Vector2(); 
 var topRiverPos = new Vector3(); 
 var botRiverPos = new Vector3(); 
 var bounds = new Rectf(0, 0, hmWidth, hmHeight); 
 var points = new List<Vector2f> {new Vector2f(Random.Range(0, hmWidth), Random.Range(0, hmHeight))}; 
//todo random range?? 
 voronoi = new BiomVoronnoy(points, bounds, voronnoiScale, terrainResoltion); 
 voronoi.resolution = terrainResoltion; 
 voronoi.SetupBiomModule(); 
 bioms = voronoi.Bioms; 
 sites = voronoi.SitesIndexedByLocation; 
 
 var textureScale = heighTexture2D.width / hmWidth; 
 
 for (var i = 0; i < hmWidth; i += 1) 
 for (var j = 0; j < hmHeight; j += 1) 
 
 { 
 #region NewAlgorithm 
 













 #region oldAlgorithm 
 
 var xIndex = (int)(Mathf.FloorToInt(i) / hmWidth); 
 var yIndex = (int)(Mathf.FloorToInt(j) / hmHeight); 
 
 heights = HeightFloats[xIndex, yIndex] ?? new float[Mathf.FloorToInt(hmWidth), Mathf.FloorToInt(hmHeight)]; 
 
 float pixelVal = heighTexture2D.GetPixel(Mathf.FloorToInt(i * textureScale),Mathf.FloorToInt(j * 
textureScale)).grayscale; 
 
 float heightVal = pixelVal * height;// + Mathf.Pow(pixelVal, 3) * 2; 
 //float heightVal = pixelVal * height + Mathf.Exp(Power(pixelVal, 50)); 
 
  /* if (heightVal > riverTopHeight) 
 { 
 riverTopHeight = heightVal; 
 topRiverPos = new Vector3(j - Mathf.FloorToInt(hmHeight * yIndex), height, 
 i - Mathf.FloorToInt(hmWidth * xIndex)); 
 





 if (heightVal < riverBotHeight) 
 { 
 riverBotHeight = heightVal; 
 botRiverPos = new Vector3(j - Mathf.FloorToInt(hmHeight * yIndex), height, 
 i - Mathf.FloorToInt(hmWidth * xIndex)); 
 




 heights[j - Mathf.FloorToInt(hmHeight * yIndex), i - Mathf.FloorToInt(hmWidth * xIndex)] = heightVal; 
 






 // ReSharper disable once CompareOfFloatsByEqualityOperator 
 if (Math.Abs(Math.Truncate((double)heightCounter / 1000000) - heightCounter / 1000000f) == 0) 
 yield return new WaitForEndOfFrame(); 
 } 
 
 heights = HeightFloats[Mathf.FloorToInt(topRiverIndex.x), Mathf.FloorToInt(topRiverIndex.y)]; 
 
 heights[Mathf.FloorToInt(topRiverPos.x), Mathf.FloorToInt(topRiverPos.z)] = 250; 
 
 HeightFloats[Mathf.FloorToInt(topRiverIndex.x), Mathf.FloorToInt(topRiverIndex.y)] = heights; 
 
 heights = HeightFloats[Mathf.FloorToInt(botRiverIndex.x), Mathf.FloorToInt(botRiverIndex.y)]; 
 
 heights[Mathf.FloorToInt(botRiverPos.x), Mathf.FloorToInt(botRiverPos.z)] = 250; 
 
 HeightFloats[Mathf.FloorToInt(botRiverIndex.x), Mathf.FloorToInt(botRiverIndex.y)] = heights; 
 
 for (var i = 0; i < terrains.GetLength(0); i++) 
 for (var j = 0; j < terrains.GetLength(1); j++) 
 { 
 terrain = terrains[i, j]; 
 terrain.heightmapMaximumLOD = 0; 
 
 terrain.terrainData.SetHeights(0, 0, SMoothTerrain(terrain, HeightFloats[i, j], 0, SmoothIterations)); 
 } 
 
 // SetBorderlnessToTerrains(); 
 
 yield return new WaitForEndOfFrame(); 
 
 AddPertubration(); 
   
 for (var i = 0; i < terrains.GetLength(0); i++) 
 for (var j = 0; j < terrains.GetLength(1); j++) 
 { 
 terrain = terrains[i, j]; 
 terrain.heightmapMaximumLOD = 0; 
 
 terrain.terrainData.SetHeights(0, 0, SMoothTerrain(terrain, HeightFloats[i, j], 0, SmoothIterationsSecond)); 
 } 
 
 for (var i = 0; i < terrains.GetLength(0); i++) 
 for (var j = 0; j < terrains.GetLength(1); j++) 
 { 
 terrain = terrains[i, j]; 
 terrain.heightmapMaximumLOD = 0; 
 terrain.terrainData.SetHeights(0, 0, HeightFloats[i, j]); 
 } 
 
 terrainData = new GeneratedTerrainsData {HeightFloats = HeightFloats, Terrains = terrains, TerrainDatas = new 
TerrainData[numberOfTerrains, numberOfTerrains], splatMapData = new SplatMapData[numberOfTerrains, 
numberOfTerrains], TreeGrids = new TreeGrid[numberOfTerrains, numberOfTerrains], EndRiverLocal = botRiverPos, 




 debugMap.texture = ColorTexture2D; 
 
 yield return new WaitForEndOfFrame(); 
 debuggTime = Time.timeSinceLevelLoad - debuggTime; 




private void SetBorderlnessToTerrains() 
{ 
 for (var i = 0; i < terrains.GetLength(0); i++) 
 for (var j = 0; j < terrains.GetLength(1); j++) 
 { 
 //Terrain bot = null, top = null, left = null, right = null; 
 float[,] botHeight = null, leftHeight = null, topHeight = null, rightHeight = null; 
 
 if (i + 1 < terrains.GetLength(0)) 
 botHeight = HeightFloats[i + 1, j]; 
 if (i - 1 >= 0) 
 topHeight = HeightFloats[i - 1, j]; 
 if (j + 1 < terrains.GetLength(1)) 
 rightHeight = HeightFloats[i, j + 1]; 
 if (j - 1 >= 0) 
 leftHeight = HeightFloats[i, j - 1]; 
 
 heights = HeightFloats[i, j]; 
 for (var k = 0; k < hmWidth; k++) 
 for (var l = 0; l < hmHeight; l++) 
 { 
 if (rightHeight != null) 
 
 heights[Mathf.FloorToInt(hmWidth) - 1, l] = /*Mathf.Lerp(*/ rightHeight[0, l]; //, 
 
 if (leftHeight != null) 
 heights[0, l] = /* Mathf.Lerp(*/ leftHeight[Mathf.FloorToInt(hmWidth) - 1, l]; 
 
 if (botHeight != null) 
 heights[k, Mathf.FloorToInt(hmHeight) - 1] = /*Mathf.Lerp(*/ botHeight[k, 0]; //, 
 if (topHeight != null) 
 heights[k, 0] = /*Mathf.Lerp(*/ topHeight[k, Mathf.FloorToInt(hmHeight) - 1]; 
 //, heights[k, 0], 0.5f); 
 } 
 




private void OperatePoint(int i, int j) 
{ 
 var xIndex = (int)(Mathf.FloorToInt(i) / hmWidth); 
 var yIndex = (int)(Mathf.FloorToInt(j) / hmHeight); 
 
 heights = HeightFloats[xIndex, yIndex] ?? new float[Mathf.FloorToInt(hmWidth), Mathf.FloorToInt(hmHeight)]; 
   
 var biomAtPoint = voronoi.RandomBiomTypeAtPoint(new Vector2f(i, j)); 
 Vector2 center = bioms.GetClosestBiomCenter(biomAtPoint, new Vector2(i, j)); 
 float heightVal = GetHeightForBiom(i, j, biomAtPoint,Vector2.Distance(center,new 
Vector2(i,j)),bioms.GetBiomSize(biomAtPoint,center)); 
 // heightVal = heightVal * height + Power(heightVal, 3) * 2; 
 
  heights[j - Mathf.FloorToInt(hmHeight * yIndex), i - Mathf.FloorToInt(hmWidth * xIndex)] = heightVal; 
 HeightFloats[xIndex, yIndex] = heights; 
 
 Color color = Color.white; 
 
 foreach (var colorToBinomType in ColorsBinomTypes) 
 { 
 if (colorToBinomType.biomType == biomAtPoint) 
 color = colorToBinomType.color; 
 } 
 
 ColorTexture2D.SetPixel(i, j, color); 
} 
 
private void AddPertubration() 
{ 
 for (var i = 0; i < hmWidth; i += 1) 
 for (var j = 0; j < hmHeight; j += 1) 
 { 
 //var xIndex = (int)(Mathf.FloorToInt(i) / hmWidth); 
 //var yIndex = (int)(Mathf.FloorToInt(j) / hmHeight); 
 
 // var biomAtPoint = voronoi.RandomBiomTypeAtPoint(new Vector2f(xIndex, yIndex)); 
 
 heights = HeightFloats[0, 0]; 
 float heightVal = heights[j, i]; 
 heightVal += GetPertubratedHeight(i, j, heightVal); 
 
  heights[j, i] = heightVal; 




  /*  private void AddPertubration() 
{ 
 for (var i = 0; i < hmWidth; i += 1) 
 for (var j = 0; j < hmHeight; j += 1) 
 { 
 var xIndex = (int)(Mathf.FloorToInt(i) / hmWidth); 
 var yIndex = (int)(Mathf.FloorToInt(j) / hmHeight); 
 
 // var biomAtPoint = voronoi.RandomBiomTypeAtPoint(new Vector2f(xIndex, yIndex)); 
 
 heights = HeightFloats[xIndex, yIndex] ?? new float[Mathf.FloorToInt(hmWidth), Mathf.FloorToInt(hmHeight)]; 
 float heightVal = heights[j - Mathf.FloorToInt(hmHeight * yIndex), i - Mathf.FloorToInt(hmWidth * xIndex)]; 
 heightVal += GetPertubratedHeight(i, j); 
 
 heights[j - Mathf.FloorToInt(hmHeight * yIndex), i - Mathf.FloorToInt(hmWidth * xIndex)] = heightVal; 




private float GetHeightForBiom(int i, int j, BiomType biom, float distanceToBiomCenter, float biomSize) 
{ 
 float pixelVal = 0; 
 
   
 switch (biom) 
 { 
 case BiomType.Undefined: 
 Debug.LogErrorFormat("Reicived UndefinedBiom at '{0},{1}'", i, j); 
 break; 
 case BiomType.Water: 
 // pixelVal += OffsetForWaterBiom; 
 var ditanceInfluence = (biomSize / biomSize - distanceToBiomCenter / biomSize); 
 
 pixelVal = Mathf.Lerp(FieldHeight , WaterHeight, ditanceInfluence*ditanceInfluence);//Mathf.Clamp(FieldHeight 
- ditanceInfluence , WaterHeight, FieldHeight);   
 
 //pixelVal = Mathf.Clamp(WaterHeight + (distanceToBiomCenter/voronoi.GetBiomSize(biom))*0.04f, 
FieldHeight, ForestHeight); 
 break; 
 case BiomType.Forest: 
 pixelVal = Mathf.Clamp(ForestHeight - distanceToBiomCenter / 500, FieldHeight, ForestHeight); 
 var ss = pixelVal; 
 break; 
 case BiomType.Rock: 
 
 pixelVal = Mathf.Clamp(RockHeight - distanceToBiomCenter / 1500, ForestHeight + MaxHeightPertubration, 
RockHeight);  //TODO MAGICK NUMBERS   
 break; 
 case BiomType.Field: 




 throw new ArgumentOutOfRangeException("biom", biom, null); 
 } 
 
 return pixelVal; 
} 
 
private float GetHeightForBiom( BiomType biom) 
{ 
 float pixelVal = 0; 
   
 switch (biom) 
 { 
 case BiomType.Water: 
 pixelVal = WaterHeight; 
 break; 
 case BiomType.Forest: 
 pixelVal =+ForestHeight; 
 break; 
 case BiomType.Rock:   
 pixelVal = RockHeight; 
 break; 
 case BiomType.Field: 
 pixelVal = FieldHeight; 
 break; 
 default: 




 return pixelVal; 
} 
 
private float GetPertubratedHeight(int i, int j, float height) 
{ 
 var noiseMethod = Noise.NoiseMethods[(int)Noise.NoiseMethodType.Perlin][2]; 
 
 var pert = Noise.Sum(noiseMethod, new Vector3(i, height, j), NoiseBigFrequency, NoiseBigOctaves, 
NoiseBigLanctuarity, NoiseBigPersistence); 
 pert += Noise.Sum(noiseMethod, new Vector3(j, height, i), NoiseSmallFrequency, NoiseSmallOctaves, 
NoiseSmallLanctuarity, NoiseSmallPersistence) * NoiseSmallAmplitude; 










using Random = UnityEngine.Random; 
 
public class MapParser : MonoBehaviour 
{ 
[SerializeField] private Texture2D map; 
[SerializeField] private Transform debugTarget;  
 
private const float PixelTreshould = 0.25f; 
 
private const float DistanceToAdmitLineBelongs = 2; 
private const int AmountOfNeighboorsToSelectStartPoint = 10; 
public List<GLine> lines; 
private MapInterpretator mapInterpretator = new MapInterpretator(); 
#region DEBUG 
 




public void ParseMapDebug() 
{ 
 var pixels = Parse(map); 
 
 lines = GenerateLines(pixels); 
 Debug.LogFormat("Found '{0}' lines", lines.Count); 
 
 
 for (var i = 0; i < lines.Count; i++) 
 { 
 var line = lines[i]; 




 var texture = new Texture2D(map.width, map.height, TextureFormat.ARGB32, false) 
 { 




 var fillColorArray = texture.GetPixels(); 
 
 for (var i = 0; i < fillColorArray.Length; ++i) 
 { 








 for (var i = 0; i < lines.Count; i++) 
 { 
 var line = lines[i]; 
 
 foreach (var p in line.BoardPixels) 
 { 









 Debug.LogFormat("Starting filling field pixels"); 
 
 var markedColors = Parse(texture); 
 
 for (var i = 0; i < lines.Count; i++) 
 { 
 Debug.LogFormat("proggres: " + i / lines.Count, "%"); 
 
 var line = lines[i]; 
 FilLineFieldPixels(line, markedColors); 
 
 Debug.Log("line " + i + " has " + line.FieldPixels.Count + " field pixels"); 
 } 
 
 for (var i = 0; i < lines.Count; i++) 
 { 
 var line = lines[i]; 
 
 foreach (var p in line.FieldPixels) 
 { 




 texture.SetPixel(lines[0].EdgePixel.Position.x, lines[0].EdgePixel.Position.y, Color.red); 
 texture.SetPixel(lines[0].FLOODPixel.Position.x, lines[0].FLOODPixel.Position.y, Color.red); 
 texture.Apply(); 
 debugTarget.GetComponent<Renderer>().material.mainTexture = texture; 
 












 Debug.Log("Starting parsing map"); 
 yield return new WaitForEndOfFrame();   
 var t = Time.realtimeSinceStartup; 
 var pixels = Parse(map); 
 var time = Time.realtimeSinceStartup - t; 
 
 Debug.LogWarning("Parsing map time: " + time); 
 Debug.Log("Starting generating lines"); 
 yield return new WaitForEndOfFrame(); 
 t = Time.realtimeSinceStartup; 
 lines = GenerateLines(pixels); 
 time = Time.realtimeSinceStartup - t; 
 Debug.LogFormat("Found '{0}' lines", lines.Count); 
 Debug.LogWarning("Parsing lines time: " + time); 
 yield return new WaitForSeconds(0.1f); 
 
  for (var i = 0; i < lines.Count; i++) 
 { 
 var line = lines[i]; 




 var texture = new Texture2D(map.width, map.height, TextureFormat.ARGB32, false) 
 { 
 filterMode = FilterMode.Point 
 }; 
 
 for (var i = 0; i < lines.Count; i++) 
 { 
 var line = lines[i]; 
 
 foreach (var p in line.BoardPixels) 
 { 




 yield return new WaitForSeconds(0.5f); 
 Debug.LogFormat("Starting filling field pixels"); 
 
 var markedColors = Parse(texture); 
 
 
 for (var i = 0; i < lines.Count; i++) 
 { 
 yield return new WaitForSeconds(0.5f); 
 Debug.LogFormat("proggres: " + i / lines.Count, "%"); 
 
 var line = lines[i]; 
 while (drawing) 
 { 




 debugTarget.GetComponent<Renderer>().material.mainTexture = texture; 
 
 StartCoroutine(debug_FillLineWithPixels(line, markedColors)); 
 
 //FilLineFieldPixels(line, markedColors); 
 texture.SetPixel(lines[0].EdgePixel.Position.x, lines[0].EdgePixel.Position.y, Color.red); 
 texture.SetPixel(lines[0].FLOODPixel.Position.x, lines[0].FLOODPixel.Position.y, Color.red); 
 texture.Apply(); 
 debugTarget.GetComponent<Renderer>().material.mainTexture = texture; 
 } 
 texture.Apply(); 
 debugTarget.GetComponent<Renderer>().material.mainTexture = texture; 
 
 while (drawing) 
 { 




 for (var i = 0; i < lines.Count; i++) 
 { 
 var line = lines[i]; 
 
 foreach (var p in line.FieldPixels) 
 { 





 debugTarget.GetComponent<Renderer>().material.mainTexture = texture; 
 yield return new WaitForSeconds(0.5f); 
 




private IEnumerator debug_FillLineWithPixels(GLine line, Optimized2Array<Pixel> pixels) 
{ 
 int i = 1; 
 drawing = true; 
 var pos = line.EdgePixel.Position; 
 List<Pixel> neigborPixels = new List<Pixel>(); 
 
 for (i = 1; i < AmountOfNeighboorsToSelectStartPoint; i++) 
 
 { 
 neigborPixels.AddRange(GetNeighboorPixels(pos, i, pixels)); 
 } 
 
 //var linePixels = neigborPixels.Where(p => p.Value == line.LineCollor).ToList(); 
 
 var linePixels = new List<Pixel>(); 
 
 foreach (var pixel in neigborPixels) 
 { 




 var averagePos = new Vector2Int(0, 0); 
 
 foreach (var linePixel in linePixels) 
 { 
 averagePos += linePixel.Position; 
 } 
 
 if (linePixels.Count() == 0) 
 { 








 while (!ColorHelper.IsColorWhite(pixels[averagePos.x,averagePos.y].Value,PixelTreshould)) 
 { 
 averagePos += Vector2Int.right; 
 
 if (pixels[averagePos.x, averagePos.y] == null) 
 yield break; 
 } 
 
 line.FLOODPixel = new Pixel(averagePos, Color.red); 
 yield return new WaitForSeconds(0.1f); 
 
 Debug.Log("Found anchor point, begin to floodfill"); 
 Debug.Log("Anchor point is " + averagePos.ToString()); 
 //FloodFill(averagePos, pixels, line); 
 
 StartCoroutine(debug_FloodFill(averagePos, pixels, line)); 
} 
 
private IEnumerator debug_FloodFill(Vector2Int startPosition, Optimized2Array<Pixel> pixels, GLine line) 
{ 
 HashSet<Vector2Int> q = new HashSet<Vector2Int>(); 
 HashSet<Vector2Int> qt = new HashSet<Vector2Int>(); 
 
 q.Add(startPosition); 
 line.AddFieldPixel(new Pixel(new Vector2Int(startPosition.x, startPosition.y), line.LineCollor)); 
 
 
 Vector2Int w, e; 
 
 while (q.Count > 0) 
 { 
 yield return new WaitForEndOfFrame(); 
 
 foreach (var pixel in q) 
 { 
 w = pixel; 
 e = pixel; 
 
 while (ColorHelper.IsColorWhite(pixels[w.x - 1, w.y].Value, PixelTreshould)) 
 { 
 w += Vector2Int.left; 
 




 //  while (pixels[e.x, e.y] == Color.white) 
 while ((pixels.InBounds(e + Vector2Int.right)) && ColorHelper.IsColorWhite(pixels[e.x + 1, e.y].Value, 
PixelTreshould)) 
 { 
 e += Vector2Int.right; 
 




  for (int i = 0; i <= pixel.x - w.x; i++) 
 { 
 if (ColorHelper.IsColorWhite(pixels[w.x + i, w.y].Value, PixelTreshould)) 
 { 
 pixels[w.x + i, w.y].Value = line.LineCollor; 
 // var t = (Texture2D) debugTarget.GetComponent<Renderer>().material.mainTexture; 
 // t.SetPixel(w.x + i, w.y, Random.ColorHSV(0.6f,1)); 
 // t.Apply(); 
 //debugTarget.GetComponent<Renderer>().material.mainTexture = t; 
 //yield return new WaitForEndOfFrame(); 
 
 line.AddFieldPixel(new Pixel(new Vector2Int(w.x + i, w.y), line.LineCollor)); 
 pixels[w.x + i, w.y].Value = line.LineCollor; 
 } 
 
 if (ColorHelper.IsColorWhite(pixels[w.x + i, w.y + 1].Value, PixelTreshould)) 
 qt.Add(new Vector2Int(w.x + i, w.y + 1)); 
 
 if (ColorHelper.IsColorWhite(pixels[w.x + i, w.y - 1].Value, PixelTreshould)) 
 qt.Add(new Vector2Int(w.x + i, w.y - 1)); 
 } 
 
 for (int i = 0; i <= e.x - pixel.x; i++) 
 { 
 if (ColorHelper.IsColorWhite(pixels[e.x - i, e.y].Value, PixelTreshould)) 
 { 
 pixels[e.x - i, e.y].Value = line.LineCollor; 
 
 //  var t = (Texture2D) debugTarget.GetComponent<Renderer>().material.mainTexture; 
 //  t.SetPixel(e.x - i, e.y, Random.ColorHSV()); 
 // t.Apply(); 
 // debugTarget.GetComponent<Renderer>().material.mainTexture = t; 
 //yield return new WaitForEndOfFrame(); 
 
 line.AddFieldPixel(new Pixel(new Vector2Int(e.x - i, e.y), line.LineCollor)); 
 pixels[e.x - i, e.y].Value = line.LineCollor; 
 } 
 
 if (ColorHelper.IsColorWhite(pixels[e.x - i, e.y + 1].Value, PixelTreshould)) 
 qt.Add(new Vector2Int(e.x - i, e.y + 1)); 
 
 if (ColorHelper.IsColorWhite(pixels[e.x - i, e.y - 1].Value, PixelTreshould)) 









 var tex = (Texture2D) debugTarget.GetComponent<Renderer>().material.mainTexture; 
 var c = Random.ColorHSV(); 
 
 foreach (var i in q) 
 { 
 




 debugTarget.GetComponent<Renderer>().material.mainTexture = tex; 
 } 
 
 Debug.Log("Floodfil of line has finished, found " + line.FieldPixels.Count + "field pixels"); 




private void FilLineFieldPixels(GLine line, Optimized2Array<Pixel> pixels) 
{ 
 int i = 1; 
 var pos = line.EdgePixel.Position; 
 List<Pixel> neigborPixels = new List<Pixel>(); 
 
 for (i = 1; i < AmountOfNeighboorsToSelectStartPoint; i++) 
 { 
 neigborPixels.AddRange(GetNeighboorPixels(pos, i, pixels)); 
 } 
 
 //var linePixels = neigborPixels.Where(p => p.Value == line.LineCollor).ToList(); 
 
 var linePixels = new List<Pixel>(); 
 
 foreach (var pixel in neigborPixels) 
 
 { 





 var averagePos = new Vector2Int(0, 0); 
 
 foreach (var linePixel in linePixels) 
 { 
 averagePos += linePixel.Position; 
 } 
 
 averagePos /= linePixels.Count(); 
 
 
 line.FLOODPixel = new Pixel(averagePos, line.LineCollor); 
 FloodFill(averagePos, pixels, line); 
} 
 
private List<GLine> GenerateLines(Optimized2Array<Pixel> pixels) 
{ 
 List<GLine> lines = new List<GLine>(); 
 
 for (int i = 0; i < pixels.GetLength(0); i++) 
 { 
 for (int j = 0; j < pixels.GetLength(1); j++) 
 { 
 
 if (pixels[i, j].GrayscaleNormalized > PixelTreshould) 
 { 
 bool existingLinePixel = false; 
 
 foreach (var line in lines) 
 { 
 if (line.BoardPixels.Contains(pixels[i,j])) 
 { 





 if (!existingLinePixel) 
 { 







 return lines; 
} 
 
HashSet<Pixel> GetNeighboorPixels(Vector2Int position, int offset, Optimized2Array<Pixel> pixels) 
{ 
 HashSet<Pixel> neighborPixels = new HashSet<Pixel>(); 
 
  var p10 = GetPixelFromArray(position.x + offset, position.y, pixels); 
 var p11 = GetPixelFromArray(position.x + offset, position.y + offset, pixels); 
 var p01 = GetPixelFromArray(position.x, position.y + offset, pixels); 
 var pm10 = GetPixelFromArray(position.x - offset, position.y, pixels); 
 var pm11 = GetPixelFromArray(position.x - offset, position.y + offset, pixels); 
 var p1m1 = GetPixelFromArray(position.x + offset, position.y - offset, pixels); 
 var p0m1 = GetPixelFromArray(position.x, position.y - offset, pixels); 
 var pm1m1 = GetPixelFromArray(position.x - offset, position.y - offset, pixels); 
 
 if (p10 != null) 
 neighborPixels.Add(p10); 
 if (p11 != null) 
 neighborPixels.Add(p11); 
 
 if (p01 != null) 
 neighborPixels.Add(p01); 
 
 if (pm10 != null) 
 neighborPixels.Add(pm10); 
 
 if (pm11 != null) 
 neighborPixels.Add(pm11); 
 
 if (p1m1 != null) 
 neighborPixels.Add(p1m1); 
 




 if (pm1m1 != null) 
 neighborPixels.Add(pm1m1); 
 




Pixel GetPixelFromArray(int i, int j, Optimized2Array<Pixel> pixels) 
{ 
 return pixels.InBounds(i, j) ?  pixels[i, j] : null; 
} 
 
GLine ParseGLineFromPixel(Vector2Int pos, Optimized2Array<Pixel> pixels) 
{ 
 List<Vector2Int> posList = new List<Vector2Int>() {pos}; 
 
 GLine line = new GLine(new float[pixels.GetLength(0), pixels.GetLength(1)]); 
 
 bool foundNeighboorPixel = true; 
 HashSet<Pixel> neighborPixels = new HashSet<Pixel>(); 
 int curOffset = 1; 
 var p = pixels[pos.x,pos.y]; 
 line.AddBorderPixel(p); 
 
 while (foundNeighboorPixel) 
 { 
 
 foundNeighboorPixel = false; 
 for (var i = 0; i < posList.Count; i++) 
 { 
 var curPos = posList[i]; 
 neighborPixels = GetNeighboorPixels(curPos, curOffset, pixels); 
 
 foreach (var pixel in neighborPixels) 
 { 




 foundNeighboorPixel = true; //todo contitnue here 













 return line; 
} 
 
 private Optimized2Array<Pixel> Parse(Texture2D texture) 
{ 
 for (int j = 0; j < texture.width; j++) 
 { 
 texture.SetPixel(j, 0, Color.black); 
 texture.SetPixel(j, texture.height - 1, Color.black);   
 } 
 
 for (int j = 0; j < texture.height; j++) 
 { 
 texture.SetPixel(0, j, Color.black); 




 debugTarget.GetComponent<Renderer>().material.mainTexture = texture; 
 
 
 Optimized2Array<Pixel> pixels = new Optimized2Array<Pixel>(texture.height, texture.width); 
 
 for (int i = 0; i < texture.height; i++) 
 { 
 for (int j = 0; j < texture.width; j++) 
 { 
 var pixel = texture.GetPixel(i, j); 
 //pixels[i, j] = Mathf.Pow((1 - pixel.grayscale)*5,2); 










 * Flood-fill (node, target-color, replacement-color): 
 1. If target-color is equal to replacement-color, return. 
 2. If color of node is not equal to target-color, return. 
 3. Set Q to the empty queue. 
 4. Add node to Q. 
 5. For each element N of Q: 
 6. Set w and e equal to N. 
 7. Move w to the west until the color of the node to the west of w no longer matches target-color. 
 8. Move e to the east until the color of the node to the east of e no longer matches target-color. 
 9. For each node n between w and e: 
 10. Set the color of n to replacement-color. 
 11. If the color of the node to the north of n is target-color, add that node to Q. 
 12. If the color of the node to the south of n is target-color, add that node to Q. 
 13. Continue looping until Q is exhausted. 
 14. Return. 
 */ 
 
private void FloodFill(Vector2Int startPosition, Optimized2Array<Pixel> pixels, GLine line) 
{ 
 List<Vector2Int> q = new List<Vector2Int>(); 
 
 List<Vector2Int> qt = new List<Vector2Int>(); 
 
 q.Add(startPosition); 
 line.AddFieldPixel(new Pixel(new Vector2Int(startPosition.x, startPosition.y), line.LineCollor)); 
 
 Vector2Int w, e; 
 
 while (q.Count > 0) 
 { 
 foreach (var pixel in q) 
 { 
 w = pixel; 
 e = pixel; 
 
 while (pixels[w.x, w.y].Value == Color.white) 
 { 
 w += Vector2Int.left; 
 } 
 
 while (pixels[e.x, e.y].Value == Color.white) 
 { 
 e += Vector2Int.right; 
 } 
 
 for (int i = 0; i <= pixel.x - w.x; i++) 
 { 
 if (pixels[w.x + i, w.y].Value == Color.white) 
 { 
 
 pixels[w.x + i, w.y].Value = line.LineCollor; 
 line.AddFieldPixel(new Pixel(new Vector2Int(w.x + i, w.y), line.LineCollor)); 
 } 
 
 if (pixels[w.x + i, w.y + 1].Value == Color.white) 
 qt.Add(new Vector2Int(w.x + i, w.y + 1)); 
 
 if (pixels[w.x + i, w.y - 1].Value == Color.white) 
 qt.Add(new Vector2Int(w.x + i, w.y - 1)); 
 } 
 
 for (int i = 0; i <= e.x - pixel.x; i++) 
 { 
 if (pixels[e.x - i, e.y].Value == Color.white) 
 { 
 pixels[e.x - i, e.y].Value = line.LineCollor; 
 line.AddFieldPixel(new Pixel(new Vector2Int(e.x - i, e.y), line.LineCollor)); 
 } 
 
 if (pixels[e.x - i, e.y + 1].Value == Color.white) 
 qt.Add(new Vector2Int(e.x - i, e.y + 1)); 
 
 if (pixels[e.x - i, e.y - 1].Value == Color.white) 
 qt.Add(new Vector2Int(e.x - i, e.y - 1)); 
 } 
 } 
 
 q.Clear(); 
 
 q.AddRange(qt); 
 qt.Clear(); 
 } 
} 
} 
 
 
 
