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 Resumen 
 
La idea de este Proyecto de Fin de Grado es ofrecer a los jugadores de ajedrez una nueva                  
forma de guardar e intercambiar la información de las partidas. Para cumplir este propósito,              
se ha optado por implementar, sobre una aplicación de ajedrez, la codificación y             
descodificación de códigos QR que almacenen datos sobre los movimientos realizados a lo             
largo del juego, obteniendo como resultado una aplicación capaz de guardar y compartir             
dicho informe en formato QR, además de cargar partidas directamente desde la cámara o a               
través de imágenes QR. 
Esta nueva manera de codificar las partidas de ajedrez supondrá, junto a una adaptación              
del juego a las nuevas tecnologías, una alternativa útil e inmediata para las personas que se                
desarrollan como ajedrecistas. 
A lo largo de este documento, se irán describiendo las distintas etapas que componen el               
desarrollo de este módulo, desde una primera fase de investigación sobre los códigos QR,              
las herramientas elegidas para la elaboración del proyecto y las ventajas que conllevaría             
esta aplicación en el mundo del ajedrez, hasta las fases de implementación y pruebas              
realizadas para validar su correcto funcionamiento. 
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 Abstract 
The main idea behind this Final Project is to offer the chess players a new way to store and                   
exchange information of their chess matches. To accomplish this, we decided to build, over              
a chess application, QR encoding and decoding where the data on movements during the              
game is stored. The result is an application that keeps and shares this report in QR format.                 
What’s more, the system allows you to load chess matches directly from your camera or               
pictures on the device’s photo library. 
This new way of encoding chess games will entail not only the adaptation of this sport to                 
new technologies but also an useful alternative for newest chess players. 
Throughout this document, we will describe in detail every stage of the development of this               
module. First, we will start with the research about QR codes. After this first phase, we will                 
describe the tools and libraries needed for the development and we will discuss the              
advantages of this development in the world of chess. Finally, we will go into greater detail of                 
the process of implementation and testing. 
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 1. Introducción 
 
El código QR (Quick Response) o código de respuesta rápida, es un sistema de información               
que supone una evolución del código de barras. Se trata de una imagen bidimensional              
cuadrada que puede almacenar los datos codificados y que, a diferencia de los lineales,              
contienen información en dos direcciones: vertical y horizontal. 
Las posibilidades y las aplicaciones que se les puede dar son variadas. En nuestro caso, la                
facilidad de su uso, los avances tecnológicos y la difusión de la telefonía móvil así como el                 
bajo coste que supone su utilización, hace de este sistema una herramienta de utilidad para               
compartir partidas de ajedrez.  
A continuación se presentan las motivaciones que dieron lugar a la realización de este              
Proyecto de Fin de Grado (a partir de ahora PFG) y los objetivos que se persiguen.                
Finalmente, se comentará la estructura general de la memoria del proyecto. 
 
Motivaciones 
Los códigos de barras tradicionales han existido durante años y los podemos encontrar en              
cientos de sitios y productos. Ahora, sin embargo, un nuevo tipo de código está              
conquistando el mundo de la mercadotecnia y la comercialización. Son los denominados            
códigos QR. 
 
La principal razón de este auge es que los consumidores están adoptando los Smartphones              
en sus experiencias cotidianas. Además de que los códigos QR tienen pocos límites,             
evolucionan a medida que lo hace la tecnología. Tanto las aplicaciones de lectura de              
códigos QR como la tecnología de los teléfonos móviles, mejoran cada vez más, haciendo              
que el uso de los códigos sea más sencillo. 
 
Dicho esto, la demanda de los códigos QR en el desarrollo de aplicaciones móviles y su                
continua evolución es una de las principales motivaciones para realizar este PFG.  
 
Tras tomar la decisión de realizar un proyecto enfocado en el uso de los códigos QR, se ha                  
optado por desarrollar el sistema para Android, ya que disponemos de múltiples dispositivos             
donde realizar las pruebas. Además, Android es el sistema operativo móvil más usado en el               
mundo y permite la distribución de la aplicación de forma independiente sin pasar por la               
tienda de Google o cualquier otra tienda de aplicaciones propietaria. 
 
En lugar de desarrollar una aplicación de ajedrez desde cero, lo cual excedería los objetivos               
de este proyecto, se ha decidido adaptar la aplicación de ajedrez de código abierto              
DroidFish, e implementar sobre esta la codificación y descodificación de códigos QR que             
almacenarán los movimientos de una partida de ajedrez. 
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 En cuanto a las herramientas, se ha utilizado Android Studio como entorno de desarrollo, la               
biblioteca de código abierto ZXing, que proporciona clases y métodos para codificar y             
descodificar códigos QR, y el software de control de versiones Git. 
 
Objetivos 
Por lo comentado en el apartado anterior, el objetivo principal de este PFG es desarrollar un                
sistema de almacenamiento de partidas de ajedrez en códigos QR sobre una aplicación de              
código abierto. 
 
Para conseguirlo se considera necesario alcanzar los siguientes subobjetivos: 
 
- Preparar el proyecto de la aplicación de ajedrez que vamos a utilizar como base 
para poder trabajar con Android Studio. 
- Diseñar una estructura de datos para el contenido que vamos a almacenar, que 
maximice el espacio que nos proporciona la especificación de códigos QR. 
- Desarrollar un módulo intermediario que traduzca los datos del formato de la 
aplicación a nuestro formato y viceversa. 
- Desarrollar un módulo que genere códigos QR a partir de nuestro formato. 
- Desarrollar un módulo que lea códigos QR y almacene la información siguiendo 
nuestro formato. 
 
Estructura de la memoria 
En el capítulo segundo se profundizará sobre los códigos QR, viajando a lo largo de la                
historia desde su predecesor, el código de barras lineal, hasta su nacimiento en la industria               
automotriz. También se abordará su estandarización y evolución hasta la actualidad. Por            
último, se mostrarán sus características más relevantes, los caracteres que puede soportar            
a la hora de almacenar datos y la notación PGN como formato de almacenamiento de               
partidas de ajedrez. 
 
El siguiente capítulo se ha dedicado a todo lo relativo con el desarrollo para Android. Se                
presentarán los requisitos funcionales y no funcionales de la aplicación, así como las             
herramientas utilizadas tales como Android Studio, la librería ZXing y DroidFish.  
 
Además, este capítulo, contiene todo lo relacionado con la implementación de los módulos             
correspondientes que se han de desarrollar en este PFG. Se comentan las clases             
implementadas, los diagramas necesarios para poder comprender el trabajo realizado y las            
pruebas correspondientes para comprobar su correcto funcionamiento.  
 
El cuarto capítulo contiene la metodología de desarrollo de software utilizada para la gestión              
de este proyecto. Además, abarca la planificación seguida a lo largo del PFG y el               
presupuesto procedente del desarrollo del trabajo. 
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 El quinto y sexto capítulo contienen lo referente al impacto social y medioambiental que              
supone la realización de este proyecto, así como el manual de usuario y la instalación de la                 
aplicación. 
 
En el séptimo y octavo capítulo se desarrollarán las conclusiones que se han extraído tras la                
realización del PFG y las posibles ampliaciones de este trabajo, que podrían dar lugar a               
nuevos proyectos de fin de grado. 
 
Por último, se ha incluido un apartado que contiene los documentos anexos y la bibliografía               
que ha sido consultada para la realización de este proyecto.  
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 2. Códigos QR 
Historia 
Predecesores 
En la década de 1960, el alto crecimiento económico en Japón supuso la aparición de               
varios supermercados en los vecindarios. Las cajas registradoras de estas tiendas           
requerían que el precio se introdujera manualmente. Debido a esto, muchos de los cajeros              
sufrían entumecimiento en la muñeca y el síndrome del túnel carpiano. 
 
La invención de los códigos de barras proporcionó una solución a este problema.             
Posteriormente, se desarrolló el sistema POS (Point of Sale - Punto de venta), en el que el                 
precio de un artículo se visualizaba automáticamente en la caja registradora cuando el             
código era escaneado por un sensor óptico y, al mismo tiempo, se enviaba la información a                
un ordenador. 
 
 
Fig. 1. Software de punto de venta o sistema POS. 
 
Sin embargo, cuanto más se extendía el uso del código de barras, más evidentes eran sus                
limitaciones. Como consecuencia, los usuarios se pusieron en contacto con Denso Wave            
Inc., compañía que en ese momento estaba desarrollando lectores de códigos de barras, y              
preguntaron si era posible desarrollar códigos de barras que abarcaran más información y             
que además incluyeran caracteres del alfabeto japonés. 
 
Nacimiento del código QR 
Denso Wave Inc. designó a Masahiro Hara como responsable del desarrollo del código QR.              
Él y su compañero se centraron en estudiar un nuevo tipo de código 2D. 
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 El gran reto para este equipo era conseguir que su código se leyera lo más rápido posible.                 
Para solucionar este problema, optaron por añadir información posicional. De esta manera,            
unas marcas cuadradas en la imagen ofrecían una referencia espacial para leer la             
información. 
 
 
Fig. 2. Takayuki Nagaya y Masahiro Hara. 
 
Pero, ¿por qué elegir marcas cuadradas? Según Hara esto se debía a que “era el patrón                
menos probable de aparecer en varias formas de negocios y similares”. 
 
Si se usa un patrón de detección de posición en un código y existe una marca de aspecto                  
similar cerca, el lector de código puede confundirlo con los patrones de detección de              
posición. Para evitar este tipo de lectura errónea, sus patrones de detección tenían que ser               
totalmente únicos. Después de reflexionar a fondo sobre este problema, decidieron realizar            
un estudio exhaustivo sobre patrones en imágenes y símbolos impresos en invitaciones,            
revistas, periódicos, etc., hasta encontrar zonas comunes con áreas blancas y negras.            
Finalmente, concluyeron en que la proporción menos utilizada de áreas en blanco y negro              
era 1:1:3:1:1, con lo que decidieron los anchos de las áreas en blanco y negro en sus                 
patrones de detección de posición. Mediante la búsqueda de esta proporción única, se pudo              
determinar la orientación del código sin importar el ángulo de exploración. 
 
Un año y medio después, se empezó con el desarrollo del proyecto, y, finalmente, después               
de innumerables pruebas y errores, se creó un código QR capaz de codificar alrededor de               
7000 cifras además de caracteres Kanji, propios del idioma japonés. Este código no solo              
podía soportar una gran cantidad de información, sino que también podía leerse 10 veces              
más rápido que otros códigos existentes. 
Lanzamiento del código QR 
En 1994, Denso Wave anunció el lanzamiento de su código QR. Este fue adoptado por la                
industria automotriz japonesa para su uso en la ‘Electronic Kanban’, una herramienta de             
comunicación utilizada en sistemas de gestión de producción. El código QR contribuyó a             
realizar un trabajo más eficiente en una amplia gama de tareas de fabricación. Además, en               
respuesta a una nueva tendencia en la que las personas exigían que los procesos de               
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 producción de las industrias fueran transparentes, las compañías alimenticias,         
farmacéuticas y de lentes de contacto empezaron a usar el código para controlar sus              
mercancías. En particular, tras incidentes como el problema de la EEB (enfermedad de las              
“vacas locas”), que amenazaba la inocuidad de los alimentos, la industria debía responder a              
las exigencias de los consumidores de que los procesos de producción y logística de los               
alimentos fueran totalmente transparentes. 
 
Otro de los factores que contribuyó a la difusión del uso del código fue la decisión de Denso                  
Wave de hacer públicas las especificaciones del código QR para que cualquiera pudiera             
utilizarlo gratuitamente. 
 
Aunque la compañía conservaría los derechos de patente del código QR, declaró que no los               
ejercería. Esta política estaba en vigor desde el principio del desarrollo del código,             
respetando la intención de los desarrolladores de que el código QR pudiera ser utilizado por               
tantas personas como fuera posible. Así, el código QR, que podía utilizarse sin costo alguno               
y sin preocuparse por posibles problemas, se convirtió en un “código público”. 
 
Estandarización y evolución del código QR 
En octubre de 1997, el código QR fue aprobado como estándar de AIMI (Automatic              
Identification Manufacturers International): ISS-QR Code, a fin de ser utilizado en la industria             
de identificación automática. En marzo de 1998, fue aprobado como estándar de JEIDA             
(Japanese Electronic Industry Development Association): JEIDA-55. En enero de 1999, fue           
aceptado como estándar de JIS (Japanese Industrial Standards): JIS X 0510, y como             
estándar 2D en las transacciones EDI (Electronic Data Interchange) de la Japan Automobile             
Manufacturers Association. En junio del 2000, el QR fue adoptado como estándar            
internacional de ISO/IEC (International Organization for Standardization/International       
Electrotechnical Commision): ISO/IEC 18004:2000, que define los códigos “QR Code Model           
2”. En Noviembre de 2004, fue añadida la variante “Micro QR” al estándar, que se creó para                 
códigos más pequeños que pudieran ser impresos en un espacio limitado. En septiembre de              
2006, se actualizó el estándar a ISO/IEC 18004:2006, que define los códigos “QR Code              
2005”. En 2008, apareció el código “iQR”, que tiene un diseño más compacto, gran              
capacidad de codificación y permite el uso de módulos de código rectangular. Finalmente,             
en 2014, fue introducido “Frame QR”, que puede mejorar el diseño del código combinando              
libremente ilustraciones y fotos. 
 
 
Fig. 3. Tipos de códigos QR. 
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 Como se ha descrito, constantemente se han introducido mejoras evolutivas en los códigos             
QR, basándose en la experiencia tecnológica acumulada en Denso Wave Inc., de modo que              
una amplia gama de variedades puede ser elegida para satisfacer una necesidad            
específica. 
Características del código QR 
A continuación, se muestran los aspectos más importantes del código QR. 
 
Estructura de un código QR 
Los códigos QR se caracterizan por los tres cuadrados que encontramos en las esquinas y               
que permiten detectar al lector la posición del código. Su estructura es la siguiente: 
 
 
Fig. 4. Estructura de un código QR. 
 
Se denomina símbolo a la representación bidimensional de un código QR. El símbolo se              
encuentra compuesto por cuadros negros o blancos llamados módulos. Estos módulos           
están ubicados en una estructura cuadrada, que contiene dos bloques de módulos: los             
patrones de función y la región de codificación. 
 
Los patrones de función son aquellos módulos que contienen información necesaria para la             
descodificación. Existen varios tipos: 
 
- Patrón de localización: existe por triplicado en el símbolo. Está situado en las 
esquinas superiores y la inferior izquierda, y sirven para calcular la orientación 
rotacional del símbolo. 
- Patrón de alineamiento: útil para el cálculo de las coordenadas de los módulos del 
símbolo. 
- Patrón temporizador: permite resincronizar las coordenadas de mapeo del símbolo 
ante posibles distorsiones moderadas. 
- Separador: separa los patrones localizadores del resto del módulo. 
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 Por otro lado, la región de codificación es la región del símbolo ocupada por ​codewords ​de                
datos (datos codificados agrupados en conjuntos de 8) y de corrección de errores, y la               
información sobre el formato y la versión. 
Corrección de errores 
Los códigos QR emplean codificación de errores basada en algoritmos de Reed-Solomon,            
útil para restaurar los datos si el código está dañado o sucio. Existen cuatro niveles de                
corrección de errores en los símbolos QR. Al aumentar este nivel se mejora la capacidad de                
corrección de errores, sin embargo, también aumenta el número de filas y columnas de              
módulos necesarios para almacenar los datos originales. A continuación los 4 niveles de             
corrección: 
 
- L(Low). Corrección de hasta el 7% de los ​codewords ​de datos del símbolo. 
- M(Medium). Puede corregir hasta el 15% de los ​codewords ​del símbolo. 
- Q(Quality). Corrección de hasta el 25% de los ​codewords ​del símbolo. 
- H(High). Corrección de hasta el 30% de los ​codewords ​de datos. 
 
Como se muestra en la figura, el código QR se vuelve mucho más denso a medida que                 
aumenta el nivel de corrección de errores, a pesar de que los códigos QR contienen la                
misma información codificada. 
 
 
Fig. 5. Nivel de corrección de errores de un código QR. 
 
Formato y versión 
Los datos de formato proporcionan información sobre el grado de corrección de errores con              
el que se han codificado los datos de la región de codificación y el tipo de máscara que se                   
les ha aplicado. Por otro lado, los datos de versión aportan información que indica la versión                
del símbolo.  
 
La información de formato es una secuencia de 15 módulos (bits), de los que 5 contienen                
datos y los otros 10 se usan para la corrección de errores en los 5 primeros, mediante un                  
código BCH(15,5), acrónimo de los matemáticos Bose, Chadhuri y Hocquenghem. De los 5             
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 bits de datos, los dos primeros corresponden al nivel de corrección de errores usado (L=01,               
M=00, Q=11 o H=10) y los otros tres al patrón de la máscara de datos utilizada. La                 
información de formato se ubica por duplicado en el QR puesto que es esencial para la                
correcta descodificación del mismo. 
 
El tamaño del símbolo se denomina versión. Existen 40 versiones, y cada una de ellas tiene                
una configuración de módulo o número de módulos diferente. La configuración del módulo             
hace referencia al número de módulos que contiene un símbolo, desde la versión 1 (21x21               
módulos) hasta la versión 40 (177x177 módulos). 
La información de versión solo se aplica a los símbolos de versión 7 o superior. Está                
formada por 18 bits (6 de datos y 12 para corregir errores en los 6 primeros). Este tipo de                   
información también se ubica por duplicado en el símbolo QR. 
Caracteres soportados 
La cantidad de datos que puede almacenar un código QR depende, además de la versión y                
del nivel de corrección de errores ya vistos, del tipo de caracteres que se quiere almacenar.                
Cuanto mayor sea la cardinalidad del conjunto de caracteres utilizado, menor será el             
número máximo de caracteres que podremos almacenar. 
 
Para un código de versión 40 y corrección de errores L (mínima), podemos almacenar el               
siguiente número de caracteres según su tipo. 
 
- Numéricos (del 0 al 9): 7089 caracteres. Densidad de 3.33 bits por carácter. 
- Alfanuméricos (0–9, A–Z, space, $, %, *, +, -, ., / y :): 4296 caracteres. Densidad de 
5.5 bits por carácter. 
- Binario (bytes según la norma ISO 8859-1): 2953 caracteres. Densidad de 8 bits por 
carácter. 
- Kanjis (según el estándar Shift JIS X 0208): 1817 caracteres. Densidad de 13 bits 
por carácter. 
 
Más adelante veremos qué implicaciones tiene esto y qué podemos hacer para maximizar la              
densidad de información en nuestros códigos QR. 
Notación PGN y códigos QR 
Notación PGN 
La notación PGN (del inglés: Portable Game Notation), conocida en español como notación             
portable de juego, es un formato de almacenamiento de partidas de ajedrez en texto plano               
para ajedrez computacional. 
 
El formato está estructurado para una fácil lectura y escritura por parte de usuarios, así               
como para ser procesado de manera sencilla por programas informáticos. 
 
Pasemos a explicar la notación utilizando un ejemplo: 
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[Event "F/S Return Match"] 
[Site "Belgrade, Serbia JUG"] 
[Date "1992.11.04"] 
[Round "29"] 
[White "Fischer, Robert J."] 
[Black "Spassky, Boris V."] 
[Result "1/2-1/2"] 
 
1. e4 e5 2. Nf3 Nc6 3. Bb5 a6 {This opening is called the Ruy Lopez.} 
4. Ba4 Nf6 5. O-O Be7 6. Re1 b5 7. Bb3 d6 8. c3 O-O 9. h3 Nb8 10. d4 Nbd7 
11. c4 c6 12. cxb5 axb5 13. Nc3 Bb7 14. Bg5 b4 15. Nb1 h6 16. Bh4 c5 17. dxe5 
Nxe4 18. Bxe7 Qxe7 19. exd6 Qf6 20. Nbd2 Nxd6 21. Nc4 Nxc4 22. Bxc4 Nb6 
23. Ne5 Rae8 24. Bxf7+ Rxf7 25. Nxf7 Rxe1+ 26. Qxe1 Kxf7 27. Qe3 Qg5 28. Qxg5 
hxg5 29. b3 Ke6 30. a3 Kd6 31. axb4 cxb4 32. Ra5 Nd5 33. f3 Bc8 34. Kf2 Bf5 
35. Ra7 g6 36. Ra6+ Kc5 37. Ke1 Nf4 38. g3 Nxh3 39. Kd2 Kb5 40. Rd6 Kc5 41. Ra6 
Nf2 42. g4 Bd3 43. Re6 1/2-1/2 
 
Podemos distinguir dos partes bien diferenciadas. La primera, una serie de etiquetas entre             
corchetes que nos aportan información sobre el contexto de la partida; la segunda, un              
código alfanumérico con cierta estructura. 
Dentro de las etiquetas con las que comienza un fichero PGN, nos encontramos las siete               
del ejemplo, que se consideran obligatorias (más adelante veremos que para nosotros no lo              
van a ser), y otra serie de etiquetas opcionales disponibles, en las cuales no vamos a entrar. 
 
En las siete obligatorias tenemos, de arriba abajo, el nombre del torneo y/o la partida que                
hay almacenada, el sitio donde ha tenido lugar la partida, la fecha de la partida, la ronda                 
dentro del torneo, el nombre del jugador que encarna a las fichas blancas, el nombre del                
jugador que encarna a las fichas negras y, por último, el resultado. 
 
La segunda parte de la estructura almacena las jugadas de la partida, cada jugada está               
precedida por su número dentro del orden de jugadas, primero el movimiento de las blancas               
y luego de las negras, terminando con el resultado de la partida. Los movimientos están               
descritos según la notación algebraica estándar, de la cual más adelante destacaremos los             
caracteres utilizados. 
 
Además podemos apreciar un comentario entre llaves, también se admiten comentarios que            
ocupen el resto de la línea utilizando ‘;’. 
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 Implicaciones de utilizar códigos QR 
Una vez vista la especificación de códigos QR y del formato PGN, tenemos dos opciones a                
la hora de almacenar la información: 
 
- Podríamos almacenar una partida en formato PGN sin necesidad de hacerle ninguna            
transformación al texto, lo que nos llevaría a utilizar 8 bits por carácter y no               
podríamos almacenar una partida que estuviera descrita con más de ​2953           
caracteres. 
 
- Podríamos prescindir de la primera parte de una partida PGN, así como de los              
comentarios, y realizar una serie de transformaciones a la segunda parte para            
conseguir reducir el conjunto de caracteres al abarcable por el modo alfanumérico            
del estándar QR, y así conseguiríamos una densidad de 5.5 bits por carácter,             
aumentando drásticamente el número de caracteres que podemos almacenar de          
una partida a 4296. 
 
También tenemos que tener en cuenta que la aplicación está pensada para ser utilizada en               
teléfonos móviles. Algunos con cámaras de poca resolución pueden tener problemas a la             
hora de leer códigos QR muy densos, por lo que es conveniente que la información esté                
comprimida lo máximo posible, para exportar así códigos QR más simples. 
 
Para ver qué transformaciones podemos realizar en el segundo caso, primero tenemos que             
hacer un análisis de los caracteres o palabras utilizadas en PGN y su combinación: 
 
- Para numerar las jugadas se utilizan uno o más dígitos del 0 al 9 seguidos de un 
punto. 
- Para hacer referencia a casillas del tablero se utilizan letras minúsculas de la ‘a’ a la 
‘h’ y dígitos del 0 al 8. 
- Para indicar que se ha comido a una ficha en la jugada se utiliza la ‘x’. 
- Para referenciar al rey, reina, torre, alfil y caballo se utilizan respectivamente K, Q, R, 
B y N. 
- Para indicar un movimiento de enroque largo se utiliza la secuencia ‘O-O-O’ y para 
uno de enroque corto se utiliza ‘O-O’. 
- Para indicar la promoción de un peón se utiliza el carácter ‘=’. 
- Para indicar un jaque se utiliza ‘+’ y para un jaque mate ‘#’. 
- Para finalizar la partida se utiliza: ‘1-0’, en el caso de que ganen las blancas; ‘0-1’, en 
el caso de que ganen las negras; ’½-½’, en el caso de que quede en tablas; y ‘*’, en 
el caso de que la partida pueda continuar pero se haya interrumpido. 
- Para separar movimientos se utiliza el espacio. 
 
Como la lectura y escritura de las jugadas se hace de forma secuencial, podemos prescindir               
de la numeración de estas. Si, además, agrupamos los caracteres de enroque y resultado              
como un único carácter, nos quedan los siguientes: 
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 - Dígitos del 1 al 8: +8 caracteres, 8 acumulados. 
- Letras de la ‘a’ a la ‘h’: +8 caracteres, 16 acumulados. 
- Letra ‘x’: +1 carácter, 17 acumulados. 
- K, Q, R, B y N: +5 caracteres, 22 acumulados. 
- ‘O-O-O’ y ‘O-O’: +2 caracteres, 24 acumulados. 
- ‘=’, ‘+’, ‘#’ y ‘*’: +4 caracteres, 28 acumulados. 
- ‘1-0’, ‘0-1’, ‘½-½’: +3 caracteres: 31 acumulados. 
- Espacio: +1 caràcter, 32 acumulados y total. 
 
Nuestro nuevo conjunto de caracteres tiene un menor número de elementos que el conjunto              
alfanumérico definido en el estándar QR. Ahora solo nos queda realizar una conversión             
para los caracteres de nuestro conjunto que no tengan un carácter alfanumérico            
equivalente. 
 
Carácter PGN Carácter Alfanumérico QR 
a-h A-H 
x X 
B L 
= % 
# : 
O-O-O V 
O-O W 
1-0 S 
0-1 Y 
½-½  Z 
 
Veamos, mediante un ejemplo, la reducción en el tamaño de un código QR que se produce                
al aplicar nuestra codificación, partiendo de la partida anterior: 
 
1. e4 e5 2. Nf3 Nc6 3. Bb5 a6 4. Ba4 Nf6 5. O-O Be7 6. Re1 b5 7. Bb3 d6 8. c3 O-O 9. h3 
Nb8 10. d4 Nbd7 11. c4 c6 12. cxb5 axb5 13. Nc3 Bb7 14. Bg5 b4 15. Nb1 h6 16. Bh4 c5 
17. dxe5 Nxe4 18. Bxe7 Qxe7 19. exd6 Qf6 20. Nbd2 Nxd6 21. Nc4 Nxc4 22. Bxc4 Nb6 
23. Ne5 Rae8 24. Bxf7+ Rxf7 25. Nxf7 Rxe1+ 26. Qxe1 Kxf7 27. Qe3 Qg5 28. Qxg5 hxg5 
29. b3 Ke6 30. a3 Kd6 31. axb4 cxb4 32. Ra5 Nd5 33. f3 Bc8 34. Kf2 Bf5 35. Ra7 g6 36. 
Ra6+ Kc5 37. Ke1 Nf4 38. g3 Nxh3 39. Kd2 Kb5 40. Rd6 Kc5 41. Ra6 Nf2 42. g4 Bd3 43. 
Re6 1/2-1/2 
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El código obtenido sin realizar ninguna modificación es el siguiente: 
 
 
 
 
Aplicando las transformaciones previamente descritas al formato PGN, nos queda el           
siguiente texto: 
 
E4 E5 NF3 NC6 LL5 A6 LA4 NF6 W LE7 RE1 L5 LL3 D6 C3 W H3 NL8 D4 NLD7 C4 C6 
CXL5 AXL5 NC3 LL7 LG5 L4 NL1 H6 LH4 C5 DXE5 NXE4 LXE7 QXE7 EXD6 QF6 NLD2 
NXD6 NC4 NXC4 LXC4 NL6 NE5 RAE8 LXF7+ RXF7 NXF7 RXE1+ QXE1 KXF7 QE3 
QG5 QXG5 HXG5 L3 KE6 A3 KD6 AXL4 CXL4 RA5 ND5 F3 LC8 KF2 LF5 RA7 G6 RA6+ 
KC5 KE1 NF4 G3 NXH3 KD2 KL5 RD6 KC5 RA6 NF2 G4 LD3 RE6 Z 
 
 
 
 
 
 
 
 
22 
  
 
 
 
 
Comparemos el nuevo código (a la izquierda) con el código anterior: 
 
 
Como podemos apreciar, es un código mucho más simple, no solo por la notable reducción               
del número de caracteres, sino por haber conseguido reducir el subconjunto de caracteres             
original, pasando de una densidad de 8 bits por carácter a 5.5, según nos permite el propio                 
estándar de códigos QR. 
 
Conclusión 
Teniendo en cuenta que la información contextual de un código PGN solo puede resultar              
imprescindible en torneos oficiales, y siempre puede añadir el usuario esta información de             
forma manual una vez cargada la partida, se va a adoptar la codificación descrita              
anteriormente de forma general para las partidas exportadas desde la aplicación, con la             
finalidad de que los códigos generados estén comprimidos por defecto. Además, se dará la              
opción de exportar códigos sin comprimir y se tendrán que poder leer ambos tipos de               
códigos. 
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 3. Desarrollo para Android 
Análisis de requisitos 
La toma de requisitos es la primera fase dentro del ciclo de vida del software, su objetivo es                  
conseguir una especificación del diseño, comportamiento y funcionalidades del sistema a           
partir del estudio de las necesidades de los usuarios y el cliente. 
 
Requisitos funcionales 
Los requisitos funcionales son aquellos que definen las operaciones que permite hacer el             
sistema o alguno de sus componentes, a partir de una serie de entradas, comportamientos              
y salidas. Se han identificado los siguientes requisitos funcionales: 
 
1. El sistema deberá ser capaz de, a partir de una partida de ajedrez en formato PGN,                
generar un código QR. 
 
2. El sistema deberá ser capaz de guardar esos códigos QR como imagen en el              
dispositivo o compartirlos. 
 
3. El sistema deberá ser capaz de leer un código QR que almacene una partida de               
ajedrez desde la galería del dispositivo o utilizando la cámara. 
 
4. El sistema deberá ser capaz de comprimir la información de una partida antes de              
generar el código QR así como descomprimirla durante la operación de carga. El             
objetivo es que los códigos QR generados sean de menor tamaño. 
 
Requisitos no funcionales 
Los requisitos no funcionales definen restricciones o criterios que debe cumplir el sistema             
pero sin entrar en comportamientos. Se han definido los siguientes: 
 
1. Compatibilidad: La aplicación deberá funcionar en dispositivos Android con versión          
4.1 o superior. 
 
2. Robustez: La aplicación no debe tener cuelgues o comportamientos anómalos que           
puedan dar la sensación de inestabilidad. 
 
3. Fiabilidad: Es prioritario que la aplicación no cometa errores en las operaciones de             
codificación y descodificación. 
 
4. Rendimiento: La interpretación y generación de códigos QR debe ser lo más rápida             
posible. 
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 Diseño 
Motivación 
La decisión de desarrollar el proyecto para Android viene justificada por varios motivos, a              
destacar: 
 
- Conocimiento previo del lenguaje (Java) y las herramientas. 
 
- Libertad para distribuir la aplicación de forma independiente, sin tener que pasar por 
el aro de ninguna tienda de aplicaciones (Google Play, Samsung Galaxy Apps, 
Amazon App Store, etc). 
 
- Disponibilidad de múltiples dispositivos, de distintos tamaños y versiones, para 
realizar pruebas. 
 
- Gran cantidad de proyectos de código abierto que pueden ser utilizados como base 
o apoyo. 
 
Herramientas y bibliotecas utilizadas 
El proyecto se ha desarrollado utilizando Android Studio. Android Studio es el entorno de              
desarrollo oficial de Android, desarrollado y mantenido por Google y distribuido bajo la             
licencia de software libre Apache v2. 
 
Como base para el desarrollo se ha utilizado la aplicación de código abierto Droidfish, la               
cual está disponible bajo licencia GPLv3. Esta aplicación implementa toda la parte de             
ajedrez computacional, incluyendo visualización y gestión de partidas, lo que nos ha            
permitido centrarnos en la parte de códigos QR. 
 
Ésta a su vez utiliza Stockfish, un motor de ajedrez de código abierto que implementa el                
protocolo de ajedrez computacional UCI (Universal Chess Interface), utilizado de forma           
estándar en todo el mundo. También disponible bajo licencia GPLv3. 
 
Para la parte de códigos QR hemos utilizado ZXing, una biblioteca también de código              
abierto y licencia Apache v2 que nos permite procesar imágenes de distintos tipos de              
códigos de barras así como generarlos. 
 
Implementación 
Para el desarrollo de esta parte de la documentación, nos centraremos en la interacción              
entre el usuario y los códigos QR, dejando de lado toda la parte referente a las partidas de                  
ajedrez. 
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Este proyecto tiene como fin que el usuario guarde y cargue las partidas de ajedrez en                
formato QR. 
 
El usuario puede generar el código QR correspondiente realizando o no una compresión             
previa de los datos de la partida. Una vez generado el código, la aplicación le permite                
compartir o guardar la imagen generada. 
 
Por otro lado, para cargar una partida, el usuario puede hacerlo desde la galería de               
imágenes o a partir de la cámara del dispositivo. El sistema detectará automáticamente si el               
código escaneado ha sido comprimido o no y lo procesará acordemente. 
Casos de uso 
Según lo anterior, se han extraído ocho casos de uso. Guardar una partida como código               
QR, compartir una partida como código QR, cargar un código QR desde la galería y cargar                
un código QR desde la cámara. Además, cada uno de ellos soportará un paso adicional de                
compresión/descompresión de la información. 
 
 
Fig. 6. Diagrama de casos de uso de la aplicación, en relación a los códigos QR. 
 
El diagrama de casos de uso se plasma en el “Storyboard” de la figura siguiente. Se puede                 
ver que la aplicación dispone de una serie de opciones, entre las que están guardar y cargar                 
partida desde un archivo QR. En el caso de elegir la opción de guardar, antes de volver a la                   
pantalla de juego, se pasará por una vista intermedia que mostrará el código QR, donde se                
preguntará si se desea comprimir la información y, una vez generado, ofrecerá las opciones              
de compartir y guardar. Por otro lado, en la opción de cargar se pasará por dos pantallas                 
intermedias: la primera contiene las opciones de carga que llevan al usuario a una segunda               
pantalla que muestra la cámara del dispositivo o una lista de ficheros para que el usuario                
pueda seleccionar el código QR deseado. 
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Fig. 7. Storyboard de la aplicación, en relación a los códigos QR. 
Diagrama de clases 
Dado que se implementó lo referente a los códigos QR sobre una aplicación ya existente, se                
mostrará en la siguiente figura solo el diagrama de clases correspondiente a las pantallas              
de guardado y carga de los códigos QR. 
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Fig. 8. Diagrama de clases de la aplicación, en relación a los códigos QR. 
Clases 
Además de las clases pertenecientes a la aplicación de ajedrez utilizada, se ha tenido que               
implementar las siguientes clases propias. 
 
- Droidfish: 
Clase principal, propia de la aplicación, encargada de controlar toda la lógica relativa             
a la aplicación en general. En relación a los códigos QR, se han añadido los               
procedimientos necesarios para cargar códigos QR desde galería, así como los           
encargados de lanzar las ‘Activities’ FullScannerActivity y QRResultActivity, cuyas         
funciones son leer un código QR con la cámara y generar códigos QR             
respectivamente. En el caso de cargar un código QR, ya sea de la cámara o de la                 
galería, se realiza una descodificación de los datos teniendo en cuenta de forma             
automática si el código está comprimido o no utilizando la clase QRAlphanumParser.            
Para la generación del código QR correspondiente a la partida actual, se utiliza             
previamente la clase DroidChessController para obtener la información de la partida. 
 
Por otro lado, en esta clase se han redefinido algunos métodos relativos a las              
opciones de juego y la creación de directorios a fin de almacenar o cargar los               
archivos QR. 
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 - FullScannerActivity: 
Clase creada como contenedor para la vista de la cámara del dispositivo. Utilizando             
la clase ZXingScannerView de biblioteca ZXing, esta clase establece previamente          
los formatos de los distintos códigos de barras así como los parámetros de la              
cámara del dispositivo para una lectura adecuada.Vuelve a lanzar la pantalla           
principal con los resultados de la descodificación. 
 
- ZXingScannerView: 
Clase de la biblioteca ZXing que se encarga de la utilización de la cámara para               
escanear códigos y del procesamiento de imagen necesario para identificarlos y           
descodificarlos correctamente. 
 
 
- QRResultActivity: 
Clase creada para representar la vista de un código QR, resultado de la codificación              
de una partida de ajedrez. Esta clase lanza en un hilo a parte una instancia de                
AsyncQRGenerator, que es la que se encarga de la generación de códigos QR sin              
intervenir en el hilo principal de la aplicación. Previamente se utiliza la clase             
QRAlphanumParser en el caso de que el usuario indique que quiere comprimir la             
información. 
Además, desde esta pantalla se permite al usuario compartir y guardar los códigos             
generados. 
 
- AsyncQRGenerator: 
El aspecto más importante de esta clase es que ofrece un método que crea un mapa                
de bits a partir del formato de código de barras introducido y el nivel de corrección de                 
errores que se le quiera dar al código utilizando cualquier cadena de caracteres             
como entrada. Al realizar este proceso de forma asíncrona se evita que la aplicación              
quede congelada durante el tiempo que tarda en generar el código. 
 
- QRAlphanumParser: 
Esta clase expone métodos estáticos para comprimir y descomprimir la información           
de partidas en formato PGN. 
 
- DroidChessController: 
Clase, propia de la aplicación, encargada de realizar toda la lógica relativa al juego              
de ajedrez. Además de métodos encargados de establecer los datos de una partida             
en el tablero, y controlar el tiempo y modo de juego, esta clase ofrece un método                
que actualiza los movimientos en el mismo. 
Por otro lado, también ofrece métodos que obtienen la notación FEN           
correspondiente a una posición en el tablero, convierte la partida actual a formato             
PGN, y traslada al tablero los datos obtenidos a partir de un formato FEN o PGN.  
Diagrama de secuencias 
A continuación, se adjuntan los diagramas de secuencia correspondientes a las acciones de             
cargar, guardar y compartir. 
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 Pruebas 
Paralelamente a la implementación, hemos establecido una serie de pruebas para           
comprobar que nuestro software cumple con los requisitos definidos en la especificación. A             
continuación, vamos a presentar las cuatro pruebas más significativas correspondientes a           
los requisitos funcionales: 
Prueba 1. 
Requisito: 
 
1. El sistema deberá ser capaz de, a partir de una partida de ajedrez en formato PGN,                
generar un código QR. 
 
Precondiciones: 
El usuario tiene que estar jugando o viendo una partida en la aplicación. Por lo tanto, se ha                  
jugado una partida hasta un número arbitrario de jugadas. El código PGN asociado y que               
tenemos que exportar es el siguiente: 
 
[Event "?"] 
[Site "?"] 
[Date "2017.07.03"] 
[Round "?"] 
[White "Stockfish 260617"] 
[Black "Stockfish 260617"] 
[Result "*"] 
[TimeControl "60/120"] 
 
1. e4 d6 2. d4 g6 3. Nc3 Bg7 4. f4 Nf6 5. Nf3 O-O 6. Bd3 Nc6 7. O-O e5 8. fxe5 
dxe5 9. d5 Nd4 10. Nxe5 Nxe4 11. Nxe4 Bxe5 12. c3 Nf5 13. Qf3 Kh8 14. Ng3 Nxg3 
15. hxg3 Bg7 16. Bf4 h5 17. Rae1 Bg4 * 
 
Descripción: 
La prueba consiste en generar un código QR a partir de la partida ya indicada y comprobar                 
que el resultado es correcto. 
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 Resultado: 
 
Utilizando un lector de códigos QR ajeno a nuestra aplicación, comprobamos que la partida              
leída es la misma que la que hemos exportado. 
 
[Event "?"] 
[Site "?"] 
[Date "2017.07.03"] 
[Round "?"] 
[White "Stockfish 260617"] 
[Black "Stockfish 260617"] 
[Result "*"] 
[TimeControl "60/120"] 
 
1. e4 d6 2. d4 g6 3. Nc3 Bg7 4. f4 Nf6 5. Nf3 O-O 6. Bd3 Nc6 7. O-O e5 8. fxe5 
dxe5 9. d5 Nd4 10. Nxe5 Nxe4 11. Nxe4 Bxe5 12. c3 Nf5 13. Qf3 Kh8 14. Ng3 Nxg3 
15. hxg3 Bg7 16. Bf4 h5 17. Rae1 Bg4 * 
 
La partida es la misma, por lo tanto la prueba se ha pasado correctamente. 
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 Prueba 2. 
Requisito: 
 
2. El sistema deberá ser capaz de guardar esos códigos QR como imagen en el              
dispositivo o compartirlos. 
 
Precondiciones: 
Se parte del código generado en la prueba anterior, particularmente, de la pantalla que              
muestra el código QR recién generado. 
Descripción: 
En esta prueba se procederá a ejecutar las opciones de guardar y compartir, comprobando              
que la imagen se almacena en la memoria del dispositivo para la primera opción, y que el                 
menú para compartir elementos de Android se ejecuta satisfactoriamente para la segunda. 
Resultado: 
Confirmamos que ambas opciones funcionan correctamente, tenemos el archivo de texto en            
la carpeta ​DroidFishQR de la memoria interna del dispositivo y la opción de compartir              
funciona como con cualquier imagen de la galería. Por lo tanto, la prueba ha sido superada. 
Prueba 3. 
Requisito: 
 
3. El sistema deberá ser capaz de leer un código QR que almacene una partida de               
ajedrez desde la galería del dispositivo o utilizando la cámara. 
 
Precondiciones: 
Se parte del código guardado en la prueba anterior en un archivo de imagen. 
Descripción: 
En esta prueba se procederá a cargar una partida de un código QR de dos formas, desde el                  
archivo almacenado en el dispositivo del teléfono y desde la cámara. 
Resultado: 
Se cargan las partidas correctamente utilizando ambos métodos, por lo que damos la             
prueba por superada. 
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 Prueba 4. 
Requisito: 
 
4. El sistema deberá ser capaz de comprimir la información de una partida antes de              
generar el código QR así como descomprimirla durante la operación de carga. El             
objetivo es que los códigos QR generados sean de menor tamaño. 
Precondiciones: 
Como en la prueba número uno, el usuario tiene que estar jugando o viendo una partida en                 
la aplicación. 
Descripción: 
Esta prueba consiste en utilizar la función de compresión antes de generar un código QR y                
comprobar que el código comprimido contiene la misma información sobre las jugadas que             
el código sin comprimir que ya hemos utilizado en las pruebas anteriores, para lo que               
también se pondrá a prueba la operación de lectura de un código comprimido. 
Resultado: 
Código con información comprimida (a la izquierda) frente a código sin comprimir: 
 
 
Salta a simple vista la diferencia entre la densidad de ambos códigos, siendo el primero               
mucho más simple. Veamos qué información contiene: 
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 1. e4 d6 2. d4 g6 3. Nc3 Bg7 4. f4 Nf6 5. Nf3 O-O 6. Bd3 Nc6 7. O-O e5 8. fxe5 
dxe5 9. d5 Nd4 10. Nxe5 Nxe4 11. Nxe4 Bxe5 12. c3 Nf5 13. Qf3 Kh8 14. Ng3 Nxg3 15. 
hxg3 Bg7 16. Bf4 h5 17. Rae1 Bg4 * 
 
Como podemos apreciar, es la misma información sobre las jugadas que teníamos            
originalmente, con lo cual el proceso de compresión/descompresión funciona y la prueba se             
da por superada. 
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 4. Planificación y costes 
En este apartado se procederá a explicar la metodología de desarrollo de software llevada a               
cabo para la gestión de este proyecto, así como el ciclo de vida seguido, identificando cada                
fase del desarrollo y el conjunto de actividades planificadas que garantizarán el            
cumplimineto de objetivos en el periodo de tiempo conveniente. Además dichas actividades            
tendrán asociados unos costes determinados que compondrán el presupuesto final del           
proyecto. 
Metodología 
Para llevar a cabo este proyecto, se ha seguido un modelo de ciclo de vida en cascada, que                  
identifica cada una de las etapas llevadas a cabo durante el desarrollo del software, desde               
la fase inicial de investigación hasta la fase final de pruebas y la redacción del documento. 
A continuación, se muestran los ciclos determinados que componen todo el proceso: 
- Definición y análisis del problema. Fase inicial de investigación, estudio y 
necesidades a solventar del problema propuesto, planteamiento de objetivos y 
aprendizaje de los recursos software. 
 
- Análisis del sistema. Definición de los casos de uso y los requisitos del software. 
 
- Diseño del sistema. Definición de la arquitectura del sistema y los componentes que 
lo conforman. 
 
- Implementación del sistema. Fase de codificación y desarrollo del sistema. 
 
- Validación del sistema. Fase de la realización de pruebas parciales y del software en 
conjunto. 
 
- Documentación. Redacción de la memoria del proyecto. 
 
- Presentación. Diseño de la presentación del proyecto, preparación y lectura del 
mismo. 
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Fig. 9. Modelo de ciclo de vida en cascada del proyecto de fin de grado. 
 
Tal como se muestra en la figura anterior, se trata de un ciclo de vida en cascada con                  
retroalimentación. Las distintas etapas son realizadas secuencialmente, y si se realiza una            
modificación en alguna de ellas, se puede regresar a las anteriores para llevar a cabo los                
correspondientes cambios, y poder continuar con las siguientes etapas.  
Una vez elegido el ciclo de vida del proyecto se pasó a planificar cada una de sus fases.  
Planificación 
El objetivo de este apartado es la estimación del tiempo de cada una de las etapas y, por lo                   
tanto, la de la realización total del proyecto. 
Primeramente, se describe la planificación realizada al principio del proyecto. 
Planificación inicial 
La siguiente figura representa el cronograma realizado en el mes de septiembre de 2016, al               
inicio del proceso de desarrollo del PFG. 
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Fig. 10. Planificación inicial del proyecto de fin de grado. 
En el cronograma anterior, se puede observar la duración de cada uno de los plazos de                
realización de tareas, separados por las etapas descritas anteriormente. Se puede notar            
también, que algunas tareas son dependientes de otras, es decir, que necesitan que las              
anteriores hayan sido finalizadas para poder iniciarse. 
La estimación realizada plantea una duración de casi ocho meses con jornadas de tres              
horas diarias aproximadamente.  
Planificación real 
A continuación, se muestran los periodos de tiempo reales llevados a cabo durante la              
elaboración del proyecto. 
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Fig. 11. Planificación real del proyecto de fin de grado. 
 
Se puede observar que hay cambios importantes respecto al cronograma de la planificación             
inicial. Los más destacables se encuentran en el periodo de tiempo de la fase del               
aprendizaje de recursos software y en la de implementación y pruebas del sistema, puesto              
que fueron alargadas, teniendo que dedicar más horas a su realización. De la misma forma,               
se incrementó el periodo de tiempo de la fase de presentación, puesto que la fecha de la                 
lectura del proyecto no se conocía inicialmente y se calculó una anterior a la fecha real. En                 
el cronograma también se percibe que algunas fases se solapan con otras ya que tuvieron               
que llevarse a cabo una vez empezadas estas. Es el caso de la etapa de implementación y                 
pruebas, ya que se fue probando el funcionamiento parcial de la aplicación a medida que se                
finalizaba la implementación del código correspondiente. 
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 En este punto de la memoria, cabe destacar que la planificación real es más extensa que la                 
inicial, puesto que hubo que extender el periodo de tiempo de varias tareas, con el fin de                 
poder entregar adecuadamente el proyecto según los plazos propuestos. 
Presupuesto 
En este apartado se van a especificar los costes procedentes de la realización de las tareas                
mencionadas anteriormente. 
Coste de personal encargado del proyecto 
En este caso, el proyecto se ha llevado a cabo por cuatro personas, roles asumidos por                
parte de dos tutores y dos alumnos, donde se puede diferenciar el papel de cliente para los                 
dos primeros y el de diseñador, analista, programador y jefe de proyecto, dependiendo de              
cada fase, para los dos segundos. 
En la planificación del apartado anterior, se obtenían un total de 326 días, comenzando el               
19 de septiembre de 2016 y finalizando el 25 de julio de 2017. Teniendo en cuenta la                 
jornada de trabajo invirtiendo una media de 3 horas, se obtiene un total de 978 horas                
aproximadamente de dedicación por parte de cada uno de los alumnos. Cabe señalar que              
algunos días, sobre todo los concordantes con entregas de prácticas o preparación de             
exámenes, no se podía realizar las horas estimadas diarias. Sin embargo, estas horas eran              
superadas en gran medida los días en los que el alumno podía dedicarle más tiempo al                
proyecto. 
 
Todo esto queda especificado en el resumen de costes totales de personal: 
 
 
Fig. 12. Resumen de costes de personal. 
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 Resumen de costes 
Para cerrar este capítulo, se presenta el coste total de la realización del proyecto. Además               
de haber tenido en cuenta el presupuesto proveniente de los recursos humanos, se han              
considerado los imprevistos surgidos durante el trabajo (por ejemplo, cambios en los            
requisitos del proyecto y problemas personales). 
 
Fig. 13. Resumen de costes totales. 
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 5. Impacto social y medioambiental 
De acuerdo a los resultados mostrados en los ítems anteriores, a continuación, se             
comentará el impacto social y medioambiental que supone este proyecto. 
 
Dado que se pretende a través de esta aplicación facilitar la acción de compartir y cargar las                 
partidas de ajedrez para que los aficionados a este deporte encuentren una alternativa útil y               
muy completa, el impacto que se prevé es positivo, no solo porque reproducirá y compartirá               
partidas de forma inmediata sin tener que recurrir a numerosos diagramas, sino también             
debido a que mediante la difusión de esta aplicación se logrará aportar a este deporte una                
imagen de modernidad y adaptación a las nuevas tecnologías. 
 
Este proyecto, además de permitir a las personas desarrollarse como ajedrecistas, puede            
suponer un impacto positivo en el ámbito de la enseñanza. La tecnología de códigos QR es                
tan potente como fácil de utilizar, por lo que abre un interesante arco de posibilidades que                
conecta de pleno con los intereses y la forma de consumo de información de los estudiantes                
actuales. Por un lado, el juego de ajedrez potenciaría sus habilidades intelectuales y valores              
tales como la disciplina, respeto y deportividad ante victorias y derrotas. Mientras que por              
otro, a través de los códigos QR, se conseguiría un acercamiento a las nuevas tecnologías               
de forma sencilla. 
 
En cuanto al aspecto medioambiental, esta nueva forma de obtener información sobre            
partidas de ajedrez puede influir de forma importante en el sector de la impresión. La               
inclusión de esta mejora tecnológica podría reducir de forma considerable el uso del papel,              
en este caso, dedicado a las partidas de ajedrez que encontramos en revistas, libros o               
periódicos, ya que independientemente del tamaño de la partida, el código QR siempre             
ocuparía un espacio mínimo. 
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 6. Manual de Instalación 
 
Como ya hemos comentado, la aplicación se puede instalar de dos formas: 
 
1. Instalando manualmente el archivo APK. 
2. Instalándola desde nuestro repositorio a través de F-Droid. 
 
Vamos a cubrir las dos maneras de hacerlo, empezando por la más simple. 
 
Instalación del archivo APK 
APK es el formato en el que se empaquetan y distribuyen las aplicaciones de Android. Al                
contrario que en iOS, en Android cualquiera puede distribuir e instalar aplicaciones sin pasar              
por la tienda de aplicaciones que viene preinstalada en los dispositivos, una ventaja que ya               
comentamos en las motivaciones del proyecto. 
 
Para poder hacer esto, tenemos que irnos al menú de seguridad dentro de opciones, y               
activar la opción de permitir orígenes desconocidos de aplicaciones. A continuación se            
muestra el aspecto que tiene esta opción en distintas versiones de Android. 
 
 
Fig. 14. Paso para activar en Android la opción de permitir orígenes desconocidos. 
 
El aspecto visual puede variar según la versión y el fabricante del dispositivo, pero de forma                
general es fácilmente reconocible. 
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Una vez hecho esto, simplemente habrá que descargar la APK desde cualquier navegador y              
al abrirla saltará el instalador, que simplemente nos pedirá confirmación. 
 
Instalación mediante F-Droid 
F-Droid es una tienda de aplicaciones libre y descentralizada, que surge como alternativa al              
monopolio de distribución que mantiene Google en Android, para instalarla es tan sencillo             
como seguir los pasos del punto anterior pero con su APK, que se puede encontrar en su                 
página web: ​https://f-droid.org/ 
 
Lo más interesante de F-Droid, es que funciona mediante repositorios. Cualquiera puede            
montarse un servidor donde publicar sus aplicaciones, y un usuario que añada el repositorio              
a su cliente de F-Droid podrá mantener las aplicaciones actualizadas como si las estuviese              
descargando desde la tienda oficial de Google. Veamos cómo instalar la aplicación desde             
F-Droid. 
 
Primero, abrimos F-Droid. 
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 Seleccionamos la opción ‘Repositorios’ del menú: 
 
A continuación, seleccionamos el icono de añadir e introducimos la dirección del repositorio:             
http://jmga.ddns.net/fdroid/repo  
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 Podemos pinchar sobre él para obtener más información: 
 
Por último, salimos del menú y nos aparecerá la aplicación en la lista. Si pinchamos en ella                 
podemos instalarla y desde el mismo sitio podremos actualizarla. 
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 7. Conclusiones 
Este capítulo se dedicará a las conclusiones finales y personales del proyecto, extraídas a              
lo largo de todo el proceso de desarrollo del mismo. 
 
El objetivo principal de este PFG era desarrollar un sistema de almacenamiento de partidas              
de ajedrez en códigos QR sobre una aplicación de código abierto. Dicho objetivo y              
requisitos, mencionados en capítulos anteriores, se han conseguido dando como resultado           
una aplicación de ajedrez que permite al usuario codificar y descodificar códigos QR que              
almacenan información sobre los movimientos de una partida. 
 
Para cumplir este objetivo, se ha diseñado una estructura de datos utilizada para almacenar              
la información de la jugada y el módulo correspondiente para hacer de intermediario entre              
este formato y la aplicación. Además, se han implementado los métodos necesarios para la              
posterior lectura y generación de códigos QR. 
 
Atendiendo al desarrollo técnico del proyecto, fue difícil elegir la aplicación sobre la que              
íbamos a trabajar puesto que tenía que ser completa y cumplir con las funciones requeridas.               
Después de elegir y sintetizar las ideas, nos centramos en la fase de aprendizaje de las                
plataformas y herramientas necesarias para llevar a cabo el proyecto. Una vez finalizadas             
estas etapas, las siguientes fueron encauzadas rápidamente. 
 
Además de haber desarrollado competencias transversales como la capacidad de trabajo           
en equipo, el aprendizaje autónomo y la creatividad e innovación, mediante el desarrollo de              
este PFG, hemos ampliado los conocimientos básicos que teníamos sobre el desarrollo de             
aplicaciones móviles para Android, y aprendido a trabajar con nuevas herramientas tales            
como Android Studio como entorno de desarrollo; el repositorio de software para Android,             
F-Droid; la librería para códigos QR, ZXing y el software de control de versiones Git. 
 
Por último, hemos amplificado nuestros conocimientos sobre la historia del código QR, la             
estandarización del mismo y los tipos que existen, así como de los diversos software              
generadores de códigos de barras bidimensionales.  
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 8. Futuras líneas de trabajo 
Proponer futuras ampliaciones implica que la aplicación es susceptible de mejora aunque            
los resultados sean óptimos y se hayan completado los objetivos propuestos. Conocido            
esto, a continuación, se exponen algunos temas de investigación que pueden ser objeto de              
interés, atendiendo al trabajo desarrollado en el presente proyecto. 
 
Para conseguir un alcance mayor del proyecto, surge la necesidad de desarrollar un             
estándar de codificación de la información previa a la transformación en código QR. Este              
estándar permitiría que cualquiera que lo implemente pueda procesar códigos QR que            
almacenen partidas de ajedrez comprimidas con este desarrollo, del mismo modo que un             
códec de vídeo permite que un archivo que ha sido comprimido sea reproducible en multitud               
de reproductores. 
 
El ejercicio de la profesión de Ingeniero en Informática afecta a muchos aspectos de la vida                
de las personas, tales como la seguridad, la economía y el bienestar. En nuestro caso,               
centrándonos en el ámbito social, puede resultar interesante adaptar la aplicación a            
personas con discapacidad visual. En las partidas actuales, el instrumental de juego para             
los ajedrecistas ciegos está compuesto de un tablero adaptado de al menos 20 cm de lado,                
un orificio en el centro de cada uno de los 64 escaques en el que se insertan las piezas                   
adaptadas y un reloj de ajedrez con dos mecanismos que marchan alternativamente. 
 
Para conseguir dicha adaptación, podría incluirse la posibilidad de comentar una partida de             
ajedrez una vez recibido el código QR en la aplicación. Con esto, se conseguiría que las                
personas invidentes sigan la partida o la reproduzcan en un tablero adaptado. De la misma               
forma, para guardar una partida, se incluiría la función de grabar cada movimiento por              
reconocimiento de voz. Una vez obtenido los datos, la información se convertiría a formato              
QR y se compartiría de forma sencilla. De esta manera, cualquier persona podría compartir              
y reproducir una partida de ajedrez a través de la aplicación. 
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 Anexo A 
Capacidad de símbolos según versión y modo de codificación 
 
Las cifras de las columnas ​Numeric​, ​Alphanumeric​, ​Binary ​y ​Kanji ​indican el número 
máximo permitido de los respectivos caracteres. 
 
 
Fig. 15. Tabla de versiones. Versión 1-10 
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Fig. 16. Tabla de versiones. Versión 11-20 
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Fig. 17. Tabla de versiones. Versión 21-30 
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Fig. 18. Tabla de versiones. Versión 31-40 
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 Anexo B 
Cómo determinar la versión del código QR que se va a utilizar 
Suponiendo que los datos de entrada constan de números de 100 dígitos, se realizarán los 
siguientes pasos: 
 
1. Elegir ​numeral ​como el tipo de datos de entrada. 
2. Elegir un nivel de corrección entre las opciones: L, M, Q y H. En este caso se elige 
M. 
3. Buscar en la tabla de versiones, 100 o más en la fila M de nivel de corrección. Esta 
cantidad será el número de versión más adecuado. 
 
 
Fig. 19. Ejemplo de cómo elegir la versión de un código QR. 
 
En este ejemplo, la versión 3 de QR (29 x 29 módulos) es la versión más apropiada.  
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