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Předně bych rád poděkoval celé komunitě lid́ı, která vyv́ıj́ı a stará se o software
s otevřeným zdrojovým kódem a zejména o operačńı systém GNU/Linux1. Dı́ky
ńı jsem mohl já, stejně jako kdokoli na světě, použ́ıvat legálně a zdarma všechen
software, který jsem kdy ke své práci potřeboval i v době, kdy jsem byl jako student
bez finančńıch prostředk̊u.
Právě d́ıky svému zaujet́ı pro Linux jsem se již v prvńım ročńıku přes pana
Ing. Jana Koprnického, Ph.D., dozvěděl o panu Ing. Janu Krausovi. Ten mě okamžitě
nasměroval správným směrem a hned v daľśım semestru jsem přešel z jazyka Pascal
na mnohem užitečněǰśı jazyk C. Za to jsem mu velice vděčný, protože nepamatuji,
že bych se někdy znovu výrazněji setkal s Pascalem jak v souvislosti s Linuxem, tak
v daľśıch oblastech.
Za zmı́nku jistě stoj́ı i konzultace, při kterých jsem sice většinou zjistil, že velká
část předchoźıho programováńı byla zbytečná nebo nepoužitelná, na druhou stranu
jsem však pokaždé dostal nové nápady, rady, informace a nasměrováńı, kam se dále
ub́ırat.
Na posledńım mı́stě i když v neposledńı řadě nemohu nezmı́nit pohotové a vstř́ıcné
rady a updaty zdrojových soubor̊u panem Ing. Tomášem Tobǐskou. Jeho přehled
a orientace ve všech souvislostech mezi deśıtkami zdrojových soubor̊u, stovkami




Hlavńım ćılem práce je vytvořeńı experimentálńıho virtuálńıho měř́ıćıho př́ıstroje,
který je d́ıky platformě GNU/Linux snadno duplikovatelný a umožňuje prováděńı
test̊u, jenž by byly na fyzických př́ıstroj́ıch obt́ıžně nebo v̊ubec proveditelné. Autor
se snaž́ı chováńı VMP maximálně přibĺıžit fyzickému př́ıstroji.
Daľśım krokem je prováděńı konkrétńıch experiment̊u na VMP, jejichž výsledky
jsou diskutovány a na jejichž základě jsou optimalizovány vybrané parametry. Ćıle
práce směřuj́ı k hledáńı zp̊usob̊u vylepšeńı vlastnost́ı stávaj́ıćıch reálných PMD.
Velká část práce se zabývá optimalizaćı ukládáńı archivńıch dat.
Kĺıčová slova: kvalita, virtuálńı př́ıstroj, Linux, komprese, simulace
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Abstract
Main goal of this thesis is developing experimental virtual measuring device, which
should be easily duplicateable thanks to GNU/Linux platform. It makes it possible
to run tests, that are problematicly or even impossibly executable on real devices.
Author mostly tries to make behavior of VMD2 similar to physical ones.
In next step, exact experiments on VMD are performed. Results are discused and
on their basis, chosen parameters are optimized. Findings aim to find out ways to
improve properties of present real PMDs. Majority of work is attended to optimali-
zation of archive data storing.
Key words: quality, virtual device, Linux, compression, simulation
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1 Úvod
PMD neboli Power Monitoring Device je elektronické obvykle vestavné zař́ızeńı,
slouž́ıćı k monitorováńı kvality dodávek elektrické energie rozvodné śıtě v mı́stě in-
stalace. Zař́ızeńı prováděj́ı výpočty, zpracovávaj́ı a archivuj́ı data, umožňuj́ı vzdálené
monitorováńı prostřednictv́ım śıt’ové komunikace a obvykle na displeji zobrazuj́ı žá-
dané veličiny. Vývoj firmware a testováńı s fyzickým př́ıstrojem je možné a běžně
použ́ıvané. Je však nutné mı́t speciálńı jak softwarové, tak hardwarové vybaveńı,
nemluvě o fyzickém př́ıstroji. Nab́ıźı se otázka: Proč nevytvořit nezávislý, přeno-
sitelný model celého měřićıho a monitorovaćıho řetězce uvnitř naprosto běžného
osobńıho poč́ıtače? Řešeńı této otázky se věnuje převážná část práce. Daľśı část
zmiňuje dosavadńı provedené praktické experimenty na virtuálńım řetězci.
Operačńı systém GNU/Linux se stává stále obĺıbeněǰśım nejen na pracovńıch
stanićıch, ale zejména i v nejr̊uzněǰśıch embedded zař́ızeńıch. Použit́ı OS mı́sto
jednoúčelového kompletńıho firmware má samozřejmě svoje výhody. Kromě vyšš́ı
spolehlivosti a univerzálnosti je jimi jistě i snazš́ı vývoj samotných aplikaćı, lepš́ı
přenositelnost zdrojových kód̊u a široká podpora hardware. Tato skutečnost je v del-
š́ım časovém horizontu d̊uvodem vzniku práce, přičemž v budoucnu by mohly být
modifikovaný výpočetńı blok a daľśı funkce př́ımo použitelné v PMD založených na
OS Linux.
Práce se zabývá myšlenkou vytvořeńı virtuálńıho měřićıho př́ıstroje tak, aby bez
jakýchkoli periferíı mohl simulovat běh a chováńı skutečného př́ıstroje. S t́ım sou-
viśı potřeba vytvořeńı programu, který dokáže generovat vzorky virtuálně měřeného
signálu a také programu, který zpracuje a ukládá naměřené veličiny. Kromě toho je
nutné modifikovat hardwarově závislé funkce výpočetńıho bloku, aby byl přenositelný
a využ́ıval funkćı OS Linux, př́ıpadně daľśıch svobodných knihoven s otevřeným zdro-
jovým kódem. Všechny komponenty je potřeba vytvořit tak, aby měly co nejlépe nas-
tavitelné parametry pro pozděǰśı testováńı. Jsou použ́ıvány bud’ př́ımo konfiguračńı
soubory čtené při běhu programu, nebo alespoň přeṕınače parametr̊u ve zdrojových
souborech.
Vzhledem k tomu, že s embedded zař́ızeńımi souviśı omezené zdroje výkonu,
kapacity paměti a přenosových kanál̊u, d̊uležitým modulem, kterému je věnována
velká pozornost, je kompresńı blok. Jeho pomoćı jsou testovány r̊uzné bezztrátové
kompresńı algoritmy pro dosažeńı optimálněǰśıho využit́ı paměti určené archivńım
dat̊um, jejich nároky na výkon procesoru a operačńı pamět’. Prověřuje se domněnka
o velké redundanci archivńıch dat a zjǐst’uje se vliv nejr̊uzněǰśıch struktur vstupńıch
soubor̊u a jejich kódováńı na účinnost komprese.
V souvislosti s vytvářeńım modul̊u komprese a dvou variant generátoru archiv̊u
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či vzork̊u signálu vznikly články na konference EPE3 [8] a CIRED4 [9]. Vysvětleńı
problémů, poznatky a výsledky přeložené do češtiny jsou součást́ı práce. Jsou zde
ilustrovány účinky r̊uzných typ̊u datových sad na účinnost komprese a mnoho daľśıch
vliv̊u. V souvislosti s prováděńım benchmark̊u kompresńıch metod bylo nutné zvolit
zp̊usob měřeńı času. Je uveden zp̊usob použit́ı přesných procesorových časovač̊u
s extrémńım rozlǐseńım.
Veškerý vývoj prob́ıhal na platformě GNU/Linux s výhradńım použit́ım volných
nástroj̊u, knihoven, vývojového prostřed́ı, kompilátoru jazyka C a dokonce i WYSI-
WYM5 DTP editoru LYX
6. Nepouž́ıváńı placeného software je neoficiálńım ćılem
celé práce a jej́ı obsah a forma snad bude reprezentativńım př́ıkladem toho, že něco
takového je možné.
3Electric Power Engineering 2008 http://www.epe-conference.eu/epe2008/files/
partitions2_cz.html
4International Conference on Electricity Distribution 2009 http://www.cired2009.org/
5WYSIWYM — What You See Is What You Mean




2.1 Optimální metody ukládání dat v PMD
Tato část práce souviśı s tvorbou podklad̊u a vlastńımi poznatky při vytvářeńı článku
na konferenci Electric Power Engineering 2008 (EPE) [8].
2.1.1 Obecně
Dnešńı stav evoluce v oblasti standard̊u elektromagnetické kompatibility [2, 5] v mı́-
stě měřeńı definuje kvalitu a jej́ı vlastnosti. Během měřeńı jsou zaznamenávány a vy-
hodnocovány ukazatele, podle kterých se zjǐst’uje, zda jsou standardy dodržovány.
Obvykle se jedná o dlouhodobá měřeńı, jejichž výstupem jsou obrovská množstv́ı
dat. Jsou specifikovány r̊uzné intervaly záznamu dat [4, 3]. Nejkratš́ı interval pro
archivaci zde definovaný je 150 period. Pokud to uživatel požaduje, je však možné
zaznamenávat i v tak krátkém intervalu, jako 10 cykl̊u, což odpov́ıdá 200 ms. Pokud
se archivuj́ı i jen základńı hodnoty, neńı problém, aby během dne archiv dosáhl
velikosti stovek MB. Vzhledem k mezinárodńım standard̊um a k obecným vlastnos-
tem energetické śıtě se dá očekávat, že mezi měřenými parametry budou pouze malé
fluktuace a že v archivech bude vysoký stupeň redundance.
Pro kompaktńı měřićı př́ıstroj se slabou konektivitou to znamená mnoho dat, která
muśı být neustále zpracovávána a ukládána. Médíı existuje celá řada, ale v př́ıpadě
PMD jsou data obvykle ukládána do vnitřńı paměti v surové binárńı podobě pomoćı
suboptimálńıch kódováńı pro každou veličinu.
S rostoućım objemem měřených veličin a se zkracováńım interval̊u archivace se
požadavky na vnitřńı pamět’ a propustnost připojeńı obrovsky zvyšuj́ı. Jednoduchým
řešeńım je zvýšeńı úložné kapacity. Je pravda, že vzhledem k neustálému snižováńı
cen flash disk̊u to neńı problém, avšak existuj́ı i nevýhody, jako třeba pomalé sta-
hováńı dat nebo dlouhá doba odezvy př́ıstroje a operátorského PC při vzájemné
komunikaci, protože se přenáš́ı v́ıce byt̊u, než je nutné.
Redundantńı data mohou být také ukládána a odeśılána v komprimované podobě
pomoćı bezztrátové nebo dokonce i ztrátové komprese. Různé komprimačńı algo-
ritmy v kombinaci s optimálńım kódováńım veličin snižuj́ı nároky na velikost paměti
a zrychluj́ı proces źıskáváńı dat k daľśımu zpracováńı nebo vzdálenému monitoringu.
Kromě jiného má vliv i r̊uzný zp̊usob ukládáńı dat ve smyslu jejich výhodněǰśıho
uspořádáńı.
2.1.2 Prováděné simulace
Surová data sledovaných veličin typicky nemaj́ı velký rozptyl, což znamená, že ob-
sahuj́ı vysoce redundantńı blok symbol̊u a hodnot optimálńıch pro kompresi. Věnu-
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jeme se efekt̊um některých změn ve struktuře zmiňovaného bloku dat vzhledem
k účinnosti základńıch veřejně dostupných kompresńıch algoritmů. Pro experimenty
a srovnáńı účinnosti komprese jsme vyvinuli nástroj, který umožňuje měnit někte-
ré kĺıčové faktory v archivu komprimovaných dat. Testuje se vliv typu kódováńı
a nastaveńı archivu, seřazeńı dat, kvality a intervalu archivace. Variace bloku veličin
jsou prováděny na základě reálného PMD. Jsou obsaženy všechny běžně moni-
torované hodnoty jako napět́ı, proudy, výkony a energie, harmonické složky a několik
daľśıch v tomto př́ıpadě nepodstatných záznamů dle funkćı reálného př́ıstroje. Každá
veličina je generována v nastavitelném kódováńı a s parametrizovatelnými rozptyly.
2.1.3 Testované algoritmy
Pro experimentálńı měřeńı použ́ıváme běžně dostupné entropické a slovńıkové algo-
ritmy, jejichž zdrojový kód v ANSI C může být lehce źıskán, je ověřený a může být
znovupoužit d́ıky veřejné licenci. Důležitým faktorem při výběru byla skutečnost
budoućıho použit́ı v embedded zař́ızeńı na bázi mikrokontroléru ARM s velmi limi-
tovanými zdroji. Tato skutečnost diskvalifikovala některé pokročileǰśı ale pamět’ově
a výpočetně náročněǰśı varianty LZ jako gzip nebo bzip2.
Run Length Encoding — RLE
RLE je jedńım z nejjednodušš́ıch algoritmů, jehož princip spoč́ıvá v nahrazeńı opaku-
j́ıćı se sekvence byt̊u v souboru vyhrazeným znakem a č́ıslem udávaj́ıćım počet
opakováńı. Tento princip přes svou jednoduchost dosahuje zaj́ımavých výsledk̊u
u dat s množstv́ım opakuj́ıćıch se byt̊u (je obsažen v mnoha grafických formátech).
 jednoduchá a extrémně rychlá komprese s minimálńımi nároky na pamět’
 téměř zbytečné v netriviálńıch situaćıch
Shannon-Fano encoding — SF, Huffman Encoding — HUF
Tyto algoritmy jsou představiteli kategorie entropických kodér̊u. Princip obou metod
[7] spoč́ıvá v enkódováńı byt̊u do bitových streamů. Na základě množstv́ı výskyt̊u
každého znaku je ušetřena pamět’ zakódováńım znak̊u s nejvyšš́ım zastoupeńım po-
moćı nejkratš́ıho bitového kódu. Oba kódy použ́ıvaj́ı takzvaný histogram pravděpo-
dobnosti, nebo také bitový strom, který je nutné uložit na začátek zkomprimovaného
souboru. Existuj́ı optimalizace snaž́ıćı se zjednodušit kompresi a odstranit potřebu
v́ıce pr̊uchod̊u, kdy se binárńı strom rekonstruuje za běhu. SF a HUF nedokáž́ı
rozlǐsovat sekvence stejných symbol̊u.
Základńı použité verze algoritmů se lǐśı ve zp̊usobu stavby kódovaćı tabulky/stro-
mu. Zat́ımco SF rekurzivně děĺı soubor znak̊u, HUF buduje strom opačně — spojuje
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větve s nejnižš́ım výskytem. Oba algoritmy jsou sice podobně složité, HUF má však
obvykle lepš́ı výsledky, protože jeho binárńı kódováńı je optimálńı.
 rychlé, optimálńı komprese jednotlivých znak̊u
 účinné i u zašuměných dat
 malé pamět’ové nároky, jednoduchá, jasná implementace
 nepř́ılǐs účinné pro malé množstv́ı dat
Lempel-Ziv — LZ77
LZ77 je reprezentantem kategorie slovńıkových algoritmů, který posouvá dále ideu
RLE a HUF pomoćı komprese opakuj́ıćıch se sekvenćı (r̊uzných) symbol̊u. Pokud
naraźı na sekvenci, která se již dř́ıve vyskytla, zanechá na mı́stě pouze odkaz na mi-
nulý výskyt a délku identické sekvence. Mnoho existuj́ıćıch variant se lǐśı zp̊usobem
výstavby slovńıku, přičemž celá řada vylepšených a upravených verźı je chráněna
patenty.
 LZ algoritmus je univerzálńı (dobrá účinnost na jakýchkoli datech)
 optimálńı pro kompresi textu
 umožňuje snadnou a velice rychlou dekompresi
 vyšš́ı nároky na pamět’, pomalé
Lempel-Ziv-Oberhumer — LZO, MiniLZO
LZO je vysoce optimalizovaná varianta LZ algoritmu [10], která dosahuje mnohem
vyšš́ıch rychlost́ı komprese za cenu mı́rného sńıžeńı účinnosti. Testovaná varianta
MiniLZO je binárně kompatibilńı algoritmus, avšak bere v úvahu omezené výkonové
a pamět’ové zdroje embedded zař́ızeńı.
 velice dobrý kompresńı poměr u vysoce redundantńıch dat
 rychleǰśı komprese i dekomprese v porovnáńı s LZ
 středńı pamět’ové nároky, volitelné množstv́ı přidělené paměti
2.2 Bezztrátová kódování a kompresní algoritmy aplikované
na data kvality elektrické energie
Následuj́ıćı sekce vznikala v souvislosti s prezentaćı článku na International Confe-











Obrázek 1: Blokové schema experimentálńıho systému
2.2.1 Obecně
V daľśı části práce jsme změnili př́ıstup k prováděńı experiment̊u, avšak d̊uvody
a ćıle se nelǐśı od těch popisovaných v sekci 2.1.1.
Opět jsme prováděli testy s ćılem prověřit chováńı r̊uzných kompresńıch algoritmů
při kompresi r̊uzných typ̊u dat s r̊uzným složeńım a r̊uznými vlastnostmi. Pro tento
účel jsme nejdř́ıve źıskali reálný archiv měřeńı. Kromě toho jsme vytvořili modulárńı
systém v prostřed́ı GNU/Linux umožňuj́ıćı generovat virtuálńı sadu napět́ı a proud̊u
s velice jemnými možnostmi nastaveńı tak, abychom se mohli maximálně přibĺıžit
reálnému měřeńı. Generátor byl použit pro př́ıpravu dat určených k vytvářeńı ar-
chiv̊u, na nichž můžeme d̊ukladněji studovat efektivitu a stabilitu kompresńıch al-
goritmů.
2.2.2 Experimentální generátor mě̌rených dat
Pro účel vytvářeńı dat kvality elektrické energie jsme vyvinuli vlastńı modulárńı
systém viz obr. (1), který simuluje funkci PMD v reálném světě. Představený sys-
tém se skládá z generátoru vzork̊u, virtuálńıho bloku výpočtu kvality, archivace dat
a kompresńı jednotky. Každý z modul̊u může být nahrazen jinou implementaćı tak,
aby nab́ızel data s jinými veličinami a parametry.
Pro generováńı signál̊u jsme použili syntézu ze složek, u nichž je možné jednotlivě
nastavit napět́ı, fázi, frekvenci a odchylku, která ovlivňuje jejich náhodné koĺısáńı.
Generovaný signál je kromě toho i proměnný v čase. Skládá se z interval̊u se stej-
nými statistickými vlastnostmi s daným počtem opakováńı. Parametry každého in-
tervalu vzork̊u mohou být modifikovány jednoduše nastaveńım v odpov́ıdaj́ıćı části
konfiguračńıho souboru (výchoźı je gen.conf ). Každý kanál (fáze) může být genero-
vána naprosto nezávisle na ostatńıch se svoj́ı sadou parametr̊u. Celková vzorkovaćı
frekvence, interval generováńı, datový typ vzork̊u a množstv́ı generovaných dat je
opět nastavitelné při každém generováńı.
Vygenerovaná binárńı data
”
naměřených“ vzork̊u jsou dále zpracována pomoćı
výpočetńıho bloku, který simuluje reálný PMD, zpracovává výsledky a jeho výstu-
pem jsou data veličin v r̊uzném kódováńı a r̊uzných datových typech. Implementace
umožňuje provést simulaci měřeńı kvality elektrické energie ze stejných dat a źıskat
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r̊uzné výsledky ve v́ıce formátech. Data źıskaná v tomto kroku jsou výchoźım bodem
pro prováděńı test̊u s bezztrátovými kompresńımi algoritmy.
Posledńı blok je určen ke kompresi vygenerovaných archiv̊u pomoćı volných, bez
jakéhokoli poplatku dostupných, kompresńıch metod — RLE, variant LZ, několika
entropických algoritmů, aritmetického kódováńı a blokově tř́ıd́ıćıch gzip a bzip2.
Výsledky experiment̊u jsou porovnávány ve smyslu využit́ı paměti, délky výpočtu,
složitosti implementace a zejména dle dosaženého kompresńıho poměru.
2.2.3 Testované algoritmy
Opět jsme použili skupinu volně a zdarma dostupných algoritmů, popisovaných
v (2.1.3). Došlo však k rozš́ı̌reńı této skupiny o několik daľśıch, pro nás zaj́ımavých,
kompresńıch metod.
Jako daľśı alternativa existuje množstv́ı ztrátových metod, které se také prak-
ticky implementuj́ı, jako např́ıklad PQZIP, jenž je v patentovém ř́ızeńı. V našich
experimentech tyto nepouž́ıváme, protože u nich vždy docháźı k určité deformaci
dat a ztrátě informace. Porovnáváńı výsledk̊u by tedy bylo daleko obt́ıžněǰśı, když
by se pokaždé mohla výsledná data lǐsit.
Aritmetická komprese — AC
Aritmetická komprese patř́ı do skupiny entropických metod, která produkuje téměř
optimálńı výstup (lepš́ı, než HUF) na dané skupině symbol̊u. AR je efektivńı při kom-
presi dat, kde malé množstv́ı symbol̊u množstv́ım výskytu převažuje nad zbytkem.
 nejoptimálněǰśı testovaný entropický algoritmus
 nižš́ı rychlost oproti SF, HUF, podobná pamět’ová náročnost
Blokově orientované algoritmy — bzip2, gzip
Bzip2 i gzip jsou relativně moderńı a velice efektivńı algoritmy. Bzip2 využ́ıvá kromě
jiného blokové tř́ıděńı známé jako Burrows-Wheeler transformace. Gzip je pro změnu
postaven na DEFLATE algoritmu, použ́ıvaném v jiné podobě v mnoha patento-
vaných algoritmech. Gzip patř́ı př́ımo do projektu GNU. Nejedná se o jednoduché
algoritmy, ale o několikavrstvé poměrně složité techniky využ́ıvaj́ıćı RLE, BWT7,
MTF8, HUF, delta kódováńı či LZ779.
 vysoce univerzálńı a účinné
 vysoce náročné na pamět’ i výpočetńı výkon
7Burrows-Wheeler transformace
8Move to front
9Abraham Lempel a Jacob Ziv v roce 1977
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3 Implementace
Pro vývoj všech modul̊u i jednoúčelových programů byl použit svobodný, nekomerčńı
software. Použ́ıvaný operačńı systém je linuxová distribuce Ubuntu, která vycháźı
z jedné z nejstarš́ıch a nejrozš́ı̌reněǰśıch distribučńıch větv́ı v̊ubec — Debianu. Zdro-
jové soubory jsou však přeložitelné na jakémkoli GNU/Linux systému. Binárńı
soubory jsou vytvářeny kompilátorem GCC10 spouštěným prostřednictv́ım programu
make11 dle závislost́ı popsaných v souborech Makefile, které jsou vytvořeny pro
jednotlivé projekty. Jako vývojové prostřed́ı bylo zvoleno opensource IDE Net-
Beans, které p̊uvodně vzniklo jako vývojové prostřed́ı pro jazyk Java, později však
začaly přibývat daľśı podporované jazyky (včetně C/C++). Kromě překládaných
soubor̊u jsou využ́ıvány i skripty v jazyce BASH12, které se použ́ıvaj́ı k automa-
tizaci spouštěńı specifických sad test̊u. Pouze v jednom př́ıpadě je použit vlastńı
formát konfiguračńıho souboru, pro nějž je součást́ı programu jednoduchý parser.
Mezi ne úplně běžné knihovny, které jsou nutné pro přeložeńı některých zdro-
jových soubor̊u, patř́ı knihovna pro výpočet DFT libfftw3 13 a knihovna pro práci
s XML libxml214.
3.1 Generátor archivů
Generátor archiv̊u je prvńım programem vytvářeným za účelem generováńı dat
určených k benchmarku kompresńıch algoritmů. Jedná se o jednoúčelový program,
vytvářej́ıćı pomoćı generováńı pseudonáhodných č́ısel s danými rozptyly a parame-
try archivy dat se strukturou odpov́ıdaj́ıćı archiv̊um vytvářeným reálnými PMD.
3.1.1 Nastavení, spouštění a výstup
Př́ımo ve zdrojovém kódu je dána struktura generovaných archiv̊u a předdefinované
odchylky jednotlivých veličin, při jejichž určováńı jsme vycházeli z normy ČSN EN
50160 [1]. Volbou parametr̊u v shellu při spouštěńı programu ./DataProKompresi
můžeme však volit, zda se maj́ı generovat integer hodnoty, float hodnoty a harmonic-
ké, zda se veličiny maj́ı ukládat prokládaně nebo sériově a zda požadujeme delta kó-
dováńı. Dále je možné zadat globálńı rozptyly všech veličin a globálńı pravděpodob-
nosti všech veličin. V takovém př́ıpadě se pevně dané hodnoty z programu nahrad́ı
zadanými parametry. Posledńı volbou je možnost po vygenerováńı archivu okamžitě
spustit kompresi, což je výhodné pro dávkové spouštěńı deśıtek test̊u. Jednotlivé
10GNU C Compiler, později GNU Compiler Collection http://gcc.gnu.org/
11GNU Make http://www.gnu.org/software/make/




Výpis 1 Nutné parametry vypsané generátorem archiv̊u
v@r:~/src/komprese$ ./DataProKompresi
Nutne ciselne argumenty oddelene mezerou:
Pocet celych opakovani
Pocet vnitrnich opakovani
Generovat float hodnoty (1/0)
Generovat integer hodnoty (1/0)
Generovat harmonicke (1/0)
Generovat s delta kodovanim (1/0)
Ihned komprimovat (1/0)
Spolecna odchylka (>10000 -> neuplatni se)
Spolecna pravdepodobnost (>10000 -> neuplatni se)
v@r:~/src/komprese$
Výpis 2 Př́ıklad spuštěńı generátoru archiv̊u
v@r:~/src/komprese$ ./DataProKompresi 1 300 1 1 1 1 1 500 9500
Generuji data do souboru data-1-300-1-1-1-1-500-9500.bin.
.
Hotovo. Bez chyb.








volby tak, jak je vyṕı̌se generátor při nesprávném zadáńı, jsou shrnuty ve výpisu
(1).
Výstupem generátoru je binárńı soubor pojmenovaný data s následným výpisem
všech parametr̊u oddělených pomlčkou. Př́ıpona souboru je .bin. Jako př́ıklad mů-
žeme uvést vygenerováńı přibližně 100 kB souboru se sériovým řazeńım veličin,
ukládáńım pomoćı delta kódováńı a obsaženými integer i float hodnotami včetně
harmonických. Výstup se bude ihned komprimovat. Všechna generovaná data maj́ı
společnou dovolenou odchylku 5 % v 95-ti procentech hodnot.
Z výpisu (2) je zřejmé, že rozptyl a pravděpodobnost je zadána v setinách pro-
centa. Důvodem je zjednodušeńı výpočt̊u při použit́ı celoč́ıselné hodnoty a zjem-
něńı možné volby. Ve výpisu je zahrnuta i část výstupu navazuj́ıćı komprese. Ve
skutečnosti pokračuj́ı informace o běhu daľśıch algoritmů.
3.1.2 Funkce
Při spuštěńı programu jsou načteny parametry do vnitřńıch proměnných, aby násled-
ně mohly ovlivnit počty běh̊u vnitřńıch a celkových cykl̊u. Počet celých opakováńı
jednoduše vygeneruje za sebe žádaný počet archiv̊u. Naopak počet vnitřńıch opa-
kováńı ovlivňuje počet zapsaných hodnot stejné veličiny sériově za sebou. Hodnota
parametr̊u Generovat float hodnoty, Generovat integer hodnoty a Generovat har-
monické jednoduše povoluj́ı nebo zakazuj́ı zápis veličin s vybraným datovým typem,
respektive přidávaj́ı či zakazuj́ı harmonické. Pokud nastav́ıme parametr Generovat
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s delta kódováńım na 1, při prvńım zápisu je každá veličina uložena nativně a jej́ı
aktuálńı hodnota se zachovává v paměti, v daľśım běhu je uložen rozd́ıl aktuálńı
od předchoźı hodnoty a předchoźı hodnota je aktualizována. Pokud povoĺıme Ihned
komprimovat, vygenerovaný soubor je okamžitě předán pro kompresi i se správně
zadanými parametry vstupńıho a logovaćıho souboru, které logicky koresponduj́ı
s názvem generovaného souboru, tedy i se zadanými parametry.
Srdcem generátoru je funkce vytvářej́ıćı pseudonáhodnou hodnotu dle předaných
parametr̊u viz výpis (3). Jsou ji celoč́ıselně předány parametry ideálńı hodnota,
odchylka, pravděpodobnost a násobek. Ideálńı hodnota zhruba odpov́ıdá hodnotě
konkrétńı veličiny měřené v śıti reálným PMD. Protože však např́ıklad proudy či
napět́ı v základńıch jednotkách nejsou vhodné pro použité datové typy, v PMD se u-
kládaj́ı vynásobené danými konstantami, d́ıky čemuž je kromě optimálněǰśıho využit́ı
datového typu možné vyhnout se výpočetně náročnému použ́ıváńı datových typ̊u
s plovoućı řádovou čárkou. Posledńı parametr nasobek přeb́ırá zmı́něnou převodńı
konstantu. Hned za deklaraćı lokálńıch proměnných je s ńı vynásobena ideálńı hod-
nota tak, aby odpov́ıdala formátu uložeńı v archivu. Druhý a třet́ı parametr ovlivňuje
statistické rozložeńı pseudonáhodných č́ısel. Globálńı nastaveńı odchylky a prav-
děpodobnosti má přednost před hodnotami danými normou. Pokud jsou globálńı
parametry nastaveny (menš́ı než 1000 ≈ 100 %), jsou jimi přepsány pevně dané
hodnoty a dále se poč́ıtá pouze s nimi. Následuj́ıćı část do dočasné proměnné ulož́ı
bud’ ideálńı hodnotu v př́ıpadě, že je zadána nulová odchylka, pseudonáhodné č́ıslo
v meźıch daných odchylkou nebo úplně náhodné č́ıslo, které může nabývat jakékoli
hodnoty v rozsahu typu unsigned short. Nakonec je proměnná nahoda typově kon-
vertována a vrácena jako návratová hodnota funkce. Pseudonáhodné č́ıslo v daných
meźıch je v použité implementaci źıskáno jako







kde pro náhodné x plat́ı
− odchylka < x < odchylka (2)
a odchylka je parametr v rozsahu
0 < odchylka < 10000 . (3)
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Výpis 3 Funkce generováńı pseudonáhodného celého č́ısla





if (OdchylkaGlob <= 10000) odchylka = OdchylkaGlob;
if (PravdGlob <= 10000) pravd = PravdGlob;
if (odchylka == 0)
nahoda = ideal;
else if ((rand() % 100) < pravd)
nahoda = ideal + (rand() % (2 * ideal * odchylka) - ideal * odchylka) /
10000;
else
nahoda = rand() / nasobek;
hodnota = (unsigned short) nahoda;
return hodnota;
}
3.2 Generátor vzorků signálů
Generátor vzork̊u signál̊u je prvńım a základńım modulem VMP. Vše ostatńı už
v nějaké podobě existovalo a pro naše použit́ı bylo třeba pouze upravit, př́ıpadně
doplnit či vyměnit některé funkce. S kvalitou a věrohodnost́ı generovaných signál̊u
stoj́ı a padá význam a funkčnost celého VMP. Z toho vyplývá, že modul generá-
toru signál̊u je kĺıčovou část́ı celé práce. Největš́ı d̊uraz byl kladen na univerzál-
nost a konfigurovatelnost jeho chováńı. Právě proto byla zvolena cesta vytvořeńı
speciálńıho konfiguračńıho souboru, jehož možnosti budou dále vysvětleny. Původńı
myšlenkou bylo vytvářeńı signál̊u ze zadaných harmonických (ale možno i nehar-
monických) složek, č́ımž je možné vytvořit teoreticky libovolný signál. Později bylo
nutné rozš́ı̌rit signály o náhodné složky, které jsou taktéž zadávány v konfiguračńım
souboru. Počet proměnných muśı být volitelný, signál muśı mı́t možnost být v čase
proměnný, muśı být možné nastavit množstv́ı generovaných dat po celých inter-
valech, muśı být možné nastavit vzorkovaćı frekvenci, muśı být možné nastavit da-
tový typ generovaných vzork̊u, muśı být možné prohlédnout si časový pr̊uběh signálu
— to vše bylo třeba splnit v zájmu zachováńı univerzality.
3.2.1 Funkce
Program se spoušt́ı s jedńım parametrem, kterým je cesta ke konfiguračńımu souboru.
Funkce main() obsahuje pouze voláńı několika funkćı:
 nejdř́ıve test conf() projde celý konfiguračńı soubor a nastav́ı proměnné max in-
tervalu, max prom, max harm, datatype, delka inter, opakovani, fv, blok, ver-
bose a octave, jejichž název je většinou samovysvětluj́ıćı. fv obsahuje načte-
nou vzorkovaćı frekvenci, blok je počet period v jednom bloku dat (jednom
souboru), verbose nastavuje množstv́ı výpis̊u a informaćı a octave je přeṕı-
nač pro vypsáńı prvńıch několika vzork̊u do souboru vhodného ke zpracová-
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ńı pomoćı Octave15. Při parsováńı souboru jsou detekovány základńı chyby
v syntaxi. Při jejich objeveńı program skonč́ı, vyṕı̌se neočekávaný znak a jeho
pozici.
 Pokud verbose > 0, vypis info() vyṕı̌se do terminálu proměnné načtené před-
choźı funkćı.
 Nyńı se pomoćı knihovńı funkce malloc() alokuje pamět’ pro pole seznam
a parametry. seznam je pole struktur INTERVAL a parametry je pole struktur
HARMONICKA. Detailńı popis později.
 load param() projde podobně jako test conf() znovu celý konfiguračńı soubor.
Tentokrát ale mnohem podrobněji, protože postupně nač́ıtá nastavené parame-
try a plńı jimi pole seznam a parametry.
 Pokud verbose > 0, vypis param() vyṕı̌se do terminálu všechny načtené parame-
try. To má smysl pouze při laděńı, protože reálný konfiguračńı soubor obsahuje
stovky až tiśıce harmonických.
 generuj() je nejsložitěǰśı ze všech funkćı v generátoru. Podrobněǰśı popis dále.
 Nakonec se pouze korektně uvolńı alokované mı́sto a pokud nedošlo k žádné
chybě, program skonč́ı s klasickou návratovou hodnotou 0.
Struktury INTERVAL a HARMONICKA jsou použity pro načteńı všech parametr̊u
složek signál̊u z konfiguračńıho souboru. Jejich definice je uvedena ve výpisu (4).
INTERVAL obsahuje informaci o počtu opakováńı signálu popsaného v konfigu-
račńım souboru jedńım blokem parametr̊u, pointer na prvńı odpov́ıdaj́ıćı struk-
turu HARMONICKA v poli parametry, počet proměnných neboli signál̊u a největš́ı
počet složek jednoho signálu. Struktura HARMONICKA potom obsahuje ampli-
tudu, frekvenci, fázi a maximálńı odchylku od zadané amplitudy pro každou složku
každého signálu v každém intervalu. Posledńı položka platnost obsahuje informaci
o tom, zda je konkrétńı složka v konfiguračńım souboru definována. Pokud ne, při
výpočtu vzorku se složka nebere v úvahu.
Funkce generuj() kromě poĺı seznam a parametry, všech proměnných doposud
načtených z konfiguračńıho souboru a několika iteračńıch lokálńıch proměnných,
obsahuje i dvourozměrné pole typu double, které je použ́ıváno pro ukládáńı od-
chylkových koeficient̊u, které se musej́ı v zájmu podobnosti s realitou měnit po
náhodném počtu vzork̊u na náhodnou velikost. Každá složka signálu je tedy přená-
sobena svým odchylkovým koeficientem a až potom je složena spolu s daľśımi složkami
ve výsledný vzorek odpov́ıdaj́ıćıho signálu. V tomto mı́stě docháźı k drobnému
15http://www.gnu.org/software/octave/
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Výpis 5 Naznačeńı funkce generováńı vzork̊u
smyčka dle počtu opakování
smyčka dle počtu intervalů
smyčka s inkrementací času
když vzorek % (10 * fv) == 10
aktualizace odchylkových koeficientů
smyčka podle počtu proměnných
smyčka podle počtu složek
vzorek += odchylka * amplituda * sin(2 * pi * f * t + fi)
konec smyčky





omezeńı univerzality generátoru, protože je pevně dané r̊uzné chováńı při vytvářeńı
odchylkových koeficient̊u signál̊u napět́ı a proud̊u (liché respektive sudé signály
v konfiguračńım souboru). Důvodem je fakt, že úpravy v souvislosti s vytvářeńım od-
chylek byly prováděny až po kompletńı realizaci generátoru a s aktuálńım principem
nebylo zpočátku poč́ıtáno. Druhým d̊uvodem, proč nedošlo k celkové změně je fakt,
že konfiguračńı soubor by musel obsahovat daľśı množstv́ı parametr̊u a přǐsel by
o posledńı špetku přehlednosti. Ve výpisu (5) je zhruba popsána činnost funkce
generuj().
Posledńı nezmı́něnou funkćı je zapis(). Má na starost zapsat vygenerovaný vzorek
signálu do souboru ve správném datovém typu a př́ıpadně upozornit na překročeńı
jeho rozsahu. Důležitou činnost́ı funkce je také kontrola velikosti
”
velkého“ výstup-
ńıho souboru — při přibĺıžeńı k limitu 2 GB obdrž́ıme vysvětleńı problému a generá-
tor se ukonč́ı. Při nastaveném parametru octave dojde k zápisu nejen do binárńıho
souboru, ale i do textového souboru, který je pak možné zpracovat v OO Calc16,
Octave nebo si ho prohlédnout běžným textovým editorem.
16Skvělá náhrada MS Excel, samozřejmě zdarma http://www.openoffice.cz/
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Výpis 6 Popis definice jednoho intervalu signál̊u
# Zpusob zapisu:





3.2.2 Konfigurační a výstupní soubory
Jak již bylo zmı́něno, konfiguračńı soubor, obvykle gen.conf, obsahuje parametry
složek signál̊u, kterými se následně ř́ıd́ı samotný generátor. Mezi společné parametry
patř́ı:
 verbose, který nastavuje množstv́ı vypisovaných informaćı. Nastaveńı na 0 zna-
mená
”
tichý“ režim, kdy neńı vypisováno téměř nic. Naopak 2 znamená maxi-
málńı množstv́ı informaćı z pr̊uběhu všech funkćı programu.
 interval má parametr float hodnotu, která se použ́ıvá jako násobitel opakováńı
interval̊u.
 fv určuje vzorkovaćı frekvenci. Zadává se v počtu sampl̊u na periodu 0,02 s
(50 Hz).
 Parametr blok je možné použ́ıt pro určeńı počtu sad vzork̊u ukládaných do
č́ıslovaných soubor̊u.
 datatype určuje datový typ generovaných vzork̊u. Může být jedńım z int16,
int32, float a double.
 Pokud je uvedeno octave (bez parametru), prvńıch několik period všech signál̊u
se zároveň ulož́ı v textovém formátu do souboru, který skript graf.m může
použ́ıt jako vstupńı data pro zobrazeńı pr̊uběh̊u.
 opakovani s celoč́ıselným parametrem nastavuje počet opakováńı všech dále
definovaných interval̊u. Při nastaveńı na nulu se generátor zacykĺı dokud ho
”
zvenč́ı“ nezastav́ıme.
Následuj́ı definice tzv. interval̊u. Každý interval zač́ıná zavináčem následovaným
lokálńım počtem opakováńı. Složená závorka otev́ırá a uzav́ırá definice signál̊u v da-
ném intervalu. Hranatá závorka ohraničuje jeden signál. Kulatá závorka obsahuje
již parametry jednotlivých (ne)harmonických složek. Parametry jsou amplituda,
frekvence, fáze v radiánech a odchylka.
Pro přehlednost je možné doplnit libovolné množstv́ı b́ılých znak̊u. Je možné
použ́ıvat i komentáře, které musej́ı být na každém řádku uvozeny kř́ıžkem. Ve výpisu
(6) je popsána struktura definice intervalu.
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Výstupńım souborem je obvykle soubor gen.bin. Jeho název se však změńı, pokud
generátoru předáme parametrem jiný než výchoźı název konfiguračńıho souboru.
Kromě
”
velkého“ binárńıho souboru jsou zároveň data dělena do soubor̊u se stejným
názvem, avšak s přidaným pořadovým č́ıslem před př́ıponou .bin. Množstv́ı vzork̊u
na jeden č́ıslovaný soubor ovlivňuje parametr blok v konfiguračńım souboru. Posled-
ńım výstupńım souborem je gen.m (ve výchoźım př́ıpadě), který v př́ıpadě uvedeńı
parametru octave obsahuje několik period generovaných signál̊u pro snadnou kon-
trolu a vytvořeńı graf̊u pr̊uběh̊u.
3.3 Výpočetní blok
Výpočetńı blok vycháźı z firmware reálného PMD.
3.3.1 Funkce
Velice ve zkratce, protože jeho návrh nebyl předmětem této práce, výpočetńı blok
má na starosti z naměřených vzork̊u fázových napět́ı a proud̊u vypoč́ıtat všechny
žádané PQ17 veličiny, uložit je do struktur a generovat archivńı data.
3.3.2 Soubory nastavení
Zmı́ńım se pouze o konfiguračńım souboru SmpArcConfig.xml, kterým nastavujeme
chováńı generováńı a ukládáńı archiv̊u (protože s archivy se dále pracuje). Zde je
možné nastavit které proměnné a s jakou frekvenćı budou ukládány. To je zásadně
d̊uležité při porovnáváńı účinnost́ı komprese r̊uzných sad dat.
3.3.3 Modifikace portu pro Linux
Na čem naopak většina práce spoč́ıvala, byla modifikace firmwaru tak, aby byl
použitelný v běžném operačńım systému GNU/Linux. Ve všech zdrojových sou-
borech, kde se vyskytovaly hardwarově specifické funkce, byly přidány přeṕınače
preprocesoru, které při kompilaci s přeṕınačem -D Linux změnily chováńı programu
tak, aby na hardware nebyl závislý. Některé kĺıčové funkce byly vytvořeny speciálně
znovu v souboru Linux.c. Jedná se např́ıklad o funkce zápisu archiv̊u do soubor̊u,
práce s časem apod. Důležitá je linuxová verze DFT s využit́ım knihovny fftw3.
3.4 Modul komprese
Kompresńı blok umožnil realizaci experiment̊u zabývaj́ıćıch se vlivem typu a kó-
dováńı archivńıch dat na účinnost komprese. Program je však použitelný pro bench-
mark implementovaných kompresńıch algoritmů na jakémkoli vstupńım souboru. Je
17Power Quality
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tedy možné jeho pomoćı odhadnout ideálńı typ komprese pro libovolný datový sou-
bor. V současné podobě jsou vstupńı data komprimována integrovanými algoritmy
RLE, Huffman, LZ, SH a MiniLZO, které doplňuj́ı exterńı programy s metodami
AC, Gzip a Bzip2.
3.4.1 Funkce
Funkce programu je velice prostá. Soubor vstupuj́ıćı do komprese, předaný jako prvńı
parametr při spuštěńı, je otevřen a je zjǐstěna jeho velikost. Po alokaci potřebného
množstv́ı paměti je soubor načten do bufferu data a je alokován daľśı buffer com-
pressed, který dále slouž́ı pro ukládáńı výstup̊u jednotlivých kompresńıch algoritmů.
Jeho velikost je vypočtena z velikosti vstupńıho souboru tak, aby v žádném př́ıpadě
nemohlo doj́ıt k jeho přeplněńı v extrémńıch př́ıpadech, kdy komprese zvětš́ı velikost






Podle posledńı verze dokumentace BCL by dokonce mělo stačit menš́ı množstv́ı
paměti.
(in size · 104 + 50)
100
+ 384 (5)
Vzhledem k okolnostem a minimálńımu rozd́ılu by však byla úprava nepodstatná.
Kromě zjǐstěńı velikosti souboru a alokace paměti jsou otevřeny i soubory log̊u, do
nichž jsou později ukládány naměřené informace. Jedńım z nich je soubor log.txt,
který se otev́ırá v režimu přidáváńı na konec (a), druhým je soubor v režimu
”
os-
trého“ zápisu (w) s názvem předaným jako druhý parametr při spouštěńı. Význam
je zřejmý. Soubor log.txt slouž́ı pro ukládáńı výsledk̊u velkého množstv́ı měřeńı, za-
t́ımco druhý soubor obsahuje vždy jen data o jednom pr̊uběhu komprese, č́ımž se
zjednoduš́ı a zpřehledńı dohledáváńı jednoho konkrétńıho výsledku.
O zápis naměřených hodnot a informaćı o pr̊uběhu komprese se stará funkce
vypis(). Jako parametry přeb́ırá dvě struktury, které se v Linuxu použ́ıvaj́ı pro
uložeńı přesné časové informace (podrobněji dále), velikost vstupu a výstupu kom-
prese, název kompresńıho algoritmu, soubor pro zápis a přeṕınač výpisu do ter-
minálu. Z parametr̊u je vypočtena doba výpočtu, kompresńı poměr a rychlost vý-
počtu. Vše je zapsáno do souboru, přičemž je pomoćı define možné nastavit, zda se
maj́ı ukládat i velikosti vstupńıho a výstupńıho souboru. Dle parametru tisk mohou
být všechny informace taktéž vypsány do terminálu.
Po spuštěńı jsou do logovaćıch soubor̊u vypsány záhlav́ı sloupc̊u zaznamenávaných
veličin. Data ze vstupńıho souboru jsou načtena do paměti a přicháźı na řadu
samotná komprese. Před a po zavoláńı funkce kompresńıho algoritmu nebo spuštěńı
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př́ıkazu je změřen čas. Následuj́ı funkce vypis(). Výsledná data jsou uložena do
soubor̊u pojmenovaných compressed***.dat, kde hvězdičky nahrazuje zkratka názvu
metody.
3.4.2 Mě̌rení času
Určeńı velikosti souboru je hračkou, ale nalezeńı vhodného zp̊usobu měřeńı času
tak, aby výsledky byly stabilńı, těžko ovlivnitelné během jiných programů a nav́ıc
s dostatečným rozlǐseńım, si vyžádalo detailněǰśı zorientováńı se v knihovńıch funk-
ćıch libc18, konkrétně v time.h19. Popsaný př́ıstup se dobře osvědčil.
Pro ukládáńı časových údaj̊u jsou využity struktury timespec, které obsahuj́ı dvě
celoč́ıselné hodnoty tv sec pro uložeńı sekund a tv nsec pro uložeńı nanosekund.
Pokud potřebujeme zjistit rozd́ıl dvou časových údaj̊u ve strukturách timespec jako
č́ıslo s plovoućı řádovou čárkou, provedeme výpočet
rozdil = ts2.tv sec− ts1.tv sec + (ts2.tv nsec− ts1.tv nsec)
109
[s] . (6)
Otázkou z̊ustává, jak struktury naplnit. K tomu slouž́ı funkce clock gettime(). Má
pouze dva parametry. Prvńım je makro určuj́ıćı typ použitého časovače a druhým
je adresa popisované struktury. Existuj́ı 4 druhy hodin. V našem př́ıpadě má výz-
nam CLOCK PROCESS CPUTIME ID, což je časovač procesoru s vysokým rozli-
šeńım, speciálńı pro každý proces a CLOCK REALTIME, j́ımž jsou hodiny reálného
času společné pro celý systém (avšak opět s vysokým rozlǐseńım). Prvńı zmiňovaný
použ́ıváme pro měřeńı času výpočtu integrovaných kompresńıch algoritmů, protože
běž́ı ve stejném vlákně. Druhý použ́ıváme u externě volaných programů (AC, bzip2,
gzip), protože jsou spouštěny pomoćı funkce system(), jej́ıž př́ıkaz předaný jako
parametr proběhne ve zvláštńım vlákně a v př́ıpadě použit́ı CLOCK PROCESS-
CPUTIME ID tedy logicky dostáváme nesmyslné časy.
3.5 Virtuální mě̌rící p̌rístroj
VMP je spojeńım vytvořených modul̊u a snaž́ı se svou funkćı přibĺıžit reálnému
PMD. V současné podobě neobsahuje žádné grafické rozhrańı, takže je uživatel-
sky nezaj́ımavý. Budoućı rozš́ı̌reńı o jakékoli daľśı moduly, např́ıklad vizualizač-
ńı, by ale nemělo činit pot́ıže. Funkčńım ćılem současného stavu bylo dosažeńı
spolupráce všech modul̊u s možnost́ı nastavovat generované signály pomoćı kon-
figuračńıho souboru generátoru, ovlivňovat činnost výpočetńıho bloku, respektive
ukládáńı archiv̊u pomoćı konfiguračńıch XML soubor̊u a umožnit spouštěńı kom-
18GNU C Library http://www.gnu.org/software/libc/
19Hlavičkový soubor funkćı týkaj́ıćıch se práce s časem
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presńıch test̊u na soubory vznikaj́ıćıch archiv̊u. Nepř́ılǐs dokonale implementovaná
(rozumějte neuniverzálně, bez možnosti nastaveńı), nicméně funkčńı, je schopnost
vráceńı aktuálńıch dat v souboru XML přes TCP/IP na požadavek vzdáleného —
nyńı jednoúčelového — klienta. Tato vlastnost byla doplněna pouze pro jednorá-
zovou potřebu ověřeńı funkčnosti práce s XML soubory. Doplněńım jednoduchého
přeṕınače sleduj́ıćıho parametr př́ıchoźıho spojeńı by bylo možné snadno funkčnost
rozš́ı̌rit a vracet v podstatě libovolná data.
3.5.1 Součinnost všech modulů
Funkce main(), volaj́ıćı všechny daľśı funkce a spouštěj́ıćı generátor, je umı́stěna
v souboru main.c, patř́ıćıho mezi soubory, které byly vytvořeny
”
od nuly“. Nejedná se
o modifikovanou funkci main() z originálńıho firmware. Hned po definici vkládaných
hlavičkových soubor̊u je několik přeṕınač̊u preprocesoru, které ovlivňuj́ı zp̊usob běhu
programu.
 #define VYPISOVAT VSE asi neńı nutné dlouze vysvětlovat. Použit́ı obvykle
při laděńı, kdy může být užitečné vypsáńı hodnot prvńıho sta vzork̊u signálu,
všech vypočtených aktuálńıch hodnot, doby výpočtu, data a času použ́ıvaného
výpočetńım blokem.
 #define GENEROVAT spust́ı před spuštěńım výpočt̊u generátor, který vytvoř́ı
(nebo přeṕı̌se) binárńı soubory virtuálńıch vzork̊u signál̊u.
 #define ZACYKLIT zajist́ı spuštěńı daľśıho běhu smyčky programu po zpra-
cováńı všech vstupńıch dat. Pokud je zároveň povoleno generováńı, před daľśımi
výpočty dojde opět ke spuštěńı generátoru tak, aby se poč́ıtalo z
”
nových dat“.
 Volba #define REALNA SIMULACE má velice prostou funkci — pozdrž́ı běh
programu o necelých 200 ms mezi běhy výpočt̊u tak, aby program běžel přibliž-
ně v reálném čase. Bez této volby náš VMP běž́ıćı na rychlém PC zanalyzuje až
několik minut vzork̊u signálu za sekundu, což je skvělé, pokud generujeme data
pro testováńı kompresńıch algoritmů, ale má hodně daleko k práci reálného
PMD co se časové reality týká. Nepř́ıjemné je i zatuhnut́ı poč́ıtače při běhu
plnou rychlost́ı, pokud má pouze jedno jádro (100 % využit́ı CPU).
Volba reálné simulace je jednou z věćı, které by bylo možné a vhodné v budoucnu
vylepšit. Mı́sto jednoduchého čekáńı pomoćı usleep() by bylo vhodné použ́ıt smyčku,
která by kontrolovala čas a daľśı výpočet by spustila až při dosažeńı daľśıho násobku
200 ms reálného času. T́ım by se zároveň odstranily možné rozd́ıly v rychlosti běhu na
r̊uzně výkonném hardware. Druhým vylepšeńım by mohlo být spuštěńı generátoru
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bud’ v časech čekáńı, nebo v jiném vlákně. V současné podobě totiž měřeńı zastav́ı
až do chv́ıle, kdy jsou vygenerována všechna data (je-li povoleno).
Funkce termination handler() slouž́ı ke korektńımu dokončeńı právě prob́ıhaj́ıćıch
výpočt̊u v př́ıpadě, že běh VMP
”
násilně“ zastav́ıme (např́ıklad př́ıkazem Ctrl+C).
Při prvńım pokusu o ukončeńı je vypsána hláška o akceptováńı požadavku ukončeńı.
Při opakováńı požadavku je program ukončen okamžitě.
Následuje funkce sig io(). Jej́ı asynchronńı spuštěńı zapř́ıčińı př́ıchoźı požadavek
vzdáleného klienta o soubor s aktuálńımi daty. Soubor je tedy vytvořen a jako
odpověd’ odeslán zpět klientovi. Použ́ıvá se server s neblokuj́ıćım TCP socketem,
který je otevřen a nastaven hned po spuštěńı VMP. Byl zvolen port 4343, protože
je pro autora snadno zapamatovatelný. . .
Hlavńı smyčka celého systému běž́ı ve funkci main(). Po spuštěńı jsou deklarovány
potřebné proměnné, nastaveny reakce na signály (přerušeńı programu a př́ıchod
komunikace po socketu), inicializovány struktury RTC TIME a RTC DATE dle
reálného času, ze souboru SmpArcConfig.xml je načtena konfigurace archivu do
odpov́ıdaj́ıćı struktury, jsou spuštěny funkce inicializace výpočetńıho bloku, je nas-
tavena struktura SmpPQSettings určuj́ıćı sledované limity PQ, je spuštěn generá-
tor dat a vlastńı výpočetńı smyčka. Zde jsou čteny bloky dat z binárńıho souboru
vzork̊u signál̊u a zpracovávaj́ı se výpočetńım blokem tak dlouho, dokud je s č́ım
poč́ıtat. Daľśı činnost záviśı na dř́ıve zmı́něném nastaveńı pomoćı definic preproce-
soru. V př́ıpadě volby ZACYKLIT nedojde k ukončeńı programu, ale ke skoku na
mı́sto spouštěńı generátoru, který se bud’ spust́ı, nebo přeskoč́ı podle GENEROVAT.
V závislosti na definici VYPISOVAT VSE mohou být neustále vypisovány informace
o pr̊uběhu programu, hodnotách veličin, délce trváńı výpočt̊u atd. Doba výpočtu
na poli záznamů odpov́ıdaj́ıćıch intervalu 200 ms je měřena zp̊usobem pracuj́ıćım
na stejném principu, jako měřeńı rychlosti komprese v kompresńım bloku. Pokud
je definována REALNA SIMULACE, je po každém vypočteném intervalu vloženo
čekáńı usleep(t) s parametrem vypočteným dle
t [µs] = 2 · 105 − (t2.tv sec− t1.tv sec) · 106 − t2.tv nsec− t1.tv nsec
103
, (7)
kde t1 je struktura typu timespec naplněná před spuštěńım výpočt̊u a t2 je stejná
struktura naplněná těsně po ukončeńı výpočt̊u. T́ımto zp̊usobem je alespoň částečně
eliminována r̊uzná odchylka od doby běhu intervalu na r̊uzných PC či při r̊uzném
zat́ıžeńı. Z̊ustává zde vliv instrukćı mimo výpočty, ty jsou však provedeny alespoň
řádově rychleji, než je doba výpočtu na intervalu vzork̊u signálu.
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Výpis 7 Základńı použit́ı
”







in = (fftw_complex*) fftw_malloc(sizeof(fftw_complex) * N);
out = (fftw_complex*) fftw_malloc(sizeof(fftw_complex) * N);
p = fftw_plan_dft_1d(N, in, out, FFTW_FORWARD, FFTW_ESTIMATE);
...






Výstupem výpočetńıho bloku je množstv́ı archivńıch dat, která jsou ukládána do
několika soubor̊u. Jsou jimi hlavńı archiv PQ dat, archiv PQ událost́ı, elektroměr,
profil, log a pro naše dosavadńı experimenty nejd̊uležitěǰśı — hlavńı archiv. V souboru
Linux.c jsou umı́stěny funkce, které se staraj́ı o zápis dat do odpov́ıdaj́ıćıch soubor̊u
ve chv́ıli, kdy o to výpočetńı blok požádá (ovlivněno nastaveńım, generovanými
signály a konfiguračńımi soubory). Zaj́ımavou funkćı je Write Record(), která za-
pisuje hlavńı archiv VMP do souboru archiv.bin. Obsahuje totiž přeṕınač, umožňu-
j́ıćı ukládáńı dat s delta kódováńım. Při definováńı makra DELTA KODOVANI je
vytvořena globálńı proměnná typu ArchivniData s názvem MinuleHodnoty , kam se
při každém zápisu ulož́ı aktuálńı hodnoty všech archivovaných veličin, aby se s jejich
pomoćı mohl v daľśım běhu vypoč́ıtat rozd́ıl od aktuálńıch hodnot, který je teprve
ukládán. Při prvńım běhu je uložen celý záznam v nativńım kódováńı. Funkce ob-
sahuje i možnost povolit výpis vybraných hodnot pro účel kontroly správné funkce
výpočt̊u.
3.5.3 Linuxové varianty funkcí
Krom zápisových funkćı Linux.c obsahuje i specificky řešené funkce využ́ıvaj́ıćı stan-
dardńıch knihoven OS Linux. Patř́ı mezi ně RTC GetTime() a RTC GetDate(),
které pomoćı funkce clock gettime() a struktur typu time t, tm a timespec z knihovny
time.h naplńı globálńı instance struktur typu Time a Date, které jsou již definovány
ve zdrojových souborech výpočetńıho bloku. Úsporně, s využit́ım krátkých celoč́ısel-
ných typ̊u, udržuj́ı aktuálńı reálný čas potřebný při práci s archivy, elektroměrem
atp.
Daľśı naprosto zásadńı funkćı je DFT, řešená pomoćı knihovny libfftw3 . Vycháźı
z př́ıkladu, který je uveden v dokumentaci [6] přiložené k baĺıku zdrojových soubor̊u
knihovny. Jedná se o použit́ı jednorozměrné DFT. Ve výpisu (7) je př́ıklad citován.
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Struktury fftw complex slouž́ı v našem př́ıpadě pro uložeńı vstupńıch dat, kterými
jsou pole N vzork̊u jednotlivých signál̊u, a výstupńıch dat, což jsou komplexńı vý-
stupy z DFT. Z nich jsou dále vypočteny amplitudy a fáze jednotlivých složek, jsou
vynásobeny r̊uznými koeficienty podle toho, zda se jedná o signál proudu či napět́ı
a jsou také vypočteny harmonické a meziharmonické složky. Výsledky jsou ukládány
do struktury AktualniHodnoty typu CSMPData.
Funkce fftw plan dft 1d() vytvoř́ı tzv. plán, což je objekt, který obsahuje všechna
data potřebná pro výpočet DFT. Knihovna umı́ poč́ıtat i dvou, tř́ı a v́ıcerozměrné
transformace, jejichž plán připravuj́ı funkce fftw plan dft 2d, fftw plan dft 3d a fftw-
plan dft. Posledńı zmı́něná přeb́ırá nav́ıc jeden parametr určuj́ıćı dimenzi. Spo-
lečnými parametry jsou počet vzork̊u, vstupńı a výstupńı pole komplexńıch č́ısel
in a out, parametr FFTW FORWARD určuj́ıćı směr transformace (při inverzńı
FFTW BACKWARD) a posledńı flag parametr, který rozhoduje o zp̊usobu vytvo-
řeńı plánu. FFTW ESTIMATE vytvoř́ı suboptimálńı plán bez jakýchkoli měřeńı,
na rozd́ıl od FFTW MEASURE, jehož volbou bychom povolili provedeńı rychlost-
ńıch test̊u několika možnost́ı výpočt̊u, na jejichž základě by knihovna vytvořila
plán s nejrychleǰśım z nich. Měřeńı dle dokumentace může trvat několik sekund
a jeho použit́ı je vhodné v situaćıch, kdy s jedńım plánem budeme provádět velké
množstv́ı náročných transformaćı. Zde by bylo pravděpodobně nejlepš́ı zač́ıt v př́ı-
padě rychlostńıch optimalizaćı VMP, protože výpočet DFT je jednou z časově nej-
náročněǰśıch část́ı výpočt̊u.
Funkce fftw execute() už pouze spust́ı vlastńı výpočet. Jediným parametrem je
předem vytvořený plán, na jehož základě se vyb́ırá metoda výpočtu a v němž jsou
obsažena všechna vstupńı data i připravený výstupńı buffer. Po dokončeńı výpočtu
DFT a zpracováńı výstupńıho pole dat je možné
”
zničit“ plán funkćı fftw destroy-
plan() a př́ıpadně i uvolnit alokované buffery. V našem př́ıpadě jsme použili pole
jako lokálńı proměnné funkce, fftw free() jsme tedy nepoužili.
3.5.4 Makefile
Program make je utilita určená k automatizaci překladu zdrojových kód̊u do binár-
ńıch soubor̊u. Na základě definic v souboru Makefile dokáže řešit jejich závislosti,
zpřehledňuje překlad a zejména šetř́ı čas. Považuji za vhodné uvést zde alespoň
význam společných flag̊u použitých při překladu.
 -lrt je přeṕınač, bez jehož použit́ı bychom nemohli přesně měřit čas
 -lfftw3 umožňuje použit́ı libfftw3
 -lm přilinkuje matematické knihovny
 -lxml2 je d̊uležité kv̊uli práci s XML
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 -lz přilinkuje knihovnu libz
 -g je přeṕınač laděńı
 -D Linux, -D SMPQ a -D TALEMA maj́ı stejnou funkci jako #define ve
zdrojovém kódu, ale zde je možné je definovat hromadně
 zbývá několik parametr̊u uvedených za -I, určuj́ıćıch adresáře, kde se maj́ı
vyhledávat hlavičkové soubory
3.6 Pomocné utility
Zde jsou zařazeny stručné komentáře některých programů, které vznikaly v souvis-
losti s testováńım, použ́ıváńım nebo jako vedleǰśı efekt některých experiment̊u.
StahniActData
Klientská aplikace, která z běž́ıćıho VMP na zadané IP adrese a portu stáhne XML
soubor obsahuj́ıćı aktuálńı hodnoty všech veličin.
csv2conf
Pomůcka, která vznikla při vytvářeńı konfiguračńıch soubor̊u generátoru dat. V ta-
bulkovém editoru (OO Calc) byly zapsány hodnoty složek dle vypočtených reálných
graf̊u, exportovány v textovém formátu .csv a následně pomoćı csv2conf převedeny
do syntaxe konfiguračńıho souboru. Parametrem byly předávány společné odchylky
a fáze.
graf.m
Skript programu Octave, který načte soubor gen.m vytvořený při generováńı signál̊u
a zobraźı prvńıch několik period všech proud̊u a napět́ı v grafu závislosti hodnoty
proměnné na čase.
dekomprese
Program použ́ıvaný pro ověřeńı korektńı funkce kompresńıch algoritmů a bezztrá-
tovosti. Postupně dekomprimuje všechny soubory Compressed***.dat v pracovńı
složce do Decompressed***.dat, kde hvězdičky opět nahrazuj́ı zkratky kompresńıch
algoritmů.
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Výpis 8 Nápověda vypsaná při chybném spuštěńı rozdelData
v@r:~/src/komprese$ ./rozdelData
Spusteni programu:
./rozdelData RADA KONSTANTA BLOK MAXIMUM SOUBOR KOMPRESE
RADA ...1 = aritmeticka, 0 = geometricka
KONSTANTA ...celociselna konstanta rady
BLOK ...celociselna velikost bloku dat v bytech
MAXIMUM ...velikost nejvetsiho generovaneho souboru
KOMPRESE ...1 = komprimovat, 0 = nekomprimovat
SOUBOR ...cesta k souboru dat
v@r:~/src/komprese$
rozdelData
Program použ́ıvaný při př́ıpravě dat pro experimenty (4.1.1). Funkci nejlépe osvětĺı
výpis (8). Ze vstupńıho binárńıho souboru jsou vytvořeny části s velikost́ı zvyšuj́ıćı
se podle aritmetické nebo geometrické řady.
dot2comma
Jednoduchý prográmek, který z textového souboru zadaného jako prvńı parametr
vytvoř́ı soubor se jménem dle druhého parametru tak, že všechny tečky nahrad́ı
čárkami. Tato změna je zásadně d̊uležitá při importu dat do tabulkového editoru,
který obvykle v českém systému použ́ıvá desetinné čárky mı́sto teček. Pokud pro-
vedeme nahrazeńı teček čárkami až v editoru, obvykle se mnoho hodnot nesmyslně
nahrad́ı kalendářńımi daty a dohledáńı d̊uvodu
”
proč ten graf vypadá tak strašně“
nebývá jednoduché. Nakonec poznámka pro každého, kdo s Linuxem někdy pracoval:
Ano, stejnou práci vykoná i obyčejný sed20. . .
20Stream EDitor — sed http://www.gnu.org/software/sed/
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4 Praktické výsledky
4.1 Optimální metody ukládání dat v PMD
4.1.1 Účinnost komprese
Při praktickém testováńı byly nejdř́ıve zmı́něným generátorem (2.1.2) vytvořeny
obrovské spousty archiv̊u s r̊uzně nastavovanými parametry. Ve všech př́ıpadech ob-
sahuj́ı vygenerované soubory sdružená a fázová napět́ı, proudy, 25 harmonických
a zanedbatelné množstv́ı daľśıch veličin. Jeden blok všech hodnot má velikost 256 B
a ve vygenerovaných souborech se opakuje N-krát. Všechny binárńı datové soubory
byly následně komprimovány pomoćı daľśıho testovaćıho programu, který kromě
komprese pomoćı všech použitých algoritmů zároveň ukládá do logu rychlosti a účin-
nosti komprese na jednotlivých souborech.
V prvńı sérii experiment̊u byly měřeny kompresńı poměry jednotlivých algoritmů
u dat se surovým binárńım a delta kódováńım. Daľśım parametrem byla možnost
ukládat data sériově (serial) nebo prokládaně (shuffled). Chováńı jednotlivých al-
goritmů je zachyceno na obr. (2), odkud můžeme jasně vyč́ıst r̊uzné chováńı dvou
rozd́ılných skupin.
Algoritmy založené na entropii (HUF, SF) plat́ı daň za potřebu umı́stěńı svého
binárńıho stromu do výstupńıho souboru, což pro malé vstupńı soubory znamená
relativńı velikost daleko přes 100 %. Při větš́ım množstv́ı dat se již tento efekt vytráćı
a okolo záznamu 64 blok̊u dosahuje svého optima, jenž je dále stabilńı pro ještě větš́ı
soubory. Zat́ımco rozd́ıl mezi SF a HUF je minimálńı a dle očekáváńı, poměrně
zásadně účinnost komprese ovlivňuje zp̊usob kódováńı dat. Delta kódováńı evi-
Obrázek 2: Účinnost komprese pro r̊uzné velikosti souboru dat
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Obrázek 3: Účinnost komprese pro r̊uzné hodnoty rozptylových limit̊u
dentně a razantně zvyšuje účinnost komprese. U entropických algoritmů v grafu ne-
nalezneme sériové řazeńı, což vyplývá z jejich funkce — nepoznali bychom rozd́ıl. . .
Skupina slovńıkových algoritmů netrṕı neduhem
”
nafouknut́ı“ malých soubor̊u.
Kompresńı účinnost se ustáĺı obdobně jako u minulé skupiny, nedosahuje však tak
dobrých výsledk̊u. I zde je zřejmá výhoda použit́ı delta kódováńı veličin.
V daľśım kroku dokumentovaném na obr. (3) jsme testovali závislost změny účin-
nosti komprese na rozptylu veličin v generovaných datech, jenž byl nastavovaným
parametrem. Měřeńı ukazuje jak se chovaj́ı kompresńı algoritmy při ńızké a vysoké
entropii. V reálném světě jsou si naměřené hodnoty vzhledem k intervalu záznamu
v poměrně dlouhém časovém úseku velice bĺızké a docháźı pouze k malým od-
chylkám, čehož d̊usledkem je účinněǰśı komprese. Entropické algoritmy opět dosahuj́ı
lepš́ıch výsledk̊u.
Vodorovné čáry, v legendě označené jako PQ, zobrazuj́ı kompresńı poměr dosažený
při rozptylu odpov́ıdaj́ıćım limit̊um EN 50160. Tento př́ıpad popisuje situaci, kterou
bychom mohli očekávat v śıti ńızkého napět́ı. Měřeńı fázového napět́ı v intervalu
jedné minuty během celého týdne pomoćı reálného měř́ıćıho př́ıstroje však ukazuje
maximálńı odchylku méně než 1,2 V. To znamená, že při nominálńım napět́ı śıtě
230 V docháźı k největš́ı odchylce 0,22 % okolo klouzaj́ıćı středńı hodnoty po rela-
tivně dlouhou dobu.
4.1.2 Rychlost komprese
V daľśım experimentu jsme provedli opakovaná měřeńı rychlosti jednotlivých kom-
presńıch knihoven na stejném datovém souboru. Obr. (4) ukazuje, jak se rychlosti
lǐśı. Pro minimalizaci chyb měřeńı jsme každý test spouštěli opakovaně a použili
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Obrázek 4: Vliv množstv́ı záznamů v archivu na rychlost komprese
pr̊uměrné hodnoty. Výsledky se však lǐsily minimálně vzhledem k použit́ı časovače
měř́ıćıho čas běhu programu s rozlǐseńım 1 ns. Je potřeba zmı́nit, že jsme pro testy
použili veřejně dostupné knihovny s r̊uznou úrovńı optimalizace, což znamená, že
výsledky je velice těžké přesně porovnávat. Pro hrubý odhad výpočetńı náročnosti
jednotlivých algoritmů však graf postačuje.
Je zřejmé, že rychlost komprese se lǐśı velice zásadně — i o několik řád̊u. Použitá
implementace LZ77 byla extrémně pomalá, protože nevyuž́ıvala žádnou optimalizaci,
zato však byla optimálńı ve své podstatě v̊uči kompresńımu poměru. HUF i LZ maj́ı
opět dle očekáváńı velice podobnou, dostatečnou rychlost i pro použit́ı v embedded
zař́ızeńı. Rychlostně optimalizované MiniLZO je evidentně a nepopiratelně nejrych-
leǰśı v celém testu.
4.1.3 Shrnutí Optimálních metod ukládání dat v PMD
Vysvětlili a předvedli jsme výhody a nevýhody r̊uzných kompresńıch algoritmů
použitých na měřená data virtuálńıho PMD. Pro smysluplné velikosti datových
soubor̊u s vhodně zvoleným zp̊usobem ukládáńı a kódováńı jsme dosáhli značného
sńıžeńı velikost́ı výstupu. Typicky bylo pomoćı nemodifikovaných v́ıceúčelových kom-
presńıch algoritmů dosaženo 80-ti až 50-ti procentńı relativńı velikosti výstupńıho
souboru. Nejlepš́ımi se jev́ı ve vybraných oblastech delta kódovaný stream kompri-
movaný MiniLZO a Huffman.
MiniLZO bylo jednoznačně nejrychleǰśı kompresńı knihovnou, zat́ımco Huffman
podával nejlepš́ı výsledky v účinnosti komprese. Použili jsme BCL implementaci
HUF kompresńıho algoritmu, který podle jeho autora neńı optimalizován na rychlost.
Věř́ım, že daľśımi optimalizacemi by bylo možné rychlost ještě zvýšit.
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Obrázek 5: Reálné a generované vzorky napět́ı a proudu
Dále jsme ukázali, že výběrem správného předzpracováńı vstupńıch dat můžeme
dosáhnout zaj́ımavé redukce velikosti výstupu. Sériové řazeńı a delta kódovańı u nej-
rychleǰśıho MiniLZO a delta kódováńı u HUF zvýšilo účinnost komprese o daľśıch
20 % oproti surovým dat̊um.
V budoucnu plánujeme implementaci vybraných kompresńıch technik do vyv́ı-
jeného reálného měř́ıćıho zař́ızeńı na platformě ARM.
4.2 Bezztrátová kódování a kompresní algoritmy aplikované
na data kvality elektrické energie
4.2.1 Srovnání generovaných a reálných dat
V prvńım experimentu jsme testovali parametry generovaných dat ve srovnáńı s hod-
notami reálně naměřenými. Na obr. (5) je př́ıklad, který ukazuje několik vygenero-
vaných pr̊uběh̊u (slabě) a jeden pr̊uběh naměřený reálným PMD (silně). Červená
silná čára je v praxi naměřené napět́ı, modrá proud. Na základě těchto experiment̊u
jsme vylepšili možnosti nastaveńı a vyladili generátor tak, aby virtuálně generované
pr̊uběhy napět́ı a proud̊u měly stejné statistické parametry, jako reálná data. Toto
je zásadńı vylepšeńı oproti sekci (2.1) v naš́ı minulé práci, kde pouze náhodně gene-
rované archivy zapřičinily zásadně horš́ı výkonnost komprese ve srovnáńı s reálnými
měřeńımi.
4.2.2 Stabilita komprese
S v́ıce náhodně generovanými virtuálně naměřenými daty jsme při stejném expe-
rimentu mohli testovat celkovou stabilitu účinnosti komprese. Pro rozumně veliké
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Obrázek 6: Účinnost komprese při normálńım a delta kódováńı
bloky archivńıch dat algoritmy podávaly překvapivě stabilńı výkon a rozptyl kom-
presńıch poměr̊u byl obvykle pod 3 %.
4.2.3 Vliv kódování
Daľśım významným faktorem, ovlivňuj́ıćım účinnost komprese, je zp̊usob ukládáńı
veličin při tvorbě archivu. V následuj́ıćım experimentu jsme použili běžné a delta
kódováńı při třech r̊uzných velikostech archivńıho souboru. Jak je zřejmé z obr. (6),
většinou delta kódováńı zvýšilo účinnost komprese. V některých př́ıpadech poměrně
zásadně — o v́ıce než 10 %. Z grafu můžeme také vyč́ıst, že mnohem citlivěǰśı na
zp̊usob ukládáńı jsou entropické metody.
4.2.4 Vliv velikosti souboru
Na obr. (7) je prezentován vliv velikosti archivu na dosažené kompresńı poměry
testovaných algoritmů. Byly použity tři r̊uzné varianty nastaveńı obsahu archivńıch
záznamů — pouze napět́ı, napět́ı, proudy a harmonické a nakonec plné záznamy
všech veličin, které PMD monitoruje včetně všech typ̊u výkon̊u apod.
Jak je vidět, nejlepš́ıch výsledk̊u dosahuje blokový algoritmus bzip2, u něhož kom-
presńı poměr klesá až na 20 % p̊uvodńı velikosti. AC a HUF metody s poměry okolo
30ti % mohou být stále zaj́ımavé v situaćıch, kde je potřeba jednoduchý a přitom
výkonný algoritmus. Nakonec varianty LZ kompresńıch algoritmů reprezentované
MiniLZO stále nab́ızej́ı smysluplné kompresńı poměry, ale zdá se, že jsou nejméně
vhodné v aplikaćıch pro kompresi databáźı kvality elektrické energie.
Dále můžeme vyč́ıst i závislost mezi efektivitou a velikost́ı archivu — výkon
většiny algoritmů se v našem př́ıpadě ustáĺı okolo 500 záznamů v archivu.
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Obrázek 7: Ilustrace vlivu velikosti vstupńıho souboru na účinnost komprese
Obrázek 8: Srovnáńı rychlosti komprese včetně Gzip a Bzip2
4.2.5 Rychlost komprese
Posledńım experimentem bylo měřeńı pr̊uměrné rychlosti komprese. Je třeba zmı́nit,
že měřeńı prob́ıhalo na běžném desktopu, avšak z výsledk̊u můžeme usuzovat na
relativńı rychlosti v embedded zař́ızeńıch. Výsledek je na obr. (8). V reálném za-
ř́ızeńı se může výsledek lǐsit na základě použité architektury (ARM, Intel Atom,
x86 apod.) a množstv́ı operačńı paměti. Daľśım pro srovnáńı nepř́ıznivým faktem je
r̊uzná úroveň optimalizace jednotlivých kompresńıch knihoven a programů, takže je
velmi obt́ıžné srovnávat jednotlivé výkony. Co je však zřejmé, i nejpomaleǰśı algorit-
mus bzip2, použitý v našem testu, je stále dostatečně rychlý v porovnáńı s množstv́ım
dat typicky generovaných PMD za celý den.
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4.2.6 Shrnutí bezztrátového kódování a kompresních algoritmů
aplikovaných na data kvality elektrické energie
S ohledem na naše předchoźı experimenty s daty kvality elektrické energie můžeme
ř́ıci, že použit́ım běžných kompresńıch algoritmů dosáhneme zásadńıho zlepšeńı vy-
užit́ı úložǐstě dat v moderńım PMD. Vytvořili jsme modulárńı systém schopný
generovat pseudonáhodná data pro automatizované a detailněǰśı zkoumáńı chováńı
těchto algoritmů.
Pro ověřeńı správnosti jsme provedli několik simulaćı s použit́ım generátoru a po-
rovnali výsledky s reálnými daty źıskanými př́ımo z měř́ıćıho př́ıstroje. Jak pro PMD,
tak pro výpočetńı modul generátoru jsme použili stejný ANSI C zdrojový kód, takže
jsme schopni generovat binárńı pole naprosto stejné struktury. Nav́ıc byl blok ge-
nerátoru doplněn o zvláštńı blok umožňuj́ıćı změnu kódováńı a vytvářeńı r̊uzných
podmnožin výstupńıch dat.
S pomoćı generátoru jsme experimentálně ověřili, že použit́ı univerzálńıch kom-
presńıch algoritmů může významně zlepšit využit́ı paměti v embedded PMD. Vliv
vstupńıho kódováńı a stabilita dosažených výsledk̊u byly ilustrovány na r̊uzných
typech dat. Nejvýkonněǰśım algoritmem v našich testech je bzip2 ze skupiny bloko-
vých kompresńıch metod. S delta kódováńım byl algoritmus schopen sńıžit velikost
souboru na pouhých 20 % jeho p̊uvodńı velikosti.
Naše budoućı práce by se mohla zaměřit na daľśı vylepšováńı implementovaného
generátoru, př́ıpadně doplněńı daľśıch parametr̊u tak, aby se signály generovaných
napět́ı a proud̊u ještě těsněji přibĺıžily modelované realitě. Kromě toho chceme použ́ıt
existuj́ıćı jádro VMP pro vytvořeńı skutečného měř́ıćıho př́ıstroje, který by na-
tivně podporoval kompresi a měl by doplněny komunikačńı a vizualizačńı moduly.




Ze zkušenost́ı s měřeńım času pomoćı funkćı z time.h vyplývá, že funkce mohou mı́t
r̊uzné nejmenš́ı rozlǐseńı v r̊uzných operačńıch systémech v rámci jednoho hardwaru.
Jedná se tedy o rozd́ıl v implementaci. Je však třeba ř́ıci, že nejnižš́ı řády prvku
tv nsec ve struktuře timespec nejsou ve většině př́ıpad̊u d̊uležité, protože i reálné roz-
lǐseńı ve stovkách či tiśıćıch nanosekund přesahuje potřeby přesnosti měřeńı (pokud
měř́ıme časy v řádu milisekund až jednotek sekund).
Nab́ıźı se také otázka, zda nejsou
”
diskriminovány“ algoritmy, jejichž čas výpočtu
je měřen pomoćı reálného času a ne času vlákna procesu — d̊uvod viz (3.4.2). Ano,
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jsou znevýhodněny, protože spouštěńı př́ıkazu v shellu a start daľśıho programu
má jistě nezanedbatelnou režii. Zálež́ı však na okolnostech. Je jasné, že při testech
rychlosti komprese jsme neměřili s malým množstv́ım dat tak, aby se tento handicap
mohl uplatnit. V př́ıpadě velmi malých komprimovaných soubor̊u je však zanášena
značná chyba. K jej́ımu přesnému určeńı bychom museli porovnat časy výpočtu při
voláńı jako exterńı program s integrovaným řešeńım.
Využití GOTO
Tento odstavec může docela jistě na mnoho programátor̊u vyšš́ıch jazyk̊u p̊usobit
jako provokace, ale poprvé v životě (respektive ve svoj́ı krátké praxi s jazykem C)
jsem narazil na situaci, kdy je použit́ı goto ideálńım řešeńım problému. Do fun-
guj́ıćıho main.c VMP jsem se rozhodl doplnit přeṕınač ZACYKLIT viz (3.5.1).
Použit́ım standardńıch postup̊u, tedy nějakého flagu a funkce while, for nebo do–
while, by se kód nejen znepřehlednil, ale i dosti zkomplikoval. Pomoćı #ifdef ZA-
CYKLIT jsem jednoduše vložil značku ZNOVU: na mı́sto žádaného skoku a goto
ZNOVU; spolu s podmı́nkou ukončeńı programu na mı́sto, odkud se má skákat.
Řešeńı funguje a zásah do kódu je minimálńı.
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Závěry a doporučení
S využit́ım zdrojových kód̊u skutečného př́ıstroje jsme implementovali modulárńı
VMP. K jeho vzniku vedla poměrně spletitá cesta, vedoućı přes experimenty s kom-
preśı, zp̊usoby generováńı archiv̊u a vzork̊u signál̊u. Na př́ıstroji jsme provedli řadu
experiment̊u, jejichž výsledk̊u v budoucnu využijeme při volbě algoritmu optimali-
zuj́ıćıho využit́ı paměti v PMD. Dı́lč́ı výsledky jsme úspěšně prezentovali na dvou
mezinárodńıch konferenćıch EPE [8] a CIRED [9].
Ze studia reálných dat jsme zjistili, že koĺısáńı napět́ı v śıti je obvykle daleko
pod limitem daným normou a naše měřeńı v souvislosti s část́ı (2.1) byla tedy pro
hodnoceńı účinnosti komprese zbytečně náročná. Mnohem pokročileǰśı
”
př́ıprava“ dat
pro komprimaci pomoćı speciálńıho generátoru vzork̊u signálu v součinnosti s jádrem
reálného PMD (2.2) přinesla svoje ovoce a po pečlivém nastaveńı algoritmu genero-
váńı a vyladěńı konfiguračńıho souboru jsme źıskali data, jejichž velikost dokázaly
kompresńı algoritmy až pětinásobně zmenšit. Co je však d̊uležitěǰśı, takto źıskané
archivy mnohem v́ıce koresponduj́ı s těmi z reálného světa a budoućı využit́ı kom-
prese ve skutečném embedded zař́ızeńı je naš́ım ćılem.
Ze všech provedených test̊u vystupuj́ı jako v́ıtězové blokové kompresńı algoritmy
bzip2 a gzip, přičemž v těsném závěsu sekunduj́ı entropické algoritmy SF a Huff-
man, ale zaj́ımavé výsledky podávaly při vhodném kódováńı i slovńıkové algoritmy
LZ77 a rychlostně optimalizované MiniLZO. V účinnosti komprese dle očekáváńı
naprosto nedostatečný algoritmus RLE d́ıky své extrémńı jednoduchosti naopak
všechny poráž́ı svou rychlost́ı. Jeho účinnost je však natolik zanedbatelná, že by se
jeho implementace v žádném př́ıpadě nevyplatila. Zaj́ımavěǰśı situace je v př́ıpadě
MiniLZO, který je druhým nejrychleǰśım algoritmem v testech a přitom podává
smysluplné výsledky. Pokud by nebyly zásadńı požadavky na rychlost komprese,
mohli bychom uvažovat o použit́ı LZ77, Huffman, SF nebo AC, které podávaly
velice dobré výsledky kompresńı účinnosti. V ideálńım př́ıpadě, při přebytku výkonu
i paměti, bychom jistě vyb́ırali mezi komplexńımi algoritmy bzip2 a gzip.
Nezaj́ımali jsme se pouze o r̊uzné kompresńı algoritmy, ale sledovali jsme i vliv
r̊uzných kódováńı a řazeńı dat v archivech. Použit́ı sériového řazeńı nebo delta kó-
dováńı bylo na základě jejich funkce u jednotlivých algoritmů a v korespondenci
s předpoklady v́ıce či méně vhodné. Je logické, že sériové řazeńı entropický al-
goritmus vlastně ani nepozná, zat́ımco slovńıkový algoritmus nebo dokonce RLE
bude vykazovat zásadńı zlepšeńı kompresńı účinnosti. Téměř univerzálńıho zlepšeńı
dosahujeme použit́ım delta kódováńı, které zásadně sńıž́ı množstv́ı r̊uzných znak̊u ve
všech záznamech v archivu (kromě prvńıho). Ukázalo se také, že blokově tř́ıd́ıćı kom-
binované algoritmy zastoupené bzip2 a gzip jsou na změnu kódováńı nejméně citlivé,
protože podobné transformace s daty samy interně prováděj́ı. Pokud však dopředu
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přesně známe strukturu dat a již při ukládáńı použijeme delta kódováńı, následná
komprese jednodušš́ım algoritmem bude vykazovat srovnatelné výsledky a dokonce
bude celý proces rychleǰśı, než při použit́ı složitého (= pomalého) algoritmu.
Jednotlivé běhy generátor̊u dávaly po kompresi velice bĺızké výsledky jak v kom-
presńım poměru, tak v rychlosti. Dle tohoto zjǐstěńı jsme opět později usoudili, že
postupy měřeńı použ́ıvané při prvńıch experimentech s generátorem archiv̊u byly
zbytečně precizńı a pro pouhé srovnáńı algoritmů př́ımo megalomanské. Každé
měřeńı jsme opakovali se stejným nastaveńım desetkrát a prezentovali pr̊uměrné
hodnoty. Pokud někdy docházelo ke zřetelněǰśım odchylkám, bylo to v př́ıpadě velice
malých archiv̊u, které se však v praxi vyskytuj́ı minimálně a pokud ano, u tak malého
archivu komprese stejně nemá rozumný smysl. Poznatky jsme se ř́ıdili při experi-
mentech s generátorem vzork̊u signálu. Zde jsme již měřeńı neopakovali vždy, pouze
jsme ověřovali namátkou, zda nedocháźı k popsané nestabilitě.
V budoucnu je možné vydat se mnoha směry. Jedńım z nich je daľśı vylepšováńı
generátoru vzork̊u signál̊u (generátor archiv̊u je dnes uzavřenou záležitost́ı). Na ge-
nerátoru je bez nadsázky možné pracovat donekonečna, protože je neustále možné
přidávat nové funkce, upravovat algoritmus nebo možnosti konfiguračńıho souboru.
Daľśım směrem je
”
dotažeńı“ VMP do stavu, kdy by dokázal nejen provádět uži-
vateli skryté výpočty, ale i vizualizovat měřená data a veličiny, zdokonalit a rozš́ı̌rit
śıt’ovou komunikaci, doplnit možnost ovládat běh nebo vytvořit GUI atd. Posled-
ńım možným směrem je př́ıprava a praktická implementace na skutečný hardware,
respektive fyzické PMD s implementovanou schopnost́ı komprese dat.
Jak bylo zmı́něno v úvodu, celá práce skutečně vznikla s využit́ım pouze volného
software, knihoven a zdrojových kód̊u. I když bylo třeba překonat mnoho překážek,
nyńı mohu s klidným srdcem ř́ıci, že vytvořeńı jakékoli technické zprávy, vývoj
software i obecné použ́ıváńı linuxového operačńıho systému je pružněǰśı, pohodlněǰśı,
př́ıjemněǰśı, rychleǰśı a přitom zdarma. Je škoda, že stále ještě žijeme uprostřed
společnosti zarytě bráńıćı monopoly21 a odmı́taj́ıćı změnu. . .
21
”I am the Linux/UNIX user only!!! It is because of Linux/UNIX is like teepee. No Windows, no
Gates, Apache inside!!!“
[podpis nadšeného uživatele CIJOML na serveru www.abclinuxu.cz]
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ANSI C Verze jazyka C standardizovaná v roce 1990.
BEZZTRÁTOVÁ KOMPRESE Zmenšeńı velikosti souboru bez ztráty informace.
BINÁRNÍ STROM Tabulka symbol̊u uspořádaných dle pravděpodobnosti výskytu
v datovém souboru.
DELTA KÓDOVÁNÍ Ukládá se pouze rozd́ıl aktuálńı a minulé hodnoty veličiny.
EMBEDDED ZAŘÍZENÍ Zabudovaný, jednoúčelový, specializovaný př́ıstroj.
ENTROPIE Mı́ra neuspořádanosti symbol̊u v souboru.
FLUKTUACE Náhodné koĺısáńı veličiny kolem středńı hodnoty.
GNU/LINUX Jádro operačńıho systému, knihovny a nástroje z projektu GNU.
KÓDOVÁNÍ Transformace informace z jednoho systému znak̊u do jiného.
MONITORING Sledováńı, ovládáńı a źıskáváńı dat ze vzdáleného př́ıstroje.
PMD Performance Measuring and Monitoring Device.
PROKLÁDANÉ UKLÁDÁNÍ Zapisuj́ı se celé bloky všech veličin — obvyklé při
práci v reálném čase.
PSEUDONÁHODNÁ ČÍSLA Vytvářej́ı posloupnost, která se zdá být náhodná. Jsou
však vytvářena deterministickým algoritmem.
REDUNDANCE DAT Nadbytečnost. Vı́ce dat, než je nutné.
SHELL Interpret pro vytvořeńı př́ıkazového řádku.
SLOVNÍK V našem př́ıpadě tabulka opakuj́ıćıch se sekvenćı znak̊u.
SÉRIOVÉ UKLÁDÁNÍ Hodnoty každé veličiny jsou v archivu v souvislém bloku.
VMP Autonomńı Virtuálńı Měř́ıćı Př́ıstroj určený k simulaćım.
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Rejsťrík
AC, 16, 25, 37, 41
AktualniHodnoty, 30











bzip2, 13, 16, 25, 39, 41
C/C++, 17
CIRED, 11, 14, 41
clock gettime(), 26, 29
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zdrojové kódy, 4, 10, 17, 42
znaky, 13, 14, 21, 23, 41
47
