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Resumen
El interés alrededor de los veh́ıculos automati-
zados (VA) ha crecido considerablemente en los
últimos años debido a la necesidad de conseguir
un método de transporte más eficiente y seguro.
Sin embargo, el desarrollo de esta tecnoloǵıa es
una tarea muy compleja, ya que es necesario val-
idar e integrar una gran variedad de funcionali-
dades. Aśı mismo, el número de escenarios partic-
ulares que se requieren estudiar para asegurar una
exitosa automatización hace que el testeo en car-
reteras reales no sea viable. Debido a esto, ha au-
mentado el interés por invertir en el desarrollo de
entornos de validación virtuales, pudiendo encon-
trar tanto soluciones comerciales como de código
abierto. En este trabajo se propone un entorno de
simulación para aplicaciones de veh́ıculos autom-
atizados basado en CARLA, en el que se integran,
por un lado, un mapa de una manzana de Bilbao
y, por otro, el modelo de un Renault Twizy. De
esta forma, se introducen las bases para validar
futuros desarrollos en esta misma ubicación real.
In recent years the interest in automated vehicles
(AV) have increased due to the need of a safer
and more efficient way of travelling. However, the
validation of this technology is rather a complex
task. Additionally, the amount of particular sce-
narios for which the technologies have to be tested
makes the practical validation not a viable option.
That is why recently the virtual testing environ-
ments are gaining a lot of popularity. In this work
a testing environment is proposed using the open
source simulator CARLA, in which a map of a part
of Bilbao and a model of a Renault Twizy are in-
tegrated. Thanks to this work, future AV related
work will be validated with real world data.
Palabras clave: Veh́ıculos automatizados,
Entornos de simulación, Control.
1 Introducción
En los últimos años tanto la comunidad de investi-
gadores como las grandes compañ́ıas han realizado
grandes inversiones de tiempo y dinero en el desar-
rollo de veh́ıculos automatizados (VA) como una
solución eficiente y segura para el transporte de
personas y mercanćıas. Con el tiempo, la posibil-
idad de ser la primera marca o grupo de investi-
gación en ofrecer esta tecnoloǵıa ha generado una
gran competitividad en el sector. El objetivo es
lograr un veh́ıculo con un nivel de automatización
de nivel 5 según la SAE (Society of Automotive
Engineers) [9]. Sin embargo, se trata de un prob-
lema muy complejo. Si bien el estudio sobre algo-
ritmos independientes de la arquitectura general
de los VA como los de reconocimiento de objetos
[12], toma de decisiones [10], generación de trayec-
torias y control [1] es extenso hoy en d́ıa, el mayor
problema reside en su interacción y validación en
situaciones complejas.
A la hora de comprobar la validez de los diferentes
módulos de un VA, tradicionalmente se realizan
pruebas en pista. Sin embargo, todas estas fun-
cionalidades necesitan superar una gran cantidad
de situaciones para poder justificar que son se-
guras para el usuario final, por lo que la cantidad
de horas requerida para tal fin hace inviable el uso
de la anterior aproximación. Una de las soluciones
a tal dilema es la utilización de entornos virtuales
[11], donde el usuario posee un completo control
sobre todos los agentes involucrados en cada sim-
ulación, reduciendo aśı tiempo y costes.
Dichos entornos o simuladores requieren por tanto
de tres caracteŕısticas principales. Primero, el re-
alismo necesario para que los algoritmos de per-
cepción testeados sean extrapolables a entornos
reales. Segundo, modelos matemáticos capaces de
replicar la dinámica vehicular de forma precisa.
Dado que los algoritmos de control son depen-
dientes de los modelos a controlar, la validez de
estos dependerá de la semejanza entre el modelo
virtual y el real. Tercero, una interfaz que ayude
al usuario a generar los escenarios requeridos.
Con el tiempo, estas soluciones han ido
adaptándose a la aparición de las nuevas tec-
noloǵıas para adoptar las caracteŕısticas men-
cionadas. De esta forma, se pueden separar 2 tipos
de simuladores. Por un lado, los más antiguos y
más centrados en la reproducción de la dinámica
vehicular tales como CarSim [2] o DSpace [6] ofre-
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cen la alta fidelidad de un software validado du-
rante años. Por otro lado, aprovechando el gran
avance en el modelado tridimensional de entornos
que ha evolucionado con las generaciones de video-
juegos, se ha desarrollado un segundo conjunto de
simuladores que priorizan el realismo visual so-
bre la fidelidad de los modelos dinámicos. Uno
de los primeros que impulsó el paso hacia esta
nueva filosof́ıa fue rFactor pro [8], una evolución
del videojuego con el mismo nombre. Reciente-
mente, grandes empresas en el ámbito del diseño
gráfico como es Nvidia, han propuesto sus propios
entornos de simulación [5] con integraciones de in-
teligencia artificial. Otros ejemplos son Cognata
[3], Metamoto [7], o la plataforma open source
CARLA [4], a la cual apoyan Intel y Toyota.
Una vez se dispone de un entorno de simulación
es necesario realizar una interpretación de un es-
cenario basado en lugares reales que más tarde
pueda servir como método de validación. El re-
alismo de dicho escenario es necesario para que
los algoritmos de percepción sean completamente
extrapolables, mientras que la fidelidad de los
modelos dinámicos utilizados ayudan a los con-
troladores. Se trata de un trabajo complejo
que puede resultar en cuellos de botella durante
proyectos a largo plazo.
En este trabajo se presenta un entorno de sim-
ulación para veh́ıculos automatizados basado en
CARLA que usa una representación de una man-
zana de Bilbao para la posterior validación de al-
goritmos relacionados en veh́ıculos automatizados
en prototipos reales. También introduce el mod-
elo de un Renault Twizy para poder ratificar los
resultados obtenidos en un futuro con el propio
veh́ıculo en el entorno real.
El resto del art́ıculo está estructurado de la sigu-
iente manera. En la sección 2 se define el entorno
de simulación propuesto, detallando la geometŕıa
del mapa y el modelo de veh́ıculo introducidos. En
la sección 3 se presenta un caso de uso mediante el
cual se demuestra la funcionalidad de la solución
propuesta. Para finalizar, en la sección 4 se conc-
retan las conclusiones y los trabajos futuros.
2 Entorno propuesto
A fin de conseguir un entorno donde probar al-
goritmos relacionados con VA, es necesario contar
con entornos adaptados a los recursos disponibles,
ya que el fin de cada desarrollo pasa por su inte-
gración en veh́ıculos reales.
El entorno de simulación desarrollado (Figura
1) se ha implementado en CARLA, abarcando
la introducción de un mapa y un veh́ıculo pro-
pios, aśı como la inclusión de un controlador de
seguimiento de trayectorias para realizar pruebas
de rendimiento. En este caso, se ha optado por
modelar una manzana de Bilbao, y un Renault
Twizy, veh́ıculo que posee el grupo de Automated
Driving de Tecnalia para testear aplicaciones de
VA.
Figura 1: Entorno de simulación propuesto
2.1 CARLA
Presentado por primera vez en 2017 CARLA ha
ganado popularidad rápidamente entre los desar-
rolladores de aplicaciones para VA. La posibilidad
de realizar simulaciones en entornos realistas, gra-
cias al desarrollo en Unreal Engine, su fácil acce-
sibilidad, a través de tutoriales, manuales y foros,
y el hecho de ser de código libre lo convierten en
una propuesta muy atractiva.
Actualmente cuenta con una extensa biblioteca
de modelos con un total de 8 mapas, 13 sen-
sores, 31 veh́ıculos, 26 peatones, y 90 objetos
estáticos, que va creciendo con cada nueva actu-
alización. Además, como es el caso de este tra-
bajo, es posible añadir contenido personalizado
gracias a la compatibilidad con programas exter-
nos como RoadRunner de Mathworks. Adicional-
mente, cabe mencionar que utiliza una arqui-
tectura cliente/servidor utilizando Python como
lenguaje de programación.
Dicho esto, otra de sus ventajas es la compatibil-
idad con ROS que proporciona el CARLA-ROS-
bridge, lo cual permite integrar soluciones que se
vayan a aplicar en hardware directamente.
2.2 Mapa introducido
Se ha modelado un área aproximada de 0,35 km2
de Bilbao comprendiendo el paso por la Escuela de
Ingenieŕıa hasta la Plaza Sagrado Corazón y sus
intersecciones. El trazado contiene el conjunto de
semáforos, señales y pasos de peatones, aśı como
una zona de parking adicional para pruebas es-
pećıficas.
El modelado del mapa se ha realizado siguiendo
la secuencia de la Figura 2. Para la generación de
carreteras se ha utilizado el software RoadRun-
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ner. Se trata una aplicación de MathWorks que
permite de forma sencilla crear escenarios y que
admite la importación de imágenes, archivos OSM
o nubes de puntos como plantillas. En este caso,
se ha utilizado un archivo OSM de la zona es-
cogida, puesto que se tratan de archivos precisos
con puntos de referencia que facilitan el trabajo.
Figura 2: Generación de mapa para CARLA
En cuanto a los edificios, se ha utilizado Blender
para modelarlos. Este programa de código
abierto, comúnmente utilizado en la industria del
videojuego, permite al usuario recrear objetos
o personajes mediante mallas estructuradas en
poliedros que más tarde se introducirán en un es-
pacio virtual gracias a los motores gráficos como
Unreal Engine. Dado que se requiere cierta pre-
cisión y coherencia con las carreteras generadas se
ha utilizado el mismo archivo OSM para esta tarea
también. Se han añadido texturas a los laterales
de los edificios con el fin de servir de referencia a
aplicaciones de visión artificial.
Finalmente, se han introducido los semáforos,
señales y pasos de peatones correspondientes a lo
largo de la carretera utilizando los assets de la bib-
lioteca de CARLA como plantilla.
2.3 Modelo de veh́ıculo
La introducción de un nuevo veh́ıculo en CARLA
tiene una vertiente doble: por un lado es nece-
sario realizar un modelado que resulte adecuado
y por otro llevar a cabo las configuraciones de
planos (blueprints) en Unreal Engine. En el en-
torno propuesto se ha incorporado un Renault
Twizy.
Con tal de llevar a cabo el modelado f́ısico, se
ha hecho uso de la herramienta de modelado 3D
Blender una vez más. Este programa también
permite la generación de esqueletos que posibili-
tan el movimiento relativo entre segmentos mal-
lados. En el caso de un veh́ıculo es necesario
definir uniones entre el chasis y las ruedas que
permitan simulaciones más realistas de la sus-




Figura 3: Comparativa del tramo de mapa en-
tre la imagen hecha por satélite y la hecha en el
simulador: (a) y (b) en vista aérea; (c) y (d) en
perspectiva
a cabo utilizando uno de los modelos 3D que
se pueden encontrar en la biblioteca de CARLA
como plantilla, ya que facilita la integración con
el modelo matemático que se utiliza para simular
la dinámica vehicular. Una vez en Unreal Engine,
se han añadido animaciones a las ruedas relacio-
nando la velocidad en cada instante del veh́ıculo
con su giro. El resultado se muestra en la Figura
4, la cual compara una imagen del veh́ıculo real
con el modelado dentro del simulador.
En cuanto al modelado dinámico del veh́ıculo, se
hace uso de PhysX, un modelo multicuerpo al-
tamente parametrizado desarrollado por Nvidia.
Dado que se busca una representación del veh́ıculo
real se han establecido los parámetros en base a
las especificaciones del Twizy (Tabla 1).
donde Iz es el momento de inercia, mchasis y
mruedas la masa del veh́ıculo y de cada rueda re-
spectivamente, Ksusp y Csusp la rigidez y amor-
tiguación de suspensión frontal/trasera, δmax el
giro máximo de las ruedas, Cfreno max el par
máximo de frenada, rpmmax las revoluciones
máximas del motor, µtransmi la relación de trans-
misión y Cdrag el coeficiente de arrastre.





Figura 4: Comparativa entre un Renault Twizy
real (a) y el modelo virtual en Unreal Engine (b)
2.4 Controlador
Se han implementado dos controladores de-
sacoplados en el entorno de simulación para
resolver independientemente el problema de
seguimiento de una velocidad de referencia
(controlador longitudinal) y el problema de
seguimiento de trayectoria (controlador lateral).
Ambos controladores son parte de las funcional-
idades básicas de un entorno de simulación y
pueden ser fácilmente reemplazables por módulos
externos utilizando ROS. Es por eso que se han
elegido diseños basados en el estado del arte. A
continuación, se expone una descripción más de-






Ksusp front N/m 5840
Ksusp rear N/m 8100
Csusp front Ns/m 660
Csusp rear Ns/m 1400
δmax rad 0, 7




Tabla 1: Parámetros dinámicos principales del Re-
nault Twizy
2.4.1 Controlador longitudinal
Para conseguir las señales de control del aceler-
ador y el freno del veh́ıculo se ha implementado
un controlador PID de rango partido, utilizando
los valores negativos en el freno y los positivos en
el acelerador:






donde Kp, Ki y Kd son las ponderaciones propor-
cional, integral y derivativa respectivamente, es
decir, los valores a ajustar del controlador, y e(t)
es la diferencia entre la velocidad longitudinal del
veh́ıculo y la de referencia establecida. u(t) es la
señal de control que se aplicará al veh́ıculo más
tarde.
Es posible conseguir un vector de velocidad de
cada actor dentro del simulador gracias a la API
de CARLA. Dicho vector corresponde a los val-
ores de la velocidad desglosado en los componentes
cartesianos y relativos al sistema de referencia
global del mapa con el que se esté trabajando.
De esta forma, la velocidad total del veh́ıculo será
el módulo del vector y la velocidad longitudinal
será su proyección sobre el eje longitudinal del
veh́ıculo.
vlong = vtotcos(φv − φveh) (2)
donde φv es la orientación del vector de velocidad
y φveh es la orientación del veh́ıculo en el mapa.
Dada la superior capacidad de frenado a la de acel-
eración de los veh́ıculos se ha establecido una pon-
deración a la acción de control del freno de 0, 4.
2.4.2 Controlador lateral
El objetivo del controlador lateral es el de generar
un valor de giro de ruedas para que el veh́ıculo
pueda seguir con el menor error posible la refer-
encia marcada por el centro de la carretera. Para
ello, se ha implementado un controlador MPC. El
modelo utilizado para la predicción es el modelo
cinemático o modelo Ackerman representado por
el sistema de ecuaciones 3:
xk+1 = xk + vkcos(φk)Ts
yk+1 = yk + vksen(φk)Ts




donde ẋ y ẏ son la velocidad longitudinal y lat-
eral del eje trasero del veh́ıculo respectivamente,
v es la velocidad total del eje trasero, φ es la ori-
entación del veh́ıculo respecto al sistema de ref-
erencia global, L es la batalla del veh́ıculo y δ
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es el ángulo de giro de las ruedas representadas
en el centro del eje delantero. dt es el tiempo de
muestreo utilizado en las simulaciones.
Por lo tanto, se trata de un MPC no lineal cuya
ley de control consiste en resolver en cada instante
de control discreto k el siguiente problema de op-
timización,








∆δ(k) . . . ∆δ(k +N)
]T
es la
secuencia de variaciones en la acción de control
a calcular a lo largo del horizonte de predicción
H = N Ts, siendo Ts el tiempo de muestreo del
controlador; x̂(k) es el estado medido en el in-
stante k; y J es la ecuación de coste a minimizar,
J = (ŷ − w)T Q (ŷ − w) + ∆u+TR∆u+ (5)
donde ŷ =
[
y(k + 1) . . . y(k +N + 1)
]T
es
la posición lateral relativa al sistema de referencia
del veh́ıculo en cada iteración, y w la referencia
a lo largo del horizonte de predicción H transfor-
mada al mismo sistema de referencia. Las matri-
ces Q y R ponderan el error de seguimiento y la
acción de control respectivamente.
Puesto que el modelo está representado en el sis-
tema de coordenadas locales del veh́ıculo, en cada
instante las condiciones iniciales del problema de
optimización son nulas.
Por último, se han implementado restricciones de
entrada en el controlador, de acuerdo con las lim-
itaciones f́ısicas del veh́ıculo, en el que las ruedas
no pueden superar un ángulo de giro de 0,7 rad.
−0, 7 ≤ u ≤ 0, 7 (6)
3 Caso de uso
En esta sección, se ha diseñado un caso de uso con
el objetivo de comprobar la utilidad del entorno
de simulación propuesto en situaciones básicas de
conducción automática. Se ha realizado un caso
de seguimiento de ĺıneas en el que el veh́ıculo debe
recorrer parte del mapa sin salirse de la carretera.
Se ha realizado una selección heuŕıstica de los
parámetros de los controladores, siendo los del
controlador longitudinal los siguientes:
Kp = 1, 0 ; Ki = 0, 2 ; Kd = 0 (7)
En cuanto a las ponderaciones del MPC del con-




1 0 · · · 0













10 0 · · · 0










Para finalizar se ha establecido un horizonte de
predicción H = 12 y un tiempo de muestreo Ts =
0.15
La simulaciones se han llevado a cabo en un or-
denador Dell Precision con una tarjeta gráfica
NVIDIA Quaddro P1000 y un sistema operativo
Windows 10.
3.1 Seguimiento de ĺıneas
El caso de seguimiento de ĺınea pone a prueba la
propuesta de control integrada en el entorno de
simulación para seguir la carretera a una velocidad
constante de 30km/h. Se ha elegido esta velocidad
como caso ĺımite en entornos urbanos.
Para ello, primero es necesario generar la refer-
encia que se va a utilizar. Esta referencia está
definida en el centro del carril, ya que es el espa-
cio más seguro para viajar de un veh́ıculo. Como
no se dispone de un algoritmo de percepción in-
tegrado en la plataforma, es necesario extraerla
de los waypoints definidos intŕınsecamente en las
propias carreteras con la API de CARLA. Aśı
mismo, es necesario ejecutar esta función de ex-
tracción de referencia en cada una de las itera-
ciones.
A fin de medir la calidad de los controladores im-
plementados se recoge una serie de parámetros rel-
ativos al seguimiento de trayectorias, aśı como, el
estado del veh́ıculo en cada iteración y los errores
lateral y longitudinal.
En la Figura 5 se presentan los resultados de la
simulación realizada superpuestos con una imagen
del mapa simulado. En el gráfico se pueden ver la
referencia a seguir en azul con la trayectoria que ha
recorrido el veh́ıculo en gris. Es posible comprobar
que el veh́ıculo es capaz de realizar el recorrido sin
salir de la carretera.
El error lateral, mostrado en la Figura 6, demues-
tra un crecimiento en las curvas, dándose el pico
más alto en la de menor curvatura con un valor ab-
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Figura 5: Resultado del seguimiento de trayecto-
rias
soluto de 1m. En este caso, los valores negativos
representan un desviación lateral hacia la derecha
de la referencia, mientras que los positivos son los
desviados hacia la izquierda.
Figura 6: Error lateral en cada instante de la sim-
ulación
Por otro lado, el PID implementado para el
seguimiento de velocidad consigue mantener una
velocidad constante a lo largo de la mayoŕıa del
trayecto, a pesar de contar con error estático,
como se observa en la Figura 7.
4 Conclusiones
En este trabajo se presenta un entorno de sim-
ulación basado en CARLA, en el que se intro-
duce un mapa de la ciudad de Bilbao y el mod-
elo dinámico de un Renault Twizy como punto de
partida para futuras validaciones de algoritmos de
veh́ıculos automatizados. Dicho entorno es puesto
a prueba mediante un caso de uso de seguimiento
Figura 7: Seguimiento de la velocidad en cada in-
stante
de ĺınea con la integración de controladores inde-
pendientes longitudinal y lateral que demuestran
resultados aceptables.
Como trabajos futuros, se estima la imple-
mentación de sensores en CARLA para la gen-
eración de la trayectoria vehicular en casos de
tráfico urbano, aśı como el testeo de diferentes
algoritmos de aparcamiento, control cooperativo,
evasión de obstáculos y toma de decisiones ante
contingencias.
Se establece aśı una base para la futura simulación
de situaciones de tráfico en entornos urbanos que
serán posible validarlas con modelos reales.
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