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Resumo
O número de dispositivos móveis utilizando a plataforma Android cresceu dramaticamente
nos últimos anos, contribuindo para uma explosão no número de aplicações. Hoje, são
mais de um milhão de aplicativos disponíveis para download. Essas aplicações estão cres-
cendo em número, tamanho e estão se tornando cada vez mais complexas, requisitando
técnicas avançadas de engenharia de software, como por exemplo, a programação orien-
tada a aspectos e o desenvolvimento baseado em componentes, que foram amplamente
explorados em plataformas desktop mas não foram muito investigadas na plataforma An-
droid. Na literatura, poucos estudos foram feitos para mostrar sua viabilidade em cenários
reais de implantação. Nesta plataforma, existem limitações de memória e poder de pro-
cessamento que podem limitar o uso dessas técnicas avançadas. Este trabalho explora
a plataforma Android em uma abordagem que utiliza essas técnicas avançadas de enge-
nharia de software para modularizar interesses transversais para construção de Linhas de
Produtos de Software (LPS) e a aplicação desta abordagem em estudo de caso reais. No
primeiro estudo de caso, a abordagem é avaliada em relação à quantidade de memória e
desempenho, e posteriormente, comparada em relação a abordagens tradicionais como o
desenvolvimento baseado em componentes e o desenvolvimento orientado a objetos. No
segundo estudo de caso, a abordagem é verificada em relação ao atendimento de requisi-
tos não funcionais de tolerância a falhas no domínio de coleta de dados em campo. Os
principais artefatos desse segundo estudo de caso são uma arquitetura e uma aplicação
para este domínio.
Abstract
The number of smartphones running on Android platform increased dramatically in the
past few years, contributing to an explosion in the number of applications. Today, there
are more than a million available for download. These applications are increasing in
the number, size and becoming more complex requiring advanced software engineering
techniques such as Aspect-Oriented Programming (AOP) and Component-Based Devel-
opment (CBD) which are highly exploited in desktop environments but have not been
much investigated in this platform. In the literature, few studies have been conducted
in order to show their feasibility in real industry deployment scenarios. In Android plat-
form, there are limitations in memory and processing power that can limit the use of
these advanced software engineering techniques. This work explores Android platform in
an approach that uses these advanced techniques to modularize crosscutting concerns to
build Software Product Lines (SPLs) and its application in real case studies. In the first
case study, the approach is evaluated in terms of memory allocation and performance;
later, it is compared to traditional approaches such as component-based development and
object-oriented programming. In the second case study, the approach is verified in terms
of fault-tolerant non-functional requirements suitability in the data collection domain.
The main artifacts of this second case study include an architecture and an application
for data collection domain.
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Nos últimos anos, as vendas de telefones baseados na plataforma Android vêm crescendo
ano a ano. Android é uma plataforma aberta1, baseada no Linux, desenvolvida pelo Goo-
gle e pela Open Mobile Handset Alliance, para dispositivos móveis, particularmente tablets
e celulares. Segundo as consultorias Gartner [20] [21] e IDC [25], em 2014, esta plataforma
foi responsável por 80% das vendas de dispositivos móveis. Este crescimento e as boas
projeções de vendas fomentam o interesse tanto de desenvolvedores quanto de empresas
no desenvolvimento de software visando esta plataforma. Esse elevado interesse provocou
uma explosão na quantidade e complexidade das aplicações, e hoje são mais de um milhão
de aplicações disponíveis. Existem empresas focadas em determinados domínios que de-
senvolvem aplicações similares entre si, visando nichos específicos de mercado, como por
exemplo, Samsung2, Cisco3 e Motorola4. A manutenção, desenvolvimento e evolução de
conjuntos de aplicações similares de forma sistemática visando reduzir o custo, o esforço,
a complexidade e o tempo de entrega representam desafios crescentes.
Linhas de Produtos de Software (LPSs) constituem uma abordagem para o de-
senvolvimento de software que promove o reúso de artefatos comuns de software e o ge-
renciamento da variabilidade de software para a obtenção de produtos específicos, ao con-
trário de abordagens tradicionais, que consistem em desenvolver aplicações isoladamente.
Artefatos comuns de software representam um núcleo de ativos centrais5 incluindo ar-
quitetura, documentos e código. Esse núcleo pode ser reutilizado, sobretudo para evitar o
desperdício de recursos de desenvolvimento e aumentar a qualidade dos produtos obtidos.
Variabilidade de software é a capacidade que o software possui de ser configurado
para um determinado contexto. Pontos de variação são lugares onde decisões são to-
madas para criar produtos diferentes. Variantes são alternativas associadas aos pontos
de variação [41, 49]. Na indústria de celulares, a Graphics Processing Unit (GPU) é um
exemplo de ponto de variação, e cada celular com uma GPU específica representa uma
variante. Diversos casos de sucesso foram relatados na indústria, como por exemplo, a
utilização em empresas como Siemens, Nokia, Robert Bosch, LG, Boeing, Philips, dentre




5do inglês core assets
13
CAPÍTULO 1. INTRODUÇÃO 14
outras [1, 41,53].
Existe uma série de técnicas disponibilizadas pela plataforma Android que facilitam
a utilização dos recursos de dispositivos móveis e o desenvolvimento de aplicações por
grupos de desenvolvedores, como por exemplo, padrões de projeto, abstrações de alto
nível, suporte para diferentes telas e suporte para diferentes versões de Android. No
entanto, as aplicações estão se tornando cada vez maiores e complexas, e essas técnicas
isoladas não conseguem resolver cenários de desenvolvimento sofisticados [58].
Neste cenário, existe o desafio de desenvolver, manter e evoluir aplicações baseadas na
plataforma Android, sobretudo aquelas que são desenvolvidas para diferentes clientes que
possuem necessidades similares. A utilização de LPSs é uma abordagem conhecida por
reduzir o custo, o tempo de entrega ao mercado e aumentar o reúso e a qualidade [41].
Por isso, a construção de uma LPS torna-se uma abordagem interessante a ser utilizada
e estudada no contexto da plataforma Android.
O desenvolvimento baseado em componentes reduz o acoplamento entre os módu-
los [24]. Interesse é um foco que um stakeholder considera importante, alguns desses
interesses são transversais quando estão presentes em diversos lugares, como por exem-
plo, logging, tratamento de exceções e segurança. Aspectos promovem o encapsulamento
desses interesses transversais. O desenvolvimento baseado em aspectos contribui para a
modularização de interesses transversais, espalhados em diferentes módulos da LPS [2,17].
Segundo o estudo de Tizzei et al. [50], o desenvolvimento híbrido que combina componen-
tes e aspectos é uma abordagem moderna e recente que reduz o acoplamento e aumenta
a modularização, resultando em arquiteturas de LPSs mais estáveis e fáceis de evoluir.
Neste estudo, é realizada uma análise comparativa de uma linha de produtos, denominada
MobileMedia, implementada em quatro diferentes paradigmas: orientada a objetos, ori-
entada a aspectos, componentizada e com componentes e aspectos. Esta análise utilizou
métricas de coesão, de acoplamento e de impacto de mudança (que mede a quantidade
de módulos que são removidos, adicionados e modificados dado um determinado cenário
de mudança), e constatou que a abordagem que combina componentes e aspectos possuia
um melhor desempenho na maioria dos cenários de mudança.
Na literatura, existem alguns trabalhos relacionados a linhas de produtos em platafor-
mas móveis [2,17,50] utilizando, por exemplo, a plataforma J2ME (Java Plataform, Micro
Edition). No entanto, não foram encontrados trabalhos que utilizem a plataforma An-
droid para a construção de linhas de produtos. Outros trabalhos [5,15,36,43] se baseiam
em aspectos na plataforma Android, mas não os utilizam para modularizar características
utilizando componentes e nem utilizam uma abordagem sistemática para mapeamento e
levantamento de interesses transversais.
1.1 Problema
A separação de interesses é um atributo importante para Linhas de Produtos de Software,
porque conseguem facilitar a evolução de sistemas, uma vez que atributos como impacto de
mudança são reduzidas nesses sistemas modulares [14,49]. O uso de aspectos é conhecido
por promover a separação de interesses [33], assim como o uso de componentes, mas com
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o diferencial de serem interesses transversais. Estudos anteriores [10,26,50] indicam que o
uso integrado de componentes com aspectos facilitam a evolução de arquiteturas de LPS
de sistemas justamente por promover uma melhor separação de interesses transversais, ou
seja, melhor modularização do sistema como um todo.
Os dispositivos móveis possuem memória e poder de processamento limitados [58] que
podem inviabilizar o uso de técnicas avançadas de modularização, principalmente com-
ponentes e aspectos. Uma plataforma expoente neste contexto é o Android, que domina
80% do mercado de smartphones. Como então tratar interesses transversais na construção
de LPS para plataforma Android? Este trabalho visa propor e investigar uma abordagem
sistemática de construção de linhas de produtos utilizando componentes e aspectos para
a Plataforma Android. Essa investigação foi feita através de estudos empíricos, avaliando
consumo de memória, desempenho e outros atributos. Particularmente, serão exercitados
os métodos de Análise Orientada a Aspectos, o método AO-FArM [51] e o modelo de
componentes COSMOS*-VP [10].
1.2 Solução Proposta
A solução proposta, denominada AO-CBD-LPS (Seção 3), consiste em um arcabouço de
técnicas que utilizam aspectos e componentes na criação de Linhas de Produtos de Soft-
ware para obtenção de arquiteturas modulares [50]. Antes de aplicar esse arcabouço de
técnicas, é necessária uma preparação do ambiente para permitir a inclusão de aspectos
na plataforma Android, uma vez que a plataforma não apoia oficialmente a separação de
interesses transversais por meio do uso de aspectos (i.e., mais especificamente, AspectJ).
A solução é composta pelos seguintes técnicas: reengenharia, construção do modelo de
características, análise orientada a aspectos, método AO-FArM [51], e o modelo de com-
ponentes COSMOS*-VP [10]. A reengenharia é um processo opcional utilizado quando
existem aplicações legadas, e o objetivo é a construção de modelos que facilitem o enten-
dimento dessas aplicações, como diagrama de arquitetura e de casos de uso; e a criação
de testes para verificar se houve (ou não) regressão de funcionalidades ao final do pro-
cesso. A construção do modelo de características é feito segundo a abordagem sugerida
por Kang et al. [28], na qual as características do domínio são identificadas e agrupadas
em um modelo hierárquico: o modelo de características. A análise orientada a aspectos
tem como objetivo a identificação dos interesses transversais e seus impactos nas caracte-
rísticas previamente identificadas. Os artefatos da análise orientada a características e da
construção do modelo de características são então submetidos ao método AO-FArM [51],
cujo objetivo é obter uma arquitetura de LPS. E por fim, essa arquitetura é refinada em
passos sucessivos e implementada através do modelo de componentes COSMOS*-VP [10].
Essa solução foi investigada em dois estudos de caso reais.
1.3 Contribuições do Trabalho
Este trabalho é uma extensão do trabalho de Tizzei [49] aplicado na plataforma An-
droid com algumas modificações e contribui para os estudos em Engenharia de Software
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e Tolerância a Falhas do Instituto de Computação da Unicamp, nas áreas de arquite-
tura de software e estudos empíricos de sistemas baseados em componentes. Além disso,
cada estudo de caso produziu um artigo publicado em conferências de referência como o
Euromicro SEAA (Software Engineering and Advanced Applications) [57] e o SBCARS
(Simpósio Brasileiro de Componentes, Arquiteturas e Reutilização de Software) [56].
• Gustavo M. Waku, Cecilia M.F. Rubira, and Leonardo P. Tizzei. A case study
using aop and components to build software product lines in android platform. In
41st EUROMICRO Conference on Software Engineering and Advanced Applications
(SEAA), pages 418–421. IEEE, 2015
• Gustavo M. Waku, Edson R. Bollis, Cecilia M.F. Rubira, and Ricardo da S. Torres.
A robust software product line architecture for data collection in android platform.
In Ninth Brazilian Symposium on Software Components, Architectures and Reuse
(SBCARS), pages 31–39. IEEE, 2015
Além disso, foram disponibilizados dois ambientes para experimentação [54, 55], jun-
tamente com um detalhamento de como integrar aspectos em Android (Seção 3.1). O
restante deste trabalho está organizado da seguinte forma: o Capítulo 2 apresenta os
conceitos fundamentais necessários para o entendimento da abordagem e dos estudos. O
Capítulo 3 apresenta a abordagem utilizada para separação de interesses. Em seguida, os
Capítulos 4 e 5 apresentam os estudos de caso que utilizam a abordagem. E, finalmente,
o Capítulo 6 discute os resultados, trabalhos futuros e contribuições.
Capítulo 2
Fundamentos Teóricos
Este capítulo descreve os principais conceitos, modelos e técnicas que serão utilizadas nesta
dissertação. A Seção 2.1 descreve Linhas de Produtos de Software e os principais conceitos
relacionados, como por exemplo, o modelo de características. A Seção 2.3 mostra o
desenvolvimento baseado em componentes e o método UML Components (cujas atividades
são fontes de inspiração para a atividade de refinamento do método AO-FArM). A Seção
2.4 discute o conceito de aspectos, desenvolvimento baseado em aspectos e AspectJ. A
Seção 2.5 discute o conceito de aspectos abstratos e interfaces transversais.
2.1 Linhas de Produtos de Software
A ideia de reúso em larga escala de componentes já é aplicada tanto no ramo da constru-
ção quanto no ramo da indústria automotiva, principalmente para reduzir custos, tempo
para conclusão dos projetos e atingir uma melhor qualidade dos produtos. Nesses ramos, o
reúso já é aplicado de forma sistemática de forma que os produtos finais são compostos por
componentes pré-definidos e testados. Mas só recentemente essa ideia foi emprestada para
o ramo de software. No início, o desenvolvimento de software era feito de forma individu-
alizada, ou seja, para resolver um problema específico, sem planejar o reúso. Geralmente,
o produto era criado a partir do nada, aumentando os custos com o desenvolvimento. A
cada produto novo, problemas recorrentes deveriam ser resolvidos e isso levou à criação
de formas para aumentar o reúso.
Um grande passo rumo ao reúso em larga escala foi a introdução da técnica de Linhas
de Produtos de Software (LPS). Nessa técnica, produtos são gerados a partir de um
conjunto de ativos centrais para um determinado domínio. Os produtos podem então ser
construídos manualmente a partir do conjunto de ativos centrais ou gerados a partir deles.
Inúmeros casos de sucesso na adoção dessa técnica já foram relatados, incluindo empresas
como Siemens, Boeing, Nokia, dentre outras [38] [41] [53].
A LPS consegue gerar diferentes produtos através da chamada variabilidade software,
que pode ser definida como a capacidade que uma LPS possui em se adaptar para um
determinado contexto específico [41]. A variabilidade é realizada através dos pontos de
variação, que são lugares onde ocorrem decisões. Cada ponto de decisão gera uma variante.
O ciclo de desenvolvimento de LPS é dividido em duas partes: engenharia de domínio
17
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e engenharia de aplicação. A engenharia de domínio cuida da criação e manutenção
dos ativos centrais, enquanto a engenharia de aplicação cuida da construção de produtos
usando esses ativos. Tudo isso deve ter um apoio gerencial.
A Figura 2.1 mostra o ciclo de desenvolvimento de LPS. Segundo o Software Engine-
ering Institute (SEI), existem três grandes atividades que auxiliam o desenvolvimento de
LPSs: (i) desenvolvimento de ativos centrais, (ii) desenvolvimento de produtos e o (iii)
gerenciamento técnico e organizacional. Na engenharia de domínio, baseado nos requisi-
tos e restrições identificados, a atividade de desenvolvimento de ativos centrais é iniciada.
Nela, as similaridades e diferenças entre os produtos são capturados e documentados, em
seguida, os ativos centrais são desenvolvidos na forma de componentes, pacotes e outros
elementos reusáveis. Na engenharia de aplicação, os ativos produzidos na engenharia de
domínio são reusados para a criação de produtos finais, que são as aplicações. É neste
momento também em que ocorre a especialização dos ativos para obtenção dos produtos.
Figura 2.1: Ciclo de desenvolvimento de LPSs [38].
Segundo Krueger [32], existem três estratégias para adoção de LPS nas organizações:
proativa, extrativa e reativa. Na proativa, a organização planeja os produtos que serão
criados e desenvolve a LPS para abranger todo o escopo de produtos e, em seguida, deriva
os produtos. Essa é a situação ideal, em que os requisitos e o escopo dos produtos está
bem definido. Na extrativa, a organização analisa os produtos já existentes e partir deles,
faz uma análise de semelhanças e diferenças para então criar a sua LPS. Essa extração,
pode ocorrer de forma incremental, ou seja, não é necessário extrair a linha baseada em
todos os produtos. Na reativa, a organização já possui sua LPS (e alguns produtos) e
cresce incrementalmente sua família de produtos para acomodar novas demandas, que são
imprevisíveis.
A construção de LPS é baseada nas características que um determinado domínio requer
e nos produtos que serão gerados. Portanto, as características desempenham papel central
na modelagem de LPS, principalmente na engenharia de domínio. Existem diversas defi-
nições de característica, mas ela pode ser definida como uma propriedade relevante
para algum stakeholder [6]. Essas características são utilizadas para capturar as si-
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milaridades e diferenças de sistemas, principalmente através do modelo de características
que será descrito na próxima seção.
2.2 O Modelo de Características
O modelo de características foi proposto por Kang et al. [28] em uma abordagem cha-
mada de Feature Oriented Domain Analysis (FODA), na qual como parte da análise de
domínio, o modelo de características e o modelo entidade relacionamento devem ser cri-
ados. O modelo de características possui um diagrama, as regras de composição e uma
análise racional de características. A grande vantagem da utilização desse modelo é o fácil
entendimento pelos diversos stakeholders, incluindo desenvolvedores, gerentes e clientes.
O diagrama do modelo de características é uma representação gráfica hierárquica que
expressa o conjunto de características de um grupo de sistemas e o relacionamento entre
elas. Ele captura as similaridades e também as diferenças entre os sistemas. A partir
do modelo, determinadas características podem ser combinadas para a obtenção de um
produto, ou seja, um sistema. As características podem ser mandatórias, opcionais, al-
ternativas e do tipo OU. Características mandatórias necessariamente estão presentes em
todos os produtos. Características opcionais tem presença facultativa nos produtos da
linha. Características alternativas representam um ponto de escolha, no qual a inclusão
de uma característica exclui uma outra. Características OU permitem a escolha de uma
ou mais características. As características são hierarquizadas em relacionamentos do tipo
consiste-de1, formando árvores.
Além disso, as regras de composição das características devem acompanhar o modelo,
por exemplo, se uma característica ao ser incluída, necessariamente adiciona (ou exclui)
outra. A análise racional documenta as decisões (ou seja, arquiteturais ou de implemen-
tação) que são tomadas na instanciação de um determinado produto .
Figura 2.2: Exemplo de modelo de características para Android
Um exemplo do modelo de características para a plataforma Android é representado
na Figura 2.2, na qual a característica de Áudio e Localização são opcionais, mas a
1do inglês consists-of
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característica Comunicação é mandatória. A característica de Comunicação consiste-de
características Wifi ou Bluetooth. A característica Localização Wifi requer a característica
Wifi, ou seja, caso a primeira seja selecionada, a segunda também deverá ser.
2.3 Desenvolvimento Basedo em Componentes e o Pro-
cesso UML Components
O desenvolvimento baseado em componentes (DBC) visa a reutilização de código previ-
amente testado e consequente redução no tempo de desenvolvimento e aumento de qua-
lidade. Componentes representam unidades de computação que, segundo Szypersky [47],
são unidades de composição com interfaces requeridas e providas bem definidas. Essa
exposição de interfaces proporciona uma redução no acoplamento [24] do sistema.
O UML Components [4], ilustrado na Figura 2.3, é um processo de desenvolvimento
baseado em componentes que tem o foco na especificação. Segundo este processo, o desen-
volvimento baseado em componentes é dividido nas seguintes fases: Requisitos 2, Espe-
cificação3, Provisionamento4, Montagem5, Teste6 e Implantação7. Além disso, o processo
adota o desenvolvimento de sistemas em arquitetura pré-definida com quatro camadas:
Camada de Interface, Camada de Diálogo, Camada de Sistema e Camada de Negócios. A
camada de Interface trata da apresentação da informação ao usuário e da captura de suas
entradas8. A camada de Diálogo é responsável pelo gerenciamento de objetos transientes
que representam o diálogo. A camada de Sistema contém as operações fornecidas pelo
sistema que podem ser utilizadas em diferentes diálogos. A camada de Negócio contém
os componentes que são identificados a partir do domínio do negócio e são os principais
candidatos à reutilização. A ênfase do processo é dada nas camadas de Sistema e de
Negócios.
Na fase de Requisitos, os requisitos funcionais do sistema são coletados na forma de
casos de uso e as principais entidades do domínio são identificadas.
Em seguida, a fase de Especificação produz uma arquitetura geral do sistema. Esta
fase é subdividida em três processos: identificação dos componentes, interação dos com-
ponentes e especificação final. Na identificação dos componentes, diagramas de classe são
utilizados como auxílio na identificação dos componentes, em seguida, a cada componente
é atribuído uma interface de alto nível sem maiores detalhes de operações. Na fase de
interação dos componentes, cada interface encontrada na fase anterior é exercitada de
acordo com a especificação do caso de uso. O objetivo é encontrar a assinatura completa
das operações de cada interface de alto nível para a realização de uma determinada tarefa.
Na especificação final, as interfaces são refatoradas e condições de guarda são adicionadas
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Figura 2.3: Arquitetura em camadas e as fases do UML Components
Na fase de Provisionamento, ocorre a entrega dos componentes segundo a especificação
feita anteriormente. Nesta fase, ocorre a decisão de comprar, desenvolver ou adaptar um
componente já existente. Decisões de tecnologia a ser utilizada para desenvolvimento
também são tomadas. Na fase de montagem, os componentes são montados e acoplados à
camada de diálogo e de usuário. É neste momento também que os diálogos com o usuário
são definidos de acordo com os casos de uso. Na fase de teste, os componentes são testados
e finalmente são colocados em produção na fase de implantação.
2.4 Conceito de Aspectos, Desenvolvimento Baseado
em Aspectos e AspectJ
Interesse é um foco que algum stakeholder considera importante, sendo assim uma de-
terminada característica de software é um interesse, como por exemplo, SMS. Quando
uma dessas características está espalhada em diversos outros módulos ou possui um es-
copo mais abrangente, ela é considerada transversal. Os exemplos mais notórios de
características transversais incluem o tratamento de exceções [26], logging, persistên-
cia de informações [44] e autenticação. Quando uma característica não afeta outras, ela é
considerada característica base, como por exemplo, SMS e WiFi.
Aspectos são unidades que modularizam essas características transversais, através
de três principais mecanismos: pontos de junção9, pontos de corte10 e adendos11 [33].
Pontos de junção são pontos de execução bem definidos, como por exemplo, a assinatura
de determinado método, o acesso a uma variável e construção de objetos. Pontos de
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a seleção de um conjunto de métodos e seus parâmetros. Adendos são códigos que
serão executados em determinados pontos de corte. Essa execução pode ocorrer antes
(before), depois (after) ou substituir (around) os métodos selecionados nos pontos de
corte, permitindo a alteração do comportamento original do sistema.
O desenvolvimento baseado em aspectos prega o uso de técnicas e métodos para mo-
dularizar os interesses transversais em aspectos, como por exemplo, a identificação de
aspectos na fase de análise através do uso de casos de uso e matrizes de rastreabilidade,
ou ainda, a utilização do conceito de interfaces para organizar as implementações de as-
pectos. Essa ideia de identificar os interesses transversais usando casos de uso foi proposta
de Jacobson e Ng [27] e explorada em trabalhos como de Eler [14], no qual os casos de uso
que são frequentemente “included ” ou “extended ” são candidatos a interesses transversais.
AspectJ [18] é uma implementação que permite a execução de aspectos na lingua-
gem Java. Cada linguagem possui uma implementação correspondente, por exemplo, a
linguagem C possui AspectC12, a linguagem C++ possui AspectC++13, e a linguagem
Java possui a HyperJ [40], CaesarJ14 e AspectJ, sendo esta última, a mais popular e bem
sucedida implementação dentre elas. Esta linguagem foi desenvolvida originalmente na
Xerox PARC (Palo Alto Research Center) sob a liderança de Gregor Kiczales, e embora
desenvolvida desde 1996, só ganhou notoriedade com sua versão 1.1 no ano de 2003 [33].
Na Listagem 2.1, o ponto de corte callSayMessage() seleciona todos os métodos da
classe HelloWorld que começam com o prefixo say. Esse conjunto de métodos expressados
por call(public static void HelloWorld.say*(..), representam os pontos de junção. Os adendos
1 e 2 são disparados antes e depois da chamada dos métodos selecionados anteriormente.
1 // HelloWorld . java
2 pub l i c c l a s s HelloWorld {
3 pub l i c s t a t i c void say ( St r ing message ) {
4 System . out . p r i n t l n ( message ) ;
5 }
6
7 pub l i c s t a t i c void sayToPerson ( St r ing message , S t r ing name) {




12 // MannersAspect . a j
13 pub l i c aspect MannersAspect {
14
15 // po intcut ca l lSayMessage ( ) s e l e c t s j o i npo in t s , which i s a l l o f
the c a l l s to c l a s s HelloWorld on methods that s t a r t with say∗
16 po intcut ca l lSayMessage ( ) : c a l l ( pub l i c s t a t i c void HelloWorld
. say ∗ ( . . ) ) ;
17
18 // advice1 that i s f i r e d BEFORE the po intcut ca l lSayMessage ( )
19 be f o r e ( ) : ca l lSayMessage ( ) {
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23 // advice2 that i s f i r e d AFTER the po intcut ca l lSayMessage ( )
24 a f t e r ( ) : ca l lSayMessage ( ) {
25 System . out . p r i n t l n ( "Thank you ! " ) ;
26 }
27 }
Listing 2.1: Exemplo de código em AspectJ. Fonte: AspectJ in action [33]
Aspectos e Classes são compostos em sistemas executáveis através do processo cha-
mado de combinação15, ou seja, esse processo realiza a mesclagem de aspectos com
classes para obtenção de artefatos executáveis. Em AspectJ, a combinação pode ser feita
em dois tempos: tempo de construção16 e tempo de carga17. O tempo de construção é
subdividido em nível de código e bytecode. [33]
Na combinação com tempo de construção em nível de código, os arquivos fonte de
aspectos e classes são compilados pelo compilador de AspectJ e o resultado é um artefato
executável (i.e., bytecode). Ou ainda, é possível compilar as classes e operar sobre o
artefato compilado (i.e., bytecode) para então introduzir os aspectos, mecanismo conhecido
como combinação com tempo de construção em nível de bytecode18. Na combinação em
tempo de carga, os aspectos são introduzidos diretamente na máquina virtual.
2.5 Conceito de Aspectos Abstratos e XPI
Aspectos abstratos são análogos a classes abstratas em Java, ou seja, possuem pontos
de corte abstratos mas com adendos, i.e., os locais que serão entrecortados não estão
definidos, mas o comportamento associado a esses locais já está definido. Esses aspectos
abstratos devem ser estendidos por outros aspectos concretos que definem os pontos de
corte herdados do aspecto abstrato. A Listagem 2.2 mostra o aspecto abstrato AAExcep-
tionImpl com o ponto de corte abstrato handleExceptionInvalidMoveExceptionOnGUI(). Na
Listagem 2.3, EngineBinder estende AAExceptionImpl e define o ponto de corte abstrato.
1 pub l i c ab s t r a c t aspect AAExceptionImpl {
2 pub l i c ab s t r a c t po intcut
handleExceptionInvalidMoveExceptionOnGUI ( ) ;
3 void around ( ) : handleExceptionInvalidMoveExceptionOnGUI ( ) {
4 // implementation . . .
5 }
6 }
Listing 2.2: Exemplo de AspectoAbstrato, i.e., comportamento definido mas




18do inglês build-time bytecode weaving
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1 pub l i c aspect EngineBinder extends AAExceptionImpl{
2 pub l i c po intcut handleExceptionInvalidMoveExceptionOnGUI ( ) :
3 execut ion ( void br . unicamp . i c . sed . eng ine . prov . IEngine .
humanMove(Move) ) ;
4 }
Listing 2.3: Exemplo de AspectoAbstrato que é extendido pelo aspecto
EngineBinder, que define qual método será entrecortado.
O conceito de XPI (interfaces transversais19) foi elaborado por Griswold et al. [23]
com o objetivo de isolar as construções de pontos de corte e facilitar a manutenção nesses
pontos. Na utilização de aspectos de forma tradicional, as definições de pontos de corte
ficavam muito complexas e eram implementados em um único aspecto juntamente com
os adendos, dificultando a manutenção. A criação de interfaces que estabelecessem quem
são os pontos de corte facilitou a manutenção na medida em que ocorre o desacoplamento
do provedor do serviço (adendos) com a definição dos pontos de corte (lugares que sofrem
ação dos adendos). Essa ideia de isolar os pontos de corte e utilizá-los como uma espécie
de interface também é explorada no modelo de componentes COSMOS*-VP. Uma XPI
deve conter quatro informações básicas: nome, escopo no qual atua (quais classes deve
entrecortar), definição dos pontos de corte e regras de contrato. As regras de contrato
servem para especificar o que pode ou não ser entrecortado.
Na Figura 2.4, as classes Linha e Ponto são entrecortadas de formas diferentes. Em
2.4a, a forma tradicional de aspectos é utilizada, na qual um único aspecto, o Atualizador,
possui tanto a definição dos pontos de corte quanto os adendos. Em 2.4b, os pontos de
corte são definidos no aspecto XPIAtualiza que estende o aspecto abstrato Atualizador.
Este, por sua vez, possui a implementação do adendo relacionado ao ponto de corte
abstrato selecionaMover. O adendo simplesmente chama o método privado atualizar() que,
em seguida, chama Tela.desenhar(). XPIAtualiza pode acompanhar uma regra de contrato
que garanta que não haverá mudança no estado dos objetos Linha e Ponto dentro dos
adendos que utilizam essa XPI.
19do inglês Crosscutting Programming Interface
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Figura 2.4: Sem e Com utilização de XPI. Fonte: Griswold et al. [23] e Tizzei [49].
Por exemplo, a Listagem 2.5 possui o adendo referente à XPIAtualiza listada em 2.4.
Este adendo viola a regra de contrato listada em 2.6, que diz que uma Figura não poderá
ser movida dentro de um adendo de XPIAtualiza.
1 pub l i c aspect XPIAtualiza extends Atua l i zador {
2 pub l i c po intcut se lec ionaMover ( Figura f i g u r a ) :
3 t a r g e t ( f i g u r a ) && ( execut ion ( void Figura+.mover ( . . ) ) ) ;
4 }
Listing 2.4: Exemplo de XPIAtualiza
1 pub l i c ab s t r a c t aspect Atua l i zador {
2 ab s t r a c t po intcut se lec ionaMover ( Figura f i g u r a ) ;
3
4 p r i va t e void a t u a l i z a r ( ) {
5 Tela . a t u a l i z a r ( ) ;
6 }
7
8 a f t e r ( Figura f i g u r a ) : se l ec ionaMover ( f i g u r a ) {
9 a t u a l i z a r ( ) ;
10 f i g u r a . mover ( ) ; // e s sa l i nha v i o l a a reg ra de contrato
11 }
12 }
Listing 2.5: Exemplo de Atualizador
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1 pub l i c aspect ContratoXPIAtualiza {
2 /∗∗ REGRA: As Figuras nao podem se r movidas dentro de um adendo
∗/
3 p r i va t e po intcut advis ingXPI ( ) : adv i c e execut i on ( ) ;
4 be f o r e ( ) : c f l ow ( advis ingXPI ( ) )
5 && XPIAtualiza . se lec ionaMover ( Figura ) {
6 System . out . p r i n t l n ( "Vio lacao de contrato : "
7 + "o adendo de XPIAtualiza nao pode mover as f i g u r a s " ) ;
8 System . e x i t (1 ) ;
9 }
10 }
Listing 2.6: Exemplo de Contrato sobre a XPIAtualiza baseado em Griswold
et al. [23]
2.6 A Abordagem de Tizzei com Componentes e As-
pectos
Tizzei [49] propôs em sua tese de doutorado uma abordagem para criação de LPSs com
componentes e aspectos. Essa abordagem é composta pela Análise Orientada a Aspectos e
o método AO-FArM. Adicionalmente, a abordagem incorporou o modelo de componentes
COSMOS*-VP, descrito por Dias [10] [26]. Cada um deles será descrito nas seções a
seguir.
2.6.1 Análise Orientada a Aspectos (Análise-OA)
A Análise Orientada a Aspectos (Análise-OA) [51] é um método para identificar as carac-
terísticas transversais. O principal artefato produzido neste método é a visão de carac-
terísticas orientada a aspectos20, que mapeia as características transversais e os impactos
em relação a outras características transversais ou características base.
O método é separado em quatro grandes atividades: (1) identificar e compor interesses
transversais, (2) especificar casos de uso base e transversais com variabilidade, (3) associar
características com os casos de uso e (4) analisar características base e transversais.
Na primeira atividade (1), duas matrizes são criadas: a matriz que relaciona interesses
com características (Tabela 2.1) e a matriz de contribuição (Tabela 2.2) que relaciona
interesse transversal com interesse transversal. O objetivo de ambas matrizes é gerenciar
conflitos e a ajudar na identificação dos interesses transversais. Na matriz que relaciona
interesses com características, os interesses são capturados baseados nos requisitos e as
características são capturadas do modelo de características. Um interesse que influencia
duas ou mais características é candidato a ser transversal, mas essa classificação depende
da experiência do analista. Na Tabela 2.1, os interesses Persistência, Tratamento de Exce-
ções e Historiador são os candidatos e classificados como transversais, porque influenciam
pelo menos duas outras características.
20do inglês aspect-feature view
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Figura 2.5: Atividades da Análise Orientada a Aspectos. Fonte: Tizzei [49].
Tabela 2.1: Matriz de características e interesses. Xindica que a característica é
influenciada pelo interesse.
Características InteressesPersistência Tratamento de Exceções Historiador
Carga de Idioma X
Formato PGN X
Livro de Jogadas X X
Efetivação de Jogadas X X
Cálculo de Jogada X
Após a identificação dos interesses transversais, a matriz de contribuição (Tabela 2.2)
é construída para analisar os impactos dos interesses transversais uns sobre os outros.
Nesta matriz, cada interesse é analisado sob o ponto de vista de impacto positivo (+)
ou negativo (-) sobre outros interesses. Por exemplo, o interesse transversal Persistência
influencia negativamente o Tratamento de Exceções, pois existe uma possível complicação
no tratamento de exceções, possivelmente novas exceções precisarão ser tratadas.




Persistência Tratamento de Exceções Historiador
Persistência Não se aplica -
Tratamento de Exceções Não se aplica
Historiador Não se aplica
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Na segunda atividade (2), os casos de uso são especificados. Os casos de uso que são
“estendidos"ou “incluídos"em pelo menos dois outros podem ser considerados transversais.
Esta atividade é complementar à primeira e pode ajudar a identificar os interesses trans-
versais [14]. A variabilidade dos casos de uso é expressada pelos esteriótipos «kernel»,
«opcional», ou «alternativo». Por exemplo, na Figura 2.6, os casos de uso “Guardar no
Histórico", “Tratar exceção"e “Persistir Informação"são considerados transversais porque
são incluídos ou estendidos em outros casos de uso.
Figura 2.6: Casos de uso da linha de produtos de xadrez.
Na terceira atividade (3), as características são associadas aos casos de uso por meio
de uma tabela de mapeamento. Nesta tabela, a ideia é fazer o mapeamento das caracte-
rísticas com os casos de uso e respectivas variabilidades. Essa tabela vai facilitar a análise
racional de características e consequente construção do visão de características orientada
a aspectos.
Na quarta atividade (4), o objetivo é realizar a análise racional de como as caracterís-
ticas transversais afetam outras características transversais ou não. O artefato produzido
nessa atividade é a visão de características orientada a aspectos. Para criar essa visão de
características, cada interesse transversal identificado na matriz de interesses e caracterís-
ticas (Tabela 2.1) ou identificado na tabela de relacionamento de características e casos
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de uso (Tabela 2.3) é mapeado como uma característica transversal. A partir daí, é ne-
cessário identificar as características base que são entrecortadas por essas características,
o que pode ser feito pela Tabela 2.1 e Tabela 2.2. E finalmente, se uma determinada
característica transversal entrecorta uma mesma característica, pode ser necessário esta-
belecer a ordem em que isso deve ocorrer, i.e., estabelecer a ordem de precedência das
características transversais.
A Figura 2.7 mostra a visão de características para uma LPS de Xadrez. Nela, os in-
teresses transversais Persistência, Tratamento de Exceções e Historiador, identificados na
Tabela 2.1 e na Tabela 2.3, são mapeados como interesses transversais (losangos). A ma-
triz de contribuição (Tabela 2.2) ajuda a entender como um interesse transversal influencia
outro, neste caso, o Tratamento de Exceções é influenciado negativamente pela Persistên-
cia. Neste diagrama ainda é possível perceber quais características são entrecortadas pelas
características transversais. Neste caso em específico, não foi preciso estabelecer a ordem
de precedência. Um exemplo em que a ordem de precedência é necessária ocorre quando
uma determinada característica transversal responsável pelo bloqueio de certas funções e
uma outra característica transversal responsável por registrar metadados (horário, data
e velocidade de execução) entrecortam uma mesma característica base. A precedência
deve ser estabelecida para explicitar se o sistema deve primeiro verificar o bloqueio e, em
seguida, registrar os metadados, ou ao contrário.
Figura 2.7: Visão de características da linha de produtos de xadrez.
2.6.2 O método AO-FArM
O método AO-FArM (Aspect Oriented Feature Architecture Mapping) foi proposto por
Tizzei et al. [51] e utiliza o modelo de características como ponto de partida para obten-
ção de uma arquitetura que integre a utilização de aspectos. Esse método foi baseado
em um outro método que também utiliza o modelo de características o FArM (Feature
Architecture Mapping), proposto por Sochos et al. [45]. A principal diferença em relação
ao método original é a preocupação de utilizar a visão de características obtida na Aná-
lise Orientada a Aspectos, juntamente com o modelo de características para a obtenção
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da arquitetura. Além disso, há diretrizes para refinar a arquitetura, com o objetivo de
especificar e implementar as interfaces e conectores.
O AO-FArM (ilustrado na Figura 2.8) é dividido em quatro grandes atividades: 1)
remover as características não-relacionadas à arquitetura e resolver características de qua-
lidade, 2) transformar baseando-se nos requisitos de arquitetura, 3) transformar baseando-
se nas relações de interação entre características e 4) transformar baseando-se nas relações
de hierarquia entre características. Ao final dessas transformações, uma arquitetura ini-
cial é obtida e, em seguida, é refinada até a especificação completa das interfaces de cada
um dos componentes obtidos.
Figura 2.8: Atividades do AO-FArM. Adaptado de Tizzei [49].
Na atividade (1), deve-se remover características não relacionadas à arquitetura e caso
não existam características funcionais que sejam compatíveis com uma característica de
qualidade, uma nova característica deve ser incluída no modelo de características. O
objetivo é manter somente características funcionais que interferem na arquitetura como
um todo. Esta atividade também consiste na inclusão de características de qualidade que
não foram capturadas pelo modelo de características, caso elas sejam funcionais, como
por exemplo, em sistemas web, a característica de Disponibilidade, que pode resultar
em componentes, como por exemplo, um balanceador de carga, ou um componente que
seja responsável pela duplicação de informação. No entanto, características físicas como
quantidade de CPU e quantidade de memória RAM devem ser removidas, uma vez que
consistem em características que não resultarão em possíveis artefatos implementáveis.
No caso de sistemas embarcados, a característica eficiência pode ser dividida em duas
outras características: consumo de memória e desempenho. Essas características devem
ser removidas e mapeadas para a fase de implementação como um requisito [45].
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Na atividade (2), requisitos arquiteturais que não foram capturados pelo modelo de
características devem ser incluídos, por exemplo, em sistemas web, a autenticação SSL é
um requisito arquitetural. Outros exemplos incluem as características de distribuição e
caching.
Na atividade (3), são analisadas as relações entre características, que podem ser cinco:
usa, modifica, contradiz (prejudica o funcionamento de outra), entrecorta e precedida-
por. Após essa análise, uma transformação é feita baseada no tipo de relações entre
as características, resultando em possíveis fusões no caso uma característica contradizer
outra. As demais relações (i.e., usa, modifica, entrecorta e precedida-por) não resultam
em fusões. Uma característica A que usa outra característica B, mais tarde resultará em
um componente A requerendo uma interface de outro componente B. Uma característica
transversal A que entrecorta uma característica base B, resultará em um componente A
com uma interface abstrata (com implementação) e um componente B com uma interface
transversal.
Na atividade (4), a transformação é baseada nas relações hierárquicas entre caracte-
rísticas, que são: especialização (uma característica especializa outra), agregação (uma
característica é parte de outra) e alternativa (um conjunto de características são alterna-
tivas de uma outra). Nesta transformação, novas relações hierárquicas podem ser criadas
e, em seguida, ocorre o mapeamento das características para componentes. Não existe
um número ideal para realizar o mapeamento. O ideal é que ocorra o mapeamento de
poucos para poucos para obter uma granularidade boa.
Após essas transformações, uma arquitetura inicial é obtida. Em seguida, atividades
de especificação, avaliação de componentes legados e de implementação são feitas para se
obter a LPS.
As atividades de refinamento da arquitetura (5) são ilustradas na Figura 2.9 e dividem-
se nas seguintes: 1) identificar as interfaces, 2) especificar as interfaces, 3) avaliar compo-
nentes legados, 4) implementar os componentes, 5) implementar os conectores.
Em (1), as interfaces base e transversais são identificadas. Interfaces base são aquelas
que oferecem (ou requerem) funcionalidades tradicionais, como por exemplo, operações
de cálculo de frete e cálculo de jogada. Interfaces transversais são os pontos que um
componente A será interceptado por outro componente B.
Em (2), as interfaces base e transversais são especificadas, ou seja, as assinaturas das
operações são determinadas, juntamente com pré-condições e pós-condições, se existirem.
Para entender como essas assinaturas devem ser feitas, as interfaces devem ser exercitadas
na realização dos casos de uso. Essas atividades 1 e 2 são similares ao que propõe o
método UML Components [4] (descrito brevemente na Seção 2.3), ou seja, as interfaces
são identificadas em alto nível e depois são especificadas de acordo com a execução dos
casos de uso.
Em (3), os componentes legados são avaliados e oportunidades de reúso são identifi-
cadas. Uma forma de realizar essa tarefa é verificar a similaridade do componente legado
com o componente que se deseja obter baseado em tabelas de mapeamentos de compo-
nentes/classes legadas com componentes ideais a serem obtidos. Essa ideia é explorada
no trabalho de Hyesun Lee et al. [35], na qual tabelas de mapeamento são utilizadas para
verificar a similaridade entre componentes ideais de domínio e os possíveis elementos cor-
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Figura 2.9: Atividades de refinamento para obtenção da LPS. Adaptado de Tizzei [49].
respondentes nas modelagens legadas. Os elementos com maior similaridade podem então
ser aproveitados.
Em (4), os componentes são implementados e, em seguida (5), os conectores são im-
plementados. As implementações de componentes e conectores seguem o modelo de com-
ponentes COSMOS*-VP detalhado na próxima seção. As atividades (3), (4) e (5) são
equivalentes à fase de provisionamento do processo UML Components, que é responsável
pela elaboração dos componentes, seja com implementação, reúso ou adaptação de partes
existentes.
2.6.3 O Modelo de Componentes COSMOS*-VP
O modelo de componentes COSMOS*-VP [10] estende o modelo de componentes COS-
MOS* (COmponent System MOdel for Software architectures) [22] e surgiu com o pro-
blema da característica opcional. Esse problema ocorre quando duas características são
opcionais no modelo de características, mas não são independentes na implementação.
Outro problema ocorre quando as características opcionais estão espalhadas em vários
pontos da arquitetura.
O modelo COSMOS*-VP ajuda a desacoplar essas características que são implemen-
tadas unificadamente e a modularizar características que estão espalhadas em diferentes
pontos da arquitetura. O modelo utiliza aspectos para permitir que ocorra a execução de
determinados serviços em determinados pontos, mantendo o encapsulamento do compo-
nente. Este modelo é dividido em outros três submodelos detalhados a seguir: modelo de
especificação (Seção 2.6.3), modelo de conector (Seção 2.6.3) e modelo de implementação
(Seção 2.6.3).
O mapeamento dos elementos arquiteturais para código é bastante forte tanto no
COSMOS* quanto COSMOS*-VP, facilitando dentre outras coisas a rastreabilidade da
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arquitetura com o código.
Modelo de Especificação
O modelo de especificação propõe a divisão de interfaces base providas e requeridas nos
pacotes spec.prov e spec.req, respectivamente. As interfaces transversais são separadas
no pacote aspects. As classes que implementam as interfaces transversais e base ficam
dentro do pacote impl. Assim como acontece com as interfaces base requeridas e providas,
as interfaces transversais também podem ser requeridas e providas.
As interfaces transversais requeridas são as XPIs (descrita na Seção 2.5), que basi-
camente funcionam como interfaces que especificam quais pontos internos do componente
que podem ser entrecortados. As interfaces transversais providas são os aspectos abs-
tratos (descritos na Seção 2.5), que descrevem os adendos de um aspecto, i.e., descrevem
o comportamento que será provido e que mais tarde será ligado a interfaces transversais
requeridas por meio dos conectores-vp.
A Figura 2.10 mostra a visão arquitetural e projeto detalhado do COSMOS*-VP para
os componentes PersistenceMgr e ExceptionMgr. O componente ExceptionMgr fornece ser-
viços tradicionais através de sua interface base IExceptionProv. Os componentes são instan-
ciados através do ComponentFactory. ComponentFactories são fábricas de componentes e
instanciam os Managers. Managers são as classes responsáveis por gerenciar as interfaces
do componente, i.e., adicionam, removem ou listam as interfaces dos componentes. Os
Facades implementam as interfaces base providas, e.g., IPersistenceProv e IExceptionProv.
Façades usam classes auxiliares como ExceptionClass ou PersistenceClass. Essas classes
auxiliares podem utilizar as interfaces base requeridas (dependências), por exemplo, o
PersistenceClass utiliza a interface IPersistenceReq. O aspecto XPIPersistence entrecorta
os serviços de PersistenceClass, mas também poderia entrecortar outras classes do pacote
impl, como por exemplo, Facade, ou ComponentFactory. O aspecto abstrato AAException
utiliza o ComponentFactory para obter os serviços do componente ExceptionMgr, i.e.,
IExceptionProv. A conexão entre os componentes PersistenceMgr e ExceptionMgr é feita
através do Conector-VP PersistenceConn, que nada mais é do que um Adapter [19], ou
seja, um elemento (neste caso, um aspecto) que intermedia a ligação dos pontos de corte
definidos em XPIPersistence com os adendos de AAException, ou em outras palavras, o
Conector-VP PersistenceConn liga as interfaces transversais requeridas de PersistenceMgr
com as interfaces transversais providas de ExceptionMgr.
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Figura 2.10: Especificação dos pacotes e organização geral das classes. a) visão
arquitetural do COSMOS*-VP. b) projeto detalhado do COSMOS*-VP. Adaptado de
Waku et al. [57]
Modelo de Conector : Conector-VP
O Conector-VP (Connector-Variability Point) possui uma flexibilidade grande na imple-
mentação. Ele pode ligar interfaces transversais diretamente como um Adapter [19] da
Figura 2.10, ou pode ligar interfaces duas interfaces transversais, ou ainda, ligar interfaces
transversais e interfaces base tradicionais.
A Figura 2.11 mostra o Conector-VP ligando a interface transversal requerida do
componente MediaMgr com duas interfaces transversais providas dos componentes Pho-
toMgr e MusicMgr. A semântica dessa figura é que tanto o PhotoMgr quanto o MusicMgr
entrecortam o componente MediaMgr. A interface transversal requerida de MediaMgr,
XPIMedia, é entrecortada pelo aspecto RIMedia. RIMedia usa serviços das classes adap-
tadoras PhotoAdapter e MusicAdapter. Cada uma dessas classes possui serviços que são
entrecortados pelos respectivos aspectos, por exemplo, PhotoAdapter é entrecortada pelo
DIPhoto. DIPhoto e DIMusic especificam os pontos de corte abstratos de AAPhoto e AA-
Music, respectivamente. Esses pontos de corte entrecortam os serviços dos adaptadores,
por exemplo, DIPhoto especifica como ponto de corte os serviços de PhotoAdapter.
A variabilidade do modelo COSMOS*-VP é resolvida em tempo de compilação. Então,
caso seja necessário remover a funcionalidade provida pelo componente PhotoMgr, basta
não compilar a o aspecto DIPhoto. Analogamente, para remover a funcionalidade de
MusicMgr, basta remover DIMusic da compilação.
A Figura 2.12 mostra a implementação do Conector-VP mediando a conexão entre
uma interface transversal requerida, e duas outras interfaces providas: uma base e e outra
transversal. Os elementos são similares aos da Figura 2.11, a diferença é que DIMusic não
estende um aspecto abstrato (como DIPhoto faz com AAPhoto). DIMusic entrecorta a
interface provida de MusicMgr (IMusicMgt).
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Figura 2.11: Conector-VP e as ligações transversais. a) visão arquitetural do
Conector-VP. b) projeto detalhado do Conector-VP. Adaptado de Tizzei [49]
Outra possível ligação do Conector-VP é com interface base requerida com interfaces
transversais providas. A Figura 2.13 mostra o Conector-VP mediando a ligação entre a
interface base requerida de MediaMgr e as interfaces transversais providas de PhotoMgr
e MusicMgr. A principal diferença em relação a Figura 2.11, é que RIMedia é uma classe
normal que implementa os serviços da interface IMediaMgt. ComponentFactory instancia
Manager, que instancia RIMedia. RIMedia continua utilizando os serviços dos adaptadores
PhotoAdapter e MusicAdapter.
Figura 2.13: Conector-VP ligando uma interface base requerida a uma interface base
provida. a) visão arquitetural da ligação. b) projeto detalhado. Adaptado de Tizzei [49].
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Figura 2.12: Conector-VP ligando uma interface transversal requerida a uma interface
base provida. a) visão arquitetural da ligação. b) projeto detalhado. Adaptado de
Tizzei [49].
Modelo de Implementação
O COSMOS*-VP introduz a variabilidade interna do componente através do uso de aspec-
tos que definem a instanciação ou não de determinados objetos internos ao componente.
O exemplo da Figura 2.14 mostra como o aspecto VariabilityFactory interfere no compor-
tamento do componente PersistenceMgr.
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Figura 2.14: Modelo de Implementação estendido. a) Visão arquitetural do componente
com as interfaces base e transversais. b) Projeto detalhado do componente com
variabilidade interna usando aspectos. Adaptado de Tizzei [49].
O componente possui as interfaces transversais AAPersistence e XPIPesistence e in-
terfaces base IManager, IPersistenceMgt e IPersistenceReq. ComponentFactory instancia
Manager, que instancia PersistenceFacade. PersistenceFacade utiliza os serviços de IPersis-
tenceReq e de ObjectFactory para fornecer os serviços de IPersistenceMgt. ObjectFactory
devolve instâncias de ReadOnly. Quando o aspecto VariabilityFactory está presente, ele en-
trecorta ObjectFactory no momento da criação do objeto ReadOnly e devolve no seu lugar,
um objeto do tipo ReadWriteVP. Como tanto ReadWriteVP e ReadOnly implementam a
mesma interface (IFileSystemMgt), as chamadas originais que PersistenceFacade fazia para
ReadOnly podem ser feitas para ReadWriteVP sem problemas.
Ainda sobre a figura, AAPersistence utiliza ComponentFactory para utilizar os serviços
de PersistenceMgr. XPIPersistence expõe os serviços de PesistenceFacade, mas poderia
entrecortar outras chamadas internas dependendo da necessidade do arquiteto.
2.7 Resumo dos Fundamentos Teóricos
Este capítulo apresentou os principais fundamentos necessários para o entendimento da
abordagem com aspectos e componentes em Android. Linhas de produtos de software
constituem uma técnica de reúso em larga escala que permite a criação de diversos pro-
dutos similares a partir de um conjunto de ativos centrais. Uma técnica para capturar
as similaridades e diferenças entre os produtos é o uso do modelo de características, que
nada mais é do que uma representação gráfica da possível seleção das características de
uma família de sistemas, juntamente com uma especificação das restrições de combinação
dessas características, ou seja, como as características podem ser combinadas/seleciona-
CAPÍTULO 2. FUNDAMENTOS TEÓRICOS 39
das. Uma das técnicas que apóia o desenvolvimento de linhas de produtos de software é
o desenvolvimento baseado em componentes que foi explorado nos meados dos anos dois
mil e cujo processo expoente destaca-se o UML Components. O UML Components usa
a ideia de sucessivos refinamentos de conceitos que culminam na especificação de inter-
faces implementáveis (ou seja, assinatura de métodos). Este conceito de refinamento de
interfaces foi inspirador para a técnica de modelagem de arquitetura (AO-FArM - Seção
2.6.2). Outra técnica que apóia o desenvolvimento de linhas de produtos é o uso de as-
pectos, que promove a separação de interesses transversais. Interesses no contexto desta
dissertação são tratados como características. A abordagem de Tizzei [49] trata da cons-
trução de LPSs usando componentes e aspectos usando os métodos: Análise-OA (Seção
2.6.1), AO-FArM (Seção 2.6.2) e COSMOS*-VP (Seção 2.6.3). A Análise-OA identifica
os interesses transversais e propõe uma visão de características complementar ao modelo
de características. Basedo na visão e no modelo de características o método AO-FArM
faz o mapeamento de características para elementos da arquitetura, que é implementada
utilizando o modelo de componentes COSMOS*-VP. Esse modelo de componentes utiliza
o conceito de Aspectos Abstratos e de XPI(Crosscutting Interfaces). Aspectos Abstratos
são análogos a classes abstratas e possuem um comportamento definido, mas não os locais
onde este comportamento terá ação. XPI faz o papel de interfaces transversais (análogas
a interfaces de componentes tradicionais, mas usando aspectos), definindo os lugares que
uma possível ação de aspectos terá efeito.
Capítulo 3
Solução Proposta: AO-CBD-LPS
Neste capítulo serão apresentados os métodos, modelos e diretrizes utilizados na abor-
dagem de desenvolvimento de Linhas de Produtos em Android (AO-CBD-LPS). Inici-
almente, para a aplicação da abordagem, a Seção 3.1 descreve como deve ser feita a
integração de aspectos na plataforma Android. Em seguida, na Seção 3.2, a aborda-
gem adiciona um passo opcional dependendo da existência ou não de produtos legados à
abordagem original de Tizzei (Seção 2.6). Caso existam produtos legados, uma fase de
reengenharia é realizada para entender as aplicações, gerar casos de teste e possivelmente
aproveitar código na implementação. As demais fases: Análise Orientada a Aspectos [51],
AO-FArM [51] e COSMOS*-VP [10] são as mesmas descritas por Tizzei (Seção 2.6). A
Figura 3.1 mostra visão geral da solução proposta, como cada atividade se encaixa para
compor a abordagem final e quais são os principais artefatos envolvidos.
Figura 3.1: Visão geral da abordagem utilizada.
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3.1 A integração de Aspectos no Android
A plataforma android não apoia oficialmente o uso de aspectos, então, para utilizá-los,
é necessário modificar o mecanismo de construção1 das aplicações nesta plataforma. A
construção padrão das aplicações é ilustrado na Figura 3.2 e funciona da seguinte forma:
primeiro, as classes java do android são transformadas em bytecodes e em seguida estes
bytecodes são transformados em arquivos .dex 2, que são os arquivos inteligíveis pela má-
quina virtual do Android chamada de Dalvik3, e por fim, os arquivos .dex e bibliotecas
específicas são comprimidos em um pacote chamado de apk4, que é um arquivo de com-
pressão análogo aos arquivos no formato zip [8]. Essa máquina virtual é otimizada para
funcionar em dispositivos com recursos limitados. Para aumentar a segurança da plata-
forma, cada aplicação funciona em um processo e cada aplicação têm uma instância da
máquina virtual [12]. Desse modo, várias instâncias da máquina virtual Dalvik funcionam
em um determinado dispositivo. Para mais detalhes sobre o funcionamento da máquina
virtual e da estratégia adotada para permitir a inicialização rápida de várias máquinas
virtuais, referenciamos o trabalho de Ehringer [12].
Figura 3.2: Fluxo de construção de uma aplicação no Android. Figura baseada em [8].
Existem duas maneiras de integrar o compilador de AspectJ na plataforma Android.
A primeira é através de scripts de linha de comando, e a segunda é modificando o projeto
da IDE Eclipse que tenha o plugin AJDT 5 instalado. Em ambas maneiras, é necessário
incluir a biblioteca de execução de aspectos, caso contrário ocorrerá uma exceção na
abertura da aplicação. Esta inclusão deve ser feita adicionando o arquivo jar chamado
1do inglês build
2do inglês Dalvik EXecutable
3do inglês Dalvik Virtual Machine
4apk - android application package
5AJDT - AspectJ Development Tools
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aspectjrt.jar na pasta libs do projeto da aplicação. Este arquivo pode ser encontrado
na página do projeto do AspectJ6.
Essas formas de integrar aspectos trouxeram uma limitação que é a de não poder
transformar exceções verificadas pelo compilador em não verificadas, mecanismo conhe-
cido como softening exception. No entanto, mecanismos avançados de controle de fluxo
como cflow funcionaram normalmente, ao contrário do que foi relatado na plataforma
J2ME [49].
Para que cada aplicação fosse construída utilizando linha de comando, foi necessário
criar um arquivo build.xml através do comando android update project, em seguida,
criar o arquivo custom_rules.xml. Este arquivo permite que algumas instruções sejam so-
brescritas para compilação, como por exemplo, o que deve ser feito antes da compilação,
ou depois da compilação. Instruções de pós-compilação foram inseridas para permitir a
inserção de aspectos no Android de forma que os recursos criados pelo processo de com-
pilação normal como strings, layouts e ícones não fossem destruídos neste novo processo.
Este novo processo de construção das aplicações com aspectos é ilustrado na Figura
3.3 e funciona da seguinte forma: primeiro as classes são transformadas em bytecodes, em
seguida, o resultado é transformado em novos bytecodes mas com o código dos aspectos
inseridos, utilizando o compilador de aspectj. Esta operação de fusão dos aspectos com
as classes é chamado de combinação7 (para mais detalhes veja Seção 2.4). Após a com-
binação, os bytecodes são transformados em arquivos .dex e empacotados em um arquivo
.apk.
Na Listagem 3.1, um trecho do arquivo custom_rules.xml é ilustrado. Note que o
trecho principal é a diretiva de pós-compilação -post-compile na linha 9. Essa diretiva
recebe como parâmetro uma lista de arquivos java (.java) e aspectos (.aj) que devem ser
combinados, como ilustrado na linha 15. Essa lista de arquivos pode ser criada dinami-
camente com uma busca simples recursiva no diretório principal do projeto do aplicativo.
Figura 3.3: Fluxo de construção alterado de uma aplicação com aspectos no Android
6https://eclipse.org/aspectj/
7do inglês weaving
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1 <taskde f r e s ou r c e="org / a sp e c t j / t o o l s /ant/ t a skde f s / a spec t jTaskde f s .
p r op e r t i e s ">
2 <c l a s spa th>
3 <pathelement l o c a t i o n="${ a sp e c t j . home}/ l i b / a s p e c t j t o o l s . j a r " /
>
4 </ c l a s spa th>
5 </ ta skde f>
6
7 <property name="aop . output" value="bin /aop" />
8
9 <ta rg e t name="−post−compi le ">
10 < i f cond i t i on="${aop . enabled }">
11 <then>
12 <echo message="Using aspectJ compi ler to weave a spec t s i n to .
c l a s s f i l e s . . . " />
13 <i a j c des tDir="${aop . output}" Xl intwarnings=" true " showWeaveInfo
=" true " t a r g e t=" 1 .5 " source=" 1 .5 ">
14 <a r g f i l e s>
15 <pathelement l o c a t i o n=" con f i g . l s t " />
16 </ a r g f i l e s>
17 <inpath>
18 <pathelement l o c a t i o n="${ out . c l a s s e s . abso lu t e . d i r }" />
19 </ inpath>
20 <c l a s spa th>
21 <pathelement l o c a t i o n="${ a sp e c t j . home}/ l i b / a s p e c t j r t . j a r " />
22 <!−− <path r e f i d="android . t a r g e t . c l a s spa th " /> −−>
23 <path r e f i d=" p r o j e c t . t a r g e t . c l a s s . path" />
24 </ c l a s spa th>
25 </ i a j c>
26
27 <move f i l e="${ out . c l a s s e s . abso lu t e . d i r }" t od i r="${ out . d i r }/
c l a s s e s . o ld " />
28 <!−− remember to r ep l a c e your package i n i t i a l , e . g . com −−>
29 <move f i l e="${aop . output }/br" t od i r="${ out . c l a s s e s . abso lu t e . d i r }
" />
30 <de l e t e d i r="${aop . output}" />
31 </then>
32 </ i f>
33 </ ta rg e t>
Listing 3.1: Trecho do arquivo custom_rules.xml
É possível também integrar o uso de AspectJ diretamente no projeto da IDE Eclipse.
Antes de tudo, é preciso instalar o plugin de AspectJ no Eclipse. Depois, é necessá-
rio modificar o arquivo .project para que o Eclipse entenda o projeto como sendo para
desenvolvimento em Android e para AspectJ. Observando a Listagem de código 3.2, a
modificação é feita através da inserção da seção buildCommand com ajbuilder na linha 8 e
da modificação do tipo de projeto na linha 31. Essa integração com o Eclipse é boa, mas
ainda possui alguns inconvenientes, como por exemplo, uma vez que o ambiente é esva-
ziado através do botão clean, é necessário recompilar o projeto duas vezes. A principal
vantagem desta integração é conseguir visualizar com facilidade, através de marcadores,
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se uma determinada função é entrecortada por algum aspecto como é mostrado na Figura
3.4, ou ainda, dado um determinado aspecto, quantos e quais lugares são entrecortados
(como ilustrado na Figura 3.5).
1 <?xml ve r s i on=" 1 .0 " encoding="UTF−8"?>
2 <pro j e c tDe s c r i p t i on>
3 <name>MMCosmosVP_loggersample</name>
4 <comment></comment>
5 <p r o j e c t s>
6 </ p r o j e c t s>
7 <bui ldSpec>
8 <buildCommand>

























30 <nature>com . android . ide . e c l i p s e . adt . AndroidNature<
/nature>
31 <nature>org . e c l i p s e . a jd t . u i . a jnature</nature>
32 <nature>org . e c l i p s e . j d t . core . javanature</nature>
33 </ natures>
34 </ p ro j e c tDe s c r i p t i on>
Listing 3.2: Exemplo de arquivo .project do Eclipse modificado para
funcionar com AspectJ
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Figura 3.4: Marcador do ajdt no eclipse dentro do código.
Figura 3.5: Visão transversal do ajdt no eclipse.
Um exemplo funcional dessa integração, tanto em linha de comando como utilizando o
eclipse, é a linha de jogos de xadrez disponibilizada8. Neste repositório é possível encontrar
todos os artefatos necessários para construção de uma aplicação utilizando AspectJ. É
importante observar a versão do eclipse com a versão do plugin do AJDT. Até o momento
da escrita desta dissertação, a última versão do eclipse (4.5 - MARS) pode ser utilizada
tranquilamente com o AJDT 2.2.3.
O Google desenvolveu uma versão mais rápida da máquina virtual Dalvik chamada
de Android Run-Time (ART) e disponibilizou experimentalmente na versão 4.4 Kitkat do
Android [9]. Essa nova máquina virtual usa uma técnica chamada de compilação Ahead of
Time (AOT), na qual durante a instalação da aplicação, esta é transformada em código de
máquina nativa. Esta técnica é diferente da utilizada pela máquina Dalvik, uma vez que
esta faz a compilação Just-In-Time (JIT), ou seja, em tempo de execução das aplicações.
Por enquanto, a execução das aplicações nesta nova máquina virtual é transparente para
o desenvolvedor de aplicações e não afeta o mecanismo de construção das aplicações com
aspectos ilustrada anteriormente na Figura 3.3.
3.2 A Reengenharia das Aplicações Legadas
A Figura 3.6 ilustra as atividades do processo de reengenharia das aplicações. Esta fase
tem como objetivo entender as aplicações legadas por meio da construção de casos de uso
baseado na utilização das aplicações e da recuperação da arquitetura a partir do código.
Na primeira atividade, baseado no uso das aplicações, os casos de uso são gerados. Em
8https://bitbucket.org/gustavowaku/chess-spl
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seguida, na segunda atividade, a arquitetura da aplicação é recuperada baseada no código
legado existente. E finalmente, na terceira atividade, baseado nos casos de uso, casos de
teste são gerados. Os casos de teste podem ser aplicados ao final da construção da LPS e
tem como objetivo identificar possíveis defeitos no produto final e determinar se o produto
sofreu (ou não) regressão em suas funcionalidades.
Figura 3.6: Atividades da Reengenharia.
3.3 Construção do Modelo de Características
Segundo Kang et al. [28], a construção do modelo de características (ver Seção 2.2) pode
ser realizada utilizando os seguintes passos: (1) coleta de fonte de documentos, (2) iden-
tificação das características, (3) agrupamento e criação do modelo de características, (4)
classificação das características e (5) validação do modelo.
Figura 3.7: Atividades da construção do modelo de características. Kang et al. [28].
Em (1), todos os recursos são consultados, incluindo manuais, aplicações existentes
e especialistas no assunto. Documentos de projetos similares também podem servir de
fonte. Em (2), as características são identificadas. Em (3), os conflitos de nome são resol-
vidos e as características são agrupadas hierarquicamente em forma de relacionamentos
consiste-de, por exemplo, na Figura 3.8, a característica Inteligência consiste-de outras
características como Abandono e Restauração de jogada. Em (4), as características são
classificadas de acordo com tipos de ativação: compile-time, run-time ou load-time. No
modelo apresentado na Figura 3.8 todas as características são do tipo de ativação por
compilação. Em (5), especialistas e usuários devem validar o modelo. Existem ferra-
mentas que podem ajudar a verificar a validade do modelo, como por exemplo: Feature
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Modeling Tool de Fernandez et al. [16] e a Feature IDE [48] . A ferramenta de Fernandez
permite validação de características que nunca são selecionadas por nenhum produto, as
chamadas características mortas9. Também existe a validação de regras de construção.
As demais fases da abordagem são descritas na Seção 2.6 e incluem: uma análise
para identificação de características transversais (a Análise Orientada a Aspectos [51]),
o método para mapeamento de características para componentes (AO-FArM [51]) e o
modelo de implementação de componentes COSMOS*-VP [10].
Figura 3.8: Modelo parcial de características da linha de produtos de xadrez
3.4 Trabalhos Relacionados
Os trabalhos relacionados com esta dissertação estão separados em duas frentes: Linhas de
Produtos em Plataformas Móveis e o uso de Aspectos em Android e, até o conhecimento
dos autores, foram encontrados poucos trabalhos relacionados.
3.4.1 Linhas de Produtos de Software em Plataformas Móveis
Figueiredo et al. [17] apresentam um estudo comparativo sobre variabilidade de uma linha
de produtos denominada MobileMedia usando a plataforma J2ME. Para isso, a partir de
uma mesma especificação foram implementadas duas linhas de produtos em diferentes
paradigmas: uma orientada a objetos e outra orientada a aspectos. Em seguida, diversas
métricas foram extraídas para avaliar o impacto de cada mudança, a coesão, o acoplamento
e o tamanho do programa. Os autores concluíram que linhas de produto orientadas a
aspectos tendem a ser mais estáveis quando implementam características opcionais ou
alternativas.
Tizzei et al. [50] mostram uma extensão do trabalho de Figueiredo et al. [17] com
a adição da análise de linhas de produtos componentizadas e híbridas (com aspectos e
9do inglês dead feature
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componentes). Foi analisada uma mesma linha de produtos implementada nos paradig-
mas: orientado a objetos, orientado a aspectos, componentizado e com componentes e
aspectos. Esta análise considerou métricas de atributos de evolução [3] que mensuram
coesão, acoplamento e impacto de mudança. Essa combinação de componentes e aspectos
produziu uma linha de produtos mais fácil de modificar, mais coesa e menos acoplada.
Alves et al. [2] mostram um método para a aplicação da abordagem extrativa e in-
cremental [31] na evolução de jogos em dispositivos móveis em linhas de produtos. Os
autores construíram uma linha de produtos em J2ME para se adaptar às diferentes parti-
cularidades (tamanho de tela, funções oferecidas e APIs10 específicas) que cada dispositivo
móvel oferece. Foram refatorados três jogos, produzindo uma linha de produtos que utiliza
aspectos para obter configurações específicas e isolar funcionalidades.
Até o conhecimento dos autores, não foram encontrados na literatura trabalhos que
abordam LPSs na plataforma Android.
3.4.2 Aspectos em Android
A plataforma Android não apoia oficialmente o uso de aspectos, por isso, é preciso per-
sonalizar o ambiente para anexar diretivas de compilação para que aspectos sejam intro-
duzidos (ver Anexo 3.1). Neste caso, como a linguagem de programação do Android é
Java, AspectJ foi introduzido no ambiente. A seguir, são listados alguns trabalhos que já
utilizaram aspectos nesta plataforma.
Falcone e Currea [15] utilizam aspectos em Android com o objetivo de realizar a
combinação (ver Seção 2.4) de uma aplicação, disponibilizada comercialmente (.apk), e
um aspecto (.aj). Esta combinação pode ser feita em um servidor remoto ou localmente,
utilizando o próprio dispositivo móvel. A vantagem desta técnica é a possibilidade de
utilizar aplicações que são disponibilizadas em formato .apk sem a necessidade de conhecer
o código fonte. A principal desvantagem é a necessidade de conhecer as assinaturas das
interfaces APIs utilizadas pela aplicação para realizar a interceptação dos métodos. Os
autores mostram um exemplo de uso da solução realizando a combinação de uma aplicação
com um aspecto que intercepta propagandas; ao final, uma aplicação sem propagandas é
gerada.
Chen et al. [5] mostram uma plataforma que utiliza aspectos em Android para delegar
execução remota de trechos de aplicações em nuvens. O funcionamento pode ser dividido
em três fases: Análise11, Compilação12 e Registro13. Na fase de análise, são identificados
os trechos que serão delegados; na fase de compilação, baseado nos trechos selecionados,
são verificadas as dependências e é feita uma transformação do código para AspectJ.
Depois disso, a aplicação original juntamente com o código em AspectJ são compilados e
o resultado é um .jar (que contém os mapeamentos para o servidor) e um .apk (que contém
a aplicação modificada com os pontos que serão delegados para o servidor). Na fase de
registro, o arquivo .jar é carregado na nuvem. Os autores também fizeram um estudo
de desempenho sobre AspectJ em Android e concluíram que a interferência de aspectos
10Application Programming Interface
11do inglês Profiling Stage
12do inglês Build Stage
13do inglês Register Stage
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nesta plataforma é insignificante. Uma limitação deste estudo é que a computação que
pode ser delegada para a nuvem compreende apenas funções puras que não dependem do
estado interno de variáveis globais ou de objetos complexos.
Lettner e Holzmann [36] mostram um framework para medir a usabilidade de aplica-
ções móveis utilizando aspectos em Android. A ideia é fazer interceptação em determi-
nados pontos nos quais as telas são criadas e coletar métricas para analisar quais telas
são mais acessadas. Além disso, os autores executam o framework em uma aplicação real
e fazem medidas de consumo de memória estática e dinâmica (heap), ilustrando que sua
técnica possui impacto muito baixo de memória quando aplicada.
Os trabalhos descritos utilizam aspectos para objetivos diferentes, mas nenhum deles
utiliza aspectos para tratar da questão da modularização dos pontos de variação de LPSs,
nem para a construção de uma LPS baseada em componentes e aspectos. Além disso,
também não apresentam uma forma de introduzir de maneira sistemática a execução de
aspectos na plataforma Android.
3.5 Resumo do Capítulo
Este capítulo apresentou os métodos utilizados na composição da abordagem AO-CBD-
LPS. Todos eles fazem parte da engenharia de domínio, ou seja, procuram modelar, ma-
pear e implementar os elementos reusáveis que serão utilizados na derivação de produtos.
Para aplicação da abordagem, uma descrição detalhada de como integrar aspectos na
plataforma Android é apresentada. Em seguida, a abordagem começa com a aplicação da
reengenharia, dependendo da existência de aplicações legadas. Depois, o modelo de ca-
racterísticas é criado. Esse modelo será utilizado como entrada para a Análise Orientada
a Aspectos, cujo objetivo é identificar os interesses transversais. Um vez identificados,
eles são mapeados em uma visão complementar ao modelo de características, a visão
de características. Essa visão de características juntamente com o modelo de caracterís-
ticas auxiliarão na criação da arquitetura da linha de produtos no método AO-FArM,
que simplesmente faz o mapeamento das características para os componentes da arquite-
tura. Finalmente, os componentes são implementados utilizando o modelo de componentes
COSMOS*-VP. Na literatura, até o conhecimento dos autores, existem poucos trabalhos
que envolvem os tópicos ‘LPS em plataformas móveis’ e ‘Aspectos em Android’, e nenhum
deles explora uma abordagem de LPS com componentes e aspectos na plataforma An-
droid. A abordagem desta dissertação foi aplicada em dois estudos de caso reais, descritos
nas Seções 4 e 5.
Capítulo 4
Estudo de Caso 1: Jogos de Xadrez
Este estudo tem como meta verificar como é o comportamento de uma linha de produtos
com aspectos e componentes na plataforma Android, sob o ponto de vista de memória
dinâmica e do impacto em desempenho em relação a outras técnicas tradicionais como
componentes e orientação a objetos. Memória e desempenho são dois fatores importantes
em dispositivos móveis em geral e existem poucos estudos na plataforma Android envol-
vendo componentização e aspectos. Para realizar este estudo, três aplicações de xadrez
muito similares e com código aberto foram refatoradas e a partir de cada uma dessas
aplicações legadas, uma Linha de Produtos de Software foi obtida, e a partir desta linha,
aplicações idênticas às originais foram obtidas. Em seguida, as aplicações obtidas com
cada uma das técnicas foi comparada.
A Figura 4.1 ilustra o processo de obtenção da linha através da aplicação de técnicas
como a Reengenharia, a Análise-OA, o AO-FArM e o COSMOS*-VP. A escolha do domínio
de xadrez foi em razão da maior disponibilidade de aplicações com código aberto neste
domínio. A quantidade de aplicações (três) foi baseada na estimativa de Van der Linden et
al. [53], na qual o custo de desenvolvimento inicial é amortizado a partir dessa quantidade
de aplicações.
Figura 4.1: Refatoração das aplicações
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4.1 Objetivos
Os objetivos deste estudo incluem:
1. Analisar a abordagem quanto ao consumo de memória dinâmica (heap);
2. Analisar o impacto em desempenho.
O estudo foi conduzido seguindo o modelo de análise GQM (Goal-Question-Metric),
ilustrado na Figura 4.2, na qual ocorre a enumeração de cada objetivo com uma questão
e para cada questão, quais são as métricas (indicadores) que auxiliarão na avaliação dos
resultados.
Figura 4.2: GQM associado ao estudo
A pergunta associada ao objetivo 1 é a seguinte: Qual é o impacto da abordagem em
relação ao consumo de memória dinâmica em relação aos produtos legados?
A pergunta associada ao objetivo 2 é a seguinte: Qual é o impacto em desempenho
que a abordagem com aspectos e componentes trouxe? qual o impacto isolado no uso de
componentes? qual o impacto isolado no uso de aspectos?
4.2 Preparação
Para realizar esse estudo, o objeto de estudo escolhido foram aplicações open source de
um determinado domínio. Foram encontradas três aplicações do domínio de xadrez: Cuc-
kooChess [60], PocketChess [29] e HonzaChess [39]. Cada uma dessas aplicações foi de-
senvolvida por grupos diferentes, mas oferecem uma oportunidade de reúso de grandes
partes, uma vez que o domínio é bem definido.
Uma vez escolhido o objeto de estudo, uma aplicação de referência deve ser escolhida.
Essa aplicação de referência servirá como base de comparação com outras aplicações
derivadas. É dessa aplicação referência que serão extraídos fragmentos de código para
reúso na linha de produtos.
Para entender o consumo de memória, as medidas devem levar em consideração o
tamanho do heap e a definição de cenários. Esses cenários devem deixar a aplicação
em um mesmo estado para possibilitar comparação futura. Na plataforma Android, o
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valor inicial de cada heap varia de acordo com a configuração do telefone e aumenta de
acordo com as necessidades da aplicação. Por isso, as medidas de heap foram medidas
em telefones com configurações diferentes para minimizar a influência de configurações
específicas. Foram escolhidos os seguintes telefones: LG Nexus 4 (2GB RAM, Quad-core
1.5GHz), Motorola RAZR XT910 (1GB RAM, Dual-core 1.2GHz) e Samsung Core 2
(768MB RAM, Quad-core 1.2GHz). A ferramenta DDMS (Dalvik Debug Monitor Server)
foi utilizada para instrumentação e extração das medidas de heap.
Para entender o desempenho, primeiro é necessário a definição dos cenários. Os cená-
rios necessariamente devem exercitar o uso de aspectos. Tanto as medidas de consumo de
memória quanto de desempenho serão medidas cinco vezes, com a exclusão dos melhores
e piores valores e, em seguida, a média é calculada usando os valores remanescentes.
4.3 Execução
O primeiro passo no estudo é a engenharia reversa dos jogos apresentados. Para isso, é
necessário estudar as aplicações, principalmente, através de casos de uso criados a partir
das aplicações e da recuperação da arquitetura de cada uma delas. Os casos de uso também
serão úteis para derivar os testes cujo objetivo é tentar garantir que o comportamento
legado foi preservado nas novas aplicações. Para auxiliar na recuperação da arquitetura,
a ferramenta Astah1 foi utilizada. Em seguida, o modelo de características é criado e
servirá de base tanto para a criação da linha de produtos com componentes e aspectos
quanto para a linha com componentes pura. Para a criação da linha de produtos com
componentes e aspectos, a Análise-OA, o método AO-FArM e o modelo COSMOS*-VP
são aplicados. Para a criação da Linha de Produtos somente com componentes nenhum
método em específico foi utilizado, mas a principal diferença em relação à Linha com
Componentes e Aspectos é a não modularização das características transversais.
4.3.1 A Reengenharia das Aplicações Legadas
Esta seção mostra a execução da reengenharia das aplicações legadas (detalhada na Seção
3.2), os casos de uso gerados, a recuperação da arquitetura e os testes gerados.
4.3.2 Casos de Uso e Arquitetura do PocketChess
O PocketChess é uma aplicação de xadrez bastante simples, na qual o jogador só consegue
jogar com as peças brancas e as peças do tabuleiro são controladas através do “arraste”
de peças. Caso o jogador realize um movimento ilegal, um aviso na tela é mostrado.
Existe também uma mensagem na tela indicadora de quem é a jogada atual. As regras
de draw, checkmate e check também são implementadas. Quando um peão atinge o fim
do tabuleiro do oponente, uma tela com opções de promoção é mostrada ao jogador,
permitindo a “promoção” do peão para rainha, torre, bispo ou cavalo. A Figura 4.3 (à
esquerda) ilustra o jogador arrastando um peão, e à direita um exemplo de aviso de jogada
ilegal.
1http://astah.net/
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Figura 4.3: Telas do jogo PocketChess
Do ponto de vista de casos de uso, só foram identificados três casos de uso: “Iniciar
Novo Jogo”, “Fazer Jogada” e “Computar Jogada” (ilustrados na Figura 4.4). Esses casos
de uso foram utilizados como base para gerar os testes para validar a aplicação. A ideia
central para gerar esses testes foi baseada na estratégia de cobrir pelo menos uma vez os
caminhos propostos pela descrição dos casos de uso. No total, foram gerados apenas seis
casos de teste.
Figura 4.4: Casos de uso do PocketChess
A aplicação está disponível abertamente2 e possui uma arquitetura relativamente sim-
ples seguindo um estilo similar ao MVC (Model-View-Controller) [46]. A Figura 4.5
ilustra a arquitetura do jogo PocketChess. O tabuleiro com peças móveis é implementado
por BoardView, o ChessEngine é uma interface que representa os serviços que o jogo de
xadrez deve oferecer, como por exemplo, “fazer jogada”, “verificar se o jogo está em draw”,
ou ainda, “computar jogada”. Esta interface é implementada por diversas classes como
SimpleChessEngine, KobiChessEngine e RandomEngine. Cada uma delas possui uma
forma diferente de oferecer o serviço de “computar jogada”, oferencendo mais, ou menos
dificuldade ao jogador. A MainActivity é responsável por iniciar os elementos necessários
2https://code.google.com/p/pocket-chess-for-android/
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para desenhar o tabuleiro, controlar os eventos de tela, e funciona como ponto de entrada
da aplicação. Para tratamento excepcional, a aplicação utiliza uma classe para represen-
tar movimentos ilegais denominada IllegalMoveException. Existem outros elementos que
não foram desenhados, mas cada uma das classes que implementam ChessEngine utilizam
serviços de outras classes.
Figura 4.5: Arquitetura simplificada do PocketChess
4.3.3 Casos de Uso e Arquitetura do HonzaChess
O jogo xadrez HonzaChess ilustrado na Figura 4.6 é um pouco mais elaborado que o
PocketChess. Ele implementa quase todas as funcionalidades do PocketChess, mas possui
uma diferença crucial na jogabilidade: o modo como as peças são movimentadas é baseado
em marcação, ou seja, o jogador deve selecionar a peça e depois escolher o destino dela.
Com esse esquema de marcação, a aplicação não permite que o jogador efetue uma jogada
ilegal, em vez de permitir a jogada, e em seguida, mostrar uma mensagem ao jogador.
Esta aplicação permite ainda: salvar o jogo em um formato padrão chamado de PGN
(Portable Game Notation), jogar com as peças pretas ou brancas, jogar com outro jogador
humano, desfazer jogadas, refazer jogadas, configurar o tempo máximo para realizar uma
jogada, configurar o idioma e inverter 180 graus a posição do tabuleiro (flip board). Além
disso, independente da vez dos jogadores, é possível pedir à aplicação fazer a jogada
atual, tornando o jogador o oposto do que escolheu inicialmente, por exemplo, o jogador
inicialmente escolhe jogar com as peças brancas e seleciona esta opção, a aplicação fará
a jogada com as peças brancas e o jogador passará a jogar com as peças pretas. Essa é a
funcionalidade mais complexa, e foi capturada no caso de uso “Continuar Jogada"(Figura
4.7).
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Figura 4.6: Telas do jogo HonzaChess
Em relação aos casos de uso, foram identificados onze cenários ilustrados na Figura
4.7, que geraram quinze testes no total.
Figura 4.7: Casos de uso do HonzaChess
A arquitetura do HonzaChess é ilustrado na Figura 4.8, na qual BoardControl re-
presenta o tabuleiro de marcação, AktivitaSachovnice representa o ponto de entrada da
aplicação, juntamente com estruturas de controle de tela. Tanto BoardControl quanto
AktivitaSachovnice utilizam ícones e outros recursos armazenados no pacote Resources.
AktivitaSachovnice utiliza ainda o pacote Mysleni, que contém as estruturas utilizadas
para fazer o cálculo das jogadas) e Pravidla, que possui as regras do jogo. O principal
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empecilho para entendimento desta aplicação em nível de código é que algumas funções
estão em tcheco, dificultando bastante o entendimento de funções.
Figura 4.8: Arquitetura simplificada do HonzaChess
4.3.4 Casos de Uso e Arquitetura do CuckooChess
O CuckooChess é tão elaborado quanto o HonzaChess, também possui um tabuleiro de
marcação e as jogadas ilegais são mostradas na forma de aviso (como ilustrado na última
tela da Figura 4.9). Além de implementar as jogadas e promoções, essa aplicação também
permite: configurar o tempo de jogada, configurar a exibição de computador pensando,
configurar o tamanho de mensagem na tela, inverter a posição do tabuleiro 180 graus,
jogar com brancas ou pretas, desfazer jogada e refazer jogada. Existe uma diferença sutil
do “desfazer jogada"dessa aplicação e a do HonzaChess. No HonzaChess as jogadas são
revertidas individualmente, e no CuckooChess as jogadas são revertidas aos pares, ou seja,
ao reverter uma jogada ocorre a reversão da jogada do usuário e do computador. Uma
situação análoga ocorre com o “refazer jogada".
Figura 4.9: Telas do jogo CuckooChess
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Do ponto de vista dos casos de uso (Figura 4.10, foram mapeados dez casos de uso,
que derivaram dezesseis casos de teste.
Figura 4.10: Casos de uso do CuckooChess
A arquitetura do CuckooChess é apresentada na Figura 4.11. Ela possui um tabu-
leiro, representado por ChessBoard, uma classe que é o ponto de entrada e controlador
de eventos de tela denominada CuckooChess, um controlador que regula as principais
funcionalidades do jogo ChessController, uma interface GUIInterface que representa os
serviços que são utilizados pelo ChessController, e um conjunto de classes auxiliares do
controlador como por exemplo HumanPlayer, ComputerPlayer e Game. Naturalmente o
controlador também utiliza uma série de outras classes auxiliares não representadas no
modelo, como por exemplo, Position que representa o estado atual do tabuleiro, Move
que representa uma jogada individual, MoveGen que gera as jogadas possíveis para uma
determinada peça, dentre outras.
Do ponto de vista do desenvolvedor, o CuckooChess possui um código mais estruturado
e oferece mais funcionalidades do que o HonzaChess e PocketChess, como por exemplo,
jogadas baseadas em livro de jogadas e um formatador nos formatos PGN (Portable
Game Notation) e FEN (Forsyth–Edwards Notation). Além disso, existe a separação do
controlador em um projeto isolado.
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Figura 4.11: Arquitetura simplificada do CuckooChess
4.3.5 Construção do Modelo de Características
O método proposto por Kang et al. [28] (descrito na Seção 3.3) foi utilizado para gerar o
modelo de características da Figura 4.12.
Figura 4.12: Modelo de características da linha de produtos de xadrez
A partir desse modelo de características, é possível derivar cada uma das aplicações
de xadrez, PocketChess, HonzaChess e CuckooChess. Este modelo de características foi
validado utilizando a ferramenta chamada Feature Modeling Tool [7], que realiza verifi-
cações de consistência e redundância [13]. Em seguida, a Análise-OA deve ser aplicada
para identificar os interesses transversais.
De forma complementar, uma tabela com as características de cada produto tam-
bém pode ser gerada. A Tabela 4.1 ilustra os produtos e suas principais características
envolvidas. É uma forma complementar ao modelo de características.
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Tabela 4.1: Tabela com as características de cada um dos jogos.
Seleção das características por jogo.
Características PocketChess HonzaChess CuckooChess
Peças x x x
Tabuleiro com arraste x
Tabuleiro com marcação x x
Inversão de Peças x x
Visualização de Computador Pensando x
Configuração do Tamanho da mensagem x
Internacionalização (i18n) x
Carga de Idioma x
Cálculo de jogada simples x x x
Cálculo de jogada baseado no livro de jogadas x
Livro de Jogadas x
Configuração do Tempo de jogada x x
Abandono de Jogada x x
Restauração de Jogada x x
Efetivação de Jogada x x x
Verificação de Regras(draw, check, mate, prom.) x x x
Armazenamento de Jogo em Formato PGN x
jogar com brancas x x x
jogar com pretas x x
jogar homem-homem x
4.3.6 Análise-OA Aplicada aos Jogos de Xadrez
A análise leva em conta a identificação de características transversais através da utilização
de matrizes de rastreabilidade e de casos de uso. Nesta etapa, três características trans-
versais foram identificadas: tratamento de exceções, historiador e persistência de dados.
O tratamento de exceções faz o tratamento excepcional (por exemplo, de jogadas inváli-
das). O historiador é responsável por monitorar as jogadas do jogador e do computador
(para possibilitar, por exemplo, a restauração ou abandono de jogadas). A persistência
de dados é responsável por tratar toda a interação com arquivos. Tanto a visão de ca-
racterísticas, ilustrado na Figura 4.13, e o modelo de características da Figura 4.1 serão
utilizados para a criação da arquitetura da linha de jogos.
4.3.7 Mapeamento de Características para Componentes - AO-
FArM
A Figura 4.14 ilustra a primeira atividade do AO-FArM que é a remoção de características
não relacionadas à arquitetura e à resolução de características de qualidade. Nesse passo,
a característica ChessSPL foi removida, juntamente com a característica de Eficiência,
que é composta por: Consumo de Memória e Desempenho. Neste estudo de caso, não
existem requisitos rígidos quanto ao consumo de memória e tempo de execução, exceto
que a execução deve ser feita em até 5 segundos, que é o tempo máximo que o Android
permite que uma aplicação funcione sem prejudicar a experiência do usuário. Caso esse
limite seja alcançado, uma tela avisando que a aplicação não está responsiva será mostrada
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Figura 4.13: Visão de características da linha de produtos de xadrez
e o usuário terá a opção de fechar a aplicação3. Essa restrição deve ser mapeada para
a fase de desenvolvimento e estratégias de desenvolvimento podem ser utilizadas para
alcançar esse requisito, como por exemplo, a migração de determinadas operações para
código nativo. Em particular, neste estudo de caso não foram necessárias abordagens
elaboradas de otimização.
Figura 4.14: Primeiro passo da transformação AO-FArM.
O próximo passo é a adição de requisitos arquiteturais. O exemplo mais comum de
requisito arquitetural que é tratado nessa fase é a adição da característica SSL. Nesse caso
em particular, nenhum requisito arquitetural foi mapeado para características do modelo.
Em seguida, as relações entre as características são exercitadas com o objetivo de
identificar as dependências, e facilitar a identificação das interfaces. Nesta fase, é levado
em consideração tanto o modelo de características quanto a visão de características. As
relações identificadas nesta fase são usa, modifica, contradiz, entrecorta e precede, sendo
estas duas últimas exclusivas da visão de características.
O tipo de relação que uma característica possui em relação à outra vai determinar
a forma de interação dos componentes, por exemplo, a característica Engine usa a User
Interface (Figura 4.15), isso quer dizer que Engine irá usar uma interface provida por
User Interface (Figura 4.16). Outro exemplo é a relação entrecorta da característica
3http://developer.android.com/training/articles/perf-anr.html
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Persistência que entrecorta Livro de jogadas, Formato PGN e Livro de Jogadas. Esta
relação será materializada com o uso integrado de aspectos e componentes, de forma que
se Persistência se materializar em um componente e Livro de Jogadas se materializar em
outro componente, obrigatoriamente, o componente Persistência entrecortará Livro de
Jogadas.
Por último, são verificadas se as relações de hierarquia são de um dos três tipos: espe-
cialização (uma característica especializa outra), agregação (uma característica é parte de
outra) e alternativa (uma característica oferece uma alternativa à outra). Em seguida, as
características são mapeadas para elementos arquiteturais que podem ser componentes,
ou um conjunto de classes. Neste caso em particular, os elementos arquiteturais que são
responsáveis internamente pela UI foram mapeados para um conjunto de classes e os de-
mais foram mapeados para componentes. Em particular, para o Android, tentativas com
o objetivo de componentizar a parte gráfica, complicaram a instanciação de elementos
gráficos. Sendo assim, manter os elementos em classes foi a melhor solução encontrada.
Figura 4.15: Terceiro passo da transformação AO-FArM.
Neste ponto, cabe uma discussão sobre a granularidade dos componentes. Se um
componente tiver uma granularidade muito baixa, a modificabilidade desse componente
fica comprometida. Por outro lado, uma granularidade fina onera o gerenciamento desses
artefatos. O método recomenda que exista um mapeamento de poucas características para
poucos elementos arquiteturais com o objetivo de manter uma melhor rastreabilidade das
características para elementos arquiteturais e a utilização de modelos de componentes
como o COSMOS*-VP [10] e COSMOS* [22] facilitam esse processo. No entanto, a
granularidade ainda é um fator que ainda depende muito da experiência do arquiteto.
A Figura 4.16 ilustra a arquitetura inicial da solução. Os componentes UIMgrs contém
a lógica de cada interface gráfica e é específica para cada jogo. O componente EngineMgr
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(E) é obrigatório e responsável por toda a lógica do jogo, como por exemplo, verificação
de jogadas e cálculo de jogadas. O componente i18nMgr (D) faz a internacionalização
do jogo e é responsável por funcionalidades, como por exemplo, o oferecimento de tex-
tos traduzidos em determinado idioma. O componente LanguageLoaderMgr (F) carrega
arquivos de idiomas adicionais do jogo HonzaChess, como por exemplo, tcheco, catalão
e espanhol. O componente BookMgr (H) é responsável pelo livro de jogadas e fornecer
uma jogada que está no livro de jogadas. O componente FormatMgr (I) é responsável
por formatar o estado atual do jogo e colocar em um determinado formato padrão como
PGN (Portable Game Notation) e FEN (Forsyth–Edwards Notation). O componente His-
toryMgr (J) armazena as jogadas que foram feitas, e é utilizado por exemplo, no momento
de desfazer jogadas e representa a característica transversal Historiador. O componente
PersistenceMgr (G) é responsável pela persistência das aplicações e representa a caracte-
rística transversal de persistência identificada na análise. O componente ExceptionMgr
(K) é responsável pelo tratamento de exceções e também representa uma característica
transversal. Após a arquitetura inicial, as interfaces base e transversais devem ser deno-
minadas e especificadas. Um benefício adquirido da componentização foi a flexibilidade
na composição dos componentes para criação de jogos. Por exemplo, para reconstruir o
jogo CuckooChess, basta selecionar os componentes A, E, H, J, G e K. Selecionando os
componentes B, D, E, F, G, I, J e K, HonzaChess é obtido. Analogamente, usando C, E,
J e K obtêm-se PocketChess.
Figura 4.16: Arquitetura da linha de jogo de xadrez.
Adaptado de Waku et al. [57].
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4.4 Resultados
Para a análise de memória, o cenário mensurado foi a jogada após o primeiro movimento,
uma vez que neste momento todos os objetos necessários para realizar o cálculo de joga-
das devem ser obrigatoriamente inicializados, possibilitando uma comparação justa entre
todas as versões.
A Figura 4.17 mostra o consumo de memória depois do primeiro movimento medido
em três telefones diferentes (LG Nexus 4, Motorola spider XT910 e Samsung Galaxy
Core2Duo). Nesta figura, é possível observar que para o telefone LG Nexus 4 houve um
incremento de memória de CuckooChess-Legacy para CuckooChess-CBD de 0.87MB. Esse
mesmo padrão ocorre no telefone Samsung Galaxy Core2Duo. Para o telefone Motorola
spider XT910, houve um incremento de 0.9MB de CuckooChess-legacy para CuckooChess-
CBD. Já na comparação entre CuckooChess-CBD e CuckooChess-AO-CBD, o incremento
em todos os telefones foi de 0.01MB, ou seja, o impacto do uso de aspectos sobre com-
ponentes é de 0.01MB apenas. O uso de CBD sobre legacy produziu o maior consumo
de memória, neste caso de em média (0.87MB+0.87MB+0.9MB)/3 = 0.88MB e grande
parte desse consumo deve-se à utilização de um modelo específico de componentes cha-
mado COSMOS* [22], que na tentativa de reduzir o acoplamento acaba criando diversos
níveis de indireção e diversas entidades. O consumo de memória da abordagem como um
todo é de em média 0.89MB em relação aos produtos legados, respondendo a pergunta
associada ao objetivo 1 deste estudo.
Figura 4.17: Consumo de memória depois do primeiro movimento.
Extraído de Waku et al. [57].
Para a avaliação de desempenho, os seguintes cenários foram identificados e mensura-
dos:
1. Tempo para executar uma jogada ilegal.
2. Tempo para executar a primeira jogada.
3. Tempo para abertura de livro de jogadas.
Todos os cenários obrigatoriamente utilizam aspectos. O cenário 1 mede o tempo
que a aplicação demora para indicar ao jogador que uma determinada jogada é ilegal. O
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cenário 2 mede o tempo que o engine do jogo demora para executar a primeira jogada.
O cenário 3 mede o tempo que o engine do jogo demora para abrir o livro de jogadas
(que armazena um conjunto de jogadas famosas e funciona como uma espécie de base de
conhecimento de jogadas).
Figura 4.18: Desempenho por cenário. Extraído de Waku et al. [57].
A Figura 4.18 mostra os cenários medidos em cada uma das abordagens (OO, Com-
ponentes e Componentes+Aspectos) e pode ser verificada que o uso de aspectos e com-
ponentes apesar de acrescentar níveis de indireção, não influenciam no desempenho dos
cenários mensurados, respondendo a pergunta associada ao objetivo 2.
As aplicações geradas estão disponíveis para download na Google Play Store e Amazon
App Store [54]. Atualmente, as aplicações geradas com componentes e aspectos possuem
mais de 150+ usuários únicos, somam mais de 4200+ downloads e possuem uma avaliação
média de 3.67 (de 5.0).
4.5 Lições aprendidas
Durante a execução deste estudo de caso, as seguintes lições puderam ser extraídas:
1. O consumo da abordagem com componentes e aspectos custou em média 0.89MB,
e o custo isolado do uso de aspectos ficou em 0.01MB. O custo médio da componen-
tização ficou em 0.88MB.
2. O uso de aspectos não causou impacto em desempenho nos cenários medidos.
3. A identificação de quais características são transversais dependem da experiência
do arquiteto. Embora os casos de uso que são incluídos ou estendidos por outros
possam dar um indicativo de quem são características transversais, ainda é difícil a
identificação de características transversais. Outras características, como por exem-
plo, a persistência e o tratamento de exceções também dependem da experiência do
arquiteto para a inclusão na visão de características.
4. O tratamento de exceções foi mapeado como uma característica transversal e como
um componente que provê o tratamento excecional para os demais componentes.
A forma como os aspectos foram integrados ao ambiente Android geraram muitos
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blocos try-catch em branco sem nenhum tratamento excepcional envolvido. Isso
dificulta o entendimento dos desenvolvedores e para um melhor tratamento excep-
cional outras formas de integrar o compilador de aspectos devem ser investigadas,
como por exemplo, uma compilação direta que permita o mecanismo conhecido como
softening exceptions, que consiste na transformação de exceções verificadas em não
verificadas.
5. A parte gráfica que lida com tabuleiros e peças são modeladas mais adequadamente
se forem feitas com objetos. Tentativas de componentizar os elementos da interface
complicaram a instanciação dos elementos. No entanto, isso não significa que as
chamadas de componente EngineMgr para o componente UIMgr CuckooChess não
possam ser isoladas em uma interface.
4.6 Ameaças à Validade do Estudo
Foram identificadas três ameaças à validade do estudo, duas de validade interna e uma
de validade externa:
I. favorecimento na construção do software e derivação das aplicações; (val. interna)
II. confiabilidade nas métricas escolhidas para comparar as aplicações; (val. interna)
III. representatividade das aplicações sob o ponto de vista da indústria; (val. externa)
A ameaça I trata de um possível favorecimento de uma abordagem em relação à outra.
Para minimizar essa ameaça, a maioria do código foi encapsulado, evitando, ao máximo,
a alteração do comportamento original. No entanto, esta ameaça não pôde ser totalmente
eliminada. A ameaça II diz respeito à confiabilidade das métricas escolhidas para ana-
lisar o estudo. Para minimizá-la, as métricas foram extraídas de estudos similares na
plataforma Android sobre consumo de memória e desempenho [15,36], que utilizam essas
métricas, mas utilizando cenários diferentes. A ameaça III trata da possível não represen-
tatividade das aplicações em aplicações industriais. Para minimizar esta ameaça, todas as
aplicações utilizadas foram extraídas de jogos existentes e estão disponíveis abertamente
tanto para experimentação na loja virtual quanto para investigação do código-fonte. Essas
aplicações juntas totalizam mais de 16000 instalações.
Capítulo 5
Estudo de Caso 2: Sistema de Coleta
de Dados
A coleta de dados em campo é definido como um processo de obter e medir variáveis de
interesse, usando uma metodologia que permita encontrar respostas para determinadas
perguntas, testar hipóteses e avaliar resultados. Os dispositivos móveis cresceram em
poder de processamento e tornaram-se uma excelente ferramenta para viabilizar a coleta
de dados em campo. Existem diversos sistemas de coleta de dados em campo em áreas
como humanidades, agricultura, biologia, etc. Dentre os sistemas de coleta de dados que
já utilizam dispositivos móveis, pode-se citar o projeto Maritaca da UNIFESP [11] e o
DDSS (Dengue Decision Support System) da Universidade do Colorado1.
Na coleta de dados, o principal desafio é a preservação dos dados em condições ad-
versas, como por exemplo, falha de hardware nos dispositivos, quebra de dispositivos ou
mesmo um defeito de software que impossibilite a coleta de dados. Além disso, os dispo-
sitivos móveis possuem poder de processamento razoável (mas não abundante) e duração
de bateria limitados. Portanto, técnicas de tolerância a falhas são imprescindíveis.
Neste estudo de caso, uma arquitetura genérica com componentes e aspectos para
coleta de dados em campo é proposta para garantir disponibilidade, integridade dos dados
e confiabilidade. Além disso, uma aplicação a partir dessa arquitetura é gerada com o
objetivo de exercitar a arquitetura. A aplicação usa componentes e aspectos para bloquear
determinadas funções e preservar dados. Além disso, a aplicação faz uso de: (i) diversos
dispositivos para lidar com a longa duração da coleta de dados, (ii) sincronização de dados
para permitir o nivelamento de informação e troca de dispositivos, (iii) redundância de
dados em locais diferentes para prevenir perda de dados e (iv) uso de diferentes formatos
de dados para permitir que outras aplicações utilizem os dados coletados. Todas essas
funcionalidades refletem-se no modelo de características e o detalhamento da obtenção da
arquitetura e da aplicação será feito nas próximas seções.
1http://www.cs.colostate.edu/ddss/
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5.1 Requisitos da Coleta de Dados em Campo
Para estabelecer os requisitos, os seguintes projetos foram investigados: Projeto Maritaca
[11], DDSS (Dengue Decision Support System) da Universidade do Colorado2 e o projeto
E-phenology [37].
A partir desses projetos, os seguintes requisitos funcionais (RF) foram identifica-
dos: [RF1] - O sistema deve armazenar os dados coletados em campo; [RF2] - O sistema
deve utilizar o GPS (Global Positioning System) para mostrar o local onde a coleta ocor-
reu; [RF3] - O sistema deve identificar o usuário; [RF4] - O sistema deve identificar a
data e hora da coleta; [RF5] - O sistema deve permitir a carga de informações que de-
verão ser coletadas; [RF6] - O sistema deve permitir que os dados armazenados sejam
exportados para outros sistemas ou deve criar representações externas que possibilitem
outros sistemas manipular a informação coletada (como por exemplo, planilhas); [RF7] -
O sistema deve permitir a validação dos dados coletados; [RF8] - O sistema deve permitir
a visualização no mapa da região e dos indivíduos que já foram coletados.
Os requisitos não-funcionais (RNF) identificados foram os seguintes: [RNF1] - O
sistema deve prevenir a perda de dados, uma vez que se a base de dados da aplicação
é perdida ou corrompida, o principal objetivo do sistema é comprometido; [RNF2] - O
sistema não deve ser afetado pelo nível baixo de bateria do dispositivo móvel, uma vez que
uma coleta de dados típica tem duração de várias horas, enquanto o nível de bateria está
baixo, a coleta de dados não pode ocorrer; [RNF3] - O sistema deve garantir a entrega
correta do serviço de coleta de dados e deve ser disponível, uma vez que se a informação
não é armazenada ou recuperada de forma correta, ela não será confiável, e se o serviço
não estiver funcionando, o sistema não será disponível; [RNF4] - O sistema deve garantir
que as operações básicas de coleta de dados como armazenar e recuperar informações
sejam feitas em menos de um segundo, uma vez que caso isso não ocorra, o desempenho
da coleta e a experiência de usuário serão comprometidas.
Os principais cenários que deverão ser tratados são os seguintes:
Cenário1. Se um nível baixo de bateria é atingido, as funções que tratam do armazena-
mento de informações devem ser bloqueadas para evitar perda de dados;
Cenário2. Se a perda de dados ocorrer por acidentes ambientais (quebra do dispositivo) ou
o nível baixo de bateria for atingido, os dados coletados até o momento devem
ser transferidos para outro dispositivo móvel utilizando SDCard ou bluetooth
e importados na aplicação para permitir que a coleta de dados continue do
ponto em que havia sido interrompida;
Cenário3. Se a aplicação encontrar uma falha e para de funcionar, os dados coletados
até o momento devem ser armazenados em outro formato para permitir que
aplicações terceiras consigam editar e continuar com a coleta de dados;
Cenário4. Se a aplicação encontra uma falha e retorna informação inconsistente, os dados
armazenados em um formato diferente são importados para prover informação
correta ao usuário.
2http://www.cs.colostate.edu/ddss/
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5.2 Conceitos básicos de tolerância a falhas
Falha3 é a causa raiz de um erro4, erro é o estado inconsistente interno do sistema e defeito
é o desvio na especificação de um serviço [34]. Falhas estão associadas às causas físicas
(como componentes de hardware) ou humanas (algorítmicas de software). As falhas de
software podem levar a um estado inconsistente do sistema: um estado errôneo. Este
estado errôneo pode se manifestar ao usuário por meio de um defeito. Portanto, falhas
podem gerar erros, que por sua vez, podem gerar defeitos. Técnicas de tolerância a
falhas são utilizadas para permitir que o sistema trate falhas adequadamente durante seu
funcionamento.
Uma dessas técnicas é o uso de redundância. A redundância pode ocorrer em diversos
níveis [34]: hardware, software e tempo. Existem alguns tipos de redundância, como
por exemplo, a Redundância de Hardware (RH) e a Redundância de Dados (RD). A
Redundância de Hardware é a inclusão de dispositivos físicos adicionais ao sistema, como
por exemplo, quando o nível baixo de bateria é atingido em um dispositivo, o usuário
pega outro dispositivo, transfere e importa os dados, e prossegue a coleta. Redundância de
Dados é a duplicação de informação no armazenamento dos dados, e pode ocorrer de duas
formas: Redundância de Dados em Local de Armazenamento (RDLA)5 e Redundância
em Estrutura de Dados (RED)6. Redundância de Dados em Local armazena a mesma
informação em locais diferentes. Redundância de Estrutura de Dados armazena a mesma
informação usando diferentes tipos de representação de dados (por exemplo, CSV, XML,
JSON, etc - mas todas elas vêm da mesma fonte).
Outra forma de prover tolerância a falhas é o tratamento de exceções. Tratamento de
exceções é a habilidade de identificar erros e voltar para a operação normal. Exemplos
de tratamento de exceções no domínio de coleta de dados incluem: Save Data Exception,
Battery Exception e Load Data Exception. Save Data Exception é utilizada quando uma
situação atípica ocorre no momento de salvar as informações coletadas. Battery Exception
é utilizada quando o nível de bateria está baixo e a operação não pode ser completada.
Load Data Exception acontece quando a informação advinda do servidor não foi comple-
tamente carregada no dispositivo.
5.3 E-phenology
O E-phenology é um projeto multidisciplinar que combina pesquisa em computação e
fenologia, que é o estudo dos fenômenos naturais recorrentes e sua relação com o clima. A
fenologia é uma ciência tradicional responsável por observar os ciclos de plantas e animais,
relacionando-os com dados meteorológicos locais, interações bióticas e filogenia. O projeto
é liderado pelo laboratório de fenologia da UNESP, em parceria com o RECOD (REaso-
ning for COmplex Data) do Instituto de Computação da UNICAMP, e é patrocinado pela
3do inglês fault
4do inglês error
5do inglês Data Storage Redundancy
6do inglês Redundancy in Data Structure
CAPÍTULO 5. ESTUDO DE CASO 2: SISTEMA DE COLETA DE DADOS 69
Microsoft-Research e pela FAPESP7. Este projeto tem três principais objetivos: integrar
novas tecnologias para monitorar a fenologia, criar um protocolo de monitoramento de
fenologia no Brasil e prover estudos/análises sobre os dados coletados [37].
Os dados coletados são observações mensais feitas em campo desde 1994 e se referem a
propriedades fenológicas de mais de duas mil plantas/indivíduos. Esses dados inicialmente
eram registrados em planilhas de papel e há uma oportunidade de criar uma aplicação que
colete essa informação evitando erro na transcrição de informação e agilizando a análise
dos dados. Esses dados são coletados em uma região remota cuja disponibilidade de rede
é limitada, criando boas condições para exercitar aplicações de coleta de dados.
5.4 Objetivos
Os objetivos gerais deste estudo de caso são os seguintes:
1. Obter uma arquitetura genérica para coleta de dados em campo;
2. Derivar uma aplicação e exercitá-la em um ambiente real;
3. Entender se o uso de componentes e aspectos juntamente com as técnicas de tole-
rância a falhas vão prejudicar a experiência do usuário impedindo que ele execute
operações básicas;
4. Entender se as técnicas de tolerância a falhas aplicadas são suficientes para preservar
a informação e permitir que a coleta de dados prossiga até o fim.
5.5 Preparação
A condução do estudo de caso foi planejada em duas iterações, numa mistura de prototi-
pação seguido por cascata. Por isso, duas expedições (i.e. observações feitas no campo)
foram planejadas. A primeira expedição foi focada no entendimento dos requisitos do
projeto e-phenology. Essa primeira expedição foi realizada com um protótipo que não
possuía técnicas de tolerância a falhas implementadas. Depois disso, a arquitetura de
software foi obtida usando as técnicas Análise-OA (Seção 2.6.1), AO-FArM (Seção 2.6.2)
e COSMOS*-VP (Seção 2.6.3) e uma aplicação foi derivada. Após isso, a segunda expedi-
ção foi executada já com a aplicação que seguia a arquitetura obtida anteriormente. Por
último, os cenários identificados (Seção 5.1) foram aplicados para verificar se os principais
requisitos foram atendidos.
5.6 Execução
A partir dos requisitos do domínio de coleta de dados (Seção 5.1), e da técnica de constru-
ção de Modelo de Características de Kang et al. (Seção 3.3), o diagrama de características
da Figura 5.1 foi alcançado. Nesta figura, é possível observar as principais características
do domínio. O Número de Dispositivos representa a quantidade de dispositivos móveis
7Fundação de Amparo à Pesquisa do Estado de SP
CAPÍTULO 5. ESTUDO DE CASO 2: SISTEMA DE COLETA DE DADOS 70
levados na coleta. Esse número depende da quantidade de horas que o sistema precisará
funcionar e também da configuração física (quantidade de milliamperes hora) de cada
dispositivo. A Carga de Dados é responsável por trazer as informações que foram previ-
amente configuradas no servidor. A informação pode ser editada (Edição de Inf. Antiga)
e pode ocorrer em três diferentes maneiras: Indivíduo Identificado com Histórico, Missão
(coleção de indivíduos identificados) e Expedição (coleção de missões). O envio de dados
para o servidor (Envio de Dados ao Servidor) pode ser feito de duas maneiras distintas:
para um único servidor (Envio para Servidor Único) ou para múltiplos servidores (Envio
para Múltiplos Servidores). A característica Armazenamento de Dados concentra as re-
gras de manipulação de arquivos. Essa característica sempre armazena a informação na
Memória Interna do Dispositivo (usando SQLite) ou opcionalmente armazena a informa-
ção na Memória Externa em um Tipo de Formato de Armazenamento específico, como
por exemplo, Excel, CSV, JSON, XML. A característica Login é responsável pela autenti-
cação do usuário. A Sincronização de Dados representa o nivelamento de informação que é
necessária durante a coleta de dados, possibilitando a troca de dispositivos quando neces-
sária. Essa sincronização de dados pode ocorrer utilizando Wi-Fi, Bluetooth ou através de
informação coletada em outro dispositivo (usando a característica Carga de dados a partir
de outro dispositivo). A característica Coleta de Dados representa a aquisição dos dados.
Ela pode ocorrer com ou sem Validação de Dados (que verifica se determinadas regras de
negócio são atendidas, como por exemplo, se a informação é antiga ou se ela faz sentido
nesse contexto). A característica Coleta de Dados usa a característica Armazenamento de
Dados para gravar informações tanto internamente no telefone, quando externamente no
SD Card. A Visualização das Informações Coletadas é uma característica opcional que
concentra as diversas formas de visualizar uma informação, como por exemplo, usando
mapas.
É possível observar, ainda na Figura 5.1, que as técnicas de tolerância a falhas es-
tão espalhadas nas características. O mapeamento das características com os respectivos
métodos de tolerância a falha fica da seguinte forma: a característica Número de Dispo-
sitivos, e Sincronização de Dados contribui para a Redundância de Hardware; a caracte-
rística Armazenamento de Dados contribui para a Redundância de Dados em Local de
Armazenamento; a característica Tipos de Formatos de Armazenamento contribui para a
Redundância em Estruturas de Dados.
O tratamento de exceções foi feito nas características base. Por exemplo, as caracte-
rísticas Carga de Dados, Envio de Dados, Armazenamento de Dados e Coleta de Dados
tratam a exceção BatteryException (um nível crítico é alcançado); as características Ar-
mazenamento de Dados e Sincronização de Dados tratam a exceção SaveDataException
(situação atípica no registro das informações); a característica Carga de Dados trata a
exceção LoadDataException (informação do servidor não foi completamente processada).
No domínio de coleta de dados em campo, aplicando a Análise-OA (Seção 2.6.1), duas
características transversais foram identificadas: O Bloqueio do Uso e o Monitoramento
de Bateria. Na Figura 5.2 mostra o impacto das características transversais sobre as
características base. O Bloqueio do Uso faz o bloqueio das características Carga de Dados,
Envio de Dados e Coleta de Dados, ou seja, ela não permite que essas características
sejam utilizadas quando um determinado nível de bateria é atingido, lançando a exceção
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Figura 5.1: Modelo parcial de características da linha de produtos de coleta de dados.
Adaptado de Waku et al. [56].
BatteryException. Este nível é configurável e para este estudo foi utilizado 10%. O
Monitoramento de Bateria registra a informação do nível atual de bateria após operações
implementadas nas características Carga de Dados, Envio de Dados, Coleta de Dados
e Visualização de informações Coletadas, ou seja, cada vez que essas características são
“acionadas”, o monitor entra em ação e registra o nível atual de bateria.
Figura 5.2: Visão de características para coleta de dados.
Adaptado de Waku et al. [56].
A partir do modelo de características da Figura 5.1, da visão de características da
Figura 5.2, e a aplicação do método AO-FArM (Seção 2.6.2), a arquitetura da Figura
5.3 foi obtida. Nessa arquitetura é possível ver o forte mapeamento de características do
modelo de características para os componentes.
O primeiro passo do método elimina a característica Número de Dispositivos, uma
vez que essa característica não é relacionada à arquitetura, ou seja, ela não é funcional.
Nenhuma característica funcional de qualidade ou requisito arquitetural foram necessá-
rios no modelo, portanto as demais características do modelo da Figura 5.2 tiveram um
CAPÍTULO 5. ESTUDO DE CASO 2: SISTEMA DE COLETA DE DADOS 72
mapeamento de poucos para poucos nos componentes da arquitetura. A característica
Coleta de Dados foi mapeada para o componente Coleta de Dados. A Validação de Da-
dos foi mapeada para o componente Validação de Dados, e como a característica Coleta
de Dados usa a característica opcional Validação de Dados, o componente de Coleta de
Dados vai requerer uma interface de um serviço do componente de Validação de Dados
(que é opcional). As características Armazenamento de Dados, Memória Interna, SQ-
Lite, Memória Externa e SD Card foram mapeadas para o componente Armazenamento
de Dados. A característica Tipos de Formatos de Armazenamento foi mapeada para o
componente Formato de Armazenamento, e como a característica SD Card usa a caracte-
rística Tipos de Formatos de Armazenamento, o componente Armazenamento de Dados
vai requerer um serviço do componente Formato de Armazenamento. As características
Envio de Dados ao Servidor, Envio para servidor único, Envio para Múltiplos Servidores
foram mapeadas para o componente Envio de Dados. As características Sincronização de
Dados, Carga de dados a partir de outro dispositivo, SD Card, Wi-fi, Bluetooth e Limpeza
de Diretório foram mapeadas para o componente Sincronização de Dados. Este compo-
nente depende do componente de Formato de Armazenamento. A característica Carga de
Dados e suas filhas foram mapeadas para o componente Carga de Dados, que também faz
uso do componente Armazenamento de Dados. As características Login e Visualização
das Informações Coletadas foram mapeadas para os respectivos componentes de mesmo
nome, que também utilizam o componente de Armazenamento de Dados.
A característica transversal Bloqueio de Uso (Figura 5.2) foi mapeada para o com-
ponente Bloqueio de Uso e é responsável pelo bloqueio do uso de funções como a carga,
envio e coleta de dados. A característica Monitoramento de Bateria foi mapeada para o
componente de mesmo nome, e é nele que os níveis de bateria são configurados e o tempo
de uso remanescente do celular é calculado (uma estimativa do uso remanescente dado os
níveis de bateria registrados). Além disso, este componente fornece ao Bloqueio de Uso o
nível configurável que deve ser configurado para bloquear funções.
Adicionalmente na arquitetura, o componente Utils contém funções de uso comum
(constantes e cálculos genéricos) a todos os componentes. Os tipos de dados VetorCarga,
DadosColeta, AtividadesExecutadas são utilizados para trocar informação entre os com-
ponentes, e entre o dispositivo móvel e o servidor.
O componente de Armazenamento de Dados expões duas interfaces: uma que fornece
a redundância de dados e outra que não fornece. Então, a variabilidade de armazenar
dados com redundância ou não depende do cliente do componente. Em situações em que
exista uma grande disponibilidade de rede, a redundância pode ser desnecessária e os
dados podem ser enviados diretamente para o servidor (ligações opcionais: (i) entre os
componentes Coleta de Dados e Armazenamento de Dados e (ii) entre os componentes
Envio de Dados e o Armazenamento de Dados).
Após a obtenção da arquitetura, ela foi implementada usando o modelo de compo-
nentes COSMOS*-VP (Seção 2.6.3) e uma aplicação para o e-phenology (Seção 5.3) foi
obtida. Essa aplicação possui todos os componentes listados na Figura 5.3, com exce-
ção da Validação de Dados e da Visualização das Informações Coletadas. Os demais
componentes foram implementados.
Os componentes de Envio e Carga de Dados usam internamente webservices para se
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Figura 5.3: Arquitetura da linha de produtos para coleta de dados.
Adaptado de Waku et al. [56].
comunicar com o servidor. A comunicação cliente-servidor [46] foi implementada usando
o protocolo Representational State Transfer (REST) com a ajuda da biblioteca Jersey8.
O componente Formato de Armazenamento, responsável por lidar com os diversos tipos
de formato utilizou a biblioteca SuperCSV9. O componente de Sincronização de Dados
utilizou a biblioteca nativa do Android para compartilhar os arquivos, limpar diretó-
rios, permitindo funcionalidades interessantes como o compartilhamento dos arquivos com
qualquer outro aplicativo ou dispositivo. A documentação com os requisitos, detalhes da
arquitetura, código da aplicação e outros artefatos desse estudo podem ser obtidos no site
do projeto [55].
5.7 Resultados
A aplicação com a arquitetura proposta foi testada em uma coleta em campo. Os seguintes
cenários de teste (derivados dos requisitos da coleta de dados - Seção 5.1) foram utilizados:
T1 Se o nível de bateria está baixo, as funções de envio, carga e coleta de dados devem
ser bloqueadas para evitar a perda de dados. As informações salvas até o momento
devem ser “importadas” em outro dispositivo; [derivado do Cenário1]
T2 Salvar as informações da coleta até o momento, transferi-las (usando bluetooth) e
importá-las usando outro dispositivo móvel; [derivado do Cenário2]
T3 Salvar os dados no formato CSV e continuar editando as informações em outra
aplicação; [derivado do Cenário3]
8https://jersey.java.net/
9http://super-csv.github.io/super-csv/index.html
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T4 Salvar as informações no SD Card e importá-las em outro dispositivo móvel. [deri-
vado do Cenário4]
Adicionalmente um outro teste [T5] foi realizado através de instrumentação de código,
na qual as operações da coleta de dados não deveriam demorar mais que um segundo para
não prejudicar a experiência do usuário.
A aplicação conseguiu passar em todos os testes com sucesso, além disso, ela foi uti-
lizada em pelo menos uma coleta de dados real, satisfazendo os principais requisitos do
domínio de coleta. Atualmente, essa aplicação está sendo estudada por um aluno de
doutorado para implantação e uso real pelos biólogos do e-phenology.
5.8 Ameaças à validade do estudo
A principal ameaça à validade do estudo identificada foram as simulações de falhas que
acontecem em campo. Por exemplo, falhas como a corrupção de banco de dados são
difíceis de simular em campo. Para mitigar essa situação, testes foram feitos em labo-
ratório para criar evidência de que os métodos de tolerância a falha são suficientes. Um
exemplo desses testes é a eliminação do banco de dados primário. Quando isso ocorre, a
informação coletada armazenada em outro formato pode ser transferida (usando SD Card
ou Bluetooth) e importada para a mesma aplicação funcionando em outro dispositivo
móvel, e a coleta de dados pode prosseguir. Para simular as exceções, código excepcional
foi adicionado em determinados pontos para verificar se os métodos da aplicação estavam
tratando corretamente essas situações. Um possível estudo futuro seria a utilização de tes-
tes de robustez para avaliar em qual grau as funções do sistema funcionam corretamente
mediante a presença de entradas excepcionais ou condições ambientes adversas [30].
Capítulo 6
Conclusões e Trabalhos Futuros
Este capítulo mostra as conclusões desta dissertação, as principais contribuições e os
trabalhos futuros.
6.1 Conclusões
Esta dissertação mostrou que é possível a integração de aspectos na plataforma Android
em uma abordagem usando componentes e aspectos na construção de Linhas de Produtos.
A principal contribuição é a investigação dessa abordagem na plataforma Android identi-
ficando custos de desempenho, memória; e a execução de dois estudos de caso, mostrando
que uma arquitetura com componentes e aspectos são funcionais e conseguem atender
requisitos de aplicações reais.
As seguintes contribuições primárias podem ser enumeradas:
1. Um estudo de caso real indicando que o impacto da integração de aspectos na
plataforma Android em termos de desempenho é nula em todos os cenários medidos.
Ou seja, a utilização de aspectos não implica em atraso na execução de tarefas
simples. No entanto, a abordagem utilizada neste contexto consumiu em média
0.89MB a mais do que a aplicação legada. A componentização isolada custou em
média 0.88MB. Aspectos adicionaram 0.01MB.
2. Um estudo de caso real indicando que uma arquitetura utilizando aspectos e com-
ponentes consegue atender os requisitos do domínio de coleta de dados em campo.
A aplicação que utiliza a arquitetura proposta foi testada em um projeto real de
coleta de dados e a validação dos requisitos foi feita através de testes baseados em
cenários de utilização. Além disso, a aplicação foi utilizada em pelo menos uma
coleta de dados real.
3. Detalhamento técnico de como integrar aspectos na plataforma Android (Seção 3.1).
Além disso, a contribuição secundária inclui:
1. Dois ambientes de experimentação. Um no domínio de jogos de xadrez e outro no
domínio de coleta de dados em campo.
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6.2 Contribuições
Dois trabalhos foram publicados durante o andamento desta pesquisa. O primeiro foi
um estudo de caso sobre jogos de xadrez (Capítulo 4, que foca na análise de memória e
desempenho da abordagem) publicado no 41st EUROMICRO Software Engineering and
Advanced Applications, Main Track - Software Product Lines and Software Ecosystems :
• Gustavo M. Waku, Cecilia M.F. Rubira, and Leonardo P. Tizzei. A case study
using aop and components to build software product lines in android platform. In
41st EUROMICRO Conference on Software Engineering and Advanced Applications
(SEAA), pages 418–421. IEEE, 2015
A segunda publicação foi um estudo de caso de um sistema de coleta de dados em
campo (Capítulo 5, que foca no atendimento dos requisitos desse domínio), registrado
no Workshop interno do IC Unicamp [42] e publicado no IX Brazilian Symposium on
Components, Architectures and Reuse Software:
• Gustavo M. Waku, Edson R. Bollis, Cecilia M.F. Rubira, and Ricardo da S. Torres.
A robust software product line architecture for data collection in android platform.
In Ninth Brazilian Symposium on Software Components, Architectures and Reuse
(SBCARS), pages 31–39. IEEE, 2015
6.3 Trabalhos Futuros
Durante a aplicação dessa abordagem nos estudos de caso apresentados, as seguintes
oportunidades foram identificadas como trabalhos futuros:
1. Estender os estudos de caso para incluir métricas de acoplamento, entrelaçamento e
espalhamento para comparação com outras Linhas de Produtos de Software, gerando
trabalhos similares ao de Figueiredo et al. [17] e Tizzei et al. [50].
2. Implementar uma ferramenta UML para Model Driven Development que facilite
o desenvolvimento com a utilização de componentes e aspectos. Uma ferramenta
parecida com o Bellatrix [52], mas que integre a utilização de aspectos contribuindo
para a modelagem de características, especificação de interfaces base e transversais,
a definição de componentes e conectores, e a geração de código seguindo o modelo
COSMOS*-VP. Essa ferramenta UML poderia ser integrada por exemplo ao Astah
através de plugin1 ou ao Eclipse. Essa ideia foi apresentada no Workshop do Projeto
DEVASSES (DEsign, Verification and VAlidation of large scale, dynamic Service
SystEmS )2 e tem grande potencial para ser explorada.
3. Melhorar a abordagem proposta, incluindo boas práticas de otimização em Java,
no nível de implementação, como foi proposto por Zhang e Jarzabek [59]. Essas
práticas poderiam resultar em aplicações mais rápidas que as originais.
1http://astah.net/tutorials/plug-ins/plugin_tutorial_en/html/index.html
2http://www.devasses.eu/
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4. Integrar o compilador de AspectJ junto ao Eclipse ou AndroidStudio para que ele
permita a funcionalidade de softening exceptions, isso permitiria um melhor tra-
tamento de exceções no sistema Android. Além disso, estudar quais os principais
desafios e quais cenários favorecem a modularização de características. Neste sen-
tido, a técnica utilizada por Iizuka et al. [26] pode ser um bom ponto de partida.
5. Realizar estudos sobre a evolução das linhas de produtos que foram desenvolvidas
nos estudos de caso. Como elas se comportam em relação a novas características
adicionadas, removidas e alteradas, utilizando cenários de evolução que visem me-
lhorar a experiência do usuário (implementando funcionalidades, como por exemplo,
no estudo de caso dos jogos de xadrez: multi jogadores em tempo real, conquistas e
perfis integrados com redes sociais (como por exemplo, Facebook, GooglePlus)).
6. Comparar diretamente os métodos AO-FArM [51] e FArM [45] considerando as
mesmas características transversais e as mesmas características base em termos de
tamanho de heap, desempenho, código, espalhamento e entrelaçamento.
7. Implementar essa abordagem em um domínio de mobile banking. Os aplicativos
bancários são muito parecidos entre si, seria possível desenvolver um conjunto de
componentes usando essa arbordagem para a utilização em mobile banking. Existe
uma aplicação open source que pode servir como ponto de partida para isso de-
nominada Droid Bank3, os demais produtos poderiam ser derivados de requisitos
de outras aplicações similares. Essa linha seria um bom estudo de caso para esse
domínio.
8. O aplicativo gerado para o e-phenology [56] pode ser estendido e aprimorado para
incluir novas funcionalidades. O servidor hoje é implementado utilizando OO, uma
modelagem baseada em componentes e aspectos pode melhorar essa aplicação e
estudos comparativos poderiam ser executados em relação aos impactos de consumo
de memória e de desempenho desta aplicação no servidor.
9. Testar linhas de produtos de software ainda representa um desafio, sobretudo pela
possível combinação exponencial de características e a criação de diversos produtos.
Há um aluno de mestrado utilizando as aplicações construídas no estudo dos jogos
de xadrez (capítulo 4) com o objetivo de comparar abordagens de geração de casos
de teste baseados em modelo aplicados a Linhas de Produtos de Software.
10. Integração de trabalhos e implantação de software no E-phenology (Seção 5.3). O
e-phenology é alvo de diversas iniciativas e estudos, no entanto, os artefatos gerados
por esses trabalhos (i.e., software, guias de interface humano computador, banco de
dados) não estão integrados. A implantação de software é uma outra tarefa árdua
que envolve diversos stakeholders. A aplicação gerada para o e-phenology pode ser
implantada no ambiente do projeto, mas alterações no servidor e integração de banco
de dados (com o banco de dados oficial) serão necessários, dentre outras tarefas.
Atualmente, há um aluno de doutorado trabalhando na integração e implantação
dos artefatos dos estudos já realizados.
3https://github.com/liato/android-bankdroid
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