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The primary objective of software specification is to promote understanding of the system properties 
between stakeholders. Specification comprehensibility is essential particularly during software 
validation and maintenance as it permits the understanding of the system properties more easily and 
quickly prior to the required tasks. Formal notation such as B increases a specification’s precision and 
consistency. However, the notation is regarded as being difficult to comprehend due to its unfamiliar 
symbols and rules of interpretation. Semi-formal notation such as the Unified Modelling Language 
(UML) is perceived as more accessible but it cannot be verified systematically to ensure a 
specification’s accuracy. Integrating the UML and B could perhaps produce an accurate and 
approachable specification. This paper presents an experimental comparison of the comprehensibility 
of a UML-based graphical formal specification versus a purely textual formal specification. The 
measurement focused on the efficiency in performing the comprehension tasks. The experiment 
employed a cross-over design and was conducted on forty-one third-year and masters students. The 
results show that the integration of semi-formal and formal notations expedites the subjects’ 
comprehension tasks with accuracy even with limited hours of training. 
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1. INTRODUCTION 
Specification is a fundamental software artefact as it captures what a system should do. It is the primary point of 
reference for people who deal with a system particularly during the validation and maintenance processes. Many 
stakeholders rely on their understanding of the software specification and hence comprehensibility is an important 
factor. Specification comprehensibility is defined as the ease of understanding of a specification. The notation used 
plays a vital role. The use of mathematical or formal notation in a specification increases its precision, which 
enables greater consistency and correctness to be obtained [1,2]. On the other hand, a formal notation can also 
cause comprehension difficulties [3-5]. The notation is seen as being difficult to comprehend due to the usage of 
unfamiliar symbols and underlying rules of interpretation that are not apparent to many practitioners.  
 
The usefulness of graphical representation in software specification has been recognised for some time [6-8]. The 
representation is perceived as easy to understand quickly as it is easier to visualise the mapping of symbols to the 
real world objects they represent [9,10]. A purely graphical representation however is not as expressive as the 
textual representation as some aspects of system properties cannot be specified completely using just diagrams 
[11]. A combined graphical representation with supporting textual representation can assist visualisation while still 
achieving the full expressiveness and precision of a textual representation. 
 
By integrating formal and semi-formal notations, practitioners could therefore benefit from both notations and 
representations. One of the ideas towards this integration is to combine the formal notation used in a formal 
method, namely the B method [12], and the semi-formal notation used in the Unified Modelling Language (UML) 
[13]. UML-B [14] is one such integration. The rationale behind this integration is that the B method has strong 
industrial supporting tools such as Atelier-B [15] and B-Toolkit [16], and the UML has become the de facto standard 
for system development [17]. 
 
This paper presents an experiment conducted on the notation used in the UML-B method. The objective was to 
explore whether the notation could improve the specification or model comprehensibility. The evaluation was based 
on the comparison made between the notation used in the UML-B method and the formal notation used in the B Experimental Comparison of the Comprehensibility of a UML-based Formal Specification and a Textual One 
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method. The measurement used in the evaluation focused on the efficiency in understanding both notations and 
performing the required tasks. In the following paragraphs, Section 2 to 6 explains the technical aspects of the 
experiment’s preparation and execution. Section 7 discusses the data analysis and finally, Section 8 concludes the 
paper with a summary of the main findings and future work. 
2. OBJECTIVES  
The main objective of this experiment was to evaluate the comprehensibility of the notation contained in a UML-B 
model compared to a traditional B model. A UML-B model comprises the semi-formal notation used in the UML, 
namely the class and statechart diagrams, and the formal notation used in the B method, namely the B notation. A 
B model comprises only the B notation.  
 
The experiment was conducted to confirm or refute a theory that suggests the notation used in the UML-B method 
has a particular effect on the practitioners, making it better in some way than the notation used in the B method. 
This also includes another related theory that suggests the integration of graphical and textual representations is 
more effective in portraying information [18]. In essence, a UML-B model comprises graphical and textual 
representations whereas a B model contains only textual representation. The experiment therefore attempted to 
answer the following broad research questions: 
 
Is a UML-B model easier to understand (that is, efficiency in understanding and performing the required tasks) than 
a B model for practitioners with limited hours of training?  
 
Does the graphical notation (such as semi-formal notation) in concert with textual notation (such as formal notation) 
make a representation more effective in the context of practitioners’ understanding? 
 
The standard statistical inference and hypothesis testing was adopted in this experiment. The testing involves the 
construction of null (H0) and alternative (H1) hypotheses. The null hypothesis stated for this experiment was: 
 
H0 The UML-B model is no more comprehensible than the B model  
 
to be rejected in favour of the alternative hypothesis: 
 
H1 The UML-B model is more comprehensible than the B model 
 
A one-sided alternative hypothesis was employed for this experiment. This is because the UML-B method can only 
be considered as worthwhile if its notation could overcome the current barriers against formal notation such as 
used in the B method. In other words, the UML-B model should be better than the B model in terms of notation 
comprehensibility. After all, this is the theory that the experiment aimed to confirm or refute by providing some 
empirical evidence. 
3. DESIGN 
The experiment had a related within-subject design where each of the subjects was trained and assigned a task on 
both models. As there were two treatments to be tested in the experiment, the subjects were allocated randomly 
into two groups; Group X and Group Y. To reduce variability across groups, the blocking and balancing techniques 
were applied. The subjects were blocked based on their ability on the object-oriented technology and formal 
methods. Each subject from each block was then randomly assigned to one of the groups. Each group therefore 
comprised a mixture of subjects from various blocks of ability. As the distribution was balanced between groups, 
both groups were considered as equivalent. 
 
The experiment was designed in such a way that at one point in time, Group X was assigned a task on the UML-B 
model while Group Y was assigned the same task on an equivalent B model. The reverse was then carried out 
later where Group Y was assigned a task on the UML-B model while Group X was assigned the same task on an 
equivalent B model. The design which is called cross-over trial [19] was employed in order to eliminate any task 
direction bias and subsequently any ability effect. The cross-over trial is a study in which subjects are given 
sequences of treatments where the object of study is the differences between individual treatments. The cross-over 
trial is particularly useful for obtaining a number of observations between two treatments when fewer subjects are 
available. The cross-over trial is common in clinical sciences but it is rarely adopted in software engineering field 
due to complex experimental handling and data analysis.  
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Despite being able to eliminate between subjects variability, there is always a possibility that the cross-over trial 
could introduce several effects particularly period and carry-over effects. Period effects concern the chances of 
detecting effects due to the period when the treatment is applied rather than the treatment itself. Carry-over effects 
are where one treatment affects the treatment in a subsequent session. The effect of carry-over is independent of 
the period effect. A period effect is one that occurs in a given period irrespective of the order in which treatments 
are given. A carry-over effect has its origin in a preceding treatment and is thus order-dependent. The implication of 
these effects on the data will be discussed in detail later. 
4. VARIABLES 
The main difference between experiment and other empirical assessment methods is through the notion of 
independent and dependent variables. This experiment identified the notations used in the models as its 
independent variable. The experiment aimed to examine the effect of the notations on model comprehensibility so 
the identified dependent variables were: 
 
•  Score (Accuracy): The mark obtained. Each question was given a specific allocation of marks. The marking 
was based on specific keywords expected from the answers. Marks were awarded for the presence of these 
keywords. The questions were carefully constructed so that the marks could be easily decided. Acceptable 
answers were prepared beforehand. One person did the marking so that there was consistency throughout 
the process. 
 
•  Time Taken: The time taken to answer each question in minutes, excluding time to read and understand the 
question. 
 
The score was chosen as the measure of comprehension because the subjects could only answer a question 
correctly only if they understood the object being evaluated. To avoid the formulation of correct answers from wild 
guess or hunch, the questions were constructed in such a way that the subjects could only derive the answers from 
the models. The time taken was decided to be the other measure because software engineering is not just about 
developing correct products but developing products in a cost-effective way, where the cost is primarily determined 
by the consumption of development time and budget [20]. A technology is better than the other if it allows software 
engineers to do their tasks correctly in least possible time.  
 
The focus of this experiment was efficiency in understanding the models and performing the required tasks. A 
model is considered more comprehensible than another if it allows the subjects to answer the questions accurately 
in a shorter time. The score and the time taken were therefore used to determine another important measure 
namely rate of scoring. The rate of scoring was obtained by dividing the score by the time taken. The rate of 
scoring is a more meaningful measure of model comprehensibility compared to the score or the time taken alone 
because it measures both the accuracy and the efficiency of comprehension.  
 
In software engineering, the blend of technical and human behavioural aspects lends itself to combining qualitative 
and quantitative approaches [21]. In fact, obtaining the qualitative measures is important for human-based 
experiments since more than one interpretation can be placed on the data, which are not readily facilitated by the 
statistical approaches [22]. Therefore, the quantitative data collection for this experiment was supplemented with 
some qualitative measures. The qualitative measures included the subjective rating of model comprehensibility, the 
subjects’ preference between the model notations and the subjects’ personal comments on the models. 
5. SUBJECTS 
Forty-one students participated in the experiment. This included twenty-seven third-year Undergraduate students 
and fourteen Masters students of Computer Science and Software Engineering courses at the University of 
Southampton, United Kingdom. They were students from various continents including Europe, Asia and Africa. The 
international students constituted half of the subjects and the proportion of women to men was 1:4. There were 
twenty-one students in Group X and twenty students in Group Y. Group X consisted of thirteen Undergraduate 
students and eight Masters students, whereas Group Y had fourteen Undergraduate students and six Masters 
students.  
 
The subjects were students who registered for the “Critical System” course in Spring 2006. They were taught 
formally on the B method for about nine hours and on the UML-B method for one hour. All subjects had gone 
through courses on the object-oriented technology and formal methods at some points of their studies. The 
subjects therefore were familiar with all the methods used in this experiment but were not very experienced. The Experimental Comparison of the Comprehensibility of a UML-based Formal Specification and a Textual One 
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subjects were aware that the experiment was intended for research purposes. They were initially concerned at their 
assessment being affected by the experiment. However, they were reassured by the small motivational mark 
associated with it, which was designed to reflect serious participation in the experiment rather than test 
performance.  
 
The experiment adhered to the University’s ethical policies and guidance for conducting research involving human 
participants. The tasks performed in the experiment were aligned with the expectation of the course and had 
pedagogical values. The subjects were motivated to participate as the level of understanding tested in the 
experiment was considered to be necessary for them to do their coursework and prepare for the examination. It 
served both as revision on the B method and first practice on the UML-B method. The qualitative part of the 
experiment provided a space for reflection on the learning. One of the exam questions was designed to draw on 
such reflection.  
 
The subjects were in the final semester of their respective courses and had reasonable amount of experience and 
knowledge of software development. They were the next generation of professionals. Thus, they represented 
closely the population under study; software developers. 
6. MATERIALS AND PROCEDURE 
6.1 Design of the Materials 
 
The materials used in the experiment included models written in each notation and a questionnaire on each of the 
models
1. There was also an instruction sheet that explained the steps required when performing the tasks. Since 
the experiment had two treatments to be examined in each of the two sessions, four models that represented two 
separate case studies were developed. In the first session, Group X was given a UML-B model and Group Y was 
given the equivalent B model on the first case study. In the second session, Group X was given a B model and 
Group Y was given the equivalent UML-B model on the second case study. Two separate case studies were 
needed to avoid learning effects. The models for the second session were made equivalent in complexity to the 
first session so that the treatment effect to be tested remained the same but different enough in subject matter to 
avoid confounding the second session with learning gained from the first session. In each case, there was one 
class diagram with four classes and two statechart diagrams with two states each in the UML-B model. On the 
other hand, there were five pages of scripts for each of the B models. 
 
The measurement of model comprehensibility was based on the following comprehension competency criteria:  
  
(1)  Interpret the symbols used in the notations 
(2)  Understand the relation between inputs and outputs 
(3)  Understand the mapping between model and domain 
(4)  Modify by changing and adding new features to the model 
 
Criterion (1) was included because symbols play an important role in any notation especially in symbol-extensive 
notations such as employed in formal notations. Subjects should be able to identify the input parameters required 
and trace through the transition steps in the operations to identify the output. Therefore, criterion (2) was selected 
to assess this aspect. Criterion (3) was chosen because it is essential for ensuring any model’s accuracy and 
completeness; a quality that is expected from any specification [23]. Due to its importance, two questions were 
designed for this criterion. Maintenance involves modification by changing certain system elements and by adding 
new features. Maintainers should be able to execute these activities successfully if they understand the models. 
Hence, criterion (4) was included. 
 
There were five questions for each model. The questionnaires on both UML-B and B models were similar to each 
other except for the question for criterion (1). This cannot be avoided as each model has its own unique symbols 
that are important for subjects to interpret in order to comprehend the models. The questions were open-ended in 
nature rather than multiple-choices. This allowed the subjects to derive the answers independently without being 
influenced by the given selections. The questions were made simple and straightforward in order to avoid any 
confusion caused by the words used or the way they were constructed. As the objective was to assess the 
subjects’ comprehension level, the questions were constructed using the comprehension keywords proposed in 
Bloom’s Taxonomy [24].  
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TABLE 1: Rate of scoring distribution for the overall comprehension task 
 Min  1
st Q  Mean  Median  3
rd Q  Max  Std Dev  N 
C1:U  0.13 0.59 0.74  0.70  1.00  1.33  0.33  21 
C1:B  0.17 0.41 0.60  0.63  0.78  1.12  0.26  20 
C2:U  0.28 0.68 0.76  0.75  0.86  1.14  0.19  20 
C2:B  0.43 0.53 0.73  0.71  0.91  1.18  0.23  21 
U  0.13 0.63 0.75  0.74  0.90  1.33  0.27  41 
B  0.17 0.48 0.66  0.67  0.87  1.18  0.25  41 
 
6.2. Pilot Study 
 
The importance of performing a pilot study before the execution of an experiment cannot be over emphasised. 
Performing a pilot study can mean the difference between a success and a failure of an empirical assessment 
[25,26]. A pilot study was conducted to validate and verify the accuracy of the materials prepared for the 
experiment. These included the clarity of the instruction, the validity and complexity of the questions and the 
practicality of the tasks required relative to the time available for the experiment. The pilot study was also intended 
to identify any issues that might not have been realised during the preparation of the materials. Five participants 
who were postgraduate colleagues of the researchers were involved in the pilot study. The pilot study revealed that 
some instructions were not clear enough and that some tasks were too complex. This was corrected in the final 
version of the experiment. 
 
6.3. Execution 
 
The experiment was a paper-based exercise, which was conducted in a hundred-minute slot. The slot was divided 
into two sessions with thirty-five minutes each. In each session, each subject was given a specific model and its 
questionnaire. The instruction sheet was distributed and explained before the first session began. The materials for 
the first session were collected after thirty-five minutes had passed and the materials for the second session were 
distributed right after. During this time, the subjects had a break before starting the second session. After the 
second session had passed, an additional set of questions was distributed where the subjects were asked about 
the models comprehensibility subjectively. Five minutes were allocated for answering this qualitative questionnaire.  
 
The subjects were not allowed to communicate with each other or leave the room at any time until the experiment 
ended. The subjects were separated from each other as if in an examination session. During the tasks however the 
subjects were allowed to refer to textbooks or notes. The subjects were also instructed to inform the researchers if 
they had any trouble in understanding the questions. This was to ensure that any confusion that may have arisen 
was due to the model comprehensibility rather than the materials. 
7. RESULTS AND ANALYSIS 
7.1 Quantitative Measures and Analysis 
 
The dependent variables of this experiment were score and time taken. These measures were taken to determine 
the rate of scoring, which was obtained by dividing the score by the time taken. The scale used for the rate of 
scoring was marks per minute (marks/min). There were two types of comprehension measurement and analysis; 
overall comprehension task and comprehension for modification task. The measurement for overall comprehension 
task was obtained by consolidating the total score and the total time taken for all five questions. The measurement 
for the modification task was obtained by considering the score and the time taken for the question on the model 
modification only.  
 
Table 1 and Table 2 below illustrate the distributions for the overall comprehension task and the modification task 
respectively. Column Min shows the minimum values, column 1
st Q shows the first quartile values, column Mean 
shows the average values, column Median shows the middle values, column 3
rd Q shows the third quartile values, 
column Max shows the maximum values, column Std Dev shows the degree of variation, and column N gives the 
number of collected data. Rows C1:U and C1:B present the rate of scoring of the respective models for the first 
case. Rows C2:U and C2:B present the rate of scoring of the respective models for the second case. The last two 
rows present the grouped rate of scoring based on the models used, regardless of the case. Figure 1 shows the 
box plots of the grouped rate of scoring for the overall comprehension task and the modification task. 
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TABLE 2: Rate of scoring distribution for the modification task 
 Min 1
st Q  Mean  Median  3
rd Q  Max  Std Dev  N 
C1:U  0.00  (2)  1.00  1.20 1.21 1.69 2.00  0.62  18  (3) 
C1:B  0.00  (2)  0.41  0.80 0.58 1.13 2.00  0.64  16  (4) 
C2:U  0.33  (0)  0.46  0.72 0.63 0.77 1.60  0.37  19  (1) 
C2:B  0.00  (1)  0.32  0.59 0.50 0.89 1.20  0.36  21  (0) 
U  0.00  0.53  0.98 1.00 1.38 2.00  0.55 37 
B  0.00  0.40  0.68 0.58 0.91 2.00  0.49 37 
 
 
FIGURE 1: Box plots of the grouped rate of scoring for the overall comprehension task and the modification task 
 
 
 
Note: Overall = Overall comprehension task; Modify = Modification task; U = UML-B models; B = B models 
 
The collected data N were twenty-one for C1:U and C2:B and twenty for C1:B and C2:U, which resulted in forty-
one data had been collected altogether for each model. For the modification task however, the data considered for 
the analysis was slightly less than the collected data. This was due to data cleaning, which was conducted in order 
to ensure the validity of the analysis. In particular, the analysis excluded the subjects who did not attempt the 
modification task at all, which numbers are stated in the brackets under the N column in Table 2. The excluded 
data were identified by the zero values (0) in time taken for the question on model modification. On the other hand, 
the subjects who had attempted the modification task for some time (non-zero time taken) but failed to get any 
score (zero score) were included in the analysis. There were two such subjects from the UML-B model and three 
subjects from the B model, as illustrated in the brackets under the Min column. The implication of these data is that 
the subjects had struggled to understand the model or perhaps had misunderstood the model. Either possibility 
indicates a problem in comprehending the model. This is the reason why they were included in the analysis. 
 
It can be seen from Table 1, Table 2 and Figure 1 that the rate of scoring on the UML-B models is higher than that 
for the B models. The differences of mean and median values between both models are particularly apparent for 
the modification task. These differences may be a reflection of true differences in the population from which the 
samples were taken. It is possible however that the differences may have occurred by chance in the random 
samples. In order to assume that the differences obtained from the samples are true differences in the population, 
the standard statistical inference needs to be applied.  
 
This experiment employed a robust statistical method called bootstrap methods and permutation tests for the 
statistical inference [27]. These methods were chosen as they utilise computing power to relax some of the 
conditions needed traditionally while at the same time retain the main ideas of statistical inference. The strength of 
these methods is that they do not rely on characteristics of the underlying population distribution and do not require 
large samples but are capable of generating results that are more accurate than those from the traditional methods 
[28]. The bootstrap methods were used in this experiment to calculate the standard errors and the confidence 
intervals [29], while the permutation tests were used to test the significance level of the observed effects. The 
analysis was done using the S-PLUS® 7.0 for Windows-Enterprise Developer [30] software. As the experiment 
employed a cross-over design, the analysis of the data had to consider the period effect and the carry-over effects 
[19], which are elaborated below. 
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FIGURE 2: Percentage of model notations preference 
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The descriptive statistics shown above indicate that the subjects perceived the B model as more easy to 
comprehend than the UML-B model and the B model was preferred to the UML-B model. In a glance, one may 
suggest that the B model is better than the UML-B model from the subjects’ perspective. However, it is worth noting 
that the findings may be due to several reasons. Compared to the B method, the subjects were only exposed to the 
UML-B method a few days before the experiment was conducted. In fact, the lecture session was only about an 
hour. The subjects therefore had limited experience and time on learning and exploring the method. Unlike the B 
method, the UML-B method also lacks comprehensive references that elaborate the method with specific examples 
of application. The UML-B method is a subset of the UML and the B method, which the subjects have already 
known, but there are several integration rules that need to be understood. Thus, it is not surprising to discover that 
the subjects preferred the B model, as they were more familiar with the B method. This fact was indeed supported 
by the informal feedback received from the subjects. Perhaps the perception would be different if more resources 
were allocated for learning and exploring the UML-B method, which is worth-investigating in future.  
 
Besides the above measures, the subjects were also asked to provide personal comments on the models. The 
UML-B model was perceived as being easy to visualise and understand the scenario more quickly, easy to 
understand the relationships between operations, easy to develop especially on computers, easy for novices and 
more logical to developers. The model however was said to be useful only with good tool support. The UML-B 
model was also commented as being quite ‘messy’ since the information was scattered around the class and 
statechart diagrams. In general, the main difficulties of the UML-B model include the interpretation of specific 
symbols, understanding the integration between the UML diagrams and the B notation, and the tracing between 
chunks of information. Perhaps these are the reasons why some of the subjects perceived the UML-B model as 
difficult to understand. On the other hand, the B model was commented as being more formal, less ambiguous and 
easy to read since the information was kept together as a flow of information. However, the B model was claimed 
as being harder to develop, lacking visualisation, lengthy and too much text. The hardest parts to understand about 
the B model are generally about the interpretation of symbols used and the tracing between chunks of information.  
 
Another finding seems to suggest that even with very limited training on the UML-B method, one can still 
understand the model well. There were eight subjects who did not attend the UML-B lecture and thus depended on 
the available references or their own knowledge to answer the questions. The rate of scoring for these eight 
subjects is shown in the Table 4 below. It can be seen that seven out of eight subjects performed better on the 
UML-B model. Five of these subjects commented that they preferred the B model to the UML-B model. Despite the 
fact that these subjects disliked and had no training on the UML-B method, the quantitative measures show that 
they still performed better on the UML-B model than with the B model. However, the size of this sample is too small 
to perform reliable statistical significance testing. 
 
 
 
 
 
 
 
 
 
Table 4: Rate of scoring distribution for subjects who were absent 
Subject  UML-B model  B model  Preference 
A08  0.63 0.61  U 
A12  0.63 0.53  B 
A13  0.64 0.73  B 
A16  0.50 0.44  B 
A18  0.66 0.48  U 
B01  0.87 0.42  U 
B11  0.57 0.48  B 
B20  0.77 0.71  B 
(10/34)
(15/34) 
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8. CONCLUSIONS AND FUTURE WORK 
The findings of the experiment provide a preliminary indication that the integration of both semi-formal and formal 
notation is useful in promoting specification or model comprehensibility as compared to the formal notation alone. A 
model that integrates the use of both notations such as the UML-B model is capable of expediting the subjects’ 
comprehension task with accuracy even with limited training. The model allows the subjects to grasp the required 
information more quickly and use it to perform the subsequent tasks correctly. The results indicate with 95% 
confidence that a UML-B model could be up to 16% (overall comprehension) and 50% (comprehension for 
modification task) easier to understand than the corresponding B model. This finding is appealing as it suggests 
that introducing some graphical features of a semi-formal notation into a formal notation significantly improves the 
formal notation’s accessibility.  
 
The findings also seem to support the theory that suggests the integration of graphical and textual representations 
is more effective in portraying information. In many cases, the UML-B model and the B model contain similar 
textual representation in the form of B notation except that the UML-B model uses the graphical representation of 
the UML in concert with the B notation to illustrate the semantics. Since the possible confounding factors had been 
randomised and treated accordingly in this experiment, the results suggest that the integration is better than the 
textual representation alone. As far as the experiment is concerned, this theory helps to explain why the UML-B 
model is more comprehensible than the B model. 
 
The findings of the experiment indicate that one can still comprehend the notation in a UML-B model even with very 
limited hours of training. However, the underlying assumptions about the population that is represented by the 
sample should be understood. Practitioners should only be expected to perform well on the UML-B model if they 
have been exposed to both the UML and the B method. In addition, basic understanding of the theoretical aspects 
of formal method and object-oriented technology is also seen as necessary for promoting the comprehension. 
 
There are several ways in which the experiment and its findings could be improved. It has been pointed out that the 
hallmark of good experimentation is the accumulation of data and insights over time [36]. Therefore, one possible 
way of improvement is through replication, where the experiment will be repeated on different samples of the 
population with slightly different conditions and design. This would help in determining how much confidence can 
be placed in the results of the experiment. As the objective of a specification is to further stakeholders’ 
understanding of an application domain, the investigation of the notation will be extended to include the resulting 
cognitive model developed by the viewers. The measurement will not only assess the notation’s ability to represent 
information that can be understood but also its ability to facilitate the construction of application domain knowledge. 
The efficacy of the UML-B method will be further investigated by applying measurement on the model development 
through surveys. This would allow the strengths and the weaknesses of the method in software development to be 
fully assessed. The qualitative methodology such as found in the social sciences will be employed to gather a 
holistic understanding of the important factors and how and why they may influence the effectiveness of the 
method. The qualitative approaches also allow the users’ perception towards the method’s ease of use to be 
explored and better understood. 
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