SymPy is an open source computer algebra system written in pure Python. It 9 is built with a focus on extensibility and ease of use, through both interactive and programmatic 10 applications. These characteristics have led SymPy to become the standard symbolic library for 11 the scientific Python ecosystem. This paper presents the architecture of SymPy, a description of its 12 features, and a discussion of select domain specific submodules. 13
Python itself is used both for the internal implementation and end user interaction.
28
The exclusive usage of a single programming language makes it easier for people al-29 ready familiar with that language to use or develop SymPy. Simultaneously, it enables 30 developers to focus on mathematics, rather than language design.
31
SymPy is designed with a strong focus on usability as a library. Extensibility is 32 important in its application program interface (API) design. Thus, SymPy makes no 33 attempt to extend the Python language itself. The goal is for users of SymPy to be 34 able to include SymPy alongside other Python libraries in their workflow, whether 35 that be in an interactive environment or as a programmatic part in a larger system.
36
As a library, SymPy does not have a built-in graphical user interface (GUI). How-37 ever, SymPy exposes a rich interactive display system, including registering printers 38 with Jupyter [29] frontends, including the Notebook and Qt Console, which will render 39 SymPy expressions using MathJax [9] or L A T E X.
40
The remainder of this paper discusses key components of the SymPy software. [38] . This section describes the essential structural components of SymPy, pro-50 vides justifications for the design decisions that have been made, and gives example 51 user-facing code as appropriate. 
55
>>> from sympy import * 56
Symbolic variables, called symbols, must be defined and assigned to Python vari-57 ables before they can be used. This is typically done through the symbols function, 58 which may create multiple symbols in a single function call. For instance,
59
>>> x, y, z = symbols('x y z') 60 creates three symbols representing variables named x, y, and z. In this particular in-61 stance, these symbols are all assigned to Python variables of the same name. However, 62 the user is free to assign them to di erent Python variables, while representing the 63 same symbol, such as a, b, c = symbols('x y z'). In order to minimize potential 64 confusion, though, all examples in this paper will assume that the symbols x, y, and z have been assigned to Python variables identical to their symbolic names.
66
Expressions are created from symbols using Python's mathematical syntax. Note 67 that in Python, exponentiation is represented by the ** binary infix operator. For 
81
In SymPy every symbolic expression is an instance of a Python Basic class, a 82 superclass of all SymPy types providing common methods to all SymPy tree-elements, 83 such as traversals. The children of a node in the tree are held in the args attribute.
84
A terminal or leaf node in the expression tree has empty args.
85
For example, consider the expression xy + 2:
86
>>> expr = x*y + 2 87
By order of operations, the parent of the expression tree for expr is an addition, so it 88 is of type Add. The child nodes of expr are 2 and x*y.
89
>>> system. The assumptions system allows users to specify that symbols have cer-126 tain common mathematical properties, such as being positive, imaginary, or integral.
127
SymPy is careful to never perform simplifications on an expression unless the assump-128 tions allow them. For instance, the identity Ô t 2 = t holds if t is nonnegative (t Ø 0).
129
If t is real, the identity Ô 
without setting integer=True when creating the Symbol object n.
153
The assumptions system additionally has deductive capabilities. The gamma function implemented in SymPy has many more capabilities than the 232 above listing, such as evaluation at rational points and series expansion. Integrals, derivatives, summations, products, and limits that cannot be computed 290 return unevaluated objects. These can also be created directly if the user chooses.
291
>>> integrate(x**x, x) 292
Integral(x**x, x) 293 >>> Sum(2**i, (i, 0, n -1)) 294 Sum(2**i, (i, 0, n -1)) 295 3.3. Polynomials. SymPy implements a suite of algorithms for polynomial ma- Alternately, the use_unicode=False flag can be set, which causes the expression to be 333 printed using only ASCII characters.
334
>>> pprint(Integral(sqrt(phi0 + 1), phi0), use_unicode=False) 335
The function latex returns a L A T E X representation of an expression.
342
>>> print(latex(Integral(sqrt(phi0 + 1), phi0))) 343 \int \sqrt{\phi_{0} + 1}\, d\phi_{0} 344
Users are encouraged to run the init_printing function at the beginning of in- The 2D text representation is used otherwise. The domain parameter is typically either S.Complexes (the default) or S.Reals; the 366 latter causes solveset to only return real solutions.
367
An important di erence between the two functions is that the output API of 368 solve varies with input (sometimes returning a Python list and sometimes a Python 369 dictionary) whereas solveset always returns a SymPy set object. Internally these matrices store the elements as lists of lists, making it a dense 395 representation.
5 For storing sparse matrices, the SparseMatrix class can be used.
396
Sparse matrices store their elements as a dictionary of keys.
397
SymPy also supports matrices with symbolic dimension values. The evalf method converts a constant symbolic expression to a Float with the spec- The double exponential (tanh-sinh) quadrature is used for numerical integra- objects can be used for any one-, two-, or three-dimensional vector algebra, and they 511 provide a strong framework for building physics and engineering tools.
512
The following Python code demonstrates how a vector is created using the or- physics.vector package to populate time-aware particle and rigid-body objects to 531 fully describe the kinematics and kinetics of a rigid multi-body system. These objects 532 store all of the information needed to derive the ordinary di erential or di erential 533 algebraic equations that govern the motion of the system, i.e., the equations of mo- 
