Abstract-Particle Modeling is a frequently used technique for fluid simulation. Different kinds of implementations of such simulations have been presented in the last decades. In order to achieve good results as to accuracy and computing performance, one has to find appropriate formulas and parameters for the particles and one has to find efficient computer programs implementing the simulation. This paper presents a generic and reusable particle modeling software library for such simulations. The approach is based on the Physolator -an object oriented physical simulation framework.
INTRODUCTION
Particle modeling is sometimes also referred to as quasimolecular simulation. Simulating the behavior of a fluid molecule by molecule would be too costly as to the calculation time. Therefore, particles are used as a substitute for molecules. These particles are virtual. They do not exist in real world. Each particle represents a small piece of fluid. Also a molecule inside a fluid represents a small piece of a fluid. In this sense particles resemble molecules. By definition, particles shall be far bigger portions of fluids than molecules. For a given amount of fluid, the number of particles is far smaller than the number of molecules. The size of the particles can be arbitrarily chosen. Smaller particles lead to more precise simulation results, but significantly increase the computing effort. In a typical simulation scenario a fluid is represented by some thousand particles. With such a number of elements, a numerical simulation can still executed in a reasonable amount of time.
In the domain of fluid simulation, there are different kinds of applications and lots of different simulation programs have already been developed. However, there are quite some recurring tasks: defining the particle behavior via appropriate formulas, finding the right particle parameters especially the particle size, computing the equilibrium particle distance in a grid, defining the initial state of a fluid by placing particles in a grid with equilibrium distances, finding efficient programs for simulation, implementing visual components for representing the simulation results.
II.
GENERIC LIBRARY FOR FLUID SIMULATION The work presented in this paper aims at building a generic and reusable particle modeling library. The library is based on the Physolator framework [5, 6] . Physolator is a physical simulation framework based on the Java programming language. Physolator supports an object oriented development style. Physical components, graphical components and numerical procedures can be developed independently and can be connected during run time. This paper presents a library of components for fluid simulation consisting of physical and graphical components. Building your own physical simulation based on this library is easy: define your own particle behavior by overwriting the appropriate methods, define your own particle parameters, use predefined programs for placing the particles, run the simulation inside the Physolator. This paper does not list all the classes and interfaces of the particle modeling library. Instead it presents the core concepts and explains the main features of the library by an example.
Particle modeling techniques have to consistent and effective at the same time. Consistent means, that the particle based fluid simulation produces results that are consistent with macroscopic fluid physics. Fluid simulation requires a lot of computing effort. An important parameter of every particle simulation is the "size" of the particle -in other words: its mass. For sake of smaller amounts of particles, fluid simulation is often performed in a two dimensional world rather in a three dimensional world (see [9, 10] ). The program code of the particle modeling library for fluid simulation so far only supports 2D simulations. The concepts used for two dimensional 2D and 3D simulations are pretty much the same. The particle modeling library shall also support 3D simulations in a future version.
III. ATTRACTION AND REPULSION BETWEEN PARTICLES Particles shall behave like molecules: repulsion, when two molecules are too close to one another, attraction at bigger distances and the attraction converging to 0 as the distance approaches infinity. The attraction and the repulsion between molecules can approximately be described by the LennardJones-12-6 potential. In particle modeling usually uses formulas that are similar to the Lennard-Jones-12-6 formula.
Given two particles with distance r.
shall describe the energy potential between the two particles. In this library, the following formula shall be used to define .
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This formula has been introduced by Greenspan [1] and has been adapted by many others. The Greenspan formula has two parameters σ and . In order to give a fluid of some material the right physical behavior, one has to find appropriate values for σand . The following sections will explain, how one finds appropriate values for σand .
It should be noted, that this formula was defined in a pragmatic way. The formula is designed for simulation. It has not been derived from any real world physical formula. The formula just tries to make sure, that the particles act similar to molecules.
Besides the formula from Greenspan, we will also need its first and its second derivative with respect to r. represents the force between two particles and represents the stiffness .
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IV. PARTICLE GRIDS, MASS DENSITY AND
With the help of σone defines the size of the particles. σis arbitrarily chosen. Given a physical system with two particles. Then √2σis the equilibrium distance between the particles. With parameter σone defines, how fine-grained the physical system shall be. For a given amount of fluid, a smaller value for σ results in a bigger number of particles and thus the computing effort during simulation is increased.
In particle modeling a certain amount of a fluid is represented by a certain number of particles. A big number of particles in an equilibrium state builds a grid. In a two dimensional world, an infinite number of particles automatically builds a hexagonal grid. Let be the distance of two neighboring particles in a two dimensional hexagonal grid in an equilibrium state. The particle modeling library uses interval switching to compute for given values of σand .
Let us assume, that the mass density ρof the material is well known. Let us assume, that the hexagonal grid is one layer of a three dimensional hexagonal highest density close packing. Then the mass for a single particle can be derived from ρand as follows. ρ √2
V. FINDING AN APPROPRIATE VALUE FOR
is a material specific parameter that defines the stiffness. Let us assume, that the Lennard-Jones-12-6 potential of the material is already well known. In this case one can postulate that for a given amount of fluid the binding energy in the particle world shall be as big as the binding energy in the molecular world. More precisely: the binding energy of two particles in equilibrium state shall be as big as the binding energy of n pairs of molecules in equilibrium state, where the mass of the n pairs of molecules equals the mass of the pair of particles. This defines in an unambiguous manner.
VI. PARTICLES WITH DIFFERENT MATERIALS
The formulas presented so far make the assumption that all particles are of the same kind. For simulations with different kinds of material, one has to provide different kinds of particles with different parameters σ , and . In such a physical model one also has to consider forces between different kinds of particles. Given a particle A with parameters σ and and a particle B with parameters σ and . The force between these two particles and as well as and are computed with the given equations using the following parameters σ and .
VII. DAMPING
A fluid internal movement results in damping. As soon as a particle is moving with respect to the surrounding particles this leads to a resistance force . is directed opposite to this movement and depends on the fluid's mass density ρand on the fluid's viscosity η.
Let be the velocity of some particle with respect to the surrounding fluid. is the difference between the total particle velocity of the particle and the total velocity of the surrounding liquid. The total speed of the surrounding fluid is approximated by the weighted average of the neighboring particles. Neighboring means, that one defines a reasonable radius and all particles with a distance less than this radius considered to be neighbors. 2 is a good choice for such a radius. In this approach it is assumed that the particle behaves like a ball with diameter of that is move through the fluid with a velocity of . For such a ball the fluid resistance force is ρ with π. Variable is the drag coefficient. In a simple approximation one may consider to be a constant with 0.45. More precisely, depends on the viscosity η.
VIII. EXTERNAL FORCES
The particle-particle forces described by the Greenspan formula and the viscosity are fluid internal forces. Besides, there may also be different kinds of external forces applying to the particles inside the fluid.
Here are some examples for external forces. The particles inside a fluid may be attracted by the gravitational forces from external bodies. Just like a water drops dropping down. The particles inside the water drop are attracted by earth. If a liquid is in touch with rigid bodies, then the liquid is repulsed by the right body. Example: A water drop rests on top a rigid surface. The rigid surface exerts an upward force to the liquid hindering it from falling. If the liquid is electrically loaded, then forces from electrical fields apply. These are just some examples for external force. Many other kinds of external forces may have to be considered.
IX. RIGID BODY PARTICLES
In the particle modeling library one can use particles not only for modeling fluids but also for modeling rigid bodies. The following picture shows a snapshot of a simulation with a water drop falling from a ceiling plate. The plate is a rigid body. It is represented by a set of graphite particles. Just like fluid particles, rigid body particles do apply attractive and repulsive forces to their neighboring particles. Besides the core parameters σ, and , Particle2DSchema objects also contain some derived parameters such as and and they also contain methods implementing the physical formulas , and as well as a method for computing the friction force due to viscosity.
FIGURE II.
EXAMPLE JAVA PROGRAM CODE
In the waterPS object the method addExternalAcceleration is overwritten. Overwriting this method is useful when you have to consider external forces from outside the fluid. In our example the water particles shall be attracted by earth with an acceleration of 9.81 .
The class Particle2DSystem has two particle containers: containerMovable and containerFixed. They are used for fluid particles and rigid body particles, respectively. In the constructor of the program code, water particles are added to containerMovable and graphite particles are added to containerFixed. Both containers internally organize their particles in a grid of boxes. The edge length of these boxes is rmax. The particles and their initial positions are defined in the constructor. You can assign particles one by one or you can use predefined methods that fill a given area with a hexagonal grid of particles of some kind. addRectangle and addCircle are such methods. In this example the invocation of addCircle produces a semi-circle. This is due to the effect that the last parameter is a filter (a Java lambda term) that restricts the particle locations inside the circle a suitable way -turning the circle into a semicircle.
Physolator provides different kinds of simulation parameters for controlling the simulation run (see [5, 6] ). The program code overwrites the initSimulationParameter method and there assigns constants to the simulation parameters that are appropriate for this physical system.
XIII. CONCLUSION
This paper has introduced an object oriented and easy to use particle modeling library for simulating fluids. In a future version, the library shall also support three dimensional particle systems. The material library shall be extended. Furthermore, the particle modeling library shall also support an automatic scaling mechanism. In this scenario σshall be used as the scaling factor. The other two core particle particle parameters and shall automatically be derived from σand the physical parameters provided by the material object.
