Abstract
Introduction
In a study of the source of variations in effectiveness and duration of Software Inspections, Porter et.al. [12] found that the inputs to the process, such as reviewers, authors and code units were more responsible for defect detection than process structure. A study by Rifkin and Deimel [15] found that there was a 90 per cent reduction in post release defects when reviewers were trained in software reading techniques. Sauer et.al. [16] hypothesised from behavioural theory that one of the major factors effecting the outcome of Technical Reviews is the composition of the group; that is the level of task expertise of its members. It has also been shown that nominal groups perform at least as well as review meetings for Software Development Technical Reviews (SDTRs) [5] . Nominal group processes and roles can be part of the training for reviews. In addition, defect discrimination to remove false positives was considered by Sauer et. al. [18] to be part of nominal group process. Defect discrimination involves marking for rework all those defects selected before the review by two or more reviewers.
Using this evidence, and the authors' experience in code reviews, a course in SDTRs was set up at the University of New South Wales to train 4th year undergraduate students in reading techniques as well as group processes. The results of these reviews in terms of number and types of defects detected was studied, as well as the general learning outcomes in terms of code review processes and skills.
Course Plan
The course was set up as a six-week practical course, with emphasis on tutorial work and developing the students' experience. There were 120 student enrolled in the course but only 99 students completed all the tutorials in valid 3-person or 4-person groups. Students were provided with lectures each week, but these were generally on issues that placed SDTRs in an industrial context, such as various Code Review processes (Fagan Inspections, Active Design Reviews, N-Fold Inspections, Phase Inspections and Two-Person Inspections) with some discussion of the validity and applicability of each. Since the only phase of SDTR that was feasible as practicum for the students was the Inspection meetings, it was important that a real context be created for students to carry these out.
The tutorials focused on the process of inspections, both as individuals and in group meetings. The first tutorial introduced students to the process of reviews, and subsequent tutorials consisted of an individual review followed by a group review of the same Java code. The final week involved the detection of defects in a specification document. This was not analysed in the same detail as the code reviews, but provided addition information on students ability to track requirements. The code segments were developed for the course. These were short applications and applets, with the requirements they were designed to satisfy attached to the code. The code domain and language complexity were familiar to the students. The defects were seeded into the code to provide some simple more obvious defects such as inconsistent coding standards. Object Orientated defects and others relating to satisfying requirements were also added. As preparation, students were given an example of a Java coding standard, but it was noted a company may have their own standards. Also most students had coded Java in previous courses..
After each code review the known defects were listed as feedback, usually generalised to encourage students to recognise a type of error, rather than relate each error to a line number or statement. The first code review (week 2) was done with interacting groups in a review meeting, the second (week 3) had roles introduced to achieve group processes other than nominal, and the third (week 5) included a checklist for students to follow. This final review was the review of a design document rather than code and the prior tutorial (week 4) was spent with the students developing a checklist suitable for such documents.
Second version of the course
When the course was run the following year the review style was modified. The students were asked in the first Tutorial to develop their own process using the SEI-CMMI-SE Verification Process [2] . In subsequent tutorials they used their process to review another groups' process. Finally that refined process was used to review a piece of code and a requirements document. The aim was to focus the students more on the process than on the code defects, and hence train them in the technical aspects of reviews. However, it was found that in general their code review ability did not improve from this process, and the problem lay more with their familiarity with reading code and applying coding standards.
Review Design
The types of reviews used in the tutorials were Technical Reviews based on Fagan Reviews. The critical factors in this type of review are: checklists to be developed in reviews; effective preparation to comprehend the nature of the document and their interconsistency; measurement to verify how to improve process, checklists for software development and standards; and moderator role to motivate and organise agendas [3] . The reviews were conducted on code consisting of 181 lines of code in the first tutorial which was too large for the 90 minutes of preparation and review, and 103 lines of code in the second tutorial. However, the second tutorial included over 260 lines of code which were outside the scope of the review and proved to be confusing to the student. The third tutorial consisted solely of the 120 lines of code to be reviewed. Defects were assumed to be inconsistency in coding standard, object-orientated errors and coding that did not satify requirements. Each piece of code had an average of 20-30 errors.
The students were fourth years students, who had mostly prior experience in coding in Java, and working in groups on assignments. However experience ranged widely, so tutors were briefed in ideas to bridge these gaps during feedback.
Learning Design
The design of the first course was based around the work on constructivist learning by Slavery and Duffy [17] where students are provided with a process to guide their own learning of, in this case, technical reviews... The second version of the course was similar in design except that it introduced the notion of developing their own review process so they would learn the process aspects as well.
Issues covered in Lectures included: feedback on tutorials such as coding standards and review practices, the use of roles in group meetings, individual coding improvement (PSP); the meaning of defects and their classification, and defect estimation and sampling. These issues were then included in the practicum in tutorials, as according to Experiential Learning Theory [10] , which implies that students comprehend practical or technical issues better when they had some experience to which to relate them.
Knowledge was assumed in terms of experience in writing Java Code, and further experience was gained in reading code during the course.
Findings in relation to review process
The following analysis is based on the code reviews on the true defects found in the code reviews. We consider the effects of plurality, group processes, task training and expert pairs on the defect detection rates.
Plurality Effects
The proposition from research [8] is that the defects detected by a majority of the group members as individuals, will be those reported by the group. This is the same as comparing the nominal group to the real group. The nominal group is a process for a group of people who become a group in name only (hence the name, nominal group). The purpose of the nominal group approach is to eliminate social and psychological dynamics of group behavior which tend to inhibit individual creativity and participation in group decisions. Students had experience in nominal and real groups during tutorials..
To verify the finding cited in [8] , we looked at each defect for each real group (RG) versus the nominal group (NG). The data obtained from the experiments, of the sum of the distinct defects from each group, either as a sum of one or more individuals (NG) or as a real group (RG) is summarised in Table 1 . We then compute the probabilities P (included in RG | found by n persons in the corresponding NG), denoted as P(RG | n). If the proposition is true, we should observe P(RG | 0) < P(RG | 1) < P(RG | 2), etc. In Figure 1 we show graphs of the percentage of defects found by real groups (vertical axis) against the number of individuals selecting from the original nominal group, one for each of the code review experiments in the first year.
Figure 1 Percentage defects found by RG compared to selection by NG
We conclude that P (RG | n) is not the same for the three experiments. Moreover, while the data supports the proposition, there are two qualifiers:
Defects are included in the real group's report even if none in the nominal group (Emergent Defects).
Defects which are found by everyone in the nominal group are still not included in the real group's report (Lost Defects).
Group Performance
The propositions from research [16] states that the number of defects reported by a real group is less than or equal to the number reported by the nominal group. This proposition is implied by the previous one, and will be rejected if the number of defects found by NG is statistically less than the number of defects found by RG, using the t-test. Table 2 shows the average distinct correct defects reported by the real group compared to those found by the nominal group. The only case where the difference is significant is week 3, where the nominal groups find more than the real groups. Thus in all cases the group meeting following the individual inspections does not significantly contribute to defect identification except as an exercise in collating results. In order to study this odd phenomena more closely, we look at the distribution of the difference NG-RG. NG>RG implies the nominal group performs better. In Table 3 NG<RG implies the real group performs better. 5  7  0  1  0  6  3  2  0  5  0  2  0  4  5  3  0  3  3  5  3  2  5  9  5  1  5  8  5  0  7  3  10  -1  5  4  5  -2  3  1  7  -3  2  3 Since the distribution of (NG-RG) is always roughly symmetric there is no reason to claim that the difference between NG and RG is systematic. The most accurate conclusion is that sometimes the real group find more defects than will be reported from the nominal groups, and sometimes its vice -versa.
Task training
The research [16] proposes that the group performance is a positive function of task training. That is, reviewers will perform better the more reviews they participate in. This was examined by computing the percentage of known defects found (PD) across the three experiments. The t-test is again used on the data, assuming different variances between weeks, and we find P(finding defects in Real Group week 2) > P(finding defects in Real Group week 5) with p value of 0.03.
As an example, Table 4 gives the percentage of known defects found for real and nominal groups each week showing the change in mean(RG-NG). N denotes the total known true defects in each experiment. There is no reason to claim any learning effect, for real or nominal groups because the percentage of defects found by individuals did not on average improve over the weeks. Table 5 plots the individuals in a matrix showing the percentage of known defects found in week 2 and 5. People on the diagonal have the same performance in the inspections in week 5 as they had in week 2, and they comprise 40% of all participants. People above the diagonal (27%) have improved and those below (32%) have done worse in week 5 than they did in week 2.
Expert Pairs
The research [16] suggests that the best pair of inspectors in any nominal group will do as well or better than the whole nominal group. This is tested by comparing the best pair (BP) in the nominal group against the number of defects reported by the real and nominal groups.
This study was based on interpreting the best pair as the two individual inspectors that found the most defects, rather than the pair that found the most defects in common. The results of the t-tests assuming different variances are summed up in the table in Table  6 , showing real group, and nominal or individual groups from which the best pairs were selected. The mean value of the best pair is always smaller than the mean value for the nominal group. This difference is, however, too small in week 5 to be significant. In addition, the best pair is not statistically different from the results obtained from the real group for week 2 or 3.
In Table 7 we see the distribution of differences between the real groups and best pairs. As for the difference between real and nominal groups, the conclusions are not clear. 
The real groups of 3 or 4 persons thus performed better than the best pairs in the majority of the cases for week 2 and 5. For week 3 the best pairs are better than the real groups. There is no uniformity, as seen also in the graph in Figure 3 , which is similar to the graph of NG-RG. 
Shortcomings in Training
Perhaps the main concern in this research is the role of training as a positive factor in defect detection during the reviews. While this has been shown to be a factor in other studies [4] , [14] , [15] and [18] , it was not found amongst the students learning the process of code and document reviews.
In general, the problem found in the first course was that the level of understanding of Java design and coding amongst the general students was less than anticipated. This is partly due to the lack of encouragement for students to read and test code during their degree program, or to share code for inspection with others. However, students have mostly attempted courses that included Java programming as a component. Hence, for the second version of the course the focus was put more on the review process than the review objects.
Use of Roles in Review Inspections
The use of Roles in group meetings was presented in lectures, practiced in tutorials, then discussed in the subsequent tutorial. The concept of nominal groups was presented as at least equal in efficiency and effectiveness in defect detection as review meetings. The aim was that by attempting such processes, students would see an improvement in their group achievement.
Although it is desirable to use nominal groups in SDTRs, as discussed above, it is not desirable in learning environments to use this process, as students need time to discuss reasons for decisions and learn from peers. In [11] O'Malley notes that learning will be influenced by such factors as constructive criticism and challenge, conceptual conflicts and giving explanations and elaboration to peers.
In both years of the course it was found that students were still unclear what in fact a nominal group was, and had little idea of the group processes that might help their reviews [1] . Generally the learning environment dictated group processes that relied on plurality effects to select defects for reporting. However, the lack of experience in handling group meetings meant that often groups were dominated by individuals, which may have lead to the removal of valid defects from group reports (see second anomaly in Section 3.1).
In future, it is proposed that some training should be given in how to implement roles in a group and how to use the nominal group process for defect discrimination as separate from interactive decision making for indeterminate defects.
Types of Defects Found
The code included defects that could only be easily found through desk checking the code. Other defects such as formatting should have precluded the code ever going to inspection in that state. The students were exposed to a wide variety of defects, however, they were generally only able to detect defects that related to the sort of defects they would themselves experience while coding, for example the use of the common or generic class methods; errors between two pieces of code close together; or defects that showed up as missing sections in a repeating pattern in the code. In the second year of the course a smaller range of defect types were used, however, the percentage of known defects detected was little improved. 
Types of Defects Not Found
Defects relating to defensive programming were rarely picked up, and presumably this is not a part of the students' coding experience, even when the language was familiar.
Defects separated by large sections of code were not well handled. This suggests a need to teach overview skills, having students examine the structure of the code before its particulars. Defects related to Java structure, such as inheritance, were often missed, probably for the previous reason, that they were necessarily spread out in the code and hard to trace.
Aspects of the design that were mentioned in the requirements but missing from the code were found often in some cases but not found at all in others. We have not researched if there is any significant difference between those that were easily found and those which were not, but it does suggest the need for some process to trace the design and to improve inspection effectiveness.
Defects that related to inconsistency between comment and code were not picked up. Often the comment was the correct part, and repeated the requirements as a hint to the reviewer to highlight the presence of an error. However this did not cause the error to be easily found in inspection. In particular, defects that related to GUI layout were not picked up, which students should be commended on not spending too much time in reviews trying to picture the effect of code that should be bench tested.
Meaning of the word Defects
Another issue that the feedback tried to raise is the breadth of the concept of defects. Defects such as magic numbers, declared but unused variables or methods, and libraries imported but not used, were not considered defects by students. Students did not query when they were listed as such on the course web page, but continued to ignore them.
One difficulty arose when the defect was not an error in coding but would cause errors in implementation, for instance the misnaming of a method in the subclasses, resulting in the empty super class method being called, rather than the local method. The idea of a defect that is one step removed from the actual code was difficult. In the second year the notion of a defect became more concrete as meaning not adhering to the requirements and the students were encouraged to develop more awareness of the need for requirements and measures in their inspections. They were much more able to trace defects when they had a checklist or list of requirements, which was not so clear in the previous year when they developed a checklist for the week 5 document review.
Training and Code Familiarity
One aspect of coding that affected the students' ability to detect defects was their lack of a clear coding standard. Since their submissions are generally marked on whether they function according to the given requirements, rather than their readability, students generally come into this course with little idea of the significance of their coding standard, or the need for one.
The second aspect that was shown more in the second year was the students' lack of understanding that defects occur when requirements are not fulfilled. This of course includes coding standards, design requirements, or any requirements for documents or processes. Those groups that learnt this meaning, worked well, unlike those who didn't.
In general, the number of defects in the sample code and documents was well above what would be expected by the stage code reaches inspection meetings. This was done to enable even the most inexperienced programmer to see at least some defects. However, this tended to back fire as the simpler defects deterred the more experienced programmers from reading the code thoroughly.
When the course was run using the students' own processes for review and development, this problem was overcome in that the documents were familiar as well as the requirements. Hence the cognitive load [19] was reduced during any one review.
The conclusion was that the number of defects should match a more realistic review example, and a variety of defects can be experienced by students across the different examples during the course, rather than repeatedly in each example. This approach was used in the second year of the course where different document types, hence, defect types were used in each tutorial session.
Reflection
Time was spent at the beginning of the tutorial in reflection on last week's review. Possibly too much time was spent on the defects found or not found, rather than the process for finding them. The former was dealing with coding and the language, the latter deals with the code reviews. Issues of process, such as the use of roles, checklists and preparation for the review were given too small a period to discuss. As a way of motivating the students to consider these points in more depth they were encouraged to develop the process themselves in the second variation of the course, including filling a template to consider the roles to be used, any checklists or requirements needed and the tasks for preparation.
Roles
Roles were introduced in the second review and were aimed at encouraging students to plan and monitor their review process. The lecture that week also dealt with roles. However students were not able to explain any difference they perceived between the two reviews, with and without roles in their final review assignment. During the tutorials with roles, students tended to work equally on directing the review or were totally dominated by one member, and even without roles there was always one record keeper, since this is more convenient.
However, students did not feel that roles were a significant contribution to their group efficiency. In a learning environment where group members are expecting equal or greater contribution from their peers, the role of purely record keeping was not considered valid. Similarly the lack of trust in the random groups selected did not enable a moderator role to be maintained with frequent comments of domination [1] . Unless there was a single member of the group with known success in previous tutorial, hence "expert", the groups spent much of their time debating the validity of defects selected by even two individuals. Hence it was the group skills in decision making that were most important, and most lacking.
Checklists
Checklists were introduced in the second tutorial, and students had time to read over them and consider how they would use them. Checklists were also a significant part of the students' process development in the second variation of the course. However, document and code checklists and the CMMI guidelines were used mostly by groups as a postclassification tool, rather than a list to step through. In addition, no time was spent on reflection on the process which they used to verify their work against these checklists and guidelines.
Preparation
Students were concerned about the lack of materials they could use in inspections. We did not allow the use of Java API, as we stressed this would detract from their efficiency. API code errors were not injected, as these would have caused compile errors, and the code was free of compile errors. However, students often reported seeing such errors present.
For preparation for inspections, students were encouraged to inspect code they could gather off the web, or Java Tutorials. Even if the code was presumably defect free, it was found that many lacked experience in following code, which they required before they could detect many coding defects. As we were teaching the methods of review, such as proficiency in reading code, not how to review a specific piece of code, this point could have been emphasised more.
Feedback was provided on the web, then discussed in tutorials, and often the same type of defect repeated in subsequent code, but this did not necessarily improve the detection of that particular defect.
In the second version of the course the students were mainly required to become familiar with the CMMI guidelines relating to verification processes. This was difficult at first as the CMMI document forms an abstraction of processes of which the students had no experience. This however changed during the course and many groups found they were able to refer easily to these guidelines as a checklist for their process.
Motivation
Almost all inspectors working as individuals found about 2-3 defects out of a possible 20-30 defects (or 10-20 major defects). In reviewing the course, it was noted that experience from inspections by students suggest a higher number (about 55% for design and requirements and 60% for code reviews) should have been found [7] , [9] , and [13] , even allowing for limited industrial experience. As well as training issues that require more reflection during the degree program, there is an effect due to motivation levels. We presume the motivation was low for three reasons:
Marks for the group work was increased above the individual mark over the course, as this course was attempting to assess students learning in group reviews, not individual code inspections The process was unfamiliar and hence daunting. Students have little time to review other's code, and the effect of plagiarism penalties has been possible to further deter getting peers to edit code.
Students preferred to wait until they got confirmation of their ideas before putting down defects that might be false and thus gained them negative marks. In the second version of the course an added factor was that it was unclear to us and hence to the students how we would mark their verification defects, since they were all reviewing different documents. These marking guidelines have now been developed on the basis of their ability to extract the main errors in each process.
Recommendations
Many students appreciated the changes in the course [1] , as they gained some experience, learning what inspection processes really involved. This gave them some context on which to build understanding of the lecture material about different review processes. When the process was extended from code reviews to generic document reviews in the second version of the course, the initial learning curve was steep, but students soon appreciated the flexibility required of their process to deal with the document types they were asked to review.
However, greater motivation for the students to follow a process when doing the reviews is needed. Although the individual inspection was worth marks, the group mark was a steadily increasing proportion of the tutorial mark. Students perhaps realised that the effect of at least two other coders in the group review made the task easier.
The other factor that both reduced motivation and competence in the reviews was the students general lack of skill in coding. This could be increased through regular code reviews during the whole degree course, and more encouragement for students to swap work for reviews, without allowing copying of code. Also, a greater stress must be placed on requirements engineering during coding projects, in particular linking the design and code to the specific requirements given.
Finally, students need experience in group processes from the start of the degree program so they have time to observe the effect of various dynamics and processes on their group work. This is certainly one domain of knowledge that requires experiential learning.
It is these areas of training that students lacked for carrying out Software Development Technical Reviews. It is of concern that they represent a lacking in the teaching of software across the degree program, and hence a lack in the skill base of the industrial software community.
