ABSTRACT
INTRODUCTION
One of the obstacles to efficient development of mobile applications is the lack of interoperability between different mobile platforms. The teams involved in developing applications for multiple platforms are faced with having to use platform specific development environments for each platform. This leads to the fact that artifacts created during development for one mobile platform, are not useful when developing for the second or any other target platform. This problem has been recognized by the professional and scientific communities which, over the past a few years, proposed several solutions. Although the proposed solutions are different in their implementation, they are based on a similar concept of developing one source code and its automatic transformation for various mobile platforms ("code once, run everywhere"). The results of these approaches, along with the well-known fragmentation problem (Agarwal et al., 2009) (Manjunatha et al., 2010) (Ridene et al., 2010) , limit development teams to use only those features that are implemented in automated code generators or automated and target platform dependent adapters of mobile application. This paper will focus on the analysis of this problem and on proposal of a solution in a domain of methodological interoperability. The idea is to allow developer teams to use native development environments (that is, all their advantages for platform specific mobile application development), by raising the reusability and interoperability to a higher, methodological level. The paper is organized in following sections: at the beginning, the overview of existing solutions is given; the second section provides a brief look into a new ontology oriented approach of defining a methodological interoperability; and finally the conclusion with plans for future work is given.
EXISTING SOLUTIONS
The stated problem of fragmentation of mobile platforms, devices and programming languages has been an issue that the scientific and professional community is dealing with during the last several years. As presented in (Stapić et al., 2012) there are several, rather similar approaches that are being used by many authors. These approaches include the usage of mediatory transform engines, the usage of native application adapters, creation of extensions, APIs and middleware frameworks to existing languages and finally the usage of web technologies and web standards.
The usage of mediatory transform engines implies the process of generating the native code to run on multiple platforms (Maaløe and Wiboe, 2011) and is sometimes called a crosscompilation approach. As shown in Fig. 1 the generated native code would be packaged into a platform-specific (native) application package and distributed through usual distribution channels such as application stores. Additionally, this approach is sometimes relying on the usage of a domain specific language (DSL) and in some other cases it uses a crosscompilation between existing well-known programming languages.
Fig. 1 The use of mediatory transform engine (Stapić et al., 2012)
There is an imerging number of projects that are based on this approach, and according to The use of native application adapters is according to Agarwal et al. (2009) one of the two main techniques for handling the fragmentation in which the interfaces calls are wrapped in a distinct modules which are then ported across the platforms. In this scenario (see Fig. 2 ), optimistically speaking, the interfaces calls in the original source code could be the same for all target platforms, but as argued in (Stapić et al., 2012) this is usually not the case. As argued and discussed in (Stapić et al., 2012) all mentioned approaches have some advantages and some disadvantages and thus should be used only if project boundaries are clearly defined and state that a particular approach would result in acceptable solution. The conclusion from mentioned authors is that in specific cases none of the mentioned approaches is applicable and that new approaches that will provide the teams developing the multiplatform mobile applications with the full advantages of using the native APIs, the native test environments and the native generators of the executable code are necessary.
ONTOLOGY ORIENTED APPROACH
We can identify at least three dimensions in the space (S) of the possible approaches that could be taken while developing multi-platform mobile applications. Those dimensions are defined by methodologies (M), approaches (A) and target platforms (P). Thus, the space can be defined as S = {M, A, P} where each dimension can have several instances: M = {m 1 , m 2 , ... m n }; A = {a 1 , a 2 , ... a m }; P = {p 1 , p 2 , ... p o }. Assuming that development team would use SAME methodology and SAME development approach, cardinality of defined sets could be defined as |M| = 1; |A| = 1; |P| > 1, and consequently the cardinality of set S as |S| = {(1, 1, n): n > 1}. Finally, the development process (DP) could be defined as set of sub-processes (ordered triplets), where each sub-process would result in mobile application developed for specific target platform, as DP = {SP 1 , SP 2 , … SP n : SP i S; SP i = (m, a, p i ); 1 < n ≤ |P|; i = {1, 2, …, n}; m M; a A; p P}. The important information given here is that the methodology and approach are NOT going to be changed during the execution of n development sub processes.
The research that is currently being performed is constructed by taking all mentioned constraints (of the existing solutions and of the domain defined in previous chapter) into consideration and is aiming to propose a different approach to solve the issues of multiplatform mobile applications development. The idea is to propose a solution based on a methodological interoperability by utilizing the ontologies and relying on previously stated assumption of usage of single methodology and single approach (|M| = 1; |A| = 1) during the development process.
While talking about interoperability, in this ontology oriented approach, the IEEE definition of interoperability (IEEE Computer Society., 1990) is adopted and extended and the interoperability is considered as "the ability of two or more systems, components, teams or team members to use and exchange the information and methodological artifacts that have been created during the mobile application development process". Additionally, although there are different types of interoperability, semantic interoperability is the knowledge-level interoperability which provides the interoperable systems with possibility to bridge the semantic conflicts (Park and Ram, 2004) and only semantic interoperability is in focus of this approach.
Finally, as ontology is defined as specification of a representational vocabulary for a shared domain of discourse and as it includes definitions of classes, relations, functions and other objects (Gruber, 1993) , the ontology is considered as most appropriate tool to describe the mentioned methodological interoperability. Important concept related to ontology mapping of knowledge is domain ontology and it can be defined as a network of domain model concepts (topics, knowledge elements) that defines the elements and the semantic relationships between them (Brusilovsky et al., 2005) . The use of domain ontologies is suitable to index all content regarding development methodology and this creates the solid bedrock in this approach. In the literature of ontology development, a number of ontology development methodologies (Lumsden et al., 2011) (Corcho et al., 2003) and ontology representation languages like LOOM, OCML or OWL are proposed, but the usage of specific ontology description language or specific ontology development methodology is not required.
CONCLUSION
The results of the efforts of the scientific and professional community to solve the mobile platforms fragmentation problem still have the important drawbacks which makes the paradigm "code ones -run anywhere" useless for mobile application development. The previous papers on this subject as well as short review given in this paper showed that new approach in solving this reusability-interoperability-and-development-efficiency problem is needed and also might be based on enabling the developers the usage of native development environments.
Combining the semantic similarities of artifacts that arise in such development process and taking into consideration the meaning of created artifacts should result in reusability and interoperability enhanced knowledge which is described with proper ontological description. In that way the future work based on this results could end up with an adaptive Web-based system, which will be able to select and recommend the most relevant content during the multi-platform mobile applications development process. Such system would in different aspects significantly improve the mentioned development process.
