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resumo 
 
 
O aumento da população idosa em Portugal faz crescer a 
preocupação sobre estes habitantes que necessitam de um 
maior e constante acompanhamento. É preciso estabelecer 
mecanismos de apoio e monitorização que permitam manter o 
seu conforto e independência, preferencialmente no seu lar, 
assegurando uma resposta eficaz em situações de alarme. 
A área da domótica habitacional evoluiu substancialmente nos 
últimos anos e constituiu-se como uma solução para este 
desafio. Neste âmbito, incorpora a tecnologia necessária para 
a gestão de todos os recursos habitacionais e para o apoio às 
atividades do dia-a-dia, facilitando a vida dos utilizadores e 
proporcionando-lhes um maior conforto e segurança na sua 
residência. Os Serviços Web são a tecnologia que atualmente 
melhor parece satisfazer as necessidades das infraestruturas 
de domótica.  
O B-Live Wireless é um sistema de domótica habitacional 
desenvolvido pela empresa Micro I/O no âmbito do projeto 
Living Usability Lab. Este sistema é centrado numa rede de 
comunicações local sem fios, que incorpora vários sensores e 
atuadores para melhorar o conforto na habitação e para apoiar 
pessoas idosas e/ou com limitações funcionais, 
proporcionando-lhes um estilo de vida mais independente e 
ativo.  
Apoiando-se em recentes desenvolvimentos tecnológicos, o 
sistema disponibiliza serviços Web ao utilizador de modo a que 
este consiga aceder a informação sobre o estado dos vários 
dispositivos da casa (sensores e atuadores), atue sobre alguns 
elementos que a compõem, e tenha acesso a mecanismos de 
auxílio em caso de emergência. Os serviços Web 
originalmente implementados no sistema B-Live Wireless 
seguiam uma abordagem baseada no protocolo SOAP (Simple 
Object Access Protocol).  
Esta dissertação enquadra-se na migração desses serviços 
Web baseados em SOAP, para serviços Web que seguem 
uma abordagem REST (REpresentational State Transfer), a 
fim de comparar as duas implementações na perspetiva do 
cliente. 
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abstract 
 
The increasing elderly population in Portugal is causing an 
excessive pressure in public health services. Keeping up with 
such demographic challenges requires mechanisms to monitor 
and support the independence of this population and ensure an 
effective response to alarm situations. Additionally, 
guaranteeing high levels of autonomy and quality of life for 
elderly citizens may encompass allowing them to live at their 
homes, where they feel more comfortable. 
Home automation research has grown substantially in recent 
years, establishing itself as a potential solution to this problem. 
Thus, it incorporates the necessary technologies for the 
management of all housing resources and support of daily 
activities, making the users’ life easier and providing them with 
greater comfort and safety at their homes. 
The B-Live Wireless is a home automation system developed 
by Micro I/O as part of the Living Usability Lab for Next 
Generation Networks (LUL) project. This system is centered on 
a local network of wireless low-power devices, encompassing 
sensors and actuators to improve home comfort and to support 
the elderly and/or people with functional limitations, providing 
them with a more independent and active lifestyle. 
Relying on recent technological developments, the system 
provides Web services so that the user can access information 
about the status of multiple home devices (sensors and 
actuators), act on some of those elements (open doors, turn 
lamps on, etc.), and have access to assistance mechanisms in 
case of emergency. The originally implemented Web services 
in the B-Live Wireless system followed an approach based on 
the Simple Object Access Protocol (SOAP) protocol. 
This work focuses on the migration of these SOAP-based Web 
services to Web services following a RESTful approach, in 
order to compare the two implementations from a consumer 
perspective. 
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1. Introdução 
1.1 Área de aplicação e Motivação 
O Instituto Nacional de Estatística estima que em 2050 um terço da população portuguesa 
seja idosa e quase um milhão de pessoas tenha mais de 80 anos [1]. De forma a proporcionar à 
população idosa um maior acompanhamento, é preciso estabelecer mecanismos de apoio e 
monitorização que permitam manter a sua independência e assegurar uma resposta eficaz em 
situações de alarme. Adicionalmente, no sentido de assegurar níveis de qualidade de vida e 
autonomia elevados, estes cidadãos devem permanecer, preferencialmente, a residir no seu 
lar, onde se sentem mais seguros e confortáveis. 
Desta preocupação com a qualidade de vida da população idosa, aliada ao forte crescimento e 
desenvolvimento tecnológico que se tem vindo a assistir nos últimos anos, nasceu o projeto 
Living Usability Lab for Next Generations Networks (LUL) [2]. Este projeto surge no âmbito de 
um esforço de Inovação e Desenvolvimento, apoiado por um conjunto de empresas 
(Microsoft, Micro I/O e Plux) em coordenação com algumas entidades do Sistema Científico e 
Tecnológico (Instituto de Engenharia Eletrónica e Telemática de Aveiro, Escola Superior de 
Saúde da Universidade de Aveiro, Faculdade de Engenharia da Universidade do Porto e INESC 
Porto). A domótica habitacional, que evoluiu substancialmente nos últimos anos, é um dos 
elementos centrais deste projeto. Neste âmbito, incorpora a tecnologia necessária para a 
gestão de todos os recursos habitacionais e para o apoio às atividades do dia-a-dia, facilitando 
a vida dos utilizadores e proporcionando-lhes um maior conforto e segurança na sua 
residência. 
A empresa Micro I/O [3] foi co-promotora do projeto LUL, devido a ter desenvolvido uma 
tecnologia para domótica habitacional denominada de B-Live. O sistema B-Live original 
baseava-se numa rede de comunicações local com fios, suportada na tecnologia Controller 
Area Network, incorporando vários sensores e atuadores de forma a melhorar o conforto na 
habitação e a apoiar pessoas idosas e/ou com limitações funcionais, proporcionando-lhes um 
estilo de vida mais independente e ativo. Esta tecnologia foi distinguida em 2007 com o 
prémio Eng. Jaime Filipe, que distingue cidadãos e empresas que desenvolvem conceções 
inovadoras que promovam a autonomia e a integração social das pessoas em situação de 
dependência [4].  
Baseado na tecnologia do sistema B-Live surgiu o sistema B-Live Wireless, dotado de uma 
tecnologia semelhante mas sem fios. O piloto final do sistema B-Live Wireless foi instalado no 
Laboratório de Gerontologia da Escola Superior de Saúde da Universidade de Aveiro (ESSUA) 
em setembro de 2012. Apoiando-se em recentes desenvolvimentos tecnológicos, o sistema 
disponibiliza vários serviços ao utilizador de modo a que este consiga aceder a informação 
sobre o estado dos vários dispositivos da habitação (sensores e atuadores), atue sobre alguns 
elementos que a compõem (abrir portas, ligar lâmpadas, etc.), e tenha acesso a mecanismos 
de auxílio em caso de emergência. Uma das tecnologias utilizadas para satisfazer os requisitos 
deste projeto foram os serviços Web. 
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É neste contexto que surge esta Dissertação: na utilização da tecnologia de Serviços Web para 
monitorizar e controlar o estado de uma habitação. Este projeto foi desenvolvido em estreita 
colaboração com a empresa Micro I/O, onde está instalado um demonstrador representativo 
do sistema de domótica habitacional. 
1.2 Objetivos 
Os Serviços Web originalmente implementados no sistema B-Live Wireless seguiram uma 
abordagem baseada no protocolo SOAP. Esta Dissertação pretende reformular esses serviços 
Web, propondo uma arquitetura alternativa para domótica habitacional.  
Dado que os serviços Web baseados numa abordagem REST (REpresentational State Transfer) 
têm assistido a uma grande evolução e aceitação nos últimos anos, tornaram-se muito 
atrativos para sistemas domóticos que possuem dispositivos clientes com recursos 
computacionais limitados. Tal facto, associado às suas características atrativas de 
escalabilidade, interoperabilidade e desempenho quando comparados com uma abordagem 
SOAP, suscitou o interesse por se optar por uma abordagem RESTful. 
Desenvolvidos os serviços Web sobre o novo paradigma, pretende-se avaliá-los em ambiente 
real, utilizando uma aplicação Android anteriormente desenvolvida para o efeito. Com esta 
avaliação pretende-se comparar o desempenho dos serviços Web baseados em SOAP face à 
abordagem REST. 
1.3 Estrutura da dissertação 
Este documento encontra-se dividido em seis capítulos. 
O primeiro introduz o tema de estudo da Dissertação: apresenta a sua área de aplicação e a 
motivação para a sua escolha, bem como os principais objetivos que se pretendem atingir com 
este trabalho. 
O segundo apresenta os serviços Web e a sua aplicação no contexto na domótica. São 
abordadas as duas arquiteturas possíveis para implementação e, de seguida, o estado da arte 
associado a cada uma. Finalmente surge uma discussão, a título de resumo, sobre os 
estudos/projetos apresentados. 
No terceiro capítulo é apresentada a solução encontrada para o problema em causa: os 
Serviços Web RESTful. Ao longo deste capítulo faz-se a apresentação desta abordagem para o 
desenvolvimento de serviços Web, e dá-se a conhecer as suas principais características. 
No quarto capítulo começa-se por apresentar o sistema B-Live Wireless no qual este projeto 
se enquadra e, de seguida, surge a descrição da implementação dos serviços Web RESTful 
neste mesmo sistema. 
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O quinto capítulo apresenta um setup de avaliação de desempenho que permite comparar 
ambas as abordagens. Adicionalmente é descrito o método de avaliação de desempenho e os 
resultados obtidos. Nesta secção é também feita uma análise crítica aos pressupostos iniciais.  
Finalmente, na Conclusão, apresenta-se um resumo das principais conclusões obtidas com 
esta Dissertação, particularmente das características que distinguem as duas arquiteturas de 
serviços Web apresentadas, recordando as vantagens e desvantagens de uma em relação à 
outra. 
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2. Serviços Web na 
Domótica 
Este capítulo apresenta o estado da arte associado à utilização de Serviços Web em sistemas 
de automação habitacional (quer já implementados ou apenas em fase de projeto). Inicia-se 
com uma breve introdução aos Serviços Web, à sua inserção na área da domótica, e às opções 
disponíveis a nível de arquitetura para a sua implementação. Seguidamente apresentam-se 
alguns sistemas/projetos focados na utilização desta tecnologia em sistemas de automação 
residencial. Estes sistemas estão organizados pela arquitetura e protocolo de comunicação 
usados. O principal objetivo deste estudo é verificar quais as soluções existentes, quais as 
mais utilizadas, e o porquê de optarem pelo seu uso. 
2.1 Conceitos introdutórios 
Os equipamentos domésticos têm vindo a evoluir a um ritmo bem além das capacidades dos 
proponentes do X10 [5] - um padrão da indústria internacional para comunicação entre 
dispositivos elétricos usados na automação habitacional (domótica). Equipar 
eletrodomésticos com processadores e comunicação sem fios tornou-se simples e acessível 
graças, em parte, a padrões de comunicação sem fios, como o GSM, GPRS, Wi-Fi (IEEE 802.11), 
Bluetooth (IEEE 802.15.1) e ZigBee (IEEE 802.15.4). Ainda assim, um dos desafios na 
construção de um sistema domótico é a seleção da tecnologia de suporte que permite a 
interação entre os terminais utilizados pelos habitantes da casa e o sistema domótico: qual o 
formato das mensagens apropriado para estes dispositivos autónomos com capacidade de 
serem independentes de outros serviços para realizar as suas tarefas, e como se irão estes 
dispositivos descobrir uns aos outros e interagir? Os serviços Web baseados em XML 
oferecem uma resposta a esta pergunta. 
O W3C (World Wide Web Consortium) [6] define o serviço Web como um sistema de software 
projetado para suportar a interoperabilidade da interação máquina-para-máquina numa rede. 
Os Serviços Web foram a solução encontrada para a integração e interoperação de sistemas, e 
para a comunicação entre aplicações através da Internet. São uma escolha natural para 
satisfazer a exigência de abertura, escalabilidade, interoperabilidade e heterogeneidade das 
infraestruturas de domótica, fornecendo a infraestrutura de comunicação e coordenação de 
todos os eletrodomésticos que têm um mínimo de capacidade computacional. Do ponto de 
vista da topologia, os serviços Web não se comprometem com uma escolha: é possível 
construir tanto arquiteturas cliente-servidor como peer-to-peer. Com esta tecnologia tornou-
se possível que novas aplicações interajam com aquelas que já existem e que sistemas 
desenvolvidos em plataformas distintas estejam disponíveis sobre a rede de uma forma 
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normalizada. Podem ser entendidos como uma entidade que compreende um único conjunto 
de funções e que está disponível para os outros sistemas de uma rede.  
Mais informação sobre serviços Web no geral, seu funcionamento e composição pode ser 
consultada no Anexo A. 
Para o desenvolvimento de serviços Web pode-se optar por duas abordagens: Arquitetura 
Orientada a Serviços (SOA) ou Arquitetura Orientada a Recursos (ROA). O objetivo das duas 
subsecções seguintes é fazer uma breve apresentação de ambas as arquiteturas antes de 
apresentar alguns sistemas/projetos que implementam cada uma delas. 
Arquitetura Orientada a Serviços (SOA) 
O conceito “Arquitetura Orientada a Serviços” (SOA) surgiu pela primeira vez a 12 de abril de 
1996 num artigo publicado por Yefim Natis, analista no Gartner [7]. No entanto, SOA só 
começa a ter maior visibilidade em 2001, quando se verifica uma emergência da tecnologia de 
serviços Web. Embora os serviços Web não se traduzam necessariamente em SOA, e SOA não 
seja um estilo de arquitetura de software desenvolvido apenas para serviços Web, estes dois 
conceitos tecnológicos tornaram-se mutuamente influentes: os serviços Web trazem a SOA 
utilizadores comuns, uma vez que esta arquitetura se apresenta como uma boa opção para a 
criação de tais serviços. 
SOA assenta sobre a orientação a serviços como seu principal princípio de design. Foca-se na 
construção de aplicações de software que utilizam os serviços disponíveis numa rede (como a 
Web), e possibilita que novos serviços sejam desenvolvidos a partir de uma infraestrutura já 
existente de sistemas, permitindo aproveitar os investimentos já efetuados. Potencia a 
reutilização de serviços e promete a interoperabilidade entre aplicações e tecnologias 
heterogéneas. Aplicações em SOA são construídas com base em serviços, e tais serviços 
podem ser consumidos por clientes em diferentes aplicações. Esta arquitetura fornece assim 
um elevado grau de flexibilidade [8], no sentido de que: 
- Os serviços são componentes de software com interfaces bem definidas, sendo 
independentes da implementação. Um aspeto importante da SOA é a separação da 
interface do serviço a partir da sua implementação. Tais serviços são consumidos por 
clientes que não estão “preocupados” com a forma como esses serviços irão executar 
os seus pedidos, e que não conhecem a implementação da plataforma de serviço; 
- Os serviços são autossuficientes (realizam tarefas pré-determinadas) e flexíveis; 
- Os serviços podem ser descobertos dinamicamente; 
- Serviços compostos podem ser construídos a partir de agregados de outros serviços. 
A SOA usa o paradigma encontrar-ligar-executar. Neste paradigma, os prestadores de serviços 
registam o seu serviço num registo público que é utilizado pelos consumidores para encontrar 
os serviços que correspondem a determinados critérios. Se o registo contiver esse serviço, 
proporciona ao consumidor um contrato e um Endpoint address. Esses serviços e os seus 
consumidores comunicam uns com os outros trocando entre si dados num formato bem 
definido, ou coordenando uma atividade entre dois ou mais serviços. Os serviços Web em SOA 
tornam funcionais os blocos de construção acessíveis através de protocolos padrão da 
Internet, independentes de plataformas e linguagens de programação. Cada bloco de 
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construção SOA pode desempenhar um ou dois papéis, de três possíveis. A Figura 1, adaptada 
de [9], apresenta a relação entre esses papéis, bem como ilustra o paradigma antes referido: 
 
 
 
 
 
As funções desempenhadas por cada entidade são:  
- Prestador de Serviços (Service Provider): cria, publica, mantém e retira os seus serviços. Os 
serviços Web por ele publicados tornam-se disponíveis para um Agente de Serviços. Tem 
também como função fornecer informações de acesso ao registo de serviços e uma interface 
de serviço para Solicitadores de Serviços. 
Exemplos de Prestadores de Serviços: Google API, Yahoo!, Amazon services, etc. 
- Agente de Serviços (Service Broker): fornece um repositório com descrições de serviços 
(documentos WSDL). Tais descrições são publicadas pelo Prestador de Serviços. O Solicitador 
de Serviços irá pesquisar nesse repositório pelo serviço que lhe interessa. 
- Solicitador/Consumidor de Serviços (Service Requester): localiza serviços Web disponíveis 
num Agente de Serviços usando várias operações de pesquisa e liga-se a um serviço específico, 
de um Prestador de Serviços específico, que satisfará as suas necessidades. 
 
Nesta arquitetura os serviços são autossuficientes, e as aplicações modulares (implementadas 
por exemplo em J2EE) podem ser descritas, publicadas, localizadas e invocadas através de 
uma rede. Para desenvolver os serviços são utilizadas linguagens tradicionais como Java, C, 
C++, C#, Visual Basic ou PHP que correm sobre ambientes seguros, como JAVA ou .Net. 
A implementação de serviços numa arquitetura SOA é habitualmente realizada recorrendo ao 
protocolo de comunicação SOAP (Simple Object Access Protocol), que ganhou uma aceitação 
generalizada na indústria após recomendação da Versão 1.2 do W3C em 2003. É ainda 
Figura 1. Interação numa Arquitetura Orientada a Serviços 
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habitual recorrer-se a padrões, também referidos como especificações de serviços Web (ver 
Anexo A, WS-*), que tornam o ambiente de serviços Web mais rico, proporcionando uma 
maior interoperabilidade. Pode-se ainda implementar uma Arquitetura Orientada a Serviços 
utilizando qualquer tecnologia baseada em serviços, e até uma combinação de mais do que 
um protocolo (por exemplo, OSGi ou CORBA). 
O aparecimento de serviços Web e SOA oferece assim potencial para reduzir a complexidade 
e custos, expor e reutilizar funcionalidades, aumentar a flexibilidade, resistir a mudanças de 
tecnologia e melhorar a eficiência operacional. Um aspeto importante da SOA é que tais 
serviços são consumidos por clientes que não estão “preocupados” com a forma de como 
esses serviços irão executar os seus pedidos. 
Há ainda que referir o facto de muitas vezes se confundirem os conceitos SOA e 
especificações de serviços Web. É portanto necessário distingui-los: SOA é uma arquitetura, 
enquanto especificações de serviços Web definem uma plataforma interoperável que apoia 
essa arquitetura [10]. Especificações de serviços Web tornam as tecnologias correspondentes 
disponíveis numa plataforma. Ou seja, não criam novos conceitos, mas sim definem como 
esses conceitos e implementações correspondentes atuam em ambientes heterogéneos. 
Arquitetura Orientada a Recursos (ROA) 
Arquitetura Orientada a Recursos é o nome dado a uma arquitetura projetada 
especificamente para desenvolver sobretudo serviços REST (REpresentational State Transfer), 
definindo para este fim um conjunto de normas. ROA apresenta um design estrutural que 
suporta uma rede de recursos e as relações entre estes, formando assim um sistema. 
REST é um estilo de arquitetura de software para sistemas distribuídos, como a World Wide 
Web, utilizado para projetar aplicações em rede. Este termo surgiu no ano de 2000, na Tese de 
Doutoramento de Roy Fielding [11]. Desde então este estilo tem vindo a emergir, estando a 
tornar-se o principal modelo para desenvolvimento de serviços Web [12].  
Os serviços Web RESTful são aplicações Web construídas segundo a arquitetura REST. A sua 
principal vantagem é a facilidade de implementação, a agilidade do projeto final, e a sua 
abordagem simples na troca e processamento de mensagens. Com REST é possível fazer tudo 
o que se faz com outras abordagens aos serviços Web. Como principais características dos 
serviços RESTful tem-se: 
- Escalabilidade; 
- Independência da plataforma (o servidor pode ser Unix e cliente ser um Mac); 
- Independência da linguagem (C# pode comunicar com Java); 
- Baseiam-se em padrões (assenta sobre o HTTP); 
- Podem ser facilmente utilizados na presença de firewalls. 
A sua preferência em detrimento da já referida Arquitetura Orientada a Serviços e de 
mecanismos como CORBA, SOAP ou RPC (Remote Procedure Call) deve-se principalmente à 
sua simplicidade. Uma vez que na grande maioria dos casos o protocolo HTTP é utilizado para 
comunicação entre as máquinas envolvidas, consegue-se eliminar a troca de mensagens SOAP 
e as descrições WSDL. Estas mensagens não são simples nem uniformes, e tanto o protocolo 
SOAP como o descritor WSDL acrescentam lógica adicional no cliente e no servidor. 
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Os serviços Web REST baseiam-se no protocolo HTTP para enviar (criar e/ou atualizar), ler e 
eliminar dados. Eles expõem os recursos (dados e funcionalidades), que são o principal 
componente desta arquitetura, por meio de URIs (Uniform Resource Identifiers), e usam os 
quatro principais métodos do protocolo HTTP (POST, GET, PUT e DELETE) para criar, ler, 
atualizar e eliminar esses mesmos recursos. Desta forma mapeiam todas as operações CRUD 
(Create, Read, Update e Delete).  
O modelo cliente-servidor deste estilo de arquitetura centra-se no envio de um pedido HTTP, 
por parte do cliente, ao servidor. Cada pedido contém toda a informação que o servidor 
precisa para responder à solicitação, e é completamente independente e isolado de outros 
(daí a arquitetura se dizer stateless). O servidor, depois de processar o pedido, retorna a 
resposta adequada. Os pedidos e as respostas são construídos em torno da transferência de 
representações de recursos. A representação de um recurso detém o estado atual ou previsto 
do mesmo. A Figura 2, adaptada de [13], esquematiza esta arquitetura. 
 
 
 
 
 
As APIs REST implementadas com HTTP, por natureza adotam princípios da arquitetura Web e 
podem usufruir de muitas vantagens da tecnologia Web já existente. Uma API RESTful não 
requer qualquer software específico de um fornecedor. Pode ser executada sobre uma 
tecnologia já disponível, aberta, baseada em padrões, e livre de royalties.  
 
De seguida apresentam-se alguns sistemas/projetos encontrados que abordam a utilização de 
Serviços Web em sistemas de domótica. Estão organizados segundo a arquitetura (SOA ou 
ROA). Para cada faz-se uma breve descrição sobre o fim a que se compromete, e a sua 
implementação.  
Figura 2. Estrutura de Serviços Web REST 
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Figura 4. Especificação dos Serviços Web 
Figura 3. Arquitetura do projeto LIGHT  
2.2 Arquitetura Orientada a 
Serviços 
Projeto LIGHT 
O projeto LIGHT (xmL-Innovative Generation for Home networking Technologies) visa o 
desenvolvimento de uma arquitetura para a próxima geração de dispositivos embutidos, a fim 
de tornar a rede doméstica mais fácil e mais eficaz para o utilizador final [14].  
Neste contexto foi explorado o paradigma SOA num ambiente doméstico, sendo propostos 
perfis avançados e interoperáveis para eletrodomésticos e a elaboração de soluções para os 
problemas de sobrecarga associados com o alojamento de serviços Web em sistemas 
embutidos. 
A Figura 3, obtida de [14], apresenta a arquitetura proposta pelos autores. São integradas as 
especificações atuais e emergentes dos serviços Web na camada WSED Core Broker (Figura 4, 
adaptada de [14]), para que estes possam ser utilizados de forma eficiente oferecendo novos 
serviços com melhor descoberta, descrição, modelação de eventos e segurança avançada.  
É proposta a utilização da linguagem DomoML [15] para a solução do problema de 
interoperabilidade entre o núcleo WSED e outras plataformas de computação em casa. 
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DomoNet (Domotics Network) 
Trata-se de uma arquitetura que promove a interoperabilidade entre middlewares (sub-redes) 
de domótica. 
O DomoNet consiste principalmente em TechManagers (TMs - gateways de aplicação) e 
Serviços Web (DeviceWS - cada um manipula uma categoria diferente de dispositivos: 
LightsWS, ClocksWS, …). É utilizada a linguagem DomoML para a comunicação entre os TMs e 
os DeviceWS [16-18].  
Os serviços Web são instalados em um ou mais servidores Web alcançáveis pelos TMs. Cada 
TM irá registar-se em todos os DeviceWS disponíveis na rede doméstica; irá partilhar com eles 
informações sobre a estrutura e o estado da sub-rede à qual está ligado, e irá pedir-lhes 
informações sobre os outros middlewares registados nos mesmos DeviceWS. 
O protótipo deste sistema implementa esta arquitetura ligando dispositivos de iluminação de 
dois middlewares diferentes: UPnP [19] e Konnex [20]. Dois TMs foram consequentemente 
implementados: a UPnPManager (na plataforma .NET utilizando C# como linguagem de 
programação), e o KNXManager (na plataforma JAVA).  
Testes realizados mostram a possibilidade de interligar diferentes middlewares de domótica 
sem qualquer modificação, através de uma rede TCP/IP, ligando gateways de software e 
serviços Web. Como a arquitetura é flexível e utiliza uma abordagem simples, é fácil adicionar 
um novo TechManager ou desenvolver um DeviceWS para um novo dispositivo. 
 
Gestão de serviços e redes 
Neste projeto foi desenvolvido um dispositivo embutido capaz de gerir a inicialização remota 
dos nós de uma rede por meio de Wake On LAN (WOL) através da Internet e Wide Area 
Network, apresentando-a como um Serviço Web [21].  
O serviço, conhecido como WoLI é um serviço Web que dispõe de um dispositivo de rede 
capaz de comunicar através de Wide Area Network usando um grupo de aplicações de 
software embutidas nesse mesmo dispositivo e um protocolo de aplicações, o WoLIP. O 
serviço permite o controlo dos nós da rede com suporte WOL utilizando para isso protocolos 
de Internet padrão e Arquitetura Orientada a Serviço, que prestam o serviço 
independentemente da localização do administrador ou da plataforma por ele utilizada. Pode 
ser perfeitamente integrado com os sistemas de gestão remota com base em SOA.  
O protocolo de serviço, WoLIP, define uma série de instruções utilizadas pelos utilizadores e 
pelos vários componentes do sistema, a fim de comunicarem uns com os outros. Este 
protocolo é baseado em mensagens de formato XML, encapsuladas no corpo de mensagens 
SOAP. Atua como um mecanismo de troca de informações, onde cada mensagem contém o 
nome de um procedimento remoto, que implementa a funcionalidade do comando e os 
argumentos necessários para a sua execução.  
O dispositivo incorporado apenas implementa a funcionalidade UDDI, o que permite publicar 
automaticamente o documento WSDL que descreve o serviço fornecido pelo dispositivo 
WoLI, sem exigir a participação de uma entidade externa. A arquitetura do software deste 
dispositivo é apresentada na Figura 5, obtida de [21]. 
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Segundo os autores, os Serviços Web foram escolhidos em detrimento de outras opções, tais 
como JINI e uPnP, devido ao fato de que o primeiro é dependente da plataforma para a qual 
ele é projetado (Java), e o segundo compreende vários protocolos que na realidade não são 
padrão, mas consistem nas suas próprias implementações. 
 
Monitorização da saúde de um idoso numa casa 
A Figura 6, obtida de [22], apresenta a stack proposta por Marco Aiello para uso em domótica 
no âmbito de um projeto que visa monitorizar o estado de saúde de um idoso na sua casa. 
 
 
 
 
 
 
Figura 5. Arquitetura do software do dispositivo WoLI 
Figura 6. Stack de Serviços Web para domótica 
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Para este caso de estudo foi definida uma stack com as seguintes características: 
- Ao nível da rede apresentam-se várias opções: Bluetooth, WiFi, e GPRS; 
- A invocação é efetuada usando o protocolo SOAP, e no transporte pode ser usado o 
HTTP ou outros mecanismos; 
- Na camada da Qualidade de Serviço são especificadas outras propriedades 
associadas aos serviços Web: WS-Security, WS-Transaction, WS-Agreement; 
- No que diz respeito à procura e descrição de serviços individuais, são usados 
respetivamente o UDDI e o WSDL; 
- Na camada superior, no nível de coordenação, recorre-se ao WS-Notification para a 
coordenação do processo e notificação de eventos. 
 
Este modelo assegura assim a sua possível extensibilidade, dado que todos os padrões são 
públicos e se baseia na linguagem XML, e uma boa escalabilidade, dada a natureza flexível e 
assíncrona de serviços Web. 
 
Interação com eletrodomésticos de uma casa e 
criação de serviços  
Nesta arquitetura pretende-se criar uma rede de eletrodomésticos, modelando-se cada 
dispositivo como um prestador de serviços e consumidor, que pode divulgar e descobrir 
outros dispositivos. Cada dispositivo deve implementar uma stack de serviços Web (Figura 7, 
obtida de [23]), sendo estes baseados em mensagens XML assíncronas, que por sua vez não 
precisam de nenhuma suposição sobre a infraestrutura de rede da casa.  
 
 
 
 
A coordenação entre os dispositivos é garantida por um mecanismo baseado na especificação 
WS-Notification. Dispositivos podem-se registar a um ou mais servidores de eventos para a 
publicação ou notificação de eventos. 
Figura 7. Stack de protocolo para Serviços Web 
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No contexto da domótica pretende-se tirar o máximo proveito da abordagem SOA, no sentido 
de que qualquer dispositivo que implementa a stack padrão de serviços Web pode 
perfeitamente ser adicionado e removido do ambiente de computação da casa 
independentemente do seu hardware, funcionamento do sistema ou interface de rede. Para 
atingir esse objetivo, foi considerada uma parte específica da stack de serviço Web: 
- A camada de transporte baseia-se em mensagens SOAP sobre qualquer tipo de 
protocolo de transporte; 
- Na camada acima, a questão mais relevante da Qualidade de Serviço é a segurança 
(WS-Security); 
- Serviços oferecidos e procurados por eletrodomésticos são descritos através de 
WSDL, sendo as políticas de uso definidas através de WS-Policy. Os serviços são 
encontrados e publicados através de registos UDDI; 
- O WS-Notification coordena a interação de todos os dispositivos domésticos. 
 
O sistema é composto por um servidor de eventos implementado usando o Java J2SE, JDK 
1.4.1. O servidor implementa um parser XML personalizado para lidar com as mensagens. 
 
Comunicação entre dispositivos embutidos com 
recursos limitados  
O projeto envolve a implementação de uma stack de serviços Web em dispositivos seguindo a 
forma de Devices Profile
1
, como apresentada na Figura 8, obtida de [24]. A SOA é aqui utilizada 
para resolver o problema de interoperabilidade. A stack proposta pelos autores é baseada em 
WS-Eventing, em vez de WS-Notification, e implementada em Linux, Windows, Windows CE, 
ThreadX e QuadrOS. 
 
  
                                                          
1
 Devices Profile for Web Services (Perfil de Dispositivos para serviços Web) define um conjunto mínimo de restrições 
na implementação para permitir a segurança de troca de mensagens, descoberta, descrição e ocorrência de eventos 
em Web Services, em dispositivos com recursos limitados. 
Figura 8. Devices Profile para a stack do protocolo para Serviços Web 
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Os resultados preliminares experimentais sobre os tempos de resposta dos dispositivos são 
encorajadores, mas nenhuma avaliação adicional é fornecida. 
 
Sistema HEMS (Home Energy Management)  
Trata-se de um sistema projetado para reduzir e otimizar o consumo de energia [25]. O 
principal elemento do HEMS é o home gateway. Oferece uma Graphical User Interface (GUI) 
que pode estar fora da casa (num computador ou telemóvel) para que os dispositivos possam 
ser controlados. 
É utilizado um subprojecto da framework Apache CXF [26], o Distributed OSGi (CXF-DOSGi) 
para incorporar serviços Web no gateway doméstico desenvolvido. A framework OSGi é uma 
plataforma de serviços aberta para a entrega e controlo de diferentes aplicações baseadas 
em Java. Com a distribuição fornecida pelo CXF-DOSGi é permitida uma fácil integração de 
serviços Web na plataforma OSGi. Além disso, o CXF-DOSGi irá gerar automaticamente o 
WSDL da interface Java no momento da implantação. Os serviços Web são implementados 
num servidor, e podem ser consumidos remotamente. A fim de o cliente usar o serviço Web, 
uma interface Java dos serviços deve ser implementada dentro do pacote do cliente. O 
pacote servidor irá implementar os métodos contidos na interface. 
 
DOG (Domotic OSGi Gateway)  
O gateway proposto é capaz de expor diferentes redes de domótica como uma única [27, 28]. 
A adoção de uma framework padrão como o OSGi e de sofisticadas técnicas de modelação 
resultantes da pesquisa Web Semântica permitem ao DOG ir além da simples automação e 
suportar a inteligência em ambientes domésticos. Entre as principais características deste 
gateway tem-se: 
- Software Gateway para controlar ambientes de domótica; 
- Baseia-se na framework Java OSGi; 
- Apoia diferentes tecnologias de plantas domóticas; 
- É expansível para apoiar novas plantas de domótica e ter mais recursos através de 
componentes padrão OSGi; 
- Opera também com ambientes simulados (ou seja, não é necessária uma casa "real" 
automatizada); 
- Disponível gratuitamente na Internet; 
- Lançado sob a licença Apache v2.0. 
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2.3 Arquitetura Orientada a 
Recursos 
Projeto HAB (Home Automation Bindings)  
Neste projeto é desenvolvida uma gama de sistemas que permitem que sistemas de 
automação residencial sejam integrados e expostos para a Web [29]. O HAB disponibiliza os 
casos-de-uso através de um site, que por si só é ativado pela interface HAB. A interface é 
implementada com as propriedades desejáveis, especificamente homogeneidade, 
padronização e conveniência. 
Inicialmente foi feito um estudo sobre qual a melhor arquitetura a utilizar na implementação 
do projeto HAB: Arquitetura Orientada a Recursos (ROA) ou Arquitetura Orientada a Serviços 
(SOA). Uma vez que ambas são igualmente viáveis do ponto de vista da aplicação, ou seja, 
podem ser ambas utilizadas para desenvolver sistemas de complexidade igual, foram 
comparadas quanto ao acoplamento, complexidade e decisões ao nível da arquitetura. Segue-
se a comparação efetuada pelo autor a ambas as arquiteturas. 
Comparação das arquiteturas 
As conclusões do estudo do autor do projeto que o levaram a optar por uma das arquiteturas 
seguem apresentadas e descritas na seguinte tabela: 
 
Tabela 1. SOA vs. ROA 
Característica SOA ROA 
Acoplamento   mais flexível 
Complexidade   mais simples 
Arquitetura 
 mais opções para cada 
decisão devido aos muitos 
protocolos WS-* 
 baixo custo 
 baixo risco 
 difícil para estender serviços 
maiores e mais complexos 
 
- Acoplamento: Os serviços Web devem ser módulos coesos, que podem ser usados com 
outros serviços Web para formar um sistema maior. Ser flexível é portanto uma propriedade 
desejável e facilita a extensão do sistema. O objetivo do HAB é ligar diferentes sistemas de 
automação residencial relacionados, e por isso é importante que a sua extensão seja fácil. 
- Complexidade: Usar a SOA é mais complexo: os ambientes SOA usam WSDL, enquanto que 
usando ROA não há um formato definitivo.  
- Decisões de Arquitetura: Pode-se comparar ROA e SOA a partir de três perspetivas: o 
número de decisões que têm de ser feitas; o número de opções alternativas disponíveis a 
respeito de uma decisão; o custo relativo indicado pelo esforço de desenvolvimento 
requerido num estilo arquitetural em relação a outro. 
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Uma vez que alcançar a mesma funcionalidade em ROA pareceu ao autor ser muito mais 
simples e fácil de implementar, o serviço HAB foi implementado segundo uma Arquitetura 
Orientada a Recursos. 
Lelylan 
A Lelylan [30] surgiu com a necessidade de resolver as limitações tecnológicas que a 
automação residencial enfrenta hoje em dia. As casas são compostas por diferentes 
dispositivos, que utilizam diferentes padrões e não conseguem comunicar uns com os outros. 
Esta solução surge com o intuito de diminuir os preços elevados, as limitações técnicas, e as 
confusões para o utilizador final que pretende um sistema de domótica controlável através da 
Web. Foi assim criada uma plataforma baseada num conjunto de serviços Web REST que 
permite o acesso a todos os recursos da casa. Cada dispositivo é mapeado por um URI 
exclusivo que irá fornecer o controlo sobre o mesmo, desaparecendo assim os problemas 
tecnológicos e tornando os dispositivos facilmente identificáveis apenas através das suas 
funcionalidades. 
A Lelylan apresenta uma nova abordagem para a automação residencial: não se parte da casa 
física onde se pretende ter um sistema domótica. Parte-se de uma casa virtual, que qualquer 
pessoa pode experimentar. Se o possível cliente se sentir satisfeito, então contacta a Lelylan 
para obter a casa e usufruir das vantagens que a domótica oferece. Como resultado final é 
fornecido um sistema simples de utilizar e fácil de instalar. 
Niviane 
O Niviane [31] é um serviço do Windows escrito por Oliver Jenkins em .Net que fornece uma 
interface REST/JSON a uma rede Z-Wave para controlar dispositivos. 
O programador realça a facilidade com que desenvolveu o serviço, e refere um site móvel que 
permite o controlo de dispositivos. O pacote que fornece no seu Website contém um 
instalador que irá instalar e configurar o serviço adequado para cada rede. 
2.4 Discussão 
Depois de apresentados alguns projetos e estudos existentes para diversos sistemas na área 
da domótica e automação residencial, verifica-se que, ao nível da arquitetura, a solução mais 
popular no que diz respeito ao desenvolvimento de serviços Web é a Arquitetura Orientada 
a Serviços, uma tecnologia que pode maximizar a utilização dos serviços existentes e a 
integração destes com novos serviços para aumentar a interoperabilidade, eficiência e 
produtividade. Quanto ao método de implementação dos serviços Web, a utilização do 
protocolo WS-Notification é o mais defendido pelos autores neste tipo de arquitetura (ver 
Anexo A, WS-*). Este é muitas vezes referido como sendo o protocolo de serviços Web mais 
expressivo de publicação/subscrição e aquele que melhor se encaixa na natureza da 
comunicação de uma casa, que é assíncrona, de um-para-muitos. Pode ser integrado na 
camada de coordenação de uma stack de serviços Web que terá capacidade de processar XML.  
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Finalmente, os últimos projetos apresentados recorreram à Arquitetura Orientada a 
Recursos, sendo que os dois últimos utilizam o estilo REST. Esta abordagem apresenta 
vantagens bastante interessantes e importantes no que diz respeito ao desenvolvimento de 
serviços Web: flexibilidade, simplicidade e custo. 
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3. Serviços Web RESTful 
Esta secção fará uma introdução aos Serviços Web baseados no estilo REST, dando a conhecer 
este estilo de arquitetura e alguns aspetos importantes para a sua implementação. 
Para o desenvolvimento de serviços Web nesta Dissertação optou-se por utilizar uma 
abordagem baseada na Arquitetura Orientada a Recursos (ROA). Embora a grande parte 
dos projetos mencionados no Estado da Arte (secção 2) utilizem uma Arquitetura Orientada a 
Serviços, no contexto do sistema B-Live Wireless a ROA parece ser uma boa abordagem, 
sobretudo devido à sua simplicidade de implementação e no que diz respeito ao consumo de 
serviços por parte de clientes com pouca capacidade de processamento. Dentro desta 
arquitetura, o estilo REST assistiu a um grande desenvolvimento e tem sido frequentemente 
estudado desde 2009, após o aparecimento da framework Jersey [32] e das especificações 
JAX-RS (API Java para serviços Web RESTful) construídas sobre Jersey disponibilizadas pela 
Sun [33]. 
A SOA, pelas boas características que apresenta, já dominou o mercado de serviços Web. No 
entanto, cada vez mais, as APIs Web usam na sua grande maioria um estilo REST para 
comunicação, afastando-se assim dos tradicionais serviços Web que usam o protocolo SOAP. 
Mesmo as versões mais recentes de SOAP e WSDL foram projetadas para permitir uma 
utilização de serviços Web RESTful, uma vez que foi reconhecido que o REST é essencial para 
dar resposta às necessidades crescentes das aplicações Web. O WSDL 2.0 HTTP permite que 
nos serviços coexistam SOAP e HTTP, embora não permita implementar um sistema num 
estilo completamente RESTful [34]. Estes conceitos podem ser utilizados com dois motores 
de serviços Web open source: Apache Axis2/Java [35] e Apache Axis2/C [36]. 
Os serviços Web REST partilham muitas características com outros mecanismos de serviços 
Web como o Remote Procedure Call (RPC) e serviços Web baseados no protocolo SOAP: tal 
como os serviços Web REST, estes são projetados para serem leves, acessíveis através de 
URIs, e normalmente usam o HTTP como protocolo de transporte. Serviços Web baseados em 
REST e SOAP são também independentes da plataforma e da linguagem de programação. No 
entanto, há vários aspetos importantes nos quais estes estilos diferem. O desenvolvimento 
dos serviços web REST teve como ponto de partida, entre outros, as desvantagens conhecidas 
dos serviços Web baseados em SOAP. O protocolo SOAP foi concebido como uma forma de 
fazer chamadas de procedimento remoto via HTTP, usando o XML como formato de dados 
subjacente. A evolução do uso dos serviços Web SOAP foi acompanhada de uma ampliação na 
sua arquitetura para lidar com novos requisitos, por exemplo, segurança e confiabilidade de 
mensagens. Consequentemente, o desenvolvimento de serviços Web e de clientes SOAP 
tornou-se mais complexo. 
Um estudo efetuado em Maio de 2010 sobre o estado do mercado no que diz respeito a APIs 
Web, que teve como base 2000 APIs Web listadas no serviço de diretórios Programmable Web, 
concluiu que cerca de 15000 dos serviços usam REST, enquanto apenas cerca de 360 usam 
SOAP (Figura 9 obtida de [37]). O Google fornece uma visão ainda mais atual, que deixa bem 
clara a tendência do estilo utilizado no desenvolvimento de APIs, como apresentado no 
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gráfico da Figura 10, obtido de [38]. Mais uma vez se confirma que o REST predomina no 
mercado de aplicações Web. 
 
 
 
 
 
 
 
 
Mesmo a Yahoo, a Google, o eBay, o Facebook, o Twitter ou a Amazon estão a disponibilizar 
os seus serviços Web em REST. A Amazon até disponibiliza os seus serviços em SOAP e REST, 
e já em 2003 afirmava que o desempenho do REST é melhor que o do SOAP, sendo o primeiro 
utilizado 85% das vezes [36]. 
Figura 10. Evolução do uso do estilo RESTful no desenvolvimento de APIs (2) 
Figura 9. Evolução do uso do estilo RESTful no desenvolvimento de APIs (1) 
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3.1 Conceitos importantes numa 
arquitetura REST 
São, de seguida, apresentados alguns conceitos e componentes importantes para a 
compreensão de uma arquitetura de serviços Web que segue o estilo REST e que são 
importantes citar devido à sua relevância nesta Dissertação. 
Recursos 
O conceito mais importante em REST é a existência de recursos (fontes de informação 
específica). Estes substituem os métodos ou serviços utilizados em RPC e serviços Web SOAP.  
Cada recurso possui relações com outros recursos, e com um conjunto de métodos que 
operam sobre ele. Para manipular recursos, os componentes da rede comunicam através de 
uma interface padrão (normalmente o HTTP) e os métodos que operam sobre os recursos 
correspondem aos métodos standard do HTTP (GET, POST, PUT e DELETE). É a existência de 
recursos que torna esta arquitetura tão simples, uma vez que estes contêm toda a informação 
pretendida, ou então links para esta (não são necessárias várias chamadas para cada campo de 
informação). Assim, as solicitações e as respostas tornam-se mais fáceis de processar, e os 
clientes e servidores mais ágeis. Consequentemente, o tráfego na rede vê-se reduzido. 
Os recursos podem ser agrupados em coleções. Cada coleção é homogénea para que 
contenha apenas um tipo de recursos. Cada coleção é também encarada como um recurso. No 
entanto, os recursos podem também existir fora de qualquer coleção. Chamam-se recursos 
únicos. À informação que descreve os recursos disponíveis, o seu comportamento e as suas 
relações chama-se de Modelo de Recursos. 
Os recursos são descritos por URLs lógicos, designados neste contexto por URIs. 
 
URIs 
Os URIs (Uniform Resource Identifier) tornam os recursos universalmente endereçáveis por 
todas as outras componentes do sistema. Além de identificarem um recurso, possuem meios 
de agir sobre estes ou de obter a sua representação, tanto pela descrição do seu mecanismo 
de acesso primário ou pela sua localização na "rede". 
Um URI é composto pelo nome do esquema utilizado (como http ou https), o nome do host 
(por exemplo: www.exemplo.com), o número de porto seguido do caminho para uma ou mais 
entidades (por exemplo: …/recursos/1234), e uma query-string, que formula o pedido HTTP.  
Uma API RESTful precisa de ter um, e apenas um, Entry Point (Ponto de Partida), também 
designado por Root Resource Class, pois trata-se da raiz de todos os recursos. O URI do Entry 
Point pode ser visto como um recurso único que existe fora de qualquer coleção. No exemplo 
dado, o Entry Point seria recursos. O URI base de um serviço Web seria por exemplo: 
http://exemplo.com/recursos/... . Este comunica com os clientes da API para que estes a 
encontrem, e contém normalmente a seguinte informação: uma lista das coleções de mais 
alto nível, uma lista dos recursos únicos, e qualquer outra informação que o designer da API 
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considere útil, por exemplo, um pequeno resumo do estado de funcionamento, estatísticas, 
etc. 
Cada coleção e recurso de uma API possui o seu próprio URI. Os URIs nunca devem ser 
construídos por um cliente da API - o cliente deve apenas seguir as ligações que são geradas 
pela própria API. A convenção recomendada para os URIs é alternar segmentos de caminho 
coleção/recurso, relativamente ao Entry Point, como mostra o exemplo da tabela: 
 
Tabela 2. Exemplos de URIs numa API REST 
URI Descrição 
http://exemplo.com/recursos Entry point da API 
http://exemplo.com/recursos/flores Uma coleção (flores) do nível mais alto 
http://exemplo.com/recursos/flores/rosa 
Um recurso (rosa) que pertence à coleção 
flores 
 
O uso de URIs fornece à API a capacidade de vincular um recurso com qualquer outro na Web. 
Uma aplicação pode interagir com determinado recurso se souber o identificador do recurso e 
a ação necessária (não precisa de saber se existem caches, proxies, gateways, firewalls, ou algo 
entre ele e o servidor que realmente detém a informação).  
 
WADL  
O WADL (Web Application Description Language) define uma linguagem de descrição de 
serviços para APIs RESTful. É semelhante ao WSDL em SOA, mas bem mais simples de 
compreender e escrever. O seu formato pode dizer-se autoexplicativo.  
 
 
  
Figura 11. Exemplo de um documento WADL 
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O WADL fornece uma lista de todos os serviços (ou recursos) que são possíveis chamar, que 
operações são válidas em determinado recurso, que parâmetros o serviço espera, etc. (ver 
Figura 11, obtida de [39]) No entanto, o WADL não é obrigatório em serviços REST, e muitas 
vezes não é necessário. Muitos dos serviços REST são apenas documentados por uma 
descrição textual (um ficheiro HTML legível). 
 
Métodos 
Como já foi mencionado, os serviços Web REST baseiam-se no protocolo HTTP, e utilizam os 
seus principais métodos (POST, GET, PUT e DELETE) para operar sobre os recursos. Os 
métodos podem ser executados sobre os recursos através do seu URI.  
A seguinte tabela apresenta os métodos standard e o seu significado, conforme sejam 
aplicados sobre recursos ou coleções. 
 
Tabela 3. Principais métodos HTTP e sua aplicação em serviços Web REST 
Método Aplicação Função 
GET 
Coleção Retorna todos os recursos da coleção. 
Recurso Retorna informação acerca de um recurso único. 
POST 
Coleção Cria um novo recurso na coleção. 
Recurso 
Trata o recurso como uma coleção, e cria uma 
nova entrada dentro deste. 
PUT 
Coleção Repõe a coleção com uma nova coleção. 
Recurso Atualiza o recurso, ou, se este não existe, cria um. 
DELETE 
Coleção Elimina a coleção. 
Recurso Elimina o recurso. 
 
Formatação e Tipo de representação do conteúdo 
Os componentes de um sistema REST operam sobre recursos usando uma representação 
para obter o estado atual (ou previsto) desses recursos e transferem essa representação 
entre os componentes. O protocolo HTTP transporta, entre outras informações, informação 
relativa ao tipo de representação. A representação é uma sequência de bytes e metadados 
que descrevem esses bytes. Em HTTP os metadados de representação aparecem sob a forma 
de pares nome-valor, usando cabeçalhos, onde o nome corresponde a uma norma que define 
a estrutura e semântica do valor [40]. Assim o remetente pode descrever a representação do 
corpo da mensagem (ou entidade) usando uma família de cabeçalhos de entidade. Com esses 
cabeçalhos, os destinatários podem tomar decisões sobre como processar as mensagens 
recebidas sem terem de analisar o seu corpo.  
Um campo do cabeçalho que deve sempre ser usado corretamente é aquele que descreve o 
tipo de representação: o Content-Type. Os Content-Types, ou Internet Media types (também 
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designados por MIME types), identificam o formato utilizado na codificação das 
representações das mensagens e descrevem a semântica de como as interpretar. Se no campo 
Content-Type do cabeçalho HTTP houver referência ao formato XML (por exemplo: 
application/xml), irá ser usado um analisador XML para analisar a informação. A informação em 
serviços REST não se limita à formatação XML. É necessário que a aplicação entenda o 
formato da informação devolvida, e como tal existem diferentes tipos de representações. 
Como formato pode ser usado, por exemplo, XML, HTML (text/html), JSON (application/json), 
PDF (application/pdf), CSV (text/csv)… e servir assim clientes com necessidades diferentes. 
Cada formato tem as suas vantagens, sendo os mais utilizados o XML e o JSON. O XML é fácil 
de expandir, e é seguro, mas é mais complexo. O JSON é mais simples mais fácil de ser 
entendido. O formato de uma resposta HTML pode depender da API. O HTML é para consumo 
humano, e tem como único requisito ser fácil de entender. 
Um media type é composto por duas ou mais partes: um tipo, um subtipo, e pode ainda ter 
parâmetros opcionais. Por exemplo, os subtipos de text têm um parâmetro charset opcional 
que pode ser incluído para indicar a codificação de caracteres (por exemplo: text/html; 
charset=UTF-8).  
 
Tabela 4. Formatação XML e JSON 
XML JSON 
<Pessoa> 
     <Nome>António</Nome>       
     <Apelido>Silva</Apelido> 
     <Filhos> 
              <Filho>Bruno</Filho> 
              <Filho>Maria</Filho> 
     </Filhos> 
</Pessoa> 
 
{ 
"Pessoa": { 
      "Nome" : "António", 
      "Apelido" : "Silva", 
                   "Filhos" : { 
                                       "Filho" : [ "Bruno" , "Maria" ] 
                                    } 
                  } 
} 
 
Desde 2006 que o JSON se tem vindo a tornar num dos formatos prediletos para representar 
a informação retornada nas APIs REST. O gráfico seguinte demonstra essa tendência. Este 
representa a percentagem de APIs que em 2011 já só suportavam JSON [41]:  
 
 
  Figura 12. Percentagem de novas APIs que suportam apenas JSON 
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3.2 Restrições REST 
REST não é propriamente uma arquitetura, mas sim um estilo de arquitetura (ROA), ao qual 
são impostas restrições que permitem aos seus componentes satisfazer os requisitos da Web. 
Para que uma arquitetura seja considerada RESTful, deve satisfazer tais restrições. São elas 
[42]: 
 
• Stateless: Esta restrição defende que o estado necessário para lidar com um pedido está 
contido no próprio pedido, quer como parte do URI, quer como parte da query-string. Cada 
solicitação, de qualquer cliente, já contém toda a informação necessária para o pedido ser 
atendido. Assim, aumenta-se a confiabilidade e escalabilidade. 
O URI identifica o recurso e o corpo contém o estado (ou mudança de estado) desse recurso. 
Depois de o servidor fazer o processamento, o estado apropriado ou parte(s) do estado que 
interessa(m), são comunicados de volta para o cliente através de cabeçalhos, estado, ou corpo 
de resposta. 
 
• Interface Uniforme: Esta restrição define a interface entre clientes e servidores. Defende 
que uma interface deve ser o mais genérica possível, simplificando e desacoplando a 
arquitetura, permitindo assim que cada parte evolua de forma independente. 
Os quatro princípios orientadores desta interface são: 
- Identificação de recursos: Recursos individuais são identificados nos pedidos, por 
exemplo, usando URIs em sistemas REST baseados na Web. Os próprios recursos são 
conceptualmente separados das representações que são retornadas para o cliente. 
Por exemplo, o servidor não envia a sua Base de Dados, mas sim, talvez, informação 
em HTML, XML ou JSON que representa alguns registos da Base de Dados. Esta 
restrição exige basicamente que quem mantém a referência a um recurso seja 
também responsável pela preservação do significado desse recurso. A ideia é a de que 
o criador de um recurso será o melhor agente para nomear esse recurso. Tal promove 
links para recursos que não mudam ao longo do tempo, mesmo que as representações 
para esses recursos mudem. 
- Manipulação dos recursos através das suas representações: Os recursos devem ser 
manipulados através de representações. Um cliente não tem acesso direto a um 
recurso, só podendo enviar e receber representações do servidor. 
- Mensagens auto-descritivas: Todas as mensagens devem conter metadados que 
descrevem o significado da mensagem e como a processar. Por exemplo, que 
analisador se vai invocar pode ser especificado por um determinado media type. As 
respostas também indicam explicitamente a sua capacidade de cache. Isto significa 
que os métodos usados para invocar a mensagem devem ser padrão e concordáveis 
entre o cliente, o servidor, e os intermediários entre ambos. Esta restrição também 
está relacionada com a restrição de ser Stateless, em que nenhum estado no servidor 
é permitido ao interpretar uma mensagem. 
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- HATEOAS (Hypermedia as the engine of application state): As etapas de uma 
arquitetura REST devem ser invocadas através de hypermedia (hiperlinks dentro de 
hipertexto). Mais especificamente, para que um processo da aplicação avance, deve 
chamar-se a próxima etapa a partir de uma referência no interior da corrente 
representação. A etapa seguinte não deve ser determinada a partir de um lugar fora 
da representação atualmente recebida. Por exemplo, se a representação atual é um 
documento HTML, os próximos passos legais seriam links nesse documento HTML. 
 
• Cacheable: Os clientes podem armazenar em cache as respostas. As respostas devem, 
portanto, implícita ou explicitamente, definirem-se como sendo ou não cacheable, para evitar 
que os clientes reutilizem dados obsoletos ou inadequados em resposta a solicitações 
adicionais. Uma boa gestão da cache elimina parcial ou completamente algumas interações 
cliente-servidor, melhorando a escalabilidade e o desempenho. 
 
• Cliente-Servidor: Esta restrição baseia-se num princípio de software conhecido como a 
separação de preocupações – apenas se requer a existência de um componente cliente, que 
envia solicitações, e um componente servidor, que recebe pedidos. Depois de receber o 
pedido, o servidor pode também emitir uma resposta para o cliente. Assim os clientes não 
estão preocupados, por exemplo, com o armazenamento de dados, que permanece interno a 
cada servidor de modo a que a portabilidade do código do cliente seja melhorada. Os 
servidores não estão também “preocupados” com a interface ou estado do utilizador, 
podendo assim ser mais simples e escaláveis. Servidores e clientes podem também ser 
substituídos e desenvolvidos de forma independente, desde que a interface entre eles não 
seja alterada. 
 
• Sistema em Camadas: A restrição do sistema em camadas define uma arquitetura REST 
como camadas hierárquicas de componentes, limitados à comunicação com os seus vizinhos 
imediatos. Tal como a restrição cliente-servidor, esta restrição promove a simplicidade, 
separando preocupações. Também melhora a extensibilidade, usando as camadas como um 
mecanismo para isolar hierarquias de componentes. A escalabilidade aumenta com a 
capacidade de os componentes intermediários poderem atuar como caches. 
 
• Código on Demand: Esta restrição é opcional. Permite que um cliente carregue e execute o 
código de um servidor. Tal permite que a funcionalidade do cliente seja estendida após o 
desenvolvimento inicial da aplicação. Isto tem um efeito direto sobre a simplicidade, uma vez 
que promove o reduzido acoplamento de recursos. A escalabilidade também é aumentada em 
virtude do servidor off-loading trabalhar para os clientes. Como desvantagem tem-se a 
reduzida visibilidade gerada pelo próprio código, que é difícil para um intermediário 
interpretar. 
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3.3 Desenvolver uma API REST 
Os Serviços Web são disponibilizados através de servidores Web construídos para suportar as 
necessidades de um site ou de qualquer outra aplicação. Os programas clientes usam 
interfaces de programação de aplicações (APIs) para comunicar com os serviços Web. De um 
modo geral, uma API expõe um conjunto de dados e funções para facilitar a interação entre 
programas de computador e permitir-lhes a troca de informações. A API Web é o rosto de um 
serviço Web, que ouve e responde às solicitações do cliente. Uma API Web que está em 
conformidade com o estilo arquitetónico REST designa-se por API REST. A existência dessa 
API REST torna um serviço Web RESTful [43].  
Há três componentes distintas que envolvem o design que uma API REST: a aplicação, o 
código da API, e o cliente. O esquema da interação entre estes componentes é apresentado 
na Figura 13 (adaptada de [44]).  
 
- A aplicação existe independentemente da API. Pode ter uma interface gráfica (GUI), ou 
então ser desenvolvida partindo do princípio que só poderá ser acedida a partir da API que 
será desenvolvida. Qualquer aplicação contém um estado que se diz dinâmico, pois varia 
conforme as operações que sobre ele são executadas.  
A aplicação pode ser descrita por um modelo, que pode ser apresentado sobre a forma de um 
ER-Diagram (Entity-Relationship Diagram). Este diagrama lista os detalhes das entidades 
(objetos) no estado da aplicação e as relações entre estas. No caso da Aplicação desenvolvida 
neste projeto, esta guarda todos os estados numa Base de Dados, e assim tal diagrama pode 
ser facilmente criado através do esquema da aplicação na mesma Base de Dados. 
- O código da API serve para aceder ao estado da aplicação, bem como às operações sobre o 
estado, através da Interface da Aplicação, e expô-la como uma API REST. Por detrás de 
qualquer API REST está o conceito de recursos (entidades do ER-Diagram) que resultam de 
uma transformação que ocorre entre a Interface da Aplicação e a API REST. As relações entre 
os recursos são expressas como hiperligações, na representação do recurso. Os recursos 
Figura 13. Componentes de uma API REST 
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respondem a um conjunto limitado de operações (normalmente definidas pelos quatro 
métodos HTTP já referidos). 
- O cliente consome a API REST através do protocolo HTTP. Na teoria, o serviço poderia ser 
fornecido sobre outros protocolos também, mas uma vez que o HTTP é tão ubíquo, não 
parece ser de grande valia o mapeamento para um outro protocolo. 
 
Ao desenvolver uma API há três passos básicos que se devem tomar [45]: 
 Planear os URIs 
 Configurar valores de retorno e códigos de resposta para os URIs 
 Implementar uma framework para a API 
Estes passos devem seguir um conjunto de “Boas Práticas”, que são apresentadas na 
subsecção seguinte. 
Boas práticas 
A construção de uma API é uma tarefa que envolve muitos conceitos diferentes, que por 
vezes são difíceis de assimilar ao mesmo tempo. A principal preocupação aquando a sua 
criação é torna-la simples, proporcionando ao cliente uma experiência agradável quando a 
utilizar. Tal é conseguido com a criação de aplicações sobre o sistema, fornecendo-se assim 
um vasto conjunto de funcionalidades e garantindo que os utilizadores completam as suas 
tarefas de forma rápida e eficiente. Para tal, há normalmente um conjunto de regras que se 
devem tentar seguir durante o desenvolvimento. 
No que diz respeito aos serviços RESTful, há alguns princípios que se devem tentar cumprir e 
que são úteis para quem desenvolve uma API RESTful. Aqui se apresentam alguns: 
1. Todos os recursos devem ser endereçáveis. 
Ou seja, tudo deve estar definido por um ID. Assim cada entidade do sistema pode e deve 
ter o seu próprio URI, existindo múltiplos endpoints. 
2. Não devem ser usados URIs físicos.  
Um URI físico aponta para algo físico, por exemplo, um ficheiro XML: 
"http://www.acme.com/inventory/product003.xml". Um URI lógico não implica um ficheiro 
físico: "http://www.acme.com/inventory/product/003". 
3. Ao atribuir os URIs a cada recurso: 
- Utilizar o separador de barra (/) no endereço do URI para indicar uma relação hierárquica 
entre os recursos. 
- Utilizar a vírgula (,) ou ponto-e-vírgula (;) no endereço do URI para indicar relações não-
hierárquicas em elementos do URI. 
- Usar o hífen (-) ou o traço inferior (_) para melhorar a legibilidade em URIs longos. 
- Usar o e-comercial (&) para separar os parâmetros que no URI dizem respeito à parte da 
consulta (query-string). 
- Evitar incluir extensões de arquivos (como .jsp, .php, .aspx) em URIs. 
29 
 
- Não devem ser usadas letras maiúsculas nos URIs. 
- Não incluir o nome da função CRUD que vai ser realizada no URI. Ex: /deleteUser 
4. Os pedidos não devem retornar um número elevado de dados.  
Se for necessário, deve usar-se o mecanismo de paging. Por exemplo, um pedido GET de 
uma “lista de produtos” apenas deve retornar os primeiros n produtos (por exemplo, 10), 
com links next/prev. 
5. A interface deve ser uniforme e restrita.  
Ao aplicar REST sobre HTTP devem-se usar e manter o significado dos métodos oferecidos 
pelo protocolo (GET, PUT, POST, DELETE). 
6. Os métodos GET, PUT e DELETE são idempotentes.  
Se o mesmo pedido for efetuado várias vezes, o resultado deve ser sempre o mesmo, igual 
ao que teria uma única requisição. 
7. O método GET é um método seguro. 
Este não deve produzir efeitos colaterais nem causar uma mudança de estado no servidor. 
8. Os serviços REST devem ser orientados à representação.  
A interação com os serviços é efetuada através de representações desses serviços, e um 
objeto referenciado por um URI pode ter diferentes formatos disponíveis. Assim, 
diferentes plataformas precisam de formatos diferentes. AJAX pode precisar de JSON, 
enquanto uma aplicação Java pode precisar de XML. 
9. Deve sempre ser devolvida alguma informação ao cliente. 
O cliente deve saber que o seu pedido foi recebido. Poderá receber uma informação sobre 
o estado do pedido, ou o próprio objeto resultante de um POST, ou PUT. Assim o utilizador 
evitará usar um GET para saber se a informação foi atualizada. 
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4. Serviços Web RESTful 
no sistema B-Live 
Wireless 
Esta secção destina-se a apresentar o sistema B-Live Wireless e a descrever como foram 
implementados os Serviços Web a serem consumidos, de forma a o utilizador conseguir 
aceder às funcionalidades deste mesmo sistema. 
4.1 Introdução ao Sistema B-Live 
O sistema B-Live Wireless [46], desenvolvido pela Micro I/O, é um sistema de domótica 
habitacional sem-fios pensado para criar melhores condições de habitabilidade a pessoas 
idosas e/ou com mobilidade reduzida. Possibilita a monitorização do estado da casa através 
dos diversos dispositivos aí existentes, de modo a ser possível prever e atuar em caso de 
emergência ou recolher informações em caso de diagnóstico médico. Faculta também 
ferramentas de apoio às ações domésticas. Trata-se portanto de um sistema complexo, 
composto por diferentes tipos de dispositivos: sensores, atuadores, controladores, e um 
gateway que comunica com o servidor.  
A Figura 14, obtida de [46], representa a estrutura da rede que suporta o sistema. Os 
principais elementos que compõem o sistema são uma rede local de sensores e atuadores 
(WSAN) e um servidor. A WSAN é baseada no standard IEEE 802.15.4. A comunicação entre a 
WSAN e o servidor é efetuada através de uma ligação Ethernet (LAN) ou por Wi-Fi (WLAN). A 
interligação entre as tecnologias IEEE 802.15.4 e Ethernet/Wi-Fi é realizada com recurso a um 
gateway. Na imagem, a rede de sensores e atuadores é representada por uma WPAN. 
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Os sensores são dispositivos capazes de recolher informação sobre o ambiente da habitação, 
e assegurar que esta é disponibilizada para os controladores. Cada evento detetado por um 
sensor é enviado para os elementos superiores da rede, ou diretamente para os atuadores. 
No caso de o evento gerado não resultar na atuação de um dispositivo, então a informação é 
destinada unicamente ao servidor. A mesma será enviada para o endereço de broadcast B-
Live, e recebida pelo controlador da divisão correspondente que, para além de a 
reencaminhar para o gateway, deverá também transmitir para o sensor uma mensagem de 
acknowledge, garantindo assim uma maior robustez ao sistema. 
Os atuadores permitem ao utilizador interagir com os equipamentos presentes na habitação. 
Recebem informação dos elementos superiores da rede ou de sensores e atuam conforme a 
solicitação. 
Os controladores e gateway têm a função de interligar o utilizador com todos os sensores e 
atuadores disponíveis. Os controladores gerem toda a rede, recolhendo a informação 
relevante e reencaminhando-a para o gateway. O gateway deverá enviar a informação 
recolhida pelos controladores de cada divisão para um servidor onde ficarão registados todos 
os eventos ocorridos ou ordens de atuação efetuadas. No sistema B-Live Wireless instalado 
na ESSUA existe um controlador por cada divisão da habitação na qual existam sensores ou 
atuadores em funcionamento. Isto permite uma melhor monitorização da ocorrência de 
eventos numa divisão.  
O servidor que suporta o sistema B-Live Wireless comunica exclusivamente com o gateway. É 
o responsável por processar e/ou armazenar toda a informação proveniente da WSAN, assim 
como disponibilizar a informação para aplicações de controlo. 
 
 
Figura 14. Arquitetura do sistema B-Live Wireless 
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Arquitetura de hardware do sistema B-Live Wireless  
Para melhor perceber a dimensão do sistema, apresenta-se na Figura 15 um esquema da 
arquitetura de hardware do piloto do sistema B-Live Wireless instalado na ESSUA [47]. O 
sistema é composto por um conjunto alargado de sensores e atuadores que permitirão 
monitorizar e controlar diversos elementos existentes no laboratório. 
  
Figura 15. Arquitetura de hardware do piloto do sistema B-Live Wireless 
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Segue uma legenda do hardware que compõe o sistema: 
 
1) Comutador simples: comutador de iluminação para a lâmpada da sala 11). Estes dois 
dispositivos (1 e 11) não integram o sistema B-Live Wireless. 
2) Atuador com duplo relé: permite controlar remotamente o estore da janela do laboratório. 
3) e 18) Sensor de toque: deteta a proximidade de uma mão. Cada sensor está associado a um 
ou mais atuadores de lâmpada, possibilitando a sua comutação. 
4) e 13) Sensor magnético: monitoriza o estado (aberto ou fechado) das portas. 
5) e 21) Atuador com relé: permite controlar remotamente a alimentação de cargas AC, neste 
caso lâmpadas. Este dispositivo opera também como controladores de divisão, ou seja, é 
responsável por comunicar ao gateway todos os eventos detetados na divisão que está 
associado. 
6) Sensor de ultrassons: comunica periodicamente a distância a que o objeto mais próximo se 
encontra. Neste caso é usado para detetar a presença de pessoas junto ao espelho. 
7) e 23) Sensor de movimento: deteta a ocorrência de movimento numa divisão usando um 
sensor PIR (Passive Infrared Sensor). Utilizado para detetar movimentos nas divisões do quarto 
e da casa de banho. 
8) Atuador com relé e electroválvula: comuta o estado de uma electroválvula remotamente. É 
utilizado na torneira da água da banca. 
9) e 14) Sensor de fumo: deteta a existência de fumo numa divisão utilizando tecnologia de 
infravermelhos. 
10) Gateway: faz a interligação entre a rede wireless de sensores e atuadores (IEEE 802.15.4) e 
o servidor B-Live usando Ethernet. 
12) Sensor de temperatura: Comunica periodicamente a temperatura da divisão sala. 
15) Sensor de luminosidade: Comunica periodicamente a luminosidade da divisão sala. 
16) Atuador com relé: controla o motor associado à porta de forma a realizar a sua abertura 
ou fecho. 
17) Atuador com relé e sensor de corrente: dispositivo integrado que comuta o estado da 
tomada e monitoriza o consumo da mesma após esta ter sido ligada. 
19), 20), 24) e 25) Sensor piezoresistivo: deteta variações de pressão que ocorrem quando 
alguém se deita na cama ou senta no sofá. 
22) Atuador com relé: comuta remotamente a alimentação a cargas AC, neste caso, o 
equipamento que esteja ligado à tomada. 
26) Servidor: computador responsável pelo armazenamento da informação de estado da rede 
de sensores e atuadores bem como de solicitar a informação em resposta a pedidos 
provenientes de serviços Web. 
27) Controlador de divisão: responsável por comunicar ao gateway todos os eventos 
detetados na divisão em que está instalado. 
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Arquitetura de software do sistema B-Live Wireless 
A Figura 16 apresenta a arquitetura de software do servidor do sistema B-Live Wireless 
instalado na ESSUA [47]. O servidor pode utilizar qualquer sistema operativo, e realiza a 
interface com o exterior através de Serviços Web. 
 
 
 
 
No sistema B-Live Wireless instalado na ESSUA um servidor Apache é utilizado para suportar 
os serviços. Os serviços Web são suportados na stack Axis2 [48] e no servidor de aplicações 
Web Tomcat [49]. Toda a informação relativa ao sistema encontra-se armazenada numa Base 
de Dados MySQL e os serviços Web permitem o acesso remoto a esta informação. O acesso à 
Base de Dados é realizado através da API JDBC (Java Database Connectivity). Adicionalmente, 
os Serviços Web poderão também solicitar o envio de comandos para a rede de 
sensores/atuadores. Além de ser responsável por receber informação da rede de 
sensores/atuadores e proceder à sua inserção na Base de Dados, a aplicação servidora 
(desenvolvida em Java) está também encarregue de encaminhar os pedidos de alteração de 
estado provenientes dos serviços Web para a rede de sensores/atuadores. A comunicação 
entre a aplicação servidora e o gateway é realizada utilizando um protocolo proprietário da 
Micro I/O que opera sobre sockets TCP/IP. 
Serviços Web SOAP 
Segue-se agora uma descrição dos Serviços Web desenvolvidos para o sistema B-Live 
Wireless, que são disponibilizados recorrendo à stack Apache Axis2, com base no protocolo 
SOAP. Estes serviços Web permitem comunicar com o servidor B-Live, acedendo assim à Base 
de Dados do sistema, onde se encontra armazenada a informação relativa aos dispositivos do 
sistema (sensores, atuadores, agregados, tags de localização e de tempo real), à 
caracterização do local onde o sistema é instalado (sectores, divisões) e aos utilizadores do 
sistema. É também nesta Base de Dados que são armazenados todos os eventos gerados. 
Figura 16. Arquitetura de software do piloto do sistema B-Live Wireless 
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Os serviços Web do sistema estão divididos por funcionalidade, e cada um deles implementa 
os métodos relacionados com essa funcionalidade. Assim, estão divididos nos seguintes 
grupos: 
 
Tabela 5. Serviços Web do sistema B-Live Wireless 
Serviço Descrição 
UserService 
Permite que um utilizador do sistema B-Live inicie 
ou termine a sua sessão no sistema, e que visualize a 
informação relativa ao seu registo. 
SiteService 
Obtenção e armazenamento de informação relativa 
ao local onde o sistema está instalado. 
SectorService 
Obtenção e armazenamento de informação relativa 
aos sectores existentes no sistema. 
RoomService 
Obtenção e armazenamento de informação relativa 
às divisões do sistema. 
DeviceService 
Manipulação da informação relativa a todos os 
dispositivos que integram o sistema. 
SensorActuatorAgregateService 
Manipulação da informação relativa aos dispositivos 
o tipo sensor, atuador ou agregado, ficando de fora 
dispositivos como controladores, tags de localização 
ou de tempo real. 
LampService 
Obtenção do estado de um ponto de iluminação, e 
alteração do estado desse elemento. 
OutletService Semelhante ao LampService mas para tomadas. 
DoorService 
Obtenção do estado de uma porta (aberta/fechada), 
e controlo da abertura e fecho da mesma. 
WaterTapService 
Permite verificar se uma torneira de água 
(electroválvula) está aberta ou fechada, e controlar 
a abertura e fecho da mesma. 
MovementDetectionService 
Verifica se o sensor de movimento deteta 
movimento. Também pode devolver um conjunto de 
eventos deste tipo que se verificaram durante certo 
período de tempo. 
SmokeDetectionService 
Verifica se o sensor de fumo está a detetar fumo. 
Também pode devolver um conjunto de eventos 
deste tipo que se verificaram durante certo período 
de tempo. 
FurnitureSensingService 
Permite detetar quando alguém está a ocupar 
algum sofá, cadeira ou cama. 
DistanceSensingService Obtenção da distância medida por um dispositivo. 
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CurrentSensingService 
Obtenção da corrente elétrica medida por um 
dispositivo. 
LightSensingService 
Obtenção da luminosidade medida por um 
dispositivo. 
TemperatureSensingService 
Obtenção da temperatura ambiente medida por um 
dispositivo. 
AirConditionerService 
Permite o envio de comandos pré-definidos para o 
ar condicionado e obter o último comando enviado. 
BuzzerService 
Permite enviar sons/músicas para serem executados 
num buzzer. 
LocalizationService 
Manipulação da informação relativa à 
funcionalidade de localização de pessoas e objetos. 
RealTimeService 
Obtenção dos utilizadores associados a um 
dispositivo de tempo real. Obtenção do dispositivo 
associado a determinado utilizador. 
BehaviorsAppService 
Utilizado pela aplicação de configuração de 
comportamentos do sistema. Permite obter os 
sensores e atuadores ativos, bem como palavras que 
caracterizam eventos/ações (ex: aberto, fechado, 
ligar, desligar, etc.). 
 
4.2 Frameworks REST 
À medida que a filosofia do design REST se torna mais popular, novas frameworks
2
 surgem 
para tornar o seu desenvolvimento mais fácil, e aquelas que já existem adquirem novas 
características e modos de o implementar. Uma framework REST facilita a implementação de 
serviços RESTful numa linguagem de programação específica, uma vez que consciencializa o 
programador de certas restrições que se devem cumprir. 
Após uma pesquisa de possíveis frameworks open-source a utilizar na implementação dos 
serviços Web REST, foram estudadas cinco possibilidades antes de escolher a que se iria 
utilizar. Foram elas: Apache Axis2, Apache CXF, Jersey, RESTEasy, Restlet. De seguida é feita 
uma breve apresentação de cada uma delas antes de se apresentar a escolhida. 
 
Apache Axis2  
A possibilidade de se usar a framework Apache Axis2 [48] neste projeto surgiu devido ao facto 
de esta ser já conhecida no contexto do sistema B-Live Wireless, tendo os seus serviços Web 
                                                          
2
 Conjunto de bibliotecas e classes de software reutilizáveis.  
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baseado em SOAP sido anteriormente desenvolvidos sob o ambiente da Axis2. Este facto 
poderia assim facilitar a sua utilização. 
Apresentada em 2004, esta stack surge com melhorias relativamente à sua anterior versão 
(Axis 1.x), sendo mais flexível, mais eficiente e mais configurável. Facilmente “ganhou 
terreno” na sua área de aplicação, tendo-se tornado na principal framework utilizada no 
desenvolvimento de Serviços Web. No entanto, este projeto da Apache, que está sob a 
Apache License 2.0, embora possua suporte para serviços Web do tipo REST, é muito mais 
direcionado para produzir e consumir serviços numa Arquitetura Orientada a Serviços, 
fazendo uso do protocolo SOAP. 
Algumas características: 
 Suporte para JAX-WS (API Java API para serviços Web XML);  
 Suporte para POJO e Spring;  
 Chamadas síncronas e assíncronas;  
 Suporte para invocação de serviços POX, que complementa o estilo REST;  
 Suporte para WSDL 1.1 e 2.0;  
 Suporte para JSON;  
 Suporta SOAP 1.1 e 1.2;  
 Implementa WS-Addressing e WS-Policy. 
 
Apache CXF  
O Apache CXF [26] resulta da fusão dos projetos XFire [50] e Celtix [51]. Trata-se de uma 
estrutura para desenvolvimento de serviços Web totalmente caracterizada, que tem vindo a 
ver a sua popularidade aumentar devido sobretudo ao seu alto desempenho, facilidade de 
utilização, e por ser intuitiva e extensível.  
Foi uma das opções estudadas uma vez que é fácil de integrar o CXF em sistemas existentes. 
Aliás, esta foi uma preocupação especial aquando o seu desenvolvimento. Licenciado também 
sob a Apache License 2.0, é sobretudo frequentemente usado em projetos baseados numa 
Arquitetura Orientada a Serviços. 
Algumas características: 
 Suporte para JAX-WS 2.0;  
 Suporte para JAX-RS (API Java API para serviços Web RESTful);  
 Suporta SAAJ e JAXB 2.x;  
 Suporte para JSON;  
 Pode fornecer serviços em Jetty, Tomcat ou em Spring-based containers;  
 Suporta JavaScript;  
 Suporta CORBA;  
 Geração de WSDL.  
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Jersey  
Jersey [32] é conhecido por ser a implementação de referência da JAX-RS - API que fornece 
suporte para a criação de serviços Web segundo os padrões de uma arquitetura REST. A 
especificação JAX-RS fornece uma série de anotações que auxiliam e facilitam o 
desenvolvimento de serviços Web RESTful através do protocolo HTTP. Possui licença dupla 
sob o CDDL versão 1.0 e o GPL versão 2. 
Algumas características: 
 Gera o documento WADL;  
 Fornece API cliente que suporta as implementações HTTP(S) URL Connection e 
Apache HTTP Client;  
 Suporta JSON integrado com JAXB;  
 Suporta MIME types;  
 Suporta a framework Grizzly (facilita o teste de clientes e serviços);  
 Suporta integração Srping;  
 Suporta assinatura e verificação de pedidos com a especificação OAuth Core 1.0. 
 
RESTEasy  
RESTEasy [52] é um projeto do JBoss [53] que fornece várias frameworks para ajudar na 
construção de serviços Web RESTful e aplicações RESTful Java. É uma implementação 
totalmente certificada e portátil da especificação JAX-RS, também sob a licença da Apache 
License 2.0. 
Algumas características: 
 Suporta JAX-RS;  
 Possui um conjunto rico de fornecedores para: XML, JSON, YAML, Multipart, 
Atom…;  
 Suporta JAXB;  
 Suporte para assinatura digital e encriptação;  
 Suporta EJB, Guice, Spring, e integração Spring MVC;  
 Suporta OAuth2. 
 
Restlet  
Desde 2005 que Restlet [54] fornece uma framework leve mas abrangente para o 
mapeamento de conceitos REST em classes Java. Além de serviços Web RESTful, pode ser 
usado para implementar qualquer tipo de sistema RESTful. Um dos principais objetivos deste 
projeto é apresentar-se como adequado tanto para aplicações do lado do servidor, como do 
cliente. Está disponível sob quatro licenças diferentes: CDDL 1.0, LGPL 2.1, LGPL 3.0 e EPL 1.0. 
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Algumas características: 
 Implementa a API standard JAX-RS 1.0;  
 Suporta os principais padrões de transporte HTTP, HTTPS e SMTP;  
 Suporta formatos de dados XML, JSON e Atom;  
 Suporta JAXB; Suporta WADL;  
 Possui a Restlet API, que apoia os conceitos do REST;  
 Suporta autenticação, autorização, gestão de funções, certificados SSL e OAuth 2.0. 
 
Comparação 
A seguinte tabela apresenta algumas características que ajudaram na decisão de qual 
framework utilizar. 
 
Tabela 6. Comparação das frameworks estudadas 
Framework Escrito em… 
Suporta 
JAX-RS 
Suporta Spring 
framework 
Suporta 
MVC
3
 
GlassFish 
Apache Axis2 Java, C  √  √ 
Apache CXF Java √ √   
Jersey Java √ √ para JSP 
pages 
√ 
RESTEasy Java √ √ Spring 
MVC 
√ 
Restlet Java √ √  √ 
 
Apresentadas algumas características de algumas das possíveis frameworks a utilizar no 
desenvolvimento dos serviços Web RESTful, e com foco nas que seriam mais importantes para 
o objetivo pretendido, optou-se pela Jersey. Esta escolha deve-se sobretudo ao facto de ser a 
implementação de referência da especificação JAX-RS, podendo assim fornecer todo o 
suporte necessário para um bom progresso deste projeto. Possui também suporte para 
representar a informação nos formatos XML e JSON, que era uma característica pretendida. O 
Jersey é ainda distribuído com o GlassFish [55], que é o servidor de aplicações da Sun 
Microsystems para a plataforma Java EE que se pretendia usar. Este foi também um fator tido 
em conta, uma vez que poderia facilitar a disponibilização dos serviços Web sobre esta 
plataforma. Após uma breve pesquisa sobre o Jersey, este mostrou ainda possuir uma 
                                                          
3
 MVC (Model–view–controller) – modelo de arquitetura de software que separa a representação da 
informação (lógica da aplicação) da interface do usuário (inserir e exibir dados), permitindo desenvolver, 
editar e testar separadamente cada parte. 
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comunidade bastante ativa e funcional, e uma boa documentação on-line, o que torna esta 
opção ainda mais apelativa. 
Assim, os serviços Web RESTful são suportados pela framework Jersey e o servidor de 
aplicações Web GlassFish. Um servidor Apache é utilizado para suportar os serviços. 
4.3 Serviços Web a implementar 
O piloto do sistema que foi instalado na ESSUA possui uma vasta gama de sensores e 
atuadores. Contudo, o demonstrador disponível na Micro I/O possui apenas um subconjunto 
limitado dos sensores e atuadores do sistema para efeitos de testes e demonstrações. Neste 
trabalho são desenvolvidos Serviços Web, segundo uma arquitetura REST, que permitem 
monitorizar e atuar sobre os elementos do demonstrador da Micro I/O. 
Os serviços Web implementados são capazes de monitorizar e controlar diversos sensores e 
atuadores, a saber: um sensor magnético (deteta a abertura e fecho de uma porta), um sensor 
de pressão (deteta a presença de pessoas em cadeiras), um sensor capacitivo (com função de 
interruptor para ligar ou desligar a iluminação) e um atuador de lâmpada (para ligar e desligar 
a iluminação). O ato de passar a mão sobre o interruptor (sensor capacitivo) para ligar ou 
desligar a iluminação gera um comando que é enviado diretamente do interruptor para as 
lâmpadas (atuador). Desta forma a mensagem não passa pelo servidor, sendo este apenas 
informado de que o interruptor foi pressionado. 
No âmbito deste trabalho serão implementadas as seguintes coleções de serviços Web, cada 
uma delas suportando uma gama de recursos apresentados mais adiante: 
User Service – Manipula a informação relativa a um utilizador do sistema B-Live Wireless. Este 
conjunto de serviços possibilita que um utilizador inicie ou termine a sua sessão no sistema, e 
que visualize a informação relativa ao seu registo. 
URI: http://localhost:8080/BliveServices/webresources/services_users 
Device Service - Acede à informação disponibilizada para todos os dispositivos que compõem 
o sistema, nomeadamente nível de bateria, última atualização e estado. 
URI: http://localhost:8080/BliveServices/webresources/services_devices 
Actuators Service - Lê e controla o atuador, neste caso relacionado com a iluminação. Com 
esta coleção é possível saber o estado do atuador de lâmpada, e atuar sobre ele (ligando ou 
desligando a lâmpada). 
URI: http://localhost:8080/BliveServices/webresources/services_actuators 
Sensors Service - Acede à informação disponibilizada para os dispositivos do tipo sensor que 
compõem o sistema (magnético e de pressão), permitindo obter informação sobre o nível de 
bateria, última atualização e estado. 
URI: http://localhost:8080/BliveServices/webresources/services_sensors 
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Os recursos disponibilizados por serviços Web REST apresentam-se organizados numa 
estrutura de dados hierárquica. A estrutura dos serviços desenvolvidos para este projeto 
apresenta-se na Figura 17. Este modelo, representado como uma árvore de hierarquia, tem no 
seu topo o chamado Entry Point, ao qual foi atribuído o nome de BliveServices. O acesso a 
qualquer recurso passará assim pelo URI http://localhost:8080/BliveServices/. Descendo na 
hierarquia verifica-se que esta é composta por quatro coleções (conjunto de recursos). Foi 
dado a cada coleção o nome do serviço que cada uma representa. 
 
Figura 17. Hierarquia de Recursos dos serviços Web REST 
 
Cada coleção disponibiliza um conjunto de recursos. As tabelas seguintes (Tabela 7 a Tabela 
12) apresentam as coleções com os respetivos recursos, o método HTTP utilizado em cada um 
deles, e os parâmetros necessários para lhes aceder. A coluna Parâmetros indica quais os 
parâmetros que o utilizador tem que passar ao pedido HTTP, para que este possa ser 
satisfeito.  
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Há diferentes tipos de parâmetros que devem ser fornecidos nos pedidos HTTP para que o 
pedido seja feito com sucesso e uma resposta coerente possa ser fornecida. São eles: 
 - @PathParam: Permite mapear e incorporar a identificação de variáveis no URI dos recursos 
respetivos. Estes parâmetros apresentam-se na coluna Recursos representados por /{param}. 
São parâmetros que têm que ser passados no próprio URI. 
- @FormParam: São utilizados quando é solicitada ao utilizador informação que este deve 
inserir. É exemplo o caso do recurso /login, em que surge ao utilizador uma caixa de Login em 
que este deve inserir o seu login e password.  
- @QueryParam: Servem sobretudo para filtrar a pesquisa resultante do método invocado e 
são injetados na query-string do URI. Estes surgem nas tabelas seguintes nas linhas com 
sombreado azul. 
Toda a informação que é produzida ou retornada ao cliente pelos serviços é apresentada no 
formato JSON (o MIME type do cabeçalho Accept é assim application/json), uma vez que é o 
formato que apresenta uma representação mais fácil para ser entendida. 
 
 
Coleção: /services_users 
 
 Tabela 7. Descrição da coleção services_users 
 
  
RECURSOS MÉTODO PARÂMETROS DESCRIÇÃO 
/login PUT 
Login e 
password do 
utilizador 
Permite ao utilizador iniciar sessão. 
Resposta: Secret ID do utilizador. 
/logout/{secretid} PUT 
Secret ID do 
utilizador  
(no URI) 
Permite ao utilizador terminar 
sessão. 
Resposta: Sucesso da operação 
(true/false). 
/user/{secretid} GET 
Secret ID do 
utilizador 
(no URI) 
Devolve a informação relativa ao 
utilizador cujo secret ID é o passado 
no URI. 
Resposta: ID do utilizador, Nome, 
Apelido, Telefone, Código ISO do 
país, Género, Email, Data de 
Nascimento, Se é ou não Objeto. 
/count GET  
Devolve o número de utilizadores 
registados. 
Resposta: Número de utilizadores 
registados. 
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Coleção: /services_devices 
 
Tabela 8. Descrição da coleção services_devices (1) 
  
RECURSOS MÉTODO PARÂMETROS DESCRIÇÃO 
/all_devices GET 
Secret ID do 
utilizador 
Devolve informação relativa a todos os 
dispositivos. 
Resposta: Nome, Sector, Sala, Grupo, 
ID Blive, Bateria (percentagem) e Data 
da última atualização (milissegundos) 
de cada dispositivo. 
Query-string do URI do pedido: 
 
/all_devices?userId={userID} 
/name GET 
Secret ID do 
utilizador, 
Sector, Sala, 
Grupo e ID do 
dispositivo 
Devolve o nome do dispositivo com o 
endereço passado. 
Resposta: Nome do dispositivo, na 
língua do utilizador. 
Query-string do URI do pedido: 
 
/name?userId={userID}&sector={sector}&room={room} 
&group={group}&id={id} 
/battery GET 
Sector, Sala, 
Grupo e ID do 
dispositivo 
Devolve o nível de bateria do 
dispositivo com o endereço passado. 
Resposta: Bateria (percentagem); 
Sucesso da operação (true/false). 
Query-string do URI do pedido: 
 
/battery?sector={sector}&room={room} 
&group={group}&id={id} 
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Tabela 9. Descrição da coleção services_devices (2) 
 
   
RECURSOS MÉTODO PARÂMETROS DESCRIÇÃO 
/updates/{time} GET 
Tempo em 
milissegundos 
(no URI) e Secret 
ID do utilizador 
Devolve os dispositivos cujo estado 
sofreu alteração desde o instante de 
tempo passado no URI. 
Resposta: Nome, Sector, Sala, Grupo, 
ID Blive, Bateria (percentagem) e 
Data da última atualização 
(milissegundos) de cada dispositivo. 
Query-string do URI do pedido: 
 
/updates/{time}?userId={userID} 
/last_update GET 
Sector, Sala, 
Grupo e ID do 
dispositivo 
Devolve a data da última atualização 
do dispositivo com o endereço 
passado. 
Resposta: Data da última atualização 
(milissegundos); Sucesso da operação 
(true/false). 
Query-string do URI do pedido: 
 
/last_update?sector={sector}& room={room}& 
group={group}&id={id} 
/count GET  
Devolve o número de dispositivos 
existentes. 
Resposta: Número de dispositivos 
existentes. 
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Coleção: /services_actuators 
 
Tabela 10. Descrição da coleção services_actuators   
 
  
RECURSOS MÉTODO PARÂMETROS DESCRIÇÃO 
/all_actuators GET 
Secret ID do 
utilizador 
Devolve informação relativa a todos 
os dispositivos do tipo atuadores. 
Resposta: Nome, Sector, Sala, Grupo, 
ID Blive, Bateria (percentagem) e 
Data da última atualização 
(milissegundos) de cada atuador. 
Query-string do URI do pedido: 
 
/all_actuators?userId={userID} 
/is_lamp_on GET 
Sector, Sala, 
Grupo e ID da 
lâmpada 
Permite saber se os dispositivos do 
tipo lâmpada estão ligados. 
Resposta: true/false, conforme a 
lâmpada esteja ou não acesa; sucesso 
da operação (true/false). 
Query-string do URI do pedido: 
 
/is_lamp_on?sector={sector}&room={room}& 
group={group}&id={id} 
/turn_lamp_on PUT 
Secret ID do 
utilizador, Sector, 
Sala, Grupo e ID 
da lâmpada 
Permite ligar um dispositivo do tipo 
lâmpada. 
Resposta: Sucesso da operação 
(true/false). 
/turn_lamp_off PUT 
Secret ID do 
utilizador, Sector, 
Sala, Grupo e ID 
da lâmpada 
Permite desligar um dispositivo do 
tipo lâmpada. 
Resposta: Sucesso da operação 
(true/false). 
/lamp_status GET 
Secret ID do 
utilizador, Sector, 
Sala, Grupo e ID 
da lâmpada 
Permite saber se os dispositivos do 
tipo lâmpada estão ligados ou 
desligados. 
Resposta: Ligada/Desligada ou 
On/Off, dependendo da língua do 
utilizador. 
Query-string do URI do pedido: 
 
/services_actuators/lamp_status?userId={userID}& 
sector={sector}&room={room}&group={group}&id={id} 
/count GET  
Devolve o número de atuadores 
existentes. 
Resposta: Número de atuadores 
existentes. 
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Coleção: /services_sensors 
 
Tabela 11. Descrição da coleção services_sensors (1) 
 
RECURSOS MÉTODO PARÂMETROS DESCRIÇÃO 
/all_sensors GET 
Secret ID do 
utilizador 
Devolve informação relativa a todos 
os dispositivos do tipo sensores. 
Resposta: Nome, Sector, Sala, Grupo, 
ID Blive, Bateria (percentagem) e 
Data da última atualização 
(milissegundos) de cada sensor. 
Query-string do URI do pedido: 
 
/all_sensors?userId={userID} 
/is_door_open GET 
Sector, Sala, 
Grupo e ID da 
porta 
Permite saber se os dispositivos do 
tipo porta estão abertos. 
Resposta: true/false, conforme a 
porta esteja ou não aberta; Sucesso 
da operação (true/false). 
Query-string do URI do pedido: 
 
/is_door_open?sector={sector}& 
room={room}&group={group}&id={id} 
/door_status GET 
Secret ID do 
utilizador, Sector, 
Sala, Grupo e ID 
da porta 
Permite saber se os dispositivos do 
tipo porta estão abertos ou fechados. 
Resposta: Aberto/Fechado ou 
Open/Closed, dependendo da língua 
do utilizador. 
Query-string do URI do pedido: 
 
/door_status?userId={userID}&sector={sector} 
&room={room}&group={group}&id={id} 
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Tabela 12. Descrição da coleção services_sensors (2) 
 
  
A migração dos serviços Web baseados em SOAP para REST teve como requisito adicional o 
aumento da segurança através da implementação de um mecanismo de autenticação. 
Autenticação nos serviços RESTful 
A autenticação consiste em validar a identidade de um cliente que está a tentar aceder aos 
serviços. Há vários tipos de autenticação que podem ser implementados. Neste caso, optou-se 
pela autenticação básica - HTTP Basic Authentication. Consiste em o servidor verificar se o 
utilizador se encontra registado na Base de Dados, se as suas credenciais são válidas (nome de 
utilizador e senha), e se possui autorização para aceder a determinado serviço. Para fazer essa 
verificação o servidor terá que recorrer ao Realm (domínio de segurança) pré-definido nas 
suas configurações (ver Anexo B). A Figura 18, adaptada de [56], apresenta o funcionamento 
desse protocolo. 
O protocolo aqui utilizado é o mais simples para executar a autenticação sobre HTTP. Envolve 
o envio de um nome e senha codificados em Base-64 dentro do cabeçalho de um pedido para 
o servidor. O servidor verifica se o nome de utilizador existe no sistema e confirma se a senha 
é válida [57]. A senha segue ainda encriptada pelo algoritmo MD5. 
RECURSOS MÉTODO PARÂMETROS DESCRIÇÃO 
/is_chair_occupy GET 
Sector, Sala, 
Grupo e ID da 
cadeira 
Permite saber se os dispositivos do 
tipo cadeira estão ocupados. 
Resposta: true/false, conforme a 
cadeira esteja ou não ocupada; 
Sucesso da operação (true/false). 
Query-string do URI do pedido: 
 
/is_chair_occupy?sector={sector}& 
room={room}&group={group}&id={id} 
/chair_status GET 
Secret ID do 
utilizador, 
Sector, Sala, 
Grupo e ID da 
cadeira 
Permite saber se os dispositivos do 
tipo cadeira estão ocupados ou livres. 
Resposta: Livre/Ocupado ou Free/ 
Occupied dependendo da língua do 
utilizador. 
Query-string do URI do pedido: 
 
/chair_status?userId={userID}&sector={sector} 
&room={room}&group={group}&id={id} 
/count GET  
Devolve o número de sensores 
existentes. 
Resposta: Número de sensores 
existentes. 
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A autenticação foi implementada em todos os serviços Web do tipo REST. A autorização não 
foi completamente implementada, pois não foi efetuada distinção sobre os recursos a que 
cada utilizador pode aceder. 
Proteção adicional pode ser adicionada a este método de duas formas: usar um mecanismo 
seguro de transporte (HTTPS), ou segurança no nível de rede (como o protocolo IPSEC ou 
estratégias VPN).  
4.4 Aplicação para consumo dos 
Serviços Web 
Os dispositivos móveis em geral e os serviços Web têm vindo a tornar-se bastante populares. 
Assim como a tecnologia de serviços Web se tornou um padrão da indústria para a ligação de 
recursos remotos e heterogéneos, os dispositivos móveis tornaram-se em algo vital na vida 
quotidiana da população, deixando de ser dispositivos utilizados apenas para efetuar 
chamadas de voz ou enviar mensagens escritas. As pessoas utilizam os dispositivos móveis a 
qualquer hora e em qualquer lugar, tanto para ler e-mails, aceder à internet, ou executar 
outras aplicações Web. 
Os dispositivos móveis têm limitações tais como: (relativamente) baixa velocidade de 
processador, memória e bateria limitadas, e uma comunicação sem fios intermitente e lenta. 
Isso implica que se terá de considerar tais fatores na implementação de serviços Web para 
dispositivos móveis. Os Serviços Web oferecem interfaces bem definidas para as 
funcionalidades que concedem. Estes podem ser executados em diferentes plataformas de 
hardware, em diferentes sistemas operativos, podem ser escritos em diferentes linguagens de 
programação, e podem ainda comunicar através de interfaces de serviços Web. 
Figura 18. HTTP Basic Authentication 
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A tecnologia de Serviços Web reconhece a computação móvel como uma área que se irá 
expandir [58]. Através da integração, os serviços Web permitem acessibilidade universal, 
permitindo a mobilidade do utilizador, uma vez que superam as limitações da localização física 
da computação convencional. Tendo em conta as potencialidades dos serviços Web referidas, 
antecipa-se que sejam os candidatos ideais para a interligação dos sistemas móveis num 
ambiente de computação distribuída convencional. 
Assim, a integração da computação móvel com a tecnologia de serviços Web acarreta várias 
vantagens para ambos. Os dispositivos móveis podem participar em arquiteturas de serviços 
Web tendo o papel de clientes ou de provedores de serviços Web. 
A aplicação B-Live Home 
A aplicação Android B-Live Home [59] foi desenvolvida no âmbito do projeto LUL com o 
intuito de permitir ao utilizador do Sistema B-Live Wireless ter acesso à informação dos 
elementos que compõem o sistema, bem como permitir que este altere o estado dos 
atuadores. Os serviços Web são disponibilizados recorrendo à framework Axis2 da Apache, 
podendo ser consumidos através da aplicação recorrendo ao protocolo SOAP. O servidor de 
aplicações usado é o GlassFish, desenvolvido pela Sun Microsystems. 
Uma vez que esta Dissertação apresenta uma abordagem alternativa ao desenvolvimento de 
serviços Web delineados segundo o protocolo SOAP, a aplicação desenvolvida anteriormente 
foi adaptada para suportar os serviços desenvolvidos segundo a abordagem REST. Para tal 
recorreu-se ao Eclipse IDE com o plugin disponibilizado pela Google para desenvolvimento de 
aplicações em Android, facultando assim uma forma mais realista de testar os serviços REST 
desenvolvidos e estabelecer uma comparação entre as duas abordagens.  
Outra alternativa ao teste dos serviços Web REST, usada antes de testar os serviços com a 
aplicação móvel, foi recorrer à REST Console [60] – ferramenta disponível para o Google 
Chrome, que permite testar APIs RESTful. Para uma breve apresentação desta ferramenta, 
consultar Anexo C. 
No desenvolvimento da nova aplicação cliente, para que a aplicação Android suportasse os 
serviços REST, foi usada a classe HTTP URL Connection [61] do pacote java.net para se aceder 
a recursos da rede e para transferência de informação sobre o HTTP. Trata-se de um cliente 
de uso geral, que é “leve” e adequado para a maioria das aplicações. Foi escolhido em 
detrimento do cliente Apache HTTP Client [62], pois este último aparenta ter ainda alguns 
bugs no que diz respeito ao desenvolvimento de clientes para aplicações Android [63]. O HTTP 
URL Connection suporta o tipo de autenticação implementado, o HTTP Basic Authentication. 
Na subsecção seguinte apresenta-se uma descrição dos testes efetuados às duas 
implementações de serviços Web: baseados em SOAP e baseados em REST, bem como os 
respetivos resultados. 
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5. Avaliação de 
Desempenho 
Este capítulo apresenta os ensaios efetuados sobre o sistema B-Live Wireless a fim de 
comparar a implementação dos respetivos serviços Web segundo a abordagem SOAP e a 
abordagem REST. Para esse efeito apresenta-se, de seguida, a metodologia usada para essa 
comparação, que se baseia na medição de tempos de resposta e tratamento dos resultados 
obtidos. 
5.1 Metodologia 
As duas abordagens utilizadas para o desenvolvimento de serviços Web no contexto deste 
projeto foram testadas separadamente durante a execução da aplicação B-Live Home
4
, no 
smartphone Samsung Galaxy Gio. Enquanto esta aplicação consumia os serviços Web 
disponíveis, os tempos de resposta de cada método invocado iam sendo medidos. Cada 
método está associado a um serviço Web específico. A tabela seguinte apresenta os métodos 
implementados com as duas abordagens que se pretendem comparar, e associados a cada 
serviço Web: 
 
Tabela 13. Serviços Web testados com a Aplicação B-Live Home 
Serviço Web Descrição 
UserService 
Manipula informação relativa a um utilizador do 
sistema. 
Métodos: login(), logout(), getUserInfo(). 
SensorActuatorAgregateService Manipula informação relativa a todos os dispositivos. 
Métodos: getAllDevices(), checkUpdates(). 
LampService 
Manipula informação relativa aos dispositivos do tipo 
lâmpada. 
Métodos: getStatus(), isTurnOn(), turnOn(), turnOff(). 
FurnitureSensingService 
Manipula informação relativa aos dispositivos do tipo 
cadeira. 
Métodos: getStatus(), isOccupy(). 
DoorService 
Manipula informação relativa aos dispositivos do tipo 
porta. 
Métodos: getStatus(), isOpen(). 
                                                          
4
 No Anexo D apresentam-se imagens dos layouts desta aplicação, para que tenha uma ideia mais concreta do 
ambiente em que os serviços foram testados 
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Foram registados, para a invocação deem cada método, quatro instantes temporais: 
 
 
 
 
Com estes quatro instantes é possível obter, para além do tempo de resposta total, três 
outros intervalos de tempo, a saber: 
Δt1 – intervalo de tempo que decorre desde que a aplicação entra no método, até 
que o pedido associado a esse método é enviado ao servidor. Aqui se contempla a 
construção do pedido (e no caso dos serviços RESTful, a autenticação). 
Δt2 – intervalo de tempo que o servidor demora a devolver a resposta ao pedido 
(inclui a invocação do serviço Web respetivo, da qual resulta uma consulta, ou 
também atualização da Base de Dados, e o retorno da informação ao cliente).  
Δt3 – intervalo de tempo que o cliente demora a processar a informação recebida, 
para posterior apresentação ao utilizador da aplicação móvel. 
 
Os quatro instantes foram registados em nanosegundos (recorrendo ao método nanoTime() 
da classe java.lang.System) e guardados em ficheiros de texto, que por sua vez eram gravados 
no cartão SD do telemóvel. Os resultados obtidos foram posteriormente tratados e 
analisados, utilizando uma aplicação JAVA desenvolvida para o efeito. Obteve-se, então, o 
tempo médio de resposta para cada método (diferença entre o primeiro e o último instantes 
registados), bem como os valores de desvio padrão e variância de cada um e, ainda, os três 
intervalos de tempo intermédios já referidos. Os resultados apresentam-se na Tabela 15 e na 
Tabela 16. 
Sobre o método getAllDevices(), que retorna a informação disponível sobre todos os 
dispositivos do sistema (neste caso seis), foram realizados testes adicionais, uma vez que os 
tempos médios de resposta obtidos suscitaram interesse. Assim, foram realizados testes 
individuais sobre este método para cada uma das abordagens. Contudo, nestes testes foi 
utilizado um cenário em que apenas era retornada informação relativa a um dispositivo. 
Pretendia-se perceber de que forma a quantidade de informação a transmitir influencia o 
tempo de resposta de um serviço REST e de um serviço SOAP. Os valores registados são 
apresentados na Tabela 17, juntamente com os valores já registados quando os serviços 
retornavam informação sobre seis dispositivos. 
 
Figura 19. Intervalos de tempo medidos durante os testes efetuados 
53 
 
Cenário de Teste 
O ambiente para a configuração experimental foi o mesmo para ambos os tipos de serviços 
testados, sendo este ilustrado na figura seguinte, adaptada de [59]: 
 
 
 
 
Os principais elementos que compõem o sistema são uma rede local de sensores e atuadores 
(WSAN) e um servidor. A comunicação entre a WSAN e o servidor é efetuada através de uma 
ligação Ethernet (LAN). Um gateway realiza a ligação entre a WSAN e o servidor B-Live usando 
Ethernet (LAN). Na imagem, a rede de sensores e atuadores é representada por uma WPAN. A 
aplicação cliente a executar num dispositivo móvel e o servidor estavam localizados em 
diferentes salas; e o smartphone onde era executada a aplicação estava ligado à rede local 
por Wireless (WLAN). 
Em ambas as arquiteturas de serviços Web o HTTP é utilizado como protocolo subjacente 
para troca de mensagens. Para garantir que os serviços têm os mesmos recursos de 
processamento, ambos os serviços, baseados em SOAP e em REST, foram hospedados no 
mesmo servidor. É ainda de referir que na implementação dos serviços Web com uma 
arquitetura REST está implementada Autenticação (Basic Authentication), que não existe no 
caso dos serviços baseados em SOAP. Assim a configuração da experiência garantiu que única 
diferença é a técnica utilizada pelos serviços para processar e responder às mensagens, ou 
seja, técnicas de interação do serviço (REST e SOAP). 
As características do hardware utilizado nos testes são apresentadas na Tabela 14. 
 
 
Figura 20. Cenário de teste experimental para ambos os tipos de serviços Web 
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Tabela 14. Caracterização do hardware utilizado 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
Deve, ainda, ser referido que vários fatores podem interferir nas experiências efetuadas: a 
capacidade de processamento do servidor, a largura de banda da rede, a capacidade do canal 
de transmissão, o congestionamento da rede, a distância entre dispositivos, o tamanho da 
informação, e a técnica de processamento para lidar com a informação útil. 
  
Caracterização do hardware utilizado 
Servidor 
S.O. : Microsoft Windows XP Professional 
Service Pack 3 
Processador : Intel Pentium 4, 3.00 GHz 
RAM : 1.43 GB 
Cliente 
Samsung Galaxy Gio 
S.O. : Android 2.3.6 
Processador : 800 MHz 
RAM : 158 MB para armazenamento interno 
 278 MB RAM 
WLAN : Wi-Fi 802.11 b/g/n 
Rede Wireless 
Router DrayTek Vigor 2910G  
IEEE802.11b/g Compliant  
Super G suporta uma velocidade de ligação 
wireless superior a 108Mbps 
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5.2 Resultados 
Recorrendo ao cenário experimental apresentado, foram recolhidas 100 amostras do tempo 
de resposta para cada um dos métodos identificados, nas duas abordagens em análise. A 
Tabela 15 resume os resultados estatísticos obtidos 
 
Tabela 15. Resultados estatísticos dos tempos de resposta 
 
  
Métodos Implementação 
Tempo de resposta (milissegundos) 
média variância 
desvio  
padrão 
valor  
máximo 
valor  
mínimo 
login 
SOAP 638,3 7,3 85,3 911,3 484,8 
REST 434,9 11,5 107,1 838,5 232,3 
getUserInfo 
SOAP 523,3 7,4 86,1 769,6 356,8 
REST 98,3 2,0 44,5 259,4 15,3 
getAllDevices 
SOAP 640,6 11,3 106,5 924,5 460,0 
REST 594,1 6,8 82,7 798,1 410,5 
turnLampOn 
SOAP 641,9 14,8 121,6 954,6 424,2 
REST 367,3 8,4 91,8 589,1 228,9 
turnLampOff 
SOAP 591,7 11,1 105,4 836,2 409,1 
REST 369,9 7,6 87,2 675,1 216,0 
isChairOccupy 
SOAP 551,3 8,6 93,0 830,6 402,3 
REST 93,3 0,3 18,6 152,2 64,4 
isDoorOpen 
SOAP 540,1 9,9 99,4 863,8 383,6 
REST 126,4 1,4 37,1 260,8 61,5 
isLampOn 
SOAP 563,8 8,9 94,3 825,5 404,8 
REST 95,9 0,7 26,2 199,1 62,9 
logout 
SOAP 652,8 9,7 98,6 943,6 490,2 
REST 395,5 18,0 134,2 744,0 212,4 
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O gráfico seguinte apresenta um histograma com os tempos médios de resposta para cada 
método. 
 
 
Apresenta-se, ainda, na Tabela 16, a duração dos outros três intervalos de tempo obtidos, 
bem como a percentagem de tempo que estes representam no tempo total de resposta. Na 
Tabela 17, como já foi referido, apresentam-se os resultados obtidos de uma experiência 
extra feita sobre o método getAllDevices() quando o sistema possuía primeiro 1 e depois 6 
dispositivos. 
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Figura 21. Histograma dos tempos médios de resposta 
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Tabela 16. Intervalos de tempo intermédios registados 
 
Tabela 17. Testes ao método getAllDevices(), com 1 e 6 dispositivos 
  
Métodos Implementação 
Intervalos de tempo intermédios 
Δt1 
(mseg) 
Δt2 
(mseg) 
Δt3 
(mseg) 
Δt1 
(%) 
Δt2 
(%) 
Δt3 
(%) 
login 
SOAP 6,9 629,7 1,8 1,1% 98,6% 0,3% 
REST 91,0 0,8 343,2 20,9% 0,2% 78,9% 
getUserInfo 
SOAP 2,1 519,3 1,8 0,4% 99,2% 0,4% 
REST 5,0 14,0 79,3 5,1% 14,3% 80,6% 
getAllDevices 
SOAP 1,9 632,5 6,2 0,3% 98,7% 1,0% 
REST 3,5 374,1 216,5 0,6% 63,0% 36,4% 
turnLampOn 
SOAP 1,7 639,6 0,7 0,3% 99,6% 0,1% 
REST 42,4 0,4 324,6 11,5% 0,1% 88,4% 
turnLampOff 
SOAP 1,8 589,4 0,5 0,3% 99,6% 0,1% 
REST 34,4 0,2 335,3 9,3% 0,1% 90,6% 
isChairOccupy 
SOAP 1,9 548,7 0,7 0,3% 99,5% 0,1% 
REST 3,7 8,5 81,1 4,0% 9,1% 86,9% 
isDoorOpen 
SOAP 1,6 537,8 0,6 0,3% 99,6% 0,1% 
REST 20,1 26,8 79,5 15,9% 21,2% 62,9% 
isLampOn 
SOAP 2,7 560,5 0,7 0,5% 99,4% 0,1% 
REST 4,3 8,3 83,3 4,5% 8,7% 86,8% 
logout 
SOAP 1,1 651,1 0,6 0,2% 99,7% 0,1% 
REST 92,6 0,4 302,5 23,4% 0,1% 76,5% 
 
Tempo 
médio de 
resposta 
(ms) 
Δt1 
(ms) 
Δt2 
(ms) 
Δt3 
(ms) 
Δt1 
(%) 
Δt2 
(%) 
Δt3 
(%) 
1    
dispositivo 
SOAP 561,7 1,8 557,6 2,3 0,3% 99,3% 0,4% 
REST 436,6 2,6 366,7 67,4 0,6% 84,0% 15,4% 
6 
dispositivos 
SOAP 640,6 1,9 632,5 6,2 0,3% 98,7% 1,0% 
REST 594,1 3,5 374,1 216,5 0,6% 63,0% 36,4% 
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5.3 Análise de Resultados 
Os resultados obtidos são bastante satisfatórios no que diz respeito ao desempenho dos 
serviços REST, o que é congruente com a abordagem central desta Dissertação e com os 
argumentos levantados relativamente às vantagens dos serviços Web REST para o sistema B-
Live Wireless sobre os anteriores serviços Web desenvolvidos segundo uma abordagem 
SOAP.  
A abordagem REST apresenta tempos médios de resposta inferiores à abordagem SOAP, em 
todos os métodos utilizados. Este tempo é, ainda, bastante inferior nos métodos que invocam 
serviços Web que assentam sobre o método HTTP GET. Com efeito, ao contrário dos métodos 
que usam o verbo HTTP PUT (login(), logout(), turnLampOn(), turnLampOff()), e que envolvem a 
alteração de informação na Base de Dados, o método GET apenas tem de devolver 
informação. 
A decisão de se efetuarem novos testes sobre o método getAllDevices() surgiu devido ao facto 
de, no primeiro cenário de testes, o tempo médio de resposta obtido para este método com a 
implementação RESTful não ter sido tão inferior ao que se obteve com a abordagem SOAP 
como nos restantes métodos. Com o segundo cenário de testes aplicado sobre este método, 
percebeu-se que tal se devia à quantidade de informação que este retornava. 
Dos valores apresentados na tabela anterior importa realçar, o valor dos intervalos de tempo 
Δt2 e Δt3. A sua análise permite confirmar as seguintes conclusões: 
 Tal como esperado, os serviços REST apresentam notoriamente melhores resultados 
no intervalo de tempo Δt2. Com efeito, é neste período de tempo que os serviços 
SOAP enviam os dados a transmitir encapsulados numa mensagem SOAP (ver Figura 
22), que tem uma estrutura complexa quando comparada com a usada nos serviços 
REST.  
 No terceiro intervalo de tempo (Δt3) a situação inverte-se: os serviços SOAP demoram 
substancialmente menos tempo a tratar a informação que recebem. Tal deve-se, 
essencialmente, ao facto de os serviços REST testados retornarem a informação no 
formato JSON. A análise da resposta em JSON torna-se mais demorada que em XML 
pois é necessário deserializar a resposta, retirar cada um dos campos de informação 
relativa ao dispositivo, e com eles construir cada objeto do tipo Device. 
 Deve, ainda, ser destacada a diferença que existe quando se transita de 1 para 6 
dispositivos. Enquanto nos serviços REST existe uma grande diferença entre os dois 
valores obtidos de Δt3, que aumenta bastante com o aumento de informação, nos 
serviços SOAP o aumento é mínimo. Embora o tempo médio de resposta dos serviços 
REST apresente, em ambos os casos, valores inferiores aos dos serviços SOAP, 
verifica-se que, com o aumento da quantidade de informação devolvida, estes valores 
se aproximam. 
Este último ponto apresenta o que parece ser um dos únicos inconvenientes dos serviços 
REST quando comparados com os que se baseiam no protocolo SOAP. As aplicações com 
requisitos elevados de largura de banda e processamento serão melhor suportadas por 
serviços Web baseados em SOAP. Os serviços REST são mais compactos, sendo a escolha 
preferida para aplicações leves. 
59 
 
5.4 Discussão 
Os dados apresentados anteriormente permitem confirmar que a simplicidade de uma 
arquitetura REST se traduz num melhor desempenho. O facto de, nas mensagens SOAP, os 
dados a transmitir serem incluídos num envelope SOAP afeta o seu desempenho devido ao 
overhead de informação que introduz. Em REST toda a mensagem enviada, o pedido HTTP, 
corresponde aos dados a transmitir. 
Um serviço SOAP tem de executar processamento adicional para extrair a informação da 
mensagem transmitida. Da mesma forma, ao enviar uma mensagem de resposta, um serviço 
SOAP tem de executar processamento adicional para a construção de uma mensagem 
formatada em SOAP. Adicionalmente, os clientes SOAP têm de criar e ler a mensagem. Este 
tempo de processamento adicional incorrido para a recuperação de informações da 
mensagem e incorporação de resposta na mensagem pode explicar os tempos de resposta 
mais elevados para o serviço SOAP [64].  
A Figura 22 apresenta os constituintes de uma mensagem SOAP, mensagem que é codificada 
como um elemento XML que contém os seguintes elementos: 
- Envelope: elemento raiz, obrigatório em todas as mensagens. Contém as declarações 
dos namespaces e estilos de codificação da mensagem. Engloba dois elementos: 
Header e Body. 
- Header: elemento opcional. Transmite informação adicional à aplicação respetiva, 
como a mensagem deve ser processada por nós intermediários na rede. 
- Body: Contém a informação a ser transportada. 
 
 
 
 
 
 
 
 
 
 
Na Tabela 16, a duração Δt2 reporta-se aos procedimentos descritos anteriormente 
relativamente às mensagens SOAP. Verifica-se realmente que este é bastante elevado 
quando comparado com os restantes tempos medidos, e normalmente corresponde a mais de 
99% do tempo total de resposta cada método. 
 
Figura 22. Formato de uma mensagem SOAP 
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Os resultados desta Dissertação permitiram a submissão de um Artigo Científico “RESTful 
Web Services for home automation systems: A performance perspective” ao Simpósio de 
Informática INForum 2013 [65] que pode ser consultado no Anexo E.  
5.4.1 Estudos que confirmam resultados 
obtidos 
A discussão REST vs. SOAP não é recente, tendo dado origem a vários artigos e Teses sobre a 
temática. Em seguida apresentam-se quatro estudos realizados com o objetivo de identificar 
qual destas abordagens é a mais adequada ao desenvolvimento de serviços Web, 
relativamente ao seu desempenho. Não obstante, estes estudos não foram realizados para 
serviços Web aplicados ao contexto da domótica. 
O primeiro estudo [58] avaliou o desempenho dos serviços Web RESTful para dispositivos 
móveis face aos serviços Web SOAP convencionais. Para tal, desenvolveu-se um serviço Web 
cliente num dispositivo móvel para cada classe de serviços Web. Dois benchmarks foram 
implementados para dois serviços Web diferentes, utilizando dois tipos diferentes de dados 
como parâmetros para cada serviço: tipo de dados float; e tipo de dados string. Como 
resultado da experiência apresenta-se a duração total de cada sessão e o tamanho da 
mensagem de chamada ao serviço. Os resultados experimentais demonstram que os serviços 
Web RESTful superam os serviços Web SOAP convencionais. Com efeito, nos serviços Web 
RESTful tanto o tamanho da mensagem como o tempo de resposta obtidos foram bastante 
menores. Menor tamanho da mensagem e menor tempo de resposta significam menor 
processamento e menor tempo de transmissão, o que gera um menor consumo de energia e 
um serviço Web mais rápido, satisfazendo as restrições físicas dos dispositivos móveis. Estes 
resultados confirmam que o serviço Web RESTful é recomendado para dispositivos móveis, 
apresentando uma maior flexibilidade e menor sobrecarga do CPU. 
Uma Dissertação de Mestrado [33] comparou o desempenho dos serviços Web usando na sua 
construção as tecnologias SOAP e REST. Neste âmbito, foram efetuados inúmeros testes, 
avaliando o desempenho de serviços Web que executam as operações GET, PUT, POST e 
DELETE sobre uma Base de Dados. Os testes permitem concluir que os tempos de resposta do 
REST são melhores do que aqueles obtidos com SOAP. Destaca-se que múltiplas ferramentas 
auxiliam o desenvolvimento de serviços Web SOAP, ao contrário do que acontece nos serviços 
REST, em que não são fornecidas nenhumas. 
Num outro estudo [61] foram realizados testes para comparar o desempenho de serviços 
Web desenvolvidos segundo o protocolo SOAP e um estilo REST. Para tal desenvolveram-se 
dois serviços Web que executam as operações de criar, ler, atualizar e eliminar sobre uma 
Base de Dados. As experiências realizaram-se em dois cenários diferentes: rede com e sem 
fios. Relativamente aos tempos de resposta, a abordagem REST obteve, de forma consistente, 
valores menores, sendo estes ainda menores quando se usavam clientes cablados. A 
abordagem com base em SOAP é defendida para cenários de integração de aplicações 
corporativas que envolvam transações de negócios complexas, mantendo estados de 
conversação, e a realização de trocas de mensagens seguras e confiáveis.  
Finalmente, em outro projeto [66], é analisado o comportamento de serviços básicos 
desenvolvidos com SOAP e REST quando se manipulam variáveis, tais como o tamanho das 
mensagens, segurança das mensagens, linguagem de programação e tipo de servidor. Um 
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ensaio implica cronometrar, com precisão, o período de tempo que decorre entre a 
apresentação de uma mensagem para o servidor e a receção da resposta. Numa situação em 
que tanto REST como SOAP são capazes de cumprir os requisitos de programação e a 
segurança não é considerada, é evidente que REST é mais rápido do que SOAP. Por outro 
lado, não se registam diferenças significativas entre os tempos de resposta, quando a 
segurança é algo a considerar (SSL em REST e WS-Security em SOAP). 
5.4.2 Comparação SOAP vs. REST 
Os resultados dos testes efetuados aos serviços Web implementados com o protocolo SOAP 
e com o estilo REST comprovaram que os serviços REST são mais eficientes relativamente ao 
tempo de resposta. No entanto, uma solução RESTful nem sempre é a mais indicada para 
todos os serviços Web. Há dois aspetos em que os serviços SOAP continuam a superar os 
serviços REST: a segurança e serviços com grandes quantidades de dados.  
Relativamente ao primeiro, a única medida de segurança atualmente oferecida pelo REST é o 
HTTPS (HyperText Transfer Protocol Secure), que é uma implementação do protocolo HTTP 
sobre uma camada adicional de segurança que utiliza o protocolo SSL/TLS. Este método pode 
não ser considerado suficiente e não está próximo da segurança oferecida pelo SOAP. Além 
disso, dados que precisam de ser seguros não devem ser enviados como parâmetros em URIs. 
O protocolo SOAP implementa o WS-Security, que oferece sigilo e proteção de integridade 
desde a criação da mensagem até ao seu consumo. Assim, em vez de apenas assegurar que o 
conteúdo das comunicações só pode ser lido pelo servidor correto, assegura que só pode ser 
lido pelo processo correto nesse servidor.  
O segundo aspeto reporta-se aos serviços com grandes quantidades de dados. Tais serviços 
podem rapidamente tornar-se complicados ou até mesmo exceder os limites dentro de um 
URI. Nestes casos, SOAP é de facto uma solução mais sólida [67].  
Os resultados de vários estudos e as declarações Sudhanshu [68] permitem concluir que as 
abordagens REST apresentam mais escalabilidade, interoperabilidade e desempenho, 
enquanto as abordagens SOAP possuem maior segurança e confiabilidade. 
Assim, a abordagem mais adequada no desenvolvimento de serviços Web corresponde à 
adoção inicial de uma arquitetura REST, recorrendo ao SOAP somente quando necessário. Tal 
é justificado pelo facto de que o desenvolvimento de plataformas REST está a ser realizado 
para dar, igualmente, suporte a aplicações Web complexas, mantendo o desenvolvimento de 
aplicações simples e acessível. 
Em forma de resumo e consolidação de informação relativamente aos serviços Web SOAP 
(implementação da Arquitetura Orientada a Serviços) e REST (implementação da Arquitetura 
Orientada a Recursos), apresentam-se quatro tabelas (adaptadas de [69]) que contêm as 
principais características de cada estilo: 
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Características gerais 
 
 Tabela 18. Características gerais dos serviços Web SOAP e REST 
 
  Critérios SOAP REST 
Especificação 
JAX-WS 
(API Java para serviços 
Web XML) 
JAX-RS 
(API Java para serviços 
Web RESTful) 
Lógica 
Envelope SOAP 
define conteúdo da 
mensagem e como a 
processar. 
Acede e manipula 
informação através do 
URI. 
Ponto de vista do 
programador Orientado a Objetos Orientado a Recursos 
Independência da 
linguagem e 
plataforma 
Sim Sim 
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Características relativas ao desenvolvimento dos serviços Web 
 
 Tabela 19. Características relativas ao desenvolvimento dos serviços Web SOAP e REST 
 
  
Critérios SOAP REST Comentários 
Complexidade Relativamente 
elevada 
Baixa 
SOAP é muito 
detalhado. Transporta 
muita informação. 
Dificuldade de 
implementação 
A codificação do 
lado servidor em 
SOAP é simples, 
mas do lado do 
cliente é mais 
difícil. 
Requer maior 
esforço no código 
do lado do servidor, 
enquanto é 
relativamente fácil 
do lado do cliente. 
 
Ferramentas para 
desenvolvimento Sim 
Mínimas ou 
nenhuma 
A complexidade do 
SOAP leva à necessidade 
do uso de frameworks 
para facilitar o 
desenvolvimento rápido 
de aplicações. Serviços 
REST podem ser 
desenvolvidos sem 
qualquer framework. 
Descrição de 
Serviços WSDL 
Não há definição 
formal de contrato. 
WSDL 1.2 e WADL 
são candidatos. 
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Características das mensagens 
 
Tabela 20. Características das mensagens dos serviços Web SOAP e REST 
 
CRITÉRIOS SOAP REST COMENTÁRIOS 
Tamanho das 
mensagens 
Pesadas. 
Devem seguir o 
esquema SOAP e 
marcação 
específica de WS-*. 
Leves. 
Não possui 
marcação XML 
extra. 
 
Formato das 
Mensagens 
XML 
XML, JSON e 
outros MIME types 
válidos 
Esta flexibilidade do 
REST torna-o 
extremamente útil para 
o consumidor. 
Codificação de 
Mensagens 
Sim Não 
SOAP suporta 
codificação binária e de 
texto. Em REST apenas é 
possível codificação de 
texto. 
Dados inteligíveis 
por Humanos 
Não Sim 
 
Protocolo de 
Transporte 
HTTP, SMTP, JMS HTTP 
Serviços Web SOAP são 
mais flexíveis pois 
suportam mais 
protocolos de 
transporte. 
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Características adicionais 
 
Tabela 21. Características adicionais dos serviços Web SOAP e REST 
Critérios SOAP REST Comentários 
Segurança SSL, WS-Security 
SSL 
(Secure Sockets 
Layer) 
WS-Security fornece 
segurança fim-a-fim, 
abrangendo a integridade da 
mensagem e autenticação. 
SSL é uma boa solução, mas 
para segurança ponto-a-
ponto. 
Confiança 
WS-
ReliableMessaging 
Aplicação 
específica 
WS-ReliableMessaging 
permite uma fiável entrega 
de mensagens entre os 
intermediários SOAP. 
Desempenho Boa Melhor 
Serviços Web REST são mais 
eficientes e escaláveis pois 
transportam menos 
quantidade de informação. 
Caching Não Sim 
Esta ferramenta elimina 
parcial ou completamente 
algumas interações, 
melhorando a eficiência, 
escalabilidade e 
desempenho. O cliente pode 
utilizar o GET condicional 
para obter apenas dados 
alterados no servidor. 
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6. Conclusão 
Este trabalho focou-se no tema da domótica habitacional, inserido no âmbito do sistema B-
Live Wireless. Com o objetivo de monitorizar e controlar os dispositivos existentes no sistema, 
haviam já sido implementados Serviços Web baseados no protocolo SOAP. Surgiu então a 
ideia de conceber os mesmos serviços Web, mas utilizando um estilo REST. Foi esta a base 
desta Dissertação - o desenvolvimento destes serviços com base em REST, para ser possível 
uma comparação a nível de desempenho entre as duas abordagens de conceção de serviços 
Web. Este documento apresenta essa análise comparativa, que é fundamentada pelos testes 
efetuados sobre o sistema B-Live Wireless com cada um dos mecanismos (SOAP e REST). 
Os testes efetuados aos serviços Web implementados com SOAP e REST evidenciam um 
menor tempo de resposta para os serviços baseados em REST, mesmo quando estes 
incorporam um mecanismo de autenticação. Contudo, parece confirmar-se uma desvantagem 
dos serviços Web RESTful quando comparados com os que se baseiam no protocolo SOAP: 
embora os primeiros sejam mais compactos, e por isso uma boa escolha para aplicações leves, 
as aplicações com requisitos elevados de largura de banda e de processamento serão melhor 
suportadas por serviços Web baseados em SOAP. 
Este estudo permite confirmar que a simplicidade de uma arquitetura REST se traduz num 
melhor desempenho. O encapsulamento dos dados a transmitir numa mensagem SOAP afeta 
o seu desempenho devido ao overhead de informação que este protocolo introduz. Em REST 
toda a mensagem enviada, o pedido HTTP, corresponde aos dados a transmitir. Um serviço 
SOAP tem de executar processamento adicional para extrair a informação da mensagem 
transmitida. Da mesma forma, ao enviar uma mensagem de resposta, um serviço SOAP tem de 
executar processamento adicional para a construção de uma mensagem formatada em SOAP. 
Os clientes SOAP também têm, ainda, de criar e ler a mensagem. Este tempo de 
processamento adicional incorrido para a recuperação da informação da mensagem e a 
incorporação da resposta na mensagem pode explicar os tempos de resposta mais elevados 
para o serviço SOAP. 
No entanto, não se esgota o debate sobre a melhor abordagem, sendo certo que ainda 
existirão razões para criar serviços SOAP. 
Trabalho futuro deverá ser realizado para ampliar a estrutura dos serviços Web RESTful 
desenvolvidos para o piloto de demonstração instalado na ESSUA, que, dada a sua ampla 
gama de sensores e atuadores, requer o desenvolvimento de serviços Web adicionais.  
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Anexo A: Serviços Web 
Conceitos sobre Serviços Web 
Neste anexo é apresentada alguma teoria sobre o que são e como funcionam os serviços Web 
no geral. 
 
Os serviços Web são vistos como uma aplicação modular auto descritiva e autossuficiente que 
é acessível pela Web, identificada por um URI – semelhante ao URL, e usada para identificar 
ou denominar um recurso na Internet. São descritos e definidos num documento WSDL que 
usa a linguagem XML.  
A Figura A1 apresenta como se pode aceder aos serviços. Depois de criado o referido 
documento WSDL, é utilizado o protocolo UDDI no processo de 
publicação/pesquisa/descoberta de serviços Web. Para disponibilizar na Web serviços 
interativos que podem ser acedidos por outras aplicações pode ser usado, por exemplo, o 
protocolo SOAP. 
 
 
 
Um dos motivos que tornam os serviços Web atrativos é o facto de este modelo se basear em 
tecnologias padrão, em particular o XML e o HTTP. Por esta razão, os serviços Web são uma 
excelente abordagem para a construção de aplicações distribuídas que devem incorporar 
diversos sistemas numa rede. 
Antes de aprofundar a criação, desenvolvimento e invocação de serviços Web, é importante 
começar por esclarecer alguns termos básicos e indispensáveis para a sua compreensão. 
 
Figura A1. Componentes e Forma de acesso a um Serviço Web 
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WSDL (Web Services Description Language) 
O WSDL é um documento proposto pela W3C, escrito em linguagem XML, utilizado para 
descrever serviços Web. Visa homogeneizar as descrições das funcionalidades oferecidas 
pelos serviços de forma independente da plataforma e da linguagem, para que outras 
aplicações de software possam interagir com ele. Além de descrever o serviço, o documento 
especifica como é que o cliente lhe pode aceder e quais as operações ou métodos disponíveis 
no servidor. Os protocolos que um serviço Web suporta também são publicados no ficheiro 
WSDL. Isto ajuda a garantir a interoperabilidade na camada de descrição de serviço. 
Este documento é frequentemente usado em combinação com outras duas tecnologias: UDDI 
e SOAP. Enquanto o WSDL apresenta os recursos disponíveis, o UDDI permite a publicação do 
serviço e o SOAP possibilita a transferência da informação. O cliente pode, então, usar o SOAP 
para realmente chamar uma das operações listadas no arquivo WSDL usando XML ou HTTP. 
 
XML (eXtensible Markup Language) 
O XML é uma linguagem de marcação (como o HTML) usada para descrever diversos tipos de 
dados. O seu principal propósito é a facilidade de partilhar informações através da Internet, 
pois trata-se de uma linguagem comum através da qual diferentes aplicações podem 
comunicar entre si numa rede. Tem como vantagem ser extensível, ou seja, não está limitada a 
um certo número de tags, e pode criar as suas próprias tags, sendo uma linguagem auto 
definível. 
No contexto dos serviços Web, um cliente envia uma mensagem XML que contém uma 
solicitação para outro serviço, e este responde com uma mensagem XML que contém os 
resultados da operação. Na maioria dos casos, essas mensagens XML são formatadas de 
acordo com a sintaxe SOAP. 
Interessa, ainda, definir uma linguagem usada especificamente no contexto da domótica: 
DomoML (Domotics Markup Language): É uma linguagem de automação residencial 
“universal” baseada em XML para a comunicação entre eletrodomésticos. Uniformiza a 
troca de mensagens independentemente do meio de transporte e pode ser usada para 
descrever os serviços e as aplicações. Fornece um vocabulário unificado para a descrição 
de dispositivos, serviços e aplicações, garantindo a interoperabilidade entre arquiteturas 
heterogéneas de domótica como UPnP, Konnex, X10, etc.  
 
SOAP (Simple Object Access Protocol) 
O SOAP é um protocolo padrão para troca de informação entre aplicações, sendo usado 
essencialmente na implementação de serviços Web, pois oferece uma estrutura de 
mensagens básica sobre a qual os serviços Web podem ser construídos. As mensagens SOAP 
são documentos baseados na linguagem XML e usam, geralmente, o protocolo HTTP na sua 
transmissão. É de referir que os serviços Web podem, no entanto, comunicar através de 
mensagens XML que não têm o formato SOAP. 
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UDDI (Universal Description, Discovery and Integration) 
O UDDI é um serviço de diretório onde se podem registar e procurar por serviços Web. 
Clientes de serviços podem usar UDDI para descobrir serviços que lhes interessem e obter os 
metadados necessários para utilizar esses serviços. A comunicação é realizada através de 
SOAP e as interfaces de serviços Web são descritas por WSDL. 
 
Concluída a apresentação dos principais conceitos, prosseguimos com uma abordagem um 
pouco mais pormenorizada sobre o modo como se processa a invocação de um serviço Web. A 
Figura A2, adaptada de [70], representa essa invocação passo-a-passo. 
1. Caso o cliente não saiba que serviço Web invocar, primeiramente será necessário 
encontrar qual o serviço que responde às suas necessidades. Essa informação pode 
ser-lhe fornecida pelo servidor que contém o registo UDDI. 
2. A resposta deste consistirá na identificação do servidor que possui o serviço que 
interessa ao cliente. 
3. Conhecendo, agora, a localização do serviço Web, é necessário invocá-lo. Para saber 
como invocá-lo, o cliente tem que pedir ao serviço Web a descrição do método que lhe 
poderá fornecer a informação desejada. 
4. O serviço Web responde-lhe, enviando o documento WSDL que descreve tal serviço. 
5. Agora o cliente sabe onde está o serviço Web e como pode invocá-lo. A invocação é 
feita através do protocolo SOAP. 
6. Finalmente, a resposta do serviço Web seguirá para o cliente usando este mesmo 
protocolo. 
 
 
 
Figura A2. Invocação de um serviço Web 
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No contexto dos serviços Web, importa referir a sua arquitetura, representada por camadas, 
como se apresenta na Figura A3, adaptada de [70]. 
- Descoberta de Serviços: Esta camada da arquitetura permite encontrar o(s) serviço(s) Web 
que cumpra(m) determinadas exigências. O UDDI é o responsável por esta tarefa de 
descoberta de serviços. 
- Descrição do Serviço: Uma das características dos serviços Web é serem auto descritivos. 
Assim sendo, depois de o cliente saber a localização do serviço, este pode pedir-lhe que ele se 
“descreva”, dizendo que operações suporta e como deve o cliente invocá-lo. É o WSDL que 
contém esta descrição do serviço. 
- Invocação do Serviço: Invocar um serviço Web envolve uma troca mensagens entre o cliente 
e o servidor. O protocolo SOAP especifica como se devem formatar as solicitações ao 
servidor, e como o servidor deve formatar as suas respostas. Pode, no entanto, ser utilizada 
outra linguagem de invocação de serviços, como o XML. 
- Transporte: Finalmente, todas essas mensagens devem ser transmitidas entre o servidor e o 
cliente. O protocolo de escolha para esta camada base da arquitetura é o HTTP, o mesmo 
protocolo usado para aceder a páginas Web convencionais na Internet. Mais uma vez, em 
teoria, poderia ser utilizado outro protocolo, embora o HTTP seja atualmente o mais utilizado. 
 
WS-I 
Para permitir a emergência dos serviços Web foi criada a WS-I [71], uma organização que 
conta com muitas empresas líderes como a IBM, Microsoft, Intel, Oracle, entre outras. 
Sob o modelo de serviços Web, as aplicações existentes tornam-se serviços que podem ser 
chamados num ambiente interoperável envolvendo por vezes diferentes sistemas 
operacionais. A principal função da WS-I é garantir a interoperabilidade e associação de 
serviços Web em todas as plataformas, sistemas operacionais e linguagens de programação. 
Tal requer uma variedade de padrões, protocolos e novas especificações que já haviam sido 
desenvolvidas por consórcios como o W3C, IETF e OASIS antes da formação da WS-I. 
Figura A3. Arquitetura dos Serviços Web 
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A WS-I propõe uma stack padrão para serviços Web que contém 17 módulos horizontalmente 
e verticalmente dispostos, que visualmente se apresentam da seguinte forma (imagem obtida 
de [72]). 
 
 
 
 
WS-* 
Para tornar o ambiente de serviços Web mais rico, há uma variedade de especificações 
associadas aos serviços Web, que se podem complementar, sobrepor, ou competir entre si. 
Essas especificações são referidas coletivamente através do prefixo WS-*. Existem muitos 
padrões de especificações: WS-Addressing, WS-Discovery, WS-Trust, WS-Notification, WS-
Eventing, WS-Transfer, WS-Policy, WS-Security, WS-ReliableMessaging, entre outros. As 
especificações subdividem-se em grupos, segundo o objetivo a que se destinam.  
Dentro da Arquitetura Orientada a Serviços há várias opções que se devem ter em conta no 
desenvolvimento dos serviços Web, principalmente aquelas que estão diretamente 
relacionadas com a transmissão de mensagens entre os serviços, mais concretamente, com a 
Notificação de Eventos. O Sistema de Notificação de Eventos baseado em serviços Web é 
uma tecnologia emergente, e o WS-Notification e o WS-Eventing são as duas maiores 
especificações concorrentes para estes sistemas. O seu interesse neste projeto surge 
relacionado com as questões: Como é que um serviço Web é notificado de um evento de 
interesse ocorrido noutro serviço? Quando há uma alteração no estado de um sensor/atuador 
na casa, como notificar a aplicação que os controla de que esta alteração ocorreu? - É neste 
sentido que se enquadram e se relacionam o WS-Notification e o WS-Eventing. Estar 
constantemente a obter o estado dos dispositivos integrados na casa e atualizá-los na 
aplicação não parece ser uma opção muito eficiente. Idealmente, existiria uma atualização 
apenas quando algum acontecimento de interesse ocorresse. O paradigma 
Publicar/Subscrever é uma prática natural para a divulgação de eventos em sistemas 
distribuídos. 
Figura A4. Stack padrão para serviços Web 
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Anexo B: Disponibilização dos 
Serviços Web 
NOTA: Este tutorial foi desenvolvido com base nos seguintes softwares: 
- GlassFish Server Open Source Edition 3.1.2.2 [73] 
- NetBeans IDE 7.3 [74] 
- MySQL Workbench 5.2.40 [75] 
 
Para a disponibilização dos serviços Web é necessário que o servidor de aplicações, neste caso 
o GlassFish, esteja corretamente configurado e ativo. 
 
 Passo 1: Configurar a Autenticação (HTTP Basic Authentication) no GlassFish 
 
Na Base de Dados do Sistema B-Live existe uma tabela (login) que contém as credenciais de 
cada utilizador registado no sistema. Nesta fase, o objetivo é fazer combinar as credenciais 
inseridas pelo utilizador com a informação existente na Base de Dados. Só assim será possível 
saber se estas estão ou não corretas. Para tal, é necessário definir uma JDBC Connection Pool, 
um JDBC Resource e um Security Realm no GlassFish. 
 
 - Criar uma nova JDBC Connection Pool 
Vá ao separador JDBC Connection Pools na página de administração do GlassFish 
(http://localhost:4848/common/index.jsf): 
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De seguida, crie uma nova Connection Pool, clicando em New. Dê o nome mysql_lul_rootPool 
à ligação e preencha os campos apresentados: 
 
 
 
Clicando em Next, surgirá uma janela com novos campos. Não proceda a qualquer alteração 
no separador General. Deverá ter algo como: 
 
Vá agora ao separador Additional Porperties. Adicione os campos que forem necessários de 
maneira a ter as seguintes configurações: 
User – (o nome do utilizador da Base de Dados) 
Password – (a password do utilizador da Base de Dados) 
databaseName – (o nome da Base de Dados) 
portNumber – (normalmente o 3306) 
serverName – (ex. localhost) 
URL – jdbc:mysql://localhost:3306/(nome_da_Base_de_Dados) 
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 Neste caso, terá o seguinte aspeto: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Terminando, faça Save. O próximo passo será testar o Ping à Base de Dados na janela General. 
No entanto, este não irá resultar sem antes adicionar o ficheiro JAR MySQL JDBC connector 
no diretório $GLASSFISH_HOME/glassfish/domains/YOUR_DOMAIN/lib
5
: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
  
Gravando todas as alterações, e fazendo agora Ping, este deverá ser bem-sucedido. Faça Save 
antes de sair da janela. 
  
                                                          
5
 Se não adicionar este ficheiro no sítio correto, obterá o seguinte erro ao fazer Ping:  
Ping Connection Pool for MYSQLPOOL is Failed. Ping failed Exception - Class name is wrong or classpath is not set for: 
com.mysql.jdbc.jdbc2.optional.MysqlDataSource Please check the server.log for more details. 
84 
 
 - Criar um novo JDBC Resource 
Para criar um novo JDBC Resource vá ao separador JDBC Resources na página do GlassFish: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Crie um novo Resource, clicando em New. Dê o nome jdbc/lulServices ao Resource e insira, de 
seguida, o nome da Connection Pool anteriormente criada (mysql_lul_rootPool). A caixa 
Status Enabled deve ficar marcada. No final, faça Save. 
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Segue-se, agora, a criação de um JDBC Realm (domínio de segurança). A aplicação irá utilizá-lo 
para ter acesso aos utilizadores registados na Base de Dados. 
 
 - Criar um novo JDBC Realm 
Para começar, vá ao separador Configurations -> server-config -> Security -> Realms. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Clique em New, e preencha os campos como mostra a figura seguinte. O campo JNDI Name 
tem deve ter o mesmo nome atribuido anteriormente ao JDBC Resource (jdbc/lulServices). 
O campo Digest Algorithm reporta-se ao algoritmo usado para encriptar a password na Base 
de Dados. Neste caso usou-se o MD5. 
 
 
 
 
 
86 
 
 
 
Os campos User Table, User Name Column, Password Column, Group Table, Group Name Column 
e Assign Groups dizem respeito à tabela login da Base de Dados que contém a seguinte 
informação sobre os utilizadores registados: 
 
  
No fim, faça Save. 
Desta forma, fica configurada a Autenticação do lado do servidor. Do lado do cliente tudo 
está já configurado no respetivo código da aplicação. 
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Agora resta disponibilizar os serviços Web para poderem ser consumidos. 
 
 Passo 2: Disponibilizar os Serviços Web no Servidor GlassFish 
Após o desenvolvimento dos serviços Web RESTful, que neste caso decorreu no NetBeans, e 
após a respetiva compilação (Clean and Build) do projeto, um ficheiro WAR é criado na pasta 
do projeto, no diretório “dist” ($NetBeansProjects\BliveServices\dist). É necessário fazer 
upload deste ficheiro, de nome BliveServices.war, para o servidor GlassFish. Para tal, entre 
novamente na página de administração do GlassFish. Uma vez que os Serviços Web são 
implementados com aplicações, vá ao separador Applications. Clicando na opção Deploy, irá 
agora disponibilizar-se os serviços através do ficheiro WAR, que será localizado clicando em 
‘Escolher ficheiro’. Baseado no nome do ficheiro, o GlassFish escolhe o nome da aplicação 
(BliveServices neste caso) e um Context Root. O primeiro pode ser qualquer um, pois o nome 
é usado apenas para a identificação da aplicação Web no GlassFish. O Context Root é mais 
importante, pois irá fazer parte da URL em que o serviço Web será disponibilizado, sendo o 
prefixo do caminho. Portanto, neste caso, será /BliveServices.  
A configuração terá então o seguinte aspeto: 
 
Faça Ok para terminar. A aplicação aparecerá na lista de Aplicações e está disponível para ser 
consumida: 
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Anexo C: REST Console 
Este Anexo visa apresentar a ferramenta REST Console do Google Chrome. Trata-se de uma 
ferramenta que permite criar e visualizar pedidos HTTP para testar qualquer serviço Web 
RESTful. 
Segue-se um exemplo da utilização desta aplicação através da simulação do um pedido HTTP 
baseado nos serviços Web desenvolvidos neste trabalho. O serviço Web invocado será aquele 
que deve devolver todos os atuadores existentes no sistema. O URI a usar é: 
http://192.168.1.236:8080/BliveServices/webresources/services_actuators/all_actuators 
Como parâmetro deve ser passado o secret ID do utilizador. Neste caso, irá ser usado o ‘1’. 
 
 
Depois de fazer download da aplicação (https://chrome.google.com/webstore/detail/rest-
console/cokgbflfommojglbmbpenpphppikmonn) basta preencher os campos necessários, com a 
informação correta. Serão apresentados os principais campos. Começa-se por preencher o URI 
do pedido e o método HTTP que irá ser usado (neste caso, o GET).  
 
 
 
 
 
 
 
 
 
 
De seguida, indica-se o parâmetro que será enviado para que o serviço Web possa ser 
corretamente invocado (o user ID): 
 
 
 
 
 
 
 
 
Segue-se a Autenticação. É pedido para escolher o tipo de Autorização implementado de 
entre três hipóteses (Basic Auth, Setup oAuth, Refresh oAuth). Neste caso, seleciona-se a 
opção Basic Auth, de Basic Authentication, e preenchem-se os parâmetros pedidos (nome de 
utilizador e password): 
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Estão, assim, preenchidos todos os parâmetros necessários para a invocação do serviço Web 
respetivo. Basta portanto carregar em Send e selecionar a formatação pretendida para 
apresentar a resposta. Neste caso, formato JSON. 
A resposta surge, assim, da seguinte forma: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
O único atuador existente no sistema é do tipo Candeeiro e é apresentada a informação 
relativa ao mesmo. 
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Anexo D: Teste dos Serviços Web 
na aplicação B-Live Home 
Este Anexo tem como objetivo apresentar o design gráfico da Aplicação B-Live Home, através 
de imagens obtidas enquanto se executavam os testes aos serviços Web do Sistema B-Live 
Wireless nesta mesma aplicação. Quer com os serviços Web REST, quer com os serviços Web 
SOAP, a apresentação da aplicação é exatamente igual. 
Apresentam-se, de seguida, alguns dos layouts apresentados ao utilizador da aplicação 
enquanto este consome os serviços. 
 
 
Layout de autenticação 
Este é o primeiro cenário que aparece ao utilizador quando este entra na aplicação. Aqui tem 
que inserir o “Nome do Utilizador” e a “Palavra-Chave” corretos para aceder às informações 
do sistema B-Live, e poder atuar sobre este. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Ao ser pressionado o botão de “Iniciar Sessão” no layout de autenticação, é invocado o 
método de login() do User Service. No que diz respeito ao tempo de resposta desta operação, 
este é medido desde que é selecionada a opção “Iniciar Sessão”, até que o utilizador entra no 
sistema. Quando isso ocorre, significa que a autenticação foi efetuada com sucesso. Então, é 
executado o método getUserInfo(), que irá obter toda a informação sobre o utilizador que se 
autenticou no sistema. 
  
Figura D1. Layout de autenticação 
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Layout de funcionalidades 
 
Após ter-se efetuado a autenticação no sistema com 
sucesso, é apresentado o layout com os botões 
associados às diversas funcionalidades da aplicação 
(Estado, Localização, Tempo Real). No ambiente em que 
decorreram os testes foi sempre selecionada a opção 
“Estado”, pois os dispositivos de localização e tempo 
real não estavam presentes no Demonstrador. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Layout da funcionalidade de Estado 
 
Selecionando a opção “Estado”, o método 
getAllDevices() é executado para serem inicializadas as 
estruturas de dados relativas à descrição do sistema B-
Live. De seguida, a lista dos dispositivos é percorrida e 
são invocados individualmente os métodos específicos 
de cada tipo de dispositivo para se obter a informação 
relativa ao estado do dispositivo.  
Por exemplo, são invocados os métodos getStatus() e 
isTurnON() para os dispositivos do tipo lâmpada. Assim, 
surge este ambiente gráfico com informação sobre 
todos os dispositivos existentes no sistema. 
 
 
 
 
 
 
 
 
 
 
 
Figura D2. Layout de funcionalidades 
Figura D3. Layout de 
funcionalidade de Estado 
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Após a obtenção desta informação é criada uma thread que verifica periodicamente a 
existência de alterações de estado dos dispositivos. O método apropriado para este efeito é o 
checkDevicesUpdates(). O período estabelecido para a invocação deste serviço é de 10 
segundos, ou seja, de 10 em 10 segundos este método devolve a lista de dispositivo 
atualizados. Se esta lista não estiver vazia, voltam a ser invocados os métodos específicos de 
cada tipo de dispositivo, para proceder à sua atualização de estado. 
Para alterar o estado da lâmpada, basta clicar no botão de atuação que se encontra na linha 
correspondente a esse dispositivo. Ao pressionar o botão, se a lâmpada estiver desligada, será 
invocado o método turnOn() do Lamp Service e esta acender-se-á. Se esta estiver ligada, será 
invocado o método turnOff() do Lamp Service e esta apagar-se-á. Quando um botão de 
atuação é pressionado, o método checkDevicesUpdates() é invocado automaticamente. 
 
Layout com informações de um dispositivo (sensor/atuador) 
É possível ter acesso a informação mais detalhada sobre determinado sensor/atuador 
clicando sobre o mesmo. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
Figura D4. Layout com 
informações de um dispositivo 
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Layout com informações do utilizador 
Também é possível ter acesso a informação sobre o utilizador que está a utilizar o sistema. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Layout para terminar sessão 
 
Quando o utilizador prime a opção “Terminar Sessão”, o método logout() do User Service é 
invocado, e de seguida surge novamente o layout da autenticação.. 
  
Figura D5. Layout com informações do utilizador (1) e (2) 
Figura D6. Layout para terminar sessão 
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Abstract. This paper describes a home automation implementation of Web services following a 
RESTful approach. The Web services described herein have been implemented in the context of the 
B-Live Wireless system, a home automation enterprise-backed project that integrates a network of 
wireless sensors and actuators, and which seeks to improve the living conditions of the elderly and/or 
people with functional limitations. This paper also presents a comparative analysis of the performance 
of Web services based on SOAP and REST approaches from the client perspective. Although there 
are comparative studies about these two types of Web service implementation, there is a lack of real 
data in the context of home automation. 
Keywords: Web Services, REST, SOAP, Performance, HTTP, SOA, Home Automation, B-Live 
Wireless 
1 Introduction 
 
Existing estimates contend that in 2050 one third of the Portuguese population will be elderly and almost 
one million people will have more than 80 years [1]. Keeping up with such demographic challenges 
requires mechanisms to monitor and support the independence of this population and ensure an effective 
response to alarm situations. Additionally, guaranteeing high levels of autonomy and quality of life for 
elderly citizens may encompass allowing them to live at their homes, where they feel more comfortable. 
Home automation research has grown substantially in recent years, establishing itself as a 
potential solution to this problem. Thus, it incorporates the necessary technologies for the management of 
all housing resources and support of daily activities, making the users’ life easier and providing them with 
greater comfort and safety at their homes. 
One of the challenges in building a home automation system is the selection of the supporting 
technology, which will allow the interaction between the terminals used by the house inhabitants and the 
system. Web services are a natural choice for the integration and interoperation of systems because they 
satisfy the requirements of openness, scalability, interoperability, and heterogeneity. From the point of 
view of topology, Web services do not commit to a specific choice: it is possible to build both client-
server and peer-to-peer architectures, for example. 
The B-Live Wireless is a home automation system developed by Micro I/O [2] as part of the 
Living Usability Lab for Next Generation Networks (LUL) project [3]. This system is centered on a local 
network of wireless low-power devices, encompassing sensors and actuators to improve home comfort 
and to support the elderly and/or people with functional limitations, providing them with a more 
independent and active lifestyle. 
Relying on recent technological developments, the system provides Web services so that the user 
can access information about the status of multiple home devices (sensors and actuators), act on some of 
those elements (open doors, turn lamps on, etc.), and have access to assistance mechanisms in case of 
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emergency. The originally implemented Web services in the B-Live Wireless system followed an 
approach based on the Simple Object Access Protocol (SOAP) protocol. 
Provided that REpresentational State Transfer (REST) based Web services have witnessed a 
great evolution and acceptance in recent years, they became very attractive for home automation systems 
that have client devices with limited computing resources. In this context, the possibility of redesigning 
the B-Live Wireless system with Web services following a RESTful architecture has emerged.  
RESTful Web services share many characteristics with other mechanisms for Web services such 
as RPC (Remote Procedure Call) and Web services based on SOAP protocol: they are designed to be 
lightweight, accessible via URIs (Uniform Resource Identifier), and typically use the HTTP as the 
transport protocol. Both REST and SOAP based Web services are independent of platform and 
programming language. However, these approaches also differ significantly. The development of REST-
based Web services had as starting point, among others, the goal of overcoming the known disadvantages 
of SOAP-based Web services. The SOAP protocol has been designed as a way to make remote procedure 
calls over HTTP, using XML as the underlying data format. Its evolution has been accompanied by an 
expansion in its architecture to handle new requirements, e.g. security and reliability of messages and, 
consequently, the development of Web services and SOAP clients became more complex [4]. Thus, the 
most appropriate approach in the development of Web services corresponds to the initial adoption of a 
REST-style, using the SOAP protocol only when necessary. This is justified by the fact that the 
development of REST platforms is also being carried out to support complex Web applications, keeping 
the development of applications simple and accessible [5]. 
Several studies, including the one of Sudhanshu [6], suggest that REST approaches seem to have 
more scalability, interoperability and performance compared to SOAP approaches. On the other hand, 
SOAP approaches have higher safety and reliability. 
This paper describes the migration of the B-Live Wireless system from a SOAP-based to a REST-
based Web service approach. Results on the performance of both approaches are also presented and 
discussed. 
 
 
2 State of the Art 
 
This section presents a few studies addressing the comparative analysis of SOAP and REST based Web 
services as well as a discussion focusing on their conclusions. 
 
2.1 REST or SOAP based Web services? 
Several papers have recently dealt with the REST vs. SOAP discussion. This section presents four studies 
that aim to identify which of these approaches is the most suitable for the development of Web services 
regarding its performance. These studies, however, have not been framed in the context of home 
automation. 
The first study [4] evaluated the performance of RESTful Web services for mobile devices when 
compared to the conventional SOAP-based Web services. Experiments were made for two different Web 
services, using two different data types as parameters for each service: float and string. As result, it was 
obtained the total duration of each session and the size of the service call message. Experimental results 
show that, for RESTful Web services, both the size of the message and the response time obtained were 
fairly minor. This means both less processing and transmission time, which leads to lower energy 
consumption and a faster Web service, satisfying the physical constraints of mobile devices. These results 
confirm that a RESTful Web service is recommended for mobile devices, having greater flexibility and 
lower CPU overhead. 
The second study was used as basis for the Master's Dissertation of Pavan Potti [7]. The paper 
compares the performance of Web services that use SOAP and REST approaches as their design 
technologies. The performance of services using GET, PUT, POST and DELETE operations on a 
database were tested. Results show that the response times of REST-based services were better than those 
obtained with SOAP-based services. They further highlight that multiple tools assist development of 
SOAP-based Web services, contrasting with REST-based services, in which none are provided, creating 
further difficulties in their development.   
Following the same approach, the studies documented in [7] and [8] addressed two scenarios: 
wired and wireless networks. Regarding response times, the REST approach systematically obtained 
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shorter ones, which were even lower when wired clients were used. The SOAP-based approach is directed 
towards scenarios of enterprise applications involving complex transactions, maintaining states of 
conversation, and for exchanging secure and reliable messages. 
Finally, in [9], the behavior of basic Web services with SOAP and REST designs was analyzed 
with focus on parameters such as message size and security, the programming language and the server 
type. One of the conducted tests involves the precise measurement of the time elapsing between the 
presentation of a message to the server and the reception of the response. In a situation where both REST 
and SOAP are able to meet the programming requirements, and when safety is not considered, it is clear 
that the former implementation is faster than the latter.  Nonetheless, if security is something to consider 
(SSL in REST and WS-Security in SOAP), there are no significant differences between response times. 
 
2.2 Discussion 
 
RESTful architectures seem to be absent from Web services applied to home automation. The most 
popular solution seems to be the Service Oriented Architecture (SOA), perhaps because it is more 
consolidated in this market. However, regarding Web services in general, the ones based on REST tend to 
be more appreciated, and present better performance results when compared to those based on the SOAP 
protocol. The main advantage of the REST approach over SOAP is, particularly, its simplicity (SOAP 
messages are rather complex and carry more information) which explains the enhanced performance. 
However, the SOAP services are typically recommended for more complex scenarios, that require the 
transfer of larger amounts of data, and when the safety and reliability of the messages are critical 
requirements. 
 
 
3 Implementing RESTful Web Services 
Provided that the B-Live Wireless system motivated the development of the RESTful Web services 
presented in this paper, a brief introduction to this home automation system is provided and followed by 
the description of the supporting Web services. 
 
3.1 B-Live Wireless System 
The B-Live Wireless [10] is a home automation system consisting of different types of devices: sensors, 
actuators, controllers, and a gateway that communicates with the system’s server. Fig. 1 depicts the 
network structure supporting the B-Live Wireless system, whose main elements are a local network of 
sensors and actuators and the server. The network is based on the IEEE 802.15.4 standard and the 
communication between the network and the server is based on either Ethernet or Wi-Fi. The link 
between these networks is supported by the gateway. 
 
 
Fig. 1. B-Live Wireless System Architecture [11] 
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The server supporting the B-Live Wireless system is essentially composed of a MySQL 
Database in which all the relevant information of the system is stored (device status, user information, 
etc.); and a server application developed in Java. This application is responsible for interfacing the 
database and the outside world, both the sensor and actuator network and control/monitoring applications. 
The interaction between the application server and the database is done via Java DataBase Connectivity 
(JDBC), a Java API to manipulate SQL databases, while the communication with the sensor and actuator 
network and the control/monitoring applications is accomplished using a proprietary protocol by Micro 
I/O, which operates over TCP/IP sockets. 
The Web services were originally developed and made available using the Apache Axis2 
framework [12], and could be consumed using the SOAP protocol. GlassFish [13], by Sun Microsystems, 
was used as the application server. Services have been developed for each feature available in the system: 
obtain information about each device and the users, and to control the actuators. The reformulated version 
of the Web services follows a REST architecture developed in Java, on the NetBeans IDE, using the 
Jersey framework [14]. The remaining system is unchanged.  
A B-Live Wireless demonstration pilot has been installed at the Escola Superior de Saúde de 
Aveiro (ESSUA) with a wide range of sensors and actuators. However, the demonstrator available at 
Micro I/O only encompasses a subset of those sensors and actuators, which are used for testing purposes 
and local demonstrations. The REST-based Web services developed in the scope of this work were 
evaluated with the elements of the Micro I/O demonstrator. 
 
3.2 Implemented Web services 
The implemented Web services are able to monitor and control several sensors and actuators, namely a 
magnetic sensor (detects the opening and closing of a door), a pressure sensor (detects the presence of 
people in a wheelchair), a capacitive sensor (with a switch function to turn the lights on or off) and an 
actuator lamp (to turn the lights on and off). In this work, the following collections of Web services were 
implemented:  
 User Service: Allows controlling the information about a B-Live Wireless system user. This set of 
services allows a user to start or end his session in the system and view the information related to his 
registration; 
 Device Service: Allows accessing the available information of all the system’s devices, namely, the 
battery level, status, and the last update; 
 Actuators Service: Allows reading and controlling the light actuators. With this collection of Web 
services it is possible to know the status of the lamp actuator and act on it (turning it off and on); 
 Sensors Service: Allows to access to information related to sensors devices (magnetic and pressure), 
namely, battery level, status, and last update. 
 
Each of these collections accommodates a set of resources, each accessible by a unique URI. The 
methods used were the HTTP GET, to resources that only return information, and the PUT, for the ones 
that cause a change in the database. The structure of the developed services for this project is depicted in 
Fig. 2, represented by a hierarchical structure. At the top of the hierarchy is the so-called Entry Point, to 
which the name BliveServices was assigned. The access to any resource will go through the URI 
http://localhost:8080/BliveServices/. The four collections described above are presented below, as well as 
the resources associated with each of them. 
All the information produced by the services is returned in the response to the HTTP request in 
JSON, since this is a easily readable format. The SOAP to REST Web service migration had, as an 
additional requirement, an increase in security through the implementation of an authentication 
mechanism. 
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Fig. 2. RESTful Web Services Hierarchy of Resources 
 
The required authentication consists of validating the identity of a customer who is trying to 
access the Web services. In this case, it involves checking whether the user is registered in the database, if 
his credentials are valid (username and password), and if he has permission to access a particular service.  
Several types of authentication can be implemented. In this case, the Basic Authentication was chosen. 
This method is the simplest to perform authentication over HTTP. It involves sending the username and 
password encoded in Base-64 within the header of a request to the server. The server verifies whether the 
user name exists in the system and confirms that the password is valid [15]. The password follows 
encrypted by a MD5 algorithm. Authentication was implemented for all REST-based Web services. 
 
 
4 Performance Analysis 
This section presents the tests made to the B-Live Wireless system in order to compare the performance 
of the Web services developed using the SOAP and REST approaches. A description of the test setup 
together with the associated results are also presented and discussed. 
 
4.1 The application to test the Web services 
The B-Live Home Android Application [11] was developed within the LUL project to allow the users 
access to the devices’ information and enable the control of actuators. As introduced, the goal of this 
work was to present a RESTful alternative approach to developing SOAP-based Web services. Hence, in 
order to ensure that the Android application would support the new REST services, it was refactored 
using the HttpURLConnection [16] to access network resources and to transfer information over HTTP. 
With the B-Live Home application adapted to the new Web service implementation, it was possible to test 
and compare the SOAP and REST service implementations using a Samsung Galaxy Gio smartphone. 
 
Test Scenario. The setup used to evaluate both types of services (REST and SOAP) is illustrated in Fig. 
3: 
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Fig. 3. Experimental tests scenario, adapted for [11] 
 
In both Web service architectures the HTTP protocol is used to exchange messages. To ensure 
that services have the same processing resources, they were hosted on the same server. It should be 
noticed that Basic Authentication was included in the implementation of REST-based Web services, 
which is nonexistent in the SOAP-based implementation. Besides the authentication in RESTful services, 
the setup ensures that the only additional difference is the technique used to process and respond to 
messages (REST and SOAP). 
As shown, besides the gateway and wireless sensor network, the setup encompasses a client 
device running the B-Live Home application, a server running the database and the Java (web) server 
application and a wireless network enabling the communication between both. The client is a Samsung 
Galaxy Gio running the Android 2.3.6 OS on a 800 MHz processor with 278 MB of RAM and support for 
Wi-Fi 802.11 b/g/n. The server is a Intel Pentium 4 3.0 GHz with 2 GB of RAM running the Microsoft 
Windows XP Professional (SP3) OS. The wireless communication between these elements is supported 
by a DrayTek Vigor 2910G router.  
 
Experimental procedure. The Android application was developed to include the recording of some 
specific processing instants of a Web service request. These instants were recorded by the application 
running the SOAP or REST implementations for a limited set of Web service methods, namely: 
 UserService: login(), logout(), getUserInfo() ; 
 SensorActuatorService: getAllDevices(), checkUpdates() ; 
 LampService: getStatus(), turnOn(), turnOff(), isTurnOn() ; 
 FurnitureSensingService: getStatus(), isOccupy() ; 
 DoorService: getStatus(), isOpen() . 
 
For each method invocation, the four instants shown in Fig. 4 were registered. Besides the 
overall response time of a method, these four instants allow calculating three other delays, namely: 
 Δt1: time interval elapsed from the method invocation and until the associated request is sent to the 
server. Here it is contemplated the construction of the request (and, in the case of RESTful services, 
authentication). 
 Δt2: time interval that the server takes to return the response to the request (including the invocation 
of the appropriate Web service, which results in a query, or also the update of the database, and the 
return of the information to the client). 
 Δt3: time interval that the client takes to process the information received until the end of the 
method invocation. 
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Fig. 4. Temporal instants recorded 
 
The four mentioned instants were saved in text files and stored on the SD card of the mobile 
phone where the B-Live Home application was running. The results obtained were then processed and 
analyzed using a small Java application developed for this purpose. In this scope, besides calculating the 
average response time (AVG) and the average Δt1, Δt2 and Δt3, the Java application also computes the 
variance (VAR), standard deviation (STD DEV), maximum (MAX) minimum (MIN) values. 
The following subsection presents the results computed with the data collected in measurements 
encompassing 100 samples per trial. Hence, for each method and Web service approach considered 
(REST or SOAP), 100 measurements of the referred four instants was recorded. 
 
4.2 Results 
Fig. 5 depicts the average response time (in milliseconds) of the considered Web service method 
invocations. Table 1 summarizes the associated statistical results. In both cases, results are depicted so 
that it can be easy to compare the two approaches under study: SOAP and REST. Furthermore, for 
completeness, Table 1 also identifies the used HTTP method associated with the Web service method 
being invoked. 
 
Fig. 5. Average response times 
 
The getAllDevices() method returns the available information about all the devices in the system 
(in this case 6). Since the obtained average response time aroused interest due being close in both 
approaches, additional tests were performed. In this sense, the timeliness of each approach was again 
evaluated on this single method, but this time in a scenario where only information from one device was 
returned. The purpose of this assessment was to understand how the amount of information being 
transmitted influences the response time of a REST and of a SOAP service. The recorded values  are 
presented in Table 2, along with the values already recorded in the first test performed, for comparison 
purposes. 
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Table 1. Experimental results 
Methods 
SOAP/ 
REST 
HTTP 
Method 
Response Time (milliseconds) 
AVG VAR STD DEV MAX MIN 
login 
SOAP 
PUT 
638,3 7,3 85,3 911,3 484,8 
REST 434,9 11,5 107,1 838,5 232,3 
getUserInfo 
SOAP 
GET 
523,3 7,4 86,1 769,6 356,8 
REST 98,3 2,0 44,5 259,4 15,3 
getAllDevices 
SOAP 
GET 
640,6 11,3 106,5 924,5 460,0 
REST 594,1 6,8 82,7 798,1 410,5 
turnLampOn 
SOAP 
PUT 
641,9 14,8 121,6 954,6 424,2 
REST 367,3 8,4 91,8 589,1 228,9 
turnLampOff 
SOAP 
PUT 
591,7 11,1 105,4 836,2 409,1 
REST 369,9 7,6 87,2 675,1 216,0 
isChairOccupy 
SOAP 
GET 
551,3 8,6 93,0 830,6 402,3 
REST 93,3 0,3 18,6 152,2 64,4 
isDoorOpen 
SOAP 
GET 
540,1 9,9 99,4 863,8 383,6 
REST 126,4 1,4 37,1 260,8 61,5 
isLampOn 
SOAP 
GET 
563,8 8,9 94,3 825,5 404,8 
REST 95,9 0,7 26,2 199,1 62,9 
logout 
SOAP 
PUT 
652,8 9,7 98,6 943,6 490,2 
REST 395,5 18,0 134,2 744,0 212,4 
 
Table 2. Testing the method getAllDevices() with 1 and 6 devices 
 
 
 
4.3 Discussion 
Results are quite satisfactory regarding the performance of the RESTful Web services. In all methods this 
approach has an average response time lower than the SOAP approach. The timeliness is still 
significantly better in the methods that invoke Web services based on the HTTP GET method. Unlike 
services that use the HTTP PUT method (login(), logout(), turnLampOn(), turnLampOff()), which involve 
updating the information in the database, the GET method only has to return information. 
Regarding the values presented in Table 2, it is important to highlight the values of the intervals Δt2 and 
Δt3. These suggest the following conclusions: 
- As expected, RESTful services clearly obtain better results in the interval Δt2, since this is when 
SOAP services send data to transmit encapsulated in a SOAP message, which has a complex 
structure when compared to the REST-based services that send everything in a simple HTTP 
request; 
getAllDevices() 
Method 
AVG (ms) 
Δt1 
(ms) 
Δt2 
(ms) 
Δt3 
(ms) 
Δt1 
(%) 
Δt2 
(%) 
Δt3 
(%) 
1 device 
SOAP 561,7 1,8 557,6 2,3 0,3% 99,3% 0,4% 
REST 436,6 2,6 366,7 67,4 0,6% 84,0% 15,4% 
6 devices 
SOAP 640,6 1,9 632,5 6,2 0,3% 98,7% 1,0% 
REST 594,1 3,5 374,1 216,5 0,6% 63,0% 36,4% 
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- The situation is reversed in the third time interval (Δt3): SOAP services take substantially less 
time to process the received information. This is mainly due to the fact that REST services here 
tested return the information in the JSON format. The JSON response analysis becomes more 
time-consuming because it is necessary to de-serialize the XML response, remove each field of 
information about the device, and construct each object of the Device type; 
- Finally, it is worth noticing the differences between the values of Δt3 (information processing) 
when the number of devices changes from 1 to 6: while in REST-based services there is a large 
difference between the values obtained, which greatly increases with the increment of information, 
in the SOAP-based services the increase is minimal. Thus, although the average response time of 
the REST services presents lower values than the SOAP services in both cases, it is found that 
with the increasing of the amount of information returned as a response from the service, these 
values tend to become closer. 
 
Also, it is worth noticing that the performed experiments are influenced by several factors: the 
processing capacity of the server, the bandwidth of the network, the capacity of the transmission channel, 
network congestion, distance between devices, the length of the information, and the processing 
technique for dealing with information. 
 
 
5 Conclusions 
This paper presents the B-Live Wireless home automation system and the implementation of RESTful 
Web services for it. These services allow a user to interact with the system (monitoring or controlling) to 
take advantage of its features. As this system was originally implemented with SOAP-based Web 
services, given the recent trends, it became appealing switching to REST style Web services. The 
development of such RESTful services enabled a performance comparison between the two design 
approaches. This paper presents a comparative analysis based on field trials conducted using the B-Live 
Wireless system. 
Results on the implementation of SOAP and REST Web services evidenced a lower response 
time for REST-based services, even when they incorporate an authentication mechanism. However, 
RESTful Web services also present disadvantages when compared to the SOAP protocol: while the 
former are more compact and, therefore, a better choice for light applications, SOAP-based Web services 
are better fitted to support applications that demand high bandwidth and data processing.   
As this work seeks to make clear, the simplicity of a REST-based architecture is translated into 
better performance. The encapsulation of the data to be transmitted in a SOAP message affects its 
performance due to the overhead of information that this protocol introduces. In the REST approach, any 
message sent (the HTTP request) corresponds to the data to be transmitted. A SOAP service must perform 
additional processing to extract information from the transmitted message. Likewise, when a response 
message is sent, the SOAP service must perform additional processing to build a SOAP-formatted 
message. SOAP clients also have yet to create and read the message. This additional processing time 
incurred for the recovery of the message information and to incorporate the response message, which may 
explain the higher response times for the SOAP services. 
Future work should be conducted to extend the developed RESTful Web service framework to the 
demonstration pilot installed at the ESSUA, which, given its wider range of sensors and actuators, 
requires the development of additional Web services. 
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