Abstract
Introduction and Related Approaches
The goal of end user programming is to empower users who have no prior programming experience to solve simple problems with computers or customize existing applications to their own ends, without teaching them formal programming [1] .
For users, the difficulty is in bridging their concept of a solution with the computer's accepted means of instruction. Typically, this problem is solved with either scripting languages, programming by example [3] , or visual programming.
Scripting languages, such as GUILE, AppleScript, or Matlab try to make the language more accessible by abstracting away details such as memory management and complicated data structures. Users who invest the time to learn are rewarded with increased power and flexibility in their ability to customize applications or even create new ones. However, this still requires that the user learn a syntax and basic programming strategies. Thus, scripting languages are usually inappropriate for true novices.
Programming by example (PBE), another common approach, allows the user to perform actions representative of a solution and have the computer generalize those actions to create the desired automation. PBE bridges the gap between concept and specification by allowing the user to naturally select the data to be operated on in a graphical environment [4] and communicate the desired operations in an environment the user is already familiar with. However, it usually limits the kinds of programs that can be created to repetition of tedious tasks.
Visual languages are a class of programming languages that allow the user to use diagrams or other visual means to specify the solution to a problem. While they often provide a more intuitive and richer means of specification than conventional textual languages, developing the right visual abstractions can be difficult so they can be hard to scale to large applications [2] .
We discuss how some of the limitations of each of these can be overcome through a new approach called interrogative programming. Interrogative programming is a means of extracting the user's intent through a line of questioning based on closed-ended questions. We show how this method offers generality, accessibility, and flexibility to end-user programming.
Throughout this paper, we use the terms end-user programming and novice programming interchangeably. Novice programming is programming in an environment that makes programming more natural for non-programmers [1] .
End-user programming is programming by either programmers or non-programmers where the programming is not the focus of the activity. Interrogative programming can fit into both categories.
Description of Interrogative Programming
Interrogative programming tries to discover what the user wants by asking a series of closed ended questions. An answer will be either a selection from a list of choices or the raw input of a string or number. Each choice clarifies some aspect of the program. While the approach is not domain specific, a particular implementation is.
Example: Print the Numbers 1 to 10
The following example shows how a toy implementation could be used to create a program to count to 10. Useful programs are certainly possible, but small examples like this are best for illustration. This is a condensed version of what you would see in a real interrogative programming system. Notice that the system would allow the user to create control flow that would be difficult or impossible to achieve with a PBE system. Also, all of the questions are in English and the user always knows what the system is capable of. This is an unappreciated feature of dialog based systems.
Theoretical Foundations
How is this different from an application wizard? With interrogative programming, all of the questions are based on a context free grammar that describes the kinds of programs that can be created with a given implementation. For example, in the previous example, the third question is based on a production like this.
STATEMENT ::= PRINT_STMT |
ASSIGNMENT_STMT | LOOP The process of creating a program is similar to the way a top down recursive-descent parser analyzes the syntax of a traditional program except that instead of deciding productions based on a lexeme stream, it asks the user questions to determine which non-terminals to take.
IPS: A Prototype
We have constructed a console-based prototype called IPS (Interrogative Programming System) that allows a user to create a stand-alone executable by answering a series of closed-ended questions, similar to the example above.
Besides the user's input, IPS takes a special "domain file" as input. A domain file is a specification of a context free grammar along with other information to guide the dialog and code generation. The use of domain files allows the same system to be easily adapted to many different domains. Domain files work much like the grammar files that are used with yacc-style parser generators.
A domain file could be written by any programmer to suit some application. Just as a yacc user need not know the inner details of yacc to create a parser, it is not necessary to understand the workings of IPS to write a domain file. The domain file specifies the grammar, the skeleton code, and English phrases to support the dialog. IPS does the interaction and intent parsing. Domain files must be Final Executable compiled into a special "compiled" form and checked before they can be used. Figure 1 shows how this all fits together.
IPS generates a file with source code. Like a compiler, it first builds an abstract syntax tree (AST) as it parses the user's intent. At the end, the AST is evaluated and a file is written with a name specified by the user. Much like in a yacc grammar, the domain file contains code with placeholders like "$1" and "$2" which are replaced by synthesized attributes.
It is important to note that IPS is independent of the target programming language. For example, we have created domain files that output Python, Java, C, and HTML files.
Usability Studies
Two formal usability studies were conducted to evaluate the usability and expected utility of our prototype. A total of 13 subjects were paid $10 each to meet a researcher individually at an academic research lab and voluntarily spend an hour working with IPS. All subjects were adults, ages 18 to 55 who used a computer at least 5 days per week but had never written a computer program in any language that supports loops or other control flow. The two usability studies were done with very similar methodology and conditions. Usability improvements were made to IPS after the first study. We discuss only the results of the second study which used 10 of the participants.
In the second study, subjects were given three simple programming tasks to accomplish using IPS. They were asked to create a "Hello world" program, create a program to print the average of two integers supplied by the user of the program, and create a program to print a pattern with asterisks.
We were specifically trying to test whether or not people could engage in a problem with such a system. Performance was fairly low, but we did see some promising results. All subjects solved the first problem without any difficulty. Only one subject (10%) solved the second problem, computing the average of two numbers. This low performance was expected because the wording and structure of the questions were very close to real programming, with references to integer variables and such. The most common problem we saw was that subjects were focused on the final objective of printing an average, rather than the steps necessary to collect the information and then process it. Four (40%) subjects chose as the first action in the program, an option to "Do a calculation" where they should have chosen an option to "Collect some keyboard input from the user." The third problem, printing the design, did not use the programming terminology. Five subjects (50%) solved it without any assistance and four (40%) solved it with a small hint.
People seemed to understand the basic idea and all subjects were able to make substantial progress toward at least two of the problems. One reason for the low performance might be that they felt pressured because the test was only an hour long. One subject noted that if he were using such a system at home rather than in a test setting, he would be more likely to explore help features.
Conclusion and Future Work
We have made substantial progress in developing interrogative programming as a paradigm and demonstrating it with a prototype. However, we have several unsolved problems which will be explored in future research.
First, there is currently no way to edit programs. Without this, a user can only write programs which can be made correctly the first time. We are considering both graphical solutions and natural language solutions to this.
Also, in order to be truly useful, interrogative programming would have to support functional decomposition. Allowing the user to create functions would require different kinds of dialog because the dialog would have to switch between the context of the "main" function and a function which was being defined.
Finally, the current system forces the novice programmer to solve all problems in a depth-first manner. Until one step is fully specified, the novice programmer cannot go on to the next step. We have looked at graphical solutions to this as well as simply allowing the user to defer answering a question.
