We present a technique for detecting plagiarism in computer code, which is easier to implement than existing methods and has the advantage of distinguishing between the originator and the copiers. We record our experience using it to monitor a large group studying Java programming in an automated learning environment.
INTRODUCTION
There are various electronic systems to detect plagiarism in computing course-work: of the many suggested techniques attribute counting [1] , use of standard software metrics [2] and examination of redundant code [3] are the most common. There are even servers on the web which detect plagiarism. For example, JPlag [4] at Karlsruhe University finds pairs of similar programs, and the MOSS server at Berkeley [5] looks for similar code sequences in a set of programs; each system creates a web page where the instructor can see which ones are suspiciously similar.
All of these techniques operate by running an analysis program on groups of submissions to detect similarities and to calculate the likelihood of plagiarism. Although they are reasonably successful in pointing to pairs or groups who submit similar work, they are limited in that they cannot identify the original author of the work.
In this paper we present a technique for detecting plagiarism which overcomes this problem. Instead of analysing the submitted code to detect similarities, a watermark is inserted into each program, invisible to the author, but detectable if the same program is submitted by another. The watermark identifies the person who originally submitted the file. This technique is incorporated into RoboProf, an electronic system for teaching programming [6, 7] , and the purpose of this paper is to illustrate its effectiveness. We detail, in Section 2, the watermarking technique, illustrating how it detects plagiarism. In Section 3, we describe the electronic Java course which contains the detection algorithm. In Section 4 we report on its detection performance, and in Section 5 we compare the new technique with the well-known MOSS system. Section 6 looks at the performance of the plagiarists and non-plagiarists in the endof-semester examination, and our conclusions are discussed in the final section.
THE DETECTION TECHNIQUE
The detection algorithm is a development of an observation of Plauger [8] , that a 'fingerprint' or watermark in the form of invisible white space is often left inadvertently in the source code by the programmer, and that this could be used to prove copyright violation. The idea came from a court case where an employee of a software company was accused of stealing source code. During the case, Plauger showed that certain patterns of space and tab characteristics, i.e. white space, were identical in the files, and that this could be taken as proof of theft. Subsequently Brassil et al. [9] and Berghel [10] showed how to use watermarks to protect copyright.
This approach can be used to detect plagiarism in students' course work by inserting an identifying watermark into each piece of work, invisible to the author or copier, but detectable by the system if the same work is submitted again. When a student submits a program, it is stored on the server, and then compiled and tested. The detection system is designed so that it has 'FILE-READ' and 'FILE-WRITE' permissions on the student's computer and can write to the file after it has been submitted. When a program is submitted, it is modified by adding an invisible identifying watermark. This watermark is a binary code comprising the student's ID, the current year, the assignment ID and a checksum. The binary code requires 34 bits: 10 for the student ID, 4 for the year of entry of the student, 10 for the assignment ID, 6 for the attempt number and 4 for the checksum. An example is given in Table 1 .
The watermark is made invisible by representing the binary digit zero as a space, and the binary digit one as a tab. This white space is added to the end of the main method, which is unlikely to be changed if the program is modified. Generally, text editors do not show excess white space at the end of a line. The watermark is subsequently used to ascertain who originally submitted the program, and who submitted a copy. A plagiarism report is presented in which every detected case of supplying and copying is highlighted. 
Advantages over source code comparisons methods
The advantages of this watermarking detection method over traditional source code comparisons may be summarized as follows:
• It distinguishes between the supplier of the code and the recipient, and hence is able to identify the original author of the program. Although the existing source code comparison methods are reasonably successful at grouping similar submissions, they have no way of distinguishing between the original author and the copier.
• It can detect copying in the very short programs that are typical of introductory programming exercises. With short programs, it is likely that students may come up with similar solutions by chance. Source code detection systems cannot distinguish these chance similarities from cases of copying.
• It requires no manual intervention. The plagiarism report generated by our system details with certainty every case of copying and supplying, in contrast to source code comparison techniques, which merely highlight suspicious cases, with a measure of likelihood that plagiarism has occurred. These cases subsequently need to be examined to determine whether plagiarism has actually occurred; naturally this is subjective.
• It detects plagiarism as soon as the program is submitted; this feature is useful in a self-paced learning environment where exercise solutions may be submitted at any time, and contrasts to the traditional source code systems, which require that a number of submissions are gathered before they can be processed to determine plagiarism.
• It is programming language independent.
• It works even when the program has been extensively modified, provided of course that the watermark remains undisturbed.
• It will detect plagiarism even if the assignment has been copied from a student's work of a previous year, without the need to store previous records.
Limitations
The detection system does have limitations, in that some cases of plagiarism may go undetected. For example, • The detection system works only if the student submits an electronic copy of another's work; retyped programs and programs that are copied before submission will not contain the watermark, and will go undetected.
• If the watermark of the original program is deleted, plagiarism will not be detected; for example, a student who modifies copied work may inadvertently delete the watermark.
• It is easy to bypass the system if the students discover how it works. We found no evidence to show that students knew about the system; copying actually increased as the semester went on.
• The watermark could be deleted if the editor was kept open after the program was submitted. It is quite possible that the unmodified version, still in the editor, is saved. This would overwrite the watermark and defeat the detection system.
AN EXAMPLE
The plagiarism detection technique, described in the previous section, is incorporated into RoboProf, an automated learning environment used to help teach an introductory computer programming in the first semester of a 4-year computing degree at Dublin City University.
RoboProf contains a set of 46 programming exercises, which the students are expected to complete by the end of the semester. These exercises are viewed using a standard web browser, and students can complete them in their own time; they are marked automatically, providing immediate feedback to the student. Most of the exercises require the student to write or modify and then submit a short program to RoboProf, where it is compiled and run. At the beginning of the course, and before the students embarked on these exercises they were warned that there was a system in place to detect plagiarism.
The program's output and the expected correct output are displayed. If the output matches, the student receives full marks; if not, the student can correct the error and resubmit the program without penalty. This process of correcting logic errors is analogous to the method of using compiler error messages to correct syntax errors. Students can resubmit each program as often as they wish, without penalty, until they are satisfied with the standard they have achieved. Each time a program is submitted, it is checked for an incriminating watermark.
At the end of the semester there is a 3 hour examination consisting of five programs, which are presented and corrected by RoboProf. Full details of the RoboProf system are given in [6, 7] .
DETECTION PERFORMANCE
To test the new detection method, we monitored a class of 283 students taking a one-semester first course in Java programming using RoboProf.
Plagiarist categories
Students were classified as 'plagiarists' if they either copied the work of another or allowed their own work to be copied, or both. This categorization is what traditional systems that compare source code give. As pointed out earlier, our technique goes a stage further in that, for the plagiarist group, it is able to distinguish between the supplier and the recipient of the code for any exercise.
It was found that 149 of the 283 students, or just >50%, were plagiarists in the sense that they copied at least 1 of the 46 exercises or allowed at least one of their exercises to be used by another. With the watermark we were able to divide these plagiarists into those who supplied only and did not copy, and those who copied at least one exercise. We found that 48 students in the plagiarist group were suppliers only and did not copy any of the exercises, thus reducing the number who copied at least 1 of the 46 exercises to 101, or 36% of the class; Figure 1 gives the details.
The extent of copying
Of the 101 students who copied, we investigated how much they copied (Figure 2) .
It can be seen from Figure 2 that, although most of the copiers copied just one or two pieces of course work, the number of programs copied was more than that for some students; one student actually copied 19 exercises. It should be noted that some of these students may also have supplied to others.
Rate of plagiarism throughout the semester
As pointed out earlier the system may be bypassed if the students discover how it works. We see if there is evidence of this by examining the incidence of copying as the semester progressed. Figure 3 gives the percentage of students who copied each exercise. Figure 3 illustrates how copying did not decrease as the semester progressed. The high incidence of copying in the later exercises might be attributable to the fact that in a self-paced course, procrastinating students will be subject to increased temptation to cheat as the final deadline approaches. Since access is sequential, in the sense that an exercise may only be achieved if all the previous exercises have been completed successfully, the high incidence indicates that the students were unaware of the detection system. This result is of additional interest in view of the warnings about plagiarism given to students at the beginning of the course.
A COMPARISON WITH MOSS
To compare the detection abilities of our technique with traditional source code comparison systems, we choose the well-known MOSS system, which is commonly used to detect plagiarism, and is freely accessible via the web. As we have already noted MOSS, similar to all source code comparison systems, does not generally work well with short programming assignments. We therefore chose Exercise 8 as it required a relatively long solution; those who completed it wrote an average of 72 lines of code. Exercise 8 involved writing a program to move a simple robot around a screen in order to examine a rectangular array, and to pick up 'beepers' contained in the cells of the array. Each cell needed to be checked to ascertain if it contained a beeper before attempting to pick it up. The fact that students had not learned about 'loops' at this stage made the problem more challenging, and required a greater number of lines of code than would have been necessary using 'loops'.
We collected the students' submissions for this exercise and submitted them to the MOSS online plagiarism detector. MOSS presents its results as a set of suspicious cases. If one program is shared between a number n of students, then, assuming the plagiarism is detected, a match could be generated for every pair in the group, which results in n(n − 1)/2 comparisons. This can lead to a large number of matches; in fact, for the exercise on which we tested it, the MOSS report contained 500 matches. Each match had a percentage similarity factor, which was a measure of the likelihood of plagiarism. These suspicious cases needed to be manually examined; apart from being tedious and time consuming, this cannot be very rigorous. Figure 4 summarizes the cases of plagiarism detected by MOSS, and by our watermark system. We see from Figure 4 that, for the chosen exercise, 37 students involved in plagiarism were detected by both MOSS and our system. The watermark detected an extra 7 cases of plagiarism, which MOSS failed to highlight. MOSS also detected another 7 students, in two groups of 4 and 3, which our system failed to detect; in each of these groups, the students had submitted programs that manual inspection indicated had probably been based on a single program. As these 7 students went undetected by our watermark system, it is likely that (i) they worked together on the exercise before submitting it, (ii) they got the copy before the original author submitted it, or (iii) they were the original authors. It is unlikely that they knew how to bypass the system since six of them were found to have plagiarized subsequent exercises. MOSS also identified four false positives; students who were identified as very suspicious, but for whom manual inspection indicated that they had not copied.
Of the 37 cases of plagiarism identified by both systems, our system was able to identify 23 copiers and 14 suppliers, MOSS could not. Also MOSS, with its need of manual intervention, requires more work and is less definitive. Overall therefore, the detection rate for plagiarism is similar for both systems, although our system, with its ability to distinguish between the originator and copier, is objective and more accurate.
EFFECT OF PLAGIARISM
Our final analysis looks at the plagiarists and nonplagiarists to compare their performance at the end-ofsemester examinations; this categorization is what source code comparison methods, such as MOSS, are likely to give. We then use the refinement in our technique to subdivide the plagiarists into those who supplied only and those who copied at least one exercise, and compare the groups again with respect to the performance at the end-ofsemester examination. What we are investigating is whether results from source code comparisons methods differ from what our technique gives. We first look at the results of the end-of-semester examination for plagiarist and non-plagiarist groups (Table 2) , which is the delineation that source code comparisons systems, such as MOSS, give.
From Table 2 we observe that, although the non-plagiarists have a higher mark on average than the plagiarists, with a difference of 7.75% in the means of the two groups, a t-test indicates that the difference is just moderately significant (P = 0.04).
If we now refine the categorization, distinguishing, in the plagiarist group, between those who supplied only and did not copy and the copiers, we can examine the performance in the three different categories. Table 3 gives the end-of-semester results for this finer subdivision.
From Table 3 we see that the suppliers-only in the plagiarist group obtain a much higher average mark (58.37%) which the copiers (36.61%); this mark is even higher than the non-plagiarist group (51.37%), which is hardly surprising. Copiers may be dishonest but they are not stupid, and they will choose their suppliers carefully. Multiple comparison tests [11] applied to these data indicated that, although the suppliers and the non-plagiarists were not significantly different, the copiers obtained an average mark significantly lower than both the non-plagiarists and the suppliers-only, with P < 0.01. Finally, by combining those who supplied only and did not copy with the non-plagiarists (those who neither supplied nor copied), to form a group labelled non-copiers, a more accurate picture of performance is obtained; this makes it possible to compare those who copied one or more with those who did not copy any of the exercises. Table 4 gives the results.
In the present study, we see that the performance of the copiers is highly significantly less than those who did not copy; the difference in the means is >16% and the P -value is <0.001. This is the real picture, that source code comparison detection methods are not able to obtain.
SUMMARY AND DISCUSSION
Although existing systems for detecting plagiarism in course work are reasonably successful in identifying pairs or groups who submit similar work, they are limited in that they do not give a definitive result, just a measure of the probability of likely plagiarism. Also they require manual intervention to make a determination of the suspicious cases, and they do not identify the original author. The technique for detecting plagiarism which we have presented overcomes these limitations. It is implemented by the insertion of an identifying watermark when a student submits a program. This watermark establishes who was the original author, and hence detects the copier with certainty as soon as the program is submitted by another. Unlike existing source code comparisons systems, it is not necessary to collect a number of submissions and run an analysis program to determine the likelihood of plagiarism.
The technique is incorporated into an automated learning environment for Java programming, and has been used to monitor a class of 283 students in the first year of a degree programme in computer science at Dublin City University.
We decided not to intervene to punish plagiarists, as they might then become suspicious, and discover the technique; this is where it might be useful to use another system, such as MOSS, in conjunction with the watermark system. Our initial results showed that >50% of the class were involved in plagiarist behaviour with respect to the coursework. However, when the facility to identify the suppliers and receivers in the plagiarist group was implemented, it was found that, some 30% were suppliers of code, and did not copy at all, and this group did significantly better than the copiers, with an average mark difference of >20% in the end-of-semester examination. When those in the plagiarist group who supplied but did not copy are combined with the non-plagiarists, those who neither supplied nor copied, the difference in the averages between the combined non-copiers and those who copied was found to be highly significant (P < 0.001). Since traditional source code comparisons systems do not have the facility to distinguish between the copier and the supplier, they will tend to overestimate the amount of copying, and underestimate the performance difference between the copiers and non-copiers.
Our new technique has superior detection capabilities than MOSS, is much easier to implement and obtains more detailed information about students who participate in plagiarism. It is particularly suitable for introductory courses, where the students are required to write short programming exercises; in these, similar code may occur by chance as there is less latitude for unique expression. At an advanced level, when students are developing longer programs, a combined system that uses the watermark first, and the source code comparisons systems to catch the remainder, may be appropriate.
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