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Control de qualitat del formigó amb computadora   
RESUM
El Projecte Final de Carrera, com tal indica el seu nom, es tracta del treball final d'una carrera 
universitària. I com a tal, he intentat seguir els objectius marcats per els principis morals que 
marca la Universitat.
Per tant, no es tracta de redactar un programa per portar a la pràctica el control de formigó en 
la obra, sinó també es tracta fonamentalment, de com s'estructura el nucli del programa, de 
com i perquè es fa d'una manera i no d'una altra. I sobretot, trobar l'equilibri entre la bellesa i 
la utilitat. Tots estaríem d'acord que la elegància i la bellesa assoleixen el topall, o les podem 
valorar més quan es representen en alguna cosa en que no té res d'aplicació. Quan ens 
enamorem d'algú, no sabem perquè ens està passant, i perquè el motiu de l'enamorament. Tot 
d'una ho veiem de color de rosa, totes les cosses dolentes les veiem com a bones, i notem 
papallones en l'estomac. O com d'alguna manera, no saps com explicar-ho en paraules, algun 
edifici et captiva més qualsevol altra cosa, síndrome d'Stendell. O matèria, o perquè no? un 
equip de futbol.
Dons bé, l'objectiu d'aquest treball es intentar cridar l'atenció del lector perquè intenti 
entendre sota de cada funció recursiva, de cada algoritme, de cada joc de moviments de 
punters i de cada tipus de variables, com apareixen en el codi,i quina interpretació poden fer-
hi.
Per tant, si s'intenta extreure conclusions a partir de fer rodar el programa, no es podrà captar 
el missatge que intento transmetre. Si ja coneixem la norma, no podem extreure res d'un 
programa que introdueixes informació de la obra, et separa en lots, i més endavant 
introdueixes resultats i et diu si compleix o no.
Tot això es trivial. Per tant el programa compilat no hi té cabuda en el treball com ho voldria. 
Per mi el codi ja fa de base de la “clausura algebraica” de les idees que intento transmetre.
Al principi s'exposa un resum de la norma EHE 08 referent al control de formigó, l'article 
86.5.
Seguidament exposo la idea de programar en llenguatge C, i els algoritmes més senzills 
utilitzats al programa, tal com el mètode recursiu.
Després, per a cada funció en pseudocodi, exposo l'aroma, la fragància, les idees principals 
d'elles mateixes. Per motius d'espai no he pogut escriure en aquest apartat com em sentia 
emocional ment, però ho deixo per al lector aquest exercici optatiu de la fugida a l'imaginari.
Tot seguidament, deixo pas als diagrames de flux de cada funció.
I per acabar, si em permeteu, el codi font, l'ADN del treball. Ja que si només incloc el 
programa compilat en CD, sense el codi, el treball seria com un jardí sense flors.
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GLOSSARI
Operador
== Igual a …
!= No igual a …
< Més petit que …
<= Més petit o igual que …
> Més gran que …
>= Més gran o igual que …
Operadors lògics
Operador Significat
&& i lògic: l'expressió tan sols és certa si les dues expressions que relaciona són certes
|| o lògic: tan sols és falsa si les dues expressions que relaciona són falses.
! no lògic: és certa si l'expressió sobre la que opera és falsa i és falsa si l'expressió sobre 
la que opera és certa.
&variable nom de l'adreça de la variable.
*variable punter, contingut de lo apuntat.
Figures dels diagrames de flux.
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1 INTRODUCCIÓ
En aquest segle que ha començat -el segle XXI-, molts avenços tecnològics són fruit, més o 
menys  directes, d'un llenguatge humà:  el  llenguatge  científic.  Curiosament,  cada cop més 
també,  a  causa  potser  de  l'ímpetu  creixent  de  la  immediatesa  de  la  imatge  i  a  les  seves 
possibilitats,  s'eclipsa el valor indiscutible del llenguatge -sigui de la naturalesa que sigui, 
natural, simbòlic, científic, musical, etc.- i, de retruc, la precisió en la comprensió intel·lectual 
de les idees, que són la bastida indiscutible de qualsevol progrés fonamental de l'esperit humà. 
Tot això ha tingut un efecte nociu molt fort en l'aprenentatge del pensament.
La lògica està estructurada damunt d'un llenguatge precís que cal aïllar i aprendre a poc a poc, 
com també, a poc a poc, aprenem el llenguatge natural.
En aquests moments que, sota la influència de Bolonya com a ressò de la influència que 
tingué en èpoques pretèrites -fou la primera ciutat que, al segle XIII, tingué Universitat-, els 
països que componen la Comunitat Europea plantegen la necessitat d'elaborar plans d'estudi 
comunitaris nous, basats en l'adquisició d'habilitats. I personalment crec fermament que no és 
possible bastir cap habilitat tecnològica i matemàtica seriosa si, prèviament, no aconseguim 
dominar-ne, des del començament, el llenguatge bàsic: principis i lleis lògiques.
Aquesta és la raó i la justificació d'aquest treball...No pretenc pas ser pedant ni tampoc 
paternalista. Vull simplement ser didacte en el sentit com personalment entenc l'aprenentatge 
del coneixement i de la vida.
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CAPÍTOL 1. RESUM EHE 08 ART 86.5
El programa està enfocat principalment en els articles 86 Control del formigó, i especialment en el 
apartat 86.5, control durant el subministrament.
El petit resum d'aquest apartat:
86.5.1 Control documental durant el subministrament.
cada partida de formigó emplenada en l'obra anirà acompanyada d'una fulla de subministrament.
La  Direcció  Facultativa  (d'ara  en  endavant  farem menció  de  la  Direcció  Facultativa  com a  DF) 
acceptarà la documentació de la partida de formigó, després de comprovar que els valors mostrats en 
la fulla de subministrament són conformes amb les especificacions de la EHE 08.
86.5.2 Control  de  la  conformitat  de  la  docilitat  del  formigó  durant  el 
subministrament.
Els assajos de consistència s'efectuarà quan:
a) Quant es fabriquin provetes per controlar la resistència.
b) En totes les amassades amb control indirecte.
c) Sempre que ho indiqui la DF.
ci)
Serà conforme quan l'assentament obtingut als assajos es trobi dintre dels límits definits en la taula 
86.5.2.1
Taula 1.1       Taula 86.5.2.1 de la EHE 08. Toleràncies per la consistència del formigó.
Consistència definida per el seu tipus
Tipus de consistència Tolerància en cm Interval resultant
Seca 0 0-2
Plàstica ±1 2-6
Blanda ±1 5-10
Fluida ±2 8-17
Líquida ±2 14-22
Consistència definida per el seu assentament
Assentament en cm Tolerància en cm Interval resultant
Entre 0-2 ±1 A ± 1
Entre 3-7 ±2 A ± 2
Entre 8-12 ±3 A ± 3
Entre 13-18 ±3 A ± 3
86.5.2.2 Criteris d'acceptació o refús.
Quant  la  consistència  s'hagi  definit  pel  seu  tipus  s'acceptarà  el  formigó  quant  la  mitja 
aritmètica dels valors obtinguts estigui compresa dintre del interval corresponent.
En canvi, per una altra banda, si s'ha definit per el seu assentament, s'acceptarà el formigó 
quant la mitja dels valors estigui compresa dintre de la tolerància.
Si no es compleix els intervals implicarà la no acceptació de l'amassada.
86.5.3 Modalitats  de control de la conformitat  de la resistència del formigó 
durant el subministrament.
L'objectiu es assolir la resistència característica especificada en el projecte.
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Els criteris d'acceptació seran en funció de:
a) Distintiu de qualitat.
b) Tipus de control
-Control estadístic.
-Control al 100 per 100.
-Control indirecte.
86.5.4.1 Control  estadístic  de  la  resistència  del  formigó  durant  el 
subministrament.
Aplicació general a totes les obres de formigó estructural.
86.5.4.1 Lots de control de la resistència.
El formigó s'ha de dividir en lots per poder fer un seguiment ben identificat i acurat.
El nombre de lots no serà mai inferior a tres.
Totes les amassades d'un lot seran del mateix subministrador, estarà integrat amb els mateixos 
components i amb mateixa dosificació nominal.
Taula 1.2      Taula 86.5.4.1 de la EHE 08. Tamany màxim dels lots de control de la resistència, per 
formigons sense distintiu de qualitat oficialment reconegut.
Limit superior TIPUS D'ELEMENTS ESTRUCTURALS
Conjunts d'elements a 
compressió
Conjunts d'elements a 
flexió
Conjunts  d'elements 
en Macisos
Volum de formigó 100 m3 100 m3 100 m3
Temps de formigonat 2 setmanes 2 setmanes 1 setmana
Superfície construïda 500 m2 1000 m2 NULL
Número de plantes 2 2 NULL
En el cas que algun lot està constituït per amassades de formigons amb distintiu oficialment 
reconegut, es podrà augmentar multiplicant els valors de la taula anterior per cinc o per dos si 
el distintiu es transitori.
El número mínim de lots continuarà sent tres. I en cap cas, un lot podrà estar formada per 
amassades subministrades a la obra durant un període de temps superior a sis setmanes. Per 
tant si la variable predominant es el temps, a la hora de fer la ampliació estarà limitada per 
aquesta condició.
Si es produeix un incompliment al aplicar el criteri d'acceptació, la DF no aplicarà l'augment 
mencionat per als següents sis lots. Si hi ha algun incompliment en aquests sis lots llavors 
l'augment no es tindrà en compte.
86.5.4.2 Realització dels assajos.
La resistència  es comprovarà a partir  dels  valors mitjos dels  resultats  obtinguts sobre dos 
probetes presses per cada una de les N amassades, segons la taula següent.
Taula 1.3   Taula 86.5.4.2 de la EHE 08.
fck (N/mm2) Amb distintiu de qualitat Altres
fck <= 30 N >= 1 N >= 3
35 <= fck <= 50 N >= 1 N >= 4
Fck > 50 N >= 2 N >= 6
10
Control de qualitat del formigó amb computadora
Les mostres es realitzaran aleatòriament entre les amassades de la obra sotmesa a control.
Amb els resultats s'ordenaran el valors mitjos, xi, de cada una de les N amassades.
x1<= x2 <= ··· <= xN
86.5.4.3 Criteris d'acceptació o refús de la resistència del formigó.
Es defineixen segons:
Cas 1: formigons amb distintiu de qualitat.
Cas 2: formigons sense distintiu.
Cas 3: sense distintiu, fabricats de forma continua en central d'obra o subministrats de forma 
continua per la mateixa central de formigó, en que es controlen en la obra més de trenta set 
amassades del mateix tipus.
Taula 1.4   Taula 86.5.4.3.a de la EHE 08.
Cas de control Criteris d'acceptació Observacions
Control d'identificació
1 Xi >= fck
Control de recepció
2 f(mitj) = mitj – K2rN >= fck
3 f(x(1))=x(1)-K3s35>=fck A partir de l'amassada 37
3<=N<=6
Anteriors a la 37, el criteri 2
xi cada un dels valors mitjos per cada amassada
mitj mitjana de les N amassades
fck resistència característica especificada en el projecte
K2 i K3 Coeficients que prenen valors de la taula 86.5.4.3.b
x(1) valor mínim de les últimes N amassades
rN Valor del recorregut mostral rN=x(N)-x(1)
s desviació típica sense biaix
s35 desviació típica mostral, corresponent a les últimes 35 amassades
Taula 1.5   Taula 86.5.4.3.b de la EHE 08.
Coeficient Número d'amassades controlades (N)
3 4 5 6
K2 1,02 0,82 0,72 0,66
K3 0,85 0,67 0,55 0,43
Transitòriament, fins el 31 de desembre de 2010, es podrà considerar el cas de formigons amb 
distintiu de qualitat oficialment reconegut transitori conforme al apartat 6 del annexe nº 19 de 
la EHE 08.
En aquest cas el criteri serà:
f(mitj)=mitj-1,645σ>=fck
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mitj mitjana de les N amassades
σ desviació típica del formigó subministrat, en N/mm2
86.5.5 Control de la resistència del formigó al 100 per 100
Es comprova en totes les amassades sotmeses a control i calculant, a partir dels seus resultats, 
el valor de la resistència característica real, fc,real 
86.5.5.2 Criteris d'acceptació o refús
Un cop ordenat les N amassades, el valor fc,real serà el lloc n=0,05N, aproximant n per excés.
El criteri serà:
fc,real >= fck
86.5.6 Control indirecte de la resistència del formigó
Estructural, només per formigons en possessió de distintiu de qualitat oficialment reconegut, 
en que:
-Edificis d'habitatges de una o dues plantes, amb llums inferiors a 6 m, o
-Edificis d'habitatges de fins a quatre plantes, que treballen a flexió, amb llums inferiors a 6 
m.
A més:
a) L'ambient ha de ser I o II
b) amb resistència de càlcul a compressió fcd no superior a 10 N/mm2
86.5.6.1 Realització dels assajos
Al menys quatre determinacions al llarg de cada jornada de subministrament.
Serà suficient que s'efectuï sota la supervisió de la DF.
86.5.6.2 Criteris d'acceptació o refús
S'acceptarà si compleix les tres condicions:
a) Els resultats de consistència compleixen l'indicat en 86.5.2
b) Es manté el distintiu de qualitat
c) Es manté la vigència del reconeixement oficial del distintiu de qualitat
86.7 Decisions derivades del control
86.7.1 Decisions derivades del control previ al subministrament
Es comprovarà prèviament que es compleix:
a) El contingut de la documentació del formigó permet assumir que el formigó a subministrar 
complirà les exigències del projecte, així també les de la EHE 08
b) Els assajos previs i els característics, tant de resistència com de dosificació, són conformes 
amb lo exigit en 86.4.3
86.7.2 Decisions derivades del control previs a la posta en obra
La DF acceptarà la posada en obra d'una amassada de formigó després de:
a) El contingut de la fulla de subministrament es conforme amb lo establert
b) després de comprovar que la seva consistència es conforme
86.7.3 Decisions derivades del control experimental després de la posada en 
obra
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86.7.3.1 Decisions derivades del control de resistència
La DF acceptarà el lot quant es compleixi els criteris d'acceptació que s'ha seleccionat entre 
els definits en els apartats 86.5.4, 86.5.5 o 86.5.6, segons la modalitat de control.
Per formigons amb distintiu  de qualitat  la DF acceptarà  el  lot quan els  valors individuals 
obtinguts en els assajos siguin superiors a 0,90fck, i corresponguin al període més pròxim que 
compleixi:
mitj-1,645σ>=0.90fck
on:
mitj valor mitjà dels valors que resulta al incorporar el resultat no conforme als catorze 
resultats més pròxims
σ desviació típica corresponent a la producció del tipus de formigó subministrat
En altres cassos la DF valorarà l'acceptació, reforçament o demolició dels elements afectats.
a)la DF disposarà la realització d'assajos d'informació complementària
b) Si no surt bé, la DF encarregarà la realització d'un estudi especific de la seguretat dels 
elements afectats per el formigó del lot
c) finalment, la DF pot ordenar assajos de comportament estructural amb probes de carga
 La  DF podrà  trencar  les  provetes  addicional,  sempre  que  s'hagin  fabricat  en  el  mateix 
moment.
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CAPÍTOL 2. PROGRAMACIÓ
2.1 Introducció a la programació
Programar és dividir una acció a fer en passos constituents de manera que es realitzi allò que 
volem fer d'una forma segura, exacta, reproduïble i estètica.
De la mateixa manera que hi ha un estil literari  i si només empréssim oracions fetes amb 
subjecte, verb i predicat, el que diem i escrivim tindria una qualitat molt baixa, hi ha un estil 
de programació.
Aquest estil assegura que el programa final
•és econòmic,  que no utilitza  inútilment  la màquina.  La bellesa en la  programació radica 
d'aquí. Trobar el millor camí (o fer el millor algoritme) per guanyar en temps i recursos. A 
vegades el fet d'estalviar en recursos has de perdre un temps molt  preuat, i viceversa. Per 
aprofundir  en aquest punt ens hem d'introduir  en calcul  numèric  i  calcular  les  magnituds 
d'ordre, cosa que no farem perquè ens desviaríem una mica de la temàtica.
•És correcte, dóna el resultat esperat
•És exacte, té la precisió demanada,
•és  llegible,  el  pot  llegir  qualsevol  i  no  només  el  que  va  escriure.  Des  dels  inicis  de  la 
programació en IBM, en que els seus treballadors van començar a donar noms a les variables 
sense cap criteri lògic. En que el nom no et porti al significat desitjat, o el que es refereix la 
variable. Als inicis ficaven els noms dels gossos, dones, fills, etc. Actualment tot això ja s'ha 
solucionat, no obstant en aquest treball he fet ús de noms “massa” llargs per ser professionals. 
He optat  per aquesta  solució,  perquè la  gent  no familiaritzada  en les  abreviatures  puguin 
seguir sense cap mena de dificultat el codi.
•És  corregible,  qualsevol  pot  corregir-lo  si  més  endavant  se  li  ha  d'afegir  algun  nou 
comportament.
Tot això no s'aconsegueix posant una instrucció darrera l'altra sense ordre i mirant si la 
màquina s'ho empassa, si no fent de cada programa un estudi seriós de què volem aconseguir, 
com ho volem aconseguir, quines alternatives tenim i quines són les més adients. Després ja 
podem escriure el programa que, si ho hem fet amb cura, la màquina executarà a la primera.
2.2 Estructura d'un programa en llenguatge c
/* nom del programa */
/* breu explicació del que fa el programa */
/* llista d'importacions o inclusions */
#include ...
/*definició de tipus */
typedef ...
/*declaracions de variables globals i prototipus de funcions */
int main(void)
{
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/* declaracions de variables locals i prototipus de funcions */
/* instruccions */
}
tipus funció_1(par_formal, par_formal, ...)
{
 /* declaracions de variables locals i de prototipus de funcions */
/* instruccions */
}
.....
tipus funció_n(par_formal, par_formal, ...)
{
 /* declaracions de variables locals i de prototipus de funcions */
/* instruccions */
}
descripció de cada cosa
La llista  d'importacions  o  d'inclusions  s'utilitza  per  indicar  fitxers  especials  que  seran 
inclosos en el  programa pel processador abans de la compilació.  Aquests fitxers inclouen 
procediments que el programa necessitarà per realitzar determinades tasques.
Les definicions de constants assignen a un identificador una cadena de caràcters. Abans de la 
compilació,  el  processador  substituirà  l'identificador,  tantes  vegades  com aparegui,  per  la 
cadena de caràcters.
Exemple: #define PI 3.14159265358979
La definició de tipus serveix per dissenyar i/o posar un nom a tipus de variables.
Les  declaracions de variables globals especifiquen les variables que seran conegudes per 
totes les funcions del programa.
Els prototipus de funcions especifiquen les característiques d'una funció:
•El tipus de funció que és el tipus de valor que retorna (int, char, float, ...). Si no en retorna es 
posa void.
•El nom de la funció.
•El tipus dels paràmetres que rep (int, char, float, ...). Si no en rep cap es posa void.
La sintàxi és:
tipus_funció nom_funció (tipus_par_1, ..., tipus_par_n);
La definició de les funcions comença sempre per una instrucció amb la següent sintaxi:
tipus_funció nom_funció (tipus_par_1 nom_par_1, ..., tipus_par_n nom_par_n)
L'execució del programa sempre comença per la funció main que després va encadenant les 
altres funcions.
2.3 Operadors
Anem a veure dos tipus d'operadors molt comuns per relacionar tipus de dades entre elles.
2.3.1 Operadors relacionals
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Operen dues expressions (aritmètiques, caràcter) per donar una expressió lògica que és una 
condició que tan sols pot tenir dos valors: cert o fals.
Hi ha sis operadors relacionals:
Taula 2.1 operadors relacionals
Operador Significat
 == Igual a ...
!= No igual a ...
< Més petit que ...
<= Més petit o igual que ...
> Més gran que ...
>= Més gran o igual que ...
2.3.2 Operadors lògics
Operen dues expressions lògiques per donar una nova expressió lògica.
Hi ha tres operadors lògics:
Taula 2.2  operadors lògics
Operador Significat
&& i lògic: l'expressió tan sols és certa si les dues expressions 
que relaciona són certes.
|| o lògic: tan sols és falsa si les dues expressions que 
relaciona són falses.
! no lògic: és certa si l'expressió sobre la que opera és falsa 
i és falsa si l'expressió sobre la que opera és certa.
2.4 Grups iteratius
Ara farem una petita ullada en els tipus de grups iteratius.
2.4.1 Instrucció while
Estructura:
while (expressió lògica){
bloc d'instruccions
}
Significat: Es tracta d'un grup iteratiu que s'anirà repetint mentre l'expressió lògica sigui certa. 
L'avaluació de l'expressió lògica es fa al principi de cada iteració. Si d'entrada fos falsa, el 
grup no s'executaria cap vegada. S'ha de tenir molt de cura que l'expressió lògica sigui falsa 
en algun moment.
2.4.2 Instrucció do-while
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Estructura:
do{
bloc d'instruccions
}while (expressió lògica);
Significat: Es tracta d'un grup iteratiu que s'anirà repetint mentre l'expressió lògica sigui certa. 
L'avaluació de l'expressió lògica es fa al final de cada iteració. Així doncs el grup s'executa 
almenys un cop.
2.4.3 Instrucció for
Estructura:
for ( inici; expressió lògica; increment){
bloc d'instruccions
}
Significat:  Inicial  ment  s'assigna  valor  a  les  variables  de  control.  Després  es  verifica 
l'expressió  lògica.  Cas  de  complir-se  s'executen  les  instruccions  del  grup iteratiu.  En cas 
contrari se surt del grup. Feta la iteració s'incrementen les variables de control i s'avalua de 
nou l'expressió lògica. La iteració continuarà mentre l'expressió lògica sigui certa. Quan sigui 
falsa s'interromprà.
2.5 Algorismes recursius
1Fins ara hem vist una sola forma de programar una sèrie de càlculs   repetitius de forma 
mecànica:  els  algoritmes  iteratius.  Aquests  són  els  algoritmes  que,  en  llenguatge  de 
programació C, escrivim fent servir les instruccions while,  for, i  do-while, com hem acabat 
de veure.
Ara  veurem  una  nova  forma  de  programar  càlculs  repetitius,  els  anomenats  algorismes 
recursius.  Hi ha casos en que és més apropiat fer servir una tècnica, però n'hi ha d'altres en 
que és millor fer servir l'altre.
CONCEPTES
En general,  es diu que un objecte és recursiu quan es defineix en funció de si mateix.  El 
concepte de recursivitat es fa servir amb molta freqüència en el camp de les matemàtiques.
EXEMPLES
És important observar com en tots els exemples anteriors les definicions recursives sempre 
presenten dues parts clarament diferenciades. Per una banda tenim un cas trivial o element del 
càlcul, com per exemple el factorial de 0. Després tenim la part pròpiament recursiva de la 
definició.
Ens assegurem que en algun moment haurem de calcular suma(a,0), el qual és, precisament, el 
cas trivial de la definició. Per tant en algun moment arribarem a fer servir la part trivial del 
càlcul, la qual no requereix la utilització de recursivitat. Podem estar segurs que no estarem 
aplicant la definició recursiva de forma indefinida.
PRINCIPIS DELS ALGORITMES RECURSIUS.
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Per tal d'escriure problemes recursius correctament cal raonar d'una forma anàloga a com es fa 
quan  s'aplica  el  Principi  d'Inducció  per  demostrar  una  determinada  propietat  sobre  els 
naturals.
PROGRAMACIÓ AMB RECURSIVITAT
Diem que una funció o una acció és recursiva quan conté una crida a si mateixa.
EXEMPLE
MODEL DE LES CÒPIES D'UN PROGRAMA RECURSIU
Tot i que per escriure un algorisme recursiu el més adient és aplicar un raonament anàleg al 
que es fa servir quan s'aplica el principi d'Inducció, aquest no sempre és el mecanisme més 
apropiat per entendre el funcionament de la recursivitat.
Aquesta  secció  descriu  breument  una  forma  alternativa  d'interpretar  una funció recursiva, 
l'anomenat  Model  de les Còpies.  Amb aquest  es pretén contribuir  a la  creació  del  model 
mental apropiat que faciliti la comprensió inicial de la recursivitat.
Suposem que tenim una llista encadenada amb número d'elements N
El valor de la llista número 5, per exemple, li direm llista[4] o *(llista+4), al primer valor, el 
cridarem com llista[0] o *llista. Atenció el nom llista no fa referència a aquest primer valor, 
sinó al valor punter que apunta el primer element de la llista.
La llista està composada pels cinc elements: 1, 2, 3, 5, 8.
Per tant, farem la crida;
suma(llista, N-1)
REAL suma(float *llista, int index)
 SI(index==0) LLAVORS
RETORNA(*llista)
FI SI
RETORNA(*llista+suma(llista-1, index-1))
FÍ FUNCIÓ
Amb 5 elements la crida serà
suma(llista,4)
Per tal de calcular la suma de 5 elements, abans s'ha de calcular la suma de 4. Això requereix 
doncs una crida recursiva, però aquest cop amb valor del paràmetre index=3. Quan es fa una 
crida recursiva es  pot  pensar com si  es creés  una nova còpia  de la  funció amb un valor 
diferent del paràmetre. Tal i com es mostra a la figura. De forma similar es pot pensar com si 
es creessin una seqüència de còpies de la funció, una per cada crida recursiva. La figura & 
mostra totes les còpies per aquest exemple concret. Ja que el paràmetre index de la funció 
decreix a cada crida recursiva, podem estar segurs que en algun moment el paràmetre serà 
index=0 i per tant en lloc de saltar el SI, l'execució passarà per la part SI, en la qual no es fa 
crida recursiva, i per tant la cadena de crides recursives s'acabarà. És en aquest punt quan la 
seqüència comença a retornar el resultat de cada una de les còpies. Al final de tot la primera 
de les còpies, suma(llista,4), també retornarà el seu resultat final.
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És important entendre que,  en realitat  internament  en el computador no es generen noves 
còpies d'un algorisme recursiu cada cop que es fa una crida recursiva. El model de les còpies 
pretén ser, únicament, un instrument que faciliti la comprensió del concepte de la recursivitat.
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REAL suma( *llista, 4)
SI (index==0) LLAVORS
   RETORNA(*llista)
FISI
RETORNA(*llista+suma(llista-1,4-1)
FÍ FUNCIÓ REAL suma( *llista, 3)SI (index==0) LLAVORS
   RETORNA(*llista)
FISI
RETORNA(*llista+suma(llista-1,3-1)
FÍ FUNCIÓ REAL suma( *llista, 2)
SI (index==0) LLAVORS
   RETORNA(*llista)
FISI
RETORNA(*llista+suma(llista-1,2-1)
FÍ FUNCIÓ
REAL suma( *llista, 1)
SI (index==0) LLAVORS
   RETORNA(*llista)
FISI
RETORNA(*llista+suma(llista-1,1-1)
FÍ FUNCIÓ
REAL suma( *llista, 0)
SI (index==0) LLAVORS
   RETORNA(*llista)
FISI
RETORNA(*llista+suma(llista-1,0-1)
FÍ FUNCIÓ
8
8+5
13+3
16+2
18+1
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3. CAPÍTOL 3. PROGRAMA
3.1 Inici programa.
Just  al  primer  de  tot,  s'afegeixen  unes  llibreries  de  funcions  que  s'utilitzaran  al  llarg  del 
programa.
Seguidament defineixo unes variables estructura per guardar la informació de cada lot en cada 
tipus de control.
Després d'això estan llistades totes les funcions que integren el programa. Es la inicialització 
d'aquestes funcions.
#AFEGEIX<stdio.h> 
#AFEGEIX<math.h> 
#AFEGEIX<stdlib.h> 
#AFEGEIX<malloc.h> 
#AFEGEIX<string.h> 
ESTRUCTURA centXcent{ 
CARACTER C 
CARACTER compleix 
CARACTER compleixDocilitat 
REAL *rAmassada 
REAL *probeta1 
REAL *probeta2 
REAL *probeta3 
REAL *rDocilitat 
REAL *rDocilitat1 
REAL *rDocilitat2 
REAL vFormigo 
REAL fck 
ENTER N 
ENTER n 
} 
ESTRUCTURA indirecte{ 
CARACTER C 
CARACTER compleix 
ENTER jornades 
ENTER dets 
REAL *det 
REAL *det1 
REAL *det2 
} 
    
ESTRUCTURA lote { 
CARACTER distQualitat 
CARACTER compleix 
CARACTER compleixDocilitat 
ENTER amassada 
ENTER nLots 
REAL mitjana 
REAL *rAmassada 
REAL *probeta1 
REAL *probeta2 
REAL *probeta3 
REAL *rDocilitat 
REAL *rDocilitat1 
REAL *rDocilitat2 
REAL vFormigo 
ENTER temps 
REAL sup 
ENTER plantes 
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CARACTER T[3] 
REAL fck 
CARACTER C 
REAL TM 
CARACTER A[6] 
ENTER ruso
ESTRUCTURA lote *dNoQual
} 
ESTRUCTURA control{ 
CARACTER nom[50] 
ENTER tipusControl 
}obra; 
NULL imprimirEstadistic(ESTRUCTURA lote *, ENTER , ENTER , CARACTER [], ENTER ) 
NULL imprimir100x100(ESTRUCTURA centXcent *, ENTER ) 
NULL dIndirecte(ESTRUCTURA indirecte *) 
NULL rIndirecte(ESTRUCTURA indirecte *) 
NULL imprimirIndirecte(ESTRUCTURA indirecte *, ENTER ) 
NULL acceptacioIndirecte(ESTRUCTURA indirecte *) 
NULL d100per100(ESTRUCTURA centXcent *) 
NULL r100per100(ESTRUCTURA centXcent *) 
NULL acceptacio100x100(ESTRUCTURA centXcent *) 
NULL agafaDadesArxiu(ENTER *, ENTER *, ENTER *, ENTER *, ENTER *, ENTER *, ESTRUCTURA lote **, 
ESTRUCTURA lote **, ESTRUCTURA lote **, ESTRUCTURA lote **, ESTRUCTURA lote **, ESTRUCTURA lore **) 
NULL agafaDadesLots(ESTRUCTURA lote *, ENTER ,ENTER ) 
NULL desaDadesArxiu(ESTRUCTURA lote *, ESTRUCTURA lote *, ESTRUCTURA lote *, ENTER , ENTER , ENTER , 
ESTRUCTURA lote *, ESTRUCTURA lote *, ESTRUCTURA lote *, ENTER , ENTER , ENTER ) 
NULL desaDadesLots(ESTRUCTURA lote *, ENTER , ENTER ) 
NULL agafaDadesArxiu100x100(ESTRUCTURA centXcent *) 
NULL desaDadesArxiu100x100(ESTRUCTURA centXcent *) 
NULL agafaDadesArxiuIndirecte(ESTRUCTURA indirecte *) 
NULL desaDadesArxiuIndirecre(ESTRUCTURA indirecte *) 
NULL dEstadistic(ESTRUCTURA lote **,ESTRUCTURA lote **,ESTRUCTURA lote **, ENTER *, ENTER *, ENTER 
*) 
ENTER ENTERrDEstadistic(ESTRUCTURA lote **, ENTER ) 
ENTER cLotsPerCadaTipus(ESTRUCTURA lote *, ENTER, ENTER , ENTER ) 
NULL assegura3lots(ENTER *, ENTER *, ENTER *, ESTRUCTURA lote *, ESTRUCTURA lote *, ESTRUCTURA lote 
*, ENTER, ENTER, ENTER) 
NULL generaLots(ESTRUCTURA lote **, ESTRUCTURA lote **, ESTRUCTURA lote **, ENTER , ENTER , ENTER , 
ESTRUCTURA lote *, ESTRUCTURA lote *, ESTRUCTURA lote *, ENTER , ENTER , ENTER ) 
NULL copiaDadesArray(ESTRUCTURA lote *, ENTER , ESTRUCTURA lote *, ENTER ) 
NULL copiaInfMateixForm(ESTRUCTURA lote *, ESTRUCTURA lote *, ENTER ) 
NULL infLots(ESTRUCTURA lote *, ENTER ) 
REAL agafaResultats(REAL **,REAL **, REAL **, REAL **, REAL **, REAL **, REAL **, ENTER ) 
NULL ordenaResultats(REAL [], ENTER ) 
NULL acceptacioEstadistic(ESTRUCTURA lote **, ESTRUCTURA lote **, ESTRUCTURA lote **, ENTER , ENTER , 
ENTER , ESTRUCTURA lote *, ESTRUCTURA lote *, ESTRUCTURA lote *) 
NULL accDocilitatLot(ESTRUCTURA lote *, ENTER ) 
ENTER contaAmassades(ESTRUCTURA lote *,ENTER ) 
NULL accEstLot(ESTRUCTURA lote *, ENTER ) 
REAL calK2(ESTRUCTURA lote *) 
REAL calR(ESTRUCTURA lote *, ENTER ) 
REAL calK3(ESTRUCTURA lote *) 
REAL calS35(ESTRUCTURA lote *) 
NULL recuperaUlt35am(ESTRUCTURA lote *, REAL *, ENTER , REAL *) 
NULL copia(REAL *, REAL *, ENTER *, ENTER ) 
REAL suma(REAL *, ENTER ) 
REAL sumaDSIQ(REAL *, ENTER , REAL ) 
REAL suma14(ESTRUCTURA lote *, ENTER *, ENTER ) 
REAL suma14enLot(REAL *, ENTER *, ENTER ,ENTER *) 
ARXIU *canalSortida, *canalEntrada, *fitxa 
3.2 Funció: main()
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En la funció principal declaro la variable estructura com a Struct centXcent. També declaro la 
variable ind com a Struct indirecte. Pel que fa en el tipus de variables Struct lote, declaro sis 
punters a Struct lote amb noms: lotsC, lotsF, lotsM, auxLotsC, auxLotsF, auxLotsM. Alerta, a 
la hora d'inicialitzar punters se li té que ficar * davant del nom.
També declaro: numLotsC, numLotsF, numLotsM, tipusLotsC, tipusLotsF, tipusLotsM com a 
int. Com el seu propi nom indica numLotsC guardara el número de lots que es generarà per el 
tipus de lots  en compressió.  Idem per F (flexió) i  M (en massa).  La variable  tipusLotsC, 
guardarà el tipus de formigons que hi ha en compressió. Idem per tipusLotsF i tipusLotsM.
Declaro una cadena de caràcters amb nom fitxer, perquè em serveixi com a variable auxiliar 
per guardar el nom de l'arxiu a obrir, a crear arxiu a guardar dades.
Només al iniciar el programa t'apareix un switch en que t'ofereix: crear nou projecte i obrir 
projecte existent.
Si optes per la primera opció et pregunta el nom de la obra i t'apareix un nou switch, en que 
tens que triar entre: control estadístic, control al 100 per 100 i control indirecte.
-Per  al  control  estadístic  es  desvia  a  la  funció  dEstadistic  enviant  l'adreça  dels  punters 
auxLotsC,  auxLotsF  i  auxLotsM.  També  envia  l'adreça  de  les  variables  tipusLotsC, 
tipusLotsF i tipusLotsM.  Atenció, s'envia l'adreça per poder modificar el valor apuntat.
Un cop s'ha tornat d'aquesta funció tenim estructurats  tots  els tipus de formigons i  també 
tenim el número d'ells.
Si tipusLotsC=0 llavors a numLotsC li donem el valor zero, si no, numLotsC li donem el valr 
que retorna la funció cLotsPerCadaTipus. Fem el mateix per els tipus de lots per flexió i en 
massa.
Com que la suma dels lots totals han de ser no inferiors a tres, llavors si estem en aquesta 
casuística cridem la funció assegura3lots.
Un cop fet tot això, ja estem preparats perquè la màquina organitzi tota la informació en els 
punters lotsC, lotsF i lotsM genrant uns arrays i organitzi en cada ells tots els lots de la obra 
tot això en la funció generaLots.
-Per al  control  100 per  100 cridem la funció  d100per100.  Amb aquesta  funció li  enviem 
l'adreça de la variable estructura perquè pugui agafar les dades necessàries.
-Per al control indirecte cridem la funció dIndirecte. També li enviem l'adreça de la variable 
ind.
Després d'aquest switch, el programa et pregunta si vols introduir resultats o simplement vols 
sortir del programa salvant la informació.
-Si la resposta és afirmativa, llavors et pregunta el nom del fitxer per imprimir resultats.
En el cas de control estadístic, et mostra la informació dels lots que hi ha en memòria.
Genera un for per escombrar tots els tipus de lots per cridar la funció agafaResultats. En que 
aquesta funció retorna el valor mitjana en que quedarà guardada en la variable mitjana de cada 
variable del array. Aquesta funció s'encarrega d'agafar totes les dades necessàries per validar 
els lots.
Tot això ho fa per els lots en compressió, flexió i en massa.
Cridem la funció acceptacioEstadistic, per fer el validar els lots.
I  ara  només  ens  queda  imprimir  les  dades  i  resultats  en  l'arxiu  mitjançant  la  funció 
imprimirEstadistic.
En el  cas  del  control  100 per  100,  cridem la  funció  r100per100.  En que agafa  resultats. 
Després amb la funció acceptacio100x100, verifiquem l'acceptació de les dades. I finalment 
amb la funció imprimir100x100, imprimim al arxiu les dades i les conclusions.
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En el cas del control indirecte, cridem la funció  rIndirecte per agafar els resultats. Després 
cridem la funció  acceptacióIndirecte per verificar els resultats i finalment cridem la funció 
imprimirIndirecte per bolcar la informació al arxiu.
-Si la resposta és negativa et pregunta el nom del arxiu a crear les plantilles buides.
Tot seguidament, si estàs en control estadístic, amb la funció imprimirEstadistic et genera les 
plantilles. Seguidament et pregunta el nom de l'arxiu a guardar l'informació de la obra. I et 
guarda  la  informació  amb  la  funció  desaDadesArxiu.  En  el  nom  d'aquesta  funció  no 
especifico el tipus de control, ja que per aquest control està implícit en aquesta funció.
Faré  tot  això  en  el  cas  de  control  100  per  100  amb  les  funcions:  imprimir100x100 i 
desaDadesArxiu100x100.
I  per  el  cas  del  control  indirecte  amb  les  funcions:  imprimirIndirecte  i 
desaDadesArxiuIndirecte.
Un cop has introduït les dades de la obra i et pregunta per introduir resultats, si dius que vols 
sortir del programa, tindràs que introduir el nom del fitxer per crear les plantilles buides.
Per el control estadístic fa les plantilles mitjançant la funció imprimirEstadistic.
També et pregunta el nom de l'arxiu a guardar les dades de la obra. I les deixarà amb la funció 
desaDadesArxiu.
Per al control 100 per 100 crea les plantilles amb la funció imprimir100x100. Et pregunta per 
el nom de l'arxiu a guardar les dades de la obra amb la funció desaDadesArxiu100x100.
I per el control indirecte fa les plantilles amb la fució imprimirIndirecte. Després introdueixes 
el  nom de  l'arxiu  a  guardar  les  dades  de  la  obra,  i  els  guardes  amb  l'ajut  de  la  funció 
desaDadesArxiuIndirecte.
A l'inici  del  programa quan et  preguntava  crear  nou projecte  o  obrir  projecte  existent  Si 
optaves per la segona opció, et pregunta el nom de l'arxiu a obrir. De l'arxiu recupera el nom 
de la obra i el tipus de control que es portava. Gracies aquesta informació farà:
-si és control estadístic, recupera les dades dels lots amb la funció agafaDadesArxiu.
-si és control 100 per 100, agafa les dades amb la funció agafaDadesArxiu100x100.
-i si és control indirecte, recupera les dades amb la funció agafaDadesArxiuIndirecte.
Tot seguit continua seguint el mateix camí de voler continuar i introduir les dades de camp.
I finalitza el programa.
INICI()
ESTRUCTURA centXcent estructura 
ESTRUCTURA indirecte ind 
ESTRUCTURA lote *lotsC, *lotsF, *lotsM, *auxLotsC, *auxLotsF, *auxLotsM 
ENTER  numLotsC, numLotsF, numLotsM, tipusLotsC, tipusLotsF, tipusLotsM 
CARACTER fitxer[30] 
ENTER i,j, opció1, opció2, opció3 
IMPRIMEIX programa del PFC control de qualitat del formigó, fet per Carles Fuentes Moreno 
IMPRIMEIX 1) Crear nou projecte 
IMPRIMEIX 2) Obrir projecte existent 
IMPRIMEIX introdueix l'opció: 
AGAFA opcio1 
SEL·LECCIONA (opcio1) 
{   CAS 1:IMPRIMEIX Nom de la nova obra? 
                AGAFA obra.nom 
                IMPRIMEIX 1) Control estadístic 
                IMPRIMEIX 2) Control al 100 per 100 
                IMPRIMEIX 3) Control Indirecte 
                IMPRIMEIX introdueix el control desitjat: 
                AGAFA(opcio2) 
                obra.tipusControl=opcio2
                SEL·LECCIONA (opcio2) 
                {   CAS 1:dEstadistic(&auxLotsC, &auxLotsF, &auxLotsM, &tipusLotsC, &tipusLotsF, &tipusLotsM) 
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SI(tipusLotsC==0) LLAVORS 
numLotsC=0 
SI NO 
numLotsC=cLotsPerCadaTipus(auxLotsC, 0, tipusLotsC, 0) 
FI SI 
SI(tipusLotsF==0) LLAVORS 
numLotsF=0; 
SI NO 
                                numLotsF=cLotsPerCadaTipus(auxLotsF, 0, tipusLotsF, 0) 
FI SI 
SI(tipusLotsM==0) LLAVORS 
                                numLotsM=0; 
SI NO 
numLotsM=cLotsPerCadaTipus(auxLotsM, 0, tipusLotsM, 1); 
FI SI  
SI(numLotsC+numLotsF+numLotsM<3) LLAVORS 
assegura3lots(&numLotsC, &numLotsF, &numLotsM, auxLotsC, auxLotsF, 
auxLotsM, tipusLotsC, tipusLotsF, tipusLotsM) 
FI SI 
generaLots(&lotsC, &lotsF, &lotsM, numLotsC, numLotsF, numLotsM, auxLotsC, auxLotsF, 
auxLotsM, tipusLotsC, tipusLotsF, tipusLotsM) 
FI CAS 
                    CAS 2: d100per100(&estructura) 
FI CAS 
                    CAS 3: dIndirecte(&ind) 
FI CAS 
                    CAP CAS : IMPRIMEIX("Opció incorrecte\n") 
                            FI CAS 
                } 
                IMPRIMEIX introduir resultats i extreure conclusions? 
                IMPRIMEIX 1) Si 
                IMPRIMEIX 2) No, desitjo sortir 
                IMPRIMEIX introdueix l'opció: 
                AGAFA opció3 
                FI CAS 
        CAS 2: IMPRIMEIX introdueix el nom del fitxer que vols obrir: 
AGAFA fitxer 
canalEntrada=OBRE CANAL(fitxer,LECTURA) 
SI(canalEntrada==NULL) LLAVORS 
IMPRIMEIX("No s'ha pogut obrir el fitxer\n") 
FI PROGRAMA 
FI SI 
opció3=1 
ARXIU AGAFA(canalEntrada,obra.nom) 
ARXIU AGAFA(canalEntrada,&obra.tipusControl) 
opció2=obra.tipusControl 
SI(opció2==1) LLAVORS 
agafaDadesArxiu(&numLotsC, &numLotsF, &numLotsM, &tipusLotsC, &tipusLotsF, 
&tipusLotsM, &lotsC, &lotsF, &lotsM, &auxLotsC, &auxLotsF, &auxLotsM) 
FI SI 
SI(opció2==2) LLAVORS 
agafaDadesArxiu100x100(&estructura) 
FI SI 
SI(opció2==3) LLAVORS 
agafaDadesArxiuIndirecte(&ind) 
FI SI 
TANCA CANAL(canalEntrada) 
FI CAS 
CAP CAS:IMPRIMEIX Opció incorrecte 
FI CAS 
    FI SEL·LECCIONA 
    SEL·LECCIONA (opció3) 
CAS 1: IMPRIMEIX introdueix el nom del fitxer que vols imprimir resultats: 
AGAFA fitxer 
fitxa=OBRE CANAL(fitxer,ESCRIPTURA) 
SI(fitxa==NULL) LLAVORS 
IMPRIMEIX No s'ha pogut obrir el fitxer 
25
Control de qualitat del formigó amb computadora
FI PROGRAMA 
                FI SI 
SI(opció2==1) LLAVORS 
IMPRIMEIX numero de lots numLotsC 
PER i=0 FINS A numLotsC INCR +1 
IMPRIMEIX("%c,%d,%f,%d,%f,%d,%s,%f,%c,%f,%s\n",(lotsC+i)->distQualitat, 
(lotsC+i)->amassada, (lotsC+i)->vFormigo,(lotsC+i)->temps,(lotsC+i)->sup, (lotsC+i)->plantes, (lotsC+i)->T, (lotsC+i)-
>fck, (lotsC+i)->C, (lotsC+i)->TM, (lotsC+i)->A) 
FI PER 
SI(numLotsC>0) LLAVORS 
IMPRIMEIX Per els lots de compressió tenim: 
PER i=0 FINS A numLotsC INCR +1 
IMPRIMEIX("Per al LOT %d de %d\n",i+1,numLotsC) 
(lotsC+i)->mitjana=agafaResultats(&((lotsC+i)->rAmassada),&((lotsC+i)->probeta1), 
&((lotsC+i)->probeta2), &((lotsC+i)->probeta3), &((lotsC+i)->rDocilitat), &((lotsC+i)->rDocilitat1), &((lotsC+i)-
>rDocilitat2), (lotsC+i)->amassada) 
FI PER 
SI(numLotsF>0) LLAVORS 
IMPRIMEIX("\n\nPer els lots de flexió tenim:\n") 
PER i=0 FINS A numLotsF INCR +1 
IMPRIMEIX Per al LOT i+1 de numLotsF 
(lotsF+i)->mitjana=agafaResultats(&((lotsF+i)->rAmassada),&((lotsF+i)->probeta1), 
&((lotsF+i)->probeta2), &((lotsF+i)->probeta3), &((lotsF+i)->rDocilitat), &((lotsF+i)->rDocilitat1), &((lotsF+i)-
>rDocilitat2), (lotsF+i)->amassada) 
FI PER 
SI(numLotsM>0) LLAVORS 
IMPRIMEIX Per els lots en massa tenim: 
PER i=0 FINS A numLotsM INCR +1 
IMPRIMEIX("Per al LOT %d de %d\n",i+1,numLotsM) 
(lotsM+i)->mitjana=agafaResultats(&((lotsM+i)->rAmassada),&((lotsM+i)-
>probeta1), &((lotsM+i)->probeta2), &((lotsM+i)->probeta3), &((lotsM+i)->rDocilitat), &((lotsM+i)->rDocilitat1), 
&((lotsM+i)->rDocilitat2), (lotsM+i)->amassada) 
FI PER 
                    acceptacioEstadistic(&lotsC, &lotsF, &lotsM, numLotsC, numLotsF, numLotsM, auxLotsC, auxLotsF, 
auxLotsM) 
                    
SI(numLotsC>0) LLAVORS 
imprimirEstadistic(lotsC, 0, numLotsC,"compressió",1) 
FI SI 
SI(numLotsF>0) LLAVORS 
imprimirEstadistic(lotsF, 0, numLotsF,"flexió",1) 
FI SI 
SI(numLotsM>0) LLAVORS 
imprimirEstadistic(lotsM, 0, numLotsM,"massa",1) 
FI SI 
FI SI 
SI(opció2==2) LLAVORS 
r100per100(&estructura) 
acceptacio100x100(&estructura) 
imprimir100x100(&estructura,1) 
FI SI 
SI(opció2==3) LLAVORS 
rIndirecte(&ind) 
acceptacioIndirecte(&ind) 
imprimirIndirecte(&ind,1) 
FI SI 
TANCA CANAL(fitxa) 
FI CAS; 
CAS 2: IMPRIMEIX introdueix el nom del fitxer per les plantilles buides: 
AGAFA fitxer 
fitxa=OBRA CANAL(fitxer,ESCRIPTURA) 
SI(fitxa==NULL) LLAVORS 
IMPRIMEIX No s'ha pogut obrir el fitxer 
FI PROGRAMA 
FI SI 
SI(opcio2==1) 
SI(numLotsC>0) LLAVORS 
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imprimirEstadistic(lotsC, 0, numLotsC,"compressió",0) 
FI SI 
SI(numLotsF>0) LLAVORS 
imprimirEstadistic(lotsF, 0, numLotsF,"flexió",0) 
FI SI 
SI(numLotsM>0) LLAVORS 
imprimirEstadistic(lotsM, 0, numLotsM,"massa",0) 
FI SI 
TANCA CANAL(fitxa) 
                    
IMPRIMEIX Guardar inf sobre la obra, a l'arxiu: 
AGAFA fitxer 
canalSortida=OBRA CANAL(fitxer,ESCRIPTURA) 
SI(canalSortida==NULL) LLAVORS 
IMPRIMEIX No s'ha pogut obrir el fitxer 
FI PROGRAMA 
FI SI 
ARXIU IMPRIMEIX(canalSortida,obra.nom) 
ARXIU IMPRIMEIX(canalSortida,"%d\n",obra.tipusControl); 
desaDadesArxiu(lotsC, lotsF, lotsM, numLotsC, numLotsF, numLotsM, auxLotsC, auxLotsF, 
auxLotsM, tipusLotsC, tipusLotsF, tipusLotsM); 
TANCA CANAL(canalSortida); 
FI SI 
SI(opció2==2) LLAVORS 
imprimir100x100(&estructura,0) 
TANCA CANAL(fitxa) 
IMPRIMEIX Guardar inf sobre la obra, a l'arxiu: 
AGAFA fitxer 
canalSortida=OBRA CANAL(fitxer,ESCRIPTURA) 
SI(canalSortida==NULL) LLAVORS 
IMPRIMEIX No s'ha pogut obrir el fitxer 
FI PROGRAMA 
FI SI 
ARXIU IMPRIMEIX(canalSortida,obra.nom) 
ARXIU IMPRIMEIX(canalSortida,obra.tipusControl) 
                    
desaDadesArxiu100x100(&estructura) 
TANCA CANAL(canalSortida) 
FI SI 
SI(opcio2==3) LLAVORS 
imprimirIndirecte(&ind,0) 
TANCA CANAL fitxa 
IMPRIMEIX Guardar inf sobre la obra, a l'arxiu: 
AGAFA fitxer 
canalSortida=OBRA CANAL(fitxer,ESCRIPTURA); 
SI(canalSortida==NULL) LLAVORS 
IMPRIMEIX No s'ha pogut obrir el fitxer 
FI PROGRAMA 
FI SI 
ARXIU IMPRIMEIX(canalSortida,obra.nom) 
ARXIU IMPRIMEIX(canalSortida,obra.tipusControl) 
                    
desaDadesArxiuIndirecre(&ind) 
TANCA CANAL(canalSortida) 
FI SI 
FI CAS 
        CAP CAS: IMPRIMEIX Opció incorrecte 
FI CAS 
FI SEL·LECCIONA 
FI PROGRAMA 
3.3 Funció: dEstadistic(struct lote **auxLotsC, struct lote **auxLotsF, struct lote 
**auxLotsM, int *tipusLotsC, int *tipusLotsF, int *tipusLotsM)
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A la  capçalera  de  la  funció  es  declaren  tres  punters  a  punters  de  struct  lote,  amb  nom 
auxLotsC, auxLotsF i auxLotsM. El que rep és l'adreça del punter de la funció main. Per tant 
la declaració serà del tipus struct lote **auxLotsC. També es declaren tres punters int, en que 
reben l'adreça de tipusLotsC, tipusLotsF i tipusLotsM. Declarem com a punter perquè quan 
modifiquem la  informació  on  està  apuntant,  en la  funció  main  podrem recuperar  aquests 
valors.
Cridem la funció intrDEstadistic, per al tipus de compressió, i aquesta funció retorna un  valor 
enter que s'emmagatzemaa *tipusLotsC.
Es fa el mateix per els lots a flexió i en massa.
INICI dEstadistic(ESTRUCTURA lote **auxLotsC,ESTRUCTURA lote **auxLotsF,ESTRUCTURA lote **auxLotsM, 
ENTER *tipusLotsC, ENTER *tipusLotsF, ENTER *tipusLotsM) 
IMPRIMEIX Primer determinarem la obra en lots 
IMPRIMEIX El numero de lots no serà inferior a tres 
IMPRIMEIX Recorda, totes les amassades d'un lot seran del mateix subministrador 
IMPRIMEIX Primer separaràs les dades en compressió, en flexió i en macisos 
    
IMPRIMEIX introdueix les dades dels elements a compressió 
*tipusLotsC=intrDEstadistic(auxLotsC, 0) 
IMPRIMEIX introdueix les dades dels elements a flexió 
*tipusLotsF=intrDEstadistic(auxLotsF, 0) 
IMPRIMEIX introdueix les dades dels elements en massa 
*tipusLotsM=intrDEstadistic(auxLotsM, 1) 
RETORNA 
FÍ FUNCIÓ 
3.4 Funció: intrDEstadistic(struct lote **auxLots, int massa)
declara en capçalera struct lote **auxLots, int massa. La variable massa és per discriminar si 
el lot es en massa per no fer dues preguntes de superfície i plantes.
També declarem nSubm, *submTipusForm, suma=0, index=0, i, j. La primera és per tractar el 
número de subministradors, la segona per crear un array amb quants tipus de formigons tindrà 
cada subministrador i les altres quatre serviran pe treballar en una iteració.
Seguidament  la funció et  pregunta el  número de subministradors que tens. Si fiques zero, 
retorna la funció zero. Llavors genera un array a submTipusForm amb dimensió nSubm.
Introdueixes quants tipus de formigons tens per cada subministrador.
Genera un array a auxLots per generar una llista de tots els tipus de formigons diferents per 
aquesta classe.
I  amb  un  doble  for  crides  la  funció  infLots,  per  introduir  la  informació  de  cada  lot 
personalitzada.
Finalitza la funció retornant la suma de tots els tipus de formigons.
ENTER intrDEstadistic(ESTRUCTURA lote **auxLots, ENTER massa) 
ENTER nSubm, *submTipusForm 
ENTER suma=0, index=0, i, j 
    
IMPRIMEIX Quants subministradors tens en aquest apartat: 
AGAFA nSubm 
SI(nSubm==0) LLAVORS 
RETORNA(0) 
FI SI 
submTipusForm=(ENTER *)calloc(nSubm, sizeof(ENTER)) 
PER i=0 FINS A nSubm INCR +1 
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IMPRIMEIX Pel subministrador i+1 tipus de formigons? 
AGAFA("%d",submTipusForm+i) 
suma+=*(submTipusForm+i) 
FI PER 
SI(suma!=0) 
*auxLots=(ESTRUCTURA lote *)calloc(suma, sizeof(ESTRUCTURA lote)) 
FI SI 
PER i=0 FINS A nSubm INCR +1 
IMPRIMEIX Per al subministrador i+1 
PER j=0 FINS A *(submTipusForm+i) INCR +1 
IMPRIMEIX introdueix la informació del lot j+1 
infLots(*(auxLots)+index, massa) 
index++ /*al final el valor index assoleix el valor suma*/ 
FI PER 
FI PER 
ALLIBERA(submTipusForm) 
RETORNA(suma) 
FÍ FUNCIÓ 
3.5 Funció: infLots(struct lote *lot, int massa)
En la capçalera declaro un punter struct lote i un enter amb nom massa que em servirà per 
discriminar en els lots en massa.
Declaro un caràcter per agilitzar l'escriptura de la funció. Per no arrossegar noms molt llarg 
tota la estona.
Pregunto la informació:
-distintiu de qualitat
-Fck
-T (HM/HA/HP)
-consistència
-TM, tamany màxim de l'àrid
-tipus d'ambient
-quantitat de formigó
-temps de formigonat
i si no és en massa:
-superfÍcie
-número de plantes.
I ara depenent sí té distintiu de qualitat i amb el seu Fck calcula el número d'amassades per 
lot. Es guarda en la variable lot->amassada.
INICI infLots(ESTRUCTURA lote *lot, ENTER massa) 
CARACTER co; 
    
IMPRIMEIX Te distintiu de qualitat, S, N o T=transitori? 
AGAFA lot->distQualitat 
IMPRIMEIX I el fck en N/mm^2? 
AGAFA lot->fck 
IMPRIMEIX introdueix T, (HM/HA/HP)? 
AGAFA lot->T 
IMPRIMEIX introdueix C, consistència: 
AGAFA lot->C 
IMPRIMEIX introdueix TM, tamany màxim de l'àrid en mm: 
AGAFA lot->TM 
IMPRIMEIX introdueix tipus d'ambient: 
AGAFA lot->A 
IMPRIMEIX Quantitat de formigó en m^3: 
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AGAFA lot->vFormigo 
IMPRIMEIX Temps de formigonat en setmanes: 
AGAFA lot->temps 
SI(massa!=1) LLAVORS 
IMPRIMEIX Superfície afectada en m^2: 
AGAFA lot->sup 
IMPRIMEIX Numero de plantes: 
AGAFA lot->plantes 
FI SI 
co=lot->distQualitat 
SI(co=='S'||co=='s'||co=='T'||co=='t') LLAVORS 
SI(lot->fck<=50) LLAVORS 
lot->amassada=1; 
SI NO 
lot->amassada=2; 
FI SI 
FI SI 
SI(co=='N'||co=='n') LLAVORS 
SI(lot->fck<=30) LLAVORS 
lot->amassada=3; 
SI NO 
SI(lot->fck<=50) LLAVORS 
lot->amassada=4; 
SI NO 
lot->amassada=6; 
FI SI 
FI SI 
FÍ FUNCIÓ 
3.6 Funció: cLotsPerCadaTipus(struct lote *auxLots, int index, int tipusLots, int 
massa)
Aquesta funció retorna un valor enter. Està plantejada per ser recursiva.
S'inicialitza  en  capçalera  struct  lote  *auxLots,  la  variable  index  serveix  per  indexar  la 
recursivitat. I tipusLots serveix per ficar el limit a la recursivitat.
Primerament hi ha un procés algorítmic per calcular el número de lots per aquest tipus de 
formigó estudiat. Té en compte per si té distinitu de qualitat aplicar el morfisme per adaptar el 
número de lots. També disposa d'un while per assegurar els lots en aquesta reducció perquè 
no superin les sis setmanes.
Si index+1=tipusLots, estem al final, retorna el valor calculat.
Si no és així torna a cridar la mateixa funció en el retorna amb la suma del valor calculat i la 
funció que cridem. La funció que cridem serà igual, però amb el index++, i el punter del tipus 
de formigó mogut un punter endavant en la memòria.
ENTER cLotsPerCadaTipus(ESTRUCTURA lote *auxLots,ENTER index, ENTER tipusLots, ENTER massa) 
ENTER aux; 
aux=VALOR ENTER MÉS PETIT O IGUAL PER SOBRE((auxLots->vFormigo)/100) 
SI(VALOR ENTER MÉS PETIT O IGUAL PER SOBRE((auxLots->temps)/2)>aux) LLAVORS 
aux=VALOR ENTER MÉS PETIT O IGUAL PER SOBRE(auxLots->temps/2) 
FI SI 
    
SI(massa!=1) LLAVORS 
SI(VALOR ENTER MÉS PETIT O IGUAL PER SOBRE(auxLots->sup/500)>aux) LLAVORS 
aux=VALOR ENTER MÉS PETIT O IGUAL PER SOBRE(auxLots->sup/500) 
FI SI 
SI(VALOR ENTER MÉS PETIT O IGUAL PER SOBRE(auxLots->plantes/2)>aux) LLAVORS 
aux=VALOR ENTER MÉS PETIT O IGUAL PER SOBRE(auxLots->plantes/2) 
FI SI 
FI SI 
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SI(auxLots->distQualitat=='S'||auxLots->distQualitat=='s') LLAVORS 
aux=VALOR ENTER MÉS PETIT O IGUAL PER SOBRE(aux/5) 
MENTRES((VALOR ENTER MÉS PETIT O IGUAL PER SOBRE(auxLots->temps)/6)>aux) FER 
aux++
FI FER 
FI SI 
SI(auxLots->distQualitat=='T'||auxLots->distQualitat=='t') LLAVORS 
aux=VALOR ENTER MÉS PETIT O IGUAL PER SOBRE(aux/2) 
FI SI 
auxLots->nLots=aux 
IMPRIMEIX Lots generats són auxLots->nLots en el tipus index+1 
SI(index+1==tipusLots) LLAVORS 
RETORNA(auxLots->nLots) 
FI SI 
RETORNA((auxLots->nLots)+cLotsPerCadaTipus(auxLots+1, index+1, tipusLots, massa)) 
FÍ FUNCIÓ 
3.7 Funció: generaLots(struct lote **lotsC, struc lote **lotsF, struct lote **lotsM, 
int  numLotsC,  int  numLotsF,  int  numLotsM,  struct  lote  *auxLotsC,  struct  lote 
*auxLotsF, struct lote *auxLotsM, int tipusLotsC, int tipusLotsF, int tipusLotsM)
Primerament tenim tres punters a punters a la variable struct lote en que ens servirà per dirigir 
la creació del array per a lotsC, lotsF i lotsM. També rep el valor de numLotsC, numLotsF i 
numLotsM perquè és la dimensió dels arrays a crear. També declarem tres variables punter a 
struct lote per rebre l'adreça dels auxLotsC, auxLotsF i auxLotsM. I finalment el tipusLotsC, 
tipusLotsF i tipusLotsM perquè és la dimensió dels arrays anteriors i ens servirà per mourens 
per la informació.
Per compressió, flexió i en massa generem l'array del lot i cridem la funció copiaDadesArray 
enviant-li l'adreça última de lotsC, i també la última adreça per auxLotsC. Ja que aquesta 
funció  funciona  d'una  manera  recursiva  i  anirà  transferint  les  dades  d'una  manera  molt 
curiosa. Ho veurem profundament en l'estudi d'aquesta funció.
Ara ensenyem per pantalla cada lot quantes amassades té i li ofereix a l'usuari augmentar el 
número d'amassades per el lot desitjat.
INICI generaLots(ESTRUCTURA lote **lotsC, ESTRUCTURA lote **lotsF, ESTRUCTURA lote **lotsM, ENTER 
numLotsC, ENTER numLotsF, ENTER numLotsM, ESTRUCTURA lote *auxLotsC, ESTRUCTURA lote *auxLotsF, 
ESTRUCTURA lote *auxLotsM, ENTER tipusLotsC, ENTER tipusLotsF, ENTER tipusLotsM) 
ENTER i, opcio, aux, ampliacio 
SI(numLotsC!=0) LLAVORS 
*lotsC=(ESTRUCTURA lote *)calloc(numLotsC,sizeof(ESTRUCTURA lote)) 
copiaDadesArray(*lotsC+numLotsC-1, numLotsC, auxLotsC+tipusLotsC-1, tipusLotsC) 
FI SI 
SI(numLotsF!=0) LLAVORS 
*lotsF=(ESTRUCTURA lote *)calloc(numLotsF,sizeof(ESTRUCTURA lote)) 
copiaDadesArray(*lotsF+numLotsF-1, numLotsF, auxLotsF+tipusLotsF-1, tipusLotsF) 
FI SI 
SI(numLotsM!=0) LLAVORS 
*lotsM=(ESTRUCTURA lote *)calloc(numLotsM,sizeof(ESTRUCTURA lote)) 
copiaDadesArray(*lotsM+numLotsM-1, numLotsM, auxLotsM+tipusLotsM-1, tipusLotsM) 
FI SI 
    
PER i=0 FINS A numLotsC INCR +1 
            IMPRIMEIX Per els elements a compressió, el lot i+1 amb *(lotsC)+i)->amassada amassades 
FI PER 
PER i=0 FINS A numLotsF INCR +1 
            IMPRIMEIX Per els elements a flexió, el lot i+1 amb *(lotsF)+i)->amassada amassades 
FI PER 
PER i=0 FINS A numLotsM INCR +1 
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            IMPRIMEIX Per els elements macissos, el lot i+1 amb *(lotsM)+i)->amassada amassades 
FI PER 
    
IMPRIMEIX Vols ampliar alguna masada d'algun lot? 
FES 
IMPRIMEIX 1) Lots de compressió 
IMPRIMEIX 2) Lots de flexió 
IMPRIMEIX 3) Lots en massa 
IMPRIMEIX 4) No, ja m'està be 
IMPRIMEIX introdueix l'opció: 
AGAFA opció 
SEL·LECCIONA (opció) 
CAS 1: IMPRIMEIX introdueix el número lot a compressió 
AGAFA aux 
aux-- 
IMPRIMEIX introdueix les amassades desitjades 
FES 
IMPRIMEIX introdueix un valor superior al de partida 
AGAFA ampliació 
MENTRES((*(lotsC)+aux)->amassada >=ampliació) 
(*(lotsC)+aux)->amassada=ampliació 
FI CAS 
CAS 2: IMPRIMEIX introdueix el número de lot a flexió 
AGAFA aux 
IMPRIMEIX introdueix les amassades desitjades 
FES 
IMPRIMEIX introdueix un valor superior al de partida 
AGAFA ampliació 
MENTRES((*(lotsF)+aux)->amassada>=ampliació) 
(*(lotsF)+aux)->amassada=ampliació 
FI CAS 
CAS 3: IMPRIMEIX introdueix el número de  lot en massa 
AGAFA aux 
IMPRIMEIX introdueix les masades desitjades 
FES 
IMPRIMEIX introdueix un valor superior al de partida 
AGAFA ampliació 
MENTRES((*(lotsM)+aux)->amassada>=ampliació) 
                    (*(lotsM)+aux)->amassada=ampliació 
                    FI CAS 
CAS 4: IMPRIMEIX Molt bé, s'ha de mirar pel medi ambient 
FI CAS 
CAP CAS: IMPRIMEIX Opció incorrecta 
FI CAS 
FI SEL·LECCIONA 
MENTES(opció!=4) 
FÍ FUNCIÓ 
3.8 Funció: copiaDadesArray(struct lote *lots, int index, struct lote *auxLots, int 
indexAux)
el indexAux inicialment en la primera crida és el tipus de formigons. El valor index serveix 
per ficar fí a la recursivitat.
També inicialitza en la capçalera punter de struct lote a lots i auxLots.
Si indexAux=1, estem al ultim tipus de formigó farem un while fins que index=0 i copiarem 
estructura del auxiliar lot a la estructura del lot. Si estem al ultim surt de funció i retorna, si no 
recula un punter per a lot i al index se li resta una unitat.
En el cas que indexAux no sigui igual a 1 cridem la funció copiaInfMateix Form. Aquesta 
funció s'encarregarà a copiar la informació per totes les variables lot per només un tipus de 
formigó d'una manera recursiva.
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Finalment com ja hem dit abans, es fa la crida a ella mateixa, copiaDadesArray, movent-nos 
en el punter lots tantes vegades com copies hem fet. Per a l'index també. I per auxLots ens 
movem una posició a avall i indexAux també.
INICI copiaDadesArray(ESTRUCTURA lote *lots, ENTER index, ESTRUCTURA lote *auxLots, ENTER indexAux) 
    
SI(indexAux==1) LLAVORS 
MENTRES(index>=1) 
*lots=*auxLots 
SI(index==1) LLAVORS 
RETORNA 
FI SI 
lots=lots-1 
index-- 
FI MENTRES 
RETORNA 
SI NO 
copiaInfMateixForm(lots, auxLots, (auxLots->nLots)-1) 
FI SI 
copiaDadesArray(lots-(auxLots->nLots), index- auxLots->nLots, auxLots-1, indexAux-1) 
FÍ FUNCIÓ 
3.9 Funció:  copiaInfMateixForm(struct  lote  *lots,  struct  lote  *auxLots,  int 
quantitatIguals)
Inicialitzem dos punters a struct lote apuntant a l'estructura per transferir la informació entre 
arrays.  L'ultim valor   quatitatsIguals  no  cal  dir  que  ens  serveix  per  marcar  el  límit  a  la 
recursivitat, i que és les vegades que hi han de copiar-se la mateixa informació.
Priemrament pasem la informació. Si estem al ultim retornem. Si no, la funció es crida a ella 
mateixa amb un punter menys per a lots, i per quantitatIguals restar-li un. Atenció, a l'array 
auxLots no ens movem, li pasem la mateixa adreça.
INICI copiaInfMateixForm(ESTRUCTURA lote *lots, ESTRUCTURA lote *auxLots, ENTER quantitatIguals) 
*lots=*auxLots 
SI(quantitatIguals==0) LLAVORS 
RETORNA 
FI SI 
copiaInfMateixForm(lots-1, auxLots, quantitatIguals-1) 
FÍ FUNCIÓ 
 
3.10 Funció:  imprimirEstadisitc(struct  lote  *lot,  int  index,  int  numLots,  char 
aux[], int tipusF)
Tal com diu el nom de la mateixa funció el que s'encarregara serà fer plantilles o imprimir 
resultats. La funció rep a capçalera l'adreça del lot a imprimir, el valor index és  el número del 
lot a imprimir i numLots és el número de lots que hi ha en total. La cadena de caràcters que 
rep  serà  depèn  el  cas  “compressió”,  “flexió”  o  “en  massa”.  El  valor  tipusF  servirà  per 
seleccionar si fa plantilles per omplir o imprimirà resultats.
Imprimeix a arxiu el número de lot. La seva denominació. Si té distintiu de qualitat o no. I 
quanta quantitat de formigó, quantes setmanes, superfície i número de plantes per aquest tipus 
de formigó.
33
Control de qualitat del formigó amb computadora
En aquest punt discrimina si tipusF=0 el que farà serà una plantilla per omplir els resultats, si 
no, el que farà passara a arxiu tots els resultats de resistència i de docilitat. També al final 
imprimeix si compleix o no.
Per finalitzar la funció, com que és recursiva, mira si index=numLots-1 retorna la funció, això 
vol dir que estem en l'ultim lot. Si no, es crida a ella mateixa però el punter del lot augmenta i 
també augmenta el valor index en la unitat.
INICI imprimirEstadistic(ESTRUCTURA lote *lot, ENTER index, ENTER numLots, CARACTER aux[], ENTER tipusF) 
ENTER i 
REAL auxF 
ARXIU IMPRIMEIX(fitxa,El lot en AUX número index+1 de numLots 
ARXIU IMPRIMEIX(fitxa,Composat amb el formigó amb denominacció lot->T-lot->fck/ lot->C / lot->TM /lot-
>A) 
SI(lot->distQualitat=='s'||lot->distQualitat=='S') LLAVORS 
ARXIU IMPRIMEIX(fitxa, Amb distintiu de qualitat) 
FI SI 
SI(lot->distQualitat=='t'||lot->distQualitat=='T') LLAVORS 
ARXIU IMPRIMEIX(fitxa, Amb distintiu de qualitat transitori) 
FI SI 
ARXIU IMPRIMEIX(fitxa, En aquest lot repercuteix: 
ARXIU IMPRIMEIX(fitxa,lot->vFormigo m^3 de formigó) 
ARXIU IMPRIMEIX(fitxa, lot->temps setmanes) 
ARXIU IMPRIMEIX(fitxa, lot->sup m^2 de superfície) 
ARXIU IMPRIMEIX(fitxa, lot->plantes plantes\) 
ARXIU IMPRIMEIX(fitxa,Amb uns resultats de les amassades) 
    
SI(tipusF==0) LLAVORS 
PER i=0 FINS A lot->amassada INCR +1 
ARXIU IMPRIMEIX(fitxa, Per a la amassada i+1) 
ARXIU IMPRIMEIX(fitxa, La primera proveta       N/mm^2) 
ARXIU IMPRIMEIX(fitxa, La segona proveta        N/mm^2) 
ARXIU IMPRIMEIX(fitxa, La tercera proveta       N/mm^2) 
FI PER 
PER i=0 FINS A lot->amassada INCR +1 
ARXIU IMPRIMEIX(fitxa, Per a la amassada i+1) 
ARXIU IMPRIMEIX(fitxa, El primer assaig de docilitat     cm) 
ARXIU IMPRIMEIX(fitxa, El segon assaig de docilitat      cm) 
FI PER 
SI NO 
PER i=0 FINS A lot->amassada INCR +1 
ARXIU IMPRIMEIX(fitxa,Per a la amassada i+1) 
ARXIU IMPRIMEIX(fitxa, La primera proveta *(lot->probeta1+i) N/mm^2) 
ARXIU IMPRIMEIX(fitxa, La segona proveta *(lot->probeta2+i) N/mm^2) 
auxF=(*(lot->probeta1+i)+*(lot->probeta2+i))/2 
SI(*(lot->probeta3+i)!=0) LLAVORS 
ARXIU IMPRIMEIX(fitxa, La tercera proveta *(lot->probeta3+i) N/mm^2) 
auxF=(*(lot->probeta1+i)+*(lot->probeta2+i)+*(lot->probeta3+i))/3 
FI SI 
ARXIU IMPRIMEIX(fitxa, Amb resistència mitjana auxF N/mm^2) 
FI PER 
ARXIU IMPRIMEIX(fitxa, Per tant, el resultat d'aquest lot és, compleix:lot->compleix) 
PER i=0 FINS A lot->amassada INCR +1 
ARXIU IMPRIMEIX(fitxa, Per a la amassada i+1) 
ARXIU IMPRIMEIX(fitxa, El primer assaig de docilitat *(lot->rDocilitat1+i) cm) 
auxF=*(lot->rDocilitat1+i) 
SI(*(lot->rDocilitat2+i)!=0) LLAVORS 
ARXIU IMPRIMEIX(fitxa, El segon assaig de docilitat *(lot->rDocilitat2+i) cm) 
auxF=(*(lot->rDocilitat1+i)+*(lot->rDocilitat2+i))/2 
FI SI 
ARXIU IMPRIMEIX(fitxa, Amb docilitat mitjana auxF cm) 
FI PER 
ARXIU IMPRIMEIX(fitxa, Per tant, el resultat d'aquest lot en matèria de docilitat, compleix:lot-
>compleixDocilitat) 
FI SI 
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SI(index==numLots-1) LLAVORS 
RETORNA 
FI SI 
imprimirEstadistic(lot+1,index+1,numLots, aux, tipusF) 
FÍ FUNCIÓ 
3.11 Funció: imprimir100x100(struct centXcent *e, int tipusF)
Aquesta funció com diu el seu propi nom servirà per imprimir els resultats o fer la plantilla 
per els resultats d'aquest tipus de control.
En la capçalera s'inicialitza un punter a struct centXcent amb nom e, i també un enter que ens 
servira per discriminar entre fer una plantilla per omplir o imprimir els resultats.
Per al tipusF=0, la funció fa una plantilla per els resultats, i si no imprimirà els resultats tant 
de compressió com docilitat. Al final ens imprimeix si amb aquestes dades compleix o no.
INICI imprimir100x100(ESTRUCTURA centXcent *e, ENTER tipusF) 
ENTER i 
REAL auxF 
SI(tipusF==0) LLAVORS 
PER i=0 FINS A e->N INCR +1 
ARXIU IMPRIMEIX(fitxa, Per a la amassada i+1) 
ARXIU IMPRIMEIX(fitxa, La primera proveta       N/mm^2) 
ARXIU IMPRIMEIX(fitxa, La segona proveta        N/mm^2) 
ARXIU IMPRIMEIX(fitxa, La tercera proveta       N/mm^2) 
        
ARXIU IMPRIMEIX(fitxa, Per a la amassada i+1) 
ARXIU IMPRIMEIX(fitxa, El primer assaig de docilitat       cm) 
ARXIU IMPRIMEIX(fitxa, El segon assaig de docilitat        cm) 
FI PER 
SI NO 
PER i=0 FINS A e->N INCR +1 
ARXIU IMPRIMEIX(fitxa, Per a la amassada i+1) 
ARXIU IMPRIMEIX(fitxa, La primera proveta *(e->probeta1+i) N/mm^2) 
ARXIU IMPRIMEIX(fitxa, La segona proveta  *(e->probeta2+i) N/mm^2) 
auxF=(*(e->probeta1+i)+*(e->probeta2+i))/2 
SI(*(e->probeta3+i)!=0) LLAVORS 
ARXIU IMPRIMEIX(fitxa, La tercera proveta *(e->probeta3+i) N/mm^2) 
auxF=(*(e->probeta1+i)+*(e->probeta2+i)+*(e->probeta3+i))/3 
FI SI 
ARXIU IMPRIMEIX(fitxa, Amb resistència mitjana auxF N/mm^2) 
FI PER 
        
ARXIU IMPRIMEIX(fitxa, Per tant, el resultat de resistència, compleix:e->compleix) 
        
PER(i=0;i<e->N;i++) 
ARXIU IMPRIMEIX(fitxa, Per a la amassada i+1) 
ARXIU IMPRIMEIX(fitxa, El primer assaig de docilitat *(e->rDocilitat1+i) cm) 
auxF=*(e->rDocilitat1+i) 
SI(*(e->rDocilitat2+i)!=0) LLAVORS 
ARXIU IMPRIMEIX(fitxa, El segon assaig de docilitat *(e->rDocilitat2+i) cm) 
auxF=(*(e->rDocilitat1+i)+*(e->rDocilitat2+i))/2 
SI SI 
FI PER 
ARXIU IMPRIMEIX(fitxa, Amb docilitat mitjana auxF cm) 
FI SI 
ARXIU IMPRIMEIX(fitxa, Per tant, el resultat en matèria de docilitat és, compleix:e->compleixDocilitat) 
FÍ FUNCIÓ 
3.12 Funció: dIndirecte(struct indirecte *ind)
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En la capçalera d'aquesta funció inicialitzem un punter a struct indirecte amb el nom ind.
Aquesta funció s'encarregarà a agafar les dades inicials de la obra per aquest tipus de control.
Primer, pregunta la consistència del formigó.
Segon, pregunta el número de jornades de subministrament de formigó que hi haurà a la obra.
I finalment amb l'ajuda de un do-while, es pregunta per les determinacions pe jornada. El 
número mínim és quatre.
INICI dIndirecte(ESTRUCTURA indirecte *ind) 
IMPRIMEIX Quina Consistència tindrà el formigó? 
AGAFA ind->C 
IMPRIMEIX Quantes jornades de subministrament de formigó tindràs a la obra? 
AGAFA ind->jornades 
FES 
IMPRIMEIX introdueix determinacions per jornada, (mínim quatre): 
AGAFA ind->dets 
MENTRES(ind->dets<4) 
FÍ FUNCIÓ 
3.13 Funció: rIndirecte(struct indirecte *ind)
Aquesta funció s'encarregarà de recollir les dades per aquest tipus de control.
En la capçalera d'aquesta funció es declara un punter a struct indirecte amb nom ind.
En la funció inicial ment es generen tres arrays a ind->det, ind->det1  i ind->det2 amb una 
dimensió de número de jornades per número de determinacions. Per tant tindrem les dades 
emmagatzemades  en  l'array  de  la  manera  que  primer  aniran  els  resultats  de  totes  les 
determinacions  de la primera  jornada,  seguit  de la  segona jornada,  i  així  fins a  la  última 
jornada.
Per tant per agafar els resultats ens hem d'ajudar amb un doble for.
Es pot observar que si a la segona determinació fiques zero, la màquina ho detecta i calcula el 
valor mitjana corregint-la.
INICI rIndirecte(ESTRUCTURA indirecte *ind) 
ENTER i, j 
ind->det=(REAL *)calloc((ind->jornades)*ind->dets,sizeof(REAL)) 
ind->det1=(REAL *)calloc(ind->jornades*ind->dets,sizeof(REAL)) 
ind->det2=(REAL *)calloc(ind->jornades*ind->dets,sizeof(REAL)) 
PER i=0 FINS A ind->jornades INCR +1 
PER j=0 FINS A ind->dets INCR +1 
IMPRIMEIX Primera proveta del assentament de docilitat j+1 de la jornada i+1 és: 
AGAFA ind->det1+((i* ind->dets)+j) 
IMPRIMEIX Segona proveta del assentament de docilitat j+1 de la jornada i+1 és: 
AGAFA ind->det2+((i* ind->dets)+j) 
SI(*(ind->det2+(i* ind->dets+j))==0) LLAVORS 
*(ind->det+(i* ind->dets+j))=*(ind->det1+(i* ind->dets+j)) 
SI NO 
*(ind->det+(i* ind->dets+j))=(*(ind->det1+(i* ind->dets+j))+*(ind->det2+(i* ind-
>dets+j)))/2 
FI SI 
FI PER 
FI PER 
FÍ FUNCIÓ 
3.14 Funció: imprimirIndirecte(struct indirecte *ind, ind tipusF)
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Tal com diu el propi nom de la funció, el seu objectiu serà imprimir les plantilles i/o resultats 
per el control indirecte.
A la capçalera de la funció rep un punter de struct indirecte que es l'adreça de la variable local 
creada en la funció main. L'enter amb nom tipusF ens servirà per discriminar i agafar l'opció 
entre: fer les plantilles i imprimir els resultats.
La funció consisteix simplement  en que bolca a arxiu que és control indirecte  i també el 
número de jornades i el número de determinacions.
Seguidament depenent el valor de tipusF et farà les plantilles buides o t'imprimirà els resultats 
de resistència i docilitat.
INICI imprimirIndirecte(ESTRUCTURA indirecte *ind, ENTER tipusF) 
ENTER i,j; 
ARXIU IMPRIMEIX(fitxa,"Control indirecte, el número de jornades és %d amb %d determinacions per jornada\n\
n",ind->jornades,ind->dets); 
SI(tipusF==0) LLAVORS 
PER i=0 FINS A ind->jornades INCR +1 
PER j=0 FINS A ind->dets INCR +1 
ARXIU IMPRIMEIX(fitxa,Primera proveta de la determinació j+1 de la jornada i+1 
es        cm) 
ARXIU IMPRIMEIX(fitxa,Segona proveta de la determinació  j+1 de la jornada i+1 
es        cm) 
FI PER 
FI PER 
SI NO 
PER i=0 FINS A ind->jornades INCR +1 
PER j=0 FINS A ind->dets INCR +1 
ARXIU IMPRIMEIX(fitxa, Primera proveta de la determinació j+1 de la jornada i+1 
es *(ind->det1+(i* ind->dets+j)) cm) 
ARXIU IMPRIMEIX(fitxa, Segona proveta de la determinació j+1  de la jornada i+1 
es *(ind->det2+(i* ind->dets+j)) cm) 
                
SI(*(ind->det2+(i* ind->dets+j))==0) LLAVORS 
*(ind->det+(i* ind->dets+j))=*(ind->det1+(i* ind->dets+j)) 
FI SI 
SI(*(ind->det2+(i* ind->dets+j))!=0) LLAVORS 
*(ind->det+(i* ind->dets+j))=(*(ind->det1+(i* ind->dets+j))+*(ind->det2+
(i* ind->dets+j)))/2 
FI SI 
ARXIU IMPRIMEIX(fitxa, L'assentament de docilitat i+1 de la jornada j+1 es *(ind-
>det+(i* ind->dets+j)) cm) 
FI PER 
FI PER 
ARXIU IMPRIMEIX(fitxa, Per tant el resultat d'acceptació indirecte és:ind->compleix) 
FI SI 
FÍ FUNCIÓ 
3.15 Funció: acceptacioIndirecte(struct indirecte *ind)
Quant cridem aquesta funció és perquè necessitem si compleix amb el control indirecte. Per 
tant consistirà en avaluar quina docilitat té el formigó, i amb els resultats veure si compleixen 
segons com marca la EHE 08.
En la funció declarem en capçalera un punter struct indirecte que rep l'adreça de la variable 
local ind de la funció main.
Inicial ment en la variable ind->compleix agafa el valor S.
Després apareix un for fent una escombrada de totes les determinacions i totes les jornades 
comprovant si no compleix. Si es així llavors agafa el valor N.
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INICI acceptacioIndirecte(ESTRUCTURA indirecte *ind) 
ENTER i 
ind->compleix='s' 
PER i=0 FINS A(ind->jornades* ind->dets) INCR +1 
SI(ind->C=='S'||ind->C=='s') LLAVORS 
SI(*(ind->det+i)>=3) LLAVORS 
ind->compleix='n' 
FI SI 
FI SI 
SI(ind->C=='P'||ind->C=='p') LLAVORS 
SI(*(ind->det+i)<2||*(ind->det+i)>=7) LLAVORS 
ind->compleix='n' 
FI SI 
FI SI 
SI(ind->C=='B'||ind->C=='b') LLAVORS 
SI(*(ind->det+i)<5||*(ind->det+i)>=10) LLAVORS 
ind->compleix='n'; 
FI SI 
FI SI 
SI(ind->C=='F'||ind->C=='f') LLAVORS 
SI(*(ind->det+i)<8||*(ind->det+i)>=17) LLAVORS 
ind->compleix='n' 
FI SI 
FI SI 
SI(ind->C=='L'||ind->C=='l') LLAVORS 
SI(*(ind->det+i)<14||*(ind->det+i)>=22) LLAVORS 
ind->compleix='n' 
FI SI 
FI SI 
FI PER 
FÍ FUNCIÓ 
3.16 Funció: d100per100(struct centXcent *e)
Aquesta funció servirà per agafar les dades en el control 100 per 100.
En la capçalera de la funció declarem un punter struct centXcent en que rep l'adreça de la 
variable local estructura.
La funció et pregunta sobre el tipus de consistència, quantitat de formigó i el Fck. 
Després fa el calcul de N i n. En que N és el número d'amassades i n l'amassada 5% per 
l'esquerra.
INICI d100per100(ESTRUCTURA centXcent *e) 
IMPRIMEIX introdueix C, consistència? 
AGAFA e->C 
IMPRIMEIX Quina és la quantitat de formigó? 
AGAFA e->vFormigo
IMPRIMEIX I el seu fck? 
AGAFA e->fck 
    
e->N=VALOR ENTER MÉS PETIT O IGUAL PER SOBRE(e->vFormigo/6) 
e->n=VALOR ENTER MÉS PETIT O IGUAL PER SOBRE(0.05* e->N) 
FÍ FUNCIÓ 
3.17 Funció: r100per100(struct centXcent *e)
Aquesta funció servirà per agafar els resultats del tipus de control 100 per 100. A la capçalera 
de la funció declarem un punter struct centXcent a la variable local estructura de la funció 
main.
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Aquesta  funció  s'aprofita  de  la  estructura  i  el  funcionament  de  la  funció  agafaResultats, 
passant com a argument les adreces de les variables internes de la variable estructurada.
INICI r100per100(ESTRUCTURA centXcent *e) 
    agafaResultats(&(e->rAmassada),&(e->probeta1), &(e->probeta2), &(e->probeta3), &(e->rDocilitat), &(e->rDocilitat1), 
&(e->rDocilitat2), e->N) 
FÍ FUNCIÓ 
3.18 Funció: acceptacio100x100(struct centXcent *e)
Funció per acceptar aquest tipus de control, el 100 per 100.
En  la  capçalera  declarem  un  punter  struct  centXcent  que  rep  l'adreça  de  la  variable 
estructurada estructura de la funció main.
Inicial ment la funció és fixa en el resultat de l'amassada 5%, la n, si és superior a fck la dona 
com a bona, i si no la dona com a dolenta el resultat a compressió.
Tot  seguit  fica  inicial  ment  que  la  variable  compleixDocilitat  com  a  S  de  la  variable 
estructurada.
Llavors crea un for fixant-se amb tots els resultats de docilitat de totes les amassades. Si n'hi 
ha algun que no compleix, li col·loca, el valor de N a la variable compleixDocilitat.
INICI acceptacio100x100(ESTRUCTURA centXcent *e)/*ara per el valor en la posició n, per tant e->(rAmassada+(e->n)-1) 
ha de complir*/ 
ENTER i 
SI(*(e->rAmassada+(e->n-1))>=e->fck) LLAVORS 
e->compleix='s' 
SI NO 
e->compleix='n' 
FI SI 
    
e->compleixDocilitat='s' 
PER i=0 FINS A e->N INCR +1 
SI(e->C=='S'||e->C=='s') LLAVORS 
SI(*(e->rDocilitat+i)>=3) LLAVORS 
e->compleixDocilitat='n' 
FI SI 
FI SI 
SI(e->C=='P'||e->C=='p') LLAVORS 
SI(*(e->rDocilitat+i)<2||*(e->rDocilitat+i)>=7) LLAVORS 
e->compleixDocilitat='n' 
FI SI 
FI SI 
SI(e->C=='B'||e->C=='b') LLAVORS 
SI(*(e->rDocilitat+i)<5||*(e->rDocilitat+i)>=10) LLAVORS 
e->compleixDocilitat='n' 
FI SI 
FI SI 
SI(e->C=='F'||e->C=='f') LLAVORS 
SI(*(e->rDocilitat+i)<8||*(e->rDocilitat+i)>=17) LLAVORS 
e->compleixDocilitat='n' 
FI SI 
FI SI 
SI(e->C=='L'||e->C=='l') LLAVORS 
SI(*(e->rDocilitat+i)<14||*(e->rDocilitat+i)>=22) LLAVORS 
e->compleixDocilitat='n' 
FI SI 
FI SI 
FI PER 
FÍ FUNCIÓ 
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3.19 Funció: agafaDadesArxiu ( int *numLotsC, int *numLotsF, int *numLotsM, 
int *tipusLotsC, int *tipusLotsF, int *tipusLotsM, struct lote **lotsC, struct lote **lotsF, 
struct  lote  **lotsM,  struct  lote  **auxLotsC,  struct  lote  **auxLotsF,  struct  lote 
**auxLotsM)
Aquesta funció s'encarrega a distribuir totes les feines per agafar totes les dades d'un arxiu en 
que emmagatzema informació de tot els lots.
Per tant, en la capçalera de la funció primer es declaren sis punters a enters int en que  reben 
les adreces de les variables on guardarem la informació de números de lots per compressió, 
flexió i en massa, com el tipus de lots anteriors. També declarem sis punters a punters en que 
rebem les adreces dels punters a struct lote per guardar les informacions dels lots i els tipus de 
lots. Aquests punters s punters els necessitem per poder generar l'array.
Primerament, directament del fitxer, recuperem els valors: numLotsC, numLotsF, numLotsM, 
tipusLotsC, tipusLotsF i tipusLotsM, en aquest ordre.
Llavors si numLotsC es major que zero es creen els arrays auxLotsC i lotsC, amb dimensions 
tipusLotsC i  numLotsC respectivament.  I  seguidament  es criden dues vegades a la funció 
agafaDadesLots,  primer  per  al  punter  auxLotsC  i  seguidament  lotsC  perquè  recuperi  la 
informació amb aquest ordre de l'arxiu. En aquesta funció a part de enviar-li el punter, també 
s'especifica el valor tipusLotsC per a la primera, i numLotsC per a la segona perquè pugui 
recollir la informació d'una manera recursiva i tingui un limit a la recursivitat.
Tot això que ho ha fet per als lots en compressió, també ho farà per els lots en flexió i en 
massa.
INICI agafaDadesArxiu(ENTER *numLotsC, ENTER *numLotsF, ENTER *numLotsM, ENTER *tipusLotsC, ENTER 
*tipusLotsF, ENTER *tipusLotsM, ESTRUCTURA lote **lotsC, ESTRUCTURA lote **lotsF, ESTRUCTURA lote 
**lotsM, ESTRUCTURA lote **auxLotsC, ESTRUCTURA lote **auxLotsF, ESTRUCTURA lore **auxLotsM) 
 
ARXIU AGAFA(canalEntrada, numLotsC, numLotsF, numLotsM, tipusLotsC, tipusLotsF, tipusLotsM) 
SI(*numLotsC>0) LLAVORS 
*auxLotsC=(ESTRUCTURA lote *)calloc(*tipusLotsC, sizeof(ESTRUCTURA lote)) 
*lotsC=(ESTRUCTURA lote *)calloc(*numLotsC,sizeof(ESTRUCTURA lote)) 
agafaDadesLots(*auxLotsC, *tipusLotsC, 0) 
agafaDadesLots(*lotsC, *numLotsC, 0) 
FI SI 
SI(*numLotsF>0) LLAVORS 
*auxLotsF=(ESTRUCTURA lote *)calloc(*tipusLotsF, sizeof(ESTRUCTURA lote)) 
*lotsF=(ESTRUCTURA lote *)calloc(*numLotsF,sizeof(ESTRUCTURA lote)) 
agafaDadesLots(*auxLotsF, *tipusLotsF, 0) 
agafaDadesLots(*lotsF, *numLotsF, 0) 
FI SI 
SI(*numLotsM>0) LLAVORS 
*auxLotsM=(ESTRUCTURA lote *)calloc(*tipusLotsM, sizeof(ESTRUCTURA lote)) 
*lotsM=(ESTRUCTURA lote *)calloc(*numLotsM,sizeof(ESTRUCTURA lote)) 
agafaDadesLots(*auxLotsM, *tipusLotsM, 0) 
agafaDadesLots(*lotsM, *numLotsM, 0) 
FI SI 
FÍ FUNCIÓ 
3.20 Funció: agafaDadesLots (struct lote *lot, int numLots, int index)
Aquesta funció treballa de forma recursiva i pe tant en la capçalera de la funció es declara un 
punter a struct lote que rep l'adreça a la variable estructurada que rebrà la informació. També 
es declaren dos enters, un per fer d'indexació i l'altre per marcar el límit.
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Les dades les agafa de l'arxiu, de la manera que cada informació està a una línia diferent i 
anirà  ordenat  de  la  manera  següent:  distintiu  de  qualitat,  número  d'amassades,  volum de 
formigó,  temps  de  formigonat,  superfície,  número  de  plantes,  tipus  de  T,  fck,  tipus  de 
consistència, grandària màxim i tipus d'ambient.
Seguidament si estem al ultim indexat la funció retorna. Si no, es fa una crida a ella mateixa 
amb el punter lot més la unitat i la variable index ador també.
INICI agafaDadesLots(ESTRUCTURA lote *lot, ENTER numLots,ENTER index) 
ARXIU AGAFA(canalEntrada, &(lot->distQualitat), &(lot->amassada), &(lot->vFormigo),&(lot->temps), &(lot-
>sup), &(lot->plantes), (lot->T), &(lot->fck), &(lot->C), &(lot->TM), (lot->A)) 
SI(index+1<numLots) LLAVORS 
agafaDadesLots(lot+1, numLots, index+1) 
FI SI 
RETORNA 
FÍ FUNCIÓ 
3.21 Funció:  desaDadesArxiu  (struct  lote  *lotsC,  struct  lote  *lotsF,  struct  lote 
*lotsM, int numLotsC, int numLotsF, int numLotsM, struct lote *auxLotsC, struct lote 
*auxLotsF, struct lote *auxLotsM, int tipusLotsC, int tipusLotsF, int tipusLotsM)
A la capçalera d'aquesta funció trobem sis punters struct lote que reben els valors dels punters 
d'on emmagatzem les dades dels lots, i també declarem sis variables enteres on es passa els 
valors de numero de lots per compressió, flexió i en massa com els tipus d'ells.
Primerament  es  grava  en  arxiu  en  la  mateixa  fila  en  l'ordre  següent:  numero  de  lots  en 
compressió, flexió i en massa, i número de tipus de lots en compressió, flexió i en massa.
Tot seguidament, per a compressió si número de lots és major a zero es crida dues vegades la 
funció desaDadesLots, tant per als tipus de lots, com els lots. En aquesta funció se li passa el 
valor punter d' auxLotsC i el valor tipusLotsC, com lotsC i numLotsC.
Aquest procediment es repeteix per als lots en flexió i en massa.
INICI desaDadesArxiu(ESTRUCTURA lote *lotsC, ESTRUCTURA lote *lotsF, ESTRUCTURA lote *lotsM, ENTER 
numLotsC, ENTER numLotsF, ENTER numLotsM, ESTRUCTURA lote *auxLotsC, ESTRUCTURA lote *auxLotsF, 
ESTRUCTURA lote *auxLotsM, ENTER tipusLotsC, ENTER tipusLotsF, ENTER tipusLotsM) 
    
ARXIU IMPRIMEIX(canalSortida, numLotsC, numLotsF, numLotsM, tipusLotsC, tipusLotsF, tipusLotsM) 
    
SI(numLotsC>0) LLAVORS 
desaDadesLots(auxLotsC, tipusLotsC,0) 
desaDadesLots(lotsC, numLotsC,0) 
FI SI 
SI(numLotsF>0) LLAVORS 
desaDadesLots(auxLotsF, tipusLotsF,0) 
desaDadesLots(lotsF, numLotsF,0) 
FI SI 
SI(numLotsM>0) LLAVORS 
desaDadesLots(auxLotsM, tipusLotsM,0) 
desaDadesLots(lotsM, numLotsM,0) 
FI SI 
FÍ FUNCIÓ 
3.22 Funció: desaDadesLots ( struct lote *lot, int numLots, int index)
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Aquesta funció es declara en capçalera un punter struct lote amb nom lot, en que rep el valor 
del punter del lot a escriure a arxiu. També es declare dos valors enters, numLots i index, per 
poder treballar amb recursivitat, un es l'index ador i l'altre el límit de la recursivitat.
Es grava a arxiu gracies a fprintf en diferents files els valors següents: distintiu de qualitat, 
número  d'amassades,  volum  de  formigó,  temps,  superfície,  número  de  plantes,  T,  fck, 
consistència, grandària màxim i ambient.
Després d'això, si estem al últim element la funció retorna. Si no estem al últim es crida a ella 
mateixa amb el punter del lot augmentant una unitat i el index ador també.
INICI desaDadesLots(ESTRUCTURA lote *lot, ENTER numLots, ENTER index) 
ARXIU IMPRIMEIX(canalSortida,lot->distQualitat, lot->amassada, lot->vFormigo,lot->temps,lot->sup, lot-
>plantes, lot->T, lot->fck, lot->C, lot->TM, lot->A) 
SI(index+1<numLots) LLAVORS 
desaDadesLots(lot+1, numLots, index+1) 
FI SI 
RETORNA 
FÍ FUNCIÓ 
3.23 Funció: agafaDadesArxiu100x100( struct centXcent *e)
Funció que s'encarregarà a recuperar les dades de l'arxiu per al mètode 100 per 100.
A la  capçalera  de la funció es declara  un punter  struct centXcent  en que rep el  valor de 
l'adreça de la variable estructura de la funció main.
Aquesta  funció  només  fa  que  recuperar  les  dades:  volum  de  formigó,  fck,  N  número 
d'amassades, i el valor n que és l'amassada 5%.
INICI agafaDadesArxiu100x100(ESTRUCTURA centXcent *e) 
ARXIU AGAFA(canalEntrada, &e->vFormigo, &e->fck, &e->N, &e->n) 
FÍ FUNCIÓ 
3.24 Funció: desaDadesArxiu100x100(struct centXcent *e)
Funció que s'encarregarà a gravar les dades a l'arxiu per al mètode 100 per 100.
A la  capçalera  de la funció es declara  un punter  struct centXcent  en que rep el  valor de 
l'adreça de la variable estructura de la funció main.
Gracies  a  la  funció  fprintf,  grava  a  l'arxiu  els  valors:  volum de formigó,  fck,  N número 
d'amassades, i el valor n que és l'amassada 5%.
INICI desaDadesArxiu100x100(ESTRUCTURA centXcent *e) 
ARXIU IMPRIMEIX(canalSortida, e->vFormigo, e->fck, e->N, e->n) 
FÍ FUNCIÓ 
3.25 Funció: agafaDadesArxiuIndirecte(struct indirecte *ind)
A la capçalera d'aquesta funció es declara un punter struct indirecte en que rep l'adreça de la 
variable estructurada int de la funció main.
Gracies a la funció fscanf, recupera les dades: consistència, número de jornades i número de 
determinacions.
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INICI agafaDadesArxiuIndirecte(ESTRUCTURA indirecte *ind) 
ARXIU AGAFA(canalEntrada, &ind->C, &ind->jornades, &ind->dets) 
FÍ FUNCIÓ 
3.26 Funció: desaDadesArxiuIndirecte(struct indirecte *ind)
A la capçalera d'aquesta funció es declara un punter struct indirecte en que rep l'adreça de la 
variable estructurada int de la funció main.
Gracies a la funció fprintf, grava les dades: consistència, número de jornades i número de 
determinacions.
INICI desaDadesArxiuIndirecre(ESTRUCTURA indirecte *ind) 
ARXIU IMPRIMEIX(canalSortida, ind->C, ind->jornades, ind->dets) 
FÍ FUNCIÓ 
3.27 Funció assegura3lots (int *C, int *F, int *M, struct lote *lC, struct lote *lF, 
struct lote *lM, int tC, int tF, int tM)
Aquesta funció es la meva preferida. Soluciona el problema de quant s'han calculat el numero 
de lots i no arriben als tres. Aquesta funció, d'una manera molt elegant, decideix quin és el 
tipus de formigó que ha d'augmentar el seu número de lots perquè la suma total sigui tres.
A la capçalera, es declaren tres punters a enters, en que reben l'adreça de les variables número 
de lots en compressió, flexió i en massa, així quant es modifiqui el valor apuntat, quedarà 
modificat el valor de la variable local de la funció main. També es declara tres punters struct 
lote per consultar les dades de volum de formigó per cada cas per decidir la millor elecció 
d'augment de lot, al tipus més adequat. I finalment, es declara tres variables enteres en que 
reben els valors de quantitat de tipus de formigons en cada cas, ja que es pot arribar al cas, de 
que hi han dos tipus de formigons en la mateixa classe.
El primer if, mira si el número de lots en compressió és zero. Si es zero, hi ha un altre per el 
número de los en flexió. Si continua afirmatiu, només tenim lots en massa i que poden ser un 
o dos, i el cas de dos poden haver-hi dos tipus de formigons o un mateix tipus amb dos lots. 
llavors mira el cas si n'hi han dos tipus de formigons diferents per en massa. Si és afirmatiu, el 
número de lots del primer tipus es modifica a dos. Com tenim l'altre tipus, ja sumem tres. Si 
no hi han dos tipus de formigons, el número de lots es passa a tres. Llavors, fora d'aquest 
últim if, canviem la variable que apunta al número de lots en compressió a tres i retorna.
Si a flexió no es zero, llavors ho mira en un if per en massa. Si es afirmatiu llavors, els únics 
lots que hi han són en flexió, ja que ha entrat al primer if amb número de lots a compressió 
igual a zero i no en el de flexió igual a zero. I fa el mateix que el cas anterior mirant si n'hi 
han dos tipus de formigons per a flexió. Fa el canvi anterior semblant i retorna. Si no entra en 
aquest if, llavors implica que tenim un lot per a flexió i un altre per en massa. Per tant decidim 
amb un if si el volum de formigó per a flexió és superior i li augmenta a dos i retorna. Si no, li 
augmenta a dos els lots de en massa i retorna.
Ara, fora de la condició anterior, sabem que per a compressió no podrà ser zero, ja que si 
hagués sigut zero, hauria entrat al primer if, i hauria retornat a la funció principal.
Per tant, ara apareix un nou if en que entra si els elements a flexió son zero. Un cop dintre 
apareix un altre if en que em pregunta si els element en massa són zero. Si entro implica que 
flexió i en massa són zero i per tant els elements a compressió s'augmentaran a tres. Tot 
primerament comprovant si el tipus de formigons són dos. Si són dos, llavors el número de 
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lots per al primer tipus els passa a dos, si no el tipus de lots els passa a tres, i els lots totals els 
passa a tres i retorna.
Si els lots en massa no són zero, llavors implica tant per compressió com en massa no són 
zero, i en que la seva suma és menys que tres. Per tant, sabem que per cadascun serà un. Per 
tant apareix un if per decidir quin té més volum de formigó i augmentar-li els lots al tipus de 
lots amb més quantitat.
Si  no ha entrat  en el  if,  d'elements  a flexió igual  a zero,  implica que tant  els  elements a 
compressió com en flexió són diferents de zero, i en que la seva suma és menys que tres. I per 
tant en el cas que cadascun es un. I la funció li augmentarà el lot al tipus de formigó amb més 
volum d'ell.
INICI assegura3lots(ENTER *C, ENTER *F, ENTER *M, ESTRUCTURA lote *lC, ESTRUCTURA lote *lF, 
ESTRUCTURA lote *lM, ENTER tC, ENTER tF, ENTER tM) 
SI(*C==0) LLAVORS 
SI(*F==0) LLAVORS 
SI(tM==2) LLAVORS 
lM->nLots=2 
SI NO 
lM->nLots=3 
FI SI 
*M=3 
RETORNA 
FI SI 
SI(*M==0) LLAVORS 
SI(tF==2) LLAVORS 
lF->nLots=2 
SI NO 
lF->nLots=3 
FI SI 
*F=3 
RETORNA 
FI SI 
SI((lF->vFormigo) >=(lM->vFormigo)) LLAVORS 
lF->nLots=2 
*F=2 
RETORNA 
FI SI 
*M=2 
        lM->nLots=2 
        RETORNA 
FI SI 
SI(*F==0) LLAVORS 
SI(*M==0) LLAVORS 
SI(tC==2) LLAVORS 
lC->nLots=2 
SI NO 
lC->nLots=3 
FI SI 
*C=3 
RETORNA 
FI SI 
SI(lC->vFormigo >=lM->vFormigo) LLAVORS 
*C=2 
lC->nLots=2 
RETORNA 
FI SI 
*M=2 
lM->nLots=2 
RETORNA 
FI SI 
SI(lC->vFormigo >=lF->vFormigo) LLAVORS 
*C=2 
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lC->nLots=2 
RETORNA 
FI SI 
*F=2 
lF->nLots=2 
    
FÍ FUNCIÓ
3.28 Funció:  agafaResultats  (float  **rAm,  float  **prov1,  float  **prov2,  float 
**prov3, float **rDoc, float **rDoc1, float **rDoc2, int n)
Aquesta  funció  ens  servirà  per  poder  introduir  els  resultats  de  les  provetes  i  dels  cons 
d'abrams.
En la  capçalera  es declaren  set  punters a  punters a float,  en que passem les adreces  dels 
punters de resultats de les amassades, de les provetes i de els resultats de les docilitats.
Primerament generem els set arrays amb dimensions el número d'amassades.
I seguidament mitjançant un for preguntem els resultats per a totes les amassades.
En cada iteració també es calcula la mitjana. En el cas de que la tercera proveta el resultat es 
zero, llavors la mitjana es fa amb dos.
Un cop fet tot això, es crida a la funció ordenaResultats en l'array de els resultats mitjans, en 
que els ordenarà de menys a més.
REAL agafaResultats(REAL **rAm,REAL **prob1, REAL **prob2, REAL **prob3, REAL **rDoc, REAL **rDoc1, 
REAL **rDoc2, ENTER n) 
ENTER i 
REAL mitj=0 
*rAm=(REAL *)calloc(n,sizeof(REAL )) 
*prov1=(REAL *)calloc(n,sizeof(REAL )) 
*prov2=(REAL *)calloc(n,sizeof(REAL )) 
*prov3=(REAL *)calloc(n,sizeof(REAL )) 
*rDoc=(REAL *)calloc(n,sizeof(REAL )) 
*rDoc1=(REAL *)calloc(n,sizeof(REAL )) 
*rDoc2=(REAL *)calloc(n,sizeof(REAL )) 
IMPRIMEIX EL NÚMERO D'AMASSADES ÉS n 
    
PER i=0 FINS A n INCR +1 
IMPRIMEIX La primera proveta de l'amassada i+1 és: 
AGAFA *prov1+i 
IMPRIMEIX La segona proveta de l'amassada i+1 és: 
AGAFA *prov2+i 
IMPRIMEIX La tercera proveta de l'amassada i+1 és: 
AGAFA *prov3+i 
SI(*(*prob3+i)==0) LLAVORS 
*(*rAm+i)=(*(*prob1+i)+*(*prob2+i))/2 
IMPRIMEIX EL VALOR MITJA ÉS *(*rAm+i) 
SI NO 
*(*rAm+i)=(*(*prob1+i)+*(*prob2+i)+*(*prob3+i))/3 
IMPRIMEIX EL VALOR MITJA ÉS *(*rAm+i) 
FI SI 
mitj+=*(*rAm+i)/n 
IMPRIMEIX El primer assentament de docilitat de l'amassada i+1 és: 
AGAFA *rDoc1+i 
IMPRIMEIX El segon assentament de docilitat de l'amassada i+1 és: 
AGAFA *rDoc2+i 
SI(*(*rDoc2+i)==0) LLAVORS 
*(*rDoc+i)=*(*rDoc1+i) 
SI NO 
*(*rDoc+i)=(*(*rDoc1+i)+*(*rDoc2+i))/2 
FI SI 
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FI PER 
ordenaResultats(*rAm, n) 
RETORNA(mitj) 
FÍ FUNCIÓ 
3.29 Funció: ordenaResultats (float llista[],int n)
En aquesta funció tinc un amor especial, ja que aquest mètode d'ordenació el vaig aprendre 
d'una  manera  autodidacta  en  un  laboratori  de  informàtica.  En  que  després  d'una  hora 
exprimint  el  cervell  per  trobar  la  millor  solució  i  entregar-li  al  doctor  Gardenyes,  et  diu 
-podria ser millor.
A la capçalera es declaren un punter a float que rep el valor del punter dels resultats mitjans a 
ordenar de les amassades. També declarem un enter n en que rep el valor de la dimensió del 
array.
També declarem una variable entera anomenada hiHaPermuta, en que li assignarem el valor 
de 1 quant fem un canvi.
Comença amb un do-while. Per tant, farem una iteració, en que hiHaPermuta agafa el valor 
zero. Entrem en un FOR de 1 a n mirant a cada element de la llista si el anterior es més gran. 
Si es així es fa una permuta canviant de lloc els dos valors, així el valor  gran passa al cantó 
de la dreta, i el valor hiHaPermuta agafa el valor 1. Un cop arribat al final del FOR, el DO 
tornarà a actuar si el contingut al WHILE es compleix. Una condició es, si hiHaPermuta=1 
això voldrà dir, que s'ha fet una permuta, i que el valor petit que ha passat a l'esquerra el seu 
valor de l'esquerra encara pot ser més petit. També cal veure que el valor n li restem un, així 
el pròxim FOR s'arriba fins on s'havia arribat l'altre menys un. Podem extreure la conclusió 
que a cada iteració el valor més gran sempre pujat fins a la dreta de tot. La segona iteració, el 
segon valor més gran puja fins a la segona posició més a la dreta de tot, i així successivament. 
Aquests valors que pugen, li dona el nom al mètode, el mètode de la bombolla. En que els 
valors pugen d'una manera com bombolles de cava.
INICI ordenaResultats(REAL llista[], ENTER n) 
ENTER i 
REAL aux 
ENTER hiHaPermuta 
FER 
hiHaPermuta=0 
PER(i=1;i<n;i++) 
SI(llista[i-1]>llista[i]) LLAVORS 
aux=llista[i-1] 
llista[i-1]=llista[i] 
llista[i]=aux 
hiHaPermuta=1 
FI SI 
FI PER 
MENTRES((hiHaPermuta==1)&&(n-->0)) 
FÍ FUNCIÓ 
3.30 Funció:  acceptacioEstadistic  (struct  lote  **lotsC,  struct  lote  **lotsF,  struct 
lote **lotsM, int numLotsC, int numLotsF, int numLotsM, struct lote *auxLotsC, struct 
lote *auxLotsF, struct lote *auxLotsM)
Sense cap mena de dubte ens trobem davant la funció més important o en la que rep les 
mirades de tothom.
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En la capçalera primer tenim tres punters a punter de struct lote en que reben les adreces dels 
punters dels lots a compressió, flexió i en massa. També declarem tres variables enteres en 
que reben els números de lots en compressió, flexió i en massa. Tot finalment es declaren tres 
punters a struct lote en que reben els valors des punters auxLotsM, auxLotsF i auxLotsM.
Primerament amb una iteració molt original es consegueix el número de lots iguals per sota de 
l'estudiat. Després amb la funció contaAmassades retorna el número d'amassades que hi han 
en aquests lots. I finalment crida la funció accEstLot i accDocilitatLot per fer el test en el lot. 
Per fer el test de resistència passem el valor d'amassades calculades, ja que ho necessitarà per 
fer els càlculs.
Fem el mateix per els lots de flexió i en massa però canviant el sistema per trobar els lots per 
sota i número d'amassades contingut en ells de una altra manera molt creativa. Si diuen que 
les segones versions mai són bones, que mirin aquesta, i no Ternimator II.
INICI acceptacioEstadistic(ESTRUCTURA lote **lotsC, ESTRUCTURA lote **lotsF, ESTRUCTURA lote **lotsM, 
ENTER numLotsC, ENTER numLotsF, ENTER numLotsM, ESTRUCTURA lote *auxLotsC, ESTRUCTURA lote 
*auxLotsF, ESTRUCTURA lote *auxLotsM) 
ENTER amassadesT, incr, i, j, aux 
ESTRUCTURA lote *p 
    
p=auxLotsC 
PER i=0 FINS A numLotsC INCR +1 
incr=0 
PER j=0 FINS A i INCR +1 
incr++ 
SI(incr==p->nLots) LLAVORS 
incr=0 
p++ 
FI SI 
FI PER 
/*amassadesT és el num d'amassades per sota del mateix tipus de formigó 
incr és el valor de lots de formigó iguals i per sota*/ 
SI (i==0||incr==0) LLAVORS 
amassadesT=0 
SI NO 
amassadesT=contaAmassades(*lotsC+i-1, incr) 
FI SI 
accEstLot(*lotsC+i, amassadesT) 
(*lotsC+i)->ruso=0;
SI ((*lotsC+i)->compleix='n') LLAVORS
SI ((*lotsC+i)->distQualitat=='S'||(*lotsC+i)->distQualitat=='s') LLAVORS
aux=max(6,(p->nLots)-incr-1)
FI SI
FI SI
            
SI (((*lotsC+i)->distQualitat=='S'||(*lotsC+i)->distQualitat=='s')&&(aux>0)) LLAVORS
aux--
(*lotsC+i)->ruso=5
((*lotsC+i)->dNoQual)=(struct lote *)calloc(4,sizeof(struct lote))
copiaInfMateixForm((*lotsC+i)->dNoQual+3,*lotsC+i,3)
PERj=0 FINS A 4 INCR+1
printf("Per al LOT generat a mes a mes, %d de %d\n",i+1,4)
((*lotsC+i)->dNoQual+j)->mitjana=agafaResultats(&(((*lotsC+i)-
>dNoQual+j)->rAmassada),&(((*lotsC+i)->dNoQual+j)->probeta1), &(((*lotsC+i)->dNoQual+j)->probeta2), &(((*lotsC+i)-
>dNoQual+j)->probeta3), &(((*lotsC+i)->dNoQual+j)->rDocilitat), &(((*lotsC+i)->dNoQual+j)->rDocilitat1), 
&(((*lotsC+i)->dNoQual+j)->rDocilitat2), ((*lotsC+i)->dNoQual+j)->amassada);
accEstLot(((*lotsC+i)->dNoQual+j),amassadesT)
((*lotsC+i)->dNoQual+j)->compleixDocilitat='s'
accDocilitatLot(((*lotsC+i)->dNoQual+j), ((*lotsC+i)->dNoQual+j)-
>amassada-1)
FI PER
FI SI
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SI (((*lotsC+i)->distQualitat=='T'||(*lotsC+i)->distQualitat=='t')&&(aux>0)) LLAVORS
aux--
(*lotsC+i)->ruso=2
(*lotsC+i)->dNoQual=(struct lote *)calloc(1,sizeof(struct lote))
copiaInfMateixForm(((*lotsC+i)->dNoQual),(*lotsC+i),0)
printf("Per al LOT generat a mes a mes\n")
((*lotsC+i)->dNoQual)->mitjana=agafaResultats(&(((*lotsC+i)->dNoQual)-
>rAmassada),&(((*lotsC+i)->dNoQual)->probeta1), &(((*lotsC+i)->dNoQual)->probeta2), &(((*lotsC+i)->dNoQual)-
>probeta3), &(((*lotsC+i)->dNoQual)->rDocilitat), &(((*lotsC+i)->dNoQual)->rDocilitat1), &(((*lotsC+i)->dNoQual)-
>rDocilitat2), ((*lotsC+i)->dNoQual)->amassada)
accEstLot(((*lotsC+i)->dNoQual),amassadesT)
((*lotsC+i)->dNoQual)->compleixDocilitat='s'
accDocilitatLot(((*lotsC+i)->dNoQual), ((*lotsC+i)->dNoQual)->amassada-1)
FI SI
(*lotsC+i)->compleixDocilitat='s' 
accDocilitatLot(*lotsC+i,(*lotsC+i)->amassada-1) 
FI PER 
incr=0 
amassadesT=0 
p=auxLotsF 
PER i=0 FINS A numLotsF INCR +1 
SI(incr==p->nLots) LLAVORS 
amassadesT=0 
incr=0 
p++ 
FI SI 
SI(i!=0||incr!=0) LLAVORS 
amassadesT=contaAmassades(*lotsF+i-1, incr) 
FI SI 
accEstLot(*lotsF+i, amassadesT) 
(*lotsF+i)->ruso=0;
SI ((*lotsF+i)->compleix='n') LLAVORS
SI ((*lotsF+i)->distQualitat=='S'||(*lotsF+i)->distQualitat=='s') LLAVORS
aux=max(6,(p->nLots)-incr-1)
FI SI
FI SI
SI (((*lotsF+i)->distQualitat=='S'||(*lotsF+i)->distQualitat=='s')&&(aux>0)) LLAVORS
aux--
(*lotsF+i)->ruso=5
(*lotsF+i)->dNoQual=(struct lote *)calloc(4,sizeof(struct lote))
copiaInfMateixForm(((*lotsF+i)->dNoQual+3),(*lotsF+i),3)
PER j=0 FINS 4 INCR+1
printf("Per al LOT generat a mes a mes, %d de %d\n",i+1,4);
((*lotsF+i)->dNoQual+j)->mitjana=agafaResultats(&(((*lotsF+i)->dNoQual+j)-
>rAmassada),&(((*lotsF+i)->dNoQual+j)->probeta1), &(((*lotsF+i)->dNoQual+j)->probeta2), &(((*lotsF+i)->dNoQual+j)-
>probeta3), &(((*lotsF+i)->dNoQual+j)->rDocilitat), &(((*lotsF+i)->dNoQual+j)->rDocilitat1), &(((*lotsF+i)-
>dNoQual+j)->rDocilitat2), ((*lotsF+i)->dNoQual+j)->amassada)
accEstLot(((*lotsM+i)->dNoQual+j),amassadesT)
((*lotsF+i)->dNoQual+j)->compleixDocilitat='s'
accDocilitatLot(((*lotsF+i)->dNoQual+j), ((*lotsF+i)->dNoQual+j)->amassada-1)
FI PER
FI SI
SI (((*lotsF+i)->distQualitat=='T'||(*lotsF+i)->distQualitat=='t')&&(aux>0)) LLAVORS
aux--
(*lotsF+i)->ruso=2
(*lotsF+i)->dNoQual=(struct lote *)calloc(1,sizeof(struct lote))
copiaInfMateixForm(((*lotsF+i)->dNoQual),(*lotsM+i),0)
printf("Per al LOT generat a mes a mes\n")
((*lotsF+i)->dNoQual)->mitjana=agafaResultats(&(((*lotsF+i)->dNoQual)-
>rAmassada),&(((*lotsF+i)->dNoQual)->probeta1), &(((*lotsF+i)->dNoQual)->probeta2), &(((*lotsF+i)->dNoQual)-
>probeta3), &(((*lotsF+i)->dNoQual)->rDocilitat), &(((*lotsF+i)->dNoQual)->rDocilitat1), &(((*lotsF+i)->dNoQual)-
>rDocilitat2), ((*lotsF+i)->dNoQual)->amassada)
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accEstLot(((*lotsF+i)->dNoQual),amassadesT)
((*lotsF+i)->dNoQual)->compleixDocilitat='s'
accDocilitatLot(((*lotsF+i)->dNoQual), ((*lotsF+i)->dNoQual)->amassada-1)
FI SI
(*lotsF+i)->compleixDocilitat='s' 
accDocilitatLot(*lotsF+i,(*lotsF+i)->amassada-1) 
incr++ 
FI PER 
incr=0 
amassadesT=0 
p=auxLotsM 
PER i=0 FINS A numLotsM INCR +1 
SI(incr==p->nLots) LLAVORS 
amassadesT=0 
incr=0 
p++ 
FI SI 
SI(i!=0||incr!=0) LLAVORS 
amassadesT=contaAmassades(*lotsM+i-1, incr) 
FI SI 
accEstLot(*lotsM+i, amassadesT) 
(*lotsM+i)->ruso=0;
SI ((*lotsM+i)->compleix='n') LLAVORS
SI ((*lotsM+i)->distQualitat=='S'||(*lotsM+i)->distQualitat=='s')
aux=max(6,(p->nLots)-incr-1)
FI SI
FI SI
SI (((*lotsM+i)->distQualitat=='S'||(*lotsM+i)->distQualitat=='s')&&(aux>0)) LLAVORS
aux--
(*lotsM+i)->ruso=5
(*lotsM+i)->dNoQual=(struct lote *)calloc(4,sizeof(struct lote))
copiaInfMateixForm((*lotsM+i)->dNoQual+3,*lotsM+i,3)
PER j=0 FINS A 4 INCR+1
printf("Per al LOT generat a mes a mes, %d de %d\n",i+1,4)
((*lotsM+i)->dNoQual+j)->mitjana=agafaResultats(&(((*lotsM+i)->dNoQual+j)-
>rAmassada),&(((*lotsM+i)->dNoQual+j)->probeta1), &(((*lotsM+i)->dNoQual+j)->probeta2), &(((*lotsM+i)-
>dNoQual+j)->probeta3), &(((*lotsM+i)->dNoQual+j)->rDocilitat), &(((*lotsM+i)->dNoQual+j)->rDocilitat1), 
&(((*lotsM+i)->dNoQual+j)->rDocilitat2), ((*lotsM+i)->dNoQual+j)->amassada)
accEstLot(((*lotsM+i)->dNoQual+j),amassadesT)
((*lotsM+i)->dNoQual+j)->compleixDocilitat='s'
accDocilitatLot(((*lotsM+i)->dNoQual+j), ((*lotsM+i)->dNoQual+j)->amassada-1)
FI PER
FI SI
SI (((*lotsM+i)->distQualitat=='T'||(*lotsM+i)->distQualitat=='t')&&(aux>0)) LLAVORS
aux--
(*lotsF+i)->ruso=2
(*lotsM+i)->dNoQual=(struct lote *)calloc(1,sizeof(struct lote))
copiaInfMateixForm(((*lotsM+i)->dNoQual),(*lotsM+i),0)
printf("Per al LOT generat a mes a mes\n")
((*lotsM+i)->dNoQual)->mitjana=agafaResultats(&(((*lotsM+i)->dNoQual)-
>rAmassada),&(((*lotsM+i)->dNoQual)->probeta1), &(((*lotsM+i)->dNoQual)->probeta2), &(((*lotsM+i)->dNoQual)-
>probeta3), &(((*lotsM+i)->dNoQual)->rDocilitat), &(((*lotsM+i)->dNoQual)->rDocilitat1), &(((*lotsM+i)->dNoQual)-
>rDocilitat2), ((*lotsM+i)->dNoQual)->amassada)
accEstLot(((*lotsM+i)->dNoQual),amassadesT)
((*lotsM+i)->dNoQual)->compleixDocilitat='s'
accDocilitatLot(((*lotsM+i)->dNoQual), ((*lotsM+i)->dNoQual)->amassada-1)
FI SI
(*lotsM+i)->compleixDocilitat='s' 
accDocilitatLot(*lotsM+i,(*lotsM+i)->amassada-1) 
incr++ 
FI PER 
FÍ FUNCIÓ 
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3.31 Funció: accDocilitatLot (struct lote *lot, int index)
Aquesta funció s'encarrega a fer el test de docilitat per a cada lot.
En la capçalera es declaren punter struct lote que rep el punter del lot  a estudiar.  També 
declarem un valor  enter  que  ens  servirà  per  fer  d'indexació  per  fer  la  recursivitat  en  els 
resultats de les amassades del lot.
La funció primerament estudia el ultim resultat de docilitat i verifica que estigui en l'interval 
que li pertocaria. Després, si estem en el ultim index, retorna. Si no estem en el ultim, llavors 
fa una altra crida a la mateixa funció amb un index restant-li la unitat.
INICI accDocilitatLot(ESTRUCTURA lote *lot, ENTER index) 
SI(lot->C=='S'||lot->C=='s') LLAVORS 
SI(!((lot->rDocilitat[index])<3)) LLAVORS 
lot->compleixDocilitat='n' 
FI SI 
FI SI 
SI(lot->C=='P'||lot->C=='p') LLAVORS 
SI(!((lot->rDocilitat[index])>=2&&(lot->rDocilitat[index])<7)) LLAVORS 
lot->compleixDocilitat='n' 
FI SI 
FI SI 
SI(lot->C=='B'||lot->C=='b') LLAVORS 
SI(!((lot->rDocilitat[index])>5&&(lot->rDocilitat[index])<10)) LLAVORS 
lot->compleixDocilitat='n' 
FI SI 
FI SI 
SI(lot->C=='F'||lot->C=='f') LLAVORS 
SI(!((lot->rDocilitat[index])>=8&&(lot->rDocilitat[index])<17)) LLAVORS 
lot->compleixDocilitat='n' 
FI SI 
FI SI 
SI(lot->C=='L'||lot->C=='l') LLAVORS 
SI(!((lot->rDocilitat[index])>=14&&(lot->rDocilitat[index])<22)) LLAVORS 
lot->compleixDocilitat='n' 
FI SI 
FI SI 
SI(index==1) LLAVORS 
RETORNA 
FI SI 
accDocilitatLot(lot, index-1) 
FÍ FUNCIÓ 
3.32 Funció: contaAmassades (struct lote *lot, int index)
Aquesta funció servirà per contar les amassades dels lots per sota que ens interessa saber com 
s'ha especificat en la funció acceptacioEstadistic.
En la capçalera es declara un punter struct lote que rep el punter anterior al lot interessat. I 
també es declara un enter anomenat index que inicial  ment es el valor de lots en que ens 
interessa fer la suma.
També s'ha de dir que aquesta funció retorna un valor enter.
Primerament, si estem en el ultim, retorna el valor de l'amassada d'aquest lot.
Si no, retorna la suma de el valor de el número d'amassades més el valor que retorna la crida 
d'aquesta mateixa funció amb el lot inferior, i el index també.
ENTER contaAmassades(ESTRUCTURA lote *lot,ENTER index) 
SI(index==1) LLAVORS 
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RETORNA(lot->amassada) 
FI SI 
RETORNA(lot->amassada+contaAmassades(lot-1, index-1)) 
FÍ FUNCIÓ 
3.33 Funció: accEstLot (struct lote *lot, int n)
Aquesta funció es la que s'encarrega de fer el test de resistència al lot.
En la capçalera es declara un punter struct lote que rep el valor del punter del lot a estudiar. 
També es declara un enter amb nom n en que és el número d'amassades totals amb els lots 
inferiors del mateix formigó.
Primer fa el test per si el formigó té distintiu de qualitat, i retorna.
Segon, s'aplica el mètode si té distintiu de qualitat transitori, i retorna.
Finalment aplica el mètode per els lots sense distintiu de qualitat.
INICI accEstLot(ESTRUCTURA lote *lot, ENTER n)/*el valor n és el número d'amassades totals amb els lots inferiors del 
mateix formigó*/ 
ENTER i, index14=14 
REAL mitj, sigma, k2, k3, s35, r 
CARACTER cutero 
SI(lot->distQualitat=='S'||lot->distQualitat=='s') LLAVORS /*si té distintiu de qualitat*/ 
SI(*(lot->rAmassada)>=lot->fck) LLAVORS /* *(lot->rAmassada) és el valor més petit del ARRAY*/ 
IMPRIMEIX Compleix, ben identificat 
lot->compleix='s' 
RETORNA 
FI SI 
IMPRIMEIX No compleix\n 
/*la DF acceptarà el lot quant els valors individuals obtinguts als assajos siguin superiors a 0.90fck*/ 
mitj=suma14(lot,&index14, n) 
mitj/=(14-index14) 
        
IMPRIMEIX introdueix la desviació típica corresponent a la producció del tipus del formigó subministrat 
AGAFA sigma 
SI((*(lot->rAmassada)>=0.90*lot->fck)||(mitj-1.645*sigma>=0.90*lot->fck)) LLAVORS 
IMPRIMEIX s'accepta 
lot->compleix='a' 
RETORNA 
FI SI 
lot->compleix='n
FI SI 
SI(lot->distQualitat=='T'||lot->distQualitat=='t') LLAVORS 
mitj=0; 
/*faig la mitjana amb les rAmassades del mateix lot*/ 
PER i=0 FINS A lot->amassada INCR +1 
mitj+=(*(lot->rAmassada+i))/(lot->amassada) 
FI PER 
IMPRIMEIX introdueix la desviació típica corresponent a la producció del tipus del formigó 
subministrat: 
AGAFA sigma 
SI(mitj-1.645*sigma>=lot->fck) LLAVORS 
IMPRIMEIX Compleix, ben identificat 
lot->compleix='s' 
RETORNA
FI SI 
IMPRIMEIX No compleix 
RETORNA 
FI SI 
IMPRIMEIX Sense distintiu, fabricat de forma contínua en central d'obra 
IMPRIMEIX o subministrat de forma continuada per la mateixa central de formigó preparat, 
IMPRIMEIX en la que es controla en l'obra més de trenta i sis amassades del mateix tipus de formigó (s/n) 
AGAFA cutero 
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SI((cutero=='S'||cutero=='s')&&(n+lot->amassada)>37) LLAVORS 
k3=calK3(lot) 
s35=calS35(lot) 
SI((*(lot->rAmassada)-k3*s35)>=lot->fck) LLAVORS 
IMPRIMEIX Compleix 
lot->compleix='s' 
SI NO 
IMPRIMEIX no compleix 
lot->compleix='n' 
FI SI 
RETORNA 
FI SI 
k2=calK2(lot) 
r=calR(lot, lot->amassada) 
SI(((lot->mitjana)-k2*r)>=lot->fck) LLAVORS 
IMPRIMEIX Compleix 
lot->compleix='s' 
RETORNA 
FI SI 
IMPRIMEIX No compleix 
lot->compleix='n' 
FÍ FUNCIÓ 
3.34 Funció: calK2 (struct lote *lot)
Aquesta funció retorna el valor K2.
En  la  capçalera  es  declara  un  punter  struct  lote  que  rep  el  valor  del  punter  del  lot  que 
necessitem saber el valor K2.
Per cada tipus d'amassada li fa retornar el valor corresponent i retorna.
REAL calK2(ESTRUCTURA lote *lot) 
SI(lot->amassada==3) LLAVORS 
RETORNA(1.02) 
FI SI 
SI(lot->amassada==4) LLAVORS 
RETORNA(0.82) 
FI SI 
SI(lot->amassada==5) LLAVORS 
RETORNA(0.72) 
FI SI 
RETORNA(0.66) 
FÍ FUNCIÓ 
3.35 Funció: calR (struct lote *lot, int max)
Aquesta funció retorna un valor real.
A  la  capçalera  es  declara  un  punter  struct  lote  que  rep  el  valor  del  punter  del  lot  que 
necessitem saber el seu recorregut, la diferència del màxim valor amb el mínim.
Retorna la diferència de valors.
REAL calR(ESTRUCTURA lote *lot, ENTER max)/*valor del recorregut mostral*/ 
RETORNA(lot->rAmassada[max-1]-lot->rAmassada[0]) 
FÍ FUNCIÓ 
3.36 Funció: calK3 (struct lote *lot)
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A la capçalera de la funció declarem un punter struct lote que rep el valor del punter del lot 
que necessitem saber el valor K3.
La funció retorna un calor real. Segons el tipus d'amassades retorna el K3 que li pertoca.
REAL calK3(ESTRUCTURA lote *lot) 
SI(lot->amassada==3) LLAVORS 
RETORNA(0.85) 
FI SI 
SI(lot->amassada==4) LLAVORS 
RETORNA(0.67) 
FI SI 
SI(lot->amassada==5) LLAVORS 
RETORNA(0.55) 
FI SI 
RETORNA(0.43) 
FÍ FUNCIÓ 
3.37 Funció: calS35 (struct lote *lot)
Aquesta funció s'encarrega de calcular la desviació típica mostral de com a màxim els 35 
últimes mostres.
A la capçalera de la funció declarem un punter struct lote en que rep el calor del punter del lot 
a estudiar.
També declarem un array amb dimensió 35 de valors reals per emmagatzemar els valors que 
ens interessa.
Cridem a una funció especial que s'encarregarà de recuperar les últimes 35 amassades.
Després calculem la mitjana amb l'ajuda de la funció suma.
I retorna el valor fent l'arrel quadrada del valor que retorna la funció sumaDifQ.
REAL calS35(ESTRUCTURA lote *lot)/*tinc que fer desviació típica de les últimes 35 amassades*/ 
REAL ult35am[35], mitj 
recuperaUlt35am(lot, lot->rAmassada+(lot->amassada)-1, 34, ult35am+34) 
mitj=suma(ult35am+34, 34)/35 
RETORNA(sqrt(sumaDSIQ(ult35am+34, 34, mitj)/35)) 
FÍ FUNCIÓ 
3.38 Funció: recuperaUlt35am (struct lote *lot, float *p, int n, float *ult35am)
Aquesta funció és molt interessant de la manera que va saltant de lot en lot i recuperant les 
dades.
En la capçalera declara un punter struct lote en que rep el valor del punter del lot de partida. 
També declara dos punters float en que amb el nom p rep el punter de la última amassada del 
lot inicial. I el punter ult35am rep el valor punter del array on guardarem els 35 valors últims 
que havíem creat en la funció calS35.
També declarem un enter amb nom n en que el farem servir per fer el límit a la recursivitat.
Primerament, cridem a la funció copia. En que copiarà els valors de les amassades del lot 
actual.
Després si estem a l'amassada 35 retorna.
Després la funció es crida a ella mateixa en que el punter lot enredereix la unitat. I envia el 
punter del array de les 35 amassades mogut tantes vegades com amassades hi ha a la funció.
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INICI recuperaUlt35am(ESTRUCTURA lote *lot, REAL *p, ENTER n, REAL *ult35am) 
copia(ult35am, p, &n, lot->amassada) 
SI(n==0) LLAVORS 
RETORNA 
FI SI 
recuperaUlt35am(lot-1, (lot-1)->rAmassada+((lot-1)->amassada)-1, n, ult35am-(lot->amassada)) 
FÍ FUNCIÓ 
3.39 Funció: copia(float *ult35am, float *p, int *n, int amassada)
En la capçalera d'aquesta funció declara dos punters a float, un agafa el punter del array de les 
35 amassades i l'altre apunta a un resultat de les amassades del lot. Aquesta funció actuara de 
manera recursiva escombrant totes les amassades del mateix lot.
També es declara un punter enter en que apuntarà al valor de cops que quedarà per arribar al 
valor 35. I finalment es declara un enter en que rep el valor d'amassades que queden per 
copiar del mateix lot.
Primer,  copia  el  valor  de  la  amassada  al  array.  I  després  retornarà  si  ja  hem fet  les  35 
amassades o ja no n'hi han més en aquest lot.
Després, al valor apuntat *n se li resta un per continuar d'indexació.
Finalment, la funció es crida a ella mateixa restant la unitat als punters de les 35 amassades i 
al valor enter de les amassades que queden en el lot per copiar.
INICI copia(REAL *ult35am, REAL *p, ENTER *n, ENTER amassada) 
*ult35am=*p 
SI(*n==0||amassada==0) LLAVORS 
RETORNA 
FI SI 
*n-=1 
copia(ult35am-1, p-1, n, amassada-1) 
FÍ FUNCIÓ 
3.40 Funció: suma (float *llista, int index)
Aquesta funció com ella indica només fa que retornar la suma d'una cadena de valors reals. Es 
senzilla, però necessària. Ja que fer una suma en el lloc necessari queda poc ortodox, i fent 
aquesta funció es molt més elegant.
En la capçalera es declara un punter float en que ens servira per moure's per la llista. I es 
declara un enter en que servirà per fer d'indexació.
Comença en, si estem al ultim index retorna el valor indexat.
Si no, retorna el valor indexat més la suma del valor retornat per la mateixa funció, en que el 
punter recula una posició i el valor indexació també.
REAL suma(REAL *llista, ENTER index) 
SI(index==0) LLAVORS 
RETORNA(*llista) 
FI SI 
RETORNA(*llista+suma(llista-1, index-1)) 
FÍ FUNCIÓ 
3.41 Funció: sumaDifQ (float *llista, int index, float mitj)
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En la capçalera es declara un punter a float on rebre l'adreça del valor de la llista en que s'ha 
de fer la suma. També es crea un real en que rebrà el valor mitjana que necessitarà per poder 
fer la diferència. I finalment declara un enter amb nom index que servirà de indexació.
Primerament, si estem al últim valor retorna el quadrat del valor de la llista menys la mitjana.
Si no, retorna la suma de aquest valor més el valor que retorna la crida de la mateixa funció en 
que el punter que passa de la llista és menys un i per al indexació també.
REAL sumaDifQ(REAL *llista, ENTER index, REAL mitj) 
SI(index==0) LLAVORS 
RETORNA((*llista-mitj)*(*llista-mitj)) 
FI SI 
RETORNA((*llista-mitj)*(*llista-mitj)+sumaDifQ(llista-1, index-1, mitj)) 
FÍ FUNCIÓ 
3.42 Funció: suma14 (struct lote *lot, int *index14, int amassadesT)
Aquesta funció amb l'ajuda de la funció suma14enLot  retornarà finalment  la suma de les 
últimes 14 amassades.
A la capçalera es declara un punter struct lote en que rep el valor del punter del lot de partida. 
També es declara un punter a int en que rep l'adreça de la variable que emmagatzemava el 
valor 14 inicial ment i servira tant com a possible límit de la funció com per saber al final 
quantes sumes s'han fet. I finalment es declara una variable a enter en que val les amassades 
totals que hi han per sota amb el mateix formigó.
Primer,  crida  la  funció  suma14enLot,  en  que  et  retorna  la  suma  de  totes  les  amassades 
d'aquest lot. Després si resulta que ja estem al últim lot del mateix formigó, o el que és el 
mateix, ja no hi han amassades amb el mateix tipus de formigó retorna el valor calculat.
Si no, retorna el valor calculat més el valor que retorna la cria de la mateixa funció enrederint 
una unitat al punter del lot.
REAL suma14(ESTRUCTURA lote *lot, ENTER *index14, ENTER amassadesT) 
REAL aux 
aux=suma14enLot(lot->rAmassada+(lot->amassada-1), index14, lot->amassada, &amassadesT) 
SI(amassadesT==0) LLAVORS 
RETORNA(aux) 
FI SI 
RETORNA(aux+suma14(lot-1, index14, amassadesT)) 
FÍ FUNCIÓ 
3.43 Funció:  suma14enLot  (float  *rAmassada,  int  *index14,  int  amassada,  int 
*amassadesT)
En la capçalera d'aquesta funció es declara un punter a float en que rep l'adreça de la última 
amassada  del  lot.  També es declara  dos punters  a  int.  El  primer  es  el  indexador  dels  14 
amassades i l'altre és el  valor d'amassades totals que hi ha per sota en el mateix tipus de 
formigó. I també es declara un valor int en que rep el número d'amassades que del lot.
Primerament, al valor apuntat del index14 se li resta una unitat. Després al valor amassada i 
amassades totals també se li resten una unitat.
Finalment, si estem a la última amassada, o en el catorzè valor d'amassada, o ja no n'hi ha més 
amassades en aquest tipus de formigó, llavors retorna el valor de l'amassada apuntada.
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Si no es compleix, llavors retornarà el valor de l'amassada apuntada més el valor que retorna 
la crida de la mateixa funció amb els mateixos paràmetres menys l'adreça de l'amassada que 
se li resta la unitat.
REAL suma14enLot(REAL *rAmassada, ENTER *index14, ENTER amassada, ENTER *amassadesT) 
*index14-=1 
amassada-- 
amassadesT-- 
SI(amassada==0||*index14==0||amassadesT==0) LLAVORS 
RETORNA(*rAmassada) 
FI SI 
RETORNA(*rAmassada+suma14enLot(rAmassada-1, index14, amassada, amassadesT)) 
FÍ FUNCIÓ 
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CAPÍTOL 4. DIAGRAMES DE FLUX
Figura 4.1  Funció main
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INICI
OPCIÓ 1 INTRODUEIX NOM DE LA OBRAINTRODUEIX NOM DEL FITXER A OBRIR
AGAFAR DADES
TIPUS
CONTROL
INTRODUCCIÓ DADES
dEstadistic()
CALCULA MÍNIM DE
LOTS PER C. F. M.
cLotsPerCadaTipus()
N'HI HA 3?
assegura3lots()
GENERA LOTS
VOLS INTRODUIR
RESULTATS
NOM DEL FITXER
PER IMPRIMIR
PLANTILLES
TIPUS CONTROL
imprimirEstadistic() imprimir100x100() imprimirIndirecte()
desaDadesArxiu() desaDadesArxiu100x100() desaDadesArxiuIndirecte()
INTRODUCCIÓ DADES
d100x100()
INTRODUCCIÓ DADES
dIndirecte()
INTRODUIR NOM
DEL FITXER ON
IMPRIMIR RESULTATS
SI
NO
ESTADISTI
C INDIRECTE
100X10
0
OBRIR 
PROJECTE
CREAR 
NOU 
PROJECTE
TIPUS DE
CONTROL
INTRODUEIX
RESULTATS
agafaResultats()
INTRODUEIX
RESULTATS
r100x100()
INTRODUEIX
RESULTATS
rIndirecte()
TREURE
CONCLUSIONS
acceptacioEstadistic()
TREURE
CONCLUSIONS
acceptacio100x100()
TREURE
CONCLUSIONS
acceptacioIndirecte()
IMPRIMIR
RESULTATS A ARXIU
imprimirEstadistic()
IMPRIMIR
RESULTATS A ARXIU
imprimir100x100()
IMPRIMIR
RESULTATS A ARXIU
imprimirIndirecte()
FÍ FUNCIÓ
ESTADISTI
C
100X10
0
INDIRECTE
ESTADISTI
C
100X10
0
INDIRECTE
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Figura 4.2   Funció dEstadistic
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dEstadistic()
INTRODUEIX DADES
ELEMENTS A COMPRESSIÓ intrDEstadistic(auxLotsC)
INTRODUEIX DADES
ELEMENTS A FLEXIÓ intrDEstadisitc(auxLotsF)
INTRODUEIX DADES
ELEMENTS EN MASSA intrDEstadistic(auxLotsM)
FÍ FUNCIÓ
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Figura 4.3   Funció intrDEstadistic
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Figura 4.4   Funció infLots
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infLots()
INTRODUEIX
-DISTINTIU QUALITAT
-FCK
-T (HM/HA/HP)
-C, CONSITÈNCIA
-TM ÀRID
-TIPUS AMBIENT
-VOLUM FORMIGÓ
-TEMPS FORMIGONAT
EL LOT ÉS
EN MASSA?
INTRODUEIX
-SUPERFICIE
-NUM PLANTES
DISTINTIU
QUALITAT?
FCK<=30 N/MM2 FCK<=50 N/MM2
AMASSADES
3
FCK<=50 N/MM2
AMASSADES
4
AMASSADES
6
AMASSADES
2
AMASSADES
1
FÍ FUNCIÓ
no
si
no si
si
no
si no
no si
Control de qualitat del formigó amb computadora
Figura 4.5   Funció generaLots
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Figura 4.6   Funció cLotsPerCadaTipus
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cLotsPerCadaTipus()
AUX= VALOR ENTER
MÉS PETIT PER SOBRE
VFORMIGÓ/100
IDEM PER
TEMPS/2
>AUX?
AUX=TEMPS/2
LOT ÉS
EN MASSA? AUX=MÀX(AUX,[SUP/500],[PLANTES/2])
TÉ DIST.
QUALITAT?
TRANSITORI
AUX=[AUX/5]
AUX=[AUX/2]
ESTEM
AL ÚLTIM
LOT?
RETORNA AUX
RETORNA(AUX+cLotsPerCadaTipus(Lot+1))
si
no
si
no
si
no
si
no
no si
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Figura 4.7   Funció copiaDadesArray
Figura 4.8   Funció copiaInfMateixForm
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copiaDadesArray()
CopiaInfMateixForm()
INDEX AUX
ÚLTIM LOT==1?
MENTRES index>1 FER
Index--
RETROCEDIR UN PUNTER
LOTS=AUXLOTS
copiaDadesArray(Lot inferior)
FÍ FUNCIÓ
si
no
copiaInfMateixForm()
LOTS=AUXLOTS
TRANSPASA DADES
HI HAN MÉS
LOTS IGUALS DEL
MATEIX TIPUS
DE FORMIGÓ?
copiaInfMateixForm(LOT INFERIOR)
FÍ FUNCIÓ
no
si
Control de qualitat del formigó amb computadora
Figura 4.9   Funció imprimirEstadistic
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imprimirEstadistic()
EL LOT EN %s
NÚMERO %d DE %d
COMPOST AMB EL FORMIGÓ
TÉ DISTINTIU
DE QUALITAT?
TRANSITORI
AMB DISTINTIU
AMB
-M3 DE FORMIGÓ
-SETMANES
-M2 DE SUPERFÍCIE
-PLANTES
HI HA
RESULTATS?
FITXA PER OMPLIR
-RESISTÈNCIA
-DOCILITAT
RESULTATS
-RESISTÈNCIA
-DOCILITAT
ESTEM AL
ÚLTIM?
FÍ FUNCIÓimprimirEstadistic(lot+1)
transitori
no
si
sino
sino
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Figura 4.10   Funció imprmir100x100
Figura 4.11   Funció dIndirecte
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imprimir100x100()
HI HAN DADES
INTRODUÏDES?
CREAR FITXA
PER OMPLIR
-RESISTÈNCIA
-DOCILITAT
CREAR FITXA
AMB RESULTAS
-RESISTÈNCIA
-DOCILITAT
FÍ FUNCIÓ
si no
dIndirecte()
INTRODUIR:
-CONSISTÈNCIA
-JORNADES DE 
SUBMINISTRAMENT
INTRODUÏR:
-DETERMINACIONS
PER JORNADA
SÓN >=4?
FÍ FUNCIÓ
si
no
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Figura 4.12   Funció rIndirecte
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rIndirecte()
GENERA ARRAYS
PER DETERMINACIONS
1ER ASSENTAMENT DOCILITAT i DE JORNADA j
2ON ASSENTAMENT DOCILITAT i DE JORNADA j
RESOLUCCIÓ DE DETERMINACCIÓ
j=DETERMINACIONS
i=JORNADES
FÍ FUNCIÓ
Per i=0
Per j=0
I++
j++
no
no
si
si
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Figura 4.13   Funció imprimirIndirecte
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imprimirIndirecte()
RECUPERA
NÚMERO DE JORNADES
AMB DETERMINACIONS
HI HAN
DADES?
CREA FITXA
PER OMPLIR
1ERA DOCILITAT i DE JORNADA j ÉS
2A DOCILITAT i DE JORNADA j ÉS
L'ASSENTAMENT ÉS
j==DETERMINACIONS
i==JORNADES
FÍ FUNCIÓ
si
no
i=0 j=0
no
no
si
si
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Figura 4.14   Funció agafaDadesArxiu100x100
Figura 4.15   Funció desaDadesArxiu100x100
Figura 4.16   Funció agafaDadesArxiuIndirecte
Figura 4.17   Funció desaDadesArxiuIndirecte
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agafaDadesArxiu100x100()
AGAFA DADES
-VOLUM FORMIGÓ
-FCK
-N
-n
FÍ FUNCIÓ
desaDadesArxiu100x100()
DESA DADES
-VOLUM FORMIGÓ
-FCK
-N
-n
FÍ FUNCIÓ
agafaDadesArxiuIndirecte()
AGAFA DADES
-C, CONSISTÈNCIA
-JORNADES
-DETERMINACIONS
FÍ FUNCIÓ
desaDadesArxiuIndirecte()
DESA DADES
-C, CONSISTÈNCIA
-JORNADES
-DETERMINACIONS
FÍ FUNCIÓ
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Figura 4.18   Funció assegura3lots
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assegura3lots()
C==0
F==0
M==0
F==0
M==0
VOL F>=
VOL M
M=3
F=3
F=2
M=1
M=2
F=1
C==0
M==0
VOL C>=
VOL M
M=3
C=3
C=2
M=1
M=2
C=1
C=2
F=1
C=1
F=2 FÍ FUNCIÓ
si
no
si
no
si
no
si
no
si
no
si
no
si
no
si
no
si
no
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Figura 4.19   Funció agafaResultats
70
agafaResultats()
GENERA ARRAY DIM N
-RESULTATS
-PROVETA 1
-PROVETA 2
-PROVETA 3
-R DOCILITAT
-R DOC 1
-R DOC 2
PROVETA 3==0?
Ri=(PROV 1+PROV 2)/2
Ri=(PROV1+PROV2+PROV3)/3
AMASSADA 2==0
R DOC=R AMASSADA 1
R DOC=(R AMASS 1+R AMASS 2)/2
i==n?
ordenaResultats() FÍ FUNCIÓ
RESULTAT INDEX i
PROVETA 1
PROVETA 2
PROVETA 3
RESULTAT INDEX i
AMASSADA 1
AMASSADA 2
i=1
si
no
si
no
no
si
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Figura 4.20   Funció ordenaResultats
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Figura 4.21   Funció acceptacioEstadistic
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Figura 4.22   Funció accDocilitatLot
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accDocilitatLot()
C==S?
rDocilitat<3
COMPLEIX
SI
COMPLEIX
NO
C==P?
Rdocilitat
[2,7)
COMPLEIX
SI
COMPLEIX
NO
C==B?
Rdocilitat
[5,10)
COMPLEIX
SI
COMPLEIX
NO
C==F?
Rdocilitat
[8,17)
COMPLEIX
SI
COMPLEIX
NO
C==L?
Rdocilitat
[14,22)
COMPLEIX
SI
COMPLEIX
NO
FÍ FUNCIÓ
si
si
si
si
si
si
si
si
si
no
no
no
no
no
no
no
no
no
no
si
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Figura 4.23   Funció contaAmasades
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contaAmassades()
INDEX==1
RETORNA(LOT->AMASSADA
RETORNA(amassada+contaAmassades(lot-1,INDEX-1))
si
no
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Figura 4.24   Funció accEstLot
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Figura 4.25   Funció calK2
Figura 4.26   Funció calR
Figura 4.27   Funció calK3
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calK2()
amassada==3
amassada==4
amassada==5
RETORNA(1,02)
RETORNA(0,82)
RETORNA(0,72)
RETORNA(0,66)
si
si
no
si
no
no
calR()
RETORNA(rAmassada[max-1]-rAmassada[0])calK3()
amassada==3
amassada==4
amassada==5
RETORNA(0,85)
RETORNA(0,67)
RETORNA(0,55)
RETORNA(0,43)
si
si
no
si
no
no
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Figura 4.28   Funció calS35
Figura 4.29   Funció recuperaUlt35am
Figura 4.30   Funció copia
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calS35()
RecuperaUlt35am()
AGAFA ELS ÚLTIMS
35 RESULTATS
MITJ=suma()/35
RETORNA(Spqrt(sumaDifQ()/35))
recuperaUlt35am()
Copia()
COPIA ELEMENTS DE
DIFERENTS ESTRUCTURES
ESTEM AL
PRIMER ELEMENT
DEL ARRAY
recuperaUlt35am(element anterior) FÍ FUNCIÓ
si
no
copia()
ESTEM AL
PRIMER ELEMENT
DEL ARRAY
||amassada==0
copia(element anterior) FÍ FUNCIÓ
si
no
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Figura 4.31   Funció suma
Figura 4.32   Funció sumaDifQ
Figura 4.33 Funció suma14
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suma()
index==0
RETORNA(llista+suma(punter anterior)) FÍ FUNCIÓ
si
no
RETORNA(valor llista)
sumaDifQ()
index==0
RETORNA((*llista-mitj)^2+
sumaDifQ(punter anterior)) FÍ FUNCIÓ
si
no
RETORNA((*llista-mitj)^2)
suma14()
amassadesT==0
RETORNA(aux-suma14(punter anterior)) FÍ FUNCIÓ
si
no
RETORNA(aux)
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Figura 4.34   Funció suma14enLot
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suma14enLot()
Amassada==0
||valor index14==0
RETORNA(*rAmassada-suma14enLot(punter anterior)) FÍ FUNCIÓ
si
no
RETORNA(*rAmassada)
-RETROCEDEIX UN PUNTER
DEL index14
-amassada--
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CAPÍTOL 5. CODI FONT
/*************************************************************************/
/****Programa del PFC de control de qualitat del formigó fet per Carles Fuentes****/
/*************************************************************************/
#include<stdio.h>
#include<math.h>
#include<stdlib.h>
#include<malloc.h>
#include<string.h>
struct centXcent{
    char C;
    char compleix;
    char compleixDocilitat;
    float *rAmassada;
    float *proveta1;
    float *proveta2;
    float *proveta3;
    float *rDocilitat;
    float *rDocilitat1;
    float *rDocilitat2;
    float vFormigo;
    float fck;
    int N;
    int n;
};
struct indirecte{
    char C;
    char compleix;
    int jornades;
    int dets;/*determinacions*/
    float *det;
    float *det1;
    float *det2;
};
    
struct lote {
char distQualitat;
char compleix;
    char compleixDocilitat;
    int amassada;
    int nLots;
    float mitjana;
    float *rAmassada;
    float *proveta1;
    float *proveta2;
    float *proveta3;
    float *rDocilitat;
    float *rDocilitat1;
    float *rDocilitat2;
    float vFormigo;
    int temps;
    float sup;
    int plantes;
    char T[3];
    float fck;
    char C;
    float TM;
    char A[6];
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    int ruso;
    struct lote *dNoQual;
};
struct control{
char nom[50];
    int tipusControl;
}obra;
void imprimirEstadistic(struct lote *, int , int , char [], int );
void imprimir100x100(struct centXcent *, int );
void dIndirecte(struct indirecte *);
void rIndirecte(struct indirecte *);
void imprimirIndirecte(struct indirecte *, int );
void acceptacioIndirecte(struct indirecte *);
void d100per100(struct centXcent *);
void r100per100(struct centXcent *);
void acceptacio100x100(struct centXcent *);
void agafaDadesArxiu(int *, int *, int *, int *, int *, int *, struct lote **, struct lote **, struct lote **, struct lote 
**, struct lote **, struct lore **);
void agafaDadesLots(struct lote *, int ,int );
void desaDadesArxiu(struct lote *, struct lote *, struct lote *, int , int , int , struct lote *, struct lote *, struct lote 
*, int , int , int );
void desaDadesLots(struct lote *, int , int );
void agafaDadesArxiu100x100(struct centXcent *);
void desaDadesArxiu100x100(struct centXcent *);
void agafaDadesArxiuIndirecte(struct indirecte *);
void desaDadesArxiuIndirecre(struct indirecte *);
void dEstadistic(struct lote **,struct lote **,struct lote **, int *, int *, int *);
int intrDEstadistic(struct lote **, int );
int cLotsPerCadaTipus(struct lote *, int, int , int );
void assegura3lots(int *, int *, int *, struct lote *, struct lote *, struct lote *, int, int, int);
void generaLots(struct lote **, struct lote **, struct lote **, int , int , int , struct lote *, struct lote *, struct lote *, 
int , int , int );
void copiaDadesArray(struct lote *, int , struct lote *, int );
void copiaInfMateixForm(struct lote *, struct lote *, int );
void infLots(struct lote *, int );
float agafaResultats(float **,float **, float **, float **, float **, float **, float **, int );
void ordenaResultats(float [], int );
void acceptacioEstadistic(struct lote **, struct lote **, struct lote **, int , int , int , struct lote *, struct lote *, 
struct lote *);
void accDocilitatLot(struct lote *, int );
int contaAmassades(struct lote *,int );
void accEstLot(struct lote *, int );
float calK2(struct lote *);
float calR(struct lote *, int );
float calK3(struct lote *);
float calS35(struct lote *);
void recuperaUlt35am(struct lote *, float *, int , float *);
void copia(float *, float *, int *, int );
float suma(float *, int );
float sumaDifQ(float *, int , float );
float suma14(struct lote *, int *, int );
float suma14enLot(float *, int *, int ,int *);
FILE *canalSortida, *canalEntrada, *fitxa;
void main(){
    struct centXcent estructura;
    struct indirecte ind;
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struct lote *lotsC, *lotsF, *lotsM, *auxLotsC, *auxLotsF, *auxLotsM;
int  numLotsC, numLotsF, numLotsM, tipusLotsC, tipusLotsF, tipusLotsM;
char fitxer[30];
int i, opcio1, opcio2, opcio3;
    printf("programa del PFC control de qualitat del formigó, fet per Carles Fuentes Moreno\n\n\n");
    printf("1) Crear nou projecte\n");
    printf("2) Obrir projecte existent\n");
    printf("Introdueix l'opcio:\n");
    scanf("%d",&opcio1);
    switch (opcio1)
    {   case 1: printf("\nNom de la nova obra?\n");
                scanf("%s",obra.nom);
                printf("\n\n");
                printf("1) Control estadistic\n");
                printf("2) Control al 100 per 100\n");
                printf("3) Control Indirecte\n");
                printf("Introdueix el control desitjat:\n");
                scanf("%d",&opcio2);/*opcio2, tipus de control*/
                obra.tipusControl=opcio2;
                switch (opcio2)
                {   case 1: dEstadistic(&auxLotsC, &auxLotsF, &auxLotsM, &tipusLotsC, &tipusLotsF, 
&tipusLotsM);/*Entrada de dades de la obra*/
                            if(tipusLotsC==0)
                                numLotsC=0;
                                else
                                    numLotsC=cLotsPerCadaTipus(auxLotsC, 0, tipusLotsC, 0);
                            if(tipusLotsF==0)
                                numLotsF=0;
                            else
                                numLotsF=cLotsPerCadaTipus(auxLotsF, 0, tipusLotsF, 0);
if(tipusLotsM==0)
                                numLotsM=0;
                            else
                               numLotsM=cLotsPerCadaTipus(auxLotsM, 0, tipusLotsM, 1); 
                            if(numLotsC+numLotsF+numLotsM<3){
                                assegura3lots(&numLotsC, &numLotsF, &numLotsM, auxLotsC, auxLotsF, auxLotsM, 
tipusLotsC, tipusLotsF, tipusLotsM);
                            }
                            generaLots(&lotsC, &lotsF, &lotsM, numLotsC, numLotsF, numLotsM, auxLotsC, auxLotsF, 
auxLotsM, tipusLotsC, tipusLotsF, tipusLotsM);
                            break;
                    case 2: d100per100(&estructura);
                            break;
                    case 3: dIndirecte(&ind);
                            break;
                    default : printf("Opció incorrecte\n");
                            break;
                }
                printf("\nVols introduir resultats i extreure conclusions?\n");
                printf("1) Si\n");
                printf("2) No, desito sortir\n");
                printf("Introdueix l'opcio:\n");
                scanf("%d",&opcio3);
                break;
        case 2: printf("\nIntrodueix el nom del fitxer que vols obrir:");
                scanf("%s",fitxer);
                printf("\n");
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                canalEntrada=fopen(fitxer,"r");
                if(canalEntrada==NULL){
                    printf("No s'ha pogut obrir el fitxer\n");
                    exit(1);
                }
                opcio3=1;
                fscanf(canalEntrada,"%s\n",obra.nom);
                fscanf(canalEntrada,"%d\n",&obra.tipusControl);
                opcio2=obra.tipusControl;
                if(opcio2==1){
                    agafaDadesArxiu(&numLotsC, &numLotsF, &numLotsM, &tipusLotsC, &tipusLotsF, 
&tipusLotsM, &lotsC, &lotsF, &lotsM, &auxLotsC, &auxLotsF, &auxLotsM);
                    printf("\n\nEL VALOR nLots ES %d\n\n", auxLotsC->nLots);
                }
                if(opcio2==2)
                    agafaDadesArxiu100x100(&estructura);
                if(opcio2==3)
                    agafaDadesArxiuIndirecte(&ind);
                fclose(canalEntrada);
                break;
        default:printf("Opcio incorrecte\n");
                break;
    }
    switch (opcio3)
    {   case 1: printf("\nIntrodueix el nom del fitxer que vols imprimir resultats:");
                scanf("%s",fitxer);
                printf("\n");
                fitxa=fopen(fitxer,"w");
                if(fitxa==NULL){
                    printf("No s'ha pogut obrir el fitxer\n");
                    exit(1);
                }
                if(opcio2==1){/* per =1, control estadistic*/
                    if(numLotsC>0)
                        printf("\n\nPer els lots de compressio tenim:\n");
                    for(i=0;i<numLotsC;i++){
                        printf("Per al LOT %d de %d\n",i+1,numLotsC);
                        (lotsC+i)->mitjana=agafaResultats(&((lotsC+i)->rAmassada),&((lotsC+i)->proveta1), 
&((lotsC+i)->proveta2), &((lotsC+i)->proveta3), &((lotsC+i)->rDocilitat), &((lotsC+i)->rDocilitat1), 
&((lotsC+i)->rDocilitat2), (lotsC+i)->amassada);
                    }
                    if(numLotsF>0)
                        printf("\n\nPer els lots de flexio tenim:\n");
                    for(i=0;i<numLotsF;i++){
                        printf("Per al LOT %d de %d\n",i+1,numLotsF);
                        (lotsF+i)->mitjana=agafaResultats(&((lotsF+i)->rAmassada),&((lotsF+i)->proveta1), 
&((lotsF+i)->proveta2), &((lotsF+i)->proveta3), &((lotsF+i)->rDocilitat), &((lotsF+i)->rDocilitat1), 
&((lotsF+i)->rDocilitat2), (lotsF+i)->amassada);
                    }
                    if(numLotsM>0)
                        printf("\n\nPer els lots en massa tenim:\n");
                    for(i=0;i<numLotsM;i++){
                        printf("Per al LOT %d de %d\n",i+1,numLotsM);
                        (lotsM+i)->mitjana=agafaResultats(&((lotsM+i)->rAmassada),&((lotsM+i)->proveta1), 
&((lotsM+i)->proveta2), &((lotsM+i)->proveta3), &((lotsM+i)->rDocilitat), &((lotsM+i)->rDocilitat1), 
&((lotsM+i)->rDocilitat2), (lotsM+i)->amassada);
                    }
acceptacioEstadistic(&lotsC, &lotsF, &lotsM, numLotsC, 
numLotsF, numLotsM, auxLotsC, auxLotsF, auxLotsM);
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                    if(numLotsC>0)
                        imprimirEstadistic(lotsC, 0, numLotsC,"compressió",1);
                    if(numLotsF>0)
                        imprimirEstadistic(lotsF, 0, numLotsF,"flexió",1);
                    if(numLotsM>0)
                       imprimirEstadistic(lotsM, 0, numLotsM,"massa",1); 
}
if(opcio2==2){/*control 100per100*/
                    r100per100(&estructura);
                    acceptacio100x100(&estructura);
                    imprimir100x100(&estructura,1);
}
if(opcio2==3){/*control indirecte*/
                    rIndirecte(&ind);
                    acceptacioIndirecte(&ind);
                    imprimirIndirecte(&ind,1);
}
                fclose(fitxa);
                break;
        case 2: printf("\nIntrodueix el nom del fitxer per les plantilles buides:");
                scanf("%s",fitxer);
                printf("\n");
                fitxa=fopen(fitxer,"w");
                if(fitxa==NULL){
                    printf("No s'ha pogut obrir el fitxer\n");
                    exit(1);
                }
                if(opcio2==1){
                    if(numLotsC>0)
                        imprimirEstadistic(lotsC, 0, numLotsC,"compressió",0);
                    if(numLotsF)
                        imprimirEstadistic(lotsF, 0, numLotsF,"flexió",0);
                    if(numLotsM)
                        imprimirEstadistic(lotsM, 0, numLotsM,"massa",0);
                    fclose(fitxa);
                    
                    printf("\nGuardar inf sobre la obra, a l'arxiu:");
                    scanf("%s",fitxer);
                    printf("\n");
                    canalSortida=fopen(fitxer,"w");
                    if(canalSortida==NULL){
                        printf("No s'ha pogut obrir el fitxer\n");
                        exit(1);
                    }
                    fprintf(canalSortida,"%s\n",obra.nom);
                    fprintf(canalSortida,"%d\n",obra.tipusControl);
                    desaDadesArxiu(lotsC, lotsF, lotsM, numLotsC, numLotsF, numLotsM, auxLotsC, auxLotsF, 
auxLotsM, tipusLotsC, tipusLotsF, tipusLotsM);
                    fclose(canalSortida);
                }
                if(opcio2==2){
                    imprimir100x100(&estructura,0);
                    fclose(fitxa);
                    printf("\nGuardar inf sobre la obra, a l'arxiu:");
                    scanf("%s",fitxer);
                    printf("\n");
                    canalSortida=fopen(fitxer,"w");
                    if(canalSortida==NULL){
                        printf("No s'ha pogut obrir el fitxer\n");
                        exit(1);
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                    }
                    fprintf(canalSortida,"%s\n",obra.nom);
                    fprintf(canalSortida,"%d\n",obra.tipusControl);
                    
                    desaDadesArxiu100x100(&estructura);
                    fclose(canalSortida);
                }
                if(opcio2==3){
                    imprimirIndirecte(&ind,0);
                    fclose(fitxa);
                    printf("\nGuardar inf sobre la obra, a l'arxiu:");
                    scanf("%s",fitxer);
                    printf("\n");
                    canalSortida=fopen(fitxer,"w");
                    if(canalSortida==NULL){
                        printf("No s'ha pogut obrir el fitxer\n");
                        exit(1);
                    }
                    fprintf(canalSortida,"%s\n",obra.nom);
                    fprintf(canalSortida,"%d\n",obra.tipusControl);
                    
                    desaDadesArxiuIndirecre(&ind);
                    fclose(canalSortida);
                }
                break;
        default: printf("Opcio incorrecte\n");
                break;
    }
}
void dEstadistic(struct lote **auxLotsC,struct lote **auxLotsF,struct lote **auxLotsM, int *tipusLotsC, int 
*tipusLotsF, int *tipusLotsM){
printf("\n\nPrimer determinarem la obra en lots\n");
printf("El numero de lots no sera inferior a tres\n");
    printf("Recorda, totes les amasades d'un lot seran del mateix subministrador\n");
    printf("Primer separaras les dades en compressio, en flexio i en macissos\n\n");
    
    printf("\nIntrodueix les dades dels elements a compressio\n\n");
    *tipusLotsC=intrDEstadistic(auxLotsC, 0);
    printf("\n\nIntrodueix les dades dels elements a flexio\n\n");
    *tipusLotsF=intrDEstadistic(auxLotsF, 0);
    printf("\n\nIntrodueix les dades dels elements en massa\n\n");
    *tipusLotsM=intrDEstadistic(auxLotsM, 1);
    return;
}
int intrDEstadistic(struct lote **auxLots, int massa){
    int nSubm, *submTipusForm;
    int suma=0, index=0, i, j;
    
    printf("Quants subministradors tens en aquest apartat:\n");
    scanf("%d",&nSubm);
    if(nSubm==0)
        return(0);
    submTipusForm=(int *)calloc(nSubm, sizeof(int));
    for(i=0;i<nSubm;i++){
        printf("\n\nPel subministrador %d, tipus de formigons?\n",i+1);
        scanf("%d",submTipusForm+i);
        suma+=*(submTipusForm+i);
    }
    if(suma!=0)
        *auxLots=(struct lote *)calloc(suma, sizeof(struct lote));
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    for(i=0; i<nSubm;i++){
        printf("\n\nPer al subministrador %d\n",i+1);
        for(j=0;j<*(submTipusForm+i);j++){
            printf("\n\nIntrodueix la informacio del lot %d:\n",j+1);
            infLots(*(auxLots)+index, massa);
            index++;/*al final el valor index asoleix el valor suma*/
        }
    }
    free(submTipusForm);
    return(suma);
}
void infLots(struct lote *lot, int massa){
    char co;
    
    printf("\nTe distintiu de qualitat, S, N o T=transitori?\n");
    scanf("%s",&(lot->distQualitat));
    printf("\nI el fck en N/mm^2?\n");
    scanf("%f",&(lot->fck));
    printf("\nIntrodueix T, (HM/HA/HP)?\n");
    scanf("%s",(lot->T));
    printf("\nIntrodueix C, consistencia:\n");
    scanf("%s",&(lot->C));
    printf("\nIntrodueix TM, tamany maxim de l'arid en mm:\n");
    scanf("%f",&(lot->TM));
    printf("\nIntrodueix tipus d'ambient:\n");
    scanf("%s",(lot->A));
    printf("\nQuantitat de formigo en m^3:\n");
    scanf("%f", &(lot->vFormigo));
    printf("\nTemps de formigonat en setmanes:\n");
    scanf("%d", &(lot->temps));
    if(massa!=1){
        printf("\nSuperficie afectada en m^2:\n");
        scanf("%f", &(lot->sup));
        printf("\nNumero de plantes:\n");
        scanf("%d", &(lot->plantes));
    }
    co=lot->distQualitat;
    if(co=='S'||co=='s'||co=='T'||co=='t'){
        if(lot->fck<=50)
            lot->amassada=1;
        else
            lot->amassada=2;
    }
    if(co=='N'||co=='n'){
        if(lot->fck<=30){
            lot->amassada=3;
        }else{
            if(lot->fck<=50)
                lot->amassada=4;
            else
                lot->amassada=6;
        }
    }
}
int cLotsPerCadaTipus(struct lote *auxLots,int index, int tipusLots, int massa){
    int aux;
    aux=ceil((auxLots->vFormigo)/100);
    if(ceil((auxLots->temps)/2)>aux)
        aux=ceil(auxLots->temps/2);
87
Control de qualitat del formigó amb computadora
    
    if(massa!=1){
        if(ceil(auxLots->sup/500)>aux)
            aux=ceil(auxLots->sup/500);
        if(ceil(auxLots->plantes/2)>aux)
            aux=ceil(auxLots->plantes/2);
    }
    if(auxLots->distQualitat=='S'||auxLots->distQualitat=='s'){
        aux=ceil(aux/5);
        while((ceil(auxLots->temps)/6)>aux){
            aux++;
        }
    }
    if(auxLots->distQualitat=='T'||auxLots->distQualitat=='t')
        aux=ceil(aux/2);
    auxLots->nLots=aux;/*desa quants lots hi ha de cada tipus de formigó ATENCIO he fet el canvi*/
    printf("\nLots generats son %d en el tipus %d\n",auxLots->nLots, index+1);
    if(index+1==tipusLots)
        return(auxLots->nLots);
    return((auxLots->nLots)+cLotsPerCadaTipus(auxLots+1, index+1, tipusLots, massa));
}
void generaLots(struct lote **lotsC, struct lote **lotsF, struct lote **lotsM, int numLotsC, int numLotsF, int 
numLotsM, struct lote *auxLotsC, struct lote *auxLotsF, struct lote *auxLotsM, int tipusLotsC, int tipusLotsF, 
int tipusLotsM){
    int i, opcio, aux, ampliacio;
    if(numLotsC!=0){
        *lotsC=(struct lote *)calloc(numLotsC,sizeof(struct lote));
        copiaDadesArray(*lotsC+numLotsC-1, numLotsC, auxLotsC+tipusLotsC-1, tipusLotsC);
    }
    if(numLotsF!=0){
        *lotsF=(struct lote *)calloc(numLotsF,sizeof(struct lote));
        copiaDadesArray(*lotsF+numLotsF-1, numLotsF, auxLotsF+tipusLotsF-1, tipusLotsF);
    }
    if(numLotsM!=0){
        *lotsM=(struct lote *)calloc(numLotsM,sizeof(struct lote));
        copiaDadesArray(*lotsM+numLotsM-1, numLotsM, auxLotsM+tipusLotsM-1, tipusLotsM);
    }
    
    for(i=0;i<numLotsC;i++){
            printf("\nPer els elements a compressió, el lot %d amb %d amassades\n", i+1, (*(lotsC)+i)->amassada);
    }
    for(i=0;i<numLotsF;i++){
            printf("\nPer els elements a flexió, el lot %d amb %d amassades\n", i+1, (*(lotsF)+i)->amassada);
    }
    for(i=0;i<numLotsM;i++){
            printf("\nPer els elements macissos, el lot %d amb %d amassades\n", i+1, (*(lotsM)+i)->amassada);
    }
    
    printf("\nVols ampliar alguna amasada d'algun lot?\n");
    do{
        printf("1) Lots de compressio\n");
        printf("2) Lots de flexio\n");
        printf("3) Lots en massa\n");
        printf("4) No, ja m'esta be\n");
        printf("Introdueix l'opcio:\n");
        scanf("%d",&opcio);
        switch (opcio)
        {   case 1: printf("Introdueix el número lot a compressio\n");
                    scanf("%d",&aux);
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                    aux--;
                    printf("Introdueix les amasades desitjades\n");
                    do{
                        printf("Introdueix un valor superior al de partida\n");
                        scanf("%d",&ampliacio);
                        }while((*(lotsC)+aux)->amassada >=ampliacio);
                    (*(lotsC)+aux)->amassada=ampliacio;
                    break;
            case 2: printf("Introdueix el numero de lot a flexio\n");
                    scanf("%d",&aux);
                    printf("Introdueix les amasades desitjades\n");
                    do{
                        printf("Introdueix un valor superior al de partida\n");
                        scanf("%d",&ampliacio);
                        }while((*(lotsF)+aux)->amassada>=ampliacio);
                    (*(lotsF)+aux)->amassada=ampliacio;
                    break;
            case 3: printf("Introdueix el numero de  lot en massa\n");
                    scanf("%d",&aux);
                    printf("Introdueix les amasades desitjades\n");
                    do{
                        printf("Introdueix un valor superior al de partida\n");
                        scanf("%d",&ampliacio);
                        }while((*(lotsM)+aux)->amassada>=ampliacio);
                    (*(lotsM)+aux)->amassada=ampliacio;
                    break;
            case 4: printf("\nMolt be, s'ha de mirar pel medi ambient\n");
                    break;
            default: printf("Opcio incorrecte\n");
                    break;
        }
    }while(opcio!=4);
}
/*index=>numLots; indexAux=>tipusLots*/
void copiaDadesArray(struct lote *lots, int index, struct lote *auxLots, int indexAux){
    
    if(indexAux==1){
        while(index>=1){
            *lots=*auxLots;
            if(index==1)
                return;
            lots=lots-1;/*retrocedeix una posició el punter*/
            index--;
        }
        return;
    }else{
        copiaInfMateixForm(lots, auxLots, (auxLots->nLots)-1);
    }
    copiaDadesArray(lots-(auxLots->nLots), index- auxLots->nLots, auxLots-1, indexAux-1);
}
void copiaInfMateixForm(struct lote *lots, struct lote *auxLots, int quantitatIguals){
    *lots=*auxLots;
    if(quantitatIguals==0)
        return;
    copiaInfMateixForm(lots-1, auxLots, quantitatIguals-1);
}
void imprimirEstadistic(struct lote *lot, int index, int numLots, char aux[], int tipusF){
    int i;
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    float auxF;
    fprintf(fitxa,"\n\nEl lot en %s numero %d de %d\n",aux,index+1,numLots);
    fprintf(fitxa,"Composat amb el formigo amb denominaccio %s-%2.0f/%c/%2.0f/%s\n",lot->T,lot->fck,lot-
>C,lot->TM,lot->A);
    if(lot->distQualitat=='s'||lot->distQualitat=='S')
        fprintf(fitxa,"Amb distinitu de qualitat\n");
    if(lot->distQualitat=='t'||lot->distQualitat=='T')
        fprintf(fitxa,"Amb distinitu de qualitat transitori\n");
    fprintf(fitxa,"\n\n");
    fprintf(fitxa,"En aquest lot repercuteix:\n");
    fprintf(fitxa,"%.2f m^3 de formigo\n",lot->vFormigo);
    fprintf(fitxa,"%d setmanes\n",lot->temps);
    fprintf(fitxa,"%.2f m^2 de superficie\n",lot->sup);
    fprintf(fitxa,"%d plantes\n", lot->plantes);
    fprintf(fitxa,"\n");
    fprintf(fitxa,"Amb uns resultats de les amassades\n");
    
    if(tipusF==0){
        for(i=0;i<lot->amassada;i++){
            fprintf(fitxa,"Per a la amassada %d:\n",i+1);
            fprintf(fitxa,"La primera proveta       N/mm^2\n");
            fprintf(fitxa,"La segona proveta        N/mm^2\n");
            fprintf(fitxa,"La tercera proveta       N/mm^2\n");
        }
        for(i=0;i<lot->amassada;i++){
            fprintf(fitxa,"Per a la amassada %d:\n",i+1);
            fprintf(fitxa,"El primer assaig de docilitat     cm\n");
            fprintf(fitxa,"El segon assaig de docilitat      cm\n\n\n");
        }
    }else{
        for(i=0;i<lot->amassada;i++){
            fprintf(fitxa,"Per a la amassada %d:\n",i+1);
            fprintf(fitxa,"La primera proveta %.2f N/mm^2\n",*(lot->proveta1+i));
            fprintf(fitxa,"La segona proveta %.2f N/mm^2\n",*(lot->proveta2+i));
            auxF=(*(lot->proveta1+i)+*(lot->proveta2+i))/2;
            if(*(lot->proveta3+i)!=0){
                fprintf(fitxa,"La tercera proveta %.2f N/mm^2\n",*(lot->proveta3+i));
                auxF=(*(lot->proveta1+i)+*(lot->proveta2+i)+*(lot->proveta3+i))/3;
            }
            fprintf(fitxa,"Amb resistencia mitjana %6.2f N/mm^2\n", auxF);
        }
        fprintf(fitxa,"\n\nPer tant, el resultat d'aquest lot es, compleix:%c\n\n\n",lot->compleix);
        for(i=0;i<lot->amassada;i++){
            fprintf(fitxa,"Per a la amassada %d:\n",i+1);
            fprintf(fitxa,"El primer assaig de docilitat %.2f cm\n",*(lot->rDocilitat1+i));
            auxF=*(lot->rDocilitat1+i);
            if(*(lot->rDocilitat2+i)!=0){
                fprintf(fitxa,"El segon assaig de docilitat %.2f cm\n",*(lot->rDocilitat2+i));
                auxF=(*(lot->rDocilitat1+i)+*(lot->rDocilitat2+i))/2;
            }
            fprintf(fitxa,"Amb docilitat mitjana %3.1f cm\n", auxF);
        }
        fprintf(fitxa,"\n\nPer tant, el resultat d'aquest lot en materia de docilitat, compleix:%c\n\n\n",lot-
>compleixDocilitat);
    }
    if(index==numLots-1)
        return;
    if(lot->ruso!=0)
        imprimirEstadistic((lot->dNoQual),0 ,(lot->ruso), aux, tipusF);
    imprimirEstadistic(lot+1,index+1,numLots, aux, tipusF);
90
Control de qualitat del formigó amb computadora
}
void imprimir100x100(struct centXcent *e, int tipusF){
    int i;
    float auxF;
    if(tipusF==0){
        for(i=0;i<e->N;i++){
            fprintf(fitxa,"Per a la amassada %d:\n",i+1);
            fprintf(fitxa,"La primera proveta       N/mm^2\n");
            fprintf(fitxa,"La segona proveta        N/mm^2\n");
            fprintf(fitxa,"La tercera proveta       N/mm^2\n");
        
            fprintf(fitxa,"Per a la amassada %d:\n",i+1);
            fprintf(fitxa,"El primer assaig de docilitat       cm\n");
            fprintf(fitxa,"El segon assaig de docilitat        cm\n\n\n");
        }
    }else{
        for(i=0;i<e->N;i++){
            fprintf(fitxa,"Per a la amassada %d:\n",i+1);
            fprintf(fitxa,"La primera proveta %.2f N/mm^2\n",*(e->proveta1+i));
            fprintf(fitxa,"La segona proveta  %.2f N/mm^2\n",*(e->proveta2+i));
            auxF=(*(e->proveta1+i)+*(e->proveta2+i))/2;
            if(*(e->proveta3+i)!=0){
                fprintf(fitxa,"La tercera proveta %.2f N/mm^2\n",*(e->proveta3+i));
                auxF=(*(e->proveta1+i)+*(e->proveta2+i)+*(e->proveta3+i))/3;
            }
            fprintf(fitxa,"Amb resistencia mitjana %.2f N/mm^2\n\n", auxF);
        }
        
        fprintf(fitxa,"\n\nPer tant, el resultat de resistencia, compleix:%c\n\n\n",e->compleix);
        
        for(i=0;i<e->N;i++){
            fprintf(fitxa,"Per a la amassada %d:\n",i+1);
            fprintf(fitxa,"El primer assaig de docilitat %.2f cm\n",*(e->rDocilitat1+i));
            auxF=*(e->rDocilitat1+i);
            if(*(e->rDocilitat2+i)!=0){
                fprintf(fitxa,"El segon assaig de docilitat %.2f cm\n",*(e->rDocilitat2+i));
                auxF=(*(e->rDocilitat1+i)+*(e->rDocilitat2+i))/2;
            }
            fprintf(fitxa,"Amb docilitat mitjana %3.2f\n\n", auxF);
        }
        fprintf(fitxa,"\n\nPer tant, el resultat en materia de docilitat es, compleix:%c\n\n",e->compleixDocilitat);
    }
}
void dIndirecte(struct indirecte *ind){
    printf("\nQuina Consistencia tindra el formigo?\n");
    scanf("%s",&ind->C);
    printf("\nQuantes jornades de subministrament de formigo tindras a la obra?:\n");
    scanf("%d", &ind->jornades);
    do{
        printf("\nIntrodueix determinacions per jornada, (minim quatre):\n");
        scanf("%d",&ind->dets);
    }while(ind->dets<4);
}
void rIndirecte(struct indirecte *ind){
    int i, j;
    ind->det=(float *)calloc((ind->jornades)*ind->dets,sizeof(float));
    ind->det1=(float *)calloc(ind->jornades*ind->dets,sizeof(float));
    ind->det2=(float *)calloc(ind->jornades*ind->dets,sizeof(float));
    for(i=0;i<ind->jornades;i++){
        for(j=0;j<ind->dets;j++){
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            printf("\nPrimera proveta del assentament de docilitat %d de la jornada %d es:\n", j+1,i+1);
            scanf("%f",ind->det1+((i* ind->dets)+j));
            printf("\nSegona proveta del assentament de docilitat %d de la jornada %d es:\n", j+1,i+1);
            scanf("%f",ind->det2+((i* ind->dets)+j));
            if(*(ind->det2+(i* ind->dets+j))==0){
                *(ind->det+(i* ind->dets+j))=*(ind->det1+(i* ind->dets+j));
            }else{
                *(ind->det+(i* ind->dets+j))=(*(ind->det1+(i* ind->dets+j))+*(ind->det2+(i* ind->dets+j)))/2;
            }
        }
    }
}
void imprimirIndirecte(struct indirecte *ind, int tipusF){
    int i,j;
    fprintf(fitxa,"Control indirecte, el numero de jornades es %d amb %d determinacions per jornada\n\n",ind-
>jornades,ind->dets);
    if(tipusF==0){
        for(i=0;i<ind->jornades;i++){
            fprintf(fitxa,"\n");
            for(j=0;j<ind->dets;j++){
                fprintf(fitxa,"Primera proveta de la determinacio %d de la jornada %d es        cm\n", j+1,i+1);
                fprintf(fitxa,"Segona proveta de la determinacio  %d de la jornada %d es        cm\n\n", j+1,i+1);
            }
        }
    }else{
        for(i=0;i<ind->jornades;i++){
            fprintf(fitxa,"\n");
            for(j=0;j<ind->dets;j++){
                fprintf(fitxa,"Primera proveta de la determinacio %d de la jornada %d es %.2f cm\n", j+1,i+1,*(ind-
>det1+(i* ind->dets+j)));
                fprintf(fitxa,"Segona proveta de la determinacio  %d de la jornada %d es %.2f cm\n\n", j+1,i+1, *(ind-
>det2+(i* ind->dets+j)));
                
                if(*(ind->det2+(i* ind->dets+j))==0)
                    *(ind->det+(i* ind->dets+j))=*(ind->det1+(i* ind->dets+j));
                if(*(ind->det2+(i* ind->dets+j))!=0)
                    *(ind->det+(i* ind->dets+j))=(*(ind->det1+(i* ind->dets+j))+*(ind->det2+(i* ind->dets+j)))/2;
                fprintf(fitxa,"\nL'assentament de docilitat %d de la jornada %d es %.2f cm\n\n", i+1,j+1, *(ind->det+
(i* ind->dets+j)));
            }
        }
        fprintf(fitxa,"\nPer tant el resultat d'acceptacio indirecte es:%c\n",ind->compleix);
    }
}
void acceptacioIndirecte(struct indirecte *ind){
    int i;
    ind->compleix='s';
    for(i=0;i<(ind->jornades* ind->dets);i++){
        if(ind->C=='S'||ind->C=='s'){
            if(*(ind->det+i)>=3)
                ind->compleix='n';
        }
        if(ind->C=='P'||ind->C=='p'){
            if(*(ind->det+i)<2||*(ind->det+i)>=7)
                ind->compleix='n';
        }
        if(ind->C=='B'||ind->C=='b'){
            if(*(ind->det+i)<5||*(ind->det+i)>=10)
                ind->compleix='n';
        }
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        if(ind->C=='F'||ind->C=='f'){
            if(*(ind->det+i)<8||*(ind->det+i)>=17)
                ind->compleix='n';
        }
        if(ind->C=='L'||ind->C=='l'){
            if(*(ind->det+i)<14||*(ind->det+i)>=22)
                ind->compleix='n';
        }
    }
}
void d100per100(struct centXcent *e){
    printf("\nIntrodueix C, consistencia?\n");
    scanf("%s",&(e->C));
    printf("\nQuina es la quantitat de formigo?\n");
    scanf("%f", &(e->vFormigo));
    printf("I el seu fck?\n");
    scanf("%f", &(e->fck));
    
    e->N=ceil(e->vFormigo/6);
    e->n=ceil(0.05* e->N);
}
void r100per100(struct centXcent *e){
    agafaResultats(&(e->rAmassada),&(e->proveta1), &(e->proveta2), &(e->proveta3), &(e->rDocilitat), &(e-
>rDocilitat1), &(e->rDocilitat2), e->N);
}
void acceptacio100x100(struct centXcent *e){/*ara per el valor en la posició n, per tant e->(rAmassada+(e->n)-
1) ha de complir*/
    int i;
    if(*(e->rAmassada+(e->n-1))>=e->fck)
        e->compleix='s';
    else
        e->compleix='n';
    
    e->compleixDocilitat='s';
    for(i=0;i<e->N;i++){
        if(e->C=='S'||e->C=='s'){
            if(*(e->rDocilitat+i)>=3)
                e->compleixDocilitat='n';
        }
        if(e->C=='P'||e->C=='p'){
            if(*(e->rDocilitat+i)<2||*(e->rDocilitat+i)>=7)
                e->compleixDocilitat='n';
        }
        if(e->C=='B'||e->C=='b'){
            if(*(e->rDocilitat+i)<5||*(e->rDocilitat+i)>=10)
                e->compleixDocilitat='n';
        }
        if(e->C=='F'||e->C=='f'){
            if(*(e->rDocilitat+i)<8||*(e->rDocilitat+i)>=17)
                e->compleixDocilitat='n';
        }
        if(e->C=='L'||e->C=='l'){
            if(*(e->rDocilitat+i)<14||*(e->rDocilitat+i)>=22)
                e->compleixDocilitat='n';
        }
    }
}
void agafaDadesArxiu(int *numLotsC, int *numLotsF, int *numLotsM, int *tipusLotsC, int *tipusLotsF, int 
*tipusLotsM, struct lote **lotsC, struct lote **lotsF, struct lote **lotsM, struct lote **auxLotsC, struct lote 
**auxLotsF, struct lore **auxLotsM){
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    fscanf(canalEntrada,"%d,%d,%d,%d,%d,%d\n",numLotsC, numLotsF, numLotsM, tipusLotsC, tipusLotsF, 
tipusLotsM);
    if(*numLotsC>0){
        *auxLotsC=(struct lote *)calloc(*tipusLotsC, sizeof(struct lote));
        *lotsC=(struct lote *)calloc(*numLotsC,sizeof(struct lote));
        agafaDadesLots(*auxLotsC, *tipusLotsC, 0);
        agafaDadesLots(*lotsC, *numLotsC, 0);
    }
    if(*numLotsF>0){
        *auxLotsF=(struct lote *)calloc(*tipusLotsF, sizeof(struct lote));
        *lotsF=(struct lote *)calloc(*numLotsF,sizeof(struct lote));
        agafaDadesLots(*auxLotsF, *tipusLotsF, 0);
        agafaDadesLots(*lotsF, *numLotsF, 0);
    }
    if(*numLotsM>0){
        *auxLotsM=(struct lote *)calloc(*tipusLotsM, sizeof(struct lote));
        *lotsM=(struct lote *)calloc(*numLotsM,sizeof(struct lote));
        agafaDadesLots(*auxLotsM, *tipusLotsM, 0);
        agafaDadesLots(*lotsM, *numLotsM, 0);
    }
}
void agafaDadesLots(struct lote *lot, int numLots,int index){
    fscanf(canalEntrada,"%s\n%d\n%d\n%f\n%d\n%f\n%d\n%s\n%f\n%s\n%f\n%s\n", &(lot-
>distQualitat),&(lot->nLots) , &(lot->amassada), &(lot->vFormigo),&(lot->temps), &(lot->sup), &(lot-
>plantes), (lot->T), &(lot->fck), &(lot->C), &(lot->TM), (lot->A));
    if(index+1<numLots)
        agafaDadesLots(lot+1, numLots, index+1);
    return;
}
void desaDadesArxiu(struct lote *lotsC, struct lote *lotsF, struct lote *lotsM, int numLotsC, int numLotsF, int 
numLotsM, struct lote *auxLotsC, struct lote *auxLotsF, struct lote *auxLotsM, int tipusLotsC, int tipusLotsF, 
int tipusLotsM){
    
    fprintf(canalSortida,"%d,%d,%d,%d,%d,%d\n",numLotsC, numLotsF, numLotsM, tipusLotsC, tipusLotsF, 
tipusLotsM);
    
     if(numLotsC>0){
        desaDadesLots(auxLotsC, tipusLotsC,0);
        desaDadesLots(lotsC, numLotsC,0);
    }
    if(numLotsF>0){
        desaDadesLots(auxLotsF, tipusLotsF,0);
        desaDadesLots(lotsF, numLotsF,0);
    }
    if(numLotsM>0){
        desaDadesLots(auxLotsM, tipusLotsM,0);
        desaDadesLots(lotsM, numLotsM,0);
    }
}
void desaDadesLots(struct lote *lot, int numLots, int index){
    fprintf(canalSortida,"%c\n%d\n%d\n%f\n%d\n%f\n%d\n%s\n%f\n%c\n%f\n%s\n",lot->distQualitat, lot-
>nLots, lot->amassada, lot->vFormigo,lot->temps,lot->sup, lot->plantes, lot->T, lot->fck, lot->C, lot->TM, lot-
>A);
    if(index+1<numLots)
        desaDadesLots(lot+1, numLots, index+1);
    return;
}
void agafaDadesArxiu100x100(struct centXcent *e){
    fscanf(canalEntrada,"%f\n%f\n%d\n%d\n", &e->vFormigo, &e->fck, &e->N, &e->n);
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}
void desaDadesArxiu100x100(struct centXcent *e){
    fprintf(canalSortida,"%f\n%f\n%d\n%d\n",e->vFormigo, e->fck, e->N, e->n);
}
void agafaDadesArxiuIndirecte(struct indirecte *ind){
    fscanf(canalEntrada,"%s\n%d\n%d\n",&ind->C, &ind->jornades, &ind->dets);
}
void desaDadesArxiuIndirecre(struct indirecte *ind){
    fprintf(canalSortida,"%c\n%d\n%d\n",ind->C, ind->jornades, ind->dets);
}
void assegura3lots(int *C, int *F, int *M, struct lote *lC, struct lote *lF, struct lote *lM, int tC, int tF, int tM){
    if(*C==0){
        if(*F==0){
            if(tM==2){
                lM->nLots=2;
            }else{
                lM->nLots=3;
            }
            *M=3;
            return;
        }
        if(*M==0){
            if(tF==2){
                lF->nLots=2;
            }else{
                lF->nLots=3;
            }
            *F=3;
            return;
        }
        if((lF->vFormigo) >=(lM->vFormigo)){
            lF->nLots=2;
            *F=2;
            return;
        }
        *M=2;
        lM->nLots=2;
        return;
    }
    if(*F==0){
        if(*M==0){
            if(tC==2){
                lC->nLots=2;
            }else{
                lC->nLots=3;
            }
            *C=3;
            return;
        }
        if(lC->vFormigo >=lM->vFormigo){
            *C=2;
            lC->nLots=2;
            return;
        }
        *M=2;
        lM->nLots=2;
        return;
    }
    if(lC->vFormigo >=lF->vFormigo){
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        *C=2;
        lC->nLots=2;
        return;
    }
    *F=2;
    lF->nLots=2;
    
}
float agafaResultats(float **rAm,float **prov1, float **prov2, float **prov3, float **rDoc, float **rDoc1, float 
**rDoc2, int n){
int i;
    float mitj=0;
    *rAm=(float *)calloc(n,sizeof(float ));
    *prov1=(float *)calloc(n,sizeof(float ));
    *prov2=(float *)calloc(n,sizeof(float ));
    *prov3=(float *)calloc(n,sizeof(float ));
    *rDoc=(float *)calloc(n,sizeof(float ));
    *rDoc1=(float *)calloc(n,sizeof(float ));
    *rDoc2=(float *)calloc(n,sizeof(float ));
    printf("\n\nEl numero d'amassades es %d\n\n",n);
    
    for(i=0; i<n; i++){
        printf("\nLa primera proveta de la amassada %d es:\n",i+1);
        scanf("%f",(*prov1+i));
        printf("\nLa segona proveta de la amassada %d es:\n",i+1);
        scanf("%f",(*prov2+i));
        printf("\nLa tercera proveta de la amassada %d es:\n",i+1);
        scanf("%f",(*prov3+i));
        if(*(*prov3+i)==0){
            *(*rAm+i)=(*(*prov1+i)+*(*prov2+i))/2;
        }
        else{
            *(*rAm+i)=(*(*prov1+i)+*(*prov2+i)+*(*prov3+i))/3;
        }
        mitj+=*(*rAm+i)/n;
        printf("\n\nEl primer assentament de docilitat de la amassada %d es:\n", i+1);
        scanf("%f",(*rDoc1+i));
        printf("\nEl segon assentament de docilitat de la amassada %d es:\n", i+1);
        scanf("%f",(*rDoc2+i));
        if(*(*rDoc2+i)==0)
            *(*rDoc+i)=*(*rDoc1+i);
        else
            *(*rDoc+i)=(*(*rDoc1+i)+*(*rDoc2+i))/2;
    }
    ordenaResultats(*rAm, n);
    return(mitj);
}
void ordenaResultats(float llista[], int n){
    int i;
    float aux;
    int hiHaPermuta;
    do{
        hiHaPermuta=0;
        for(i=1;i<n;i++){
            if(llista[i-1]>llista[i]){
                aux=llista[i-1];
                llista[i-1]=llista[i];
                llista[i]=aux;
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                hiHaPermuta=1;
            }
        }
    }while((hiHaPermuta==1)&&(n-->0));
}
void acceptacioEstadistic(struct lote **lotsC, struct lote **lotsF, struct lote **lotsM, int numLotsC, int 
numLotsF, int numLotsM, struct lote *auxLotsC, struct lote *auxLotsF, struct lote *auxLotsM){
    int amassadesT, incr, i, j, aux=0;
    struct lote *p;
    
    p=auxLotsC;
    for(i=0;i<numLotsC;i++){
        incr=0;
        for(j=0;j<i;j++){
            incr++;
            if(incr==p->nLots){
                incr=0;
                p++;
            }
        }
        /*amassadesT és el num d'amassades per sota del mateix tipus de formigó
        incr és el valor de lots de formigó iguals i per sota*/
        if(i==0||incr==0)
            amassadesT=0;
        else
            amassadesT=contaAmassades(*lotsC+i-1, incr);
        accEstLot(*lotsC+i, amassadesT);
        (*lotsC+i)->ruso=0;
        if((*lotsC+i)->compleix=='n'){
                aux=(p->nLots)-incr-1;
                if(6<aux)
                    aux=6;
        }
        if(((*lotsC+i)->distQualitat=='S'||(*lotsC+i)->distQualitat=='s')&&(aux>0)){
            aux--;
            (*lotsC+i)->dNoQual=(struct lote *)calloc(4,sizeof(struct lote));
            copiaInfMateixForm((*lotsC+i)->dNoQual+3,*lotsC+i,3);
            (*lotsC+i)->ruso=5;
            for(j=0;j<4;j++){
                ((*lotsC+i)->dNoQual+j)->mitjana=agafaResultats(&(((*lotsC+i)->dNoQual+j)-
>rAmassada),&(((*lotsC+i)->dNoQual+j)->proveta1), &(((*lotsC+i)->dNoQual+j)->proveta2), &(((*lotsC+i)-
>dNoQual+j)->proveta3), &(((*lotsC+i)->dNoQual+j)->rDocilitat), &(((*lotsC+i)->dNoQual+j)->rDocilitat1), 
&(((*lotsC+i)->dNoQual+j)->rDocilitat2), ((*lotsC+i)->dNoQual+j)->amassada);
                accEstLot(((*lotsC+i)->dNoQual+j),amassadesT);
               ((*lotsC+i)->dNoQual+j)->compleixDocilitat='s';
                accDocilitatLot(((*lotsC+i)->dNoQual+j), ((*lotsC+i)->dNoQual+j)->amassada-1);
            }
        }
        if(((*lotsC+i)->distQualitat=='T'||(*lotsC+i)->distQualitat=='t')&&(aux>0)){
            aux--;
            (*lotsC+i)->dNoQual=(struct lote *)calloc(1,sizeof(struct lote));
            copiaInfMateixForm(((*lotsC+i)->dNoQual),(*lotsC+i),0);
            (*lotsC+i)->ruso=2;
            printf("Per al lot generat a mes a mes\n");
            ((*lotsC+i)->dNoQual)->mitjana=agafaResultats(&(((*lotsC+i)->dNoQual)->rAmassada),&(((*lotsC+i)-
>dNoQual)->proveta1), &(((*lotsC+i)->dNoQual)->proveta2), &(((*lotsC+i)->dNoQual)->proveta3), 
&(((*lotsC+i)->dNoQual)->rDocilitat), &(((*lotsC+i)->dNoQual)->rDocilitat1), &(((*lotsC+i)->dNoQual)-
>rDocilitat2), ((*lotsC+i)->dNoQual)->amassada);
            accEstLot(((*lotsC+i)->dNoQual),amassadesT);
            ((*lotsC+i)->dNoQual)->compleixDocilitat='s';
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            accDocilitatLot(((*lotsC+i)->dNoQual), ((*lotsC+i)->dNoQual)->amassada-1);
        }
        (*lotsC+i)->compleixDocilitat='s';
        accDocilitatLot(*lotsC+i,(*lotsC+i)->amassada-1);
    }
    incr=0;
    amassadesT=0;
    p=auxLotsF;
    for(i=0;i<numLotsF;i++){
        if(incr==p->nLots){
            amassadesT=0;
            incr=0;
            p++;
        }
        if(i!=0||incr!=0)
            amassadesT=contaAmassades(*lotsF+i-1, incr);
        accEstLot(*lotsF+i, amassadesT);
        (*lotsF+i)->ruso=0;
      
        if((*lotsF+i)->compleix=='n'){
                aux=(p->nLots)-incr-1;
                if(6<aux)
                    aux=6;
        }
        if(((*lotsF+i)->distQualitat=='S'||(*lotsF+i)->distQualitat=='s')&&(aux>0)){
            aux--;
            (*lotsF+i)->dNoQual=(struct lote *)calloc(4,sizeof(struct lote));
            copiaInfMateixForm((*lotsF+i)->dNoQual+3,*lotsF+i,3);
            (*lotsF+i)->ruso=5;
            for(j=0;j<4;j++){
                ((*lotsF+i)->dNoQual+j)->mitjana=agafaResultats(&(((*lotsF+i)->dNoQual+j)-
>rAmassada),&(((*lotsF+i)->dNoQual+j)->proveta1), &(((*lotsF+i)->dNoQual+j)->proveta2), &(((*lotsF+i)-
>dNoQual+j)->proveta3), &(((*lotsF+i)->dNoQual+j)->rDocilitat), &(((*lotsF+i)->dNoQual+j)->rDocilitat1), 
&(((*lotsF+i)->dNoQual+j)->rDocilitat2), ((*lotsF+i)->dNoQual+j)->amassada);
                accEstLot(((*lotsF+i)->dNoQual+j),amassadesT);
               ((*lotsF+i)->dNoQual+j)->compleixDocilitat='s';
                accDocilitatLot(((*lotsF+i)->dNoQual+j), ((*lotsF+i)->dNoQual+j)->amassada-1);
            }
        }
        if(((*lotsF+i)->distQualitat=='T'||(*lotsF+i)->distQualitat=='t')&&(aux>0)){
            aux--;
            (*lotsF+i)->dNoQual=(struct lote *)calloc(1,sizeof(struct lote));
            copiaInfMateixForm(((*lotsF+i)->dNoQual),(*lotsF+i),0);
            (*lotsF+i)->ruso=2;
            printf("Per al lot generat a mes a mes\n");
            ((*lotsF+i)->dNoQual)->mitjana=agafaResultats(&(((*lotsF+i)->dNoQual)->rAmassada),&(((*lotsF+i)-
>dNoQual)->proveta1), &(((*lotsF+i)->dNoQual)->proveta2), &(((*lotsF+i)->dNoQual)->proveta3), 
&(((*lotsF+i)->dNoQual)->rDocilitat), &(((*lotsF+i)->dNoQual)->rDocilitat1), &(((*lotsF+i)->dNoQual)-
>rDocilitat2), ((*lotsF+i)->dNoQual)->amassada);
            accEstLot(((*lotsF+i)->dNoQual),amassadesT);
            ((*lotsF+i)->dNoQual)->compleixDocilitat='s';
            accDocilitatLot(((*lotsF+i)->dNoQual), ((*lotsF+i)->dNoQual)->amassada-1);
        }
        (*lotsF+i)->compleixDocilitat='s';
        accDocilitatLot(*lotsF+i,(*lotsF+i)->amassada-1);
        incr++;
    }
    incr=0;
    amassadesT=0;
    p=auxLotsM;
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    for(i=0;i<numLotsM;i++){
        if(incr==p->nLots){
            amassadesT=0;
            incr=0;
            p++;
        }
        if(i!=0||incr!=0)
            amassadesT=contaAmassades(*lotsM+i-1, incr);
        accEstLot(*lotsM+i, amassadesT);
        (*lotsM+i)->ruso=0;
       
        if((*lotsM+i)->compleix=='n'){
                aux=(p->nLots)-incr-1;
                if(6<aux)
                    aux=6;
        }
        if(((*lotsM+i)->distQualitat=='S'||(*lotsM+i)->distQualitat=='s')&&(aux>0)){
            aux--;
            (*lotsM+i)->dNoQual=(struct lote *)calloc(4,sizeof(struct lote));
            copiaInfMateixForm((*lotsM+i)->dNoQual+3,*lotsM+i,3);
            (*lotsM+i)->ruso=5;
            for(j=0;j<4;j++){
                ((*lotsM+i)->dNoQual+j)->mitjana=agafaResultats(&(((*lotsM+i)->dNoQual+j)-
>rAmassada),&(((*lotsM+i)->dNoQual+j)->proveta1), &(((*lotsM+i)->dNoQual+j)->proveta2), &(((*lotsM+i)-
>dNoQual+j)->proveta3), &(((*lotsM+i)->dNoQual+j)->rDocilitat), &(((*lotsM+i)->dNoQual+j)->rDocilitat1), 
&(((*lotsM+i)->dNoQual+j)->rDocilitat2), ((*lotsM+i)->dNoQual+j)->amassada);
                accEstLot(((*lotsM+i)->dNoQual+j),amassadesT);
               ((*lotsM+i)->dNoQual+j)->compleixDocilitat='s';
                accDocilitatLot(((*lotsM+i)->dNoQual+j), ((*lotsM+i)->dNoQual+j)->amassada-1);
            }
        }
        if(((*lotsM+i)->distQualitat=='T'||(*lotsM+i)->distQualitat=='t')&&(aux>0)){
            aux--;
            (*lotsM+i)->dNoQual=(struct lote *)calloc(1,sizeof(struct lote));
            copiaInfMateixForm(((*lotsM+i)->dNoQual),(*lotsM+i),0);
            (*lotsM+i)->ruso=2;
            printf("Per al lot generat a mes a mes\n");
            ((*lotsM+i)->dNoQual)->mitjana=agafaResultats(&(((*lotsM+i)->dNoQual)-
>rAmassada),&(((*lotsM+i)->dNoQual)->proveta1), &(((*lotsM+i)->dNoQual)->proveta2), &(((*lotsM+i)-
>dNoQual)->proveta3), &(((*lotsM+i)->dNoQual)->rDocilitat), &(((*lotsM+i)->dNoQual)->rDocilitat1), 
&(((*lotsM+i)->dNoQual)->rDocilitat2), ((*lotsM+i)->dNoQual)->amassada);
            accEstLot(((*lotsM+i)->dNoQual),amassadesT);
            ((*lotsM+i)->dNoQual)->compleixDocilitat='s';
            accDocilitatLot(((*lotsM+i)->dNoQual), ((*lotsM+i)->dNoQual)->amassada-1);
        }
        (*lotsM+i)->compleixDocilitat='s';
        accDocilitatLot(*lotsM+i,(*lotsM+i)->amassada-1);
        incr++;
    }
}
void accDocilitatLot(struct lote *lot, int index){
    if(lot->C=='S'||lot->C=='s'){
        if(!((lot->rDocilitat[index])<3)){
            lot->compleixDocilitat='n';
        }
    }
    if(lot->C=='P'||lot->C=='p'){
        if(!((lot->rDocilitat[index])>=2&&(lot->rDocilitat[index])<7)){
            lot->compleixDocilitat='n';
        }
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    }
    if(lot->C=='B'||lot->C=='b'){
        if(!((lot->rDocilitat[index])>5&&(lot->rDocilitat[index])<10)){
            lot->compleixDocilitat='n';
        }
    }
    if(lot->C=='F'||lot->C=='f'){
        if(!((lot->rDocilitat[index])>=8&&(lot->rDocilitat[index])<17)){
            lot->compleixDocilitat='n';
        }
    }
    if(lot->C=='L'||lot->C=='l'){
        if(!((lot->rDocilitat[index])>=14&&(lot->rDocilitat[index])<22)){
            lot->compleixDocilitat='n';
        }
    }
    if(index==0)
        return;
    accDocilitatLot(lot, index-1);
}
int contaAmassades(struct lote *lot,int index){
    if(index==1)
        return(lot->amassada);
    return(lot->amassada+contaAmassades(lot-1, index-1));
}
void accEstLot(struct lote *lot, int n){/*el valor n és el número d'amassades totals amb els lots inferiors del 
mateix formigó*/
    int i, index14=14;
    float mitj, sigma, k2, k3, s35, r;
char cutero;
if(lot->distQualitat=='S'||lot->distQualitat=='s'){/*si té distintiu de qualitat*/
if(*(lot->rAmassada)>=lot->fck){/* *(lot->rAmassada) és el valor més petit del ARRAY*/
printf("Compleix, ben identificat\n");
lot->compleix='s';
return;
}
printf("\nNo compleix\n");
        /*la DF acceptarà el lot quant els valors individuals obtinguts als asajos siguin superiors a 0.90fck*/
        mitj=suma14(lot,&index14, n);
        mitj/=(14-index14);
        
        printf("Introdueix la desviacio tipica corresponent a la produccio del tipus del formigo subministrat:\n");
        scanf("%f",&sigma);
if((*(lot->rAmassada)>=0.90*lot->fck)||(mitj-1.645*sigma>=0.90*lot->fck)){
printf("\ns'accepta\n");
lot->compleix='a';
return;
}
        lot->compleix='n';
        return;
}
if(lot->distQualitat=='T'||lot->distQualitat=='t'){
        mitj=0;
        /*faig la mitjana amb les rAmassades del mateix lot*/
        for(i=0; i<lot->amassada;i++){
            mitj+=(*(lot->rAmassada+i))/(lot->amassada);
        }
        printf("Introdueix la desviacio tipica corresponent a la produccio del tipus del formigo subministrat:\n");
        scanf("%f",&sigma);
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        if(mitj-1.645*sigma>=lot->fck){
            printf("Cumpleix, ben identificat\n");
            lot->compleix='s';
            return;
        }
printf("\nNo compleix\n");
        lot->compleix='n';
        return;
}
printf("\nSense distintiu, fabricat de forma continua en central de obra\n o suministrat de forma 
continuada per la mateixa central de formigo preparat,\n en la que es controla en la obra mes de trenta i sis 
amasades del mateix tipus de formigo (s/n)\n");
scanf("%s",&cutero);
    
    if((cutero=='S'||cutero=='s')&&(n+lot->amassada)>37){
k3=calK3(lot);
s35=calS35(lot);
if((*(lot->rAmassada)-k3*s35)>=lot->fck){
printf("Compleix\n");
lot->compleix='s';
        }
        else{
            printf("no compleix\n");
lot->compleix='n';
        }
        return;
    }
    k2=calK2(lot);
    r=calR(lot, lot->amassada);
    if(((lot->mitjana)-k2*r)>=lot->fck){
        printf("Compleix\n");
        lot->compleix='s';
        return;
    }
    printf("No compleix\n");
    lot->compleix='n';
}
float calK2(struct lote *lot){
if(lot->amassada==3)
return(1.02);
if(lot->amassada==4)
return(0.82);
if(lot->amassada==5)
return(0.72);
return(0.66);
}
float calR(struct lote *lot, int max){/*valor del recorregut mostral*/
return(lot->rAmassada[max-1]-lot->rAmassada[0]);
}
float calK3(struct lote *lot){
if(lot->amassada==3)
return(0.85);
if(lot->amassada==4)
return(0.67);
if(lot->amassada==5)
return(0.55);
return(0.43);
}
float calS35(struct lote *lot){/*tinc que fer desv típica de les últimes 35 amassades*/
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    float ult35am[35], mitj;
    recuperaUlt35am(lot, lot->rAmassada+(lot->amassada)-1, 34, ult35am+34);
    mitj=suma(ult35am+34, 34)/35;
    return(sqrt(sumaDifQ(ult35am+34, 34, mitj)/35));
}
void recuperaUlt35am(struct lote *lot, float *p, int n, float *ult35am){
    copia(ult35am, p, &n, lot->amassada);
    if(n==0)
        return;
    recuperaUlt35am(lot-1, (lot-1)->rAmassada+((lot-1)->amassada)-1, n, ult35am-(lot->amassada));
}
void copia(float *ult35am, float *p, int *n, int amassada){
    *ult35am=*p;
    if(*n==0||amassada==0)
        return;
    *n-=1;
    copia(ult35am-1, p-1, n, amassada-1);
}
float suma(float *llista, int index){
    if(index==0)
        return(*llista);
    return(*llista+suma(llista-1, index-1));
}
float sumaDifQ(float *llista, int index, float mitj){
    if(index==0)
        return((*llista-mitj)*(*llista-mitj));
    return((*llista-mitj)*(*llista-mitj)+sumaDifQ(llista-1, index-1, mitj));
}
float suma14(struct lote *lot, int *index14, int amassadesT){
    float aux;
    aux=suma14enLot(lot->rAmassada+(lot->amassada-1), index14, lot->amassada, &amassadesT);
    if(amassadesT==0)
        return(aux);
    return(aux+suma14(lot-1, index14, amassadesT));
}
float suma14enLot(float *rAmassada, int *index14, int amassada, int *amassadesT){
    *index14-=1;
    amassada--;
    amassadesT--;
    if(amassada==0||*index14==0||amassadesT==0)
        return(*rAmassada);
    return(*rAmassada+suma14enLot(rAmassada-1, index14, amassada, amassadesT));
}
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CONCLUSIONS / RECOMANANCIONS
La conclusió que m'he quedat principalment, ha sigut la manera d'enfocar el projecte, la 
manera de construir el programa. El fet de optar per arrays ha sigut un handicap en que més 
de un cop, per anar avançant se'm complicaven la construcció de funcions, i potser amb un 
excés d'elles.
Afinar, perquè en cada moment pugis controlar l'index adequat, i el fet de que en cap moment 
pots ficar un lot entre mig dels altres de l'array, ha sigut una mica més complicat del que 
m'esperava al principi.
Un cop fet el projecte, no puc deixar de pensar que enfocar-lo amb cadenes indexades seria 
una opció menys complicada i igual d'elegant. Per tant deixo per les futures generacions, 
plantejar-se el mateix problema i resoldre'l des d'una altra perspectiva. Com també, perquè 
no?, fer un programa amb finestres interactiu.
Cal recordar que aquest projecte no consisteix en fer un programa, sinó com diu el títol, 
plantejar el control de qualitat del formigó en computadora,  no en un PC.
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AGRAÏMENTS
Primer de tot, tinc que agrair l'ajuda a la directora del projecte, Susana Pavón, per el seu 
recolzament, i per la seva constància a aportar noves idees en que em feien sortir del pou. 
Resulta que la Susana té un do especial. Tal com, estava intentant solucionar com poder fer 
una ampliació a una serie de lots en uns casos especials. Ella va començar a dibuixar en un 
paper i a fer fletxes. Eureka, ho havia aconseguit. En aquest moment em vaig recordar en el 
moment de la conquesta a l'espai en que els americans, a la hora d'apuntar resultats 
d'experiments amb bolígraf, es van donar compte que no hi havia gravetat. Van haver de 
dissenyar un super bolígraf hidràulic, amb la despesa que va comportar de milions de dòlars. 
Mentre que els russos immediatament van agafar un llapis.
 També tinc que agrair l'aprenentatge que em va donar el Doctor Gardenyes sobre la vida i la 
informàtica.
També, aquest treball no s'hauria portat a la fi sense la influència d'uns professors que em van 
canviar la manera de veure el mon.
El primer quadrimestre, a la professora Núria Casquero. Va ser la primera professora que vaig 
tenir a la facultat, i m'encordaré tota la vida en que, en l'estil Obama, ens va dir: “Vosaltres ja 
sou arquitectes tècnics. Només us falta un paper que ho mostri. Ara quan sortiu per aquesta 
porta, mirareu l'entorn com a arquitectes tècnics, i us fixareu en totes les obres que veieu pel 
carrer”. Dons sí, aquella cascada de motivació vaig entendre “Yes, we can”.
Al segon semestre, (al primer també) va ser l'Enric Camí. Aquí es quan la elegància i la 
docència van anar juntes de la mà. No sé si es pot suspendre, però, es pot a no arribar a 
aprendre amb aquest professor? Qui el conegui ja sap la resposta.
Al tercer trimestre ja la he nombrat, la professora Susana Pavón. Que no només viu de 
l'arquitectura, sinó també per l'arquitectura. Sense comentaris.
I finalment en el quart semestre, al Ramon Graus. Que puc dir d'un professor que fa una 
assignatura quatre dels cinc dies de la setmana, i al dia que no hi ha classe es el pitjor i llarg 
dia?  En aquest moment penses, -m'agradaria repetir per poder reviure aquestes classes. Es 
com quan t'estàs llegint un llibre, per dir algun nom, de Saramago, i desitges no acabar-lo, 
perquè creus que no hi haurà un altre igual a la superfície de la terra.
Finalment, haig d'agrair l'ajuda a totes les persones que m'han ajudat en tots els aspectes de la 
vida. Per falta d'espai m'és impossible escriure tots els noms, però resulta que no serà 
necessari, perquè cadascú ja ho sap, no necessita sortir a una llista per rebre el meu agraïment.
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