Web accessibility rules, i.e., the conditions to be met by Web sites in order to be considered as accessible for all, can be (partially) checked automatically in many different ways. Monolitic applications built on top of procedural programming languages like C, Java, Perl or PHP have been developed during the last years. These applications usually provide their own interpretation of the W3C guidelines, so it is easy to obtain different evaluation results when different evaluation tools are applied to a common sample page.
Introduction
WAI (Web Accessibility Initiative)'s WCAG (Web Content Accessibility Guidelines) 1.0 [1] from W3C has become an important reference for Web accessibility in the Web community. It has been accepted as a set of guidelines that improve accessibility and eliminate barriers on Web sites. The lack of accessibility affects a large amount of people (between 10% and 20%) that frequently find important barriers when trying to navigate through today's Web sites. Barriers reduce accessibility not only for people with some sort of personal disability (vision or hearing impairment, mobility problems to manage a keyboard or a mouse, or cognitive and neurological problems). Accessibility is also a major step towards device independent Web design, allowing Web interoperability to be independent from devices, browsers or operating systems. Web accessibility allows having cheaper Web site maintenance and a wider target public. Some governments are also requiring that some Web sites become accessible.
The set of the 65 WCAG's checkpoints that accessible documents have to pass is a very heterogeneous set of constraints, which are difficult to evaluate and repair. Both WCAG 1.0 [1] and the HTML Techniques for the new WCAG 2.0 draft [2] specifications are written at a high abstraction level, which is frequently quite open to subjective interpretation (as too long texts or too many elements), including implicit conditions or, simply, containing constraints whose detection cannot be automated.
There are several tools nowadays which can help us to detect accessibility barriers on Web sites. Watchfire [9] , Tawdis [10] or HERA [11] are only a few of them. It is well known that all these tools require a person to supervise and complete the results of the evaluation tools because a lot of rules are relayed on manual checks by the user. However, we still have the problem of different particular interpretations on each tool. This is due to the fact that these tool's authors have had different subjective interpretations of the W3C's guidelines, as depicted at [17] . As a result, we can easily find several tools reporting different evaluation results for a same sample page. Even further, it is difficult indeed to find two evaluation tools that evaluate the same conditions.
One of the main reasons for this heterogeneity is due to the way these tools have been implemented. Since they have been mostly implemented using procedural programming languages, the conditions being checked are unclear for people using them for Web site evaluation. Our approach to solve that problem consists on providing declarative rules, readable and reusable by anyone, even for those with little programming background.
Our [4] and ending by XHTML 1.1 [3] . Those different languages have different restrictions, some of them had been previously declared in the 1999's WCAG [1] . For example, the alt attribute is mandatory since XHTML Transitional 1.0. Deprecated elements like font or center were removed in XHTML Strict 1.0. XHTML 1.1 introduced some new rules and removed some deprecated features from XHTML Strict 1.0. XHTML Basic does not allow frames, plugins, scripts, both server or client side image maps or nested tables for layout, thus implying that those WCAG rules referring to these elements simply can't be broken. XHTML Basic was designed as the minimum subset of XHTML tags and attributes that all browsers should understand, especially oriented to small devices with smaller capabilities. Its usage involves that presentation completely relies on CSS.
The refinement process started by XHTML 1.0 and ended by XHTML 1.1 has already included rules expressible in a grammar into successive DTDs and/or XML Schemas. However, some refinements still remain uncompleted. For example, WCAG 1.0 states that all frames should have a mandatory title attribute. The XHTML grammar still defines this attribute as optional, instead of required. For this reason, rules from table 1 are required, unless we locally redefine this rule in our own DTD or XML Schema.
1 Table 2 contains a summary of XHTML prohibitions stated in the prose of XHTML specification. Such restrictions could be easily expressed formally in the XHTML DTD. However, they were not formalized by any rule.
The best of having checkpoints guaranteed by a grammar is that they are very cheap and easy to detect: just choosing a modern grammar to validate documents against to, and using an existing XML-ized validator like [8] , may easily spot where barriers belonging to this category appear within a document.
Accessibility conditions not expressible in a XHTML grammar
There are some accessibility conditions that are not expressible indeed in a DTD or XML Schema. Many tools have their own internal implementation of these conditions hard-coded within lines of a program coded in an procedural programming language like Java, C or PHP. This might lead to complex algorithms which (usually) implement something different from the desired checkpoint. Approaches like [12] have tried to represent such rules in a set of declarative expressions declared in self-developed XML files that represent rules which can only be interpreted by a self-developed ad-hoc program. Using already existing software was the aim of the XQuery-based WCAG formalization approach [16] . However, though the XQuery language [6] is quite compact, it is still a draft having little implementation support. A more accurate and also cheaper implementation of checkpoint evaluation can be achieved when using other already known constraint languages for XML, like XSLT. This approach implies cheaper evaluation because no specific software needs to be developed indeed, and there are specific programs already supporting this language. As a result, we have a XSLT-based declarative ruleset which is smaller, more reusable and easier to understand and homogeneize than the equivalent procedural routines.
As a starting example, we will begin with attributes that enhance accessibility, but whose presence is required only under certain circumstances. For instance, table 3 states that every image input, (i.e., input form fields whose type attribute is image) requires the alt attribute (as any other image). It would not be nice to declare the alt attribute as mandatory for every input element, because input form fields having a type attribute different of image don't really expect such alt attribute. Conditions that indicate whether some markup is mandatory or not, are not expressible in DTDs or XML Schemas.
In fact, conditions that involve some comparison or calculation over the document's content, are not expressible Expression DTD <!ATTLIST frame title CDATA #REQUIRED> However, it is defined as #IMPLIED (not required) XML Schema <xs:element name="frame"> <xs:complexType> <xs:attribute name="title" use="required" type="xs:string"/> </xs:complexType> </xs:element> However, it is defined as optional (not required) XSLT <xsl:template match="//frame[not(@title)]"> <xsl:message>Frames without description.</xsl:message> </xsl:template> in DTDs or XML Schemas. Other accessibility-related attributes are also required in other elements under other conditions as well. Table 4 contains such required attributes, their container elements and their conditions to be mandatory. They are summarized, but they can be used just like the expressions in table 3.
Not only the presence or absence of markup determines accessibility. The conditions themselves may become an evaluation result. For instance, Web accessibility checkpoints state that both keyboard and mouse should behave similarly in order to have some device independence properties. This involves that any JavaScript routine triggered by a mouse event should also be triggered as well by the corresponding keyboard event, and vice-versa. Table 5 contains an XSLT template checking whether the onmouseup event is being used for other purpose than the onkeyup event. A more complete rule should also check the same behaviour for other events. Not only conditionally mandatory attributes can be required, but also conditionally mandatory elements as well. For instance, multimedia elements like plugins, applets or videos should have alternative contents for those users that cannot interact with them properly. These alternative contents must be placed directly inside the object element itself (the object tag acts as a container of its alternative), as stated in table 6. Take notice that param elements are not considered as alternative contents.
Thus, any object element should have some other alternative element inside if it does not have a readable alternative text. Other conditionally required elements are represented in table 7. For instance, some accessibility checkpoints state that fieldset elements should be present in order to make manageable groups of form fields. When the number of options in a combo box (select element) is high, it is a good idea to group them with the optgroup element. The expressions from table 7 are summarized, but they can be used just like the expressions in table 6. Some other important accessibility rules don't really involve existence or absence, but misusage of HTML markup. These rules state that some HTML attributes should not be improperly used. For example, it is a very bad practice to trigger JavaScript routines from the href attribute of active elements like links or client-side map areas. It is much better to use event-focused attributes like onclick for that purpose, and leave the href attribute usable for users that have browsers with no JavaScript support. The XSLT template from table 8 detects this bad practice.
Other bad practices involving typically misused attributes are collected in table 9. As we can see, it is bad practice to use client side auto-refresh or auto-redirect, unadvised emerging windows, improper keyboard short-cuts or unclear tabulation orders.
However, the expressive power of XSLT becomes clearer when we leave out these previous simple conditions involving the relationship between elements and their contents and we start looking at relationships among elements placed anywhere in the document. For instance, headers (h1-h6 elements) in a document should be properly used. This involves not skipping header labels. As stated at [1] , "h2 elements should follow h1 elements, h3 elements should follow h2 elements, etc. Content developers should not skip levels (e.g., h1 directly to h3)". Table 10 contains a XSLT template that spots those headers that skip levels. The preceding XPath axis is used here to determine if the current header is used accordingly to the immediately preceding header in the document. These constraints between one element and its preceding element cannot be expressed with a DTD or XML Schema, but they can fit easily in a XSLT template. 3 Relationships among non-similar elements can be addressed with constraint languages as well. For example, each client-side map area should have a redundant link (somewhere in the document) for those users that cannot use client-side maps. This implies that, for every area element, at least one link in the same document should share the same destination (i.e. point to the same href). In other words, some link in the document should replicate the href attribute for each area. As inferred from table 11, we have to distinguish between the area element itself and the link before comparing their href attributes. In XSLT, we can use the <xsl:variable> element to reference the area element when the context node has been changed. The XSLT expression from attribute is not being replicated by a link somewhere else in the document will be spotted as an accessibility barrier.
Expressions involving more than one variable or following internal references can also be expressed with XSLT. This is the case for the relationship between form fields and their label elements. According to accessibility good practices, all non-hidden form fields should have a description stating the purpose of the form field (or what kind of data is expected to be entered). This description should either be in its title attribute or in a label tag referring to it. The XSLT template from table 12 establishes that for any form field that has no title attribute, a label referring to the form field must be present.
Conclusions and future work
We needed to express rules or templates easy to understand that could be applied to any Web page easily and transparently, i.e., that users could easily understand how to comply with them. We needed that such rules could be reusable and easy to modify. We found that XSLT [7] could be used to express such templates. By applying a self-developed XSLT file, we could generate accessibility reports directly from any Web page.
Soon, we became aware of the expressing power of this approach. We became aware that we could easily express conditions from already built Web Accessibility evaluators, no matter if they were simple or complex in a fine and clean way. We also realized that we could express conditions not previously being checked. For instance, we included conditions from the XHTML specification not previously formalized in the corresponding DTD or Schema.
We have dealt with subjective conditions using the approach of having some customizable parameters in the XSLT file. This way, people might customize some values of the XSLT according to their own needs.
We would have liked to find the required expressing power in DTDs or XML Schema. If so, we would have written our conditions in such a grammar (and WAEX would probably be an enhanced DTD or Schema). However, we found that DTDs and XML Schemas don't have the required expressivity, so that's why we used XSLT.
We are planning to adapt WAEX to generate EARL [5] reports as well.
