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ABSTRAK 
 Bukalapak adalah perusahaan teknologi Indonesia yang 
memiliki misi menciptakan perekonomian yang adil untuk semua. 
Melalui platform online dan offline-nya, Bukalapak memberikan 
kesempatan dan pilihan kepada semua orang untuk meraih hidup 
yang lebih baik. Untuk mencapai tujuan ini, diperlukan sistem 
pencarian produk yang bisa dengan mudah berubah berdasarkan 
keperluan bisnis yang muncul. Oleh karena itu, dibuat fitur Unified 
Search Endpoint. 
 Unified Search Endpoint ini dibangun pada microservice 
Searchery menggunakan bahasa Go. Unified Search Endpoint ini 
menyimpan konfigurasi algoritma Elasticsearch, yang nanti akan 
di proses oleh Searchery untuk menjadi Query Elasticsearch. 
Query ini akan dikirimkan ke cluster elasticsearch untuk 
mendapatkan data yang dicari. 
Kata Kunci : Go, Elasticsearch   
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1.1. Latar Belakang 
 Bukalapak adalah perusahaan teknologi Indonesia yang 
memiliki misi menciptakan perekonomian yang adil untuk semua. 
Melalui platform online dan offline-nya, Bukalapak memberikan 
kesempatan dan pilihan kepada semua orang untuk meraih hidup 
yang lebih baik. Untuk mencapai tujuan ini, diperlukan sistem 
pencarian produk yang bisa dengan mudah berubah berdasarkan 
keperluan bisnis yang muncul. 
 Sistem pencarian yang dahulu ada di Bukalapak memiliki 
beberapa masalah yang ingin diperbaiki oleh tim Search 
Experience. Salah satu masalah besar yang ada pada sistem 
pencarian sekarang adalah perlunya re-deployment untuk setiap 
penambahan kasus penggunaan bisnis. Hal ini menyebabkan 
eksperimen dan perkembangan dari kasus bisnis menjadi lebih 
lambat. Dari masalah itu, dicetuskan ide untuk membuat Unified 
Search Endpoint. Endpoint ini memiliki fitur untuk mengambil dan 
menggunakan algoritma pencarian yang disimpan di dalam suatu 
sistem basis data. Hal ini memungkinkan untuk testing dan 
modifikasi algoritma search tanpa melakukan redeployment.  
1.2. Tujuan 
 Tujuan kerja praktik ini adalah menyelesaikan kewajiban 
nilai kerja praktik sebesar 2 sks dan membantu PT. Bukalapak.com 
untuk menyelesaikan prototipe dan desain untuk Unified Search 
Endpoint. 
1.3. Manfaat 
 Manfaat yang diperoleh adalah lebih mudahnya 
perkembangan algoritma search oleh tim produk Bukalapak, dan 
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berkurangnya risiko dan kerja yang muncul dari perlunya re-
deployment layanan search Bukalapak. 
1.4. Rumusan Masalah 
 Rumusan masalah dari kerja praktik ini adalah sebagai 
berikut: 
1. Bagaimana arsitektur service yang dapat memberikan 
layanan Unified Search Endpoint? 
2. Bagaimana implementasi dari Unified Search Endpoint 
yang terintegrasi dengan sistem yang sudah ada? 
1.5. Lokasi dan Waktu Kerja Praktik 
 Sehubungan dengan adanya pandemi dan diberlakukannya 
Work From Home, pengerjaan kerja praktik ini lakukan secara 
remote. 
Adapun kerja praktik dimulai pada tanggal 28 Juni 2021 
hingga 27 September 2021. 
1.6. Metodologi Kerja Praktik 
Metodologi dalam pembuatan buku kerja praktik meliputi : 
1.6.1. Perumusan Masalah 
Untuk mengetahui kebutuhan dari tim Search 
Experience, saya bersama tim developer lainnya berdiskusi 
dengan Engineering Manager Pak Rizqi mengenai solusi dari 
masalah re-deployment terus menerus layanan pencarian 
Bukalapak. Diskusi ini berjalan online menggunakan Google 
Meet. Setelah Pak Rizqi dan tim developer sudah 
mendapatkan solusi yang kami semua setuju, Pak Rizqi mulai 
membagi tugas untuk developer yang terlibat. Saya 
mendapatkan tugas untuk merancang algoritma integrasi 
Search Configuration dengan layanan pencarian Bukalapak, 
mendesain kode agar integrasi endpoint ini modular, dan 
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bersama dengan mentor saya mendesain arsitektur dari sistem 
yang akan dibangun. 
1.6.2. Studi Literatur 
Setelah mendapat gambaran bagaimana sistem tersebut 
berjalan, kami diberitahu tinjauan apa saja yang akan 
digunakan untuk membuat endpoint di layanan pencarian 
Bukalapak. Tinjauan yang dipakai meliputi Go, Elasticsearch, 
dan Microservice Architecture. Selain itu, kami dijelaskan 
aturan-aturan dalam menuliskan kode agar kode dapat mudah 
dipahami oleh pengembang yang lain. 
1.6.3. Analisis dan Perancangan Sistem 
Setelah tinjauan yang dipakai telah diberitahu, untuk 
merancang sistem yang baik perlu adanya sebuah desain 
arsitektur sistem. Pada endpoint ini agar integrasi usecase 
menjaga prinsip DRY (Don’t Repeat Yourself), saya 
menggunakan Builder design pattern untuk mengintegrasikan 
dengan usecase sistem yang ada sekarang. Selain itu karena 
ada kemungkinan untuk sistem basis data yang dipakai 
berubah, saya juga menggunakan Repository design pattern. 
1.6.4. Implementasi Sistem 
Implementasi merupakan realisasi dari tahap 
perancangan. Pada tahap ini saya melakukan implementasi 
endpoint pada layanan pencarian Bukalapak. 
1.6.5. Pengujian dan Evaluasi 
Selama pembuatan endpoint, semua kode yang ditulis 
perlu memiliki unit test. Selain itu, di akhir ketika endpoint 
sudah selesai, dilakukan Integration Test yang menguji 
endpoint secara keseluruhan layaknya pengguna 
menggunakan endpoint tersebut. 
1.6.6. Kesimpulan dan Saran 
Pengujian yang dilakukan ini telah memenuhi syarat 
yang diinginkan, dan berjalan dengan baik dan lancar. 
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1.7. Sistematika Laporan 
1.7.1. Bab I Pendahuluan 
Bab ini berisi latar belakang, tujuan, manfaat, rumusan 
masalah, lokasi dan waktu kerja praktik, metodologi, dan 
sistematika laporan. 
1.7.2. Bab II Profil Perusahaan 
Bab ini berisi gambaran umum Dinas Pendidikan 
Provinsi Jawa Timur mulai dari profil, lokasi perusahaan. 
1.7.3. Bab III Tinjauan Pustaka 
Bab ini berisi dasar teori dari teknologi yang digunakan 
dalam menyelesaikan proyek kerja praktik. 
1.7.4. Bab IV Analisis dan Perancangan Infrastruktur  
Sistem 
Bab ini berisi mengenai tahap analisis sistem aplikasi 
dalam menyelesaikan proyek kerja praktik. 
1.7.5. Bab V Implementasi Sistem 
Bab ini berisi uraian tahap - tahap yang dilakukan untuk 
proses implementasi aplikasi. 
1.7.6. Bab VI Pengujian dan Evaluasi 
Bab ini berisi hasil uji coba dan evaluasi dari aplikasi 
yang telah dikembangkan selama pelaksanaan kerja praktik. 
1.7.7. Bab VII Kesimpulan dan Saran 
Bab ini berisi kesimpulan dan saran yang didapat dari 






2.1. Profil PT. Bukalapak.com 
 Bukalapak adalah perusahaan teknologi Indonesia yang 
memiliki misi menciptakan perekonomian yang adil untuk semua. 
Melalui platform online dan offline-nya, Bukalapak memberikan 
kesempatan dan pilihan kepada semua orang untuk meraih hidup 
yang lebih baik. 
Sejak didirikan pada tahun 2010, Bukalapak telah 
melayani lebih dari 6 juta Pelapak, 5 juta Mitra Bukalapak dan 90 
juta pengguna aktif dan pada tahun 2017 menyandang status 
unicorn. Bukalapak selalu memiliki perhatian khusus dalam 
pemberdayaan UMKM Indonesia. 
2.2. Lokasi 
Metropolitan Tower Lantai 22. Jl. R. A. Kartini Kav. 14 
Cilandak Barat, Kec. Cilandak, Kota Jakarta Selatan, Daerah 
Khusus Ibukota Jakarta 12430 
2.3.  Logo Perusahaan 
 Adapun logo perusahaan dari PT. Bukalapak.com 
ditunjukkan pada Gambar 2.1. 
 











 Bahasa pemrograman Go adalah proyek open source untuk 
membuat programmer lebih produktif. Dalam proyek ini, bahasa 
pemrograman utama yang digunakan untuk menulis kode server 
adalah bahasa pemrograman Go. 
Go merupakan bahasa yang ekspresif, ringkas, bersih, dan 
efisien. Mekanisme konkurensinya memudahkan untuk menulis 
program yang memaksimalkan kinerja mesin multicore atau 
jaringan, sementara type system barunya memungkinkan 
konstruksi program yang fleksibel dan modular. Go mengompilasi 
dengan cepat ke kode mesin namun memiliki kenyamanan garbage 
collecting dan kapabilitas run-time reflection. Ini adalah bahasa 
terkompilasi yang cepat, dan diketik secara statis, namun terasa 
seperti bahasa interpreted yang diketik secara dinamis. [1] 
3.2. Elasticsearch 
 Elasticsearch adalah mesin analitik dan pencarian 
terdistribusi, gratis dan terbuka untuk semua jenis data, termasuk 
tekstual, numerik, geospasial, terstruktur, dan tidak terstruktur. 
Elasticsearch dibangun di atas Apache Lucene dan pertama kali 
dirilis pada 2010 oleh Elasticsearch N.V. (sekarang dikenal sebagai 
Elastic). Terkenal dengan REST API yang sederhana, sifat 
terdistribusi, kecepatan, dan skalabilitas-nya, Elasticsearch adalah 
komponen utama dari Elastic Stack, seperangkat alat gratis dan 
terbuka untuk penyerapan data, pengayaan, penyimpanan, analisis, 
dan visualisasi. Biasanya disebut sebagai ELK Stack (setelah 
Elasticsearch, Logstash, dan Kibana), Elastic Stack sekarang 
menyertakan banyak koleksi agen pengiriman ringan yang dikenal 
sebagai Beats untuk mengirim data ke Elasticsearch. [2]  
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3.3. Microservice Architecture 
Arsitektur Microservice adalah varian dari gaya struktural 
Service Oriented Architecture (SOA) yang mengatur aplikasi 
sebagai kumpulan layanan tergabungkan secara longgar. Dalam 
arsitektur microservice, masing-masing layanan berbentuk sangat 
kecil dan protokolnya ringan. Tujuannya adalah agar tim dapat 
mengatur dan menjaga kehidupan masing-masing layanan mereka 
secara independen dari orang lain. Coupling longgar mengurangi 
semua jenis dependensi dan kompleksitas di sekitarnya, karena 
pengembang layanan tidak perlu peduli dengan pengguna layanan, 
mereka tidak memaksakan perubahan mereka ke pengguna layanan. 
Oleh karena itu memungkinkan organisasi yang mengembangkan 
perangkat lunak untuk tumbuh dengan cepat, dan besar, serta 
menggunakan layanan yang tersedia dengan lebih mudah. 
Persyaratan komunikasi lebih sedikit. Tetapi ada biaya untuk 
mempertahankan decoupling. Antarmuka perlu dirancang dengan 
hati-hati dan diperlakukan sebagai API publik. Teknik seperti 
memiliki beberapa antarmuka pada layanan yang sama, atau 
beberapa versi dari layanan yang sama, untuk tidak merusak kode 





ANALISIS DAN PERANCANGAN INFRASTRUKTUR 
SISTEM 
4.1. Analisis Sistem 
Pada bab ini akan dijelaskan mengenai tahapan dalam 
membangun infrastruktur fitur Unified Search Endpoint. Hal 
tersebut dijelaskan ke dalam dua bagian, definisi umum aplikasi 
dan analisis kebutuhan. 
 
4.1.1. Definisi Umum Aplikasi 
Secara umum, fitur Unified Search Endpoint 
merupakan sebuah endpoint general dimana pengguna cukup 
memberikan ID dari sebuah algoritma pencarian dan kata kunci 
untuk melakukan pencarian. Namun, endpoint ini juga perlu 
berintegrasi dengan sistem yang sudah ada di Bukalapak. Sistem-
sistem yang perlu terintegrasi dalam proses pencarian yaitu: 
a. Sistem Cut Keyword  
b. Sistem Phonetics 
c. Sistem Category Intent 
d. Sistem Boost and Bury 
4.2. Perancangan Infrastruktur Sistem 
4.2.1. Desain Sistem 
Desain arsitektur pada fitur Unified Search Endpoint 
memiliki dua desain penting, desain infrastruktur fisik dan desain 
arsitektur kode.  
4.2.1.1. Desain Infrastruktur Fisik 
Desain arsitektur fisik ini menjelaskan bentuk sistem 
fitur Unified Search Endpoint dari perspektif mesin dan 
jaringan antar mesin tersebut. Dalam proses mendesain 
arsitektur ini, saya dan tim memikirkan beberapa alternatif 
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yang masing-masing memiliki kelebihan dan kekurangannya 
tersendiri. 
Beberapa masalah yang muncul dari keinginan 
adanya fitur Unified Search Enpoint ini adalah bertambahnya 
tanggung jawab dari layanan Searchery, yang saat ini menjadi 
pilar dari layanan pencarian di Bukalapak. Bertambahnya fitur 
ini berarti Searchery akan memiliki 2 tanggung jawab, 
melayani permintaan pencarian, dan melayani permintaan 
perubahan data algoritma pencarian. Hal ini merupakan hal 
yang dikhawatirkan Engineering Manager, karena beliau 
khawatir akan bertambahnya kinerja yang diperlukan untuk 
menjalankan layanan Searchery. Yang mungkin nantinya 
berdampak ke kenyamanan pengguna dalam menggunakan 
layanan pencarian. 
Dari masalah itu, dicetuskan desain untuk 
memisahkan layanan administratif untuk mengubah data 
algoritma pencarian menjadi layanan terpisah, dinamakan 
Erlenmeyer. Layanan ini akan melayani kebutuhan 
administratif yang berhubungan dengan algoritma pencarian. 
Sedangkan Searchery hanya akan mengambil datanya dari 
Erlenmeyer untuk melakukan pencarian dan integrasi dengan 
sistem lain. Adapun diagram arsitektur sistem ditampilkan 
pada Gambar 4.1. 
Saya dan tim membawa proposal ini ke tim inti 
Bukalapak dalam proses architectural review. Proses ini 
Gambar 4.1 Proposal Diagram Arsitektur 
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diperlukan dalam Bukalapak ketika ada keperluan 
meluncurkan suatu layanan baru. Proposal yang dimasukkan 
ke dalam proses ini akan di baca oleh tim arsitektur inti 
Bukalapak untuk memastikan apakah proposal yang diminta 
oleh tim layak di implementasi dalam Bukalapak. 
Tim arsitektur inti Bukalapak memiliki beberapa 
kekhawatiran mengenai proposal pertama kami. Hal yang 
paling besar adalah akan adanya tambahan waktu proses 
dalam kegiatan pencarian dikarenakan oleh perlunya 
Searchery untuk mengambil data melalui Erlenmeyer. Hal ini 
dapat berdampak kepada keseluruhan proses layanan 
pencarian di Bukalapak. Dan pada skala Bukalapak, delay 
bahkan sampai 10ms dapat menjadi masalah besar.  
Mendapatkan konsiderasi ini dari tim arsitektur inti, 
tim kami setuju untuk tidak meluncurkan layanan baru, 
melainkan menjadikan Erlenmeyer menjadi suatu package 
pada Searchery. Hal ini dilakukan untuk mempermudah 
pelepasan Erlenmeyer jika kebutuhan bisnisnya berkembang 
di masa depan. Adapun diagram arsitektur yang disetujui 
ditampilkan pada Gambar 4.2. 
 
 
Gambar 4.2 Diagram Arsitektur Disetujui 
Dengan diagram arsitektur ini, segala proses 
pencarian akan menjadi lebih cepat dikarenakan oleh 




4.2.1.1. Desain Arsitektur Kode 
Saya mendapatkan tugas untuk mendesain algoritma 
dan arsitektur integrasi Unified Search Endpoint dengan 
sistem lain. Hal pertama yang perlu dilakukan adalah 
mendesain struktur konfigurasi algoritma pencarian agar 
dapat dengan mudah terintegrasi dan dimodifikasi oleh tim 
bisnis. 
Struktur data ini perlu menyimpan elasticsearch 
query dan memiliki kemampuan untuk mengubah elemen di 
tengahnya tanpa melakukan iterasi dari awal. Elemen yang 
dapat diubah di tengah ini dinamakan wildcard dan ditentukan 
oleh input dari pembuat algoritma pencarian. Dari ketentuan 
ini, dibuatlah desain struktur data di mana input string dipisah 
menjadi blok-blok, dan mencatat indeks dari blok yang 
memiliki wildcard tertentu. Adapun ilustrasi dari struktur data 
ini pada Gambar 4.3. 
 
Gambar 4.3 Skema Struktur Data Wildcard Query 
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Dalam proses pengembangan, ditemukan perlunya 
ada parameter opsional untuk masing-masing wildcard. Hal 
ini diperlukan karena pembuat algoritma pencarian perlu 
menentukan nilai-nilai tertentu untuk mendapatkan hasil 
pencarian yang sesuai. Oleh karena itu, dibuatlah sistem 
pemberian parameter pada wildcard. Adapun skema dari 
pemberian parameter pada wildcard pada Gambar 4.4. 
 
Gambar 4.4 Skema Pendefinisian Wildcard pada WildcardQuery 
Dengan data struktur tersebut, dapat dibuat sistem 
yang mengintegrasikan dengan sistem lain. Kita dapat 
menentukan beberapa wildcard yang jika muncul dalam 
konfigurasi, akan diganti dengan hasil yang dapat diambil dari 
sistem lain. Proses mengganti wildcard dengan hasilnya kita 
sebut wildcard resolving dan pengganti wildcard dengan 
hasilnya kita sebut wildcard resolver. 
Menggunakan interface dan builder design pattern, 
kita dapat membuat sebuah usecase yang menerima beberapa 
wildcard resolver, yang nantinya dalam proses pencarian akan 
digunakan untuk memproses wildcard. Dengan menggunakan 
builder design pattern, developer dapat menambahkan atau 
mengubah masing-masing wildcard resolver tanpa 
mengganggu cara kerja usecase ataupun wildcard resolver 
yang lain. Selain itu, untuk menjaga kebersihan dari kode, 
penyimpanan dari algoritma pencarian juga didesain 
menggunakan repository pattern. Hal ini dilakukan untuk 
memisahkan antara kode implementasi database dengan 
database yang digunakan. Adapun diagram kelas yang 










 Bab ini membahas tentang implementasi dari sistem yang 
kami buat. Implementasi ini akan dibagi ke dalam beberapa bagian, 
yaitu bagian implementasi struktur data Wildcard Query, dan 
bagian Implementasi Unified Search Usecase. Dikarenakan 
beberapa aspek dari implementasi merupakan rahasia perusahaan, 
maka pada contoh implementasi aspek tersebut akan digantikan 
oleh pseudocode. 
5.1. Implementasi Struktur Data Wildcard Query 
Implementasi struktur data Wildcard Query ini berfokus 
pada pembentukan struktur data tersebut menggunakan bahasa 
pemrograman Go. Implementasi dari struktur data ini meliput 
implementasi kode untuk struktur data tersebut, dan implementasi 
kode untuk membentuk struktur data tersebut dari masukan string. 
Implementasi kode sumber untuk struktur data Wildcard Query 




Menggunakan struktur data ini, kita dapat membuat 
beberapa fungsi public untuk digunakan di luar dari package. Salah 
satu fungsi yang diperlukan adalah fungsi untuk mengubah struktur 
data kembali menjadi bentuk JSON. Implementasi dari fungsi 
type WilcardQuery struct { 
 jsonString []string 
 replaceMap map[AlgorithmQueryWildcard][]int 
} 
type QueryWildcard struct { 
 // ID is WILDCARD_NAME in documentation, it refers to the resolver name that will be used to 
 // to resolve this wildcard. 
 ID string 
 // ParamStr is the sorted string of parameters in the form of string separated by '|' 
 // we store parameter in a string to keep it comparable to other wildcard struct 
 // simplifying the process of comparing wildcard to other wildcard 
 ParamStr string 
} 
Kode Sumber 5.1 Implementasi Struktur Data 
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ditampilkan pada Kode Sumber 5.2 dalam bahasa pemrograman 
Go. 
 
// ToJSON returns a slice of byte representing a json string of the request. 
// good to note that unless all have been replaced, the returned json string will still be an error 
func (r *WilcardQuery) ToJSON() []byte { 
 return []byte(strings.Join(r.jsonString, "")) 
} 
Kode Sumber 5.2 Implementasi Fungsi ToJSON 
Fungsi lain yang diperlukan adalah fungsi untuk 
mengubah suatu wildcard yang ada dalam struktur data ini. 
Implementasi dari fungsi tersebut ditampilkan pada Kode Sumber 
5.3 dalam bahasa pemrograman Go. 
 
// Replace replaces a wildcard with a string 
func (r *WildcardQuery) Replace(wildcard QueryWildcard, replacedby string) error { 
 indexes, found := r.replaceMap[wildcard] 
 if !found { 
  return ErrWildcardNotFound 
 } 
 for _, i := range indexes { 
  r.jsonString[i] = replacedby 
 } 
 return nil 
} 
Kode Sumber 5.3 Implementasi Fungsi Replace 
Untuk memproses wildcard dan parameter yang ada dalam 
struktur data, ada baiknya untuk mendapatkan daftar semua 
wildcard dan parameter. Oleh karena itu di implementasi fungsi 
Wildcard dan Params. Adapun implementasinya ditunjukkan pada 
Kode Sumber 5.4 dalam bahasa pemrograman Go. 
 
// Wildcards returns list of wildcards 
func (r *WilcardQuery) Wildcards() []QueryWildcard { 
 wildcards := make([]QueryWildcard, len(r.replaceMap)) 
 i := 0 
 for k := range r.replaceMap { 
  // not using append because we know the length, so more efficient 
  wildcards[i] = k 
  i++ 
 } 
 return wildcards 
} 
 
// Params parses params and return map of parameter and it's value 
func (t *AlgorithmQueryWildcard) Params() (map[string]string, error) { 
 if t.ParamStr == emptyString { 
  return make(map[string]string), nil 
 } 
 // split ParamStr to separate parameters, eg.  
                          BOOST_WEIGHT=20|MATCH_WEIGHT=10 
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 // to [BOOST_WEIGHT=20, MATCH_WEIGHT=10] 
 splitParams := strings.Split(t.ParamStr, parameterSeparator) 
 params := make(map[string]string) 
 for _, v := range splitParams { 
  // split each params, eg. BOOST_WEIGHT=20 
  // to key and value, [BOOST_WEIGHT, 20] 
  singleParam := strings.Split(v, keyValueSeparator) 
  if isValidKeyValueIndexLength(len(singleParam)) { 
   return nil, ErrInvalidParamSyntax 
  } 
  params[singleParam[0]] = singleParam[1] 
 } 
 return params, nil 
} 
Kode Sumber 5.4 Implementasi Fungsi Wildcards dan Params 
Dalam penggunaan struktur data ini, karena implementasi 
penyimpanan berada di dalam sistem basis data di mana data 
konfigurasi algoritma pencarian disimpan dalam bentuk text. Maka 
dari itu dalam implementasi data struktur ini diperlukan algoritma 
untuk mengubah text menjadi struktur data Wildcard Query. 
Adapun algoritma parsing untuk mengubah text menjadi Wildcard 
Query ditampilkan pada Kode Sumber 5.5 dalam bentuk 
pseudocode. 
 
regexStr = `"<(.*?)>"` 
// regexOffset is the amount of index offset from the captured regex 
// to the captured group. 
regexOffset = 2 
 
function newWildcardQuery( input:string ) { 
 if !isValidJSON(input) { 
  return error 
 } 
 newQuery = WildcardQuery() 
 before = 0 
 captureGroups = findAllIndexWithRegex(input, regexStr) 
 for captureGroup in range(captureGroups) { 
  if captureGroup.length > 2 { 
   return error 
  } 
  firstIndex = captureGroup[0] 
  lastIndex = captureGroup[1] 
  prevStr = input[before:firstIndex] 
  newQuery.queryString.append(prevStr) 
  newQuery.queryString.append("{}") 
  before = lastIndex 
 
  wildcardFirstIndex = firstIndex + regexOffset 
  wildcardLastIndex = lastIndex - regexOffset 
  wildcard = newQueryWildcard(input[wildcardFirstIndex:wildcardLastIndex]) 
  newQuery.replaceMap[wildcard].append(newQuery.queryString.length-1) 
 } 
 newQuery.queryString.append(input[before:]) 
 return newQuery 
} 
 




function newQueryWildcard( input:string ) { 
 parameters = input.split(parameterSeparator) 
 if parameters.length < 1 { 
  return error 
 } 
 wildcardID = parameters[0] 
 wildcardParams = parameters[1:] 
 wildcardParams.sort() 
 paramsString = joinString(strings=wildcardParams, separator=parameterSeparator) 
 wildcard = QueryWildcard(wildcardID, paramsString) 
 return wildcard 
} 
 
Kode Sumber 5.5 Implementasi Parsing Wildcard Query 
5.2. Implementasi Unified Search Usecase 
 Implementasi Unified Search Usecase ini berfokus pada 
pembentukan builder dan repository pattern. Selain itu, 
implementasi dari masing-masing adapter untuk sistem yang sudah 
ada. 
5.2.1. Implementasi Unified Search Usecase 
Pada implementasi usecase ini, kita membuat interface 
repository yang nantinya akan dipakai oleh usecase untuk media 
penyimpanan data algoritma. Pada implementasi ini kita juga 
menerapkan logika penggantian wildcard. Adapun 
implementasinya ditampilkan dalam bentuk psuedocode pada 
Kode Sumber 5.6. 
 
interface UnifiedSearchUsecase { 
 Search(algorithmID:string, keyword:string) 
} 
 
interface WildcardResolver [ 
 Resolve(params) : string 
} 
 
interface AlgorithmRepository { 
 GetAlgorithm(id:string): WildcardQuery 
 StoreAlgorithm(WildcardQuery) 




class UnifiedSearchUsecaseImpl implements UnifiedSearchUsecase { 
 private repo AlgorithmRepository 
 private resolvers Map<string,WildcardResolver> 
 public Search(algorithmID:string, keyword:string) { 
  algorithm = this.repo.GetAlgorithm(algorithmID) 
  for wildcard in range(algorithm.Wildcards()) { 
   res = this.resolvers[wildcard.ID](wildcard.Params()) 
   algorithm.Replace(wildcard, res) 
  } 





Kode Sumber 5.6 Implementasi Unified Search Usecase  
 
5.2.2. Implementasi Builder Pattern 
Pada implementasi builder pattern ini, kita membuat 
sebuah builder dengan beberapa public function yang diperlukan 
oleh usecase kita ke depannya. Selain itu, kita juga perlu membuat 
kelas konkret yang perlu mengimplementasi interface 
UnifiedSearchUsecase. Adapun implementasinya ditampilkan 
dalam bentuk psuedocode pada Kode Sumber 5.7.  
 
class UnifiedSearchUsecaseBuilder { 
 private repo AlgorithmRepository 
 private resolvers Map<string,WildcardResolver> 
 public WithRepository(repo:AlgorithmRepository) { 
  this.repo = repo 
 } 
 public WithResolver(id:string, resolver:WildcardResolver) { 
  this.resolvers[id] = resolver 
 } 
 public Build() { 
  return UnifiedSearchUsecaseImpl(repo = this.repo, resolvers = this.resolvers) 
 } 
} 
Kode Sumber 5.7 Implementasi Builder Pattern 
5.2.3. Implementasi Integrasi Layanan CutOneKeyword 
Pada implementasi integrasi layanan CutOneKeyword, 
dikarenakan sistem sudah modular, maka hanya perlu membuat 
adapter untuk usecase CutOneKeyword yang sudah ada. Adapun 
implementasinya ditampilkan dalam bentuk psuedocode pada 
Kode Sumber 5.8. 
class CutOneKeywordResolverAdapter implements WildcardResolver { 
 private Usecase CutOneKeywordUsecase 
 public Resolve(params) { 
  res = this.Usecase.GetOrganicCutOneKeyword(params) 
  searchQuery = string.print( 
  `{"match":{"name":{"operator":"and","query":"%s"}}}`, cutKeyword 
  ) 
  return searchQuery 
 } 
} 
Kode Sumber 5.8 Implementasi Integrasi Layanan CutOneKeyword 
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5.2.4. Implementasi Integrasi Layanan Phonetics 
Pada implementasi integrasi layanan Phonetics, 
dikarenakan sistem sudah modular, maka hanya perlu membuat 
adapter untuk usecase Phonetics yang sudah ada. Adapun 
implementasinya ditampilkan dalam bentuk psuedocode pada 
Kode Sumber 5.9. 
class PhoneticsResolverAdapter implements WildcardResolver { 
 private Usecase PhoneticsUsecase 
 public Resolve(params) { 
  phoneticsKeywords = this.Usecase.GetPhoneticKeyword(params) 
  searchQuery = "" 
  for keyword in range(phoneticsKeywords) { 
   search += string.print( 
    `,{"match":{"name":{"operator":"and","query":"%v"}}}`, 
keyword 
   ) 
  } 
  searchQuery = strings.replaceFirstOccurance(searchQuery, char=",", to="") 
  return searchQuery 
 } 
} 
Kode Sumber 5.9 Implementasi Integrasi Layanan Phonetics 
5.2.5. Implementasi Integrasi Layanan CategoryIntent 
Pada implementasi integrasi layanan CategoryIntent, 
dikarenakan sistem sudah modular, maka hanya perlu membuat 
adapter untuk usecase CategoryIntent yang sudah ada. Adapun 
implementasinya ditampilkan dalam bentuk psuedocode pada 
Kode Sumber 5.10. 
class CategoryIntentResolverAdapter implements WildcardResolver { 
 private Usecase CategoryIntentUsecase 
 public Resolve(params) { 
  category = this.Usecase.GetCategoryIntent(params) 
  categoryStr = [] 
  for id, weight = range(category) { 
   categoryStr = append(categoryStr, fmt.Sprintf(`"%v":%v`, id, weight)) 
  } 
  searchQuery = strings.Join(categoryStr, `, `) 
  return searchQuery 
 } 
} 
Kode Sumber 5.10 Implementasi Integrasi CategoryIntent 
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5.2.6. Implementasi Integrasi Layanan BoostBury 
Pada implementasi integrasi layanan BoostBury, 
dikarenakan sistem sudah modular, maka hanya perlu membuat 
adapter untuk usecase BoostBury yang sudah ada. Adapun 
implementasinya ditampilkan dalam bentuk psuedocode pada 
Kode Sumber 5.11. 
class BoostBuryResolverAdapter implements WildcardResolver { 
 private Usecase BoostBuryUsecase 
 public Resolve(params) { 
  keywordRule = this.Usecase.GetKeywordRule(params) 
  queryResult = [] 
  for rule in range(keywordRule.Boosts) { 
   queryResult += rule.functionQuery 
  } 
  searchQuery = strings.Join(queryResults, ",") 
  return searchQuery 
 } 
} 









PENGUJIAN DAN EVALUASI 
Bab ini menjelaskan tahap uji coba terhadap impelmentasi 
Unified Search Usecase. Pengujian dilakukan untuk memastikan 
fungsionalitas dan kesesuaian hasil implementasi arsitektur dengan 
analisis dan perancangan arsitektur. 
6.1. Tujuan Pengujian 
 Pengujian dilakukan terhadap Unified Search Endpoint 
Usecase guna menguji kesesuaian implementasi terhadap desain 
dan kebutuhan dari sistem. 
 
6.2. Kriteria Pengujian 
 Penilaian atas pencapaian tujuan pengujian didapatkan 
dengan memperhatikan beberapa hasil yang diharapkan berikut : 
a. Kemampuan sistem untuk mengubah data text menjadi 
struktur data WildcardQuery. 
b. Kemampuan sistem untuk mengambil data dari sebuah 
repository. 
c. Kemampuan sistem untuk berintegrasi dengan layanan 
CutOneKeyword. 
d. Kemampuan sistem untuk berintegrasi dengan layanan 
Phonetics. 
e. Kemampuan sistem untuk berintegrasi dengan layanan 
CategoryIntent. 
f. Kemampuan sistem untuk berintegrasi dengan layanan 
BoostBury. 
g. Kemampuan sistem untuk menghasilkan Elasticsearch 
query dari struktur data WildcardQuery. 
 
6.3. Skenario Pengujian 
Skenario pengujian dilakukan dengan melakukan Unit 
Test kepada bagian kode yang spesifik dan menjalankan layanan 
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sebagai pengguna dalam lingkungan staging. Metode pengujian 
menggunakan Unit Test mengikuti langkah-langkah sebagai 
berikut: 
1. Menulis hasil ekspektasi dari kode 
2. Menulis input dari kode 
3. Membandingkan hasil dari kode dengan hasil ekspektasi 
Metode pengujian dengan menjalankan layanan sebagai pengguna 
pada lingkungan staging mengikuti langkah-langkah sebagai 
berikut: 
1. Menjalankan layanan pada lingkungan staging. 
2. Mengirim request tertentu kepada layanan yang berjalan 
menggunakan aplikasi HTTP Request seperti Postman. 
3. Mengevaluasi response yang diterima dari layanan dan 
memastikan sudah sesuai. 
Perlu diketahui bahwa pengujian dengan menjalankan layanan 
dilakukan oleh tim QA. Menggunakan kedua metode ini, 
dilakukan pengujian berikut kepada sistem yang sudah dibuat 
dengan kriteria sebagai berikut : 
1. Unit Test kepada kode parsing memastikan text input 
menghasilkan bentuk struktur data yang benar 
menggunakan input dan ekspektasi hasil yang 
ditunjukkan dengan Tabel 6.1. 
Tabel 6.1 Contoh Input Unit Test Kode Parsing 
Input query:     []byte(`{"query": {"bool": {"should": ["<KEYWORD_MATCH_NAME>"]}}}`), 
Ekspektasi 
Hasil 
JSON:      []byte(`{"query": {"bool": {"should": [{}]}}}`), 
Wildcards: []entity.AlgorithmQueryWildcard{{ 
 ID: `KEYWORD_MATCH_NAME`, 
 },}, 
Hasil Kode JSON:      []byte(`{"query": {"bool": {"should": [{}]}}}`), Wildcards: []entity.AlgorithmQueryWildcard{{ 
 ID: `KEYWORD_MATCH_NAME`, 
 },}, 
 
2. Unit Test kepada kode usecase dapat menggunakan data 
dari sebuah implementasi repository. Adapun contoh data 




Tabel 6.2 Contoh Input Unit Test Kode Repository 
Input repo := &testdata.AlgorithmConfigurationRepository{} repo.On("GetAlgorithm", mock.Anything). 
 Return(entity.NewAlgorithm("/products", 
[]byte(`{"query": {"bool": {"should": 
["<KEYWORD_MATCH_NAME>"]}}}`))) 
 
u := usecase.NewAlgorithmTranslatorUseCaseBuilder(). 
 WithRepository(repo). 
 Build(), 
Keyword:      "bukalapak" 









3. Pengguna dapat menggunakan algoritma pencarian yang 
menggunakan sistem CutOneKeyword. 
4. Pengguna dapat menggunakan algoritma pencarian yang 
menggunakan sistem Phonetics. 
5. Pengguna dapat menggunakan algoritma pencarian yang 
menggunakan sistem CategoryIntent. 
6. Pengguna dapat menggunakan algoritma pencarian yang 
menggunakan sistem BoostBury. 
7. Pengguna dapat melakukan pencarian kepada klaster 
Elasticsearch menggunakan hasil dari WildcardQuery. 
6.4. Evaluasi Pengujian 
Hasil pengujian dilakukan dengan automated testing oleh 
tim QA memperhatikan apakah hasil yang diberikan oleh sistem 
merupakan hasil sesuai dengan ekspektasi developer. Adapun hasil 
uji sistem berdasarkan skenario 6-7 yang dilakukan oleh tim QA 




Tabel 6.3 Hasil Uji Coba Sistem Oleh Tim QA 
Aspek Pengujian Kriteria Pengujian Hasil Pengujian 
Kemampuan sistem untuk 
berintegrasi dengan layanan 
CutOneKeyword. 
Sebagai pengguna, sistem tidak 
menghasilkan error memanggil 
pencarian dengan layanan 
CutOneKeyword 
Terpenuhi 
Kemampuan sistem untuk 
berintegrasi dengan layanan 
Phonetics. 
Sebagai pengguna, sistem tidak 
menghasilkan error memanggil 
pencarian dengan layanan Phonetics 
Terpenuhi 
Kemampuan sistem untuk 
berintegrasi dengan layanan 
CategoryIntent. 
Sebagai pengguna, sistem tidak 
menghasilkan error memanggil 
pencarian dengan layanan 
CategoryIntent 
Terpenuhi 
Kemampuan sistem untuk 
berintegrasi dengan layanan 
BoostBury. 
Sebagai pengguna, sistem tidak 
menghasilkan error memanggil 
pencarian dengan layanan BoostBury 
Terpenuhi 
Kemampuan sistem untuk 
menghasilkan Elasticsearch 
query dari struktur data 
WildcardQuery. 
Sebagai pengguna, sistem 
menghasilkan query pencarian yang 
dapat diterima oleh klaster 








KESIMPULAN DAN SARAN 
7.1. Kesimpulan 
 Kesimpulan yang didapat setelah melakukan perancangan 
dan implementasi dari Unifed Search Endpoint pada kegiatan kerja 
praktik di PT. Bukalapak.com adalah sebagai berikut :  
a. Dengan data struktur WildcardQuery dan database, dapat 
dibuat sistem pencarian yang mencakup keperluan Unified 
Search Endpoint. 
b. Dengan adanya Builder Pattern dan menggunakan 
interface, dapat membuat Wildcard Resolver yang 
berbeda-beda untuk masing-masing sistem yang ingin 
diintegrasikan. Oleh karena itu dapat mengintegrasikan 
Unified Search Endpoint dengan sistem yang sudah ada.   
7.2. Saran 
 Saran untuk perancangan arsitektur Unified Search 
Endpoint adalah sebagai berikut : 
a. Berdasarkan pengalaman penulis, ada baiknya pada 
Unified Search Usecase menggunakan director pattern di 
atas builder pattern yang ada untuk menjaga pembuatan 
usecase konsisten.  
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