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Sebastijan Sakač 
  
Sažetak 
U vrijeme digitalizacije i napredne tehnologije kojom smo okruženi, danas gotovo 
svaka osoba posjeduje uređaj/e kao što su pametni telefon, pametni sat, pametna 
narukvica i sl. Isto tako, sve više ljudi kod kuće koristi pametne televizore, pametne 
hladnjake, udaljeno uključivanje i isključivanje rasvjete, otvaranje i otključavanje vrata 
na kući ili garaži, automatske kosilice za dvorišta i mnoge druge „pametne” stvari. 
Svi elektronički uređaji i usluge koje koristimo u mnogočemu nam olakšavaju 
svakodnevicu, ali kao i sve drugo u životu, i to ima i pozitivne i negativne strane. Prije 
nego se vratimo kući, možemo znati što imamo u hladnjaku, možemo si odrediti da nas 
dočeka kuhana hrana ili primjerice kava. Kad smo na godišnjem odmoru, možemo 
upravljati rasvjetom u svojem domu i vidjeti što se kod kuće događa, ali sve to ima svoju 
cijenu. Ta cijena je, prije svega, naša privatnost. Sve uređaje koje koristimo najčešće 
netko nadzire. 
Stoga ovaj sustav, koji se sastoji od strojne opreme i programske podrške otvorenog 
kôda, kao i mnogi drugi, pruža puno veću razinu privatnosti. S obzirom na to da svatko 
ima uvid u programski kôd, svi mogu vidjeti propuste ili nedostatke sustava te ih ispraviti. 
Cijeli sustav je zamišljen da bude modularan, da se na njega mogu dodati nove 
mogućnosti i moduli, da bude jednostavan za korištenje proširenja i da bude siguran. 
Sustav je baziran na Raspberry Pi miniračunalu i Arduino mikorkontrolerima. 
Raspberry Pi je središte sustava na kojem je instalirana baza podataka u koju su 
spremljeni svi podatci koji dolaze sa senzora. Isto tako, služi kao server tih podataka 
prema klijentu i time prema korisniku. Korisnici nemaju direktni pristup podatcima, ali 
im mogu pristupiti preko API-ja koji komunicira s bazom podataka, pa su na taj način 
podatci zaštićeni od slučajnoga ili namjernoga uništavanja. Isto tako, postoje web-
aplikacija i iOS aplikacija putem kojih korisnici na vrlo jednostavan način mogu imati 
uvid u atmosferske uvjete u prostorijama u kojima imaju postavljene senzore, imaju 
mogućnost uključivanja i isključivanja svjetla te vremensku prognozu. 
 
Ključne riječi: Web-aplikacija, Raspberry Pi, Arduino, Open-source 
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1. Uvod 
U današnje vrijeme na tržištu se pojavila potreba za sve većim brojem takozvanih 
„pametnih” uređaja, ali isto tako postoji veliki problem čuvanja privatnosti korisnika i 
podataka koji pripadaju tom korisniku. Stoga jako puno ljudi proizvodi svoje „pametne” 
uređaje zahvaljujući velikom broju dostupnih komponenti, ali i cijelih platformi 
otvorenoga kôda na kojima amateri, ali i profesionalci, mogu izgraditi svoj sustav. 
Tako je i ovaj pametni sustav za upravljanje kućanstvom izgrađen na tim temeljima, 
s ciljem da sustav s korisničke strane bude što jednostavniji za korištenje, a s druge strane 
da bude modularan i da se može nadograditi novim mogućnostima, modulima i 
senzorima. 
Osnovna namjena sustava je da se podatci obrađuju i da se na temelju zabilježenih 
rezultata mogu maksimalno smanjiti troškovi grijanja i optimizirati atmosferski uvjeti u 
stambenom prostoru. Svi podatci se obrađuju lokalno i nitko treći nema pristup 
podatcima. 
Slika 1. Hardware pametnoga sustava za upravljane kućanstvom 
Izvor: autor 
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2. Komponente i tehnologije korištene pri izradi prototipa  
Za izradu kompletnoga sustava korištene su različite tehnologije i različiti 
programski jezici za programiranje, ovisno o namjeni. 
Hardverski dio projekta sastoji se od Raspberry Pi-ja i Arduino mikrokontolera. Na 
Arduino su spojeni senzori za temperaturu, relativnu vlažnost zraka, tlak zraka i ostali, 
ovisno gdje se nalaze i čemu služe. Komukacija između mikrokontrolera i Raspberry Pi-
ja izvedena je pomoću USB i RS232 1 protokola. Iako je u današnje vrijeme RS232 
protokol zastario, koristi se zbog puno većega dometa nego USB protokol. Raspberry Pi 
je žičano povezan na lokalnu mrežu. Releji za uključivanje i isključivanje rasvjete spojeni 
su paralelno na Raspberry Pi. 
Na Raspberry Pi-ju je instaliran Raspbian operacijski sustav koji je baziran na Debian 
distribuciji Linuxa, a optimiziran je za Raspberry Pi hardver. Uz to, na Raspberry Pi su 
instalirani i MySQL baza podataka te Apache2 web-server. U bazi podataka nalaze se svi 
podatci koje očitavaju senzori. Apache2 web-server služi za generiranje API-ja i mrežne 
stranice koja je pisana u PHP programskom jeziku, HTML-u i CSS-u. Na mrežnoj stranici 
su prikazani svi podatci koje očitavaju senzori, od trenutnoga stanja temperature, 
osvjetljenja u pojedinoj prostoriji i prognozi vremena do prikazivanja grafova. 
Firmware na mikrokontroleru je pisan u Arduino programskom jeziku. Podatci sa 
senzora se učitavaju svakih 20 sekundi i radi se provjera tih podataka. Ukoliko su svi 
podatci ispravni, šalju se prema Raspberry Pi-ju. S podatcima očitanim sa senzora šalju 
se i podatci o uređaju koji ih šalje, trenutnoj verziji firmvera na uređaju i kôd pogreške. 
S druge strane, na Raspberry Pi-ju se nalazi skripta pisana u programskom jeziku 
Python koja čita podatke s USB ulaza, provjerava jesu li dolazni podatci ispravni i upisuje 
ih u bazu podataka.  
                                                 
1 RS232 je vrsta serijske komunikacije. Podatci se šalju sekvencijalno, bit po bit, za razliku od paralelne 
komunikacije gdje se podatci šalju bajt po bajt. 
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2.1. Raspbian 
Raspbian je besplatni operacijski sustav temeljen na Debian distribuciji Linuxa i 
specijalno je optimiziran za Raspberry Pi hardware. Na njega je predinstalirano više od 
35 000 paketa, prekompajliranoga (eng. precompiled) softvera i formatiran je za 
jednostavnu instalaciju na Raspberry Pi računalo. Inicijalno puštanje u distribuciju je 
završeno u lipnju 2012. godine, ali razvoj je nastavljen s ciljem poboljšanja stabilnosti i 
performansi svih mogućih Debian paketa. 
Raspbian nije povezan s Raspberry Pi Foundation. Stvoren je od strane male grupe 
obožavatelja Raspberry Pi-ja i za edukaciju. 
 
2.2. Apache 
Apache je najkorišteniji i jedan od najstarijih mrežnih poslužitelja na svijetu s 
udjelom većim od 67 %. Besplatan je i otvorenoga kôda, a razvio ga je Apache Software 
Foundation. Prva je inačica puštena u distribuciju 1995. godine. Najveće su prednosti što 
je brz, pouzdan i siguran te ga je vrlo lako prilagoditi svojim potrebama u različitim 
okruženjima. 
Slika 2. Grafičko korisničko sučelje Raspbian OS-a 
Izvor: https://hu.wikipedia.org/wiki/raspbian#/media/f%c3%a1jl:raspbian-desktop_version_2015-09-
25.png (17. 06. 2019.) 
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Koriste ga neke od najvećih svjetskih kompanija kao što su Cisco, IBM, General 
Electric, Adobe, VMware, Xerox, LinkedIn, Facebook, Hewlett-Packard, AT&T, 
Siemens, eBay i mnoge druge. 
 
2.3. MySQL 
MySQL je najpopularniji i najrašireniji relacijski sustav otvorenoga kôda za 
upravljanje bazom podataka (eng. Open Source RDBMS – relational database 
management system). Postao je vodeći izbor baze podataka za web-aplikacije zbog svojih 
performansi, izdržljivosti i jednostavnosti korištenja. Koriste ga neki od najpopularnijih 
web-servisa na svijetu kao što su Facebook, Twitter, YouTube, Yahoo i mnogi drugi.  
MySQL se temelji na klijent-poslužitelj modelu (eng. client-server). Jezgra MySQL-
a je MySQL server koji upravlja instrukcijama baze podataka. Dostupan je kao zaseban 
program za korištenje u klijent-server mrežnom okruženju te su dostupne biblioteke s 
kojima se može povezati s drugim aplikacijama.  
Dolazi s nekoliko programa koji podržavaju administraciju MySQL baze podataka. 
Naredbe prema MySQL poslužitelju se šalju pomoću MySQL klijenta koji se instalira na 
računalo. 
Razvijen je za upravljanje velikim bazama podataka, ali se obično instalira samo na 
jedno računalo koje može slati podatke na više različitih lokacija kojima mogu pristupati 
korisnici s različitim verzijama MySQL klijenata i sučelja. Ta sučelja šalju SQL2 naredbe 
prema poslužitelju, a vraćaju im se podatci koje mogu prikazati kao rezultate. 
MySQL ima mogućnost spremanja i pristup podatcima kroz različite vrste spremnika 
podataka (eng. storage engine) kao što su InnoDB, CSV i NDB. Korisnici za pristup i 
pohranu podataka ne moraju učiti nove naredbe, već jednostavno mogu koristiti 
standardne SQL naredbe.  
                                                 
2 SQL (Structured Query Language) je programski jezik koji se koristi za upravljanje i komunikaciju s 
bazom podataka. 
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2.4. PHP 
PHP (Hypertext Preprocessor) je jedan od naraširenijih skriptnih jezika koji se 
prvenstveno koristi za izradu dinamičkih web-stranica i može biti ugrađen u HTML. 
Skriptni jezik je jezik koji se prevodi tijekom izvršavanja. Svrha skriptnih jezika je 
povećanje performansi ili izvršavanje zadataka aplikacije. 
Za razliku od klijentskoga jezika JavaScript, PHP kôd se izvršava na poslužitelju te 
generira HTML koji se tada šalje prema klijentu. Klijent dobiva kôd koji je generiran 
pomoću PHP-a, ali nema uvid u PHP kôd.  
PHP je vrlo jednostavan za početnike, ali nudi i napredne mogućnosti za 
profesionalne programere.  
Slika 3. PHP – dijagram toka 
Izvor: https://www.guru99.com/images/2013/04/php_app_flowchart.jpg (17. 06. 2019.) 
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2.5. JavaScript 
JavaScript je programski jezik visoke razine. Zajedno s HTML-om i CSS-om je jedna 
od temeljnih tehnologija WWW-a (eng. World Wide Web). Omogućuje interaktivne web-
stranice i jako je važan dio web-aplikacija. Danas ga koristi velika većina stranica, a u 
gotovo svim web-preglednicima integriran je JavaScript engine koji služi izvršavanju 
kôda.  
Podržava funkcijsko i objektno orijentirano programiranje, kao i neke druge 
paradigme programiranja. Ima gotov API za rad s tekstom, poljima, datumima, 
regularnim izrazima i DOM-om (eng. Document Object Model), ali ne radi s ulazima i 
izlazima kao što su mreža, pristup pohrani podataka ili grafici. 
 
2.6. jQuery 
jQuery je brza i mala JavaScript biblioteka s brojnim mogućnostima. 
Pojednostavljuje manipulaciju HTML-om, upravljanje događajima i animacijama.  
Osnovna namjena jQuery-ja je olakšavanje korištenja JavaScripta na mrežnim 
stranicama. Ono za što je JavaScriptu potrebno nekoliko linija kôda, u jQuery-ju se može 
napisati u jednoj liniji. Također, pojednostavljuju se AJAX pozivi i rad s DOM-om. 
jQuery sadrži sljedeća svojstva: 
 manipulacija HTML-om/DOM-om 
 manipulacija CSS-om 
 metode HTML događaja  
 efekti i animacije 
 AJAX 
 pomagala (Utilities) 
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2.7. HTML, CSS i BOOTSTRAP 
HTML (Hyper Text Markup Language) je standardni markup-jezik za izradu 
mrežmih stranica. Opisuje strukturu mrežne stranice pomoću oznaka. Elementi HTML-a 
su prikazani tagovima. Web-preglednici ne prikazuju tagove, već ih koriste za generiranje 
sadržaja mrežne stranice.  
CSS (Cascading Style Sheets) opisuje kako će se HTML tagovi prikazati na zaslonu, 
papiru ili nekom drugom mediju. CSS je jako praktičan i može uštedjeti puno vremena 
jer se može koristiti na više različitih stranica odjednom. 
U HTML se može ugraditi na 3 načina: 
 Inline – dodavanjem style atributa HTML elementu 
 Internal – dodavanjem <style> elementa u <head> dio u HTML-u 
 External – korištenjem vanjske CSS datoteke.  
Bootstrap je besplatni front-end framework3 koji služi za bržu i jednostavniju izradu 
mrežnih stranica. Sadrži predloške dizajna za tipografiju, formulare, gumbe, tablice, 
navigaciju, modale, slike i mnoge druge bazirane na HTML-u i CSS-u. 
Neke od prednosti korištenja bootstrapa su: 
 jednostavna upotreba: svatko s osnovnim znanjem HTML-a i CSS-a može 
koristiti bootstrap 
 responzivnost: automatski se prilagođava veličini ekrana na kojem se stranica 
prikazuje. Npr. mobilni telefon, tablet-računalo ili desktop-računalo. 
 kompatibilnost: bootstrap je kompatibilan sa svim modernim web-
preglednicima kao što su Chrome, Firefox, Internet explorer 10+, Edge, 
Safari i Opera.  
                                                 
3  Framework je konkretna ili konceptualna platforma u kojoj se zajednički kôd s generičkom 
funkcionalnošću može selektivno specijalizirati ili promijeniti od strane programera ili korisnika. 
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2.8. Swift 
Swift je programski jezik opće namjene kojeg je razvio Apple Inc. za iOS, macOS, 
watchOS, tvOS, Linux, i z/OS. Dizajniran je za rad s Cocoa i Cocoa Touch 
Frameworkovima. 
Alternativa je Objective-C programskom jeziku, ali koristi suvremene koncepte 
teorije programskoga jezika i nastoji predstaviti jednostavniju sintaksu. 
Nema pokazivače (eng. pointers) i ostale nesigurne dodatke koje ima Objective-C. 
Također, uvodi prave imenovane parametre i zadržava ključne koncepte Objective-C, 
uključujući protokole (eng. protocols), zatvaranja (eng. closures) i kategorije (eng. 
categories), često zamjenjujući prijašnju sintaksu čistijim verzijama i dopuštajući da se ti 
koncepti primjenjuju na druge jezične strukture poput enumeracija. 
Podržava pet razina pristupa (eng. access control levels). To su open, public, internal, 
fileprivate i private. Kao i kod mnogih drugih programskih jezika, vrijede pravila 
nasljeđivanja.  
 
2.9. Arduino bootloader 
Bootloader je mali dio firmawarea koji služi za instaliranje firmwarea na 
mikrokontroler. Ukoliko na mikrokontroler nije instaliran booloader, programiranje se 
vrši pomoću programatora. Nedostatak je, s obzirom na to da mikrokontroleri imaju jako 
malu količinu memorije, što se koristi određeni dio memorije te ta memorija nije 
iskoristiva za prvenstvenu namjenu mikrokontrolera. 
Slika 4. Sintaksa programskog jezika swift  
Izvor: https://miro.medium.com/max/1400/1*aw5n2wykv-oqbzwauvcx8q.png 
(18. 06. 2019.) 
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3. Hardware 
3.1. Maketa pametnoga sustava za upravljanje kućanstvom 
  
Slika 5. Pojednostavljeni model pametnoga sustava za upravljanje kućanstvom 
Izvor: autor 
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3.2. Moduli 
Pametni sustav se sastoji od nekoliko različitih vrsta modula na kojima se nalaze 
senzori za mjerenje temperature, tlaka zraka i relativne vlažnosti zraka.  
Modul 1 je osnovni modul te nema dodatnih senzora. Njegova namjena je mjerenje 
osnovnih atmosferskih uvjeta i on je najjednostavniji modul. 
Modul 2 na slici 5 ima dodatni senzor DS18B20 koji služi za mjerenje temperature 
vode u kotlu na peći.  
Modul 3 na slici 6 umjesto senzora DS18B20 ima senzore za vlagu koji mogu 
detektirati kišu. 
 
Svi moduli imaju svoj serijski broj upisan u EEPROM memoriji mikrokontrolera, a 
svaka vrsta modula ima hardverski kodiranu identifikacijsku oznaku – id. Na taj način je 
moguće koristiti jedan firmware koji se instalira na sve mikrokontrolere te on automatski 
određuje o kojem se modulu radi i na taj način čita podatke sa senzora. 
Slika 6. Modul 2 
Izvor: autor 
Slika 7. Modul 3 
Izvor: autor 
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3.3. Komponente 
3.3.1. Raspberry Pi 
Raspberry Pi je jeftino miniračunalo prvenstveno namijenjeno učenju. Na Raspberry 
Pi je moguće spojiti standardni monitor, tipkovnicu i miš i ima ugrađene wireless i LAN 
kontrolere za spajanje na mrežu. Računalo je sposobno za sve stvari koje može i obično 
stolno računalo, od pretraživanja interneta i gledanja videosadržaja do izrade prezentacija 
i izračuna te igranja videoigrica. Za ovaj projekt Raspberry Pi je podešen da se pokreće 
bez grafičkoga korisničkog sučelja i da se na njega može spojiti SSH protokolom. 
Uz sve to, Raspberry Pi ima mogućnost interakcije s drugim uređajima s pomoću 
pinova koji se nalaze na elektroničkoj pločici, pa je tako moguće spojiti različite vrste 
senzora, releja i ostalih komponenti te stvoriti vlastite vremenske stanice ili robote. 
  
Slika 8. Raspberry pi 3 b+  
Izvor: https://market.samm.com/raspberry-pi-3-b-plus-en-raspberry-pi-models-raspberry-pi-299-16-
b.png (17. 06. 2019.) 
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3.3.2. Arduino mikrokontroler 
Arduino je elektronička platforma otvorenoga kôda (eng. open source) bazirana na 
hardveru i softveru i vrlo je jednostavna za korištenje. Arduino pločice imaju ulazne 
pinove za čitanje podataka s različitih vrsta senzora (npr. senzor za temperaturu zraka, 
senzor otiska prsta…) i izlazne pinove za slanje signala prema drugim uređajima (npr. 
aktiviranje motora, uključivanje svjetla…). Slanjem instrukcija mikrokontroleru može se 
odrediti na koji će način reagirati ulazni i izlazni pinovi Arduina. Za pisanje instrukcija 
koriste se Arduino software IDE i Arduino programski jezik. Arduino programski jezik 
je jezik koji je baziran na C/C++ programskim jezicima. 
 
3.3.3. ATmega 328P 
ATmega328P je „single-chip” mikrokontroler kojeg je kreirao Atmel. Spada u 
megaAVR skupinu mikrokontrolera i ima modificiranu Harvard arhitekturu 8-bitne 
RISC4 procesorske jezgre. 
Tablica 1. Tehničke karakteristike Atmega 328P mikrokontrolera 
 
Ime Vrijednost 
Tip memorije Flash 
Veličina programske memorije(kB) 32 
Brzina mikroprocesora 20 MIPS/DMIPS 
                                                 
4 RISC (eng. Reduced Instruction Set Computer) je vrsta mikroprocesorske arhitekture koja koristi mali, 
visokooptimizirani skup uputa (eng. instructions), a ne specijalizirani skup uputa koje se često nalaze u 
drugim tipovima arhitekture. 
Slika 9. Arduino nano 
Izvor: https://www.makerlab-electronics.com/my_uploads/2016/08/arduino-
nano-1.jpg (17. 06. 2019.) 
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SRAM 2 kB 
EEPROM 1 kB 
Broj pinova 28 or 32 pin 
Periferija 1-UART, 2-SPI, 1-I2C 
Capture/Compare/PWM periferija 1 Input Capture, 1 CCP, 6PWM timera 
Timeri 2 x 8-bit, 1 x 16-bit 
Broj komparatora 1 
Temperaturni raspon (°C) –40 to 85 
Radni napon (V) 1,8 to 5,5 
 
Izvor: https://www.microchip.com/wwwproducts/en/atmega328p (19. 06. 2019.) 
 
 
 
Slika 10. Popis pinova ATmega328p 
Izvor:  https://www.ifuturetech.org/ifuture/uploads/2013/07/atmega328p-pu-pin-diagram-connection-
configration.jpg (17. 06. 2019.) 
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3.3.4. BME 280 
BME 280 je integrirani senzor 
okoline specijalno razvijen za mobilne 
aplikacije gdje su veličina i mala 
potrošnja veoma važni. U senzor su 
integrirani: senzor relativne vlažnosti 
zraka s  velikom preciznošću, senzor tlaka 
zraka i senzor temperature. Kućište je 
oblikovano tako da je ukupna potrošnja 
električne struje 3.6μA@1Hz. 
Senzor vlage ima jako brz odaziv, pa 
se može koristiti u aplikacijama kod kojih je važna brza reakcija. Senzor tlaka zraka je 
optimiziran tako da ima jako veliku točnost i rezoluciju te jako mali šum. Senzor 
temperature prvenstveno ima namjenu da kompenzira nedostatke senzora tlaka zraka i 
vlažnosti, ali također može biti korišten za određivanje temperature ambijenta u kojem se 
nalazi. 
 
3.3.5. DS18B20 
DS18B20 je digitalni termometar 
koji pruža 9-bitno do 12-bitno 
mjerenje termperature te ima funkciju 
alarma. Komunicira preko 1-Wire 
sabirnice koja za komunikaciju s 
mikroprocesorom koristi samo jednu 
žicu. Također, može se napajati 
pomoću podatkovne linije, tako da nije 
potrebno vanjsko napajanje. Svaki 
DS18B20 ima jedinstveni 64-bitni 
serijski broj, što omogućuje da se više 
senzora spoji na istu 1-Wire sabirnicu i komunikaciju s jednim mikroprocesorom. 
Najčešće se koristi za kontrolu i mjerenje temperature u zgradama, strojevima i 
kontrolnim sustavima. 
Slika 11. BME280 
Izvor: https://www.blackmagicboxes.com/wp-
content/uploads/2017/02/bme280.png (18. 06. 2019.) 
Slika 12. DS18B20  
Izvor: 
https://components101.com/sites/default/files/component
s/ds18b20-sensor_0.jpg (17.06.2019.) 
Sebastijan Sakač  Pametni sustav za upravljanje i nadzor 
kućanstva baziran na Raspberry Pi sustavu 
 
 
 
Međimursko veleučilište u Čakovcu  20 
4. Software 
Software cijeloga sustava je podijeljen na nekoliko razina. Svaka od razina radi 
neovisno o drugoj i sve komponente se pokreću automatski prilikom pokretanja sustava. 
Za potpuno ispravno funkcioniranje sustava, sve razine moraju biti pokrenute. 
Središnja softverska komponenta cijeloga sustava je web-aplikacija koja je zbog 
mogućnosti proširenja podijeljena na tri razine. Najniža razina je baza podataka u kojoj 
su zapisani svi podatci koje očitaju svi senzori spojeni na sustav, korisnički računi i 
postavke aplikacije. Srednja razina je REST API (eng. Representational State Transfer 
Application Programming Interface) koja služi za komunikaciju između baze podataka i 
korisničkoga sučelja. Najviša razina je grafičko korisničko sučelje (GUI). Grafičko 
sučelje aplikacije je podijeljeno na izbornik koji se nalazi s lijeve strane i na glavni dio u 
kojem su prikazane informacije koje korisnik odabere u izborniku. Cijelo grafičko sučelje 
je responzivno, što znači da se automatski prilagođava veličini ekrana, tako da je sadržaj 
uvijek vidljiv na ekranu. 
 
4.1. Baza podataka 
Baza podataka je temelj cijeloga sustava s obzirom na to da su u njoj zapisani svi 
podatci koji dolaze sa senzorskih modula. Pristup bazi imaju svi moduli koji zapisuju 
podatke u nju te korisnici pomoću API-ja te mrežne i iOS aplikacije. Prilikom zapisivanja 
podataka u bazu, svi podatci se provjeravaju. Provjerava se jesu li podatci u ispravnom 
formatu, jesu li unutar normalnih vrijednosti te jesu li dolazni podatci jednaki onima koji 
se šalju. Isto tako, mogu se upisati samo podatci s uređaja koji su upisani u bazu, a 
provjeravaju se serijski broj i verzija firmwarea.   
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Slika 13. ER dijagram baze podataka 
Izvor: autor 
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4.2. Komunikacija 
Komunikacija između modula i baze podataka odvija se pomoću RS232 
komunikacije. S obzirom na to da USB standard podržava maksimalne duljine kabla do 
5 m, signal se pretvara u RS232, pa je udaljenost povećana do 50 m.  
Sa senzora dolazi 128 bajtova podataka. Čitava struktura podataka je strogo 
definirana, pa se tako u strukturi šalju podatci o pogreški, tipu uređaja, serijskom broju, 
temperaturama i stanjima senzora, a velik dio strukture nije iskorišten, već je ostavljeno 
prostora za nadogradnju.  
Na serverskoj strani nalazi se skripta pisana u Python programskom jeziku koja čeka 
podatke. Istovremeno može obrađivati do četiri strukture podataka koji dolaze sa senzora. 
Ograničenje je u broju serijskih ulaza na Raspberry Pi uređaju. Svaki dolazni podatak se 
može izvršavati zasebno zahvaljujući višenitnosti (Multithreading5). Isto tako, neovisno 
o dolaznom podatku, sustav sam brine o tome s kojeg modula dolaze podatci na temelju 
tipa modula, serijskoga broja i verzije firmwarea, pa se isključuje mogućnost pogrešnoga 
upisivanja podataka u bazu.  
                                                 
5 Višenitnost (Mutithreading) je sposobnost programa ili procesa operacijskoga sustava da upravlja s više 
korisnika ili više zahtjeva istovremeno bez potrebe više kopija pokrenutih programa ili procesa 
istovremeno. 
Slika 14. Dio programskoga kôda koji prikazuje kako se pokreće nova nit za svaki USB uređaj 
Izvor: autor 
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4.3. API 
API (Application programming interface, sučelje za programiranje aplikacija) je 
skup pravila i definicija koje programeri slijede da bi se mogli služiti uslugama i 
servisima. U ovoj aplikaciji API služi za komunikaciju između baze podataka i web-
aplikacije ili mobilne aplikacije. 
Postoje definirana prava kojima korisnici mogu pristupiti. Neregistrirani korisnici 
mogu pristupiti samo pregledu o trenutnom stanju temperatura, stanju releja i vremenskoj 
prognozi za sljedeća 3 dana. 
Ukoliko korisnici žele pristupiti ostalim uslugama, moraju se prijaviti svojim 
korisničkim podatcima. Korisnik prijavljen kao „Korisnik” ima dodatnu mogućnost 
uključivanja i isključivanja svjetla te pregled vremenske prognoze za sljedećih 7 dana. U 
web-aplikaciji može dodatno mijenjati i svoje korisničke podatke i lozinku. 
Korisnik s administratorskim ovlastima ima mogućnost uvida u registrirane korisnike 
te uređivanje naziva soba i prikaz podataka na web-aplikaciji.  
Podatcima se pristupa pomoću HTTP 6  GET 7  metode. Prijava korisnika se vrši 
slanjem HTTP POST8 metode.  
                                                 
6 HTTP (Hypertext Transfer Protocol) je aplikacijski protokol u informacijskim sustavima. Temelj je 
komunikacije na WWW-u (World Wide Web) gdje se može na jednostavan način pristupiti dokumentima 
ili drugim izvorima podataka jednim klikom miša na web-pregledniku. 
7 HTTP GET metoda se koristi za dohvaćanje podataka s određenoga izvora i jedna je od najčešće korištenih 
metoda. Upit se šalje kao ime/vrijednost par i vidljiv je u URL-u. 
8 HTTP POST metoda se koristi za slanje ili promjenu podataka izvora. Podatci se šalju u tijelu (body) 
HTTP zahtjeva. 
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4.4. Web-aplikacija 
Pomoću web-aplikacije korisnici mogu pristupiti svim dijelovima sustava, ovisno o 
korisničkim pravima. Registracija u aplikaciju nije implementirana iz sigurnosnih 
razloga, pa ukoliko neki korisnik želi korisnički račun, može ga dodati administrator 
sustava. Nakon prijave, s lijeve se strane nalazi izbornik u kojem je moguće odabrati neku 
od ponuđenih opcija. 
 
Neregistrirani korisnici nemaju nijednu opciju osim pregleda trenutnoga stanja 
temperature, tlaka zraka i vlažnosti zraka, pregleda stanja uključenosti svjetla i vremenske 
prognoze za sljedeća 3 dana. Klikom na prekidač svjetla korisnik dobiva obavijest da 
nema pravo uključiti ili isključiti svjetlo. 
Registrirani korisnici mogu imati uvid u stanja kao i neregistrirani korisnici s time da 
imaju prava uključivanja i isključivanja svjetla, ali i pregled vremenske prognoze za 
sljedećih 7 dana, pregled grafova temperature u pojedinoj prostoriji, pregled grafova za 
temperaturu vode u bojleru koje je moguće filtrirati u proizvoljnom vremenskom rasponu 
i u određenom vremenskom intervalu. Također, svaki korisnik može mijenjati svoju 
korisničku lozinku i svoje korisničke podatke. 
Slika 15. Početna stranica web-aplikacije 
Izvor: autor 
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Administratori dodatno mogu vidjeti i popis registriranih korisnika te pregled, 
dodavanje i mijenjanje naziva soba. 
Za demonstraciju postoji vrsta korisnika koja ima sva prava pregleda kao i 
administrator, ali nema pravo mijenjati postavke te za svaki pokušaj promjene dobiva 
informaciju o zabrani. 
 
Slika 16. Prikaz grafa temperature za dnevnu sobu 
Izvor: autor 
Slika 17. Uređivanje ili dodavanje nove sobe 
Izvor: autor 
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U gornjem desnom kutu se nalazi gumb „Help”, pa se klikom na njega otvara modal 
s najčešće postavljenim pitanjima.  
 
4.5. iOS mobilna aplikacija 
iOS mobilna aplikacija je aplikacija za iPhone uređaje pomoću koje prijavljeni 
korisnik ima mogućnost pregleda trenutnoga stanja u svim prostorijama, mogućnost 
uključivanja i isključivanja svjetla te pregled vremenske prognoze. 
To je nativna iOS aplikacija pisana u programskom jeziku Swift, koristi API za 
komunikaciju sa serverom pametnoga sustava za upravljanje kućanstvom i serveru može 
pristupiti s lokalne mreže ili putem interneta.   
Slika 18. iOS mobilna aplikacija 
Izvor: autor 
Sebastijan Sakač  Pametni sustav za upravljanje i nadzor 
kućanstva baziran na Raspberry Pi sustavu 
 
 
 
Međimursko veleučilište u Čakovcu  27 
4.6. Firmware 
Firmware9 za mikrokontrolere je napisan na dva sloja. Prvi sloj je bootloader koji je 
prepravljeni Arduino bootloader koji ima promijenjenu brzinu UART komunikacije na 
9600 BAUD-a. Drugi sloj je aplikacijski firmware koji komunicira sa senzorima i 
Raspberry Pi-om putem USB/RS232 komunikacije. Glavni razlog ove podjele je taj da se 
aplikacijski firmware može nadograđivati s Raspberry Pi-ja bez potrebe za fizičkim 
kontaktom s mikrokontrolerom. 
Podatci se sa svih modula šalju svakih 20 sekundi ili češće, ukoliko je promjena 
parametara promijenjena za više od 1 %. S obzirom na to da se u normalnim uvjetima 
                                                 
9  Firmware je softver ugrađen u hardver. Na najjednostavniji način opisano, firmware je „softver za 
hardver”. 
Slika 19. Dio programskoga kôda firmwarea  
Izvor: autor 
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temperatura, tlak zraka i vlažnost zraka ne mijenjaju više od 1 % u razmaku od 20 sekundi, 
na taj se način mogu vrlo precizno odrediti izvanredni uvjeti kao što je npr. požar. 
 
4.7. Python skripte 
Na sustavu se nalaze dvije skripte koje su pisane u programskom jeziku Python. 
Jedna skripta služi za komunikaciju s modulima i čitanje podataka s USB-a na 
Raspberry Pi-ju. Ona se pokreće prilikom pokretanja sustava i radi tako dugo dok se 
sustav ne isključi. U skripti se validiraju dolazni podatci sa senzora i spremaju se u bazu 
podataka. 
Druga skripta služi za komunikaciju s relejima za uključivanje i isključivanje svjetla. 
U skripti su definirani pinovi na koje su spojeni releji i kao argumente prima „indeks” i 
„state”, relej kojim želimo upravljati i stanje (0 ili 1) u koje želimo postaviti taj relej. 
Ulazni parametri se također validiraju i ukoliko korisnik unese parametre koji nisu 
valjani, skripta vraća grešku. Skripta pokreće i parametre i prosljeđuje API web-aplikacije 
klikom na tipku za uključivanje ili isključivanje svjetla.  
Slika 20. Dio programskoga kôda skripte za promjenu stanja relaja  
Izvor: autor 
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5. Zaključak 
Razvojem tehnologije u svijetu, ali i sve većom potrebom za zaštitom okoliša i 
smanjenjem troškova te upotrebom energenata, sve više ljudi odlučuje se za pametne 
uređaje koji im mogu olakšati praćenje vlastitoga doma i svega što se kod kuće događa. 
Velika je prednost da se svi aktualni podatci mogu vidjeti u realnom vremenu s bilo 
kojega mjesta na Zemlji. 
S obzirom na to da je tržište tek u razvoju i još uvijek ne postoji dovoljno 
personaliziranih pametnih uređaja, ovim projektom prikazan je sustav koji svaki korisnik 
može nadograditi po svojoj potrebi. 
Modularni način izrade projekta zahtjeva puno truda, istraživanja i organizacije, ali 
ukoliko je sve dobro odrađeno kod dodavanja bilo kakvih proširenja i nadogradnji, 
implementacija je puno lakša.  
Cilj ovoga projekta je prikazati na koji način svatko s tehničkim znanjem 
elektrotehnike i programiranja može proizvesti svoj sustav za upravljanje nekim 
područjem života gdje se to može iskoristiti. Također, u planu je i daljnji razvoj projekta 
uz pomoć open source zajednice te dodavanje novih mogućnosti, novih vrsta senzora i 
proširenje na brojne stvari u domaćinstvu. Potrebno je dodati puno novih komponenti, 
mogućnost bežičnoga spajanja modula s Raspberry Pi uređajem, kao i izraditi vlastiti 
hardver te potpuno automatizirati cijeli proces inicijalizacije i postavljanja.  
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Prilog 1 API POST metoda 
if ($_SERVER['REQUEST_METHOD'] === 'POST') { 
        if (isset($_POST["login"]) && 
isset($_POST["user_name"]) && isset($_POST["pass_word"])) {                   
/// LOGIN 
            if ($_POST["login"] == "true") { 
                session_start(); 
                $username = $_POST["user_name"]; 
                $password = $_POST["pass_word"]; 
 
                $user = login($username, $password); 
                if (is_null($user)) { 
                    $data["code"] = 5; 
                    $data["domain"] = "Error"; 
                    $data["failure"] = "Access denied!"; 
                    $data["description"] = "User not 
found!"; 
                    $data["user"] = NULL; 
                } else { 
                    $data["code"] = PERMISSION_ALLOWED_POST; 
                    $data["domain"] = "No error"; 
                    $data["failure"] = "Access allowed!"; 
                    $data["description"] = "Successfuly 
logged in!"; 
                    $data["user"] = $user; 
                } 
            } 
        } elseif (isset($_POST["logout"]) && 
$_POST["logout"] && $_POST["logout"] == "true") {                         
/// LOGOUT 
            session_start(); 
            $user_id = $_SESSION["id"]; 
            $user_name = getUserData()["first_name"]; 
            $_SESSION = array(); 
            if (ini_get("session.use_cookies")) { 
                $params = session_get_cookie_params(); 
                setcookie(session_name(), '', time() - 
42000, 
                    $params["path"], $params["domain"], 
                    $params["secure"], $params["httponly"] 
                ); 
            } 
            session_destroy(); 
 
            setLog($user_id, "User logged out", "User " . 
$user_name . " successfully logged out. (" . 
json_encode($_SERVER["REMOTE_ADDR"]) . ")"); 
 
            if (!isset($_SESSION["session_id"])) { 
                $data["error"] = "no_error"; 
                $data["description"] = "Successfuly signed 
out"; 
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Prilog 2 API GET metoda 
if ($_SERVER['REQUEST_METHOD'] === 'GET') { 
    session_start(); 
    if ($_COOKIE[session_name()] == $_SESSION["session_id"]) 
{ 
       $data["code"] = PERMISSION_ALLOWED_GET; 
       $data["domain"] = "No error"; 
       $data["failure"] = "Access allowed!"; 
       $data["description"] = "No error"; 
 
       if (isset($_GET["user"]) && $_GET["user"] == "true") 
{ 
           $data["user"] = getUserData(); 
       } 
       if (isset($_GET["current"]) && $_GET["current"] == 
"true") { 
           $data["current"] = getOutdoorDetails(); 
       } 
       if(isset($_GET["switches"]) && $_GET["switches"] == 
"true") { 
           $data["switches"] = getSwitches(); 
       } 
       if(isset($_GET["condition"]) && $_GET["condition"] == 
"true") { 
           $data["rooms"] = getRooms(); 
           $data["outdoor"] = getOutdoor(); 
           $data["waters"] = getWaters(); 
       } 
       if (isset($_GET["forecast"]) && $_GET["forecast"] == 
"true") { 
           $data["forecast"] = getForecast(); 
       } 
                $data["code"] = 0; 
            } else { 
                $data["error"] = "error"; 
                $data["description"] = "Unable to sign 
out!"; 
                $data["code"] = 1; 
            } 
        } else { 
            setLog(0, "Permission denied", "Someone tried to 
access system (" . json_encode($_SERVER["REMOTE_ADDR"]) . 
")"); 
            $data["code"] = PERMISSION_DENIED_POST; 
            $data["message"] = 
PERMISSION_DENIED_MESSAGE_POST; 
            $data["description"] = 
PERMISSION_DENIED_DESCRIPTION_POST; 
        } 
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       if (isset($_GET["isLoggedIn"]) && $_GET["isLoggedIn"] 
== "true") { 
           if (isset($_SESSION["id"])) { 
               $data["login"] = 1; 
           } else { 
               $data["login"] = 0; 
           } 
       } 
       if(isset($_GET["state"]) && isset($_GET["idx"])) { 
    $state = $_GET[“state”]; 
    $idx = $_GET[“idx”]; 
           $data["switch_response"] = lightSwitch($state, 
$idx); 
       } 
    } else { 
       $data["code"] = PERMISSION_DENIED_GET; 
       $data["domain"] = "domain"; 
       $data["failure"] = "Access denied!"; 
       $data["description"] = "You don't have permission to 
view content of this page!"; 
    } 
} 
 
 
Prilog 3 Firmware 
/* 
  author:           Sebastijan Sakač 
  file:             config.h 
  description:      File contains definitions and data 
structure  
*/ 
#define DEBUG                   0 
#define MAX_DELAY_TIME          20      // s 
#define DELAY_TIME              500     // ms 
#define AIR_TEMP_DIFF_PERC      2       // % 
#define WATER_TEMP_DIFF_PERC    2       // % 
#define AIR_TEMP_DIFF_HIGH      (1 + (AIR_TEMP_DIFF_PERC / 
100.0)) 
#define AIR_TEMP_DIFF_LOW       (1 - (AIR_TEMP_DIFF_PERC / 
100.0)) 
#define WATER_TEMP_DIFF_HIGH    (1 + (WATER_TEMP_DIFF_PERC / 
100.0)) 
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#define WATER_TEMP_DIFF_LOW     (1 - (WATER_TEMP_DIFF_PERC / 
100.0)) 
#define WATER_SENSOR_PIN        14 
#define DISP_ADDR       0x3C 
#define BME_280_ADDR    0x76 
#define BME_680_ADDR    0x77 
#define MAJOR_VER       0 
#define MINOR_VER       0 
#define PATCH_VER       0 
#define DEVELOP_VER     13 
 
struct FAULT 
{ 
  uint16_t code;            // 2B 
}; 
struct DEVICE { 
  uint16_t device_id; 
  uint32_t device_sn; 
}; 
struct VERSION { 
  uint8_t major = MAJOR_VER; 
  uint8_t minor = MINOR_VER; 
  uint8_t patch = PATCH_VER; 
  uint8_t fix   = DEVELOP_VER; 
}; 
 
struct BME_680 { 
  uint32_t  temperature; 
  uint32_t  pressure; 
  uint32_t  humidity; 
  uint32_t  air_resistance; 
}; 
 
struct TSL_2561 { 
  uint32_t lightFull; 
  uint32_t lightVisible; 
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  uint32_t lightIr; 
  uint32_t lightLux; 
}; 
 
struct WATER { 
  uint32_t temperature; 
  uint32_t temperatureRaw; 
  uint32_t pressure; 
  uint32_t reserved; 
}; 
 
struct DOOR { 
  uint8_t door_1; 
  uint8_t door_2; 
  uint8_t door_3; 
  uint8_t door_4; 
}; 
 
struct DATA 
{ 
  FAULT fault;              //  16 bits /  2B 
  DEVICE device;            // 144 bits / 18B 
  VERSION version;          //  32 bits /  4B 
  BME_680 bme680;           // 128 bits / 16B 
  TSL_2561 tsl2561;         // 128 bits / 16B 
  WATER water;              // 128 bits / 16B 
  DOOR door;                //  32 bits /  4B 
  uint8_t freeSpace[60];    // 416 bits / 52B 
  uint32_t crc;             //  32 bits /  4B 
}; 
 
#include <SPI.h> 
#include <OneWire.h> 
#include <DallasTemperature.h> 
#include <Adafruit_Sensor.h> 
#include <Adafruit_BME280.h> 
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#include <Adafruit_BME680.h> 
#include <Adafruit_GFX.h>11 
#include <Adafruit_SSD1306.h> 
#include <EEPROM.h> 
#include <TSL2561.h> 
#include <FastCRC.h> 
#include "config.h" 
OneWire oneWire(WATER_SENSOR_PIN); 
DallasTemperature sensors(&oneWire); 
DEVICE device; 
VERSION version; 
BME_680 bme680; 
TSL_2561 tsl2561; 
FAULT fault; 
WATER water; 
DOOR door; 
DATA data; 
DATA old_data; 
Adafruit_BME280 bme_280; 
Adafruit_BME680 bme_680; 
uint8_t x = 0; 
uint32_t wait_time; 
uint32_t counter; 
unsigned long previousMillis = 0; 
byte address = 0x00; 
int CS = 9; 
int analogPin = A1; 
int incomingByte = 0; 
int aval = 0; 
TSL2561 tsl(0x39); 
FastCRC16 CRC16; 
 
void setup() 
{ 
  SPI.begin(); 
  Serial.begin(9600); 
  analogReference(EXTERNAL); 
  pinMode(A0, INPUT); 
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  pinMode(A1, INPUT); 
  pinMode(CS, OUTPUT); 
  pinMode(2, INPUT); 
  pinMode(3, INPUT); 
  pinMode(4, INPUT); 
  pinMode(5, INPUT); 
  bme_680.begin(); 
  bme_680.setTemperatureOversampling(BME680_OS_8X); 
  bme_680.setHumidityOversampling(BME680_OS_2X); 
  bme_680.setPressureOversampling(BME680_OS_4X); 
  bme_680.setIIRFilterSize(BME680_FILTER_SIZE_3); 
  bme_680.setGasHeater(320, 150); // 320*C for 150 ms 
 
  sensors.begin(); 
} 
void loop() { 
  int delayUs = DELAY_TIME; 
  unsigned long currentMillis = millis(); 
  if (currentMillis - previousMillis >= delayUs) 
  { 
    if(getSN() == 0 || readID() < 1 || readID() > 6) { 
#if DEBUG == 0 
      fault.code = 255; 
#elif DEBUG == 1 
      Serial.print("Device ID: "); 
      Serial.println(device.device_id); 
      Serial.print("Serial number: "); 
      Serial.println(device.device_sn); 
      Serial.println("No serial number or unknown device 
id"); 
#endif 
   } else { 
      previousMillis = currentMillis; 
        device.device_id = readID(); 
      device.device_sn = getSN(); 
       
      if(readID() == 1) {                                               
// default device - bme + tsl 
        basic(); 
      } else if(readID() == 2) {                                        
// garage, with dispay 
        garage(); 
      } else if(readID() == 3) {                                        
//  
         
      } else if(readID() == 4) {                                        
// balcony 
        balkon(); 
      } else if(readID() == 5) {                                        
//  
         
      } else if(readID() == 6) {                                        
//  
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      } else { 
         
      } 
      data.fault = fault; 
      data.device = device; 
      data.version = version; 
      data.bme680 = bme680; 
      data.tsl2561 = tsl2561; 
      data.water = water; 
      data.door = door; 
      data.crc = CRC16.ccitt((uint8_t)&data, sizeof(data)); 
 
      if( counter >= (1000 / DELAY_TIME * MAX_DELAY_TIME * 
0.85) || 
        ((data.door.door_1 != old_data.door.door_1) || 
(data.door.door_2 != old_data.door.door_2) || 
(data.door.door_3 != old_data.door.door_3) || 
(data.door.door_4 != old_data.door.door_4)) || 
        (data.bme680.temperature > 
(old_data.bme680.temperature * AIR_TEMP_DIFF_HIGH) || 
data.bme680.temperature < (old_data.bme680.temperature * 
AIR_TEMP_DIFF_LOW)) || 
        (data.water.temperature > 
(old_data.water.temperature * WATER_TEMP_DIFF_HIGH) || 
data.water.temperature < (old_data.water.temperature * 
WATER_TEMP_DIFF_LOW))) { 
        memcpy(&old_data, &data, sizeof(data)); 
        print(); 
        counter = 0; 
      } 
      counter++; 
    } 
  } 
} 
void garage() { 
  fault.code = 0; 
  readWater(); 
#if DEBUG == 0 
  readBME680(); 
#elif DEBUG == 1 
  readBME280(); 
#endif 
} 
 
void balkon() 
{ 
  fault.code = 0; 
  readBME280(); 
} 
void basic() // device id = 1 
{ 
    fault.code = 0; 
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    readBME280(); 
    readTSL2561(); 
    readDoor(); 
} 
void setSN(uint32_t serialNumber) { 
  EEPROM.write(0, serialNumber); 
  serialNumber = (serialNumber >> 8); 
  EEPROM.write(1, serialNumber); 
  serialNumber = (serialNumber >> 8); 
  EEPROM.write(2, serialNumber); 
  serialNumber = (serialNumber >> 8); 
  EEPROM.write(3, serialNumber); 
 
uint32_t getSN() { 
  uint32_t value = 0; 
  value = EEPROM.read(3); 
  value = (value << 8); 
  value |= EEPROM.read(2); 
  value = (value << 8); 
  value |= EEPROM.read(1); 
  value = (value << 8); 
  value |= EEPROM.read(0); 
  return value; 
} 
int readID() 
{ 
  int id = 0; 
  id = digitalRead(6); 
  id = (id << 1); 
  id |= digitalRead(7); 
  id = (id << 1); 
  id |= digitalRead(8); 
  return id; 
} 
void readWater() { 
  sensors.requestTemperatures(); 
  float temperature = sensors.getTempCByIndex(0); 
 
  if(temperature == -127) 
  { 
    fault.code = 1; 
    water.temperature = 0; 
    water.temperatureRaw = 0; 
  } else { 
    water.temperature = temperature * 100; 
    water.temperatureRaw = 0; 
  } 
  water.pressure = 0; 
} 
void readBME280() { 
  if(!bme_280.begin(BME_280_ADDR)) { 
    fault.code = 12; 
    bme680.temperature = 0; 
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    bme680.pressure = 0; 
    bme680.humidity = 0; 
    bme680.air_resistance = 0; 
  } else { 
    bme680.temperature = bme_280.readTemperature() * 100; 
    bme680.pressure = bme_280.readPressure() * 100; 
    bme680.humidity = bme_280.readHumidity() * 100; 
    bme680.air_resistance = 0; 
  } 
} 
void readDoor() { 
  door.door_1 = digitalRead(2); 
  door.door_2 = digitalRead(3); 
  door.door_3 = digitalRead(4); 
  door.door_4 = digitalRead(5); 
} 
 
void readTSL2561() { 
  tsl.begin(); 
  tsl.setGain(TSL2561_GAIN_16X); 
  tsl.setTiming(TSL2561_INTEGRATIONTIME_13MS); 
  uint32_t luminosity = tsl.getFullLuminosity(); 
  if(luminosity == 4294967295) { 
    fault.code = 11; 
    tsl2561.lightFull = 0; 
    tsl2561.lightIr = 0; 
    tsl2561.lightVisible = 0; 
    tsl2561.lightLux = 0; 
  } else { 
    tsl2561.lightFull = luminosity & 0xFFFF; 
    tsl2561.lightIr = luminosity >> 16; 
    tsl2561.lightVisible = tsl2561.lightFull - 
tsl2561.lightIr; 
    tsl2561.lightLux = tsl.calculateLux(tsl2561.lightFull, 
tsl2561.lightIr); 
  } 
} 
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Prilog 4 Python skripte 
#!/usr/bin/env python3 
 
# 
# Author: Sebastijan Sakač 
# 2018-12-14 
# 
 
import RPi.GPIO as GPIO 
import sys 
 
# define LED output PINs 
LED1 = 6 
LED2 = 13 
LED3 = 19 
LED4 = 26 
LED5 = 12 
LED6 = 16 
LED7 = 20 
LED8 = 21 
# define an array of LEDs 
LEDs = [LED1, LED2, LED3, LED4, LED5, LED6, LED7, LED8] 
 
# min/max LEDs 
MIN_LEDs = 1 
MAX_LEDs = 8 
ALL_LEDs = 99 
 
# errors   v0.0.1 
SYSTEM_ERROR = 1  # shold not happend 
NO_ERROR = 0   # everything's fine 
PARAMS_ERROR = 4  # too few or too much input params 
PARSE_ERROR = 5   # error parsing input params 
STATE_OUT_OF_RANGE = 11  # light state out of range 0-
1 
INDEX_OUT_OF_RANGE = 12  # light index out of range 
MIN_LEDs - MAX_LEDs 
ALL_LEDS_ERROR = 13  # one or more LEDs switch error 
ALREADY_IN_STATE = 14  # LED is already in wanted 
state 
 
# disable warnings 
GPIO.setwarnings(False) 
 
# set GPIO mode 
GPIO.setmode(GPIO.BCM) 
 
# set all LED PINs as output 
for LED in LEDs: 
 GPIO.setup(LED, GPIO.OUT) 
 
def ValidateArgs(): 
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 message = SYSTEM_ERROR 
 if len(sys.argv) == 3: 
  try: 
   index = int(sys.argv[1]) 
   state = int(sys.argv[2]) 
   if state == 0 or state == 1: 
    if index == ALL_LEDs: 
     for i in range(MIN_LEDs, 
MAX_LEDs+1): 
      if ToggleRelay(i, state): 
       message = NO_ERROR 
      else: 
       message = ALL_LEDS_ERROR 
       break 
    elif index >= MIN_LEDs and index <= 
MAX_LEDs: 
     if ToggleRelay(index, state): 
      message = NO_ERROR 
     else: 
      message = SYSTEM_ERROR 
    elif index < MIN_LEDs or index > 
MAX_LEDs: 
     message = INDEX_OUT_OF_RANGE 
   elif state != 0 or state != 1: 
    message = STATE_OUT_OF_RANGE 
  except: 
   message = PARSE_ERROR 
 else: 
  message = PARAMS_ERROR 
 print(message) 
 
 
def ToggleRelay(index, state): 
 idx = index - 1 
 if state == 0: 
  GPIO.output(LEDs[idx], True) 
  if GPIO.input(LEDs[idx]) == True: 
   return True 
  elif GPIO.input(LEDs[idx]) == False: 
   return False 
 elif state == 1: 
  GPIO.output(LEDs[idx], False) 
  if GPIO.input(LEDs[idx]) == False: 
   return True 
  elif GPIO.input(LEDs[idx]) == True: 
   return False 
 
 
ValidateArgs() 
 
#!/usr/bin/python 
 
import sys 
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import MySQLdb 
import serial 
import time 
import serial.tools.list_ports 
from struct import * 
 
debug = 0 
 
##############################################      local 
database  
db_hostname = "" 
db_username = "" 
db_password = "" 
db_database = "" 
##############################################      !local 
database     
ser0_device = "/dev/ttyUSB0" 
ser1_device = "/dev/ttyUSB1" 
ser2_device = "/dev/ttyUSB2" 
ser3_device = "/dev/ttyUSB3" 
ser_baudrate = 9600 
ser_timeout = 5 
 
def crc16(data): 
 data = data[:-1] 
 regCRC = 0xFFFF 
 data = list(data) 
 data.append(0) 
 for i in range(0, int(len(data) / 2)): 
  buff = int(data[2 * i]) << 4 
  buff |= int(data[2 * i + 1]) 
  regCRC = regCRC ^ buff 
  for j in range(0, 8): 
   if regCRC & 0x01: 
    regCRC = (regCRC >> 1) ^ 0xA001 
   else: 
    regCRC = regCRC >> 1 
 return ((regCRC & 0xFF00) >> 8) | ((regCRC & 0x0FF) << 8) 
def IsFault( code ): 
 if code == 0: 
  return False 
 else: 
  return True 
 
def IsCRC( struct ): 
# print(crc16( struct )) 
 if struct[len(struct) - 1] > 0 and struct[len(struct) - 
1] < 65536: 
  return True 
 else: 
  return False 
def GetRoomId( sn ): 
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 db = MySQLdb.connect(db_hostname, db_username, 
db_password, db_database) 
 cursor = db.cursor() 
 cursor.execute("select room_id from room_module where 
all_module_id = (select distinct id from devices where 
serial_nr = \"" + sn + "\")") 
 room_id = cursor.fetchone() 
 cursor.close() 
 return room_id[0] 
def GetDeviceId( sn ): 
 db = MySQLdb.connect(db_hostname, db_username, 
db_password, db_database) 
 cursor = db.cursor() 
 cursor.execute("SELECT id from devices where serial_nr = 
\"" + sn + "\"") 
 device_id = cursor.fetchone() 
 cursor.close() 
 return device_id[0] 
 
############################################## save data to 
database 
def SaveToDb( query, remote = 0 ): 
 if remote == 0: 
#  save data to local database 
  try: 
   db = MySQLdb.connect(db_hostname, db_username, 
db_password, db_database) 
   cursor = db.cursor() 
   cursor.execute( query ) 
   cursor.close() 
   db.commit() 
  except MySQLdb.Error as e: 
   try: 
    db.rollback () 
   except: 
    print("local database error") 
 else: 
  print("Other") 
############################################## !save data to 
database! 
 
def Save( struct, port ): 
 if IsFault( struct[0] ): 
  sql = "INSERT INTO logs (user_id, short_desc, 
long_desc) VALUES (0, 'Fault code (" + struct[0] + ")', 
'query=" + " ".join(str(x) for x in struct) + ";;port=" + port 
+ "')" 
  if debug == 0: 
   SaveToDb( sql ) 
  else: 
   print( sql ) 
 else: 
  if IsCRC( struct ): 
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   module_id = struct[1] 
   serial_number = str(struct[2]) 
   fw_version = str(struct[3]) + "." + 
str(struct[4]) + "." + str(struct[5]) + "." + str(struct[6]) 
   room_id = GetRoomId(serial_number) 
   device_id = GetDeviceId(serial_number)  
 
   air_temperature = struct[7] / 100 
   air_pressure = struct[8] / 10000 
   air_humidity = struct[9] / 100 
   air_quality_index = struct[10] / 100 
   light_full = struct[11] 
   light_visible = struct[12] 
   light_ir = struct[13] 
   light_lux = struct[14] 
   water_temperature = struct[15] / 100 
   water_temperature_raw = struct[16] 
   water_pressure = struct[17] 
   water_reserved = struct[18] 
   door_1 = struct[19] 
   door_2 = struct[20]  
                if module_id != 1: 
    door_1 = "NULL" 
    door_2 = "NULL" 
    door_3 = "NULL" 
    door_4 = "NULL" 
 
   if air_quality_index == 0: 
    air_quality_index = "NULL" 
 
   if light_full == 0 and light_visible == 0 and 
light_ir == 0 and light_lux == 0: 
    light_full = "NULL" 
    light_visible = "NULL" 
    light_ir = "NULL" 
    light_lux = "NULL" 
 
   if water_temperature == 0: 
    water_temperature = "NULL" 
 
   if water_temperature_raw == 0: 
    water_temperature_raw = "NULL" 
 
   if water_pressure == 0: 
    water_pressure = "NULL" 
 
   if water_reserved == 0: 
    water_reserved = "NULL" 
 
   sql = ("INSERT into data_structure (" + 
    "module_id, " + 
    "room_id, " + 
    "device_id, " + 
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    "fw_version, " + 
    "air_temperature, " + 
    "air_pressure, " + 
    "air_humidity, " + 
    "air_quality_index, " + 
    "light_full, " + 
    "light_visible, " + 
    "light_ir, " + 
    "light_lux, " + 
    "water_temperature, " + 
    "water_temperature_raw, " + 
    "water_pressure, " + 
    "water_reserved, " + 
    "door_1, " + 
    "door_2, " + 
    "door_3, " + 
    "door_4) " + 
    "VALUES (" + 
    str(module_id) + ", " + 
    str(room_id) + ", " + 
    str(device_id) + ", \"" + 
    str(fw_version) + "\", " + 
    str(air_temperature) + ", " + 
    str(air_pressure) + ", " + 
    str(air_humidity) + ", " + 
    str(air_quality_index) + ", " + 
    str(light_full) + ", " + 
    str(light_visible) + ", " + 
    str(light_ir) + ", " + 
    str(light_lux) + ", " + 
if debug == 0: 
    SaveToDb( sql ) 
   else: 
    print( sql ) 
  else: 
   sql = "INSERT INTO logs (user_id, short_desc, 
long_desc) VALUES (0, 'WRONG CRC', 'query=" + " ".join(str(x) 
for x in struct) + ";;port=" + port + "')" 
   if debug == 0: 
    SaveToDb( sql ) 
   else: 
    print( sql ) 
 return 
 
 
ser0 = serial.Serial(ser0_device, baudrate=ser_baudrate, 
timeout=ser_timeout) 
ser1 = serial.Serial(ser1_device, baudrate=ser_baudrate, 
timeout=ser_timeout) 
ser2 = serial.Serial(ser2_device, baudrate=ser_baudrate, 
timeout=ser_timeout) 
ser3 = serial.Serial(ser3_device, baudrate=ser_baudrate, 
timeout=ser_timeout) 
Sebastijan Sakač  Pametni sustav za upravljanje i nadzor 
kućanstva baziran na Raspberry Pi sustavu 
 
 
 
Međimursko veleučilište u Čakovcu  50 
while (1): 
 try: 
  x0 = ser0.read(128) 
  x1 = ser1.read(128) 
  x2 = ser2.read(128) 
  x3 = ser3.read(128) 
 
  format = 
"HHiBBBBiiiiiiiiiiiiBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBB
BBBBBBBBBBBBBBBBBBBBBBi"  # 0.0.0.12+ 
 
  if len(x0) == 128: 
   y0 = unpack(format, x0) 
   Save ( y0, ser0_device ) 
#   print( y0 ) 
 
  if len(x1) == 128: 
   y1 = unpack(format, x1) 
   Save( y1, ser1_device ) 
#   print( y1 ) 
 
  if len(x2) == 128: 
   y2 = unpack(format, x2) 
   Save( y2, ser2_device ) 
#   print( y2 ) 
 
  if len(x3) == 128: 
   y3 = unpack(format, x3) 
   Save( y3, ser3_device ) 
#   print( y3 ) 
if debug == 0: 
    SaveToDb( sql ) 
   else: 
    print( sql ) 
  else: 
   sql = "INSERT INTO logs (user_id, short_desc, 
long_desc) VALUES (0, 'WRONG CRC', 'query=" + " ".join(str(x) 
for x in struct) + ";;port=" + port + "')" 
   if debug == 0: 
    SaveToDb( sql ) 
   else: 
    print( sql ) 
 return 
 
 
ser0 = serial.Serial(ser0_device, baudrate=ser_baudrate, 
timeout=ser_timeout) 
ser1 = serial.Serial(ser1_device, baudrate=ser_baudrate, 
timeout=ser_timeout) 
ser2 = serial.Serial(ser2_device, baudrate=ser_baudrate, 
timeout=ser_timeout) 
ser3 = serial.Serial(ser3_device, baudrate=ser_baudrate, 
timeout=ser_timeout) 
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while (1): 
 try: 
  x0 = ser0.read(128) 
  x1 = ser1.read(128) 
  x2 = ser2.read(128) 
  x3 = ser3.read(128) 
 
  format = 
"HHiBBBBiiiiiiiiiiiiBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBBB
BBBBBBBBBBBBBBBBBBBBBBi"  # 0.0.0.12+ 
 
  if len(x0) == 128: 
   y0 = unpack(format, x0) 
   Save ( y0, ser0_device ) 
#   print( y0 ) 
 
  if len(x1) == 128: 
   y1 = unpack(format, x1) 
   Save( y1, ser1_device ) 
#   print( y1 ) 
 
  if len(x2) == 128: 
   y2 = unpack(format, x2) 
   Save( y2, ser2_device ) 
#   print( y2 ) 
 
  if len(x3) == 128: 
   y3 = unpack(format, x3) 
   Save( y3, ser3_device ) 
#   print( y3 ) 
except KeyboardInterrupt: 
  sys.exit() 
 except: 
  if debug == 0: 
   sql = "INSERT INTO logs (user_id, short_desc, 
long_desc) VALUES (0, 'Data could not be read', 'Data could 
not be read')" 
   SaveToDb( sql ) 
  else: 
   print("Data could not be read") 
 
 
