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Resum 
 
Amb l’evolució de les comunicacions i l’arribada d’Internet de banda ampla a la 
major part de les llars, fa que els consumidors adquirim i administrem una 
quantitat cada vegada més gran de contingut multimèdia de diferents formats.  
 
Però la major part d’arxius ens arriben a través d’Internet de forma 
centralitzada al nostre PC, per tant,  sols podem gaudir  d’ells a través 
d’aquest. Per poder disfrutar d’aquest contingut multimèdia a qualsevol lloc de 
la llar es necessita que hi hagi una interoperabilitat continua entre tots els 
dispositius que tenim a casa. 
 
El que es proposa és el desenvolupament d’un dispositiu on s’hi pugui 
emmagatzemar tot el contingut multimèdia que tinguem, de manera que es 
comuniqui amb altres dispositius de la llar i serveixi els continguts de què 
disposa. D’aquesta manera es podria disfrutar del nostre .mp3 preferit des de 
qualsevol lloc de casa, sense haver hagut de gravar cap CD. 
 
Per poder desenvolupar el dispositiu proposat, aquest es divideix en quatre 
parts clarament diferenciades: Plataforma, Xarxa, Hardware i aplicació visual. 
En aquest projecte s’explica el desenvolupament de l’aplicació que ha de ser 
orientada a multimèdia, ha de córrer sobre un sistema empotrat Windows CE i 
s’ha d’integrar amb la resta de parts. 
 
Al ser un projecte software, s’expliquen els requeriments, es fa un anàlisi de 
les parts que formaran l’aplicació, es segueix amb un disseny de les parts,  es 
continua amb l’etapa implementació i proves i s’acaba amb la integració i 
proves. Tot i així, també hi ha un primer capítol on s’explica el context 
tecnològic i es detalla la motivació, els objectius i la planificació i estimació de 
costos inicials. 
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Overview 
 
The evolution of communications and the arrival of Internet broadband to the 
majority of our homes, makes possible to consumers to acquire and manage a 
large quantity of media contents with different formats. 
 
But most of the files we receive are through Internet to our centralized 
computer, so we can only enjoy them through it. So if we want to reproduce 
these media contents anywhere, we need a continuous interoperability 
between all the devices we can find at home. 
 
Here we suggest the development of a device where it can store all the media 
content, and then the device should communicate and connect to other devices 
we have at home and act as a media server. In this way, we could listen our 
favourite .mp3 file anywhere at home, without burning any CD. 
 
To develop the proposal device, it is split in four different parts: Platform, 
Hardware, Net and Visual Application.  
This project consists in developing an application aimed at media, that has to 
run over an embedded WindowsCE operating system and it should be made 
up with the rest of the parts. 
 
This also is a software project, so we have a part of requests, there is another 
part where the portions that shape the application are analysed; we follow with 
the design, and there is phase of implementations and test, and finally, the 
integration with the rest of the portions that build the device. However, in the 
first chapter there is an explanation of the technologic context, the motivation, 
the initial goals and the planning and cost estimation. 
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INTRODUCCIÓ 
 
Amb l’evolució de les comunicacions i sobretot l’arribada d’Internet de banda 
ampla a la major part de les llars, ha propiciat un augment de l’oferta i la 
demanda de continguts multimèdia de diferents tipus de formats. 
 
La major part d’aquest contingut l’adquirim a través d’Internet de forma 
centralitzada al nostre PC, des d’on s’administra i es reprodueix. Però no 
sempre es vol gaudir d’aquests arxius des del nostre ordinador personal, sinó 
que també es vol poder mirar una pel·lícula o escoltar el nostre mp3 preferit des 
del sofà del menjador. Però per poder fer això, el que necessitem és gravar tots 
els arxius en un CD o DVD, per tal de poder disposar d’ells en qualsevol lloc i 
moment. 
 
Això és degut a la manera com tenim distribuïts tots els aparells dins la nostra 
llar, podent distingir tres grans grups: el món del telèfon mòbil, telèfons 
multimèdia, PDA, etc.; el món d’Internet juntament amb el PC i els seus 
perifèrics; i el món de la radiodifusió amb els tradicionals dispositius electrònics. 
 
El que es proposa és el desenvolupament d’un dispositiu que ens permeti 
disfrutar de tot el contingut multimèdia que podem emmagatzemar des de 
qualsevol lloc de casa i sense haver d’anar amunt i avall amb CDs i DVDs. 
 
Aquest dispositiu hauria de tenir un sistema operatiu empotrat, disposar de 
connexió a Internet per poder comunicar-se amb altres dispositius i cedir-li’s els 
seus continguts. També podria tenir uns botons, per tal que l’usuari pugui 
interactuar amb ell com si fos un equip de música. Finalment, disposar d’una 
aplicació visual per poder accedir als arxius. Per poder dur a terme la creació 
del dispositiu el que es fa és separar-lo en quatre parts ben diferenciades 
(Plataforma, Hardware, Xarxa i Aplicació) cadascuna d’elles realitzada per un 
estudiant diferent.  
 
L’objectiu d’aquest projecte és el desenvolupament d’una aplicació visual 
orientada a multimèdia en un entorn Windows CE. És  a dir, crear una aplicació 
que sigui un reproductor de multimèdia, que corri sobre un sistema operatiu 
Windows CE i que s’integri amb la part de xarxa i la part de hardware.  
 
Tot això li ajuda el fet d’haver cursat LPII (Laboratori de programació), on 
s’explica C# i la plataforma .Net , i sobretot, haver cursat DSEM (Disseny de 
Sistemes Empotrats Mòbils) com a optativa, on s’explica la programació 
orientada a dispositius mòbils i empotrats, ajuda a poder iniciar el projecte 
tenint uns coneixements previs molt útils.  
 
La planificació inicial del projecte parteix dels terminis habituals amb què 
compta qualsevol TFC, quatre mesos. Però al final s’ha allargat tres mesos 
més del que s’havia dit, degut a que les tasques han durat més del que s’havia 
previst en un primer moment. Una altra de les causes ha estat la integració 
amb la resta de parts, que ha provocat el redisseny i  reimplementació de gran 
part de l’aplicació que s’havia fet des d’un bon principi. 
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Al ser un projecte software, s’ha de desenvolupar una aplicació visual, la 
distribució dels capítols s’ha fet seguint la distribució típica que té qualsevol 
projecte software. És a dir, Requeriments, Anàlisi, Disseny, Implementació i 
Proves i Integració i Proves. Tot i així, se li ha afegit un primer capítol sobre el 
context tecnològic i anàlisi d’objectius, un capítol de balanços i un de 
conclusions. 
 
Al primer capítol s’explica el context tecnològic on es desenvoluparà l’aplicació i 
es detalla la motivació, els objectius i la planificació inicial i estimació de costos.  
 
Al segon capítol trobem la fase de requeriments, s’explica la plataforma .NET i 
el .Net Compact Framework, plataforma sobre la qual es desenvoluparà 
l’aplicació visual. 
 
Al tercer capítol d’anàlisi, s’analitzen les diferents parts que donen forma a 
l’aplicació. Per una banda tenim el DotNetProcessing, llenguatge de 
programació creat per uns estudiants de la FIB amb l’objectiu de construir una 
eina per dissenyadors sobre la plataforma .NET. S’analitza com  es pot  
garantir la compatibilitat amb el .NET Compact Framework per poder crear els 
controls d’usuari amb aquesta eina. Per una altra banda, tenim el DirectX, 
utilitzat per la reproducció; l’esquema DIDL-Lite, per una posterior integració 
amb la part de xarxa. Finalment s’analitzen les limitacions de l’entorn de 
desenvolupament. 
 
Al quart capítol de disseny, es detallen quines seran les funcionalitats i casos 
d’ús i es comença a fer un disseny dels controls d’usuari i l’aspecte que tindrà 
l’aplicació. 
 
Al cinquè capítol es desenvolupa la implementació i proves de l’aplicació de 
forma individual .  
 
Al capítol sisè, es mostra la integració i les proves. Durant aquesta fase, s’ha 
de redissenyar i tornar a implementar part de les funcionalitats i casos d’ús de 
l’aplicació per poder garantir la integració amb la resta de parts. Per això, es 
crear una classe anomenada GlobalArea que fa de façana, és a dir, és una 
classe que és compartida per les parts de xarxa, hardware i l’aplicació. 
 
Als capítols set i vuit trobem els balanços i les conclusions. S’explica quina ha 
estat l’evolució del projecte i els motius de la desviació que hi ha hagut a la 
planificació. Finalment es mira quin ha estat el compliment d’objectius i es 
treuen les conclusions generals del que ha estat la realització del projecte. 
 
En última instància trobem l’annex. En aquesta part es mostren exemples 
d’implementació de la part de DotNetProcessing i la reproducció amb DirectX i 
DirectShow. També es poden trobar els diagrames de classe de tots els 
controls d’usuari i l’aplicació. Finalment tenim la part d’integració de la xarxa on 
es detallen els diagrames d’interacció de l’aplicació amb la resta de les parts. 
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CAPÍTOL 1. CONTEXT TECNOLÒGIC I ANÀLISI 
D’OBJECTIUS 
 
1.1. Escenari, Visió i Tecnologia 
 
1.1.1. Escenari 
 
Des de ja fa temps, hem compartit la vida quotidiana amb mitjans 
d’entreteniment com poden ser la televisió, la ràdio o els canals procedents del 
satèl·lit. Aquests mitjans arriben a les nostres llars per diferents canals de 
comunicació i són consumits mitjançant dispositius electrònics específics per 
cadascun dels mitjans que s’ofereixen. 
 
Amb l’arribada d’Internet de banda ampla, l’oferta de continguts multimèdia de 
diferents tipus de formats, com poden ser MP3, MPEG o WM, entre altres, ha 
augmentat considerablement. Aquest fet ha permès que els consumidors 
adquirim, reproduïm i administrem una quantitat cada vegada més gran de 
recursos digitals en dispositius electrònics, mòbils i PC. Tota aquesta oferta que 
ens ofereix Internet arriba a les nostres llars de forma centralitzada en el PC 
domèstic i pràcticament és consumit des d’aquest mateix dispositiu.  
 
Actualment a les nostres llars podem distingir tres illes diferents i separades per 
poder disfrutar del nostre contingut multimèdia: 
 
 
El món del mòbil i telèfons multimèdia, PDA’s i 
dispositius similars amb llibertat de moviment 
tant dins com fora de la llar. 
 
 
 
 
 
El PC en el món d’Internet on el PC i els 
seus perifèrics es comuniquen. 
 
 
 
 
El món de la radiodifusió dels set-top-boxes i els 
tradicionals dispositius electrònics. 
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Però el que volem els consumidors és poder disfrutar del contingut dels nostres 
arxius còmodament i fàcilment en qualsevol lloc de casa i amb qualsevol 
dispositiu. 
 
 
1.1.2. Visió 
 
Perquè els consumidors puguem interactuar de forma continua amb els 
dispositius electrònics, dispositius mòbils i PC, es necessita que hi hagi una 
convergència tecnològica amb tots aquests dispositius. 
 
Més de 100 companyies estan compromeses per proveir aquesta interacció 
continua entre els consumidors de dispositius electrònics, tecnologia mòbil i 
ordinadors personals. El seu objectiu és arribar en el que es coneix com digital 
Home i digital living (casa i viure digital). 
 
Digital home és una evolució de la idea de que els PC’s, dispositius electrònics 
i mòbils podrien treballar junts contínuament a través d’un cable o 
inalàmbricament a través d’una xarxa amb l’objectiu de compartir recursos 
digitals dins de casa. Digital living extén la idea del digital home fins a la oficina 
o en qualsevol altre escenari possible fora de casa. 
 
Aquesta visió integra Internet i les illes de radiodifusió i mòbils, descrites en 
l’apartat 1.1.1, a través d’una xarxa interoperable i contínua. En aquesta visió, 
la digital home estarà formada per una gran varietat de dispositius que podran 
emmagatzemar, accedir i reproduir diferents formats digitals amb un dispositiu 
intel·ligent distribuït per tota la xarxa de casa. Aplicacions de control 
sofisticades donaran forma a l’ambient dels dispositius de la xarxa. 
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Perquè es pugui produir es necessita que hi hagi interoperabilitat entre tots els 
dispositius. 
 
Quan es creen productes amb noves categories és important que els líders de 
la indústria cooperin entre elles, primer de tot, per determinar quina serà 
l’estructura d’interoperabilitat que portaran a terme. Això implica que totes les 
companyies o indústries del sector vagin juntes a l’hora de dissenyar les pautes 
de manera que els productes de diferents companyies suportin una mateixa 
línia que compleixi amb els standards o pautes definides. 
 
Mentre la tecnologia i els standards vagin canviant contínuament, aquestes 
pautes també han d’anar evolucionant al llarg del temps per assegurar una 
continua interoperabilitat entre les noves i les velles tecnologies que es 
mesclaran en el Digital Living Network. 
 
 
1.1.3. Tecnologia 
 
A continuació es detallen alguns dels protocols i/o especificacions que 
s’utilitzen per aconseguir la interoperabilitat entre els dispositius. 
 
 
1.1.3.1. DLNA 
 
El DLNA (Divital Living Network Alliance) no és un protocol, sinó unes 
especificacions que contemplen la implantació de diferents protocols con són 
Upnp, IP, HTTP, etc. 
 
Ha estat establert com una guia per fabricants que proporcionen productes 
compatibles entre si, que no pas per impulsar un avenç tecnològic. El principal 
punt és el suport que rep per part de la indústria tant de software com del 
hardware. Alguns exemples poden ser Microsoft ©, Sony©, Intel©, Panasonic©, 
Fujitsu©, etc. 
 
El DLNA contempla quatre rols per categoritzar els dispositius que trobem en 
un ambient domòtic: 
 
- DMS (Digital Media Server) : Dispositiu que permet l’emmagatzematge de 
dades multimèdia de manera més o menys àmplia (generalment un PC, 
dedicat o no, amb un disc dur). És l’encarregat de centralitzar el streamming, 
la senyalització i el transcoding necessari per atendre a dispositius menys 
sofisticats..  
 
- DMR (Digital Media Recorder) : Dispositiu que per la seva configuració de 
hardware pot actuar com una font de dades de multimèdia. Exemples podrien 
ser una càmera de vídeo, un sintonitzador de TDT, un lector de targetes 
CFlash, etc. Ha de ser capaç de proporcionar dades sota petició d’un DMS. 
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- DMP (Digital Media Player) : És tot aquell dispositiu capaç de rebre i 
renderitzar dades multimèdia i que addicionalment pot disposar d’interfície 
per la qual l’usuari enviï ordres per controlar la reproducció. 
 
- DMA (Digital Media Adapter) : És un rol especial. Actuaria com un DMR o un 
DMP segons el cas. La seva finalitat és adaptar un dispositiu no DLMA 
perquè sigui accessible des de la xarxa DLNA. 
 
Pràcticament tots els dispositius proporcionen una combinació de dos o més 
rols. 
 
 
1.1.3.2. Slim Devices (v4) 
 
SlimDevices és una solució per mantenir un servidor de música centralitzat 
(Slim Server) i serveixi la música a dispositius lleugers (SqueezeBox i 
SqueezeSoft) en forma de streamming. 
 
Com a punt fort, cal destacar que SlimServer és una eina molt completa i 
funcional, ja que tot i ser una interfície web, permet manejar i ordenar fàcilment 
una col·lecció musical més o menys àmplia. Per altra banda, un dels 
contrapunts és la falta de suport per part d’altres fabricants. 
 
 
1.1.3.3. xPL 
 
xPL és un protocol que proporciona autoconfiguració i sentit de xarxa a 
dispositius molt lleugers com sensors de temperatura. 
 
Permet l’intercanvi de missatges UDP que poden servir per controlar dispositius 
més complexes com reproductors de música. Es basa en un seguit de 
Schemas que defineixen quin tipus de missatges i amb quin contingut pot 
enviar i rebre un determinat dispositiu. 
Tot i que es poden trobar dispositius de hardware per xPL de forma comercial, 
xPL no rep un suport majoritari de la indústria. 
 
 
1.1.4. El dispositiu 
 
Una vegada descrit l’escenari actual, quina és la visió futura i quines 
tecnologies hi ha disponibles, es proposa realitzar un dispositiu que ens permeti 
accedir als arxius multimèdia, emmagatzemats dins del disc dur del nostre PC, 
des de qualsevol lloc de casa. 
 
L’objectiu és crear un dispositiu empotrat, basat en una placa ITX, que sigui 
capaç de suportar el sistema operatiu Windows CE. Com a requisits de la 
placa, aquesta haurà de disposar d’una sortida VGA, per poder connectar una 
pantalla en el dispositiu i una tarja de xarxa per poder connectar-se a una LAN. 
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L’usuari podrà interaccionar amb el dispositiu a través d’una aplicació visual i 
d’una pantalla LCD, juntament amb els botons necessaris que permetin a 
l’usuari navegar, seleccionar i reproduir els arxius multimèdia. 
 
Per abordar la creació del dispositiu, es divideix en quatre parts ben 
diferenciades: 
- La part de Plataforma, que engloba l’estudi del Platform Builder, la creació 
d’una imatge del sistema operatiu Windows CE i la càrrega de la imatge a la 
placa ITX. 
 
- La part de Xarxa, que crea el software necessari per l’emmagatzematge, 
organització i distribució dels continguts des del servidor i la creació d’un 
protocol basat en UPnP, de manera que es pugui produir la comunicació 
entre el dispositiu, els altres dispositius basats en mateix protocol UPnP  i el 
servidor de continguts. 
 
Per tal que l’usuari pugui interaccionar amb el dispositiu i navegar pels seus 
continguts, tenim: 
 
- La part del hardware, que implementa un dispositiu capaç de comunicar-se 
amb la plataforma i interaccionar amb l’usuari mitjançant una pantalla LCD i 
uns botons per la navegació i selecció de continguts. 
 
- La part del software, que crea una aplicació visual que permet a l’usuari 
navegar, seleccionar i reproduir d’una forma fàcil els arxius multimèdia. 
L’aplicació ha de ser compatible amb el sistema operatiu WindowsCE, s’ha 
d’encarregar de la comunicació amb el servidor de continguts i de la 
comunicació amb la part del hardware. 
 
 
 
 
 
Drivers, codecs… 
TCP / IP 
 
 
Windows CE 5.0 
     UPnP 
 
 Hardware 
 
Aplicació 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 1.1 Estructura del dispositiu formada per les quatre parts que el formen. 
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1.2. Motivació  
 
Durant la carrera he fet diferents assignatures relacionades amb la 
programació. Com assignatures obligatòries vaig fer LP, on s’estudia C; i LPII, 
on ens van començar a introduir en el món del C# i la programació orientada a 
objectes. Però és a tercer quan un pot escollir quines assignatures optatives vol 
fer i crec que el tipus de treball de final de carrera depèn molt de l’elecció que 
es faci de les optatives. Almenys això és el que em va passar a mi. Per raons 
d’horari laboral em vaig acabar matriculant de l’assignatura de DSEM (Disseny 
de Sistemes Empotrats Mòbils) on vaig descobrir que també podia programar 
aplicacions per dispositius mòbils. Com a treball de l’assignatura, vam haver de 
programar un joc per una PDA.  
 
La idea que havia tingut sempre era que el projecte que fes, fos del tema que 
fos, pogués ser quelcom material, visual i amb funcionalitat. Així que quan es 
va proposar de fer un projecte que tingués a veure amb la creació d’un 
dispositiu empotrat que reproduís multimèdia, vaig pensar que seria un projecte 
interessant de fer, ja que em permetria continuar l’aprenentatge de com 
programar dispositius mòbils i/o empotrats i seria quelcom material i visual.  
 
La part que jo haig de desenvolupar és la programació de l’aplicació visual que 
sigui agradable, que permeti l’interacció amb l’usuari i que sigui fàcil d’utilitzar. 
Però aquesta aplicació ha de ser compatible amb les altres tres parts de que 
consta el projecte general. És a dir, ha de ser compatible amb el sistema 
operatiu Windows CE que es creï. S’ha de poder comunicar amb el servidor de 
continguts mitjançant el protocol basat en UPnP. Finalment, s’ha de comunicar 
amb la part del hardware, de manera que faci de pont entre el servidor de 
continguts i la plataforma. 
 
Per acabar, la motivació que em porta a realitzar aquest projecte, és aprendre 
noves eines de programació de dispositius empotrats i continuar aprenent el 
que ens han ensenyat durant la carrera, el treball en grup. Perquè el dispositiu 
surti tal i com tots ens l’imaginem, és necessita que les quatre persones que 
formem el grup, ens comuniquem i ajudem per poder aconseguir l’objectiu que 
ens hem marcat, el correcte funcionament del dispositiu. 
 
 
1.3. Objectius 
 
Com he dit anteriorment, l’objectiu principal del meu projecte és la realització 
d’una aplicació visual que permeti la reproducció de contingut multimèdia, àudio 
i vídeo, i a més, garantir la compatibilitat amb les tres parts restants que 
componen el dispositiu.  
 
A continuació es detallen els objectius del projecte d’una forma més específica: 
 
- .NET Compact Framework 2.0 
 
En l’assignatura de DSEM (Disseny de Sistemes Empotrats Mòbils) les 
aplicacions es creaven amb el .NET Compact Framework 1.0. Amb 
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l’aparició del Visual Studio 2005 i l’avenç tecnològic dels dispositius mòbils i 
empotrats, el .NET Compact Framework 1.0 evoluciona cap a .NET 
Compact Framework v2.0. 
 
L’objectiu és aprendre les novetats del .NET Compact Framework 2.0 i 
estudiar les noves funcionalitats que ofereix relacionades amb l’augment de 
llibreries i la millora dels emuladors. L’aplicació i tots els mòduls que en 
formen part es programaran amb .NET Compact Framework 2.0 de manera 
que sigui compatible amb el sistema operatiu Windows CE.  
 
- Creació de controls d’usuari amb el DotNetProcessing 
 
El DotNetProcessing és una eina, que s’explicarà més endavant, i que 
s’utilitzarà per fer els controls d’usuari que es posaran a l’aplicació. Un 
exemple, serien els botons, un equalitzador visual....  
 
S’ha d’estudiar el seu funcionament, per tal de fer-lo compatible amb el 
.NET Compact Framework 2.0. 
 
- DirectX 
 
El DirectX és un conjunt de llibreries que s’utilitzaran per la reproducció dels 
arxius multimèdia. Per tant, s’hauran d’estudiar les seves funcionalitats i la 
seva compatibilitat amb el Windows CE.  
 
- Protocol UPnP 
 
Per tal que el dispositiu es comuniqui amb el servidor de continguts, 
l’aplicació ha de poder entendre el protocol UPnP, per fer peticions i llegir 
les respostes del servidor. S’haurà d’estudiar quina és l’estructura dels 
missatges d’UPnP i crear una llibreria que ens ajudi a classificar cadascun 
dels objectes o arxius. 
 
- Projecte Software 
 
Tot i que no té a veure amb la programació de l’aplicació en sí, un dels 
altres objectius és aprendre a desenvolupar i redactar projectes software. 
Diferenciar cadascuna de les parts que el formen, des dels requeriments, 
anàlisis, disseny, implementació i proves. 
Aprendre a fer una planificació i seguir-la de forma acurada.  
 
- Integració 
 
A part dels objectius individuals, també s’ha de tenir en compte que 
l’aplicació s’ha d’integrar amb les altres tres parts. Per tant, l’objectiu és 
arribar a la integració total i satisfactòria de les tres parts, de manera que 
aconseguim que el dispositiu funcioni perfectament. 
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1.4. Planificació i estimació de costos 
 
 
1.4.1. Determinació de tasques 
 
Per poder fer la planificació del projecte, el que es fa és dividir-lo en les 
diferents tasques que s’hauran de dur a terme. 
  
- Requeriments : El projecte comença en l’etapa  de requeriments, on es 
realitza la recopilació d’informació sobre el Visual Studio 2005 i les novetats 
del .NET Compact Framework 2.0. També es fa un estudi de l’escenari, 
visió i tecnologia del projecte. 
 
- Anàlisi : S’inicia l’etapa d’anàlisi amb l’objectiu de conceptualitzar 
l’estructura general del software, els seus mòduls i interaccions internes i 
externes, així com establir les prioritats entre totes les funcions requerides. 
Es farà un anàlisi del DotNetProcessing i, tot el que té a veure amb la 
reproducció de multimèdia, DirectX. A més, també s’estudiarà l’estructura de 
missatges que utilitza el protocol UPnP. 
 
- Disseny : Etapa en què es defineix la interfície d’usuari per a cadascun dels 
mòduls de software. Una vegada han estat concebuts, es realitza el 
desenvolupament del prototipus de l’aplicació que permet una visualització 
més clara de com es veurà quan estigui finalitzada. 
 
- Implementació i Proves : Etapa en la qual el disseny realitzat en l’etapa 
anterior es converteix en codi de programació. Es realitzarà la integració de 
les diferents parts del software. S’executen també totes les proves 
necessàries per tal de resoldre els errors que hi puguin haver. L’objectiu és 
obtenir una versió beta funcional. 
 
- Integració i Proves : Un cop acabada l’aplicació, s’integrarà amb la part de 
plataforma, xarxa i hardware. Es faran els retocs que siguin necessaris i 
s’executaran més proves per garantir el seu correcte funcionament. 
 
 
1.4.2. Recursos necessaris i disponibilitat 
 
Durant la realització d’un projecte software intervenen un grup de persones, on 
cadascuna d’elles s’encarrega d’una tasca diferent segons quin sigui el seu 
perfil. Encara que aquest projecte el realitzi una sola persona, es fa aquesta 
separació en la planificació per veure com seria aquest projecte si es realitzés 
en una empresa. 
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Taula 1.1 Assignació de recursos a les tasques del projecte 
 
 
Tasca Recurs 
Requeriments Analista 
Anàlisi Analista 
Disseny Analista 
Implementació i Proves Programador 
Integració i Proves Programador 
Documentació Documentador 
 
 
 
1.4.3. Planificació 
 
Per poder determinar des d’un començament quina serà la durada aproximada 
del projecte, es desglossa cadascuna de les tasques comentades a l’apartat 
1.4.1, determinant quin serà el temps aproximat que es dedicarà a cadascuna 
d’elles. 
 
Aquesta és una planificació inicial, és a dir, a mesura que es vagi realitzant el 
projecte poden sortir problemes diversos que la poden fer desviar. Al capítol 7 
(Balanços) es mostra la desviació que hi ha hagut i es detallen quins han estat 
els motius d’aquesta modificació. 
 
Tal i com es pot veure a la planificació de la figura 1.2, algunes de les tasques 
es poden realitzar de forma paral·lela, al igual que hi ha altres tasques que 
necessiten que abans se’n hagin fet unes altres.  
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Fig. 1.2  Planificació inicial de tasques a realitzar 
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1.4.4. Estimació de costos 
 
Podem distingir dos tipus de costos: 
 
- Infrastructura : Es necessita un ordinador amb el Visual Studio 2005 
instal·lat. En aquest cas, el software ha estat proporcionat pel departament 
d’Arquitectura de computadors, per tant, no tenim en compte el seu cost. 
 
- Recursos humans : Aquest és el cost més important. Es necessitarien tres 
persones amb tres rols diferents per realitzar el projecte. Se suposarà que 
cada persona treballa cada dia una mitjana de 4 h.  
 
Però realment el projecte el fa una sola persona, per tant, significa que no 
tenim tres persones treballant 4 h durant 90 dies, sinó que una única 
persona, treballarà 4 h durant 90 dies i, per tant, haurà d’anar 
desenvolupant cada rol i intentar seguir la planificació que ha estat marcada. 
 
 
Taula 1.2  Duració de les tasques. 
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A la taula 1.2 es mostra quins són aquests tres rols (Analista, Programador i 
Documentador) i quines són les tasques que han de portar a terme cadascun 
d’ells i una estimació de la duració, en els 90 dies que es tenen realment. 
 
Els costos estimats per recurs els podem trobar a la Taula 1.3:  
 
 
Taula 1.3  Costos estimats per recurs 
 
Recurs Hores €/hora Cost Total 
Analista 101 32 3232 € 
Programador 182 25 4550 € 
Documentador 77 20 1540 € 
Cost total 9322 € 
 
 
És una mica difícil determinar un salari determinat per cadascuna de les 
persones, perquè moltes vegades el salari varia segons el tipus de projecte, la 
seva magnitud i a l’empresa a on es realitza.  
 
Al no ser un projecte real ni fer-lo dins d’una empresa, per determinar els 
salaris s’ha fet una estimació dels salaris que altres alumnes, en projectes 
semblants, havien considerat adients. 
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CAPÍTOL 2. COMPACT FRAMEWORK 
2.1. Plataforma .NET 
 
.NET és un projecte de Microsoft per crear una nova plataforma de 
desenvolupament de software amb èmfasi de transparència de xarxes, amb 
independència de plataforma i que permet un ràpid desenvolupament 
d’aplicacions. Basat en aquesta plataforma, Microsoft intenta desenvolupar una 
estratègia horitzontal que integri tots els seus productes, des del Sistema 
Operatiu fins les eines de mercat. 
 
A llarg termini Microsoft pretén reemplaçar la Interfície de Programació 
d’aplicacions (API) Win 32 o Windows API amb la plataforma.NET. L’API Win 
32 o Windows API fou desenvolupada sobre la marxa, mancant de 
documentació detallada, uniformitat i cohesió entre els seus diferents 
components, provocant múltiples problemes en el desenvolupament 
d’aplicacions pel sistema operatiu Windows. La plataforma .NET pretén 
solventar la majoria d’aquests problemes proveint un conjunt únic i expansible 
amb facilitat, de blocs interconnectats, dissenyats de forma uniforme i ben 
documentats, que permeten als desenvolupadors tenir a mà tot allò que 
necessiten per produir aplicacions sòlides. 
 
Degut als avantatges que la disponibilitat d’una plataforma d’aquest tipus pot 
donar a les empreses de tecnologia i al públic en general, moltes altres 
empreses i institucions s’han unit a Microsoft en el desenvolupament i 
fortificament de la plataforma .NET, ja sigui per mitjà de la implementació de la 
plataforma per altres sistemes operatius a part de Windows (Projecte Mono de 
Ximian/Novell per Linux/MacOs X/BSD/Solaris), el desenvolupament de 
llenguatges de programació addicionals per la plataforma (ANSI C de la 
Universitat de Princeton, NetCOBOL de Fujitsu, Delphi o Borland entre altres) o 
la creació de blocs addicionals per la plataforma (com controls, components i 
biblioteques de classes addicionals); essent algunes d’elles iniciatives de 
distribució gratuïta sota la llicència de GNU. 
 
Amb aquesta plataforma Microsoft incursiona de ple en el camp dels Serveis 
Web i estableix XML com a norma en el transport d’informació en els seus 
productes i el promociona en sistemes desenvolupats utilitzant les seves eines. 
 
.NET intenta oferir una manera ràpida i econòmica però a la vegada segura i 
robusta de desenvolupar aplicacions – o com la mateixa plataforma denomina, 
solucions - permetent a la seva vegada una integració més ràpida i àgil entre 
empreses i un accés més simple i universal a tot tipus d’informació des de 
qualsevol tipus de dispositiu. 
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2.2. .NET Framework 
 
 
2.2.1. Descripció  
 
Microsoft .NET Framework és un component integral de Windows que admet la 
creació i execució a la nova generació d’aplicacions i Serveis Web XML. 
 
El disseny de .NET Framework està enfocat a complir els següents objectius: 
 
- Proporcionar un entorn coherent de programació orientat a objectes, on el 
codi dels objectes es pot emmagatzemar i executar de forma local o 
executar de forma local però distribuïda a Internet, o executar de forma 
remota. 
 
- Proporcionar un entorn d’execució de codi que minimitzi al màxim possible 
la implementació de software i els conflictes de versions. 
 
- Oferir un entorn d’execució de codi que fomenti l’execució segura del 
mateix, inclòs el codi creat per terceres persones desconegudes o que no 
són de plena confiança. 
 
- Proporcionar un entorn d’execució de codi que elimini els problemes de 
rendiment dels entorns en els que s’utilitzen seqüències de comandes o 
intèrprets de comandes. 
 
- Oferir al programador una experiència coherent entre tipus d’aplicacions 
molt diferents, com les basades en Windows o en Web. 
 
- Basar tota la comunicació en estàndards del sector per assegurar que el 
codi de .NET Framework es pugui integrar amb altres tipus de codi. 
 
 
 .NET Framework
VB C++ C# J# ...
Especificació Comú de Llenguatges
ASP.NET: Serveis Web Formularis 
ADO .NET: Dades i XML
Llibreries de Classe Base
Entorn Comú d'Execució per Llenguatges (CLR)
Sistema Operatiu
Visual Studio .N
ET
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 2.1 Diagrama de l’estructura de .NET Framework 
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El .NET Framework constitueix la base de la plataforma .NET i denota la 
infrastructura sobre la qual es reuneixen un conjunt de llenguatges, eines i 
serveis que simplifiquen el desenvolupament d’aplicacions en un entorn 
d’execució distribuït. 
 
.NET Framework suporta ja més de 20 llenguatges de programació i és 
possible desenvolupar qualsevol dels tipus d’aplicacions suportats en la 
plataforma amb qualsevol d’ells, el que elimina les diferències que existien 
entre el que era possible fer amb un o altre llenguatge. Alguns dels llenguatges 
desenvolupats pel .NET Framework són : C#, Visual Basic, C++, J#, Perl, 
Python, Fortran i Cobol.NET. 
 
.NET Framework conté dos components principals :  
 
- Common Language Runtime (CLR) 
- Biblioteca de Classes de .NET Framework (BCL) 
 
 
2.2.2. Common Language Runtime (CLR)  
Sistema Operatiu
Carregador de Classes
Controlador 
de codi
Compilador de 
MSIL a codi 
natiu (JIT)
Recolector 
d'escombra-
ries
Motor de seguretat Motor de depuració
Verificador de tipus Controlador excepcions
Maneig de fils Interacció amb COM
Soport a la Biblioteca Classe Base (BCL)
Entorn Comú d'Execucció per Llengutages (CLR)
  
Common Language Runtime és el nucli de la plataforma .NET. Es pot 
considerar com un agent que administra el codi en temps d’execució i 
proporciona serveis centrals, com l’administració de memòria, l’administració de 
subprocessos i la interacció remota. A la vegada que aplica una seguretat 
estricta als tipus i altres formes d’especificació del codi que fomenten la seva 
seguretat i solidesa. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 2.2 Diagrama de l’estructura interna del CLR 
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L’eina de desenvolupament compila el codi font de qualsevol dels llenguatges 
suportats per .NET en un codi intermedi (MSIL, Microsoft Intermediate 
Lenguage). Per generar aquest codi el compilador es basa en el CLS (Common 
Langauge Specification) que determina les regles necessàries per crear aquest 
codi MSIL compatible amb el CLR. 
 
Per executar-se es necessita un segon pas, el compilador JIT (Just-In Time) 
que és el que genera el codi màquina real que s’executa a la plataforma del 
client. D’aquesta manera s’aconsegueix amb .NET la independència amb la 
plataforma hardware. 
 
La compilació JIT la realitza el CLR a mesura que el programa invoca mètodes. 
El codi executable obtingut s’emmagatzema a la memòria de l’ordinador, 
siguent recompilat de nou sols en el cas de produir-se un canvi en el codi font. 
 
 
2.2.3. Biblioteca de Classes (BCL) 
Serveis Web 
XML
Formularis per 
Web Formularis per 
Windows
ASP .NET
Maneig de Dades i XML (ADO .NET)
Biblioteca de Classe Base (BCL)
Entorn Comú d'Execució per Llenguatges (CLR)
 
La Biblioteca de Classes, l’altre component principal de .NET Framework, és 
una col·lecció de tipus reutilitzables que s’integren estretament amb el Common 
Language Runtime. La biblioteca de classes està orientada a objectes de 
manera que fa que els tipus de .NET Framework siguin senzills i redueix el 
temps associat amb l’aprenentatge de les noves característiques de .NET 
Framework. A més, els components tercers es poden integrar sense dificultats 
amb les classes de .NET Framework. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 2.3  Diagrama bàsic de la Biblioteca de Classe Base (BCL) 
 
 
Com qualsevol biblioteca de classes orientada o objectes, els tipus de .NET 
Framework permeten realitzar diverses tasques de programació comuns, com 
l’administració de cadenes, recopilació de dades, connectivitat de bases de 
dades i accés a arxius. A més d’aquestes tasques habituals, la biblioteca de 
classes inclou tipus adequats per diferents escenaris de desenvolupament 
especialitzats. Alguns exemples serien: 
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- Aplicacions de consola. 
- Aplicacions GUI de Windows (Windows Forms). 
- Aplicacions d’ASP.NET 
- Serveis Web XML. 
- Serveis de Windows. 
 
 
2.3. .NET Compact Framework 
 
 
2.3.1. Descripció  
 
.NET Compact Framework aporta l’eficàcia de l’entorn de programació .NET 
Framework als dispositius mòbils i empotrats. 
 
.NET Compact Framework és un entorn independent del hardware per 
l’execució de programes en dispositius de computació amb limitacions de 
recursos, entre els que es troben els assistents de dades personals (PDA) com 
Pocket PC, telèfons mòbils, descodificadors de televisió, dispositius de 
computació per automòbils i dispositius incrustats de disseny personalitzat, que 
estan integrats en el sistema operatiu Windows CE.NET. 
 
.NET Compact Framework ofereix les següents funcionalitats: 
 
- Executa programes independents del hardware i el sistema operatiu. 
 
- Admet protocols de xarxa comuns i es connecta perfectament amb serveis 
XML Web. 
 
- Proporciona als desenvolupadors un model per orientar les seves 
aplicacions i components ja sigui a una àmplia gamma de dispositius o a 
una categoria específica d’aquests. 
 
- Facilita el disseny i la optimització dels recursos de sistema limitats. 
 
- Obté un rendiment òptim per la generació de codi natiu quan s’utilitza 
compilació Just-In-Time (JIT). 
 
NET Compact Framework és un subconjunt de la biblioteca de classes de .NET 
Framework i també conté classes dissenyades expressament per ell. Hereta 
l’arquitectura .NET completa de Common Language Runtime i l’execució de 
codi administrat. 
 
A la figura 2.4, podem veure en blau les llibreries de .NET Framework que són 
accessibles en .NET Compact Framework.  
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Fig. 2.4  En blau, llibreries accessibles en .NET Compact Framework 
 
 
2.3.2. Millores del .NET Compact Framework 2.0 
 
El .NET Compact Framework (.NET CF) 2.0 extén les funcionalitats existents 
en .NET CF 1.0 amb noves característiques, millores de les característiques 
existents, i amplia el suport a les classes que només estan definides en el 
complet .NET Framework. Totes aquestes millores permeten crear aplicacions 
més segures i riques en un període de temps menor. 
 
El compilador de Just-In-Time (JIT) genera una major qualitat i execució més 
ràpida del codi. El CLR del .NET CF proporciona una major col·lecció de 
garbage i millora la rapidesa en les direccions de codi més usades. Mentre  que 
el .NET CF 1.0 utilitza dos compiladors JIT, .NET CF 2.0 ofereix un compilador 
que unifica tots els processadors suportats. 
 
A més, permet disfrutar de C# i Visual Basic .NET i de les millores del .NET 
Framework, com poden ser els genèrics, classes parcials, My, iteradors,  
mètodes Anonymous i àrees particulars de millores en les aplicacions mòbils. 
 
.NET CF 2.0 també introdueix diferents millores clau en l’àrea de serveis Web.  
Mentre que el model de programació asíncron ja està establert en la totalitat del 
.NET Framework, .NET CF 2.0 ofereix aquesta tecnologia al desenvolupament 
dels smart devices per primera vegada. 
 
Ara és més senzill el funcionament de COM Interop. Ara es poden instanciar 
components natius COM directament en codi manejat i cridar funcions per 
aquests components. .NET CF 2.0 també exposa un subconjunt del .NET 
Framework  referent al subespai InteropServices per posar en ordre un rang de 
dades ampli entre els objectes COM i aplicacions manejades del .NET CF 2.0. 
 
També dóna suport a diferents millores addicionals en l’àrea de diagnòstics.  
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Finalment, el suport a la comunicació per la xarxa ha estat millorada pel 
sorgiment del protocol IPv6, el qual permet explotar completament les 
capacitats d’Internet per les comunicacions en les aplicacions mòbils. 
 
 
2.3.3. .NET Compact Framework 2.0 i WindowsCE 5.0  
 
Microsoft Windows CE 5.0 és un sistema operatiu de 32 bits, escalable i obert,  
que integra capacitats segures en temps real amb tecnologies avançades de 
Windows. Windows CE permet construir un ampli ventall de nous dispositius 
dissenyats per un ús específic que sovint acostuma funcionar desconnectat 
d’altres ordinadors. La majoria d’aquests dispositius requereixen un petit 
sistema operatiu que pugui respondre a les interrupcions. Alguns exemples els 
podríem trobar en controladors industrials, hubs, productes com càmeres, 
televisions interactives... 
 
Per tant, Windows CE es mostra com una bona opció per desenvolupar el 
sistema operatiu que posarem dins del dispositiu.  L’aplicació es crearà sobre 
l’entorn de .NET Compact Framework creat per la programació d’aplicacions 
per dispositius empotrats i mòbils i que ens permet una excel·lent compatibilitat 
amb el sistema operatiu Windows CE. 
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CAPÍTOL 3.  ANÀLISI 
Durant aquesta fase s’analitzen quins són els principals pilars que tindrà 
l’aplicació. Primerament es comença amb el DotNetProcessing, que emprarem 
per la creació de botons. En segon lloc, s’estudia el DirectX i QuartzTypeLib, 
llibreries relacionades amb la reproducció de mitjans multimèdia. Finalment, 
s’analitza l’estructura dels missatges UPnP per garantir la compatibilitat amb la 
part de xarxa. 
 
 
3.1. DotNetProcessing  
 
 
3.1.1. Descripció 
 
Processing és un llenguatge de programació simplificat i utilitzat per artistes, 
dissenyadors o estudiants per crear imatges, animacions o sons. El va 
desenvolupar el grup de Aesthetics and Computation de la MIT (Massachusetts 
Institute of Technology) i el seu objectiu prioritari era establir un pont entre els 
artistes i els enginyers. Van pensar que la millor manera d’utilitzar un ordinador 
com un element d’expressió era fer-ho amb el propi llenguatge dels 
dissenyadors.  
 
Processing es basa en Java, però perquè no crear un software equivalent, però 
desenvolupat amb .NET Framework, aprofitant totes les funcionalitats que 
ofereix?  
 
DotNetProcessing va començar com un projecte de final de carrera de dos 
estudiants de la FIB (Facultat d’Informàtica de Barcelona). L’objectiu és la 
construcció de Processing en Microsoft .NET Framework, estenent-lo amb 
eines exclusives que formen part de la plataforma .NET. 
 
La creació d’aquest software paral·lel inclou característiques interessants 
relacionades amb la plataforma .NET, com poden ser les múltiples sintaxis, 
l’exportació de controls d’usuari o la seva compatibilitat amb Mono. 
 
 
3.1.2. Mòduls de DotNetProcessing 
 
DotNetProcessing està format per diferents mòduls, cadascun d’ells amb un 
propòsit diferent. A l’apartat A.1 del l’annex es pot veure una breu explicació de 
cadascun dels mòduls que componen DotNetProcessing. 
 
En el gràfic següent, figura 3.1,  es poden veure les relacions entre els diferents 
mòduls: 
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                       Fig. 3.1 Mòduls que formen DotNetProcessing 
 
 
3.1.3. Exemple de DotNetProcessing 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 3.2 Finestra de DotNetProcessing amb un exemple. 
 
 
A la figura 3.2 es pot observar la senzillesa a l’hora de crear aquest sketch. 
Com s’ha dit, això permet a qualsevol persona utilitzar aquest software sense 
tenir uns coneixements gaire amplis de cap llenguatge de programació en 
concret. 
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3.1.4. DotNetProcessing amb .NET Compact Framework 2.0 
 
Aprofitant que els estudiants que estan fent el projecte sobre DotNetProcessing 
no l’han acabat encara, se’m proposa d’ampliar el tema del meu projecte i 
estudiar l’arquitectura de DotNetProcessing per fer-lo compatible amb .Net 
Compact Framework. D’aquesta manera es poden dissenyar els controls 
d’usuari amb aquesta nova eina i ells, a la vegada, poden incorporar una nova 
opció al seu projecte: Poder crear i exportar controls d’usuari a .Net Compact 
Framework i poder-los utilitzar en aplicacions dirigides a dispositius empotrats i 
mòbils. 
 
DotNetProcessing està basat en l’entorn .Net Framework, per tant, fer-lo 
compatible amb .Net Compact Framework implica que potser algunes de les 
funcionalitats no estiguin disponibles, tal i com s’ha explicat a l’apartat 2.3.1. 
  
El primer que es fa és compilar DotNetProcessing en Compact Framework i 
s’observa que la major part d’errors es troben en el mòdul 
DotNetProcessing.Kernel, el que utilitza les primitives de GDI+.  
 
 
3.1.4.1. GDI+ 
 
GDI+ és una interfície de programació d’aplicacions (API) que s’exposa a 
través d’un conjunt de classes implementades com a codi administrat.  
 
GDI+ permet crear gràfics, dibuixar text i manipular imatges gràfiques com si 
fossin objectes. La interfície GDI+ està dissenyada per oferir rendiment a la 
vegada que facilitat d’ús. Es pot utilitzar per representar imatges gràfiques en 
formularis Windows Forms i en controls.  
 
El GDI+ no té definides totes les primitives per Compact Framework 2.0, això 
provoca que DotNetProcessing no pugui disposar d’algunes de les 
funcionalitats que ofereix quan es vol utilitzar amb el Compact Framework.  
 
Els mètodes més importants són els encarregats de construir figures 
geomètriques, però al compilar amb el Compact Framework s’obté un error 
perquè utilitzen la classe PointF[]. La classe PointF[],defineix un array 
de punts de tipus float, però no està definida en Compact Framework; en canvi, 
si que està definida la classe Point[], un array de punts de tipus integer.  
 
A continuació s’expliquen un parell de funcionalitats noves ofertes per .NET 
Compact Framework que es podrien utilitzar per aconseguir la compatibilitat.  
 
 
3.1.4.2. Genèrics 
 
Els genèrics són una de les novetats introduïdes en la nova versió de .NET 
Compact Framework v2.0. La principal utilitat dels genèrics és facilitar la 
creació de codi genèric que pugui treballar amb qualsevol tipus de dades. 
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Aquest és especialment útil per crear tipus que actuïn com col·leccions (piles, 
cues, llistes...). 
 
L’objectiu és crear una classe que admeti objectes de qualsevol tipus. Per 
solventar el problema amb PointF[] i Point[] es podria crear un objecte com: 
 
 public class Punt<T> 
 { 
 public T x ; 
 public T y ; 
 } 
 
D’aquesta manera, depenent de la llibreria que s’utilitzés es declararia com:  
  
 Punt <float> P = new Punt <float>(); ? .NET Framework 
 
 Punt <int> P = new Punt <int>(); ? .NET Compact Framework. 
 
El rendiment del codi és molt superior ja que no requereix conversions de 
referències a l’objecte. 
 
 
3.1.4.3. Directives de preprocessat 
 
El preprocessat és un pas previ a la compilació i la seva principal utilitat és 
determinar quines regions de codi d’un fitxer font s’han de compilar. Per això, el 
que es fa és tancar les seccions de codi opcionals dins de directives de 
compilació condicional1, de manera que sols es compilaran si determinats 
identificadors de preprocessat estan definits. 
 
Les directives condicionals que en el Compact Framework 1.0 permetien 
especificar si s’havien de compilar certes crides als mètodes, ara ha estat 
ampliat en el Compact Framework 2.0, de manera que ara també es pot aplicar 
en la utilització d’atributs. 
 
A l’exemple següent es mostra com dins d’una mateixa funció podem 
determinar si es compila per .Net Compact Framework o per .Net Framework.  
Les directives if, elif i endif són directives condicionals de preprocessat i 
van precedides pel símbol #. 
 
 
// TRIANGLE ***************************** 
public void triangle(double x1, double y1, double x2, double y2, 
double x3, double y3) 
{ 
#if !CF 
  PointF[] points = new PointF[3]; 
  points[0].X = (float)x1; 
                                                 
1 Directiva de compilació condicional: és un tipus de directiva de preprocessat. Aquestes 
directives són línies de text de fitxer font que es caracteritzen perquè en elles el primer caràcter 
no blanc que apareix és #. 
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  points[0].Y = (float)y1; 
  points[1].X = (float)x2; 
  points[1].Y = (float)y2; 
  points[2].X = (float)x3; 
  points[2].Y = (float)y3; 
#elif CF 
     Point[] points = new Point[3]; 
     points[0].X = Convert.ToInt32(x1); 
     points[0].Y = Convert.ToInt32(y1); 
     points[1].X = Convert.ToInt32(x2); 
     points[1].Y = Convert.ToInt32(y2); 
     points[2].X = Convert.ToInt32(x3); 
     points[2].Y = Convert.ToInt32(y3); 
#endif 
          g.FillPolygon(fillColor, points); 
          g.DrawPolygon(pen, points); 
} 
 
 
3.1.4.4. Compilació  
 
Una vegada ja sabem com podem modificar el mòdul de 
DotNetProcessing.kernel, ara s’ha de veure com compilar el DotNetProcessing 
per fer-lo compatible amb el Compact Framework. 
 
DotNetProcessing conté un arxiu anomenat build_csc.bat i conté de quina 
manera s’han de compilar tots els mòduls de DotNetProcessing. Per tant, si 
volem que també compili per .Net Compact Framework, el que s’ha de fer és 
modificar aquest arxiu. Un cop modificat, es pot cridar des de la línia de 
comandes. 
 
 
3.2. DirectX i llibreria QuartzTypeLib 
 
És una de les parts més importants, ja que s’encarrega de la reproducció dels 
arxius multimèdia. 
 
 
3.2.1. DirectX   
 
DirectX és el nom d’un conjunt de llibreries de Microsoft, que s’inclouen a 
Windows per oferir un rendiment superior a la reproducció de diferents tipus de 
multimèdia, com poden ser els gràfics en color, vídeo, animacions 3D, música i 
so, per jocs o altres programes multimèdia rics en àudio i vídeo.  
 
Tot això és possible gràcies a les API (Application Programming Interface) que 
són les interfícies de programació d’aplicacions del que està constituït DirectX. 
Les API són peces de software que actuen com un pont entre el hardware i el 
software. 
 
Actualment la versió més actual de DirectX és DirectX9 i inclou els següents 
espais de noms: 
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- Direct3D : per dibuixar la creació de gràfics 3D. 
 
- DirectDraw : ofereix accés directe de baix nivell a la memòria de vídeo. 
 
- DirectInput: per processar dades que entren per teclat, ratolí, joystick i 
altres controls per els jocs. 
 
- DirectPlay: per les comunicacions de xarxa. 
 
- DirectSound : per capturar i reproduir mostres de so digital. 
 
- AudioVideoPlayback : reproducció senzilla de clips de vídeo i àudio. 
 
 
D’entre tots els components que ofereix DirectX9, el que ens serveix per 
l’aplicació és l’espai de noms AudioVideoPlayback, que ofereix les classes 
Audio i Video. Ambdues classes són molt similars i ofereixen pocs mètodes i 
propietats, però permeten la reproducció i el control de tot tipus de formats 
d’àudio i vídeo d’una manera molt senzilla. Tot i això, cal que el sistema 
operatiu tingui instal·lat els codecs necessaris per la descompressió dels arxius. 
 
Una de les altres llibreries que també ens pot ser d’utilitat és DirectSound, 
per tal de capturar mostres, fer-li’s la transformada de Fourier i visualitzar-les a 
través d’un equalitzador gràfic. 
 
El problema de DirectX9 és que les seves APIs no són compatibles en el 
desenvolupament d’aplicacions amb el .Net Compact Framework. A més, una 
de les llibreries que potser ens garantirien la compatibilitat, és DirectShow, una 
API que estava present en versions anteriors de DirectX, però que en la nova 
versió ha desaparegut. 
 
Per tant, s’intenten buscar nous camins. I un d’ells és Windows Mobile, creat 
exclusivament pel desenvolupament d’aplicacions per dispositius mòbils. 
 
 
3.2.2. Windows Mobile 5.0 
 
Windows Mobile és un sistema operatiu compacte pels dispositius mòbils 
basats en Microsoft Win32 API. Els dispositius que funcionen amb Windows 
Mobile inclouen PDAs, Smartphones i centres portables de mitjans. Aquest 
sistema operatiu es dissenya per ser similar a les versions d’escriptori de 
Windows. 
 
La versió més actual de Windows Mobile és Windows Mobile 5.0. Aquesta nova 
versió arriba amb un munt de novetats amb la intenció de poder controlar des 
de Windows Mobile les innovacions més importants que ofereixen avui en dia 
els dispositius cel·lulars. Entre les seves funcionalitats destaca el suport per 
discs durs, Windows Media Player 10.0 Mobile, soport per xarxes 3G i Wi-Fi, 
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millores en el correu com Hotmail des de Outlook Mobile i una major integració 
amb el paquet d’Office. 
 
A més, és la primera plataforma que ofereix tant versions d’API natives com 
administrades, de manera que permet als desenvolupadors triar el model de 
programació que millor els vagi.  
 
Les funcionalitats que ens ofereix Windows Mobile 5.0 en el camp multimèdia, 
són:  
 
- Windows Media Player 10 Mobile 
- Direct3D, per la creació de jocs en 3D. 
- DirectDraw, ofereix més control i flexibilitat per gràfics en 2D. 
- DirectShow, que permet incrustar càmera, imatges, i video a les aplicacions. 
 
Si ens descarreguem el paquet amb les APIs que ens ofereix Windows Mobile, 
a dins podem trobar WindowsMobile.DirectX, però aquest espai de noms sols 
fa referència a Direct3D. 
 
Durant el desenvolupament intern de DirectShow, aquest es coneixia com 
Quartz i aquest continua siguent el nom principal de la DLL. DirectShow, com 
Quartz.dll, es pot trobar dins de : %System Root%\WINDOWS\System32\ 
quartz.dll. Quan s’inclou dins de l’aplicació, Quartz.dll es renombra 
automàticament com Interop.QuartzTypeLib. D’aquesta manera ja podem 
disposar de totes les seves funcionalitats. 
 
 
3.2.3. DirectShow o Interop.QuartzTypeLib 
 
DirectShow és una arquitectura per flux (streaming) d’arxius multimèdia que 
proveeix alta qualitat tant en la reproducció com en la captura de streams 
multimèdia. Suporta molts formats, com poden ser : WAV, MP3, AVI, MPEG, 
ASF.  
 
DirectShow simplifica la reproducció d’arxius multimèdia i la conversió de 
formats, però per aplicacions que necessiten solucions a mida, també incorpora 
accés a l’arquitectura subjacent en el control del flux de dades. Per exemple, es 
poden crear els components que un necessiti per suportar nous formats 
multimèdia o efectes a mida. Exemples d’aplicacions que es poden crear 
utilitzant DirectShow són reproductors d’AVI i MP3, un convertidor AVI-ASF, 
aplicacions de captura i edició de vídeo. 
 
DirectShow ofereix un gran nombre de components COM. Una manera 
d’estendre DirectShow, seria implementant un mateix els seus propis 
components. 
  
El bloc principal de construcció que utilitza Direct Show és un component 
anomenat filtre. El filtre és un component de software (COM) que efectua una 
operació en el flux de l’arxiu multimèdia. Per exemple, podem tenir filtres que 
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llegeixin arxius, que capturin vídeo, que descodifiquin diferents formats, i passin 
dades a la tarja gràfica o la tarja de so. 
 
Els filtres reben una entrada o input i produeixen un sortida o output, de manera 
que la informació passa entre els dos filtres a través dels ports del filtre.  
 
Un conjunt de filtres connectats es coneix com a filter graph. A la figura 3.3 es 
pot observar un filter graph  que es podria utilitzar per reproduir un arxiu de 
video amb so. 
 
 
 
 
 
 
 
 
 
Fig. 3.3 Un filter graph típic per reproduir un arxiu vídeo 
 
 
El component COM més important de DirectShow és el Filter Graph 
Manager. Aquest component ajuda al desenvolupador o programador a 
simplificar el control i l’administració de tots els filtres i l’interacció entre ells. Per 
tant, s’utilitza el Filter Graph Manager per crear el filter graph connectant 
tots els filtres que fan falta, de manera que l’aplicació sols ha de fer simples 
crides com Run, Pause i Stop per controlar com flueix les dades a través dels 
filtres. Durant el processat que fa el filtre, el Filter Graph Manager també 
passa notificacions a l’aplicació.  
 
 
3.3. UPnP i esquema DIDL-Lite 
 
Una de les altres parts importants de l’anàlisi és la integració amb la part de 
xarxa. Per això s’analitza UPnP, Content Directory Service i, en especial el 
DIDL-Lite. Aquests tres conceptes s’expliquen en major profunditat dins del 
projecte de la part de xarxa. Aquí, sols es posaran les definicions i es mostrarà 
un exemple de DIDL-Lite, que és el que s’utilitza per la creació de la llista de 
reproducció. 
 
 
3.3.1. UPnP 
 
Universal Plug and Play (UPnP) és una arquitectura software oberta i 
distribuïda que de forma independent al fabricant, sistema operatiu, llenguatge 
de programació, etc, permet l’intercanvi d’informació i dades als dispositius 
connectats en una xarxa. 
 
L’arquitectura UPnP suporta el treball d’una xarxa sense configurar i 
automàticament detecta qualsevol dispositiu que pot ser incorporat a ella, obté 
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la seva direcció IP, un nom lògic, i informa als altres dispositius de la xarxa de 
les seves funcions, prestacions i capacitats de processament.  
 
UPnP es construeix sobre protocols i formats existents utilitzant-se junts per 
definir un marc que permeti la definició, descobriment de la xarxa, i el control 
dels dispositius en ella. 
 
 
3.3.2. Content Directory Service 
 
Molts dispositius dins de la xarxa local contenen diferents tipus de continguts 
que altres dispositius hi voldrien poder accedir. En el nostre cas el dispositiu 
seria un Media Server, ja que contindria tots els arxius que volem o podem 
reproduir.  
 
Qualsevol dispositiu que compleixi amb els requisits de UPnP podria actuar 
com un Media Renderer, és a dir, connectar-se amb el dispositiu per tal de 
poder  accedir els arxius que aquest conté i poder reproduir-los.  
 
L’aplicació, tot i estar integrada dins del dispositiu, actuaria com un Media 
Renderer ja que també vol accedir als arxius del dispositiu i reproduir-los. 
 
Per poder accedir als arxius que tenim dins del dispositiu es necessita tenir una 
llista amb la informació detallada de tots els arxius que hi ha disponibles, 
d’aquesta manera qualsevol Media Renderer pot accedir aquesta llista i pot 
escollir quins arxius vol reproduir. D’aquí sorgeix el concepte de Content 
Directory Service. 
 
El Content Directory Service permet als clients accedir i localitzar tots els arxius 
que podem tenir dins del Media Server, en aquest cas el dispositiu. També 
permet als punts de control administrar la jerarquia de la metadada. Per 
exemple, podríem tenir una llista amb totes les cançons disponibles. 
  
 
3.3.3. DIDL-Lite 
 
DIDL (Digital Item Declaration Language) és un dialecte estandarditzat XML en 
MPEG-21. S’utilitza en dispositius que implementen l’estàndard AV UPnP. 
 
L’objectiu és poder representar la metadata en un esquema DIDL-Lite que serà 
l’encarregat de comunicar el Media Server amb el control point o client.   
 
A continuació trobem un exemple d’esquema de DIDL-Lite: 
 
 
<DIDL-Lite 
   xmlns:dc="http://purl.org/dc/elements/1.1/" 
   xmlns:upnp="urn:schemas-upnp-org:metadata-1-0/upnp/" 
   xmlns="urn:schemas-upnp-org:metadata-1-0/DIDL-Lite/"> 
  <container id="4" parentID="0" childCount="42" restricted="1" 
searchable="1"> 
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    <dc:title>Albums</dc:title> 
    <upnp:class>object.container.musicContainer</upnp:class> 
  </container> 
  <container id="5" parentID="0" childCount="2070" 
restricted="1"  searchable="1"> 
    <dc:title>All Tracks</dc:title> 
    <upnp:class>object.container.musicContainer</upnp:class> 
  </container> 
  <container id="3" parentID="0" childCount="30" restricted="1" 
searchable="1"> 
    <dc:title>Artists</dc:title> 
    <upnp:class>object.container.musicContainer</upnp:class> 
  </container> 
</DIDL-Lite> 
 
 
Si ens fixem en l’exemple anterior, veurem que una de les característiques més 
importants és que els camps de la metadata que es representen en l’esquema 
del DIDL-Lite ens són properes i molt descriptives.  
 
Un exemple seria <dc:title> que ens dóna el títol o <upnp:class> que 
ens dóna el tipus d’objecte que és. També trobem informació de quin és el seu 
identificador, quin és l’identificador del grup al que pertany i, en cas de ser un 
contenidor, quants elements té a dins. Amb el DIDL-Lite ens és possible definir 
fins a 50 atributs per cadascun dels elements que tenim. 
  
 
3.4. Entorn de desenvolupament 
 
L’entorn de desenvolupament és un punt molt important a tenir en compte per 
l’anàlisi de l’aplicació i, especialment, durant el seu disseny i implementació. 
 
L’entorn de desenvolupament serà l’emulador de Windows CE 5.0. Un cop el 
sistema operatiu ja estigui en marxa en el dispositiu i les proves de l’aplicació 
amb l’emulador siguin satisfactòries, es procedirà amb la càrrega de l’aplicació 
en el dispositiu. 
 
A continuació es detallen algunes de les limitacions de l’emulador de Windows 
CE 5.0, especialment les que fan referència a la part multimèdia i a l’interfície 
d’usuari, que són les que afecten directament a l’aplicació: 
 
 
3.4.1. Limitacions amb la part de Multimèdia 
 
- L’emulador competeix amb l’escriptori del sistema operatiu a l’hora d’accedir 
al desenvolupament del hardware d’àudio de la màquina de treball, això pot 
afectar la reproducció d’àudio. 
 
- El nivell d’actuació de la reproducció de Windows Media depèn sobretot de la 
potència de processament de la màquina on es treballa.  
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- El nivell d’actuació de DirectShow queda restringit amb les limitacions de 
l’àudio i dels drivers disponibles i depèn de la potència de processament de 
la màquina on es desenvolupi l’aplicació. 
 
- El nivell d’actuació del DirectSound també es veu restringit per les 
limitacions amb el driver d’àudio. L’emulador no suporta les captures amb el 
DirectSound. 
 
- L’emulador no suporta la decodificació del hardware de DVD-Video. 
 
 
3.4.2. Limitacions amb l’interfície d’usuari (UI) 
 
L’emulador es desplaça i actualitza la pantalla lentament, L’emulador no 
suporta la rotació de pantalles pels dispositius. A més, l’emulador no pot emular 
múltiples pantalles. 
 
 
3.5. Conclusions de l’apartat d’Anàlisi 
 
 
3.5.1. DotNetProcessing 
 
Per modificar el mòdul DotNetProcessing.kernel s’utilitzen les directives de 
preprocessat, encara que s’hagi d’escriure més codi, és a dir, la part amb 
Compact Framework i la que no ho és, tal i com es pot observar a l’exemple de 
l’apartat 3.1.4.3 (Directives de preprocessat). Tot i així, ens resulta més senzill 
que utilitzar genèrics.  
 
Amb els genèrics es pot crear un Punt, tal i com s’ha vist a l’apartat 3.1.4.2 
(Genèrics) però això comporta haver de reprogramar un munt de funcions que 
utilitzen la classe PointF[] i Point[]. Entre aquestes funcions, destaquen 
les que s’encarreguen de pintar i dibuixar les figures geomètriques, com poden 
ser FillPolygon, DrawRectangle, etc. 
 
A més a més, si utilitzéssim genèrics, també s’haurien d’utilitzar les directives 
de preprocessat, ja que depenent de si és Compact Framework o no ho és, el 
tipus ha de ser diferent. 
 
Un cop ja s’ha modificat el mòdul DotNetProcessing.kernel, s’intenta modificar 
l’arxiu build_csc.bat, tal i com s’ha explicat a l’apartat 3.1.4.4 (Compilació). 
Per moltes vegades que es modifica no acaba de funcionar de cap de les 
maneres.  
 
Al final el tema del DotNetProcessing queda sense acabar. A l’espera que en 
algun projecte pròxim, es pugui acabar de garantir la compatibilitat de  
DotNetProcessing amb el Compact Framework. Tot i així, la feina no ha estat 
en va, ja que he après a utilitzar directives de preprocessat, genèrics i el 
descobriment de DotNetProcessing. 
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A l’apartat A de l’annex es pot trobar un quadre amb les funcions de 
DotNetProcessing que no estan disponibles. A més, també hi ha una explicació 
més detallada i amb exemples de com s’utilitzarien els genèrics i directives de 
preprocessat. Finalment hi ha l’arxiu build_csc.bat, el que s’ha de modificar 
per la compilació de DotNetProcessing amb el .NET Compact Framework. 
 
 
3.5.2. DirectShow i llibreria QuartzTypeLib 
 
Després de trobar la llibreria DirectShow com Quartz.dll i trobar un bon 
exemple explicant el seu funcionament, el més difícil ha estat la seva 
implementació dins l’aplicació i sobretot la seva compatibilitat amb el Windows 
CE 5.0. 
 
El que no es podrà portar a terme és la captura de les mostres d’àudio, degut a  
la manca de la llibreria DirectSound, de manera que l’equalitzador gràfic no 
podrà mostrar mostres reals, sinó que ens mostrarà valors aleatoris. 
 
 
3.5.3. UPnP i esquema DIDL-Lite 
 
Tot i que s’ha donat una pinzellada molt superficials de cadascun d’aquests 
elements, conèixer l’esquema del DIDL-LIte és molt important per crear la llista 
de reproducció. El DIDL-Lite és llegirà com un arxiu XML i les seves dades 
s’aniran guardant dins dels objectes que acabaran formant la llista de 
reproducció. A més, l’esquema del DIDL-Lite serà l’enllaç de l’aplicació i el 
dispositiu amb el Media Server, que actuarà com a servidor de continguts. 
 
Per poder entendre millor l’estructura del DIDL-Lite i els camps que utilitza, a 
l’apartat B de l’annex, es mostra un exemple d’un esquema DIDL-Lite que 
s’utilitza a l’aplicació per poder fer les proves amb la part de xarxa. 
 
 
3.5.4. Entorn de desenvolupament 
 
A part de les limitacions que ens ofereix el .Net Compact Framework a l’hora de 
d’implementar el codi per l’aplicació, també s’hauran de tenir en compte les 
mancances de l’emulador de Windows CE per poder executar les proves i 
testejos abans de carregar l’aplicació al dispositiu real. 
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CAPÍTOL 4. DISSENY 
En aquesta fase es detallaran les classes que s’hauran d’utilitzar per la seva 
posterior implementació. També es concretarà l’aspecte que tindrà la interfície 
d’usuari.  
 
 
4.1. Funcionalitats i casos d’ús 
 
 
4.1.1. Funcionalitats 
 
L’objectiu de l’aplicació és permetre a l’usuari la interacció amb el dispositiu, 
poder accedir els arxius multimèdia que estan emmagatzemats dins del disc 
dur del dispositiu. Alhora, també anirà canviant en funció de com actuïn els 
altres dispositius, Media Renderers , que també vulguin accedir als arxius que 
té el dispositiu. D’aquesta manera els arxius es poden reproduir des de 
qualsevol lloc de casa. 
  
Les funcionalitats mínimes de què ha de disposar l’aplicació pel que fa la 
reproducció són el Play, Stop i Pause.  Com tot reproductor, també podria 
disposar d’altres funcionalitats més secundàries, però no per això menys 
importants, com poden ser els controls de volum, balanç i el desplaçament al 
llarg de la cançó. També les opcions de normal, repetir tot i random. 
 
Per poder aprofitar la integració amb la part de xarxa, es pot crear una llista de 
reproducció amb capacitat per afegir arxius, borrar arxius, borrar la llista de 
reproducció i canviar el nom de la llista. 
 
Finalment, i per fer més agradable la interfície d’usuari, es podria integrar un 
equalitzador gràfic i algun control que tingués a veure amb la visualització, per 
exemple, la imatge d’un espiral. 
 
 
4.1.2. Casos d’ús 
 
Després de comentar en el punt 4.1.1 les funcionalitats que ha de tenir 
l’aplicació, ara es detallen gràficament: 
 
- Funcionalitats principals 
 
 
Usuari 
Play 
Pause
Stop
Arxius 
multimèdia 
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- Funcionalitats secundàries: 
 
     
Silenci 
Usuari 
Arxius 
multimèdia Random 
Dreta 
Esquerra 
Repetir Tot 
Volum 
Balanç 
Repetir 
Desplaçament 
  Normal 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
- Cas d’ús : Aplicació  amb la integració amb la part de xarxa 
 
 
 
 Crear llista 
 
 
 
 
 
 
 
- Cas d’ús : Funcionalitats amb la llista de reproducció 
 
 
 
 
 
 
 
 
 
 
- Cas d’ús : Visualitzacions extra i Sortir de l’aplicació 
 
 
 
 
 
 
 
 
 
Afegir arxius 
Usuari Servidor de 
continguts 
Borrar Llista 
Borrar Arxiu 
Canviar Nom Llista de 
reproducció Usuari 
Equalitzador gràfic 
Espiral 
Usuari 
Sortir Aplicació 
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4.2. Diagrames de classes  
 
 
Els diagrames de classes s’utilitzen durant el procés d’anàlisi i disseny per 
crear el disseny conceptual de la informació que es manejarà en el sistema, 
dels components que s’encarregaran del funcionament i la relació entre un i 
l’altre. 
 
Ens els diagrames de classes hi ha representats els seus camps, mètodes, 
propietats i atributs. Per la implementació de l’aplicació es necessitaran les 
següents classes: 
 
- Objecte : Representa la part més petita que podem tenir dins la llista de 
reproducció. Ens representa un arxiu amb totes les característiques que pot 
arribar a tenir, des de l’identificador que té dins del Content Directory 
Service, passant pel títol, autor, tipus d’objecte, etc. 
 
- Contingut : Conté el conjunt de mètodes i camps necessaris per 
l’emmagatzematge dels objectes i la posterior creació i representació de la 
llista de reproducció. 
 
- Tenim un conjunt de classes que les introduïm dins de l’aplicació com a 
.DLL. Aquestes són a les que fan referència als controls d’usuari, que tenen 
la particularitat de funcionar tots sols i responen a les interaccions amb 
l’usuari. 
 
o Equalitzador gràfic 
o ToolTip 
o Botons 
o Espiral 
o Slider 
 
- Finalment tenim l’aplicació on es fa referència a tots els botons i on tenim 
els mètodes encarregats de la reproducció. 
 
 
4.3. Interfíce d’usuari 
 
El més important de l’aplicació és la seva interfície gràfica i que la interacció 
amb l’usuari sigui senzilla i agradable. 
 
Al executar l’aplicació ens trobarem amb la pantalla principal i que serà a on 
s’aniran desenvolupant totes les accions. A la figura 4.1 es mostra la pantalla 
principal indicant els diferents botons i opcions que pot escollir l’usuari per la 
reproducció. 
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Fig. 4.1 Captura de l’aplicació amb una explicació de cadascun dels botons. 
 
 
Per poder començar a reproduir un arxiu, el primer que es farà serà prémer 
“Crear Llista” i escollir quin tipus d’arxiu es vol llistar. Després, triar els arxius 
que formaran part de la llista. Una vegada cliquem “Acceptar” s’haurà 
d’introduir el nom que li volem posar a la llista de reproducció. En aquest cas, 
Llista - 1. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 4.2 Mostra com es crea una llista de reproducció dins l’aplicació 
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A continuació ja podem tots els botons bàsics i secundaris per la reproducció 
de l’arxiu. En aquest cas, reproducció d’arxius d’àudio. 
 
 
 
Llista de 
reproducció 
 Nom de l’arxiu 
Desplaçament Balanç 
Volum 
Silenci 
Random 
Temps 
Repetir 
Repetir Tot 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 4.3 L’aplicació amb els botons que la formen 
 
 
Podem escollir si volem visualitzar l’equalitzador o un espiral. Tal i com es 
mostra en les figures següents: 
 
 
 
 
Fig. 4.4 Captures de l’aplicació amb l’equalitzador i l’espiral 
 
 
Per la reproducció d’arxius de vídeo, ens apareixerà un panell amb les imatges, 
figura 4.5. 
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Fig. 4.5 Aplicació amb la reproducció de vídeo 
 
 
També hi ha altres botons com “Canviar Nom”, que ens permet canviar el nom 
de la llista. “Borrar Llista”, borra la llista completament. “Afegir Arxiu”, podem 
agregar arxius que no estiguin a la llista, però han de ser del mateix tipus que 
els que ja hi ha a la llista. Finalment trobem el “Borrar Arxiu” que borra l’arxiu 
seleccionat. 
 
Pel que fa a la reproducció, tenim “Repetir Tot”, és a dir, un cop arriba al final 
de la llista, comença altra vegada des del principi. “Repetir”, un cop arriba al 
final de la cançó, la torna a començar. “Random”, que reprodueix en ordre 
aleatori. Finalment tenim “Silenci” que silencia el volum (la cançó continua 
reproduint-se), 
 
Els sliders, controls lliscants, on l’usuari pot escollir, clicant al punt desitjat o 
lliscant, quin és el volum, el balanç o la posició on vol començar a reproduir. 
També trobem el botó que ens permet silenciar la reproducció, sense haver de 
baixar el volum. 
 
Finalment tenim camps totalment informatius, com poden ser el títol i autor de 
l’arxiu que s’està reproduint i un seguiment de la seva duració. 
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CAPÍTOL 5. IMPLEMENTACIÓ I PROVES 
Aquesta part és la que acostuma a durar més, ja que s’ha de recopilar tota la 
informació que s’ha obtingut en l’etapa de requeriments i anàlisi, juntament amb 
la part de disseny i convertir-ho en codi. 
 
 
5.1. Implementació 
 
Durant aquesta etapa, s’ha tingut en compte que posteriorment hi haurà una 
integració amb les altres parts que formen el dispositiu. 
 
La implementació s’ha fet amb un processador Intel Pentium IV 1600 MHz amb 
el Visual Studio 2005 instal·lat, el qual disposa de .NET Compact Framework 
v2.0, que és la versió més recent i la que ofereix més funcionalitats. 
 
 
5.1.1. Reproducció amb el DirectShow 
 
És una de les parts més mal de caps ha portat. Com s’ha explicat a l’apartat 
3.2, en un primer moment es va fer la implementació sobre .Net Framework 
amb l’espai de noms AudioVideoPlayback. Però al fer-ho amb el .Net 
Compact Framework es va haver de recórrer a Quartz.dll o DirectShow. 
 
A l’apartat C de l’annex es poden trobar dos exemples de reproducció. Un  que 
utilitza l’espai de noms AudioVideoPlayback amb el .Net Framework i l’altre, 
ensenya com s’ha de crear el filter graph per tal de reproduir un arxiu utilitzant 
DirectShow o Quartz.dll amb el .Net Compact Framework. Aquest últim 
exemple és tal i com es fa a l’aplicació. 
 
 
5.1.2. Controls d’usuari 
 
Un dels pilars fonamentals de l’aplicació ha estat la creació de controls d’usuari 
personalitzats i la seva utilització dins de l’aplicació. Això ha estat possible 
gràcies a les novetats introduïdes per .NET Compact Framework v2.0.  
 
En un primer moment la creació dels controls d’usuari va ser per poder estudiar 
les compatibilitats que hi havia entre el .Net Compact Framework i el 
DotNetProcessing, però al no funcionar del tot, l’estudi va servir per poder 
desenvolupar els nous controls directament amb el .NET Compact Framework  
i utilitzar-los dins l’aplicació. 
 
Un control d’usuari no deixa de ser una llibreria, que després de compilar-se, 
genera una .dll. D’aquesta manera es pot exportar aquesta dll a qualsevol 
projecte i utilitzar-la. Cal tenir en compte que un control d’usuari fet amb .Net 
Framework no es pot utilitzar en una aplicació dirigida a un sistema empotrat o 
mòbil, és a dir, en una aplicació programada amb .Net Compact Framework.  
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Per què crear controls d’usuari, quan es pot utilitzar un control predeterminat? 
 
Un dels principals motius és que pots fer-te el control a la teva mida i gust, 
sense recaure sempre en la utilització dels controls que estem cansats de 
veure cada moment i, a més, li podem posar noves funcionalitats que no vénen 
per defecte. 
 
Un altre motiu és l’autonomia que té el control. Definint els mètodes 
OnPaint() i OnPaintBackground() fan que el control es pinti sol. Un altre 
dels mètodes que crec que és convenient definir és Resize(), ja que permet 
canviar les dimensions del control, de manera que l’usuari pot posar-lo allà on 
vulgui. 
 
Un cop el control funcioni correctament, el posem a l’aplicació, li passem els 
paràmetres que necessiti i ell sol anirà fent. Aquesta és una de les principals 
característiques de la programació orientada a objectes. 
 
A la figura 5.1 es pot veure una mostra dels controls personalitzats que s’han 
creat i que s’utilitzen a l’aplicació. 
 
 
 
 
 
Espiral 
 
 
 
 
 
 
ToolTip 
 
 
 
 
Botó 
 
 
 
Botó amb ToolTip 
 
 
Sliders 
 
 
Slider amb ToolTip 
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Equalitzador 
 
 
 
 
 
Fig. 5.1 Mostra dels diferents controls d’usuari 
 
 
A la secció D de l’annex es pot trobar els passos que s’han de seguir per poder 
crear un control d’usuari personalitzat. A la secció E de l’annex es mostren tots 
els diagrames de classes dels controls que s’utilitzen a l’aplicació, juntament 
amb una explicació bastant detallada dels mètodes que utilitzen. Finalment es 
pot trobar el diagrama de classes de l’aplicació i de la llibreria UPnP, que conté 
les classes Objecte i Contingut. 
 
 
5.1.3. UPnP i esquema DIDL-Lite 
 
Abans d’arribar a la integració amb la part de xarxa, es comencen a 
implementar certes parts que s’utilitzaran posteriorment en la integració. 
 
Per tal d’implementar-ho, el que es fa és crear cinc arxius .xml seguint 
l’esquema DIDL-Lite i que intenten simular el que rebrem del servidor de 
continguts. D’aquesta manera s’implementa un arbre que fa la funció 
d’explorador d’arxius a partir de les dades que es llegeixen en els xml. Això 
permet a l’usuari escollir quins arxius vol reproduir i poder crear la llista de 
reproducció. 
 
També s’implementa tota la classe Contingut i Objecte que estan dins de la 
llibreria UPnPLib. Aquestes classes ens ofereixen tots els mètodes necessaris 
per la creació de la llista de reproducció, la recerca d’arxius dins de la llista, la 
lectura dels arxius .xml i, posteriorment, els paquets que rebem a través de la 
connexió TCP/IP. També ens dóna les propietats que tenen els arxius 
multimèdia a través de la classe Objecte. El diagrama de classes d’aquestes 
dues classes i una explicació més detallada es pot trobar a l’annex, apartat E.6. 
 
A la figura 5.2 es mostra l’explorador d’arxius. 
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Fig. 5.2 Mostra de l’explorador d’arxius 
 
 
5.2. Proves 
 
Per fer les proves de l’aplicació s’utilitzen els emuladors de Pocket PC 2003 
que ofereix el Visual Studio 2005, juntament amb un emulador de WindowsCE 
que no requereix el Platform Builder i finalment un emulador de WindowsCE 
que requereix la instal·lació del Platform Builder. 
 
Per tal de no instal·lar el Platform Builder, es descarrega un emulador de 
Windows CE i se li carrega una imatge del sistema operatiu creada àd-hoc per 
l’estudiant que s’encarrega de la part de plataforma. Però al final no s’utilitza. El 
problema d’aquesta opció és que quan es vol emular l’aplicació no l’executa de 
cap manera. Per tant, es descarta la utilització d’aquest emulador. 
 
Per les proves dels controls d’usuari  s’utilitza l’emulador de Pocket PC 2003.  
 
Les proves de l’aplicació van molt unides a les proves d’integració amb la part 
de la plataforma. Així que el que s’explica aquí, pot repetir-se a la part 
d’integració i proves amb la part de plataforma. Les proves de l’aplicació  les fa 
l’estudiant que s’encarrega de la part de plataforma amb l’emulador de 
Windows CE que té amb la instal·lació del Platform Builder. És la única solució 
que tenim, ja que sorgeixen problemes quan es prova la part de reproducció 
amb l’emulador de Pocket PC 2003. Per una banda els arxius .mp3 són molt 
grans i, per l’altra, quan ha d’anar a reproduir un arxiu no hi ha maneres que el 
trobi dins del directori on se l’ha posat. 
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5.2.1. Objectiu 
 
No és suficient un bon anàlisi i disseny dels diferents mòduls de l’aplicació per 
garantir el correcte funcionament de l’aplicació. Tots aquests mòduls ens 
ajuden a l’hora de la implementació, però no és fins a les proves on es veuen 
on estan els errors i es comprova el funcionament real. 
 
En gairebé tots els casos que es detallen a continuació, s’han creat dues 
versions quasi idèntiques de codi, una per .NET Framework i una altra per 
.NET Compact Framework. Això és degut a que l’emulador de Pocket PC 2003 
que ofereix Visual Studio 2005 és molt lent a l’hora de carregar-se. De manera 
que si es garanteix el funcionament del control amb .Net Framework, sols s’ha 
de fer alguna modificació en algun mètode, i després ja es poden fer les proves 
amb el .Net Compact Framework. Així es redueix  el temps d’espera de forma 
considerable, al igual que el temps emprat en la implementació de cadascun 
dels controls 
 
 
5.2.2. Els controls d’usuari  
 
Per cadascun dels controls s’implementa una solució basada amb .Net 
Framework per comprovar que funciona bé i després una altra solució basada 
en .Net Compact Framework que és la que es necessita per l’aplicació. Els 
mètode que s’han de treure són el  Load() i algun override. 
 
Un cop ja tenim la .dll del conctrol en concret, es fa un programa de prova, 
d’aquesta manera es pot validar el seu funcionament. Un cop aquest és 
correcte, ja el podem utilitzar dins de l’aplicació. Com s’ha dit, les proves dels 
controls s’han realitzat amb l’emulador de Pocket PC 2003 que incorpora el 
Visual Studio 2005. 
 
 
5.2.3. La part de la xarxa, lectura dels arxius xml’s amb 
l’esquema DIDL-Lite  
 
Aquí també es tenen les dues versions de codi. En aquest cas no és tan simple 
com treure algun mètode, al contrari. Alguns dels mètodes que s’utilitzen a la 
versió amb el .Net Framework no estan definides en el .Net Compact 
Framework, per tant, algunes funcionalitats amb la llista de reproducció queden 
reduïdes. Aquí es veuen les limitacions del .Net Compact Framework. 
 
Per altra banda, quan es fan les proves amb l’emulador de Pocket PC, tenim 
problemes a l’hora de llegir els arxius XML. Amb el Visual Studio 2005 s’ha 
modificat lleugerament l’emulador de Pocket PC, sobretot en el que fa 
referència a la connexió TCP/IP. Ara es necessita tenir instal·lat l’ActiveSync. 
D’aquesta manera l’emulació s’assembla més el que passa quan es carrega 
una aplicació a un dispositiu real com pot ser una PDA. Podria ser que aquest 
fet ens afectés a l’hora de llegir els arxius xml. 
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Finalment les proves les fa l’estudiant de la part de plataforma. En un primer 
moment no hi ha manera de que llegeixi els arxius. Finalment es troba que al 
ser un emulador crea un espai virtual anomenat device on hi ha les aplicacions 
que nosaltres li carreguem. Per tant, un cop sabem la ruta on estan els xml, 
l’emulador els troba i d’aquesta manera, les proves funcionen a la perfecció. 
 
 
5.2.4. La reproducció 
 
Aquesta és la part principal i imprescindible de l’aplicació. L’objectiu principal 
del dispositiu és la reproducció, si aquesta no funciona, doncs no hi ha res a 
fer. El problema principal ha estat amb els emuladors. 
 
En aquest cas també s’ha utilitzat el .NET Framework i ha funcionat 
correctament. Però amb el .Net Compact Framework la cosa ha canviat. Primer 
es van provar de fer les proves amb el Pocket PC 2003 de Visual Studio 2005, 
però no sabia trobar l’arxiu .mp3 que li deia i donava molts errors. En part 
també és degut a que un arxiu .mp3 és massa gran per posar en un emulador 
de Pocket PC. 
 
Al no funcionar cap dels emuladors, el que es fa és provar directament fent 
doble clic sobre el .exe que es genera després de compilar l’aplicació. Per una 
banda ens estalvia les esperes de càrrega de l’emulador i podem veure el seu 
funcionament. Per l’altra, no podem debugar el codi. De manera que per poder 
localitzar i arreglar els possibles errors s’han de llançar finestres d’errors per 
poder localitzar la línia que falla. 
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CAPÍTOL 6. INTEGRACIÓ I PROVES 
 
Un cop ja tenim en funcionament l’aplicació s’ha de procedir a la integració amb 
les altres tres parts. D’aquesta manera s’encaixen les quatre peces que 
donaran lloc a la creació i funcionament del dispositiu. 
 
Durant la implementació de l’aplicació ja s’ha fet alguns passos per la 
integració. Per una banda, s’ha començat la integració amb la part de la 
plataforma provant alguna de les parts de l’aplicació, com pot ser la 
reproducció, amb l’emulador de WindowsCE. Per l’altra, s’ha investigat una 
miqueta i s’ha tingut en compte com llegir arxius que segueixen l’esquema 
DIDL-Lite, per la integració amb la part de xarxa. 
 
L’aplicació és el nivell superior del dispositiu. És a dir, les tres parts restants 
encaixen perfectament amb la part de l’aplicació, per tant, aquesta ha de ser 
prou flexible per tal que la integració sigui possible, fàcil i bastant lleugera. 
 
 
6.1. Part de Plataforma 
 
La integració amb la part del plataforma ja s’ha anat fent durant la 
implementació i proves de l’aplicació. Tot i així, en aquesta part se’n farà una 
explicació una mica més extensa. 
 
L’estudiant que s’encarrega d’aquesta part, disposa d’un emulador de 
WindowsCE juntament amb la instal·lació del Platform Builder. Així que 
aprofitem aquest fet perquè ell ens faci les proves de l’aplicació. 
 
Se separa la part d’integració i proves en dues parts, les que es fan amb 
l’emulador i les que es fan amb el dispositiu. 
 
 
6.1.1. Amb l’emulador 
 
Per començar a fer les proves es comença amb parts més senzilles que aniran 
augmentant de volum i dificultat fins arribar a l’aplicació final. L’objectiu és 
resoldre els problemes de l’aplicació per tal que quan es provi amb el dispositiu 
els canvis que s’hagin de fer siguin mínims.   
 
A continuació es detallen algunes parts que es van provant: 
 
1 - Imatge de fons amb botons 
 
     Es pot observar a la figura 6.1 a. 
 
2 - Prova de com funciona la reproducció amb els sliders. 
 
     Es pot observar a la figura 6.1 b. 
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a) b)
Fig. 6.1a Captura d’una aplicació on es proven els botons. 
Fig. 6.1b Captura d’una aplicació de prova amb la part de reproducció 
 
 
A l’aplicació que es mostra a la figura 6.1b es vol validar el funcionament de la 
reproducció. Clicant el botó Obrir s’obre una finestra amb l’explorador d’arxius 
de Windows i l’usuari pot escollir quin arxiu vol reproduir.  
 
Els arxius .mp3 es reprodueixen perfectament. El problema el tenim amb els 
arxius vídeo. No hi ha maneres que funcioni. L’emulador té bastants limitacions 
amb la part multimèdia, tal i com s’explica a l’apartat 3.4. Tenim problemes amb 
els codecs de vídeo. Per tant, es deixa pendent de que quan es posi dins del 
dispositiu aquesta part funcioni. 
 
 
3 - Prova de com funciona l’aplicació quasi definitiva, ja que falta la  
integració de la part de xarxa i hardware. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 6.2 Captura de l’aplicació quasi definitiva. 
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En aquesta part de les proves, l’aplicació que es mostra a la figura 6.2, no 
podem reproduir un arxiu. El problema? 
 
Per poder crear la llista, llegim uns arxius .xml que simulen la integració amb la 
part de xarxa. Aquests arxius contenen la informació de cada arxiu, de manera 
que també tenen la ruta on es pot trobar l’arxiu i així poder-lo reproduir. 
 
Per poder fer la prova, es posa l’arxiu a un lloc determinat i conegut de 
l’emulador i dins de l’arxiu xml es posa la mateixa ruta. De manera que quan 
llegeixi la ruta sàpiga on trobar l’arxiu. Però l’emulador no entén la ruta, per 
tant, no pot reproduir l’arxiu. Es deixa aquest problema a part i es comencen a 
fer les proves amb el dispositiu. 
  
 
6.1.2. Amb el dispositiu 
 
Per poder posar l’aplicació dins del dispositiu, aquesta s’ha de carregar dins 
l’imatge del sistema operatiu a través del Platform Builder, i després,  ja es pot 
posar en el dispositiu. El problema que tenim és que quan es carrega la imatge 
dins del dispositiu, el Platform Builder renombra les dll (les classes dels controls 
d’usuari personalitzats i la llibreria UPnP que s’han implementat) de la forma 
següent: 
 
GAC_Nom del control_v_Versió de la llibreria_cneutral_1. 
 
Això provoca que quan l’aplicació vol crear un botó, va a buscar BotoQ.dll (nom 
de la llibreria del botó que s’ha creat) i el que troba és 
GAC_BotoQ_v2_0_0_0_cneutral_1. Això fa que l’aplicació peti. 
 
La solució consisteix en descarregar a través d’Internet les llibreries dins del 
dispositiu i carregar l’aplicació, d’aquesta manera no tenim un canvi de noms. 
S’aconsegueix la repdroducció dels arxius .mp3. Tenim problemes amb la 
reproducció d’arxius .avi (video), degut a que tenim problemes amb els còdecs, 
tot i tenir-los dins del dispositiu. 
 
 
6.2. Part de xarxa 
 
Durant la implementació de l’aplicació s’havia tingut en compte la lectura de 
missatges que segueixen l’esquema DIDL-Lite. Tot i això, en el moment de 
planejar com es farà la integració amb la part de xarxa, s’ha vist que l’aplicació 
no era prou flexible per poder accedir des de l’exterior.  
 
A la part de disseny i implementació, capítols 4 i 5, sols es considerava la 
interacció de l’usuari a través de l’aplicació, en canvi, no es tenia en compte 
que des de l’exterior també s’havia d’accedir a l’aplicació visual i l’aplicació 
havia de respondre.  
 
És a dir, s’ha de considerar l’aplicació com un dispositiu extern al dispositiu que 
s’està creant, com un altre Media Renderer que disposa de les funcionalitats 
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necessàries per la reproducció. De manera que també se li han de donar els 
recursos necessaris per tal de poder disposar i reproduir els arxius multimèdia 
que hi ha dins del dispositiu. Per això es necessita la compatibilitat amb UPnP. 
 
Aquest fet implica que s’hagi de crear una classe que sigui compartida per 
l’aplicació, la part de xarxa i de hardware. I s’ha de fer un nou plantejament del 
funcionament de l’aplicació i redimensionar tota la llibreria UPnPLib. 
 
 
6.2.1. Façana Global Area 
 
Abans de canviar l’aplicació, per poder fer la integració amb la part de xarxa, 
s’ha creat una façana. Una façana es podria definir com una classe que serà 
compartida per la part de xarxa, la part de hardware i l’aplicació. A més, com 
que les tres parts han d’actuar de forma conjunta i compartir tots els recursos, 
la façana s’implementa com un singleton. Un singleton és un dels patrons més 
utilitzats i el seu objectiu és garantir que una classe sols tingui una instància i 
proporciona un punt d’accés global a aquesta instància. 
 
A la secció F.1 de l’annex es pot trobar quina estructura segueix un patró 
Singleton i com s’ha implementat la façana GlobalArea. 
 
 
 
 GlobalArea 
 
(patró Singleton) 
UPnP
Hardware 
Aplicació 
UPnP 
hardware 
DirectShow 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 6.3 Com el GlobalArea crida els mètodes de les diferents parts.  
 
 
A la figura 6.3 es mostra com les tres parts que formen el dispositiu poden 
accedir al GlobalArea i com aquesta, depenent del delegat que se li demani, 
crida les funcions que el delegat té associades amb les tres parts (xarxa, 
hardware i aplicació).  
 
 
6.2.2. Plantejament i creació d’una nova aplicació  
 
Per poder fer la integració amb la part de xarxa, s’ha hagut de tornar a 
implementar la llibreria UPnPLib i l’aplicació des d’un bon començament, però 
s’ha aprofitat tota la feina feta en les parts dels controls d’usuari i la part de la 
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reproducció. Sols s’ha hagut de canviar la manera com l’usuari interacciona 
amb l’aplicació i s’han limitat les accions que aquest pot realitzar. 
 
A la figura 6.4 es pot veure la nova cara que té l’aplicació. Ara l’aplicació no 
respon sols a l’interacció amb l’usuari i fa les accions que aquest demana, sinó 
que ha de tenir en compte que li poden venir peticions des de les altres dues 
parts. És a dir, pot rebre peticions de qualsevol Media Renderer que hagi 
aparegut i vulgui accedir als arxius que té el dispositiu, al igual que pot rebre 
peticions des dels botons del dispositiu. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 6.4 Captura de la nova aplicació per la integració amb la part de xarxa 
 
 
A l’escenari anterior podíem crear una llista de preferits, canviar-li el nom, 
borrar-la o afegir-hi arxius. Però en el nou escenari no podem crear-nos una 
aplicació al nostre gust, sinó que l’aplicació és sols una bonica manera de 
poder accedir als arxius del dispositiu, de la mateixa manera que ho fan altres 
Media Renderers i els botons. A més, l’aplicació els hi ha de cedir els recursos 
destinats a la reproducció.  
 
Com es pot observar a la figura 6.4 es poden apreciar dues llistes diferents. La 
de color blanc amb els arxius col·locats en forma d’arbre, que fa la funció 
d’explorador d’arxius que tenim dins del dispositiu. I la llista inferior, de color 
verd fosc, que indica l’arxiu que s’ha seleccionat. Un usuari pot seleccionar un 
disc per reproduir, cas que es mostra a la figura. O pot seleccionar sols un arxiu 
cada vegada. 
 
S’implementen dues llistes per facilitar la integració amb la part de xarxa. 
 
A continuació es poden veure els nous casos d’ús i funcionalitats. Si ho 
comparem amb el punt 4.1.2 es pot observar que tenim menys funcionalitats. 
Això és degut perquè a la nova aplicació no es tracta de la integració de la part 
de xarxa com un suplement addicional a l’aplicació, sinó que forma part d’ella i 
el que li dóna és comunicació amb el dispositiu. 
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- Funcionalitats principals 
 
 Encara que es canviï l’aplicació, les funcionalitats principals sempre hi 
hauran de ser, perquè són el pilar fonamental de l’aplicació. 
 
 
 Play 
Pause
Stop
Arxius 
multimèdia 
Usuari 
 
 
 
 
 
 
 
- Funcionalitats secundàries 
 
Les funcionalitats secundàries també són importants, per tant, aquestes 
també s’implementen en la nova aplicació. 
 
 
Silenci 
Usuari Random 
Dreta 
Esquerra 
Repetir Tot 
Volum 
Balanç 
Repetir 
Desplaçament 
  Normal 
Arxius 
multimèdia 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
- Casos d’ús : Visualitzacions extra i Sortir de l’aplicació 
 
 
 
Equalitzador gràfic 
Espiral 
Usuari 
Sortir Aplicació 
 
 
 
 
 
 
 
 
Un cop s’han vist les noves funcionalitats i casos d’ús, a l’apartat F.2 de l’annex 
es poden trobar els nous diagrames de classe de l’aplicació i la llibreria UPnP. 
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6.2.3. Diagrames d’interacció 
 
Els diagrames d’interacció ens ajudaran entendre com l’aplicació s’integra amb 
la façana GloabalArea, per tal de que es pugui produir la integració amb la part 
de xarxa i hardware. 
  
Imaginem que tenim un arxiu seleccionat a la llista de reproducció (la de color 
verd fosc) i, per tant, això ens indica que l’arxiu ja està inicialitzat esperant que 
li arribi un Play, Pause i, en cas de ser una carpeta, un Next o un Previous.  A 
la figura 6.5 es mostra com interactuen les classes entre elles quan es fa un 
Play. 
 
 
 
 
 
 
 
 
ga.Play 
Rep_Play()
Accio.Play
ga.SetVariables
Llista_Rep 
Aplicació 
(botons) GlobalArea UPnPLib DirectShow
Accio.Stop
Content.Arxiu 
Inici Reproducció
A l’espera de que es rebi alguna instància 
a)
b) 
c)
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 6.5 Diagrama d’interacció quan es fa un Play. 
 
 
A la figura 6.6 es mostra el mateix diagrama d’interacció que la figura 6.5, però 
com ho veuria l’usuari, des de l’aplicació.  
 
A la figura 6.6a, primer es veuria el pas a), on ja tenim l’arxiu seleccionat, en el 
cas de l’exemple tenim una carpeta amb tots els arxius que conté. Fixem-nos 
que estem amb l’estat Stop. Significa que estem esperant un Play, un Pause, 
Next o Previous. 
 
La figura 6.6b mostra que ja s’ha clicat el Play i, per tant, canvia l’estat d’Acció, 
es passen les variables necessàries al GlobalArea, necessàries per la part de 
xarxa i hardware i, finalment, la llista es modifica indicant l’arxiu que es 
començarà a reproduir. 
 
54                      Desenvolupament d’una aplicació orientada a multimèdia en entorn de sistema empotrat Windows CE 
Finalment a la figura 6.6c es mostra com s’ha iniciat la reproducció. 
 
 
 
Fig. 6.6a Està esperant rebre una           Fig.6.6b Es clica el play, i es marca  
                opció                       l’arxiu que es reproduirà 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 6.6c Ja ha començat la reproducció 
 
 
Fig.6.6 Mostra, mitjançant captures de l’aplicació, els passos que es detallen 
en el diagrama d’interacció de la figura 6.5. 
 
 
A l’apartat F.3 de l’annex es poden trobar els diagrames d’interacció de les 
funcionalitats principals (Play, Pause i Stop) juntament amb el diagrama 
d’interacció de Browse. A més, també es mostren captures de com actua 
l’aplicació visual a aquestes funcionalitats. 
 
 
6.2.4. Integració amb la part de xarxa 
 
Un cop l’aplicació ja està integrada amb la façana GlobalArea, ara toca 
l’etapa de les proves amb la part de xarxa. 
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Però les proves no es poden realitzar abans de fer el dipòsit de la memòria. Tot 
i això, el punt més problemàtic és la classe que comparteixen les dues parts 
(GlobalArea) i aquesta ja està feta. Per tant, garantint que l’aplicació i la part 
de xarxa es comuniquen perfectament amb la classe GlobalArea, per 
separat, es molt possible que quan es faci la integració total, el seu 
funcionament continuï siguent el que s’espera. 
 
En cas que les proves d’integració s’haguessin dut a terme s’hauria de veure si 
l’aplicació respon correctament a les crides que fa la part de xarxa, UPnP, a 
través de la façana GlobalArea. 
 
 
6.3. Part de hardware 
 
Amb la part de hardware s’hi ha de destacar dos punts diferents d’integració, la 
que també es relaciona amb la part de xarxa i aplicació;  i la que es relaciona 
només amb la part de l’aplicació. Tot i que als apartats 6.3.1 i 6.3.2 s’explica 
com hauria de ser la integració amb la part de hardware, aquesta no ha estat 
possible perquè no s’ha pogut acabar el projecte de hardware i, per tant, no 
s’ha pogut portar a terme la integració.  
 
Tot i això, l’estudiant que s’encarrega d’aquesta part, tot i no haver tancat els 
punts que t’he oberts del seu projecte, ha estat pendent de la integració amb la 
part de xarxa i de la possible integració amb la part de l’aplicació i la part de 
xarxa. 
 
 
6.3.1. Integració de la part de hardware i la part de xarxa 
 
La part de hardware també s’ha d’integrar amb la part de xarxa i aplicació per 
poder compartir els arxius multimèdia. Per tant, també s’utilitza la classe 
GlobalArea per aconseguir aquesta integració.  
 
 
6.3.2. Integració amb la part de hardware 
 
Per poder integrar l’aplicació amb la part de hardware s’hauria d’estudiar si 
seria necessària la creació d’una nova llibreria, per controlar com es pinta el 
bitmap que es bolcarà al LCD. O si potser ja seria suficient la façana 
GlobalArea.  
 
Si es fa la integració en futurs projectes s’hauria d’estudiar la viabilitat i la 
manera més òptima de realitzar la integració. 
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CAPÍTOL 7. BALANÇOS 
 
Una vegada es dóna per finalitzat el projecte s’ha de revisar si hi ha hagut 
desviacions importants a la planificació inicial, ja que d’això dependrà el cost 
final del projecte. 
 
 
7.1. Evolució del projecte 
 
Per saber quina ha estat l’evolució del projecte fem una ullada a la planificació 
inicial, apartat 1.4.3. En un primer moment es va suposar que la durada del 
projecte seria de 90 dies, 4 mesos aproximadament. Començant a mitjans de 
febrer i acabant a finals de juny, realitzant el projecte una mitjana de 4 hores 
diàries, 5 dies a la setmana. Però la finalització real del projecte ha estat a 
finals de setembre, 3 mesos després de la data proposada inicialment. 
 
A l’hora  de fer la planificació inicial la definició del projecte era bastant 
superficial i se sabia en termes generals quins temes es tocarien i s’haurien 
d’investigar. Però a l’hora de la veritat la duració establerta per cadascuna de 
les tasques ha augmentat. A continuació es detallen alguns dels motius que 
han propiciat a una major duració en la realització de cada tasca: 
 
- Anàlisi  
 
A l’etapa d’anàlisi ha estat molt feixuga la recerca de les llibreries 
necessàries per la reproducció de contingut multimèdia compatibles per .Net 
Compact Framework.  I aquesta part és el pilar principal del projecte. 
 
- Disseny i implementació i proves  
 
Es podria dir que aquestes tres parts van juntes.  Són les etapes que m’han 
portat més temps de realitzar.  
 
La part més difícil ha estat la de reproducció. Al final s’ha trobat un codi 
compatible per .Net Compact Framework, però no s’ha pogut realitzar les 
proves amb els emuladors disponibles a causa de les seves limitacions. 
Això ha fet que les proves s’anessin retardant considerablement i s’han 
acabat unint amb les proves d’integració amb la part de plataforma. 
 
També ha portat temps la implementació dels controls d’usuari. No per la 
seva dificultat a l’hora de trobar-ho, sinó per aconseguir que el seu 
funcionament fos l’òptim.  Per exemple, l’equalitzador no captura les 
mostres. El motiu és que no s’ha trobat la llibreria ni com fer-ho. 
 
- Integració i proves  
 
Aquesta part és la que ha desviat més la finalització del projecte.  
Considerant que som quatre estudiants que treballem i vivim a llocs 
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diferents és molt difícil de quedar i poder trobar un racó durant el dia que a 
tots ens vagi bé.  
 
Hi ha hagut molts problemes amb la part de plataforma a causa de la poca 
efectivitat dels emuladors disponibles i problemes amb el nom de les 
llibreries a l’hora d’incloure-les a la imatge final. 
 
Pel que fa la integració amb la part de xarxa, s’ha hagut de redissenyar i 
replantejar el funcionament general de l’aplicació i l’estructura de les 
llibreries que utilitza. 
 
No s’ha pogut fer la integració amb la part de hardware. Per tant, no es pot 
saber com haurien estat les proves i s’hi s’hagués hagut d’allargar unes 
setmanes més la finalització del projecte. 
 
Pel que fa al temps dedicat a la realització del projecte ha anat variant al llarg 
dels mesos. Els primers mesos van ser de força intensitat, el mes de juny va 
baixar una mica el ritme de treball ja que em trobava amb els exàmens i fou a 
partir de juliol, i sobretot agost i setembre quan el ritme de treball ha augmentat 
considerablement. S’han aprofitat els caps de setmana i setmana de vacances 
per avançar amb la feina. Com mitjana bastant aproximada es podria dir que ja 
dedicació dels set mesos ha estat de 3.75 hores diàries, sense comptar els 
caps de setmana.  
 
A la figura 7.1 es pot observar quin ha estat el desenvolupament real del 
projecte. En aquesta mateixa figura es pot veure que algunes de les tasques no 
segueixen un ordre cronològic. Per exemple, a la part de requeriments primer 
s’analitza el DotNetProcessing i entre tasca i tasca, es passa a la part 
d’implementació i proves. Això indica que a la vegada que s’està analitzant el 
DotNetProcessing, també es van implementant els exemples que s’analitzen. 
Això és degut a que el projecte el fa una sola persona. De manera que pot anar 
intercanviant els rols depenent de quina tasca estigui fent. En un cas real, on hi 
intervenen tres persones amb rols diferents, si que es necessitaria un ordre 
cronològic de la realització de les tasques ,tal i com es mostra la figura 1.1 de la 
planificació inicial. 
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Fig 7.1 Desenvolupament real del projecte 
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7.2. Costos finals 
 
La planificació inicial serveix per poder determinar quina serà la durada que es 
considera apropiada per cadascuna de les tasques, però també és important 
per poder determinar quins seran els costos del projecte. Per tant, si la 
planificació s’ha desviat i ens han calgut tres mesos més, això també es veurà 
reflectit en un augment dels costos finals. 
 
A la figura 7.1 es pot veure que la realització del projecte ha estat de 153 dies 
(7 mesos) i si comptem 3.75 hores en aquests 153 dies, en surt un total de 573 
hores invertides, en comparació amb les 360 hores planificades en un primer 
moment. Per tant, aquest increment de 213 hores es veu clarament reflectit en 
els costos finals i en l’increment de  temps emprat en alguna de les tasques. 
 
Per poder veure aquest augment, primer es detalla a la Taula 7.1 quantes 
hores ha dedicat cadascun dels nostres rols, descrits a l’apartat 1.4.4 en la 
realització de les seves tasques. 
 
 
Taula 7.1  Duració de les tasques 
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Si comparem la taula 1.2 amb la taula 7.1, es pot observar aquest increment de 
213 hores. Tot i que a la major part de les tasques s’hi dedica més temps del 
que s’ha planificat inicialment, les parts relacionades amb la part de 
reproducció i integració són en les que s’hi ha invertit més temps i això és el 
que ha fet desviar la planificació inicial de forma considerable. 
 
Una vegada ja s’ha determinat quin és l’increment d’hores, s’ha de veure com 
ha influït en el cost total del projecte.  
 
A la Taula 7.2 es mostra una taula comparativa amb les hores planificades i 
reals de la dedicació i cost de cadascun dels recursos o rols. Es consideren els 
salaris definits a la taula 1.3 de l’apartat 1.4.4. 
 
 
Taula 7.2 Comparativa de costos estimats i reals 
 
 
 Dedicació (hores) Cost  
Recurs Estimat Real Estimat Real 
Analista 101 180 3232 € 5760 € 
Programador 182 308 4550 € 7700 € 
Documentador 77 85 1540 € 1700 € 
Total Projecte 360 573 9322 € 15160 € 
 
 
Com es pot apreciar a la taula 7.2, aquesta desviació ens suposaria un cost 
addicional de 5838 €.  
 
Al ser un projecte per la universitat aquest increment no suposa cap tipus de 
problema ja que no es té ningú contractat i el projecte no va destinat a cap 
empresa. Però en el món real això podria suposar un problema, ja que a l’hora 
de fer la planificació estem determinant el temps que hi invertirem i una 
desviació com la que s’ha produït podria suposar molts diners per l’empresa en 
la que treballéssim.  
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CAPÍTOL 8. CONCLUSIONS 
 
 
En aquest últim capítol s’expliquen quin ha estat el grau de compliment dels 
objectius inicials, aspectes sobre l’ambientalització, quines són les conclusions 
finals i línies futures de treball. 
 
 
8.1. Compliment d’objectius 
 
Un cop ja es pot donar per acabat el projecte s’analitza el grau de compliment 
dels objectius que es van marcar a l’inici del projecte. Es detallaran els 
objectius individuals i els objectius d’integració. 
 
 
8.1.1. Objectius individuals 
 
De forma global es pot dir que l’objectiu principal, la creació d’una aplicació que 
permet la reproducció de contingut multimèdia d’àudio i vídeo, s’ha aconseguit 
de forma satisfactòria. Tot i això, es revisen els objectius inicials que es detallen 
a l’apartat 1.3 per tal de veure més clarament com s’ha desenvolupat cada part. 
 
- .Net Compact Framework 2.0 
 
Els objectius s’han complert completament. S’han analitzat i emprat algunes 
de les millores i novetats que aporta el .Net Compact Framework 2.0. Entre 
aquestes noves funcionalitats podem destacar l’ús de directives de 
preprocessat i genèrics per garantir la compatibilitat amb DotNetProcessing. 
I també aprofitar que ara es poden crear controls d’usuari personalitzats. 
Aquest fet ha permès dissenyar tots els controls que apareixen a l’aplicació. 
 
- DotNetProcessing 
 
Aquesta nova eina compatible amb .Net Framework permet crear controls 
d’usuari d’una forma molt fàcil. Tot i fer-li les modificacions necessàries per 
poder garantir la compatibilitat total amb .Net Compact Framework no s’ha 
aconseguit. Això ha sigut degut a que s’han tingut problemes a l’hora de 
saber com s’havia de modificar el fitxer de compilació per poder córrer sobre 
.Net Compact Framework. 
 
Tot i això la feina ha estat profitosa. S’ha pogut veure com està estructurat i 
quin és el seu funcionament, tant a l’hora de crear sketchs com a la seva 
estructura interna. A més, és una bona eina a tenir en compte quan es 
vulguin crear controls nous controls per una aplicació que corri sobre .Net 
Framework. 
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- DirectX 
 
Com ja s’ha anat comentant a diferents punts de la memòria, aquest és el 
punt fort de l’aplicació i el que ha resultat més complicat. Tot i això, l’objectiu 
s’ha complert de forma molt satisfactòria.  
 
He pogut aprendre quines són les noves funcionalitats que incorpora el 
DirectX9 en la seva versió per .Net Framework, però que no és compatible 
per .Net Compact Framework. Alhora, s’ha aconseguit trobar la llibreria 
DirectShow (Quartz.dll), veure com és la seva estructura de filtres i  
implementar-ho a l’aplicació. 
 
Però no s’ha complert la captura de les mostres de la senyal d’àudio per tal 
de mostrar les components freqüencials en l’equalitzador visual. 
 
- UPnP 
 
Aquesta part s’analitza dins l’apartat 8.1.2 Objectius d’integració. 
 
- Projecte software 
 
Tot i que la memòria intenta seguir l’estructura d’un projecte software, això 
no s’ha pogut acabar d’aconseguir. Ha estat degut a dos motius principals: 
 
En primer lloc sols es disposa de 50 pàgines per poder desenvolupar tota la 
memòria, de manera que ens limita bastant i obliga a posar gran part de les 
explicacions més importants a l’annex. 
 
En segon lloc, a la part de disseny de tot projecte software es mostren els 
diferents diagrames d’interacció i estat dels diferents processos que es 
donen a l’aplicació. En el meu cas, tot i que es mostren alguns diagrames, 
no són prou acurats com el que haurien de ser, simplement perquè jo he 
cursat enginyeria de telecomunicació i no tenim cap assignatura on 
s’expliquin llenguatges software. 
 
 
8.1.2. Objectius d’integració 
 
L’objectiu inicial de la integració era la integració de les quatre parts de manera 
que el dispositiu funcionés perfectament. A continuació es detallen els objectius 
principals orientats a cadascuna de les tres parts restants. 
 
- Part de Plataforma 
 
Des d’un primer moment, ja se sabia que l’aplicació correria sobre 
WindowsCE, per tant, s’ha utilitzat el .Net Compact Framework per 
desenvolupar-la.  
 
De les parts d’integració són amb les que s’han fet més proves. Primer fent 
proves de l’aplicació sobre l’emulador, tot i que l’emulador no pot trobar els 
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arxius que se li demanen i, per tant, no es pot acabar de provar el seu 
funcionament. Pel que fa les proves amb el dispositiu, tenim el problema 
amb el canvi de noms de les llibreries.  
 
Tot i les limitacions que presenta l’emulador i els problemes del canvi de 
nom de les llibreries, si es descarreguen les .dll d’Internet el seu 
funcionament és l’òptim, per tant, es dóna per complert l’objectiu d’integració 
de l’aplicació amb la part de plataforma. 
 
- Part de xarxa 
 
S’ha creat una classe conjunta que està integrada ja amb l’aplicació i 
funciona bé.  A més, es llegeixen els missatges que segueixen l’esquema 
DIDL-Lite i l’aplicació segueix les especificacions dictades per UPnP. 
El que no s’ha complert ha estat la realització de les proves, però com s’ha 
explicat en l’apartat 6.2.4, es preveu que quan s’integri no hi hagi d’haver 
cap problema. 
 
Per tant, es pot donar com objectiu complert la integració amb la part de 
xarxa. 
 
- Part hardware 
 
L’objectiu d’integració amb la part de hardware no s’ha pogut portar a terme 
degut a que no s’ha acabat la part de hardware i, per tant, no s’ha pogut fer 
la integració ni les proves corresponents. 
 
 
8.2. Estudi de l’ambientalització 
 
Tot i que aquest projecte no aporta un benefici molt clar cap a 
l’ambientalització, es pot pensar que la creació d’aquest dispositiu permet 
actuar com un magatzem de tots els arxius de contingut multimèdia que tenim. 
D’aquesta manera, qualsevol dispositiu que tinguem per casa pot accedir al 
dispositiu i demanar-li arxius per reproduir. Així s’aconsegueix reduir la gran 
quantitat de suport material, com poden CD’s i DVDs, que tenim per casa i que 
utilitzem per poder disfrutar de tots els arxius que emmagatzemem dins del PC 
a qualsevol lloc de la llar. 
 
 
8.3. Línies futures 
 
Tot i que els objectius principals marcats s’hagin assolit i el funcionament de 
l’aplicació sigui l’esperat, es podrien realitzar algunes millores per tal que 
l’aplicació s’ajusti molt més a les funcionalitats que un usuari pot esperar rebre 
d’un dispositiu com el que s’ofereix. 
 
- La primera millora guarda relació en la manera com l’usuari interactua amb 
l’aplicació a través del dispositiu. En el projecte s’ha considerat que es 
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connecta una pantalla a la sortida VGA del dispositiu per tal de mostrar 
l’aplicació. Una bona millora seria incorporar una pantalla tàctil al dispositiu.  
 
- Una de les millores que en un primer moment m’hagués agradat portar a 
terme, tot i que no es va incorporar a la planificació inicial, és que l’usuari 
pogués interactuar amb l’aplicació a través del comandament a distància 
mitjançant infraroigs. Li hagués donat un caràcter més comercial i més 
proper al dispositiu. A més, em consta que .Net Framework disposa de 
llibreries per poder implementar-ho. 
  
- Les millores que es proposen a continuació estan relacionades amb la 
implementació de l’aplicació i en augmentar els casos d’ús i funcionalitats. 
 
o Fer una major recerca de com es poden capturar mostres de la 
senyal d’àudio, per poder-les processar, fer-li’s la transformada de 
Fourier i poder representar les components freqüencials a 
l’equalitzador. La veritat és que se li van dedicar unes quantes 
setmanes d’estudi i es va trobar algun exemple que podia ser útil, 
però no era compatible amb el Compact Framework. 
 
o L’aplicació també podria mostrar fotos. És a dir, tenir una carpeta 
amb les nostres fotos i poder passar-les una per una utilitzant els 
mateixos controls que s’utilitzen per la reproducció d’àudio i vídeo. 
 
o Actualment a Internet es poden trobar tot tipus de reproductors i tots 
acostumen a tenir les mateixes característiques i a oferir les 
mateixes prestacions i funcions. S’ha intentat dotar l’aplicació de les 
funcions principals, però una millora, tot i que no imprescindible, 
seria poder minimitzar la finestra de l’aplicació. De la mateixa 
manera que es podrien canviar el color de fons, etc. 
 
 
 
8.4. Conclusions 
 
Tot i que en el capítol 7 de balanços i a l’apartat 8.1 (compliment d’objectius) ja 
s’explica quins problemes s’han tingut i el grau de compliment d’objectius, en 
aquesta part de conclusions es va una mica més enllà i es fa una valoració més 
personal del que ha estat la realització del projecte. 
 
Aquest apartat de conclusions es divideix en dues parts clarament 
diferenciades, per una banda tenim les conclusions de com ha estat la 
realització del treball individual i, per l’altra, les conclusions personals que es 
treuen de la integració amb la resta dels tres projectes que componen el 
projecte final. 
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8.4.1. Conclusions individuals 
 
Una de les conclusions més importants a la que s’ha arribat després de la 
finalització de la implementació i quasi realització de la memòria és la 
importància que té fer una bona planificació inicial. 
 
La planificació inicial ajuda a que abans de començar amb el projecte es 
decideixi quina duració s’estima que durarà cadascuna de les tasques que es 
portaran a terme.  Una manera d’organitzar la feina que es farà. Això implica 
que s’ha de tenir molt clar quins són els objectius del projecte per poder 
determinar clarament quins són els temes que s’hauran de tractar.  
 
Com s’ha pogut veure a l’apartat 7 de balanços, ens hem allunyat com tres 
mesos de la finalització del projecte i això ha estat degut, en part, als 
problemes que hi ha hagut a l’hora de la integració. Això s’explica a l’apartat 
següent, 8.4.2. Per tant, en pròxims projectes que pugui desenvolupar durant 
l’activitat laboral podré aplicar l’experiència que he tingut durant la realització de 
la planificació per dedicar-li més temps  i ser més cauta al decidir la durada de 
les tasques. 
 
Per altra banda, com tot projecte software, una vegada s’ha dissenyat i 
implementat la solució, un s’adona que s’han de canviar certes coses. De 
manera que el projecte segueix una evolució en espiral. És a dir, a mesura que 
es va desenvolupant i fent les proves, surten nous punts per implementar i 
modificar. Aquest ha estat el cas de les aplicacions que s’han realitzat. La 
primera que es va implementar no tenia en compte la part d’integració, i la 
segona, més optimitzada, si que la considera. Tot i això, estic contenta del 
resultat, ja que ambdues funcionen tal i com s’espera. 
 
Finalment, aquest projecte ha estat un bon complement als estudis que he 
realitzat a la universitat. Sobretot he ampliat el coneixement de la programació 
d’aplicacions de dispositius mòbils que ja havia iniciat amb l’optativa DSEM 
(Disseny de Sistemes Empotrats i Mòbils)  i, a la vegada, he pogut aprendre 
nous aspectes i eines com poden ser el DotNetProcessing, el DirectX, les 
noves funcionalitats de .Net Compact Framework, etc. 
A més, he pogut desenvolupar l’aplicació amb el Visual Studio 2005, podent 
utilitzar les seves noves funcionalitats. 
 
 
8.4.2. Conclusions d’integració 
 
Tot i no ser un projecte format per quatre persones, sinó quatre projectes 
diferents que formen un projecte global, la integració i cooperació entre els 
quatre membres del grup és fonamental.  
 
Personalment crec que la part d’integració ha estat la que ha fet desviar més la 
planificació inicial. En un primer moment es va considerar que la integració 
seria senzilla, però no, tot el contrari. El fet de que els quatre estudiants 
treballem i vivim a llocs diferents, fa que sigui bastant difícil quedar i poder 
trobar un racó durant el dia que tots ens vagi bé.  
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A pesar que s’han anat fent reunions amb els quatre membres del grup, la feina 
desenvolupada per cada membre era molt específica i s’ha treballat molt per 
poder-la tirar endavant. A més, la integració no es podia fer fins que el treball 
de cada persona no estigués quasi enllestit. De manera que les proves 
d’integració han quedat una mica en segon lloc. 
 
Per poder solventar aquest problema durant la integració, s’hagués pogut 
encarar el projecte des d’un altre punt de vista. Tot i això, considero que el fet 
de que tots treballàvem ha estat el que més ha influït en no poder realitzar totes 
les proves que eren necessàries. 
  
De les conclusions d’integració s’arriba a la conclusió que aprendre a treballar 
en grup és fonamental quan es desenvolupa un projecte com aquest. I és el 
que ens trobarem al món laboral que ens espera. 
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ANNEX 
 
 
A. DotNetProcessing 
 
A.1. Mòduls de DotNetProcessing 
 
A continuació s’expliquen breument cadascun dels mòduls de 
DotNetProcessing. 
 
- DotNetProcessing.Environment : És la interfície gràfica d’usuari de 
DotNetProcessing. Conté un quadre de text per escriure un sketch, es pot 
escollir la sintaxi i altres operacions incloses als menús. Quan l’usuari 
compila o exporta el sketch, el control es passa al mòdul de Parsing. 
 
- DotNetProcessing.EnvironmentConsole : És l’equivalent a la versió 
gràfica d’environment, però amb l’aplicació en consola. Les seves 
funcionalitats són exposades a través de paràmetres des de la  línia de 
comanda. 
 
- DotNetProcessing.Parsing : En aquest mòdul, el codi de l’sketch escrit per 
l’usuari es fixa al mòdul de Running i el codi resultant, és compilat amb el 
compilador corresponent de .NET depenent de la sintaxi que s’ha utilitzat. 
- El que fa és mirar quina sintaxi ha utilitzat i modifica el nom de les 
sentències per posar-les dins del Running, per tal que el compilador les 
accepti. 
 
- DotNetProcessing.Canvas : És una finestra que mostra l’sketch generat en 
el mòdul de Running.  
 
- DotNetProcessing.Running : Aquest mòdul hereta de AbstractRunning i té 
una versió diferent depenent de la sintaxi acceptada pel programa. El mòdul 
de Parsing fixa el codi de l’sketch de l’usuari aquí i el compila amb el 
compilador adequat a la sintaxi triada. El resultat d’aquest mòdul ens dóna 
una .dll quan exportem l’sketch com a control d’usuari. 
 
- DotNetProcessing.AbstractRunning : Aquest mòdul hereta del kernel i té 
el llaç (loop) principal del programa. És el que crida repetidament el mètode 
draw i pinta a través de les primitives cridades en el mòdul del Kernel. 
 
 
- DotNetProcessing.Kernel : Aquest mòdul hereta de System.Windows. 
Forms.UserControl i implementa totes les primitives de Processing utilitzant 
GDI+. Aquestes primitives pinten a la superfície del control d’usuari. 
 
- DotNetProcessing.Common : Aquest mòdul és utilitzat per altres mòduls. 
Conté definicions constants, events, excepcions i altres materials no 
relacionats amb cap mòdul específic. 
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A.2. GDI+ 
 
El problema de la compatibilitat de DotNetProcessing amb el .NET Compact 
Framework, recau en que tenim una mancança de mètodes i funcions de la 
llibreria GDI+, que construeix el mòdul DotNetProcessing.kernel. Això provoca 
que moltes figures no es puguin pintar, problemes amb els textos, etc. 
 
A continuació es mostra una taula amb tots els mètodes de 
DotNetProcessing.kernel que no estan disponibles amb .NET Compact 
Framework. 
 
 
Taula A.1 Mètodes de DotNetProcessing que no estan definits en Compact 
Framework 2.0 
 
Categoria Mètodes no definits 
Shape 
 
Mètodes que no estan definits en Compact Framework 2.0, com 
poden ser: 
 
public void arc() 
public void curve() 
public void bezier() 
 
Transform 
 
Mètodes on algun dels seus membres no estan definits : 
 
public void translate(double x, double y) 
public void resetTranslate() 
public void rotate(double angle) 
public void scale(double s) 
public void scale(double x, double y) 
public void popMatrix() 
 
Color 
 
El paràmetre alpha, que indica la transparència del color, no 
està definit: 
 
public void stroke(double gray, double alpha) 
public void stroke(double red, double green, double blue, 
double alpha) 
public void fill(double gray, double alpha) 
public void fill(double red, double green, double blue, 
double alpha) 
 
Image 
 
public void loadImage(string filename) 
public void PImage(PImage oPImage, int x, int y, int 
width, int height) 
 
Typography 
 
public PFont createFont(string name, float size) 
public void textFont(PFont oPFont, float size) 
public void textFont(PFont oPFont) 
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public void text(string data, float x, float y) 
public void text(string data, float x, float y, float 
width, float height) 
 
 
 
A partir d’aquí, i veient aquestes limitacions s’estudien diferents tècniques que 
ens podrien ser útils per la integració. Per tant, s’analitzen els genèrics i les 
directives de preprocessat. 
 
 
A.3. Genèrics 
 
A continuació es mostra perquè s’utilitzen els genèrics.  
 
 
A.3.1 Sense genèrics 
 
Imaginem que tenim una cua que admet objectes de qualsevol tipus, aquesta 
es podria declarar de la forma següent: 
 
 
public class Cua 
{ 
 object[] elements; 
 public int NumElements; 
 public void Encuar(object valor); 
 {...} 
 public object Desencuar() 
 {...} 
} 
 
 
En el cas que es vulgui extreure un dels valors de la cua, el primer que s’hauria 
de fer és convertir-lo al seu tipus real: 
 
 
Cua Cu = new Cua(); 
Cu.Encuar(“Això és una prova”); 
string valorDesencuat = (string)Cu.Desencuar(); 
 
 
Per tant, cada vegada que s’emmagatzemi un objecte d’un tipus de referència a 
la cua, s’haurà de convertir la seva referència a object. En el cas que es 
vulgui extreure, s’haurà de fer el procés invers, transformar-lo d’una referència 
a string. 
 
 
A.3.2 Amb els genèrics 
 
La solució a aquest problema és definir la cua utilitzant genèrics tal i com es 
mostra a continuació: 
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public class Cua<T> 
{ 
 T[]elements; 
 public int NumElements; 
 public void Encuar(T valor); 
 {...} 
 public T Desencuar() 
 {...} 
 } 
 
 
Llavors l’extracció d’objectes de la cua no requereix cap tipus de conversió i és 
tan còmoda i clara com segueix: 
 
 
 Cua <string> Cu = new Cua<string>(); 
 uar(“Això és una prova”); Cu.Enc
 string valorDesencuat = Cu.Desencuar(); 
 
 
El rendiment del codi és molt superior ja que no requereix conversions de 
referències a object. 
 
 
A.4. Directives de preprocessat 
 
Per definir un identificador d’aquest tipus de directiva s’utilitza la següent 
sintaxi: 
 
 
 #define <nomIdentificador> 
 
 
De la mateixa manera també és possible eliminar definicions d’aquest tipus 
d’identificadors prèviament realitzades.  
 
 
 #undef <nomIdentificador> 
 
 
En l’exemple següent es mostra l’ús d’identificadors de preprocessat 
condicionals: 
 
 
#define PROVA 
using System; 
class A 
{ 
 public static void Main() 
 { 
 #if PROVA 
 Console.Write(“Això és una prova”); 
 #if TRAÇA 
  Console.Write(“amb traça”); 
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 #elif !TRAÇA 
  Console.Write(“sense traça”); 
 #endif 
 #endif 
 } 
} 
 
 
Primer es defineix mitjançant #define o #undef el valor de la directiva de 
preprocessat, en el cas de l’exemple, PROVA. Al codi, el que fem és posar les 
directives condicionals #if, #elif i #endif, per avaluar el valor de la 
directiva de preprocessat. 
 
Com es pot observar en l’exemple, les condicions especificades són noms 
d’identificadors de preprocessat, considerant que cada condició sols es 
compleix si l’identificador que s’indica està definit. 
 
D’aquesta manera, el codi font que el preprocessador passarà al compilador 
serà: 
 
 
using System; 
class A 
{ 
 public static void Main() 
 { 
 Console.Write(“Això és una prova. No hi ha traça”); 
} 
 
 
La utilització de les directives de preprocessat comporta escriure la major part 
dels mètodes dues vegades, un per la compilació amb Compact Framework i 
l’altre per la compilació amb el Framework. Tot i així, l’avantatge principal en 
comparació amb els genèrics és que no fa falta redefinir cap mètode. Un 
exemple seria: 
 
 
// TRIANGLE ***************************** 
public void triangle(double x1, double y1, double x2, 
double y2, double x3, double y3) 
{ 
#if !CF 
 PointF[] points = new PointF[3]; 
 points[0].X = (float)x1; 
 points[0].Y = (float)y1; 
 points[1].X = (float)x2; 
 points[1].Y = (float)y2; 
 points[2].X = (float)x3; 
 poi
#elif CF 
nts[2].Y = (float)y3; 
           Point[] points = new Point[3]; 
           points[0].X = Convert.ToInt32(x1); 
           points[0].Y = Convert.ToInt32(y1); 
           points[1].X = Convert.ToInt32(x2); 
78                      Desenvolupament d’una aplicació orientada a multimèdia en entorn de sistema empotrat Windows CE 
           points[1].Y = Convert.ToInt32(y2); 
           points[2].X = Convert.ToInt32(x3); 
           points[2].Y = Convert.ToInt32(y3); 
#endif 
           g.FillPolygon(fillColor, points); 
           g.DrawPolygon(pen, points); 
}  
 
 
Pels mètodes que no estan definits, també s’utilitzen les directives de 
preprocessat, però en aquest cas, es llencen excepcions per avisar a l’usuari 
dels mètodes no definits. 
 
 
// SMOOTH *********************************   
public void smooth() 
{ 
#if !CF 
 bSmooth = true; 
 g.S
#elif CF 
moothingMode = SmoothingMode.HighQuality; 
           throw new Exception("smooth()not available in 
CF”);    
#endif 
} 
 
 
Tal i com s’explica a la memòria apartat 3.5.1, s’utilitzen les directives de 
preprocessat. Tot i escriure més codi, ens és més senzill que els genèrics. 
 
 
A.5. Compilació 
 
Per poder compilar DotNetProcessing  s’utilitza l’arxiu build_msc.csc (passa 
pel compilador de C#). Aquest arxiu té l’aspecte següent: 
 
 
csc -target:library -out:DotNetProcessing.Common.dll ^ 
DotNetProcessing.Common\Constants.cs ^ 
DotNetProcessing.Common\Events.cs ^ 
DotNetProcessing.Common\Exceptions.cs ^ 
DotNetProcessing.Common\InputBox.cs 
 
csc -target:library -out:DotNetProcessing.Parsing.dll ^ 
-r:DotNetProcessing.Common.dll ^ 
DotNetProcessing.Parsing\Parser.cs  
 
csc -target:winexe -out:DotNetProcessing.exe ^ 
-r:DotNetProcessing.Common.dll ^ 
-r:DotNetProcessing.Parsing.dll ^ 
DotNetProcessing.Environment\MainForm.cs  
 
csc -target:exe -out:dnp.exe ^ 
-r:DotNetProcessing.Common.dll ^ 
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-r:DotNetProcessing.Parsing.dll ^ 
DotNetProcessing.EnvironmentConsole\MainForm.cs 
 
csc -target:library -out:DotNetProcessing.Kernel.dll ^ 
DotNetProcessing.Kernel\KernelGDI.cs ^ 
DotNetProcessing.Kernel\PImage.cs ^ 
DotNetProcessing.Kernel\PFont.cs 
 
csc -target:library -
out:DotNetProcessing.AbstractRunning.dll ^ 
-r:DotNetProcessing.Common.dll ^ 
-r:DotNetProcessing.Kernel.dll ^ 
DotNetProcessing.AbstractRunning\AbstractRunner.cs 
 
csc -target:library -out:DotNetProcessing.Running.dll ^ 
-r:DotNetProcessing.Kernel.dll ^ 
-r:DotNetProcessing.AbstractRunning.dll ^ 
DotNetProcessing.Running\Runner.cs 
 
csc -target:winexe -out:DotNetProcessing.Canvas.exe ^ 
-r:DotNetProcessing.Common.dll ^ 
-r:DotNetProcessing.Kernel.dll ^ 
-r:DotNetProcessing.Running.dll ^ 
-r:DotNetProcessing.AbstractRunning.dll ^ 
DotNetProcessing.Canvas\CanvasForm.cs 
 
 
El que es fa és anar a cadascun dels mòduls i dir-li quins mòduls té a dins i un 
cop passi pel compilador,  saber en quin tipus d’arxiu s’ha de convertir. Per 
exemple, el mòdul del kernel seria el següent: 
 
 
csc -target:library -out:DotNetProcessing.Kernel.dll ^ 
DotNetProcessing.Kernel\KernelGDI.cs ^ 
DotNetProcessing.Kernel\PImage.cs ^ 
DotNetProcessing.Kernel\PFont.cs 
 
 
Ens diu que a la sortida, DotNetProcessing.kernel, aquest serà una .dll. 
L’objectiu és modificar aquesta part, per tal de garantir la compatibilitat amb el 
.Net Compact Framework. Per fer-ho, se segueix una explicació que es pot 
trobar a: http://msdn2.microsoft.com/en-us/library(d=printer)/ms172492.aspx
 
 
 
 
 
 
 
 
80                      Desenvolupament d’una aplicació orientada a multimèdia en entorn de sistema empotrat Windows CE 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Annex  81 
B. Explicació de l’esquema DIDL-Lite 
 
S’utilitza el protocol UPnP pel descobriment dels dispositius per la xarxa. Però 
per l’aplicació el que més ens interessa és la lectura de missatges que 
segueixen l’esquema del DIDL-Lite. 
 
Per poder saber els arxius de què disposem, el que es farà són crides al 
Content Directory. Imaginem que el Content Directory té una estructura d’arxius 
com la que es mostra a la figura B.1. El primer que es farà quan s’executi 
l’aplicació serà demanar que ens doni el primer element de la llista, en aquest 
cas “Arxius multimèdia”. Per tant, s’haurà de fer un Browse preguntant-li per 
l’objecte amb id = 0. 
 
Partim de la base que tenim l’estructura següent:  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. B.1 Arbre amb els arxius disponibles que hi ha. 
 
 
El missatge que rebríem seria el següent: 
 
 
<DIDL-Lite xmlns:dc="http://purl.org/dc/elements/1.1/"  
 xmlns:upnp="urn:schemas-upnp-org:metadata-1-0/upnp/"  
 xmlns="urn:schemas-upnp-org:metadata-1-0/DIDL-Lite/"> 
 <container id="0" parentID="-1" childCount="3"   
  restricted="true" searchable="true">  
 <dc:title>Arxius multimedia</dc:title>  
 <upnp:class>object.container.storageFolder</upnp:class>  
 <upnp:storageUsed>907000</upnp:storageUsed>  
 <upnp:writeStatus>WRITABLE</upnp:writeStatus> 
 <upnp:searchClass includeDerived="false" > 
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  object.container.album.musicAlbum </upnp:searchClass>  
 <upnp:searchClass includeDerived="false" >   
 object.container.album.photoAlbum </upnp:searchClass> 
  <upnp:searchClass includeDerived="false" > 
 object.item.audioItem.musicTrack </upnp:searchClass> 
<upnp:searchClass includeDerived="false" > 
object.item.imageItem.photo </upnp:searchClass> 
  <upnp:searchClass name="Vendor Album Art"  
 includeDerived="true"> 
 object.item.imageItem.photo.vendorAlbumArt 
</upnp:searchClass> 
 </container>  
</DIDL-Lite> 
 
 
El que rebem és un contenidor amb un id = 0, això ens permet identificar el 
contenidor dins del Content Directory. El parentID = -1, indica que no té 
ningú sobre seu, per tant, és el Root. El childCount = 3, indica que a 
sota seu té tres contenidors més. No tota la metadada que ens arriba amb el 
missatge amb esquema DIDL-Lite ens és útil. Sols utilitzarem el que ens sigui 
necessari. 
 
Imaginem ara que cliquem sobre “Bandes Sonores”. El que es faria seria enviar 
un Browse demanant per l’id = 4. D’aquesta manera el que rebríem és :  
 
<DIDL-Lite xmlns:dc="http://purl.org/dc/elements/1.1/"  
 xmlns:upnp="urn:schemas-upnp-org:metadata-1-0/upnp/"  
 xmlns="urn:schemas-upnp-org:metadata-1-0/DIDL-Lite/">  
 <item id="41" parentID="4" restricted="false">  
 <dc:title>Cosmos</dc:title>  
 <dc:creator>Cowboy Bebop</dc:creator>  
 <upnp:class>object.item.audioItem</upnp:class>  
 <res protocolInfo="cowboy bebop - Cosmos.mp3" size="90000">  
 http://10.0.0.1/getcontent.asp?id=41 </res>  
 </item> 
 <item id="42" parentID="4" restricted="false">  
 <dc:title>Pure Shores</dc:title>  
 <dc:creator>All Saints</dc:creator>  
 <upnp:class>object.item.audioItem</upnp:class>  
 <res protocolInfo="all saints - pure shores.mp3" 
size="90000">  
 http://10.0.0.1/getcontent.asp?id=42 </res>  
 </item>  
 <item id="43" parentID="4" restricted="false">  
 <dc:title>Dreams</dc:title>  
 <dc:creator>Gabrielle</dc:creator>  
 <upnp:class>object.item.audioItem</upnp:class>  
 <res protocolInfo="Aimee Mann et. al. - Magnolia - 12 - 
Gabrielle - Dreams.mp3" size="90000">  
 http://10.0.0.1/getcontent.asp?id=43 </res>  
 </item>  
 <item id="44" parentID="4" restricted="false">  
 <dc:title>I don't want to miss a thing</dc:title>  
 <dc:creator>Aerosmith</dc:creator>  
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 <upnp:class>object.item.audioItem</upnp:class>  
 <res protocolInfo="aerosmith - i don't want to miss a 
thing.mp3" size="90000">  
 http://10.0.0.1/getcontent.asp?id=44 </res>  
 </item>  
</DIDL-Lite> 
 
 
Si ens fixem amb el primer element, és del tipus item amb un id = 41 i, com 
s’esperava, el seu parentID = 4, ens diu que està dins del contenidor 
“Bandes Sonores”. Al ser un ítem, no tindrà res dins, per tant, no necessitem 
tenir el paràmetre childCount. Com a ítem, el que sí que ens ofereix és el 
títol de l’arxiu <dc:title>, el seu creador <dc:creator>, també ens diu 
quina classe d’ítem és, en aquest cas, àudio. Finalment en el protocolInfo 
es dóna la ruta des d’on podem accedir a l’arxiu i el podem reproduir. 
 
Es podrien utilitzar fins a 50 atributs diferents. En aquest exemple sols utilitzem 
els que ens semblen més representatius per l’aplicació. 
 
La resta del xml segueix la mateixa estructura. 
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C. DirectX i DirectShow (Quartz.dll) 
 
C.1. AudioVideoPlayback 
 
Per poder aprendre DirectX, vaig començar a programar-ho amb .Net 
Framework, de manera que tenia disponible l’espai de noms 
AudiovideoPlayback. A continuació hi ha un exemple de les classes Audio 
i Video.  
 
 
using Microsoft.DirectX.AudioVideoPlayback; 
 
private Audio player; 
private Button Play = new Button(); 
private Button Stop = new Button(); 
 
private void Play_Click(object sender, EventArgs e) 
{ 
  try 
    { 
       player = new Audio("oasis - wonderwall.mp3"); 
 player.Play(); 
       Play.Clickat = true; 
 } 
 catch (Exception f) 
     { 
       MessageBox.Show(“No es pot obrir l’arxiu”); 
     } 
} 
 
private void Stop_Click(object sender, EventArgs e) 
{ 
 if(player == null) 
 { 
       player.Stop(); 
 player = null; 
           Stop.Clickat = true; 
           Play.Clickat = false; 
 } 
} 
 
 
La reproducció de vídeo és molt semblant a la d’àudio, l’únic és que se li ha 
d’afegir un panell per on es reproduirà la imatge. 
 
 
using Microsoft.DirectX.AudioVideoPlayback; 
 
private Audio player; 
private Button Play = new Button(); 
private Button Stop = new Button(); 
private panel panell = new panel(); 
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private void Play_Click(object sender, EventArgs e) 
{ 
  try 
     { 
 player = new Video("P4291307.avi"); 
           if (player != null) 
           { 
  player.Owner = panel1; 
                player.Play(); 
  Play.Clickat = true; 
          } 
     } 
 catch (Exception f) 
     { 
       MessageBox.Show(“No es pot reproduir”); 
  } 
} 
 
private void Stop_Click(object sender, EventArgs e) 
{ 
 if(player == null) 
 { 
       player.Stop(); 
 player = null; 
           Stop.Clickat = true; 
           Play.Clickat = false; 
 } 
} 
 
 
C.2. DirectShow o Quartz.dll 
 
Quan es programa la reproducció d’un arxiu multimèdia amb el DirectShow, 
s’han de tenir moltes més coses en compte, en comparació amb 
AudioVideoPlayback. 
 
Tal i com s’ha explicat al punt 3.2.3 Filtres i Filter Graph, el bloc principal de 
DirectShow és el filtre i el que s’encarrega d’ajuntar tots els filtres és el 
FilterGraphManager. Per tant, el primer que s’ha de declarar és el Filter 
Graph Manager. 
  
A l’exemple tindrem tant la reproducció de vídeo com l’àudio, la única diferència 
són quatre línies de codi. 
 
 
/*Quan la llibreria Quartz.dll s’incorpora a l’aplicació, 
aquesta llibreria canvia automàticament de nom i s’anomena 
Interop.QuartzTypeLib*/ 
using Interop.QuartzTypeLib; 
 
private FilgraphManager m_FilterGraph = null; 
private IBasicAudio m_BasicAudio = null; 
private IMediaEvent m_MediaEvent = null; 
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private IMediaEventEx m_MediaEventEx = null; 
private IMediaPosition m_MediaPosition = null; 
private IMediaControl m_MediaControl = null; 
 
private const int WS_CLIPCHILDREN = 0x2000000; 
 
private IVideoWindow m_VideoWindow = null; 
enum MediaStatus { None, Stopped, Paused, Running }; 
private MediaStatus m_CurrentStatus = MediaStatus.None; 
 
private panel panel1 = new panel(); 
 
 private void bObrir_Click(object sender, EventArgs e) 
     { 
        try 
          { 
          string NomArxiu = “oasis – wonderwall.mp3”; 
                //Declarem el Filter Graph Manager 
                m_FilterGraph = new FilgraphManager(); 
   //Li passem l’arxiu que volem renderitzar, 
   reproduir 
                m_FilterGraph.RenderFile(NomArxiu); 
   //Comencem a introduir els filtres que volem 
                m_BasicAudio = m_FilterGraph as IBasicAudio 
    
   //Aquí tenim la part del vídeo 
                try 
                { 
                  m_VideoWindow = m_FilterGraph as  
         IVideoWindow; 
    /*També necessitem tenir un panel, que ens 
    faci de finestra*/ 
                     m_VideoWindow.Owner = (int)panel1.Handle; 
                     m_VideoWindow.WindowStyle = WS_CHILD | 
        WS_CLIPCHILDREN; 
    m_VideoWindow.SetWindowPosition( 
    panel1.ClientRectangle.Left,   
     panel1.ClientRectangle.Top,   
    panel1.ClientRectangle.Width,   
      panel1.ClientRectangle.Height); 
              } 
   /*No llença una excepció d’error, sinó que en 
   cas que l’arxiu no sigui d’àudio no necessitem 
   ni la finestra ni res de tot això. Per tant, tot 
   el que ha fet en el try, de la part de vídeo, 
   s’ha de borrar*/ 
                catch (Exception) 
                { 
                 m_VideoWindow = null; 
                } 
 
   /*Un cop acabat, continuem posant filtres*/ 
 
               m_MediaEvent = m_FilterGraph as IMediaEvent             
   m_MediaEventEx = m_FilterGraph as IMediaEventEx; 
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                m_MediaEventEx.SetNotifyWindow((int)this.Handle, 
        WM_GRAPHNOTIFY, 0); 
                m_MediaPosition = m_FilterGraph as   
         IMediaPosition; 
                m_MediaControl = m_FilterGraph as IMediaControl; 
 
   /*Un cop ja tenim els filtres, podem començar a 
   reproduir l’arxiu*/ 
                m_MediaControl.Run(); 
            } 
            catch (Exception f) 
            { 
                MessageBox.Show(“Problemes amb la reproducció"); 
            } 
        } 
 
 
L’explicació d’algunes d’aquestes variables es pot trobar a continuació :  
- FilgraphManager : Construeix i controla el filter graph. Les aplicacions el 
poden utilitzar per crear grafs amb reproducció d’arxius; reproduir, pausar o 
parar un graf; o trobar filters en el register.  
- IBasicAudio : Suporta la component àudio del filter graph. Permet l’accés a 
les funcionalitats de volum i balanç. 
- IMediaEvent : Conté els mètodes per recuperar notificacions 
d’esdeveniments. Les aplicacions ho poden utilitzar per respondre als 
esdeveniments que succeeixen en el filter graph, com pot ser el final d’un 
flux de dades o un error a l’hora de renderitzar un arxiu.     
- IMediaPosition : Conté els mètodes pel desplaçament al llarg del filter 
graph i la velocitat de reproducció. 
- VideoWindow : administra la finestra del vídeo que es reprodueix. 
- IMediaControl : la interfície proveeix mètodes per controlar el flux de dades 
a través del filter graph. Inclou mètodes com running, pausing and stopping 
el filter graph. El FilterGraphManager és qui implementa aquesta interfície 
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D. Creació d’un control d’usuari 
 
La nova versió de .NET Compact Framework incorporada dins de Visual Studio 
2005 ofereix, com a novetat, la creació de controls d’usuari. Aquest fet és molt 
útil, ja que es poden crear controls al nostre gust o crear un control que 
compleixi amb els nostres requeriments. 
 
El que s’explica a continuació són els passos que s’han de seguir si es vol 
crear un botó personalitzat, tal que quan es cliqui canviï el seu color de fons. 
 
Per crear una classe Control pròpia, s’ha d’heretar de les classes 
UserControl o de la resta de controls de formularis que ens proporciona 
WindowsForms. 
 
Per poder crear un control d’usuari, el primer que s’ha de fer és escollir quin 
tipus de projecte volem fer. Com que els controls que em fet són per 
WindowsCE, escollirem les opcions que es mostren a la figura D.1. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. D.1 Opció que s’ha d’escollir per crear un control d’usuari 
 
 
Un cop ja tenim el projecte creat, a la figura D.2 es mostra com es pot canviar 
el nom del control al nostre gust. En aquest exemple li posarem ControlBoto. 
Amb el botó dret sobre el nom del control, escollim l’opció Rename. Teclegem 
el nom que volem pel nostre control i després ens surt un missatge dient-nos si 
volem canviar el nom del botó, amb tot el que implica. És a dir, si es canvia el 
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nom del control, també s’haurà de canviar el nom de l’Objecte dins del codi 
(això és el que volem). 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. D.2 Com renombrar el control d’usuari 
 
 
D.1. Les propietats 
 
El nostre control tindrà dues imatges diferents, una que es veurà quan el botó 
no està clicat, i l’altre quan es clica.  
 
 
        private Image backgroundImage, pressedImage; 
 
    public Image BackgroundImage 
    { 
        get{return this.backgroundImage;} 
        set{this.backgroundImage = value;} 
    } 
 
    public Image PressedImage 
    { 
        get{return this.pressedImage;} 
        set{this.pressedImage = value;} 
    } 
 
 
També volem saber quan s’ha clicat el botó i poder modificar el text que volem 
que aparegui al botó. 
 
 
          private bool clickat; 
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     public bool Clickat 
     { 
         get { return (this.clickat); } 
         set { this.clickat = value; } 
     } 
 
           public override string Text 
     { 
         get{return base.Text;} 
         set{base.Text = value;} 
     } 
 
 
D.2. Els mètodes 
 
Voldrem que el control es vagi pintant automàticament, per tant, haurem de 
sobreescriure el mètode OnPaint. És a dir, sempre pintarem el que hagi 
canviat i entre una imatge antiga i la nova, no passarem per una imatge de fons 
negre, per això, també se sobreescriurà el mètode OnPaintBackground. 
 
La majoria de controls que s’han fet per l’aplicació utilitzen el doble buffer. És a 
dir, primer es fan els canvis en un buffer auxiliar, i després es bolca tot a 
l’objecte Graphics, que és l’encarregat de pintar-ho tot.  
En aquest cas no s’utilitza el doble buffer, perquè només tenim dues imatges 
diferents i en cada cas sols tindrem una o l’altre. 
 
 
 protected override void OnPaint(PaintEventArgs e) 
     { 
         if (this.pressed && this.pressedImage != null) 
             e.Graphics.DrawImage(this.pressedImage, 0, 0); 
         else if(backgroundImage != null) 
             e.Graphics.DrawImage(backgroundImage,0,0); 
 
     // Pinta el text si n’hi ha algun. 
         if (this.Text.Length > 0)  
         { 
             SizeF size = e.Graphics.MeasureString(this.Text, 
      this.Font); 
 
             // Centra el text a dins del botó 
             e.Graphics.DrawString(this.Text, this.Font, 
               new SolidBrush(this.ForeColor), 
              (this.ClientSize.Width - size.Width) / 2, 
              (this.ClientSize.Height - size.Height) / 2); 
         }        
         base.OnPaint(e); 
     } 
 
     protected override void OnPaintBackground(PaintEventArgs e) 
     { 
92                      Desenvolupament d’una aplicació orientada a multimèdia en entorn de sistema empotrat Windows CE 
     } 
 
 
A continuació, s’ha de decidir quins altres mètodes volem utilitzar. Al ser un 
control d’usuari que volem posar a qualsevol lloc ens interessarà que es pugui 
redimensionar, és a dir, que quan es vulgui posar en un Form, es pugui decidir 
quines dimensions té. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. D.3 Escollir quins mètodes volem utilitzar 
 
 
A continuació escrivim el codi dels mètodes que volem utilitzar: 
 
 
    private Bitmap bmp; 
    private Graphics g; 
 
        private void boto_Resize(object sender, EventArgs e) 
    { 
        Control control = (Control)sender; 
        this.Width = control.Size.Width; 
        this.Height = control.Size.Height; 
        bmp = new Bitmap(this.Width, this.Height); 
        g = Graphics.FromImage(bmp); 
        this.clickat = false; 
    } 
 
     
També es vol que quan es clica el botó canviï la imatge o el color de fons, per 
tant, sobreescriurem el mètode Click. 
 
     
    protected override void OnClick(EventArgs e) 
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    { 
        this.clickat = true; 
        base.OnClick(e); 
    } 
 
 
Finalment acabem amb el constructor del control. 
 
 
    public boto() 
    { 
        InitializeComponent(); 
        bmp = new Bitmap(this.Width, this.Height); 
        g = Graphics.FromImage(bmp); 
        this.clickat = false; 
        this.Width = this.Width; 
        this.Height = this.Height; 
    } 
 
 
Un cop ja tenim el control d’usuari, el compilem i ja el podem utilitzar allà a on 
volem. 
 
 
D.3. Inserció del control dins d’una aplicació 
 
Per poder utilitzar el control des d’una aplicació que ja tenim creada, el primer 
que farem serà introduir el nostre control dins del ToolBox, de manera que el 
puguem utilitzar infinites vegades. 
 
Amb el botó dret sobre qualsevol de les pestanyes del ToolBox, seleccionem 
Choose Items... tal i com es mostra a la figura D.4. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. D.4 Com introduir el control d’usuari que hem creat en el ToolBox, per 
poder utilitzar-ho a qualsevol aplicació. 
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Clicarem Browse per buscar la llibreria que conté el nostre control d’usuari, 
figura D.5. 
 
 
 
 
Fig. D.5 Finestra que ens apareix després de seleccionat Choose Items... 
 
 
Anirem al directori on s’ha creat la carpeta amb el Control de botó : 
Directori_on_estigui/ProvaBoto/Boto/bin/Debug/Boto.dll i cliquem Open. Figura 
D.6. 
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Fig. D.6 Escollim la .dll (llibreria) del nostre control per utilitzar-ho 
 
 
 
 
Fig. D.7 Podem veure com s’ha afegit el nostre control a la llista d’Items del 
ToolBox 
 
 
Cliquem Ok i ara ja ens apareix el nostre control dins del ToolBox. De manera 
que ara ja el podem utilitzar. 
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Fig. D.8 Ja tenim el control al ToolBox, de manera que ja el podem utilitzar 
 
 
Cliquem el control creat i afegit al ToolBox i l’arrastrem al Form de l’aplicació 
que s’ha creat. Ara se li poden modificar les dimensions fins a que tingui les 
que nosaltres ens interessi. Li podem canviar el nom, li posem les imatges de 
BackgroundImage i PressedImage. Ens podem fixar que quan es posa el 
control al Form, en les referències de l’aplicació s’introdueix automàticament la 
llibreria. En cas de que no es produís, botó dret sobre References, i anem fins 
al directori on tenim el control i doble clic sobre la .dll. Tal i com es mostra a la 
figura D.9. 
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Fig. D.9 Quan utilitzem el control, s’afegeix una referència d’ella dins l’apartat 
de References del nostre projecte 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
                  Fig. D.10 Veiem les propietats que té el nostre control 
 
 
Les imatges que posem a les propietats BackgroundImage i PressedImage 
són fetes amb el PhotoShop, però es poden crear amb el Paint, amb el Visual 
Studio o, en podem fer-ho utilitzant les directives de GDI+. Això és a gust de 
cadascú.  
 
Per exemple, un dels controls que he creat és un slider. En aquest cas, no hi ha 
cap propietat de BackgroundImage o PressedImage. Això ens indica que 
podem utilitzar tot allò que necessitem. 
  
Per poder posar text al botó, anem al codi del Form i posem la següent 
sentència: 
 
 
 public Form1() 
     { 
         InitializeComponent(); 
         BotoExempe.Text = "Exemple"; 
     } 
 
 
Compilem el projecte i ja el podem provar amb l’emulador de Pocket PC 2003 
que integra e Visual Studio 2005 i que també ens permet provar aplicacions per 
WindowsCE. A la figura D.11 es mostren dues captures del control, clicat i 
sense clicar. 
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Fig. D.11 Captures de l’emulador amb el nostre control. La primera figura 
mostra el control sense clicar, la segona amb el control clicat.  
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E. Diagrames de classes dels controls i l’aplicació 
sense integració 
 
E.1. Equalitzador 
 
L’equalitzador gràfic és un element molt comú en tots els reproductors, tant en 
interfícies d’usuari com en petits dispositius. Per tant, com a aplicació que 
s’està programant, l’equalitzador és un dels elements imprescindibles. 
 
 
E.1.1 Diagrama de classes 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. E.1 . Diagrama de classes del control equalitzador 
 
 
Una de les característiques més importants de l’equalitzador és el mètode 
Resize. Permet escollir les dimensions que es vulguin de l’equalitzador, 
segons el lloc on es posarà, i ell es redimensiona automàticament. Les 20 
barres que el conformen, canviaran la seva amplada i llargada depenent de les 
noves dimensions 
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E.1.2 Com pinta l’equalitzador 
 
El mètode de pintar les barres de equalitzador està optimitzat, és a dir, el 
primer cop pinta tota la barra, però després, a mesura que van canviant el valor 
de les barres, mira la diferència entre el valor antic i el nou valor. De manera 
que si el valor antic és major que el valor nou, sols ha de despintar el tros que 
sobre. Al mateix que si el valor antic és menor que el valor nou, l’únic que ha 
d’afegir és el tros que falta. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. E.2  Mostra de l’equalitzador gràfic 
 
 
E.1.3 Millores de l’equalitzador 
 
L’objectiu de l’equalitzador és mostrar les diferents freqüències, de manera que 
l’usuari pugui seguir, mirant l’equalitzador, com van canviant al ritme de la 
música.  
 
Per poder representar les components freqüencials es necessita capturar les 
mostres mentre s’està reproduint la música, fer’ls-hi la transformada de Fourier, 
per poder saber quin valor té cada component freqüencial i poder pintar-ho 
correctament en l’equalitzador. Degut a que no disposem de DirectSound, ja 
no podem capturar mostres i no podem representar les components 
freqüencials. De manera que per poder utilitzar l’equalitzador, el que s’ha fet és 
que mostri valors aleatoris.  
 
Una bona millora seria fer un estudi intens i més ampli de si existeix alguna 
llibreria o provar alguna manera de que es puguin capturar mostres. Així 
s’aconseguiria que equalitzador funcionés tal i com un s’espera. 
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Una altra de les millores podria ser el número de barres. En aquest moment té 
un número fix de barres, 20, però es podria afegir una propietat per tal que 
l’usuari o el programador decidís quantes barres vol. 
 
 
E.2. ToolTip 
 
Una de les característiques que tenen molts controls és que quan es passa el 
ratolí per sobre apareix una etiqueta de color grop amb el nom del control. Això 
és molt útil quan el control és un botó amb una imatge que representa una 
acció. 
 
Amb .Net Compact Framework no podem disposar d’aquesta funcionalitat. Així 
que s’ha creat una classe ToolTip. D’aquesta manera quan el programador 
posa un control a l’aplicació, en aquest cas botons i sliders,  pot escollir si li vol 
referenciar un ToolTip ja creat o no posar res.  
 
 
E.2.1 Diagrama de classes 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. E.3 Diagrama de classes de ToolTip 
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La classe ToolTip no deixa de ser una etiqueta que apareix quan un altre 
control ho requereix. Nosaltres la posarem en el lloc que desitgem de l’aplicació 
i un altre control en pot fer referència o  no.  
 
Les propietats que té permeten canviar el color de fons, la font , el text i el color 
del text. I pel que fa els mètodes, tenim el Resize que, tal i com s’ha dit en 
l’equalitzador, permet el redimensionament del ToolTip, de manera que 
s’adeqüi perfectament als nostres interessos.  
 
 
E.2.2 ToolTip 
 
 
Fixant-nos amb els dos ToolTips de la figura E.4, si se li afegís a la classe 
ToolTip una propietat de BackgroundImage que pogués posar el 
programador, es podria utilitzar el ToolTip com una etiqueta. 
 
 
 
 
         
Fig. E.4  Mostres de dos ToolTips 
 
 
E.3. Botó 
 
El botó quadrat és un control que té moltes funcionalitats. Entre elles, trobem la 
funció de botó, però en alguns casos també es pot utilitzar com etiqueta. Tots 
els botons que formen part de l’aplicació utilitzen aquest control. 
 
 
E.3.1 Diagrama de classes  
 
Al igual que l’equalitzador, el boto també té un mètode Resize de manera 
que l’usuari el pot utilitzar en qualsevol lloc. També té els mètodes 
OnMouseDown, per saber si el ratolí clica el botó; OnMouseUp, per saber si s’ha 
deixat de clicar. Aquests mètodes ens són de gran ajuda, sobretot quan tenim 
diferents imatges per quan el botó es clica que quan no. 
 
Com es pot veure al diagrama de classes, també disposa de les propietats 
UtilitzarEt i ToolTip per poder referenciar una ToolTip al control i 
decidir si es vol utilitzar o no. 
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Fig. E.5 Diagrama de classes del control boto 
 
 
E.3.2 boto com a Botó  
 
La característica més important del boto és que aprofita els mètodes 
OnMouseDown i OnMouseUp, juntament amb les propietats 
BackgroundImage, PressedImage. D’aquesta manera, quan es clica el 
botó, canvia la imatge BackgroundImage, per la imatge PressedImage. Així 
l’usuari sap quan s’està clicant i, a part, es dóna compte de la interacció de 
l’aplicació amb ell. Alguns exemples els podem trobar al la figura E.6. 
 
            
          No clicat              Clicat 
 
 
 
 
 
 
 
 
   
                            Fig. E.6  Mostra d’alguns botons. 
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E.3.3 boto com Etiqueta 
 
Un dels problemes que té l’etiqueta (label), quan s’utilitza amb el Compact 
Framework, és que no és transparent. És a dir, a l’aplicació es necessiten 
etiquetes per mostrar lletres i el temps de la cançó, però que siguin 
transparents per tal que es vegi el que hi ha sota. 
 
Per tal de resoldre el problema, s’utilitza el boto que ja s’havia creat i s’utilitza 
com etiqueta. De quina manera? Doncs el que es fa és que les imatges 
BackgroundImage i PressedImage siguin les mateixes. Alhora, no es 
defineixen els mètodes OnMouseDown ni OnMouseUp. D’aquesta manera 
s’aconsegueixen etiquetes com les que es mostren a la figura E.7. 
 
 
 
 
 
 
 
 
Fig. E.7. Etiquetes que s’utilitzen 
 
 
 
E.3.4 boto amb ToolTip 
 
El ToolTip apareix quan es mou el ratolí per sobre del control. El problema de 
referenciar el ToolTip al botó és saber quan el mouse o ratolí deixa o surt 
dels límits el control. És a dir, el control coneix perfectament quins són els seus 
límits, però fora d’ells no té manera de saber on es troba el ratolí. Per tant, 
quan el ratolí es mou per sobre d’ell sap que ha de fer aparèixer el ToolTip, 
però quan es deixa de moure el ratolí dins dels seus límits, què passa? Com 
que ell no sap on es troba el ratolí, el ToolTip continuarà mostrant-se 
contínuament. 
 
Com resoldre el problema del ToolTip? Considerant que s’utilitza un ratolí, 
aquest es desplaça per la pantalla de forma seguida, és a dir, no podem fer 
salts. Per tant, aprofitant aquesta característica podem determinar una zona del 
control, pròxim als seus límits, de manera que quan el ratolí passi per aquesta 
zona, el ToolTip deixi de mostrar-se.  Tindríem una cosa com: 
 
 
 
   
 
 
 
              Fig. E.8 Mostra les dues zones que tindrà un botó. 
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Quan el ratolí es mogui o desplaci per la part més fosca del control, la part 
central, farà que es mostri el ToolTip. En canvi, quan el botó passi per la part 
més clara del botó, la part exterior, el ToolTip deixarà de mostrar-se. Quan es 
cliqui, també deixarà de mostrar-se. 
 
 
 
 
 
   
Fig. E.9 La primera figura mostra quan el ratolí es mou per la zona  
  interior. La segona figura mostra quan es clica el botó. 
 
 
E.4. Slider 
 
El slider o control lliscant s’utilitza per poder modificar els valors del Volum, 
Balanç i desplaçament al llarg de la cançó.  
 
 
E.4.1 Diagrama de classes 
 
El slider també té un mètode Resize, com la resta de controls d’usuari. Tenim 
tres classes de sliders, Posició, Volum i Balanç. Cadascun d’ells té uns colors 
diferents però el funcionament és el mateix. A part del Resize, els mètodes 
més importants són OnMouseUp, Slider_MouseMove, Slider_MouseDown i 
el ComprovarZona.  
 
Sols es podrà desplaçar la pestanya o Thumb, quan es cliqui, per això tenim el 
ComprovarZona, per determinar si s’està dins dels límits del Thumb; tenim 
també OnMouseUp , per quan es clica el control. Finalment tenim els mètodes 
Slider_MouseMove i Slider_MouseDown, per quan es clica Thumb i es fa 
lliscar. 
 
Un cop tenim la posició de l’slider, segons el tipus que sigui, aquest tindrà un 
valor o un altre. Per exemple, el Volum, el valor mínim és -10000 (Silenci 
absolut) i el valor màxim és 0. El balanç, el valor mínim és -10000 (esquerra) , 
el valor màxim és 10000 (dreta) i el centre és el 0. Finalment, la posició o 
desplaçament va recorrent cada segon fins arribar a la duració final de l’arxiu. 
Per tant, en cadascun dels casos es necessita fer càlculs de proporcions, ja 
que variarà segons quines siguin les dimensions del control, el qual és 
totalment dinàmic.  
 
En el cas del Slider també tenim la propietat de poder utilitzar o no el 
ToolTip i funciona de la mateix manera que s’ha explicat en l’apartat E.3.4 de 
l’annex. 
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Fig. E.10  Diagrama de classes del control Slider 
 
 
E.4.2 Sliders 
 
A la figura E.11  veiem que els sliders de volum i balanç estan a la posició 
inicial, que és el valor intermig.  
 
Pel que fa al slider de posició o  desplaçament, en podem veure dos a la figura 
E.11  El Thumb d’aquest slider va lliscant a mesura que van passant els 
segons. De manera que quan està a la posició inicial, abans de començar a 
reproduir, està totalment a la posició inicial o duració 00:00. En l’altre, veiem 
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que està a mitja reproducció i que la posició on es troba equival, respecte a la 
duració total, a 1:45. 
 
   
  Volum   
 
  Balanç 
   
  Posició  
 
 
 
Fig. E.11 Mostra dels diferents sliders 
 
 
 
 
Fig E.12  Slider Volum amb el ToolTip 
 
 
E.5. Espiral 
 
L’única funció d’aquest control és que es vegi una imatge que es va movent al 
llarg del temps.  L’usuari pot escollir si visualitzar l’equalitzador gràfic, l’espiral o 
res. 
 
El seu ús dins de l’aplicació no és imprescindible ni necessari, però intenta ser 
com els reproductors que acostumem a utilitzar normalment. 
 
 
E.5.1 Diagrama de classes 
 
L’espiral és un control totalment dinàmic. El que fa és anar mostrant cada x 
segons (ho decideix el programador) la imatge que anirà sortint, de manera que 
es veurà una seqüència d’imatges continua. 
 
En el cas de l’aplicació es posen onze imatges on es veu com s’enrosca un 
espiral i com es desenrosca, de manera que al posar aquestes imatges dins del 
control, l’espiral dóna la sensació de moviment. 
 
Depèn de les imatges que un li posi i pot ser de les dimensions que es vulgui, 
ja que també té definit el mètode Resize. 
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Fig. E.13 Diagrama de classes de la classe Espiral 
 
 
E.5.2 Espiral 
 
A continuació es mostren quatre imatges que formen part de la seqüència 
d’imatges de l’espiral que s’utilitza en l’aplicació. 
 
 
 
Fig. E.14  Imatges que s’utilitzen a l’espiral, dins l’aplicació 
 
 
E.5.3 Millores  
 
Una de les millores que es podrien fer a l’aplicació respecte aquest control, 
seria crear una altra seqüència diferent d’imatges, de manera que l’usuari 
pogués escollir quines vol. 
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E.6. UPnPLib i esquema DIDL-Lite 
 
Per poder fer la integració posterior amb la part de xarxa, a part de saber com 
és l’esquema DIDL-Lite, també s’ha de guardar la informació que es llegeix 
d’aquests missatges i poder-la mostrar a l’usuari. 
 
La llibreria UPnP, per una banda té els mètodes de lectura de xml; per una altra 
té els mètodes que s’encarreguen d’emmagatzemar els objectes llegits i poder 
crear la llista de reproducció i mostrar-la a l’usuari. 
 
 
E.6.1 Diagrama de la classes 
 
La classe Objecte representa la part més petita que podem tenir a l’aplicació. 
Representa totes les característiques que volem saber d’un arxiu multimèdia. 
Des del títol, l’autor, la ruta on es pot trobar, etc. Podem construir un objecte 
buit o donant-li les propietats o característiques que volem que tingui. 
 
L’enumeració TipusObjecte ens representa els diferents tipus d’objectes que 
tenim. Root, Storage i Container representen contenidors que contenen 
ítems o altres contenidors. Root és l’objecte principal i on anirem posant tots 
els altres. 
 
El TipusObjecte  ítem representa un objecte, un arxiu multimèdia. Però 
podem tenir diferents tipus d’ítems segons el seu contingut. D’aquí sorgeix 
l’enumeració TipusItem.  
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Fig. E.15  Diagrama de la Classe Objecte i de les enumeracions TipusObjecte i 
TipusItem 
 
 
La classe Contingut és la que engloba més mètodes. És l’encarregada de 
llegir, crear la llista i crear el Random.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. E.16  Diagrama de classes de la classe Contingut. 
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E.6.2 Camps de la classe Contingut 
 
D’entre els camps de la classe Contingut es poden destacar els tres 
ArrayList Objectes, Cua i Llista. 
 
Objectes és un ArrayList auxiliar. És on es posen tots els objectes en un 
primer moment. Després, es bolquen a l’ArrayList Llista que conforma la 
vertadera llista de reproducció, la que veu l’usuari. 
 
L’ArrayList Cua s’utilitza per anar posant els objectes que anem llegint del xml. 
Els objectes de la Cua es posaran a Objectes i, finalment, acabaran a la 
Llista. 
 
També hi ha un array d’integers anomenat Random. S’utilitza per saber quin 
ordre aleatori s’ha de seguir quan l’usuari escull Random. Cada vegada que es 
creï o modifiqui la llista de reproducció, es tornarà a crear l’array Random. La 
seva longitud és igual al nombre d’objectes que té la llista. A cada posició de 
l’array  i hi ha un número aleatori entre 0 i el nombre d’objectes totals de la llista 
menys 1. D’aquesta manera, si a la primera posició tenim un 2, implica que 
s’haurà de reproduir l’objecte que ocupa la segona posició dins l’ArrayList 
Llista.  
Per què es fa així? Per assegurar-nos que un arxiu no es reprodueix durant 
dues vegades seguides.  
 
 
E.6.3 Mètodes de la classe Contingut 
 
Els mètodes que conté la Classe Contingut es poden agrupar en diferents 
grups depenent on s’utilitzin. 
 
- Lectura dels missatges XML amb l’esquema DIDL-Lite : Tot i que els 
missatges que llegim segueixen l’esquema DIDL-Lite, es poden llegir com 
un arxiu XML. S’ha de tenir en compte que la connexió és TCP/IP, de 
manera que els paquets poden venir fragmentats. Per això tenim  el mètode 
LlegirPrevi, per controlar que es rebin tots els fragments, es posin en un 
búffer auxiliar i, un cop ja s’han rebut tots, es passin al mètode Llegir i 
pugui anar introduint els objectes al seu lloc. 
 
- La creació de la llista : Un cop s’han llegit tots els missatges i estan 
guardats dins d’Objectes, l’usuari pot escollir quins vol incorporar a la seva 
llista de reproducció. Per tant, el que farà serà utilitzar la propietat checked 
de cada objecte. Un cop accepta la creació de la llista, l’usuari li dóna un 
nom, que s’emmagatzema dins NomLlista. D’aquesta manera es 
procedeix a la creació de la Llista i del Random. 
 
- Mètodes de recerca d’objectes: Els mètodes més secundaris, però 
igualment importants, són els que faciliten la recerca d’objectes dins dels 
diferents ArrayLists i l’array que hi ha dins de Contingut. 
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E.7. Aplicació 
 
L’aplicació en si ha anat creixent a mesura que se li han afegit noves 
funcionalitats. A la figura E.17 veiem que el diagrama de classes és molt 
extens, però a continuació s’explica cadascuna de les parts amb els mètodes 
més importants que utilitza. 
 
El seu diagrama de classes es pot veure a la figura E.17. 
 
- Escollir arxius per la llista de reproducció  
 
Per poder començar a reproduir els arxius, el que necessita l’usuari és crear 
una llista de reproducció.  
 
Primer de tot haurà d’escollir quin tipus de llista vol crear (àudio, vídeo, 
imatges). A continuació apareixerà un treeView (arbre) amb tots els arxius 
que hi ha disponibles al servidor de continguts (Lectura de missatges amb 
l’esquema DIDL-Lite). Un cop l’usuari esculli quins arxius vol, es crearà la 
llista de reproducció amb el nom introduït per l’usuari. 
 
En aquesta part els mètodes que hi intervenen són el de Començar, per 
connectar-se amb el servidor de continguts enviant-li una petició i llegint un 
missatge amb esquema DIDL-Lite. Quan l’usuari selecciona les carpetes per 
anar escollint els arxius a reproduir, hi intervenen els mètodes relacionats 
amb el treeViewF2. Un cop ja ha escollit els arxius i ja ha posat nom a la 
llista, es crea un segon treeView, que és el que anomenem llista de 
reproducció. 
 
- Modificació de la llista de reproducció 
 
La llista de reproducció la podem borrar completament, li podem canviar el 
nom, hi podem afegir arxius del mateix tipus i podem borrar un arxiu en 
concret. 
 
- Reproducció 
 
Pel que fa la reproducció, s’utilitzen els mètodes de DirectShow, però posats 
de manera que en conjunt facin la funció desitjada. També hi podem afegir 
els controls d’usuari de volum, posició i balanç. A més dels de Repetir, 
RepetirTot i Random. 
 
 
L’aplicació, pròpiament dita, està formada per molts mètodes i camps. Però 
gran part d’ells, excepte els de reproducció, són per controlar la correcta 
visualització de l’aplicació. És a dir, que els botons responguin i tinguin l’efecte 
que l’usuari espera. 
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Fig E.17  Diagrama de classes de l’aplicació o Form1 i les seves 
enumeracions 
 
 
E.7.1 Millores 
 
Les proves fetes amb l’emulador de WindowsCE ha propiciat que l’aplicació, 
Form1.cs, contingui una gran quantitat de mètodes. L’emulador no permet la 
visualització de múltiples pantalles, per tant, per resoldre-ho, he optat per posar 
tots els components i controls en el mateix form. Per això hi ha tants mètodes 
dedicats al control de la visualització de tots aquests components. 
 
Una de les millores que jo faria, a part d’arreglar el que s’acaba de comentar, 
seria crear una nova llibreria que es dediqués especialment a la reproducció 
amb el DirectShow.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Annex  115 
F. Integració part de xarxa 
 
A l’etapa d’integració amb la part de xarxa es veu com l’aplicació no ha estat 
ben dissenyada per poder integrar aquesta part. Per tant, s’ha de replantejar i 
implementar de nou. 
 
L’aplicació s’ha de veure com la capa més superior que tindrà el nostre 
dispositiu i que permet la interacció amb l’usuari. Per tant, sols ha de contenir 
els controls i part de la reproducció. 
Per sota hi ha d’haver una capa que sigui compartida per la part de xarxa, la 
part de hardware i l’aplicació. Aquesta capa és la nostra UPnPLib que ha de 
tenir crides des de l’aplicació i des de les altres parts. 
 
A continuació s’explica la classe GlobalArea, es detallen els diagrames de 
classe de la nova llibreria UPnPLib i la nova aplicació i, finalment, es mostren 
les noves funcionalitats de l’aplicació i es representen els diagrames 
d’interacció entre l’aplicació i el GlobalArea. 
 
 
F.1. La façana : Global Area 
 
Com s’ha explicat a l’apartat 6.2.1 de la Memòria, s’ha creat una façana que 
ens ajuda a administrar els recursos compartits de la part de xarxa, hardware i 
aplicació. 
Aquesta façana segueix un patró anomenat Singleton. 
 
 
F.1.1 Patró Singleton 
 
L’objectiu del Singleton és garantir que una classe sols tingui una instància i 
proporciona un punt d’accés global a ella. D’aquesta manera ens assegurem 
que només es té una única instància d’aquest element per tots els clients que el 
necessiten referenciar. 
 
Característiques: 
  
- Defineix una operació Instància que permet als clients accedir a una 
única instància. Aquesta Instància és una operació de classe (static en 
C#). 
 
- Ha d’haver-hi exactament una instància d’una classe i aquesta ha de ser 
accessible a tots els clients des d’un punt d’accés global conegut. 
 
- La única classe ha de ser extensible mitjançant herència i els clients han 
de ser capaços de realitzar una instància extensa sense modificar el seu 
codi. 
 
- L’accés controlat a la única instància. Això pot tenir un control estricte 
sobre com i quan accedeixen els clients a la instància. 
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- Espai reduït de noms. El patró Singleton és una millora sobre les variables 
globals. 
- Permet un nombre de variable d’instàncies. El patró fa que sigui fàcil 
canviar d’opinió i permetre més d’una instància de la classe Singleton. 
 
 
 
Singleton 
static Instante() 
Singleton Operation() 
GetSingletonData() 
static uniqueInstance 
singletonData 
return uniqueInstance
 
 
 
 
 
 
 
 
 
 
Fig. F.1  Diagrama OMT  de Singleton 
 
 
A continuació es mostra la implementació més senzilla d’un patró Singleton en 
C#: 
 
public class Singleton 
{ 
 private static Singleton instance = null; 
  
 private Singleton() {} 
  
 public static Singleton GetInstance() 
 { 
 if (instance == null) 
  instance = new Singleton(); 
  
 return instance; 
 } 
} 
 
Com es pot observar, el funcionament del Singleton és molt senzill, els passos 
bàsics que segueix són: 
 
1. Amagar el constructor de la classe Singleton, perquè els clients no puguin 
crear instàncies. 
 
2. Declarar a la classe Singleton una variable membre privada que contingui la 
referència a la instància única que volem gestionar. 
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3. Posar a la classe Singleton una funció o propietat que doni accés a la única 
instància gestionada pel Singleton, a l’exemple, GetInstance(). Els 
clients accedeixen a la instància a través d’aquesta funció o propietat. De 
manera que el primer que crida GetInstance() és que crea el Singleton i 
la resta, quan cridi GetInstance() sols rebran una instància ja creada del 
Singleton. 
 
 
F.1.2 Global Area 
 
Un vegada ja s’ha explicat el patró del Singleton, el que es fa és aplicar-lo a la 
implementació de la façana, que hem anomenat, Global Area. A continuació es 
mostra la implementació del Global Area. 
 
 
using System; 
 
/*Declaració dels delegats*/ 
public delegate int NextHandler(); 
public delegate int PreviousHandler(); 
public delegate int PauseHandler(); 
public delegate int PlayHandler(); 
public delegate int StopHandler(); 
public delegate int SetAVTransportURIHandler(string uri, 
string metadata); 
public delegate int SeekHandler(string unit, string 
target); 
public delegate int SetPlayModeHandler(string mode); 
public delegate int SetVolumeHandler(string volume); 
public delegate int SetMuteHandler(bool mute); 
public delegate int BrowseHandler(); 
 
public delegate int SetStateVariableHandler(string var, 
string val); 
 
public class GlobalArea 
{ 
     static GlobalArea ga = null; 
 private int minit; 
 
 /*Constructor del GlobalArea*/ 
 private GlobalArea() 
 { 
 minit = 0; 
 } 
 
 /*Instància : Des d’on poden accedir els clients*/ 
 public static GlobalArea getInstance() 
 { 
         
         if (ga == null) ga = new GlobalArea(); 
 
          return ga; 
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 } 
 
 public void init() 
 { 
 minit++; 
 } 
 
/*Per saber si tots els clients ja tenen una instància del 
GlobalArea*/ 
 public bool isInit() 
 { 
 if(init>3)  
          return true; 
 } 
 
 // Crides per a saber que es fa una acció. 
 public NextHandler  Next; 
 public PreviousHandler Previous; 
 public PauseHandler  Pause; 
 public PlayHandler  Play; 
 public StopHandler  Stop; 
    public SetAVTransportURIHandler SetAVTransportURI; 
    public SeekHandler   Seek; 
 public SetPlayModeHandler  SetPlayMode; 
     public SetVolumeHandler  SetVolume; 
     public SetMuteHandler  SetMute; 
     public BrowseHandler   Browse; 
 
 public SetStateVariableHandler SetStateVariable; 
} 
 
 
Mirant el codi d’implementació del GlobalArea podem veure que està format 
per dues parts ben diferenciades: 
 
- Els delegats 
 
Un delegat és un tipus especial de classe de manera que els seus 
objectes poden emmagatzemar un o més mètodes de manera que a 
través de l’objecte sigui possible sol·licitar l’execució en cadena de tots 
ells. 
 
Els delegats són molt útils ja que permeten disposar d’objectes els 
mètodes dels quals poden ser modificats dinàmicament durant l’execució 
d’un programa. 
 
Un delegat es pot definir de la següent forma: 
 
 
<modificador> delegate <Tipus Retorn> <Nom del delegat> 
(<paràmetres>) 
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Els delegats que es defineixen al GlobalArea permeten tan poder cridar 
mètodes del GlobalArea, com que el GlobalArea ens cridi els nostres 
mètodes. 
 
- El Singleton 
 
Com es pot observar l’estructura del GlobalArea segueix l’estructura del 
Singleton comentada a l’apartat F.1.1. A més, se l’hi ha afegit dos 
mètodes més, init() i isInit(). Aquests són per controlar que les 
tres parts, xarxa, hardware i aplicació, ja tenen la seva instància del 
GlobalArea, de manera que ja es pot començar a treballar. 
 
Per tant, quan ja es tingui uns instància del GlobalArea, només s’haurà 
d’assignar a cadascun dels delegats que formen el GlobalArea, quins 
mètodes propis de l’aplicació s’han de cridar. 
 
 
F.2. Diagrames de classes 
 
A continuació es mostren els nous diagrames de classe de la llibreria UPnPLib i 
de l’aplicació. 
 
 
F.2.1 Diagrames de classe de UPnPLib 
 
Els diagrames de la figura F.2 mostren les enumeracions que tenim. Aquestes 
enumeracions ens són molt útils a l’hora de determinar els valors que poden 
tenir alguns dels nostres paràmetres. D’aquesta manera no necessitem que les 
nostres variables vinguin determinades segons un rang de integers.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig F.2 Diagrama de classes de les diferents enumeracions de que disposem 
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Fig F.3 Diagrama de classes de la classe Objecte 
 
 
A la nova classe Objecte es pot destacar l’aparició d’una nova propietat, 
Metadata, que és l’encarregada de guardar un string (Cadena de caràcters) 
amb l’esquema DIDL-Lite corresponent a cada objecte o arxiu. 
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Fig. F.4 Diagrama de classes de la classe Contingut 
 
 
De les dues classes que formen la llibreria UPnPLib podem destacar que les 
modificacions que s’han fet són per poder fer la integració amb la part de xarxa. 
El que ens proporciona la llibreria UpnPLib és agilitat per poder moure els 
diferents objectes que tenim al contenidor (la llista d’arxius o arxiu que s’està 
reproduint). A la vegada, també ens dóna els recursos necessaris per poder 
llegir missatges amb esquema DID-Lite i poder anar creant objectes que ens 
representen els arxius de que es disposa. 
 
Les variables que es van modificant i que cal saber en tot moment el seu 
contingut són les propietats que tenim dins de la classe Contingut. 
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F.2.2 Diagrames de classe de l’aplicació 
 
Per poder garantir la integració amb la part de xarxa, a part de modificar la 
llibreria UPnPLib, també s’ha hagut de modificar l’aplicació i limitar algunes de 
les funcionalitats que en un primer moment es van considerar importants. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. F.5  Diagrama de classe de l’aplicació 
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La característica fonamental d’aquesta nova aplicació és que se separa 
totalment la part de reproducció amb el DirectShow de la part dels botons. Tot i 
estar en un mateix form, se separen per tal de que l’aplicació actuï de la 
mateixa manera que ho faran les part de xarxa i la part de hardware.  
 
 
F.3. Diagrames d’interacció 
 
La creació d’una nova aplicació ha estat per tal que aquesta es pugui relacionar 
amb el GlobalArea i aconseguir així la integració amb la part de xarxa i, de 
retruc, la part de hardware. 
 
Però per saber quines són les relacions que es porten a terme, a continuació es 
mostren els diagrames d’interacció de les funcionalitats principals : Play, Stop i 
Pause; i a més, de com es realitza un Browse.  
 
Com es podrà observar, l’aplicació s’ha dividit en dues parts diferents: la part 
de reproducció i la part dels botons (interacció amb l’usuari).  Tot i que 
ambdues parts estan físicament dins del mateix form, a l’hora d’executar-se 
actuen com si fossin dues parts diferents. 
 
Als diagrames d’interacció que es mostren a les figures següents es pot 
observar una fletxa que va des de UPnP fins a l’Aplicació. Això ens està dient 
que quan l’usuari clica un botó, l’aplicació avalua quin és l’acció que hi ha, en 
quin estat està l’arxiu i depenent de com estiguin, es cridarà un delegat o un 
altre del GlobalArea. 
 
 
F.3.1 Browse 
 
A l’aplicació s’utilitza el Browse en dos casos diferents: 
 
1 -   Per poder anar estenent els arxius que tenim a l’arbre que simula un 
explorador d’arxius. En aquest cas s’envia el Browse demanant per 
l’identificador corresponent al nom que s’ha clicat. Rebem un string, que 
segueix l’esquema DIDL-Lite, amb la metadata necessària per crear l’arxiu 
i estendre l’arbre. A la figura F.6 es pot veure el seu diagrama d’interacció. 
A la figura F.7 es pot veure què li passa a l’aplicació quan se li fa aquest 
Browse. 
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                        Fig. F.6 Diagrama d’interacció del mètode Browse (Llista) 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. F.7 Veiem el que li passa a la Llista, explorador d’arxius, després de clicar 
el primer element (Browse del primer element). 
 
 
2 -   Quan es clica un arxiu de la llista de reproducció (la verd fosc). De manera 
que es torna a demanar el Browse i ja s’aprofita per inicialitzar les variables 
de reproducció. El diagrama d’interacció es pot veure a la figura F.8. A la 
figura F.9 es pot veure en quin estat queda l’aplicació després de fer el 
Browse. 
 
 
 
Accio.Stop
ga.Browse 
SetAVTransportURI
Llista 
Aplicació 
(botons) GlobalArea UPnPLib DirectShow
Arxiu = buit 
A l’espera de que es rebi alguna instància 
SetAVTransportURI 
Objectes 
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Aplicació 
(botons) GlobalArea nPLib DirectSho UPw 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. F.8 Diagrama d’interacció del Browse (Llista_Rep) 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. F.9 Veiem el que li passa a la llista de reproducció (verd fosc) després de 
fer un Browse (Browse de la carpeta Bandes Sonores). 
 
 
 
F.3.2 Play 
 
També tenim dues funcions diferents del Play: 
ga.Browse 
 Content.Arxiu 
ga.SetVariables
Llista_Rep i 
 
 botons 
SetAVTransportURI 
Contenidor 
Accio.Stop 
Arxiu = buit 
Accio.Stop 
A l’espera de que es rebi alguna instància 
Inicialitzar
Reproducció  
Inicialitzada 
A l’espera de que es rebi alguna instància 
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1 -   Quan estem en mode Stop i esperem rebre un Play per poder començar a 
reproduir. Per exemple, estem a la situació que es mostra a la figura F.9 i 
volem començar a escoltar la música, per tant, es faria un Play. 
El diagrama de classes i com actua l’aplicació es pot trobar a la figura 6.5 i 
figura 6.6 de l’apartat 6.2.3. 
 
2 -   Quan estem en mode Pause i es clica Play per poder continuar amb la 
reproducció. El diagrama de classes es mostra a la figura F.10 i a la figura 
F.11 es poden veure algunes captures de l’aplicació. 
 
 
 
 
 Arxiu 
 Accio.Pause 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. F.10 Diagrama d’interacció que mostra què succeeix quan es fa un Play 
quan tenim la reproducció pausada. 
 
 
 
Fig. F.11 Captures de l’aplicació. Es pot observar que després d’un Pause, si 
es fa Play, les continua amb la reproducció. 
ga.Play 
ga.SetVariables
Llista_Rep i 
 
 botons 
Accio.Play 
Rep_Play
Aplicació 
(botons) GlobalArea UPnPLib DirectShow
Reproducció  
Pausada 
Continuant amb la 
reproducció 
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F.3.3 Pause 
 
De la mateixa manera que el Play, apartat F.3.2, en aquest cas també tenim 
dos estats diferents. 
 
1 -   Podem fer un Pause quan es tingui un arxiu ja inicialitzat i estigui en mode 
Play o Stop. Al diagrama que es mostra a la figura F.12 és el cas en que 
s’està reproduint un arxiu, mode Play, i es fa un Pause. D’aquesta manera 
es pausa la reproducció. A la figura F.13 es mostra com respon l’aplicació 
a un Pause. 
 
 
 
 
 
 Arxiu
 
 Accio.Play 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. F.12 Diagrama d’interacció de quan es fa un Pause mentre s’està 
reproduint un arxiu. 
 
 
ig. F.13 Com respon l’aplicació quan es fa un Pause mentre s’està reproduint. 
 
F
ga.Pause 
ga.SetVariables
Llista_Rep i 
 
 botons 
Accio.Pause 
Rep_Pause
Aplicació 
(botons) GlobalArea UPnPLib DirectShow
Reproduint
Reproducció 
Pausada 
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2 -   Podem fer un Pause quan es tingui un arxiu ja pausat, mode Pause. 
D’aquesta manera passem a node Play i es continua la reproducció. A la 
figura F.14 es mostra com seria el diagrama d’interacció, notar que es molt 
semblant al de la figura F.12 però canviant el Pause pel Play.  L’aplicació 
respondria de la mateixa manera que es representa a la figura F.11, 
apartat F.3.2. 
 
 
 
ig. F14  Diagrama de classes que indica què passa quan tenim la reproducció 
 
.3.4 Stop 
uan l’usuari cliqui un Stop, es pararà la reproducció completament, de manera 
 la figura F.15 es pot veure el diagrama d’interacció en el cas que s’està 
 
Aplicació 
(botons) GlobalArea UPnPLib DirectShow 
 
 
 
 
Arxiu
 Accio.Pause 
 
 
 
 
 
 
 
 
 
 
 
 
F
pausada i es clica un Pause. 
 
F
 
Q
que ens desapareixeran els arxius que es mostren a la llista de reproducció 
(llista verd fosc). De manera que quan es cliqui un play o un pause es mostrarà 
una finestra indicant que no hi ha arxius per reproduir. 
 
A
reproduint un arxiu i es clica Stop. A la figura F.16 es pot observar com canvia 
l’aplicació. 
 
 
 
 
 
 
 
 
ga.Play 
ga.SetVariables
Llista_Rep i 
 
 botons 
Accio.Play 
Rep_Play
Reproducció 
Pausada 
Reproduint
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 Aplicació 
(botons) GlobalArea UPnPLib DirectShow 
 
 
 
Arxiu
 Accio.Play  
 
 
 
 
 
 
 
Fig. F.15 Diagrama d’interacció del mètode Stop. 
 
 
Fig. F.16 Què li passa a l’aplicació quan es clica Stop. 
 
 
 
 
 
 
 
 
 
 
ga.Stop 
ga.SetVariables
Llista_Rep i 
 
 botons 
Accio.Stop 
Reproduint
Rep_Stop
Arxiu = buit 
Clean Up() 
Es poden a zero totes les 
variables de reproducció 
