Software development is more and more influenced by the usage of FLOSS (Free, Libre and Open Source Software) projects. These software projects are developed in web collaborative environments hosted on web platforms, called code forges. Many code forges exist, with different capabilities. GitHub is perhaps the largest code forge available, and many projects have been migrated from different code forges to GitHub. Given its success, we want to understand if its adoption has effect on the projects' internal quality. To consider objective measures of internal quality, we apply four known tools performing static analysis to extract metrics and code anomalies. These data is extracted on six versions of six FLOSS projects, and compared to understand if the migration to GitHub had any consistent effect over any of the considered measures.
INTRODUCTION
Open source software development is receiving a continuously increasing interest across different communities, e.g., the industry, public administration and research institutions. After the advent of cloud computing, FLOSS projects are often used to build commercial services or software packages. FLOSS projects are developed in web collaborative environments hosted on web platforms, called code forges. Many code forges exist, with different capabilities. Currently, GitHub seems to be the most powerful code forge in the internet, and surely the largest one (currently more than 54M repositories). Its aim is to provide open collaborative software development and support to "build software better, together 1 ".GitHub has gained also the attention of the academic world. There are several proposals which aim to extend and improve its functionality (e.g., recover commit branch from origin (Michaud et al., 2016) or propose a code reviewer recommendation technique (Rahman et al., 2016) ) or its usage, e.g., analyze the collaboration among the developers after the migration of the projects to GitHub (Dias et al., 2016) or investigate the factors influencing the popularity of the projects in GitHub (Borges et al., 2016) . GitHub has been also introduced in software engineering courses (Feliciano et al., 2016; Zagalsky et al., 2015) .
In this paper, we aim to comprehend if the migration to GitHub has actual effects on projects, from the point of view of some source code characteristics. We describe the experimentation we did by analyzing six projects. Three of them moved from Sourceforge 2 to GitHub, while the other three did not migrate to GitHub. Sourceforge with respect to GitHub is more oriented to the sharing facilities than to the collaborative ones and currently collects more than 460.000 projects. The projects belong to three different domains: code analysis, web crawler and ORM (ObjectRelational Mapping) . We have compared the migrated projects with the ones not migrated, to analyze if the new collaborative development platform could enhance also the internal quality of the software. We check also if the domain of the projects has an impact on our analysis. Obviously, software quality enhancement can be evaluated in many different ways. In this work, we consider only some software quality metrics, code anomalies, as code smells (Fowler, 1999) , and the violations of best-practice coding rules. All of these measures are extracted using tools for source code static analysis: Understand, inFusion, FindBugs, and SonarQube. To guide our experiment, we define two research questions:
RQ1 Does the migration to GitHub relate to the internal quality of software projects?
RQ2 Are internal quality trends related to other as-pects, as the projects' domain?
To answer the questions, we detect quality measures trends over six versions of six projects, and compare the trends appearing in migrated or nonmigrated projects (RQ1) and in the different domains (RQ2). The trend analysis has been performed through the Mann-Kendall test, applied to each quality indicator. From our results, it appears that, considering also some peculiarities of the extracted data, no significant difference exists in trends across migration/non-migration and domain factors.
The rest of the paper is organized as follows. Section 2 introduces the related work. Section 3 describes the experiment setup. Section 4 our main results. Section 5 deals with the threats to validity. Section 6 concludes and outlines future developments.
RELATED WORK
For what concerns quality analysis related to GitHub, we found some recent works in the literature.
In (Jarczyk et al., 2014) , the authors investigate if there are any significant correlations between project quality and the characteristics of the team members using GitHub. To this aim, they defined two metrics, one reflecting projects popularity, and one reflecting the quality of support offered by team members to users, obtained using survival analysis techniques applied to issues reported by users.
In (Yu et al., 2014) , the authors analyze the suitability of GitHub to support distributed software development. They review different kinds of version control systems and study the dynamics of GitHub, i.e., its ability and scalability to process different requests and to provide different services to different GitHub projects and users.
In (Vasilescu et al., 2014) , the authors found empirical evidence of continuous integration in a socialcoding world from GitHub. They discovered that in projects older than two years and projects with not too many contributors, pull request are much more likely to result in successful builds than direct commits.
In (Vendome et al., 2015) , the authors performed an empirical study to quantitatively and qualitatively investigate when and why developer change software licenses. They identify licenses changes in 1,731,828 commits, representing the entire history of 16,221 Java projects hosted on GitHub.
In (Alexandre Decan et al., 2016) , the authors explore how the use of GitHub influences the R ecosystem, for the distribution of packages and for inter-repository package dependency management. They show that many R packages hosted on GitHub 
EXPERIMENT SETUP
For this experiment, we selected six projects from three domains, reported in Table 1 : Code Analysis, Web Crawler, ORM. The table reports also the analyzed versions (and the respective date), the corresponding code forge (CF), number of packages (NOP), classes (NOC) and lines of code (LOC). Moreover, projects have been chosen to be compileready and with binaries, to avoid errors during the analysis made by the tools. The projects are written in Java and the analyzed versions are available at their respective code forge.
In each domain, one project migrated to GitHub. We selected six versions of each project. For the migrated projects, three versions are before and three are after the migration. In this way, we have more chances to understand if the differences among versions are related to the migration or if they originate from the natural evolution of the projects. In fact, selecting only one version (before and after migration) may lead to inaccurate conclusions.
For the extraction of quality indicators we applied different tools. We applied Understand 3 (UN) to extract 19 metrics. We extracted 19 code smells (Lanza and Marinescu, 2006) using inFusion (IF), and violations to coding rules using FindBugs 4 (FB) and SonarQube 5 (SQ). Code smells are synthoms of code or design problems that can be removed through refactoring (Fowler, 1999) . In this paper, we refer to issues for SonarQube results, and to bugs for FindBugs results, for brevity. For FB, we consider the Total number of bugs detected in each version. As for SQ, we consider the number of issues detected in each severity level (Info, Minor, Major, Critical, Blocker) and the Total number of detected issues. Refer to Table 2 for the complete list of quality indicators.
On each version, we extract the quality indicators. For each indicator, we then compare the results of the six versions, at each level of granularity, e.g., package, class.
To understand if indicators had a significant trend, we represent the six versions of the analyzed projects as six points in a time series, and apply the MannKendall test, in the implementation provided by the R "Kendall" package. To compute trends, we consider metric values and the number of code smells, issues and bugs at each granularity. Table 3 reports the detectable trends and the settings we applied (Aziz et al., 2003) to associate the statistic values to trends. The trends extracted on the considered quality indicators are an estimation of the trend in the quality of the project. Since the considered quality indicators have higher values when the quality is poorer, the extracted trends have to be read with inverse meaning: an increasing trend is a signal of decreasing quality, and viceversa. The trends are: Increasing, Decreasing and Stable. If a trend is not recognised we named this case No Trend. Table 2 reports, for each project, the measured trends for all measures. It is evident the prevalence of no trend outcomes (-). To address our research questions we provide a focused analysis, comparing 1) projects which migrated or not to GitHub, and 2) the domains of the projects.
In Table 4 , we report the counts of each trend on the different project domains, while in Table 5 we report the counts on projects migrated to GitHub and the ones that did not migrate. In both tables, code smells are grouped according to their granularity (class or method), and metrics are grouped based on the quality dimension they refer to (Cohesion, Coupling, Complexity, Size) (Chidamber and Kemerer, 1994) .
RESULTS
In the following, we discuss the results we obtained regarding metrics, code smells, bugs and issues. With respct to the domain of the projects, ORM projects have increasing trends mainly on issues and metrics. Increasing trends of code smells are registered only for Crawler projects. Higher numbers of decreasing trends are registered for metrics of ORM projects. Does the Migration to GitHub Relate to Internal Software Quality? 
Metrics Evaluation
Increasing trends are overall higher in projects not migrated to GitHub, and are nearly double in the case of Coupling, Complexity and Size metrics. Metrics decreasing trends are higher in migrated projects, consequently. Stable metrics trends exist only for migrated projects for cohesion, complexity and size quality dimensions.
From Table 4 , we found few differences, mostly in the ORM domain, which displays decreasing trends. This is caused by Hibernate, which is the only project that presents a decreasing trend for all metrics. Checkstyle had the opposite result. These two projects both migrated to GitHub. In addition, Hibernate and OrmLite belong to the same domain, but still have opposite trends. Checkstyle and Classycle register an increasing trend for all the metrics, with the exception of PercentLackOfCohesion in Classycle. Both projects display an increasing trend for size metrics. Heritrix does not have a unique trend for its metrics. In particular, there is no trend in its size metrics. Heritrix and WebHarvest trends look similar, with a difference in the MaxNesting metric at method level, where the two projects have opposite trends.
Code Smells Evaluation
From Table 2 , we can see the high number of stable and no trend results. Checkstyle and Classycle (both in the Analysis domain) have comparable trends for the same code smells. The same behavior is present among Heritrix and WebHarvest, but it presents an increasing trend for Data Class in Heritrix, while a decreasing trend is registered for WebHarvest. Hibernate has a decreasing presence of code smells, and behaves opposite than the other projects and in particular from OrmLite, which belongs to the same domain.
Issues Evaluation
We observed a decreasing trend of Blocker issues only for OrmLite and a decreasing trend of Info issue in Checkstyle and WebHarvest. It is important to outline that, in both Tables 4-5, a significant number of issues display an increasing trend. This increase is contributed especially by Classycle, Hibernate, OrmLite and WebHarvest.
Bugs Evaluation
Bugs display a recognizable trend in only few cases. The total number of bugs increase for Checkstyle and WebHarvest. No decrease trend has been found in our dataset. Migration does not affect consistently the trends in the number of detected bugs.
THREATS TO VALIDITY
In our analysis, we have considered 3 projects migrated to GitHub in different domains. For each of them, we have considered 6 releases. Since the sample is not large, this represents a possible threat to external validity. We have also selected one project for each domain that did not migrate to GitHub. Finding non-migrated projects is difficult, and they are usually small or not maintained, but in future analysis we aim to significantly increase bith the number of projects and domains. As a threat to internal validity, we can consider the selection of the versions to be analyzed. The selection of 6 versions lets us measure the evolution (regarding the measured features) the project had before and after switching to the new platform, but it could be less accurate than considering the whole release history or every commit of the project's repository. Moreover, we have not considered several other factors that can have an impact on the validity of our works, as the number of people added or removed from the projects, possible changes in the architecture or the development processes and in the adoption of different approached to release planning.
CONCLUSIONS AND FUTURE WORK
In this paper, we evaluate different quality measures on six projects. Three projects out of six migrated to GitHub. We want to verify if GitHub allows to build software of better quality, taking into account different quality indicators. We can observe that no consistent improvement nor deterioration occurred in the different projects, suggesting that perhaps the new platform does not have a particular effect on the internal quality of source code. In fact, our analyses reported some hints, e.g., metrics decreased more in non-migrated projects, and code smells are mostly stable or without trend. These hints are explained by some peculiarities in the datasets. First, Hibernate received a major release that increased the overall quality of the code, due to some large restructuring of the project. This led to the extraction of decreasing trends in metrics. Second, code smells detection resulted in low density of code smells on most projects. This is the cause of the high number of stable trends for code smells, i.e., the number of code smells is stable to 0.
From these observations, we can answer our research questions. RQ1 As for RQ1, the migration to GitHub does not result in a consistent trend of the considered quality indicators. Projects that did not migrate displayed a larger increase of issues only, but this is not enough to claim an actual difference in the overall quality. RQ2 With respect to RQ2, ORM projects received a higher number of decreasing trends of code smells and metrics. However, we cannot say that a project domain has better internal quality than the others since Hibernate influenced these results. For future developments, we aim to extend the experimentation to a larger set of projects, versions and in particular on projects of different domanins. We would like to measure the effect of the code forge on other dimensions of FLOSS development, e.g., the speed of development or bug resolution (Jarczyk et al., 2014) . It will be also interesting to confirm previous findings (Arcoverde et al., 2011) saying that smells removal is often avoided, by comparing smells removal before and after the migration. Moreover, it could be interesting to conduct a survey polling the developers' quality expectations from the migration, and then check whether these expectations came true.
APPENDIX
In this appendix we report three tables. Table 6 (a) reports the sum of the size metrics and the maximum values of inheritance metrics, and Table 6(b) shows the mean of Understand metrics. Table 7 shows the number of issues, code smells and bugs. Table 8 shows the legend of all the tables in the Appendix. 
