Abstract -With the growth of complexity of the software systems it becomes more complicated to ensure and evaluate quality of the software being built. This paper discusses quality of the software in the context of the Model Driven Architecture. Paper analyses factors that affect quality of the software in the software development projects that are developed using MDA. As one of the important factor that affects quality of the software, is traceability. This paper provides description of the traceability property and importance of it within development of the software. Within context of this paper traceability is considered as a property of a system description technique that allows changes in one of the system descriptions to be traced to the corresponding portions of the other descriptions. This paper is focused on such aspects of the software development as testing and traceability in the context of MDA. Paper contains in review of traceability, MDA and traceability within MDA. Also paper contains description of the method for formal definition of the problem domain -called Topological functioning modeling for model driven architecture (TFMfMDA). This paper introduces method of the application of the TFM as the traceability tool. TFM as the traceability tool can be used to analyze impact of the changes and select most important tests.
I. INTRODUCTION
This work is based on the research on computation independent modeling (CIM) started in [1] - [4] . Above mentioned research introduce more formalism into problem domain modeling from a CIM viewpoint within OMG Model Driven Architecture (MDA) [8] . For this purpose formalism of a Topological Functioning Model (TFM) is used [1] . The main idea of the given work is to describe application of the topological functioning model in the context of the MDA from the traceability point of view. The TFM is a base of the suggested approach, i.e., Topological Functioning Modeling for Model Driven Architecture (TFMfMDA). TFMfMDA satisfies the main feature of MDA -Separation of Concerns. TFMfMDA provides functional requirements to be in compliance with functionality of the system under consideration at the very beginning of analysis. It makes it possible to use a formal TFM as a computation independent model without introducing complex mathematics.
Traceability is an important aspect of software development that is often required by various professional standards. Therefore this research analysis traceability within MDA, and possibility of establishing traceability links between computation independent model level and platform independent model level.
The goal of the research is to analyze applicability of TFM as traceability tool to ease software development and testing tasks and to identify fields which can be improved using TFM.
This paper describes theoretical method that could be used to apply TFM as traceability reference to solve such challenges as impact analysis, most important tests detection and test coverage monitoring.
This paper is organized as follows. Section II describes traceability in the software development -its definitions, motivation, difficulties. Sections III and IV discusses the MDA and the current state of the traceability within model driven development, and particularly in the context of the MDA. Section V describes principle of the topological functioning modeling and its application within MDA life cycle. Section VI discusses traceability between TFM and PIM level models. Conclusions section provide summary of the paper and establishes future works related with this research.
II. TRACEABILITY
The IEEE Standard Glossary of Software Engineering Terminology [5] defines traceability as follows:
"The degree to which a relationship can be established between two or more products of the development process, especially products having a predecessor-successor or master-subordinate relationship to one another; for example, the degree to which the requirements and design of a given software component match; (2) The degree to which each element in a software development product establishes its reason for existing; for example, the degree to which each element in a bubble chart references the requirement that it satisfies."
This definition is strongly influenced by the originators of traceability -the requirements management community. Gotel and Finkelstein [6] define requirements traceability as follows:
"… the ability to describe and follow the life of a requirement, in both a forward and backward direction; i.e., from its origins, through its development and specification, to its subsequent deployment and use, and through periods of ongoing refinement and iteration in any of these phases."
Researchers from IBM suggest a much broader definition of traceability. They regard traceability as any relationship that exists between artifacts involved in the software-engineering life cycle. Their definition includes, but is not limited to the following:
• Explicit links or mappings that are generated as a result of transformations, both forward (e.g., code generation) and backward (e.g., reverse engineering);
• Links that are computed based on existing information (e.g., code dependency analysis); • Statistically inferred links, which are links that are computed based on history provided by change management systems on items that were changed together as a result of one change request [7] . The purpose of requirements traceability is:
• Demonstrate to the customer that the developed product conforms to the requested features, and that all changes arising throughout the development phases have been accounted for; • Ensure that the test plan, test cases and test procedures in general are relevant to the requirements; • Ensure that developers are not creating features that no one has requested. From the above-mentioned points, it is clear to see that software development projects, must from inception, accommodate requirements traceability and retain the capacity to handle the frequently changing goals and needs of the user.
Motivation behind traceability contains following points: • To ensure completeness -facilitate the identification of requirements which are not satisfied by the system by following traceability links; • To propagate the changes -find out the elements impacted by changes at any time in the development process; • To facilitate mutual understanding and enable semantic interoperability -as a lot of participants with a diverse background come in different development phases; • To manage information produced during distributed collaborative system development. Different stakeholders in the software development process have different traceability goals. The project manager perspective is that traceability supports demonstrating that each requirement has been satisfied and that each system component satisfies a requirement. From the perspective of requirements management, traceability facilitates linking requirements to their sources and rationales, capturing the information necessary to understand the evolution of requirements, and verifying that the requirements have been met. During design, traceability enables designers and maintainers to keep track of what happens when a change request is implemented before system is redesigned. With complete traceability, more accurate costs and schedules of changes can be determined, rather than depending on the programmer to know all the areas that will be affected by these changes.
Although the advantages are well documented, traceability practices are not widely used. The commonly stated reason is the high cost of manual creation and maintenance of traceability information. In addition, the lack of guidance as to what link information should be produced and the fact that those who use traceability are commonly not those producing it also diminishes the motivation of those who create and maintain traceability information.
III. MODEL DRIVEN ARCHITECTURE
At the conceptual level, MDA is a holistic approach to improving the entire software development life cyclespecification, architecture, design, development, deployment, maintenance, and integration -based on formal modeling.
More specifically, MDA is a framework of technical standards progressively being developed by the OMG -an open industry consortium supporting this approach -along with a set of usage guidelines for enabling the application of those standards with appropriate tools and processes.
According to the OMG, MDA exhibits the following characteristics: portability, cross-platform interoperability, platform independence, domain specificity, productivity [8] .
Model-driven approaches to software and system development have been in use for some time. More recently, the focus of attention has been on how to increase automation of model-driven technologies based on the OMG's MDA approach. MDA techniques enable organizations to construct custom automations for model-to-model and model-to-code transformations. Using these transformations, technical experts can share their expertise across a large development team. In particular, MDA offers a number of advantages over other approaches:
• Productivity of development is increased by helping to insulate a majority of developers from technical details that they do not need to consider to carry out their task of designing enterprise solutions to meet a business need. More time is spent focusing on their task at hand: implementing the business capabilities of the system; • MDA improves quality by encouraging reuse of known patterns of behavior, building on existing architectural designs, and leveraging expertise more effectively. The use of automation also promotes consistency and improves the quality of the system design and implementation, particularly as the solution evolves through maintenance and upgrade; • MDA's repeatable set of practices is well-suited to today's iterative development requirements, because MDA enhances predictability of the development process and the delivered solution itself. The use of automation speeds up development, particularly when many of the tasks of the developer are repetitive and cumbersome. The essential characteristics of MDA, then, are:
• Separation between, and reusability of, domain and platform expertise; • Reuse and leveraging of existing IT technologies;
• Quick adaptability of domain and technology changes;
• Generation of working, high-quality applications and integrations. The model-driven approach focuses on models as the primary artifacts. MDD recognizes the necessity of having several kinds of models to represent the system as it progresses from early requirements through final implementation. These models may represent different aspects of the system (e.g., structural or behavioral), or they may represent the system at varying levels of abstraction (e.g., an analysis model or a design model). In this section, we discuss the role of traceability in maintaining consistency among models and in model transformations.
MDA, the Object Management Group approach to MDD, is based on modeling and automated mapping of models to implementations through model transformation. Two standardization efforts are underway to realize model transformations: the MetaObject Facility (MOF) 2.0 Query/Views/Transformations (QVT) [9] and the MOF Model-to-Text Transformation Language [10] . Transformations may be unidirectional or bidirectional. Updating unidirectional transformations and synchronizing bidirectional transformations require the means to identify the existing target model element related to a given source model element. Thus, such transformations need to create and maintain mappings between source and target models.
Technologies to perform model transformations range from conventional programming languages to specific transformation languages [11] . Czarnecki and Heslen [12] propose a taxonomy for the classification of model transformation approaches. The generation of traceability links is one of the dimensions of this classification. According to Czarnecki and Heslen, transformation approaches divide into those that provide dedicated support for traceability and those that depend on the user to encode the generation of traceability, using the same mechanisms as those for generating any other kinds of model elements. In the case of automated support, the approach may still provide some control over how many traceability links are created (in order to limit the amount of traceability data). Finally, there is the choice of the location at which the links are stored, for example, in the source and target, or separately.
IV. TRACEABILITY WITHIN MDA
Model driven development and as its case MDA, places new demands on such traceability tools, which must now be capable of dealing with different types of models (for example business, design, architecture, deployment) and their attributes [7] .
In addition, with evolving software development and communication ways, tools must support collaborative development properties, such as e-mails, chat discussions, etc.
Inconsistencies among models representing different viewpoints of a system, or among specifications at differing levels of abstraction, can arise during or between phases of software development, raising the compelling issue of how to manage consistency among different models and between models and code [13] . Grundy et al. [14] provide an excellent review of various tools and different approaches to inconsistency management. According to their view, some inconsistencies may be automatically corrected; however, many inconsistencies cannot, or should not, be automatically corrected. Hence, mechanisms are required to inform developers of inconsistencies and facilitate the monitoring and resolution of inconsistencies.
Desfray believes that traceability is an essential part of the solution [15] . Several recent papers have proposed to use traceability as the basis for detecting and informing related stakeholders about inconsistencies [16] - [18] . As it is usually impossible to keep a software system consistent at all times, tools need to have different policies for consistency enforcement. Future work in this area is needed to define a traceability model that supports detecting, representing, storing, and propagating a wide range of inconsistencies, and tying these with appropriate inconsistency management policies.
Jouault [19] distinguishes between internal traceability, which is maintained by the transformation engine during the transformation to assist with the transformation algorithm, and external traceability, which is a persistent mapping kept beyond the transformation execution. Many approaches allow the serialization of internal traceability information. The main drawback is that the format and granularity in which such traceability is stored are predefined and may not be compatible with the representations used by other tools that make use of traceability information.
Although much progress has been done in the area of model transformations, the integration with traceability is still weak. Transformation solutions tend to define their own internal traceability and do not integrate well with existing traceability solutions that provide analysis and query capabilities on the traceability information.
There are following problems in requirements traceability (these are true for both -model driven development methods and for non-model driven or traditional methods):
• Need for guidelines on what types of information must be captured and used in what contexts; • The interpretation of the meanings of linkages between system components is left to the user; • Need for abstraction mechanisms to allow variation of granularity (aggregation) and sophistication (generalization) in traceability tasks;
• Need for inference services supporting the semantic of the different traceability link types; • Need for mechanisms that allow project managers and developers to define and enact a model driven trace process accompanying the development process.
V. TFMFMDA
This section discusses the proposed TFMfMDA approach [1] , [2] , [20] ; the main steps discussed further in the paper are illustrated by bold lines in Fig. 1 . The TFMfMDA uses some capabilities of the universal category logic and is based on the formalism of the Topological Functioning Model.
The TFM is an expressive and powerful instrument for a clear presentation and formal analysis of functionality of a system and the environment the system works within.
The methodology of topological modeling of system functioning (TFM) was developed at Riga Technical University. First time its theoretic foundations were represented by Janis Osis in [1] . Its applications in different areas are being developed today as well.
The topological functioning modeling is a formal approach, which is based on assumption that a complex system can be described in abstract terms as a topological space (X, Θ), where X is a finite set of properties or functional features, and Θ is a topology in the form of a directed graph.
Functional feature represents: • An action of the object; • A result of the action (optional);
• An object that get the result of the action or an object that is used in this action; it could be a role, a time period or a moment, catalogues etc.; • A precondition or an atomic business rule (optional); • A system responsible for its execution (optional).
Each functional feature could be represented in the following form:
<action>-ing the <result> [to, into, in, by, of, from] a(n) <object>
Example of the functional feature: "Receiving a book from the reader."
Functional feature is a characteristic of the system (in its general sense) that is designed for achieving some system's goal [1] , [2] .
J. Osis in [1] suggested the formal method for construction of a topological model of functioning of both technical and business systems from its informal verbal description. It is as follows: 1. Define a set X of physical or business functional characteristics of the considered system and other systems interacting with the system itself; 2. Introduce in X a topology in the form of a digraph G(X, V) indicating the cause-and-effect relations existing among elements of X (where V is a set of directed lines connecting elements of X); 3. Topological functioning model separation from a constructed topological space. Necessary condition for the construction of such topological space G(X, V) is a meaningful and exhaustive verbal, graphical, mathematical description of the system. The adequacy of the model to describe the functioning of a concrete system can be then achieved by analyzing the mathematical properties of such an abstract object.
There are two kinds of information at the beginning of the problem analysis (the dashed line in Fig. 1 shows Separation of Concerns): The first one is at the (business or enterprise) system level, and the second one is at the application level. The main idea is that functionality determines the structure of the planned system (Fig. 1) . Having knowledge about a complex system that operates in the real world, a topological functioning model of this system can be composed (Fig. 1,  link 3.1) . This means that a TFM of the system is tested and can be partially changed by functional requirements (Fig. 1,  link 3.2) . Then TFM functional features are associated to business goals of the system; this provides business use case as well as system use case identification according to the problem domain realities. Moreover, after those activities functional requirements are not only in conformance with the business system functionality but can also be traced back to the system use case model (Fig. 1, link 3.3) . Problem domain concepts are selected and described in an UML Class Diagram (Fig. 1, link 3.4) .
A TFM has topological (connectedness, closure, neighborhood, and continuous mapping) and functional (cause-effect relations, cycle structure, and inputs and outputs) characteristics. It is acknowledged that every business and technical system is a subsystem of the environment. Besides that a common thing for all system (technical, business, or biological) functioning should be the main feedback, visualization of which is an oriented cycle. Therefore, it is stated that at least one directed closed loop must be presented in every topological model of system functioning. It shows the "main" functionality that has a vital importance in the system's life. Usually it is even an expanded hierarchy of cycles. Therefore, a proper cycle analysis is necessary in construction of the TFM, because it enables careful analysis of system's operation and communication with the environment [3] .
VI. TFM AS TRACEABILITY AND TESTING TOOL
This section discusses traceability aspect of the TFMfMDA approach that was described in the previous section. TFMfMDA prescribes that TFM in the context of MDA should be used as a CIM. In the PIM level most widely are used UML diagrams (use case diagram, class diagram, activity diagram etc.), thus to establish traceability between CIM and PIM, traceability between TFM and UML diagrams need to be established (Fig. 2) . Such traceability link will facilitate consistency between system design (PIM level UML diagrams) and business system functioning as it is (CIM level TFM).
The main idea is to connect functional features of the system TFM and UML artifacts in the PIM, in such way that every functional feature in TFM have corresponding ("is implemented by") element in PIM level (class, action, use case etc.). As it is shown in the Fig. 2 , from "Business process" and "Environment" of the system is created TFM, which describes functioning of the system from computation independent manner. After TFM is created traditional MDA process could follow, but while working on the PIM level artifacts system designers should record traceability information -which particular functional feature of the TFM is described in the PIM. After that usual MDA process proceeds.
If such traceability links are collected and managed, this information facilitates following aspects of the software development:
• Consistency check between information system design and system functioning can be preformed formally; • As TFM is a cause-effect model it can be easily used to identify parts affected by the change; • As the TFM contains not only business system itself, but also environment that has impact on the system, thus IS development can react on environmental changes in time; • As TFM shows ALL system context we can use it as the tool for testing coverage analysis. On this stage of the research only one type of traceability link is used between functional feature of the TFM and UML element -"implemented by", which binds together functional feature and elements that implement it.
By the comparatively simple form TFM ensures common understanding of the whole system and environment that has impact on the system. But common understanding of system functioning is essential to successful development of the information system. By its simple form TFM can be used as the communication tool within project context, it can be used to discuss changes with domain experts, business analysts, software developers and testers, thus ensuring that all project participants have common understanding of the system functioning. In addition topological functioning model while created can serve as the knowledge gathering tool. While creating TFM, modeler must gather and combine information from various sources -system descriptions, documents, domain experts, observations etc. By the cause and effect links, TFM development process drives creator to complete full picture of the system functioning.
First way in which described traceability link would help is change impact analysis. In the software development different kinds of changes can occur: business changes (change request), refinement, bugs, new functionality, and adaptation to some environmental. Software development process must support changes, not disturb these. MDA is one of those software development paradigms, which allows changes, and allows fast implementations of these changes.
But with every change developers must consider if they have implemented change correctly, and that they didn't broke other parts of the system. This question is addressed to change impact analysis. The goal of impact analysis is often to determine what would be affected by a change to a particular artifact. This would involve the following logical steps:
• Identify the artifact that is to be modified (or represents the service to be modified); • Trace back through any relationships that indicate a dependency on that artifact. These relationships will have the selected artifact as a target of the relationships. This impact analysis thus results in a list of "dependent artifacts" that depend directly on the selected artifact; • If a change affects these "dependent artifacts", then other artifacts that depend on these "dependent artifacts" will also be affected. The impact analysis must therefore act recursively looking for relationships that have any of the "dependent artifacts" as targets; • This process continues until a complete list is obtained starting at the selected artifact and finishing with artifacts on which nothing else depends. Each artifact in the list could therefore be affected by the change to the selected artifact. By the means of cause and effect nature of the TFM, it provides effective way to find impacted parts of the system in the case of changes. Effective in this case means, that cause and effect relations between functional features are already present in the TFM, thus there is no need to gather this information separately.
TFM provides information of the system usage (how software system is functioning, and that provides extra information when evaluating change impact). Modern IDE's are able to provide developer with tracing information such as were some method is called, or where particular class is used, but these IDE's cannot automatically provide developer with information in which order functions can be called by a user of the system. But such kind of information is quite useful in the development (change impact analysis, debugging, etc.) process.
Some examples of the impact analysis can be seen on Fig. 3 : a) Assume functional feature "FF2" need to be changed, basis on this we need to evaluate functional features "FF3" and "FF5" if these features need to be aligned accordingly to "FF2" change; b) This situation is very similar to situation a), but in this situation we have available tracing link of the functional feature "FF2", and we see that we need to evaluate functional feature "FF5" also, because it depends on the same implementation elements as functional feature "FF2". Besides relating functional features with corresponding design elements, we can link functional features with testing information, such as: test cases, testing execution results and bug reports (see Fig. 4 To ensure complete testing of the system, all the test cases that are produced should be linked with corresponding functional features, and functional feature chains, that they validate. In such way effective test management information can be gathered. In such way tester can easily identify functional features that are not validated by any tests, e.g. functional features that are not tested. For example (Fig. 5) , as we can see from the picture functional features "FF5" doesn't have any related test case, which means that this functional feature is not tested.
As it is possible to identify functional features that need to be changed or evaluated, it is also possible to identify test cases that need to be executed when necessary changes are implemented.
Other way that TFM helps testing is identification of most important tests. Most important tests must test functional features that: 1) are in the main cycle of the TFM of the system; 2) that communicate external environment or external systems; 3) are most used in the TFM (that have most incoming relations).
TFM can also provide source information to discover an order in which tests should be prepared and order in which system functional features should be tested.
Testing status can be measured and evaluated within context of the functional feature -how many tests are related to functional feature and how many of these tests are successfully completed. Such information can be collected and maintained for every functional feature. In such way it is possible can clearly understand which parts of system are tested and which are not, which parts of system work well and which don't. Information regarding testing results can be presented in the visual manner, for example functional feature can colored red, green or yellow depending on the state of testing result (related bug, successful/unsuccessful test cases etc.). Such way of presenting testing data allows easily understanding, evaluating and communicating testing information and status.
VII. CONCLUSIONS AND FUTURE WORK
This paper describes the way of using topological functioning model within MDA life cycle to improve traceability and testability of the system under development. The utilization of the TFM approach can facilitate traceability and provide an effective basis for testing within MDA. First sections introduce readers with research context -MDA, traceability, TFM. After that method of the application of the topological functioning model as the traceability tool is described. Topological functioning model provide a unifying and often simplifying concept for a system and can drive designing, development, testing and documentation effort. Main areas, where topological functioning model, can give improvement are:
• Change impact analysis;
• Evaluation and planning of the changes;
• Selection of the most important tests;
• Identification of the current state of the testing.
Future research will contain following topics:
• Identification of the most valuable tracing links between TFM and PIM levels; • Identification of the possible technological solutions for the proposed method; • Application of the proposed method to solve real world problem (case study);
• Examine possibility of application of the proposed approach on existing systems where TFM is not used from the beginning.
