We present two algorithms for the minimum feedback vertex set problem in planar graphs: an O(n log n) PTAS using a linear kernel and balanced separator, and a heuristic algorithm using kernelization and local search. We implemented these algorithms and compared their performance with Becker and Geiger's 2-approximation algorithm [7]. We observe that while our PTAS is competitive with the 2-approximation algorithm on large planar graphs, its running time is much longer. And our heuristic algorithm can outperform the 2-approximation algorithm on most large planar graphs and provide a trade-off between running time and solution quality, i.e. a "PTAS behavior".
Introduction
The minimum feedback vertex set problem (FVS) asks for a minimum set of vertices in an undirected graph such that after removing this set the resulting graph has no cycle. This problem is one of Karp's 21 original NP-Complete problems [25] and has applications in different areas, such as deadlock recovery in operating systems and reducing computation in Bayesian inference [5] . The current best approximation ratio for FVS in general graphs is 2 due to Becker and Geiger [7] and Bafna, Berman and Fujito [3] , both of which could also work for the vertex-weighted version of FVS. Chudak et al. [14] showed that the two algorithms can be explained in terms of the primal dual method and simplified the latter algorithm.
In planar graphs, the problem is still NP-hard [37], but we can obtain better approximation algorithms. A polynomial-time approximation scheme (PTAS) is a (1+ )-approximation algorithm runs in polynomial time for any fixed > 0. As far as we know, Kleinberg and Kumar [26] gave the first PTAS for FVS in planar graphs. Demaine and Hajiaghayi [16] gave a different PTAS for FVS in single-crossing-minor-free graphs through their bidimensionality theory. Cohen-Addad et al. [15] gave a PTAS for the vertex-weighted version of this problem in bounded-genus graphs. In our companion work [28] , we showed that local search is also a PTAS for FVS in minor-free graphs.
Besides the above algorithms, researchers also proposed some heuristic algorithms for FVS and evaluated their performance in experiments. For example, Pardalos et al. [34] developed a greedy randomized adaptive search procedure for FVS, Brunetta et al. [11] proposed a system based on local search and a branch-and-cut algorithm, Zhang et al. [38] presented a variable depth-based local search algorithm with a randomized scheme, and Qin and Zhou [35] introduced a simulated annealing local search algorithm for FVS. However, all of these works focus on general graphs. Brunetta et al. [11] included planar graphs in their experiments, but their test planar graphs were not very large, having at most one thousand of vertices. So it is natural to ask the following question:
which algorithm is preferred for FVS on large planar graphs in practice?
One potential answer to this question is a PTAS. There are two reasons supporting this choice: theoretically, PTASes can provide the best approximation ratio; practically, it has been shown that PTASes can be made practical for the minimum dominating set problem [32] , the Steiner tree problem [36] and the traveling salesman problem (TSP) [6] in large planar graphs. Unfortunately, we find that a simple PTAS for FVS does not find a more accurate solution than the 2-approximation algorithm in most real-world graphs and some synthetic graphs. For those test graphs where it can find better solutions, the improvement is less than 1 percent. Furthermore, the PTAS is much slower than the 2-approximation algorithm. So another question to ask is can we obtain a practical algorithm that can find more accurate solutions than the 2-approximation algorithm in large planar graphs?
In this work, we propose a heuristic algorithm and show that it can outperform the 2-approximation algorithm in real-world graphs and most large synthetic graphs.
Overview of Our Work
To answer the first question, we implemented Becker and Geiger's 2-approximation algorithm [7] as our baseline, which is simpler than the algorithm of Bafna, Berman and Fujito [3] . In Section 3.1, we evaluate this implementation on some graphs where we can obtain optimal solutions or good lower bound for the optimal solutions. We find that the 2-approximation algorithm finds solutions that are very close to the optimal in these instances.
To outperform this baseline, in Section 2.3 we propose a simple-to-implement O(n log n) PTAS for FVS in planar graphs, which starts with a linear kernel for FVS (see Section 2.2) and then uses a balanced separator (see Section 2.3.1) applied recursively to decompose the graph into a set of small subgraphs in which we will solve the problem optimally. The approach based on balanced separators has been applied to obtain PTASes for the maximum independent set problem [30] and the minimum vertex cover problem [12] in planar graphs. However, this approach is criticized in literature for two reasons: (1) a good approximation ratio can only be obtained in very large graphs [13, 4, 16] , and (2) it needs the size of the optimal solution to be linear w.r.t. the size of input graph [21] . We overcome both issues. For the first, we relate the error parameter to the largest size of the decomposed graphs instead of the size of the original graph, and the algorithm can provide good approximation ratio for any graph in this way. For the second, we use a linear kernel as a proxy to achieve the linear bound for the optimal solution. Since many problems [18, 19, 8] admit linear kernels in minor-free graphs, which is a more general graph family and admits balanced separators of sublinear size [2], we believe this approach could be applied more generally.
Other PTASes for planar FVS that have been proposed are either complicated to implement (relying on dynamic programming over tree decompositions) or not sufficiently efficient (having running time of the form n O(1/ ) ). Compared to those, our PTAS has some obvious advantages: (1) it only relies on some simple algorithmic components like the kernelization algorithm, which consists of a sequence of simple reduction rules, and balanced separators, which are known to be practical [1, 22, 20] ; (2) it has very few parameters to optimize; (3) the constants behind the big O notation are small enough and (4) its running time is theoretically faster than previous PTASes. Performance of this PTAS on different large planar graphs is discussed in Section 3.2. We also incorporated heuristic steps (Section 2.4.1) to improve its solution and analyzed the influence of the parameters of the heuristic. However, counter to the success stories for the Steiner tree and TSP PTASes, we find that the solution found by this PTAS does not outperform the precision of the 2-approximation algorithm significantly.
Although our PTAS does not outperform the 2-approximation algorithm significantly, we use it as inspiration to engineer a PTAS-like heuristic we call a Heuristic Approximation Scheme (HAS) , that is a heuristic with a running-time/precision trade-off. Our HAS has two main steps. The first step (see Section 2.4.2) is a hybrid algorithm that alternates the reduction rules of the linear kernel and the greedy step of the 2-approximation algorithm. The second step (see Section 2.4.3) is a variant of local search. Many local search heuristics start with a feasible solution and repeatedly construct a smaller solution by replacing a subset A of the original solution with another smaller subset of the non-solution vertices, if it is feasible. We notice that this could be inefficient, since there are too many ways to replace the subset A and so only very small values of |A| can be handled. Instead, we use a fixed-parameter tractable (FPT) algorithm to determine the replacement for A. An algorithm is FPT if it can solve a given problem optimally in running time f (k) · n O(1) , where k is given as a fixed parameter (such as the size of the optimal solution, as for FVS) and f is an arbitrary computable function. This kind of algorithm is very efficient when the parameter k is small. Now given a feasible solution, our local search heuristic will repeatedly improve the solution by selecting a set A from the solution, constructing a graph as the union of the non-solution vertices and set A, solving the problem in this graph optimally with the FPT algorithm, and replacing A with the obtained optimal solution.
We implemented and evaluated HAS on different large planar graphs and analyzed the effects of its parameters (Section 3.3). Our result shows that even its first step is able to find better solutions than the 2-approximation algorithm on most of our test graphs and its second step improves these solutions further. As a result, the total improvement for all real-world graphs is at least 5 percent, which is more than 30000 vertices in the largest test graph.
We find that HAS is very flexible and provides a kind of "PTAS behavior". Its first step C V I T 2 0 1 6
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is competitive w.r.t. the running time so we can obtain a good solution quickly. And its second step can be applied for a longer time to obtain a better solution when the running time is not strictly limited. Thus, it can provide a trade-off between the running time and the solution quality by choices of the number of local search iterations. Therefore, we believe this algorithm will be a better choice in practice.
The Algorithms for FVS in Planar Graphs
In this section, we briefly summarize the FVS algorithms we implemented for planar graphs: the 2-approximation algorithm of Becker and Geiger [7] , Bonamy and Kowalik's linear kernel [9] for FVS in planar graphs (with optimizing modifications that we designed), our new PTAS using this linear kernel and balanced planar separators, and our proposed Heuristic Approximation Scheme.
The 2-Approximation Algorithm
Becker and Geiger's 2-approximation algorithm [7] works for vertex-weighted FVS in general graphs and consists of two steps: (1) computes a greedy solution and (2) removes vertices to obtain a minimal solution. In the first step, the algorithm assigns a score for each vertex (weight of the vertex divided by its degree), and repeatedly removes a vertex with minimum score from the graph and adds it to the greedy solution. Each time a vertex is removed, the scores of its neighbors are updated. In the second step, the algorithm tries to remove the vertices from the greedy solution in the reverse order in which they were added, to obtain a minimal feasible solution.
Kernelization Algorithm
A parameterized decision problem with a parameter k admits a kernel if there is a polynomial time algorithm (where the degree of the polynomial is independent of k), called a kernelization algorithm, that outputs a decision-equivalent instance whose size is bounded by some function h(k). If the function h(k) is linear in k, then we say the problem admits a linear kernel. Bonamy and Kowalik's linear kernel for planar FVS [9] consists of a sequence of 17 reduction rules. Each rule replaces a particular subgraph with another (possibly empty) subgraph, and possibly marks some vertices that must be in an optimal solution. The first 12 rules are simple and sufficient to obtain a 15k-kernel [9] . Since the remaining rules do not improve the kernel by much, and since Rule 12 is a rejecting rule 1 , we only implement the first 11 rules, all of which are local and independent of the parameter k. The algorithm starts by repeatedly applying the first five rules to the graph and initializes two queues: queue Q 1 contains some vertex pairs that are candidates to check for Rule 6 and queue Q 2 contains vertices that are candidates to check for the last five rules. While Q 1 is not empty, the algorithm repeatedly applies Rule 6, reducing |Q 1 | in each step. Then the algorithm repeatedly applies the remaining rules in order, reducing |Q 2 | until Q 2 is empty. After applying any rule, the algorithm updates both queues as necessary, and will apply the first five rules if applicable. See the original paper [9] for full details of the reduction rules.
We remark that in the original paper [9] , the algorithm runs in expected O(n) time, and each rule can be detected in O(1) time for each candidate with a hash table. However, we choose to use a balanced binary search tree instead of a hash table for a better practical performance.
The original algorithm works for the decision problem, so when applying it to the optimization problem, we need an additional step, called lifting, to convert a kernel solution to a feasible solution for the original graph. If a reduction rule does not introduce new vertices, then the lifting step for it will be trivial. Otherwise, we need to handle the vertices introduced by reduction steps, if they appear in the kernel solution. Among all the reduction rules, there are two rules, namely Rule 8 and Rule 9, that will introduce new vertices into the graph. For Rule 8, the following observation, whose proof is provided in the appendix, shows that the new vertex can be avoided.
Observation 1. The new vertex introduced by Rule 8 can be replaced by a vertex from the original graph.
For Rule 9, we record in a structure the related vertices for each application of this rule, and store the structures in a list in the same order as we apply the rule. To lift the solution to the original graph, we store all the vertices of the solution in a balanced search tree and then check the structures in the reverse order to see if the recorded vertices in a structure are also in the solution. If there are involved vertices in the solution, we modify the solution according to the reversed Rule 9. Since Rule 9 decreases the size of the graph, it can be applied at most O(n) times. So there are at most O(n) structures to check, each of which contains only constant number of vertices. To check if a vertex in the solution we need O(log n) time, so the total replacement can be done in O(n log n) time. Then the lifting step first add back all vertices marked by the kernelization algorithm which can be done in linear time and then replace the introduced new vertices with original vertices, which needs at most O(n log n) time. So lifting can be accomplished in O(n log n) time.
Polynomial-Time Approximation Scheme
In this section, we introduce a PTAS for FVS in planar graphs, using linear kernel and balanced separator.
Balanced Separator
A separator is a set of vertices, removing which will partition the graph into two parts. A separator is α-balanced if those two parts both have at most an α-fraction of the original vertex set. Lipton and Tarjan [29] first introduced a separator theorem for planar graphs, which says a planar graph with n vertices admits a 2 3 -balanced separator of size at most 2 √ 2n, and they gave a linear-time algorithm to compute such a balanced separator. This algorithm starts by computing a breadth-first search (BFS) tree for the graph, partitioning the vertices into levels. Then it tries to find the separator in three phases: (P1) if there is any BFS level satisfying the requirements, then it is returned as a result; (P2) if there is no such level, then the algorithm tries to find two BFS levels that can form a balanced separator together;
(P3) if both previous phases fail, then the algorithm identifies two BFS levels and constructs C V I T 2 0 1 6
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a fundamental cycle 2 to separate the subgraph between these two levels, such that the union of these two levels and the fundamental cycle form a balanced separator.
Though we followed a textbook version [27] of this separator algorithm, our implementation still guarantees the 2 √ 2n bound for the size of the separator. We remark that we did not apply heuristics in our implementation for the separator algorithm. This is because we did not observe separator size improvement by some simple heuristics in the early stage of this work, and these heuristics may slow down the separator algorithm. Since our test graphs are large (up to 2 million vertices) and we will apply the algorithm recursively in our PTAS, these heuristics may slow down our PTAS even more.
PTAS for Planar FVS
Lipton and Tarjan [30] designed a PTAS for maximum independent set in planar graphs using their balanced separator, which depends on the fact that the input is already a constantfactor approximation to the maximum independent set and contains the optimal solution. Here we use the linear kernel as a proxy for the constant factor approximation that can be used to obtain a nearly optimal solution for FVS and relate the error parameter to the largest size of decomposed graphs instead of the size of the input graph as previous works [30, 12] . This idea can be used for other problems admitting linear kernels in graph families admitting balanced separators: We obtain the following theorem, whose proof is provided in the appendix.
Theorem 2. There is an O(n log n) time PTAS for FVS in planar graphs.
More specifically, the running time is O(2 c n + n log n) where c = O(1/ 2 ) and is the error parameter.
Heuristics
In this subsection, we introduce some heuristics that can help improve the quality of the FVS solution. We first provide two heuristics that improve the quality of our PTAS solutions. Then we introduce a hybrid algorithm that combines the greedy method of the 2-approximation algorithm and the reduction rules of the kernelization algorithm. Finally, we use local search to improve the solution from any algorithm. Our proposed Heuristic Approximation Scheme is a combination of the hybrid algorithm and the local search heuristic.
Heuristic Improvements to PTAS
The solution from our PTAS may not be a minimal one, so we use the post-processing step from the 2-approximation algorithm to convert the final solution of the PTAS to a minimal one. This involves iterating through the vertices in the solution and trying to remove redundant vertices from the solution while maintaining feasibility. In fact, we only need to iterate through the vertices in separators, since vertices in the optimal solutions of small graphs are needed for feasibility.
We additionally apply the kernelization algorithm right after we compute a separator in Step (2). Note that there is a decomposition tree corresponding to the decomposition step, where each node corresponds to a subgraph in the decomposition step. To apply the second heuristic, we need to record the whole decomposition tree with all the corresponding separators such that we can lift the solutions in the right order. For example, if we want to lift a solution for a subgraph G w corresponding to some node w in the decomposition tree, we first need to lift all solutions for the subgraphs corresponding to the children of node w in the decomposition tree.
Hybrid Algorithm
We notice the cost for detecting applicable reduction rules for a candidate vertex is relatively low (O(log n) time), and each of these rules can reduce either the size of the graph or the size of the optimal solution. It is beneficial, therefore, to apply them as much as possible. When there are no applicable reductions in the current graph, we can remove a vertex greedily just as the 2-approximation algorithm does, and this will change the current graph such that there may be applicable reductions again. Based on this idea, we propose a hybrid algorithm which interleaves the 2-approximation algorithm and the kernelization algorithm:
(i) Compute a temporary solution by repeating the following two steps until the graph is empty. The running time of the first step is similar to the running time of the kernelization algorithm since the greedy step can be seen as another "rule" added into the kernelization algorithm and it can be done in O(log n) time if we store the degree information in a binary search tree. So the first step runs in O(n log n) time. The lifting step needs O(n log n) time, and to compute a minimal solution we need O(n log n) time as done in Becker and Geiger's 2-approximation algorithm. So the total running time of our hybrid algorithm is O(n log n).
Local Search
In our companion paper [28], we show that local search gives a PTAS for FVS in H-minor-free graphs. The algorithm is not practical, with running time n O(1/ 2 ) . We relax the conditions of the algorithm here. Assume we are given a feasible FVS solution U for a planar graph G, and we would like to improve this solution. To achieve this goal, we propose a local search heuristic. Assume we have a fixed parameter tractable ( 
Experiments
In this section, we evaluate the performance of the algorithms described in the last section. We implemented those algorithms in C++ and the code is compiled with g++ (version 4.8. . We interpret each graph as a straight-line embedding and we add vertices whenever two edges intersect geometrically. Since we are interested in the performance of the algorithms in large planar graphs, the synthetic graphs we generated have at least 450000 vertices. And the real network graphs have at least 260000 vertices. Although the pace graphs are smaller than that, we only use them to evaluate the 2-approximation algorithm since we can obtain optimal solutions of those small graphs. All the detailed experimental results, including solution sizes and running time, are also provided in the appendices.
The 2-Approximation Algorithm and Optimal Solution
To evaluate Becker and Geiger's 2-approximation algorithm [7] , we compare its solution with the optimal solution on graphs up to size 2000000. The optimal solution is obtained by applying the kernelization algorithm first and then the FPT algorithm implemented by Iwata and Imanishi. For each test graph, we run Iwata and Imanishi's implementation for 30 seconds and stop it if it cannot terminate. Among all the test graphs, this method can solve 21 graphs of the 31 pace graphs, 9 graphs of the 10 random graphs. Although we cannot solve the large rectangular grid graphs by this method, we can apply Luccio's [31] lower bound for the optimal solution in rectangular grids here. We observe that the solutions obtained by 2-approximation algorithm are very close to the optimal solutions for these test graphs. For pace graphs, the 2-approximation algorithm can solve 14 graphs optimally and the difference between the two solutions is at most three. The approximation ratio over all these graphs is at most 1.143, and this ratio is at most 1.001 for the grid graphs and at most 1.006 for these random graphs.
The PTAS and 2-Approximation Algorithm
Recall that the third step of our PTAS is to solve the problem on all the decomposed graphs optimally, which needs an exact algorithm for the problem. The trivial exact algorithm that enumerates each possible vertex subset can only solve a graph of size about 25 in a few seconds, with which the PTAS may not be able to give competitive solutions for large graphs. So we apply the exact algorithm described in the last subsection, which combines the kernelization algorithm and the FPT algorithm implemented by Iwata and Imanishi. In the early stage of this work, this exact algorithm did not find a solution for a pace graph of size 66 in 30 seconds. So we first set as 60 the largest size r of the decomposed graphs and let the FPT algorithm run for at most 15 seconds. In this setting, all the decomposed graphs can be solved optimally in our experiments and we can evaluate the heuristics proposed for our PTAS. To do that, we compare three variants of our PTAS: the vanilla variant is the vanilla version of our PTAS, for which no heuristic is applied; the minimal variant applies the post processing heuristic to our PTAS, which will remove redundant vertices in separators; the optimized variant applies both heuristics to our PTAS, which will apply kernelization algorithm whenever each separator is computed and removed during the decomposition step and always returns a minimal final solution.
The result is illustrated in Figure 1 , where the solution size is normalized by the 2-approximation algorithm solutions. We observe that for the road network graphs, random graphs and triangu graphs, the optimized variant provides the best solutions among the three algorithms, which implies the two heuristics both help improve the solutions. However, for the grid graphs, the minimal variant gives the best results, which means the kernelization algorithm is not very helpful. We think this is because a large rectangular grid graph itself is already a 4k-kernel by the lower bound for the optimal solution [31] , and the kernelization algorithm can only remove four vertices from such graphs. For the random graphs (not pictured in Figure 1 ), the improvement from the two heuristics is mild, but the obtained solutions are already very close to the optimal solutions, that is the differences are less than 60 vertices when the solutions have more than 190000 vertices. We also find that the post processing heuristic will not affect the running time by much, while the kernelization heuristic can increase the running time at most by a factor of 5.
Recall that the largest size r of the decomposed graphs is the only parameter in our PTAS. Now we analyze the effect of this parameter on the performance of our PTAS. Since the optimized variant works best for most of the test graphs, we focus on its performance affected by parameter r. We start with r = 20 and each time increase it by 5 until our implementation cannot compute a feasible solution, which is caused by the fact that the FPT implementation cannot solve some decomposed graphs of size r in the given time. The result is shown in Figure 1 . We can see in the figure that our implementation can solve the instance for relatively large value of r, and the solution is improved when the parameter r increases. This is because when r is bigger, the total size of the separators, which is the error part of our PTAS, is smaller. Since we set a time limit for the FPT implementation, the effect of parameter r on the running time is not significant, although we observed a mildly increasing tendency on the running time when r increases. Now we can compare our PTAS with the 2-approximation algorithm. Based on the above results, we know the largest value of r may be different for different graphs. So to get the best result, we start with r = 60 and each time increase it by 5 until we cannot find feasible solution. Since different variants work best for different graph classes, we choose the best variant for each graph class, that is, we apply the minimal variant for grid graphs, and the optimized variant for other graphs. The largest value r we find varies from 80 to 125 for our test graphs. The final result is plotted in Figure 1 marked as best. We can see that although our PTAS implementation is competitive with the 2-approximation algorithm on all graphs, it cannot outperform the 2-approximation solution on most road network graphs. The reason is that the subgraphs for which we can solve the problem optimally are still not large enough, which results in a fact that the separator fraction in the solution is large. On the grid graphs, the 2-approximation algorithm outperforms our PTAS by about 2 percent. On four of the five triangu graphs, our PTAS is slightly better than the 2-approximation algorithm, where the difference for each graph is less than 1 percent. While on the random graphs the improvement is mild, the final solutions are very close to the optimal. We also find the running time of our PTAS is much longer than the 2-approximation algorithm. Specifically, the running time of the 2-approximation algorithm varies from a few seconds to a few minutes for our test graphs, while our PTAS needs a few hours to finish for the large graphs, where most time is spent on running the FPT algorithm.
Heuristic Approximation Scheme
We evaluate the performance of the following two algorithms and compare them with the 2-approximation algorithm (2approx).
The hybrid algorithm combines the kernelization reduction rules and the greedy step of the 2approx to find a solution, and then lifts it to a minimal feasible solution for the original graph. HAS first computes a solution by the hybrid algorithm and then applies the local search heuristic with an FPT algorithm to improve the solution quality.
In our following experiments, the FPT algorithm used in the local search consists of two parts: Bonamy and Kowalik's linear kernelization algorithm and Iwata and Imanishi's implementation, which is run for at most 15 seconds.
Before showing the final comparison of these algorithms, we first need to optimize their parameters. For the hybrid algorithm, there is a potential parameter: how often should the kernelization reduction rules be applied? We evaluated different values from 1 to 100 for this frequency parameter to understand its effect on the solution size. We find that for the road network graphs the difference is at most 0.2 percent of the solution size and for the other test graphs the difference is less than 0.01 percent. So we only consider the road network graphs to optimize this parameter. Although we did not find an optimal value for this parameter that could always give smallest solution, we can avoid some values that always give larger solutions. For this goal, we choose the frequency as 41 in our later experiments, that means we apply the reduction rules after removing 41 vertices greedily.
For the local search heuristic in HAS, the only parameter we need to optimize is the size k of the random set. We choose this parameter as a 1/t fraction of the solution size for an integer t, so that we only need to optimize the value of t. We evaluated four different values (3, 6, 12, 30) for t and terminate the process when there is no improvement for twelve consecutive search rounds. Figure 2 shows the results for two graphs. We can see in the figures that the total improvement is not always monotone with t in this range. For the synthetic graphs like triangu1, the total improvement for t = 3 is the largest, while for most road network graphs, the largest total improvement is obtained for t = 12. The former phenomenon can be explained by our companion work [28] , which shows local search is a PTAS for FVS in minor-free graphs so the solution will be better when the size of the random set replaced is larger. However, this will not hold when the FPT algorithm cannot solve the problem in a reasonable amount of time for large random set, which corresponds to the smaller t, and then the improvement will be limited. This could explain the results for the road network graphs. Moreover, while local search with larger value of k tends to give better improvements, the number of local search iterations is bigger for smaller value of k, which implies the improvement is consecutive and stable. Based on these observations, we will iterate through the values of t in an increasing order to maximize the improvement in our later experiments, that is, we will increase the value of t by 3 when there are six consecutive search rounds that find no improvement. The range of t is still from 3 to 30.
To better understand the local search heuristic, we illustrate the improvement fraction and running time fraction distributed on different values of t in Figure 3 , where the running time is represented by the number of local search iterations. We observe that for the synthetic graphs, represented by triangu5 in the figure, the total improvement comes from the search with t = 3, while for the road network graphs, the improvement distributes on different small values of t. The distribution of the running time has the similar tendency as the improvement.
We notice that the local search heuristic in HAS can give us a "PTAS behavior", that is we can obtain better solutions if we spend more time doing so. So one natural question to ask is how long can that improvement process last? To answer this, we tried looping the values of t in the range [3, 30] , and found that only one iteration over the range is enough, and that additional iterations only give minor improvement. Now we can set the parameters and compare these algorithms. For each graph, we run HAS five times, each of which is run with a different random seed, and compute the average of the five solutions. Figure 4 illustrates the results where each solution size is normalized by the 2approx solution. We can see in the figure that for most graphs, hybrid finds better solutions than 2approx, and HAS gives the best solutions. The improvement of HAS for all road network graphs is more than 5 percent, which could be over 30000 vertices for large graphs like W. For all triangu graphs the improvement of HAS is at least 3 percent. For random graphs the improvement is not very significant, this is because the final solutions are already very close to the optimal solutions. Since the 2approx works very well on the grid graphs as shown before, it is hard to outperform it on these graphs though our heuristics is able to find competitive solutions on these graphs. Although the improvement of HAS is significant, its running time is relatively long compared with the other two algorithms. For example, both of the 2approx and hybrid can terminate in a few minutes for graph W, but HAS needs more than 35 hours to terminate for this graph. For this, people may need to balance the running time and the solution quality by setting a proper number of local search iterations. 
Conclusions
We proposed an O(n log n) time PTAS and a heuristic algorithm for the minimum feedback vertex set problem in planar graphs. We also evaluated their performance and compare them with the 2-approximation algorithm. Our results show that our PTAS is competitive with the 2-approximation algorithm, and our heuristic algorithm can outperform the 2-approximation on both synthetic graphs and real-world graphs. We remark that we can also obtain an O(n log n) time PTAS for FVS in planar graphs by applying Baker's technique [4] for the linear kernel, but then we need to compute a branch decomposition and handle the dynamic programming in the branch decomposition as done in previous PTAS engineering works [36, 6] . It will be interesting to see if this kind of PTAS can outperform the 2-approximation and our heuristic algorithm. Although we focus on FVS in this work, we believe the ideas behind our heuristics can also work for other problems. For example, the idea of combining reduction rules and another approximation algorithm can also be applied to other problems like dominating set and vertex cover. Similarly, our local search heuristic can also be generalized to new problems if there are FPT algorithms for them and it will be interesting to see how do they work on different problems. 
A Omitted Proofs
Proof of Obervation 1. Rule 8 is illustrated in Figure 5 , which will not modify the size of the optimal solution. We will show the new vertex y can be replaced by the vertex v 1 in the resulting graph after applying this rule. Let G and G be the graph before and after applying Rule 8, and let S be an FVS solution for G . We only need to prove the following: if y ∈ S , then (S \ {y}) ∪ {v 1 } is an FVS solution for G; otherwise S is an FVS solution for G. Assume y ∈ S . Then we claim that any FVS solution for G \{y} is also an FVS solution for G \ {v 1 }. This is because we can obtain G \ {y} from G \ {v 1 } by applying Rule 3 (that is, if a vertex has degree two and its incident edges are not parallel edges, we remove this vertex and add an edge between its two neighbors) to vertex v 2 , which will not affect the size of the optimal solution. Then we know G \ ({v 1 } ∪ (S \ {y})) is a forest, which implies (S \ {y}) ∪ {v 1 } is an FVS for G. Now assume y / ∈ S . Then we know w 1 ∈ S since there are parallel edges between y and w 1 . We claim that any FVS solution for G \ {w 1 } that does not contain y is also an FVS for G \ {w 1 }. This is because after applying Rule 3 to v 2 in G \ {w 1 } the resulting graph is the same as G \ {w 1 } except that the label for the vertex v 1 is y in G \ {w 1 }. Since y / ∈ S , we know S \ {w 1 } is an FVS for G \ {w 1 }, which implies S is an FVS for G.
We need the following lemma to prove Theorem 2. Proof. We can classify the reduction rules in Bonamy and Kowalik's kernelization algorithm into three types according to their effects on the optimal solution.
Do not affect the optimal solution, such as removing vertices of degree one. Remove some vertices from the graph that must be in the optimal solution OP T (G), such as removing vertices with self-loops. Add some new vertices into the graph without changing the size of the optimal solution, such as replacing a subgraph with another subgraph that has some new vertices. When lifting the solution of H to that of G, we have their corresponding effects:
Do not change the current solution. Add some new vertices to the current solution.
Replace some vertices in the current solution with other vertices without increasing its size. Table 1 Compare the 2-approximation algorithm solutions and the optimal solutions. The italic numbers are lower bounds from [31] . Table 2 Summary of the solution sizes of different PTAS variants and the 2-approximation algorithm. The results for the three variants ("vanilla", "minimal" and "optimized") of the PTAS are computed for r = 60. The results for "best" are computed for different values of r by different variants of PTAS depending on the graphs. For grid graphs, "minimal" variant is applied for "best" results, and for other graphs "optimized" variant is applied. 
