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ABSTRACT
In recent years, many graphical approaches have been proposed to lift the
inconvenience of text-based query language among end-users. The new query
language called DFQL (DataFlow Query Language) is a fully graphical interface to
the relational model based on a dataflow paradigm. It only requires users to connect
some well-defined operators which have been given an equivalent one-to-one
correspondent functionality (or consu"uct) in traditional query language (SQL in this
case). All of the power of current query languages and sufficient expressive power
and functionality are retained. But some shortcomings of DFQL user interface still
exist.
This thesis is to introduce a more ease-to-use and ease-to-leam user interface,
so the shortcomings we found in DFQL user interface can be lifted and the
productivity and power of the new version of DFQL can be increased. We have
adopted object-oriented programming approach in our implementation and the








II. PREVIOUS DFQL INTERFACE 6
A. CONCEPTS 6
1. DFQL Operators 6
a. Primitive DFQL Operators 8
b. User-Defined Operators 8
2. Text Objects 12
3. DFQL Query Construction 12
B. SHORTCOMINGS OF THE PREVIOUS DFQL INTERFACE 14
1. Tedious Query Construction 15
2. Tedious Delete Operation 19
3. No Concurrent Query ConsU'uctions 19
4. Rigid User Operator Definition 19
5. Reference Information Exit Too Short 20
6. Restricted Way of Getting Help 20




MONTEREY CA 93943 5 101
A. STARING THE PROGRAM 21
B. QUERY WINDOW AND ITS ITEMS 21
1. Buttons 21
2. Drawing area 25
3. Pop-up menus 30
C. OPERATOR DEFINITION WINDOW 31









E. HELP WINDOW 42
IV. PROGRAPH AND OBJECT-ORIENTED PROGRAMMING 45
A. LANGUAGE - PROGRAPH 45
1. Visual Programming 45
2. Object-Oriented Programming 47
3. Dataflow Programming 48
4. Application Building Toolkit 51
B. WHY OBJECT-ORIENTED PROGRAMMING 56
C. EVALUATION OF OBJECT-ORIENTED PROGRAMMING 56
1. Benefits of Responsibilities-Driven, Class, and Inheritance ... 57
2. Benefits of Polymorphism and Late Binding 62
V. CONCLUSION 65
A. LESSON LEARNED 65
1. User Interface Aspect 65
2. Object-Oriented Programming Aspect 65
B. SUMMARY 66
LIST OF REFERENCES 68
APPENDIX SOURCE CODE 70
BIBLIOGRAPHY 171





























11.2 Construction of DISPLAY and SDISPLAY 8
11.3 DFQL Basic Operators 9
11.4 Other DFQL Operator 10
11.
5
A Sample Query 1
1
11.6 An User-Defined Operator 1
11.7 Text Object 12
11.
8
A Sample Query 13
11.9 DB INTERFACE 14
11.10 Primitives Menu 15
11.11 Creation of an Operator 16
11.12 Edit Menu 17
11.13 A Selected Operator 17
11.14 UserOps Menu 18
11.15 Dialog Box for User-Defined Operator Selection 18
III. 1 Query Window 22
111.
2
A Query and its Query Results Window 23
111.
3
Creating an Operator By Typing 27
111.4 Help Window 29
111.
5
Columns of an Relation at the Output of select 30
111.
6
Operator Definition Window 32

























.8 Edit Menu 35
.9 UserOps Menu 36
.10 Selection Box for User-Defined Operator Deletion 37
.11 Selection Box for User-Defined Operator Viewing 37
.12 User-Defined Operator Window 38
.13 Option... Menu 39
.14 Info Menu 40
.15 Selection Box for Table 41
.16 Table Information 41
.17 Special Menu 42
.18 Window Menu 42
.19 Cascaded Windows 43
V.l Methods 46
V.2 Class Hierarchy and Class Components 49
V.3 Class Instructor and Student 50
V.4 Terminals, Roots, Arcs and Synchro 52
V.5 application Editor 53
V.6 menu Editor 54
V.7 window Editor 54
V.8 window item Editors for Button and Pop-Up Menu 55
V.9 Classes Hierarchy 58
V.10 Process of Message Passing 61




In the past twenty years, relational database management systems have been
accepted extensively for database implementation. To interact with a database, users
of a database management system such as Ingres develop application programs by
embedding a data manipulation language(e.g., ESQL) in a regular programming
language(e.g., C). But those specialized text-based languages are somewhat
unfriendly to inexperienced end-users (Codd, 1988) (Codd, 1990, chpt.23). In recent
years, many graphical approaches have been inuoduced to lift the inconvenience
among end-users (Wu, 1991) (Wu, 1986) (Wong, 1982) (Zloof, 1977) (Miyao,
1986).
A new query language called DFQL (Dataflow Query Language) was proposed
in (Wu, 1991). DFQL is a fully graphical interface to the relational model based on
a dataflow paradigm. Instead requiring users to use traditional text-based query
language, DFQL only require users to connect some well-defined operators which
have been given an equivalent one-to-one correspondent functionality (or consu'uct)
in traditional query language (SQL in this case). All of the power of current query
languages and sufficient expressive power and functionality are retained. With an
easy to use facility for extending the language, users are allowed to define their own
user-defined operators by encapsulating existing primitive operators and/or
user-defined operators previously defined by users. The user-defined operators
become part of DfQL but can also be deleted from DfQL if they are thought of to
be no good to exist.
As have been presented previously in other papers (Angelaccio, 1990 and
Sckut, 1991), the following goals are met in DFQL:
Employ a fully graphical environment as an user friendly interface
to the database.
Sufficient expressive power and functionality, including relational
completeness.
Ease-of-use in learning, remembering, writing and reading the
language's constructs.
Consistency, predictability, and naturalness (in both syntax and
function).
Simplicity and conciseness of features.
Clarity of definition, lack of ambiguity.
Ability to modify existing queries to form new queries
incrementally.
High probability that users will write error-free queries.
Operator extensibility-allow the user to create new operators in
terms of existing ones, analogous to defining a function in a
programming language.
Partial implementation of DFQL was done in (Clark, 1991). This thesis
improves some shortcomings in Clark's implementation. For example, as you can
see in (Clark, 1991 ), a new operator always be created at the upper left corner of the
drawing area. There is no way to create an operator by directly typing at wherever
users like it to be. After being created, users are required to drag the operator to a
new location where it is supposed to be. Several tedious steps of operation are
required to simply delete an existing operator. Without creating an operator in the
drawing area first, no on-line help message about this operator can be get. After
users saved the help message of a new user-defined operator, the content of the help
message can not be changed. So, should the help message of an user-defined
operator need to changed, the only way to do is to delete the operator permanendy
and then redefined it and type in the help message carefully without any more
mistake. No more than one DB INTEFACE window (an interface window in which
users construct queries) are allowed at the same time is also a severe limitation of
productivity to DQFL. If more than one DB INTERFACE window is allowed to
exist at the same time then the reference to other existing queries may be more
convenient during the construction of a new query. There are some more
shortcomings which we will discuss in later chapter can be improved. All of these
drawbacks increase users' overhead to construct a query and limit the productivity
ofDFQL.
The main concern of our new development of DFQL as we will discuss in the
later chapters is to introduce a more ease-to-use and ease-to-leam user interface, so
the shortcomings we found in Clark's DFQL interface need to be lifted in order to
reduce the overhead of the construction of queries. We believe that some features
also need to be incorporated into the new DFQL so that the performance can be
improved and the productivity and power of the new version of DFQL can be
increased. For example, instead of rigidly creating a DFQL object at the upper left
corner of the drawing area of the query window, users should be allowed to create a
new DFQL object simply by clicking the mouse anywhere in the drawing area and
entering the text right on the screen. Multiple DB INTERFACE window (in fact,
as you will see that in our new DFQL, DB INTERFACE window is replaced with
Query Window) and modification of the on-line help messages of existing user-
defined operators are allowed.
Since the interest of this thesis is focused on the user interface, the method of
intermediate code generation and linkage to the existing backend database
management system (DBMS) is not covered. For those who are interested in this
issue can consult (Clark, 1991).
B. OBJECTIVES
. We started from the human factor aspects and utilized the techniques of object-
oriented programming. Since, as stated in last section, the main concern of our new
development of DFQL is to introduce a more ease-to-use and ease-to-leam user
interface the following interface principles (Wu, 1990) are to be met:
• Interface Principle 1: Be able to provide more information when
asked.
• Interface Principle 2: Be able to display multiple information at the
same time.
• Interface Principle 3: Be able to recover from the unintended or
erroneous operation.
• Interface Principle 4: Be able to perform the same operation in more
than one way.
• Interface Principle 5: Be able to prevent severe problem from
happening.
• Interface Principle 6: Be able to prevent modifications that are not
supposed to be made.
We'd also like to discuss some important features and benefits of object-
oriented programming such as reusability, message passing, responsibility driven,
inheritance, polymorphism, etc. we utilized in our implementation and present some
experiences and lessons we learned during the development of our new DFQL.
C. OVERVIEW
Chapter II describes the concepts of the previous DFQL user interface done
by Gard J. Clark, The concepts of our new DFQL is basically the same with those
introduced in this chapter. We also discuss the details of how shortcomings we found
in the previous DFQL interface can be improved.
Chapter III describes our new DFQL user interface and introduces some
important features which we have added to the new version of DFQL. The human
factors analysis of this new interface, and how the interface principles we mentioned
in last section are met is also covered in this chapter.
Chapter IV presents a brief introduction to the programming language we use -
- Prograph and describes why we have adopted the object-oriented approach and
evaluates the object-oriented design of our new DFQL user interface
implementation and the benefits of class, message passing and some other features
of object-oriented programming technique.
Chapter V describes some important lessons we have learned during the
development of the new DFQL interface. A summary of this thesis is also given in
this chapter.
II. PREVIOUS DFQL INTERFACE
A. CONCEPTS
As its name says, DFQL is a DataFlow Query Language. Queries are defined
by the user connecting the desired objects graphically in the drawing area of a query
window. Upon completion of a graphically constructed query, the query can be
translated to the equivalent text-based SQL query by the DFQL interpreter and sent
off to the backend database management (DBMS) for execution. After execution,
the results will then be sent to the Query Results Window displaying on the
computer screen.
Two categories of objects are defined in DFQL interpreter: DFQL operators
and text objects. Data are flowing from one operator to another along the query.
Text objects are used as input data only, so there is no data flowing in to a text object.
Operator execution is controlled by the presence of the input data for that operator.
When all the data required become available the operator may execute or fire.
1. DFQL Operators
There are two categories of operators defined in DFQL interpreter:
primitive operators and user-defined operators. An user-defined operator is one
that has been constructed by the user from primitive operators and possibly other
previous created user-defined operators. So we can say that an user-defined operator
is a compact query with some essential input data unspecified.
All operators in both categories except operators DISPLAY and
SDISPLAY (we will mention them later) have the same appearance. A sample
operator named select is shown in Figure II. 1 below. Each operator is made up of
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Figure II. 1 Operator Construction
output node. They can have multiple input nodes but there is only one output node
for each operator.
The body of the operator is the rounded-rectangle with the input nodes and
output node attached to it. The input nodes and output node are represented by small
circles. The input nodes are where the data from other operator or text object flowing
into or fed into the operator.The output node is where the result of the execution of
this operator flowing out of the operator. The intermediate result of a operator may
then be passed to other operator(s) by connecting the operator's output node to other
operator's input node(s). An output node can be connected to multiple input nodes
whereas an input node can only be connected to exactly one output node. The output
from each operator is always a relation.
The appearance of operators DISPLAY and SDISPLAY is shown in Figure
II.2. We are intended to make them different from other operators because as we will
n n n n n
DISPLflV SDISPLflV
Figure II.2 Construction of DISPLAY and SDISPLAY
see later that these two operators are not provided to execute query functions but to
allow user to print the contents of relations on the computer screen. They create no
results.
a. Primitive DFQL operators
There are fifteen DFQL primitive operators provided in DFQL
interpreter. Among them, there are six basic operators. These six primitive DFQL
operators and a corresponding uanslation into SQL are shown in Figure II. 3. The
other primitive operators are shown in Figure II.4.
b. User-Defined Operators
With user-defined operators, users can construct their own operators for
situations that are unique to their query needs and give those new defined operators
names that reflect the functions they perform. For example, instead of creating a
query as shown in Figure II. 5, we can define an operator sel-project and construct
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SELECT DISTINCT grouping attributes
COUNT(*) count attribute
FROM relation
GROUP BY grouping attributes






































Figure II.4 Other DFQL Operator
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combining primitive DFQL operators select and project. We will discuss how to
define an user-defined operator.













Figure II.6 An User-Defined Operator
n
The most significant advantage gained from the utilization of user-
defined operators is that abstraction of complicated queries into a single user-
defined operator is allowed. This make it easier to understand and use operators
correctly. It also conserves space of the drawing area in the query window.
2. Text Objects
A special notation is used to provide textual input to the DFQL operators.
Text entered by the user shows up in the query window as an object with the text
attached to an output node as shown in Figure II.7. The text object can be interpreted
A Text Object
o
Figure II.7 Text Object
in two different ways. If the text is the name of a relation, the output at the root can
be thought of as an instance of that specific relation. If the text represents a
condition, a list attributes, or some other textual input to another DFQL operator,
then the text is passed on to that operator as a textual argument.
3. DFQL Query Construction
All DFQL queries exist as a dataflow program in which text objects and
operators are connected by dataflow paths. The data flow paths are represented as
the lines in the DFQL query that connect the input and output nodes of the DFQL
12
objects. Execution of the query can be visualized as flowing from the top of the
diagram to the bottom. When the input arguments to an operator are available, that
operator may execute, or fire, producing its output which will then flow on to the
other connected operators. Since text objects have no inputs, they may fire at any
time. Execution of the query continues until all input has been exhausted. The
general idea behind DFQL query construction have been presented in (Clark, 1991).
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Figure II.8 A Sample Query
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This query uses the diff operator to return the IID of instructors in CS
department whose pay is lower than 50,000 dollars. In this query the user-defined
operator sel-project from Figure II.6 is used.
B. SHORTCOMINGS OF THE PREVIOUS DFQL INTERFACE
The previous DFQL interface as shown in Figure II.9 is made up of a DB
INTERFACE window and a menu with eight menu items. The DB INTERFACE














Figure II.9 DB INTERFACE
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window is the main interface from which users can construct their queries. The
description of these components can be find in (Clark, 1991). We just present some
shortcomings we found in it and discuss what we can do about them.
1. Tedious Query Construction
The most significant drawback in the Clark's DFQL interpreter is the way
to create an object in the DB INTERFACE window. Every time an object's button
(either DFQL operator or text object) on the left portion of the DB INTERFACE
window is clicked or an item (operator's name) from menu item Primitives of the
main menu (Figure 11.10) is selected, DFQL always creates it on the very upper left










Figure 11.10 Primitives Menu
corner of the drawing area in the DB INTERFACE window (Figure 11.11, an
operator named union is created in the DB INTERFACE). In order to put it on the




















Figure II. 1 1 Creation of an Operator
drag it. But if the checkable menu item Select in the Edit menu (Figure 11.12) is
checked then all of sudden, when the user click the object in order to drag it, she(he)
will find that instead of dragging it, the object's color is converted, i.e., the object is
selected to be deleted or deselected. So the user need to uncheck, or turn off Select
and then drag the object. Figure 11.13 shows a selected operator
Not being able to create a text object by directly typing on the drawing area
is another drawback. So we believe that allowing the user to locate the exact location
16










Figure 11.12 Edit Menu
union
Figure 11.13 A Selected Operator
for the next object by simply clicking anywhere in the drawing area and then typing
in the text or an existing operator's name directly will ease the user's duty.
To create an user-defined operator in the drawing area, an awkward process
requires the user to select the menu item Select from menu UserOps (Figure 11.14)
17
and selects the specific user-defined operator from a dialog box (Figure
II. 15).Allowing the user-defined operators to be created the same way as primitive
operators are would be a better solution. We will see how this procedure can be eased
in our new implementation.
_L















Figure II.15 Dialog Box for User-Defined Operator Selection
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2. Tedious Delete Operation
To delete an object from the drawing area of the DB INTERFACE
window, the user also need to check, or turn on Select first and then select the menu
item Delete from menu Edit. To make the delete operation easier, we will point out
another way to delete objects without to check Select first. That is to say that Select
is no longer needed in our new implementation of DFQL interpreter and can be
remove.
3. No Concurrent Query Constructions
No more than one DB INTEFACE window are allowed at the same time is
also a severe limitation of productivity to DQFL. If more than one DB
INTERFACE window is allowed to exist at the same time then the reference to
other existing queries may be more convenient during the construction of a new
query and users are also able to consUuct multiple queries in different windows at
the same time.
4. Rigid User Operator Definition
To create a new user-defined operator, previous DFQL disables the object
creation and deletion abilities. So the desired internal structure for the new user-
defined operator must be exist in the drawing area before getting into the operator
definition mode. This means that if the user want to define a new operator during the
process of query construction, he (she) needs to delete some operators unneeded in
the structure of the new operator. While in the operator definition mode, if the user
find that some operators need to be added to or deleted from the internal structure of
the new operator being constructed, he(she) need to give up all the efforts done
before and return to the query construction mode then add or delete some operators.
19
We believe that all the object creation and deletion abilities should be retained in
operator creation mode so the user does not need to go back and forth between query
construction and operator definition modes.
5. Reference Information Exit Too Short
After viewing the internal structure of an user-defined operator, the window
in which the internal structure of the user-defined operator is displayed need to be
closed before the user can proceed to do other stuff. The window and its contents are
not allow to stay available. This means that every time when the user need to view
the internal structure of an user-defined operator, the viewing procedure need to be
repeated. This is also a drawback needed to lifted.
6. Restricted Way of Getting Help
The previous DFQL provides help information describing each operator by
requiring the user to double-click on an operator existing in the drawing area. This
is the only way to get the information of an operator. So it is impossible for an user
to get the information of any operator before it is created in the drawing area. But it
is always the case that users need to consult the help messages of operators from
time to time, especially for user-defined operators. This need is more obvious when
the number of user-defined operators gets larger. So when users are not really sure
what the functionality of an operator they may want to use is, we can not expect
them to tolerate the inconvenience of creating an operator, double clicking it to get
the help message, finding out that it is not what exactly they want and then go
through the same procedures again to try other operators.We will added some more
features of on-line help to our new DFQL interface.
20
III. NEW DFQL INTERFACE
Like the previous DFQL, new DFQL is also implemented on an Apple
Macintosh. Basic operations of this implementation depend heavily on use of the
mouse and pull-down menus. In this section we present an detailed discussion on
how the user interacts with the DFQL interpreter to consuuct and execute queries.
A. STARTING THE PROGRAM
Upon start-up, the user is presented with the screen shown below as Figure III. 1 .
We do not use DB INTERFACE as the title of the main window, instead, we use
Query Window followed by an number indicating the sequential order. That is
because we allow multiple Query Windows to exist at the same time in our new
DFQL. So what we see upon start-up is a main window entitled Query Window 1
along with a pull-down menu.
B. QUERY WINDOW AND ITS ITEMS
A Query Window as shown in Figure III. 1 can be moved, resized, closed and
roomed by utilizing the basic functions of Apple Macintosh. We assume that readers
are all aware of those functions.
1. Buttons
The Run button executes the query which is currently constructed in the
drawing area. Run will first check that the query is correctly constructed. Then the
query will be sent off to the backend DBMS for processing. Query results returned
from the database will be displayed in a separate Query Result Window (Figure
III.2). We will mention Query Result Window later.
21
Query Window main menu
drawing area
pop-up menus













Figure III. 1 Query Window
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Figure III.2 A Query and its Query Results Window
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The New button creates a new Query Window N, where N is the number
indicating that this is the Nth Query Window opened since the start-up of the DFQL
interpreter. When a new Query Window is opened, a query filename Untitled #N,
where N is the same number as that in the tide of the Query Window. All Query
Windows retains all capabilities as the first one does. By creating new Query
Windows, the user is allow to construct queries in different Query Windows
concurrendy. This feature make the DFQL more productive.
The Open button allows the user to reuieve a previously saved query file
from disk. When Open is clicked, a dialog box is presented from which the user can
select the stored query file for retrieval. Before a selected query file can be retrieved
onto a Query Window, DFQL will check if it has been opened in any Query Window
or if there is any query with the same file name exists in any Query Window. If this
situation is true, then DFQL will prompt a message telling the user that in which
Query Window the query file selected has been opened. This feature agrees with
Interface Principle 5: Be able to prevent severe problem from happening. If the
selected query file has not been opened, it is immediately reuieved onto the Query
Window and the query (the content of the newly opened file) appears in the drawing
area. The previous filename assigned to the Query Window will be replaced by the
new one.
The Save button stores the current query onto disk with the name that is
currently assigned to the query. The Save as button allows the user to store the
current query with a new name. When Save as is clicked, a file naming dialog box
displayed. The user can enter the new file name for the current query to be saved. If
the entered file name matches an existing file in any Query Window, the user will be
24
prompt that a file with this name is currently opened in a specific Query Window and
the save operation is abandoned and the file naming dialog box appears again asking
the user to enter a new filename. On the other hand, if the entered filename matches
an existing file in the disk, the user will be asked whether or not he(she) really want
to replace the previous stored file. If not, the user can either abandon the saving
attempt or enter a new name. When an appropriate name has been given the query
will be saved to disk.
The Reset button clears the current query from the drawing area and from
the computer's memory. When the user has no desire to save the current query, Reset
can be used to set up a new query. This is also a shortcut to delete all objects in the
drawing area and give the user a blank drawing area to start constructing a new
query. After Reset. Untitled #N is assigned as the file name to the Query Window
N again. This feature which prevent the user from "destroying" an existing query file
by simply clicking the mouse on the Reset button is also based on Interface
Principle 5: Be able to prevent some severe problem from happening.
2. Draw ing area
The drawing area is the portion of the Query Window that is bounded by
the horizontal and vertical scroll bars. This area starts out blank and is used to
graphically construct the DFQL query. As the query becomes larger so that portions
of drawing area are hidden from the user's view, the scroll bars may be used to bring
the hidden portions into view. There are two ways to create an object: First, the user
clicks the mouse anywhere he(she) wants the object to appear in the drawing area.
An "input box", the gray rectangle, with a flashing cursor at the center appears on
where the mouse is clicked waiting for the user to enter any text from the keyboard.
25
After the input box shown up, the user can select either an operator from the pop-up
menu Primitive or an user-defined operator from the other pop-up menu UsrOpr
by clicking on the up-side-down triangle. The input box will be replaced with the
selected operator or user-defined operator. The second way is also clicking in the
drawing area to create an input box first and then keep typing in text. Should there
be any typing mistake, the delete key on the keyboard can be used to delete the
mistyping characters. As the Return key is pressed, the text input ended and the
DFQL interpreter checks whether or not the entered text is in the name list of the
primitive operators or user-defined operators. If it is, then the operator whose name
is entered will appears in the drawing area and centered at where the mouse is
clicked. If the entered text is not in the name list of the primitive operators or user-
defined operators, a text object with the text entered will appear and is also centered
at where the mouse is clicked. There is an example shown in Figure III. 3. The
feature allowing operators to be created in more than one way supports the interface
Principle 4: Be able to perform the same operation in more than one ways.
The DFQL interpreter is case sensitive. If the entered text is Select instead
of select (the name of a primitive operator) and we do not have an user-defined
operator named Select, then it is created as a text object, not an operator. If no
characters are entered, after pressing the Return key, the "input box" will
disappears.
In order to construct a DFQL query, the query objects must connected with
the desired data flows. Data flows are the lines connecting output node of any given
object to the input node of another object (or objects). To draw these lines, the user
must click the mouse on either an output or input node. Once the mouse button has
26
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Figure III.3 Creating an Operator by Typing
been released, a rubber-band line will be drawn from that node to the current
position of the mouse. Clicking on the input node or output node of another object
will connect the dataflow line from the originating node to the newly indicated node
if the connection makes sense. The following attempted connections do not make
sense:
• From input to input
• From output to output
• Between nodes of the same operator
• Making a cycle
27
Should any of these nonsense connections be detected, an error message is
presented stating that the attempted connection is not allowed. While the rubber-
band line is "on", clicking the mouse in an blank portion of the drawing area will
turn off the rubber-band line if the user has decided not to make a connection after
all. Since an input node may have only one input flow, if the user connects a dataflow
line to an input node that already had one, the previous dataflow line is deleted
automatically.
In order to move an object within the drawing area, the user clicks the
mouse on the object and drags it to the desired position while holding down the
mouse button. If the user clicks the object and release the mouse button immediately,
the object will be selected, i.e., its color will be converted. Selecting a DFQL object
existing in the drawing area has two effects. First, it allows the selected object to
deleted. Secondly, selecting a DQFL operator allows the user to retrieve
intermediate results from the query. When an operator is selected and the Run
button is clicked in the Query Window, The query will be executed up to and
including the selected operator. The result of this partial query will then be displayed
in the Query Result Window. To delete a selected object, the user can select the menu
item Delete from the menu Edit. The equivalent operation to delete a selected object
is simply pressing the Command and D keys on the keyboard simultaneously. The
user is also allowed to select several objects and then delete them all at one time.
However, an object selected can still be moved around in the drawing area. Simply
clicking the mouse on a selected object will deselects it.
Double-clicking either on an primitive operator or on an user-defined
operator will bring up a help window describing that operator. The Help Window is
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Inputs : Relation; Condition
Outputs : Relation
SQL : SELECT DISTINCT *
FROM Relation
WHERE Condition
Description : Selects tuples met the Condition
from Relation.
B
Figure III.4 Help Window
names of all operators. The highlighted name is the one we double-clicked on. The
message shown in the right portion of Help Window is the description of the
highlighted operator.
Double-clicking on a text object opens up an editor for that object's text
string. All of the Macintosh 's normal text editing functions such as cutting, copying,
and pasting text from the Macintosh clipboard are supported in this editor. When the
OK button is clicked, the previous text for the object is replaced with the new string.
If the mouse is double-clicked on an output node, the columns of the
relation flowing out of that node are displayed. In this way, the user can determine
what attributes may be used by operators subsequent to that point in the query graph.
This assistance is very important in the consU'uction of large queries in which the
attributes become hard to keep uack of. Also, when user-defined operators are used,
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it is important to be able to easily determine what the names of the attributes are that








Figure III.5 Columns of a Relation at the Output of select
3. Pop-up menus
There are two pop-up menus in the Query Window: Primitives and
UsrOpr. Primitives contains the names of all primitive operators while UsrOpr
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contains the names of all the user-defined operators. When a new user-defined
operator is created, its name will be attached to the end of UsrOpr.
These two pop-up menus provide another way to create an operator. After
the user clicks the mouse on the drawing area to create an input box, instead of
entering text from the keyboard, the user can also click on the reversed triangle of
either pop-menus depending on what kind of operator he(she) want to create and
then selects the specific operator from the pop-up menu list. The input box will be
replaced with the selected operator.
C. OPERATOR DEFINITION WINDOW
When the menu item New in menu UserOps is selected, the Operator
Definition Window as shown in Figure III.6 is displayed on the computer screen.
The Operator Definition Window is very similar to Query Window. The difference
between these two windows are that they have different set of buttons and there is
an "input bar" in the drawing area of the Operator Definition Window.
The drawing area plays exactly the same role as that in the Query Window does.
The input bar is used to define where the input data to the user-defined operator will
be sent internally. Clicking the mouse on the input bar will create additional input
nodes for the user-defined operator. If too many input nodes are created by mistake,
they can be removed by clicking the mouse on the Delete Input button. Each click
deletes one input nodes from the input bar. Once the desired number of input nodes
are created, they must be connected to the desired operators in the drawing area. All
input nodes of the operators inside the user-defined operator must be connected.
Also, there may be only one unconnected output node in the user-defined operator.
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Figure III.7 Operator Definition Window
When the Store button is clicked, DFQL interpreter first check the internal
structure of the user-defined operator to ensure that all necessary connections have
been made and query criteria have also been met. Then the user will be asked a name
for the new defined operator and a description that will be used as help message for
the operator. This feature agrees with Interface Principle 1: Be able to provide
more information when asked. The operator's name is checked for uniqueness
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among all existing operators. If the uniqueness is ensured, the name of the new user-
defined operator will be added to the end of the scrolling lis of Help Window and
the UsrOpr pop-up menu list so the user can use it immediately. New DFQL allows
users to define user-defined operators successively as many as their want.
The Clear AH button clears the drawing area and allows the user to reconstruct
the user-defined operator. The Cancel button cancels all the operations the user has
done since the start of the definition of a new operator.
D. MENU ITEMS
The items listed in the main menu (Figure III. 1 ) usually remain the same
throughout the whole session of the application no matter what window is currently
displayed. Any items that are not applicable at a given time are made unselectable
and are displayed at reduced intensity, commonly known as being "grayed out". We
also provide equivalent key-combinations for some menu items to speed up the
user's operations. This feature supports Interface Principle 4: Be able to perform
the same operation in more than one ways. The menu items are discussed below.
1. Apple
Apple is a standard Macintosh menu that has no relation to DFQL. It
provides access to Macintosh utilities called "Desk Accessary" and should be
accessible at all times (Apple, 1985, p. 1-54). The only DFQL specific item in this




As shown in Figure III.7, the New item executes exactly the some function
as the New button in the Query Window. It is very possible that the user may close
the only Query Window unintendedly. Without this New item, the user will not be
able to open any new Query Windows and need to quit DFQL unwillingly. This New
item is provided basing on Interface Principle 4: Be able to perform the same
operation in more than one ways and Interface Principle 3: Be able to recover
from the unintended or erroneous operation.





Figure III.7 File Menu
The Page Setup... item is also a standard Macintosh File menu item which
allows the user to change printer parameters such as the size of paper, print quality
and orientation. The Print... item is provided to print out the information of the front
window of the DFQL.
The Quit item closes all opened windows and terminates the DFQL
interpreter execution. Before closing each Query Window, DFQL will check
whether or not the query in the drawing area of this Query Window has been
changed since last Save. If there are new changes since last Save, a dialog box pops
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up asking the user if he want to save or not. The user should click either Discard or
Save in order to proceed. This precaution agrees with Interface Principle 5: Be
able to prevent severe problem from happening.
3. Edit
The Edit menu as shown in Figure III. 8 is also a standard Macintosh menu.
It provides the text editing functions of Cut, Copy, Paste, and Clear. They are
available whenever the user is editing text items.
UserOps Option... Info Special Window
Figure III.8 Edit Menu
The Delete item deletes the selected object(s). The Undo(all) item recovers
the deleted object(s) and put them back to the drawing area. This feature is based on
Interface Principle 3: Be able to recover from the unintended or erroneous
operation. Undo(all) is only active immediately following the deletion of object(s).
4. UserOps
The UserOps menu as shown in Figure III.9 is designed for manipulating
user-defined operators. The New menu item is to open the Operator Definition
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Window so that the user can define new user-defined operators. The Delete menu
item allows the user to delete existing user-defined operators from the DFQL
interpreter. When Delete is selected, the user is presented with a dialog box
containing a scrolling list of user-defined operators, as shown in Figure III. 10. When
the desired operator is selected, by either double-clicking on its entry or single-
clicking on its entry and then pressing the Select button next to the scrolling list.
Once an user-defined operator is deleted, it will disappear from both the scrolling
list of the Help Window and the UsrOpr pop-up menu list in Query Window and
Operator Definition Window. The View menu item allows the internal structure of




Option... Info Special Window
Figure III.9 UserOps Menu
an existing user-defined operator to be displayed. When this item is selected, the user
is provided a selection dialog box as shown in Figure III. 11. After the user chose one
of the existing user-defined operators from the box, an User-Defined Operator
window shows up and displaying the internal structure of that selected user-defined
operator. An example of this display is shown in Figure III. 12. This display is
especially useful if the user-defined operator was provided by someone else. The























Figure III. 11 Selection Box for User-Defined Operator Viewing
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Figure 111.12 User-Defined Operator Window
way the integrity of the operator is preserved while still allowing some access to the
internal for the user's purpose.
5. Options...
This menu, as shown in Figure III. 13, is imported from (Clark, 1991). We
did not introduce any new features to it. All of the items provided in Option... menu
are toggle items. When the item is active, or "turned on", a check mark is presented
next to the item. For example, in Figure III. 13 the Sound item is turned "on",
whereas the Display Last and Show SQL are "off. When the Display Last is
turned on, the output of the last DFQL operator executed will be displayed in the
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Query Results Window when the query is run. This is useful when incrementally
constructing queries because it causes the display of the results without having to
use a display operator. Show SQL causes the intermediate SQL code that is
generated from the DFQL query graph to be displayed in the Query Results Window
along with the results of the query. This display can be used to troubleshoot any
execution errors that are not directly apparent from the DFQL query graph. Also,
this option allows the DFQL interpreter to be used as a Uanslator in which a DFQL
query is input and a DFQL query is output which could then be run on any SQL
database system. When selected, the Sound option causes certain easily
recognizable sounds to be played at different key points during processing of the
query.




Figure III. 13 Option... Menu
6. Info
The Table item in the Info menu, as shown in Figure III. 14 allows the user
to retrieve information about what attributes exist for tables in any given relation in
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the database. When Table is selected a selection dialog box (Figure III. 15) is
displayed from which the user can choose which table he is interested in. This action
will bring up a dialog box displaying the attributes of the selected table as shown in
Figure III. 16. The Help menu item opens the Help Window. We will cover all the
details about Help Window in a specific section later.
File Edit UserOps Option... I Special Window
Tables
Help 3€H
Figure 111.14 Info Menu
7. Special
This menu (Figure III. 17) is also the original work of (Clark, 1991). The
only item, ORACLE*Shell stars up a separate application to provide the user direct
access to the backend DBMS (in this case ORACLE). Since this separate application
is not our concern in this presentation, so we do not get into its details.
8. Window
There is only one menu item, Cascade Win (Figure III. 18) in Window
menu. As the user proceeds, there may be several windows opened on the computer
screen at the same time. Some of them may be overlaid by the others. When























Figure 111.16 Table Information
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£ File Edit UserOps Option... Info Kg^iEIB Window
OftfiCLF+Srte/J |
Figure 111.17 Special Menu
pressed, all the windows will be relocated as the example shown in Figure III. 19 so
the banners of all windows can be seen. This feature allows the user to easily activate
a completely overlaid window.
i File Edit UserOps Option... Info Special Window
Cascade Win 3€W
Figure III. 18 Window Menu
E. HELP WINDOW
There are two ways to open the Help Window as we described before: double-
clicking on an operator displaying in the drawing area and selecting menu item Help


















Figure 111.19 Cascaded Windows
ot any other specific operator in the operator list, we can simply click that operator
in the scrolling list, the description of that selected operator will be provided on the
right. This feature agree with Interface Principle 1: Be able to provide more
information when asked, Interface Principle 2: be able to display multiple
information at the same time and Interface Principle 4: Be able to perform the
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same operation in more than one ways. In fact in order to open the Help Window,
we do not even need to double click on any operator. We can simply select the menu
item Help from menu Info whenever we need to consult the help message. Once the
Help Window is opened, we can view the description of any existing operator.
It is possible for the user to find that the description of user-defined operators
in the Help Window need to be modified after the operator is defined. To modify the
descriptions, the user can double-click the specific operator whose description is to
be modified to open an editor and enter what description appropriate. Upon
completion of the modification, clicking the OK button will save the new
description of that operator. This feature supports Interface Principle 3: Be able to
recover from the unintended or erroneous operation. Since the primitive
operators are basic set of operators, DFQL does not allow their descriptions to be
modified. So double-clicking on the primitive operators cause nothing happened.
Interface Principle 6: Be able to prevent modifications that are not supposed to
be made is honored by this feature.
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IV. PROGRAPH AND OBJECT-ORIENTED PROGRAMMING
A. LANGUAGE -- PROGRAPH
Since the previous DFQL interpreter was implemented in Prograph of version
2,02, to make things consistent and to import some of the previous code into our new
implementation, we decide to use Prograph as our programming tool. Another
reason to use Prograph is that, as stated in (TGSS, Tutorial, 1990, chapt. 1),
Prograph integrates four key trends emerging in computer science:
• Visual programming.
• Object-oriented programming.
• Supporting dataflow specification of program execution.
• Providing application building toolkit.
1. Visual Programming
Contrary to text-based programming, visual programming uses graphical
operations to accomplish the programming task. Figure IV. 1 shows the definition of
methods newPerson, setAttributes and introduce for class Person. In method
newPerson, the hexagon-shaped operation creates an instance of a specified class
object (in this case a Person). This newly created Person then flows into the
operation named setAttributes which is a method defined in class Person, After
attributes being set by the method setAttributes, the Person with his attributes set
flows into the operation named introduce, which is also a method defined in class
Person to have the new person self-inuoduced. Method setAttributes asks the user




























personal data from the user as the values of the new person's attributes, name and
where from?. The new person introduces himself in method introduce,
There are four ways of method reference in Prograph: The form of context-
determined method reference is "//method". This reference indicates that the named
method can be found in the same class as the method containing (calling) this named
method. In method newPerson, Figure IV. 1, method setAttributes is referenced in
this form. The form of explicit-class method reference is "classname/method".
Method introduce is referenced in this form. The third form, Universal method
reference, is "method". The containing method looks for the method in the
Universal methods pool. The last form is data-determined method reference, "/
method". Prograph looks for the method in the class to which the object arriving at
the first input terminal of the method belong. This powerful method referencing
form supports polymorphism of object-oriented programming and late binding.
Different classes can each have a method of the same name with totally different
function. When a method is referenced in this form, Prograph does not know from
which class the specified method can be reference until the class object arrives on
the input terminal of the specified method at runtime. That is why we say that it
supports late-binding.
2. Object-Oriented Programming
Prograph provides a good foundation for object-oriented programing,
system classes. Each class has two components: attributes and methods.
Attributes identify instances of classes. By passing messages (calling methods) to
objects (instance of class), we can make them act accordingly. In prograph, objects
of same categories are group into classes, that is to say that a class is an abstract
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description of a collection to similar objects. In object-oriented programming,
objects communicate by passing messages. The situation is similar" in Prograph but
objects flow into operations to initiate some actions, rather than stationary objects
sending messages back and forth (TGSS, Tutorial, 1990, chapt. 4). Figure IV. 2
shows a class window displaying the classes hierarchy, the attributes and methods
window of class Person. In Figure IV. 1, we have shown one way to assign attribute
values and to pass message asking the person to introduce himself/herself. The line
between classes represent inheritances. For example, classes Student and
Instructor are both descendants of class Person They both inherit all the attributes
and behaviors (methods) of their ancestor Person. But they can have their own
additional attributes and methods (Figure IV. 3). In attribute window, Figure IV.3,
there is a downward arrow in each inherited attribute icon. Method overriding is also
allowed in Prograph. For example class Instructor has its own method introduce
whose functionalities can be totally different from Person's.When an instance of
Instructor is "asked" to introduce himself, instead of referencing the method
introduce in class Person, the one in class Instructor is to be referenced. But since
class Student, has no its own method introduce, so when an instance of class
Student is "asked" to introduce herself, the inherited method introduce defined in
its parent class Person is to be referenced. Programmers can also make their created
classes descendants of system classes so a great deal of effort can be saved.
3. Dataflow Programming
In Prograph, each operation can have zero or more input terminals and zero
or more output roots representing by small circles attaching to the top or bottom of
operations (Figure IV.4). Data flow along arcs connecting terminals and roots. When
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Figure IV.2 Class Hierarchy and Class Components
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Figure IV.3 Classes Instructor and Student
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all required input data become available at an operation's terminals, the operation
can not execute or fire. Specific order of execution is not prescribed in Prograph
programs. This situation implies that concurrent execution of several operations is
likely to occur. To enforce the order of execution, synchros are provided as shown
in Figure IV.4. In Figure IV.4, there is a direct arc connecting the root of operationl
and one terminal of operation2, so operation 2 must execute after the execution of
operation 1. Same situation between operation 1 and operation 3. But, since there
are no direct arc between operation 2 and operation 3, so they can execute
whenever their required input data are available. Execution order of operation 1 and
operation 2 is not prescribed without the synchro. With the synchro emerging in
Figure IV.4, the execution of operation 3 is enforced to wait until the execution of
operation 2 is done. In method setAttributes, Figure IV. 1, we used a synchro to
ensure that a person's name was asked before where he/she is from is.
By combining the dataflow specification of program execution and some
powerful debug facilities, Prograph allows programmers to debug programs by
inspecting the data flowing in the programs from debug mode. With the inspection
of the dataflow, programers can see how programs work and why it does not work
the way as expected if there are some errors in the programs.
4. Application Building Toolkit
The application building toolkit in Prograph supports independent
specification and management of the interface through high-level tools and
facilities. For example, the application, menu, window, and several window item
editors are some powerful and easy to use tools provided in Prograph. application
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Figure IV.4 Terminals, Roots, Arcs and Synchro
(Figure IV.6), window editor (Figure IV.7), and window item editors (Figure IV.8)
are used to specify the "look and feel" of the menus and windows created and
organized using the application editor. So instead of developing the windows,
menus, and their items we need in the DFQL user-interface from scratch, we can just
specify some essential informations in each relevant editor and the application
builder will creates what we need according to the informations we specified. To
refine any portion of them, we just return to the relevant editor and respecify some
relevant informations. No recoding and recompilation needed.
Since there are some new features and facilities added to the 2,02 version,






































Figure IV.5 application Editor
we used in the Query Window is a new added facility to version 2.5). We do not
intend to get into the details of Prograph. The following references by The Gunakara
Sun Systems Limited (TGSS) are recommended for those who are interested in.
• Prograph: Tutorial, second printing, 1990.
• Prograph: Reference, second printing, 1990.
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Figure IV.8 window item Editors for Button and Pop-Up Menu
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B. WHY OBJECT-ORIENTED PROGRAMMING
Object-oriented programming is often referred to as a new programming
paradigm (Budd, 1991). In Clark's DFQL interpreter, object-oriented approach was
attempted. But after a careful examination of Clark's program, we found that some
major object-oriented programming features, such as responsibility driven,
information hiding, and modularity do not play their role. And the program is also
tightly interconnected by heavily using the explicit-class method reference.These
drawbacks restrict the reusability of his program, so in order to use some methods
in his program we spent some significant effort to modify and re-modularize his
original code. Because of this experience we decide to approach our new
development from object-oriented view so that our code may be more reusable,
portable, and maintainable.
During the examination and modification of Clark's program, we also found
many attractive features of OOP can be adopted to model our new DFQL interface.
In our view, DFQL interface consists of objects like Query Window, drawing area
(a canvas in which we draw our query) and operators, etc. These objects are
manipulated in response to events, such as the clicking or dragging on the body of a
DFQL object cause the object being selected or dragged. This awareness also
encouraged us to do experiment of object-oriented programming.
C. Evaluation Of Object-Oriented Programming
In this section, we are going to discuss some features of object-oriented
programming we applied to our new development of DFQL interface and some
benefits we have gotten through the whole design process.
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1. Benefits of Responsibilities-Driven, Class, and Inheritance
To organize or discover classes, we need to take the responsibilities of each
potential class into consideration. Clear assignments of responsibilities increase the
degree of independence of classes thus increase the degree of information hiding
and reusability. When we make an object responsible for a specific action, we can
expect a certain behavior the object is to behave as we passing the request to it. The
higher the degree of behaviors of objects we can expect, the easier we can debug our
program when errors occur and the easier to expend our program by assigning more
appropriate responsibilities to appropriate classes without causing intensive
modification to the program has been existing or importing unexpected interferences
between new code and old code.
Figure IV.9 shows the classes hierarchy of our program. The white-colored
classes are system-provided while the black-colored classes are our created ones.
Each class representing one category of objects encapsulates informations and
functionalities within its atuibutes and methods. This classes hierarchy is organized
after the following analysis: Class Query Window represents the main window
(also named Query Window) with the responsibilities of detecting and handling the
mouse click events on its item such as button close box, etc., creating new Query
Windows, setting attributes of new created Query Windows, loading query files onto
Query Windows saving query files to disks and closing Query Windows, etc., Class
Query Object represents all query objects. Classes Text Object and Operator
represent text objects and operators respectively. Because they are both query
objects so we make them the descendants of class Query Object to inherit the
attributes and methods we defined in class Query Object. Since operators can also
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Figure IV.9 Classes Hierarchy
be grouped into primitive operators and user-defined operators, so we make classes
Primitive and UserOpr the descendants of class Operator representing primitive
operators and user-defined operators respectively. Class Query Object and its
descendant classes are responsible for maintaining and creating query objects. Class
DFQLCanvas represents the drawing area (the drawing area just like a canvas)
within which we "draw" our query. It is responsible for detecting and handling all
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kind of mouse click events in the drawing area and acts accordingly, drawing
objects, dragging objects, and deleting objects. Class InputBox represents the
"input box" within which users type in the text for the later creation of query objects.
It is responsible for displaying the "inputbox" at where users click the mouse and
reading text that users type in from the keyboard. Classes QueryResuIts,
UsrOprWin, Printer and its descendant DFQLPrinter, Line, and Help are created
by following the similar analysis.
Assuming the user wants to create an operator by selecting one from either
pop-up menus Primitive or UsrOpr, then when the event of clicking mouse in a
pop-up menu and selecting one operator from the menu is detected by Query
Window, Query Window passes message requesting the creation of an operator
with the name specified to class DFQLCanvas. Upon receiving the request,
DFQLCanvas does some prelimilary actions and then passes the same request
received from Query Window to class Primitive, Primitive then check its
primitive operator list whether there is one with the same name passed in or not. If
there is one, Primitive returns the matched operator back to DFQLCanvas. If there
is none matched, the same message is delivered to class UserOpr to create an user-
defined operator. After the operator is returned, DFQLCanvas draws it in the
drawing area. The ellipses in Figure IV. 1 highlight the process of message passing.
We make each class an encapsulation of absuactions having two faces.
From the outside, a user of that abstract encapsulation sees only a collection of
methods which define the behavior of the encapsulation of abstractions. On the
internal side, attributes (some people use the term data variables, but for
consistency, we will use attributes through this thesis) are defined to maintain the
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internal state of the object. In the above example, by using responsibility-driven, we
do not allow classes to interfere or modify attribute values of other classes because
we view changing attribute values as the internal affair and all of them must be
maintained internally by the class instance itself under any circumstances. This
measure makes a program less error-prone and ease the maintenance of a program.
Also, the information hiding rule is observed by the careful responsibility
assignments. For example, DFQLCanvas issues requests of query object creation
to classes Primitive without knowing how they are created.
The clear division of classes helps us design a well structured and
modularized program. The hierarchical organization also helps us to remember the
whole structure of our program and the relationship between classes easier and
better. Since many methods are inherited by the descendant classes from their
ancestor classes, we do not need to replicate codes over and over again. This feature
shortens the development time and supports information hiding also. Figure IV. 10
shows an example of inheritance. In Figure IV. 10, when either class Primitive or
class UserOpr receives the message requesting the creation of an object from class
DFQLCanvas, since there is no method capable of creating objects defined in both
classes Primitive and UserOpr, the method create defined in their parent class
Operator will be referenced as if it is defined in their own classes. This benefits is
more significant in the inheritances of our created classes from system provided
classes. For example, by making classes Query Window, QueryResults, and
UsrOprWin as descendants of system provided class Window, we can simply use
the methods such as Close, Activate, and Idle defined in class Window without
knowing how they are implemented.
60












This method is to handle the pop l
selection. An gdbobj will be crea
according to the pop up menu iterr
DFQLCanuas/create 1 :2 ^l<lil7]Jl
V/S///////////////////////////Z ZZ3
name














Figure IV. 10 Process of Message Passing
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2. Benefits Polymorphism and Late Binding
Polymorphism is an feature to send the same message to instances of
different classes. It enhances the readability of software and leads to an easier
















Figure IV.ll Example of Polymorphism
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choose menu item Quit from menu File, method Quit defined in class Menu is
called. When this method executes, a list of windows opened flows from the right
output terminal of operation windows to method Close which is of the Data-
determined method reference form. As we mentioned in last section, all windows are
viewed as instances of different classes, so when the message Close is sent to them,
they will behave according to the Close method defined in their class or ancestor
class. Because all windows are subclasses of system class Window, so except
Query Window which need to save the query file before closed if the content of the
query file has been changed), all window will close by calling method Close defined
in class Window. The method Close defined in class Query Window as shown in
Figure IV. 11 overrides the method Close in the parent class Window by having the
same name and different behavior. It first save the query file which has been changed
if the user desired and then calls the method Close defined in class Window (the
upward arrow means method Close in the supper or parent class is to be called). In
this example, we see the same message Close sending to instances of different
classes causes them to behave differently. We also see that late binding utilized in
this example. The proper methods Close to be referenced is unknown until the
instances arrive (i.e., until run-tome). This makes the high-level software design
more flexible.
The overriding we saw in last example is just in form of polymorphism.
Another form is overloading which makes the flow of software execution easier to
be followed by users. Figure IV. 10 shows how the methods create defined in classes
Query Window, DFQLCanvas, and Operator are referenced. We overload the
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method name create so the way an operator is created easier to be understood and




some lessons we learned in our development of this new DFQL interface can be
stress in two aspects: user interface and object-oriented programming.
1. User Interface Aspect
As an application designer, we need to originate all the ideas from the users'
point of view. So human factors need to be taken into consideration. Our experience
is that some established principles like those we listed in Chapter I need to be
followed all the time. We also evaluate some human factors such as
• How long does it take a regular user to learn this new application.
We need to provide users a consistent, well-explained, and easy-to-
use, and easy-to learn tool so they will not get confused or frustrated
by the complexities of the tool.
• What kind of errors may be made by users. Taking this factor into
consideration leads to a design of careless-proof or even fool-proof
application.
• What degree do users maintain their knowledge about the
application after a period of time. To increase the degree, the
consistency must be enforced and on-line help messages must
always be available.
2. Object-Oriented Programming Aspect
The following is a list of lessons we learned from the object-oriented
programming aspect:
• Each class is responsible for one task or some intuitively similar
tasks and allow attribute values to be modified or maintained only in
its own class. This reduces the degree of interconnection between
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classes and makes each class cohesive and modular so later
modification and extension is easier.
• Avoid writing long methods. Try dividing a task into several subtasks
which can be implemented as clearly defined methods. This also
makes later modification and extension easier and increases the
reusability.
• Properly use polymorphism to make program easy-to-read. This
makes programs more symmetric and easier to be understood.
• Avoid using explicit-class method reference. Explicit-class method
reference makes methods tighdy interconnected so when a class
name is changed, we have to change all references in the whole
program. This is error prone and time consuming.
• Properly use abstract superclass to support information hiding and
inheritance. We discussed many benefits of information hiding and
inheritance. Proper use of superclass allows the programer to
concentrates on the further development without paying attention to
the low-level details of the referenced methods.
B. SUMMARY
This thesis provides an improved user interface of DFQL originally introduced
by Gard J. Clark and C. Thomas Wu in 1990. In this thesis, we eliminated the
shortcomings of user interface pointed out in their paper and added some new
features to it. Now, this new DFQL user interface allows users to create DFQL
objects simply by clicking the mouse and then entering the text right on the
computer screen. Some tedious operations in the previous version of DFQL such as
deleting an object, selecting an user-defined operator have been simplified in our
new implementation. We also make on-line help messages easy to get and allow
information displaying window such as Help window, Query Results window and
User-Defined Operator window to co-exist at the same time when users are
constructing their queries in Query Window. This makes more reference
66
information available at the same time. We also allow users to open Query
Windows as many as they want and define user-defined operators consecutively.
The content of help messages of user-defined operators entered by users can also be
modified easily.
In addition to the new features we added to the DFQL user interface, we also
did an object-oriented programming experiment on this new implementation. The
main techniques of object-oriented programming such as message passing, class,
responsibility-driven, inheritance, and polymorphism are used. The benefits of these
techniques are also evaluated.
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Only the source codes we developed are presented in this thesis. The original











jMenu cascade min 1:1
WA/A'AAA/A/A'AA///'A///A'A'A/77777i^AY Y ^A
Cascade all windows.
^Menu/cascade min l:1relocate 1:1
waav/a'/'avaav/a/a'avaav/aaa'/a
fAAA'AAA'A'AAAAAA ?/.: "A'A'AYAVPZ*






^ I i n d i I e tr^
fZEB2ZBBZEEt2BBZZB2E2B2L
Query Window Wed, May 20. 1992 6:09 PM










Takes as input a LIST
ol menuilems to dim






Takes as input a LIST
ol menuitems lo highlight
and the associated menu.
f//W'//.W///.V////MV.'/.'/.'/.'77777>
Query Window Wed, May 20. 1992 6 30 PM






y, previous win loc \\
*> U " '
"M #locatiort3 TRUE/currtnt^ ^ w- a —jp
<# active?^
f/.'A'///.'//.'.'/. '////A '/////. '/////. '///*





JQueryResults/shoujQueryResults 1:2preuious UJin loc 1:2
Application
^locati or^cfccccc NULL [•)
{1B 18)
r///.Y////////////}/.V.V//.'/.'///,V.'/A
}QueryResults/shoujQueryResults 1:2preuious win loc 2:2
V///.V//.'/.V.V.'/,V/A>/.'/////.'/////.'/A
{50 15}
Query Window Tue. May 19, 1992 11:01 PM
jQueryResults/showQueryResults 1 :2set query tent 1:1










y p o ^***>>^ \
n T
^/ d raw in p u 1 b a ^ct{c^ 'ocale inBarRecTf]
tAy,Yf///<Y///AY///AY///AY//AA'A
i














[fcsave it tile changed^]
e;//s//;/AW//AW//Aws/;wn7v*
Query Window Wed. May 20, 1992 5:23 PM
jQueryllJindouj/Ciose IMsaue if file changed 1:1
W///AVWW\YYY.Y.Y.Y.VS//AV1
y,\\\* chang«d#««cc<«c § '
TRUE (TJ
^warning messageJl Sa v*
Discard [•]
B..B
II trie window to be closed is of type "QueryWindow"
and the contents ot the canvas in that window has been
changed(i.e.,file changed) prompt the user to save it belore
closing the window.
Operator Delinition Window
f/SAY.Y.Y.Y.Y.YZ Y.Y.Y. Y.Y.Y. 7ZZZ22.
iQuery Window Close 1 :1 saue if file changed 1:1 warning message 1:1
fAV/SSA>AV.V.Y/XA>A>A>AY.V.Y777?*
. has been changed Save it?




//s et-att ri bu te $
_ fl 9|//ruit^
f//AV/A'A>AY.Y.V.Y.Y.Y.Y.'AVj77777X
Query Window Wed, May 20. 1992 5:23 PM
iQuerylUindOLu/create 1:1
VA/A/AAAAAAAAAAAAAAAAAAAAAVAAA77A77m







This method is to handle the pop up menu
selection. An oPiect will De created




$ update menu jj]
It's possible to activate a Query Window with
other types ot window being trontmost. So it's
necessary to update menu.
fAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAASk
^QuerylJJindouj/actiuateQLU 1:1 update menu 1:1
WA'A'A'A'/S/.Y/A
eQueryWmdow>3
1 o w n e r^
1 | update F,7e \ |c«««l \ M** JED
fAAAAAAAAAAAAA'AAAAAAA'A'AAAAAAAAAAAX
Query Window Wed. May 20. 1992 5:23 PM




[^draw input box it it exists j] j/dod ra wal |
f/MW/MV////S////AWMW/M>J*
jQueryUJindoui actiuateQUJ 1 : 1 update menu 1:1 enable menu 1:1
VA/AAA/AVAAAA'A/AAAVAAAAWAAV?771
f/AAY.Y. Y/AY, Y/A : :WAY Y/AZZZ&
(12 3 4 5 6)




E2 1 i n d - m e n l%
% deactivate others if] [gactiyal "delete]]
CA>AY.Y///AY/AY/AY///////AY///A\
Query Window Wed, May 20, 1992 5:24 PM






3QuerylDindouj/actiuateQLJ 1:1update menu IMupdate Edit IMactiuat delete 1:1
fAWAWMV///AV,'/,V.V.V.V.7777?X




§1. ("Undo (all)* "Cut" "Copy" "Clear" "Paste")
Query Window Wed. Way 20, 1992 5:24 PM





^Querylilindouj/actiuateQUJ 1:1 drain 1:1 drauj input box if it exists 1:1 draujGenericOp 1:1
UMAYMAY///AY/AY.Y///<>,'ZZZZZ&

























sal popup menu ot UsrOpf j|
GHZ2zz 77777*
§1. Query Window















, .... ,, ,, ,* - , . , • , ,,, . > • >, < ,}*
Query Window Wed, May 20, 1992 5.24 PM
dQueryUJindoiD/set-attnbutes IMquery win » 1 1:1
A p p 1 1 cation
^quary win g ^mlegerTo slr.ng 2
t///A>//AS/AA>//S/?SS////AW/7?7Z*











^ a 1 1 a c h - r^
^DFQLCanvasLis^
6
Create a new DFQLCanvas for each new QueryWindow.
f//A'A///A>A>A>AW//AVSA>A>AV7Z7>
Query Window Wed, May 20. 1992 5 24 PM
jQueryLUindooi/set-attnbutes IMquery min » + I 1 :1 integer to string 1:3
mBZZEZE2BBBBBZZEBBZZ&
T
IE a 48 3l|ccccccc<cc<ccc% > *%y \
|;lfom-ncl^
r/////.V/S//.V>/.V.'fr///.'/////777777*










E£ a n » w e r^
&ZEZEBmdkBBZZBZB2ZB2l
§1. You cant open so many windows.










User should press 'return' to finish typing.









t^ 1 i n d - i 1 a ni$
Efr/c re a t e^
When "return' is pressed, create an gdbobi
according to the text the user typed in.
f/.V.V.V.V//. '/.V////.'///.'AV//.V.V/A\







TRUE 1 3 [x]
,~r
,.,„W»».WAV.V V.V. 'A'AV.ma




Query Window Wed, May 20, 1992 5:24 PM
jQueryLUindouj reset 1:1















[preset canvas j |
tcc jJErasaRect^
Clear drawing canvas in Query Window, empty gdbobjiisl.
WMWM>S.>AV,V///;.V//.V.77777*
jQueryLUindow/reset 1:1reset canuas 1:1
VZZZZZZZZZZZZZZ2ZZZZZZZZZ vzzzzzzaT
«DFQLCanvas» ( )
^ g d bob jll»B
7"
j





Query Window Wed, May 20. 1992 5:24 PM




3QueryLUindouj/reset IMreset canuas r.lreset neiuOpCenter 1:1
>y//////////////'/(y////////-/////,yj










First backup the tile if possible, and then save
the data from areclist into filename on voi#.
r//A>////AW/AV///AWA>AVAV77to
Query Window Wed, May 20. 1992 5:24 Pfvt
jQueryLUindow/saueit 2:2
filename vol#
II the backup operation tailed, then don't
save the new tile because it could write
over our previous data without having that
data backed up.
The error messages tor tailed backup are
all contained in the mkbackup local metnod.
ft'///:^/;ii'::::-:i::::::::':r^
3QueryWindow/saueit 1:2mkbackup 1:2
lnfo2 " ,ne ,lle ^id not Previ° usry
~~0






1 ksave :^ IX
'DBIN'
in ////^ It tor any reason (other than above) the
backup couldn't be made terminate this
local method with failure.
Query Window Wed. May 20. 1992 5:24 PM
3Query LUindouj saueit 1:2mkbackup 2:2
VBZEBZJZBZBEZZE2E2EZ&
We couldn't laod the data Irom the old
data file. Generate the error message
and then terminate with failure.
(13)







"Continuing will cause this file to be replaced 1
is not an appropriate dbinterface file.'
'QueryUJindoiu/saueit 1:2dosaue 1:2
filename voi#
V2ZZ2ZmZZZZZZZZZZZZZZ2ZZZ2•EZ ZE ZZZZ3ZZ &.
Save the data
into the input filename.
f/.v.v.v.v.v. v.v.'A v.v//.v.v//.v >;/?*
Query Window Wed. May 20, 1992 5:24 PM
SQueryLUindouj/saueit 1:2dosaue 2:2
"Trn.Muim-
II there was an error on saving
the data generate the appropriate







§1. Your data will not be saved!
§2. "Error in attempting to write to
r///.'/.v.v.v.'.','.: >/, v. •/.>//;. vtzvtzv*
;QueryLUindouj. saueit 1:2mkbackup 1:2ck!ength 1:2
^'length ^
3 1
The new filename with ".bak" concatenated to
it is of a valid length ;<=31) so continue.
jQueryLUindoLu/saueit 1:2mkbackup 1:2cklength 2:2
IfjTjnjj
Filename with "bak -
concatenated to it was too
^<T\ long so generate error







Query Window Wed, May 20, 1992 524 PM
jQueryUJindouj saueit 1:2mkbackup 1:2cklength 2:2
Your lite will noi be saved!"
Is too long!"
Sorry. Backup (lie name: *
jQueryULHndoui/saueit 1:2mkbackup 1:2cksaue 1:2
W//AV.'///.V.'/.V.'/.V//.V////7777m
Saving tne backup file was successful.
f///.'//M>///.V.'/////,'///.V.'//////A
ftueryUJindoiu/saueit l:2mkbackup 1:2cksaue 2:2
V.V,V/AV//.V.>77777.y////y//'/'/H
(13) There was an error on frying to save
<J the backup file so generate an error
—
S






Your data will not be saved!









If the file has not been opened
load the data from Ihe
specified file. Processload
updates the gdbobjlist and window
or reports on any errors that
were generated by the load.
&ZZ2ZEZZZZ2ZZZZZ&ZZB&ZZ&




























Q |"3V " no error was generated then
load the relumed data into the






7\ window with the new aata.
( \y load into canvas \ \
f/.>AYSAV.V//MWy>/S.WA>A>Z>77777>
Query Window Wed. May 20. 1992 5:24 PM






"Sorry, I could not open the lile:
^QueryLUindow/loadit 1 :2processload 3:3
is ot the wrong type 1 '
















Query Winaow Wea. May 20, 1992 5 24 PM













jQuerylilindoai, saue as 1:1
VBSBBzsiBaaznzsBZfpzzim
33a.. \«<lilevol# dow>3%aJb ft 6
^/iavii"l|
Save the data into
the file entered by the user through
the put-tile dialog.
V2ZlZSBBEZnZBZBE2ZBZB2ZE&
Query Window Wed. May 20. 1992 5:24 PM
}QueryUJindOLu/saue as 1 :1 used in other u/imdoujs? 1:3
<<QueryWmdow>




iQueryLUindouj saue as l:1used in other Luirndoujs? 2:3
W//S/////S/.YMW///.W///.W///.V1
filename
us *En3opened in other wmao
FALSE




fc£ a n s w e r^
1. ' has Been opened in
TRUE
Query Window Wed. May 20. 1992 5:24 PM
£23QueryLUindoLu/saue as 1:1 used in other ujimdoLus? 2:3opened in other windows? 1:1
flic
2 window^ \
[^t i n d-l nstan c^j
NULL













Alter verifying the user's intentions
(if there have been any changes to
('DB I N') the original query) on what to
do with the current query, puts up the
get-tile dialog to allow the user to
Kegel -f i le^ P'ck °' enler a !iie ,0 loaa > ,nen









Reads ONE line Irom a tile.
Trims trailing blanKS and
adds a carnage return.




jQuerylilindouj readteKt IMIastchar 1:1
t
,.a, , fl„8 ,
,/Cn^
f£ middle^) I
t////AY<YMY.Y,Y?A Y.Y. i !^ZZa
jQuerylDindoLU openloop 1:1
To be called repetitively
lo open a tile. Will loop
until the die is opened.
DANGEROUS to use it the
die requested may not
become available. This will
then loop lorever.
w/w/w/'M»Mm
Query Window Wed, May 20. 1992 5.25 PM





Query Window Wed. Way 20. 1992 5.25 PM




<Window ltem> vy ^Kic-kiy -• d i £ ./^ EventC Record
[fc/ resize input box ^|
Read keyboard and enlarge the Input
box according to the length of the text.
llnputBox/readkeyboard 1:1 resize input box 1:1
fcgel string width ^
Ksei new size 3
l^set new location jj|
r/S//////////////////A'/<'///.Y.'ZZZZ












gj A d d P t%
^ location^
r/////y///////////////////////////^
Query Window Tue, May 19, 1992 8:12 PM












Query Window Tue. May 19. 1992 8:12 PM
^OFQLCanuas/updategdbtext 1:1
. You may edit the string below.
«DFQLCanvas» ^--^obi numA
[^ erase oid obi} f\
/ Ifr9 el newtext & center^)
%«*t"-nlh% ^//drawobj
^gdbobjlis^
^OFQLCanuas/updategdbtext IMerase old obj 1:1
r/;////////////////////////////,zzz2
JDFQLCanuas/updategdbtext 1 :1 get newtext center 1:1
%a«k% l^eenlBfol-mainfeci^l
rAV>A'A>A>A>A>AA»AAA>A>AV/A>X777k
Query Winaow Wed, May 20. 1992 6.34 PM




}DFQLCanuas/updategdbtext 1 : 1 get newtext C- center 1 :1 center-of-mainrect 1:1
W/A>A>//S/AV/SSA'////AW/AVWSi
Jm al nrec t^
K rYet-to-lnt^2
3DFQLCanuas/updategdbtext 1:1 get newtext & center 1 :1 center-of-mainrect IMhoriz 1:1
W///AY/StfSAY/AV.'A'AV/A'AY/A'Ai
rAY//AAY.YtY<Y.Y?AY.YSAYSAYZZZ*
^2DFQLCanuas/updategdbtext 1 :1 get newtext & center 1 :1 center-of-mainrect IMuert 1:1
fZZZZSZZZZZBZZZZZSZZZZZBZBl




















Just hide the input Box
it the input box is empty.











Query Window Wed, May 20. 1992 6:34 PM













jDFQLCanuas create 1:2getobject 2:3
v////////////jV////;//AV/////A'/"*
text PO"1 ' dispLegtl-instnum
rA>A/A'A>A>A,VAA/AX>SA/AAA>AAAAZV77*
30FQLCanuas/create 1:2getobject 3:3




Query Window Wed. May 20. 1992 6:34 PM
jDFQLCanuas/create 1 :2add-to-gdbobjlist 1:1
_^z












'DFQLCanuas/ create 1:2erase input bow 1 :1 getCenencRec t 1:1
<///. '/;//.
:













Draws all objects in m canvas.
f///.V.V//.V,V//.V////.'/.V//.'/777Z^
Query Window Wed, May 20, 1992 6.34 PM










Returns the canvas Irom





^1 / 3<j\ E GeiM_° use3
^ a n d p t^
Rubberband method. Does the rubberband
ol line drawing when the user is trying
to connect obiects with lines. Uses continuous
draw and erase routines. Until a mouse click.
GZZZZ.vmwA'm;7X7K
Query Window Wed. May 20, 1992 6:34 PM
lOFQLCanuas/rubberb 1 :1 waittilldone 1:1
W///AV//¥». \'.V.'.>.VS/.'. '. '£V-'MM
^//drawlin^ TRUE \7}
r///. '/.'///. '/////. '/?/ '/. '. '. v. v. /////.V>






p a t C o p y_
gPenMode^ 3J^//bedrav»lln«^^PenMode^
Erases a line from poinn lo pomt2
by changing the pen mode. Changes






Draws a line from start point
to end point.
rS/AV////.VA>/AV///AVM/.W///.>*
Query Window Wed, May 20. 1992 6:34 PM
£23DFQLCanuas/bedraailine 1:1
I







« " 8..«nA Same as drawline but includes
gtc-and-dr.wln^








Draws all connecting lines from the
root ot an input object.
jOFQLCanuas/drawrtconnects 1:1 draiurtline 1:1




[get termmallisl jl m n g
—
=
% g a t - liit h^
'center point z center point
Query Window Wed, May 20. 1992 6.35 PM






^ sc -and -d rawing
Draws the input bar tor the user-defined
operators screens.
rAAAYYAAY/AAAV,Y/AYAAAAYAZZ22i












Draws nodes on the input bar.
Used from user-detined operators.
jDFQLCanuas/draujinnodes 1 :1 updaterects 1:1
spacing
jDFQLCanuas eraseinpu tbar 1:1
r^ s c -beg in -drawing
^sc-and-drawin^tceccgEfasaRactl
Erases the input bar from the canvas. Used at
the termination ol user delined ops screens.
Query Window Wed. May 20, 1992 6:35 PM
S2DFQLCanuas/doerase 1:1
E2ZZZZ '''"<'. v/av/av.v. 7EZ&w w
p a t B i c_ DFQLCanvas» object
gPenMode^
w




•J" Erases the object based on the
_patCopy_ £ objgc nurnDer (the POSITION ol
^H = the obiect in the list) NOT based








}OFQLCanuas/doerase 1 :1 erasestuff 1 : 1 inuert if selected 1:1
W/YAY/AYY//AYY//Y/AYYY/A7ZZZZ}
~> fZZ~~ tl FALSE (•)


















—53 Draws all conectlng lines Irom
each terminal ol an Input object.
)DFQLCanuas/drawtconnects 1:1 draiutline 1:2
'AWAWMAVi
incoming objlist instnumI|un pi ai c k^









jDFQLCanuas/draiutconnects 1 :1 draiutline 2:2

















k^sc-beg i n-draw in&>i y. draw Pnmat've & Use-Cp-a
^tc -and -drawing^
Draws gdbopr ob|ect Irom each
of the component parts.
t2ZZZZZZZZ2ZZZZZZ2ZZZtt32&
iOFQLCanuas drawobj 1:2draw gdbtext 1:1
\VMV/;M/MWW.WM.W#77771
EMov»To^^Lin»Tog ||| a +j 5 | ja*5^| ^dispstrin^ ^'/Inverl^





^ D r a w S I r i n gj
^ T e x I S i z egj




^% to rm i na 1 1 is%
PenSize^
fc/draw body & roo'
j
t
a7j^° B" w'^|^r|\/ JFrameOval^
^Mov»Toa 3i; 333„6T- T°' ' rt





Query Window Wed, May 20. 1992 6.35 PM
EjDFQLCanuas/draLuobj 2:2drauj Primatiue G- UserOpr l:1draw body root 1:2
v/.v. '/. '/.'/.y. '.'. '/.v. '.'.v.'/.w///.v////A
fro ^ a»»»,J3ag—e ofc£P«nSize2f ° X
§1. (DISPLAY SDISPLAY)
jOFQLCanuas/draujobj 2:2draLU Primatiue & UserOpr 1:1drauj body C- root 2:2
vzzzzzzzezzezzzezzszzzzzzzzq




Inverts the color ol an ob|ec! it
the obiect is selected.
—-— Uses an inset first so that the








g^"'^ Executed in response to the
^adbobilisfi Delete menu item. Goes through
^* *- " gdbobjhst and deletes all selected
J{ objects. Alter deletions redraws
9 'ft 9 the canvas and then turns ott the|/;dodr8w«l^ select option.
f777Z
Query Window Wed. May 20, 1992 6 35 PM







'OFQICanuas delete 1 :1 dele tern 2:2
^DFQLCanuas/delete 1 :1 deletem 1:2doroot 1:1
Query Window Wed. May 20, 1992 6.35 PM










<? Ife fmvzeros JBl
^f ind -I n»tinc^1
Assumes that since \ V r o 1 1 i s iM
we use find-instance
thai when we make a
change it is NOT on a






foo;nsi,^| Assumes at least one root
connection since we have a
terminal that says it is connected
to this root.
r o t I i 8 !
8
r////////////*zrzv///////,:::zz&
jDFQLCanuas 'delete 1:1deletem l:2doterms IMrmuzeros 1:2
o"0
jDFQLCanuas delete 1:1deletem 1:2doterms 1:1rmuzeros 2:2
jDFQLCanuas/delete IMdeletem 1:2doterms 1 :1 fixrootlist 1:1
Query Window Wed. May 20. 1992 635 PM
jOFQICanuas /delete l:lde!etem 1:2doterms 1 :l fiKrootlist 1:1ckroots 1:2
ez
r/////.>A>/.v.>/>//&/////.>A>/>/.>z7n*












f. w . . . . .. Calculates the center point
tzr«ct-IO;lnt^ (horiz) ol input rectangle.
||^a/((b-a)//2)l |l£a/((b-a)//7)l




Query Winaow Weo\ Way 20. 1992 6:35 PM
^DFQLCanuas/myclick 1:1
window canvas ^ point
[^.sel lile changed 9 \
iS,
[[create il input box exist jp^^; //handle c I ic
^
The contents ot the window is changed when clicked.
Upon clicking, il there is a input box exists create
a gdbob) according to the text in the input box belore
handling the click.
tB2ZBZBB3ZBZZBZBMB2&ZEb



















ft j£ Handles dicks on the BODY ol
%domaincl:ckj^] gdbob| objects.
f////AV/;MW/MV.WAV////77?7m
Query Window Wed. May 20, 1992 6:35 PM





Click on a terminal (input node).
fAYAAYAAAAAAY/AAAY/AAA7AAAZZZ&
3DFQLCanuas /handle click 3:5
V/AA'A'AVAA'AAAYAA'A'AYAAY.'AY.Yi
[|:do'ooiC"CK^]





Handle click on tne
input bar. (From add user
operator state.)
;UFQlCanuas handle click 5:5
^ntwOpCenf^ ccdccccccc{c< c [gdfa<vLineOn^(7]
\\ 'oca'.e .nputbox \\
II drawLineOn is true then just terminate this method Esle,
if a generic operator exists, create a gdbobi according to
the text in the input box. Then create another generic operator.
fAYAA/AYAAYAAYAAYAAAAYAAAAYAA
Query Window Wed. May 20, 1992 6.36 PM
^DFQLCanuas/handle click 1 :5mainclick? 1:1
1B2ZL V.3 ! >.>.'/>/.'/.'/.V.V/£'/X77771
point






. r. rjq .. n i j |f C |lck was NOT on ,ne booy






iDFQLCanuas. handle click 1 :5domainclick 1:4
point Index
fcredrawobj-j]
This case is to drag the gdbobj.
;OF0LCanua$/handle click 1 :5domainclick 2:4
^gd bobjlis^
select an obiect.
6q d b o b j I i s6 Updates selected 7 and inverts
d color ol object.
f/////.V////,'///.V.'/////.V.V.V777777X
Query Window Wed. May 20. 1992 6 36 PM
jDF QLCanuas/ handle click 1 :5domaint lie k 3:4
canvas point ev rec
^dbobjlitg
^/show h»lp<% c< T»xt Objact [•]
fA/A/A/AV.WA>A.WA.>A/A>A>A/AAA.V/S*
jDFQLCanuas/handle click 1 :5domainclick 4:4








ctcclc t c NULL Oidetach-ii
I
FAIL case unless click
was on a terminal
(input node).
'A'A'A'AAAX
Query Winaow Wed, May 20, 1992 6.36 PM
gSOFQLCanuas/handle click 2:5do termclick 1:2
T7 "Th-Ty
v, . > B g 9db0D l re(
}drawUneOr$ jV/ \ \








fc?i( not click on root tnen drawLmeOn = FALSE^|
Start with drawLinOn oil. Turn it on Remove any path from terminal.
Delete any line Irom term. Initialize to hook up a new line.
GZZZZZZZZZZZZZ2ZZZZZZZZ2ZIZZZ&
^DFQLCanuas/handle click 2:5dotermclick 2:2
vr" "
—
*n > (inslnum term#)
>lines^ ^— ...... (A
. . M . /i ;qdbobilis|
^/init ling^
ccccctcccctc
Update terminalhst and redrawlmes.
GZZZZZZ2ZZZZ2ZZZZZ2EZ2ZZZZZ&
^DFQLCanuas/handle click 3:5rootclick? 1:1
Query Window Wed. May 20. 1992 6.36 PM





It double clicked in a root display Information.
JDFQLCanuas handle click 3:5dorootclick 2:3
[fcil not click on terminal then drawLineOn r FALSE \
rAYUY^v/^ ^ Y/^y/^'.v.Y/^'ZZZ&
Query Window Wed, May 20. 1992 6:36 PM








Query Window Wed, May 20, 1992 6:36 PM









jDFQLCanuas, handle click 5:5draLuLine0n? 1:1
r//. ; yayay.y/a Z33 ^//; yyy/ayya*,
jQFQLCanuas handle click S:5locate inputbOK 1:1
jDFQLCanuas/handle click 1 :5domainclick 1:4dodrag 1:1
;drag-r<c^
new reel old reel
fA>%AWA>A>S/A/AV/A/A>%A/A'A/A/A\
Query Window Wed. May 20. 1992 6:36 PM





frset new localion ^ |
object
r/>///>/.V.V////////S////;S/b>/77777X




ting gdbobjs within region j [p
f77r^r^777zv:< v.v/.v.v. '/:/.v. v:.7.

















// mai n rec t^j
|^sel new location g)
Query Window Wed. May 20. 1992 6:36 PM
6220FQlCanuas handle click 1 :5domainclick 1:4moue to new location 1 : 1 set new location 1:1getoffset 1:1
^recl-to-inl^ |r»cl-lo-lnl^
r/.v////.>/.7.:>-::-:r.y/.::r,'.::',:r7?*
)DFQLCanuas/handle click l:5domainclick 1:4moue to new location 1:1 set new location 1:1 set new location 1:1








Query Window Wed, May 20, 1992 6:36 PM
jarQLCanuas /handle click 1 :5domainclick 1 :4redrawobj 1 : T find gdbobjs within region 2:2
<zzzzzzzzzzzzzz£zzzzzzzzzzzzzz&
ESDFQLCanuashandle click 1 :5domainclick 1 :4redraLU0bj 1:1redrauj 1:1
V//////////AW//Ay////.W/////////i
fMM//MVAV.Y,V.V<V.V.V.'tZ&
^DFQLCanuas/handle click 2:5termclick? 1:1doonlyops 1:2




Query Window Wed. May 20. 1992 6:36 »M
3DFQLCanuas/handle click 2:5termclick? 1 :1 doonlyops 1 :2checkterms 1:2




jDFQLCanuas/handle click 2:5termclick? 1 :1 doonlyops 1 :2checkterm$ 2:2
V////>M//SA>//Ag»//MW/£777771
jDFQLCanuas handle click 2:5dotermclick 1:2uiati until mouseUp 1:1
^Button^
TRUE [x]
jOFQLCanuas handle click 2:5dotermclick 1:2update terminallist 1:1
«DRXGanvas»
j£ (mstnum term#)
^'gd'bob"i'li's^ « , ..^ .
o fc2 unpack^




Query W.ndow Wed. May 20, 1992 6 37 PM
JDFQLCanuas handle click 2:5do termclick l:2set lines 1:1
V/AA'A'A V. 'A/A 'A.'A'AA'.'AAA 'AAA/A'AA/A
/TRUE
'VAAV A A i
point
ldboD|

















Query Window Wed, May 20. 1992 6:37 PM




jDFQLCanuas /handle click 2:Sdotermclick 1:2if not click on root then drawLineOn = FRLSE 2:2
^drawLineOryj
,DFQLCanuas /handle click 2:5dotermclick 2:2update terminallist 1:1
^^ wov" ,n^ l"'»
^ 9 d\ b] . i.a
Update lerminallist and remove old lines
>A>AVAA/A>A>777/AAA>A>A'A>A>A,>A'A>
Query Winoow Wed. May 20, 1992 6:37 PM
^DFQLCanuas/handle click 2:Sdotermclick 2:2add to rootlist 1:1




3DFQLCanuas/handIe click 2:5dotermclick 1:2update terminallist 1 : 1 get object D- terminallist 1:1
5QFQlCanuas handle click 2:5dotermclick 1:2update terminallist 1:1 set terminallist 1:1
gSZZZZSZZZZZ 23
<& t « rmina!li60
__
v~
Query Winaow Wed. May 20. 1992 6:37 PM
}DfQLCanuas/ handle click 2:5dotermclick 1 :2remoueline 1:1update rootlist 1:1
(instnum lerm#)
f ... r ,,........ . m.... ............
^




^//c » ni o r r»c t^
cenler point
U I a r a s e I i n^
tzzzzzzzzzzzzzzzzzzzzzzzzzzzz?zzz&
tfDFQLCanuas handle click 2:5dotermclick 1 :2remoueline 1:1update rootlist 1 :1 rmufmrootlist 1:1
ESDFQLCanuas handle click 2:Sdotermclick 1:2if not click on root then drauAineOn = FALSE 1:2click on root? 1:1
rootracl
^gdbobjlis^
^ I i n d - b o u n d^
yi'nVt'nur'"
1
fA '//AY, WAV. Y/A7. Y/A'A Y.YSYAZ&
Query Window Wed, May 20. 1992 6:37 PM
3DFQLCanuas/handle click 2:5dotermclick 2:2update terminallist 1 :1 remoueline 1:1
connected to
fSSAVA/SA'A'Z>ASA'A'A'A'A'A'A'ZZZ&
^DFQLCanuas handle click 2:5dotermclick 2:2update terminallist 1:1update terminallist 1:1
canvas. ^^
/y\ e r m i n a 1 1 is
jDFQLCanuas handle click 2:5dotermclick 2:2update terminallist 1 :1 remoueline 1 :1 rmufmrootlist 1:1
VAAY/AYA>.>A/A'A>A>A'A'A'A'A'A'A'/1




Query Window Wed, May 20. 1992 637 PM




SDFQLCanuas/ handle click 3:Sdorootclick 1:3makeinfo 1:3
r/.y.y.zzz : tzzzzzzz;::;maa
Query Window Wed, Way 20. 1992 6:37 PM
jDFQLCanuas/handle click 3:5dorootclick 1 :3makeinfo 2:3
777777^/'7.W/.'/.V.W/.V1'AV.'/MVA








Shouldn't realty need a copy here
since we remake the list every execution;
however this keeps adbobjlist trom EVER
being corrupted (otherwise it would be
corrupt atter one execution and belore the
next).
f/////.>7.'/.','.'/.'. : : /. j v.'/.v///A>///.>A\




Alert should say that terminals
and roots are not connected
correctly. User should check
his query graph.
:QFQLCanuas /handle click 3:Sdorootclick 1 :3d is pinf o 1:3
r///SAV. V.Vt»/S/MVVS.>.'.'.V.'S.V.'S>.
Query Window Wed. May 20. 1992 6:37 PM
jDFQLCanuas, handle click 3:5doroo tclick 1:3dispinfo 1:3
OLUMN NAMES:
SDFQLCanuas handle click 3:5dorootclick 1 : 3d is pin f o 2:3





§2 |, ro7a Sc^
^shoVj]
1. " is not in the table list.'
2. "Error on table lookup! '





Query Window Wed. May 20, 1992 6:37 PM
^OFQLCanuas /handle click 3:5dorootclick 2:3set lines 1:1
V///S/////tf//////////.V///AV.'/.'/.'/i
•^drawLlneOr^






jDFQLCanuas handle click 3:5dorootclick 2:3if not click on terminal then draujLineOn = FRLSE 1:2
VZBBZZZS2ZZZZZZZZ8ZlZZZ&2ZZm
£ a rawLi neO rrt
> ^ B




Query Window Wed. May 20. 1992 6:37 PW






|, update terrriinailisi ol star! op?














Query Window Wed. May 20, 1992 6:37 PM
E22DFQLCanuas/handle click 3:5dorootclick 1 :3 dispinf o 1:3formatit 1:1
W//////.W//.V//.y.'///MW/777777i
prepspaces \ HI




30FQLCanuas /handle click 3:5dorootclick 1 :3d is pinf o 1 :3formatit IMrepspaces 1:2
U at t ac h -T'a
GZZZZZZZZZZZZZZZZ3ZZZZZB2Z&1
iJDFQICanuas/handle click 3:5dorootclick 1 :3dis pinf o 1 :3formatit 1:1repspaces 2:2
_!2_1ZZZZ22ZZ22ZZ2ZZZZZZZ2EZZZ21
Query Window Wed, May 20. 1992 6:37 PM
3DFQlCanujs handle click 3:5dorootclick 2:3if not click on terminal then drawLineOn - FALSE 1 :2click on terminal? 1:1
E^ unpack
j ~£^ \ FAIL case unless click
was on a terminal
(inpul node).
rrr: ;; :;:;:;::;r;:;^ :;f:^zzz2>
JDFQLCanvas/handle click 3:Sdorootc!ick 2:3il not click on terminal then drawLineOn = FALSE 1:2click on terminal? 1:1doontyops 1:2
^jpack^
(instnum Its nth terminal #)
cz. '/'/'/*




Query Window Wed, May 20, 1992 6 36 PM
jDFQLCanvas/handle click 3:5dorootclick 2:3(1 not click on terminal then drawLineOn = FALSE 1:2click on terminal? 1 : 1 doontyops 1:2checktefms 1:2
c^zzlzzi^izizzzzzziz; ^za
jDFQLCanvas/handle click 3:5dorootclick 2:3it not click on terminal then drawLineOn = FALSE 1:2click on terminal? 1:1doonlyops 1 :2checkternns 2:2
tzzmfizzzzzzzzzzzzzzbzzzzzzz,.
3D FQLCanuas/ handle click 3:5dorootclick 3:3 update terminal list C- rootlist 1 :1 update terminal list of start op 1:1
^terminallisj^ ^sat-nth^
V.'.'M
Query W.ndcw Wed. May 20. 1992 6.38 PM
.. E3DFQLCanuas handle click 3:5dorootclick 3:3update terminallist & rootlist 1:1 update rootlist of destination op 1:1
JDFQLCanvas/handle click 3:5aorootclick 3 Supdate lerminalhsl & rootlist 11 update terminallist ol start op 1:1findterm 1:1
jDFQLCanvasyhandle click 3:5aorootclick 3.3-pdate terminallist & rootlist l:1update terminallist ot start op 1:1tindterm 1:1checkpt 1:1
r/.V.V.?.V////.>/>//Z>/.V>/.>///>Z777X
Query Window Wed, May 20. 1992 6:38 PM
^OFQLCanuas/handle click 5:5locate inputboK 1 : 1 locate it 1:1
77) ^Vocatior^v.- 5 /.
Input box





A d d P t^
f//AV.Y/<YAY/AY,Y,Y,Y/AY,Y/AZZZ2,




'OFQLCanuas/handle click 5:5locate inputbox 1:1 draw input box 1 :1 getRect 1:1
ODFQLCanuas handle click S:5locate inputbox IMdrauj input box 1 :1 do dram 1:1
^FrameRoundR >cg c^ Fllinou " dR<>cS
tBZBZBZBB2ZBBSZSBZZEBZBEm
Query Window Wed. May 20, 1992 6:38 PM





it/ - "- " yi , >/ " ., i Based on the length ot the
1 1? Get mainrectjl |^Get footrect^|| operator name determines
the coords of the main rect
and root rect (output node).














'Query Object 'mktrmlst 1:1
length >A tr"""""/ a,"y
"C"^ I Given the arity and the length




i dj v>j ££
—




Query Window Tue. May 19. 1992 9:06 PM
OQuery Object/mktrmlst 1 :1 maketherects 1:1
ezzj
»cng anly ^








Query Window Tue. May 19, 1992 9:06 PM
SText Object, setterms 1:1
VEamzznzsqB2ZBBsqma
Included to correspond to
melnod ot same name in Operator




text I displegth Instnum
^text string Z^\ \
\ty gel-display-strng \\














Query Window Tue. Way 19, 1992 9:07 PM
^Operator set terms 1:1
W/A/A/AV////.W/A>. fAVSA.'A>A>A>AVAvzzzzz
J'cto]
y, 1 1 r m In a II I %%
dh / dv
Used to move terminalsto u hu iu inuvw l i nicu
I ir m I n 1 1 i » ty a |0ng w ,m tne main (body)












Query Window Tue, May 19, 1992 8.34 PM
^Operator/create 1:1
text P°'nl mstnumUserOppr y
- yin .
, , ,,, . 8 , , a ,
.
WWW.W».WM>Z>W.W/S/7m





































Uses select dialog to display
available user operators.
Takes the one that was selected
« and displays it in the View
NULL [•) User operator -- window.
Concatenates the name ol the
user operator being displayed
| ^ update menu ^ \
"> i\ get UsrOpr window"]] to the window name so It gets
displayed in the title bar.
rs///A'////A'A/A/A>A/ASASA/A/A'A//A/X
Query Window Wed. May 20. 1992 5.57 PM








jUserOpr ,'uieujop 1:1update menu 1:1
|1. User-Oelined Operator
(2 3 4 5 6)






I |g pfevl0u5, win^
^a el I visa
o
Query Window Wed, May 20, 1992 5 57 PM
g^UserOpr/uieiuop l:1update menu 1:1update File 1:1














S: act l v.?^„ 3„ 3„ 3J
^activt?:
r/.'AY.Y.'A'AV.Y.Y.Y/M,VM/.'ZZZ&
^UserOpr/uiewop 1 :1 get UsrOpr window 1:1 preuious ujm loc 1 :2






3UserOpr/uiewop 1:1 get UsrOpr window 1:1 preuious tuin loc 2:2
{50 15}
f/.V//////.'///.'/.'^/.V.V////.'/777777>





)UserOpr/uiewop 1 : 1 ge t UsrOpr window 1 : 1 get window 2:2




VZ I i n d it a rrt^
^ - B
^i n B arL ist^
instn urn














IE update osrOpr pop-jp T.e^j j]
|fc update operators lisl in Help window \\
f////AV////.V.WA'/////.V/A/AV7777X
Query Window Wed. Way 20, 1992 5.57 PM




N S 5- »" •
rjl * * * *>
r///.>//W.W;//.'/>/?/.>/////>/777777>
iUserQpr delop 1 : 1 update operators list in Help window 1:1
TBBZZZZL 7BBL7BL 72ZZL7BB^
fAV.'\. '::'.'.'.''.'.','.'.'.''.'/.'/.'.'.'.•.'/.'/.'/>
jUserOpr, delop 1:1 update UsrOpr pop-up menu 1:1
VMV//.>;.>/.V/AV.y//.V//.V.V777777i
""'•S
] B ti~S.*i5 = S3
UtrOpr
I r \ ft
f/.V.V////.'/////.V/AV.'/.V.'.'.'ZV7ZV>








\.-.-, ;.--:» fiiC Vh, 2'. -V52 5 57 PV














JUserOpr, delop IMupdate UsrOpr pop-up menu 1:1 find all Query Window 1:1
^UserOpr/delop 1:1 update UsrOpr pop-up menu 1 :1 set UsrOpr 1:1




Query Window Wed, May 20, 1992 5.57 PM






jUserOpr/delop 1:1 update UsrOpr pop-up menu 1:1 find all Query Window 1 :1 find QueryWindows 2:2
\V//.'///.Vg///AV//.V.V/M>/777Z71






fc/get window & canvas^)
Sets up Query Window screen
to accep! definition of a new
locale mBarRect^j user defined operator.
Setupitems turns oft all
buttons and menu selections













Query Window Wed, Way 20, 1992 5.57 PM
jUserOpr/neujusrop 1 : 1 set some attriuutes 1:1
*... ..:.:,'..'...- ::::;:: ::::::::j
r///////.Y,Y/AY/AY.Y/AY.Y,Y,Y,Y,Y^
3User0pr neujusrop 1 :1 setupitems 1:1
«QueryWindow»
fAV.V/MY.V.'/.'AY.V.Y.Y/A'^ZZZZ^
iUserOpr neujusrop 1 : 1 update menu 1:1
W.V//. '/.V//.V////.V////. '/////. '///. VI
Application
a—b
2 c " rr « n <i
(1 3 4 5 6)









Query Window Wed, May 20. 1992 5:57 PM
jUserOpn newusrop 1 : 1 locate inBarReit 1:1
V///.'/////.'/////.'///////////.'/7777771
}UserOpr/newusrop 1 : 1 get window & canuas 1 : 1 set attributes 1:1
WM'/////A'.'///.'/.V.V.V.'/.V//7777771
§1
^name| \, gel window locator
^active?^
CZ2ZZZZZ2E2Z2B222ZZZ222ZZ&
§1. Operator Definition Window







)UserOpr/newusrop 1 : 1 get window & canuas 1:1set attributes 1 : 7 get window location 2:2
{50 15}
Query Window Wed. May 20, 1992 5;57 PM
SUserOpr neujusrop 1 : 1 se tupitems 1 : 1 deac tiuate items 1:1
w.v/a'A'A'A'A'awavsa/awaavxti
r;.v//.v.v///AV////.v////.v///z>77n
}1. (Run New Open 'Save as" Save Reset)
}UserOpr/neu.'usrop 1 :1 setupitems 1 :1 actiuate items 1:1
WMY/AY.Y<Y/tf.Y.Y.Y.'. \Y.ZZ3
f//AY.Y.Y.Y.Yt Y/AYY.Y.y.Y.Y.'ZZZZ2i
Store Cancel "Delete Input" "Clear All")
JUserOpr storeop 1 :2
fc;
create new suroprj|
\ update UsrOpr pop-up menu;])
t/A/AA>AWA>A>A>A>A>A>A>AWA>77777>
First checks the user op for correct
connections Then gets the name
lor the operator (getopname) and the
help message for it (gethelptext) from
the user. Then adds It in correct
ore 7 j| alphabetical order (determined by
getopname -• when it also checks tof
attempted use of already used names)
to the persistent list of all user defined
operators.
Query Window Wed, May 20, 1992 5:56 PM
jUserOpr/storeop 2:2
US. '////,' '///.'/. '/.'///. '/.'A'/. V. '///, V. '/J
31354
I
Alert should say thai terminals
and roots are not connected
correctly. User should cneck
his query graph.
t2Z2ZSZZZEZ2ZZZZZZZZZZ22ZS2ZZ2&
^UserOpr/storeop 1 :2getopname 1:2
K""i , : "" : :: , :;": : ;; , : :;:i:'^
§1
H'upd
look'omams :] | X
ate operators list in nelp window a
'"/
I
§1. Enter the desired name tor this operator:
lllserOpr storeop 1 :2ge topname 2:2
W;.'/////.'////AV///AV.V.V.>/7777m
eS/AV///A'AV/A>%MV////.V/77777>,
Query Window Wed. May 20. 1992 5:58 PM





/? "— " 35 x g d b
^t» rm con I i s^jj \p
|Tgetrootinst \
C 1
U.erOpr ^roo tcof^ J^3?
>,
^oprobj I isfl
^0 perat orL isw s—A—• H -----n a einBarR
copy is required
3 ol how prograph
ists etc. The
Hist in the persistent
actually get messed up
n we do //cancel otherwise.






§1. Please enter help information lor your new operator.
(Use option-return to start new lines.)
Query Window Wed. May 20, 1992 5 58 PM
£Z2User0pr/storeop 1:2update UsrOpr pop-up menu 1 :1
W»MWM.W//W/MWM>77777i
[% find all Query Window \\
UsrOpr
f///AV/AV/.V.'////.'.'/////.'//,?777m




Operator * § 1
§1. saved. Define any more?




jUserOpr/storeop 1:2getopname 1 :2lookforname 1:1
name in
WA>AW///MV//>AV///A'//A77777i
Query Window Wed, May 20, 1992 5.58 PM













JUserOpr/storeop 1 :2getopname 1 :2lookforname 1:1samename? 2:2
W//AYS/tfM///S/S///Mg/.Ztt
r///////////////.$///.'/////.v////.'/iJ\
§1. Please enter a different name.
§2. " rs already in use!
JUserOpr/storeop 1:2create new suropr 1:1 getrootinst 1:1
W.Y//MYMAY<Y/AY/AV.Y///ZSZa




Query Window Wed. May 20, 1992 5.58 PM














IllserOpr/storeop 1 :2update UsrOpr pop -up menu 1:1 set UsrOpr 1:1
VZZZZZZZZZZZZZZZZ2ZZZ2ZZ2&' XT
fc£
1 1 n d - i 1 e m^
S, -
Rvalue list^




Query Window Wed. May 20. 1992 558 PM








Basically the same as gdbopr draw except ii must
account tor the input bar and any connections to it.
f/.V////.'/.V//.'/////.'/////.V////.V/A\
^UserOpr/oprdrauj 1:1draw input bar 1:1
:::-/*
r//mv////.'/.v//.w.v.v///AV77m
jUserOpr/oprdrau; 1:1draw input bar 1:1 dram it 1:1
*/////.'/////s/////.y////.'/////.'/////A
^inBarRac^
BFrannRoundR9cg { {{{^ F , ||R
°
unjR^
^ 1 1 G r a y^
IS
&ZZZZZZZZZZZZZZZZZZZZZZZZZ&






; OpenHelpWmdow \ \
f/.V////.V////. '////AV.>/.'/.'///777777>
3Help/shoiu help 1 :1 CetMessage 1:1
r///.v////.'/////.'/////.'///7/.v.'///.'/>,





[ ^ Set' select" Visi^]
3Help/shoLu help 1 :1 OpenHelpLUindou) 1 :1 GetHelptDindow 1:1
Application
c u r r |in ^ Help
E£l i nd - m in d o^
tMW///.V/mv///AW//?.>///»>to
Query Window Wed. May 20. 1992 5:26 PM






jHelp/shouj help 1 :1 OpenHelplilindoLU 1 : 1 Set select list 1:1
jHelp/help click 1:1









Query Window Wed, May 20. 1992 5:26 PM
^Help/help click Irlhandle click 2:3
mZ2ZZ^ZZZ2Z2Z22ZZg!2ZZZ&
[x]3333J333 [ ^ CnangeHeipMessagefl
IKGetWindow^l
[^ShowTexl^]
§1. (select join did union project groupcnt eqjoin groupANsatisfy groupNsatisty groupavg groupmax groupmin intersect DISPLAY SDISPLAY)










§1. " can not be changed!
§2. The description ol "







i m «s s i a e/
ZSS/////S//AYtf/AY/AY.'ZZZ77?77}\
Query Window Wed. May 20. 1992 5:26 PM






^Help/help click cihandle click 1:3SetText 1:1
VZS3ZtZB221S2.
text












§1. You may edit the text below. (Use option-return to start new lines.
Query Window Wed. May 20. 1992 5:26 PM














<5p| TRUE ^tind-iten^ /
,






Query Window Wed, May 20, 1992 5:26 PM
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