Abstract. This 
Introduction
We propose new mesh conversion templates, called HEXHOOP, which fully automate a conversion from a hex-dominant mesh to an all-hex mesh. A hexdominant mesh is a three-dimensional mesh consisting of four types of elements, hexahedral elements, prism elements, pyramid elements and tetrahedral elements, as illustrated in Fig. 1(a) . An all-hex mesh is a mesh consisting of exclusively hexahedral elements. Figure  1 (b) shows an example of an all-hex mesh converted from the hex-dominant mesh shown in Fig. 1 (a) by using our HEXHOOP templates.
Such conversion templates make all-hex meshing possible for a complicated geometry for which the existing direct all-hex meshing methods are inad-
*Patent pending
Correspondence and offprint requests to: K. Shimada, Department of Mechanical Engineering, Carnegie Mellon University, 5000 Forbes Avenue, Pittsburgh, PA 15213-3890, USA. E-mail: shimada@cmu.edu equate. Although it would be ideal if an all-hex mesh could be generated for an arbitrary threedimensional shape without going through a hexdominant mesh [1, 2] , the direct all-hex meshing problem is known to be highly challenging, and none of the exiting methods always succeeds in 212 S. Yamakawa and K. Shimada creating a high-quality all-hex mesh for a complex three-dimensional geometry. Although there exists a trivial solution, creating a tetrahedral mesh first and subdividing each of the tet elements into four smaller hex elements, such an all-hex mesh is topologically so irregular that this method is not used in practice. Creating a quality hex-dominant mesh, on the other hand, is an easier problem to solve either by hand or using an automated algorithm [3, 4] . Our HEXHOOP templates take as input any type of hex-dominant mesh, and convert it into an all-hex mesh automatically.
To highlight the difficulty in developing conversion templates for all-hex meshing, let us first examine a much easier, two-dimensional problem of converting a quad-dominant mesh into an all-quad mesh, as illustrated in Fig. 2(a) . The solution to this problem is well known -we only need two types of templates, shown in Fig. 2 (b). With these two types of templates, it is guaranteed that we can convert any quad-dominant mesh into an all-quad mesh.
During this all-quad mesh conversion, it is important to maintain the interface conformity, or the topological and geometric conformity between adjacent mesh elements. To maintain conformity, each of the all interior-edges of a final mesh must be shared by exactly two elements. By using the two templates shown in Fig. 2(b) , it is easy to satisfy such conformity in the all-quad mesh conversion, because all the edges of an input quaddominant mesh are always split into two segments.
Let us now consider the all-hex mesh conversion problem. A similar interface comformity requirement exists. The common method for converting a hexdominant mesh into an all-hex mesh is to subdivide, or dice, a non-hex element into a set of smaller hexes. A hex in the original mesh is also subdivided into a set of smaller hexes. In a final all-hex mesh, all the interfaces between adjacent hexes must be quadrilaterals, and each of the quadrilaterals must be shared by exactly two hexes to maintain the conformity.
Despite the apparent similarity between the problem statements, this all-hex mesh conversion problem is significantly more challenging than the all-quad mesh conversion problem for the following reasons:
¼ An input hex-dominant mesh consists of four different types of elements, hexes, prisms, pyramids and tets, as opposed to only two types of elements in a quad-dominant mesh. ¼ A hex-dominant mesh has two types of interfaces, triangles and quadrilaterals, which makes it more difficult to maintain the topological and geometric conformity at the interfaces, compared with the all-quad mesh conversion problem, in which there is only one type of interfaces, a line segment.
Among the four types of elements in a hex-dominant mesh, hexes, tets and prisms have the following well-known, simple conversion templates:
¼ A hex element can be split into eight smaller hex elements by adding a node at the center of the volume, six nodes at the centers of six quadrilateral faces, and twelve nodes at the centers of twelve edges of the original hex. ¼ A tet element can be split into four smaller hex elements by adding a node at the center of the volume, four nodes at the centers of four triangular faces, and six nodes at the centers of six edges of the original tet. ¼ A prism can be split into six smaller hex elements by adding a node at the center of the volume, five nodes at the centers of two triangular faces and three quadrilateral faces, and nine nodes at the centers of nine edges of the original prism.
Note that all these three templates apply the aforementioned all-quad templates, shown in Fig. 2 (b) -splitting a triangular face of the original element into three smaller quadrilaterals, and a quadrilateral face into four smaller quadrilaterals. One problem is that there is no such template known for a pyramid; if it exists, such a template should subdivide four triangular faces of the pyramid into three smaller quadrilateral faces and the bottom quadrilateral face into four smaller quadrilaterals, as shown in Fig. 3(a) . We call this subdivision pattern of the bottom quadrilateral face and its variations rectangular patterns. Given this boundary mesh, consisting of 16 quadrilaterals, finding a valid internal structure that dices the pyramid into a set 213 HEXHOOP of smaller hex elements is difficult, and no valid solution has been published for this open problem, as discussed by Schneiders [5, 6] . This problem is referred to as 'Schneiders' Open Problem'. Although Carboner [7] proposes a solution to the problem, his solution is not valid because some interior faces are not shared by two hexes.
One known simple template for a pyramid first splits the pyramid into two tet elements, and then applies the known tet template to each tet. With this template the bottom quadrilateral face of a pyramid is split into a pattern shown in Fig. 4(a) . This pattern and its variations are referred to as triangular patterns. If we subdivide a bottom face of a pyramid into a triangular pattern, however, a hex element or a prism element adjacent to the pyramid must have a triangular pattern on one face in order to maintain the interface conformity. This brings up another unsolved problem of finding conversion templates for a hex and a prism that have both rectangular patterns and triangular patterns mixed on the exterior surface of the hex and the prism. Mitchell [8] presents a partial solution to this problem, as shown in Fig. 4 (c), but this template has an irregular subdivision pattern on the side faces of a hex, which limits its application and practical value.
In summary, there are two approaches to the all- hex conversion template, but no complete solution to these two approaches has been published:
1. to find templates for a pyramid with a rectangular subdivision pattern on the bottom face, as Schneiders pointed out [5, 6] , and 2. to find a template for a hex and a prism that have mixed subdivision patterns, rectangular and triangular, as Mitchell attempted [8] .
In this paper we propose a family of new mesh conversion templates, called HEXHOOP, that provide solutions to both unsolved problems. Unlike previously published templates, HEXHOOP is not a single specific template; it is a systematic method for constructing a family of modular sub-templates that can be assembled to form all-hex conversion templates for hexes, pyramids and prisms. This new template design uses two types of modular subtemplates, called a core and a cap. For a hex or prism element we define one core, which specifies the subdivision patterns of two opposite faces of the input hex or prism. We then define four caps for a hex and three caps for a prism to specify the subdivision patterns of the other faces. The advantage of the HEXHOOP method is that two subdivision patterns, rectangular and triangular, can be mixed and matched freely on the exterior surfaces of a hex, prism, and a pyramid. The rest of this paper is organized as follows. Section 2 briefly reviews related work. Section 3 discusses the basic concept of the HEXHOOP templates, and Section 4 explains detailed construction methods of the HEXHOOP templates. We show possible variations of cores in Section 5, and present two solutions to Schneiders' Open Problem in Section 6. Section 7 presents some possible post-processes that improve the quality of the output allhex mesh, and Section 8 shows some examples of the mesh conversion.
Related Work
This section reviews some related work in hex mesh generation and all-hex mesh conversion. As discussed in more details below, there exists no allhex meshing method that creates a quality hex element for an arbitrary-shaped, complex geometric domain, and there is no all-hex conversion template that can freely combine triangular patterns and rectangular patterns on the template's exterior faces.
All-Hex Meshing and Hex-Dominant Meshing
There are several hex-meshing algorithms that are a variation of the advancing front method. Blacker et al. [1] present an algorithm called plastering, which creates hex elements one by one by starting from domain boundaries and moving inward. Meyers et al. [9] and Tuchinsky and Clark [10] present a method that creates a hex-dominant mesh by expanding the plastering method. Their method creates hexahedrons from the boundary to inward by the plastering method, and if the plastering method stops, and if some volume remains unmeshed, their method fills the unmeshed volume with tetrahedrons. Tautges et al. present a method called whisker weaving [2, 11] . This method creates a topology of a hex mesh first, and then constructs the geometry of the mesh based on the topological information. Owen presents an algorithm called H-Morph [3] , which converts a tet mesh to hex-dominant mesh by creating hex elements one by one starting from domain boundaries and moving inward. The method is different from plastering in that it starts with a tetrahedral mesh and always maintains a valid hex-tet mixed mesh during the process. Owen et al. [4] also presents a method that resolves non-conformity between a hex element and tet elements by placing a pyramid element between them.
Schneiders presents an algorithm that creates a hex-mesh using an overlay grid [5] . His method creates a structured grid that contains a target geometric domain, and then converts all interior cells that are inside the domain into hex elements. After converting all interior cells into hex elements, the method subdivides cells that intersect a boundary into hex elements when it is possible. Finally, locations of the nodes that are close to the boundary are adjusted so as to make the mesh conform to the target domain boundary. While the concept is straightforward, the robust implementation of this method for a complex geometric domain is difficult, and the final mesh has poor quality elements around the domain boundary, which is often the most critical part in engineering analysis.
Shepherd et al. [12] present an algorithm called multisweep. The multisweep method creates hex elements by sweeping a quadrilateral mesh. When a target domain can be decomposed into sweepable sub-domains, their algorithm successfully creates an all-hex mesh. For a complex geometric domain, however, there is no guarantee that a target domain can be decomposed into sweepable sub-domains.
All-Hex Conversion Template
One practical alternative to all-hex meshing is hexdominant meshing. A hex-dominant mesh is much easier to generate by hand or by an automatic method. As it is much easier to create a quality hex-dominant mesh than a quality all-hex mesh, it is natural to pursue a method for converting a hexdominant mesh to an all-hex mesh. Mitchell proposes a conversion method called Geode [8] . This is an all-hex conversion template that has one triangular pattern on the top face, one rectangular pattern on the bottom face and four irregular patterns on the side faces. When an advancing front method stops and leaves an unmeshed volume, a layer of Geode is laid on the boundary of the remaining volume. This has to be performed in such a way that a face on the Geode template with the rectangular pattern is shared with another hex created by the advancing front method and that a face on the Geode template with a triangular pattern is exposed to the remaining volume. In a way similar to Owen's hex-dominant method [4] , tets are placed on the triangular side of the Geode template. The remaining volume enclosed by triangles of the pyramids is also meshed into a set of tet elements. Finally, tets are diced into hexes to complete a conversion of the input hex-dominant mesh to an all-hex mesh. While the Geode template is a novel approach to all-hex mesh conversion problem, it has a major limitation; because of the irregular subdivision pattern on its side faces the template is applicable only to a closed shell-like volume. Mitchell's Geode template would be more powerful and easier-to-use if the side faces had a rectangular pattern.
Modular Approach to All-Hex Templates
Our goal is to develop a system of all-hex templates for hexes, prisms, and pyramids. As discussed in Section 1, the difficulty is that there are two face subdivision patterns, a rectangular pattern and a triangular pattern, mixed on the exterior faces of a hex, prism and pyramid. In Sections 3 and 4, we primarily discuss templates for hexes in detail to explain our new modular design approach of HEX-HOOP. Templates for prisms and pyramids are discussed in Sections 5 and 6.
Since a hex template has six exterior faces, and each of the faces has either a rectangular or triangular pattern, there are ten different hex templates. The number of exterior faces with a triangular pattern ranges from 0 to 6, and in the cases where the number of such exterior faces is 2, 3 and 4, there are two topologically different ways to choose the exterior faces as illustrated in Fig. 5 . Among the ten cases, there are two cases for which there exists a known, simple solution: a hex template with six rectangular patterned faces (Fig. 5(b) ), and a hex template with two triangular patterned faces, one on the top and one on the bottom (Fig. 5(e) ). Solutions to the other eight cases are not trivial, and to our knowledge there has been no published solution to creating a valid template for all of the cases.
To tackle this challenging all-hex template problem, we propose a new modular approach that provides a systematic method of constructing a family of modular sub-templates that can be assembled to form all-hex conversion templates. Unlike previously published templates, HEXHOOP is not a single specific template. Instead, we first define subtemplates, each of which has either rectangular or triangular subdivision patterns on its external faces, and then assemble them together. Our new template design uses two types of modular sub-templates, called a core and a cap. For a hex template we define one core, which specifies the subdivision patterns of two opposite faces and then define four caps to specify the subdivision patterns of the other four faces, as shown in Fig. 6 . This new modular approach to all-hex template generation is superior because two subdivision patterns, rectangular and triangular, can be mixed and combined freely on the exterior surfaces of a hex.
The design of the cap is key to the modular template design. Each cap has two faces, front and back, with an irregular subdivision pattern. Thus it exhibits the same problem as Mitchell's Geode template -all the irregular faces must be matched and shared with the next cap. Mitchell addressed this problem by assuming that all the Geodes are laid out in a closed shell-like volume, which is a strong restriction on the applicability of the template. In our HEXHOOP approach we solve this problem by arranging four caps to form a hoop, or a ring. In this way, all the irregular faces are matched and shared by adjacent caps without exposing them to the exterior of the template. This is the single most important feature of our modular template design. Therefore, the template is named 'HEXHOOP', meaning a hoop of hex elements.
Each cap has one exterior face to be subdivided into either a rectangular or triangular pattern. The construction process for each type of cap is as follows: we begin with an all-hex mesh consisting of four elements and subdivide one end into a triangular pattern as shown in Fig. 7(a) . This triangular pattern marches through a mesh and reaches the other end as shown in Fig. 7(b) . Next, the corners of the two ends are joined as also shown in Fig. 7(b) . By joining two corners we obtain a volumetric region surrounded by inside faces of the mesh as shown in Fig. 7(c) . This region is called a pipe. We then add some hexes (in this case two hexes) and fill the pipe. Finally, an appropriate deformation scheme is applied so that neither gaps nor overlaps remain when the cap is assembled with a core and other caps. The final shape of the cap is shown in Fig. 7(d) . We call this all-hex subtemplate a cap of the HEXHOOP template. As the top faces form a triangular pattern, we can connect a diced tet, pyramid, or prism without losing the mesh conformity. In a similar way, we can subdivide one end face into a rectangular pattern. This way, we obtain a cap with a rectangular pattern on its external face. To distinguish two different types of caps, we call a cap with a triangular pattern a triangular cap and a cap with a rectangular pattern a rectangular cap.
An important property of this cap design is that both rectangular and triangular caps share the identical boundary face subdivision patterns except on the top face. It is especially convenient to have a simple rectangular pattern on both types of caps on the bottom face. A volumetric region surrounded by four 'hooped' caps is therefore a region surrounded by four rectangular patterns. A sub-template for this 
Construction of HEXHOOP Templates for a Hex Element

Construction of a Standard Core
HEXHOOP's core has two wing faces and four slots as shown in Fig. 8 . Four slots are labeled as slot 0, slot 1, slot 2 and slot 3. The two wing faces and three vertical, cross-sectional faces are all rectangles. To dice such a core into a set of smaller hexes, we subdivide two sets of parallel edges, vertical and horizontal, into a same number of line segments. This will subdivide the two wing faces and three cross-sectional faces into a structured rectangular grid pattern. We denote as n 1 the number of subedges in horizontal direction, and as n 2 the number of sub-edges in vertical direction as shown in Fig.  9 . Then the number of subdivision of slot 0 and slot 1 is n 1 , and slot 2 and slot 3 n 2 . We call this type of core a n 1 ϫ n 2 rectangular core. An example of 2 ϫ 4 rectangular core is shown in Fig. 9(a) .
Another type of core is a triangular core, which has a triangular subdivision pattern on the two wing faces. Figure 9 
Construction of a Cap
A cap has three types of faces: T-faces, B-faces, and F-faces, as shown in Fig. 10 . T-faces become a part of the exterior faces of a hex. B-faces are connected to a core, and F-faces are connected to an adjacent cap. As illustrated in Fig. 11 , the characteristic of a cap is fully described by three factors:
¼ the number of subdivision, n f , of the two edges shared by a T-face and a B-face; ¼ the number of subdivision, n s , of the four edges shared by a T-face and a F-face; and ¼ the type of the subdivision pattern of two Tfaces, rectangular or triangular.
A cap is either a n s ϫ n f triangular cap or a n s ϫ n f rectangular cap. Any two caps with the same n f can be connected each other with F-faces without losing the mesh conformity. Any cap whose n s is the same as n 1 of the core can be connected to slot 0 or slot 1 of a core. Similarly, any cap whose n s is the same as n 2 of the core can be connected to slot 2 or slot 3. If T-faces have a triangular pattern, a triangular face of a pyramid, tet or prism can be attached to these T-faces. On the other hand, if T-faces have a rectangular pattern, the cap a quadrilateral face of a hex or a prism can be attached to these T-faces.
There are five types of caps that are practically most useful, illustrated in Fig. 12 . Since all caps shown in Fig. 12 have n f = 4, any of the caps shown in Fig. 12 can be connected to each other without losing the mesh conformity.
Assembly of a HEXHOOP Template
Having discussed the construction of various caps and cores, we now consider assembling one core and four caps to construct a complete HEXHOOP template for a hex. To assemble a core and caps we need following node tables: As cap p is connected to slot p, the following condition must be satisfied: Also, to form a hoop of caps, we have to satisfy the following condition: (and vice versa), and thus caps cannot be connected. Now we have sufficient information to assemble a HEXHOOP template. After each cap is formed and oriented properly so that it fits its matching slot, nodes are joined together as shown in Fig. 14 .
We stress again the fact that the interior pattern of T-faces has nothing to do with this assembly process. The combination of caps can therefore be chosen arbitrarily as long as Conditions 1 and 2 are both satisfied.
In this section we have explained how to generate two types of standard cores, triangular core and rectangular cores, and two types of caps, triangular caps and rectangular caps. By combining these two types of cores and caps we can obtain various allhex template for a hex. This covers all the ten triangular and rectangular pattern combinations listed in Fig. 5 , except that shown in Fig. 5(g ). This combination of three triangular patterned faces and three rectangular patterned faces require a nonstandard core that has one triangular wing face and one rectangular wing face. Section 5.1 discusses how to realize such a core.
Variations of a Core
This section discusses two variations of a core. These non-standard cores are required in (1) covering all the ten combinations of triangular and rectangular patterned faces shown in Fig. 5 , and (2) generating HEXHOOP templates for a prism.
Double Hoop Core
As pointed out earlier, a combination of three triangular patterned faces and three rectangular patterned faces, shown in Fig. 5(g) , requires a nonstandard core with one triangular patterned face and one rectangular patterned face. Figure 15 shows an example of such a template with three 4 ϫ 4 triangular patterns and three 4 ϫ 4 rectangular patterns. Fig. 15 . A combination of three 4×4 triangular patterns and three 4×4 rectangular patterns require a non-standard core with one triangular patterned face and one rectangular patterned face.
HEXHOOP
To make this new core with one triangular wing face and one rectangular wing face, we assemble a HEXHOOP template with a 4 ϫ 4 rectangular core, a 4 ϫ 4 triangular cap and three 4 ϫ 4 rectangular caps. If we assemble and rotate the template 90°to the left, we obtain a HEXHOOP template as shown in Fig. 16(a) . Only one face of a template has a 4 ϫ 4 triangular pattern and all other faces have a 4 ϫ 4 rectangular pattern. Now, we narrow the center of the mesh as shown in Fig. 16(b) . The mesh then becomes a 4 ϫ 4 core with only one wing face 4 ϫ 4 triangular pattern. We call this core a 4 ϫ 4 double hoop core because two hoops of caps exist in this template.
Core for a Prism Element
Up to this point, we have discussed HEXHOOP templates for a hex element. HEXHOOP templates can be developed in a similar way for a prism element. Two differences, also illustrated in Fig. 17 , are (1) a core's two wing faces for a prism are triangles, and (2) a hoop of caps for a prism consists of only three caps.
Two wing faces can be subdivided in various ways. Figures 17(c) and (d) show two such examples. By sweeping the two wing faces' subdivision pattern throughout the core, we obtain an allhex mesh. We can then attach three 4 ϫ n caps to the core's three slots. Like the HEXHOOP templates for a hex, the subdivision pattern of each cap's Tfaces can be either triangular or rectangular. We call the core shown in Fig. 17(c) a 2 ϫ prism core and the core shown in Fig. 17(d) a 4 ϫ prism core. 
Two Solutions to Schneiders' Open Problem with HEXHOOP
In this section we provide two different solutions to Schneiders' Open Problem [6] using our templates, one with HEXHOOP templates for hexes and the other with HEXHOOP templates for prisms.
A Solution with HEXHOOP Templates for Hexes
In this first solution to Schneiders' Open Problem we first create a sub-template shown in Fig. 18(a) . This is a HEXHOOP template that combines a 2 ϫ 1 rectangular core, two 1 ϫ 4 rectangular caps, a 2 ϫ 4 rectangular cap, and a 2 ϫ 4 triangular cap.
Consider such a template whose bounding box is (Ϫ1.0, Ϫ1.0, Ϫ1.0) to (1.0, 1.0, 1.0). We then deform the template by following coordinate transformation:
This deformation transforms the HEXHOOP template to the shape shown in Fig. 18(b) . At this point, the bottom face has a 2 × 4 rectangular pattern as shown in Fig. 19(a) ; now we attach a diced prism from the bottom as shown in Fig. 19(b) . This gives a mesh shown in Fig. 19(c) .
After the diced prism is attached to the bottom, the bottom face becomes 2 × 2 rectangular pattern; this is the pattern that Schneiders' Open Problem demands. Next, we attach two more diced prisms as shown in Fig. 20(a) from the front and from the back.
At this point, if we look at the mesh from the top, the mesh shows the pattern illustrated in Fig.  20(b) . The inner square has a triangular pattern. Thus, obviously we can attach six diced tets on the inner square. We make a tet mesh as shown in Fig.   Fig. 19 . Bottom face of the deformed template. 21, dice it into hexes, and attach them to the inner square of the current mesh. Now, the mesh shows the pattern illustrated in Fig. 22 . Finally, adding four diced prisms from the four sides, as shown in Fig. 23 , gives a solution to Schneiders' Open Problem. As each interior face is always shared by two hexahedral elements during the above procedure, the mesh is valid.
A Solution with HEXHOOP Templates for Prisms
Another solution to Schneiders' Open Problem is found by using a prism HEXHOOP.
HEXHOOP
We first combine a 2 ϫ prism core, a 2 ϫ 4 rectangular cap and two 2 ϫ 4 triangular caps to make a HEXHOOP template for a prism as shown in Fig. 24(a) , and the template is oriented and scaled to the size shown in Fig. 24(b) . We then deform this template using the following coordinate transformation:
This gives a mesh shown in Fig. 25 . Next, a diced prism is attached from the bottom as shown in Fig. 25 . After attaching the diced prism, the bottom face becomes 2 ϫ 2 rectangular pattern, which Schneiders' Open Problem demands. Now if the mesh is viewed from the top, the exterior surface looks like Fig. 26(a) . The topology of the exterior surface is exactly the same as a quadrilateral mesh derived from a triangular mesh shown in Fig. 26(b) . We now connect a point and a triangular mesh, shown in Fig. 26(b) , to create a tet mesh as shown in Fig. 26(c) .
We then dice the tet mesh and move node locations so that they fit the mesh shown in Fig.  26(a) . Finally, merging the diced tet mesh onto the mesh shown in Fig. 26(a) , we complete another solution to Schneiders' Open Problem.
Post Processes
This section presents three types of post-processes; one of them reduces the number of elements while maintaining topological conformity, and the other two improve the geometric quality of the all-hex mesh created by the proposed templates.
Cap Suppression
Cap suppression reduces the number of hex elements by deleting a pair of caps that share T-faces when two HEXHOOP templates are adjacent as shown in Fig. 27(a) . Since the two caps have identical n f and n s , the left-and the right-hand sides of the caps have an identical subdivision pattern. Hex elements included in both caps can thus be eliminated by joining the corresponding nodes, as shown in Fig.  27(b) . The subdivision pattern between the two HEXHOOP templates is shown in Fig. 27(c) . (4n f n s + 2n s ) elements are reduced by this operation. Since the quality of the elements in cap modules is lower than other elements, the cap elimination improves the overall quality of a final all-hex. 
Volume Equalization
Volume equalization moves one node at a time and attempts to improve the smallest Jacobian determinant. Although Jacobian determinant is not directly related to the shape quality of an element, a larger Jacobian determinant value is usually desired. Also, Jacobian determinant must be positive anywhere in a mesh to yield a valid solution in finite element analysis.
The Jacobian determinant of element e is a function of position p (p can be on the boundary of or inside e), and it is denoted as J e (p).
The Jacobian determinant of element e at node n, J e (n), is defined as:
where m e1 , m e2 and m e3 are three nodes of element e connected to n, as illustrated in Fig. 28. m e1 , m and m e3 are ordered so that J e (n) = 1 when element e is a unit cube. J e (n) is also called a local volume at n, and it is proportional to the signed volume of a tetrahedron T shown in Fig. 28 . Since more than one element may share node n, multiple Jacobian determinant values may exist at node n. These multiple values are denoted as J ei (n), where e i is the ith element that shares node n.
If node n is moved to a new location such that
2 is minimized, the values of J ei (n) become as even as possible. Consequently, it is expected that the minimum value of J ei (n) is improved.
To minimize ⌺ i J ei (n) 2 at point n = (x, y, z) the following optimality conditions must be satisfied:
These three simultaneous equations turn out three linear equations of three unknowns, x, y and z. The new location of node n is computed by solving the coupled linear equations.
Although the volume equalization usually improves mesh quality, it may worsen the quality when the node distribution is not uniform or when high aspect ratio elements are present. When volume equalization does not improve the quality, an exhaustive method is applied, as explained in the next section.
HEXHOOP
Exhaustive Methods
Our exhaustive method moves one node at a time to make the minimum scaled Jacobian larger. Similar to Jacobian determinant, scaled Jacobian is a function of an element and a position, and it is denoted as Js e (p). The scaled Jacobian of element e at node n is thus defined as:
where ʈvʈ is the length of vector v. Scaled Jacobian Js e (n) takes its maximum value, 1.0, only when the solid angle of element e at node n is identical to the solid angle of the cube. Thus, the solid angles of the hex elements will be improved by maximizing the scaled Jacobian.
Our exhaustive method tests 27 candidate locations of n: An alternative to the exhaustive method is mesh optimization. Knupp [13] presents a technique that improves the quality of a mesh based on numerical optimization scheme. Freitag et al. [14] present a method that untangles a quadrilateral mesh based on linear programming, and their method can be extended to an all-hex mesh. These techniques move node locations to improve the quality of a mesh. Although the volume equalization scheme and the exhaustive method improve mesh quality reasonably well, the optimization-based methods may yield even better results. The effect of these optimization-based methods for an all-hex mesh created with the HEX-HOOP templates is still unknown, and this remains a future research topic.
Results
This section shows some examples of the conversion from a hex-dominant mesh to an all-hex mesh. We confirm by using a test utility program that all the resultant meshes are topologically valid, and there are no gaps and overlaps between hex elements. We show the quality of each mesh by using two measurements, the histogram of scaled Jacobian values and the histogram of aspect ratios. The definition of the scaled Jacobian is explained in Section 7.3. The definition of the aspect ratio is as follows. Let e c1 , e c2 and e c3 be the distances between the gravity centers of opposite faces of a hex element, as illustrated in Fig. 29 . The aspect ratio of the element is then defined as the maximum of e ci /e cj , i, j = {1, 2, 3}. The ideal aspect ratio is thus 1.0, and the worst aspect ratio is ϱ. Figure 30 (a) shows a hex-dominant mesh, which consists of 3 hexes, 1 prism, 4 pyramids and 3 tets, and Fig. 30(b) shows a resultant all-hex mesh consisting of 542 hexes. Figures 30(c) and (d) show cross-sections after the conversion. The hex element that is adjacent to two pyramids and a hex is replaced with a HEXHOOP template made from a 4 ϫ 2 rectangular core, a 2 ϫ 4 triangular cap, a 4 ϫ 4 triangular cap, a 2 ϫ 4 rectangular cap and a 4 ϫ 4 rectangular cap. The hex element that is adjacent to a pyramid, two hexes, and a prism is replaced with a HEXHOOP template made from a 4 ϫ 2 rectangular core, a 2 ϫ 4 triangular cap, a 2 ϫ 4 rectangular cap, and two 4 ϫ 4 rectangular caps. The prism that is adjacent to a hex and a pyramid is replaced with a HEXHOOP template made from a 2 ϫ prism core, a 2 ϫ 4 triangular cap, and two 2 ϫ 4 rectangular caps. Pyramids and tets are diced accordingly.
Figure 31(a) shows a hex-dominant mesh of a geometry, made by combining three octagonal prisms, and Fig. 31(b) shows its cross-section. This hex-dominant mesh is created with the method described in Yamakawa and Shimada [15] . Hexes and prisms that are adjacent to a pyramid are replaced with HEXHOOP templates of n 1 = n 2 = n f = 4, and the other elements are subdivided accordingly. The hex-dominant mesh is converted to the all-hex mesh shown in Fig. 31(c) . A cross-section of the all-hex mesh is shown in Fig. 31(d) .
Figure 32(a) shows a hex-dominant mesh of a mechanical part, and Fig. 32(b) shows its crosssection. This hex-dominant mesh is created with the method described in Yamakawa and Shimada [15] . Again, hexes and prisms that are adjacent to a pyramid are replaced with HEXHOOP templates of n 1 = n 2 = n f = 4, and the other elements are subdivided accordingly. The hex-dominant mesh is converted to the all-hex mesh shown in Fig. 32(c) . A cross-section of the all-hex mesh is shown in Fig. 32(d) .
Figure 33(a) shows a hex-dominant mesh of a left portion of an airplane. This hex-dominant mesh is created in two steps: (1) creating a swept mesh of the wing, the engine, and the body separately; and then (2) connecting them by filling tet elements in between. Hexes and prisms that have adjacent tets on their quadrilateral faces are replaced with HEXHOOP templates of n 1 = n 2 = n f = 4, and the other elements are subdivided accordingly. The hexdominant mesh is converted to the all-hex mesh shown in Fig. 33(b) . Cross-sections of the all-hex mesh are shown in Fig. 33 (c) and (d) .
All the example meshes are of high quality in terms of the aspect ratio; every histogram has a sharp peak at 1.0. It is noted that the scaled Jacobian histograms have two peaks at around 0.4 and 1.0. A peak around 0.4 occurs as a result of having nonhex elements in the input hex-dominant meshes. This is confirmed by comparing the result shown in Fig. 31 and the result shown in Fig. 33 . The hexdominant mesh shown in Fig. 31(a) non-hex elements, and the histogram shown in Fig.  31 (e) has a clearer peak, at around 0.4. In contrast, the hex-dominant mesh shown in Fig. 33(a) has only 27% of non-hex elements, and the histogram shown in Fig. 33 (e) has no clear peak at 0.4. This indicates that the proposed templates create a higherquality all-hex mesh if the input hex-dominant mesh has a less number of non-hex elements.
Discussion
The proposed all-hex conversion templates have two limitations: (1) the number of elements in a final allhex mesh increases drastically; and (2) the quality of some of the elements in the templates is relatively low.
If n 1 = n 2 = n f = 4 is chosen for all elements in a hex-dominant mesh, the total number of elements in the final all-hex mesh increases to about 60 times more than the number of elements in the original hex-dominant mesh. To keep the number of elements in the final all-hex mesh low, the original hexdominant mesh must be made as coarse as possible. A method for creating such a coarse hex-dominant mesh is one of our future research issues.
Alternatively, different values of n 1 , n 2 and n f can be chosen for each element so that the number of elements in the final all-hex mesh remains low. If n 1 = n 2 = n f = 2 could be chosen for all elements in a hex-dominant mesh, the number of elements would be less than eight times the number of elements in the original hex-dominant mesh. Because of the structure of a cap module, however, n f must be at least four to accommodate tetrahedrons adjacent to a quadrilateral face. Although n 1 or n 2 can be smaller than four, developing an algorithm for choosing for each element of a hex-dominant mesh an optimal combination of n 1 and n 2 that are less than four is not trivial and would require future research.
The quality of a final all-hex mesh could be 226 S. Yamakawa and K. Shimada improved by an appropriate post-process, as discussed in Section 7. We are currently working on developing a more effective mesh-smoothing scheme suitable for an all-hex mesh created by the HEX-HOOP templates.
It is also important that an input hex-dominant mesh be of good quality. As in all other templatebased methods, if an element in the hex-dominant mesh is highly distorted all the hexes resulting from this element will also be distorted. One possible remedy for this problem is to try limiting the usage of tets and pyramids, for which the hexes in the templates are more distorted, to non-critical regions of a FEM analysis.
Conclusions
We have presented a set of new mesh conversion templates that automatically convert a hex-dominant mesh to an all-hex mesh. The development of such templates are challenging due to the difficulty in subdividing elements in a hex-dominant mesh into a set of smaller hexes while satisfying the interface conformity when triangular faces of a non-hex element are adjacent to a quadrilateral face of a hex or a prism. The proposed modular approach, HEXHOOP, to constructing all-hex mesh conversion templates overcomes this problem by combining two types of sub-templates, a core and caps. HEXHOOP makes it possible to combine rectangular patterns, which are appropriate to have an adjacent hex, and triangular patterns, which are appropriate to have an adjacent tet or pyramid, freely on each quadrilateral face of a template.
Unlike the Geode template [8] , there is no restriction on the configuration of an input hex-dominant mesh. This is because we can mix rectangular patterns and triangular patterns on the quadrilateral faces of a template. Two solutions to Rob Schneiders' Open Problem [5, 6] are also found by combining multiple HEXHOOP templates.
