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Розроблено підхід керованого онтологією застосування стилів в інженерії 
програмного забезпечення. Сутність підходу полягає у використанні онтології 
не тільки для представлення стилів, но також для контролю застосування 
стилів під час створення і супроводження програмного забезпечення. При цьо-
му, для представлення стилю створюється відповідна онтологія та засоби 
підтримки розробника, а для контролю застосування стилю в робочих продук-
тах фаз життєвого циклу програмного забезпечення створюються засоби (ри-
зонери) на основі онтологічної бази знань. За представленням у дескриптивній 
логікі база знань містить дві складові – термінологічну (TBox) та фактичну 
(ABox). Перша складова створюється заздалегідь, шляхом виконання доменно-
го аналізу. Друга складова створюється під час аналізу представлення відпові-
дного робочого продукту. 
З метою типізації, в контексті підходу, що розроблено, створено шаблони 
стилю онтології ядра інженерії програмного забезпечення, шляхом аналізу по-
няття стилю в різних доменах. Сформульовані основні характеристики стилю 
як доменне незалежного поняття, які представлено в шаблонах. При цьому, 
для обрання кількості шаблонів, що необхідні для представлення стилю, засто-
совано паттерн Work Product Pattern Application з Unified Foundational 
Ontology. Паттерн описує дії, що можуть існувати відносно стилю робочого 
продукту (Work product).  
Розглянуто приклад реалізації підходу, шляхом дослідження запропонова-
ного методу, керованого онтологією застосування стилю програмування в ін-
женерії програмного забезпечення та архітектури засобу, що його реалізує. З 
застосуванням Protege показано побудову онтології стиля програмування і 
асистування програмісту. Розроблено і реалізовано архітектуру засобу конт-
ролю застосування стилю в робочому продукті фази конструювання – тексті 
програми. Основу архітектури складає база знань про відповідний стиль. Тер-
мінологічна складова бази знань містить інформацію відносно мов і стилю 
програмування і створюється заздалегідь розробником онтології. Фактична 
складова створюється ризонером для кожного представлення робочого проду-
кту – тексту програми. 
Засоби, що створено в контексті запропонованого підходу, автоматизу-
ють процеси, які мають місце під час застосування стилів в робочих продук-
тах фаз життєвого циклу програмного забезпечення 
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1. Вступ  
На сьогоднішній день для створення і супроводження продуктів програмного 
забезпечення набули поширення методи і засоби, які засновані на багаторазовому 
та повторному використанні. Застосування цих методів і засобів потребує від роз-
робника програмного забезпечення читання, аналізу і розуміння значної кількості 
представлень робочих продуктів різних фаз життєвого циклу. Багаторазове та по-
вторне використання зараз розповсюджено від специфікацій вимог до похідних 
текстів і документації. Тому, до програмного забезпечення головною висувається 
вимога зрозумілості. Діяльність розробника буде більш ефективною, програмне 
забезпечення зрозумілішим, а розробка і супроводження дешевшими, коли при 
створенні програмного забезпечення застосовуватимуться стилі (стандарти), які 
забезпечуватимуть зрозумілість робочих продуктів різних фаз життєвого циклу. 
Застосування стилю в інженерії програмного забезпечення традиційно 
пов’язане з конструюванням, але сьогодні завдяки вказаним обставинам, стиль 
повинен застосовуватися в усіх інших процесах життєвого циклу програмного 
забезпечення. Цього вимагає особливий характер процесів створення і супрово-
дження програмного забезпечення, а саме колективна розробка і повторне ви-
користання. Застосовувати стиль означає підвищувати якість і ефективність 
створення і супроводження програмного забезпечення. Тому застосування сти-
лю дуже актуальне, але пов’язане з додатковими витратами, а саме вирішенням 
задач вивчення опису стилю і дотриманням його при створенні робочих проду-
ктів фаз життєвого циклу. Ці задачі практично не розв’язані за винятком окре-
мих процесів фази конструювання.  
Опис стилю – це уявлення знань про стиль, і від форми цього уявлення за-
лежить, зокрема як зручність вивчення стилю, та ефективність відповідних за-
собів його дотримання, так і можливість застосовувати стиль в різних фазах 
життєвого циклу програмного забезпечення. Пропонується застосовувати онто-
логії як форму уявлення знань про стиль незалежно від фази життєвого циклу 
для вирішення задач вивчення опису стилю і дотриманням його при створенні 
робочих продуктів програмного забезпечення. 
 
2. Аналіз літературних даних і постановка проблеми 
Поняття стилю історично складалося у двох наукових дисциплінах, а саме 
філології та мистецтвознавстві. Попри це, поняття стилю наразі широко застосо-
вується і досліджується. Загалом, щодо стилю як доменне-незалежного поняття, 
визначено стиль як засіб вираження деякої ідеології або ідеї в людській діяльності 
[1]. Аналіз літератури показує [2], що немає визначення стилю в галузях діяльнос-
ті людини, яке можна було б використовувати в інженерії програмного забезпе-
чення. Але спираючись на основні роботи з цих галузей, авторами формулюванні 
загальні положення, які є базою для розроблення такого поняття стилю. Характе-
ристик стилів, що отримані авторами за даними досліджень літератури [2] існує 
три: властивості, засоби, чинники. До властивостей стилю належать такі: єдність, 
ідейність, завдання (творчість), виникнення-розпад, цінність (естетична); до засо-
бів стилю: носії і елементи, категорії. Стиль як складна система елементів виникає 









утворювальні. Інженерні методи розробки програмного забезпечення, яке еволю-
ціонує, моделі життєвого циклу, засновані на компонентній розробці та повторно-
му використанні зараз набули поширеного застосування [3]. Також agile методо-
логії (наприклад, екстремальне програмування) [4], заплутане (obfuscation) [5] і 
знеособлене (egoless) програмування [6] мають місце при створенні програмного 
забезпечення. У зв’язку с цим ставляться завдання, які пов’язані не тільки з чи-
танням текстів програм, написаних різними програмістами, різними мовами про-
грамування і в різний час, але і представлень інших робочих продуктів, що ство-
рені таким же чином. Відомо, що на характер представлень впливають прийняті 
рішення відносно робочого продукту, наприклад, архітектура, алгоритм або мова 
програмування. Крім цього, на характер представлень впливають ідеологічні, ку-
льтурні, гендерні особливості розробника і того періоду часу, у якому створено 
програмне забезпечення [7, 8]. Два документи розглядаються розробником, коли 
він застосовує стиль – опис стилю і представлення робочого продукту, у якому 
застосовується стиль. Тому існують два процеси – вивчення опису відповідного 
стилю і контроль застосування стилю в представленні робочого продукту. Опис 
стилю складається з правил і обмежень, прийнятих для представлення певного 
робочого продукту. Вплив обох процесів на ефективність та коштовність розробки 
вимагає їх автоматизації, яка на сьогодні відсутня. При цьому особливого значен-
ня набуває форма представлення знань як про стиль, так і про представлення ро-
бочого продукту. Такою формою може бути онтологія. В роботі [9] наведено ре-
зультати досліджень застосування онтології в інженерії програмного забезпечен-
ня. Робочі і програмні продукти інженерії програмного забезпечення є знання-
орієнтованими і вони є результатом знання-орієнтованих дій. Отже, знання є голо-
вним компонентом інженерії програмного забезпечення, а форми представлення, 
методи і засоби оброблення і застосування знань відіграють значну роль в інжене-
рії програмного забезпечення [9]. Показано, що онтології є ефективним засобом 
представлення різних знань, які застосовуються в процесах створення та супрово-
дження програмного забезпечення. Сьогодні онтології є найкращими засобами 
представлення й оброблення знань інженерії програмного забезпечення [1]. Але 
питання використання онтології для вирішення задач застосування стилю в усіх 
фазах життєвого циклу програмного забезпечення залишилися невирішеними, що 
є наслідком традиційного застосування стилю тільки в фазі кодування і частково в 
фазі проектування, коли знання про стиль програмування (стандарт кодування) 
подаються описом, в так званому, конфігураційному файлі в мовах XML або 
HTML. Тому існують окремі роботи, присвячені застосуванню онтології для ви-
користання стилю у фазах проектування і кодування [2, 10, 11]. Але вони спрямо-
вані на вирішення задачі представлення відповідного стилю. Використання онто-
логії для контролю застосування стилю в відповідних робочих продуктах в цих 
роботах не досліджено. Це часто є приводом для відмови від застосування стилю в 
процесах життєвого циклу і веде до втрати продуктивності. Таким чином, онтоло-
гії відіграють важливу роль при реалізації процесів застосування стилів і, на від-
міну від розповсюджених засобів представлення знань про стилі, наприклад XML, 
забезпечують підвищення ефективності розробки і супроводження програмного 









доменів – прикладний (application,), реалізаційний (implementation), проблемний 
(problem) [12]. У процесі будування доменної онтології переважно застосовують 
категоризацію, яка складає ієрархію або мережу онтології, а саме від онтології 
верхнього рівня до онтології застосувань у прикладному домені. Існує також три 
підходи щодо побудови онтології домену [13, 14]. Наведену категоризацію і підхід 
застосовано для побудови онтології стилів інженерії програмного забезпечення. 
Побудова онтології верхнього рівня ґрунтується на використанні існуючих, так 
званих основних (foundational) або формальних (formal) онтології [15]. Таке вико-
ристання розглядається як перспективний підхід до побудови онтології тому, що 
значно пришвидшує процес її побудови. Для домену стилів зараз можливе вико-
ристання тільки основної онтології. Але після побудови мережі онтології для сти-
лів інженерії програмного забезпечення, яку частково виконано в дослідженні, 
застосування підходу забезпечить її ефективний розвиток. 
Беручи до уваги те, що доменів, які можуть застосовувати поняття стилю в 
інженерії програмного забезпечення, багато, але загальне поняття стилю від 
домену не залежить, для побудови онтології доцільне використання шаблонів 
на основі паттерна [15]. Тому застосуванням паттерну Work Product Pattern Ap-
plication (WPPA) з [16], який описує дії, що існують відносно Work product у 
випадку що розглядається, артефакту Style створено шаблони онтології ядра 
стилю. Таким чином, створено шаблони доменне незалежних понять стилю та 
процесів створення і застосування стилю. Повторно використовуючи шаблони 
стилю, можна буде побудувати онтологію ядра для множини відповідних доме-
нів. Шаблони знань було введено в роботі [15] шляхом застосування поняття 
шаблону проектування з інженерії програмного забезпечення для позначення 
поіменованого, параметризованого представлення знань. Шаблони пропонува-
лося застосовувати для збереження кращих практик щодо моделювання знань. 
Пізніше, в роботі [17], було надано формальне представлення шаблону онтоло-
гій як наступне: Ƭ(p1, …, pn) :: QƬ, тут Ƭ(p1, …, pn) – називається головою і міс-
тить позначення шаблону Ƭ та список формальних параметрів шаблону; QƬ – 
називається тілом і є базою знань. При застосуванні шаблону створюється ек-
земпляр голови – Ƭ(f1, …, fn), який містить список фактичних параметрів – 
(f1, …, fn), значення яких заміщують позначення формальних параметрів 
(p1, …, pn) в тілі шаблону для 1≤i≤n, при обробці екземпляру з позначенням Ƭ.  
Таким чином, представлення стилів є формою знань про узгоджені правила 
щодо створення робочого продукту у відповідному аспекті. При цьому, не-
розв’язаними залишаються задачі, використання сучасних засобів представлення 
знань, якими є онтології, для підтримки фахівців як з боку вивчення стилю, так і з 
боку його застосування. Частково, а саме тільки з метою розв’язання задачі пред-
ставлення стилю онтологією, виконано роботи для фаз проектування і конструю-
вання. Відсутність робіт, в яких досліджено використання онтології для представ-
лення стилю в різних фазах життєвого циклу, а також робіт що до реалізації засо-
бів контролю стилю, що керуються онтологією, дозволяє стверджувати, що доці-
льними є дослідження, запропонованого авторами застосування онтології для ав-
томатизації виконання обох процесів, що пов’язані з використання стилю в будь 









3. Мета і завдання дослідження 
Метою дослідження є розв’язання завдань застосування стилів у фазах 
життєвого циклу програмного забезпечення шляхом використання онтології, як 
сучасної форми представлення знань.  
Для досягнення мети були поставлені такі завдання: 
– розробити підхід до застосування стилю в робочих продуктах фаз життє-
вого циклу програмного забезпечення шляхом використання онтології;  
– в контексті підходу створити шаблони онтології для представлення і за-
стосування стилю в робочих продуктах фаз життєвого циклу програмного за-
безпечення; 
– на прикладі застосування стилю програмування в робочих продуктах 
фази конструювання дослідити підхід, шляхом реалізації онтології знань про 
стиль і засобів керованого онтологією застосування стилю, використовуючи 
шаблони, що створені. 
 
4. Підхід щодо керованого онтологією застосування стилю в інженерії 
програмного забезпечення 
Виходячи с паттерну WPPA, участь артефакту Style в інженерії програмно-
го забезпечення може бути трьох типів. По-перше, створення стилю, по-друге, 
застосування стилю, по-третє, зміни стилю. Останнє будемо розглядати як 
створення стилю. Таким чином, для побудови онтології ядра в дослідженні, 
шляхом застосування результатів вивчення домену стилю і паттерну WPPA бу-
ло створено три шаблону онтології ядра. Один шаблон спрямовано на опис по-
няття стилю (рис. 1), а два інших – на опис основних процесів, пов’язаних зі 















static string Principle = "P";
static string Idea = "I";
static string Time = "T";
<<dependent>>
Factors
static string Sociale = "S";
static string Hystory = "H";
static string Style = "Y";
<<dependent>>
Means
static string Elements = "E";
<<dependent>>
Style_Standard














В шаблонах було повторно використано наступні стереотипи з основної 
онтології (ELDM [18]): Kind, Event, Category, Dependent, та Associative. Крім 
цього, було використано поняття Business area для позначення домену та по-
няття Party для позначення соціальної групи або індивідуала. Цим пояснюється 
те, що Party має стереотип Category [18]. Для позначення стилю в шаблоні по-
няття стилю (рис. 1) застосовується концепт Style. Терміном Style_Standard в 
шаблоні поняття стилю позначено опис стилю, в інженерії програмного забез-
печення, це може бути стандарт. В шаблоні існує асоціація типу композиція до 
одного з концептів, а саме Style_Standard (рис. 1). Індивіди, що належать до 
цього концепту, є описами стилю або його модифікацій. Ці описи представля-
ються або вербально, в відповідних керівництвах щодо стандарту, або форма-
льно, наприклад, в дескриптивній логікі, коли автоматизуються відповідні про-
цеси застосування стилю. Для кожного шаблону було створено тіло, тобто від-
повідну базу знань, і визначено формальні параметри, а для застосування шаб-
лонів при побудові онтології стилів програмування були визначені значення 
відповідних фактичних параметрів. Наприклад, опис шаблону поняття стилю 
буде мати наступний вигляд (використано логіку ALCQ, а точніше ALCQIkey, 
тому що концептуальна модель описується в UML [19]). Голова шаблону: 
 
TStyle(Business_Area, Style, SN, P, I, T, S, H, Y, E) :: TBoxTStyle,  
 
де Business_Area, Style, SN, P, I, T, S, H, Y, E – список формальних параметрів шаб-
лону TStyle, а тіло шаблону TBoxTStyle (база знань) описується наступним TBox: 
 
{ 
CN={Kind, Dependent, Business_Area, Style, Attributes, Property, Factors, 
Means, Style_Standard}, RN={has_Style, has_Attributes, contains}, Business_Area 
⊑ Kind,  
Style ⊑ Kind, Attributes ⊑ Dependent, Style_Standard ⊑ Dependent, Property ⊑ 
Dependent, Factors ⊑ Dependent, Means ⊑ Dependent, ∃has_Style.⊤ ⊑ Busi-
ness_Area, ⊤ ⊑ ∀ has_Style. Style, Business_Area ⊑  0 has_Style.Style, Style ⊑  0 
has_Style¯.Business_Area, ∃has_Attributes.⊤ ⊑ Style, ⊤ ⊑ ∀ has_Attributes. Attrib-
utes, Style ⊑ ≤1 has_Attributes.Attributes, Attributes ⊑=1 has_Attributes¯. Style, ∃ 
contains.⊤ ⊑ Style, ⊤ ⊑ ∀ contains. Style_Standard, Style ⊑ 0 contains. 
Style_Standard, Style_Standard ⊑=1 contains¯. Style, Property ⊑ Attributes, Factors 
⊑ Attributes, Means ⊑ Attributes, Property ⊑  Factors, Factors ⊑  Means, Proper-
ty ⊑  Means,Attributes ⊑ Property ⊔ Factors ⊔ Means, Style_Standard ⊑=1 
StyleName.string ⊓ ∃StyleName. {SN}, Property ⊑ =1Principle.string ⊓ ∃Principle. 
{P}, Property ⊑ =1Idea.string ⊓ ∃Idea. {I}, Property ⊑ =1Time.string ⊓ ∃Time. {T},  
Factors ⊑ =1Sociale.string ⊓ ∃Sociale. {S}, Factors ⊑ =1Hystory.string ⊓ 
∃Hystory. {H}, Factors ⊑ =1Style.string ⊓∃Style. {Y}, Means ⊑ =1Elements.string 










Таки ж описи створено і для шаблонів процесів. Використовуючи ці описи 
і резонер було виконано перевірку баз знань шаблонів на сумісність. Коли 
створюється онтологія стилю для ядра відповідного домену, тоді шляхом пара-
метризації значеннями фактичних параметрів з домену добудовується тіло ша-
блону TBoxTStyle для відповідної Business area. При цьому параметризація шаб-
лону виконується відповідно до поняття стилю в той Business area, яка розгля-
дається в цей час. Зараз не уточуються типи значень, які можуть приймати фо-
рмальні параметри, тому що в дослідженні не розглядалося завдання побудови 
програмних засобів обчислення шаблонів. Але розв’язання цього завдання мо-
жна здійснити шляхом реалізації відповідного макропроцесору для мови, яка 
буде застосована для опису знань (наприклад, OWL або RDF). 
Для застосування стилю в будь-якій Business area, його треба створити. 






























Рис. 2. Шаблон онтології процесу створення стилю 
 
Під створенням стилю розуміємо, по-перше, процес визначення значень 
атрибутів поняття стилю щодо конкретного домену (наприклад, індивід конце-
пту Business_Area), а по-друге, створення опису (стандарту) стиля (індивід кон-
цепту Style_standard, рис. 1) для індивіду концепту Style (рис. 3). Деталі процесу 
створення стилю наводяться у відповідному індивіді, що належить концепту 
Created_Style_Guide (рис. 2). Таким чином, в описі шаблону онтології для про-
цесу створення стилю використано виклик шаблону TStyle, який був описаний 









тефакту (індивід концепту Artifact) відповідного домена. При цьому, об’єкт на-
буває властивість мати відповідний Style. Для опису процесу застосування сти-









































Рис. 3. Шаблон онтології процесу застосування стилю 
 
Опис шаблону онтології для процесу застосування стилю буде мати насту-
пний вигляд: UsingStyle(Business_area, Style) :: TBoxUsingStyle..  
Шаблони стилю і процесів будуть застосовуватися для побудови онтології 
ядра будь-якого домену з мережи онтології інженерії програмного забезпечення 
(рис. 4). Тому, стиль доменів в шаблонах процесів позначається як Business area 
style. 
Застосовуючи шаблони ядра, створюємо онтологію стилю ядра для Busi-
ness area, з концептом Software_engineering в аспекті використання стилю в ін-
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Рис. 5. Частина онтології ядра щодо поняття стилю для інженерії програм-
ного забезпечення 
 
При цьому, наприклад, значення для відповідних параметрів Property, Fac-
tors, Means шаблону поняття стилю TStyle (рис. 1) для домена конструювання 
можна використовувати з табл. 1, яку побудовано на основі роботи [2]. 
В онтології ядра інженерії програмного забезпечення, в її частині щодо про-
цесу створення стилю (рис. 6), концепт Party розглядається як такий, що склада-
ється з концептів Team та Person, тому що стиль може створюватися як колекти-
вом, так і окремим актором процесу створення програмного забезпечення. 
Припускається, що стиль створюється для відповідного типу робочого 









життєвого циклу програмного забезпечення, наприклад, вимог, архітектури, 
тесту або тексту програм. При цьому, онтологія стилю відповідного робочого 
продукту, наприклад, стилю програми, створюється шляхом застосування он-
тології стилю і зокрема індивіду концепту Style_standard для відповідної мови 
програмування і описом потрібного TBox. Звичайно, що при цьому створюється 
онтологія тієї частини робочого продукту, що представляє концепт 
Work_product_style, яка описується індивідом концепту Style_standard (рис. 2). 
Частину онтології ядра інженерії програмного забезпечення щодо процесу 
застосування стилю представлено на рис. 7. 
 
Таблиця 1 
Епохи і характеристики стилів 
Епоха 
Характеристика 























































































































































































































































В частини онтології ядра інженерії програмного забезпечення (рис. 7) опи-
сується те, що стиль робочого продукту застосовується при створенні робочого 
продукту (програми, архітектури, документації). Тобто робочий продукт ство-
рюється відповідно до стилю, шляхом безпосереднього використання опису 
стилю, що створено (концепт Work_product_Style). При цьому робочий продукт 
(концепт Work_product) набуває властивості мати стиль робочого продукту 
(концепт Work_product_style). 
 
5. Реалізація підходу на прикладі застосування стилю програмування 
Як бачимо з табл. 1, поняття стилю програмування і його застосування в 
інженерії програмного забезпечення почало складуватися ще в 70-ті рокі. Сьо-
годні, відомі засоби статичного аналізу коду в складі IDE, наприклад NetBeans, 
Eclipse, IntelliJ IDEA, Xcode, Microsoft Visual Studio, які перевіряють деякі пра-
вила використання стилю програмування. При цьому, знання про стиль про-
грамування (стандарт кодування) подаються описом, в так званому, конфігура-
ційному файлі в мовах XML або HTML, але існують засоби, які подають знання 
в іншому представленні, наприклад у вигляді DLL. Звичайно, таке подання є 
незручним з погляду налаштування засобу на відповідний стандарт кодування. 
В дослідженні, на основі підходу що розглядається, було запропоновано метод 
керованого онтологією застосування стилів програмування [20]. 
Застосовуючи введені шаблони побудуємо онтологію створення стилю в 
домені (рис. 8) та онтологію застосування стилю програмування (рис. 9).  
Ключову роль в цих процесах грає опис стилю мови програмування, який 
звичайно представлено стандартом кодування (концепт Standard в описі онто-
логії). Стандарт кодування представляється множиною правил, які регламен-
тують стиль мови програмування. 
Таким чином, програміст, кодуючи програму, застосовує онтологію сти-
лю програмування, як для вивчення стилю, так і для перевірки дотримання 
стилю в програмі. Тому потрібні два засоби – один для створення відповідної 
онтології і підтримки програміста протягом кодування [21], а другий – для ко-
нтролю за застосуванням стилю програмування в похідному тексті програми 
(рис. 10) [22]. 
Аналітик стилю, застосовуючи Protégé, налаштовує онтологію на відпо-
відний стиль програмування, створюючи TBox. Після налаштування, програміст 
використовуючи онтологію за допомогою Protégé знайомиться зі стилем про-
грамування. Другий засіб за виконуючими функціями схожий на різонер. У те-
рмінах дескриптивної логіки різонер верифікує сумісність онтології (рис. 11). У 
засобі, що створено, до цієї функції додається функція ідентифікації помилок 
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Рис. 11. База знань стилю програмування  
 
Protégé використовується для створення TBox, частини онтології, яка містить 
терміни, що описують стиль програмування. Твердження відносно похідного коду 
(ABox), який написано програмістом, створюються відповідною частиною засобу, 
названого різонером, оскільки він забезпечує відповідний сервіс, застосовуючи 
базу знань (TBox і ABox). Сервіс включає, по-перше, верифікацію сумісності онто-
логії (пряма функція різонера), а по-друге, пошук стилістичних помилок у похід-
ному тексті програми. Саме через необхідність реалізації другої функції застосу-
вання «регулярного» різонера стає неможливим. Тому в дослідженні розроблено 
різонер, який виконує цю функцію – Style Ontology Reasoner (SOReasoner). Крім 
цього, цей різонер забезпечує створення шаблона онтології правил стандарту для 
гнучкої побудови онтологій різних стилів та мов програмування. 
Для розробки відповідного програмного забезпечення необхідно створити 
вимоги до SOReasoner, який повинен виконувати наступне: 
– створювати шаблон правил стилю онтології з гнучкою структурою; 










– перевіряти похідний код (на прикладі мови Java) і перевіряти його на 
відповідність правилам стилю програмування; 
– забезпечувати зрозумілий і детальний зворотній зв’язок з програмістом. 
Для задоволення наведеним функціональним вимогам було обрано насту-




Рис. 12. Схема SOReasoner 
 















6. Перевірка реалізації підходу на прикладі застосування стилю про-
грамування 
Для перевірки результатів реалізації методу, що запропоновано на основі 
описаного підходу були виконані два типи досліджень. По-перше, досліджено 
працездатність методу і засобів, а по-друге, перевірено ефективність розробле-
них засобів, порівняно з ручним використанням стандартів кодування. 
Далі розглядаються результати досліджень першого типу. Для перевірки 
працездатності методу і розробленого SOReasoner розглянуто приклад його за-
стосування задля використання і контролю правил іменування Java Convention. 
Як уже зазначалося, було створено шаблон правил онтології і додано всі прави-
ла, що описують іменування в стандарті. Потім було перевірено приклади похі-
дного коду й отримано зворотний зв’язок як через графічний інтерфейс SORea-
soner, так і коментарі в похідному коді. У графічному інтерфейсі Protégé відпо-




Рис. 14. OntoGraf представлення правил іменування в Protégé 
 


















Рис. 16. Фрагмент журналу помилок від SOReasoner  
 
Журнал показує відсоток коректних ідентифікаторів та помилкові місця в 
тексті, поділяючи їх на групи за типами правил. Повідомлення про помилки та-
кож розташовуються в похідному тексті у формі коментарів. 
Таким чином, виконане дослідження, на прикладі застосування стилю про-
грамування показує правильність запропонованих підходу і методу на його ос-
нові і працездатність відповідних засобів, що реалізовані. Застосування онтоло-
гії заміст так званих, конфігураційних файлів в мовах XML або HTML, які зараз 
розповсюджені забезпечує більшу ефективність засобам, що створено. 
Для того щоб перевірити ефективність засобів за другим типом дослі-
джень, було проведено експеримент. Для цього експерименту було обрано ста-
ндарт кодування Phillips Healthcare – C#, а для дослідження результатів за ме-
тодом Goal Question Metric (GQM) [23] – створено модель з відповідних метрик. 
Для проведення експерименту виконано наступне: 
1. Обрано дві команди програмістів (студенти 5го курсу). 
2. Визначено завдання дотримання стилю при програмуванні (в аспекті 
іменувань), однакове для кожного. 
3. Одній групі програмістів надано паперовий опис стандарту Philips 
Healthcare Coding Standards для ознайомлення. 
4. Другій групі програмістів надано засіб Protégé і онтологію, що розроб-
лено за підходом. 
5. Обидві групи виконували завдання відповідно до створеної моделі GQM. 
Результаті експерименту визначили, що витрати на застосування стандарту 
в цілому (вивчення стандарту, кодування, ідентифікація помилок, усунення де-
фектів) знижуються, якщо застосовується онтологія і засіб, що розроблено. 
Проте, незначне зниження витрат на кодування з застосуванням стандарту в 
вербальному представленні на відміну від витрат з застосуванням стандарту за 
допомогою засобу, ймовірно свідчить про витрати деякого часу на користуван-
ня інтерфейсом засобу і незначну кількість правил, потрібних для розв’язання 
завдання. Звичайно, ці витрати будуть нижчими, коли фахівці будуть накопи-
чувати попит застосування засобу, а кількість правил стандарту, які необхідно 
використовувати, буде зростати.  
 
7. Обговорення результатів дослідження підходу щодо керованого он-
тологією застосування стилів в інженерії програмного забезпечення 
Підхід, що розроблено, забезпечує застосування стилю в робочих продук-









ного засобу представлення знань – онтології. Це свідчить про можливість ство-
рення уніфікованого погляду, як на засоби побудови баз знань, що описують 
стилі робочих продуктів різних фаз, так і на засоби підтримки фахівця при за-
стосування стилів. 
Запропоноване використання шаблонів щодо стилю і процесів його засто-
сування в контексті мережи онтології скорочує час на її створення. Зокрема, це 
підтвердилося при реалізації онтології для застосування стилю в фазі констру-
ювання, яку використано при перевірці реалізації підходу на прикладі застосу-
вання стилю програмування.  
Автоматизація процесу контролю стилю шляхом створення засобів на ос-
нові дескриптивної логіки, на відміну від відомих засобів на основі мов XML і 
HTML, спрощує механізм налаштування засобів контролю, що в свою чергу 
відкриває шлях до автоматизації процесів застосування стилю в робочих продук-
тах різних фаз життєвого циклу програмного забезпечення. 
В продовження реалізації запропонованого підходу, досліджується засто-
сування онтології для використання стиля в архітектурному проектуванні і до-
кументуванні програмного забезпечення, а також в зворотної інженерії програ-
много забезпечення [24]. В цілому, за мету ставиться завдання створення уніфі-
кованих засобів для реалізації підходу в усіх доменах, що по’вязані зі створен-
ням і супроводженням програмного забезпечення. 
Зрозуміло, що використання підходу в інших фазах, окрім проектування і 
конструювання, з одного боку потребує попередніх досліджень щодо поняття сти-
лю і процесів його застосування в цих фазах. Наприклад, це стосується специфіку-
вання вимог, тестування, або доменного аналізу. З другого боку, не дослідженою є 
проблема застосування невербального, наприклад UML графічного представлення, 
робочих продуктів. Але це не є перешкодами для використання підходу. 
 
8. Висновки 
1. Запропоновано підхід керованого онтологією застосування стилів в інже-
нерії програмного забезпечення. Сутність підходу полягає у використанні онто-
логії для представлення стилів під час створення і супроводження робочих проду-
ктів фаз життєвого циклу програмного забезпечення. В контексті підходу запро-
поновано використання мережи онтології і її побудови, шляхом застосування 
шаблонів онтології стилю. Використання онтології відкриває шлях до автоматиза-
ції процесів застосування стилю в робочих продуктах, яка сприяє поширенню за-
стосування стилю в процесах життєвого циклу програмного забезпечення, ство-
ренню зрозумілих робочих продуктів, і як наслідок підвищує ефективність діяль-
ності фахівців.  
2. Шляхом використання паттерну Work Product Pattern Application визна-
чено кількість і характер шаблонів онтології стилю для застосування в мережи 
онтології інженерії програмного забезпечення. Створено шаблони онтології 
стилю ядра мережи – поняття стилю та процесів створення і застосування сти-
лю. Використання шаблонів забезпечує побудову онтології ядра для доменів 









3. Досліджено підхід, на прикладі стилю програмування робочих продуктів 
фази конструювання, шляхом реалізації онтології знань про стиль і засобів ке-
рованого онтологією застосування стилю. 
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