Aims: Software quality assurance is a formal process for evaluating and documenting the quality of the work products during each stage of the software development lifecycle. The practice of applying software metrics to operational factors and to maintain factors is a complex task. Successful software quality assurance is highly dependent on software metrics. It needs linkage the software quality model and software metrics through quality factors in order to offer measure method for software quality assurance. The contributions of this paper build an appropriate method of Software quality metrics application in quality life cycle with software quality assurance. Design: The purpose approach defines some software metrics in the factors and discussed several software quality assurance model and some quality factors measure method.
INTRODUCTION 18
Software quality assurance (SQA) is a technique to help achieve quality. SQA is becoming a 19 critical issue in software development and maintenance (Vennila et al 2011) . SQA can 20 monitor that the software engineering processes and methods used to ensure quality.
21
Software metric deals with the measurement of software product and software product 22 development process and it guides and evaluates software development (Ma et al. 2006 ).
23
Software metric is quantitative measure of the extent to which a system, component, or 24
process. Software factors are going importance and acceptance in corporate sectors as 25 organizations grow nature and strive to improve enterprise quality. The metrics are the 26 quantitative measures of the degree to which software processes a given attribute that affects 27 its quality. SQA is a formal process for evaluating and documenting the quality of the 28 products produced during each stage of the software development lifecycle. 29
There have four quality models: McCall's quality model (McCall et al. 1977 ), Boehm's quality 30 model (Boehm et al. 1978) , FURPS mode; (Grady, 1992 ), Dromey's quality model (Dromey, 31 1996) , and ISO/IEC 25000 standard. Each model contains different quality factors and 32 quality criteria (Drown et al. 2009 ). They are indicators of process and product and are 33 useful in case of software quality assurance (Tomar and Thakare, 2011 The remaining part of this paper is organized as follows section 2 describes literature review, 37 it discuses the content of the relation of quality factors with quality criteria. Section 3 builds 38 a relationship of software quality criteria between metrics. Section 4 describes software 39 metrics, it found in the software engineering. Section 5 builds an appropriate method of 40
Software quality metrics application in quality life cycle with software quality assurance. The McCall quality model (McMcall et al. 1977 ) has three quality of software product: product 74 transition (adaptability to new environment), product revision (ability to undergo changes), 75 and product operations (its operation characteristics).
Product revision includes 76
Maintainability, Flexibility, and Testability. Product Transition includes Portability, 77
Reusability, and Interoperability. This model contains 11 quality factors and 23 quality 78
criteria. The quality factors describe different types of system characteristics and quality 79
Software quality model and ISO/IEC 25000 standard Quality criteria and quality metric Quality factors and quality criteria
Criteria of software quality factors Quality assurance in the software life cycle An appropriate method for Software quality assurance with quality measure metrics in quality life cycle criterions are attributes to one or more of the quality factors. (Boehm, 1976 (Boehm, , 1978 . (Dromey, 1995 (Dromey, , 1996 . Table  95 3 is denoted as the factors and criteria of Dromey quality mode 96 97 The quality models described above contain several factors in common, like Maintainability, 119
Efficiency, and Reliability. However, some of factors like correctness, understandability, 120 modifiability and supportability are not so common and are in one or two models. Criteria are the characteristics which define the quality factors. The criteria for the factors 143 are the attributes of the software product or software production process by which the factor 144 can be judged or definition. The relationships between the factors between the criteria can 145 be found in Table 7 . 146 147 
Criteria of software quality factors 154
The following table lists all software metrics. They copied from volume Ⅱ of the 155 specification of software quality attributes software quality evaluation guidebook (Bowen et al. 156 1985) . Table 9 is denoted as the relationship of criteria between software quality metrics. 157 158 The based on difficulty and volume Halstead proposed an estimator for actual programming 225 effect, namely 226 Effort = difficulty * volume 227 The complexity of a program is defined in terms of its control structure and is represented by 237 the maximum number of "linearly independent" path through the program. Software 238 developer can use this measure to determine which modules of a program are over-complex 239 and need to be re-coded. 240
The formulas for the cyclomatic complexity proposed by (McCable, 1976) are: 241
Where e = the number of edges in the graph 243 n = the number of nodes in the graph 244 P = the number of connected components in the graph. 245
The Cyclomatic complexity metric is based on the number of decision elements 246
(IF-THEN-ELSE, DO WHILE, DO UNTIL, CASE) in the language and the number of AND, 247 OR, and NOT phrases in each decision. The formula of the metric is: Cyclomatic complexity 248 = number of decisions +number of conditions + 1(Arthu, 1985) 249
The Essential complexity metricb is based on the amount of unstructured code in a program. 250
Modules containing unstructured code may be more difficult to understand and maintain. 251
The essential complexity proposed by McCable (1976) : 252
Where V (G) = the cyclomatic complexity 254 m = the number of proper sub graphs 255
McCabe's Cyclomatic complexity measure has been correlated with several quality factors. 256
These relationships are listed in Table 11 . 257 258 It is a weighted of five major components (Kemerer and Porter, 1992) are: 279 ・External input: Low complexity, 3; average complexity, 4; high complexity, 6 280 ・External output: Low complexity, 4; average complexity, 5; high complexity, 7 281 ・Logical internal file: Low complexity, 5; average complexity, 7; high complexity, 10 282 ・External interface file: Low complexity, 7; average complexity, 10; high complexity, 15 283 ・External inquiry: Low complexity, 3; average complexity, 4; high complexity, 6 284 2. Calculation the value adjustment factor, it involves a scale from 0 to 5 to assess the impact 285 of 14 general system characteristics in terms of their likely on the application. There are 14 286 characteristics: data communication distributed function, heavily used configuration, 287 transaction rate, online data entry, end user efficiency, online update, complex processing, 288 reusability, installation ease, operational ease, multiple sites, and facilitation of change. 289
Albrecht's function points metrics
The scores (ranging from 0 to 5) for these characteristics are then summed, based on the 290 following formulas, to arrive at the value adjustment factor (VAF) 291 
Ejiogu's software metrics

297
Ejiogu's software metrics uses language constructs to determine the structural complexity of 298 a program. The syntactical constructs are nodes. These metrics are related to the 299 structural complexity of a program. They are also related to other quality factors, such as 300 usability, readability, and modifiability. 301
The structural complexity metrics gives a numerical notion of the distribution and 302 connectedness of a system's components (Fjiogu, 1988 
Reliability metrics
347
A varies often used measure of reliability and availability in computer-based system is 348 mean time between failures (MTBF) (Cavano, 1984 The second COCOMO has some special features, which distinguish it from other ones. The 382 usage of this method is very wide and its results are accurate. The equations are use to 383 estimate effort and schedule see Khatibi and Jawawi (2011) . 384
Putnam estimation model 385
The Putnam estimation model (Putnam, 1978; Kemerer, 2008 ) assumes a specific 386 distribution of effort over the software development project. The distribution of effort can be 387 described by the Royleigh-Norden curve. The equation is: 388 The k c valued ranging from 2000 for poor to 11000 for an excellent environment is used 393 (Pressman, 1988) . 394
Source line of code 395
SLOC is an estimation parameter that illustrates the number of all comments and data 396 definition but it does not include instructions such as comments, blanks, and continuation 397 lines. Since SLOC is computed based on language instructions, comparing the size of 398 software which uses different language is too hard. SLOC usually is computed by 399 considering L S as the lowest, H S as the highest and M S as the most probable size 400 (Pressman, 2005) . 401
Productive estimation model 403
Walston and Fellix (1977) give a productivity estimator of a similar form at their document 404 metric. The programming productivity is defined as the ratio of the delivered source lines of 405 code to the total effort in person-months required to produce the delivered product. 406
Where E is total effort in person-month 408 L is the number of 1000lines of code. 409 410
Metrics for software maintenance
411
During the maintenance phase, the following metrics are very important: (Kan, Subjective metrics may measure different values for a given metric, since their subjective 552 judgment is involved in arriving at the measured value. An example of a subjective product 553 metric is a classification of the software as "organic", "semi-detached" or "embedded" as 554 required in the COCOMO cost estimation model (Boehm, 1981) . 555
From the customer's perspective, it is bad enough to encounter functional defects when 556 running a business on the software. The problems metric is usually expressed in terms of 557 problem per user month (PUM). PUM is usually calculated for each month after the 558 software is released to market, and also for monthly averages by user. 559
The customer problems metric can be regarded as an intermediate measurement between 560 defects measure and customer satisfaction. To reduce customer problems, one has to 561 reduce the functional defects in the products, and improve other factors (usability, 562 documentation, problem rediscovery, etc.). In order to continue to improve its software product, processes, and customer services. 584
Future research is need to extend and improve the methodology to extend metrics that have 585 been validated on one project, using our criteria, valid measures of quality on future software 586 project. 587 588
