Microrobotics is an ongoing study all over the world for
Introduction
Accurate micromanipulation tools were developed during the last decade in order to manipulate micrometric sized objects, either biological ones as in [1] or artificial ones as in [2] or [3] . Many studies such as [4] or [5] focused on the development of microtweezers able to handle and even position micro-objects . They now include several sensors (position sensors and force sensors such as in [6] and [7] ) in order to manipulate these micro-objects with high accuracy and high security (preventing micro-objects deterioration).
The design of holder microrobotic structures were however not studied as much as the microtweezers were. Their purpose it to position the microtweezer inside the micromanipulation scene, and are mainly inspired from traditional macroscale robotic structures. The use of traditional joints in those robotic architectures generates the same drawbacks as in macroscale robotics, such as friction, wear, backlash, etc. Accuracy loss resulting from those drawbacks becomes troublesome for manipulation tasks at microscale. For that reason, flexible joints were studied in [8] and in [9] for the design of complex positioning structures. Active materials are well suited as actuators in this kind of structure for micromanipulation tasks ( [10] , [11] ) thanks to their sub-micrometric resolution. Their highly non-linear behavior is however difficult to handle, making the design of efficient controllers a hard task as shown in [12] . Sensors are also needed during micromanipulation tasks. They are expensive for the required measurement resolution, and bulky for micromanipulation tasks and thus are not well suited for applications in confined environment.
To overcome several of these problems a new paradigm in the design of microrobots was used. It is inspired from digital robotics, developed in [13] and deeply studied in [14] and [15] , which can generate highly accurate positioning without any sensor. These particular robots make use of binary actuators that generate a displacement between two positions (named state 0 and state 1), with very high accuracy, high repeatability and high robustness characteristics. In addition to the force generated by this kind of robot, its openloop control is well adapted for micromanipulation tasks in confined environment.
Our previous papers have presented the paradigm of digital robotics applied to microscale usage. [16, 17] were dedicated to the design and fabrication of the binary actuator (the bistable module), which was used in the first digital microrobot presented in [18, 19] , named the DiMiBot.
This robot generates a discrete planar workspace in which all the reachable positions are homogeneously distributed. Despite its numerous advantages, such as high accuracy and passive position maintaining, the bistable property of the modules can make the navigation inside that non- redundant workspace troublesome, even in teleoperation as it is usually done nowadays. In order to precisely control the trajectory of the robot's end-effector, only one bistable module can be switched at a time. As each bistable module has its own effect on the end-effector's displacement inside the workspace, finding the shortest trajectory between two points of the workspace is not a simple task. For micromanipulation purpose, that task is even more difficult when facing the presence of multiple micro-objects in the manipulation scene, which can be seen as obstacles. This paper is dedicated to the study of trajectory planning optimization for that particular microrobot. We first present the kinematic structure of this robot, and its forward and inverse kinematics modeling. In order to navigate inside the discrete generated workspace, the control strategy based on optimal path finding is presented in section 3, while section 4 shows the first trajectory planning using combinatorial optimization based on graph theory analysis. The use of Dijkstra's algorithm from [20] and A* algorithm [21] are detailed in this section, explaining their use and showing some results. An improved algorithm is then presented in section 5 based on a new graphical representation allowing faster computation, the hypercube graph representation. Finally, extensions to more complex robots is discussed in section 6.
The DiMiBot 2.1 Robot Kinematics
The DiMiBot's kinematics was designed to fit several specifications in order to generate a desired workspace. Fig. 1 is the kinematic representation of the designed robotic structure. It is composed of 2N bistable modules, N on the left side (named bl i , 0 ≤ i ≤ N − 1, from bottom to top) and N on the right side (named br j , 0 ≤ j ≤ N − 1), all fixed to the same basis and generating the same displacement ∆ between their two stable states. The displacement of each bistable module is transmitted to the end-effector thanks to an articulated structure. For fabrication purpose and performance improvements, the revolute joints are designed as monolithic flexure joints, in the real structure. This design leads to the generation of a discrete workspace containing 2 2N distinct reachable positions (for a robot with 2N bistable modules), corresponding to all the possible configurations of the binary actuators' states.
The motion of this robot's end-effector ( δ x δ y T in the R 0 referential of Fig. 1 ) is driven by Equation (1) (obtained with the forward kinematic model detailed in [19] ).
where K is a constant depending on the geometric dimensions of the robotic architecture (= 0.138 in this case), and A(n) = 1 1 2 . . .
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n−1 is a matrix of size 1 × n. The bl i and the br j are booleans representing the state (0 or 1) of the corresponding module. Fig. 2 shows the picture of the first microfabricated digital microrobot whose design, fabrication and characterization are detailed in [19] . It is composed of 4 bistable modules (N = 2), each generating a displacement of ∆ = 35 µm between their two states, resulting in the generation of a workspace in which the 16 reachable positions are evenly spread in a square of 10.5 µm length, with a resolution of 3.5 µm and a measured repeatability better than 90 nm, in open loop (without any feedback control). The dimensions of this DiMiBot are 36 mm × 24 mm × 400 µm.
Non-redundant Workspace
With respect to the specifications for this microrobot, the displacements of the end-effector generate a square workspace in which all the 2 2N discrete reachable positions are homogeneously distributed. Fig. 3 represents the gener- In the example of a DiMiBot containing 6 bistable modules, the 64 reachable positions are spread in a square of 11.95 µm length, with a resolution of 1.71 µm. From this figure, the influence of the number of bistable modules used in the structure can be seen. By adding two more bistable modules at the bottom of the robot, it induces a resolution improvement of the reachable workspace, which becomes twice as good.
Equation (2) gives the resolution of this workspace on any axis of the R 1 referential (see Fig. 3 ). It depends on the geometric characteristics of the flexible structure, on the displacement generated by the bistable modules (∆) and on the number of modules used on each side (N).
It is then theoretically possible to constantly improve the resolution of a digital microrobot by adding bistable modules to the structure. A nanometric resolution could theoretically be obtained with a robot containing N = 13 bistable modules on each side of the structure.
Inverse Kinematics Model
Each of the 2 2N reachable positions of the workspace are addressed by a binary word representing the state (0 or 1) of each bistable module. The binary word is expressed as 
2
[0010]
3
[0011]
4
[0100]
5
[0101]
6
[0110]
7
[0111]
8
[1000]
9
[1001]
10
[1010]
11
[1011]
12
[1100]
13
[1101]
14
[1110]
15
[1111] 
⌊⌉ is the closest integer function; 1 x d and 1 y d are the coordinates of the desired position
r is the workspace resolution, as calculated in (2); & is the bitwise AND function; ¬ = is the boolean difference test; bl i is the state of module bl i (0 ≤ i ≤ N − 1); br j is the state of module br j (0 ≤ j ≤ N − 1).
Path Planning for the DiMiBot 3.1 Context
In that study the supposed application of the DiMiBot is to push micro-objects in the workspace. For that purpose a very thin tip, as represented in the picture of Fig. 5 , is assumed to be going from the robot's end-effector down to the working plane (reaching the objects to be manipulated). Thus the robotic structure would stand over the manipulation scene and the micro-objects would be pushed in any direction by that tip. With this hypothesis the robot does not represent an obstacle to its own displacements for manipulation. In the context of microscale object manipulation, the presence of obstacles is however often encountered. Micromanipulation scene is generally quite small compared to the size of the manipulation tool, and is often populated with multiple micro-objects. The goal of the microrobotic structure is either to organize them, or to assemble them.
The needed actuation for generating a displacement of the end-effector between two points can be calculated thanks to the inverse kinematic model. This calculation firstly involves the boolean function bitwise XOR applied between the binary word from starting point and binary word from ending point. The result of that calculation is a binary word in which all set bits (value 1) describe a module to switch. For instance for switching from point 6 ([0110]) to point 10 ([1010]) in Fig. 4 , the XOR function returns [1100], thus we need to switch both bl 1 and bl 0 modules. By switching all these calculated modules simultaneously, the end-effector instantly moves to the desired ending point. However, this method does not allow the control of the end-effector's trajectory because of some dynamic properties of this particular microrobot.
Dynamic Properties
The DiMiBot uses a particular kind of binary actuators, the bistable modules. As expressed by their name they make use of a mechanically bistable structure which can be switched between its two stable positions (0 and 1). Electrothermal actuators are used to push back and forth the bistable structure. Thanks to the bistable nature, no energy is needed to maintain the module in any of its two stable positions; energy consumption is only needed when switching state. The actuation of the electrothermal actuators is done for approximatively 15 ms with a 20V and 100 mA input (30 mJ). High speed camera observations showed that the actual switching action (displacement of the shuttle from one state to the other one) only occurs for a fraction of a millisecond. Knowing the exact moment when the switching will happen within the 15 ms actuation interval of time is impossible. Consequently when actuating several bistable modules at the same time, the switching moment will differ for every bistable module. The order in which the modules are actually switched cannot be known, resulting in unpredictable endeffector motion. Because of that particular behavior, precise control of the end-effector's trajectory can only be obtained when switching only one bistable module at a time. This motion strategy however introduces new difficulties.
Motion Pattern
In the previous example, the robot had to move from point 6 to point 10 (in the case N = 2). It requires two steps, corresponding to the switching of the bistable modules bl 0 and bl 1 . For instance by first switching bl 1 , the robot moves to point 14, and finally moves to point 6 by switching bl 0 (see thick arrows in Fig. 6 ). It seems like the robot goes too far before coming back to the desired position, but this is actually one of the shortest paths achievable by this robot. The other shortest path consists in choosing to switch module bl 0 first, resulting in a similar motion where the intermediate reached position is point 2 (dashed arrows in Fig. 6 ).
This motion pattern is not intuitive for the person operating this robot, and can be source of problems.
Indeed imagine the scenario where an obstacle is present at point 14. The operator will not consider this obstacle for a motion between points 6 and 10, which can result in collision. Evaluating this kind of problem requires the use of algorithms for bigger robots.
Path Finding
Microscale manipulation requires sub-micrometric precision and accuracy. Accuracy is defined by the mechanical repeatability of the bistable modules, while the precision is defined by the reachable workspace resolution. For micro- Furthermore, the particular workspace prevents the use of goal region search (defining the goal as a region instead of a single point). The main reason behind this assessment is the difference between configuration space (space of articulated coordinates) and the working space. Two close points in the working space (in term of Euclidean distance) can be far apart in the configuration space (require a long sequence of actuation). This difference is explained in the example of Fig. 7 . It shows one of the paths the end-effector has to run through in order to reach two close points (points that could be part of a same goal region) inside the workspace of a robot for N = 4.
The motion between these two points is not intuitive. It requires eight steps detailed in TABLE 1. We notice that the bistable modules generate displacements of different length. Module br 3 (first step) generates a displacement of 8·r, while module bl 0 (last step) generates a displacement of 1 · r. The eight bistable modules can be switched in any chosen order, resulting in a path of same length. The length is 30 · r (there is no shorter path), while the Euclidean distance between the two points is √ 2 · r.
With this example, we can easily understand that motion to different points of the same region requires totally different actuation. This results in an impossibility to specify such region for path planning.
Finding an optimal path between two points of a workspace is the challenge we describe in this paper. Considering the discrete nature of the generated workspace, we propose to use combinatorial optimization based on graph theory. In order to find the shortest path between two points, a weight function has to be defined. The minimization of the path's weight will determine the shortest path between two points. Two choices can be made with the DiMiBot for an appropriate weight function: counting the number of switching (module actuation) needed; measuring the distance the end-effector runs through.
Those two cases involve the same kind of algorithm implementation. However in the first case, the weight associated to one edge is either 0 or 1, while for the distance this weight becomes more difficult to calculate. In this study we focus on the distance weight function, as the use of the switching weight function can be easily adapted from it. As seen previously the distance traveled by the end-effector depends on the bistable module involved. The bistable module bl i generates a 2 i−1 · r displacement of the end-effector along X 1 direction. The bistable module br j generates a 2 j−1 · r displacement of the end-effector along Y 1 direction.
The weighted adjacency matrix is used as the mathematical representation of this graph. It represents the adjacency and weight between all vertices of the graph. It is a square symmetric matrix, in the case of non-oriented graphs, of size 2 2N for a DiMiBot with 2N bistable modules. The example of the adjacency matrix for a DiMiBot containing 4 (N = 2) bistable modules is represented in TABLE 2, in which we can identify the adjacency vertices of vertex 6, and their respective weight value (2 or 1 times the resolution r).
This adjacency matrix is calculated recursively (first over parameter i and then over parameter j) with the system of Equations (4).
where I(k) is the identity matrix of size k. In the case the other weight function is used (counting the number of switching needed) a similar adjacency matrix is obtained, in which only 0 and 1 can be found. The Equation (4) is then modified, and all 2 k factors in front of identity matrices are replaced by ones.
Path Planning With Obstacles
We first use Dijkstra's algorithm from [20] for point to point shortest path search, which ensures to find one of the shortest paths. Using such an algorithm is mainly useful in the case of obstacle presence inside the workspace. The obstacles are taken into account by modifying the adjacency matrix. These modifications will be explained with an example from the graph of Fig. 8 . Assuming an obstacle is present at vertex 6, all four displacements toward vertex 6 have to be deleted, this is done by resetting all value of column 6 and row 6 in the adjacency matrix. But other displacements going through vertex 6 have to be deleted. This is the case of the displacements between vertices 5 and 7, and between vertices 2 and 10. The four elements of the adjacency matrix corresponding to these two displacements have to be reset to 0. Finding those elements of the adjacency matrix to be erased can be troublesome for huge robots (containing 10 or more bistable modules) and is then done with an appropriate script detailed in Algorithm 1. Fig. 9 represents the evolution of the Dijkstra's algorithm calculation between two points when facing different obstacle configurations (up to 5 obstacles), for a DiMiBot containing 10 bistable modules (N = 5, generating a workspace with 1024 reachable positions). This shows how slight changes in the obstacles configuration results in completely different paths. The first five cases generate a trajectory with the same weight (same distance traveled by the end-effector = 44 · r), while for the last case the shortest path generates a traveled distance of 46 · r (no shorter path can be found).
This algorithm is however time consuming. This can be improved using Dijkstra's bidirectional algorithm which is almost twice as fast.
A* Algorithm
Another well known alternative is the A* algorithm from [21] . It is particularly well suited for geographic exploration in which it can be seen as a function that directs Algorithm 1 Script to adapt the adjacency matrix with the presence of obstacles.
for all obstacles Obs
the search in one direction. It is based on the calculation of a cost function that estimates the remaining path to travel.
In the case of the workspace generated by the digital microrobot the geographic analogy cannot be used because of the particular distribution of points in the workspace. As it was explained in §3.4, Euclidean distance cannot be used to describe proximity of points for finding the shortest path. Unlike Dijkstra's algorithm, the calculated path is only assured to be optimum under a certain condition on the chosen estimation cost function. The condition is that the cost function does not overestimate the remaining distance to the goal. In our case the use of the R 1 distance satisfies that requirement and ensures to find an optimal path.
Improving the Algorithm 5.1 Hypercube Graph
In order to reduce even more calculation time, a new graphical representation is used. It is a hypercube graph representation, adapted to the DiMiBot's generated workspace. It allows a geographical visualization of the adjacent vertices. That visualization for workspaces generated by DiMiBots containing 2, 4 and 6 bistable modules (N respectively equal to 1,2 and 3) is shown in Fig. 10 .
That graph takes the form of a hypercube (of dimension N) in which the 2 2N reachable positions are all represented. The particularity of this representation is that all adjacent vertices are also geometric neighbors, in a N-dimensional space (with periodic boundary conditions). The geometric analogy can then be applied with this representation. In the example of the DiMiBot with 4 bistable modules (represented in Fig. 10b) , it takes the form of a square containing the 16 reachable positions in which are highlighted the vertices adjacent to vertex 6, which are its four geographic neighbors in this representation. We immediately see that for going from vertex 6 to vertex 10, choosing to go through point 2 or point 14 is the same, and those are the only two shortest paths.
This hypercube graph can also be calculated for any DiMiBot. Equation (5) for this calculation uses the MAT-LAB function for matrix concatenation on dimension i.
where G i is the MATLAB representation of the hypercube graph (i.e. a matrix of dimension i).
Use of the Hypercube
To use this new tool for the calculation of the shortest path, several new functions need to be defined:
find the position of a vertex inside the cubic graph; find all the neighbors of this vertex; calculate the weight corresponding to each neighbor pair; calculate the remaining path to go from this vertex to the ending vertex (estimation function). 
. , pos[N]).
Finding the neighbors is intuitive with this representation and is less calculation consuming than the use of the adjacency matrix (which has an O(2 2N ) complexity calculation). Calculating the weight of a displacement is also easily deduced from the hypercube representation. The weight corresponds to the dimension in which the displacement is done. A displacement along the i th dimension corresponds to a weight of 2 i−1 (see Fig. 8 ). This weight is shown for the three first dimensions in Fig. 10 . With that in mind the remaining path can also be estimated easily with Algorithm 3. 
Comparison Between Algorithms
The newly designed algorithm has now to be compared to the other ones. The four compared algorithms are: Dijkstra's algorithm; Dijkstra's bidirectional algorithm; A* algorithm in association with the adjacency matrix; A* algorithm in association with the hypercube graph representation. A first element of comparison is presented in Fig. 11 . It shows the shortest path found for the four algorithms in the case of a robot with 10 bistable modules (N = 5) and in the presence of 5 obstacles in the workspace. All the four algorithms find a different path, but it is always one of the shortest paths (distance = 46 · r). The main difference between these algorithms is the time spent 1 to find a path. To compare the computation time of the algorithms, numerous simulations were done in the presence of a random number of obstacles and the computing time was recorded. The results of these simulations are reported in Fig. 12 for robots with different number of bistable modules used (from 4 to 20). This figure shows the average computation time over 300 simulations 2 , for different algorithms and different robot size. A first thing worth noticing is the inability for algorithms using the adjacency matrix to compute the shortest path for a robot containing 16 bistable modules (N = 8) or more. The reason lies in the MATLAB memory limitations which prevent the computation of 2 16 × 2 16 size matrices. Very few differences can be noticed for the use of the three first algorithms (using the adjacency matrix). The use of the hypercube graph representation shows a large difference in computation time, and is shown to be much more efficient for big DiMiBots (N > 5). However for smaller robots, using the adjacency matrix seems a better solution.
Extension to Non-Symmetric Robots
Non-symmetric robotic structures can also be considered. A different number of modules on the right side of the structure and on the left side is used. The N L bistable modules on the left side generate a displacement of the endeffector in the X 1 direction, while the N R modules on the right side generate its displacement in the Y 1 direction. The workspace contains 2 N L +N R reachable positions, and is no longer homogeneous. In this case two different resolution values have to be calculated, the resolution in X 1 direction (r x ) and that in the Y 1 direction (r y ). They are calculated with the following equations:
The forward and inverse kinematic models are also modified accordingly, resulting in the following equations. 2 because of large computation time, only 20 simulations were done for a 14 module robot (N = 7) 
The adjacency matrix will also be easily calculated with a small modification to the recursive calculation. 
Finally, the hypercube graph representation will become a hyper-parallelepiped. Assuming N L < N R , this hyperparallelepiped contains 2 elements on the first N R − N L dimensions and 4 elements on the remaining N L dimensions. Each dimension of the hyper-parallelepiped graph corresponds to one stage of the DiMiBot. The last dimension corresponds to the displacements generated by the bistable modules bl N L −1 and br N R −1 (4 different configurations), while the first dimension corresponds to the displacements only generated by the bistable module br 0 (2 different configurations) as there is no symmetric module on the left side of the structure (if N L < N R ). A similar calculation as (5) could be used for non-symmetric robots.
Conclusion
This paper presents the control strategy used for trajectory planning of the DiMiBot. This Digital MicroroBot is a new kind of robot which only needs open-loop control for accurate and precise micropositioning tasks. The control of this kind of robot is focused on the trajectory planning based on combinatorial optimization. Algorithms such as Dijkstra's algorithm or A* algorithm are well adapted to trajectory planning for the workspace of the DiMiBot. A new graphical representation, particularly well adapted to the workspace generated by the DiMiBot is developed, and presents very good results in trajectory planning for DiMiBots of any size. The designed algorithm could perform shortest path search for DiMiBots with 16 bistable modules or more in a fairly low amount of time. The use of the hypercube graph representation developed here facilitates the search of the adjacent vertices and the calculation of the remaining path. This trajectory planning algorithm is well suited for the DiMiBot in the presence of obstacles.
