The finite element modeling Markup Language (femML) effort is addressing the problems of data interpretation and exchange for intra-and inter-application interoperability in the Finite Element Modeling domain. This is achieved through the development of an extensible markup language (XML) variant for finite element model data that will permit the storage, transmission, and processing of finite element modeling data distributed via the World Wide Web and related infrastructure technologies. The focus of this work was to utilize the XML's power of semantic encapsulation along with the existing and continuously improving associated technology to develop a dialect for exchanging FEM data across various codes with heterogeneous input format syntactic specifications. The main aspects of a finite element definition have been used as archetypes for defining the XML element taxonomy definitions. Namely, the geometry, the material, and the loading aspects of a structural component specification are used to define the first level elements of the associated Document Type Definition (DTD). The element list has been amended with a behavior element specification that represents the solution data to be exchanged or visualized. Various tools have been developed to demonstrate associated concepts along with the ANSYS set of tools.
INTRODUCTION

General problems
The main problems associated with all computationally assisted data exchange, interchange and integration activities can be approached from multiple points of view depending on the needs at hand. However, there is a global point of view that is common to all industries in need of data exchange. In the engineering industries it unfolds as a need for integration of FEM models encoded in multiple data formats from multiple data sources, with current end-user applications and future data exchange systems between applications. However, data interpretation (semantics) varies from data source to data source and therefore introduces semantic correctness uncertainty that destroys robustness of interoperability between applications and data receptacles in general.
We have experienced this issue from a very close distance when the time came to implement the Data Driven Design Workbench (D 3 W) used as a virtual wind tunnel environment for design of composite structures and qualification and certification of composite materials systems [1] . This architecture has evolved through time and the whole environment along with the Dissipated Energy Density (DED) methodology have been utilized in various applications including health prediction and sensor optimization of smart structures [2] [3] [4] . Inter-modular data flow invited the implementation of some highly structured data format for satisfying the data transfer requirements. One of the most dominant issues on the development of this environment was clearly the semantic biasing and preference from each one of the modules as well as the lack of a common representation for the exchanged data. It is exactly for cases like this that eXtensible Markup Language (XML) has been used to develop the finite element Modeling Language (femML).
In addition to this general need, the proliferation of the specific needs of particular domains of application generate a science push for solving the data structure and heterogeneity of meaning problems within the pertinent vertical industry context. More specifically, digital content with the WWW as a transport medium is available in many forms i.e. multiple commercial applications, manufacturers data-sheets, materials databases, and research and development electronic publications, neutral and custom file formats etc. The need for collaborative dynamic computing through the WWW, strengthens the push for solving the heterogeneity problem by imposing a demand for distributed applications, for problem solving environments, for virtual design and prototyping and for agent-based applications. On the other hand, the multiindustry support and proliferation of XMLware, the JavaDatabase-XML integration technology, and the XML middleware plethora create a technological pull for the utilization of XML-based solutions.
Recognition of the problem by the industry
The data exchange, interchange and integration problems have been recognized very early by multiple industries of human activity that entails data transfer.
Industrial automation technology has improved dramatically over the past decades. CAx systems ("ComputerAided anything", or: CAD, CAM, CAE, CIM, etc.) have provided engineering applications with high-performance solutions. Integration of these technologies is a major issue for industrial competitiveness. From numerical control (NC) in the fifties, through the first design graphics applications and computer controlled production operations in the sixties, Computer Numerical Control (CNC) and Distributed Numerical Control (DNC) in the seventies, and Flexible Manufacturing Systems (FMS) and solid model-based design workstations in the eighties, automation technology has continued to advance and become more sophisticated in order to meet the individual needs of industry. In terms of horizontal integration the CAD industry has responded to geometry data integration and exchange with multiple specific file format specifications. Examples are ACIS, Parasolid, IGES (flavored & standard), STEP, STL, VDAFS, CATIA, CADDS5 etc. [5] However, as industry moves into the 21 st century, a new industrial need is becoming the critical problem to solve: the vertical integration of these diverse automation systems (e.g., CAD, CAM, CIM, CAE) [6] .
The complex nature of engineering data may hinder the integration of engineering applications. The major "stumbling blocks" that prevent the effective integration of CAx systems are [7] :
1. Current CAx systems have been designed to input and output data rather than information; and 2. Current CAx tools operate on different levels of abstraction of the mechanical product.
Therefore, information (data with meaning) modeling is a major issue for CAx systems integration. Moreover, data has to be transferred between applications. An obvious recognition of the importance of XML for information exchange in general, can be evidenced by the plethora of special XML variants developed by and for many non-CAx industries.
Attempts to solve the CAx data exchange problem
Non XML Efforts
The ever present need for data translation to fit the receiving system's data model has been identified as the dominant problem of application integration. To deal with this problem, the International Standards Organization (ISO) launched the STandard for the Exchange of Product model data -STEP (ISO 10303-1 1994) [8] , aimed at the representation of all information about a product throughout its entire life cycle.
STEP allows different applications to exchange information using a standard format. All data models in STEP are normalized (i.e., in conformity with the normal forms, described in section 2.1.2) and written in EXPRESS (ISO 10303-11 1994) [9], an "object-flavored information model specification language" [10] allowing for the specification of complex data models with multiple inheritance.
Relative to finite element modeling efforts, the data exchange problem has been traditionally cast under the framework of the product data exchange (PDE) category for most of the historical efforts. Early data exchange specifications focused primarily on geometrical data. Among these were proprietary specifications like Autodesk's DXF, and national standards such as IGES (United States), SET (France), and VDA/FS (Germany). The most significant of these efforts in terms of FEM data representation, is the AP209 ISO/DIS 10303-209 or the STEP 209 Composite and Metallic Structural Analysis and Related Design standard [11] . STEP is a complex standard with huge-sized documents, and was developed as if it was a database itself, adopting the ANSI/SPARC architecture for database systems [12] . Its most significant characteristic is that it allows transfer of conceptual information content in addition to raw data. The standard is comprehensive and is made out of a very extensive but well structured document series [8] . Perhaps its massive specifications and custom and proprietary related tool availability are its two greatest disadvantages.
XML Efforts
With the advent of XML and especially since its being adopted as a standard specification by the World Wide Web Consortium (W3C) on 1998 [13] The aecXML project was initiated in August 1999 by Bentley Systems, Incorporated with the desire that it be a unifying force for progress in the development of a project communications framework for architecture/engineering/construction (A/E/C). Bentley has developed an initial specification for aecXML, a framework of XML-based schemas to facilitate communications related to designing, specifying, estimating, sourcing, installing and maintaining construction products and materials over the Internet. Building on the success of aecXML, Bentley and Bluestone have entered a three-year agreement to develop engineering software solutions based on Bluestone's Sapphire/Web Application Server, Bluestone XML Suite™ Integration Server, and Bluestone's comprehensive standardsbased, e-business solution [18] .
In addition to this proprietary efforts there are four public domain efforts very relevant to the engineering data exchange endeavor. These are the Extensible Scientific Interchange Language (XSIL), the FieldML, the X3D (the successor of VRML) that was just released the summer of 2001 and the MatML work in progress for material properties exchange applications.
The Extensible Scientific Interchange Language (XSIL) is a flexible, hierarchical, extensible, transport language for scientific data objects. It has been developed at [19] . The entire object may be represented in the file, or there may be metadata in the XSIL file, with a powerful, fault-tolerant linking mechanism to external data. The language is based on XML, and is designed not only for parsing and processing by machines, but also for presentation to humans through web browsers and web-database technology. It comes with a Java object model that is designed to be extensible, so that scientific data and metadata represented in XML is available to a Java code. There is also a powerful Swing-based object browser called Xlook that is also designed to be extensible.
The FieldML is an XML-based language for describing time and spatially-varying fields. It is a part of the Physiome Markup languages effort from the university of Auckland in New Zealand [20] .
The X3D file format was created to substitute VRML for web based 3D geometries by the WEB3D consortium [21] is basically an XML version of VRML [22] in order to enhance functionality, portability and leverage the Java-XML resources that have been created to support the e-business industry. It can be thought as an XML-interoperable scene graph architecture and encoding standard.
Both of these public formats are very useful to the present effort because they represent an extended body of work capable of dealing with the geometry encapsulation, representation and visualization of FEM geometries.
The MatML effort [23] is being coordinated by the National Institute of Standards and Technology, and is driven by the MatML Working Group, whose members include several ASM International Fellows, and members from various cross industry organizations. In the 2001 MatML conference [24] a steering committee has been founded to organize the strategic objectives of MatML. The main goal of this effort is the development of the MatML Document Type Definition (DTD), and associated examples and applications, that will facilitate the transfer, exchange and integration of material properties data related to the needs of most CAx industries.
CURRENT STATUS OF FEMML
Historical note
As described earlier, femML has been developed as a necessary outgrowth of our core research efforts, to solve the structured data intensive exchange problem between modules of our custom applications or even between custom stand alone application such as RCfem [25] and existing legacy commercial applications such as ANSYS [26] and ABAQUS [27] . The idea for its creation was naturally generated in the summer of 1999 and has been evolving ever since. FemML's development went from the conceptualization to the implementation phase when we searched the XML repositories and found nothing relevant to this. Special encouragement for the final push was the lack of responses when we posted inquiries about the possible existence of such an XML variant on October 6, 2000 at various mailing lists like the XANSYS one for ANSYS users. The only relevant XML variants were XSIL, X3D and MatML, all dealing with a partial collection of issues associated with the FEM data exchange, but none of them was directly dealing with the entirety of the main problem.
FemML Definition
The finite element modeling Markup Language, is an XML variant designed to facilitate the data transfer, exchange, interchange and integration between finite element modeling applications and their modules. It is work in progress that has accomplished the creation of a DTD, a SCHEMA and certain FEM code specific file generation and parsing tools. It is in a pre-recommendation stage and our focus is to offer it for public discussion, development and distribution. This is not to say that femML cannot eventually evolve to forming the kernel of a set of technologies that will not be solving the data exchange problem, but it will lead to an alternative way of working with FEM data discretizations. A way that would use just three component technologies:
• femML as a transport file format, • an ordinary Relational Data Base Management System (RDBMS) for dynamic data management, • and a visualization module. Such a combination of technologies allows composition and factoring of FEM data for the needs of model synthesis and combination as well as the needs for model decomposition and simplification of the design and prototyping industries.
FemML Objectives
Despite the fact that femML began as a custom effort specific to the data exchange needs within the context of the activities of our group, the objectives employed to motivate the effort of the femML development were very specific and quite general: By the term "regardless of the taxonomic order" we mean the development of an XML dialect for FEM data exchange that can accommodate all, or most of the FE varieties, i.e. structured, unstructured, blocked, hierarchical, spectral, stochastic etc.
femML Document Type Definition (DTD)
The current state of affairs has been progressed into the development of a DTD that can definitely cover all of the taxonomic categories of FEM data, except the stochastic ones.
The strategy followed for developing femML's vocabulary of terms, relationships and constrains as well as the DTD that encapsulated them was a special application of the process described by the Unified Modeling Language (UML) [28] activity diagram given in figure 1. This process in itself is a special case of the general process for developing an XML variant that although obvious, has been formally captured in a UML activity diagram in [29] . Clearly the pertinent path for our case implies engineering electronic data interchange (EEDI), and can only reach its terminal state if successful EEDI has been achieved. Otherwise it cycles through the feedback path on the left of the activity diagram that connects the "Define EEDI Mapping" node with "Define Vocabulary Terms" node.
The EditML [30] application was used to draft the sample document and its built-in capability for automatic DTD/SCHEMA generation was exploited to generate the initial stamp of the particular femML DTD and SCHEMA. The currently implemented DTD for femML appears as a UML class diagram shown in figure 2.
The femML node can be repeated multiple times within a single document to allow capturing the FEM data specification of multiple parts or domains.
The header element is there only to ensure there is a transport mechanism within the document for the meta-data.
These meta-data are implemented through meta-tags that encode information about the human author, the application generating the entire document, date of creation, project it belongs to and other non FEM specific data.
he materialSet element is responsible for carrying the material properties information associated with the FEM representation of the part or component encapsulated in the document at hand. NodeSet is the element that caries the nodal geometry information of the discretized component, while elementSet carries the elemental information of the model. These last two elements/nodes are responsible for carrying the appearance information of the model from a 3D geometrical point view.
The loadCase element is responsible for carrying the loading or/and boundary conditions on a nodal basis. Finally, the first level of femML nodes is completed by the resultCase node that carries the nodal results data (i.e. displacements, stresses, strains, energies and any other scalar, vector or tensor component quantities associated with the nodes).
Each one of these nodes can have many individual children nodes to carry the specific data associated with each one of them like coordinate elements for each FEM node.
It is anticipated that the XSIL, X3D and MatML efforts will play a pivotal role in the development, testing and integration of femML. XSIL and X3D can serve as target translation languages for exploiting their visualization resources for 3D repreentation of FEM models. When MatML is completed but also even now that is under development, can be integrated through adaptation of the appropriate namespace to define material properties necessary for femML under the materialSet element by borrowing MatML's capability to describe material properties in place of the existing material node under materialSet. Our interest in describing material properties for composite materials forms the basis of our current and future cooperation with the MatML working group.
STATION TO STATION DATA EXCHANGE VIA FEMML
General case of S2S implementation
Despite the benefits of extending the expressive power of XML with the dynamic data representation and manipulation capability of Java enabled applications, we have decided to focus onto the simplest of the approaches for exchanging FEM model data, by utilizing the Station-to-Station (S2S) approach that is built entirely on XML technology (see figure 3) .
This decision does not preclude the future exploitation of the XMLto-Java (or vice versa) cooperative benefits in terms of dynamics, scalability, deployability and economy.
The S2S model assumes the existence of a source and a destination data-document and it is not different than the most generic of the business to business (B2B) models that dominated the Internet during the last few years.
The transformation can be either implemented trough a common XSLT processor or through a Java application that utilizes the parsed DOM equivalent of the source document structure and subsequently rewrite it to a new one that can then be converted to the target document. In either case, the transformation processor requires a transformation definition defined via a set of transform functions that may or may not implement templates, while at the same time it ensures that both source and target documents/files are valid according to their corresponding DTDs or Schemas. The transformation can be implemented in a multidirectional manner. Users with not extensive XML or/and Java experience can use of the shelve tools to construct the transformation engines as a byproduct of utilizing intuitive tools with simple graphical user interfaces (GUIs). An example of such an application is BizTalk Mapper that belongs to BizTalk [31] 
set of tools that is a Microsoft led XML initiative
There are many other applications that allow the automation of document transformation design and implementation are that can be found either as stand alone applications or as parts of tool suites. Information about such tools can be found at the XML specific portals like xml.org, xml.com, etc.
ANSYS case of S2S implementation
When it comes to considering ANSYS as being one of the two applications that have to be used for exchanging FEM data, there are several factors to be considered regarding the existence of target and source file formats as well as means for linking to the ANSYS database.
The existence of the very powerful ANSYS Parametric Design Language (APDL) [32] , as well as the ANSYS programmable features that allow linking of custom functionality into the main executable [33] through Fortran, C, C++ source code, present a very interesting variety of approaches towards parsing and generating input and output data files. The architecture that has been implemented can be seen in the figure 4. The doted line components have not been implemented yet. Instead of describing the additional components of this architecture to justify the ANSYS specialization of our general S2S approach we will rather describe the followed strategy because it describes the motivation behind the adaptation of this approach. Figure 4 ANSYS based S2S data transformation architecture. Thus the following steps can describe the strategy followed here: 1. Authored the ANS2AGT macro in APDL. This macro can be executed after one has a working model database complete with results. It reads the database and it creates an ASCII file that contains all the FEM pertinent data (geometry information, material definition, loading specification and corresponding results). This file has the extension ".AGT" to signify that it is an ANSYS Generic Text file. Other ANSYS file formats could be used (ANF, CBD) as well. The file structure is not important as the particular selection of represented data is. This selection has been designed such as when the data in this file are read back into ANSYS while the database is originally empty, the produced database contains complete information of a bottom-up built model (from nodes and elements), that can be solved and results can be plotted in ANSYS itself. 2. Authored the AGT2ANS macro in APDL. This macro implements the inverse functionality of ANS2AGT. Namely, it reads a .AGT ANSYS Generic Text file into the ANSYS database. The main reason for creating this macro was to establish an independent validation path for the integrity of the data exported by ANS2AGT. 3. Created the ANS2FML macro in APDL. This macro allows exporting the femML file that contains the data for an existing model in the ANSYS database. 4. Considered the strategy for reading femML files into ANSYS. The obvious solution would be to write a parser based on a C++ implementation of the DOM. A second strategy would be to use a Java based parser but since this would require to call Java from C++ that would require to develop a Java wrapper of ANSYS by utilizing the Java Native Interface (JNI). A third approach could be embedding a Java parser that takes the femML DOM information and passes it to the ANSYS database custom routines available as User Programmable Features (UPFs). This approach would require a mechanism for calling java bytecode from C++ that can certainly be implemented by using the JNI as well. A fourth strategy would be to exploit an application like Mathematica that can both talk to a Java parser of femML and the C++ extensions of ANSYS via the J-Link and Math-Link interfaces. This would make Mathematica a communications arbitrator between the parser and ANSYS. A fifth strategy would be to use a Java parser that can communicate with a custom version of ansys.exe that is enhanced by custom C++ routines for defining database entities. The communication will occur over the TCP/IP layer and will be implemented through one of the object oriented communication technologies like OMG's IDL on CORBA [34] objects. This last approach is something we are seriously considering pursuing given the time and programming resources will become available. None of these approaches could be implemented fast enough to be fully functional by the time the first femML DTD was ready. 5. Finally an indirect approach was used for this purpose.
Utilized the S2S approach and initiated authoring of an XSL stylesheet template that would allow using XSLT processor transformation to transform the femML to its AGT equivalent. The AGT2ANS module could be used to load the model into the ANSYS database. 6. An alternative way was to use a proprietary product called XMLjunction [35] that allows implementing bi-directional transformations between flat files and XML documents.
THE FUTURE OF FEMML
Issues to be resolved The distance to be traveled for the development of a comprehensive femML standard is very long. Experience from other efforts has shown that on one hand no specification can end up becoming a standard if it does not have the support of industry, government, and academia. On the other hand experience has also shown that no standard is any good if it is not used by end-users in all of these sectors.
In addition to the economic and political factors the play a role in developing and adopting standards there are always technical reasons mostly associated with the derivable utility, that can make or brake a standard. The technical issues that we can foresee that will play an essential role in fem ML's adaptation and usage are the following:
Scale of Generality: Should we be thinking in extending femML to cover finite difference discretizations with all their idiosyncrasies, boundary element discretizations, hybrid discretization or even non-discrete models of continuous systems. For that matter should we be thinking of a femML or discrete model representation Markup Language (dmrML), or even a physical model behavior representation Markup Language (pmbrML)? It appears that the latter would be the most inclusive and general case. However, very ambitious goals may provide all kinds of reasons for not realizing these goals. This is an issue that a decision cannot be taken a priori before considering resources and support.
Separation between Appearance and Behavior: The current DTD implementation follows a strict FEM data file structural architecture. Information holding the geometry information of the 3D model is included along with loading, material and results specification. However, there are reasons for altering this situation. If we consider that there might be cases that the data that need to be exchanged are going to be based only on a particular subset of the original, then we have consider structuring the file in such a way that is easier to access and transfer data subsets of particular nature. The geometry model that is responsible for the appearance of the model, and the loading, material and results specifications that capture the behavior part of the model are two subsets of this type. The question at issue is under what conditions should we restructure the DTD to attach them under separate elements in order to facilitate transformation? In view of the existence of X3D and XSIL a direct mapping between their elements and the geometry elements of our DTD could be possible. The disadvantage of overextending such an approach may lead to a very verbose data file. However, since files like this are not intended to be human readable (although it actually is) but rather machine-readable. This issue will most likely be resolved from the need to integrate horizontally with other industries (i.e. entertainment industry) that may require CAx models.
Utilization/Leveraging of existing XML dialects: Particular element definitions (i.e. material definition) may already be defined from an already existing XML application (i.e. MatML). The namespace specification allows borrowing such constructs. The question is when we should be doing it when we should not. This issue can be resolved careful consideration of the semantic overlap and proximity between the intension of our application and the extension of the existing dialect's DTD.
Scene graph Structure for geometry: How much should we be aware and should we implement scene-graph internal representation architecture, that follows the lessons for other 3D representation methodologies such as Open Inventor [36] , VRML and X3D [21] . What may determine a settlement to this issue may become a mute point when efficient ways to go in and out from the scene-graph representation become available while at the same time do not require users to spend time over steep knowledge curves. However, our group believes in leveraging existing technologies and lessons learned from their usage to make decisions about our contribution to the evolution of femML.
Composition and factoring isomorphism between data of FEM model and their femML expression:
In the physical space structures can be thought as aggregates of parts and components. What allows us to synthesize a complex structure out of various parts is called composition of parts. When we decompose the aggregate structure to its parts we perform the operation of factoring. We can obviously think of both of these operations at the data representation level where femML documents can be the result of composing other ones (corresponding to part descriptions), or femML documents corresponding to part representations can be the result of factoring aggregate structures femML representations. The issue here is how much should we strive to establish and maintain a DTD/Schema architectures that preserves a on to one correspondence between the physical and data representation of the abilities to compose and decompose FEM representations.
Distribution of metadata: Should a document created as the composition of other documents that correspond to parts, components or substructures, carry the meta-data of the sources? If yes, should they also be composable or should they exist individually as a part of metadata nodes at lower levels of the DTD graph?
There are other generic issues that are applicable in the development of any XML variant and therefore valid for the case of femML as well.
The most typical of these issues is the dilemma of the choice between implementing a DTD and a Schema based strategy. There are pros and cons for both of them and for the moment we are focusing on the DTD although we have also created a schema for femML. However, we did not need to use the schema-based approach yet. The technical details of what can and cannot be done with each one of them may be of no relevance here. The proliferation of particular tools and their economic impact to the users and developers combined with the usability and learn ability of associated tools, may turn out to be the major factor in the future that will determine which one is more practical for particular applications.
Another generic issue is the historical decomposition capability. Should we be able to factor the component data representations of a femML file based in previous versions of it? Effectively this would allow for a version control mechanism that is encoded inside the file. This falls well outside the particulars of our intentions regarding femML but it may very well be a seed for a useful debate on an old issue of the application development community brought into the context of the XML document management community.
Potential evolution of the femML DTD
To address all of the above-mentioned issues except the first one (scale of generality) we have already started modifying the femML DTD structure. A potential evolution of the femML DTD may start from the architecture presented in figure 7 , where the top layers of the architecture have been captured as a UML class diagram. Effectively this allows the existence of many components with one or many separate domains in one file. The Head node at the same level is intended to capture the global metadata for this file with a substructure very similar to the one described before for the current incarnation of femML DTD. What is drastically different from the current architecture here is the fact that each component node has always only three children nodes. The ComponentHead node that contains the metadata associated with this particular component, and the Appearance and Behavior nodes. Effectively, these last two nodes manage to separate the geometry representation of the FEM data, from its behavior. This was done to ensure semantic independence between these two aspects of every discrete model of continuous structural system via FEM.
As expected the Appearance node has the usual children i.e. NodeSet and ElementSet, but it also has the OpticalMaterialSpec node. The motivation of this node is based on the need to represent 3D geometries regardless of results data. It allows visualizing the 3D geometry of a model by assigning surface texturing, optical properties of the surface (reflectivity, emissivity etc) and in general parameters mostly known to the 3D rendering industry.
The behavior of a system in the continuous mechanics context depends on two major aspects.
The first aspect relates to the intrinsic material behavior of the structure that is usually captured by the constitutive equations applicable and the constants associated with them. To capture this aspect of the component behavior the node ConstitutiveMatSpec has been proposed as a child of the Behavior node.
The second aspect relates to the fact that the observed response of the system at the nodal or elemental levels depends on the stimulus on the system that is represented by the loading conditions. One has to have the stimulus-response representation of the system in order to claim an ability to represent behavior. For this reason BehaviorCase node has been introduced as another child of the Behavior node. Because the response of the system is specific to its stimulus and because we may have to deal with multiple cases of stimulusresponse pairs this node can be repeated in the file.
To represent the stimulus for each one of the behavior cases we introduced the InputStimulus node that contains the loading and boundary conditions, and the OutputResponse node that contains the corresponding results from the FEM analysis. They are both children of the BehaviorCase node.
There is room for a lot o refinement and restructuring of these ideas and we hope that the interaction from the FEM community will help towards this end.
PROPOSED LONG TERM APPROACH AND CONCLUDING REMARKS
We feel that the in addition to the efforts on the custom development of femML by our group, a much more inclusive and robust effort would be to follow the approach similar to that used for developing MatML. The strategy of this approach has the following activities:
• Form, maintain and expand a working group with members from Academia, Industry, Government, Professional societies and Standards Organizations • Identify issues to be resolved and their priority 
