Applying Agile Methodologies in Planning and Managing of Software Development by Calábek, Jakub
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA PODNIKATELSKÁ
ÚSTAV INFORMATIKY
FACULTY OF BUSINESS AND MANAGEMENT
INSTITUTE OF INFORMATICS
APLIKACE AGILNÍCH METODIK V PLÁNOVÁNÍ A
ŘÍZENÍ VÝVOJE SOFTWARE
APPLYING AGILE METHODOLOGIES IN PLANNING AND MANAGING OF SOFTWARE
DEVELOPMENT
BAKALÁŘSKÁ PRÁCE
BACHELOR'S THESIS
AUTOR PRÁCE JAKUB CALÁBEK
AUTHOR
VEDOUCÍ PRÁCE Ing. RADEK DOSKOČIL, Ph.D.
SUPERVISOR
BRNO 2014
Vysoké učení technické v Brně Akademický rok: 2013/2014
Fakulta podnikatelská Ústav informatiky
ZADÁNÍ BAKALÁŘSKÉ PRÁCE
Calábek Jakub
Manažerská informatika (6209R021) 
Ředitel ústavu Vám v souladu se zákonem č.111/1998 o vysokých školách, Studijním a
zkušebním řádem VUT v Brně a Směrnicí děkana pro realizaci bakalářských a magisterských
studijních programů zadává bakalářskou práci s názvem:
Aplikace agilních metodik v plánování a řízení vývoje software
v anglickém jazyce:
Applying Agile Methodologies in Planning and Managing of Software Development
Pokyny pro vypracování:
Úvod
Cíle práce, metody a postupy zpracování
Teoretická východiska práce
Analýza současného stavu
Vlastní návrhy řešení, přínos návrhů řešení
Závěr 
Seznam použité literatury
Přílohy
Podle § 60 zákona č. 121/2000 Sb. (autorský zákon) v platném znění, je tato práce "Školním dílem". Využití této
práce se řídí právním režimem autorského zákona. Citace povoluje Fakulta podnikatelská Vysokého učení
technického v Brně.
Seznam odborné literatury:
DOLEŽAL‚ J.‚ P. MÁCHAL a B. LACKO‚ 2012. Projektový management podle IPMA. 2.
Praha: Grada Publishing. ISBN 978-80-247-4275-5.
MURCH‚ R.‚ 2001. Project Management: Best Practices for IT Professionals. 2. Upper Saddle
River: Prentice Hall. ISBN 0-13-021914-2.
PHAM‚ A.‚ 2011. Scrum in Action: Agile Software Project Management and Development.
Boston: Course Technology PTR. 1-4354-5913-X.
RUBIN‚ K.‚ 2012. Essential Scrum: A Practical Guide to the Most Popular Agile Process..
Michigan: Addison-Wesley Professional. ISBN 0-13-704329-5.
SCHWALBE, K. Řízení projektů v IT. 1. vyd. Brno: Computer Press, 2011. ISBN
978-80-251-2882-4.
Vedoucí bakalářské práce: Ing. Radek Doskočil, Ph.D.
Termín odevzdání bakalářské práce je stanoven časovým plánem akademického roku 2013/2014.
L.S.
_______________________________ _______________________________
doc. RNDr. Bedřich Půža, CSc. doc. Ing. et Ing. Stanislav Škapa, Ph.D.
Ředitel ústavu Děkan fakulty
V Brně, dne 27.05.2014
Abstrakt 
Tato   bakalářská   práce   se   zabývá   problematikou   plánování   v reálném   prostředí   firmy  
zabývající  se  vývojem  software  působící  v Brně.  Práce  se  sestává  ze  tří  částí.  První  část  
zahrnuje  teoretická  východiska,  ve  druhé  části  se  zaměřuje  na  analýzu  současného  stavu  
plánování  a  ve  třetí  části  podává  návrhy  na  zlepšení  stávající  situace  v oblasti  plánování. 
Abstract 
The   presented   bachelor’s   thesis analyzes challenges of planning in the realistic 
environment of software development company operating in Brno. This thesis consists 
of three parts. First part contains theoretical foundations. Second part is analyzing the 
current state of planning and the third part is proposing improvements of the current 
state.  
Klíčová  slova 
Plánování,   metodiky   vývoje,   agilní   metodiky   vývoje,   SCRUM,   projektový  
management, IPMA 
Keywords 
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ÚVOD 
Agilní  metodiky  v dnešní  době  nabývají   na   stále  větším  významu.  Zejména  v odvětví  
vývoje   software   můžeme   sledovat   odklon   od   standardních   vývojových   metod,   které  
povětšinou   již   nevyhovují   moderním   požadavkům   na   systémy   a   velmi   častého  
začleňování  změn  v průběhu  realizace  části  projektu.  Dynamika  vývoje  software  je  další  
z razantně  se  vyvíjejících  oblastí,  kde  je  jasně  viditelná  snaha  být  v rámci  plánování  co  
nejvíce   připraven   změnám   trhu. Čas,   který   není   využit   pro   samotný   akt   plánování   je  
tudíž  možno   investovat  do  samotného  vývoje  nového  produktu,  popřípadě   rozšiřování  
použitelnosti  produktu  stávajícího. 
Tato   práce   se   zabývá   analýzou   současného   stavu   využití   agilních   metodiky   v rámci  
projektu,   který   je   realizován   formou   outsourcingu   brněnskou   firmou.   Tato   firma   se  
věnuje  vývoji  software  již  více  než  18  let.  Agilní  metodikou,  kterou  je  projektové  řízení 
realizováno   je   Srum. Důležitý   prostor   je   věnován   také   přizpůsobení   vlastní   vývojové  
metodiky  pro  potřeby  outsourcingu.  
V práci   je   analyzován   celý   pracovní   rámec,   které   projekt   v současné   době   realizován.  
Jde  tedy  o  samotný  akt  plánování  pracovních  částí  produktu,  realizace  vývoje  této  části  
obecně  označována  jako  minimální  produkt.  Dále  se  práce  zabývá  také  zpětnou  vazbou,  
které   tým   podává   o   průběhu   plánování,   samotném   vývoji   a   chodu   projektu. Projekt, 
kterého  se  práce  týká,  je  pacientský  portál,  který  je provozován  americkou  společností  a  
v současné  době  působí  jako  přední  hráč  na  trhu,  v současné  době  je  využívám  již  více  
než  9  miliony  převážné  amerických  pacientů. 
Dále   je   zejména   v analytické   části   kladen   důraz   na   vymezení   všech   potenciálně  
problematických  míst.  Pro  tato  místa  jsou  následně  vypracovány  návrhy  na  jejich  řešení  
popřípadě   co   největší   eliminaci. Prostor   je   také   věnován   úpravám   řízení   a   plánování  
společnosti,   které   ne   zcela   zapadají   do   rámce   agilních   metodik   respektive   Scrumu.  
Markantně  však  samotnou  realizaci  plánování  pomocí  Scrumu  ovlivňují. 
Agilní  metodiky  můžeme  považovat  za  moderní  trend  odklonu  od  klasického  plánování.  
Je  však  třeba  mít  na  paměti,  že  projektové  řízení  pomocí agilních  metodiky, konktrétně  
pak   Scrum   zastává   plánovací   funkci   spíše   na   nižší   úrovni   plánování   realizovaného  
společností.   Účelem   Scrumu   pak   není   celkový   odklon   od   klasických   plánovacích  
12 
 
metodik.  Naopak  tyto  klasické  metodiky  jsou  stále  stejně  důležité,  zastávají  však  svou  
roli  zejména  na  vyšší  úrovních,  hlavně pak co se  týká  strategického  plánování.  Z tohoto 
důvodu   je   v této   práce   prostor   věnován   také klasickým   plánovacím   metodikám   a  
vysvětlení   jejich   důležitost.   Agilní   metodiky   navíc   také   využívají a   rozšiřují některé  
společné  kameny  projektového  plánování. 
Výsledek   této   práce   bude   pro   společnost   přestavovat   rozšíření   a   přizpůsobení  
současného  pracovního  rámce.  Bude  také  moci  sloužit  jako  náhrada  současného  řešení  a  
navíc  bude  obsahovat  cílené  úpravy  pro  zajištění  kvalitnějšího  výstupu  celé  iniciativy  – 
tedy produktu  dostupného  pro  zákazníka. 
  
13 
 
1 CÍLE  PRÁCE,  METODY  A  POSTUPY  ZPRACOVÁNÍ 
Hlavním   cílem   této   práce   je   návrh  kompletního   pracovního   rámce   za   použití   agilních  
metodiky   řízení   a   vývoje   software   ve   vybrané   společnosti.   K naplnění   hlavního   cíle  
dojde v případě  splnění  dílčích  cílů,  které  je  skládají  z analýzy  teoretických  východisek.  
Dalším  krokem  je  analýza  současného  stavu  řízení  a  využití  agilních  metodik  s důrazem  
na   identifikaci   problémových   součástí   metodiky.   Posledním   krokem   je   pak   samotný  
návrh   změn   současného   pracovního   rámce, se   zaměřením   na   eliminaci   potenciálně  
problematických  procesů.  
Mezi   dílčí   cíle   pracovního   rámce   bude   patřit   vymezení   samotného   rámce.   Ten   bude  
zahrnovat   počet   iterací   v rámci   jednoho   vývojového   cyklu   a   další   obecné   vlastnosti  
Scrumu. Dalším   cílem   pak   bude   definice   všech   potřebných   Scrum   aktivit.   Půjde   o  
dvoustupňové   plánování,   dále   provádění a   kontrolu   během   vývojové   části metodiky. 
Posledním  krokem  je  pak  návrh  retrospektivních  aktivit  zaměřených  na  tvz.  „continues  
improvement“.   Budování   pověsti   o   agilních   metodikách   v rámci   vývojového   týmu.  
Tento  cíl  bude  naplněn  přednáškami,  které  se  budou  agilními  metodikami  a  konkrétně  
metodikou  Scrum  zabývat.  
Při tvorbě pracovního   rámce, bude   pro   potřeby   analýzy   využito   obecných   metodik  
projektového   řízení,   důraz   však   bude   kladen   na   metodiky   agilní.   Syntézou   ale   také  
osobní   participací   v rámci   projektového   týmu budou následně   určena problematická  
místa  současného  pracovního  rámce  a  přidružených  procesů. 
Důraz  bude  kladen  také  na  provedení  úprav  pracovního  rámce,  které  budou  reflektovat  
jeho  využití  dislokovanými  týmy  – obecně  bude  kladen  důraz  na  použitelnost v případě  
využití   outsourcingu.   Jedním   z cílů   bude   také   hodnocení   současného   stylu organizace 
projektu a   navrhnutí   případných   změn. Tyto   změny pak neposlední   řadě   povedou   ke  
zvýšení  kvality  vyvíjeného  software  – produktu. 
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2 TEORETICKÁ  VÝCHODISKA  PRÁCE 
V této  části   se  zaměřím  na  nutná   teoretická  východiska,  která  následně  budou  použita 
v rámci  celé  práce.  Půjde  zejména  o  tématiku  plánování  a  strategického  řízení. 
2.1 Plánování  projektu 
Plánování  můžeme  označit  za   jednu  ze  základních   funkcí  managementu.  V  rámci   této  
činnosti   dochází   k   vytváření   dokumentu   – označujeme   jej   jako   plán.   Cílem   tohoto  
procesu  je  dosažení  optimálního  průniku  potřeb  a  požadavků  se  zdroji,  které  jsou  nám  
poskytnuty (WEBFINANCE©2013‚  2013).  
2.2 Definice  cíle  projektu 
Cíl   projektu   můžeme   označit   jako   předem   jasně   vytyčené   a   odsouhlasené   koncové  
výsledky.  Důležitou   částí   je   také   definice   průběžným   cílů,   realizovaných   v   celé   době  
projektu,  které  pak  slouží   jako   jedno  z  kritérií  zvažované  při  kontrole  projektu.  Nutno  
poznamenat,   že   cíl   projektu   musí   být   stanoven   skupinou   specifických   a   měřitelných  
podmínek.   Obecně   jej   tedy   můžeme   považovat   za   skupinu   cílových   podmínek   a  
parametrů (DOLEŽAL  et.  al.‚  2012,  s.  92). 
2.3 Definice  kritérií 
Definice   kritérií   je   nejzásadnější   a   nejdůležitější   část   při plánování   projektu,   vytváří  
totiž   jednoduchou  bariéru,  podle  které   jednoduše  víme,   zda  projekt  pokračuje   tak,   jak  
požadujeme.   Dále   jej   využíváme   k   jednoduchému   posouzení   kvality   projektu.   Pokud  
splňujeme   všechna   předsevzatá   kritéria,   víme,   že   se   vývoj   projektu   pohybuje   tím  
správným   směrem.   Kritéria   můžeme   dělit   do   dvou   skupin   a   to   kritéria   úspěšnosti   a  
kritéria  neúspěšnosti (DOLEŽAL  et.  al.‚  2012,  s.  49). 
Mezi  typické  představitele  kritérií  úspěšnosti  můžeme  zařadit  například: 
• Funkčnost  projektu 
• Splnění  podmínek  zákazníka 
• Uspokojení  podmínek  všech  zainteresovaných stran 
Naopak  kritéria  neúspěšnosti  pak: 
• Překročení  termínů 
• Nedodržení  plánované  kvality 
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2.4 Rizika  spojená  s  projektem 
V  souladu  s  dnešním  chápáním  řízení  rizik  se  často  setkáváme  s  označením  rizika  jako  
potenciální  negativní  události  (ohrožení).  Naopak  pod pojmem  příležitost,  pak  můžeme  
vidět   potenciálně   pozitivní   událost,   které   může   ovlivnit   průběh   našeho   projektu 
(DOLEŽAL  et.  al.‚  2012,  s.  38-42). 
Přínosem  pro  celé  řízení  projektu  je  pak  definice  standardního  procesu  pří  řízení  rizika: 
• Identifikace rizika 
• Analýza  rizika 
• Ošetření  rizika 
• Monitorování 
Obecně   se   tedy   snažíme   o   včasné   zachycení   všech   potenciálních   rizik,   kde   je  
standardním  postupem  zvažování  všech  těchto  rizik.  Pokud  dojdeme  k  názoru,  že  je  toto  
riziko opodstatněné,   dochází   k   sumarizaci   procesů,   které  mají   zabránit   vzniku   tohoto  
rizika   a   k   neustálému   vyhodnocování   situace   včetně   adekvátní   zpětné   vazby 
(DOLEŽAL  et.  al.‚  2012,  s.  45). 
2.5 Organizace projektu 
Organizací  projektu  rozumíme  seskupení  lidí,  kteří  se  svou  činností  podílejí  na  průběhu  
projektu.   Navíc   jde   také   o   rozdělení   pravomocí   jednotlivým   členům,   stejně   tak   jako  
určení  řadových  a  řídících  členů.  I  v  rámci  tvoření  organizační  struktury  tvoříme  jakési  
procesy (DOLEŽAL  et.  al.‚  2012,  s.  199).  
Mezi  ty  hlavní  pak  můžeme  jmenovat: 
• Alokace  lidských  zdrojů  nutných  pro  projekt 
• Definice  rolí,  odpovědností  a  úrovní  pravomocí 
• Snaha  o  neustále  zlepšování  procesů  a  organizační  struktury 
• Dokumentaci získaných informací  v  rámci  retrospektiv 
Velmi  důležité   je   také   jasné  vymezení  projektu   a  projektová  organizace  od  nadřazené  
organizace.   Tento   velmi   často   opomíjený   problém   si   můžeme   představit   jako   velké  
množství  projektů,  které  zaštiťuje  firma,  ve  které jsou  projekty  realizovány.  Často  totiž  
dochází   k   překrývání   pravomocí   a   rolí   vůči   projektu   a   organizací   kde   je   projekt  
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realizován,   tento  fakt  však  velmi  často  způsobuje  zejména  poddimenzování  zdrojů  pro  
projekt   a   jeho   hlavním   důsledkem   se   stává   odliv   zdrojů   k jinému   projetu.   Tomuto  
problému  se  dá  poměrně  jednoduše  zabránit  důslednou  alokací  zdrojů  a  určením  priorit 
(DOLEŽAL  et.  al.‚  2012,  s.  199-201). 
2.6 Strategie 
Na   strategii   můžeme   nahlížet   z   více   různých   pohledů.   Tradiční   pohled   můžeme  
zjednodušeně  formulovat   jako  souhrn  cílů  a  průběh   jednotlivých  činností  a  procesů.  Z  
hlediska   moderních   pak   na   strategii   nahlížíme   spíše   jako   na   připravenost   do  
budoucnosti.   Stále   sice   definujeme   dlouhodobé   cíle   a   průběhy   jednotlivých   činností,  
zaměřujeme   se   však   také   na   případně   negativní   vlastnosti,   jako   je   ovlivnění   trhem,  
změny  dostupných  zdrojů  a  ovlivnění,  které  by  změna  zdrojů  měla  na  výsledný  projekt.  
Je  zde  tedy  kladen  větší  důraz  na  dynamiku celého  projektu  a  nutnost  být  na  tuto změnu  
připraven (SRPOVÁ  et.  al.‚  2011,  s.  115). 
2.6.1 Strategické  řízení 
Strategické   řízení   můžeme   zjednodušeně   uvést   jako   pomyslnou   trajektorii,   po   které  
postupujeme  směrem  k našim  předem  stanoveným  cílům (MALLYA‚  2007,  s.  17). Na 
tomto  místě  je  třeba  podotknout,  že  v rámci  projektů,  které  jsou  cíleny  na  delší  časový  
horizont,   velmi   často  dochází  ke   změnám  našich   cílů.  V tomto  případě  však  dojde  ke  
změně  cílů,  stále  se  pohybujeme  po  pomyslné  trajektorii,  pozměnil  se  pouze  náš  cíl. 
2.6.2 Strategické  myšlení 
Je jedena z nejdůležitějších   podmínek   pro   kterýkoliv   podnik,   obecně   je   považována  
jako  součást  podnikové  koncepce.  Obecně  vzato  se   toto  myšlení  snaží  v ne  malé  míře  
nahradit   chování   člověka,   i   v dnešní   době   však   docházíme   ke   střetům,   kde   lidské  
myšlení   nejde   nahradit   žádným   procesem. Můžeme   ho   tedy   označit   jako   jakýsi  
podpůrný  prostředek,  který   firma  může  využít  během  realizace  projektu,  nejde  však  o  
nahrazení  lidského  faktoru (MALLYA‚  2007,  s.  18).  
Mezi  hlavní  faktory,  kvůli  kterým  je  jeho  použitelnost  omezená  můžeme  uvést: 
• Tvůrčí  schopnosti  člověka 
• Nevypočitatelnost  lidských  emocí 
• Velmi  rychlé  zastarávání  strategií,  zejména  v moderní,  dynamické  době 
17 
 
2.7 Životní  cyklus projektu 
Můžeme  jej  rozdělit  na  jednotlivé  části,  které  po  sobě  během  procesu  projektu  následují.  
Jde   tedy   o   tematické   rámce,   v nichž dochází   k realizaci projektu. Vzhledem ke 
komplexnosti  projektů,  může  být  těchto  rámců  velké  množství (LESTER‚  2007). 
Pokud   se   zaměříme   na   životní   cyklus   projektu,   tak   nejprostší   rozdělení   můžeme  
definovat  jak  předprojektovou  část,  na  tuto  část  přímo  navazuje  část  návrhová,  dále  fáze  
zahájení   projektu,   samotná   realizace   projektu   a   poslední   logickou   částí   je   ukončení  
projektu. (KADLEC‚  2003).  
V případě  použití  podrobnějšího  popisu  životního  cyklu  projektu  pak  dojdeme  k tomu, 
že   jsou   některé   obecně   definované   částí   rozloženy   na   více   skupin,   které   podrobněji  
popisují  skutečný  stav  projektu.  Půjde  o  rozdělení  podle  Alberta  Lestera,  které  vychází  
z BS 6079 (LESTER‚  2007). 
• Koncept – základní  představy,  případová  studie,  předpoklady  na  požadavky 
• Proveditelnost – technické,  finanční  a  obchodní  studie proveditelnosti 
• Vyhodnocení – určování  rizik,  žádosti  o  finanční  prostředky 
• Autorizace – schválení,  podmínky,  povolení,  strategie  projektu 
• Implementace – jde  o  samotnou  realizaci  projektu,  vývoj,  kompletace 
• Kompletace – výkonnostní  testy,  předání  zákazníkovi,  hodnocení 
• Působení – období  příjmů  generovaných  projektem 
• Ukončení – uzavření,  likvidace,  vyřazení  z provozu 
Důležitou  funkcí,  kterou  tyto  fáze  poskytují,  jsou  tzv.  milníky. Po  ukončení  každé  jedné  
části,   může   dojít   k vyhodnocování   celého   projektu   z mnoha hledisek. V rámci   tohoto  
vyhodnocování   může   subjekt   realizující   projekt   dojít   k závěru,   že   pro   něj   projekt   po  
podrobnějším   zvážení   již   není   zajímavý,   nebo   bude   třeba   investovat   více   času   do  
zvážení  projektu  z různých  hledisek,  zejména  pak  výhodnosti. Je  také  třeba  podotknout,  
že   jednotlivé   fáze   od   sebe   nejsou   striktně   odděleny,   ale   velmi   často   se   v průběhu  
realizace  projektu  prolínají (LESTER‚  2007).  
Můžeme  si  také  povšimnout,  že  fáze  jsou  velmi  často  specifické  pro  určitý  obor.  Stejně  
tak,   jako   při   technické   analýze   je   tato   část   svěřena   odborníkům   vzdělaným   v tomto 
oboru   oproti   finančním   plánům,   za   které   lépe   zodpovídají   lidé   zabývající   se   touto  
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problematikou. Tento model je aplikován   i   na   samotné   řízení   projektu.  Kdy  může   za  
určitou  část   zodpovídat   řídící   pracovník,   který   se v problematice   angažuje (LESTER‚  
2007). 
2.8 Životního  cyklus projektu  vývoje  software
Ačkoliv   vychází   životní   cyklus   vývoje   software   z životního   cyklu   projektů   obecně,  
uplatňují  se  při  vývoji  jistá  specifika,  která  nejsou  u  obecným  projektů  natolik  důležitá,  
tedy  se  jim  neklade  takovou  důležitost (MURCH‚  2001). Dále  si  hlouběji  popíšeme  tři 
způsoby   životního   cyklu   projektu   vývoje   software. Nejdříve   bude   popsán   postup  
standardní,  jelikož  i  nestandardní  postup  vycházejí  z jeho  částí.   
2.9 Stakeholder 
Jde   o   téměř   jakoukoliv   osobu   nebo   organizaci,   která  má   zájem   na   projektu.   V rámci  
pohledu   na   projekt   jsou   tyto   osoby   velmi   důležité,   svým   jednání   totiž  mohou projekt 
přímo  ovlivňovat.  Toto  ovlivňování  vychází  zejména  z jejich  vlastních  zájmů,  které  se  
snaží  realizovat.  Tyto  zainteresované  osoby  můžeme  rozdělit na  dva  druhy  a  to  přímé  a  
nepřímé  stakeholdery.  Jako  přímě  stakeholdery  pak  označujeme  osoby  nebo  organizace, 
které  se  účastní  projektu,  nebo  některé  jeho  části  – manažery,  členy  projektového  týmu,  
zákazníky,   sponzory   projektu.  Nepřímí   stakeholdeři   jsou   pak   osoby   nebo   organizace,  
avšak   v rámci   projektu   se   přímo  nezapojují   – zaměstnanci   firmy,   kteří   se   na projektu 
nepodílí   svou  činností,   rodiny  členů  projektového   týmu,  vyšší  manažeři.  Stakeholdery  
můžeme   dělit   také   na   pozitivní   (podporují   cíle   projektu)   a   negativní   (projekt  
nepodporují  a  nepřejí  si  jeho  úspěch.) (LESTER‚  2007). 
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2.10 Standardní  pohled
Životní  cyklus  je  tedy  složen  z v  zásadě  podobných částí  – plánování  projektu,  analýza,  
návrh,   realizace,   testování,   působení.   Navíc   se   však přidává   fáze,   které   specifičtější  
právě  z hlediska  vývoje  software,  jedná  se o  fáze (MURCH‚  2001): 
• Plánování  a  příprava  na  testování
• Zkušební  vývoj
• Plánování  implementace
Opět   je   na   místě   zdůraznit,   že   ačkoliv   jsou   hranice   těchto   fází   exaktně   vymezeny,  
v průběhu   realizace můžeme   hovořit   o   prolínání   místo   striktního   ukončení   předchozí  
fáze   a   vstupu   do   fáze   další. Hlavní   smyslem   definování   životního   cyklu   projektu  
zahrnující   vývoj   software   je   zejména   snížení   nákladů   na   vývoj   projektu,   toho   je  
docíleno   zejména   minimalizací   nákladů   na   údržbu   a   opětovné   (znovu   se   opakující)  
práce.  Snaha  o  definování  standardizovaných  procesů  a  to  zejména  pro  činnost,  která  se  
v rámci   životního   cyklu   opakuje,   popřípadě   je   společná   pro   více   projektů.   Zvyšování  
kvality  vyvíjeného  softwaru  pomocí  kvalitních  řešení.  Poskytování  opory  projektovým  
manažerům  a   to   z hlediska   alokace   členů  do   tymů   či   řízení   partnerů   nebo  dodavatelů 
(MURCH‚  2001). 
2.10.1 Fáze  plánování
Hlavním   účelem   této   fáze   z pohledu   vývoje   software,   je   především   identifikace  
potřebných   informačních   technologií,   které   vyplývají   z obchodních   cílů.   Cílem   je  
zejména  definování  specifik  projektu  a  konstrukce  tzv.  akčního  plánu.  Výstup  této  fáze  
pak   je  určení  potenciálních  vývojových  přístupů,  výhod  a   rozumně   stanovené  odhady  
včetně  konceptu  návrhu (MURCH‚  2001).  
Je   také   třeba   zdůraznit,   že   i   v rámci   samotné   fáze   plánování   dochází   vlivem   času   a  
dostupných  znalostí  k jistému  vývoji. Ten můžeme  označit  jako  životní  cyklus  samotné  
fáze   plánování.   Za   upozornění   stojí   zejména   z důvodu,   že   v téměř každém   projektu  
dochází   ke   změnám,   na   které  musí   byt   osoby   a   organizace   zainteresované   v projektu 
připraveny.  Důležitý   je  proces,  pomocí  kterého  můžeme  tyto  změny  aplikovat  v rámci  
plánovací   fáze   – jde především o   změnu  požadavků,   které   se  mění.  Tyto   změny jsou 
způsobeny   právě   zmíněným   vyjasňováním požadavků   a   konstrukcí   rámce   projektu. 
Můžeme   si   tedy   povšimnout,   že   iterativnost   vývoje   software   zde   proniká   již   z kraje 
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realizace projektu. S jistou  nadsázkou  můžeme  tvrdit,  že  důležitější  než  samotný  plán,  je 
komunikace   se   zainteresovanými   stranami   a  budování  procesu,  který   tuto  komunikaci  
usnadní (MURCH‚  2001). 
Hlavní  a  klíčové  myšlenky  plánovací  fáze  pak  můžeme  shrnout  do  těchto  sedmi  kroků:
• Ačkoliv   plánování   vychází   z obecné   definice,   je   při   plánování   vývoje
software  třeba  použít  procesů  a  metodik,  určených  právě  k vývoji  software
• V rámci  plánování   je  třeba  počítat  se  vzájemným  ovlivňováním  na  projektu
zainteresovaných   skupin   – komunikace  mezi  managementem   a   vývojovým
týmem
• Plánování  je  nepřetržité  vyjednávání  mezi  zákazníkem  a  prodávajícím
• Musíme  počítat  s možností  změny
• V průběhu   plánování   musíme   odhadnout   míru   možného   rizika   z důvodu
správné   alokace   osob   na   projektu   – členové   vývojového   týmu,   vývojový   a
produktový  management
• Plánování  je  nutné  pro  každý  projekt,  bez  ohledu  na  velikost,  jeho  výstupem
je  dokument,  který  nám  je  oporou.
Je   nutné   zdůraznit,   že   tento   výčet   není   konečný   a   obsahuje   pouze   ty   nejdůležitější  
náležitosti,  na  které  je  v rámci  plánování  nutné  pamatovat (SIEGEL  et.  al.‚  2000). 
Stejně  jako  se  životní  cyklus  vývoje  software  skládá  z několika  částí,  můžeme  tyto  části  
identifikovat v samotné   fází   plánování.  Fáze  plánování   je   započata   aktivitou   zahájení  
projektu a   jeho   organizací. Klíčovým  výstupem   této   aktivity   je   získání   souhlasu   pro  
vykonání  tohoto  projektu  (byť  jen  zahájení  přípravného  stádia,  stále  se  totiž  nacházíme  
ve   fázi   plánování)   a  prvotnímu  odhadování  potenciální   náročnosti   projektu   z několika 
hledisek – časové,  finanční.  Po  ukončení  této  zahajovací  aktivy  přichází  na  řadu  aktivita  
definování   projektu a plánování,   která   zastává   úlohu   zpřesňování   odhadů   a  
předpokladů   konceptuálního   řešení   projektu.   Kontrolní   aktivita se   prolíná   a   opakuje  
mezi   všemi   ostatními,   v rámci   odlišnosti   každého   projektu   můžeme   kontrolou a
posuzováním obecně  procesy  lépe  nastavit  konkrétnímu  projektu. Další  kritické  místo  
je  snaha  o  co  nejdokonalejší  pochopení  obchodních  cílů projektu. Jedná  se o aktivitu, 
která   se   snaží   vymezit   co   nejpřesnější   využití   projektu,   namísto   slepého   sledování  
plánu,   jinými   slovy   jde   o   co   nejdokonalejší   uvědomění   projektu   a   jeho   využití   po  
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dokončení.  Definice  hardwarového  a  softwarového prostředí,  ve  kterém  „na  kterém“  
bude   projekt   realizován.   Aktivita   vývoje   konceptu   architektury,   na   základě  
v předchozích   aktivitách   získaných   dat   dochází   k projektování   možného   designu  
projektu. Nutné  je  splnění  aktivit,  které  tomuto  nástinu  designu  předcházejí,  fungují  zde  
totiž  jako  vstupy  informací. V rámci  toho  vývoje  dochází  také  k produkci alternativních  
řešení,  nutné  je  tedy  posouzení  vhodnosti  navrhnutého  řešení a  následný  výběr  toho  
nejvhodnějšího.  Velmi  často  této  aktivitě  následuje  analýza  dopadu  projektu. Hlavním  
úkolem  této  analýzy  je  sumarizace  nákladů  a  výhod  tohoto  řešení. Na  řadu  také  přichází  
stanovení  rizik  – management  se  velmi  často  rozhoduje  právě  na  základě  této  aktivity,  
zda s projektem   pokračovat.   Dokončení   plánů pro   hlubší   analýzu   a   propracování  
konceptu  a  designu  projektu,  dochází  také  dalšímu  zpřesnění  odhadů  nákladů  a  časové  
náročnosti.  Prvotní  fáze  projektu  je  touto  aktivitou  de-facto  ukončena  a  projekt  přechází  
do  další  fáze (MURCH‚  2001).  
2.10.2 Fáze  analýzy  a  designu 
Analytická   část   této   práce   se   zabývá   především   definicí   požadavků,   vlastní   způsob 
řešení   však   v tuto   chvíli   řešen   není.  S jistou   nadsázkou   také  můžeme   říci,   že   se   snaží  
hlouběji   podchytit   jistou   situaci,   kterou   chce   zákazník   projektem   vyřešit.   Výstupem  
analytické  části  je  dokument,  ve  kterém  jsou  specifikovány  všechny  požadavky  na  daný  
systém.  Cílem   je   specifikace  požadavků   tak,   jak   jsou   interpretovány zákazníkem,   tato  
fáze   tedy   působí   jako   fáze   vyjasňování   požadavků. Fáze   analýzy   projektu může   být  
označena   jako   „Co“,   snaží   se   nám   podat   realistický   pohled   na   to   co   je   výstupem  
projektu (RONALD‚  1998). 
Dokument  požadavků 
Jak   již   bylo   zmíněno,   jde   o   dokument,   který   zachycuje   požadavky   zákazníka   na  
požadovaný  projekt,   zahrnuje  nejen   typické   scénáře  použití,   ale   také   scénáře  ne   zcela  
typické.  Může  být  zhotoven  v různých  provedení  jako  formální  jazyk,  často  však  bývá  
sepsán   v klasické   psané   podobě   např.   anglického   jazyka. Ačkoliv   se   nezabývá  
architektonickými  ani  implementačními  souvislostmi na  nejnižší  úrovni,  zabývá  se  však  
problémy   a   kritérii   na   nejvyšší   úrovni, například   požadavky   zákazníka   a   kritérii  
úspěšnosti   projektu.   Je   třeba   podotknout,   že   hranice  mezi   nízko   a   vysokoúrovňovými  
souvislostmi  je  velmi  často  nejasná.  Ačkoliv  z popisu  vyplývá,  že  dokument  požadavků  
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se   nezabývá   specifickými   detaily   technické   realizace,  může   dojít   k situaci kdy je tyto 
požadavky  v dokumentaci nutno podchytit – je   nutné   být   k těmto   situacím  obezřetný,  
nesmí   se   stát   pravidlem,   jde   jen   o   zcela   výjimečné   případy. Tento dokument je 
povětšinou  vyvíjen  analytickým  týmem (RONALD‚  1998). 
Dokument  požadavků  můžeme  také  rozdělit  na  jeho  pod  části,  jsou  to  modely:
• Datové  – hlavním  cíle  je  specifikace  uložení  a  uchování  informace  v systému
• Událostní  – popisuje  chování  systému  z externího  pohledu
• Procesů  – popisuje chování  systému  z interního
Tyto modely   jsou   zpracovávány   zároveň,   jejich   vyústění je   obsaženo   v dokumentu 
požadavků (MURCH‚  2001).  
Dokument   požadavků   se   také   zabývá   požadavky   kvality   vyvíjeného   systému   a   to  
zejména  z pohledu výkonnosti,  spolehlivosti,  použitelnosti  a  přizpůsobitelnosti.  Upouští  
se   od   laxních   popisů   realizovaných   v první   fázi   a   dochází   k určení   měřitelných  
požadavků   – metrik,   ty   jsou   následně   využity   během   vyhodnocení,   zda   byly   cíle  
splněny. Roztřízení   těchto   požadavků   pomůže   také   k odhalení   požadavků,   které   se  
vzájemně   ovlivňují   nebo   i   vylučují.   Důležité   je   také   zvážení   splnitelnosti   podmínek  
zejména   vůči   stanoveným   odhadům   na   projekt   vytvořeným   během   fáze   plánování.  
Důkladná   analýza   a   porozumění   požadavků   je   klíčové   při   přechodu   do   fáze   designu  
aplikace.  Je  nápomocná  designerům,  kteří  ji  využijí  pro  návrh (MURCH‚  2001). 
Pro  sestavení  této  dokumentace  se  používá  celá  řada  technik: 
• Řízené   diskuze   – jde   o   debatu   mezi   koncovými   zákazníky a   týmem
pracujícím  na  analýze  projektu
• Pohovory  mezi  čtyřma  očima
V rámci  požadavků  na  projekt  však  může  být  použita  celé  řada  potenciálních  možností  
vyjasňování  požadavků  na  projektu (MURCH‚  2001).  
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Zainteresované  osoby – při  realizaci Dokumentu  požadavků  a  obecně  v průběhu  fáze  
analýzy   a   designu   se   do   projektu   zapojují   další   osoby,   jde   o   specialisty,   kteří   se  
důkladněji  zabývají  jednotlivými částmi projektu,  mluvíme  o (MURCH‚  2001): 
• Datových  analyticích  – analýza  uložení  dat  v systému  a  jejich  zpracování 
• Odborník  na  uživatelské  prostředí  – záruka  použitelnosti  návrhu 
• Specialisté  na  danou  problematiky  úzce  související  s daným  projektem 
• Testeři  – osoba  zodpovědná  za  testování  prototypu 
• Odborníci  na  lidské  faktory  – například  při  analýze  použitelnosti  řešení 
Hlavním   cílem   designové   fáze   je   vytvoření   architektury   systému.   V   designové   fázi  
dochází   k využití   dokumentu   požadavků.   V této   části   dochází   k objevování  
technologických  a  konceptuálních  problémů,  důležité  je  však  vymezení  přesunutí  těchto  
debat   právě   do   této   části   z důvodu   rozdělení   logických   struktur   realizace   projektu.  
Výstupem   této   části   je   pak   samotný   návrh   architektury,   tento   dokument   je   následně  
využit   při   samotné   implementaci   projektu. Bývá   označována   jako   fáze   „Jak“ 
(RONALD‚  1998). 
Výsledný   dokument   popisující   architekturu   se   zaměřuje   na   výběr   programovacího  
jazyka,   ve   kterém   bude   aplikace   realizována   a   běhové   prostředí,   aplikační   prostředí,  
nároky  na  velikost  paměti,  platformu  na  které  bude  aplikace   fungovat,   strukturu  dat   – 
jinými  slovy  jde  zejména  o  technické  náležitosti,  které  jsou  potřebné  pro  tým  vývojářů  
pracujících  na  projektu. Tým  zabývající  se  architektonickým  návrhem  pracuje  primárně  
s dokumentem   požadavků,   je   tedy   důležité,   aby   byla   předchozí   dokumentace  
zpracována  kvalitně,  neboť  je  velmi  často  jedinou  oporou.  Tým  architektů  také  vychází  
z typických   a   atypických   použití,   které   využívá   v rámci   optimalizace   celého   návrhu  
s vlivem  na  výkonost   systému  – jde  například  o  efektivitu   jednotlivých  částí   systému,  
které  budou  v rámci  návrhu  architektury  klíčové.  Dochází  však  také  k dalším  analýzám,  
tou   nejpodstatnější   je   analýza   kritických   priorit.   Obecně   vzato   je   to   dokument  
obsahující   kritická   místa   architektury   a   doporučení   pro   tým,   který   bude   realizovat  
implementaci aplikace. V případě,  že  by  došlo  k nesplnění   těchto  kritických  míst,  celá  
realizace  projektu  je  do  značné  míry  ohrožena  a  nemusí  být  úspěšná (RONALD‚  1998). 
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Podrobněji  si  cíle  designové  fáze  můžeme  rozvrhnout takto:
• Navrhnutí  uživatelské  rozhraní  – návrh  procesů,  dialogů,  transakcí,  výstupů
• Ověření,   zda   navrhnutá   architektura   aplikace   splňuje   funkční   podmínky
definované  v dokumentu  požadavků
• Ověření,  zda  navrhnutá  architektura  splňuje  podmínky  kvality,  zejména  pak
použitelnost,  spolehlivost,  bezpečnost
V rámci   návrhu   uživatelského   rozraní   dochází   k vytváření   systému   tak,   jak   jej   vidí   a  
používá   běžný   uživatel.   Podstatnou   částí   je   návrh   ovládání   aplikaci   – obecně   způsob  
interakce  uživatele  se  systémem.  Dochází  ke  specifikaci  vstupů  a  výstupů  v rámci  určité  
funkcionality.   Dále   jsou   také   navrhovány   způsoby   užití   aplikace   v podobě   přesného  
popisu   použití   tzv.   „flows“.   Na   řadu   přichází   také   návrh   pohledů   uživatelského  
prostředí,   to   jsou   jednotlivé   obrazovky   a   rozložení   navigačních   prvků,   pro   popis  
prostředí   může   být   použita   celá   řada   přístupů   od   diagramů,   nákresů   až   po   prototyp  
celého  prostředí (MURCH‚  2001). 
Současné   s návrhem   uživatelského   prostředí   dochází   také   k tvorbě   technických   částí  
systému.  Důležitou  částí  je  rozložení  systému  do  funkčních  částí,  toto  rozdělení  snižuje  
celkovou  složitost  systému,  na  druhou  stranu  však  musí  dojít  k validaci   tohoto  návrhu  
architektury   ze   strany   splnění   všech   předpokladů   na   funkčnosti   a   kvalitu   výsledného  
řešení.   Toto   zvážení   navrhnuté   architektury   se   označuje   jako   „review“   výsledkem  
tohoto   procesu   je   posudek.   Tým   zodpovědný   za   architektonický   návrh   aplikace   se  
v rámci  posuzování  zabývá  především  tím,  zda  velikost  a  obsáhlost  adekvátně  vystihuje  
realizované  řešení,  je  dostatečně  kvalitní,  z čehož  vyplývá  splnění  podmínek  na  kvalitu.  
V případě   nedodržení   byť   jen   jedné   podmínky   dochází   ke   zvážení   nejefektivnějšího  
řešení.   Tím   může   být   změna   požadavků,   navýšení   rozpočtu   projektu   – finanční či  
časové   hledisko.   V případě   že   je   nutné   realizovat   změnu   v koncepci je důležité 
schválení   od   zainteresovaných   osob   a   organizací   v rámci   projektu   nebo   jiné   klíčové  
části  managementu (MURCH‚  2001). 
Důležitou   částí   je   také   návrh   uložení   a   zpracování   dat   uvnitř   systému,   vycházející 
z analýzy   jednotlivých   částí. Během   realizace   je   nutné   znát   využití   dat   pro   každou  
konkrétní  část.  Dochází  totiž  ke  specifikaci  toku  dat  mezi  jednotlivými  částmi,  tyto  toky  
jsou zaneseny v diagramech  či  podobných  datových  modele  popisující  toky  dat  aplikací. 
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Po  definici  toků  dat  přichází  na  řadu  uložení  těchto  dat,  je  vytvořena  logická  struktura  
databáze,  stejně   jako  selekce   technického  řešení  databáze.  Je   třeba  zmínit,  že tato  část  
vyžaduje   poměrně   komplexní   analýzy   vzhledem   k požadované   rychlosti   řešení   a   tedy  
jeho   výsledné   použitelnosti. Vzhledem k realizaci   datové   struktury   přichází   na   řadu  
specifikace   rozhraní   mezi   jednotlivými   částmi   – pro   příklad   můžeme   uvést   sdílenou  
databázi (MURCH‚  2001). 
Posledním  krokem   je  verifikace  navrhovaného  designu  systému.  Zde  přichází  na   řadu  
osoby  zodpovědné  za  kvalitu  provedení,  zejména  testeři  ale  také  koncoví  zákazníci.  Jde  
primárně   o   ověření,   zda   byly   splněny   požadavky   na   systém,   které   byly   definovány  
v dokumentaci.  Kontrola  probíhá  také  v souladu s požadavky  na  výkonost,  použitelnost,  
spolehlivost   ale   také  náklady  na   samotný  projekt   a   termín  dokončení  projektu   jak byl 
definován  v plánovací  fázi (MURCH‚  2001). 
Výstupy  fáze  analýzy  a  designu 
Existuje  celá  řada  potenciálních  dokumentů,  které  jsou  dostupné  po  ukončení  této  fáze,  
pro  ilustraci  můžeme  uvést  tyto  dokumenty: 
• Aplikační   architektura – výstup   v podobě  mapování   funkčních   požadavků,  
které  musí  aplikace  z hlediska  technického  návrhu  a  designových  standardů 
• Typické  použití   aplikace – jde  o   logické   celky   použití   z pohledu  uživatele,  
životní  cyklus  informace  v rámci  systému,  komunikace  mezi  podsystémy 
• Design   databáze – popis jak logické   přístupu   k datům,   tak   fyzické   uložení  
dat v databázi  aplikace 
• Design  uživatelského  prostředí 
Základní   využití těchto dokumentů   je   v následující   fázi   realizace   projektu,   to   je   fáze  
implementační,  tedy fáze  kdy  dochází  k samotné  realizaci  aplikace (MURCH‚  2001). 
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2.10.3 Fáze  realizace
Můžeme   ji   také  označit  za   fázi   implementace.  Tým  pracuje  na  vytvoření  komponentů  
systému  – může  jít  o  vývoj  celé  komponenty  týmem  nebo  využití  hotových  řešení,  které  
jsou k dispozici.  Za  použití  dokumentů  z předchozích  fází,  tedy  dokumentu  architektury  
a  dokumentu  požadavků  vytváří  aplikaci.  Je  nutné  podotknout,  že  tým  by  se  měl  snažit  
co  nejvíce  držet  navrhnutého  řešení,  avšak  drobné  odklony  od  návrhu  jsou  stále  možné  
– zejména   pak   z důvodu   inovací.   Pro   ilustraci   můžeme   uvést   dva   příklady   designu
komponenty   systému   a   to   přesným   a   zdokumentovaným   implementačním   popisem  
vycházející  z fáze  designu,  nebo  také  s laxnějším  popisem,  který  se  zaměřuje  na  popis  
systému,   avšak   realizaci   nechává   na   implementačním   týmu – tento   je   využívám  
zpravidla   kvůli   znuvupoužitelnosti   některých   částí   systému   v jiných   projektech. Fáze  
realizace   je   také   fází,  která   se  zabývá  problémy   s kvalitou  vyvíjené   aplikace,  zejména  
problémy  výkonnostními  a  odhalování  kritických  chyb (RONALD‚  1998). 
Základní  dvě  aktivity,  probíhající  ve  fázi  realizaci  jsou  dokončení  detailních  designu  a  
samotné  programování  aplikace. 
Detailní  architektura
Dochází   ke   tvorbě   podrobné   dokumentace pro každou   pracovní   jednotku,   která se 
účastní  fáze  realizace projektu. Tato dokumentace vychází  z dokumentací  předešlých  a  
dále  je  rozvádí  pro  potřeby  implementačních  týmů.  Samotný proces  rozdělení  je  velmi  
důležitý   zejména   z důvodu   časté   kooperace   více   týmu,   každý   tým   tedy   realizuje  
samostatnou  část  a  touto  prací  neomezuje  ani  neblokuje  jiný  tým  v práci.  Ačkoliv  je  toto  
rozdělení   přínosem,   co   se   týče   času   realizace   projektu,   přináší   obvykle   významnou  
starost   řídícím   složkám  – managementu. Ten v tuto   chvíli   koordinuje   celý   proces.   Po  
dokončení   podrobných   dokumentů   určených   samostatným   pracovním   jednotkám  
(týmům)  by  mělo  dojít   k evaluaci   těchto  dokumentů   a  kontrole. Posledním  krokem   je  
vytvoření   testovacích  dat,   ta  budou  využita  pro  otestování   funkčnosti  vyvíjených  částí  
systému (MURCH‚  2001).  
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V architektonické  částí  tedy  provádíme  zejména: 
• Dokončení   technického   modelu   – důležité   je   zaměření   se   na   potenciální
problémy,  které  mohou  nastat,  jde  tedy  o  případně  změny  v návrhu,  který  by
měl  být  zváženy  stakeholdery teoreticky  totiž  mohou  ovlivnit  dobu  realizace
projektu,  tedy  i  značně  navýšit  náklady  na  jeho  realizaci
• Dokončení   databázového   modelu – Vytvoření   datových   modelů   a   jejich
implementace  za  pomocí  technologií,  který  vzešli  z předchozích  diskuzí
• Kontrolu   modelů – každý   analytik   uspořádá   schůzku   s odpovědnými
osobami   (koncoví   uživatelé,   aplikační   architekti,   manažeři   odpovědní   za
implementaci,   kompletní   tým   pracující   na   projektu),   během   které   dojde   ke
kontrole  předložených  návrhů,  nemusí  jít  o  jednorázovou  záležitost
• Vytvoření   testovacích   dat – jde   o   vytvoření   testovací   databáze   pro   každou
část  vyvíjené  aplikace,  dále  o  podpůrné  metody  pro  obnovení   těchto  dat  do
výchozího  stavu   (může  být  zajištěno  celou   řadou  procesů)  a   také  vytvoření
testovacích  scénářů
Je  vhodné  podotknout,  že  velmi  často  bývá  sestaven  standardizovaný  iterativní  proces. 
Ten  je  vhodný  zejména  v případě  kdy  je  nutné  projít  těmito  fázemi  vícekrát,  například  
když  dojde  k určitým  změnám  v samotném  návrhu.  Můžeme  také   říci,  že pomocí   těch 
iterací  se  implementační  tým  neustále  přibližuje  výslednému  stavu  systému (MURCH‚  
2001). 
Programování
Přichází   na   řadu   po   dokončení   veškerých   architektonických   návrhů   a   jejich  
dokumentací. V podstatě   je   to   aktivita,   během   níž   je   vytvořena   daná aplikace. Jsou 
naprogramovány   první   části   projektu,   které   jsou   následně   odladěny   a   otestovány  
vývojáři.  Vyvíjena  je  taktéž  integrace  mezi  jednotlivými  moduly  – tam  kde  je  zapotřebí. 
Následně   je   programový   kód   testována   a   v případě   nalezení   chyby je tato opravena 
(MURCH‚  2001). 
I   tuto   část   si  můžeme   rozdělit   na   čtyři   pod   aktivity.   První aktivitou je   samotné   práce  
vývojářů   na   programovém   kódu. Během této   aktivity je detailní   design   architektury  
naprogramován   pomocí   některého   z programovacích   jazyků.   Následně   jsou  
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programátorem  odstraněny  všechny  syntaktické  a  programové  chyby  nalezené  v tomto 
stádiu   rozpracování.   Dalším   krokem   je   vytvoření   testovacích   dat,   tato   data vycházejí  
z předpřipravených  dat  z designové  fáze,  avšak  mohou  být  přizpůsobena  konkrétní  části  
systému,   předpokládané   výsledky   testů   s těmito   daty   jsou   pak   zaneseny   do   testovací  
dokumentace. Kontrola  programového  kódu  je  následně  vykonána  vývojářem,  který  se  
podílel   na   jeho   realizaci   a   analytikem,   který   stal   za   návrhem konkrétní   aplikace   nebo  
její   částí   a  popřípadě  dalšími  programátory.  Existuje   značné  množství   důvodů  proč   je  
tato   kontrola   (v   originále   „code   review“)   prováděna.   První   kontrolou   je   zaručeno,   že  
programový   kód   splňuje   požadavky   architektonického   návrhu,   tedy zda   je   dodržena  
analytikem   navržená   architektura   systému.   Další   výhodou   je   odhalení   potenciálních  
chyb v programu v co   nejrannější   fázi.   Tím,   že   jsou   při kontrole   další   programátoři,  
dochází  ke  kontrole  kvality  a  všech  standardů  na  vyvíjený  software. Poslední  fází  je  pak  
testování   z využitím   předpřipravených   dat,   jde   o   ověření,   že   v případě   určitých  
vstupních   dat   systém   produkuje   očekáváná   výstupní   data,   v případě   odchylek   je   pak  
chyba v programovém  kódu  opravena.  Tyto  testy  můžeme  rozdělit  na  dva  druhy, testy 
částí   aplikací   tzv. „unit   testy“   a   dále   také   integrační   testy,   ty   testují   kooperaci  
jednotlivých  částí  systému (MURCH‚  2001). 
Druhy chyb 
V průběhu  vývoje   systému  můžeme   identifikovat   tři   základní  druhy   chyb (RONALD‚  
1998): 
• Kritická  chyba  – jde  o  chybu,  která  musí  být  za  každou  cenu  opravena,  tedy
dříve  než  je  produkt  předán  zákazníkovi,  často  je  chyba  natolik  závažná,  že
dojde k pozastavení  jiného  vývoje,  dokud  není  odstraněna
• Ne-kritická  chyba – je  známá,  avšak  není  natolik  závažná,  aby  se  ji  věnovala
pozornost v rámci   oprav,   v každém   případě   jsou   tyto   chyby   sepsány
v seznamu   chyb   pro   danou   verzi   aplikace   a   většinou   existuje  možnost   jak
tuto  chybu  obejít,  může  jich  existovat  celá  řada
• Neodhalená  chyba  – je chyba, která  nebyla  identifikována v průběhu  vývoje
aplikace,   nejčastěji   bývá   identifikována zákazníky   a   následně   je
klasifikována buď  jako  kritická  nebo  nekritická  chyba,  podle  toho  zařazení  je
s ní dále  nakládáno
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2.10.4 Fáze  testování
 „Je  mnohem  jednodušší  vysvětlit  zákazníkovi,  proč  určitá  funkce  v systému  chybí,  než  
mu  vysvětlit  proč  produkt  nedosahuje  požadovaných kvalit.“ (RONALD‚  1998,  s.  19) 
Obecně   vzato   můžeme   fázi   testování   pojmout   jako   proces,   během   kterého   probíhá  
významná   část   plánování   testování   a   následně   jeho   samotné   provedení.   Testování   se  
často  stává  kritickou  částí  vývoje  projektu  a  to  ze  dvou  důvodů: 
• Plánování   fáze   testování   je   ponecháno,   až   na   dobu   kdy   je   celá   aplikace
vytvořená,  tedy  není  zde  žádný  prostor  pro  případný  zásah  do  architektury
• Čas,  vyhrazený  v harmonogramu  pro  testování  je  značně  podhodnocen
Výstupem   této   sekce   by   tedy   měl   být   plán   testování,   který   zahrnuje   všechny  
s testováním  spojené  aktivity.    Dále  je  nutné  vytvořit  testovací  model,  ten  zajistí  to,  že  
systém  funguje  podle  našich  předpokladů.  Posledním  prvkem  je  pak  ověření  dostupnosti  
zdrojů   pro   testování,   jak   z hlediska   časového,   tak   dostupnost   členů   týmu (MURCH‚  
2001). 
Testování   můžeme   dělit   na   více   druhů,   ať   již   podle   části   systémů   nebo   celkově  
metodikou  přístupu,  pro  ilustraci  můžeme  uvést: 
• Internal testing – zaměřuje   se   na   nejnižší   možnou   úroveň   aplikace,   jde   o
testování   každé   funkce,   obvykle   je   realizováno   implementačním   týmem,
testování  probíhá  nad  samotným  zdrojovým  kódem  aplikace
• Unit testing – podoba s předchozím  testováním,  hlavní  změna  je  v zaměření
testu  funkcionality,  netestuje  každá  funkce,  ale  část  aplikace  jako  jeden  celek
• Application testing – zaměřuje  se  na  testy  celé  aplikace,  zde  probíhá  využití
dokumentace  požadavků  a  příkladů  použití  aplikace
• Stress testing – zaměřuje   se   na   testování   výkonu   aplikace   za   ne   zcela
standardních   situacích,  například  poddimenzování  výpočetního  výkonu,   jde
o nejkomplexnější  část  testování  během  které  je  nutné  podpora  celého  týmu
• Regression testing – je   testování,   které   ověřuje,   zda nedošlo   k po   určité
změně  v programovém  kódu  ke  způsobení  chyby  ve  funkcionalitě,  která   již
byla v otestována
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Tyto   testy   mohou   být   realizovávány   jak   manuálním   výkonem   testera   tak za   využití  
technik   které   umožňují   jejich   automatizaci   a   tedy   lepši   užitečnost   v případě,   že   je  
testování  nutné  opakovat (RONALD‚  1998). 
Je  také  nutno  poznamenat, že  výše  zmíněny  seznam  testování  není  kompletní,  z dalších  
používaných   druhů   testování   můžeme   uvést   tzv.   „User   acceptance   testing“   testování  
všech   uživatelských   prostředí   a   funkcionality. Dále   například   „White   box“   a   „Black  
box“   testování   kdy   u   prvního   dochází   k testování   funkcionalit   s nahlédnutím   do  
zdrojového   kódu,   kdežto   u   druhého   způsobu   je   tento   očím   testera   skryt.   Abstrakcí  
můžeme  říci,  že  u  prvního  druhu  víme,  jak  systém  uvnitř  funguje,  kdežto  u  druhého  ne 
(MURCH‚  2001). 
Za ukončenou můžeme   fázi   testování   považovat   v případě,   kdy   jsou   všechny   testy  
provedeny,   jejich   výsledky   jsou   zaznamenány   a   kritické   chyby   opraveny (MURCH‚  
2001). 
2.10.5 Fáze  spuštění  a  kompletace 
Cílem   této   fáze   je   stanovení  úspěšného  postupu  pro  spuštění  projektu  do  produkčního  
prostřední,  tedy  prostředí,  které  bylo  určeno  k provozování  tohoto  projektu.  Tato  fáze  je  
vykonána   zejména   z důvodu   bezproblémového   nasazení,   které proběhne   podle  
stanoveného  harmonogramu  – nedojde k nežádoucímu  zpoždění (MURCH‚  2001). 
Přípravnou  fázi  můžeme  rozdělit  na  tyto  pod  části: 
• Příprava   dat   pro   konverzi – je   realizována   v případě,   že   nově   vyvinutý  
systém  nahrazuje  dosavadní  řešení,  tým  musí  připravit  data  starého  systému  
pro  jejich  konverzi  do  systémů  nového,  v této  fázi  jde  zejména  o  analýzu 
• Vytvoření  plánu  nasazení   – komplexní  proces,  který  popisuje  plán  migrace  
dat   do   nového   systému   (pokud   jde   o   požadavek   zadavatele   projektu),  
důležité   je   specifikování   osob   zodpovědných   za   každou   část   migrace   a  
celkového  nasazení  systému 
• Vývoj   procedur   pro   nasazení   – přesná   definice   migrace   dat,   naplnění  
databází   a   přesunu   souboru   výchozími   daty,   které   jsou   nutné   pro   provoz  
aplikace,  dále  jde  o  procesy  popisující  možné  aktualizace  či  zálohy  těchto  dat 
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• Zajištění  fyzického  vybavení  – vzhledem k vývoji  softwarové  aplikace  jako  
výsledku   projektu,   musí   být   zajištěno   provozní   prostředí,   na   které   bude  
výsledná   aplikace   nasazena,   znovu   je   nutné   specifikovat   odpovědnosti   za  
jednotlivé  úkoly  a  stanovit  časovou  náročnost  nasazení 
Výsledkem   těchto   aktivit   je dokumentace, která popisuje   celé   nasazení   systému   do  
produkčního   prostředí a   je   závazným   prostředkem   pro   stanovení   časových   odhadů   a  
náročnosti   tohoto   procesu,   plán   bývá   označován   jako   tzv.   „Rollout   Plan“ (MURCH‚  
2001). 
Posledním   krokem   je   uskutečnění   plánu   nasazení.   Cílem   je   instalace   systému   do  
produkčního   prostředí   a   předání   uživatelům. Po   ukončení   tohoto   procesu probíhá  
období   monitorování   systému   v produkčním   prostředí.   Mezi   další   potenciální   výstup  
z této   fáze   můžeme   jmenovat   vytvoření   uživatelské   dokumentace. Tato obsahuje 
informace  o  používání  systému  a  je  určena  jako  podpora  zákazníkům.  Fáze  „Rollout“  je  
následně   ukončena   dokumentem   popisujícím   status   systému   (například   úspěšnost  
migrace   dat).  Během   tohoto   procesu  může   dojít  k objevení   problémů,   ty   jsou   v rámci  
tohoto  dokumentu  zaznamenány  a  případně  opraveny,  projekt  je  předán  k užívání,  když 
neexistuje žádná  překážka,  která  by  bránila  v jeho provozu (MURCH‚  2001). 
V konečné  fázi  můžeme  specifikovat  dva  významné  dokumenty (MURCH‚  2001): 
• „Change   request“   – jde   o   dokument,   který   popisuje   požadavek   na   změnu  
aplikace,  může  být  vyřešena  projektovým  týmem  nebo  týmem  podpory   
• „Postconversion Review Sign-Off“  – konečný  dokument schválený   týmem,  
jehož odpovědností   je   nasazení   systému   do   produkčního   prostředí   a  
zákazníkem,  který  potvrzuje  úspěšné  zprovoznění  a  případnou  migraci  dat   
V tuto  chvíli  je  již  výstup  projektu  – softwarová  aplikace  nasazena  a  předána  do  užívání  
konečnému  zákazníkovi.  Práce  projektového  týmu  v této  situaci  běžně  končí. 
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2.11 Agilní  metodiky  vývoje 
Snahou  dnešní  doby  je  zavádění  agilních  metodik  vývoje,  tato  snaha  je  nejvíce  viditelná 
při   vývoji   software.   Hlavní   benefitem   agilních   metodik   je   pak   zejména   úspora   času, 
která  se  v klasických  metodikách  investuje  právě  do  plánovacích  procesů. 
2.12 Agilní  manifest 
Jde  o  základní  dokument  používaný  při  vývoji  software  při  použitích  agilních  metodik.  
Vznikl v americkém   městě   Utah   v roce 2001.   Hlavní   motivací   ke   vzniku   tohoto  
dokumentu   bylo   především   znechucení   autorů   s v té   době   používanými   plánovacími  
postupy a procesy (KADLEC‚  2003).  Jak  si  můžeme  povšimnout,   jde  tedy  o  relativně  
novou   záležitost,   vzhledem   k   sepsání   dokumentu   v roce   2001.   Obecně   bývá   tento  
dokument  označován  za  prvotní  předpoklad  a  ostatní  metodiky  z jeho  základních  premis  
vycházejí 
Agilní  manifest  můžeme  zjednodušeně  rozdělit  do  dvou  bodů: 
• V případě  agilního  vývoje  je  mnohem  přijatelnější  změna  v průběhu  vývoje,  
než  po  jeho  ukončení 
• Tým  musí být   připraven   reagovat   na   změny  pohotově   a   nesnažit   se   jim  za  
každou  cenu  zabránit 
2.12.1 Obecné  znění agilního  manifestu 
Nejvyšší  prioritou  je  vyhovění  zákazníkovi,  s tímto  předpokladem  je  spojeno  iterativní  
doručování   funkční   funkcionality   – software   je   doručován   po   částech   místo   celého  
kompletního  produktu.  Změny  v požadavcích  nejsou  dopředu  zatracovány,  naopak  jsou  
vítány.  Musím  být  zaručena  úzká  spolupráce  mezi  osobami,  které  se  podílejí  na  vývoji  
software,   a   osobami   zainteresovanými   v obchodní   části projektu. Nejdokonalejším  
způsobem,   kterým   si   tým   může   sdělovat   své   postřehy   je   osobní   konverzace.   Agilita  
zaručuje  udržitelnost  projektu  a  dává  prostor  pro  vlastní   invenci  každému  členu   týmu.  
Mezi   další   cíl   patří   neustálé   zvyšování   efektivity   týmu,   toto   vychází   z neustálého  
rozvoje,   který   dává   prostor   ke   změnám,   které   vedou   k vyšší   efektivitě 
(CUNNINGHAM‚  2001). 
Agilní  manifest   dává   přednost   zejména   individualitám   a   otevřené   osobní   komunikaci,  
vycházíme   z předpokladu   si   všechno   ujasnit   a   vyříkat.   Jednoznačně   fungujícímu  
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software,  pro  který  již  není  nutné  psát  obsáhlou  dokumentaci.  Co  největší  spolupráce  se  
zákazníkem  a  vyvarování  se  nepochopení,  místo  složitých  smluvních  podmínek  na  díle  
je   snaha   spolupracovat   během   celého   vývoje – ušetření   byrokratické   práce.   Z tohoto 
předpokladu   pak   vychází   jen   velmi   obecné   sestavení   plánu,   kdy   je   důraz   kladen   na  
odvedenou   práci   otevřené   možnosti   pro   změnu,   místo   bezmyšlenkového   dodržování  
předem  stanoveného  plánu (KADLEC‚  2003). 
2.13 Příklady  agilních  metodik 
V této  části  se  zaměřím  na  obecnou  charakteristiku  a  popis  příkladů  agilních  metodik,  
které  jsou  v praxi používány.  Ačkoliv  je  možno  celou  řadu  těchto  vývojových  metodik  
možno  aplikovat  na  široké  spektrum  činností,  tato  práce  popisuje  zejména  aplikaci  pro  
vývoj  softwarových  aplikací. 
2.13.1 SCRUM 
Základní   předpokladem   pro   SCRUM   je   tzv.   „product   backlog“   jde   o   seznam  
funkcionalit  a  ostatních  rekvizit,  které  jsou  nutné  pro  vývoj  úspěšného  produktu.  Tento  
seznam   je   seřazen   podle   priorit.   Tým   následně   pracuje   tak,   že   z   „backlogu“   vybírá  
jednotlivé   úkoly,   kterých   se   musí   chopit,   přirozeně   mají   přednost   části,   které   mají  
nejvyšší  prioritu,  a  dále  klesá  k částem  s prioritou  nejmenší.  V případě,  že  týmu  vyprší  
zdroje   (například   čas)   každá   práce,   které   byla   dokončena   je   označena   vyšší   prioritou,  
než  práce  která  dokončena  nebyla.  Práce  jako  taková,  je  rozdělena  do  krátkých  iterací,  
které  se  stále  opakují  – iterace  mají  obvykle  délku  zhruba  od  jednoho  týdne  po  měsíc. 
Tyto iterace jsou ve  SCRUMU  označovány  jako  Sprint. Během  každé  iterace  je  práce  
vykonávána   jedním   „multifunkčním“   týmem.   Tento   tým   je   odpovědný   za   veškerý  
design,   tvorbu   a   testování   vyvíjené   funkcionality a   tato   část,   na   které   tým   pracoval,  
může  být  po  skončení  iterace  nasazena  do  produkčního  prostředí. Množství  pracovních  
úkolu  v  „backlogu“  je  obvykle  mnohem  větší,  než  je  schopen  tým  v rámci  krátké  iterace  
zvládnout.   Z tohoto   důvodu   dochází   na   začátku   každé   iterace   k plánování,   kterým  
úkolům  se  tým  bude  v následující  iteraci  věnovat. Na  konci  iterace  dochází  ke  kontrole  
hotové  práce  se  „stakeholdery“  a  tzv.  „product  ownerem“  – to  je  osoba  zodpovědná  za  
specifikaci a v konečném   smyslu   i   vývoje   dané   funkcionality.   Po   ukončení   této  
kontrolní   fáze   si   tým   určí   množství   práce   po další   iteraci.   V případě   že   je   nutno  
přednostně   vyvinout   požadovanou   funkcionalitu,   je   tato   zařazena   do   backlogu   a   je   jí  
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adekvátně   nastavena   priorita. Během   iterace   by   tým   měl   být   schopen   vyvinout  
potenciálně  prodejný  produkt,  nebo  alespoň  nebo  inkrement  produktu – například  nová  
funkcionalita   rozšířením   již   nasazené   části   aplikace.   Existuje   také   možnost   produkt  
nasazovat  do  produkčního  prostředí  po  uplynutí  několika  iterací (RUBIN‚  2012). 
SCRUM  tým  se  skládá  z těchto  členů (PHAM‚  2011): 
• Product owner – je odpovědné  za  vizi  produktu,  cíle  a  obchodní  požadavky 
• Vývojový team – stará   se   o   design,   implementaci   a   testování   produktu,  
obvykle  je  to  samoorganizovaný  tým 
• SCRUM Master – odstraňuje   potenciální   překážky   vývojového týmu, a 
pomoci  týmu  s pochopení  procesu 
V rámci  pracovního  rámce  SCRUMU  dále  můžeme  identifikovat  celou  řadu  procesů.  Je 
velmi  vhodné,  pokud   jsou  dodržovány  všechny   tyto  procesy,  samotná  agilní  metodika  
SCRUM nespecifikuje, zda  je  důležité  dodržet  všechny  tyto  procesy,  jejich  provázanost  
je  však  pro  fungující  řízení  týmu  velmi  důležitá (PHAM‚  2011). 
2.13.2 User Story 
Ve  SCRUMU  obecně  označujeme  novou  funkcionality  jako  tzv.  User  Story.  Obecně  jde  
o   popis   dané   funkcionality.   Nejde   však   o   popis   přejatý   z vývojových   metodiky  
klasických   – například   Waterfall.   Hlavním   rozdílem,   který   vychází   již   z názvu   je  
zacílení  popisu  funkcionality  právě  na  samotného  uživatele.  Každá  User  Story  se  skládá  
ze  tří  základních  částí (RUBIN‚  2012): 
• Narrative – jde o popis funkcionality 
• Acceptance Criteria 
• Story Specific Qualities 
Narrativ  slouží  jako  samotný  popis  funkcionality.  Jeho  struktura  je  definována  jako  kdo,  
co  a  proč.  Jde  tedy  o  popis  pro  koho  je  funkcionalita  určena,  co  je  jejím  obsahem (jak 
má  fungovat) a  odůvodnění  k čemu  je  funkcionality  dobrá (RUBIN‚  2012). 
Jako  Acceptance  Criteria   označujeme   souhrn   kritérií.  V případě,   že   jsou   všechna   tato  
kritéria  splněna,  Product  Owner  popřípadě  jiná  osoba (pokud je  vlastníkem  User  Story)  
ji   může   akceptovat.   Tímto   je   funkcionality   označena   za   dokončenou   a   může   být  
poskytnuta  uživateli (RUBIN‚  2012). 
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Na  následujícím  obrázku  je  pak  uveden  typický  příklad  kvalitně  zpracované  User  Story. 
Definition of Ready 
Je   souhrn   podmínek,   která   musí   být   dodrženy.   Pokud   jsou   všechny   tyto   podmínky  
dodrženy,   můžeme   User   Story   označit   jako   připravenou   na   postup   do   další   úrovně  
plánování,  kterou je  Sprint  Planning.  Pro  rozhodnutí,  zda  User  Story  může  být  použito  
nepřeberné   množství   podmínek.  Mezi   ty   nejčastější   patří   tyto   tři   podmínky (PHAM‚  
2011): 
• Clear – všem   členům   SCRUM   týmu   je   zcela   jasné,   co   se   po   User   Story
skrývá,  všem  je  tedy  naprosto  jasná.
• Feasible – SCRUM   tým   je   schopen   tuto   User   Story   vyvinout   v rámci
jednoho Sprintu, v případě   že   je   příliš   velká,  musí   být   rozdělena   na  menší
logické  celky,  až do  chvíle  kdy  je  tato  podmínky  splněna.
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• Testable – Týmu   musí   mít   alespoň   představu   o   tom,   jak   je   možné   tuto
funkcionalitu   otestovat,   ideálně   si   však  musí   být   zcela   jistý   o   tom,   že tato
funkcionalita  otestovat  lze  a  jak  testování  proběhne.
Dále   však   můžeme   uvést   celou   řadu   jiných   možností,   jak   rozlišit   zda   je   User   Story  
připravená   na   to,   aby   se   jí   SCRUM   tým   mohl   dále   zabývat.   Jednou   z možností   je  
například  splněné  podmínek  pravidla  INVEST,  tedy (RUBIN‚  2012): 
• Independent
• Negotiable
• Valuable
• Estimable
• Sized properly or Small
• Testable
2.13.3 Backlog Story Poiting 
Jde  o  nejdůležitější  část  celé  metodiky.  Její  důležitost  spočívá  zejména  v tom,  že  při  ní  
dochází   k diskuzi   ohledně   částí   nových   funkcionalit   tedy   User   Story. Jde   o   událost,  
která   se   opakuje   zhruba   jedenkrát   během   Sprintu.   Ideální   délka   tohoto   meetingu   se  
uvádí  kolem  2  hodin,  není  však  výjimkou,  když  tyto  události  trvají  delší  dobu  – zejména  
u  týmů,  které  SCRUM  zavádějí.  Backlog  Story  Pointing  je  označována  jako ongoing a 
anytime aktivita, není   tedy   přesně   definováno,   kdy   proběhne.   Během   této   události  
dochází  k vyjasňování   jednotlivých  User  Story  a   jejich  mapování  do  Sprintů.  Můžeme  
jej   tedy   označit   za   časový   interval, během   kterého   se   tým   sejde   a   věnuje   se   přípravě  
User Story (RUBIN‚  2012).  
Přízvisko  Story  Pointing  má  tato  událost  právě  z důvodu,  že  po  dokončení  práce  na  User  
Story   a   splnění   podmínek  Definition   of  Ready  dochází   během  hlasování   celého   týmu  
k velikostnímu  ohodnocení  User  Story.  Pro  toto  označení  se  v rámci  SCRUMU  zásadně  
používají  relativní  jednotky  – Story  Points.  Relativita  určování  Story  Points  je  zajištěna  
výběrem  jedné  User  Story,  tato  musí  splňovat  podmínky  naprosté  jasnosti  pro  celý  tým.  
Tato  User  Story  je  dále ohodnocena  a  je  použita  jako  relativní  velikost  v porovnání  ke  
všem  ostatním  User  Story (RUBIN‚  2012).  
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Pro  označení  velikostí  se  nejčastěji  používá  upravená Fibonacciho  posloupnost.  Dále  se  
mohou   používat   například   velikosti   triček   či   bot.   Důvodem   je   zejména   zobecnění  
velikost  na  poměrně  jednoduše  uchopitelné  předměty  a  zjednodušení  celého  odhadování  
velikosti.   Je   také   nutno   podotknout   že   tyto   odhady   velikostí   je   nutné   brát   s rezervou. 
Jejich   použití   najdeme   zejména   v případe, kdy chceme rychle porovnat User Story a 
jednoduše   zjistit,   kdy  můžeme  počítat   s jejím  dokončením.  Existují   samozřejmě   i   jiné  
možnosti  velikostních  odhadů,  v praxi  se  můžeme  setkat  i  s odhady v tzv.  „effort  hours“  
– jde  o  čistý  čas,  který  tým  musí  vynaložit  na  dokončení  User  Story (PHAM‚  2011).  
2.13.4 Sprint planning 
Před   tím,  než  začneme  se  samotným  sprintem,  přichází  na  řadu  sprint  planning.  Jde  o  
aktivitu,   během  které  dochází  k plánování  práce   na   samotný   sprint.   Jednou  z hlavních  
myšlenek  sprint  planningu  je  určení  cíle  samotného  sprintu.  Product  owner  v tuto  chvíli  
představí,   pro   jakou   práci   se   na   základně   předchozích   vstupů   rozhodl,   tedy   práci   na  
kterou  se  bude  tým  soustředit  v nadcházejícím  sprintu.  V rámci  doporučených  pravidle  
se  o  sprint  planningu  hovoří  jako  o  „just  in  time“  aktivitě,  tedy  jako  o  aktivitě,  která  má  
být   provedena   ve   chvíli   kdy   jí   je   nejvíce   potřeba.  Dále   se   také   pamatuje   na   případně  
aktivity   členů  mimo   Scrum   týmy   popřípadě   jejich   dovolené,   tedy   veškerý   čas,   který  
nemohou  věnovat  práci  v daném  Scrum  týmu (RUBIN‚  2012). 
Druhou  důležitou  a  podmínkou  je  stanovení  tzv.  „commitment“.  Jde  o  určení  množství  
práce,  které   je   tým  schopen  odvést   za  daný  sprint.  Odhadování   tohoto  commitment   je  
velmi  náročná  činnost  a  to  zejména  u  začínajících  týmů.  Samotné  odhadování  práce  na  
této   úrovni   může   probíhat   různými   způsoby.   Nejčastěji   se   však   používá   odhadování  
pomocí  hodin, popřípadě  se  již  žádné  další  odhadování  nepoužívá  a  tým  použije  odhady  
velikostí  z předchozího  plánovacího  kroku,  tedy  backlog  grooming (RUBIN‚  2012).  
Ať   už   je   zvolen   kterýkoliv   odhad   velikosti,   plánování   pak   může   probíhat   výhradně  
dvěma  způsoby (RUBIN‚  2012): 
• One-Part Sprint Planning 
• Two-Parts Sprint Planning 
V případě   prvního   případu   dochází   k plánování   v rámci   jednoho   sezení   týmu.   Na  
začátku  dojde  vyjasnění  kapacit  členů,  které  mohou  alokovat  v rámci  sprintu  a  případně  
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další   náležitosti,   které   je   třeba   vzít   do   úvahy   – jde například   o   závislosti   na   jiných  
týmech,   obecně   však   vlastnosti,   které   mohou   Scrum   tým   v průběhu sprint ohrozit. 
Jakmile  tým  identifikuje  tyto  náležitosti,  přechází  k samotným  User  Stories,  které  byly  
identifikovány   Product   Owner.   Tyto   podle   priority   seřazené   User   Stories   prochází   a  
následně   řadí   do   sprintu   do   té   doby,   než   je   kapacita   týmu   vyčerpána.   Všechny   tyto  
aktivity  tým  realizuje  v rámci  jednoho  sezení,  jednoho  meetingu.  Délka  tohoto  sezení  se  
může  různit  podle  délky  samotného  sprintu,  pro  který  plánujeme  ale  také  zkušenostmi  
samotného   týmu   s jak   už   s plánovacím   procesem,   tak   také   s pracovní   náplní   sprintu 
(PHAM‚  2011). 
Naopak v případě,   že   se   tým   rozhodne   pro   dvoufázovou   metodu   plánování,   jsou  
uskutečněny   dvě   setkání   týmu,   na   prvním   dojde   k vyjasnění   všech   závislostí   a  
potenciálních   problémů   a   alokace   členů   týmu.   Na   druhém   setkání   pak   dojde  
k samotnému  aktu  plánování  práce  pro  sprint,  tedy  přesouvání  User  Stories  do  sprintu,  
podle  kapacity  týmu (PHAM‚  2011).  
Odhadování  kapacity 
Je klíčová   součást   sprint   planning.   Výstupem   této   aktivity   je   co   nejpřesnější   odhad  
množství   práce,   které   jsou   tým   schopen   zvládnout   v rámci   jednoho   sprintu.   Existuje  
celá  řada  možností,  které  je  možné  použít  k odhadování   této  kapacity,  k těm  nejčastěji  
používaným  pak  řadíme  tyto (RUBIN‚  2012): 
• Story points 
• Effort hours 
V případě   Story   points   dochází   k přesunu   již   určených   odhadů   vytvořených   v čase  
Backlog Grooming. Ty jsou  následně  sečteny  a  porovnány  s dostupnou  kapacitou  týmu.  
Druhou  možností  je  použití  Effort  hours,  tedy  k čistému  časovému  odhadu,  který  bude  
osoba  potřebovat  k dokončení  dané  funkcionality.  Pro  oba  tyto  odhady  však  používáme  
termínu   „yesteday’s  wether“.  Tento   způsob   je   v Scrumu  velmi   používány,   vychází   ze  
statických   dat,   tedy   z času   popřípadě   bodů,   které   byl   schopen   tým   doručit   v rámci  
minulých  sprintů (RUBIN‚  2012).  
39 
 
2.13.5 Sprint execution 
Jde  o  samotný  čas,  během  kterého  tým  pracuje  na  funkcionalitě,  kterou  se  zavázal  splnit  
v rámci  Sprint  Planning  aktivity.  Nejdůležitější  vlastnosti,  které  je  třeba  mít  na  pozoru, 
můžeme  rozdělit  takto (RUBIN‚  2012): 
• Se  kterou  prací  začít 
• Která  práce  musí  být  dokončena 
• Kdo  na  ní  bude  pracovat 
• Paralelní  práce  a  sdružování   
Jak   již   bylo   řečeno,   všechna   práce   je   v rámci   Sprint   seřazena   podle   priority.   Je   tedy  
nutné   začít   a   dokončit   práci,   která  má   pro   Product   Owner   nejvyšší   prioritu.   V rámci  
Scrum   týmů   se   setkáváme   s pojmy   jako   samo  organizující   a  multifunkční   tým.  Tento  
tým   musí   disponovat   takovými   znalostmi,   aby   mohlo   celou   práci   dokončit   jen  
s vlastními  zdroji.  Z toho  důvodu  je  také  doporučeno  diverzifikovat  práci  a  schopnosti  
jednotlivých   členů,   je   tedy   velmi   vhodné,   aby   se   práce   distribuovala mezi   jednotlivé  
členy.  Pokud   je   takto  učiněno,  všichni   členové   týmu  získávají   schopnosti   pracovat  na  
funkcionalitě,   které   vzdálena   jejich   primárnímu   oboru.   Naopak   paralelní   práce   je  
metrika,  které  musí  tým  obezřetně  kontrolovat,  muže  totiž  docházet  k situacím,  kdy  se  
tým  snaží  dokončit  velké  množství  práce,  které  se  však  nakonec  nestihne,  popřípadě  se  
nestihne   dokončit   v celé   původně   plánované   šíři   – příkladem  může   být   nedokončené  
testování   v případě,   že   byla   funkcionalita   v pozdní   fázi   Sprint.  Opakem je sdružování  
vývojářů   nad   jedním   úkolem,   kdy   dochází   k týmové   práce,   tento   přístup   je   velmi  
vhodný  při   snaze   dokončit  User  Stories   s největší   prioritou.  Musíme   tedy   kontrolovat  
poměr  mezi  paralelní  prací  a  sdružováním (RUBIN‚  2012).  
Hlavním   prvkem   Scrum   metodiky,   který   je   realizován   v rámci   jedné   iterace   je   tzv.  
„Daily   Scrum“.   Jde   o   meeting,   který   mé   délku   maximálně   15   minut.   Během   tohoto  
setkání  Scrum  týmu  musí  dojít  k odpovědi  na  tyto  základní  otázky (RUBIN‚  2012): 
• Na  čem  jsem  pracoval  od  posledního  setkání? 
• Na  čem  plánují  pracovat? 
• Existují  nějaké  problémy,  které  mne  v práci  blokují? 
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Obecně   můžeme   říci,   že tento   meeting   představuje   jakési   denní   plánování.   Tento  
meeting  je  velmi  často  označován  jako  „Daily stand-up“  z důvodu,  že  pro  jeho  rychlejší  
průběh  účastníci  stojí (PHAM‚  2011). 
Definition of Done 
Obecně  vzato  můžeme  Definition  of  Done  považovat  za  seznam  podmínek.  V případě  
že   tyto   podmínky   splníme,  můžeme   práci   ve   Sprint   považovat   za   dokončenou.   Tento  
seznam   podmínek   může   být   různý,   měl   by   se   na   něj   ideálně   dohodnout   celý   tým   a  
následně  jej  dodržovat.  Typický  seznam  může  mít  tyto  prvky (RUBIN‚  2012): 
• Koncept 
• Vývoj 
• Začlenění 
• Testování 
K častému  problému,  který  se  v rámci  Scrum  týmů  objevuje  je  úprava  těchto  podmínek  
tak,  jak  se  zrovna  týmu  hodí.  Tento  proces  můžeme  pojmenovat  jako  „Done-Done“  tedy  
stav, kdy řekneme,   že práce   splňuje   určité   podmínky,   přičemž ty   ostatní   ignorujeme  
nebo  hůř, odsuneme.    Důležitá  je  tedy  disciplína  celého  týmu,  žádná  dodatečná  úprava  
Definition of Done by  neměla  být  dovolena (PHAM‚  2011). 
2.13.6 Sprint Demo 
Patří  mezi  další  Scrum  událost,   která   je  provedena  ve   chvíli,   kdy   je  dokončen  Sprint.  
Obsahem  této  činnosti  je  zejména  inspekce  a  korigování  směru.  Sprint  Demo  si  můžeme  
představit   jako   setkání   Scrum   týmu   a   stakeholders.   Během   toho   meetingu   dochází  
k představení   jednotlivých   funkcionalit   a   to   zejména   skupině   stakeholders.   Samotná  
realizace může  probíhat  různými  způsoby,  setkáváme  se  i  s hromadnými  meetingu  více  
týmů   a   širokého   okolí   stakeholders.   Primárním   cílem   je   tedy   získání   zpětné   vazby,  
protože  jakékoliv  korekce,  které  provedeme  v tento moment, nepřináší  společnosti  příliš  
velké   finanční   ztráty,   vzhledem   k délce   jednotlivých   sprint   iterací.   V rámci   tohoto  
sezení   může   tým   obecenstvu   předložit   pouze   takovou   User   Story,   které   splnila  
požadavky  Definition  of  Done,  je  tedy  považována  za  zcela  dokončenou.  Zmínit  by  se  
však  měla  také  o  práci,  která  dokončena  nebyla.  Prostor  je  věnován  také  vysvětlení  proč  
jistá  práce  dokončena  nebyla (RUBIN‚  2012).  
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Setkáváme   se   zde   také   s pojmem   „Low   ceremony“.   Pod   tímto   termínem   si   můžeme  
představit  co  nejmenší  a  tedy  nutný  čas  na  přípravu  a  provedení  samotného  sezení.  Tedy  
bez   zbytečných   okolků   představit   výsledky   práce   a   zabránit  mrhání   zbytečného   času,  
který  může  byt  investován  jinde.  To  ovšem  na  druhou  stranu  neznamená,  že  není  nutná  
příprava   Scrum   týmu   na   toto   sezení,   jde   však   o   zajištění   určité   rovnováhy (RUBIN‚  
2012). 
Obrovskou  výhodou  je  také  neustálá  synchronizace  jednotlivých  týmů,  v případě  konání  
Sprint Demo v rámci   širokého   obecenstva.   Lepší   informovanost   týmů   pomáhá   lépe  
chápat   společné   cíle projektu. Zajišťuje   také   transparentnost   práce,   a   její   případnou,  
značně  jednodušší  korekci.  Právě  ona  zpětná  vazba  z této  události  napomáhá  realizovat  
základní  myšlenky  Scrum  metodiky,  které  označujeme  jako  „Continues   Impovement“,  
tedy  neustálá  snaha  týmu  se  zlepšovat (RUBIN‚  2012). 
2.13.7 Sprint Retrospective 
Těsně   nadchází   Sprint   Demu.   Jde   o   aktivitu,   při které   tým   analyzuje   průběh   Sprint  
interace.   Můžeme   jej   definovat   jako   vyhrazený   čas,   během   kterého   tým   diskutuje  
všechny  náležitosti  a  následně  se  snaží  realizovat  jisté  kroky  ke  zlepšení  tohoto  procesu.  
Hlavní   kroky   můžeme   definovat   takto   zastavení   týmu,   zamyšlení   se   nad   průběhem  
iterace,  analýza  iterace  a  její  následné  vyšetření.  Je  zde  tedy  přímá  snaha  o  identifikaci  
všech  procesní,  ale  i  jiných  přímo  práci  ovlivňujících  událostí.  Opět  jde  o  důležitou  část  
Scrum  metodiky,  které   napomáhá   s realizací   „Continues   Improvement“.   Je   také  nutno  
podotknout,  že  jde  o  pravděpodobně  nejméně  oblíbenou  část (RUBIN‚  2012). 
Mezi   nejzákladnější   předmět   zkoumání   Sprint   Retrospective   je   zejména   samotným  
Scrum   proces.   Tedy   způsob   realizaci   a   samotný   průběh   jedné   iterace.   Obecně   se  
snažíme  nalézt  odpovědi  na  tyto  otázky (PHAM‚  2011): 
• Co  šlo  dobře? 
• Co  nešlo  dobře? 
• Co  bychom  měli  začít  řešit  nebo  vylepšit? 
Odpovědi   dále   můžeme   analyzovat,   samotným   výsledkem   je   pak   souhrn   pár   bodů,  
kterým  se  jako  tým  chceme  věnovat.  Jak  již  bylo  naznačeno,  Sprint  Retrospective  by  se  
měl  účastnit  celý  Scrum  tým  včetně  Scrum  Master  and  Product  Owner.  Někdy  ovšem  
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může  být  přínosem,  pokud  se  některá  z osob  nezúčastní  – zejména  z důvodu  nedůvěry  
týmu,  toto  se  může  stát  zejména  v začátcích  formování  týmu.  Důležitá  je  totiž  důvěra  a  
bezpečí,   v případě   že   důvěru   a   bezpečí   týmu   zajistit   nemůžeme,   nedozvíme   se   také  
zcela  upřímný  názor  týmu (PHAM‚  2011).  
Pro  účel  získání  těchto  vstupů  můžeme  použít  celou  řadu  způsobů,  tyto  způsoby  bývají  
velmi   často   realizovány   formou   různých   akcí   s až   herními   motivy.   Mezi   některé  
můžeme  uvést  hodnocení  průběhu  Sprint   iterace  například  pomocí  značek  automobilů,  
popřípadě  jednoslovného  hodnocení  iterace  všemi  účastníky (PHAM‚  2011).  
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3 ANALÝZA  SOUČASNÉHO  STAVU
V této  části  práce  se  primárně  zaměřím  na  společnost  a  projekt,  která  SCRUM  metodiku  
již   používá.   Cílem   této   části   je   seznámit   čtenáře   s procesy   a   metodikou   práce  
aplikovanou v této  společnosti.  Dále  také  uvedu  nejčastější  problémy,  které  se  v rámci  
tohoto  projektu  musí  řešit. 
3.1.1 Základní  informace  o  společnosti. 
3.1.2 O  firmě
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3.1.3 Pobočky
Kancelář  USA 
Pobočka  Brno 
3.1.4 Předmět  podnikání
Mezi  hlavní  předmět  podnikání   firmy  patří   vývoj   software  na   zakázku,  hlavní  přístup  
požadovaný  zejména  americkými  firmami  pak  můžeme  rozdělit  na: 
• Vývoj   software   na   zakázku   kdy   jsou   všechny   procesy   spojené   s   vývojem
software   na   straně   společnosti.   Firma,   jež   projekt   zadala,   zde   zaujímá   roli
dozorující.
• Dodání  vývojářů  přímo  firmě,  která  posléze  pracuje  s  vývojáři  podle  svého
vlastního   uvážení.   Rozdíl   oproti   vývoji   na   zakázku   je   zejména   v   tom, že
firma,   která,   má   o   vývojáře   zájem   si   v   obecné   rovině   nekupuje   žádný
výsledek  práce,  ale  čas  samotného  vývojáře.
V   současné   době   je   toto   rozdělení   z   větší   části   zaměřené   na   druhý   mnou   popsaný  
způsob. 
Z  důvodu  specializace  zaměstnanců  je  portfolio  nabízených  služeb  velmi  široké: 
• Vývoj  webových  aplikací
• Vývoj  aplikací  pro  mobilní  telefony
• Návrh  a  implementace  virtualizace
• Návrh  databází
• Testování  software
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Dalším  cílem  podnikání   jsou  vývoj   software,  který   firma   realizuje  sama  pro  sebe.   Jde  
povětšinou   o   mobilní   aplikace   pro   různé   druhy   mobilních   telefonů.   Za   nejúspěšnější  
aplikaci  pak  můžeme  označit  aplikaci  Brno  Live  s  více  než   třemi   tisíci   stažení.  Touto  
diverzifikací,   se   firma   snaží   bránit   potenciálním   výkyvům   při   sjednávání   projektů   se  
zadávajícími  firmami. 
Svými  zkušenostmi  pak  firma  primárně  cílí  na  firmy,  které  se  věnují  problematice: 
• Zdravotnictví
• Telekomunikace
• Sociální  sítě
Nebrání  se  však  jakémukoliv  dalšímu  rozšíření  zkušeností  se  vstupováním  do  projektů,  
které   jsou   pro   zaměstnance   motivující   a   také   ty,   které   jim   přinášejí   možnost   vlastní  
invence. 
3.1.5 Organizační  struktura
Rozdělení  na  dvě  lokace  se  promítá  také  do  organizační  struktury  firmy.  Každá  z  těchto  
poboček,   se   zaměřuje   na   jinou   část   podnikatelské   činnosti,   avšak   se   vzájemným  
doplněním. 
Kancelář  USA
Pobočka  Brno
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Manažerská  hierarchie
V  rámci  všech   týmu  je  snaha  o   tzv.  agilní   řízení  projektů,  kdy  se  celý   tým  jako  celek  
snaží  dosáhnout  co  nejlepších  výsledků. 
3.1.6 O projektu 
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• Platbu  účtů
• Komunikaci s lékařem
• Kladení  otázek  lékaři
• Žádost  o  lékařské  předpisy  léků
• Integraci  klinických  dat  o  pacientů
• Zdravotní  záznam
• Registrace  pacientů
• Formuláře
Použité   technologie   uvádím   v několika   kategoriích   podle   jejich   použití:   databázové,  
serverové  a  technologie  klientské  části. 
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Databázové  technologie:
• Oracle  databáze
• Postgress  databáze
• Mongo  databáze
Každá  z těchto  technologií  je  použita  na  relativně  specifickém  místě,  obecně  vzato  jsou  
výhody  daných  technologií  využity  na  míru  jednotlivých  komponent. 
Serverové  technologie:
• Wicket
• Adobe ColdFusion
• Java
• JSP
• PHP
• Různé  skriptovací  jazyky
Rozdělení   serverových   technologií   poměrně   odpovídá   realizaci   komponent   v daném  
období   a   oblíbenosti   daných   technologií   v tomto   období.   Obecně   můžeme   říci,   že  
v současném  době  lze  vidět odklon  od  technologií  jako  Wicket,  ColdFusion  a  JSP. 
Klientské  technologie: 
• HTML
• CSS
• JavaScript
• AngularJS
Opět   zde   platí   stejné   pravidlo   jako   u   technologií   serverových,   s postupem   časů   tedy  
můžeme  sledovat  odstup  od  použití   čistých   technologií   jako  HTML,  CSS, JavaScript. 
Místo   toho   jsou   nasazovány   různé   klientské   frameworky,   které   jsou   na   těchto  
technologiích  založeny,  avšak  nabízí  i  další,  pokročilejší  funkcionality. 
Pro   další   pokračování   je   zmapování   těchto   technologií   klíčové.   Rozmanitost   daných  
technologií   totiž   předurčuje   samotné   složení   vývojových   SCRUM   týmů.   Existuje   zde  
specializace,   tedy   vývojáři,   jenž   se   specializují   na   různé   technologie,   které   jsou  
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v projektu  použity,  nadto  tato  rozmanitost  působí  jako  negativní  prvek  v rámci  realizace  
„t-skills“,  tedy  širokou  znalost  technologií  každým  vývojářem. 
V tomto  projektu  vývojáři  zastávají  role: 
• Vývojář  serverové  části
• Vývojář  klientské  části
• Tester
• Databázový  specialista
• Správce  aplikační  infrastruktury
3.1.7 Skladba  týmu  Awesome-Sauce
• 5  vývojářů
• 2  testeři
• Scrum Master
• Product Owner
Značnou  výhodou  tohoto  týmu  jsou  použité  technologie,  na  kterých  je  pacientský  portál  
vyvinut.  Zmíněná  výhoda  spočívá  v silné  zastupitelnosti  jednotlivých  členů,  obecně  lze  
tvrdit,   že   každý   z   vývojářů,   je   zcela   schopen   zastoupit   druhého   – z hlediska   znalostí  
technologií.   Zastupitelnost   může   být   do   jisté   míry   ovlivněna   samotnou   znalostí  
produktu.  
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3.1.8 Skladba  týmu  Radegast
Hlavní  pracovní  náplní  uvedeného  týmu  je  vývoj  nových  funkcionalit.  V současné  době  
se   týká   zejména   řešení   pro   správu   pacientských   formulářů.   Další   náplní   týmu   je  
zejména  údržba  a  vývoj  mobilní  aplikace,  která  je  vyžívána  pro  přístup  k pacientských  
datům  za  použití  mobilních  zařízení.  Tým  se  skládá  z těchto  členů: 
• 2  vývojáři  serverové  části
• 2  vývojáři  uživatelské  části
• 1 tester
• SCRUM Master
• Product Owner
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3.2 Současný  styl  řízení  projektu
   
Každodenní   aktivity   jsou   řízeny   především   Scrum   Mastery,   v rámci   těchto   týmů  
Radegast a Awesome-sauce  působí  jeden  Scrum  Master.  Dále  má  tým  alespoň  jednoho  
Product  Ownera,  který  se  vždy  specializuje  na  určitou  komponentu.  S těmito  osobami 
tedy   tým   nejčastěji   komunikuje   jak   v průběhu   standardního   vývoje,   tak   v případě  
plánovacích  aktivit,  které  tomuto  vývoji  předcházejí. 
O   záležitosti   týkající   se   zejména   technickým   problémů   se   stará   výhradně   manažer  
zodpovědný  za  vývoj.  Tento  manažer  je  pouze  jeden  a  tuto  roli  plní  pro  celé  vývojové  
oddělení,  které  se  skládá  z 6  nezávislých  Scrum  týmů.  Důležitou  činností  manažera   je  
zejména   odpovědnost   za   použité   technologie,   způsob   provedení   a   komunikace   těchto  
záležitostí  v rámci  jednotlivých  týmů.  Mimo  to působí  také  jako  manažer  pro  všechny  
Testery,  kteří  pracují  v rámci  vývojového  oddělení. 
• Obchodní
• Klientský  podpora
Poslední   skupinou,   která   se   dostává   do   styku   s vývojovým   oddělením   je   skupina  
označená  jako  „senior  leadership  team“.  Tedy  skupina  osob  ve  vysokém  managementu  
společnosti.   Působí   jako   nedílná   součást   strategického   řízení   společnosti.   Tyto   osoby  
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jsou   obecně   vzato   odpovědné   za   fungování   společnosti,   ale   také   za   budování   značky  
společnosti  a  její  propagaci. 
Struktura  vedení  je  znázorněna  v níže  uvedeném  diagramu  řízení  projektu  společnosti. 
Hlavní Projek
Senior Leadership Team
Agilní metodologie
Vydání verze software zákazníkům
Skupina Product Ownerů
Vývojový manažer
Podprojekt
Scrum Team
Podprojekt
Scrum Team
Obrázek  č.    2:  Organizační  struktura
(Zdroj:  vlastní  zpracování) 
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3.3 Analytické  metody
V této  části  si  představíme  dva  druhy  analytických  metod,  které  budou  dále  použity  pro  
analýzu  Scrum  frameworku,  který  je  použit  pro  řízení  dvou  týmů.  Uvedené  týmy  byly  
představeny  v předchozí  části  práce. 
3.3.1 BART  analýza
BART  analýza   je  v rámci  Scrumu  velice  užitečná,   zkratka  BART  se   skládá   z termínů 
(MORAN‚  2012): 
• Boundary
• Authority
• Role
• Task
Pokud   tyto   termíny  aplikujeme  na  metodiku  SCRUM,  zjistíme,  že   je  všechny  splňuje.  
Role v rámci   metodiky   jsou   jasně   definovány.   Hranice   mezi   těmito   rolemi   jsou   také  
jasně  definovány,  týmy,  ačkoliv  „cross-functional“  jsou  stále  sestaveny  z odborníků  na  
různé  oblasti  – tester  je  zodpovědný  za  hlavní  část  testování,  kdežto  databázový  expert  
se   primárně   soustředí   na   svou   hlavní   část   práce.   Dále   je   rovněž   přiřazena   autorita  
jednotlivým  rolím  – tester  má  hlavní  slovo  při  rozhodování  o  kvalitě  produktu,  působí  
tedy  jako  hlavní  berná  mince  při  akceptaci  vyvinutého  produktu.  Jednotlivé  úkoly  jsou  
definovány   a   plánovány   během   různých   částí   SCRUM   procesu.   Jsou   definovány   pro  
všechny   členy   týmu.   Pochopení   těchto   základních   kamenů   je   důležité   zejména   pro  
projektové  manažery.  V klasickém  vývojovém  prostředí   totiž   řídí   samotný   tým,  určují  
osoby,   které   jsou   odpovědné   za   splnění   úkolu.   V rámci   agilních  metodiky   však  musí  
pochopit,  že  daný  direktivní  způsob  řízení  není  vždy  vhodný (MORAN‚  2012). 
Potenciální   problémy   se   mohou   vyskytnout   v případě,   že   nedodržujeme   elementární  
podmínky.   Pro   příklad   uveďme   situaci,   kde   není   jasně   definovány   odpovědnost   za  
určitý  úkol.  V určité  situaci  se  členové  týmu  dostávají  do  konfliktních  pozic,  kde  není  
zcela   jasné,  kdo   je   za  úspěšné  dokončení  úkolu   zodpovědný.  Dalším  příkladem  může  
být   situace,  kde  nejasně  oddělíme  pracovní  úkoly.  Opět   se  dostáváme  do   situace,  kdy  
není  jasně  definována  odpovědnost  nebo  se  tyto  činnosti  probíhají  paralelně.  Výsledkem  
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tohoto  nedůsledného  definování  úkolů,  rolí,  hranic  a  autority  je  zcela  zbytečné  plýtvání  
zdrojů,  které  jsou  neefektivně  využívány. 
3.3.2 Cynefin 
Cynefin   framework   pomáhá   rozlišit   5   základních   oblastí   a   ke   každé   oblasti   nabízí  
postup  řešení  problémů,  který  se  pro  každou  oblast  liší.  Tento  Postup  se  vždy  skládá  ze 
tří  kroků 
• Jednoduchou oblast – Uvědomění,  Kategorie,  Odpověď
• Komplikovanou oblast – Uvědomění,  Analýza,  Odpověď
• Komplexní  oblast  – Průzkum,  Uvědomění,  Odpověď
• Chaotickou oblast – Reakce,  Uvědomění,  Odpověď
• Oblast Poruchy
Důležité   je   sledování   množství   procesních   záležitostí,   které   se   týkají   jednotlivých  
možností  rozhodovacího  algoritmu.  V případě  že  se  společnost  uchyluje  ke komplexním  
procesním   řešením   u   hůře   definovatelných   problémů   – Komplexní   úroveň   a   výš,  
dochází   k potlačování   možnosti   experimentování.   Pouhým   sledováním   řízení   změn   a  
problémů  můžeme  vysledovat  množství  čistě  procesních  záležitostí (NILSEN‚  2013). 
55 
3.4 Současný  Framework
V současné   době   je   Scrum   realizován   formou   tří   na   sebe   navazujících   Sprintů.   Po  
ukončení   posledního   Sprintu   následuje   týdenní   iterace,   které   se   nazývá   „product-
development  week/hardening  week“.   Jde   o   týden   vyhrazený   na   pracovní   úkoly,   které  
nejsou  nutně  spojeny  přímo  s vývojem  nových  funkcionalit,  avšak  dochází  k práci,  jenž  
na  procesech  a  nástrojích  především  slouží,  jako  podpůrné  nástroje  pro  regulérní  Sprint  
pro   podporu   vývojového   týmu.   Mezi   další   příklady   můžeme   uvést   různé   drobné,  
nicméně  důležité  úkoly,  na  které  nezbývá  část  během  standardního  vývoje. 
3.4.1 Popis Story poitingu 
Story Pointing je v současné  době  realizován  jednou  za  Sprint.  Obvykle  je  uskutečněn  
přibližně   v druhé   polovině  Sprintu   a   předchází   vždy  Sprintu,   který   po   něm  následuje.  
Nejčastěji   se   jedná   o   meeting   s délkou   od   1,5   do   2   hodin. V případě   náročnějšího  
tématu,  o  kterém  se  v rámci  Story  Pointingu   jedná,   se   tento  meeting  může  prodloužit.  
Stejně   tak   může   dojít   k přidání   druhé   části   tohoto   meetingu   – toto   rozhodnutí   je  
povětšinou   provedeno   celým   Scrum   týmem.   Průběh   meetingu   je   dále veden Scrum 
Masterem,  který  působí  jako  moderátor  debaty.   
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Pokud panuje v celém  týmu  shoda  o  tom,  že  je  User  Story  dostatečně  popsána  a  splňuje  
všechny  záležitosti,  dochází  k tajnému  hlasování  celého  týmu.  Každý  člen  vybírá  číslo  
relativní  velikosti  User  Story.  Vzor,  od  kterého  se  tato  relativní  User  Story  odhaduje,  je  
určen   jako   velikost   User   Story,   která   je   co   nejvíce   srozumitelná   všem   členům   týmu.  
Obecně  můžeme   tvrdit,   že   jde   o   User   Story   spíše  menší   náročnosti.   V případě,   že   je  
velikost  User  Story  ohodnocena  jako  větší  než  13  Story  pointů,  dochází  k označení  této  
User   Story   jako   Epic   a   je   nutné   ji   rozdělit   na   více   částí.   Tyto   části   mohou   opět  
dosahovat  velikosti  maximálně  13  Story  pointů.   
Porovnáním   průběhu   Story pointingu s postupem,   který   je   definován   v literatuře  
zabývající  se  Scrum  můžeme  sledovat  rozdíl  právě  v pevně  stanoveném  datu  plánování.  
Doporučované  plánování  Story  pointingu  je  definováno  pojmem  „just-in-time“,  tedy  ve  
chvíli,   kdy   je   toto   plánování   nejvíce   vhodné.   Stejně   tak   ve   většině   případů   dochází  
k plánování  pouze  na  příští  Sprint,  chybí  zde  zejména  větší  nadhled  na  budoucí  témata  
realizována  týmem  – přicházíme  o  možnosti  hlubší  investigace  a  následné  komunikace  
v rámci  vývojového  týmu. 
3.4.2 Popis Sprint planningu 
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Na  začátku  Sprint  planning  meetingu  je  zjištěna  kapacita  jednotlivých  členů  v hodinách.  
Od   kapacity   pro   celý   Sprint   je   dále   odečten   čas,   během   kterého   je   člen   pro   tým  
nedostupný   – jde   zejména   o   dovolené,   ale   může   jít   také   o   určitý   čas, který   bude  
alokován  ve  prospěch  jiného  týmu.  Posléze  přichází  na  řadu  plánování  úkolů,  které  jsou  
souhrnně   označovány   jako   „out   of   commitment“.   Je   to   doba,   která   je   alokována   pro  
tým,   avšak   nebude   dostupná   přímo   pro   práci   na   vyvíjené   funkcionalitě   – pod tímto  
názvem  můžeme  najít  práci  jako  rozšiřování  znalostí,  verifikace  produkčního  prostředí  
po  nasazení  nové  verze  software  a  další.   
Průběh  plánování  obecně  probíhá  vytvářením  činností,  ze  kterých  se  User  Story  skládá.  
Tým  se  během  Sprint  Planningu  soustředí  na  User  Story,  které  jsou  do  Sprintu  zařazeny  
Product  Ownerem  a  jsou  zde  seřazeny  sestupně  podle  priority  – tým  zejména  plánuje  od  
těch  pro  Product  Ownera  nejdůležitějších  User  Stories.  Těmto  úkolům  je  také  přiřazen  
odhad   náročnosti   v hodinách.   Tyto   úkoly   jsou   dále   přiřazovány   buďto   jednotlivým  
členům  – postup   teamu  Radegast,  nebo   jsou   jen   rozlišovány   jako  vývojový  respektive  
testovací  úkol  – postup teamu Awesome-Sauce.  Ve  chvíli,  kdy  je  vyčerpán  celkový  čas  
dostupný  členem  týmu  nebo  funkcí  je  hlavní  část  plánování  User  Stories  pro  následující  
Sprint   ukončena.  Další   prvek,   který   se   v tuto   chvíli   kontroluje,   je   počet  Story  Pointů.  
Obecně  se  tento  počet  kontroluje  s předchozími  Sprinty,  je  snaha  oscilovat  kolem  čísla,  
společného   pro   předchozí   Sprinty.  V případě,   že   je   celý   tým   spokojen   s množstvím   a  
strukturou   naplánované   práce,   dochází   k aktu s názevem   „commitment“   kde   se   tým  
zavazuje  tuto  naplánovanou  práci  dokončit.   
Navíc  na  tuto  naplánovanou  práci   tým  také  vybírá  User  Stories,  které  jsou  definovány  
jako „stretch   goals“   tedy   práci,   kterou   se   nezavazuje   začít   ani   dokončit,   v případě  
dostupné  kapacity  na  ni   však  může  pracovat.   Je   také  důležité  podotknout,  že  celý   čas  
vyhrazený  na  Sprint  Planning  je  skutečně  využit  na  definici  úkolů,  některá  práce  však  
můžeme  být   prováděna   ve  Sprintech   následujících   – tým  prakticky  plánuje   jednotlivé  
úkoly  s větším  předstihem. 
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3.4.3 Popis Sprint execution 
Hlavní   částí   jsou   pravidelné   Scrum   Daily   meetingy,   při   kterých   je   přítomen   celý  
vývojový   tým   se   svým   Scrum   Masterem   a   Product   Ownerem. Tyto meetingy jsou 
uskutečněny   v rámci   15   až   30   minutových   úseků.   Oproti   Scrumu   použitých  
v nedislokovaných   týmech   zde   můžeme   sledovat   jistý   odklon   od   standardního  
zodpovězení  tří  hlavních  témat  pro  Daily  meeting,  ale  spíše  komplexnějšího  hlášení  pro 
Scrum   Mastera.   Tento   fakt   je   ovlivněn   zejména   tím,   že   se   jedná   o   meeting,   jediný  
dopředu   naplánovaný,   během   kterého  může   dojít   k vyjasnění   případných   problémů   a  
zodpovězení   otázek.   Je   nutné   zdůraznit,   že   tato   realizace   Daily   meetingu   není   zcela  
dokonalá,   občas   kvůli   komplexnosti   tohoto   reportování   dochází   k prodlužování  
meetingů.   
3.4.4 Popis Sprint demo 
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3.4.5 Popis Sprint retrospectve 
Je  poslední  z realizovaných  meetingů,  následuje  po  ukončení  Sprintu,  obvykle  ve  stejný  
den  jako  Sprint  Demo.  Umístění  tohoto  setkání  právě  na  poslední  den  je  klíčové,  hlavní  
důvod   je   pak   ten,   že   všichni   členové  mají   ještě   v čerstvé   paměti   průběh   předchozího  
Sprintu.  
Pro tento   meeting   je   vyhrazen   časový   úsek   1   hodiny.   Účastníci   Sprint   Retrospective  
jsou  vývojový  tým,  Scrum  Master  a  Product  Owner.  Zmíněný  meeting  obvykle  probíhá  
formou  otevřené  diskuze,  kdy  nejprve  všichni  členové  zodpovídají  na  otázky: 
• Co  šlo  dobře 
• V čem  máme  prokračovat 
• Co  je  třeba  změnit 
• Co  musí  skončit 
Tyto   odpovědi   pák   dále   zapisují   do   virtuálního   prostředí   v rámci   Google   Docs.  
Následně   každý   člen   týmu   disponuje   třemi   hlasy,   kterými   může   libovolně   podpořit  
jeden z podnětů.  Tři  nápady  s nejvíce  body  jsou  pak  vybrány  a  tým  se  věnuje  na  jejich  
aplikaci   popřípadě   eliminaci   v následujících   Sprintech.   Některé   týmy   tyto   nápady  
posléze  zapisují  na  teamovou  Wiki  stránku  tak,  aby  byly  dostupné  všem  členům. 
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3.5 Nejčastější  problémy 
Metodika   získání   klíčových   informací,   které   jsou   dále   rozebírány,   se   skládá   ze   tří  
zásadních  kroků.  Prvním  krokem  je  zevrubné  nastudování  fungování  agilních  metodik,  
s primárním   zaměřením   na   Agilní   metodiku   Scrum.   Dalším   krokem   je   pak   přímá  
participace v rámci  Scrum   týmů,  popřípadě   jeho  pozorování   jako  nezúčastněná  osoba.  
Posledním  krokem  je  pak  diskuze  s jednotlivými  členy  týmu. 
Vypracování Scrum Frameworku
Získání dat:
Studimu 
materiálu 
týkajících se 
Agilních metodik 
a Scrumu
Studium 
materiálu 
zabývajících se 
řešení problémů 
v rámci agilních 
metodiky a 
outsourcingu
Získání dat:
Sledování 
fungování 
jednotlivých 
týmů
Osobní 
participace ve 
vývojovém týmu
Sběr informacía 
metrik, pro 
budoucí analýzu
Získání dat:
Komunikace s 
jednotlivými 
členy
Pořádání školení 
a využití zpětné 
vazby
Osobní 
zkušenosti 
získané 
působením ve 
vývojém týmu
Analýza Získaných dat
 
Obrázek  č.    3:  Metodika  sběru  dat 
(Zdroj:  vlastní  zpracování) 
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Sledováním,   či   osobní   participaci   ve   vývojových   týmech   byly   identifikovány   tyto  
problémy: 
• Over commitment
• Say/Do  poměr
• Postrádání  dlouhodobého  plánování  a  investigace
• Problémy  týkající  se  zejména  dislokací  týmů
• Nedodržování  Definition  of  Done
• Plánování  neočekávaného
Over commitment 
Tímto   pojmem   označujeme   situaci,   kdy   dochází   k tomu,   že   tým   nerealisticky   určí  
množství   práce,   kterou   je   schopen   během   jednoho   Sprintu   realizovat.   V rámci   tohoto  
šetření  vycházím  z interního  systému  pro  sběr  informací,  kde  je  veden  záznam  o  počtu  
Story   pointů,   které   se   tým   zavázal   realizovat   a   také   finální   množství,   které   skutečně  
realizovat  dokázal.  Je  nutno  podotknout,  že  tato  metrika  je  jedna  z nejdůležitějších  pro  
vyšší   management   společnosti.   Over   commitment   je   pevně   spojen   s následujícím  
problémem. 
Say/Do  poměr
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Jak   můžeme   z přiloženého   grafu   spatřit,   vývoj   poměru   Say/Do   se   v průběhu   času  
týmům daří   poměrně   vhodně   stabilizovat.   Důvodem   k této   stabilizaci   je   celá   řada  
vlastností  počínaje  větší  zkušeností  z předchozích  Sprintů  ale  také  zlepšování  obecného  
podvědomí  o  agilních  metodikách,  zejména  pak  pochopení  Scrumu  jeho  aplikací.  I  přes  
zlepšení  počátečních  metrik  je  však  nutné  věnovat  tomuto  problému  velký  význam. 
Významným  činitelem,  který  způsobuje  týmu  overcommitment  ale  také  nepříliš  vhodný  
poměr   Say/Do   je   velmi  malá   investigace   budoucích   funkcionalit.  V případě,   že   dojde  
k práci   na   určité   komponentně,   která   vývojáři   není   zcela   známá,   může   dojít   k velice 
zkreslenému  odhadu  – ten  pak  může  eskalovat  a  v nejhorším  případě  nedodáním  hotové  
User  Story  během  Sprintu.  V současné  době  se  týmy  tento  vliv  nejistoty  snaží  řešit  tím,  
že   jsou   některé   User   Story   označeny   jako   „stretch-goals“,   jinými   slovy   tedy   na   nich  
budou  pracovat,  nezavazují  se  je  však  v  časovém  okně  Sprintu  dokončit.  Tento  způsob  
řešení  není  zcela  šťastný,  jelikož  kvůli  tomuto  počínání  může  docházet  k opakovanému  
odsunu  dané  User  Story. 
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Dislokace  členů  týmu 
Je   poměrně   častý   problém,   se   kterým   se   setkáváme   u   outsourcingových   projektů.  
Ačkoliv   pravidelné   meetingy   probíhají   i   za   využití   audio-vizuální   techniky,   Scrum  
Master  stále  není  s vývojáři  v jedné  místnosti,  kde  posléze  může  probíhat  tzv.  osmotická  
komunikace.  Druhou  překážkou   je  značný  časový  odstup  – 6  hodin.  Vývojový   tým  se  
tedy   se  Scrum  Masterem   a  Product  Ownerem   setkává   pouze   pár   hodin   denně.   Z toho 
také  vyplývá  plánování  většiny  Scrum  meetingů  do  odpolední  hodin. 
Plánování  neočekávaného 
Obecně   se   v každém   druhu   plánování   vyskytují   úkoly,   se   kterými   tým   během  
počátečního   plánování   nepočítá.   Následně   pak   dochází   k nenaplnění   očekávání  
například   poměru   Say/Do.      Zmíněný   problém   velmi   často   způsobuje   zejména   plná  
alokace  týmu  na  pracovní  úkoly  již  během  plánování  – týmu  tedy  nevzniká  jistá  rezerva  
pro  neočekáváné  vstupy.  Neočekávanost  by  měla  být  eliminována,  popřípadě  by  měly  
nalezeny  případy,  kdy  k  těmto  jevům  dochází  – například  po  vydání  nové  verze  je  velká  
pravděpodobnost   nalezení   defektního   softwaru   zákazníky.   Popřípadě   může   jít   o   jiné  
zásadní   změny   realizované   v systému.  Kompletně   neočekávaným  vstupem   je   obvykle  
řešení  problémů  v produkčním  prostředí. 
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4 VLASTNÍ   NÁVRHY   ŘEŠENÍ,   PŘÍNOS   NÁVRHŮ  
ŘEŠENÍ
Výše  jmenované  problémy  budou  využity  jako  jedny  z hlavních  vstupů  do  další  části  
praktické  částí  práce.
4.1 Vypracování  pracovního  rámce
Tato  část  bude  obsahovat  návrh  jednotlivých  procesních  částí  Scrumu.  Cílem  je  využít  
celý   tento   návrh   jako  možný   návod   na   provádění   všech   součástí  metodiky.  Návrh   se  
také   zaměřuje   na   jisté   specifické   podmínky   a   také   se   snaží   eliminovat   současné  
problémy.  Ohled  je  přikládán na  outsourcingové  řešení  projektu. 
4.1.1 Organizace projektu 
Jak bylo uvedeno v analytické   částí   projektu,   v současné   době   je   organizace   projektu  
z časového   hlediska   rozdělena   do   3   nezávislých   „time   boxovaných“   Sprintů.   Prvním  
dnem   Sprintu   je   vždy   čtvrtek.   Jedním   z často   uváděným   komentářem   okolo   celého  
provádění   metodiky   Scrum   je   relativně   velké   množství   meetingů,   které   se   zejména  
v začátcích  praktikování  agilních  metodiky  – zejména  pak  Scrumu  může  zdát  jako  čas,  
který   je   plýtván   na   zbytečném   místě.   Je   třeba   podotknout,   že   tento   názor   je   možné  
zaslechnout   převážně   ve   vývojové   části   samotného   projektu.   Jde   tedy   o   názor   členů  
jednotlivých  Scrum  týmů.   
Tento   jev   je   velmi   patrný   zejména   z důvodu   14   denních   Spritnů.   Možným   řešením,  
které  se  naskýtá,  je  drobná  korekce této  formy.  Je  nutno  poznamenat,  že  současné  styl  
plánování   je   nastaven   na   tři   po   sobě   jdoucí   Sprinty   následován   jedním   týdnem   tzv.  
„hardening   weeku“.   V obecné   rovině   se   tedy   jeden   release   cyklus   skládá   ze   7   týdnů  
vývoje.   Společnost   zvolila   tento   způsob   především   z důvodu   častějšího   doručování  
nových  funkcionalit.  Je  tedy  zřejmé,  že  tento  výchozí  čas  věnován  celému  release  příliš  
upravovat  nehodlá. 
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S čím   naopak   manipulovat   lze,   je   počet   Sprintů   v jednom release cyklu. Existuje 
možnost  převedení  uvedených původních  tří  Sprintů  na  Sprinty  dva.  Tedy  konverze  na  
dvou  třídenní  Sprinty.  Tento  přesun  sice  vývojovému  týmu  sice  nenavýší  čas,  který  je  
možné  využít  pro  práce  v rámci  Sprint.  Jde  tedy  spíše  o  psychologickou  pomůcku,  která  
pomůže  oddálit  jednotlivé  stále  se  opakující  meetingy,  které  jsou  týmem  mnohem  více  
sledovány  v případě,  že  se  opakují  každé  dva  týdny.   
Dále  je  uveden  příklad  a  porovnání  současného  řešení  dvoutýdenních  iterací  a  nového  
návrhu  iterací  třítýdenních.  Pro  výpočet  celkového  času  vývojáře je  použita  konstanta  6  
hodin  na  pracovní  den  – zbylé  dvě  hodiny  jsou  alokovány  na  pravidelné  denní  meetingy  
a  jiné  záležitosti  jako  vyřizování  emailů.  Použitých  6  hodin  zůstává  jako  čas  alokovaný  
na  produktivní  práci.  Hodnoty  v tabulce jsou uvedeny v hodinách. 
Tabulka  č.    1:  Časové  rozložení  aktivit  Sprintu
 (Zdroj:  vlastní  zpracování) 
Sprint  3  týdny Sprint  2  týdny 
Celkový  čas  vývojáře  na  Sprint 90 60 
Story Poiting 4 2,5 
Sprint Planning 4 3 
Sprint Demo 2 2 
Sprint Retroscpective 2 1 
Čistý  čas 78 51,5 
Souhrn za release 156 154,5 
Jak   můžeme   spatřit,   množství   hodin,   které   jsou   týmy   schopné   věnovat   samotnému  
vývoji,   se   takřka   nezměnilo   – naopak  můžeme   sledovat   mírné   navýšení.   Uvedené   je  
však  nutno  brát jako rezervu  pro  případné  navýšení  časové  náročnosti  některých  aktivit.  
Druhým   faktem,   kterým   je   třeba   se   zabývat,   je   organizace   samotného   týmu.  V tomto 
případě  jde  o  vstup  z analytické  částí,  který  se  týká  dislokace  členů  Scrum  vývojového  
týmu.   Společným  úzkým  místem   pro   oba   týmy   je   dislokace   Scrum  Master   a   Product  
Ownera. 
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V případě   Product  Ownera   je   tato   dislokace   v rozumné  míře   tolerovatelná,   ačkoliv   je  
nutno   podotknout,   že   zcela   ideální   také   není.   Pokud   se   však   zaměříme  na   samotného  
Scrum Mastera, zde je situace zcela   opačná.   Jak   ze   Scrum  metodiky   vyplývá,   Scrum  
Master  je  osoba,  která  by  měla  s vývojovým  týmem  trávit  co  nejvíce  času.  Tato  funkce  
je  však  v současném  stavu  znatelně  omezena  z důvodu  dislokace  Scrum  Mastera.  Ten  se  
v současné   situaci   stává   spíše   komunikačním  prostředkem,   se   kterým   se   většina   týmu  
v rámci  Sprint  Execution  fáze  setkává  pouze  během  Daily  meetingu  – rámcově  tedy  30  
minut.  Pro  práci  Scrum  Master  je  naopak  nutné  neustále  komunikovat  s týmem  ale  také  
přihlížet  běžnému  dennímu  fungování.   
Návrhem,  který  by  tento  problém  řešil,  je  najmutí  osoby,  která  by  fungovala  jako  Scrum  
Master   pro   oba   týmy.  Tato   osoba   by   působila   jako   lokální   Scrum  Master   a   plnila   by  
všechny  úkoly,  které  v současnosti  realizuje  Scrum  Master  v USA. V tomto  případě  by  
tato osoba   mohla   přímo   spolupracovat   se   všemi   členy   týmu   a   pomáhat   týmu   s  
„continues  integration“  iniciativou.  V neposlední  řadě  spočívá  výhoda  lokálního  Scrum  
Mastera v možnosti   realizování  valné  většiny  Scrum  aktivit  v dopoledních  hodinách  – 
odpadá  tedy  nutnost realizovat meeting v pozdních  odpoledních  hodinách. 
Druhou  organizační  změnou  je  kompletní  kolokace  vývojové  části  Scrum  teamu,   ta  se  
týká   převážně   týmu   Awesome-sauce. Dojde k přesunutí   vývojáře   pracujícího  
z americké   pobočky   do   týmu,   který   je   umístěn   v   místě   příslušné   pobočce.   Tímto  
přesunem   dochází   k odstranění   těch   nejdůležitějších   překážek   týkající   se   pracovní  
činnosti  a  jejího  omezení  z důvodu  spolupráce  mezi  různými  časovými  zónami. 
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Návrh  Organizace  jednotlivých  Scrum  aktivit  má  podobu  následující tabulky. 
Tabulka  č.    2:  Návrh  Scrum  aktivit
(Zdroj:  vlastní  zpracování)
Awesome-Sauce Radegast 
středa Sprint Demo Sprint planning / Sprint Demo 
čtvrtek Sprint planning 
pátek 
pondělí 
úterý 
středa 
čtvrtek 
pátek 
pondělí Story Pointing 
úterý Story Pointing 
středa 
čtvrtek 
pátek 
pondělí 
úterý 
středa Sprint Demo Sprint planning / Sprint Demo 
čtvrtek Sprint planning 
4.1.2 Story Pointing 
V současném  návrhu   je  Story  Pointing  uskutečněn  přibližně  v polovině  Sprintu   a   jsou  
pro   něj   alokovány   2,5   hodiny   Scrum   týmu.   S návrhem   třítýdenního   Sprintu   je   však  
nutné   tuto   dobu   navýšit   a   to   na   plánované   4   hodiny.   I   přesto,   že   je   Story   Pointing  
označován   jako   „just   in   time“   aktivita   a   tudíž   je   možné   jej   realizovat   v kterýkoliv  
okamžik.  Z důvodu  psychologického  snížení  tlaku  v podobě  množství  meetingů  na  tým  
je  Story  Pointing  realizován  v druhé  fázi  Sprintu.  Současně  budou  odhadovány  pouze  ty  
User   Story,   které   splňují   požadavky   Definition   of   Done.   Výjimky   mohou   nastat  
v případě  realizace  urgentní  změny  či  požadavku  vedení.  Je  však  nutno  pamatovat  na  to,  
že  k takovému  postupu  by  mělo  docházet  jen  v případě  nejvyšší  nutnosti. 
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Definition of Ready 
Jak   již  bylo   zmíněno,  dodržování  definice  připravenosti  User  Story,  bude  klíčová  pro  
hladký  průběh  Story  Poitingu.  Na  stranu  Product  Ownera  bude  kladen  vysoký  důraz  na  
připravenost  a  promyšlenost  připravované  práce.  Hlavím  důvodem  je  omezený  časový  
úsek,  který   je  pro  Story  Pointing  vymezen.   Je  klíčové  zabránit   plýtváním  času   celého  
týmu  na  dohadování  o  práci,  která  není  ani  rámcově  připravena  a  promyšlena.  Pro  tyto  
účely   bude   sloužit   tzv.   „Definiton   of   Ready   check-list“,   seznam   jednotlivých   kroků,  
které   musí   být   splněny   před   tím,   než   je   User   Story   přednesena   všem   členům   týmu.  
Product  Owner  by  však  stále  měl  diskutovat  User  Story  v průběhu  její  přípravy.   
Je  žádoucí,  aby  tato  příprava  v počáteční  fázi  byla  řešena  s vybranými  zástupci  týmu  a  
to: 
• Vývojář
• Tester
• Product Owner
• Scrum Master
Výhodou  tohoto provedení  je  rychlé  zvážení  možností  odborníky,  kteří  následně  budou  
tuto  User  Story  realizovat.  V  počáteční  fázi   jde  primárně  o  eliminaci  nápadů,  které  by  
dále   neměly   příliš   velkou   vypovídací   hodnotu,   a   s největší   pravděpodobností   byly  
vyřazeny  – obecně  se  jedná  o  eliminaci  špatných  forem  řešení.  Výhodou  tohoto  přístupu  
je  především  alokace  času  menšího  množství  vývojářů,  není  tedy  pro  investováván  čas,  
který   se  může   výhodněji   využít   pro   samotnou   práce   ve   fázi   Sprint   Execution.  Výběr  
členů   vývojového   týmu odpovědných   za   tuto   včasnou   analýzu   může   probíhat   celou  
řadou  způsobu,   ať  už  určení  kontaktních  osob,  nebo   rotací   jednotlivých   členů   týmu   – 
volba  je  realizována  na  základě  domluvy  Scrum  teamu. 
Návrh  Definiton  of  Ready  list  je  k dispozici  jako  příloha  č.  1. 
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4.1.3 Popis Sprint planning 
Nově   navrhovaný   Sprint   planning   bude   vždy   probíhat   během   prvního   respektive  
posledního   dne   předcházejícího   Sprintu.   Primárním   důvodem   je   možnost   týmu   začít  
z prací   již   během   prvního   dne.   Vzhledem   k alokaci jednoho Scrum Mastera pro dva 
týmy,  však  není  možné,  aby  oba  plánovací  meetingy  proběhly  v  průběhu  jednoho  dne.  
Sprint  planning  pro  oba  týmy  je  realizován  v dopoledních  hodinách.   
Další   navženou   změnou,   která   se   úzce   dotýká   aktivity   Sprint   Planning,   je   zrušení   či 
značné   omezení   při   určování   hodinového   odhadu   pro   pracovní   úkoly.   Vzhledem  
k faktu,   že   předchozí   aktivita,   tedy   Story   Pointing   již   představuje   časové   ohodnocení  
velikosti User Story – z historických  dat  dokážeme  určit,  poměr  mezi  relativní  velikostí  
User Story  ohodnocenou  ve  Story  Pointech  a  časem,  který  nad  její  realizací  tým  strávil.  
Jinými   slovy,   určováním   velikosti   pracovních   úkolů   v hodinách   znovu   odhadujeme  
celkový  čas,  který  bude  User  Story  věnován.  Efektivnějším  řešením  se  jeví  soustředění  
týmu   při odhadu v pracovního   balíku   v předchozí   aktivitě,   namísto   opakování   svého  
odhadu  ve  dvou  na  sobě  navazujících  aktivitách. 
I  po  odstranění  časového  plánování,   je  však  nutné  pamatovat  na  to,  že  některé  úkoly  i  
přes   snahu   rozšiřování   „t-skills“   vyžadují   pozornost   určitého   vývojáře,   stejně   tak   při  
testování  se  spoléháme  na  dostatek  času  testera,  protože  testování  a  kontrola  kvality  je  
jeho   hlavní   zodpovědnost.   Navrhovaným   řešení   je   pozvolný   odklon   od   odhadování  
velikostí  úkolů  v času,  který  by  probíhal  v  průběhu  delšího  časového  úseku.  Současně  
v daném  období  by  se  tým  shodl  nad  tím,  zda  je  pro  něj  User  Story  dostatečně  známá  a  
v případě   shody   by   bylo   odhadování   v časových   jednotkách   na   úrovní   úkolu  
přeskočeno.  Nejde  tedy  o  jednorázovou  aktivitu,  ale  pozvolný  proces.  Ačkoliv  se  tento  
časový  úsek  nebude  nadále  odhadovat.  Čas,  který  člen  týmu  posléze  úkolu  věnuje,  bude  
stále   zaznamenán   v rámci   trackovacího   systému   pro   účely   sledování   metrik,   ale   také  
z důvodu  podpory  týmu  při  dalších  odhadech  a  obecně  „continues  improvement“. 
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Posledním   krokem,   který   se   týká   fáze   Sprint   Planning   je   plánování   neočekávaného.  
Z projektových  zkušeností  vyplývá,  že  nejčastějšími  důvodu  nesplnění  Say/Do  jsou: 
• Produkční  problémy
• Kritické  defekty
Důležitým  faktem  je,  že  ačkoliv  jsou  zmíněné problémy  složitě  plánovatelné,  pomocí  již  
nasbíraných  údajů  a  příčin  neúspěchů  jde  pozorovat  jisté  vzory. 
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týmu  při  Sprint  Planningu,  dle  vnitrofiremních  statistik  je  doporučována  hodnota  zhruba  
85% alokace.  
4.1.4 Popis Sprint execution 
V této   části   je   největší   změna   umístění   Scrum   Mastera   s vývojovými   týmy.   Rozdíl  
oproti   současnému   řešení   spočívá   v lokáním   vedení   Daily   Scrum   meetingu.   Toto  
setkání   celého   týmu   bude   probíhat   v dopoledních   hodinách.  Mimo   to   však   bude   také  
v omezené  míře  probíhat  Daily  Scrum  meeting,  kterému  bude  přítomen  Product  Owner.  
Zachování   meetingu,   kde   je   dostupný   celý   vývojový   tým   je   klíčové   pro   komunikaci  
právě  s Product  Ownerem.  Navrhovanými  možnostmi  pak  jsou: 
• Provádění  Daily  Scrum  meetingu  v nezměněné  podobě
• Omezení  meetingu  pouze  na  některé  dny  v týdnu
• Omezení  nutností  účastnění  se  meetingu  všemi  členy  týmu
Tím  nejrozumnějším  návrhem  se  zdá  být  první  či  třetí  možnost.  Výběr  nejvhodnějšího  
řešení   však   bude   přenechán   samotnému   Scrum   teamu.   Scrum   Master   nicméně   bude  
v každodenním   kontaktu   s Product Ownerem i v případě,   že   se   tým   rozhodne  
komunikaci s Product  Ownerem  nějakým  způsobem omezit. 
Druhý   faktor,   který   ovlivňuje   tuto   fázi   je   kolokace   celého   vývojového   týmu   v rámci  
jedno   časové   zóny.   Tento   způsob   zajistí   lepší   komunikaci   členů   týmu   a   také   zvýší  
společné  vědomí  o  průběhu  pracovní  činnosti  a  v neposlední  řadě  plnění  předsevzatého 
plánu. 
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4.1.5 Popis Sprint demo 
4.1.6 Popis Sprint retrospectve 
4.1.7 Technology debt 
Je v současné   době   jeden   z velkých   problémů   projektu.   Hlavním   důvodem   je   stáří  
projektu   a   dokončování   nových   funkcionalit   i   v případě   že   jsou   řešeny   ne   zcela  
standardním  přístupem  a  přinášejí  do  produktu  potenciální  problémy.  Správa  a  placení  
tohoto  dluhu   je  nesmírně  důležitá  zejména  z hlediska  udržitelnosti  produktu.  Navíc  se  
z množstvím   technologické   dluhu   prodlužuje   čas   potřebný   pro   implementaci   nových  
funkcionalit  nebo  řešení  defektních  stavů. 
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Z toho  důvodu  jsou  na  úrovni  jednotlivých  teamů  identifikovány  User  Story  a  defekty,  
které  jsou  označeny.  Pro  označení  a  správu  je  využit  firemní  sledovací  systém  a  značky  
„Technical   Debt“.   Tyto   pracovní   prvky   dále   mohou   být   pokritizovány   a   plánovány  
v průběhu  Sprint  Planning. 
• Navrhovaný  proces  správy  technologického  dluhu  se  skládá  z:
• Identifikace  technického  dluhu  – cílená  či  náhodna
• Vytvoření  User  Story  či  Defektu  pro  technologický  dluh
• Přiřazení  technologického  dluhu  zodpovědnému  týmu
• Prioritizace technologického  dluhu
Problematická   část   správy   technologické   dluhu   je   rozlišování   odpovědnosti   za   tento  
dluh. Z důvodu  vyhýbání   se   odpovědnosti  může  být   řešení   ustanovení  Technical   debt  
meetingu,   kterého   se   musí   účastnit   minimálně   jeden   zástupce   z každého   vývojového  
týmu.   V rámci   toho   meetingu   dojde   k diskuzi   nad   nově   nalezenými   a   vytvořenými  
defekty  a  User  Stories  a  jejich  zařazení  do  tzv.  Technological  Debt  Backlogu. 
Dalším   prvkem,   na   který   je   nutné   pamatovat   je   odstraňování   stávajícího   dluhu.   Tedy  
práce   na eliminování   prvků   v   Technological   Debt   Backlogu.   Od   věci   není   vyhrazení  
určité   části   kapacity   týmu   na   řešení   a   placení   technologického   dluhu.  Určení   správné  
míry   je   však   předmětem   společné   domluvy  vývojových   týmů   a  managementu.   Pokud  
však   vyhradíme   alespoň   minimální   časový   úsek   Sprintu   právě   pro   tuto   iniciativu,  
dočkáme  se  odměny  ve  formě  mnohem  lepší  udržitelnosti  produktu. 
4.1.8 Správa  závislostí
I  přesto  že  Scrum  vyžaduje  samostatné  „cross-fuctional“   týmy,  ne  ve  všech  případech  
lze  veškerou  závislost  na  ostatních  týmech  zcela  eliminovat.  V tom  případě  potřebujeme  
v týmech  vybudovat  systém  na  zvládání  těchto  závislostí.   
Rozšíření  týmových  znalostí
Prvním  řešením,  je  získání  znalostí,  které  jsou  potřebné  pro  dokončení  práce  – tedy nic 
jiného   než   hlavní   důvod   proč   tato   závislost   vůbec   existuje.   Jinými   slovy   jde   o  
naplánování  User  Story,  která  zajistí,  že  všechny  důležité  znalostí,  které týmu  chybí,  ale  
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jsou  nutné  pro  úspěšné  dokončení  funkcionality,  jsou  tomuto  týmu  předány.  User  Story  
tedy   obecně   popíše   nutné   znalosti   a   je   nastavena   jako   vstup   pro   User   Story,   která  
původně   obsahovala   tuto   závislost.   V případě   že   je   úkol   zahrnující   rozšíření   znalostí  
dokončen,  tým  může  přistoupit  na  plánování  závislé  práce.   
Nevýhodou  tohoto  řešení  je  zejména  nutnost  plánování  na  delší  časový  úsek  dopředu.  Je  
totiž  více  než  pravděpodobné,  že  tým,  který  musí  poskytnout  tuto  nutnou  znalost,  může  
(velmi pravděpodobně   je)   zaneprázdněn   vlastní   již   naplánovanou   prací.   Na   druhou  
stranu   je   však   tento   způsob   mnohem   použitelnější   i   v případě   opakovaných  
závislostech.   Může   tedy   být   doporučen   pro   případy   kde   je   velmi   pravděpodobná  
opakovaná  závislost  na  externím  zdroji. 
Kooperace s externími  zdroji
Druhým navrhnutým řešení   je   spolupráce   s externím   zdrojem.   Při   plánování   je  
identifikována   User   Story,   která   vyžaduje   externí   závislost.   Část   této   User   Story   je  
zpracována   oběma   týmy.   Jinak   řečeno   jde   o   vytvoření   této   User   Story v rámci   obou  
týmů.   Při   řešení   tohoto   druhu   práce   je   velmi   vhodné   neoznačit   tuto   User   Story   jako  
commited.   Neboť   není   jen   naše   zodpovědnost,   zda   bude   dokončena,   ačkoliv   je   to  
v našem  zájmu.  Opačným  řešením  může  být  označení  této  User  Story  jako  commited ve 
všech  týmech,  které  na  ni  budou  spolupracovat  – toto  řešení  může  být  použito  například  
pro  prioritní  funkcionality  nebo  řešení  defektů. 
Pokud   použijeme   tento   druhý   způsob   řešení,  mělo   by   být   zvoleno   zejména   v případě  
jednorázové  závislosti,  která  se  velmi  pravděpodobně  již  nebude  opakovat.  Nebo  jak  již  
bylo  zmíněno  v urgentních  situacích. 
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4.1.9 PD Week investigace 
Je  kritickým  prvkem,  který  upravuje  současné  řešení  pracovního  rámce.  Jeho  důležitost  
spočívá  ve  dvou  klíčových  vlastnostech: 
• Investigace  nových User Stories
• Vytváření  prototypů
PD   week   investagion   aktivita   probíhá   v týdnu,   která   následuje   poslednímu   Sprintu  
v rámci   releasu.   Hlavním   cílem   této   fáze,   je   odstraňování   faktorů   nejistoty.   Členové  
vývojového   týmu   mohou   tento   týden   investovat   do   sbírání   zkušeností   a   ověřování  
nápadů  na  realizace  User  Story  předtím,  než  jsou  skutečně  naplánovány  a  zařazeny  do  
Sprintu.  
Je  důležité  zmínit,  že  tato   investigace  by  se  měla  zabývat  User  Stories,  které  nebudou  
realizovány   hned   v Sprintu   následujícím,   ale   spíše   v rámci   delšího   horizontu.   Tedy  
skutečně   fungovat   jako   systém   zpětné   vazby   a   zdokonalování   odhadu   týmu   v rámci  
Story Pointing a Sprint Planning aktivit.  
Vstupem,   který   je   pro   tuto   aktivitu   nejdůležitější,   jsou   připravené   User   Story.   User  
Story,   které   by   již   v této   chvíli   měly   splňovat   alespoň   omezený   počet   požadavků  
definovaných  pomocí  Definiton  of  Ready  List.  V případě,  že  adekvátní  vývojáři  mohou  
pracovat   na   zamýšlených   prototypech   a   postupovat   podle   popisů   funkcionality,   dojde  
k úspoře  velkého  množství   času.  Důležitým   faktem   je  orientace  na  dlouhodobější   styl  
plánování.   Je   nutné   aby   Product  Owner  měl   byť   jen   představu.   Ideálně   by   PD  Week  
Investigation  měl  probíhat  na  přespříští  release.  Může  ovšem  být  využit  pro  investigaci  
User  Story  již  Sprintu  následujícího. 
Výstupem   je   posléze   zvýšení   povědomí   o   technické   stránce   realizace   User   Story.  
Důležité  je  také  nalezení  potenciálních  problematických  míst,  které  by  v pozdější  části  
plánování   mohly   být   podhodnoceny.   Naopak   může   také   dojít   k významné   části  
realizace  User  Story  již  při  ověřování  samotné  proveditelnosti.  Takto  získané  poznatky  
jsou   pak   dále   dokumentovány   a   předloženy   jako   výstup   činnosti,   která   v rámci   této  
aktivity  proběhla. 
Hlavním   důvodem   k realizaci   této   aktivity   je   zejména   úspora   nákladů,   čas   obětovaný  
této  investigaci  v průběhu  Sprintu  je  totiž  časem,  který  mohl  být  investován  do  vývoje  
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nových  funkcionalit,  které  jsou  naplánovány  lépe  a  pro  tým  nepředstavují  riziko.  Tedy  
nehrozí,   že   by   je   tým   nedokázal   dokončit   v průběhu   Sprintu,   nebo   to,   že   by   se   tým  
nezavázal  tyto  User  Story  dokončit  vůbec  – nedošlo  by  tzv.  „commitmentu“.   
4.1.10 Definition of done 
Podstatným   prvkem   pro   rozlišení,   a   zda   je   User   Story   již   vyřešena   a   může   být  
akceptována   vlastníkem   User   Story.   V současném   době   neexistuje   standardizovaná 
verze  tohoto  dokumentu,  která  by  mohla  být  používána  všemi  vývojovými  členy  týmu.   
Definition  of  Done  je  splněna  pokud  jsou  splněny  tyto  její  prvky: 
• Jsou  splněna  Acceptance  Criteria
• Jsou  splněny  Acceptance  Testy
• Jsou vyvinuty Unit Testy
• Splněno  Code  Review
• Programový  kód  je  commitnut
• Vývojář  funkcionalitu  nasadil  a  otestoval  na  testovacím  prostředí
• Kritické  defekty  jsou  vyřešeny
• Vlastník  User  Story  akceptoval
• Jsou  provedeny  Integrační  a  funkční  testy
Při  ukončení  Sprintu,  jsou  všechny  tyto  podmínky  akceptace  User  Story  zkontrolovány.  
V případě   že   jsou   všechny   podmínky   splněny,   může   být   User   Story   označena   za  
dokončenou   a   posléze   nasazena   do   produkčního   prostředí.   V opačném   případě   dojde  
k přesunutí  této  User  Story  zpět  do  Back  Logu.  Musím  být  provedeno  nové plánování  a  
User   Story   může   být   zařazena   do   dalšího   Sprintu   popřípadě   verze.   Porušení   tohoto  
postupu   je   nejčastější   zdroj   tzv.   technologického   dluhu,   který   dále   znehodnocuje  
výslednou  kvalitu  produktu. 
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4.1.11 Scrum  školení
Je jednou z důležitých   součástí   této   práce.   Hlavním   cílem   je   seznámit   členy   týmu  
s agilními  metodikami.  Zejména  pak  s pracovním  rámcem  metodiky  Scrum. 
Poslední   školení   bylo   organizováno   pro   všechny   zaměstnance   společnosti.   Tématem  
tohoto  školení  bylo  spíše  obecné  seznámení  s agilními  procesy.  Dále  pak  pokračovalo  
seznámením   konkrétně   s agilní   metodikou   Scrum.   V rámci   tohoto   školení   byl  
představen   kompletní   rámec   Scrumu,   oproti   předchozímu   školení   však   nebyl   kladen  
důraz  na  konkrétní  aplikaci  jednotlivých  aktivit. 
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4.2 Přínosy  návrhů  řešení
Hlavní  problémy,  které  byly  identifikovány  v analytické  části.  Dále  bude  zhodnoceno  
řešení  každého  z těchto  problémů. 
Problémy  týkající  se  zejména  dislokací  týmů  
Navržení  řešení   tohoto  problémů  spočívá  ve  dvou  základních  krocích.  Prvním  krokem  
je   vytvoření   týmů,   jejichž   členové   jsou   alokováni   v rámci   jedné   časové   zóny.   Tedy  
v případě   týmu   Awesome-sauce   jde   o   vyjmutí   amerického   vývojáře   z týmu   a   jeho  
připojení  k týmu  umístěného  v jemu  více  odpovídající  časové  zóně.   
Druhým  částí  navrhnutého  řešení  je  najmutí  lokálního  Scrum  Mastera,  který  by  zastával  
pracovní   povinnosti   dosavadního   Scrum  Mastera   v USA   a   tedy   byl   připojen   k týmu  
v České  republice. 
Postrádání  dlouhodobého  plánování  a  investigace  
Zde   je   vytvořen   nový   proces   označován   jako   PD   Week   investigace.   Jde   o   týden, 
následující  poslednímu  Sprintu  Releasu,  který  je  využit  na  investigaci,  týkající  se  práce,  
která  je  plánována  na  nadcházející  Release. 
Dalším   krokem   je   také   správa   a   údržba   technologického   dluhu.   Tato   je   kritická  
z důvodu   udržování   technologického   dluhu   na   vyhovující   úrovni   a   snaha   o   jeho  
postupné  snižování. 
Do   této   kategorie   spadá   tzv.   „plánování   neočekávaného“.   V této   kategorii   jsou  
navrhnuta   řešení,   které   napomáhají   předpovídat   tyto   neočekávané   okolnosti,   které  
mohou  do  značné  míry  ovlivnit  dodržení naplánované  práce. 
Poslední   částí   je   pak   řízení   práce,   ve   které   je   identifikována   závislost   na   cizím   týmu.  
V rámci   práce   jsou   navrhnuty   dva   možné   přístupy,   které   je   možné   pro   zvládání  
takovýchto  situací  použít. 
Je  zde   také  definován  proces  plánování  z dlouhodobého  hlediska,  stejně   tak  plánování  
funkcionalit v rámci   omezeného   počtu   vývojářů   daného   týmu.   Zefektivňuje   celkový  
proces   plánování   a   pomáhá   s omezováním   času   stráveným   na   investigaci   ne   zcela  
optimálního  řešení. 
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Over  Commitment,  Say/Do  poměr
Opatření,   které   napomáhají   řešit   nadhodnocený   odhad   práce,   kterou   je   tým   schopen  
realizovat   během   jednoho   Sprintu.   Zvládání   tohoto   problému   je   řešeno   komplexní  
návrhem  počínajícím  samotným  plánováním  a  také  důsledným  zaznamenáváním  hodin,  
které   tým   obvykle   věnuje   jiným,   než   projektovým   činnostem.   Tedy   zvládání   času  
stráveného   na   opravách   kritických   defektů   popřípadě   řešení   krizovějších   situacích  
produkčního  prostředí. 
Nedodržování  Definition  of  Done  
Navrženým   řešením   je   propracovaný   seznam   vlastností,   které   musím   User   Story  
splňovat   před   její   akceptací.   Klíčovým   prvkem   je   zde   její   dodržování   a   kontrola.  
V případě   nedodržení   pak   není   možné   týmu   dovolit   práci   prezentovat   v rámci   Sprint  
Demo. 
Práce   analyzuje   a   navrhuje   řešení,   pro   všechny   nejčastěji   se   projevující   problémy.  
Důležitosti   je   však   třeba   spatřit   v dodržování   navržených   procesů,   které   na   sebe  
navazují   a   připravují   pracovní   prvky   pro   následující   aktivity.   Nedodržování   těchto  
procesů  opět  vede  k opakovaným  problémům.  Na  řešení  je  tedy  nutné  nahlížet  jako  na 
komplexní  a  propojený  systém.  
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4.2.1 Ekonomické  zhodnocení
Valná   většina   navrhovaných   změn   nezahrnuje   žádné   zvyšování   nákladů.   Jde   většinou  
pouze   o   změny   v již   zavedených   procesích,   které   jsou   upraveny.   Náklady   těchto  
procesů  se  však  nemění. 
Jsou  zde  však  dvě položky,  které  finanční  hledisko  ovlivňují: 
• Najmutí  lokálního  Scrum  Master
• Scrum  školení
Průměrný   plat   Scrum   Mastera   ve   Spojených   státech   amerických   dosahuje   přibližné  
hodnoty 80 000   Amerických   dolarů (GLASSDOOR‚   2014).   Tento   plat   přepočten   na  
České  koruny  odpovídá  zhruba  1 608 960  Kč.   
Plat Scrum Master v České   republice   se   oproti   tomu   pohybuje   zhruba   v hodnotách  
okolo 50 000   Kč (GRAFTON‚   2014).   Celkové   roční   náklady   zaměstnavatele podle 
platných   zákonných   úprav   posléze   dosahují   zhruba   800 000   Kč.   Ze   srovnání   dále  
vyplývá,   že   najmutí   lokálního  Scrum  Mastera  může   zadavatelské   firmě  pomoci   snížit  
mzdové  náklady  na  tuto  osobu  zhruba  o  polovinu. 
Tabulka  č.    3:  Porovnání  mzdových  nákladů  Scrum  Master v Kč
      (Zdroj:  vlastní  zpracování)
USA ČR 
Měsíční  náklady 134080 66666,67 
Roční  náklady 1608960 800000 
Úspora  oproti  USA 808960 
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Školení   i   příprava   na   něj   byla   provedena   v pracovní   době.   Pro   toto   ekonomické  
zhodnocení   tedy   vycházíme   z hodinové   sazby   prezentujícího,   které   zahrnuje   dobu  
samotné  prezentace,  ale  také  nutnou  přípravu.  Hodinová  sazba  je  stanovena  na  200  Kč.     
Tabulka  č.   4: Náklady  na  Scrum  školení  v Kč
  (Zdroj:  vlastní  zpracování)
Počet  hodin Cena 
Příprava 6 1200 
Prezentace 3 600 
Celková  cena 1800 
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ZÁVĚR
Trend   aplikování   agilních   metodik   vývoje   a   řízení   projektů   v rámci   informačních 
technologií   je   jasně   viditelný.   Agilní   metodiky   společnostem   napomáhají   pružně  
reagovat  na  aktuální  požadavky  zákazníků.   
Cíle,   které   byly   stanoveny   v úvodu   práce,   byly   splněny.   Byl   vytvořen   komplexní  
pracovní   rámec.   Součástí   tohoto   pracovního   rámce,   jsou   všechny   aktivity   SCRUM  
metodiky – Story Pointing, Sprint Planning, Sprint Execution, Sprint Demo a Sprint 
Retrospective.   Dále   je   také   definována   organizační   struktura   jednotlivých   SCRUM  
týmů.  Z důvodu  zvyšování  kvality  je  navržena  konkrétní  Definition  of  Done. 
Při  sestavování  pracovního  rámce,  byl  kladen  důraz  na  odstranění  problémů,  které  se  při  
používání   pracovního   rámce   současného   vyskytovaly.   Tato   problémová   místa   byla  
identifikována   pomocí   analýzy,   dedukce   ale   zejména   osobní   participací   v jednom 
z vývojových  týmů.  Největší  a  klíčovou  změnou,  která  se  projevuje  ve  všech  aktivitách  
pracovního   rámce   ale   i   organizačního   složení,   je   návrh   najmutí   lokálního   Scrum  
Mastera.   Tento   krok   je   pak   zcela   zásadní,   pro   realizaci   přidružených   návrhů.  Dále   je  
také   navržen   model   plánování   pracovních   balíků,   na   několik   propojených   úrovních  
plánovacího  procesu  agilní  metodiky  SCRUM. 
Posledním  krokem   je   implementace   navržených   změn   a   obecně   pracovního   rámce  do  
používání na  popisovaném  projektu.  Tato  implementace  je  v současné  době  realizována. 
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