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Abstract 
Automatic digital safety-critical systems are often architected with redundant hardware in order to combat the effects of a 
single failure that could prevent the system from performing its safety function. Additionally, diverse hardware and software are 
typically employed to guard against any potential common-cause failures that would likewise cause an inability of the system to 
carry out its safety function. An all digital (processor or programmable logic-based) implementation usually requires the 
development of two digital systems by two separate software (and frequently hardware) teams which operate in parallel to 
provide the safety function. Strict rules are applied to the development process to ensure that the separate teams do not share 
information or influence each other’s designs.  Even though this technique provides a means to develop a diverse set of digital 
safety-critical equipment, the system design still begins with a single set of requirements. Therefore, it is conceivable that the two 
design teams may create solutions that contain identical design elements.  Any flaws or vulnerabilities in the common elements 
would then be shared between the two designs making the system vulnerable to common-cause failures thus defeating the benefit 
of utilizing diverse design teams.   
A method is proposed herein to address this limitation.  This method entails the classification of the individual requirements 
of the source specification according to a detailed hierarchical taxonomy and the subsequent altering of the classified 
requirements.  The taxonomy is structured so that the leaf-level classifiers are mutually exclusive or uncorrelated and the 
classified requirements are altered to be more stringent.  The original and constrained requirements are allocated to two 
specifications documents in such a way that for certain requirements, the original version appears in the specification for one 
design team and the constrained version appears in the specification for the other.  By using this process, sufficient requirements 
diversity results increasing the likelihood the two separate development teams will achieve a greater degree of design and 
implementation diversity than two teams using the same set of requirements. This increased product diversity should ultimately 
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result in fewer latent common-cause faults residing in the two diverse systems. Furthermore, the degree of diversity achieved is 
expected to be greater when requirements diversity is employed, as compared to a traditional approach in which diversity is 
achieved by chance. 
© 2014 The Authors. Published by Elsevier B.V. 
Selection and peer-review under responsibility of the University of Southern California. 
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1. Introduction 
Diversity between redundant systems is required for many digital safety-critical applications found in industries 
where failures of these systems can lead to injury or loss of life.  A prime example is the nuclear power industry 
where the Nuclear Regulatory Commission (NRC) has strict requirements and guidance on how digital safety-related 
systems are designed.  The NRC’s position is that “Digital instrumentation and control (I&C) systems can be 
vulnerable to common-cause failures caused by software errors, which could defeat the redundancy achieved by 
hardware architecture.” 1.  Given this position, any digital (processor or programmable logic-based) safety-critical 
system within the nuclear industry must contain both redundant and diverse design elements. The typical approach to 
achieve the greatest diversity of systems for a particular safety-critical application in this industry is to utilize two or 
more separate design teams operating independently from each other.  This independence is intended to minimize 
the possibility of the teams implementing identical hardware and software solutions.  One weakness of this approach 
is that the separate design teams are given the same set of requirements.  Arguably, this is unavoidable as the end 
product from each team must satisfy the same core needs and requirements of the customer for the equipment.  It is 
likely that certain design elements will be identical between the two implementations since the two design teams 
work from the same set of requirements, leaving the system vulnerable to common-cause failures.  This paper 
presents a method for overcoming this issue by defining a technique to generate two or more diverse sets of 
requirements from a single source set of requirements.    
This work combines two separate techniques to generate a diverse set of requirements from a single set of 
requirements.  The first is the classification of each requirement to a hierarchical taxonomy where the lower level 
classifiers are each uncorrelated with every other classifier in the taxonomy.  The second is the constraining of each 
classified requirement so that it is unlikely that the altered requirement will be satisfied in the same way as the 
original equipment. 
 
Nomenclature 
:: subclassifier  
 | multiply-classified by 
2. Existing Methods 
No prior literature could be found regarding systematic requirements diversification though requirements 
classification.  Prior art exists regarding the classification of requirements in general2, 3. 
An automated approach for detecting and classifying non-functional requirements is presented by Cleland-Huang 
et al4.  The disclosed technique is capable of detecting aspects or cross-cutting concerns from various project 
documents and measuring the accuracy with which the classification has been made.  A flat set of classifiers is used 
rather than a hierarchical taxonomy as disclosed in this work.   
Bitsch presents a formalism for expressing safety requirements using Computation Tree Logic (CTL)5.  A 
“catalogue” of formal logic predicates is introduced that can be easily mapped to natural language safety 
requirements by software engineers who are not experts in formal specification languages, thereby “classifying” said 
requirements based on their temporal safety properties.  This method is primarily aimed at proving safety properties 
of software-intensive systems but does not address diversity.   
© 2014 The Authors. Published by Elsevier B.V.
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Nikora presents a method for automatically parsing natural language requirements and classifying them, using 
discrimination between “temporal” vs. “non-temporal” requirements as the operative example6.  The method’s aim 
is to improve the quality of requirements decomposition to successively lower levels of design; diversity is not 
addressed.   
The authors’ first attempt at diversifying requirements consisted of classifying the requirements of a specification 
according to a hierarchical taxonomy (typical examples shown in Fig. 1) and then transforming each requirement 
from one classifier to another.  For example, if a requirement is classified as a Functional requirement, it is rewritten 
as a different type such as Performance.  The transformed set of requirements is then assembled into a new 
specification that is inherently diverse from the original as its resulting taxonomy would be distinctly different from 
the original.   
Fig. 1. Example Requirements Taxonomies (left: DOD[2]; right: SysML[3]) 
The authors discovered an issue with the above proposed process early during their investigation.  The 
fundamental problem with this approach is that some aspects are difficult to transform without making detailed 
design decisions.  This is not a preferred solution because the proposed method is intended to be performed by the 
specification originator or customer.  Often this person is not a designer and therefore lacks the expertise, funds, or 
ability to make such decisions.  
3. Proposed Method 
The proposed method for generating diverse requirements overcomes the weakness of the single specification / 
multiple design team model typically employed as well as the requirement classifier transformation technique 
created by the authors discussed in Section 2.  This new method consists of the following activities:  
1) classifying requirements according to a generic taxonomy (Section 3.1), 
2) classifying requirements according to an orthogonal domain-specific taxonomy (Section 3.2), 
3) applying constraints to each resulting requirement group (Section 3.3), 
4) allocating each requirement group to one of two (now diverse) specifications (Section 3.4). 
Theoretically, steps 1-3 can be performed in any order, though the authors found this order to be the most 
convenient and intuitive.  Step 4 depends on steps 1-3 and must therefore be performed last. 
3.1. Generic Classification 
Each requirement in the original specification is singularly classified according to a generic taxonomy.  In this 
context, generic signifies that the taxonomy is applicable to all possible systems and domains.  The classifiers in this 
taxonomy are cross-cutting aspects of the target system and its development process and apply equally to all features 
of the target system at any level of decomposition.  The authors found that the generic classification activity 
necessitates a taxonomy whose categories are strictly disjoint, a property lacking in traditional requirements 
taxonomies (such as those presented in Fig. 1).  For example, requirements are often classified according to 
categories such as Functional and Interface though there is clear overlap between these two classes, resulting in 
ambiguity as to which should be chosen for a particular requirement.  An example of a (partial) taxonomy with 
mutually exclusive categories is given in Fig. 2.  This taxonomy avoids ambiguity by classifying as Function only 
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the requirements for the products’ core functionality.  For example, user interface requirements are not classified as 
Function because they always exist in order to enable the user to interact with the product to perform its core 
functions, but are not core functions themselves. The Function classifier is not further decomposed, as this would 
require domain-specific subclassifiers.  Developing a complete generic taxonomy with supporting analysis is the 
object of future work.  However, the proposed method does not require the taxonomy shown in Fig. 2 to be used; 
any suitably generic and unambiguous taxonomy will suffice. 
Fig. 2. Generic Requirements Taxonomy 
3.2. Domain Classification 
The next step classifies each original requirement according to a domain-specific requirements taxonomy.  This 
Domain Taxonomy decomposes the target system into a broad set of features, functions, and components that are 
potentially common to many products in the same domain.  Domain Taxonomy as used here refers to the 
classification of requirements specific to the technology or product category being considered.  This is in contrast to 
the generic requirements taxonomy that is applicable any type of product or system.  As such, the Domain 
Taxonomy is independent of the Generic Taxonomy.  This independence or orthogonality is integral to developing 
diverse requirements through constraints, as it allows the original requirements to be divided into groups that vary 
independently.  An example Domain Taxonomy for a common consumer electronic device, the smartphone, is given 
in Fig. 3a to illustrate the concept.  
Fig. 3. (a) Domain-Specific Requirements Taxonomy; (b) Multiply-classified Requirements 
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Following both generic and domain-specific classification, the original requirements can be partitioned into 
groups, each consisting of requirements with the same generic and domain classifiers (illustrated in Fig. 3b).  The 
dual classifications have effectively identified specific characteristics of the product and its development process 
(Domain Taxonomy) and subdivided each characteristic into cross-cutting aspects (Generic Taxonomy).  These 
groups tend to vary interdependently in predictable ways; for example, the Performance and Footprint aspects of a 
particular feature generally vary inversely, while Size and Weight often vary proportionally.   These relationships 
are exploited in the allocation of derived requirements to diverse specifications, described in Section 3.4. 
3.3. Constraints 
The basic mechanism to introduce requirements diversity is the application of constraints.  Each original 
requirement spawns a derived requirement that is constrained to be more stringent than the original.  Stringent in 
this contexts means altering the requirement in the direction that provides a more desirable outcome for the 
specification originator (higher performance, smaller size, etc.).  Each constrained requirement is applied to only 
one of the two diverse requirements specifications being produced (discussed further in Section 3.4), thus 
encouraging the creation of two diverse designs by forcing designers to make different engineering trade-offs in 
each design.   
It is intended for the specification originator to apply these constraints to their original set of requirements. These 
requirements developers are aware of the base level of acceptable requirements that satisfy their or their customer’s 
needs.  Often, they will generate goals or stretch requirements to levy on the design teams to achieve a level of 
performance that is desired but not absolutely necessary.  These goals are selected to be the constraints to be 
imposed on the original requirements. Applying constraints in this fashion is straightforward and ensures that the 
derived requirements satisfy the original requirements. This process does not require the requirements developer to 
be a product designer or subject matter expert. 
3.4. Allocation 
Finally, two diverse requirements specifications are produced by dividing the derived, constrained requirements 
into two sets.  The remaining requirements for each specification are directly copied from the original requirements, 
such that each new specification consists of some original requirements and some constrained requirements.  The 
resulting traceability pattern is depicted in Fig. 4. 
Fig. 4. Constrained Requirement Allocation 
The allocation proves to be the most conceptually difficult step since it is crucial to avoid allocating conflicting 
requirements to one of the diverse specifications.  In this context, conflicts refer to: 
x Two constrained requirements appearing in the same specification that cannot be met simultaneously. 
x Two requirements for the same aspect (generic classifier) of the same feature (domain classifier) are 
constrained in both specifications, thus reducing the probability of diverse solutions.   
The requirement groups formed by the original requirements’ generic and domain-specific classifications 
(Section 3.2) are used to reduce the probability of conflicts (indeed, this is the reason for performing the 
classification) by requiring that each group is allocated as a whole to one diverse specification or the other.  This 
avoids the first type of conflict by allowing the requirements developer to use known relationships between the 
requirements groups (such as the Performance vs. Footprint example in Section 3.2) to correctly assign them to a 
specification.  The second type of conflict is eliminated completely since entire groups are allocated to one 
specification or the other.  More detailed and automated methods for making these allocations are the object of 
future work. 
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4. Results 
While the proposed method is targeted at safety-critical systems, a sample specification for a smartphone will be 
used to illustrate the concepts.  This selection was made due the ubiquitous nature of these devices and the general 
familiarity most have with their features. We consider two popular smartphones: the Samsung® Galaxy® S4† 
(Android® OS) ‡  and the Apple® iPhone® 5S§ (iOS®)** , which utilize different operating systems, different 
hardware platforms, and different user interface styles.  These products are known to be quite diverse.  If a 
hypothetical project required two diverse smartphone implementations, the proposed method could be used to 
generate two requirements specifications that would drive the design (or selection) of these products or others that 
are similarly diverse.  Such a project would likely begin with a single requirements specification for the desired 
smartphone characteristics; an example is given in Fig. 5. 
 
1. The unit shall use an industry standard operating system. 
2. The unit shall be no larger than 5.4” x 2.8” x 0.5”. 
3. The unit shall weigh no more than 160 g. 
4. The unit’s case shall be made of a lightweight material with a high tensile strength. 
5. The unit shall have a screen size of at least 4 inches. 
6. The screen resolution shall be at least 640 x 1136 pixels. 
7. The screen pixel density shall be at least 300 pixels per inch. 
8. The display shall be based on either an LCD or LED technology. 
9. The battery shall be replaceable. 
10. The unit shall use a 32-bit or higher processor. 
11. The unit shall use either a dual core processor or better. 
Fig. 5. Example Smartphone Requirements 
These requirements are satisfied by both of the smartphone models considered here (Galaxy® S4 and iPhone® 
5S) according to published information available at the time of this publication.  To diversify the requirements, each 
requirement must first be classified according to the generic taxonomy as shown in Table 1, then further classified 
by the domain-specific taxonomy for smartphones given in Section 3.2.  Taken together, these classifications yield a 
matrix of requirement groups. 
     Table 1. Generic and Domain-Specific Requirements Classification 
Requirement Generic Classifier Domain Classifier Group 
6. The screen resolution shall be at least 640 x 1136 pixels. Product::Behavior::Performance Display 1 
7. The screen pixel density shall be at least 300 pixels per inch. Product::Behavior::Performance Display 1 
12. The unit shall use a 32-bit or higher processor. Product::Behavior::Performance Processor::Word Size 2 
13. The unit shall use either a dual core processor or better. Product::Behavior::Performance Processor::Cores 3 
2. The unit shall be no larger than 5.4” x 2.8” x 0.5”. Product::Structure::Footprint Portability 4 
5. The unit shall have a screen size of at least 4 inches. Product::Structure::Footprint Portability 4 
3. The unit shall weigh no more than 160 g. Product::Structure::Footprint Portability 4 
4. The unit’s case shall be made of a lightweight material with a 
high tensile strength. Product::Structure::Material Case 5 
11. The battery shall be replaceable. Product::Supportability::Maintainability Battery 6 
8. The display shall be based on either an LCD or LED technology. Product::Supportability::Technology Display 7 
1. The unit shall use an industry standard operating system. Product::Supportability::Technology OS 8 
 
 
† Samsung and Galaxy S are both registered trademarks of Samsung Electronics Co., Ltd. 
‡ Android is a registered trademark of Google, Inc, registered in the U.S. and other countries. 
§ Apple and iPhone are registered trademarks of Apple Inc., registered in the U.S. and other countries.   
** iOS is a trademark or registered trademark of Cisco Systems, Inc. in the U.S. and other countries. This work is an independent publication 
and has not been authorized, sponsored, or otherwise approved by Samsung Electronics Co., Ltd , Google, Inc., Apple Inc., or Cisco 
Systems, Inc. 
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The requirement groups correspond to capabilities, features, and aspects of smartphones that vary somewhat 
independently and correspond to classical engineering trade-offs.  The next step is to apply constraints to each 
requirement group, increasing each group’s stringency in the same direction.  For example, all requirements in 
group 1 (Display | Function) are strengthened to specify greater display capability than the original requirements, 
while all requirements in group 4 (Portability | Footprint) are strengthened to specify a smaller footprint than the 
original requirements.  The full set of derived requirements are given in Table 2. 
     Table 2. Derived Requirements 
Original  
Req. Domain Classifier Generic Classifier Group Derived Requirement 
6 Display Product::Behavior::Function 1 The screen resolution shall be at least 768 x 1280 pixels. 
7 Display Product::Behavior::Function 1 The screen pixel density shall be at least 400 ppi. 
12  Processor::Word Size Product::Behavior::Function 2 The unit shall use a 64-bit processor or better. 
13 Processor::Cores Product::Behavior::Function 3 The unit shall use a quad core processor. 
2 Portability Product::Structure::Footprint 4 The unit shall be no thicker than 0.35”. 
5 Portability Product::Structure::Footprint 4 The unit’s diagonal screen size shall be no larger than 4.5”.
3 Portability Product::Structure::Footprint 4 The unit shall weigh no more than 4 oz. 
4 Case Product::Structure::Material 5 The unit’s case shall not be made of metal. 
11 Battery Product::Supportability:: Maintainability 6 The battery shall be replaceable by the end user. 
8 Display Product::Supportability:: Technology 7 The display shall be based on LCD technology. 
1  OS Product::Supportability:: Technology 8 The unit shall use an open-source operating system. 
 
The final step consists of allocating each group of derived requirements to one of two new requirements 
specifications.  These allocations may be made arbitrarily or with a priori knowledge of feasible combinations of 
feature sets and typical domain-specific engineering trade-offs.  Example allocations are given in Table 3. 
     Table 3. Derived Requirements Allocation 
Requirement Domain Classifier Generic Classifier Group Allocation 
6 Display Product::Behavior::Function 1 A 
7 Display Product::Behavior::Function 1 A 
12 Processor::Word Size Product::Behavior::Function 2 B 
13 Processor::Cores Product::Behavior::Function 3 A 
2 Portability Product::Structure::Footprint 4 B 
5 Portability Product::Structure::Footprint 4 B 
3 Portability Product::Structure::Footprint 4 B 
4 Case Product::Structure::Material 5 A 
11 Battery Product::Supportability::Maintainability 6 A 
8 Display Product::Supportability::Technology 7 B 
1 OS Product::Supportability::Technology 8 A 
 
The two new requirements specifications are created by beginning with the original requirements and replacing 
only those requirements allocated to the specification with the corresponding derived requirements.  This results in 
two specifications that each consist of roughly half of the original requirements and roughly half of the derived, 
more constrained requirements.  The differences between the derived requirements in each specification vary 
according to typical engineering trade-offs, and thus encourage diverse solutions.  Note that both specifications, 
given in Fig. 6, are each satisfied by only one of the two smartphone models (A by the Galaxy® S4 and B by the 
iPhone® 5S) while both inherently satisfy the original requirements.  Further note that all of the derived 
requirements did not require explicit design decisions, but mere strengthening of the original requirements.  These 
will correspond to “goal” requirements that are often developed internally by a systems engineering team.  These 
characteristics of the proposed method allow the requirements diversification step to be performed by requirements 
engineers who are not necessarily product designers, and prevent overspecification of the methods designers may 
eventually use (the “how”) to meet the requirements (the “what”). 
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Specification A 
1. The unit shall use an open-source 
operating system. 
2. The unit shall be no larger than 5.4” x 
2.8” x 0.5”. 
3. The unit shall weigh no more than 160 g. 
4. The unit’s case shall not be made of 
metal. 
5. The unit shall have a screen size of at 
least 4 inches. 
6. The screen resolution shall be at least 768 
x 1280 pixels.  
7. The screen pixel density shall be at least 
400 ppi. 
8. The display shall be based on either an 
LCD or LED technology. 
9. The battery shall be replaceable by the 
end user. 
10. The unit shall use a 32-bit or higher 
processor. 
11. The unit shall use a quad core processor. 
Original Specification 
1. The unit shall use an industry standard 
operating system. 
2. The unit shall be no larger than 5.4” x 
2.8” x 0.5” 
3. The unit shall weigh no more than 160 g. 
4. The unit’s case shall be made of a 
lightweight material with a high tensile 
strength. 
5. The unit shall have a screen size of at 
least 4 inches. 
6. The screen resolution shall be at least 
640 x 1136 pixels. 
7. The screen pixel density shall be at least 
300 pixels per inch. 
8. The display shall be based on either an 
LCD or LED technology. 
9. The battery shall be replaceable. 
10. The unit shall use a 32-bit or higher 
processor. 
11. The unit shall use either a dual core 
processor or better. 
Specification B 
1. The unit shall use an industry standard 
operating system. 
2. The unit shall be no thicker than 0.35”. 
3. The unit shall weigh no more than 114 g . 
4. The unit’s case shall be made of a 
lightweight material with a high tensile 
strength. 
5. The unit’s diagonal screen size shall be 
no larger than 4.5”. 
6. The screen resolution shall be at least 640 
x 1136 pixels. 
7. The screen pixel density shall be at least 
300 pixels per inch. 
8. The display shall be based on LCD 
technology. 
9. The battery shall be replaceable. 
10. The unit shall use a 64-bit processor or 
better. 
11. The unit shall use either a dual core 
processor or better. 
Fig. 6. Diverse Smartphone Requirements Specifications 
5. Conclusion 
A method for generating two or more specifications whose requirements are diverse from each other from a 
single source specification has been presented.  This technique is able to overcome the limitations of the typical 
process that utilizes a single set of requirements for developing diverse products or systems for safety critical 
applications.  The strength of the presented approach is that it does not require explicit design decisions on the part 
of the requirements originator.  Instead, the specification originator only needs to apply constraints on a classified 
set of requirements.  Through the use of an example specification for a smartphone, the authors have shown how the 
proposed method can yield two diverse sets of requirements.  The resulting specifications in turn are each only 
satisfied by one of two smartphone models demonstrating how the separate specifications yielded diverse solutions.  
These techniques can be applied to any digital safety-critical systems such as those used in the nuclear, aerospace, 
rail and other industries where such systems are necessary to ensure the safety of their operators and the public. 
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