Abstract. In intensional type theory, it is not always possible to form the quotient of a type by an equivalence relation. However, quotients are extremely useful when formalizing mathematics, especially in algebra.
Introduction
In set-based mathematics, given some base set S and an equivalence ≡, one may see the quotient (S / ≡) as the partition {π(x) | x ∈ S} of S into the sets π(x)= {y ∈ S | x ≡ y}, which are called equivalence classes.
We distinguish several uses of quotients in the literature. On the one hand, we have structuring quotients, where the quotient can often be equipped with more structure than the base set. For instance, the quotient of pairs of integers to get rational numbers can be equipped with a field structure. Similarly, a quotient of the free algebra of terms generated by constants, variables, sums and products gives multivariate polynomials (i.e. polynomials with arbitrarily many variables). This kind of quotient is often left implicit in mathematical papers.
On the other hand, we have algebraic quotients, for which we can transfer the structure from the base set to the quotient. For instance, the quotient of a group by a normal subgroup or the quotient of a ring by an ideal belong to this category. For this kind of quotient, the structure on the base set and on the quotient set matter and the canonical surjection onto the quotient is a morphism for this structure.
In type theory, there are two known options to represent the notion of quotient. The first option is to consider quotients of setoids. A setoid is a type with an equivalence relation called setoid equality [1] . Now, quotienting a setoid amounts to changing the setoid equality to a broader one. However, we still consider elements from the base type, i.e. the type underlying both the base setoid and the quotient setoid. This point of view is more the study of equivalence relations than the study of quotients. Moreover, although rewriting with setoid equality is supported by the system [2], it is still not as practical nor efficient as rewriting with Leibniz equality, because it must check the context (of the term to rewrite) commutes with the setoid equality.
The second option, and the one we focus on is to forge a quotient type, i.e. a type where each element represents one and only one equivalence class of the base type. This point of view leads to study the quotient as a new type, on which equality is the standard (Leibniz) equality of the system. In this framework, the equivalence that led to the quotient type is not a primitive notion. In Coq, the problem with quotient types is that there is no general way of forming them, without axioms [3] .
In this paper, we do not focus on the theoretical problem of existence of quotients, but on the way to use them. We first describe our definition of a quotient interface in Section 1. We also show in which way it captures the desired properties of quotients and how we instrumented type inference to help the user to be concise. Surprisingly, this interface does not rely on an equivalence relation in its axiomatization, so we explain how we recover quotients by an equivalence relation from it in Section 2. We provide in Section 3 examples of applications of quotient types to rational fractions, multivariate polynomials, field extensions and real algebraic numbers. In Section 4, we compare our interface to previous designs of quotient types.
The Coq code for this framework and the examples are available at the following address: http://perso.crans.org/cohen/work/quotients/. We use the SSReflect tactic language [4] and the mathematical components project libraries [5] .
A Framework for Quotients

Definition 1 (Quotient type). A type Q is a quotient type of a base type T if there are two functions (pi: T -> Q) and (repr: Q -> T) and a proof reprK
1 that pi is a left inverse for repr, i.e. forall x, pi (repr x)= x (see Figure 1) .
The function pi is called the canonical surjection and we call the function repr the representative function.
A Small Interface
The interface for quotients has a field for the quotient type, a field for the representative function repr, a field for the canonical surjection pi and a field for the axiom reprK, which says the representative function is a section of the canonical surjection. The definition of the quotient interface is split into two parts, in the same way the interfaces from the SSReflect algebraic hierarchy are [6] , in order to improve modularity.
