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Perkembangan pesat teknologi. litar bersepadu telah merintis kepada 
perkembangan pembinaan litar sersepadu berskala besar (Very Large Scale 
Intergrated Circuit - VLSI). Dalam usaha meningkatkan prestasi, dan 
kebolehpercayaan litar-litar VLSI yang dibangunkan, pembangun perlulah 
memastikan ia bebas daripada sebarang bentuk kecacatan atau ralat. Ini 
merupakan pendorong kepada perkembangan kaedah Design For Testability 
(OFT) yang berfungsi untuk. membantu para pembangun bagi kecacatan litar. 
Built-Jn-Self-Test (BIST) merupakan salah satu teknik yang menggunakan 
konsep menggabungkan litar ujian bersama litar yang sedang diuji. Matlarnat 
utama BIST adalah untuk mengurangkan pergantungan litar yang 
direkabentuk kepada penguji dan memperoleh kemudahan UJlan pada 
kelajuan operasi kelajuan sistem dengan liputan kegagalan yang tinggi. la 
meliputi tiga fungsi utama iaitu; penjanaan vektor ujian, penggunaan vektor 
ujian dan analisis pengenalan (signature analysis). Sebagai permulaan kepada 
pembangunan BIST, 8 bit Arihtmetic logic Unit (ALU) telah digunakan 
sebagai litar untuk diuji. 
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Pembinaan Built-In-Self-Test Arithmetic Logic Unit (BIST ALU) bermula 
dengan memahami konsep sebenar BIST dan ALU. Perlakuan kedua-dua 
komponen ini akan dimodulkan dalam bahasa pengaturcaraan VHSIC 
Hardware Description Language (VHDL) sebelum digabungkan. Seterusnya 
keseluruhan litar tersebut akan disimulasikan dan diuji bersama litar yang 
sedia ada bagi menguji prestasi ,dan kebolehpercayaan litar yang 
dibangunkan. 















Bab 1 Pendahuloan 
l . 1 Pengenalan 
1.2 Skop Projek 
1.3 Objektif Projek 
KAND UN GAN 
1. 4 Penjadualan Projek 
l . 5 Kekangan 
1.6 Riogkasan Bab 
1. 7 Kesimpulan 
Bab 2 Kajian Literasi 
2.1 Pengenalan 
2.2 Arithmetic Logic Unit 


















-15) A BIST ALU 
2.4 Designs For Testability 
2.5 Kesimpulan 
Bab 3 Metodologi 
3. 1 Pengenalan 
3 .2 Pendekatan Pembangunan BIST ALU 
3 .3 Kaedah lmptementasi BIST ALU 
3.5 Pembahagian Tugas Membangunkan BIST ALU 
3. 6 Kesimpulan 
Bab 4 Rekabentuk Sistem 
4.1 Pengenalan 
4.2 Pembangunan 8 Bit ALU 
4.3 Rekabentuk BIST ALU 
4.4 Kesimpulan 
Bab 5 lmplementasi Sistem 
5. 1 Pengenalan 
5.2 PEAKFPGA Designer Suite FPGA Syntesis &lition 5.20c 
















-1f} A BIST ALU 
Bab 6 Pengujian Sistem 
6. 1 Pengenalan 
6.2 Pengujian Modul 
6.3 Pengujian Integrasi 
6.4 Pengujian Sistem 
6.5 Kesimpulan 
Bab 7 Penilaian Sistem 
7. 1 Pengenalan 
7.2 Masalah Yang Dihadapi 
7.3 Kelebihan BIST ALU 




Lampiran 1 - Manual Pengguna 













--fi} A BIST ALU 
SENARAI JADUAL 
JADUAL TAJUK 
Operasi Yang Dilaksanakan Oleh ALU 8 Bit Yang 
Jadua1 1.1 
Dibangunkan 
Jadual 1.2 Penjadualan Pembangunan BIST ALU 
Jadual l.3 Aktiviti F asa 3 dan F asa 4 
Contoh Operasi Aritmetik Bagi Unit Aritrnerik Dan Logik 
Jadual 2.1 
4Bit 
Jadual 2.2 Jadual Kebenaran Bagi Penambah Penuh 
Kos bagi mengenalpasti clan mendiagnosis ralat pada 
Jadual 2.3 
pelbagai peringkat 
Jadual 2.4 Suap Balik bagi Urutan Kepanjangan Maksimum LFSR 
Jadual 2.5 Mod Operasi Bagi BILBO 
Jadual 4.1 Jadual Kebenaran Unit Aritmetik.8 Bit ALU 
Jadual 4.2 Jadual Kebenaran Bagi Unit Logik 8 Bit ALU 









-1i) A BIST ALU 
SENARAI RAJAH 
RAJAH TAJUK 
Rajah 2.1 Rajah blok Unit Aritmetik Dan Logik 
Rajah 2.2 Rajah Kotak Hitam Bagi Aritrnetik Dan Logik 4 bit 
Gabungan Unit Aritmetik Dan Unit Logik. Bagi Membentuk 
Rajah 2.3 
Unit Aritmetik Dan Logik 
Rajah2.4 Litar Penambah Penuh 
Rajah 2.5 Penambah Selari 4 Bit 
Rajah 2.6 Rajah Blok Bagi CLA 4 Bit 
Rajah 2.7 Konsep Pengujian BIST 
Rajah 2.8 Rajah Blok LFSR 
Rajah2.9 Rajah Blok MISR 
Rajah 3.1 Pendekatan Bagi Membangun.kan BIST ALU 
Rajah 4.1 Rajah kotak bitam bagi 8 bit ALU 
Rajah4.2 Rajah Blok Litar Aritmetik 
Rajah 4.3 Operasi Yang Diilaksanakan Oleh 8 Bit ALU 
Rajah 4.4 Rajah Logik Bagi Litar Logik 8 Bit ALU 
Rajah 4.5 Rekabentuk BIST ALU 
Rajah 5.1 Carta alir langkah penggunaan PEAKFPGA 
Rajah 5.2 Proses mencipta projek 
Rajah 5.3 Proses mencipta modul. 
Rajah 5.4 Proses mengkompil aturcara ralat. 










Rajah 5.5 Isyarat digital yang diperolehi semasa mensimulasi modul. 
Rajah 5.6 Carta Alir Pembangunan BIST ALU 
Rajah 5.7 Hirarki pembinaan BIST ~U 
Rajah 5.8 Contoh pengisytiharan entiti bagi Carry Lookahead Adder. 
Contoh Pengisytiharan Behavior Bagi Carry Lookahead 
Rajah 5.9 
Adder 
Pengisytiharan Struktur Bagi Litar Logik Bagi Arithmetic 
Rajah 5.10 
Logic Unit (ALU) 
Rajah 6.1 Contoh Test Bench Bagi Menguji Carry Lookahead Adder 
Graf Isyarat Digital Hasil Simulasi Carry Lookahead Adder 
Rajah 6.2 
Berdasarkan Input Yang Dimasukkan Oleh Te~t Bench 
Rajah 6.3 Gambaran Proses Pengujian Bagi Pembangunan BIST ALU 























Dalam era perkembangan teknologi masakini, rata-rata syarikat 
perkomputeran sedang memperkatakan tentang teknologi litar bersepadu (JC 
Tech11ology). Matlamat utama syarikat-syarikat ini adalah bagi menghasilkan 
cip yang bersaiz kecil tetapi mampu melaksanakan fungsi yang banyak. 
Cabaran utama bagi mencapai matlamat ini adalah bagi memastikan cip yang 
dibina itu dapat berfungsi dengan baik dan bebas ralat. 
Bagi memastikan kewibawaan dan kebolehpercayaan bagi cip tersebut, 
pengujian demi pengujian perlulab dilakukan dari peringkat awal. Semakin 
kompleks litar bagi sesuatu cip, semakin sukar pengujian dilakukan ke 
atasnya dan kos pengujian juga akan turut meningkat. 
Built-In-Self-Test t13IST) merupakan salah satu jalan penyelesaian bagi 
memastikan pengeluaran kos pengujian yang minima. BIST merupakan salah 
satu teknik Design For Testability (DFT) yang mana litar BIST tersebut 
digabungkan bersama litar yang ingin diuji. Dengan ini sebarang ralat atau 
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kecacatan yang timbul dapat dikesan diperingkat awal dan secara tidak 
langsung ia akan mengurangkan kos penyelenggaraan terhadap cip tersebut. 
Sebagai titik peanulaan bagi menghasilkan BIST, Arithmetic Logic Unit 
(ALU) 8 bit telah digunakan sebagai unit pengujian. Namun begitu, BIST ini 
juga boteh diaplikasikan ke atas mana-mana litar bersepadu yang lebih besar 
dan kompleks. 
Built-111-Self-Test Arithmetic Logic Unit (BIST ALU) merupakan salah 
satu teknik rekabentuk yang menggunakan ALU sebagai unit untuk diuji 
Aplikasi ini membenarkan mengujian dilakukan ke atas ALU dengan 
menggabungkan BIST bersama litar ALU sebagai satu komponen. Bagi 
melaksanakan projek Latihan llmiah Tabap Akhir (WXES 3182), ALU 8 bit 
telah digunakan sebagai unit untuk diuji bagi komponen ini. 
1.2. SKOP PROJEK 
Pembinaan BIST ALU ini melibatkan pengujian ke atas ALU 8 bit yang 
terdiri daripada 3 pin pilihan. lni bermakna unit ini hanya mampu melakukan 
8 operasi aritmetik dan 4 operasi logik. Jadual 1.1 menunjukkan operasi 
aritmetik dan logik yang boleh dilaksanakan oleh 8 bit unit aritmetik dan 
logik yang dibangunkan. 
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OPERASI ARITMETIK OPERASI LOGIK 
UMPUKAN DAN 
PENOKOKAN ATAU 
PENAMBAHAN . EKSKLUSIF-ATAU 
PENAMBAHAN BERSAMA NILAI 
SAMBUTAN 1 
TAK (PELENGKAP SA TUAN) 
PENAMBAHANBERSAMA 




Jadual 1.1 Operasi Yang Dilaksanak.an Oleh ALU 8 Bit Yang 
Dibangunkan 
Seterusnya pembinaan BIST terdiri darpada komponen utama iaitu Linear 
Feedback Shift Register (LFSR) dan Multiple Input Shift Register (MISR). 
LFSR berfungsi sebagai penjana corak uji manakala MISR pula digunakan 
semasa proses analisis pengenalan (signature analysis) bagi litar BIST ALU 
tersebut. Pernbinaan kedua-dua komponen ini berasaskan kepada Built-In 
Logic Block Observer (BILBO) yang bertindak sebagai pengawal. BILBO 
mampu beroperasi sebagai LFSR atau MISR berdasarkan kepada mod yang 
dipilih 
Projek Latihan Ilmiah Tahap Akhir hanya dilaksanakan sehingga ke 
peringkat prototaip BIST ALU dengan menggunak.an bahasa pengaturcaraan 
VHSIC Hardware Description Language (VHDL). Perlakuan BIST ALU 
akan climodelkan kepada kod VHDL dan seterusnya disimulasikan. Bagi 
memastikan output yang diperolehi tepat, bahasa pengaturcaraan C++ telah 
digunakan bagi tujuan pengujian. 
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Secara keseluruhannya pembangunan BIST ALU ini terdiri daripada 3 
sub-proses, iaitu: 
• Pembangunan Unit Aritmetik dan Logik 8 bit yang terdiri daripada 3 
pin pilihan 
• Pembangunan BIST ALU yang menggunakan litar BILBO sebagai 
asas pernbangunan LFSR dan MISR. 
• Pengekodan C++ bagi tujuan analisis pengenalan. 
1.3 OBJEKTIF PROJEK 
Objektif utama bagi pembangunan BIST ALU ini adalah bagi 
merekabentuk prototaip BIST yang diuji ke atas unit aritmetik dan logik 8 bit 
sebagai unit pengujian dengan menggunakan bahasa pengaturcaraan VHDL 
semasa memodel.kannya. 
Selain itu, bahasa pengaturcaraan C++ digunakan bagi tujuan analisis 
pengenalan (signature analysis) bagi memastikan output yang diperolehi 
daripada proses simulasi tersebut adalah tepat 
BIST ALU merupakan titik permulaan bagi membangunkan projek-projek 
BIST yang lebih besar. 
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1.4 PENJADUALAN PROJEK. 
Secara keseluruhannya proses pemban~nan BIST ALU ini melibatkan 
gerak kerja selama lebih kurang 8 bulan (Rujuk Jadual 1.2). Kitar hayat 
pembangunan BIST ALU melibatkan 5 fasa iaitu : fasa penyiasatan awal, fasa 
analisis, fasa rekabentuk , fasa pembangunan dan implementasi dan fasa 





FASA 4:PEMBANGUNAN DAN 
IMPLEMENT AS! 
FASA 5:SOKONGAN DAN OPERAS! 
:'.5 "' z 0 ::> ::> 8 .., .., 
Jadual 1 2 : Penjadualan Pembangunan BIST ALU 
ffi 0::: 0::: 0::: w a: m w m w ::e m :i m :§ w 0 w ::e t- ~ w z a. > 
"' 
< 
w 0 0 0 -, 
"' 
z 
Semasa Fasa 1, bjian dilakukan ke atas tajuk yang dipilih. Semasa fasa 
ini perbincangan demi perbincangan dilakukan bersama penyelia penasihat 
bagi memastikan skop bagi projek ini bersesuaian dengan Projek Latihan 
Ilmiah Tahap Akhir. 
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Fasa 2 melibatkan kerja-kerja menganalisis tajuk projek yang telah 
dipilih. Dalam fasa ini beberapa cadangan rekabentuk BIST ALU akan 
diketengahkan. Sumber maklumat diperolehi daripada buku-buku yang 
berkaitan dengan tajuk., internet dan kajian projek-projek terdahulu. Selain itu 
semasa fasa ini juga perbincangan diadakan bersama penyelia penasihat bagi 
memastikan rujukan yang digunakan bersesuaian dengan tajuk. 
Seterusnya fasa 3 melibatkan perancangan aktiviti-aktiviti yang 
diperlukan bagi membangunkan BIST ALU. Semasa fasa ini juga rekabentuk 
BIST ALU yang akan dibangunkan akan dikenalpasti. Ini merupakan susulan 
bagi fasa 2 dimana analisis secara terperinci dilaksanakan ke atas rek.abentuk 
sebenar BIST ALU. Semasa fasa ini juga sesi viva dilakukan bersama 
penyelia penasihat dan moderator projek. Rekabentuk BIST ALU akan 
dibentangkan semasa sesi ini dan perbincangan akan dilakukan bersama 
penyelia penasihat dan moderator bagi mernilih rekabentuk yang sesuai bagi 
BIST ALU. 
Pembangunan fasa 4 dan fasa 5 dilaksanakan serentak. Kedua-dua fasa ini 
sating berkaitan antara satu sama lain dimana proses sokongan terhadap 
sistem dilaksanakan dari semasa ke semasa bagi memastikan sistem sentiasa 
beroperasi dengan baik dao bebas ralat (Rujuk Jadual 1.3). 
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a:: a:: a:: a:: w w it: m w m w PER KARA :? m ::E m < w 0 ~ ::E :::> ~ ~ w z a. 
"' 
< 
w 0 0 a ..,
"' 
z 
PEMBANGUNAN 8 BIT ALU 
PEMBANGUNAN BIST 
PENGGABUNGAN 8 BIT ALU DAN BIST 
PENGEKODAN C++ 
SOKONGAN DAN OPERASI 
Jadual 1.3 : Aktiviti Fasa 3 dan Fasa 4 
1.5 KEKANGAN 
Pembinaan rekabentuk BIST ALU menggabungkan rekabentuk BIST 
bersama rekabentuk litar yang ingin diuji. lni mengakibatkan saiz litar BIST 
ALU menjadi lebih besar berbanding saiz ALU normal, akibat pertambahan 
komponen BIST. Seterusnya, akibat pertambahan bilangan pin di dalam litar 
BIST ALU mengakibatkan masa lengahan bagi proses aritmetik dan logik 
menjadi semakin bertambah dan secara tidak langsung meningkatkan masa 
pemprosesan litar tersebut. 
Rekabentuk BIST ALU dalam WXES 3182 adalah dibuat berdasarkankan 
teori semata-mata. Pelbagai implikasi yang mungkin berlaku semasa proses 
pelaksanaan dilaksanakan. 
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1.6 RINGKASAN BAB 
Sebanyak. empat bab telah buat bagi menyediak.an laporan Latihan Ilmiah 
Tahap Akhir (WXES 3182). Setiap bah membincangkan isu-isu yang berbeza 
yang terlibat dalam pembangunan BIST ALU. 
Bab 1 merupak.an pendahuluan bagi keseluruhan laporan. Bab ini 
menyatakan skop dan objektif projek. BIST ALU, kitar hayat pembangunan 
BIST ALU serta kekangan-kekangan yang dihadapi sepanjang proses 
pembangunan BIST ALU. 
Bab 2 pula melaporkan hasil analisis dan kajian yang bagi setiap topik-
topik yang terlibat dalam pembangunan BlST ALU. Dalam bah ini empat 
topik telah dikenalpasti iaitu; ALU, Penambah, OFT dan BIST. 
Seterusnya bah 3 membincangkan metod-metod yang terlibat sepanjang 
proses pembangunan BIST ALU. Bab ini juga menyatakan pembahagian 
tugas yang dilakukan oleh penulis sepanjang proses pembangunan BIST ALU 
dilaksanakan. 
Rekabentuk keseluruhan BIST ALU dinyatak.an dalam bah 4. Bab ini 
menerangkan dengan terperinci rekahentuk BIST ALU dari peringkat 
terendah (unit) hingga ke peringkat yang lebih tinggi (sistem). 
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Bab 5 akan menghuraikan tentang implementasi pembangunan BIST 
ALU. Secara keseluruhannya bab ini merupakan bab yang terpenting kerana 
ia membincangkan tentang kaedah-kaedah dan teknik-teknik yang digunakan 
bagi membangunkan BIST ALU dengan lebih mendalam. 
Setelah selesai mengaturcara BIST ALU dalam aturcara VHDL, 
seterusnya proses pengujian dilakukan. Kejayaan pembangunan BIST ALU 
bergantung kepada kelancarannya semasa simulasi dan hasiloya yang tepat. 
Proses peogujian ini akan membincangkao dengan lebih mendalam dalam bah 
6. 
Seterusnya bab 7 akan membincangkan secara menyeluruh tentang hasil 
yang diperolehi daripada pembangunan BIST ALU. la akao membincangkan 
tentang masalah dan kekangan yang terdapat di dalam BIST ALU, kekangan 
yang terdapat dalam sistem serta cadangan untuk perkembangan projek ini 
untuk masa hadapan. Akhir sekali bab 8 akao menyimpulkan secara 
keseluruhan projek BISI ALU. 
1.7 KESIMPULAN 
Projek BIST ALU ini merupakan aplikasi salah satu teknik rekabentuk 
kebolehujian yang diuji ke atas unit aritmetik dan logik 8 bit sebagai unit 
pengujian. Projek ini dilakukao sebagai titik permulaan bagi melaksanakan 
projek-projek pembaogunao BIST yang lebih besar. 























Bagi membangunkan Built-In-Self-Test A.rithmetic Logic Unit <BIST 
ALU), kajian telah dilakukan ke atas komponen-komponen yang terlibat 
dalam pembangunan BIST ALU, projek-projek terdahulu clan artikel-artikel 
berkaitan An.alisis dilakukan ke at.as empat topik utama yang terkandung 
dalarn BIST ALU~ iaitu: 
• . .tJ.nthmeNc Logic Unit (ALU) 
• Penambah <tJ.dtier) 
• Design For Tesrability (DFf) 
• Built-In-Self Test <BIS1) 
Anali.sis dan kajian telah dibuat ke atas keempat-empat topik ini bagi 
mengenalpasti kaedah. clan rekabentuk yang sesuai digLU1akan bagi 
rnembangunkan BIST ALU. 
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2.2.ARITHlv/ETIC LOGIC UNIT 
ALU merupakan satu litar bersepadu yang berfnngsi untuk melaksanakan 
set-set operasi aritmeti.k clan logik yang terkandung di dalam mikropemproses 
sesebuah komputer. Sccara keselunihannya, kcsemua elemen yang 
terkandung dalam sesebuah sistem komputer - writ kawalan, daftar, ingatan -
akan menghantar data ke ALU untuk dipro;)es dan seterusnya ha~il operasi 
yang dilaksanakan di i\LU akan dihantar scmula ke komponen-komponen 
tersebut [WILL 00]. 
Secara umumnya, ALU merupakan satu komponen elek1ronik yang 
terdapat di dafam komputer yang bertugas untuk melaki\anakan set-set arahan 
logik dalam bentuk digital. lni bennakna. arahan-arahar1 yang digunakan di 
dalam ALU adalah dalam bentuk Boolean (0 dan l). 
Rajah 2.J memutjukkan rajaJ1 blok bagi ALU dan cara ALU berhubtmg 
dengan pemproses. Data-data yang diterima oleh ALU dihantar meJalui 
daftar, mant1kala hasil pengirnan yang diperolehi oleh ALU juga akan 
c.lisimpan di <lalam daftar. Oalam konteks in.i, dailar bertindak scbagai lokasi 
storan sementara yang terletak: di antara pemprose=> clan ALU yang berfung~i 
lUttuk menghubungkan kedua·duanya dengan memberi isyarat laluan bagi 
data tersebut. ALU juga mengandungi set bendera yang berfungsi untuk 
mengeluarkan hasil bagi opernsi yang dilakukan. Unit kawalan pula berfungsi 
untuk menyediakan isyarat bagi mt!ngawal operasi dan pergerakkan data 
keluar-masuk melalui ALU. 
















Rajah 2.1 : Rajah blok Unit Aritmetik Dan Logik 
2.2.1 REKABENTUK UNIT ARITMETIK DAN LOGIK 
BEND ERA 
DAFTAR 
Al.U melaksanakan operasi aritmetik clan logik dalarn sesebuah 
komputer. Bilangan operasi aritmetik clan logik yang dapat dilaksanakan oleh 
scsebuah ALU bergantwig kepada bilangan pin pilihan yang terdapat pada 
sesebuah ALU. Bilangan operasi yang mampu dilaksanakan ialah 211 dimana n 
mewakili bilangan pin pilihan bagi ALU tersebut. Katakan, terdapat 5 pin 
pilihan dalarn ALU X, maka bilangan operasi yang boleh dilakukan adalah 32 
operasi; 16 operasi aritmetik dan 16 operac;i logik lMORR 97]. 
Rajah 2.2 menunjukkan rajah blok bagi ALU 4 bit. Terdapat dua input 
data yang dimasukkan; 4 bit input dimasukkan melalui pin A manakala 4 bit 
berikutnya dimasukkan melalui pin B. Hasil bagi operasi aritmetik atau logik 
yang dilaksanakan akan dikeluarkan melalui pin F. 




















Rajah 2.2: Rajah Kotak Hitam Bagi Aritmetik Dan Logik .1 bit 
Pin S3 beropcrasi bagi mencntukan mod operasi yang bak~al dilaksanakan 
oleh A.LU sa.mada operasi aritrnetik atau operasi logik. Sekiranya s, = 0 ini 
be1makna mod logik dipilih, maka ALU akan melaksanakan operasi logik. 
Manakala sekiranya S3 = 1, bennaksud mod aritmetik dipilih dan ALU akan 
melaksanakan operasi aritmetik. 
Pin S2. S1 dan S0 pula bertindak ~ebagai penentu operasi nritrnetik at.au 
logik yang bakal dilaksam1kan. Ini menwtjukkan ALU 4 bit i.ni mampu 
melaksanakai1 16 operasi iaitu 8 oper<C)i aritmetik clan 8 operasi logik (Rujuk 
Jadual 2.1). Gabungan Pin So, St, S2 dan S3 membentuk kod operasi Copkod). 
Opkod yang cliperolehi akan menentukan jenis opera'ii yang akan 
dilaksanakan oleh .A.LU. 
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Pin Cm clan Coot puhi hanya digwiakan semasa operasi aritmetik 
dilaksanakan. Semasa operasi aritmetik dilaksanakan. pembawa input (input 
cany) akan climasukkan melalul nilai terendah bagi ALU, manakala 
pembawa output (output carry) akan mengeluarkan nilai tertinggi bagi 
sesebuah ALU. Kebiasaannya, Cin cligunak::m sebagai salah satu pin yang akan 
menggandakan operasi aritmetik bagi sesebuah ALU. Dalam ALU 4 bit ini 
rnenunjukkan mampu melaksanakan sehingga I 6 opera'il aritmetik ke 
atasnya. 
Secara umumnya rekabentuk ALU terdiri daripada tiga penngkat. 
Peringkat pertama adalah rekabentuk unit aritmetik. Seterusnya. rekabentu.k 
unit logik pula akan dilaksanakan. Bagi melaksanakan ALU yang lengkap, 
kedua·dua rekabentuk aritmetik dan logik ini akan digabungkan dalam satu 
litar (Rujuk Rajah 2.3J [MORR 79]. 
2.3 PENAMBAH (ADDER) 
Litar aritmetik mcrupakan litar bersepadu yang melaksanakan opera:si 
penambahan, penolakan, pendaraban dan pemba11agian ke atas nombor binari 
atau nombor desimal dalam bentuk kod binari. Pembinaan rekabentuk litar 
aritmetik dibuat secara berhirnrki. Asa:> bagi pembinaan sesebuah Htar 
aritmetik adalah penambah penuh yang hanya mampu melaksanakan operasi 
penambahan (Ruju.k R~ajah 2.4). Hasil yang diperolehi da1i pcrl.filllbah penuh. 
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meiupakan hasil manipufasi terhadap dua penarnbah separuh clan get 
Ar AU[MORR 97]. 
0000 NOP 
0001 ADD Penambahan Ke Alas Dua 4 Bit Input 
0010 SUB Penolakkan Ke Atas Dua 4 Bit Input 
0011 MULT Pendaraban Ke Atas Oua 4 Bit Input 
0100 NOT Sonsangan Ke Alas Nilai 4 Bit Input 
0101 AND Logik DAN Ke Alas 4 Bit Input 
0110 OR Logik ATAU Ke Atas 4 Bit Input 
0111 XOR Loglk XOR Ke Atas 4 Bit Input 
1000 ASL Anjakan Aritmetik Ke Kiri Bagi 4 Bit Input 
1001 LSL Anjakan Logik Ke Kiri Bagi 4 Bit Input 
Anjakan Aritmetik Ke Kanan Bagi 4 Bit 
1010 ASR 
Input 
1011 LSR Anjakan Logik Ke Kanan Bagi 4 Bit Input 
1100 ROTL Bergerak (Rotate) Ke Kiri Bagi 4 Bit Input 
Bergerak (Rotate) Ke Kanan Bagi 4 Bit 
1101 ROTR 
Input 
1110 NOP Tiada Operasi 
1111 NOP Tiada Operasi 
Jadual 2.1 : Contoh Operasi Aritmetik Bagi Unit Aritrnetik Dan Logik 
4 Bit 












































Rajah 2.3 Gabungan Unit Aritmetik Dan Unit Logik Bagi 
tvfomb~nhik Unit Arit:metik Dan Logik 
Penamb£1h penuh rnelak"uknn operasi ke atas tiga bit input. Dua dari input 
tersebut mewakili nilai yang ingin ditambah. Manakala input ketiga mcwakili 
nilai pemhawa daripada opera:-.i terdahulu Terdapat dua output bagi 
penambah penuh yang membawa nilai antara 0 hingga 3 ( 22 ) (Rujuk Jadual 
2.2). Output S mewakili ba:sil yang diperolehi <laripada penambahan dua 
operan manakala C pwa mewakili nilai pembawa bagi penambahan tersebut. 
Secara umumnya. nila:i. output bagi penambah penuh boleh diperolehi dengan 
melakukan opera'ii eksklusif-ATAU terhadap input sebanyak dua kali, iaitu: 
S = (X ffi Y) EB Z 
C= XY + Z(X$ Y) 















'·- ·- ·-·-·-·-·- ·· 
R~ijah 2.4 : Liuir Penambah Penuh 
0 0 0 
0 0 1 
0 1 0 
0 1 1 
1 0 0 
1 0 1 
1 1 0 

























Seterusnya bagi melaksanakan operasi-operasi lain yang lebili kompleks 
aoalah dengan menggabungkan beberapa pemunbah penuh dalam satu litar. 
Terdapat dua cara Wltu.k menggabungkan litar ini, iaitu: 
• Ripple Cony Adder 
• Cony Lookahead Adder. 
2.3.J RIPPLE CARR'f ADDER 
Ripple Cony Arider juga dikenali sebagai penambah selari mempakan 
litar digit.al yang menghasilkan ha:sil bagi opera~i aritmetik bagi dua nombor 
binari dengan menggunakan litar kombina::;i. Penambah selari menggunakan n 
penambah penuh yang clisusun secara selari. Seterusnya input akru1 
d.imasukkan secara berjujukan untuk mendapalkan hasil. 
Dalam penambah :::.elrui penambah penu.h ditambah secara berterusan 
(cascade 1[.MORR 97], dimana nilai pembawa daripada penambah penuh 
terdahulu dimac;ukkan ke dal&m penuh yang benkutnya (R1~iuk Rajah 2.5). 
Bilangan penambah penuh yang digwiakan merujuk kepada bila.J1gan bit 
penambah selari yang ini digunakan. lni benuakna sema.kin banyak bit, 
se.makin banyak bilangan penambah penuh yang diperlukan. 












FA= Penambah penuh 
Rajah 2.5 : Penambah Selari 4 Bit 
2.3.2 CARRY LOOKAHE4.D ADDER 
Carry Lookehead Adder (CLA) merupalcrin salah ::.atu teknik yang 
digunakan bagi mengnrangk'1n masa lengahan dalam operasi aritrnetik. 
Matlamat CLA adalah bagi melaku.kan op~rasi penambahan dengan lebih 
cepat CLA mcnggunakan Partial Full Adder (PF A) bagi melaksanakan 
operasi penambahan m.1tiuk Rajah 2.6). Dengan ini masa pemprosesan 
menjadi lebih cepat dengan mengurangkan tempoh lengahan tetapi litar yang 
digunakan a<lalah lebih kornpleks. 
OLA dapat beroperasi secara optima apabila penambahan 4 bit dilak'llkan. 
Bagi penambahan yang rnelibatkan lebih daripada 4 bit., beberapa kumpulan 4 
bit CLA perlulah digabungkan bagi rnerna::-tikan ia dapat beroperasi dengan 
baik. 
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PARTIAL FULL 
ADDER 
CARRY LOOKAHEAD ADDER 
Rajah 2.6 : Rajah Blok Bagi CLA 4 Bit 
A B 
GG PG 
2.3 .• ? RIPPLE CARRY ADDER VS CARRY LOOKA/fil;WADDER 
Secara wnurnnya, Ripple Carry Adder dan Can}' Lookahead Adder 
bet fi.mgsi untuk melaki.J.k:an operasi penambahan. Namun begitu terdapat 

















Mudah untuk diimplementasikan, Litamya kompleks. Menggunakan 
litamya mudah. Hanya dengan Partial Full Adder untuk 
menggabungkan beberapa penambah melaksanakannya. 
penuh. 
Semakin ban yak bilangan bit yang Masa pengoperasiannya lebih pantas. 
diperfukan. semakin banyak penambah Tiada lengahan yang bertaku tetapi ia 
penuh diperlukan dan semakm banyak hanya mampu beroperasi secara 
masa yang diambil untuk optima dalam bentuk 4 bit. 
melaksanakannya berikutan lengahan 
I yang terhasil. 
2.4 DESIGN FOR TESTABILITI" 
Dizaman ini, kesemua sya.rikat-syarikat komponen komputer berlnmba-
lumba untuk mengha:-.ilkai1 cip y&ng bersaiz kecil tc:tapi mampu 
melaksanakan pelbagai fimgsi. Keperluan utama yang menjadi ukuran 
Janmuan k'llilliti sesuatu • keluaran litar bersepadu ialah prestasi, 
kcbolehpercayaan da.n kos. Bagi menghasil.kan cip yang mempu 
melaksanakan pelbagai fungsi, beratus·ratus get logik diperlukan bagi 
memastikan ianya berkualiti tinggi. Semakin banyak get logik yang 
digWlakan, semak:in kompleks se:suatu litar tersebut dan sema.kin sulcar untuk 
memastikan ia beroperasi dengan cekap. 
Oleh sebab itu, tidal< mu:stahil terdapat kekurangan atau kecacatan pada 
sesuatu litar bersepadu. Kecacatan atau kek ..urangan yang timbul mungkin 
betpunca semasa prose::i pembuatan atau semasa proses pengurusan 
clilaksanakan. Terdapat dua pendekatan yang boleh digunakan bagi menguji 










litar bersepadu iaitu melalui ujfan ::.ambutan logik atau ujian berparameter 
(/ .. AHA ~M). 
~jiun sambutan logik cligunakan bagi mengesahkan litar bersepadu 
tersebut beroperasi seperti yang terkandung dalam jadual kebenaran bagi litar 
tersebut. Biasanya ralat ~eperti ini berlak'U akibat kegagalan rekabentuk fizikal 
atau terdapat sebarang kecf1catan fizihl semasa proses pembuat~m c1p 
tersebut. Ujian sambutan logik JUga d.igunaka:n bagi mengenalpasti sesuatu 
kegagalan clan punca kegagalan tersebut. Dalam konteks ini, kegagalan 
merujuk kepada sebarang kecacatan yang mencegah litar bersepadu itu 
berftmgsi seperti yang dikehendaki. 
Ujian berparameter pufa digunakan bagi mengesahkan parameter tertentu 
dulam ::.ebuah litru bersepadu mengikut julat yang telah ditetapkan. Antara 
parameter yang penting dalam sesebuah litar bersepadu adalah ma~a 
pensuisan, ams dan voltan kendali.an get logil<. 
Terdapat ciua peringkat bagi pengu_11an litar yang bia."a dilakukan, 
peringkat pertama ialah pcnjanaan vektor ujian. Pada peri.ngkat ini satu 
j~iukan corak masukan dikenakan pada masukkan utama. Untuk suatu litar 
digit, ~uatu set corak mac;ukan yang mengandungi hanyak vekior l~jian 
cliperluka:n bagi mengesan semua kegagalan yang terdapat dalam litar 
berkenaan. Peringkat setemsnya dikenali ~ebagai penilaian sambutan ujian. la 
mempakan proses bagi mengesahkan sambungan litar gabungan yang diuji 










dalam satu set ujian tertentu terhadap sarnbungan sesuatu litar adalah bebas 
ra.iat. 
2.4.1 FAKTOR YANG MEN DO RONG OFT 
Pengujian litar bersepadu menjadi bertambah nunit apabila kekompleksan 
sesuatu rekabentuk itu bertambah dan bilangan get setiap pin lebih tinggi, 
iaitu apabihl rangkaian dalaman sukar cllimisuki oleh rangkaian luaran. 
Rekahentuk kebolehujiai1 merupakan saJah sah.l altematif yang digunakan 
bagi menguji litar yang dibangunkan pada tahap-tahap tertantu. 
Ko:> pengujian bagi sesuah1 litar bersepadu semakin be1tf1mbah dari satu 
peringkal ke peringkat seterusnya sebanyak 10 kali ganda (Rujuk Jadual 2.3). 
Dengan menggunakan teknik rekabentuk kebolehuji~ ~ebarang ralat atau 
kecacatan yang terkandung dalam sesebuah litar dapat clikesan pada peringkat 
awal dan ini dapat menjimatkan kos pengujian clan pembangunan sescbuah 
litar bersepadu. 
Bagi mengh.asilkan litar bcrsepadu yang mengandungi bilangan get 
yang banyak dan kompleks dalam satu cip yang kecil bukanlah sutu proses 
yang muchth. Banyak isu-i.su yang perlu diambilkira bagi mernastikan litar 
tersebut dapat beropera~i rlengan baik. Antara isu yang menjadi topik utama 










T = Ringgit Malaysia 
Jadual 2 .3 : Kos bagi mengenalpasti dan mendiagnosb ralat pada 
pelbagai peringkat [IBRA 95] 
dalam rekabentuk kebolehujia.n ialah pemilihan kaedal1 rekabentuk 
kebolehujian bagi sesebuah litar. Biasanya pemilihan sesuatu kaedah 
rekabentnk keholehujian adalah bergantung kepada mac;a pelaksanaan yang 
diambil bagi sesuatu kaedah itu melengkapkan prose~ pengujian tersebut. 
Seterusnya~ perkara-perkara yang mempengamhi ma~a pemproses sesebual1 
litar bersepadu akan dibincangk<1n 
Pengujian sesu.'ltu litar yang rnengandungi bilangan pin ma~ukan yang 
banyak akan mengambil masa yang lama. Sesuatu litar logik bersepadu yang 
mengan<lungi n bilangan masukan memerlukan 2n corak masu.kan yang 
memboJehkan ia diuji dengan lengkap. Bagi litar berj~iukan pula, m bit unsur 
berjujukan memerlukan 2m gabrn1gan keadaan untuk ruembolehkan ia diuji 
dcngan lengkap. Ini bennakna, bagi sesuatu litar berscpadu yang 
mengandungi n bilangan masukan dan rn bilangan unsur berjujukan, ia 
memerlukan 211+111 vek'tor ujfon tmtuk mernastikan litar tersebut lenglwp diuji 
llBRA 95]. Dalarn kes ini, katakan litar bersepadu X mempunyai 20 bilangan 
masukan clan 16 unsur berjuju~ litar tersebut rnemerlukan 221>+16 = 236 = 
6.87 x 1010 vekior ujian. Sekiranya litar berkenaan di1~ji pada kcl&juan jam J 0 










x 106 Hz (50 ns setiap bit), masa yang diperlukan bagi prosds pengujian ialah 
1 jam 54.53 minit. Oleh itu, masa yang diambil bagi melakukan pro""e 
penguJian sesebuah litar adalah agak lama walaupun litar tersebut agak 
mudah. 
Kaedah pengujan yang bail< perlu memastikan liputan kegagalan yang 
tingi terhadap setiap pengujian. Liputan kegagalan ditakrifkim sebagai nisbah 
bilangan kegagalan yang dikesan kepada jumlah bilangan kegagalan yang 
numgkin, iaitu: 
Lipulan kegagalan = Bilangan kegagahm yan_g_dikesan X I 00% 
Bilangan kegagalan yang mungkin 
Bia~anya. liputan kawalan mekbihi 95% dipcrlu.kan Wltuk kaedah pcngujian 
yang bail< [ZAHA 94]. 
2.4.2.PRINSIP DAN MATLAMAT REKABENTUK OFT 
Matta.mat 11tama rekabentuk kebolehujian adalah untuk meninggikan muh1 
dan kebolehpcrcayaai1 bagi setiap keluaran disamping mengmangkan kos 
[ZAHA94l. Suatu rekabentuk kebolehujiail yang bail< perlu memenuhi cui-
ciri beriku t: 
• Tokokan lipntan kegagalan <pengesanan clan penempatan) 
• Kemudahan mengenakan ujian 
• Pt:ngura.ngan masa ujian 
• Keboleh ujian pada kelajuan 










• Penjanaan corak uji yang mudah 
• Penilai sambuatan yang boleh dipercayaL mud.ah dan mempunyai 
overhed perkakasan yang mudah. 
Dua parameter penting untuk Rekabentuk K.ebolehujian ialah 
kebo1ehkawalan dan kebolehcerapan [IBRA 95]. Kebolebkawalan merujuk 
kepada kebolehan meletakkan suatu litar dalaman kepada suatu ke<tdaan yang 
diketah~ iaitu kebolehan mengenakan ujian. Kebolehcerapan pufa 
merupakan kebolehan melihat a tau memacu sambutan litar-litar dalaman pacfo 
keluaran utama. 
2.4.3 KAEDAII DFT 
Kaedah rekabentuk kebolehujian dikategorikan kepada empat kelas 
seperti berikut: 
• KaedahAd Hoc 
• Kaedah rekabentuk ber:"truktur 
• Kaedah B11ilt-In.-Self-Tes1 (BIST) 
• Kaedah repabentuk i.mbas sernpadan (Boundary Seem) 
Kaedah Ad Hoc telJrik rekabentuk tidak piawai. Ia digun.akan w1tuk 
menyel~aikan ma::.alah khu~us untuk se:matu rekabentuk sahaja dan tidak 
dapat digunakan oleh rekabentuk yang lain. Kaedah ini biac;anya 
menyelesaikan masalah pad.a lm1ran yang tidak memerlukan perubahan pada 










rekabentuk logik bagi menyelesaikannya. Kaedah Ad Hoc menambah 
kebolehcerapan clan kebolehkawalan bagi 5esuatu litar dan cuba mengatasi 
masalah ter~ebut dengan menggunakan tiga teknik iaitu, penambahan titik 
ujian, pemeta.kan logik dan senibina bas. Biasanya jurutera rekabenhlk yang 
rnenggunakan kaedah ini akan mengaplikasikan pengalarnan rnereka untuk 
menyusun sernufa sesuatu rekabentuk litar supaya rnudah diuji clan tidak 
bergan1ung kepada mana-mana peraturan rekabentuk. 
Rekabentuk Bcrstmktur biasanya digm1akan untuk mengurangkari 
kekornpleksan penjanaan ujian dan penyelak"tian kegagalan kepada suatu 
peringkat keadaan yang munasaba.h. Kaedah ini cuba rnenyelesaika.n masalah 
melalui metodologi rekabenhlk. Ia rnelibatkan set pcraturari bagi 
melaksanakan rekabentu.k. Kaedah dalam kategori ini adalah seperti berikut 
• Laluan irnbas <Scan Path) 
,. Rekabentuk Level Sensitive Scan Design 
• Logic set i.mbas (Scan/Set Logic) 
• Imbas Capaian Rawak <Random Access Scan) 
• Boundary Scan 
Kaedah Built-Jn-Self Te.~t rnenggunakan penjana vekior uji dan penilai 
sambutan di atas sekeping racik (bit siice). Pada amnya penjana corak 
pseudorawak digm1ak:an bagi tujuan ini. Penjana corak yang cligunakan :secara 
rneluas ialah Linear Feedback Shift Register (LFSR). Litar yang sama juga 
boleh digw1akan sebagai sebuah penilai sambutan clan penilai sambutan 
LFSR dikenali sebagai penganalisis pengenalan. 










Rekabentuk imbas sempadan pula bertujuan untuk menambahkan 
ktibolehujian pada peringkat papan litar. Rekabentuk ini memberikan suatu 
kemudahan untuk menguji litar bersepadu di atas papan litar tanpa 
memerlukan peralatan ujian dalaman. 
2.5 BUILT-JN-SELF-TEST 
Built-In-Self-Test (BIST) merupakan satu set teknik pcngujian yang 
digunakan bagi menguji litar bersepadu dengan menyatukan litar ujian dan 
litar penguji di atas sekeping racik. Ini dilakukan bagi mengurangkan 
pergantungan litar yang direkabentuk kepada penguji dan memperoleh 
kemudahan ujian pada kelajuan operasi sistem dengan liputan kegagalan yang 
tinggi. BIST menyatukan penjana corak ujian dao pemampatan data di atas 
racik yang sama. Kaedah ini meJiputi tiga fungsi yang nerupakan sebahagian 
daripada sistem, iaitu; 
• Penjanaan vektor ujiao (Psuedo-random Pattern Generator) 
• Penggunaan vektor ujian 
• Analisis pengenalan (Signature Analysis) 
Rajah 2 . 7 menunjukan gambaran umum kaedah pengujian menggunakan 
konsep BIST. Apabila mod ujian dipilih oleh isyarat pemilih ujian (tesl-
select). penjana uji akan mengaplikasikan corak ujian yang dihasilkan ke atas 
litar yang sedang diuji. Hasil yang diperolehi akan dicerap dan dianalisis bagi 
mengenalpasti sebarang kesilapan atau ralat yang terdapat di dalam sistem. 
















Rajah 2. 7 : Konsep Pengujian BIST [IBRA 95] 
2.5.1 LINEAR FEEDBACK SHIFT REGISTER 
ANALISIS 
PENGENALAN 
Linear Feedback Shift Register (LFSR) biasanya digunakan untuk 
menjana corak ujian . Output bagi flip-flop pertama dan keempat akan diXOR 
dan hasilnya akan disuap balik bagi menjadi input kepada flip-flop D yang 
pertama bagi litar tersebut (Rujuk Rajah 2.8). Konsep asas LFSR ialah daftar 
anjakan ke atas basil XOR bagi dua atau lebih flip-flop dan kemudian disuap 
balik kepada flip-flop pertama. 
Bilangan corak uji yang mampu dijana oleh setiap LFSR adalah 
bergantung kepada bilangan bit daftar anjakan yang digunakan. Bagi setiap n 
bit daftar anjakan 2n -1 bit corak akan dijana. Pelbagai corak akan dihasilkan 
basil kombinasi keempat-empat output bagi daftar anjak.an kecuali nilai 
semua ·o•. Jadual 2.4 menunjukkan kombinasi suap balik yang akan dijana 
bagi kesemua 2°-1 bit corak bagi LFSR sekitar purata n = 4 hingga 32. 
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n Suap Batik 
4,6, 7 01EDOn 
5 02$05 
. 
8 02$ 03(9 04$ Os 
12 01 ED 04 ED Os ED 012 
14, 16 03 ED 04 ED Os ED On 
' 
24 01 e 02 e 01 a> 024 
32 01$02 $ 022ED 032 
Jadual 2.4 : Suap Balik bagi Urutan Kepanjangan Maksimum LFSR 
Ql 
Clk 
Rajah 2.8 : Rajah Blok LFSR 
2.5.2 MILTIPLE INPUT SHIFT REGISTER 
Multiple Input Shift Register (MISR) boleh dibina dengan mengubahsuai 
rekabentuk LFSR dengan menambah get XOR (Rujuk Rajah 2.9). Data yang 
diuji (Zl, Z2, Z3, Z4) akan diXORkan bersama ke dalam daftar bagi setiap 









-{'9 A BIST ALU 
jam dan keputusan terakhir bagi proses ini akan mewakili satu pengenalan 
yang akan dibandingkan dengan pengenalan bagi komponen yang bebas ralat. 
0·-. ---+---. 
Clk 
Rajah 2. 9 : Rajah Blok MISR [CHAR 96) 
2.5.JBUILT-lN LOGIC BLOCK OBSERVATION 
Bui/t-/11 Logic Block Obsen1atio11 (BILBO) [CHAR 96] merupakan daftar 
yang berfungsi sebagai unit kawalan yang yang mengawal mod operasi yang 
berlaku dalam BIST. Dengan menggunakan BILBO, fungsi setiap unit boleh 
diubahsuai mengikut keperluan sama ada untuk membentuk mod LFSR, 
MISR, normal atau dallar anjakan. Input 81 dan Bi bertugas sebagai input 
kawalan yang mengawal mod operasi bagi BILBO berkenaan. Si dan So 
berfungsi sebagai masukan dan keluaran sesiri bagi mod daftar anjakan. Zs 
pula merupakan input dari logik kombinasi. Persamaan bagi daftar BILBO 
adalah: 
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Jadual 2 .5 menununjukkan ringkasan bagi operasi mod yang dilaksanakan 
olehBILBO 
8182 MODOPERASI 




Jadual 2.5 : Mod Operasi Bagi BILBO. 
3.5 KESIMPULAN 
Empat topik utama yang perlu diambil kira sepanjang proses 
menganalisis BIST ALU ialah; Unit Aritmetik dan Logik. Penambah, 
Rekabentuk Kebolehujian clan Built-In-Self-Test. Hasil daripada kajian yang 
dilalcukan ke atas keempat-empat topik ini menentukan kaedah dan 
rekabentuk yang sesuai bagi BIST ALU yang akan dibincangkan dalam bab 
4. 





















Masa merupakan salah satu faktor yang perlu diambil kira dalam 
pembangunan sesebuah projek. Selain itu, pembangun projek juga perlu 
memastikan projek yang dibangunkan dilaksanakan dengan cara yang paling 
mudah dan mendapat basil yang optima Kawalan prestasi juga perlu 
dilakukan dari semasa ke semasa bagi memastikan projek yang dibangunkan 
sentiasa berlandaskan spesifik.asi yang telah ditetapkan pada awal projek. 
Bagi pembangunan Built-In-Self-Test Arithmetic Logic Unit (BIST ALU), 
dua subjek utama telah dikenalpasti bagi memastikan proses pembangunan 
BIST ALU sentiasa berjalan lancar, siap dalatn tempoh yang ditetapkan dan 
mengikut spesifikasi yang telah ditetapkan. Kedua-dua subjek ini; Pendekatan 
Pembangunan BIST ALU dan Kaedah Implementasi BIST ALU sentiasa 
bersandaran antara satu sama lain bagi memastikan proses pembangunan 
BIST ALU dapat dilaksanakan dengan lebib sistematik. 
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3.2 PENDEKA TAN PEMBANGUNAN DIST ALU 
BIST ALU dibangunkan dengan menggunakan dua pendekatan, iaitu; 
pendekatan pembangunan atas-bawah bagi membentuk rekabentuk bagi BIST 
ALU manakala bagi memodulkan BIST ALU untuk disimulasi, pendekatan 
pembangunan bawah-atas digunakan (Rujuk Rajah 3 .1 ). 
BUILT-IN-SELF-TEST 
ARITHMETIC LOGIC UNrr 
I 
I I I BUILT-IN-SELF-TEST I ARITHMETIC LOGIC 
UNrr 
UNEAR FEEDBACK 
- SHIFT REGISTER ARITHMETIC 
- UNrr 
MULTIPLE INPUT 
"- SHIFT REGISTER -i LOGICUNrr 
Rajah 3 .1 : Pendekatan Bagi Membangunkan BIST ALU 
Pendekatan atas-bawah digunakan bagi merekabentuk BIST ALU. 
Pendekatan ini digunakan kerana ia dapat membahagikan BIST ALU kepada 
sub-sub komponen yang lebih kecil. Proses ini akan memudahkan aktiviti 
merekabentuk BIST ALU dimana ia dilakukan daripada draf kasar sehingga 
akhimya diperincikan. 










Pada awal pembangunan BIST ALU, rajah kotak hitam BIST ALU telah 
dmasilkan. Rajah kotak hitam ini menggambarkan secara umum rekabentuk 
BIST ALU yang dibangunkan. Ia menyatakan bilangan input dan output yang 
diperlukan bagi BIST ALU, ia juga menyatakan semua pin-pin yang terlibat 
dalam pembangunan BIST ALU seperti Cin dan Com. 
Selepas mengenalpasti item-item yang terlibat dalam kotak hitam, 
rekabentuk BIST ALU diperhalusi dengan memecahkannya kepada beberapa 
bahagian. Proses yang sama dilakukan sehingga sub-komponen yang 
diperolehi tidak dapat dipecahkan lagi dan akhirnya satu rekabentuk lengkap 
berhubung perlakuan BlST ALU diperolehi. Proses merekabentuk BIST ALU 
penting dalam pembangunan projek ini kerana ia semasa proses 
mengimplementasi BIST ALU, rekabentuk yang telab dibina akan dirujuk 
semula dan pada ketika ini pendekatan bawah-atas digunakan. 
Pada peringkat implementasi BIST ALU, deskripsi yang diperolehi bagi 
setiap sub-komponen yang diperolehi basil daripada proses rekabentuk akan 
dikodkan dalam bahasa pengaturcaraan VHSIC Hardware Description 
Language (VHDL). Seterusnya keseluruhan deskripsi bagi sub-komponen 
tersebut akan digabungkan membentuk satu kod lengkap yang memodulkan 
BIST ALU. 
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3.3 KAEDAH IMPLEMENTASI DIST ALU 
Pembinaan BIST ALU melibatkan aplikasi dua jenis bahasa 
pengaturcaraan iaitu VHSIC Hardware Description Language (VHDL) dan 
C++. VHDL digunakan untuk mendiskripsikan perlakuan BIST ALU dan 
mendapatkan prototaip bagi BIST ALU. Seterusnya C++ digunakan semasa 
proses analisis pengenalan (signature analysis). 
3.3.1 VHDL 
VHDL merupakan singkatan daripada perkataan Very High Speed 
Integrated Circuit (VHSIC) Hardware Description Language merupakan 
bahasa pengaturcaraan yang digunakan untuk mendiskripsikan sistem 
elektronik digital. VHDL mula diperkenalkan oleh Kerajaan United States 
pada tahun 1980. Ia diperkenalkan berikutan perkembangan mendadak litar 
bersepadu dan kesedaran tentang keperluan satu bahasa piawai bagi 
mendiskripsikan struktur dan fungsi sesebuah litar bersepadu. 
Terdapat beberapa kelebihan VHDL yang telah dikenalpasti [PETE 96], 
antaranya: 
• VHDL mampu mendiskripsikan keseluruhan rekabentuk sistem 
elektronik digital yang dibangunkan. Bagi mendiskripsikan 
sesebuah rekabentuk elektronik digital, pembangun perlu 
memahami perlakuan terperinci bagi sistem elektronik digital yang 
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dibangunkan. Seterusnya mengekodkan deskripsi tersebut dalam 
bahasa pengaturcaraan VHDL. 
• Bahasa pengaturcaraan VHDL mudah untuk diimplementasikan. 
Konsep asas bagi VHDL sama seperti babasa pengaturcaraan yang 
biasa digunakan seperti C++ clan PASCAL, dengan ini masa yang 
diambil uotuk mempelajari VHDL adalah lebih singkat. 
• VHDL membenarkan penggunaan semula komponen-komponen 
yang telah didiskripsikan dalam rekabentuk yang berbeza. Ini 
mengurangkan kebersandaran antara komponen-komponen yang 
terkandung dalam sistem tersebut 
• VHDL membenarkan rekabentuk yang dibangunkan disimulasi 
terlebih dahulu sebelum dibangunkan. Dengan ini sistem elektronik 
digital yang dibangunkan dapat diuji terlebih dahulu dan segala 
kelemahan dan ralat yang terdapat di dalam rekabentuk sistem yang 
dibangunkan dapat diselesaikan terlebih dahulu. Ini dapat 
mengurangkan masa lengaban dan pembaziran kos pembangunan 
projek berbanding membangunkan prototaip bagi sistem yang 
dibangunkan. 
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3.3.2 C++ 
Bahasa pengaturcaraan C++ telah dibangunkan oleh Bjarne Stroustrop 
bagi memperbaiki kelemahan yang terkandung dalam bahasa pengaturcaraan 
C. C++ merupakan salah satu bahasa pengaturcaraan yang sangat ber~ 
serbaguna dan fleksible untuk membina sesebuah perisian [SELL 99]. Ia 
sangat sesuai untuk membina perisian sistem seperti sistem pengoperasian, 
pengkompil • editor , pangkalan data dan komunikasi data. 
Bahasa pengaturcaraan C++ bersifat ramah pengguna kerana ia 
menggunakan konsep berorientasikan objek. la juga menggunakan pelbagai 
teknik yang mudah untuk diaplikasikan seperti perwarisan dan kelas. 
Salah satu kelebihan C++ ialah ia tidak bergantung kepada sebarang jenis 
mesin untuk dilaksanakan. lni bermakna bagi melaksanakan aplikasi yang 
dibangunkan menggunakan bahasa pengaturcaraan C++, tiada sebarang 
penambahan atau perubahan yang perlu dilakukan ke atas mesin atau peranti 
tersebut. 









3.4 PEMBAHAGIAN TUGAS MEMBANGUNKAN BIST 
ALU 
BIST ALU ia telah dibangunkan dengan kerjasama Tengku Dian Shahida 
(WEK 000302). lni berikutan fak."tor skop yang luas dan masa yang terhad. 
Bagi memastikan pembangunan BIST ALU dilaksanakan dengan serentak, 
pernbahagian tugas telah dilakukan. Kerja-kerja pembangunan BIST ALU 
tel ah dibahagikan kepada tiga, iaitu: 
• Pembangunan ALU 8 bit. 
• Pembangunan Linear Feedhack Shift Register (LFSR) dan Multiple 
Input Shift Register (MISR). 
• Pengekodan C++ bagi tujuan analisis pengenalan (signature analysis). 
Kerja-kerja pembangunan ALU 8 Bit dan pengekodan C++ dilaksanakan 
oleh penulis. Manakala kerja-kerja membangunkan LFSR dan MISR 
dilaksanakan oleh T engku Dian Shahida. 
3.5 KESJMPULAN 
Dua perkara utama bagi mernastikan pembangunan BIST ALU berjalan 
lancar ialah pendekatan pembangunan BIST ALU dan kaedah pembangunan 
BIST ALU. BIST ALU dibangunkan dengan menggabungkan dua bahasa 
pengaturcaraan iaitu VHDL dan C++. BIST ALU dibangunkan dengan 
kerjasama Tengku Dian Shahida. 




















REKABENTUK BIST ALU 
4.1 PENGENALAN 
Selepac; ruialisis dilala.llcan terhadap ::>ubjek-:subjek yang berkaitan dengan 
B11il1-lll-St?/f-Test Arithmetic Logic Unit (BIST ALU). langkah seterusnya 
adalah merekabentuk litar BJ ST ALU bagi tujuan memodelkannya. Proses 
merekabentuk BIST ALU melibatkan gabungan hasil k<1jtan yang dilakukan 
bcrsama perbincangan yang dilakukan bersarna penyelia p~asihat dan 
moderator semasa pros~ viva. 
Proses pembangunan BIST ALU melibatkan empat proses utama (Rujuk 
Jadual 1.4) iaitu pembangunan 8 bit ALU, pernbangunan BIST, 
penggabw1gan 8 bit ALU clan BIST dan pengekodan C++. Bagi memastikan 
prose::, pembangunan bcrjalan lancar, r~kabentuk BIS'T ALU yang 
dibangunkan perlulah difak'Ukan dengan teliti dan terperinci. 
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4.2 PEMBANGUNAN 8 BIT ALU 
Arithmetic Logic Unit (ALU) merupakan jantong bagi setiap 
mikropernproses dimana ia berfungsi untuk pusat bagi melaksanakan semua 
operasi aritmetik dan logik bagi rnikropernproses tersebut. ALU juga 
melaksanakan sernua arahannya dalaln bentuk digital (0, 1 ). 
Bagi pembangunan BIST ALU, 8 bit ALU yang terdiri daripa<la tiga p.in 
pilihan digunakan sebagai litar untuk diuji <Rujuk Rajah 4.1). Pin A clan pin B 
berfimgsi untuk rnenerima 8 bit data masukan manakala data keluaran pula 
disalurkan dari pin F. 
8 
/ 






- 8 , 
-
8 BIT ALU 
~ Ctn 
.. 
- So ,.... 
- S1 Cout -,.... ,.... 
- Sz .. 
Rajah 4.1 : Rajah kotak hitam bagi 8 bit ALU 









Terdapat tiga pin pilihan bagi 8 bit ALU yang dibangunkan. Pin So clan S1 
gwiakan bagi menentnkan jenis operasi aritmetik atau logik yang perlu 
clilaksanakan ma:nakala pin S2 berfungsi w1tllk menentukan mod 
. 
pengoperasian bagi ALU tersebut. Operasi aritmeti.k akan dilaksanakan 
sekiranya mod 0 dipilih seterusnya ALU akan melaksanakan operasi logik 
jika mod l dipilih. Hanya empat opernsi logik dapat dilaksanakan oleh ALU 
ini tet.api lapan opera'ii aritmetik dapat dilaksanakan beri.kutan terdapat pin Cu1 
yang mewakili pembawa input (input cany) yang menggandakan nilai 
operasi aritmetik yang dilaksanaka.n pin Cout pu!a abm mengeluarkan 
pembawa output (output carry) bagi ALU berkenaan. 
Seterusnya, bagi membang11.nkru1 8 bit ALU, rekabentuknya dibahagikan 
kepada tlga peringkat iaitu merekabentuk: unit aritmetik. Seterusnya 
rekabentuk unit logik pu!a akan dilaksanakan. Bagi melaksanakan UAL yang 
lengkap, kedua-dua rekabentuk aritmetik clan logik ini alrnn cligabungkan 
da1am satu litar. 
4.2.1 REKABENTUK UNIT ARITMETIK 
Asas bagi pembinaan unit aritmetik bagi 8 bit ALU ini ia1ah carry 
lookahead adder (CLA). Dengan mengawal data yang dimasukkan ke dalam 
CLA ia mampu melaksanakan pelbagai operasi aritmetik yang berbeza. 
Rajah 4.2 menunjukkan konfigurasi bagi satu set input ke dalmn CLA denga.11 
dikawal oleh pin So dan S1. 










B INPUT LOGIC 






Terdapat dua pin masukan b~ litar ini iaitu pin A dan pin B dan pin F 
sebagai pin keluaran. Input <lari pin B akan meJalui B input logic ::;eterusnya 
menjadi input bagi CLA melalui saluran Y. Pembawa sambutan (C.n) pufa 
memuawa pembawa input sambutan ke lokasi nilai bit paling rnndah (/east-
significant-hit position) di dalam CLA. Output yang cliperolehi dari Cout 
merupakan keluaran dari lokasi nilai bit paling tinggi (mos1-significa111-bi1 
position) dari CLA Nilai keluaran yang cliperolehi dari CLA mempakan hasil 
operasi aritmetik, iaitu: 
F = X+ Y + Cin 
Di mana X merupakan 8 bit nombor binari dari pin A manakala Y pula 
mempakan 8 bit nombor binari yang diperolehi dan B mput logic. Simbol ·+• 
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yang digunakan mewakili sebarang operasi aritrnetik yang digmiakan bagi 
litarini. 
. 
Operasi aritmetik clilaksanakan apabila pin S2 bemilai 0. So dan Si pufa 
menentukan jenis operasi yang dilaksanakan oleh ALU tersebut (Rujuk 
Jadual 4.1). Katakan keselumhan input darip::ida pin B cliabaikru'4 ia akan 
rnemberi nilai '00000000' kepada saluran Y. Dengan ini nilai keluaran bagi 
ALU tersebut ialah F = X + 0 + C111 climana F = A apabila Cm= 0 dan F =A + 
1 apabila Cm= l m.ujuk Rajah 4.3). 
G=A+B 
0 1 B G=A+B+1 (Penambahan) 
G =A+ B' + 1 
1 0 B' G =A+ B' (Penolakkan) 
G=A-1 
1 Keseluruhan 1 G = A (Umpukan) ( Pengurangan) 
Jadual 4.1 : Jadual Kebenaran Unit A.ritmetik.8 Bit ALU 










CLA ...- Crn =O 
F=A+B 




(c) Operasi Penambahan Dengan 














F =A+ B' + 1 
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A 11111111 A 11111111 
CLA CLA 
F=A-1 F=A 
(g) Operasi Pengurangan nilai A (h) Umpukan nilai A 
Rajah 4.3 : Operasi Yang Diilaksanakan Oleh 8 Bit ALU 
4.2.2 REKABENTUK UNIT LOGIK 
Unit logik beroperasi apabila nilai Sz ialah l. Unit logik bagi 
pembangumm BIST ALU melaksanakan empat jenis operasi asas logik iaitu, 
DAN, ATAU, eksklusif-ATAU clan TAK. Oalam unit logik juga. So dan S1 
yang rnenentukan jenis operasi logik yang perlu dilaksanakan oleh unit logik 
(Rajuk Jadual 4.2). 
0 1 X-ATAU 
1 0 DAN 
1 1 TAK 
J a dual 4 .2 : J a dual Kebenaran Bagi Unit Logi.k 8 Bit ALU 










Rajah 4.4 mcmmjukkan litar tuut logik bagi 8 l>il ALU yang clibangunkan. 
Pin Cin dan Cout tidak diperlukan bagi litar ini. 
4-to -1 
MUX 
Rajah 4.4 : Rajah Logik Bagi Litar Logik 8 Bit ALU 
4.3.J REKABENTUK ARJTHA-1E11C LOGIC CI.NIT 
Sete1ah selesai merekabentuk unit aritmetik <lan unit logik, kedua-dna litar 
tersebut digabungkan bagi membentuk satu litar ALU yang lengkap (Rujuk 
R~jah 2.3). Output yang cliperolehi bagi setiap unit akan disalurkan kepada 
pemultipleksan 2-ke-1 bersama-sama nilai pin pilihan (S2). Seterusnya hasil 
keluaran bagi ALU tersebut akan dikelurut.an berdasarkan nilai mod Sz yang 
dipilih. 
Rc:kabentuk 8 bit ALU .ini mampu melaksanakan 12 opera:)i aritmetik clan 
logik~ 8 opernsi aritmetik cum i1 operasi logik (Rujuk Jadu.al ·1.3). Setiap pin 
Sz, Si, So dan Crn berfungsi unmk menentukan jen.is operasi yang dilakukan 
Opera:>i aritmetik dilaksanakan apabila pin S2 bcrnilai 0 manakafa 4 opcrasi 
logik akan dilak.sanaJrnn apabila Si bemilai l. pin Cm hanya berfilngsi dalam 










litar ini apabila opcrasi a1itmetik dilaksanakan, ia tidak memberi apa-apa 
kesan terhadap hasil kelua.ran sekiranya operasi l0gik sedang ciilaksanakan. 
4.3 REKABENTUK BIST ALU 
Rekabentuk BIST ALU melibatkan penggw1aan tiga daHar BILBO clan 
litar ALU sebagai litar untuk diuji (Rujuk Rajah 4.5). BILBO digw1akan hagi 
sebagai a:,,as kepada rekf1bentu.k LFSR clan MISR. Dafu1r A, B dan C 
merupakan daftar BILBO yang fungsinya boleh dikawal mengikut mod yang 
telah ditetapkan (Rujuk Jadual 4.4}, 
Rekabentuk BIST ALU ini mampu berfung::-i dalam keadaan nonnal dan 
dalam kcaduan pengujian. Dala.m mod normal litar ini beropem:,,i sebagai 8 
bit ALU dimana data akan dihantar dari bas data (D Bus) ke ALU melalui 
daftar Adan B tanpa sebarang perubahan berlaku ke atasnya 8eterusnya data 
tersebut akan dipro:>es di ALU clan hasil keluarannya akan dihantar melahri 
daitar C w1tuk clihantar semula kepada mikropemproses. 





















Rajah 4.5 : Rekabentuk BIST ALU 
Proses pengujian berlaku apabila nilai B1 dan B2 bertukar kepada nilai 
Apabila proses pengujian dilah.'Ukan, S1 akan mengeluarkan nilai awalan 
ada daftar A, B dan C. Nilai yang cliberikan kepada B1 dan B2 telah 
mkarkan mod daftar BILBO A dan B kepada mod LFSR manakala daftar 
.BO C kepada mod MISR. Dalarn proses mi, LFSR akan rnenjana 
a.nyak 255 corak uji. (2n-l). Seterusnya kesemua corak uji tersebut akan 
:oses di dalam ALU dan hasilnya akan dimasukkan ke da1ain MISR. Hasil 
rasi yang dilaksanakan tersebut akan dipadatkan (compact) di dalarn 
iR membentuk pengenalan (signmure) dan keluar sebagai S0 • 










Nilai-nilai pengenalan yang diperolclri daripada S,, tersebut akan 
dianalfais oleh tester dan dibandingkan dengan nilai bebas ralat yang 
diperoleltl claripada pengaturcaraan C++. Proses ini clikenali sebagai analisis 
-
pengenalan (signature ana~vsis). 
4.4 KESIMPULAN 
Rekabentuk BIST ALU dibangunkan dengan menggab1lllgkan tiga daftar 
BILBO dan satu set ALU. Asas bagi rekabentuk BIST yang dibangunkan 
ialah daftar BILBO dimana ia akan beroperasi mengikut mod yang telah 
ditetapkan. 























Seperti yang telah dijelaskan di awal perbincangan, rekabentuk B11ilt-I11-
Self-Tesl Arithemetic Logic Unit (BIST ALU) dibangunk'an dengan membuat 
prototaip bagi litar ini dalam aturcara VHSIC Hardware Description Language 
(VlIDL) disimulasi dengan menggunakan perisian PeakFPGA Designer Suite 
FPGA Synthesis &Jition 5. 20c. Aktiviti ini dibuat selepas menyediakan 
rekabentuk BIST ALU. 
Seterusnya, bah ini akan membincangkan strategi-strategi yang diambil 
bagi mengimplementasi BIST ALU. Daripada keseluruhan langkah yang diambil, 
pengaturcaraan merupakan aktiviti terpenting kerana ia merupakan proses yang 
akan merealisasi segala perancangan rekabentuk yang telah dibuat. 
Fasa ini merupakan titik puncak yang menentukan kejayaan 
pernbangunan BlST ALU di mana ketelitian dan kesabaran yang tinggi 
diperlukan. Kesilapan atau sebarang ralat yang timbul boleh mengakibatkan 










sistem tidak dapat beroperasi dengan baik dan sempuma seterusnya akan 
melengahkan masa pembangunan sesebuah projek. 
5.2 PEAKFPGA Designer Suite FPGA Synthesis Edition 5.20c 
Bagi mensimulasi BCST ALU, perisian PEAKFPGA Designer Suite 
FPGA Synthesis Edition 5.20c telah digunakan. Perisian yang menyokong 
piawaian IEEE Standard 1076-1993 ini mudah digunakan dan antaramukanya 
ramah pengguna. Rajah 5 l menunjuk.k.an carta alir pro~ yang diambil bagi 
menggunakan perisian ini. 
Langkah pertama yang diambil untuk menggunakan perisian PEAKFPGA 
Designer Suite FPGA Synthesis Edition 5.20c ialah mencipta projek yang akan 
dibangunkan (Rujuk Rajah 5.2). Seterusnya modul yang terkandung dalam projek 
tersebut akan dicipta. Atrucara VHDL akan ditulis di dalam modul-modul 
tersebut (Rujuk Rajah 5.3). Modul-modul yang dicipta ini boleh diguna semula 
pada projek-projek lain dan ini akan memudahkan proses pembangunan projek 
terutamanya semasa proses membentuk hirarki. 















MEMBINA TEST BENCH 
MENSIMULASI 
ra 
Rajah 5.1 : Carta alir langkah penggunaan PEAKFPGA. 
Setelah selesai membuat aturcara, langkah seterusnya ialah menkompil 
aturcara tersebut bagi mengenalpasti sebarang ralat sintaks yang terdapat padanya 
(Rujuk Rajah 5.4). Semasa proses ini semua ralat sintaks yang terdapat akan 
dipaparkan beserta baris dan sebab berlakunya ralat. Pada ketika ini. sekiranya 
terdapat ralat logik pada aturc~ ia perlu disemak semula sehingga aturcara yang 
dibuat bebas ralat. 










Rajah 5.2 : Proses mencipta projek. 
Rajah 5.3: Proses mencipta modul . 










~ ·~ ~<lit ~iew ~~late S~ OQtiom ~fldow }ielp 
lliilQ DCll:J £~~ 
4Ull1> to u. I 
le~ dcl not complete. 
Rajah 5. 4: Proses mengkompil aturcara. Rajah menunjukkan terdapat ralat 
pada aturcara yang sudah dibangunkan. 
Seterusnya, setelah mendapati aturacara yang dibuat bebas ralat, aktiviti 
seterusnya adalah membina test bench bagi modul tersebut. Test bench ialah satu 
aturcara yang akan dihubungkan bersama modul yang dibina bagi tujuan 
pengujian dengan memberi nilai tertentu pada pin rnasukkan yang telah diisytihar 
di dalam entiti bagi modul tersebut. Sebelum mensimulasi modul yang dibina, 
hirarki antara test bench dan modul-modul yang terdapat di dalam projek tersebut 
perlulah dibina terlebih dahulu. Test bench sentiasa berada pada birarki teratas di 
dalam projek yang dibina. 
Proses terakhir yang diperluk.an ialah mensimulasi modul. Basil keluaran 
bagi modul yang dibuat akan dipaparkan dalam bentuk isyarat digital (Rujuk 
Rajah 5.5). Hasil yang diperolehi adalah bergantung kepada nilai masukkan yang 
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diberi di dalam lest bench. Daripada nilai tersebut, aturcara akan dinilai semula 
bagi memastikan tiada sebarang ralat pada aturcara tersebut. 
Rajah 5.5: Isyarat digital yang diperolehi semasa mensimulasi modul. 
5.3 STRATEGI PEMBANGUNAN BIST ALU 
Rajah 5.6 menunjukkan proses pelaksanaan yang diambil bagi 
membangunkan BIST ALU. Daripada rajah ini jelas menunjukkan bahawa proses 
pelak.sanaannya dilaksanakan secara berperingkat-peringkat dan proses pengujian 
dilakukan pada setiap peringkat dari semasa ke semasa. 
5.3.1 RAJAH KOTAK HITAM 
Langkah pertama dalam membangunkan sesuatu rekabentuk elektronik 
adalah membuat rajah kotak hitam bagi rekabentuk tersebut. Rajah kotak. hitam 
merupakan gambaran kasar tentang ciri-ciri masukkan dan keluaran bagi 









--(f) A BIST ALU 
rekabentuk yang sedang dibangunkan. Fungsi bagi setiap pin masukkan dan 
keluaran dikenalpasti. Kemudian rajah itu diperhalusi sehingga ke peringkat yang 
paling rendah. Disamping itu perlakuan (behavior) bagi rajah kotak hitam 
tersebut periu dikenalpasti bagi memastikan litar yang dibangunkan mengikut 
perlakuannya yang sebenar (Rujuk Rajah 4.1 Bagi Rajah Kotak Hitam BIST 
ALU). 
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Raiah kotak hitam 
Perhalusi rajah kotak hitam 
kepada modur dan ketahui 










Rajah 5. 6 : Carta Alir Pembangunan BIST ALU 










5.3.2 PENGA TURCARAAN 
Setelah selesai merekabentuk rajah kotak hitam, langkah seterusnya ialah 
membangunkan rekabentuk tersebut dalam bentuk pengaturcaraan VHDL. 
Elemen yang paling penting bagi bahasa pengaturcaraan VHDL adalah menulis 
entiti bagi rekabentuk yang ingin dibangunkan. Entiti merupakan pengisyhtiharan 
pin-pin masukkan dan keluaran bagi sesebuah modul. Jenis pin masukkan dan 
keluaran yang digunakan juga dinyatakan semasa pengisytiharao entiti. Rajah 
berikut merupakan contoh pengisytiharan entiti bagi Carry Lookahead Adder. 
entity CLA is 
port ( 
a in : in std_logic_vector (7 downto 0) ; 
bin: in std_logic_vector(7 downto 0) ; 
c in : in std_logic; 
c out out std_logic_ve ctor(7 downto 0)) ; 
end CLA; 
Rajah 5. 8 : Contoh pengisytiharan entiti bagi Carry Lookahead Adder. 
Seperti mana yang telah dinyataka.n, setiap modul atau sub-komponen 
yang dibangunkan perlu diperhalusi clan dikenalpasti fungsi dan cara ia 
beroperasi. Berdasarkan fungsi sctiap modul tersebut, rekabentuk (architecture) 
bagi modul tersebut akan di tulis. 










Secara umumnya, architecture akan mengenakan operasi ke atas nilai 
yang dimasukkan dalain pin masukkan dan hasil yang diperolebi daripada operasi 
tersebut akan dikeluarkan melalui pin keluaran. Operasi di sini boleh 
didefinasikan sebagai proses yang mengandungi pemyataan secara berjujukan 
yang beroperasi ke atas nilai yang diberi atau koleksi komponen yang mewakili 
sub-modul. Sekiranya proses tersebut memerlukan penjanaan nilai-nilai diantara 
modul-modul di dalamnya, isyarat (signal) akan digunakan. Signal merupakan 
analogi bagi pendawaian (wiring) yang terdapat di dalarn moduL 
Dalam proses pembangunan BIST ALU, architecture digunakan bagi 
mendiskripsikan behavior dan stuktur (structure) bagi modul-modul tersebut. 
Pengisytiharan behavior digunakan bagi menerangkan tentang rekabentuk 
dalaman dan cara ia beroperasi. Secara asasnya, behavior bagi modul dinyatakan 
dengan menggunakan pemyataan signal antara proses. Rajah 5. 9 menunjukkan 
contoh pengisytiharan behavior bagi Carry Lookahead Adder. 
architecture BEHAVIOR of CLA is 
-- signal (internal wiring bagi CLA) 
signal sum std_logic_vector(7 downto O) ; 
signal g 
p 
std_logic_vector(7 downto O) ; 
std_logic_vector(7 downto 0) ; signal 
signal c internal : std_logic_vector(7 downto 0) ; 
signal carry_in std_logic; 
begin 










sum(O) <= a in (0) xor b_in(O) xor c in; 
g <= a in and b in; 
p <= a in xor b in; 
Pl : process(g , p , c_internal) 
begin 
carry_in <= c in; 
c_internal(l) <= g(O) or (p(O) and carry_in ) ; 
FOR i In 1 TO 6 LOOP 
c internal (i+l) < g(i) or (p(i) and 
c_ internal(i)) ; 
END LOOP; 
end process Pl ; 
P2 : process (c_out , p , c_internal) 
begin 
c out (0) <= p(O) xor carry_in; 
for value in 1 to 7 loop 
c_ out(value) < p(value) xor c_internal(val ue) ; 
end loop; 
end process P2 ; 
end BEHAVIOR; 
Rajah 5. 9: Contob Pengisytiharan Behavior Bagi Carry Lookahead Adder 
Kegunaan architecture yang seterusnya adalah bagi menerangkan struktur 
bagi sesebuah mudul. Pengisytiharan stuk:tur akan menyatakan sambungan yang 
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terdapat antara modul dan sistem. Sub-sub modul yang telah dibangunkan akan 
diintegrasik.an di dalam stuktur. Tiga elemen penting dalam pengisytiharan 
stuktur ialah komponen (component), signal dan pemetaan (port map). 
Component akan menyatakan modul-modul yang akan diintegrasikan 
dalam pengisytiharan struktur. Signal pula merupakan isyarat yang digunakan 
antara modul-modul untuk berkomunikasi. Port map pula merupakan sambungan 
bagi litar-litar yang dibangunkan dan cara setiap pin masuk.kan dan keluaran 
dipetakan. Biasanya pengisytiharan stul'tur menggambarkan hirarki yang terdapat 
daJam sesebuah litar. Rajah 5.10 merupakan contoh bagi pengisytiharan struktur 
yang digunakan bagi membangunkan litar logik dalam Arithmetic Logic Unit 
(ALU): 
library IEEE; 
use IEEE . std_logic_1164. all ; 
entity toplevel is 
port ( 
) ; 
opl : in STD LOGIC_VECTOR(7 downto 0); 
op2: in STD_LOGlC_VECTOR(7 down~o 0)1 
operator: in STD_LOGIC_VECTOR (2 downto 
result: out STD_LOGIC_VECTOR(7 downto 0) 
end toplevel; 
1 h 0~ toplevel ~· architecture topleve _arc 
















a : in STD_LOGIC_VECTOR(7 downto 0) ; 
b : in STD_LOGIC_VECTOR(7 downto O) ; 
c out : out STD_LOGIC_VECTOR(7 downto 0) 




a : in STD_LOGIC_VECTOR(7 downto 0) ; 
b : in STD_LOGIC_VECTOR (7 downto 0) ; 
d out : out STD_LOGIC_VECTOR(7 downto 0) 
end component ; 
component notl 
port (a : in STD_LOGIC_VECTOR{7 downto 0) ; 
e out : out STD_LOGIC_VECTOR(7 downto 0) 
) ; 




a : in STD_LOGIC_VECTOR(7 downto O) ; 
b : in STD_LOGIC_VECTOR(7 downto 0) ; 
£ out : out STD_ LOGIC_VECTOR(7 downto 0) 
end component ; 
component host 
port ( 
operator : in STD LOGIC VECTOR (2 downto 0) ; 
c out : in STD_LOGIC_VECTOR(7 downto 0) ; 









d out in STD LOGIC _VECTOR(? downto 0) ; 
e out in STD_LOGIC_VECTOR(7 down to 0) i 
f out in STD_LOGIC_VECTOR(7 down to 0) ; 
result : out STD_LOGIC_VECTOR(7 downto 0) 
) ; 
end component ; 
signal s cout STD_LOGIC_VECTOR(7 down to 0) ; 
signal s dout STD_LOGIC_VECTOR(7 down to 0) ; 
signal s eout STD_LOGIC_VECTOR(7 down to 0) ; 
signal s fout STD_LOGIC_VECTOR(7 down to 0) ; 
begin 
01 : andl port map (a-"'opl , b =>op2 , c out=> .s cout); 
- -
U2 : orl port map (a=>opl , b=>op2 , d out=> s _dout) ; 
-
U3 : notl port map (a=>opl , e out=> s eout) ; 
-
04 : xorl port map (a=>opl , b=>op2 , f out=> s fout) ; 
- -
05 : host port map (operator >operator , c out=>s cout , 
d_out-> s_dout , e_out=> s_eout, 
f_out=>s_fout , result ~s_result) ; 
end toplevel_arch; 
-
Rajah 5.10 : Pengisytiharan Struktur Bagi Litar Logik Bagi Arithmetic 
Logic Unit (ALU) 











Setelah selesai mengekod rekabentuk BIST ALU, langkah seterusnya 
ialah menguji aturcara tersebut. Proses pengujian ini dilakukan secara berkala 
sejak awal pembangunan modul dijalankan. Kaedah • yang digunakan begi 
menguji rekabentuk BIST ALU ialab dengan mensimulasikan aturcara tersebut 
clan membandingkan hasil yang diperolehi dengan nilai yang sebenar. Proses 
pengujian ini akan dihuraikan dengan lebih lanjut dalam bab seterusnya. 
5.5 KESIMPULAN 
Pembangunan BIST ALU dilalrukan dengan menggunakan teknik bawab-
atas di mana modul-modul yang berada pada hirarki rendah ak.an dibangunkan 
terlebih dahulu, seterusnya diuji. Selepas itu, barulah modul-modul ini akan 
digabung dan dikonfigurasikan dalam satu litar lengkap. 























Pengujian merupakan langkah yang paling penting dalam kitar hayat 
pembangunan sistem. Ini adalah bagi memastikan sistem yang dibangunkan 
berjalan lancar dan memenuhi segala spesifikasi yang telah ditetapkan pada 
awal pelaksanaan projek. Proses pengujian dilakukan bagi mengenalpasti 
sebarang kesiJapan atau ralat yang terdapat pada sistem yang sedang 
dibangunkan atau kegagalan yang terdapat pad.a perisian yang digunak.an. 
Kegagalan perisian merujuk kepada sejauh mana sistem mampu berfungsi 
dengan baik dan tepat semasa penjanaan nilai masukkan dilaksanakan. 
Tujuan pengujian dijalankan adalah bagi: 
• Untuk memastikan sistem yang dibangunkan adalah bebas ralat 
sebelum ia diedarkan kepada pengguna. 
• Menguji sistem bagi memastikan ia memenuhi segala spesifikasi 
yang telah ditetapkan di awal projek. 









--(i}A BIST ALU 
Secara umumnya, proses pengujian bagi pembangunan Buill-/11-Selj-
Test Arithmetic Logic Unit (BIST ALU) telah melibatkan tiga peringkat iaitu 
pengujian modul, pengujian integrasi dan pengujian sistem. 
6.2 PENGUJIAN MODUL 
Modul merupakan koleksi komponen yang berfungsi dengan sendiri 
dan beroperasi tanpa bergantung kepada komponen-komponen lain [NOOR 
01). Contoh modul yang dibanguokan dalam pembangunan BIST ALU ialah 
get AT AU, Linear Feedback Shift Register (LFSR) dan Carry l.ookahead 
Adder (CLA). 
Sepertimana yang telah dinyatakan dalam bah 5. proses penguJtan 
bagi BIST ALU dilaksanakan secara berkala dimana setiap kali sesebuah 
modul dibangunkan, ujian akan dibuat ke atas modul tersebut. Proses 
pengujian modul dibuat dengan mensimulasi aturcara yang telah dibuat. 
Sebelum aturcara tersebut disimulasi, test bench perlulah dibuat terlebih 
dahulu. 
Test bench merupakan satu aturcara yang memberi nilai masuk.kan ke 
atas litar tersebut. Hasil keluaran yang diperolehi daripada proses simulasi ini 
adalah dalam bentuk graf isyarat digital. Hasil ini akan dibandingkan dengan 
pengiraan secara manual bagi memastikan ketepatan keluaran. 
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Tujuan utama pengujian modul dilaksanakan adalah bagi memastikan 
tiada ralat yang terdapat bagi modul-modul yang boleh mempengaruhi sistem 
setelah ia digabungkan kelak. Rajah 6.1 merupakan contoh aturcara test 
. 
bench dan hasil keluaran yang diperolehi. 
library ieee; 
use ieee . std_logic_1164.all ; 
use ieee . std_logic_arith . all ; 
use work . all ; 
entity testrot is 
end testrot ; 
architecture stimulus of testr ot is 
component CLA 
port( a in : in std_logic_vector(7 downto 0) ; 
bin: in std_logic_vector(7 downto 0) ; 
c in : in std_logic; 
c out : out std_logic_vector(7 downto 0)) ; 
end component ; 
constant PERIOD : time := 50 ns ; 
signal a in std_logic_vector(7 down to 
signal b in std_logic_vector(7 down to 
signal c in std_logic; 
signal c out std_logic_vector(7 down to 
begin 
DUT : CI.A port map(a_in, b_in, c_ in, c_out) ; 
INPUTS : process 
begin 
a in <= " 00001011 "; 
b in <= " 00011001"; 
c_in <= ' 0 '; 
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a in <= "01000110" ; 
b in <= "00100011"; 
c in <= ' 1 ' ; 
wait for PERIOD; 
a in <= " 10110110"; 
b in <= " 01101011" ; 
c_in <- ' 1 '; 
wait for PERIOD; 
a in <= " 01101010"; 
-
b in <= "10010101"; 
c in <= ' 0' ; 
wait for PERIOD; 
a in <= "00101010"; 
b in <= "00000101"; 
c in <= r 0 I; 
wait for PERIOD; 
a in < " 00001010"; 
bin < " 00111001"; 
c in <= ' l '; 
wait for PERIOD; 
a in <= "00000010"; 
b in <= " 01010101"; 
c in <= ' 0 '; 
wait for PERIOD; 
a in < " 00001111" ; 
b in <= " 00010101 "; 
c in <= ' 1 '; 
wait for PERIOD; 
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a in <= " 01101010"; 
b i n <= " 01010101"; 
C i n <= I o r; 
wait for PERIOD; 
wait ; 
end process ; 
end stimul us ; 
Rajah 6.1 · Contoh Test Bench Bagi Menguji Carry Lookahead Adder. 
Rajah 6.2 Graf Isyarat Digital Hasil Simulasi Carry Lookahead Adder 
Berdasarkan Input Yang Dimasukkan Oleh Test Bench. 
6.3 PENGUJIAN INTEGRASI 
Pengujian integrasi merupa.kan proses untuk memastikan komponen-
komponen bagi sistem tersebut boleb bekerjasama dan beroperasi dengan 
baik seperti yang telah dinyatakan dalam spesifikasi sistem dan rekabentuk 
program Pengujian pada fasa ini akan melibatkan pengujian ke atas koleksi 
modul-modul yang telah diintegrasikan kepada sub-sistem. Pada ketika ini 
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masalah yang biasa timbul ialah salah penyesuaian pada antaramuka modul 
atau ralat pada pemetaan pin . 
. 
Kaedah yang digunakan bagi pengujian integrasi adalah sama seperti 
kaedah pengujian modul iaitu dengan mensimulasi aturca'fa berdasarkan input 
yang diberi dari test bench. 
6.4 PENGUJIAN SISTEM 
Sistem merupakan basil yang diperolehi daripada mengintegrasi 
keseluruhan sub-sistem yang telah dibangunkan. Metod yang digunakan bagi 
menguji sistem yang telah dibangunkan iaitu dengan mensimulasi aturcara 
bagi sistem tersebut dan hasil yang diperolehi akan dibandingkan dengan 
basil sebenar. 
Terdapat tiga metod yang boleh digunakan bagi menilai litar BIST 
ALU yang dibangunkan. Cara perta.ma yang boleh digunakan adalah dengan 
membuat pengiraan secara manual. Kaedah ini agak sukar dilaksanakan 
memandangkan basil keluaran yang agak besar dan kebarangkalian 
berlakunya ralat agak tinggi . 
Kaedah kedua yang boleh digunakan adalah dengan membuat aturcara 
yang sama dengan perlakuan BIST ALU. Kaedah ini telah digunakan bagi 
pengujian BlST ALU dan bahasa pengaturcaraan C telah digunakan bagi 









--fil A BIST ALU 
mengimplementasikannya. Walaupun kaedah ini agak tepat dan menjimatkan 
masa hasil keluaran yang diperolehi daripadanya juga perlu dinilai secara 
manual bagi mengelakkan daripada berlaku sebarang ralat logik 
Kaedah terakhir yang boleh digunakan adalah dengan menggunakan 
c1p sebenar sebagai Design Under Test (DUT) bagi litar BIST yang 
dibangunkan. Kaedah ini akan menelan belartja yang agak besar kerana cip 
ALU yang digunakan tersebut perlulah dipastikan bebas ralat bagi 
memastikan tiada masalah semasa proses pengujian BIST dilaksanakan. 
Proses pengujian ini perlu1ah di1akukan dengan teliti dan berhati-hati 
kerana kejayaan dalam aktiviti pengujian sistem ini boleh dikatakan sebagai 
mencerminkan kejayaan sistem yang dibangunkan itu dari segi kefungsian. 
6.5 KESIMPULAN 
T erdapat tiga peringkat pengujian yang digunakan bagi 
membangunkan BIST ALU iaitu: 
• Pengujian Modul 
• Pengujian Integrasi 
• Pengujian Sistem. 
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Rajah 6.3 menunjukkan gambaran kasar proses pengu11an yang 













Rajah 6.3 : Gambaran Proses Pengujian Bagi Pembangunan BIST ALU 























Aktiviti terakhir dalam proses pembangunan Built-In-Self-Test 
Arithmetic Logic Unit (BIST ALU) ialah peniJaian sistem. Pada ketika in~ 
keseluruhan proses pembangunan BIST ALU akan dinilai semula dari semua 
aspek. Ia adalah bagi tujuan menilai kereJevenan pembangunan projek dan 
kesesuaiannya untuk diperkembangkan pada masa akan datang. 
Antara isu-isu yang akan dibincangkan dalam bab ini ial~ masalah 
yang dihadapi sepanjang pembangunan BIST ALU, kelebihan dan 
kelemahannya, seterusnya cadangan-cadangan yang mungkin boleh diterima 
pakai bagi tujuan memperkembangkan projek ini pada masa hadapan. 
Seterusnya di akhir bab ini, penulis akan membuat kesimpulan bagi 
keseJuruhan proses pembangunan BIST ALU. 
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7.2 MASALAH YANG DIHADAPI 
Pada awal proses pembangunan BIST ALU, masalah pertama yang 
dihadapi adalah kesukaran memilih bahasa pengaturcaraan yang sesuai bagi 
tujuan membuat prototaip BIST ALU. Terdapat · dua jenis bahasa 
pengaturcaraan yang dilcenalpasti boleh digunakan untuk memprototaip BIST 
ALU iaitu VHSJC Hardware Description Language (VHDL) dan Verilog. 
Hasil penelitian yang dibuat, didapati bahasa pengaturcaraan VHDL lebih 
sesuai digunakan bagi tujuan pembangunan BlST ALU. Ini memandangkan 
tempoh pembangunan BIST ALU yang agak terhad dan ia lebih mudah untuk 
dikuasai. 
Setelah menguasai aturcara VHDL, ia disimulasi menggunakan 
perisian PeakFPGA Designer Suite FPGA Synthesis Edition 5.20c. 
sungguhpun mengikut teori, bahasa pengaturcaraan VHDL agak mudah untuk 
dipelajari, namun proses membina dan mensimulasi tidaklah semudah seperti 
yang disangkakan. Walaupun secara teori tidak terdapat sebarang ralat sintak 
pada aturcara yang dibangunkan, tetapi setelah dikompil didapati terdapat 
sebahagian daripada sintak yang tidak disokong oleh perisian yang digunakan 
dan ini merupakan cabaran kepada penulis untuk mensimulasi BIST ALU. 
Setelah mendapati aturcara adalah bebas ralat, masalah seterusnya 
yang dihadapi adalah ralat logik dimana hasil keluaran yang diperolebi gagal 
memenuhi spesifikasi yang telah ditetapkan. Alcibatnya, aturcara yang dibina 
perlu dinilai semula bagi mengenalpasti punca kesilapan yang timbul. 
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7.3 KELEBIHAN BIST ALU 
Sepertimana yang sudah sedia maklum, BIST ALU dibangunkan 
menggunakan bahasa pengaturcaraan VHDL. Aturcara BIST ALU 
dibangunkan secara berperingkat-peringkat mengikut modul. Setiap modul-
modul yang dibangunk.an boleb digunasemula. Selain itu, ia juga 
membenarkan sebarang pengubahsuaian dibuat samada untuk membuat 
pertambahan dan pengurangan terhadap sistem. 
Selain itu, pembangunan prototaip BIST ALU juga dapat 
mengurangkan kos pembangunan. Ini kerana bahasa pengaturcaraan VHDL 
mampu memberi gambaran perlakuan (behavior) sebenar bagi litar bersepadu 
yang dibangunkan dan proses pengujian yang dilakukan dari semasa ke 
semasa dapat memastikan agar litar sebenar yang dihasilkan bebas ralat. 
Penggunaan Carry Lookmiead Adder dalam litar aritmetik telah 
mempercepatkan proses penambahan dibuat keatas nilai masukkan. 
Berbanding Ripple Carry Adder, Carry Lookahead Adder melaksanakan 
operasi penambahan secara selari dan ini mengurangkan nilai lengahan yang 
terdapat pada litar penambah penuh yang biasa digunakan dalam Ripple 
Carry Adder. 
Dengan menggunakan perisian PeakFPGA Designer Suite FPGA 
Synthesis Edillon 5.20c, hasil keluaran yang diperolehi boleh ditukar jenis 
nombornya kepada sebarang bentuk nombor samada binari, desimal, oktal 
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atau heksadesimal. Dengan ini proses penilaian hasil keluaran menjadi lebih 
mudah dilaksanakan. Pengguna tidak perlu mengambil masa yang lama untuk 
menukar jenis nombor bagi menilai output bagi basil simlasi. 
7.4 KEKURANGAN DIST ALU 
Setelah dinilai, diclapati penggunaan Unit Arithmetik dan Logik 8 bit 
(8 bit ALU) adalah tidak sesuai bagi Design Under Test (DUT) bagi Built-111-
Self-Test (BIST). Ini kerana pergabungan litar 8 bit ALU dan BIST hanya 
akan menambah saiz bagi 8 bit ALU seterusnya menyebabkan lengahan pada 
masa pemproses DUT tersebut. 
Walaubagaimanapun., bagi tujuan permulaan 8 bit ALU sesuai 
digunakan memandangkan saiznya yang kecil dan mudah untuk kita 
mengesan sebarang ralat yang timbul. 
Selain itu, aturcara BIST yang dibangunkan tidak mampu menampung 
lebih daripada satu operasi aritmetik atau logik secara serentak. Hanya satu 
operasi mampu dilaksanakan dalam satu-satu masa dan ini mengakibatkan 
proses pengujian mengambil masa yang panjang. 
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7.5 CADANGAN 
Hasil penilaian yang dibuat didapati bahawa 8 bit ALU bukanlah satu 
model yang sesuai untuk dijadikan DUT bagi litar BIST. Litar ini lebih sesuai 
digunakan dalam Iitar yang lebih besar seperti pemproses. Ini kerana 
rekabentuknya yang lebih rum.it, besar dan kompleks membuatkan proses 
agak sukar dan ini akan melibatkan kos yang agak tinggi. 
Sepertimana yang telah dinyatakan, litar BIST yang dibangun.kan 
hanya mampu melaksanakan satu operasi aritmetik dan logik dalam satu-satu 
masa dan ini mengakibatkan masa pengujian bertambah. Bagi mengatasi 
masalah ini, dicadangk.an agar konsep penimbal (buffer) digunakan. Dengan 
menggunakan penimbal, proses pengujian akan dilaksanakan secara 
berjujukan dan ini membolehkan beberapa operasi dilaksanakan serentak. 
Seteru·snya, seperti yang telah dinyatakan di awal pembangunan 
projek BIST ALU, projek ini hanya melibatkan proses pembinaan prototaip 
sehingga ke pringkat simulasi sahaja. Bagi tujuan penyelidikan, dicadangkan 
agar pihak Fakulti Sains Komputer dan Tek.nologi Mak.lumat (FSKTM) 
menyediakan peruntukan agar rekabentuk yang dibuat dapat dibangun.kan 
sehingga ke peringkat pembentukkan cip. Dengan ini pelajar lebih mudah 
memahami dan membuat sendiri prototaip yang telah direk.abentuk. 
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7.6 KESIMPULAN 
Di era globalisasi masakini pembinaan litar bersepadu bukan fagi 
merupakan suatu isu yang baru. Malahan sekarang ini kebanyakkan barangan 
elektronik yang dihasilkan biasanya mempunyai litar bersepadu di dalamnya 
bagi memastikan ia mampu memenuhi kehendak pengguna. Penghasilan litar 
bersepadu menjadi bertambah rumit apabila saiz litar bertambah besar dan 
kompleks. Ini secara tidak langsung memberi kesan terhadap pengujian bagi 
litar tersebut dimana kos yang tinggi diperlukan bagi memastikannya mampu 
beroperasi dengan baik. Menyedari hal ini, rekabentuk· BIST telah 
dibangunkan dengan menggunakan 8 bit ALU sebagai DUT. 
Rekabentuk BIST ALU telah dibangunkan menggunakan pendekatan 
bawah-atas dengan menggunakan bahasa pengaturcaraan VHDL sebagai 
bahasa pengaturcaraan untuk memodelkannya. Didapati bahawa 
mengimplementasi BIST ALU tidaklah semudah apa yang dipelajari secara 
teori. Ini adalah akibat perisian yang digunakan iaitu PeakFPGA Designer 
Suite FPGA Synthesis Edition 5. 20c tidak mampu menyokong aturcara yang 
digunakan. 
Bagi memastikan litar BIST memenuhi objektif sebenar 
pembangunannya. terdapat tiga kaedah untuk mernbuat penilaian. Kaedah 
pertarna adalah secara manual, kaedah m1 agak sukar untuk 
diimplementasikan kerana ia mengambil masa yang agak panjang untuk 
membuat penilaian. Kaedah kedua adalah dengan menulis aturcara yang sama 
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dengan per1akuan BIST dengan menggunakan bahasa pengaturcaraan C. 
kaedah ini telah digunakan bagi menguji BIST ALU. Kaedah terakhir adalah 
dengan menggunakan cip sebenar sebagai OUT dalam litar BIST yang 
digunakan. Cip yang digunakan tersebut perlulah cip yang tepat hasil 
keluarannya dan bebas ralat. 
Oidapati juga bahasa pengaturcaraan VHDL adalah amat sesuai 
digunakan bagi tujuan memodelkan prototaip BIST ALU. Ini kerana ia 
marnpu mewakili perlakuan sebenar BIST ALU dan ini akan mengurangkan 
kos pembangunan BIST ALU sekiranya berlaku ralat atau kegagalan. 
Secara keseluruhannya, aturcara BIST ALU berjaya dibangunkan 
tetapi ia tidak marnpu membul"tikan bahawa pendekatan BIST mampu 
digunakan bagi mengurangkan kos pembangunan litar bersepadu dengan 
mengurangkan kos pengujian. Ini kerana model OUT yang digunakan bersaiz 
kecil dan akibatnya pergabungan 8 bit ALU dan BIST telah mengurangkan 
prestasi pemprosesan ALU itu sendiri. 
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2.0 BIST ALU 
3.0 UNIT ARITMETIK DAN LOGIK 8 BIT 






Built-In-Self-Test (BIST) merupakan salah satu jalan penyelesaian 
bagi memastikan pengeluaran kos pengujian yang minima. BIST merupakan 
salah satu teknik Design For Testability (OFT) yang mana litar BIST tersebut 
digabungkan bersama litar yang ingin diuji. Dengan ini sebarang ralat atau 
kecacatan yang timbul dapat dikesan diperingkat awal dan secara tidak 
langsung ia akan mengurangkan kos penyelenggaraan tertiadap cip 
terse but. 
Sebagai titik permulaan bagi menghasilkan BIST, Arithmetic Logic 
Unit (ALU} 8 bit telah digunakan sebagai unit pengujian. Namun begitu, BIST 
ini juga boleh diaplikasikan ke atas mana-mana litar bersepadu yang lebih 
besar dan kompleks. 
Built-In-Self-Test Arithmetic Logic Unit (BIST ALU} merupakan salah 
satu teknik rekabentuk yang menggunakan ALU sebagai unit untuk diuji 
Aplikasi ini membenarkan mengujian dilakukan ke atas ALU dengan 
menggabungkan BIST bersama litar ALU sebagai satu komponen. 










2.0 BIST ALU 
BIST ALU dibangunkan menggunakan konsep hirarki dimana modul-
modul yang berada pada hirarki terendah akan dibangunkan tertebih dahulu 
dan seterusnya diuji. Setelah dipasti bahawa modul tersebut bebas ralat, 
barulah ia akan diintegrasikan secara berhirarki sehingga menghasilkan satu 









Rajah 1: Hirarki pembinaan BIST ALU. 
ABISTALU 















3.0 UNIT ARITMETIK DAN LOGIK 8 BIT 
8 
/ ~ A / 
-
8 
F / .... 
8 . " 
.... 
/ ~ B / 
-
8 BIT ALU 
... Ctn 
.... 
... So .... 




Rajah 2 : Rajah kotak hitam bagi 8 bit ALU 
Fungsi setiap pin: 
JENIS FUNGSI -
Adan B Untuk menerima 8 bit data masukkan 
F Untuk mengeluarkan 8 bit data keluaran 
C 1n Pembawa masukkan 
Cout Pembawa keluaran 
Untuk menentukan mod pengoperasian yang ingin 











Mod pengoperasian bagi Unit Aritmetik dan Logik 8 bit: 
c. 
JENIS 
So S1 S2 Cin OPERAS! 
OPERASt 
0 0 1 0 Umpukan . 
0 0 1 1 Penokokan 
0 1 1 0 Penambahan , 
Penambahan Bersama Nilai 
0 I 1 1 1 
Sambutan 1 
ARITMETIK 
Penambahan Bersama Pelengkap 
1 0 1 0 
T 
Satuan Bagi Operan Kedua 
I 
I 
1 0 1 1 Penolakkan 
1 1 1 0 Pengurangan 
1 1 1 1 Umpukan 
0 0 0 x GetATAU 
0 1 0 x GetX-ATAU 
LOGIK 
1 0 0 x Get DAN 
1 1 0 x Get TAK 










5.0 REKABENTUK BIST ALU 
Scan Path 
LdA 






Ld B D Test 
81 82 s, 
TESTER 










.. AllUAL PEllGGUllA 
Fungsi set1ap l<omponen: 
-
JENIS FUNGSI 
Untuk merujuk kepada daftar BILBO (komponen asas bagi 
Daftar A,B ,C 
menghasilkan MISR dan LFSR) 
Bas Data yang membawa nilai-nilai yang akan dijana oleh 
D Bus 
ALU 
Untuk memberi nilai awalan kepada rekabentuk BIST bagi 
81 dan B2 
menentukan mod BILBO 
S1 Untuk memberi nilai awalan kepada daftar A, B dan C 
Untuk mengeluarkan pengenalan (signature) bagi litar yang 
So 
dibangunkan 
Sebarang medium yang digunakan bagi tujuan menguji 
Tester 
sgnature yang diperolehi daripada So. 
Mod bagi daftar BILBO: 
-81 82 MOOOPERASI 
0 0 Daftar Anjakan (Shift Register) 
0 1 Pseudo-Random Pattern Generator (PRPG) 
1 0 Normal 
1 1 Multiple-Input Signature Register (MISR) 




















hr;ry i"'"'" : 
ise ieee . std_logic_l164.ali; 
• "" n; oii:;tl i;:; 
port; I 
re.;;-: ti. 1.n st.d logic; 
elk std_loQic; 
Lr.:!.'I ;,td_!o;i::;; 
!-<il'l n s;td l O'J i C; 
:.or n ~trl=logic: ; 
Ci : r std_logic ; 
Si : ..:td logic; 
hi 1 hn morlP. 7 in >H•i 1091 r vAct ..,.,.. ( 1 <1~1mr O! ; 
m selO 1n std logic; -
m-sell n std-logic; 
m - sel2 iu std-lvq, I 
::ibu~ : ut. ;,td loqi v•,,•":01 (7 d 1mtc- 0) ; 
S<1 : •1t .:1rd loqf c: ; 
O~t.put : fn .i"ir Rr<-f lnrd'' VAr:t.<H'(/ i ,,..,,t 0) ) ; 









~:-id :=cn;p, : • 
in Rt<! lnctlr VAC:tnr(7 i h'nt" Oi ; 
r. std-logic-vector(7 d)Wnt Ol ; 




: ~u st~ loqie v~ctori7 .wit Oi 
~Q .... ,pur-.~nt bi .. b.... .s: 
.;ienc.r ic (nbi t:s 
port I 
natural r ng 8 t 16 S) ; 
rese;;.h 
ell: : • 
ce 





n atd Jag.i.c:: : 
i r std-logic; 
ir1 std-logic v~ctor(l <:10.,.T1t..> 0) ; 
1 1 st.:1-l ogic -.,.;,ci:or (r1bit.s dvh'i t.c o) ; 
Ji..t. .:it.d logic; 
q .in.:.trt atd .le>g3c: vect-or(nbirs; downt 
?nd c"niponer.t ; 
.>d qn:. l Aciu t , B"'ut 
• Jl J I : 
.:;.ign;,l Sum : :.itd_logic_~·ccto.::(7 
..;i.;rn;,1 ACE , RC:£ , c:ci:: , 1• .. :;;:t , 31 , 










( bilbo_modQfll bilbo_moc:l~(O) I £ bilbo_modP(O) ; 
bi! r.o 
01 ) ; 
po.t map (rcseth , elk. ACE, Sl , bilbo_mode, Dbus , S2, Aout) ; 
RegP. t>ill:>o 
r~ map (rescth, ... ,v , ?rf , S1 , blibo_mode, Dbus , Sl , Bout) ; 
bilbo 
i:-ort map (res ·ti , ... 1k , r-:;!'. , .o:~ , CBl , Sum, So, Outpc1 · l ; 
lllJT Al..llBE\!T 










-1b:.;;rv iee~· ; 
use ie~e . std 1011c_ll64 . 
enu .. y bilbo is 
g~ ri {nbits : naturnl rang 8 t 16 81 ; 
port( 
reseth in std logic ; 
elk 1P std-loqic ; 
c-;, Jn s€d-lc.gic; 
si ir. std-logic ; 
bilb<:i_mode in std-logic vector(l d wnto G1 ; 
z in std-logic-vector(nbits do lJ ; 
so 01.r stci tog.le; 
q 11,:.11::. std logic_vectoqnbits 0:)1.:nto 1) J; 
ei'!d "!ntity bilbo; 
•rchitectu~• behavior of bjlbo is 
signal s_fb 
s:tqnal s_q 
cort.:. i.anr c_shi!.'t. 
..:onst:!'l. c_prpg 
: 
cc.nstent c ne>rnnl : 
cor:stant c :mis 
o-:gin 
~td logic ; 
std:logic_vector:(nbits d · wr.to ll ; 
atd_lo9ic_v,,eLor(l d 0) : = " CO"; 
td 
_log1c_vector(l d OJ : ~ " 01"; 
i:d 
_loglc_vector (1 d 0) := ",0"; 
~td_logic:,_vector(l d 0) :=" 11 "; 
s fb q(2J q(3) q(41 q(nbits) when (nbits 
bilbo reg : 
n;:gin-




' l • I th"n 
(t.tl'ers • 0 ' J ; 
• 0 .; 
-:lsi f (elk ' event , ' elk 
.if (Ce ' l ' ) th r: 
' l ' l t.h"n 
if (bilbo mode c 2hift) th n 
s q qtnbits !-downt 11 si ; 
end-
u (bilbo mode c pcpgl then 
sq q(nbits- 1 -dvwnt.~ ll . s fb 
end-; t ; 
J ,f (bilbo_modli' c_norn1al J •hen 
sq ' 
end-
if (bilbo mode c rnisr) then 
81 ; 
s_o'.l (q(nbit'S-l dowr t 1) ;i_fb) z(nbits do~~to l) ; 
~r.d i :t. ; 
so s_q(nbi~s) ; 
end 1t 
end 1. F • 
end proces3 bilbo_rea; 
q s_q ; 










Pl : ART'l'HflRT1' r 
arithl ; 
P": ·oc:;rc:: CTR(:Ul'l' 
10·3 -1 ; 
' t 
A:\BIST SYSTEM\ALUSBIT.VHD 
V;ilA , y Cilrry, ."10 mo<iO , 111 
r Pnl V;ilA, in' V;ilR, ~P.10 •nndO, 11 .. 11 
P3: host port 
Val_out}; 
i:; (op•.rator mod2 , ar:i~h_out arith, logic_out log!c, .1:esul t 











library ieee ; 
u .. P. ieee . std logic_ll64 • .al.1. ; 
e;1tity ARITH8BIT 13 --
po.t:t ( 
x in ctd_logic_vector(7 
in std lo 1 y ,.. _ve,..tor( I 
Cin <., .:;td:loq ~; 
so std _loqic; 
sl n str.i 1C1g.1c; 
sum uut std_logic_vector(7 
J; 
end ARITHSBIT; 
Ol!IOOnent ALU LOGIC_CIRCUIT is 
• po.r ( -
M: i:' std lo-:i!c; 
N: !n std-logic; 
O: in std-logic; 
F : out std_logk 
); 
nd ~omp.m nt ; --
-~mponent C!J\ is 
pelt ( 
d W'nt 0) ; 






in std l~9ic vectorl7 jo nt 0) ; 
ir1 std-loqic-vector(7 c1owr L 01 ; 
in std-logic"i 
ut std_logic_v~cto1·(7 .:: wnt~ 0) 
) ; 
nc ... ; --
b 
oegin 
109icO ALU LOGIC CIRCUIT po~~ map (M y(O) I ~-loglcl ALU-LOGIC-CIRCUIT pc·.r::. ir.;;p (M y(l) , 
logic2 ALU-LOGIC-CIRCUIT por::. m;:ip (M y{2) , 
logk:t A~U=LOGic:crRCUIT pot"::. m3p (M y(3) , 
log1c4 ALU 1.0GlC CIRCUIT pOLt m11p (M y(4) , 
loqicS ALU-LOGIC-CIRCUIT p~rt.. r~ap ()'1 y(5) I 
log1c6 ALU-LOGIC-CIRCUIT P<71.t."-t n13P IM y(6) , 
logic7 ALU-LOGIC-CIRCUIT po:t r µ (M y., I 
logicS CW\-port iiiap (a 
-












so, 0 31 , f 
so, 0 sl , 
) , 0 :;l , r 
;:10, 0 sl, f 
0, 0 sl , r 
~o. 0 sl , f 
so , 0 sl , F 
:iO , 0 3.i.. , [' 
c_in Cin, c I) ..... 
inout b(OI) : 
input:b(l ) ; 

















~~e ieee . 3td logic ll6d . 
~s~ ieee . std=logic:arith . 
"ntJ.ty Cl.Ai-
pcirt l 
a ii' : 1 rr 
b-in : iP 
c-in : in 
c _=-out 
std lor,ilc vect<;•r(7 jo::nr.o 0) ; -- · 
std logic-vector(? downto OJ ; 
. td:h";iic; 
.11t.; sld_loglc_v~cr.01·(7 •;iownto 01 
) ; 
0 nd CI.A; 




a.igr.al c internal 













Pl : p oce5~(g, p , c inte,nall 
ba9-~ -









c_int~rnal Cl I ~(0) (p(Q) carry_in) ; 
.; l I I J 
mR i Ir 1 Tu 6 LOOP 
c_internal (i•l) 
E ~JO LO()!>; 
0 nd i;.ro:ic~ss Fl ; 
P2 : process (c_out , p , c_internall 
b .;iin 
c_out IOI p(Ol c'lrry_in; 
:o. value n .1 t 
g(l) (p(i) 
I I 





p(value) c_internal(value} ; 
.;,rui l ~ ; 
o.nd pr ..... '>• P2 ; 
end BEHAVIOR ; -- ,. • 
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ib::· r:y IEEE; 
se IEEF..std_logic_ll64. 11; 








in-STD LOGIC VECTOR(7 downto 0) ; 
l . STD LOGIC-VECTOR {7 dowr: • 0) ; 
t STD LOGIC_VECTOF..{7 d ... ,..- 01 
J 
-on~tan· c ari~h 
.onstam. c::)og.l.c 
begi 11 
std logic : 
:Jtd_loolc 
dth operat:oc S"lect 
I 1 t ; 
' 0 '; 
result arith out wt arith, 
logic out when c lo ;i - , 
" 00000000 " w~.- I" 










A: \BIST_SYSTEM\LOGIC_CIRCUIT . VHD 
1 bra'y ieee; 
11sf> 1eee . std log1c_ll64 . l ; 
Anti } LOGIC CIRCUIT 
jX'rt ( -
inl : ir, std logic vector (7 d •·1 t OJ ; 
in2 : 1· std:log• ot(7 dowr• Ol ; 
selO : in std loq1 •; 
sell : 1 , std-lo~ 
output : orr etd_l<.•-J.i. ·_vector(7 d wrt OJJ ; 
er,,j LOGIC_CIRCTJI'l'; • ~ 
.rch1tect 'e behav f LOGIC_CIRCUIT 1~ 
proc =~ls l) 
beqio 





' 0 ' ) t e 
1n2 ; 
1f (selO •o• sell ' 1 ' I ~her. 
output inl inZ ; 
end 1 f ; 
.1.f ( s el 0 I 1 • :<ell I 0 I ' thE 
output inl 1 .1.' ; 
nd lf; 
if (aelO ' l ' sell ' 1 • ) • en 
output 1 nl ; - -
end it ; - · 
".>:-Kl behav; 
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