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Abstract
Analogies between gravitation and electromagnetism have been known since the 1950s.
Here, we examine a fairly general type D solution—the exact seven parameter solution of
Pleban´ski–Demian´ski (PD)—to demonstrate these analogies for a physically meaningful
spacetime:
The two quadratic curvature invariants B2 −E2 and E ⋅B are evaluated analytically.
In the asymptotically flat case, the leading terms of E and B can be interpreted as
gravitoelectric mass and gravitoelectric current of the PD solution, respectively, if there
are no gravitomagnetic monopoles present.
Furthermore, the square of the Bel–Robinson tensor reads (B2 + E2)2 for the PD
solution, reminiscent of the square of the energy density in electrodynamics. By analogy
to the energy-momentum 3-form of the electromagnetic field, we provide an alternative
way to derive the recently introduced Bel–Robinson 3-form, from which the Bel–Robinson
tensor can be calculated.
We also determine the Kummer tensor, a tensor cubic in curvature, for a general type
D solution for the first time, and calculate the pieces of its irreducible decomposition.
The calculations are carried out in two coordinate systems: in the original polynomial
PD coordinates, and in a modified Boyer–Lindquist-like version introduced by Griffiths
and Podolsky´ (GP) allowing for a more straightforward physical interpretation of the free
parameters. file: 05 elm inv v9.tex, Jul 2, 2015
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1
Introduction
It has long been known that general relativity and electrodynamics exhibit certain formal
similarities, see Matte [26] and Bel [3], or—for a more recent overview—Costa and Nata´rio [9].
On the other hand, Petrov type D spacetimes can be thought of as spacetimes with Coulomb-
like sources, as already pointed out by Szekeres [35]; see also Stephani et al. [34], p. 39. In
this sense, they are the closest scenario to electro/magneto-statics that general relativity has
to offer.
The Pleban´ski–Demian´ski solution [28] is of type D, has seven free parameters, and can be
used to model various axisymmetric electrovacuum spacetimes, in particular the Kerr solution
[23]. Overviews of original papers for various subclasses of the PD solution can be found in
Pleban´ski and Demian´ski [28], Table 1, or Stephani et al. [34], Table 21.1.
For our work, we found particularly useful the reviews on Kerr–Taub–NUT–(A)de Sitter by
Mars and Senovilla [24]; the (rotating) C-metric by Hong and Teo [21, 22]; Kerr-de Sitter by
Chambers [5]; and of course the Kerr metric itself, see for example Carter [8], deFelice and
Bradley [7], and Cherubini et al. [6].
A complete physical interpretation of the PD coordinates and its free parameters has been
lacking for a long time, but it is possible to transform the PD coordinates to Boyer–Lindquist-
like coordinates, see Griffiths and Podolsky´ [18].
The purpose of this paper is twofold: First of all, it is of general interest to calculate various
geometric quantities of the PD solution in physically well-motivated coordinates. And sec-
ondly, the setting of the PD solution may endow the more general, formal similarities between
gravitation and electrodynamics with an explicit physical understanding.
We proceed as follows: In the first section, we fix our notation and demonstrate that the PD
solution satisfies the Einstein–Maxwell equations. In the second section, we briefly check the
coordinate transformations introduced by Griffiths and Podolsky´, and confirm that the PD
solution, expressed in their Boyer–Lindquist-like coordinates, still fulfills the Einstein–Maxwell
equations. In the third section, we decompose the curvature irreducibly and calculate its pieces
for the PD solution in both coordinates. For the asymptotically flat case, the asymptotic
structure of the Weyl 2-form is analyzed and compared to classical electrodynamics. In the
fourth section, we move on to the quadratic curvature invariants and recover the well-known
analogies between general relativity and electrodynamics. Drawing on these analogies, we
provide a quick way to derive the recently introduced Bel–Robinson 3-form in section 5 and
confirm its correspondence to the Bel–Robinson tensor. Finally, we turn to cubic expressions
in curvature and calculate the pieces of the irreducible decomposition of the Kummer tensor,
an important tensor related to the principal null directions of curvature, for a general type D
spacetime. In the concluding section, we briefly summarize our findings.
2
1 Pleban´ski–Demian´ski solution and its parameters
The Pleban´ski–Demian´ski solution of 1976 is an exact solution of the Einstein–Maxwell equa-
tions with cosmological constant [28]. Using the coordinates {τ, p, q, σ} it can be written in
terms of the pseudo-orthonormal coframe
ϑ0ˆ ∶= 1
1 − pq
√
Q(q)
p2 + q2 (dτ − p2dσ) ,
ϑ1ˆ ∶= 1
1 − pq
√
p2 + q2
Q(q) dq,
ϑ2ˆ ∶= ⊖ 1
1 − pq
√
p2 + q2
P(p) dp,
ϑ3ˆ ∶= ⊖ 1
1 − pq
√
P(p)
p2 + q2 (dτ + q2dσ) .
(1)
The metric is g = −ϑ0ˆ⊗ϑ0ˆ+ϑ1ˆ⊗ϑ1ˆ+ϑ2ˆ⊗ϑ2ˆ+ϑ3ˆ⊗ϑ3ˆ, and hatted indices 0ˆ, 1ˆ, 2ˆ, 3ˆ will be used to
refer to the anholonomic components in this frame. ⊖ = ±1 determines the spatial orientation of
the angular parts of the coframe: for ⊖ = +1, as chosen originally by PD, we would not retrieve
the flat spatial tetrad in its usual orientation, as will be shown later. At this point, we merely
include this symbol without fixing its value yet. The vector potential 1-form reads (eˆ ∼ electric
charge, gˆ ∼ magnetic charge)
A ∶= 1 − pq√
p2 + q2 ⎛⎝ eˆq√Q(q)ϑ0ˆ + gˆp√P(p)ϑ3ˆ⎞⎠ . (2)
The related field strength is F ∶= dA and the excitation (in vacuum) is given by µ0H ∶= ⋆F . We
use CGS units where {4πǫ0 = 1, µ0 = 4π}; see Hehl and Obukhov [20] for a detailed introduction
to electrodynamics formulated in terms of exterior calculus. P and Q are quartic functions
defined via
P(p) ∶= kˆ + 2nˆp − ǫˆp2 + 2mˆp3 + (kˆ + eˆ2 + gˆ2 − Λ
3
)p4,
Q(q) ∶= kˆ + eˆ2 + gˆ2 − 2mˆq + ǫˆq2 − 2nˆq3 + (kˆ − Λ
3
) q4. (3)
The identification kˆ ∶= γˆ − gˆ2 −Λ/6 readily reproduces Eq. (3.31) given in [28]. Using computer
algebra (see appendix C), it is quite straightforward to show that Eqs. (1)–(3) indeed solve the
Einstein–Maxwell equations.
In exterior calculus (see our conventions in appendix B), the Einstein–Maxwell equations with
3
cosmological constant Λ take the form
1
2
ηµαβ ∧Riemαβ +Ληµ = 8πΣµ. (4)
Σµ is the electromagnetic energy-momentum 3-form defined via
Σµ ∶= 12 [F ∧ (eµ ⌟H) −H ∧ (eµ ⌟ F )] . (5)
Evaluating the left-hand side of Eq. (4) explicitly yields
1
2
ηµαβ ∧Riemαβ +Ληµ = eˆ2 + gˆ2(p2 + q2)2 (1 − pq)4 ηµ. (6)
The energy-momentum 3-form of the potential (2) reads
Σµ =
(1 − pq)4
8π
eˆ2 + gˆ2(p2 + q2)2 ηµ. (7)
Therefore, Eqs. (1)–(3) indeed solve the Einstein–Maxwell equations. Note that the trace
Σ ∶= ϑα ∧ Σα vanishes, as expected for an electromagnetic field. Furthermore, the constants eˆ
and gˆ can tentatively be identified as the electric and magnetic charge, respectively.
2 New coordinates of Griffiths and Podolsky´
As seen above, the PD solution comes with a set of seven free parameters: {mˆ, nˆ, eˆ, gˆ, ǫˆ, kˆ,Λ}.
Provided that at least one of the parameters {mˆ, nˆ, eˆ, gˆ} does not vanish, the solution is of Petrov
type D. By means of the Einstein–Maxwell equation, Λ can be identified straightforwardly as
the cosmological constant. The parameters {eˆ, gˆ} allow an interpretation as electric charge and
magnetic charge, respectively, by their appearance in the energy-momentum 3-form. At any
rate, the nature of the remaining four parameters remains somewhat obscure.
However, this solution contains a variety of limiting cases, such as Schwarzschild, Taub–NUT,
Kerr(–Newman), de Sitter, the C-metric, and combinations thereof. It is the lack of direct
physical meaning of the free parameters {mˆ, nˆ, ǫˆ, kˆ} that makes it difficult to procure a simple
limiting procedure to arrive at the aforementioned spacetimes. This has already been pointed
out by Griffiths and Podolsky´ [18]. At this point, we will briefly summarize their approach to
extract a physically directly relevant coframe and vector potential.
Following Hong and Teo [21, 22], a coordinate transformation can be employed to simplify the
roots of the quartics P,Q of Eq. (3). This is a promising procedure, since the quartics control
the Lorentzian signature of the metric.
The transformation introduces the new coordinates {t, r, p˜, φ}, as well as the new parameters
4
α, ω, a, and ℓ. It is degenerate provided any of the new parameters (save ℓ) vanish:
τ ↦ τ(t, φ) ∶= √ω
α
(t − (ℓ + a)2
a
φ) ,
p ↦ p(p˜) ∶= √α
ω
(ℓ + ap˜) ,
q ↦ q(r) ∶= √α
ω
r,
σ ↦ σ(φ) ∶= −(ω
α
) 32 φ
a
.
(8)
Simultaneously, the free parameters of the original PD solution are scaled according to
(mˆ, nˆ) ↦ (α
ω
) 32 (m,n) ,
(eˆ, gˆ) ↦ α
ω
(e, g) ,
ǫˆ ↦
α
ω
ǫ,
kˆ ↦ α2k,
Λ ↦ Λ.
(9)
Note that also this scaling is degenerate in the cases of vanishing ω, a or α. With the additional
parameters, there are 11 degrees of freedom. Three of these degrees of freedom can be used to
adjust the roots of P to p˜ = ±1, thereby introducing the relations
ǫ ∶= ω2k
a2 − ℓ2 + 4αωℓm − (a2 + 3ℓ2) [α2ω2 (ω2k + e2 + g2) − Λ3 ] ,
n ∶= ω2kℓ
a2 − ℓ2 − αω (a2 − ℓ2)m + (a2 − ℓ2)ℓ [α2ω2 (ω2k + e2 + g2) − Λ3 ] ,
k ∶= (a2 − ℓ2)(1 + 2αωℓm − 3α2ω2 ℓ2(e2 + g2) + ℓ2Λ)
ω2 + (a2 − ℓ2)3α2ℓ2 .
(10)
The parameters ǫ, n, k are now fixed by the new parameters α, ω, a, and ℓ. According to [18],
the remaining degree of freedom can be used to set ω to a convenient value, if not both a and
ℓ vanish simultaneously. The quartics become
P =
α2a2
ω2
(1 − p˜2) (1 −α3p˜ − α4p˜2) ,
Q =
α2
ω2
[ω2k + e2 + g2 − 2mr + ǫr2 − 2α
ω
nr3 − (α2k − Λ
3
) r4]. (11)
5
The constants α3, α4 turn out to be
α3 ∶= 2α
ω
am − 4aℓα2
ω2
(ω2k + e2 + g2) + 4aℓΛ
3
,
α4 ∶= −α2
ω2
a2 (ω2k + e2 + g2) + Λ
3
a2.
(12)
Since on −1 < p˜ < 1 due to P ≥ 0 we have a Lorentzian signature (assuming α3 and α4 are
sufficiently small), a convenient parametrization is p˜ = cos θ, with θ ∈ [0, π]. We then arrive
at the final expression for the PD coframe expressed in more familiar Boyer–Lindquist-like
coordinates {t, r, θ, φ}:
ϑ0ˆ ∶= √∆
Ωρ
[dt − (a sin2 θ + 4ℓ sin2 θ
2
) dφ] ,
ϑ1ˆ ∶= ρ
Ω
√
∆
dr,
ϑ2ˆ ∶= ⊖ −ρ
Ω
√
χ
dθ,
ϑ3ˆ ∶= ⊖√χ sin θ
Ωρ
{adt − [r2 + (a + ℓ)2] dφ} .
(13)
Note that it is now convenient to set ⊖ ∶= −1 such that the angular part of the coframe has its
standard sign for flat spacetime. The vector potential reads
A ∶= Ω
ρ
[ er√
∆
ϑ0ˆ + g(ℓ/a + cos θ)
sin θ
√
χ
ϑ3ˆ] . (14)
We introduced the following auxiliary functions:
∆ ∶= ω2k + e2 + g2 − 2mr + ǫr2 − 2α
ω
nr3 − (α2k − Λ
3
) r4 = (ω
α
)2 Q,
χ ∶= 1 − α3 cos θ − α4 cos2 θ = ω2
α2a2 sin2 θ
P,
Ω ∶= 1 − α
ω
r(ℓ + a cos θ) = 1 − pq,
ρ2 ∶= r2 + (ℓ + a cos θ)2 = ω
α
(p2 + q2) .
(15)
Simple computer algebra (see appendix C) can be used to verify that Eqs. (13)–(15) solve the
Einstein–Maxwell equations for any value of ω. The left-hand side of the Einstein–Maxwell
equations turns out to be
1
2
ηµαβ ∧Riemαβ +Ληµ = Ω4(e2 + g2)ρ4 ηµ. (16)
6
The energy-momentum 3-form derived from the potential (14) reads
Σµ =
1
8π
Ω4(e2 + g2)
ρ4
ηµ. (17)
Thus, Eqs. (13)–(15) indeed fulfill the Einstein–Maxwell equations for any ω.
Griffiths and Podolsky´ [18] interpret the new set of free parameters to be {m,ℓ, a,α, e, g,Λ},
combined with a scaling degree of freedom ω. All of the parameters have a physical interpre-
tation: mass, Taub–NUT parameter, angular momentum parameter, acceleration parameter,
electric and magnetic charge, and cosmological constant, respectively. This can be seen, for
example, by determining the coframes for various choices of the parameters and comparing it
to the literature.
It is noteworthy, however, that the Einstein–Maxwell equations are fulfilled for any value of
ω. Therefore the interpretation of ω as a pure scaling degree of freedom becomes questionable.
Similar results have been found for the original PD solution by Garc´ıa and Mac´ıas [13], see also
Socorro et al. [33]. How their additional parameter µ is related to the ω parameter of Griffiths
and Podolsky´ will be subject of a further study.
The seemingly divergent expressions (a2 − ℓ2) in Eqs. (10)1, (10)2 cancel the leading (a2 − ℓ2)
of Eq. (10)3. Therefore, all limits are well-behaved, even in the case a = ℓ = 0. However, in this
case, the parameter ω has to be adjusted appropriately. A compilation of spacetimes, somewhat
similar as [18], can be found in Table 1.
3 Curvature
Let us now turn to the curvature of the PD solution. Any antisymmetric 2-form has (n2)(n2)
independent components. The curvature components, however, are further constrained by the
first Bianchi identity 0 = DDϑµ = Riemµα ∧ ϑα. This is a vector-valued 3-form with n(n3)
independent components. Therefore, the curvature has # = 1
12
n2(n + 1)(n − 1) independent
components. In four dimensions, # = 20.
We decompose the curvature into its irreducible pieces with respect to the Lorentz group [14]:
Riemµν =∶ Weylµν + ✘✘✘Ricciµν + Scalarµν (18)
This decomposition consists of three pieces:
• the (tracefree) Weyl curvature Weylµν =
1
2
Weylαβµνϑ
α ∧ ϑβ
• the tracefree Ricci part ✘✘✘Ricciµν ∶= 2n−2ϑ[µ ∧✟✟Ricν] with ✟✟Ricµ ∶= Ricµ − 1nRϑµ, whereas the
Ricci 1-form is given by Ricµ ∶= eα ⌟Riemαµ.
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parameters coframe
m, a,
e, Λ,
ω = 1
Kerr–Newman–de Sitter
ϑ0ˆ =
√
r2 − 2mr + a2 + 1
3
Λ(r4 + a2r2) + e2√
r2 + a2 cos2 θ (dt − a sin2 θdφ)
ϑ1ˆ =
√
r2 + a2 cos2 θ dr√
r2 − 2mr + a2 + 1
3
Λ(r4 + a2r2) + e2
ϑ2ˆ =
√
r2 + a2 cos2 θ dθ√
1 − 1
3
Λa2 cos2 θ
ϑ3ˆ =
√
1 − 1
3
Λa2 cos2 θ
r2 + a2 cos2 θ sin θ[(r2 + a2)dφ − adt]
A =
er ϑ0ˆ√
r2 − 2mr + a2 + 1
3
Λ(r4 + a2r2) + e2
m, ℓ,
e, Λ,
ω = 1
charged Taub–NUT–de Sitter
ϑ0ˆ =
√
r2 (1 + 2Λℓ2) + e2 − 2mr − ℓ2 (1 −Λℓ2) + 1
3
Λr4
r2 + ℓ2 [dt − 2ℓ (1 − cos θ)dφ]
ϑ1ˆ =
√
r2 + ℓ2 dr√
r2 (1 + 2Λℓ2) + e2 − 2mr − ℓ2 (1 −Λℓ2) + 1
3
Λr4
ϑ2ˆ =
√
r2 + ℓ2 dθ
ϑ3ˆ =
√
r2 + ℓ2 sin θ dφ
A =
er ϑ0ˆ√
r2 (1 + 2Λℓ2) + e2 − 2mr − ℓ2 (1 −Λℓ2) + 1
3
Λr4
m, α,
ω = a,
a → 0
C-metric
ϑ0ˆ =
1
1 − αr cos θ
√(1 −α2r2) (1 − 2m
r
) dt
ϑ1ˆ =
1
1 − αr cos θ ⎛⎝
√(1 − α2r2) (1 − 2m
r
)⎞⎠
−1
dr
ϑ2ˆ =
1
1 − αr cos θ r√1 − 2αm cos θdθ
ϑ3ˆ =
1
1 − αr cos θ√1 − 2αm cos θ r sin θ dφ
Table 1: Various coframes. The metric is given by g = −ϑ0ˆ ⊗ ϑ0ˆ + ϑ1ˆ ⊗ ϑ1ˆ + ϑ2ˆ ⊗ ϑ2ˆ + ϑ3ˆ ⊗ ϑ3ˆ.
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• the scalar part Scalarµν ∶= 1n(n−1)Rϑµ ∧ ϑν with R ∶= eα ⌟Ricα
Counting degrees of freedom, Eq. (18) translates into
20 (Riemann) = 10 (Weyl) + 9 (tracefree Ricci) + 1 (Ricci scalar) . (19)
By means of the Einstein–Maxwell equations (4), we now notice that only the Weyl piece
contains non-trivial information about the PD spacetime (or about any other electro-magneto
vacuum spacetime with cosmological constant, for that matter):
Since Σµ is the energy-momentum 3-form of an electromagnetic field, it is traceless. Taking
the trace of the dual of the Einstein equation (B.20) then implies R = 4Λ. This is equivalent to
✟
✟Ricµ = 8πΣµ. Therefore, only the Weyl part of curvature carries truly non-trivial information.
In order to visualize the 20 independent components of Riemµν , we use the symmetry properties
of its anholonomic components Riemαβµν ∶= eβ ⌟ (eα ⌟Riemµν), namely,
Riemαβµν = −Riemβαµν = −Riemαβνµ , Riemαβµν = Riemµναβ , Riem[αβµν] = 0 . (20)
By means of Eq. (18), this symmetry holds for all pieces of the (irreducible!) decomposition.
The symmetries (20) allow us to organize all 20 components in a 6 × 6 matrix. It is now
convenient to introduce collective anholonomic indices; we define
I, J ∈ {0ˆ1ˆ, 0ˆ2ˆ, 0ˆ3ˆ, 2ˆ3ˆ, 3ˆ1ˆ, 1ˆ2ˆ} ↦ {1,2,3,4,5,6}. (21)
The components of the metric (20) tensor on this six-dimensional space are given by the 0-
(pseudo-)form ηαβµν , such that in our conventions (see appendix B)
(η IJ) = ⎛⎝ 0 −1−1 0 ⎞⎠ , (22)
with 1 ∶= diag (1,1,1). By means of the symmetry (20)3 the trace of this matrix vanishes,
ηAB RiemAB = 0, and it comprises in fact 20 independent degrees of freedom. The 6×6 curvature
matrix then reads
(RiemIJ) =
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
−2E 0 0 2B 0 0
. E 0 0 −B 0
. . E 0 0 −B
. . . 2E 0 0
. . . . −E 0
. . . . . −E
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
+ diag (Q,0,0,Q,0,0) + Λ
3
1ˇ . (23)
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The dots “.” denote matrix entries following directly from the symmetry. We defined
E ∶= −1
2
Weyl
0ˆ1ˆ0ˆ1ˆ
, B ∶= 1
2
Weyl
0ˆ1ˆ2ˆ3ˆ
, Q ∶= −2 ⋆ (ϑ0ˆ ∧Σ
0ˆ
) , (24)
and 1ˇ ∶= diag (1,1,1,−1,−1,−1). For PD coordinates we find
E = ( pq − 1
p2 + q2)3[(3p2 − q2)mˆq + (p2 − 3q2)nˆp − (eˆ2 + gˆ2)(p2 − q2)(1 + pq)], (25)
B = ( pq − 1
p2 + q2)3[(p2 − 3q2)mˆp − (3p2 − q2)nˆq + 2(eˆ2 + gˆ2)(1 + pq)pq], (26)
Q =
(pq − 1)4(p2 + q2)2 (eˆ2 + gˆ2) . (27)
As anholonomic components, the above expressions are coordinate independent. Therefore, we
can obtain the respective expression in GP coordinates simply by replacing the coordinates and
constants according to Eqs. (8), (9):
E =
Ω3
ρ6
{ [r2 − 3(ℓ + a cos θ)2]mr + [3r2 − (ℓ + a cos θ)2]n(ℓ + a cos θ)
− (e2 + g2) [r2 − (ℓ + a cos θ)2] [1 + αr(ℓ + a cos θ)] }, (28)
B =
Ω3
ρ6
{ [3r2 − (ℓ + a cos θ)2]m(ℓ + a cos θ) − [r2 − 3(ℓ + a cos θ)2]nr
− 2(e2 + g2) [1 +αr(ℓ + a cos θ)] r(ℓ + a cos θ)}, (29)
Q =
Ω4
ρ4
(e2 + g2). (30)
We recognize the canonical form of curvature for a type D spacetime, as pointed out e.g. by
Bel [3], Eq. (30), and identify Bel’s α and β with our E and −B. Following Matte [26], the
following tensors completely specify the Weyl curvature:
Eµν ∶=Weylµανβuαuβ, Bµν ∶= − ∗Weylµανβuαuβ, (31)
where u is a timelike unit vector, g(u,u) = −1, and by the symmetry properties of the Weyl
tensor E and B are symmetric, tracefree (02) tensors. Furthermore, u is an eigenvector to both
Eµν and Bµν with eigenvalue 0. Therefore, in n = 4 dimensions, both have 10 − 1 − 4 = 5
independent components, thereby completely specifying the Weyl curvature. They read
(Eµν ) = E
⎛⎜⎜⎜⎜⎜⎜⎝
0 0 0 0
. −2 0 0
. . 1 0
. . . 1
⎞⎟⎟⎟⎟⎟⎟⎠
, (Bµν ) = B
⎛⎜⎜⎜⎜⎜⎜⎝
0 0 0 0
. −2 0 0
. . 1 0
. . . 1
⎞⎟⎟⎟⎟⎟⎟⎠
. (32)
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The dual of the Weyl part of the decomposition of Eq. (23) turns out to be
( ⋆WeylIJ) =
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
2B 0 0 2E 0 0
. −B 0 0 −E 0
. . −B 0 0 −E
. . . −2B 0 0
. . . . B 0
. . . . . B
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
. (33)
Conversely, the dual swaps E and B, up to a sign, i.e. E↦ −B and B↦ E. We adopt a complex
null tetrad according to
l ∶= 1√
2
(ϑ0ˆ + ϑ1ˆ) , k ∶= 1√
2
(ϑ0ˆ − ϑ1ˆ) , m ∶= 1√
2
(ϑ2ˆ − iϑ3ˆ) , m ∶= 1√
2
(ϑ2ˆ + iϑ3ˆ) , (34)
such that lαkα = −1, mαmα = 1, with i2 = −1. The only non-vanishing Weyl scalar is
Ψ2 ∶= 1
2
Weylαβγδl
αkβ (lγkδ −mγmδ) = −E − iB, (35)
representing the “Coulomb” component of a spacetime (Szekeres [35], Stephani et al. [34]).
We now take a closer look at E and B, see Eqs. (28) and (29). They are exact expressions
obtained from direct calculation. For small black hole parameters allowing for asymptotic
flatness (small ℓ, Λ, and α) we have the asymptotic behavior Ω ∼ 1 and ρ ∼ r, and hence
r3E ∼m + 3n (ℓ + a cos θ)
r
− e2 + g2
r
, (36)
r3B ∼ −n + 3m (ℓ + a cos θ)
r
− 2 (e2 + g2) (ℓ + a cos θ)
r2
. (37)
The leading terms arem and n, corresponding to gravitoelectric and gravitomagnetic monopoles,
respectively. This is why they are sometimes paired up as m+ in, just like a+ iℓ and e+ ig, see
e.g. Pleban´ski and Demian´ski [28]. Moreover, the gravitoelectric and gravitomagnetic dipoles
show up in next-to-leading order, along with the electric and magnetic charges of classical
electrodynamics.
For vanishing n and ℓ (no gravitomagnetic monopoles), E and B can be intuitively interpreted
as gravitoelectric charge (mass) and gravitoelectric current (angular momentum). The situation
is the same as in classical electrodynamics with no magnetic monopoles. On the other hand, for
non-vanishing gravitomagnetic charges the situation remains similar to electrodynamics with
magnetic charges. In the limiting Kerr case of the PD solution, we have E∝m and B ∝ma.
We conclude: Using the coordinates by Griffiths and Podolsky´, E and B can be understood in
a precise, physical sense, which surpasses a purely formal analogy.
11
4 Curvature invariants
The Kretschmann invariant K and the Chern–Pontryagin pseudo-invariant P can be defined
as squares of the Riemannian curvature:
K ∶= 1
2
Riemαβγδ Riem
αβγδ
= − ⋆ [Riemαβ ∧ (⋆Riemαβ)] , (38)
P ∶= 1
2
(*Riemαβγδ) Riemαβγδ = ⋆ (Riemαβ ∧Riemαβ) . (39)
Here, “⋆” denotes the Hodge dual acting on forms, and “ * ” denotes the left tensor dual acting
on the left pair of antisymmetric indices. We can now use the decomposition (18). Since it
is irreducible, the individual parts are orthogonal with respect to each other, such that upon
squaring there appear no cross terms, see Garc´ıa et al. [14]:
K =∶KWeyl + K✟✟Ric + KR , (40)
P =∶PWeyl + P✟✟Ric + PR . (41)
It is well known [3] that for any spacetime the Weyl (pseudo-)invariants can be expressed as
KWeyl = EαβE
β
α −BαβBβα , PWeyl = −2EαβBβα . (42)
This is a formal similarity to electromagnetism. For the PD solution we obtain
KWeyl = − 24 (B2 −E2) , K✟✟Ric = 4Q2 , KR = 4
3
Λ2 , (43)
PWeyl = − 48EB , P✟✟Ric = 0 , PR = 0 . (44)
For the Kretschmann scalar K of the Kerr spacetime, this result is well-known, see O’Neill [27],
theorem 2.7.2 (for the definition of the two functions I and J , here referred to as E and B,
respectively) and corollary 2.7.5 for the form of the Kretschmann scalar (the relative factor 2
arises due to our definition of Kretschmann, see Eq. (38)).
With the considerations from Sec. 3, we see that relations (43) and (44) also reflect a physical
analogy between general relativity and classical electrodynamics with magnetic charges.
5 Bel and Bel–Robinson tensors, Bel–Robinson 3-form
With the curvature invariants taking a form so closely related to the invariants of vacuum
electrodynamics, we will now try to establish further analogies between the energy momentum
of an electric field and its gravitational almost-counterpart, the Bel and Bel–Robinson tensors.
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The Bel tensor can be defined via the tensor dual, see Senovilla [30]:
2Bµνρσ ∶= RiemµαβρRiem αβν σ + (*Riem* µαβρ)(*Riem* αβν σ)+ (*Riemµαβρ) (*Riem αβν σ) + (Riem* µαβρ) (Riem* αβν σ) (45)
It has the following symmetries:
B[µν]ρσ = Bµν[ρσ] = 0, Bµνρσ = Bρσµν , B
α
αρσ = 0 (46)
Note that Bαµασ ≠ 0. The Bel–Robinson tensor can be defined as (Senovilla [30])
B̃µνρσ ∶=WeylµαβρWeyl αβν σ + (*Weylµαβρ) (*Weyl αβν σ) . (47)
It is completely symmetric in all its indices and completely tracefree [29, 30, 32]:
B̃µνρσ = B̃(µνρσ) , B̃
α
νασ = 0 (48)
There are several other definitions in the literature for the Bel and Bel–Robinson tensors, for
a review and comparison of definitions in four dimensions see Douglas [10], for an extensive
review, valid in all spacetime dimensions, see Senovilla [31]. In the following we will use the
definitions for the Bel and Bel–Robinson tensors given above.
The Bel and Bel–Robinson tensors are interesting, since they are the closest tensorial objects
available to describe gravitational energy momentum (see e.g. Garecki [15, 16], Mashhoon [25],
and the references above). However, Eqs. (45) and (47) do not allow such a conclusion yet.
Therefore we will motivate this interpretation briefly by employing analogies from electrody-
namics:
Expressed in terms of components F = 1
2
Fαβ ϑ
α ∧ ϑβ , the symmetric tracefree electromagnetic
energy momentum (02) tensor defined via Tµν ∶= eµ ⌟ ⋆Σν can be written as
Tµν =
1
2
[FµαF αν + (∗Fµα ) (∗F αν )] . (49)
This form is quite similar to Eq. (45). Furthermore, inserting the Riemannian curvature 2-form
into Eq. (5) and contracting over both indices yields
Bµ ∶= 12 [Riemαβ ∧ (eµ ⌟ ⋆Riemαβ) − (⋆Riemαβ) ∧ (eµ ⌟Riemαβ)]
=
1
4
RiemαβγδRiem
αβγδηµ −RiemµβγδRiemαβγδηα. (50)
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On the other hand, the electromagnetic energy momentum 3-form turns out to be
Σµ =
1
4
Fαβ F
αβηµ − FµαF βαηβ . (51)
The similarity between Eqs. (50) and (51) is obvious. Is it also possible to find a 3-form Σνρσ,
such that Bµνρσ = eµ ⌟ ⋆Σνρσ? For the Bel–Robinson tensor the answer is affirmative:
B̃µνρσ = eµ ⌟ ⋆ [Weylρα ∧ (eν ⌟ ⋆Weylασ) − (⋆Weylρα) ∧ (eν ⌟Weylασ) ] =∶ eµ ⌟ ⋆Σ̃νρσ. (52)
We call Σ̃νρσ the the Bel–Robsinson 3-form. Its similarity to the electromagnetic (vacuum)
energy-momentum 3-form Σµ (see Eq. (5) with H = ⋆F ) becomes now fully apparent:
Σ̃νρσ ∶=Weylρα ∧ (eν ⌟ ⋆Weylασ) − (⋆Weylρα) ∧ (eν ⌟Weylασ) , (53)
Σµ ∶= 12 [F ∧ (eµ ⌟ ⋆F ) − (⋆F ) ∧ (eµ ⌟ F )] . (54)
Moreover, the Bel–Robinson 3-form is traceless, just like the electromagnetic energy-momentum:
ϑα ∧ Σ̃αρσ = 0 (55)
ϑα ∧Σα = 0 (56)
We summarize: The 3-form Σ˜νρσ is (up to a factor of 2) the energy momentum of Eq. (5) where
we replaced the 2-form F with the Weyl curvature 2-form. The only modification arises due
to the tensorial indices of the Riemann curvature 2-form. After performing the only possible
non-trivial trace (summation over α, unique up to a sign) we end up with the correct energy
momentum (03)-valued 3-form. See the proof of Eqs. (52) and (55) in appendix A.
The Bel–Robinson 3-form has been found recently in an interesting paper by Go´mez-Lobo [17].
In the present work, see Eq. (53), we used a physically motivated approach to arrive at the
Bel–Robinson 3-form very quickly. We also show in appendix A that the two formulations are
in fact equivalent.
For the Bel tensor this procedure is not straightforward, because the symmetry Bµνρσ = Bρσµν
has to be put in by hand, and a part of its trace has to be subtracted as well:
Bµνρσ = eµ ⌟ ⋆Σνρσ + eρ ⌟ ⋆Σσµν − 12 (gµνTrρσ + gρσTrµν) + 18gµνgρσTrαα, (57)
Σνρσ ∶= Riemρα ∧ (eν ⌟ ⋆Riemασ) − (⋆Riemρα) ∧ (eν ⌟Riemασ) , (58)
Trµν ∶= 12 (eµ ⌟ ⋆Σ αν α + eα ⌟ ⋆Σαµν) . (59)
These complications are rooted in the following property of the Weyl tensor, that is not valid
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for the Riemann tensor (only in vacuum, where they coincide) [11, 36]:
WeylµαβγWeyl
αβγ
ν =
1
4
gµνWeylαβγδWeyl
αβγδ (60)
This vacuum relation is essential for the tracelessness of the Bel-Robinson 3-form. Incidentally,
see the references above, it is also inherited by the Bel–Robinson tensor. A similar relation
holds for the electromagnetic energy momentum, that is, Tµα T
α
ν =
1
4
gµνTαβ T
αβ.
Therefore, the Bel–Robinson tensor seems to be of greater physical interest in non-vacuum
spacetimes. Furthermore, it seems to be the direct analogon of the energy momentum tensor
of the electromagnetic field. We introduce collective anholonomic indices
I, J ∈ {0ˆ0ˆ, 0ˆ1ˆ, 0ˆ2ˆ, 0ˆ3ˆ, 1ˆ1ˆ, 1ˆ2ˆ, 1ˆ3ˆ, 2ˆ2ˆ, 2ˆ3ˆ, 3ˆ3ˆ} ↦ {1,2,3,4,5,6,7,8,9,10} (61)
and find for the collective components of the Bel–Robinson tensor for a generic type D spacetime
(B̃IJ ) = (E2 +B2)
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
6 0 0 0 −2 0 0 4 0 4
. −2 0 0 0 0 0 0 0 0
. . 4 0 0 0 0 0 0 0
. . . 4 0 0 0 0 0 0
. . . . 6 0 0 −4 0 −4
. . . . . −4 0 0 0 0
. . . . . . −4 0 0 0
. . . . . . . 6 0 2
. . . . . . . . 2 0
. . . . . . . . . 6
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
. (62)
The quantity E2 + B2 nicely resembles the (positive definite) vacuum energy density of an
electromagnetic field (see e.g. Hehl and Obukhov [20], Eq. (E.1.34)). Note, however, that its
physical unit is energy density squared:
[E2] = [B2] = ( energy
3-volume
)2. (63)
Algebraically, E2 + B2 turns out to be the the magnitude squared of the Weyl scalar, Ψ2Ψ2 =
E2 + B2. On the other hand, for Petrov type D spacetimes, the Newman–Penrose formalism
relates the Kretschmann and Pontryagin (pseudo-)invariants of the Weyl tensor to the Weyl
scalar Ψ2 as follows:
KWeyl − iPWeyl = 24 (Ψ2)2 ⇒ 24Ψ2Ψ2 =√(KWeyl)2 + (PWeyl)2. (64)
Accordingly, the “energy density” quantity should be expressable as an invariant, since the
square of the Pontryagin pseudo-invariant is again an invariant. In our pseudo-orthogonal
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coframe, we find for the PD solution
24 (E2 +B2) =√B̃αβγδ B̃αβγδ. (65)
The analogon of Eq. (65) within vacuum electrodynamics for a field configuration (E,B) is√
Tαβ T
αβ = E2 +B2, (66)
evaluated in an inertial frame. Bonilla and Senovilla [4] interpret the Bel–Robinson tensor as
an energy-squared expression. By expanding it in terms of the complex null tetrad {l, k,m,m},
see Eq. (34), they define an effective square root for a completely symmetric, tracefree rank (04)
tensor. According to their Eq. (16), the symmetric, tracefree square root tαβ then reads (for
any type D spacetime)
tαβ = ǫ6
√
Ψ2Ψ2 (m(αmβ) + l(αkβ)) . (67)
ǫ = ±1 can be chosen freely. For the PD solution we find:
(tαβ) = ǫ3√E2 +B2 diag (1,−1,1,1) (68)
This is clearly symmetric and tracefree.
6 Kummer–Weyl tensor
With the quadratic expressions given in such a concise form, we may proceed to cubic quantities
(defined in terms of E and B, the following results hold for any type D spacetime). A candidate
is the Kummer tensor:
Kµνρσ[T ] ∶= T αµβν *T*αγβδ T γρδσ. (69)
The Kummer tensor can be defined for any tensor T of rank (04) which is antisymmetric ac-
cording to T
(µν)αβ
= T
µν(αβ)
= 0. *T*αβγδ denotes the double tensor dual. Without taking into
account further symmetries that T might have, the Kummer tensor satisfies
Kαβµν =Kµναβ . (70)
Therefore, in n = 4 dimensions, the Kummer tensor can be thought of as a symmetric 16 × 16
matrix with 136 independent components. See the recent article by Baekler et al. [1] for an
extensive and systematic introduction of the Kummer tensor.
They decompose the Kummer tensor into six pieces (I)K, with I = 1, . . . ,6. In terms of degrees
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of freedom, 136 = 35 + 45 + 20 + 20 + 15 + 1. The pieces read (see [1], Eqs. (90)–(94), (99), and
(100)):
(1)Kαβµν ∶=K(αβµν),
(2)Kαβµν ∶= 1
2
(K(α∣β∣µ)ν −K(β∣α∣ν)µ) ,
(3)Kαβµν ∶= 1
3
(Kαβ(µν) −Kα(νµ)β +Kβα(µν) −Kβ(νµ)α) ,
(4)Kαβµν ∶= 1
3
(Kαβ[µν] +Kµβ[αν] +Kβα[νµ] +Kβµ[να]) ,
(5)Kαβµν ∶= 1
2
(K[α∣β∣µ]ν −K[β∣α∣ν]µ) ,
(6)Kαβµν ∶=K[αβµν].
(71)
It is useful to introduce the two cubic invariants
S ∶= (1)Kα βα β , (72)
A ∶= ηαβγδ (6)Kαβγδ. (73)
S may be called the Kummer scalar, and A the (axial) Kummer pseudo-scalar.
We now turn back to general relativity: The Riemann curvature tensor fulfills the required
symmetries, see Eq. (20), and so does the Weyl tensor. Due to the pair commutation sym-
metry of Riemann and Weyl, both Kummer–Riemann and Kummer–Weyl fulfill the additional
symmetry
Kµναβ [Weyl / Riem] =Kνµβα [Weyl / Riem]. (74)
As shown in Sec. 3, the Weyl part is the only non-trivial vacuum contribution to curvature.
Therefore, in the following we will evaluate the Kummer–Weyl tensor K[Weyl]. This is phys-
ically well-motivated: The form of the Kummer–Weyl tensor is related to the principal null
directions of curvature, see Baekler et al. [1].
The irreducible parts can be represented as matrices. (1)K is completely symmetric, and can
therefore be — somewhat redundantly — visualized as a symmetric 10×10 matrix. For the PD
solution, (2)K = (5)K = 0. (3)K is symmetric in its first two indices (and by Eq. (70) also in its
second two), that is, (3)Kµναβ =
(3)Kνµαβ . This also allows for a 10 × 10 representation. (4)K
does not exhibit any obvious symmetry, therefore it has to be represented as a 16 × 16 matrix.
Finally, (6)K is completely antisymmetric and must therefore be proportional to the η metric
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of Eq. (22). We define the following abbreviations:
P0 ∶= −9B2 − 5E2, P1 ∶= 8
3
E (−3B2 + 7E2) , (75)
P2 ∶= 2
3
E (15B2 − 17E2) , P3 ∶= 3B (5B2 − 3E2) , (76)
P4 ∶= 8
3
E (3B2 −E2) , P5 ∶= (P4)−1 P6, (77)
P6 ∶= 3B (B2 − 3E2) . (78)
The completely symmetric and antisymmetric pieces turn out to be
((1)K[W]IJ) = E
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
−12E2 0 0 0 4E2 0 0 P0 0 P0
. 4E2 0 0 0 0 0 0 0 0
. . P0 0 0 0 0 0 0 0
. . . P0 0 0 0 0 0 0
. . . . −12E2 0 0 −P0 0 −P0
. . . . . −P0 0 0 0 0
. . . . . . −P0 0 0 0
. . . . . . . −12E2 0 −4E2
. . . . . . . . −4E2 0
. . . . . . . . . −12E2
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
, (79)
((6)K[W]IJ) = 13 P6 (ηIJ ) . (80)
The invariants read
S[Weyl] = 24E (3B2 −E2) , (81)
A[Weyl] = 24B (3E2 −B2) . (82)
We recognize Bel’s “fundamental vacuum scalars”, D and E, cubic in curvature, see Eqs. (11)
and (15) in Bel [3]. They correspond to the two cubic Weyl invariants in four dimensions, see
Fulling et al. [12], p. 1158.
All other components of Kummer may be written in terms of simple expressions E (αB2 − βE2)
or B (γB2 − δE2). The symmetric part (1)K is proportional to the electric part E, whereas the
antisymmetric part (6)K is proportional to the magnetic part B. The same holds for their
invariants S and A. The results agree with the respective expressions for the Kerr metric, first
obtained by Baekler [2].
The (3)K piece is neither proportional to E or B:
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((3)K[W]IJ) =
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
0 0 0 0 P1 0 0 P2 0 P2
. −1
2
P1 0 0 0 0 0 0 0 0
. . −1
2
P2 0 0 0 P3 0 0 0
. . . −1
2
P2 0 −P3 0 0 0 0
. . . . 0 0 0 −P2 0 −P2
. . . . . 1
2
P2 0 0 0 0
. . . . . . 1
2
P2 0 0 0
. . . . . . . 0 0 −P1
. . . . . . . . 1
2
P1 0
. . . . . . . . . 0
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
(83)
The piece (4)K reads
((4)K[W]IJ) = P4
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
0 0 0 0 0 1 0 0 0 0 −1
8
0 0 0 0 −1
8
. −2 0 0 1 0 0 0 0 0 0 P5 0 0 −P5 0
. . 1
4
0 0 0 0 0 −1
8
0 0 0 0 −P5 0 0
. . . 1
4
0 0 0 0 0 P5 0 0 −18 0 0 0
. . . . −2 0 0 0 0 0 0 −P5 0 0 P5 0
. . . . . 0 0 0 0 0 1
8
0 0 0 0 1
8
. . . . . . −1
4
0 0 1
8
0 0 P5 0 0 0
. . . . . . . −1
4
−P5 0 0 0 0 18 0 0
. . . . . . . . 1
4
0 0 0 0 0 0 0
. . . . . . . . . −1
4
0 0 0 0 0 0
. . . . . . . . . . 0 0 0 0 0 −1
. . . . . . . . . . . 2 0 0 −1 0
. . . . . . . . . . . . 1
4
0 0 0
. . . . . . . . . . . . . −1
4
0 0
. . . . . . . . . . . . . . 2 0
. . . . . . . . . . . . . . . 0
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
.
(84)
The irreducible decomposition (71) holds for any tensor T fed into the Kummer machine (69).
It is expected, however, that this irreducible decomposition will simplify when the Kummer
machine is applied to a tensor of higher symmetry than T , say, the Weyl tensor.
7 Conclusions
In this paper, we have used the Pleban´ski–Demian´ski solution of general relativity to show that
the formal analogy of invariants in general relativity and electrodynamics can be understood in a
physical sense: the electric field E (charges) corresponds to the mass parameterm (gravitational
charge), and the magnetic field B (moving charges) corresponds to the angular momentum ma
19
(moving gravitational charges) for vanishing gravitomagnetic monopoles.
Secondly, we rederived the Bel–Robinson 3-form in a novel way which uses the definition of
electromagnetic energy-momentum. This derivation is physically straightforward
Finally, we calculated the irreducible pieces of the Kummer tensor for any type D spacetime.
These results are hoped to be helpful for determining the relation of the properties of the
Kummer tensor with the principal null directions of curvature for a generic type D spacetime.
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A Bel–Robinson 3-form
The Bel–Robinson 3-form, see Eq. (53), is given by
Σ˜νρσ ∶=Weylρα ∧ (eν ⌟ ⋆Weylασ) − (⋆Weylρα) ∧ (eν ⌟Weylασ) . (A.1)
We expand the Weyl 2-forms in components, Weylµν =∶ 12Weylαβµνϑα ∧ ϑβ and find
Σ˜νρσ =
1
2
WeylωτραWeyl
ωτα
σην − (WeylντραWeylωτασ +WeylντσαWeylωταρ) ηω . (A.2)
We now evaluate the dual of this expression. The Hodge star only acts on the (n − 1)-forms
ηµ according to ⋆ηµ ≡ ⋆ ⋆ ϑµ = (−1)p(n−p)+1 ϑµ; see [20], Eq. (C.2.90). Since the coframe ϑµ is a
1-form, we have p = 1, and we are in four dimensions, that is, n = 4. Therefore, ⋆ ⋆ ϑµ = ϑµ.
Applying the interior product to this 1-form then yields the metric tensor, eµ⌟ϑν = gµν , because
frame eµ and coframe ϑν are dual to each other. This yields
eµ ⌟ ⋆Σ˜νρσ =WeylνταρWeyl ταµ σ +WeylντασWeyl ταµ ρ − 12gµνWeylωταρWeylωτασ. (A.3)
The definition of the Bel tensor, see Eq. (45), is equivalent to
Bµνρσ = RiemµαβρRiem
αβ
ν σ +RiemµαβσRiem αβν ρ + 18gµνgρσRiemαβγδRiemαβγδ− 1
2
gµνRiemαβγρRiem
αβγ
σ − 12gρσRiemαβγµRiemαβγν .
(A.4)
It coincides with the definition of the Bel–Robinson tensor (47) when substituting the Weyl
tensor for the Riemann tensor (in fact, it gives twice the Bel–Robinson tensor, rooted in these
properties of the Weyl tensor: its left and right dual coincide, and its double dual is again the
Weyl tensor, up to a sign).
Inserting the vacuum relation (60) into the last summand of Eq. (A.4) then yields
B˜µνρσ =WeylµαβρWeyl
αβ
ν σ +WeylµαβσWeyl αβν ρ − 12gµνWeylαβγρWeylαβγσ. (A.5)
The relation (A.5) is also found in the literature, see Bel [3], Eq. (15), Robinson [29], Eq. (3.1),
Garecki [16], Eq. (1), Douglas [10], Eq. (19), and So [32], Eq. (1). It coincides with Eq. (A.3)
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and hence the proof is concluded: The Bel–Robinson tensor can indeed be expressed as
B˜µνρσ = eµ ⌟ ⋆Σ˜νρσ. (A.6)
The Bel–Robinson 3-form is tracefree:
ϑα ∧ Σ̃αρσ = [2WeylωτρβWeylωτβσ − (WeylατρβWeylωτβσ +WeylατσβWeylωτβρ) δαω] η
= 2Weylωτα[σWeyl
ωτα
ρ]η
= 0
(A.7)
In the first line, we used the identity ϑµ ∧ ην = δµν η, and in the last line we used the vacuum
relation (60). We now show the equivalence of our result to the 3-form introduced by Go´mez-
Lobo [17]:
Tνρσ ∶= [12gρσ ⋆ (Weylαβ ∧ ϑν) + 2δβ(ρ ⋆ (Weyl ασ) ∧ ϑν)] ∧Weylαβ (A.8)
Expanding the above in components leads to
Tνρσ = (18gρσWeylγδαβWeylλǫαβ ηγδν + 12δβ(ρWeylγδ ασ) Weylǫλαβ ηγδν) ∧ ϑǫ ∧ ϑλ. (A.9)
We now employ the identity ϑǫ ∧ ϑλ ∧ ηγδν = 3! δǫ[γδλδ ην] and obtain
Tνρσ = (14gρσWeylαβγδWeylαβγδ −WeylγδαρWeylγδασ) ην+(−1
2
gρσWeyl
αβγδWeylαβγν +Weyl αγδσ Weylνγαρ +Weyl αγδρ Weylνγασ) ηδ . (A.10)
By means of the vacuum relation (60) the first parenthesis vanishes and the second parenthesis
turns out to be the Bel–Robinson 3-form as expressed in Eq. (A.2):
Tνρσ =
1
2
WeylβγραWeyl
βγα
σην − (WeylνγραWeylδγασ +WeylνγσαWeylδγαρ) ηδ . (A.11)
B Exterior calculus
The following is a brief outline of our notation in exterior calculus.
For a Riemannian spacetime, the anholonomic coframe is given by ϑµ = e µa dxa in terms of the
holonomic coordinate cobasis dxi. Similarly, the anholonomic frame is eµ = e
a
µ∂a , where ∂i is
the holonomic coordinate basis. The expansion coefficients e µa are called the tetrad. Frame and
coframe are dual to each other, that is, eν⌟ϑµ = δµν , where ⌟ denotes the interior product. We use
Greek indices for anholonomic frame components and Latin indices for holonomic coordinate
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components.
The metric g is introduced as the symmetric (02) tensor field g = gabdxa ⊗ dxb = gαβϑα ⊗ ϑβ . gij
is used to raise and lower coordinate indices, and gµν applies to anholonomic indices. We use
the degree of freedom granted by the tetrad to set (gµν) = diag (−1,1,1,1), thereby enforcing
a pseudo-orthonormal coframe ϑµ.
After the appearance of the metric, the Hodge dual “⋆” can be introduced, mapping p-forms
to (n − p)-forms. We introduce the η-basis :
η ∶= ⋆ 1 4-form
ηµ ∶= eµ ⌟ η = ⋆ (ϑµ) 3-form
ηµν ∶= eν ⌟ ηµ = ⋆ (ϑµ ∧ ϑν) 2-form (B.12)
ηµνρ ∶= eρ ⌟ ηµν = ⋆ (ϑµ ∧ ϑν ∧ ϑρ) 1-form
ηµνρσ ∶= eσ ⌟ ηµνρ = ⋆ (ϑµ ∧ ϑν ∧ ϑρ ∧ ϑσ) 0-form
∧ denotes the exterior product of forms and ϑµ = gµαϑα. The Hodge dual acts on a p-form ω as
follows, mapping it to an (n − p)-form:
⋆ω = ⋆ ( 1
p!
ωα1...αpϑ
α1 ∧ ⋅ ⋅ ⋅ ∧ ϑαp) ∶= 1
p!(n − p)!ωα1...αpηα1...αpβp+1...βn ϑβp+1 ∧ ⋅ ⋅ ⋅ ∧ ϑβn (B.13)
ηµνρσ is the totally antisymmetric unit tensor. It can be used to define a tensor dual acting on
p ∈ [0, n] antisymmetric indices. For a tensor Tµναβ satisfying T(µν)αβ = Tµν(αβ) = 0, we define
the left, right, and double tensor dual according to
*Tκλαβ ∶=
1
2
η
µν
κλ Tµναβ ,
T*µνρσ ∶=
1
2
Tµναβ η
αβ
ρσ ,
*T*κλρσ ∶=
1
4
η
µν
κλ Tµναβ η
αβ
ρσ .
(B.14)
In a pseudo-orthonormal coframe, the metric compatible, torsion free Levi–Civita connection
1-form Γµν = Γαµν ϑ
α is antisymmetric Γµν = −Γνµ. In Riemannian geometry, it is completely
determined by the coframe:
Γµν =
1
2
(eµ ⌟ eν ⌟Ωα)ϑα − e[µ ⌟Ων] + e{νgαµ}ϑα (B.15)
{αβγ} ∶= 1
2
(αβγ + βγα − γαβ) is the so-called Schouten bracket and Ωµ ∶= dϑµ = 1
2
Ω µαβ ϑ
α
∧ ϑβ
is the object of anholonomity 2-form and expresses the failure of the anholonomic frame to be
integrable. Its components are given by
Ω µρσ = 2e
a
ρe
b
σ∂[ae
µ
b]
. (B.16)
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Therefore, the object of anholonomity vanishes identically for holonomic coordinate bases since
there the tetrads are simply given by e µi = δ
µ
i = const. Note that in such a basis, Eq. (B.15)
reduces to the well-known formula for the Levi-Civita connection (or Christoffel symbols, as
they are mostly referred to within tensor calculus):
Γij = 0 − 0 + ∂{jgki}dx
k
=
1
2
(∂j gki + ∂kgij − ∂igjk) dxk = Γkijdxk (B.17)
We now have a covariant derivative at our disposal, acting on a p-form T µν as
DT µν ∶= dT
µ
ν + Γ
µ
α ∧ T
α
ν − Γ
α
ν ∧ T
µ
α . (B.18)
d denotes the exterior derivative of forms, and ∧ is the exterior product.
The antisymmetric curvature 2-form is given by Riemµν ∶= dΓ
µ
ν +Γ
µ
α∧Γαν =
1
2
Riem µαβ νϑ
α
∧ϑβ .
Its contraction, the Ricci 1-form, reads Ricµ ∶= eα ⌟Riem
α
µ = Ricαµϑ
α. The Ricci scalar is then
R ∶= eα ⌟ Ric
α. The Einstein equation with cosmological constant Λ and energy-momentum
3-form Σµ then takes the form
Gµ +Ληµ = 8πΣµ. (B.19)
Gµ ∶=
1
2
ηµαβ ∧Riem
αβ is the Einstein 3-form. It comes about somewhat disguised, but its dual
turns out to be ⋆Gµ = Ricµ −
1
2
Rϑµ, which can be translated directly into the anholonomic,
0-form valued components of the Einstein tensor known from tensor calculus: Gµν ∶= eµ ⌟ ⋆Gν .
Using the dual of the Einstein 3-form, we may write the Einstein equations as
Ricµ −
1
2
Rϑµ +Λϑµ = 8π ⋆Σµ. (B.20)
C Computer algebra code
The computer algebra system Reduce [19] was employed to carry out the calculations, sup-
plemented by the package Excalc providing an efficient framework for exterior calculus. The
source codes are listed below. For a review of the computer algebra system Reduce with Excalc
applied to general relativity and beyond, see e.g. Socorro et al. [33].
C.1 Pleban´ski–Demian´ski coframe and vector potential
The listing below first defines the Pleban´ski–Demian´ski coframe and its accompanying vector
potential. Then a variety of standard programs is included (see appendix C.3) for decomposing
the curvature, calculating invariants, and calculating various tensorial quantities. Thereby
the validity of the solution can easily be checked. This is not only reasonable for itself, it
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also serves the purpose to exclude any inconsistencies in our own notation. In a third step,
the coordinate transformations and rescalings introduced by Griffiths and Podolsky´ [18] are
checked for consistency.
1 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
2 %
3 % REDUCE file checking the Plebanski -Demianski
4 % solution , and calculating second order
5 % curvature invariants within exterior calculus
6 %
7 % last edited by J. Boos , Jan 7, 2015
8 %
9 % file: plebanski_demianski_v6.rei
10 %
11 % conventions: 05 _elm_inv_v6.pdf
12 %
13 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
14
15
16 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
17 %
18 % load the package excalc for exterior calculus
19 % and adjust the line length of the output
20 %
21
22 load_package excalc $
23 linelength(200) $
24
25
26 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
27 %
28 % define the frame
29 %
30 % constants: c_m ......... mass -like parameter
31 % c_n ......... NUT -like parameter
32 % c_epsilon.... ?
33 % c_gamma ...... ?
34 % c_e ......... electric charge
35 % c_g ......... (hypothetical) magnetic charge
36 % c_lambda ..... cosmological constant
37 %
38
39 % auxiliary functions
40 clear {c_qq , c_pp , c_delta , c_hh , sqrt_c_qq , sqrt_c_pp} $
41 pform {c_qq , c_pp , c_delta , c_hh , sqrt_c_qq , sqrt_c_pp} = 0 $
42
43 % set the domains
44 fdomain c_qq = c_qq(q), sqrt_c_qq = sqrt_c_qq(q),
45 c_pp = c_pp(p), sqrt_c_pp = sqrt_c_pp(p),
46 c_delta = c_delta(p, q), c_hh = c_hh(p, q) $
47
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48 % Plebanski -Demianski coframe
49 coframe o(0) = 1/c_hh*sqrt_c_qq/sqrt(c_delta)*(d tau - p**2*d sigma
) ,
50 o(1) = 1/c_hh*sqrt(c_delta)/sqrt_c_qq*d q ,
51 o(2) = cv_sign/c_hh*sqrt(c_delta)/sqrt_c_pp*d p ,
52 o(3) = cv_sign/c_hh*sqrt_c_pp/sqrt(c_delta)*(d tau + q**2*d
sigma )
53 with metric g = -o(0)*o(0) + o(1)*o(1) + o(2)*o(2) + o(3)*o(3) $
54
55 % conventional sign , see 05 _elm_inv_v5.pdf for details
56 cv_sign := -1 $
57
58 % specify the functions explicitly , except for the quartics c_qq ,
c_pp
59 c_delta := p**2 + q**2 $
60 c_hh := 1 - p*q $
61
62 % specify the chain rule for the square root expressions
63 @(sqrt_c_qq , q) := @(c_qq , q)/(2*sqrt_c_qq) $
64 @(sqrt_c_pp , p) := @(c_pp , p)/(2*sqrt_c_pp) $
65 sqrt_c_qq**2 := c_qq $
66 sqrt_c_pp**2 := c_pp $
67
68 % denote the frame by e
69 frame e $
70
71 % show the frame as a test
72 displayframe $
73
74 % vector potential
75 clear a1 $
76 pform a1 = 1 $
77 a1 := c_hh/sqrt(c_delta)*( c_e*q/sqrt_c_qq*o(0) + c_g*p/sqrt_c_pp*o
(3) ) $
78
79
80 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
81 %
82 % calculate quantities
83 %
84
85 in "einstein_maxwell_v1.rei" $
86 in "curvature_v1.rei" $
87 in "invariants_v1.rei" $
88 in "weyl_def_v2.rei" $
89 in "newman_penrose_v1.rei" $
90 in "matte_v1.rei" $
91 in "bel_v1.rei" $
92 in "bel_robinson_v2.rei" $
93 in "kummer_v1.rei" $
94
95
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96 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
97 %
98 % final substitution of the quartics ,
99 % various checks
100 %
101
102 % quartic functions
103 c_pp := c_k + 2*c_n*p - c_epsilon*p**2 + 2*c_m*p**3 - (c_k + c_e**2
+ c_g**2 - c_lambda /3)*p**4 $
104 c_qq := c_k + c_e**2 + c_g**2 - 2*c_m*q + c_epsilon*q**2 - 2*c_n*q
**3 - (c_k - c_lambda /3)*q**4 $
105 sqrt_c_pp := sqrt(c_pp) $
106 sqrt_c_qq := sqrt(c_qq) $
107
108 % solution of Einstein -Maxwell equations?
109 % (this expression should vanish identically)
110 write emtest3(a) := emtest3(a) $
111
112 % solution of Maxwell equations?
113 write maxhom3 := maxhom3 $
114 write maxinhom3 := maxinhom3 $
115
116 % define shorthands as they appear in the curvature
117 ee := -1/2*weyl0(-0,-1,-0,-1) $
118 bb := 1/2*weyl0(-0,-1,-2,-3) $
119 qq := -2*# (o(0) ^ sigma3(-0)) $
120
121 % find greatest common divisor
122 on gcd $
123
124 % Kretschmann invariants , also check decomposition
125 write kretschmannw0 / (bb**2 - ee**2) $
126 write kretschmannr0 / qq**2 $
127 write kretschmanns0 / c_lambda **2 $
128 write kretschmann0 - kretschmannw0 - kretschmannr0 - kretschmanns0 $
129
130 % Pontryagin pseudo -invariants , also check decomposition
131 write pontryaginw0 / ee / bb $
132 write pontryaginr0 $
133 write pontryagins0 $
134 write pontryagin0 - pontryaginw0 - pontryaginr0 - pontryagins0 $
135
136 % greatest common divisor not always needed in the following
137 off gcd $
138
139 % check the expressions for ee and bb
140 ee_test := ((p*q-1)/(p**2 + q**2))**3*((3*p**2 - q**2)*c_m*q + (p**2
- 3*q**2)*c_n*p - (c_e**2 + c_g**2)*(1 + p*q)*(p**2 - q**2)) $
141 bb_test := ((p*q-1)/(p**2 + q**2))**3*((p**2 - 3*q**2)*c_m*p - (3*p
**2 - q**2)*c_n*q + 2*(c_e**2 + c_g **2)*(1 + p*q)*p*q) $
142 write ee - ee_test $
143 write bb - bb_test $
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144
145 end $
146
147 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
148 %
149 % introduce coordinates of Griffiths & Podolsky
150 %
151
152 % transform coordinates
153 q := sqrt(c_alpha/c_w)*r $
154 p := sqrt(c_alpha/c_w)*(c_l + c_a*cos(theta)) $
155 c_m := (c_alpha/c_w)**(3/2)*c_gp_m $
156 c_n := (c_alpha/c_w)**(3/2)*c_gp_n $
157 c_e := c_alpha/c_w*c_gp_e $
158 c_g := c_alpha/c_w*c_gp_g $
159 c_epsilon := c_alpha/c_w*c_gp_epsilon $
160 c_k := c_alpha **2*c_gp_k $
161 c_lambda := c_gp_lambda $
162
163 % constrain old , free parameters in terms of the new parameters
164 c_gp_epsilon := c_w**2*c_gp_k2 + 4* c_alpha/c_w*c_l*c_gp_m - (c_a**2
+ 3*c_l**2)*(c_alpha **2/c_w **2*(c_w **2*c_gp_k + c_gp_e**2 + c_gp_g
**2) - c_gp_lambda/3) $
165 c_gp_n := c_w**2*c_gp_k2*c_l - c_alpha *(c_a**2 - c_l**2)*c_gp_m/c_w
+ (c_a**2 - c_l**2)*c_l*( c_alpha **2/c_w **2*(c_w**2*c_gp_k + c_gp_e
**2 + c_gp_g **2) - c_gp_lambda/3) $
166 c_gp_k := (c_a**2 - c_l**2)*(1 + 2*c_alpha*c_l*c_gp_m/c_w - 3*
c_alpha **2*c_l**2/c_w**2*( c_gp_e**2 + c_gp_g **2) + c_l**2*
c_gp_lambda)/(c_w**2 + 3* c_alpha **2*c_l **2*(c_a**2 - c_l**2)) $
167 c_gp_k2 := (1 + 2*c_alpha*c_l*c_gp_m/c_w - 3* c_alpha **2*c_l **2/c_w
**2*( c_gp_e **2 + c_gp_g **2) + c_l**2*c_gp_lambda)/(c_w**2 + 3*
c_alpha **2*c_l**2*(c_a**2 - c_l **2)) $
168
169 % auxiliary functions
170 aux_a3 := 2* c_alpha*c_a*c_gp_m/c_w - 4* c_alpha **2*c_a*c_l/c_w **2*(
c_w**2*c_gp_k + c_gp_e **2 + c_gp_g **2) + 4/3* c_gp_lambda*c_a*c_l $
171 aux_a4 := -c_alpha **2*c_a**2/c_w **2*(c_w **2*c_gp_k + c_gp_e**2 +
c_gp_g **2) + c_gp_lambda/3*c_a**2 $
172
173 % check the transformations of the abbreviations
174 % (all of these expressions yield zero)
175
176 c_gp_delta := c_w**2*c_gp_k + c_gp_e **2 + c_gp_g**2 - 2*c_gp_m*r +
c_gp_epsilon*r**2 - 2* c_alpha/c_w*c_gp_n*r**3 - (c_alpha **2*c_gp_k
- c_gp_lambda/3)*r**4 $
177 write c_gp_delta - c_w **2/c_alpha **2*c_qq $
178
179 c_gp_chi := 1 - aux_a3*cos(theta) - aux_a4*cos(theta)**2 $
180 write c_gp_chi - c_pp*c_w**2/c_alpha **2/c_a**2/(1 - cos(theta)**2) $
181
182 c_gp_rho := sqrt(r**2 + (c_l + c_a*cos(theta))**2) $
183 write c_gp_rho **2 - c_w/c_alpha *(p**2 + q**2) $
30
184
185 c_omega := 1 - c_alpha/c_w*r*(c_l + c_a*cos(theta)) $
186 write c_omega - (1 - p*q) $
187
188 end $
file: plebanski demianski v6.rei
C.2 Griffiths–Podolsky´ coframe and vector potential
For the sake of completeness, we also checked the expressions for the components of the Riemann
and Weyl tensors as well as the invariants directly in the Griffiths–Podolsky´ coframe. These
calculations are quite time-consuming, even after several optimizations. We assume that this
is due to the extensive redefinitions of the original constants and the non-polynomial structure
of the coframe in the GP coordinates.
The Bel, Bel–Robinson, and Kummer tensors are not evaluated again, since their structure
follows algebraically from the confirmed structure of the Riemann and Weyl tensor.
1 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
2 %
3 % REDUCE file checking the coordinates of
4 % Griffiths & Podolsky for the Plebanski -
5 % Demianski solution
6 %
7 % last edited by J. Boos , Jan 7, 2014
8 %
9 % file: griffiths_podolsky_v5.rei
10 %
11 % conventions: 05 _elm_inv_v6.pdf
12 %
13 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
14
15
16 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
17 %
18 % load the package excalc for exterior calculus
19 % and adjust the line length of the output
20 %
21
22 load_package excalc $
23 linelength(200) $
24
25
26 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
27 %
28 % define the frame and vector potential
29 %
31
30 % constants: c_m ......... mass
31 % c_a ......... angular momentum per mass
32 % c_alpha ...... acceleration parameter
33 % c_lambda .... cosmological constant
34 % c_l ......... Taub -NUT parameter
35 % c_e ......... electric charge
36 % c_g ......... (hypothetical) magnetic charge
37 %
38 % c_w .......... scaling degree of freedom ,
39 % here set to unity (see below)
40 %
41
42 % auxiliary functions
43 clear c_delta , c_rho , c_chi , c_omega $
44 pform {c_delta , c_rho , c_chi , c_omega} = 0 $
45
46 % auxiliary functions for some square root expressions
47 clear c_sqrt_delta , c_sqrt_chi $
48 pform {c_sqrt_delta , c_sqrt_chi} = 0 $
49
50 % set their domain
51 fdomain c_omega = c_omega(r, theta),
52 c_delta = c_delta(r),
53 c_rho = c_rho(r, theta),
54 c_chi = c_chi(theta),
55 c_sqrt_delta = c_sqrt_delta(r),
56 c_sqrt_chi = c_sqrt_chi(theta) $
57
58 % specify chain rule implementation for the square roots
59 @(c_sqrt_delta , r) := @(c_delta , r)/(2*c_sqrt_delta) $
60 @(c_sqrt_chi , theta) := @(c_chi , theta)/(2*c_sqrt_chi) $
61 c_sqrt_delta**2 := c_delta $
62 c_sqrt_chi**2 := c_chi $
63 @(c_rho , r) := r/c_rho $
64 @(c_rho , theta) := -c_a*sin(theta)*(c_l + c_a*cos(theta))/c_rho $
65
66 % coframe ( employed half angle formula for sin **2(theta/2) )
67 coframe o(0) = 1/ c_omega*c_sqrt_delta/c_rho*(d t - (c_a*sin(theta)
**2 - 2*c_l*cos(theta) + 2*c_l)* d phi ) ,
68 o(1) = 1/ c_omega*c_rho/c_sqrt_delta* d r ,
69 o(2) = -cv_sign/c_omega*c_rho/c_sqrt_chi*d theta ,
70 o(3) = cv_sign/c_omega*sin(theta)*c_sqrt_chi/c_rho*(c_a*d t
- (r**2 + (c_a+c_l)**2)*d phi )
71 with metric g = -o(0)*o(0) + o(1)*o(1) + o(2)*o(2) + o(3)*o(3) $
72
73 % conventional sign ,
74 % see 05 _elm_inv_v3.pdf for details
75 cv_sign := -1 $
76 % cv_sign **2 := 1 $
77
78 % set scaling dof to 1
79 % c_w := 1 $
32
80
81 % denote the frame by e
82 frame e $
83
84 % show the frame as a test
85 displayframe $
86
87 % vector potential
88 clear a1 $
89 pform a1 = 1 $
90 a1 := c_e*c_omega/c_rho*r/c_sqrt_delta*o(0) + c_g*c_omega/c_rho*(c_l
/c_a + cos(theta))/c_sqrt_chi/sin(theta)*o(3) $
91
92 % express all occuring sines in terms of cosines
93 for all x let sin(x)**2 = 1 - cos(x)**2 $
94
95
96 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
97 %
98 % calculate quantities
99 %
100
101 in "einstein_maxwell_v1.rei" $
102 in "curvature_v1.rei" $
103 in "invariants_v1.rei" $
104
105
106 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
107 %
108 % introduce the constants and auxiliary
109 % functions at the end, this reduces computing time
110 %
111
112 % define a procedure to update all important entities
113 % (run this after each substitution , otherwise it takes much longer)
114 procedure update $
115 begin $
116 emtest3(a) := emtest3(a) $
117 sigma3(a) := sigma3(a) $
118 kretschmann0 := kretschmann0 $
119 kretschmannw0 := kretschmannw0 $
120 kretschmannr0 := kretschmannr0 $
121 kretschmanns0 := kretschmanns0 $
122 pontryagin0 := pontryagin0 $
123 pontryaginw0 := pontryaginw0 $
124 pontryaginr0 := pontryaginr0 $
125 pontryagins0 := pontryagins0 $
126 end $
127
128 % auxiliary functions
129
130 c_delta := c_w**2*aux_k + c_e**2 + c_g**2 - 2*c_m*r + aux_epsilon*r
33
**2 - 2* c_alpha/c_w*aux_n*r**3 - (c_alpha **2*aux_k - c_lambda /3)*r
**4 $ update () $
131 c_chi := 1 - aux_a3*cos(theta) - aux_a4*cos(theta)**2 $ update () $
132 c_rho := sqrt(r**2 + (c_l + c_a*cos(theta))**2) $ update () $
133 c_omega := 1 - c_alpha/c_w*r*(c_l + c_a*cos(theta)) $ update () $
134 c_sqrt_delta := sqrt(c_delta) $ update () $
135 c_sqrt_chi := sqrt(c_chi) $ update () $
136
137 % constants
138 aux_a3 := 2* c_alpha*c_a*c_m/c_w - 4*c_alpha **2*c_a*c_l/c_w **2*(c_w
**2*aux_k + c_e**2 + c_g **2) + 4/3*c_lambda*c_a*c_l $ update () $
139 aux_a4 := -c_alpha **2*c_a**2/c_w **2*(c_w **2*aux_k + c_e**2 + c_g**2)
+ c_lambda /3*c_a**2 $ update () $
140 aux_epsilon := c_w **2*aux_k2 + 4*c_alpha/c_w*c_l*c_m - (c_a**2 + 3*
c_l**2)*(c_alpha **2/c_w **2*(c_w **2*aux_k + c_e**2 + c_g**2) -
c_lambda /3) $ update () $
141 aux_n := c_w**2*aux_k2*c_l - c_alpha *(c_a**2 - c_l**2)*c_m/c_w + (
c_a**2 - c_l**2)*c_l*( c_alpha **2/c_w**2*(c_w**2*aux_k2*(c_a**2 -
c_l**2) + c_e**2 + c_g**2) - c_lambda /3) $ update () $
142 aux_k := (1 + 2* c_alpha*c_l*c_m/c_w - 3*c_alpha **2*c_l**2/c_w **2*(
c_e**2 + c_g**2) + c_l**2*c_lambda )/(c_w**2/(c_a**2 - c_l **2) + 3*
c_alpha **2*c_l**2) $
143 aux_k2 := (1 + 2*c_alpha*c_l*c_m/c_w - 3* c_alpha **2*c_l**2/c_w**2*(
c_e**2 + c_g**2) + c_l**2*c_lambda )/(c_w**2 + 3* c_alpha **2*c_l**2*(
c_a**2 - c_l**2)) $ update () $
144
145
146 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
147 %
148 % various checks
149 %
150
151 % solution of Einstein -Maxwell equations?
152 % (this expression should vanish identically)
153 write emtest3(a) := emtest3(a) $
154
155 % solution of Maxwell equations?
156 write maxhom3 := maxhom3 $
157 write maxinhom3 := maxinhom3 $
158
159 % define shorthands as they appear in the curvature
160 ee := -1/2*weyl0(-0,-1,-0,-1) $
161 bb := 1/2*weyl0(-0,-1,-2,-3) $
162 qq := -2*# (o(0) ^ sigma3(-0)) $
163
164 % find greatest common divisor
165 on gcd $
166
167 % Kretschmann invariants , also check decomposition
168 write kretschmannw0 / (bb**2 - ee**2) $
169 write kretschmannr0 / qq**2 $
170 write kretschmanns0 / c_lambda **2 $
34
171 write kretschmann0 - kretschmannw0 - kretschmannr0 - kretschmanns0 $
172
173 % Pontryagin pseudo -invariants , also check decomposition
174 write pontryaginw0 / ee / bb $
175 write pontryaginr0 $
176 write pontryagins0 $
177 write pontryagin0 - pontryaginw0 - pontryaginr0 - pontryagins0 $
178
179 % greatest common divisor not always needed in the following
180 off gcd $
181
182 % check the expressions for ee and bb
183 ee_test := c_omega **3/c_rho **6*((q**2 - 3*p**2)*c_m_hat*q + (3*q**2
- p**2)*c_n_hat*p - (c_e_hat **2 + c_g_hat **2)*(q**2 - p**2)*(1 +
c_alpha*p*q)) $
184 bb_test := c_omega **3/c_rho **6*((3*q**2 - p**2)*c_m_hat*p - (q**2 -
3*p**2)*c_n_hat*q - 2*( c_e_hat **2 + c_g_hat **2)*(1 + c_alpha*p*q)*p
*q) $
185 c_m_hat := c_m $
186 c_n_hat := aux_n $
187 c_e_hat := c_e $
188 c_g_hat := c_g $
189 p := c_l + c_a*cos(theta) $
190 q := r $
191 write ee - ee_test $
192 write bb - bb_test $
193
194 end $
file: griffiths podolsky v5.rei
C.3 Universal programs for curvature decomposition, invariants,
and other geometric objects
The source codes below are a collection of standard code snippets that can be included in a
Reduce program one after the other, once a coframe has been defined. For a suitable application,
see the code above in appendix C.1.
C.3.1 Check of Einstein–Maxwell equations
1 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
2 %
3 % REDUCE file
4 %
5 % purpose: checks if Einstein -Maxwell equations
6 % are fulfilled for coframe and vector potential
7 %
8 % last edited by J. Boos , Dec 3, 2014
35
9 %
10 % file: einstein_maxwell_v1.rei
11 %
12 % conventions: 05 _elm_inv_v5.pdf
13 %
14 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
15
16 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
17 %
18 % Levi -Civita connection for Riemannian geometry
19 %
20
21 write " connection..." $
22 clear conx1 $
23 pform conx1(a, b) = 1 $
24 riemannconx conx1 $
25 write " done." $
26
27 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
28 %
29 % eta basis
30 %
31
32 write " eta basis..." $
33 clear eta0 , eta1 , eta2 , eta3 , eta4 $
34 pform eta0(a, b, c, d) = 0 ,
35 eta1(a, b, c) = 1 ,
36 eta2(a, b) = 2 ,
37 eta3(a) = 3 ,
38 eta4 = 4 $
39
40 eta4 := # 1 $
41 eta3(a) := e(a) _| eta4 $
42 eta2(a, b) := e(b) _| eta3(a) $
43 eta1(a, b, c) := e(c) _| eta2(a, b) $
44 eta0(a, b, c, d) := e(d) _| eta1(a, b, c) $
45 write " done." $
46
47 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
48 %
49 % Riemann curvature 2-form
50 %
51
52 write " Riemann curvature..." $
53
54 % curvature is an antisymmetric 2-form
55 clear riem2 $
56 pform riem2(a, b) = 2 $
57 antisymmetric riem2 $
58 riem2(a, -b) := d conx1(a, -b) + conx1(a, -c) ^ conx1(c, -b) $
59
60 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
36
61 %
62 % Einstein 3-form
63 %
64
65 write " Einstein 3-form..." $
66
67 % Einstein 3-form
68 clear einstein3 $
69 pform einstein3(a) = 3 $
70 einstein3(-a) := 1/2 * eta1(-a, -b, -c) ^ riem2(b, c) $
71
72 % Einstein tensor components
73 clear einstein0 $
74 pform einstein0(a, b) = 0 $
75 einstein0(b, a) := e(b) _| ( # einstein3(a) ) $
76
77 write " done." $
78
79 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
80 %
81 % electrodynamics
82 %
83
84 write " electrodynamics..." $
85
86 % field strength
87 clear f2 $
88 pform f2 = 2 $
89 f2 := d a1 $
90
91 % excitation
92 clear h2 $
93 pform h2 = 2 $
94 h2 := # f2 $
95
96 % check of the homogeneous Maxwell equation :
97 % this term should vanish
98 clear maxhom3 $
99 pform mmaxhom3 = 3 $
100 maxhom3 := d f2 $
101
102 % check of the inhomogeneous Maxwell equation :
103 % this term should vanish
104 clear maxinhom3 $
105 pform mtaxinhom3 = 3 $
106 maxinhom3 := d h2 $
107
108 % electromagnetic energy -momentum 3-form
109 clear sigma3 $
110 pform sigma3(a) = 3 $
111 sigma3(a) := 1/2 * ( f2 ^ (e(a) _| h2) - h2 ^ (e(a) _| f2) ) $
112
37
113 % trace
114 clear trace4 $
115 pform trace4 = 4 $
116 trace4 := o(-a) ^ sigma3(a) $
117
118 write " done." $
119
120 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
121 %
122 % check of Einstein -Maxwell equations
123 %
124
125 % Einstein -Maxwell equations
126 clear emtest3 $
127 pform emtest3(a) = 3 $
128 emtest3(a) := einstein3(a) + c_lambda *eta3(a) - 2* sigma3(a) $
129
130 end $
file: einstein maxwell v1.rei
C.3.2 Decomposition of curvature
1 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
2 %
3 % REDUCE file
4 %
5 % purpose: calculates components of curvature ,
6 % its decomposition , and duals
7 %
8 % last edited by J. Boos , Dec 3, 2014
9 %
10 % file: curvature_v1.rei
11 %
12 % conventions: 05 _elm_inv_v5.pdf
13 %
14 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
15
16 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
17 %
18 % Riemann curvature
19 %
20
21 write " Riemann curvature..." $
22
23 % tensor components
24 clear riem0 $
25 pform riem0(a, b, c, d) = 0 $
26 riem0(c, d, a, b) := e(d) _| (e(c) _| riem2(a, b)) $
27
28 % left , right and double dual of Riemann
29 clear riemld0 , riemrd0 , riemdd0 $
30 pform {riemld0(a,b,c,d), riemrd0(a,b,c,d), riemdd0(a,b,c,d)} = 0 $
38
31 riemld0(a,b,c,d) := 1/2*eta0(a,b,i,j)*riem0(-i,-j,c,d) $
32 riemrd0(a,b,c,d) := 1/2*riem0(a,b,-i,-j)*eta0(i,j,c,d) $
33 riemdd0(a,b,c,d) := 1/4*eta0(a,b,i,j)*riem0(-i,-j,-k,-l)*eta0(k,l,c,
d) $
34
35 write " done." $
36
37 % %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
38 %
39 % Ricci curvature
40 %
41
42 write " Ricci curvature..." $
43
44 % Ricci 1-form
45 clear ricci1 $
46 pform ricci1(a) = 1 $
47 ricci1(a) := e(-b) _| riem2(a, b) $
48
49 % Ricci 0-form
50 clear ricci0 $
51 pform ricci0 = 0 $
52 ricci0 := e(-a) _| ricci1(a) $
53
54 % traceless Ricci 1-form
55 clear tracelessricci1 $
56 pform tracelessricci1(a) = 1 $
57 tracelessricci1(a) := ricci1(a) - 1/4*o(a)*ricci0 $
58
59 write " done." $
60
61 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
62 %
63 % irreducible decomposition of curvature
64 %
65
66 write " irreducible decomposition of curvature..." $
67
68 % Ricci part of curvature
69 clear riccipart2 $
70 pform riccipart2(a, b) = 2 $
71 riccipart2(a, b) := -1/2*( o(a) ^ tracelessricci1(b) - o(b) ^
tracelessricci1(a)) $
72 clear riccipart0 $
73 pform riccipart0(a, b, c, d) = 0 $
74 riccipart0(c, d, a, b) := e(d) _| ( e(c) _| riccipart2(a, b)) $
75
76 % scalar part of curvature
77 clear scalarpart2 $
78 pform scalarpart2(a, b) = 2 $
79 scalarpart2(a, b) := -1/12* ricci0*(o(a) ^ o(b)) $
80 clear scalarpart0 $
39
81 pform scalarpart0(a, b, c, d) = 0 $
82 scalarpart0(c, d, a, b) := e(d) _| ( e(c) _| scalarpart2(a, b)) $
83
84 % Weyl 2-form
85 clear weyl2 $
86 pform weyl2(a, b) = 2 $
87 weyl2(a, b) := riem2(a, b) - riccipart2(a, b) - scalarpart2(a, b) $
88
89 % Weyl anholonomic components
90 clear weyl0 $
91 pform weyl0(a, b, c, d) = 0 $
92 weyl0(c, d, a, b) := e(d) _| (e(c) _| weyl2(a, b)) $
93
94 % Weyl dual anholonomic components
95 clear weyld0 $
96 pform weyld0(a, b, c, d) = 0 $
97 weyld0(c, d, a, b) := e(d) _| (e(c) _| ( # weyl2(a, b))) $
98
99 % left , right and double dual of Weyl
100 clear weylld0 , weylrd0 , weyldd0 $
101 pform {weylld0(a,b,c,d), weylrd0(a,b,c,d), weyldd0(a,b,c,d)} = 0 $
102 weylld0(a,b,c,d) := 1/2*eta0(a,b,i,j)*weyl0(-i,-j,c,d) $
103 weylrd0(a,b,c,d) := 1/2*weyl0(a,b,-i,-j)*eta0(i,j,c,d) $
104 weyldd0(a,b,c,d) := 1/4*eta0(a,b,i,j)*weyl0(-i,-j,-k,-l)*eta0(k,l,c,
d) $
105
106 write " done." $
107
108 end $
file: curvature v1.rei
C.3.3 Kretschmann and Pontryagin invariants
1 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
2 %
3 % REDUCE file
4 %
5 % purpose: calculates curvature invariants
6 % (Kretschmann and Pontryagin)
7 %
8 % last edited by J. Boos , Dec 3, 2014
9 %
10 % file: invariants_v1.rei
11 %
12 % conventions: 05 _elm_inv_v5.pdf
13 %
14 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
15
16 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
17 %
18 % quadratic (pseudo -) invariants
19 %
40
20
21 write " Kretschmann invariant..." $
22
23 % Weyl part of Kretschmann 0-form
24 clear kretschmannw0 $
25 pform kretschmannw0 = 0 $
26 kretschmannw0 := - # ( weyl2(-a, -b) ^ (# weyl2(a, b))) $
27
28 % traceless Ricci part of Kretschmann 0-form
29 clear kretschmannr0 $
30 pform kretschmannr0 = 0 $
31 kretschmannr0 := - # ( riccipart2(-a, -b) ^ (# riccipart2(a, b))) $
32
33 % scalar part of Kretschmann 0-form
34 clear kretschmanns0 $
35 pform kretschmanns0 = 0 $
36 kretschmanns0 := - # ( (# scalarpart2(a, b)) ^ scalarpart2(-a, -b))
$
37
38 % Kretschmann 0-form
39 clear kretschmann0 $
40 pform kretschmann0 = 0 $
41 kretschmann0 := - # ( riem2(-a, -b) ^ (# riem2(a, b))) $
42
43 write " done." $
44
45 write " Pontryagin pseudo -invariant..." $
46
47 % Weyl part of Pontryagin 0-pseudo -form
48 clear pontryaginw0 $
49 pform pontryaginw0 = 0 $
50 pontryaginw0 := # ( weyl2(-a, -b) ^ weyl2(a, b)) $
51
52 % traceless Ricci part of Pontryagin 0-pseudo -form
53 clear pontryaginr0 $
54 pform pontryaginr0 = 0 $
55 pontryaginr0 := # ( riccipart2(-a, -b) ^ riccipart2(a, b)) $
56
57 % scalar part of Pontryagin 0-pseudo -form
58 clear pontryagins0 $
59 pform pontryagins0 = 0 $
60 pontryagins0 := # ( scalarpart2(-a, -b) ^ scalarpart2(a, b)) $
61
62 % Pontryagin 0-pseudo -form
63 clear pontryagin0 $
64 pform pontryagin0 = 0 $
65 pontryagin0 := # ( weyl2(-a, -b) ^ weyl2(a, b)) $
66
67 write " done." $
68
69 end $
file: invariants v1.rei
41
C.3.4 Definition of the Weyl tensor components
1 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
2 %
3 % REDUCE file
4 %
5 % purpose: defines the non -vanishing components
6 % of the Weyl tensor to facilitate algebraic
7 % calculations
8 %
9 % last edited by J. Boos , Jan 7, 2015
10 %
11 % file: weyl_def_v2.rei
12 %
13 % conventions: 05 _elm_inv_v6.pdf
14 %
15 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
16
17 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
18 %
19 % symbolic Weyl tensor (saves calculation time)
20 %
21
22 write " symbolic Weyl tensor ..." $
23
24 % set entries of symbolic Weyl tensor
25 % (calculational trick; oly possible if we already know how the Weyl
tensor looks like)
26 clear symbweyl0 $
27 pform symbweyl0(a, b, c, d) = 0 $
28
29 for i := 0:3 do for j := 0:3 do for k := 0:3 do for l := 0:3 do
30 symbweyl0(-i, -j, -k, -l) := 0 $
31
32 symbweyl0(-0, -1, -0, -1) := -2*symb_ee $
33 symbweyl0(-0, -1, -1, -0) := -symbweyl0(-0, -1, -0, -1) $
34 symbweyl0(-1, -0, -0, -1) := -symbweyl0(-0, -1, -0, -1) $
35 symbweyl0(-1, -0, -1, -0) := symbweyl0(-0, -1, -0, -1) $
36
37 symbweyl0(-0, -1, -2, -3) := 2* symb_bb $
38 symbweyl0(-1, -0, -2, -3) := -symbweyl0(-0, -1, -2, -3) $
39 symbweyl0(-0, -1, -3, -2) := -symbweyl0(-0, -1, -2, -3) $
40 symbweyl0(-1, -0, -3, -2) := symbweyl0(-0, -1, -2, -3) $
41 symbweyl0(-2, -3, -0, -1) := symbweyl0(-0, -1, -2, -3) $
42 symbweyl0(-3, -2, -0, -1) := -symbweyl0(-0, -1, -2, -3) $
43 symbweyl0(-2, -3, -1, -0) := -symbweyl0(-0, -1, -2, -3) $
44 symbweyl0(-3, -2, -1, -0) := symbweyl0(-0, -1, -2, -3) $
45
46 symbweyl0(-0, -2, -0, -2) := symb_ee $
47 symbweyl0(-2, -0, -0, -2) := -symbweyl0(-0, -2, -0, -2) $
48 symbweyl0(-0, -2, -2, -0) := -symbweyl0(-0, -2, -0, -2) $
49 symbweyl0(-2, -0, -2, -0) := symbweyl0(-0, -2, -0, -2) $
42
50
51 symbweyl0(-0, -2, -3, -1) := -symb_bb $
52 symbweyl0(-2, -0, -3, -1) := -symbweyl0(-0, -2, -3, -1) $
53 symbweyl0(-0, -2, -1, -3) := -symbweyl0(-0, -2, -3, -1) $
54 symbweyl0(-2, -0, -1, -3) := symbweyl0(-0, -2, -3, -1) $
55 symbweyl0(-3, -1, -0, -2) := symbweyl0(-0, -2, -3, -1) $
56 symbweyl0(-1, -3, -0, -2) := -symbweyl0(-0, -2, -3, -1) $
57 symbweyl0(-3, -1, -2, -0) := -symbweyl0(-0, -2, -3, -1) $
58 symbweyl0(-1, -3, -2, -0) := symbweyl0(-0, -2, -3, -1) $
59
60 symbweyl0(-0, -3, -0, -3) := symb_ee $
61 symbweyl0(-3, -0, -0, -3) := -symbweyl0(-0, -3, -0, -3) $
62 symbweyl0(-0, -3, -3, -0) := -symbweyl0(-0, -3, -0, -3) $
63 symbweyl0(-3, -0, -3, -0) := symbweyl0(-0, -3, -0, -3) $
64
65 symbweyl0(-0, -3, -1, -2) := -symb_bb $
66 symbweyl0(-3, -0, -1, -2) := -symbweyl0(-0, -3, -1, -2) $
67 symbweyl0(-0, -3, -2, -1) := -symbweyl0(-0, -3, -1, -2) $
68 symbweyl0(-3, -0, -2, -1) := symbweyl0(-0, -3, -1, -2) $
69 symbweyl0(-1, -2, -0, -3) := symbweyl0(-0, -3, -1, -2) $
70 symbweyl0(-2, -1, -0, -3) := -symbweyl0(-0, -3, -1, -2) $
71 symbweyl0(-1, -2, -3, -0) := -symbweyl0(-0, -3, -1, -2) $
72 symbweyl0(-2, -1, -3, -0) := symbweyl0(-0, -3, -1, -2) $
73
74 symbweyl0(-2, -3, -2, -3) := 2* symb_ee $
75 symbweyl0(-3, -2, -2, -3) := -symbweyl0(-2, -3, -2, -3) $
76 symbweyl0(-2, -3, -3, -2) := -symbweyl0(-2, -3, -2, -3) $
77 symbweyl0(-3, -2, -3, -2) := symbweyl0(-2, -3, -2, -3) $
78
79 symbweyl0(-3, -1, -3, -1) := -symb_ee $
80 symbweyl0(-1, -3, -3, -1) := -symbweyl0(-3, -1, -3, -1) $
81 symbweyl0(-3, -1, -1, -3) := -symbweyl0(-3, -1, -3, -1) $
82 symbweyl0(-1, -3, -1, -3) := symbweyl0(-3, -1, -3, -1) $
83
84 symbweyl0(-1, -2, -1, -2) := -symb_ee $
85 symbweyl0(-2, -1, -1, -2) := -symbweyl0(-1, -2, -1, -2) $
86 symbweyl0(-1, -2, -2, -1) := -symbweyl0(-1, -2, -1, -2) $
87 symbweyl0(-2, -1, -2, -1) := symbweyl0(-1, -2, -1, -2) $
88
89 write " done." $
90
91 end $
file: weyl def v2.rei
C.3.5 Newman–Penrose formalism
1 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
2 %
3 % REDUCE file
4 %
5 % purpose: defines a complex null tetrad and
6 % calculates the complex Weyl scalars
43
7 %
8 % last edited by J. Boos , Dec 3, 2014
9 %
10 % file: newman_penrose_v1.rei
11 %
12 % conventions: 05 _elm_inv_v5.pdf
13 %
14 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
15
16 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
17 %
18 % Newman Penrose formalism
19 %
20
21 write " setting up complex null tetrad..." $
22
23 % define complex null tetrad
24 % (conventions Senovilla GRG 1997)
25
26 % as 1-forms
27 clear {np_m1 , np_mbar1 , np_k1 , np_l1} $
28 pform np_m1 = 1, np_mbar1 = 1, np_k1 = 1, np_l1 = 1 $
29 np_m1 := 1/sqrt(2)*(o(2) - i*o(3)) $
30 np_mbar1 := 1/sqrt(2)*(o(2) + i*o(3)) $
31 np_k1 := 1/sqrt(2)*(o(0) - o(1)) $
32 np_l1 := 1/sqrt(2)*(o(0) + o(1)) $
33
34 % components
35 clear {np_m0 , np_mbar0 , np_k0 , np_l0} $
36 pform np_m0(a) = 0, np_mbar0(a) = 0, np_k0(a) = 0, np_l0(a) = 0 $
37 np_m0(a) := e(a) _| np_m1 $
38 np_mbar0 (a) := e(a) _| np_mbar1 $
39 np_k0(a) := e(a) _| np_k1 $
40 np_l0(a) := e(a) _| np_l1 $
41
42 % Newman -Penrose coefficients for Weyl tensor
43 clear {np_psi_0 , np_psi_1 , np_psi_2 , np_psi_3 , np_psi_4 } $
44 pform {np_psi_0 , np_psi_1 , np_psi_2 , np_psi_3 , np_psi_4 } = 0 $
45
46 % transverse wave component in k direction
47 np_psi_0 := symbweyl0(-a,-b,-c,-d)*np_l0(a)*np_m0(b)*np_l0(c)*np_m0(
d) $
48
49 % longitudinal wave component in k direction
50 np_psi_1 := symbweyl0(-a,-b,-c,-d)*np_l0(a)*np_k0(b)*np_l0(c)*np_m0(
d) $
51
52 % "Coulomb" component
53 np_psi_2 := 1/2*symbweyl0(-a,-b,-c,-d)*np_l0(a)*np_k0(b)*(np_l0(c)*
np_k0(d) - np_m0(c)*np_mbar0 (d)) $
54
55 % longitudinal wave component in l direction
44
56 np_psi_3 := 1/2*symbweyl0(-a,-b,-c,-d)*np_k0(a)*np_l0(b)*np_k0(c)*
np_m0(d) $
57
58 % transverse wave component in l direction
59 np_psi_4 := 1/2*symbweyl0(-a,-b,-c,-d)*np_k0(a)*np_mbar0(b)*np_k0(c)
*np_mbar0 (d) $
60
61 write " done." $
62
63 end $
file: newman penrose v1.rei
C.3.6 Matte decomposition of curvature
1 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
2 %
3 % REDUCE file
4 %
5 % purpose: calculates the E and B parts of the
6 % Weyl tensor following Matte (1953)
7 %
8 % last edited by J. Boos , Mar 10, 2015
9 %
10 % file: matte_v1 .rei
11 %
12 % conventions: 05 _elm_inv_v6.pdf
13 %
14 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
15
16 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
17 %
18 % E and H tensors
19 %
20
21 write " Matte ’s E and B tensors" $
22
23 % E Weyl
24 clear mattwe0 $
25 pform mattwe0(a,b) = 0 $
26 mattwe0(a,b) := weyl0(a,0,b,0)/ee $
27
28 % B Weyl
29 clear mattwb0 $
30 pform mattwb0(a,b) = 0 $
31 mattwb0(a,b) := -1/2*eta0(a,0,-k,-l)*weyl0(k,l,b,0)/bb $
32
33 write " done." $
34
35 end $
file :matte v1.rei
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C.3.7 Bel tensor
1 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
2 %
3 % REDUCE file
4 %
5 % purpose: calculates the Bel tensor
6 %
7 % last edited by J. Boos , Dec 3, 2014
8 %
9 % file: bel_v1.rei
10 %
11 % conventions: 05 _elm_inv_v5.pdf
12 %
13 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
14
15 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
16 %
17 % Bel tensor
18 %
19
20 write " Bel tensor" $
21
22 % definition with duals
23 clear robinson0 $
24 pform robinson0(a,b,c,d) = 0 $
25 robinson0(a,b,c,d) := 1/2*( riem0(a,i,j,c)*riem0(b,-i,-j,d) +
riemld0(a,i,j,c)*riemld0(b,-i,-j,d) + riemrd0(a,i,j,c)*riemrd0(b,-i
,-j,d) + riemdd0(a,i,j,c)*riemdd0(b,-i,-j,d) ) $
26
27 % definition with duals carried out already
28 clear robinson20 $
29 pform robinson20(a,b,c,d) = 0 $
30 robinson20(a,b,c,d) := riem0(a,i,j,c)*riem0(b,-i,-j,d) + riem0(a,i,j
,d)*riem0(b,-i,-j,c) - 1/2*( g(a,b)*riem0(i,j,k,c)*riem0(-i,-j,-k,d
) + g(c,d)*riem0(i,j,k,a)*riem0(-i,-j,-k,b) ) + 1/8*g(a,b)*g(c,d)*
riem0(i,j,k,l)*riem0(-i,-j,-k,-l) $
31
32 % this tensor vanishes , since the above two methods are equivalent
33 % clear robinsontest0 $
34 % pform robinsontest0(a,b,c,d) = 0 $
35 % robinsontest0(a,b,c,d) := robinson0(a,b,c,d) - robinson20(a,b,c,d)
$
36
37 % introduce most general form of energy -momentum like term without
fixed summation indices
38 clear gen3 $
39 pform gen3(a,b,c,d,e) = 3 $
40 gen3(k,a,b,c,d) := 1/2*( riem2(a,b) ^ (e(k) _| (# riem2(c,d))) - (#
riem2(a,b)) ^ (e(k) _| riem2(c,d)) ) $
41
42 % test symmetries of this 3-form
46
43
44 % yields zero: symmetric in b,c
45 % robinsontest0(k,a,b,c) := e(k) _| (# gen3(a,b,-j,j,c)) - e(k) _|
(# gen3(a,c,-j,j,b)) $
46
47 % yields zero: symmetric in a,k
48 % robinsontest0(k,a,b,c) := e(k) _| (# gen3(a,b,-j,j,c)) - e(a) _|
(# gen3(k,b,-j,j,c)) $
49
50 % hypothetical Robinson 3-form
51 % does not yield zero: symmetry in ka <-> bc needs to be put in by
hand!
52 clear robinsonhyp0 $
53 pform robinsonhyp0(a,b,c,d) = 0 $
54 robinsonhyp0(k,a,b,c) := e(k) _| (# gen3(a,b,-j,j,c)) - e(b) _| (#
gen3(c,k,-j,j,a)) $
55
56 % build up hypothetical Robinson tensor by means of 3-form above
57 clear robinsontilde0 $
58 pform robinsontilde0(k,a,b,c) = 0 $
59 robinsontilde0(k,a,b,c) := 1/2 * ( e(k) _| (# gen3(a,b,-j,j,c)) + e(
b) _| (# gen3(c,k,-j,j,a)) ) $
60
61 % define trace of the above
62 clear robinsontrace0 $
63 pform robinsontrace0(a,b) = 0 $
64 robinsontrace0(a,b) := robinsontilde0(j,-j,a,b) $
65
66 % subtract the trace manually
67 clear robinson2tilde0 $
68 pform robinson2tilde0(k,a,b,c) = 0 $
69 robinson2tilde0(k,a,b,c) := 2*( robinsontilde0(k,a,b,c) - 1/4*( g(k,
a)*robinsontrace0(b,c) + g(b,c)*robinsontrace0(k,a) ) + 1/16*g(k,a)
*g(b,c)*robinsontrace0(i,-i) ) $
70
71 % yieldszero: Bel tensor is now indeed traceless in its first and
second pair of indices
72 clear traceest0 $
73 pform tracetest0(a,b) = 0 $
74 tracetest0(a,b) := robinson2tilde0(-i,i,a,b) $
75
76 % yields zero: Bel tensor can be written as 3-form , with symmetries
put in by hand and traces subtracted by hand as well
77 clear robinsontest0 $
78 pform robinsontest0(a,b,c,d) = 0 $
79 robinsontest0(a,b,c,d) := robinson0(a,b,c,d) - robinson2tilde0(a,b,c
,d) $
80
81 write " done." $
82
83 end $
file: bel v1.rei
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C.3.8 Bel–Robinson tensor
1 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
2 %
3 % REDUCE file
4 %
5 % purpose: calculates the Bel-Robinson tensor
6 %
7 % last edited by J. Boos , Jan 7, 2015
8 %
9 % file: bel_robinson_v2.rei
10 %
11 % conventions: 05 _elm_inv_v6.pdf
12 %
13 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
14
15 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
16 %
17 % Bel -Robinson tensor
18 %
19
20 write " Bel -Robinson tensor" $
21
22 % definition with duals
23 clear belrobinson0 $
24 pform belrobinson0(a,b,c,d) = 0 $
25 belrobinson0(a,b,c,d) := weyl0(a,i,j,c)*weyl0(b,-i,-j,d) + weylld0(a
,i,j,c)*weylld0(b,-i,-j,d) $
26
27 % definition with duals carried out already
28 clear belrobinson20 $
29 pform belrobinson20(a,b,c,d) = 0 $
30 belrobinson20(a,b,c,d) := weyl0(a,i,j,c)*weyl0(b,-i,-j,d) + weyl0(a,
i,j,d)*weyl0(b,-i,-j,c) - 1/2*( g(a,b)*weyl0(i,j,k,c)*weyl0(-i,-j,-
k,d) + g(c,d)*weyl0(i,j,k,a)*weyl0(-i,-j,-k,b) ) + 1/8*g(a,b)*g(c,d
)*weyl0(i,j,k,l)*weyl0(-i,-j,-k,-l) $
31
32 % this tensor vanishes , since the above two methods are equivalent
33 % clear belrobinsontest0 $
34 % pform belrobinsontest0(a,b,c,d) = 0 $
35 % belrobinsontest0(a,b,c,d) := belrobinson0(a,b,c,d) - belrobinson20
(a,b,c,d) $
36
37 % introduce most general form of energy -momentum like term without
fixed summation indices
38 clear gen23 $
39 pform gen23(a,b,c,d,e) = 3 $
40 gen23(k,a,b,c,d) := weyl2(a,b) ^ (e(k) _| (# weyl2(c,d))) - (# weyl2
(a,b)) ^ (e(k) _| weyl2(c,d)) $
41
42 % the Bel-Robinson 3-form is the following trace of the above
43 clear belrobinson3 $
48
44 pform belrobinson3(a,b,c) = 3 $
45 belrobinson3(a,b,c) := gen23(a,b,-j,j,c) $
46
47 % build up Bel -Robinson tensor by means of 3-form above
48 % (this time , no traces need to be subtracted since it is tracefree
by design)
49 clear belrobinsontilde0 $
50 pform belrobinsontilde0(k,a,b,c) = 0 $
51 belrobinsontilde0(k,a,b,c) := e(k) _| (# belrobinson3(a,b,c)) $
52
53 % check if it is indeed traceless
54 clear beltracetest0 $
55 pform beltracetest0(a,b) = 0 $
56 beltracetest0(a,b) := belrobinson0(-i,a,i,b) $
57
58 % this tensor vanishes if the Bel -Robinson tensor can indeed be
written in terms of a 3-form
59 clear belrobinsontest0 $
60 pform belrobinsontest0(a,b,c,d) = 0 $
61 belrobinsontest0(a,b,c,d) := belrobinson0(a,b,c,d) -
belrobinsontilde0(a,b,c,d) $
62
63 % check the Bel -Robinson 3-form against the expression found by
Gomez -Lobo
64 clear glbelrobinson3 $
65 pform glbelrobinson3(a,b,c) = 3 $
66 glbelrobinson3(a,b,c) := ( 1/2*g(b,c)*#(weyl2(d,e)^o(a)) + g(e,b)*#(
weyl2(c,d)^o(a)) + g(e,c)*#( weyl2(b,d)^o(a)) ) ^ (weyl2(-d,-e)) $
67
68 clear testb3 $
69 pform testb3(a,b,c) = 3 $
70 testb3(-n,-r,-s) := glbelrobinson3(-n,-r,-s) - (1/2*weyl0(-b,-c,-r,-
a)*weyl0(b,c,a,-s)*eta3(-n) - ( weyl0(-n,-c,-r,-a)*weyl0(d,c,a,-s)
+ weyl0(-n,-c,-s,-a)*weyl0(d,c,a,-r) )*eta3(-d)) $
71
72 clear gltest3 $
73 pform gltest3(a,b,c) = 3 $
74 gltest3(a,b,c) := belrobinson3(a,b,c) - glbelrobinson3(a,b,c) $
75
76 % express Bel -Robinson tensor in terms of the complex null tetrad
77 clear np_belrobinson0 $
78 pform np_belrobinson0(a,b,c,d) = 0 $
79 np_belrobinson0(a,b,l,m) := 4*(ee**2+bb**2)*(
80 ( np_m0(a)*np_mbar0 (b) + np_m0(b)*np_mbar0(
a) + np_l0(a)*np_k0(b) + np_l0(b)*np_k0(a) )
81 *( np_m0(l)*np_mbar0 (m) + np_m0(m)*np_mbar0(
l) + np_l0(l)*np_k0(m) + np_l0(m)*np_k0(l) )
82
83 + ( np_l0(a)*np_m0(b) + np_l0(b)*np_m0(a) )
* ( np_k0(l)*np_mbar0(m) + np_k0(m)*np_mbar0(l) )
84 + ( np_l0(a)*np_mbar0(b) + np_l0(b)*np_mbar0
(a) ) * ( np_k0(l)*np_m0(m) + np_k0(m)*np_m0(l) )
49
85
86 + ( np_k0(a)*np_m0(b) + np_k0(b)*np_m0(a) )
* ( np_l0(l)*np_mbar0(m) + np_l0(m)*np_mbar0(l) )
87 + ( np_k0(a)*np_mbar0(b) + np_k0(b)*np_mbar0
(a) ) * ( np_l0(l)*np_m0(m) + np_l0(m)*np_m0(l) )
88
89 + np_l0(a)*np_l0(b)*np_k0(l)*np_k0(m)
90 + np_k0(a)*np_k0(b)*np_l0(l)*np_l0(m)
91 + np_m0(a)*np_m0(b)*np_mbar0 (l)*np_mbar0(m)
92 + np_mbar0(a)*np_mbar0(b)*np_m0(l)*np_m0(m)
93
94 ) $
95
96 % this tensor vanishes if the above expression is indeed the Bel-
Robinson tensor
97 clear np_test $
98 pform np_test(a,b,c,d) = 0 $
99 np_test(a,b,c,d) := belrobinson0(a,b,c,d) - np_belrobinson0(a,b,c,d)
$
100
101 % define Bonilla ’s and Senovilla ’s square root of the Bel -Robinson
tensor
102 clear sqrt_belrobinson0 $
103 pform sqrt_belrobinson0(a,b) = 0 $
104 sqrt_belrobinson0(a,b) := 3* sqrt(ee**2+bb**2)*( np_m0(a)*np_mbar0(b)
+ np_m0(b)*np_mbar0 (a) + np_l0(a)*np_k0(b) + np_l0(b)*np_k0(a) ) $
105
106 write " done." $
107
108 end $
file: bel robinson v2.rei
C.3.9 Kummer tensor
1 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
2 %
3 % REDUCE file
4 %
5 % purpose: calculates the Kummer tensor
6 %
7 % last edited by J. Boos , Dec 3, 2014
8 %
9 % file: kummer_v1.rei
10 %
11 % conventions: 05 _elm_inv_v5.pdf
12 %
13 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
14
15 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
16 %
17 % Kummer -Weyl tensor (calculate with symbolic Weyl
18 % tensor to save computation time)
50
19 %
20
21 write " Kummer -Weyl tensor" $
22
23 % (symbolic ) Kummer Weyl tensor in anholonomic components
24 clear symbkummerw0 $
25 pform symbkummerw0(a, b, c, d) = 0 $
26 symbkummerw0(i, j, k, l) := - symbweyl0(a, i, b, j) * symbweyl0(-a,
-c, -b, -d) * symbweyl0(c, k, d, l) $
27
28 write " Kummer -Weyl tensor symbolic irreducible decomposition..."
$
29
30 write " 1 / 6..." $
31 clear symbkummer1w0 $
32 pform symbkummer1w0(a, b, c, d) = 0 $
33 symbkummer1w0(a, b, c, d) := ( symbkummerw0(a, b, c, d) +
symbkummerw0(a, b, d, c) + symbkummerw0(a, d, b, c) + symbkummerw0(
a, d, c, b) + symbkummerw0(a, c, d, b) + symbkummerw0(a, c, b, d)
34 + symbkummerw0(c, a, b, d) + symbkummerw0(c, a, d, b)
+ symbkummerw0(c, d, a, b) + symbkummerw0(c, d, b, a) +
symbkummerw0(c, b, d, a) + symbkummerw0(c, b, a, d)
35 + symbkummerw0(b, c, a, d) + symbkummerw0(b, c, d, a)
+ symbkummerw0(b, d, c, a) + symbkummerw0(b, d, a, c) +
symbkummerw0(b, a, d, c) + symbkummerw0(b, a, c, d)
36 + symbkummerw0(d, b, a, c) + symbkummerw0(d, b, c, a)
+ symbkummerw0(d, c, b, a) + symbkummerw0(d, c, a, b) +
symbkummerw0(d, a, c, b) + symbkummerw0(d, a, b, c) ) / 24 $
37
38 write " 2 / 6..." $
39 clear symbkummer2w0 $
40 pform symbkummer2w0(a, b, c, d) = 0 $
41 symbkummer2w0(a, b, c, d) := ( symbkummerw0(a, b, c, d) +
symbkummerw0(c, b, a, d) - symbkummerw0(b, a, d, c) - symbkummerw0(
d, a, b, c) ) / 4 $
42
43 write " 3 / 6..." $
44 clear symbkummer3w0 $
45 pform symbkummer3w0(a, b, c, d) = 0 $
46 symbkummer3w0(a, b, c, d) := ( symbkummerw0(a, b, c, d) +
symbkummerw0(a, b, d, c) - symbkummerw0(a, d, c, b) - symbkummerw0(
a, c, d, b)
47 + symbkummerw0(b, a, c, d) + symbkummerw0(b, a, d,
c) - symbkummerw0(b, d, c, a) - symbkummerw0(b, c, d, a) ) / 6 $
48
49 write " 4 / 6..." $
50 clear symbkummer4w0 $
51 pform symbkummer4w0(a, b, c, d) = 0 $
52 symbkummer4w0(a, b, c, d) := ( symbkummerw0(a, b, c, d) -
symbkummerw0(a, b, d, c) + symbkummerw0(c, b, a, d) - symbkummerw0(
c, b, d, a)
51
53 + symbkummerw0(b, a, d, c) - symbkummerw0(b, a, c,
d) + symbkummerw0(b, c, d, a) - symbkummerw0(b, c, a, d) ) / 6 $
54
55 write " 5 / 6..." $
56 clear symbkummer5w0 $
57 pform symbkummer5w0(a, b, c, d) = 0 $
58 symbkummer5w0(a, b, c, d) := ( symbkummerw0(a, b, c, d) -
symbkummerw0(c, b, a, d) - symbkummerw0(b, a, d, c) + symbkummerw0(
d, a, b, c) ) / 4 $
59
60 write " 6 / 6..." $
61 clear symbkummer6w0 $
62 pform symbkummer6w0(a, b, c, d) = 0 $
63 symbkummer6w0(a, b, c, d) := ( symbkummerw0(a, b, c, d) -
symbkummerw0(a, b, d, c) + symbkummerw0(a, d, b, c) - symbkummerw0(
a, d, c, b) + symbkummerw0(a, c, d, b) - symbkummerw0(a, c, b, d)
64 + symbkummerw0(c, a, b, d) - symbkummerw0(c, a, d, b)
+ symbkummerw0(c, d, a, b) - symbkummerw0(c, d, b, a) +
symbkummerw0(c, b, d, a) - symbkummerw0(c, b, a, d)
65 + symbkummerw0(b, c, a, d) - symbkummerw0(b, c, d, a)
+ symbkummerw0(b, d, c, a) - symbkummerw0(b, d, a, c) +
symbkummerw0(b, a, d, c) - symbkummerw0(b, a, c, d)
66 + symbkummerw0(d, b, a, c) - symbkummerw0(d, b, c, a)
+ symbkummerw0(d, c, b, a) - symbkummerw0(d, c, a, b) +
symbkummerw0(d, a, c, b) - symbkummerw0(d, a, b, c) ) / 24 $
67
68 write " done." $
69
70 write " Kummer -Weyl scalar ..." $
71 clear symbkws0 $
72 pform symbkws0 = 0 $
73 symbkws0 := symbkummer1w0(a, -a, b, -b) $
74 write " done." $
75
76 write " Kummer -Weyl axial scalar ..." $
77 clear symbkwas0 $
78 pform symbkwas0 = 0 $
79 symbkwas0 := eta0(-a, -b, -c, -d) * symbkummer6w0(a, b, c, d) $
80 write " done." $
81
82 % gives zero: decomposition is indeed correct
83 % clear symbkummerdectest0 $
84 % pform symbkummerdectest0(a,b,c,d) = 0 $
85 % symbkummerdectest0(a,b,c,d) := symbkummerw0(a,b,c,d) -
symbkummer1w0(a,b,c,d) - symbkummer2w0(a,b,c,d) - symbkummer3w0(a,b
,c,d) - symbkummer4w0(a,b,c,d) - symbkummer5w0(a,b,c,d) -
symbkummer6w0(a,b,c,d) $
86
87 end $
file: kummer v1.rei
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