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Abstract
Current Web technologies provide the basis for publishing and composing large number of Web Services which are char-
acterized by functional, non-functional, and transactional properties. Although the research community has proposed
several approaches to eﬃciently solve problems as service selection and composition, some of these solutions may be
incomplete, i.e., they may fail producing a solution when solutions exist. In this paper we propose a non-chronological
backtracking strategy which is implemented in a state-of-the-art composition algorithm named PT-SAM, and complete-
ness is achieved in the context of transactional web service composition. Empirical results suggest that the proposed
approach may overcome the chronological backtracking strategy by up one order of magnitude.
c© 2012 Published by Elsevier Ltd.
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1. Introduction
Web Service architectures have gained popularity in both research and commercial sectors as technolo-
gies able to increase the capacity to share information and applications across organizations. Approaches
to semantically described Web Services [1] provide the basis for automatic Web Service composition and
allow user requests be satisﬁed by a Web Service Composition (WSC), in which several Web Services work
together to satisfy the request. Generally automatic WSC is based on functional requirements (i.e., the set of
input attributes provided in the query and the attributes that will be returned as output), QoS criteria (e.g.,
response time and price), and transactional properties (e.g., compensable or not). In this context, the control
ﬂow and the order of Web Services execution are automatically deﬁned during the composition process and
generally represented in a structure, such as workﬂows, graphs, or Petri-Nets [2, 3, 4, 5].
In presence of unexpected system failures, transactional controls attempt to ensure system consistence by
recovering the system to a consistent state. In case of WSC, the global transactional property is deﬁned from
transactional properties of its component Web Services and their execution order (sequential and parallel)
and represents the transactional behavior that the composition must meet. Global transactional properties
can be aﬀected by the order in which Web Services are selected during the automatic composition process.
Thus, some Web Service selection orders can satisfy the global transactional property, while others could not
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meet the property. Then, according to the selection approach, it is possible that the automatic composition
process does not ﬁnd a solution, even there exists one. Nevertheless, a backtracking process able to identify
another combination of Web Services, could overcome this limitation.
In a previous work [6], we present a composition approach, called PT-SAM-T, that considers functional,
non-functional, and transactional requirements to generate a Transactional CompositeWeb Service (TCWS).
However, under speciﬁc conditions, it can present the problem described above. The PT-SAM-T algorithm
traverses the space of possible Web Service compositions following an A∗ search strategy and a heuristic,
and even PT-SAM-T seems to guide the search into portions of optimal service compositions, but as other
state-of-the-art approaches [2, 3, 7], the solution may be incomplete, i.e., an empty composition is produced
even there is one that satisﬁes the transactional properties. Incompleteness is commonly caused by the
search strategy followed to traverse the space of possible compositions; usually, a depth-ﬁrst approach in
conjunction with a cost-based heuristic guide service composers, but they are not able to go back and attempt
to consider another service, whenever a goal service does not satisfy the query, i.e., backtracking is not
implemented. To ensure completeness, we deﬁne a scheduling strategy to traverse the space of possibilities
once a wrong solution is generated, and to unwind partial solutions that conduce to the ﬁnal wrong solution.
Similar to scheduling strategies implemented in languages as Prolog [8], our strategy relies on a stack
that maintains information about the services considered during the search; whenever the compositor fails,
it pops the top of the stack and unwinds the search until a given point. Instead of going back to the service
that precedes the service that produces the wrong solution, the scheduling policy allows to go back to the
service whose properties generate the conﬂict. In the literature this scheduling policy is known as non-
chronological or dependency directed backtracking [9] and has been extensively used by SAT solvers and
Constraint Satisfaction Planners. Further, several approaches to identify Web Service compositions have
been deﬁned [2, 10, 11, 12]; the majority rely on functional and no-functional requirements to identify
an order of services that satisfy a user query; however, to the best of our knowledge, these Web Service
composition approaches may be incomplete, and are not able to backtrack in presence of failures.
The remainder of this paper is organized as follows. Section 2 illustrates scenarios where incomplete
solutions are generated. Section 3 brieﬂy summaries the problem of Web Service composition in terms of
transactional properties. Our non-chronological backtracking approach is formalized in section 4; Petri-Nets
are used as formalization framework. A comparative performance analysis of our backtracking approach is
presented in section 5. Finally, section 6 outlines our conclusions and future research plans.
2. Motivating Example
Service capabilities induce dependencies among services in terms of their Inputs and Outputs, and con-
straint the order in which services will be executed. Figure 1(a) shows a catalog of seven WSs where edges
represent dependencies. This graph establishes a partial order of execution, where compositors identify a
simple enumeration that meets requirements expressed in a given query. Although there are several simple
enumerations, only one is produced and this depends on the search strategy followed by the compositor.
Given a query, a catalog of Web Services, a search tree represents the order in which services were con-
sidered and properties of intermediate solutions. Figure 1(b) illustrates a search tree for Web Services in
Figure 1(a) and a query that receives attributes A0 as input and produces A4 and A6 as output.
A search tree is composed of labelled node and edges. Node annotations represent the attributes pro-
duced until that point while labels of the edges express the chosen service and its transactional properties.
The root of the tree is annotated with the attributes given as input in the query; there is an edge between
nodes Ni and Nj annotated with source S k and transactional property Tp if S k.InputAttributes ⊆ Ni.Attributes
and Nj.Attributes= Ni.Attributes U S k.OutputAttributes. Leaves can be success and failure nodes; although
both types of nodes are annotated with a set of attributes that subsumes the output attributes of the query, in
the former the sequence of transactional properties of edge labels from the root until the leaf meets the global
transactional property; contrary, failure nodes do not satisfy this property. Each algorithm follows diﬀer-
ent criteria and explores diﬀerent branches of the search tree. Figure 1(b) shows four branches; searches
performed by SAM [2], PT-SAM [7], PT-SAM-T [6], and CPN-TWS [4], correspond to the leftmost to the
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(a) Example of a Catalog Web Services (b) Search with Chronological Backtracking
Figure 1. A Catalog of Web Services and a Search Tree
rightmost branches, respectively. These strategies traverse the graph that represents the Web Service cata-
log to identify a sequence of services that satisﬁes the query requirements. When query requirements are
only functional, a service composition can be identiﬁed following diﬀerent search criteria. However, global
transactional properties add constrains on the compositions and further checks are needed. For instance, a
composition cannot have two services with a transactional property p or pivot1. Thus, if an algorithm adds
a service s1 with TR(s1) = p, this may lead to a failure node, and it might be forced to select another service
s2 such that TR(s2) = p. Hence, these algorithms need to be able to backtrack to the node in the search tree
before adding the service s1 and explore other branches.
(a) Search with Chronological Back-
tracking
(b) Search with Non-chronological
Backtracking
Figure 2. Search Tree induced by two diﬀerent backtracking strategies
An approach using chronological backtracking will explore the search space following a depth-ﬁrst
strategy. When the search reaches a failure node, it will backtrack to the immediate previous node and
continue the search from there considering diﬀerent options to the one that led to the failure node. Contrary,
a non-chronological backtracking will remember the service that generated the conﬂict and return to that
point once a failure node is reached. Figure 2(a) shows the branch traversed by a scheduling strategy that
implements chronological backtracking, while Figure 2(b) illustrates a strategy able to go back to node N1,
a node whose properties generate the conﬂict that conduced to the failure node. Note that the chronological
backtracking strategy traverses a much larger search space to produce a complete answer.
1Allowed combinations of transactional properties depend on the global transactional property
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3. Preliminaries
El Haddad et al. [13] extended traditional transactional properties for WS compositions in order to
deﬁne a transactional composite WS (TCWS) in terms of a pivot (p), atomic(→a ), compensatable(c), atomic
retriable (→a r), and compensatable retriable (cr). The global transactional property of a WS composition
can be derived from the properties of its component WSs and their execution order (sequential or parallel).
The execution order is deﬁned by the structure of a Petri-Net that models the catalog. The structure refers
to whether there is a path between a pair of transitions or not. In the ﬁrst case, we refer to transitions that
should be executed sequentially. In the second case, if there is not a path between t1 and t2, they can be
executed in parallel; a WS composition which has not transactional behavior is denoted by the property ∼a.
Based on the characterization of the transactional properties, and in previous work [7], we formalize the
functionality of a WS as a set of input/output descriptions, a user query as a pair composed of bound (input)
and free (output) attributes, and a catalog as a Petri-Net containing all possible dependencies among WSs.
The Petri-Net models the dependencies among WSs; transitions represent the WSs, places correspond to the
input and output parameters, and an edge represents a dependency, i.e., an edge from a place pl to a transition
t r represents that pl is an input attribute of the WS t r, while an edge from a transition t r to a place pl means
that pl is an output attribute of t r. Finally, the WS composition problem is solved by a Petri-Net unfolding
algorithm that is guided by a utility metric that aggregates functional and non-functional parameters, and
transactional properties. According to transactional properties of component WSs, the unfolding algorithm
needs to consider execution order, i.e., a service can restrict the selection of other services to ensure global
transactional property satisfaction.
4. Our Approach
We propose a non-chronological backtracking approach during the composition process, in which the
unfolding algorithm can go back to a state where there are possible services that can resolve the conﬂict and
meet the global transactional property. This new approach is based on the fact that pivot (p) WSs conduct to
conﬂicts whenever two pivot WSs are in the same branch of the search tree.
Deﬁnition 1. Search Tree: Let Q = (F,NF,R) be a Query, G = (P∪ T, E) a Petri Net, Σ the set of all possible
Firing Sequences2 reachable from MI (Σ = {σ : σ can be generated from MI }), the Search Tree Ψ for Q in
G is a directed Graph Ψ(Q,G) = (Σ, A), where each (σ1, σ2) ∈ A represents the decision of Firing a single
transition t ∈ T from the state associated with the Firing Sequence σ1, generating the state associated with
the Firing Sequence σ2, i.e., A = {(σ1, σ2) ∈ ΣxΣ : t ∈ T ∧ σ2 = σ1 ∪ {t}}.
Each branch represents the selection of a sequence of services and shows how one decision leads to the
next node in the search tree; branches are mutually exclusive.
Deﬁnition 2. Checkpointing Node κb: Let Q = (F,NF,R) be a Query, G a Petri-Net and Ψ(Q,G) = (Σ, A) the
Search Tree for Q in G, a node κb, associated with a Firing Sequence σ (σ ∈ Σ), is a Checkpointing Node
if ( f1 ∈ σ : TR( f1) ∈ {p}) ∧(∃σ1 ∈ Σ : (σ,σ1) ∈ A ∧ σ1 = σ ∪ { f } ∧ TR( f ) ∈ {p, pr}), where TR represents a
function that given a service S returns the transactional properties of S .
A Checkpointing Node for the Search Tree in Figure2(a) is node N1. This node is reached by ﬁring the
Transition S 0 in the state N0, and leads to a node where the search will be forced to ﬁre service S 5 even if
the resulting composition does not have a transactional behavior. This condition is called a logic conﬂict.
Next, we deﬁne the node in the search tree associated with this condition, i.e., a failure node.
Deﬁnition 3. Logic Conﬂict Node κc: Let Q = (F,NF,R) be a Query, G a Petri-Net and Ψ(Q,G) = (Σ, A) the
Search Tree for Q in G, a state κc, associated with a Firing Sequence σ, represents a logic conﬂict iﬀ the
Transactional Property for G, induced by the services in σ, is ∼a, i.e., there is not a valid transactional order.
The Search Tree in Figure2(a) presents three Logic Conﬂict Nodes, or failure nodes, N4, N6 and N9.
2A ﬁring sequence is a sequence of services.
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Lemma 1. Let Q = (F,NF,R) be a Query; G be a Petri-Net, and Ψ(Q,G) = (Σ, A) be the Search Tree for Q
in G. Let κa, κb, κc and κg be nodes in the search tree, s.t., κb is a checkpointing node, κc is a logic conﬂict
node reached during the process of unfolding G, κg is a success node, and κa ∈ Σ is a node between κb and
κc. Then, there is not a path from the root of the search tree to the κg that includes κa.
Proof: Let wscc be the composition identiﬁed in node κc, wsc was generated by ﬁring the available services,
from Node κa, in a diﬀerent order that the one that leads to the failure node κc. This means that there exists
at least one service f that is not part of wscc and it is part of wsc. However, an unfolding algorithm selects,
in each iteration, a service that can guarantee the transactional property of the composition, this means that
if a node κc was reached is because none of the available services ensures the Transactional Property of the
resulting composition. Hence, such service f does not exists.
Therefore, in case that an unfolding algorithm reaches a Logical Conﬂict Node, a chronological back-
tracking strategy will be ineﬃcient because it will not prune the nodes in the Search Tree that have been
proved to be unsuccessful. When a Logic Conﬂict Node is reached the search needs to be re-started from
the last Checkpointing Node and the decision that leads to the un-successful branch needs to be eliminated.
Deﬁnition 4. Conﬂict Node Distance δ(κb, κc) Let Q = (F,NF,R) be a Query, G a Petri-Net, Ψ(Q,G) = (Σ, A)
the Search Tree for Q in G, and σκb and σκc the Firing Sequences associated with κb, κc respectively. If σκb
is a preﬁx of σκc , then δ(κb, κc) = |σκc | − |σκb | i.e., δ(κb, κc) is the number of nodes between κb and κc.
4.1. Non Chronological PT-SAM-T
In section 4, we deﬁned a general strategy for non-chronological backtracking that can be implemented
by any solution based on a unfolding approach. Figure 3 illustrates the eﬀect of this backtracking strategy
in the control ﬂow of an unfolding approach. In particular we implemented this strategy in our algorithm
PT-SAM-T named PT-SAM-T-NCBT. For comparison purposes, we also implemented chronological back-
tracking into PT-SAM-T (PT-SAM-T-CBT). Non-chronological backtracking reduces composition time in
cases where the Conﬂict Distance is large.
Figure 3. Petri-NETs SAM Transac (PT-SAM-T)
5. Experimental Results
We report on composition and estimated execution time. Two groups of queries were randomly gener-
ated using a uniform distribution: one where the Conﬂict Distance Node δ(κb, κc) is low (distance smaller
than 3 segments), and other where this distance is high (greater than 5 segments); the average height of
the search trees is 7. There catalog was populated with 6400 services; transactional properties used for the
services are p, pr, c and cr; global transactional properties of the compositions were→a , pr, c, cr. PT-SAM-T-
CBT and PT-SAM-T-CBT were executed on a SUN workstation with 2 GBytes of memory, two Dual Core
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AMD Opteron processors 180 with 2.4 GHz and running Ubuntu 10.04 operating system. JDK 1.6.0 0
virtual machine was used to develop and run the programs.
We study the eﬀect of the size of the path between the root of the search tree and a logic conﬂict node on
the composition time, i.e., δ(κb, κc). Figure 4(a) the log of the time needed by the two backtracking strategies
in the group of queries with low values of δ(κb, κc). Note that the diﬀerences is not signiﬁcant. Figure 4(b)
shows the time needed in the case where the value of δ(κb, κc) is high. Note that the diﬀerence for these
queries is large, at least an order of magnitude, due to the number of branches that were pruned. In both
cases, PT-SAM-T-CBT and PT-SAM-T-NCBT identify compositions that satisﬁed the respective Queries.
(a) With a low δ(κb, κc)-distance smaller than 3 segments. (b) With a high δ(κb, κc)-distance greater than 5 segments.
Figure 4. Composition Time using PT-SAM-T-CBT and PT-SAM-T-NCBT
6. Conclusions and Future Work
In this paper, we approached the problem of composing web services to satisfy transactional require-
ments using unfolding algorithms. We deﬁned a technique that allows these solutions to prune useless
branches of the decision tree in order to speed up the composition process. Our experiments show that in
cases where there exists a conﬂict and the length of the jump is high, the composition time needed by our
strategy is reduced in one order of magnitude compared to a chronological backtracking technique.
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