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Περίληψη 
Η JavaScript είναι μία από τις πιο δημοφιλείς γλώσσες προγραμματισμού η οποία 
εξελίσσεται συνεχώς και χρησιμοποιείται κυρίως για την κατασκευή διαδικτυακών 
εφαρμογών. Στην έκδοση ECMAScript 6 έγιναν σημαντικές προσθήκες οι οποίες 
επηρεάζουν τον τρόπο συγγραφής κώδικα και τον τρόπο σχεδίασης. Μία από αυτές τις 
προσθήκες είναι οι κλάσεις. Οι κλάσεις για την JavaScript αποτελούν ένα νέο ανώτερο 
συντακτικό για την δημιουργία αντικειμένων, που οι προγραμματιστές μπορούν να 
χρησιμοποιούν αντί των συναρτήσεων κατασκευαστών. Κατά το σχεδιασμό λογισμικού 
με κλάσεις είναι πιθανό να προκύψουν γνωστά προβλήματα σχεδίασης που μπορούν να 
επιλυθούν με την χρήση σχεδιαστικών προτύπων. 
Στην παρούσα διπλωματική εργασία παρουσιάζονται, αναλύονται και 
υλοποιούνται σχεδιαστικά πρότυπα στην έκδοση ECMAScript 6 με την χρήση των 
κλάσεων.  Τα σχεδιαστικά πρότυπα που παρουσιάζονται ανήκουν σε τρεις κατηγορίες, 
στα κατασκευαστικά, δομικά και συμπεριφοράς. Τα κατασκευαστικά σχεδιαστικά 
πρότυπα που παρουσιάζονται είναι τα Abstract Factory, Builder, Factory Method, 
Prototype και Singleton. Τα δομικά σχεδιαστικά πρότυπα που παρουσιάζονται είναι τα 
Adapter, Bridge, Composite, Decorator, Façade, Flyweight και Proxy. Τα σχεδιαστικά 
πρότυπα συμπεριφοράς που παρουσιάζονται είναι τα Chain of Responsibility, Command, 
Interpreter, Iterator, Mediator, Memento, Observer, State, Strategy, Template Method και 
Visitor. 
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Abstract 
JavaScript is one of the most popular programming languages that is constantly 
evolving and is mainly used to build web applications. In the ECMAScript 6 version, 
significant additions have been made that affect application design and how code is 
written. One of these additions are classes. JavaScript classes are a new way for object 
creation that developers can use instead of the constructor functions. When designing 
software with classes, it is likely that known design problems can occur that can be 
resolved using design patterns. 
In this master thesis, design patterns are presented, analyzed and implemented in 
the ECMAScript 6 version using the classes syntax. The design patterns presented are 
seperated in three categories, creational design patterns, structural design patterns and 
behavioral design patterns. The creational design patterns are the Abstract Factory, 
Builder, Factory Method, Prototype and Singleton. The structural design patterns are the 
Adapter, Bridge, Composite, Decorator, Façade, Flyweight and Proxy. The behavioral 
design patterns are the Chain of Responsibility, Command, Interpreter, Iterator, 
Mediator, Memento, Observer, State, Strategy, Template Method, and Visitor. 
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 1 Εισαγωγή 
 1.1  Πρόβλημα – Σημαντικότητα του θέματος 
Η ECMAScript αποτελεί την τυποποίηση της γλώσσας προγραμματισμού 
JavaScript, η οποία χρησιμοποιείται σε πολύ μεγάλο βαθμό για τον προγραμματισμό 
διαδικτυακών εφαρμογών και αυτό την κάνει πολύ δημοφιλή. Επίσης η γλώσσα 
προγραμματισμού είναι μία “ζωντανή” γλώσσα που συνεχώς εξελίσσεται και η 
κοινότητα της παίζει σημαντικό ρόλο για την προσθήκη νέων χαρακτηριστικών σε κάθε 
νέα έκδοση της γλώσσας. Η τελευταία μεγάλη αναβάθμιση της γλώσσας έγινε με την 
έκδοση ECMAScript 6. Οι νέες προσθήκες έκαναν πιο εύκολη την ασύγχρονη 
επικοινωνία, αναβάθμισαν το συντακτικό της γλώσσας και πρόσθεσαν νέες δυνατότητες 
[13]. 
Για τον προγραμματισμό μεγάλων διαδικτυακών εφαρμογών, όπου η ανάπτυξη 
και η συντήρηση του λογισμικού είναι δύσκολη, είναι αναγκαίο να εφαρμόζονται καλές 
τεχνικές σχεδίασης και να αποφεύγονται οι κακές πρακτικές. Επίσης σε γνωστά 
προβλήματα σχεδίασης, μπορούν να εφαρμοστούν σχεδιαστικά πρότυπα για την επίλυση 
τους [1]. Τα σχεδιαστικά πρότυπα αποτελούν επίσημες βέλτιστες πρακτικές τις οποίες ο 
προγραμματιστής μπορεί να χρησιμοποιήσει για την επίλυση κοινών προβλημάτων κατά 
το σχεδιασμό μιας εφαρμογής. Τα σχεδιαστικά πρότυπα όμως, πρέπει να ανανεώνονται 
σύμφωνα με τις νέες δυνατότητες της γλώσσας προγραμματισμού σε κάθε νέα έκδοση. 
Επομένως σε κάθε νέα έκδοση μπορεί να προκύψουν νέα πρότυπα ή παλαιότερα 
πρότυπα μπορεί να εφαρμόζονται με νέο τρόπο ή και να μην έχουν λόγο να 
χρησιμοποιηθούν. 
Στην έκδοση ECMAScript 6 έγινε προσθήκη νέων συντακτικών όρων όπως οι 
κλάσεις. Οι κλάσεις αποτελούν ένα νέο συντακτικό, όχι νέα δυνατότητα και αυτό γιατί 
πριν από τις κλάσεις στην JavaScript, μπορούσαν να δημιουργηθούν αντικείμενα από 
συναρτήσεις που λειτουργούσαν ως κατασκευαστές αντικειμένων [3][13]. Το 
συντακτικό τους όμως ήταν ιδιαίτερα πολύπλοκο και υστερούσε σε σχέση με τις 
κλάσεις. Επομένως η προσθήκη των κλάσεων στην ECMAScript 6, δίνει την δυνατότητα 
εφαρμογής και μελέτης σχεδιαστικών προτύπων που εφαρμόζονται με παρόμοιο τρόπο 
και σε άλλες αντικειμενοστρεφής γλώσσες προγραμματισμού που βασίζονται στις 
κλάσεις, όπως η Java. 
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Τα σχεδιαστικά πρότυπα που μπορούν να εφαρμοστούν στην JavaScript με την 
χρήση κλάσεων και έχουν ιδιαίτερο ενδιαφέρον περιγράφονται στο βιβλίο “Design 
Patterns: Elements of Reusable Object-Oriented Software”. Οι συγγραφείς του βιβλίου 
είναι οι Erich Gamma, Richard Helm, Ralph Johnson και John Vlissides, οι οποίοι είναι 
γνωστοί ως “Ομάδα των Τεσσάρων” (Gang of Four - GoF) και συγκέντρωσαν 23 
σχεδιαστικά πρότυπα που χωρίζονται σε τρεις βασικές κατηγορίες και επιλύουν 
προβλήματα σχεδίασης γενικά στον αντικειμενοστρεφή προγραμματισμό [1]. 
 1.2  Σκοπός – Στόχοι 
Κύριος σκοπός αυτής της εργασίας είναι η ανάδειξη και υλοποίηση σχεδιαστικών 
προτύπων με την χρήση κλάσεων στη γλώσσα προγραμματισμού JavaScript στην 
έκδοση ECMAScript 6. Ο κάθε ενδιαφερόμενος μπορεί άμεσα να εξοικειωθεί με τα 
αντικεμενοστρεφή χαρακτηριστικά της γλώσσας προγραμματισμού JavaScript και να 
αποκτήσει γνώσεις πάνω στις κλάσεις και την κληρονομικότητα. Επίσης ο αναγνώστης 
μπορεί να εμπλουτίσει τις γνώσεις του πάνω σε κλασικά σχεδιαστικά πρότυπα που 
υλοποιούνται με την χρήση κλάσεων και επεξηγούνται αναλυτικά. 
 1.3  Συνεισφορά 
Η συνεισφορά και τα οφέλη της παρούσας διπλωματικής εργασίας για τους 
αναγνώστες είναι τα εξής: 
1. Εξοικείωση με τα αντικειμενοστρεφή χαρακτηριστικά της γλώσσας 
προγραμματισμού JavaScript. Ο αναγνώστης μπορεί να κατανοήσει πώς 
λειτουργούν τα αντικείμενα, με ποιους τρόπους κατασκευάζονται και πώς 
λειτουργεί η κληρονομικότητα στην JavaScript. Επίσης γίνεται εκτενής 
ανάλυση των κλάσεων που αποτελούν νέο χαρακτηριστικό της JavaScript 
στην έκδοση ECMAScript 6. 
2. Παρουσίαση και υλοποίηση σχεδιαστικών προτύπων βασισμένα στις κλάσεις με 
την χρήση της JavaScript. Συγκεκριμένα γίνεται παρουσίαση 23 σχεδιαστικών 
προτύπων που περιγράφονται στο βιβλίο “Design Patterns: Elements of 
Reusable Object-Oriented Software” και υλοποιούνται με την χρήση της 
JavaScript. Τα 23 σχεδιαστικά πρότυπα έχουν διαφορετική χρησιμότητα το 
κάθε ένα και διαφορετικό τρόπο εφαρμογής στην JavaScript σε σχέση με 
άλλες γλώσσες προγραμματισμού. Επομένως, ο αναγνώστης μπορεί να 
χρησιμοποιήσει την εργασία για να επεκτείνει τις γνώσεις του με δύο 
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τρόπους. Πρώτον, να αποκτήσει θεωρητικό υπόβαθρο πάνω σε σχεδιαστικά 
πρότυπα που χρησιμοποιούνται σε γλώσσες προγραμματισμού οι οποίες 
υποστηρίζουνε κλάσεις. Δεύτερον, να γνωρίσει πώς εφαρμόζονται τα 
σχεδιαστικά πρότυπα στην JavaScript και την χρησιμότητα τους. 
 1.4  Διάρθρωση της μελέτης 
 Η παρούσα διπλωματική εργασία ξεκινάει στο κεφάλαιο 2 με μία σύντομη 
αναδρομή στην ιστορία της γλώσσας προγραμματισμού JavaScript και πού 
χρησιμοποιείται σήμερα. Εξηγείται η διαφορά μεταξύ της JavaScript και της 
ECMAScript και παρουσιάζονται οι αρχές καλής και κακής σχεδίασης. Στο κεφάλαιο 3 
παρουσιάζονται τα αντικειμενοστρεφή χαρακτηριστικά της JavaScript. Πιο 
συγκεκριμένα επεξηγείται πώς δημιουργούνται τα αντικείμενα, πώς λειτουργεί η 
κληρονομικότητα βασισμένη στα πρωτότυπα, πώς λειτουργούν οι κλάσεις και η 
κληρονομικότητα μεταξύ κλάσεων, παρουσιάζονται τρία σχεδιαστικά πρότυπα όπου 
γίνεται αναφορά σε αυτά στα επόμενα κεφάλαια και γίνεται εισαγωγή στα σχεδιαστικά 
πρότυπα που βασίζονται στις κλάσεις και τα οποία παρουσίαζονται στα επόμενα 
κεφάλαια. Επίσης, γίνεται αναφορά στα δύο στυλ συγγραφής αντικειμενοστρεφούς 
κώδικα στην JavaScript. Στο κεφάλαιο 4 παρουσιάζονται και υλοποιούνται τα 
κατασκευαστικά σχεδιαστικά πρότυπα, Abstract Factory, Builder, Factory method, 
Prototype και Singleton. Στο κεφάλαιο 5 παρουσιάζονται και υλοποιούνται τα δομικά 
σχεδιαστικά πρότυπα, Adapter, Bridge, Composite, Decorator, Façade, Flyweight και 
Proxy. Στο κεφάλαιο 6 παρουσιάζονται και υλοποιούνται τα σχεδιαστικά πρότυπα 
συμπεριφοράς, Chain of Responsibility, Command, Interpreter, Iterator, Mediator, 
Memento, Observer, State, Strategy, Template Method και Visitor. Στο τελευταίο 
κεφάλαιο  παρουσιάζονται συμπεράσματα και προτείνονται μελλοντικές επεκτάσεις της 
μελέτης. 
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 2 Γενικά για την ECMAScript 
 2.1  Ιστορία 
Η ECMAScript (συντομογραφία ES) είναι μία τυποποίηση με εμπορικό σήμα της 
γλώσσας προγραμματισμού JavaScript (συντομογραφία JS). Η γλώσσα 
προγραμματισμού JavaScript είχε ως αρχικό δημιουργό τον Brendan Eich της εταιρείας 
Netscape. Η γλώσσα προγραμματισμού αρχικά ονομαζόταν Mocha και άλλαξε αρκετές 
ονομασίες μέχρι να καταλήξει να ονομάζεται JavaScript. Η επιλογή της ονομασίας 
JavaScript έγινε γιατί η γλώσσα επηρεάστηκε από την ονομασία της γλώσσας 
προγραμματισμού Java, η οποία ήταν δημοφιλής την περίοδο που δημιουργήθηκε η 
JavaScript. Ωστόσο οι δύο αυτές γλώσσες προγραμματισμού έχουν διαφορετική 
σύνταξη, φρασεολογία και χρήσεις [13]. 
Από το 1995 που εφαρμόστηκε η JavaScript για πρώτη φορά στον Web Browser 
Netscape, απέκτησε μεγάλη επιτυχία και αυτό γιατί πλέον μπορούσε να εκτελεστεί 
κώδικας στην πλευρά του πελάτη (client-side). Η εταιρεία Microsoft το 1996 υιοθέτησε 
την γλώσσα στον Browser Internet Explorer (έκδοση 3) με ονομασία JScript. Η JScript 
είχε νέες προσθήκες και μικρές διαφορές με την JavaScript και η ονομασία JScript 
επιλέχθηκε για να μην υπάρξουν νομικά προβλήματα σε σχέση με τα εμπορικά σήματα. 
Το Νοέμβριο του 1996 η εταιρεία Netscape υπέβαλε προς εξέταση τη γλώσσα 
JavaScript σε μία οργάνωση τυποποίησης γλωσσών προγραμματισμού την Ecma 
International και έτσι δημιουργήθηκε η τυποποιημένη μορφή της που ονομάζεται 
ECMAScript (ECMA-262 Standard) [14]. 
H JavaScript συνέχισε να εξελίσσεται μέχρι σήμερα και είναι μία από τις πιο 
δημοφιλείς γλώσσες προγραμματισμού. Αρχικός και κύριος στόχος της γλώσσας ήταν να 
χρησιμοποιηθεί σε Web Browsers ώστε οι ιστοσελίδες να είναι περισσότερο δυναμικές 
στην πλευρά του πελάτη, αλλά έπειτα έγιναν προσπάθειες για χρήση της από την πλευρά 
του διακομιστή (Server-side) χωρίς ιδιαίτερη επιτυχία. Το 2009 όμως ο Ryan Dahl 
δημιούργησε το περιβάλλον Node.js το οποίο επιτρέπει την εκτέλεση της JavaScript 
στην πλευρά του διακομιστή και γνώρισε ιδιαίτερα μεγάλη επιτυχία [15]. 
 2.2  JavaScript ή ECMAScript; 
Η ονομασία ECMAScript είναι το επίσημο όνομα της γλώσσας 
προγραμματισμού JavaScript. Το όνομα ECMAScript έγινε απαραίτητο επειδή υπάρχει 
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ένα εμπορικό σήμα στην Java (που τηρούσε αρχικά η εταιρεία Sun και έπειτα η εταιρεία 
Oracle) [13]. Αυτή τη στιγμή η Mozilla είναι μία από τις λίγες εταιρείες που επιτρέπεται 
να χρησιμοποιούν επίσημα το όνομα JavaScript επειδή έλαβε άδεια από καιρό. Γενικά 
ισχύουν οι ακόλουθοι κανόνες όταν γίνεται αναφορά στην JavaScript: 
• JavaScript σημαίνει η γλώσσα προγραμματισμού. 
• ECMAScript είναι το όνομα που χρησιμοποιείται από τις προδιαγραφές 
της γλώσσας. Επομένως, κάθε φορά που γίνεται αναφορά στις εκδόσεις 
της γλώσσας χρησιμοποιείται ο όρος ECMAScript. 
 2.3  Εκδόσεις 
Η JavaScript από την δημιουργία της μέχρι και σήμερα δεν έχει σταματήσει να 
εξελίσσεται. Συνολικά μέχρι στιγμής υπάρχουν 8 εκδόσεις του προτύπου ECMA-262 και 
η τελευταία έκδοση έγινε τον Ιούνιο του 2017 [14]. 
 
Πίνακας 2-1: Εκδόσεις JavaScript 
Έκδοση (Συντομογραφία) Ημερομηνία 
ECMAScript 1 (ES1) Ιούνιος 1997 
ECMAScript 2 (ES2) Ιούνιος 1998 
ECMAScript 3 (ES3) Δεκέμβριος 1999 
ECMAScript 4 (ES4) Εγκαταλείφθηκε   
ECMAScript 5 (ES5) Δεκέμβριος 2009 
ECMAScript 5.1 (ES5.1) Ιούνιος 2011 
ECMAScript 6 (ES6) Ιούνιος 2015 
ECMAScript 7 (ES7) Ιούνιος 2016 
ECMAScript 8 (ES8) Ιούνιος 2017 
 
Ένα σημαντικό χαρακτηριστικό της JavaScript είναι ότι κάθε χαρακτηριστικό 
που υπάρχει σε κάθε έκδοση δεν αφαιρείται ποτέ και έτσι υπάρχει συμβατότητα προς τα 
πίσω (Backward Compatibility). Οι σύγχρονοι Web Browsers υποστηρίζουν πλήρως την 
έκδοση 5.1 και σχεδόν όλες τις νέες λειτουργίες της έκδοσης 6. Επομένως υποστηρίζουν 
και ό,τι υπάρχει από τις παλαιότερες εκδόσεις [13]. 
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Η αναφορά σε μία έκδοση της JavaScript γίνεται είτε με το πρότυπο, όπως 
ECMAScript 6 ή ES6, είτε με την χρονολογία (από την έκδοση 6 και μετά) όπως 
ECMAScript 2015 ή ES2015. Στα επόμενα κεφάλαια γίνεται ανάλυση σχεδιαστικών 
προτύπων με την χρήση κλάσεων. Οι κλάσεις είναι μία προσθήκη στην έκδοση 
ECMAScript 6 και για αυτό χρησιμοποιείται συχνά η συντομογραφία ES6. Η γενική 
αναφορά όμως στην γλώσσα προγραμματισμού γίνεται με την ονομασία JavaScript. 
 2.4  Η γλώσσα προγραμματισμού JavaScript 
Η γλώσσα προγραμματισμού JavaScript είναι μία υψηλού επιπέδου γλώσσα 
προγραμματισμού η οποία υποστηρίζει δέσμες ενεργειών (Scripts), διερμηνεύεται και 
είναι δυναμική. Αυτό σημαίνει ότι οι εντολές της διερμηνεύονται από τον διερμηνέα, 
δηλαδή από την μηχανή JavaScript (όπως η V8 της Google) και εκτελούνται απευθείας 
[13]. Αυτό δίνει την δυνατότητα της επέκτασης ενός προγράμματος κατά την εκτέλεση 
του. Για παράδειγμα, ο διακομιστής μπορεί να στέλνει με ασύγχρονο τρόπο τμήματα 
κώδικα στον πελάτη και ο πελάτης να τα εκτελεί. 
Επιπλέον η JavaScript είναι αντικειμενοστρεφής, αντιμετωπίζει τα πάντα ως 
αντικείμενα και βασίζεται στα πρωτότυπα (Prototype-based programming) [2]. Ο 
προγραμματισμός βασισμένος στα πρωτότυπα, είναι μία τεχνική του αντικειμενοστρεφή 
προγραμματισμού, όπου ένα αντικείμενο μπορεί να χρησιμοποιηθεί ως πρωτότυπο ενός 
άλλου αντικειμένου ώστε να επιτευχθεί η κληρονομικότητα μεθόδων και ιδιοτήτων, από 
ένα αντικείμενο σε ένα άλλο. Άλλα χαρακτηριστικά αυτής της τεχνικής είναι ότι τα 
αντικείμενα μπορούν να κλωνοποιηθούν και να επεκταθούν εύκολα. Ένα μειονέκτημα 
για αρκετούς προγραμματιστές είναι ότι τεχνική αυτή δεν υποστηρίζει πολλαπλή 
κληρονομικότητα, δηλαδή ένα αντικείμενο να κληρονομεί λειτουργίες από παραπάνω  
από ένα αντικείμενα [2]. Στο επόμενο κεφάλαιο γίνεται εκτενής αναφορά για τα 
αντικειμενοστρεφή χαρακτηριστικά της γλώσσας. 
Δύο επιπλέον χαρακτηριστικά της γλώσσας είναι ότι η γλώσσα υποστηρίζει 
ασθενείς τύπους (weakly typed) και ότι η γλώσσα υποστηρίζει περισσότερα από ένα 
πρότυπα προγραμματισμού (Μulti-paradigm) για να επιτρέπεται στους προγραμματιστές 
να χρησιμοποιούν το πιο κατάλληλο στυλ για αυτούς ή ένα συνδιασμό τους [13]. 
Οι ασθενείς τύποι προσθέτουν μεγάλη ταχύτητα στην συγγραφή κώδικα καθώς 
δεν χρειάζεται να δηλώνεις τον τύπο μίας μεταβλητής ή τον τύπο μίας παραμέτρου σε 
μία συνάρτηση αλλά από την άλλη μπορεί να οδηγήσουν εύκολα σε σφάλματα σε 
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μεγάλα προγράμματα. Για να αποφευχθούν πιθανά προβλήματα σε μεγάλα 
προγράμματα, μπορεί να γίνει έλεγχος τύπου αλλά αυτό προσθέτει επιπλέον γραμμές 
κώδικα για την διαχείριση σφαλμάτων. 
Όπως ειπώθηκε και πριν η JavaScript εξελίσσεται διαρκώς αλλά ταυτόχρονα 
υποστηρίζει όλες τις λειτουργίες της προς τα πίσω. Επιπρόσθετα η γλώσσα υποστηρίζει 
συνρτήσησεις κατασκευαστές (Constructor Function) για την δημιουργία αντικειμένων 
(από την πρώτη έκδοση ES1) ή τις κλάσεις (από την έκδοση ES6) αλλά ταυτόχρονα 
υποστηρίζει και την κατασκευή αντικειμένων με δήλωση αντικειμένου κατά γράμμα 
(Object Literals). Επομένως έχουν δημιουργηθεί διαφορετικά ρεύματα ως προς το πώς 
πρέπει κάποιος να χρησιμοποιεί την γλώσσα προγραμματισμού. Επίσης εκτός από 
αντικειμενοστρεφής, η JavaScript είναι διαδικαστική και συναρτησιακή γλώσσα 
προγραμματισμού με αποτέλεσμα να δημιουργείται μία χημεία μεταξύ διαδικαστικού, 
συναρτησιακού και αντικειμενοστρεφή προγραμματισμού [13]. Στην JavaScript οι 
συναρτήσεις είναι πολύ ισχυρές και έχουν πολλές δυνατότητες. Μερικές από αυτές είναι 
οι εξής: μία μεταβλητή μπορεί να είναι δείκτης προς μία ανώνυμη (η και κανονική) 
συνάρτηση, μία συνάρτηση να δέχεται ως παράμετρο μία συνάρτηση (γνωστή ως 
Callback), μία συνάρτηση να επιστρέφει μία ανώνυμη (η και κανονική) συνάρτηση που 
μπορεί να εκτελεστεί αργότερα ή ακόμα και να εκτελείται μία ανώνυμη συνάρτηση την 
στιγμή που δηλώνεται (γνωστή ως IIFE - Immediately-Invoked Function Expression).  Η 
ομάδα λογισμικού είναι σαφώς αυτή που επιλέγει σε κάθε έργο λογισμικού πιο είναι το 
ιδανικότερο στυλ συγγραφής καθώς η κάθε τεχνική έχει θετικά και αρνητικά [4][6]. Το 
καλό είναι ότι οι τεχνικές μπορούν να συνδυαστούν δίνοντας μεγάλη ευελιξία σε έναν 
μηχανικό λογισμικού ή σε ένα προγραμματιστή. Αυτό το χαρακτηριστικό στις γλώσσες 
προγραμματισμού όπου μπορούν να χρησιμοποιηθούν πολλά διαφορετικά στυλ 
συγγραφής κώδικα ονομάζεται multi-paradigm [16]. 
 2.5  Πού χρησιμοποιείται η JavaScript 
Οι νέοι προγραμματιστές συχνά κάνουν το λάθος να νομίζουν ότι η JavaScript 
είναι μία γλώσσα προγραμματισμού που χρησιμοποιείται μόνο σε Web Browsers. 
Φυσικά όλοι οι Web Browsers μπορούν να εκτελέσουν την JavaScript σε οποιαδήποτε 
συσκευή (Desktop, Mobile, Smart TV, Gaming Console), αλλά η JavaScript έχει 
αποκτήσει μεγάλο μερίδιο και στον προγραμματισμό από την πλευρά ενός Server (Back-
end) με την χρήση του Node.js [2][9][15]. 
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Από την πλευρά του Browser ένας προγραμματιστής με την χρήση της 
JavaScript, της HTML και των CSS μπορεί να δημιουργήσει δυναμικές εφαρμογές. Η 
JavaScript έχει πρόσβαση στο DOM (Document Object Model) μέσω του DOM API και 
μπορεί το περιβάλλον να αλλάζει δυναμικά ανάλογα με τις επιλογές του χρήστη. Επίσης 
με την χρήση της HTML5 και της JavaScript μπορούν δημιουργηθούν εφαρμογές με 
τρισδιάστατα γραφικά και να αξιοποιηθούν οι πόροι της κάρτας γραφικών. Αυτό γίνεται 
με το WebGL API όπου μπορούν να δημιουργηθούν εκπληκτικά γραφικά και μπορούν 
να συνδυαστούν τεχνολογίες για την δημιουργία εφαρμογών εικονικής πραγματικότητας 
(VR - Virtual Reality). Η JavaScript μπορεί να έχει πρόσβαση μέσω του Browser σε 
διάφορες συσκευές και πόρους, όπως η Camera, το μικρόφωνο, το GPS και το 
γυροσκόπιο ενός Smartphone. Επομένως γίνεται κατανοητό ότι οι Web Browsers είναι 
κάτι πολύ μεγαλύτερο από απλοί περιηγητές. Θα μπορούσαμε να πούμε ότι είναι 
πλατφόρμες διαδικτυακών εφαρμογών και αυτό χάρη στην JavaScript [13]. 
Από την πλευρά του Server μπορεί να χρησιμοποιηθεί το περιβάλλον Node.js το 
οποίο δίνει την δυνατότητα εκτέλεσης της JavaScript. Το όφελος από την χρήση του 
Node.js είναι ότι καταναλώνει μικρή μνήμη γιατί όλες οι συνδέσεις του Server με τους 
πελάτες γίνεται σε ένα νήμα, υποστηρίζει σε μεγάλο βαθμό τον ασύγχρονο 
προγραμματισμό και μπορεί να χρησιμοποιηθεί για πλήθος εφαρμογών (Web Servers, 
Game Servers, UI Testing) [9]. 
Από την πλευρά των βάσεων δεδομένων υπάρχει η MongoDB η οποία δέχεται 
εντολές που έχουν την μορφή της JavaScript και τα αντικείμενα έχουν την μορφή JSON. 
Η MongoDB είναι μια βάση δεδομένων ανοιχτού κώδικα που χρησιμοποιεί ένα μοντέλο 
δεδομένων που προσανατολίζεται στα έγγραφα [17]. Ο συνδυασμός της JavaScript σε 
Front-end, Back-end και στη βάση δεδομένων, δίνει την δυνατότητα της δημιουργίας 
διαδικτυακών εφαρμογών χρησιμοποιώντας μόνο JavaScript. 
Επίσης, πολλά δημοφιλή προγράμματα όπως το Photoshop της εταιρείας Adobe 
χρησιμοποιούν την JavaScript για να δοθεί η δυνατότητα σε προγραμματιστές να 
δημιουργήσουν Plugins, ή για να αυτοματοποιήσουν τις διαδικασίες [18]. 
 2.6  Αρχές καλής σχεδίασης στην JavaScript 
Η JavaScript σήμερα χρησιμοποιείται και σε μεγάλα έργα λογισμικού που 
απαιτούν μεγάλο αριθμό γραμμών κώδικα. Επομένως, ο κώδικας που αναπτύσσεται 
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πρέπει να γίνεται με συγκεκριμένες αρχές και κανόνες, έτσι ώστε το τελικό προϊόν να 
λειτουργεί σωστά, βέλτιστα και να είναι εύκολα συντηρήσιμο. 
Η JavaScript από την φύση της δίνει στους προγραμματιστές πολύ ελευθερία ως 
προς τον τρόπο που μπορούν να γράψουν κώδικα. Το θετικό αυτό χαρακτηριστικό όμως, 
εύκολα μπορεί να μετατραπεί σε αρνητικό χαρακτηριστικό και αυτό γιατί πολύ εύκολα 
ένα πρόγραμμα που αναπτύσσεται δίχως συγκεκριμένες αρχές και οργάνωση, θα δώσει 
κάποια (ή και όλα) από τα παρακάτω χαρακτηριστικά κακής σχεδίασης: 
1. Περιττή Επανάληψη (Needless Repetition) [19] – Η επανάληψη κώδικα μπορεί 
να φαίνεται ως μια γρήγορη και εύκολη λύση για να επαναχρησιμοποιηθεί μια 
λειτουργία. Όταν όμως αυτό γίνεται συχνά έχει αρνητικές συνέπειες στην 
συντήρηση του κώδικα. 
2. Περιττή Πολυπλοκότητα (Needless Complexity) [19] – Η προσθήκη 
λειτουργιών που δεν πρόκειται να χρησιμοποιηθούν ή η χρήση περίπλοκων 
δομών (που θα μπορούσαν να απλουστευθούν) αυξάνουν την πολυπλοκότητα του 
κώδικα. 
3. Αδιαφάνεια (Opacity)  [19] -  Όταν ο κώδικας δεν γράφεται με ξεκάθαρο τρόπο 
για το τι ακριβώς κάνει, δεν μπορεί να διαβαστεί από τρίτους. Τα μεγάλα έργα 
λογισμικού όμως απαιτούν ομαδικότητα άρα και καθαρό τρόπο συγγραφής. 
4. Δυσκαμψία (Rigidity) – Ένα από τα πιο σημαντικά χαρακτηριστικά κακής 
σχεδίασης είναι η δυσκαμψία. Με το πρόβλημα αυτό έρχονται αντιμέτωποι πολύ 
συχνά οι προγραμματιστές. Δυσκαμψία σημαίνει ότι το σύστημα είναι δύσκολο 
να τροποποιηθεί και αυτό συμβαίνει γιατί μία αλλαγή προκαλεί αλυσιδωτές 
αλλαγές σε διάφορα μέρη του συστήματος.   
5. Ευθραυστότητα (Fragility) [19] – Όταν οι αλλαγές που πραγματοποιούνται στο 
λογισμικό, προκαλούν σφάλματα σε τμήματα του κώδικα που μπορεί να είναι 
άσχετα με το τμήμα που πραγματοποιήθηκε η αλλαγή τότε το λογισμικό είναι 
εύθραυστο. 
6. Ακινησία (Immobility) [19] – Όταν υπάρχει αδυναμία διαχωρισμού του 
συστήματος σε μικρότερα κομμάτια η συστατικά που μπορούν να 
επαναχρησιμοποιηθούν στο ίδιο ή σε άλλα προγράμματα τότε υπάρχει το 
πρόβλημα της ακινησίας. 
7. Έλλειψη ρευστότητας (Viscosity) [19] – Όταν μία αλλαγή στο σύστημα, πρέπει 
να αλλοιώσει τον αρχικό σχεδιασμό του συστήματος με μία “πατέντα - τρικ” και 
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όχι με ορθό τρόπο (που αυτό απαιτεί σωστό αρχικό σχεδιασμό) τότε υπάρχει 
πρόβλημα. 
Για να αποφευχθούν πολλά από τα παραπάνω προβλήματα, η συγγραφή κώδικα 
JavaScript απαιτεί ιδιαίτερη οργάνωση. Ένας προγραμματιστής πρέπει να θυσιάσει 
αρκετές από τις ελευθέριες που παρέχει η γλώσσα. Επίσης, πρέπει να εξοικειωθεί με όλα 
τα στυλ συγγραφής (αντικειμενοστρεφή, συναρτησιακό κλπ), έτσι ώστε να 
χρησιμοποιήσει το κατάλληλο στυλ για διαφορετικά μέρη του συστήματος. Επίσης σε 
γνωστά προβλήματα σχεδίασης μπορούν να χρησιμοποιηθούν  σχεδιαστικά πρότυπα 
(Design Patterns). Γενικά ένα σχεδιαστικό πρότυπο αποτελεί μία αποδεδειγμένα καλή 
λύση που έχει εφαρμοστεί με επιτυχία στην επίλυση ενός επαναλαμβανόμενου 
προβλήματος σχεδίασης [19]. Επειδή η JavaScript υποστηρίζει διαφορετικά στυλ 
προγραμματισμού, υπάρχουν διαφορετικά σχεδιαστικά πρότυπα για κάθε στυλ [4]. Ο 
αντικειμενοστρεφής προγραμματισμός βασισμένος στις κλάσεις όμως, είναι αυτός που 
χρησιμοποιείται περισσότερο σε έργα λογισμικού, γιατί υποστηρίζεται σε πολλές 
γλώσσες προγραμματισμού. Επομένως, το ενδιαφέρον σε αυτή την κατηγορία 
σχεδιαστικών προτύπων η οποία αναλύεται και στα επόμενα κεφάλαια, είναι μεγάλη. 
Τα σχεδιαστικά πρότυπα του αντικειμενοστρεφούς προγραμματισμού, 
εφαρμόζουν καλές πρακτικές οι οποίες ονομάζονται “αρχές σχεδίασης” και αποφεύγουν 
τις κακές πρακτικές που περιγράφηκαν παραπάνω [19]. Κατά την αντικειμενοστρεφή 
σχεδίαση, πρέπει να τηρούνται οι παρακάτω αρχές σχεδίασης: 
1. Αρχή της Ανοικτής-Κλειστής Σχεδίασης [19] – Μία μονάδα λογισμικού πρέπει 
να είναι ανοικτή για επέκταση αλλά κλειστή για τροποποίηση. Η αρχή 
εξασφαλίζει ότι μία αλλαγή θα πραγματοποιηθεί με την μικρότερη δυνατή 
προσπάθεια, χωρίς την τροποποίηση του υπάρχωντος κώδικα (π.χ. τροποποίηση 
μίας κλάσης) αλλά με την επέκταση μίας μονάδας (π.χ. δημιουργία μίας 
υποκλάσης). 
2. Αρχή της Ενσωμάτωσης [19] - Η εσωτερική κατάσταση ενός αντικειμένου 
πρέπει να είναι τροποποιήσιμη μόνο μέσω της δημόσιας διεπαφής του. Επειδή η 
JavaScript δεν υποστηρίζει ιδιωτικές ιδιότητες και μεθόδους μέσα σε αντικείμενα 
αυτή η αρχή δεν μπορεί να εφαρμοστεί ορθά. Η αρχή εξασφαλίζει ότι όταν γίνει 
μία αλλαγή στην εσωτερική αναπαράσταση ενός αντικειμένου επηρεάζεται μόνο 
η ίδια η κλάση και όχι τα υπόλοιπα μέρη που την χρησιμοποιούν. Για να 
επιτευχθεί αυτό στην JavaScript μπορεί να γίνει χρήση ειδικών συμβόλων όπως η 
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κάτω παύλα στην αρχή του ονόματος κάθε ιδιότητας ( _name_ ) που θεωρούμε 
ότι είναι ιδιωτική, για να ξεχωριστούν εικονικά έστω ότι δεν πρέπει να 
χρησιμοποιούνται απευθείας από άλλα μέρη του συστήματος. Υπάρχουν και 
άλλοι τρόποι πέραν της χρήσης ειδικών συμβολισμών, όπως η χρήση των 
Symbols που είναι μία προσθήκη στην ES6 καθώς και η χρήση του Εγκλεισμού 
(Closures) ο οποίος χρησημοποιείται πολύ συχνά.  
3. Αρχή της Χαμηλής Σύζευξης [19] – Οι διαφορετικές μονάδες (κλάσεις, 
συναρτήσεις κλπ) ενός συστήματος λογισμικού πρέπει να έχουν τη μικρότερη 
δυνατή σύζευξη. Όταν δύο ή περισσότερες μονάδες εξαρτούνται η μία από την 
άλλη, συντηρούνται και τροποποιούνται πιο δύσκολα. 
4. Αρχή της Μοναδικής Αρμοδιότητας [19] - Η αρχή της Μοναδικής 
Αρμοδιότητας, δηλώνει ότι κάθε κλάση θα πρέπει να είναι υπεύθυνη για ένα 
μόνο μέρος της λειτουργικότητας που παρέχεται από το λογισμικό. Ώστε μια 
κλάση πρέπει να έχει μόνο ένα λόγο για να αλλάξει. Συμπερασματικά, αυξάνεται 
η συνεκτικότητα και μειώνεται η σύζευξη. 
5. Αρχή της Υποκατάστασης της Liskov [19] - Με την αρχή της υποκατάστασης 
Liskov για να οριστεί μία κλάση ως θυγατρική μίας άλλης, δεν αρκεί να έχουν 
μία ανάλογη εννοιολογική σχέση (μία κλάση που αναπαριστά ένα όχημα και μία 
που αναπαριστά αυτοκίνητο) αλλά, τα αντικείμενα της υποκλάσης πρέπει να 
έχουν πάντα την ίδια προγραμματιστική συμπεριφορά με τα αντικείμενα της 
υπερκλάσης υπό τις ίδιες συνθήκες. Δηλαδή οι παράγωγοι τύποι πρέπει να 
μπορούν να υποκαθιστούν τους βασικούς τους τύπους. 
6. Αρχή της Αντιστροφής των Εξαρτήσεων [19] – Στόχος της αρχής της 
Αντιστροφής των Εξαρτήσεων είναι να αντιστρέφει πλήρως τη δομή ενός 
συστήματος λογισμικού, έτσι ώστε οι μονάδες υψηλού επιπέδου να μην 
εξαρτώνται αλλά να καθορίζουν τους κανόνες για τις μονάδες χαμηλού επιπέδου. 
Σύμφωνα με αυτή την αρχή: 
• Οι μονάδες υψηλού επιπέδου δεν θα πρέπει να εξαρτώνται από μονάδες 
χαμηλού επιπέδου. 
• Οι αφαιρέσεις δεν θα πρέπει να εξαρτώνται από λεπτομέρειες. Οι 
λεπτομέρειες θα πρέπει να εξαρτώνται από αφαιρέσεις. 
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7. Αρχή του Διαχωρισμού των Διεπαφών [19] - Πολλές εξειδικευμένες διεπαφές 
είναι προτιμότερες από μια γενική διεπαφή. Οι πελάτες δε θα πρέπει να 
εξαναγκάζονται σε εξάρτηση από μεθόδους που δε χρησιμοποιούν. 
 
Στο επόμενο κεφάλαιο, αναλύεται η αντικειμενοστρεφής πλευρά της Javavascript 
στην έκδοση ES6 καθώς και τα αντικειμενοστρεφή χαρακτηριστικά πριν από αυτή την 
έκδοση. Επίσης, γίνεται εισαγωγή στα σχεδιαστικά πρότυπα βασισμένα στις κλάσεις και 
στα πρότυπα που βασίζονται στην απλή αναπαραγωγή αντικειμένων, εξηγούνται οι 
διαφορές τους και τα προτερήματα από την χρήση κλάσεων. 
 
 3 Αντικειμενοστρεφής JavaScript και σχεδιαστικά πρότυπα 
 3.1  Κλάσεις και Συναρτήσεις κατασκευαστές 
Για την δημιουργία ενός κατασκευαστή αντικειμένων, υπάρχουν δύο τρόποι. Ο 
πρώτος είναι χρήση μιας συνάρτησης και ο δεύτερος είναι η χρήση μιας κλάσης. Οι 
κλάσεις προστέθηκαν στην έκδοση ES6 και είναι απλά μια πιο βολική και καλή σύνταξη 
[3][13]. Στην πραγματικότητα οι κλάσεις και οι συναρτήσεις κατασκευαστές 
λειτουργούν με το ίδιο μοντέλο αντικειμενοστρεφούς κληρονομικότητας βασισμένο στα 
πρωτότυπα και έχουν ελάχιστες διάφορες πέρα από τις συντακτικές [3]. Η χρήση των 
κλάσεων όμως μειώνει σημαντικά τις γραμμές κώδικα και ταυτόχρονα κάνει πιο 
ξεκάθαρο τον κώδικα. Αυτό το πλεονέκτημα αποτελεί  μια αρχή καλής σχεδίασης και για 
αυτό πρέπει να προτιμάται η χρήση των κλάσεων. Η χρήση μιας συνάρτησης 
κατασκευαστή γίνεται ως εξής: 
 1 
 2 
 3 
 4 
 5 
 6 
 7 
 8 
 9 
10 
11 
12 
13 
14 
15 
16 
 function Test(val){ 
    this.x = 0; 
    this.y = 1; 
    this.val = val; 
    this.personalFunction = function(){ return true; } 
 } 
 
 Test.prototype.globalMethod = function(){ return false; } 
 
 var test = new Test(100); 
 test.globalMethod(); 
 test.personalFunction(); 
 // Output 
 // Test {x: 0, y: 1, val:100, personalFunction: ƒ} 
 // false 
 // true 
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Αρχικά στο παράδειγμα δηλώνεται ο κατασκευαστής που είναι μία συνάρτηση 
και δέχεται ως παράμετρο μία τιμή ( function Test(val) ). Έπειτα δηλώνονται οι ιδιότητες 
του αντικειμένου που θα παράγει ο κατασκευαστής. Η κάθε ιδιότητα ξεκινάει πάντα με 
την λέξη this που είναι ένας δείκτης προς τον εαυτό του αντικειμένου. Στο παράδειγμα 
υπάρχουν τέσσερις ιδιότητες, οι δύο πρώτες this.x και this.y έχουν μία αριθμητική τιμή,  
η this.val παίρνει την τιμή από την παράμετρο val και η this.personalFunction είναι μία 
συνάρτηση. 
Η κάθε συνάρτηση μπορεί να λειτουργήσει ως κατασκευαστής αν κληθεί με την 
εντολή new και κάθε συνάρτηση έχει ένα αντικείμενο prototype στο οποίο μπορούν να 
τοποθετηθούν οι μέθοδοι που θα έχουν τα αντικείμενα. Στο παράδειγμα δημιουργείται 
μία μέθοδος με ονομασία globalMethod και τοποθετείται στο αντικείμενο prototype ( 
Test.prototype.globalMethod = function(){ return false; } ). Το αντικείμενο prototype 
χρησιμοποιείται επίσης για την επίτευξη κληρονομικότητας, αλλά η κληρονομικότητα 
εξηγείται αναλυτικά παρακάτω. 
Έπειτα και σύμφωνα με το παράδειγμα, για την δημιουργία ενός αντικειμένου 
καλείται ο κατασκευαστής με την εντολή new και με παράμετρο μία τιμή. Το 
αντικείμενο που δημιουργήθηκε ( var test = new Test(100) ) έχει τις τέσσερις ιδιότητες 
που δηλώθηκαν στον κατασκευαστή και μία μέθοδο την globalMethod που προστέθηκε 
στο αντικείμενο prototype. 
Ο τρόπος λειτουργίας των συναρτήσεων κατασκευαστών μοιάζει με τους 
κατασκευαστές αντικειμένων από άλλες αντικειμενοστρεφής γλώσσες προγραμματισμού 
και αυτό γιατί παράγουν αντικείμενα από μία οικογένεια, αλλά συντακτικά δεν μοιάζουν 
καθόλου. Το μεγάλο μειονέκτημα από την χρήση συναρτήσεων κατασκευαστών, είναι το 
κακό συντακτικό. Σε έναν προγραμματιστή δεν γίνεται ξεκάθαρο με μία ματιά, αν 
πρόκειται για μια απλή συνάρτηση ή για ένα κατασκευαστή αντικειμένων. 
Για να ξεπεραστεί αυτό το πρόβλημα στην έκδοση ES6 προστέθηκαν οι κλάσεις. 
Οι κλάσεις παρέχουν ό,τι και οι συναρτήσεις κατασκευαστές, αλλά με ένα οργανωμένο 
συντακτικό που κάνει ξεκάθαρο τον κώδικα. Το προηγούμενο παράδειγμα αλλά με την 
χρήση κλάσεων, αποτυπώνεται ως εξής: 
 1 
 2 
 3 
  class TestClass{ 
    constructor(val){ 
        this.x = 0; 
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 4 
 5 
 6 
 7 
 8 
 9 
10 
11 
12 
13 
14 
15 
16 
17 
18 
19 
20 
21 
22 
23 
24 
25 
26 
27 
28 
        this.y = 1; 
        this.val = val; 
        this.personalFunction = function(){ return true; }; 
    } 
     
    globalMethod(){ 
        return false; 
    } 
     
    static newMethod(val){ 
       return val + 1 ; 
    } 
 } 
 
 let test = new TestClass(100); 
 test.personalFunction(); 
 test.globalMethod(); 
 TestClass.newMethod(100); 
 
 // Output 
 // TestClass {x: 0, y: 1, val:100, personalFunction: ƒ} 
 // false 
 // true 
 // 101 
  
 
Η κλάση TestClass “αγκαλιάζει” όλες τις λειτουργίες μέσα σε ένα Block κώδικα. 
Αρχικά μέσα στην κλάση ορίζεται ο κατασκευαστής με την ονομασία constructor. Ο 
κατασκευαστής μπορεί να έχει παραμέτρους όπως στο παράδειγμα την τιμή val. Ο 
κατασκευαστής λειτουργεί ακριβώς όπως μία συνάρτηση κατασκευαστής. Έπειτα 
ακολουθεί η δήλωση των μεθόδων της κλάσης. Στο παράδειγμα υπάρχουν δύο ειδών 
μέθοδοι. Πρώτα δηλώνεται μία κανονική μέθοδος με ονομασία globalMethod και έπειτα 
μία στατική μέθοδος με ονομασία newMethod. 
Για την δήλωση μίας στατικής μεθόδου χρειάζεται η εντολή static ( static 
newMethod(val) ). Η στατική μέθοδος μπορεί να κληθεί μόνο με την χρήση του 
ονόματος της κλάσης και όχι από ένα αντικείμενο της κλάσης. Στο παράδειγμα καλείται 
η στατική μέθοδος με την ακόλουθη εντολή TestClass.newMethod(100) .  Στην 
περίπτωση των συναρτήσεων κατασκευαστών, μία στατική μέθοδος μπορεί να δηλωθεί 
με την χρήση της συνάρτησης σαν να είναι αντικείμενο. Για να γίνει καλύτερα 
κατανοητό, η επόμενη εντολή δηλώνει μία στατική μέθοδο σε μία συνάρτηση 
κατασκευαστή: 
1 
2 
3 
 Test.staticMethod = function(val){ 
     return val + 1; 
 } 
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Όπως φαίνεται και από τα παραδείγματα οι λειτουργίες που υποστηρίζονται είναι 
ακριβώς οι ίδιες, αλλά το συντακτικό είναι πολύ ανώτερο στην περίπτωση των κλάσεων 
γιατί ο κώδικας της κλάσης οργανώνεται σε ένα block και αυτό φαίνεται ακόμα πιο 
έντονα όταν πρέπει να επιτευχθεί κληρονομικότητα μεταξύ κλάσεων. Υπάρχουν όμως 
μερικές μικρές διαφορές που είναι σημαντικό να αναφερθούν. 
Μια συνάρτηση κατασκευαστή μπορεί να κληθεί και χωρίς την εντολή new και 
να λειτουργήσει σαν απλή συνάρτηση. Στην περίπτωση των κλάσεων όμως, η μηχανή 
της JavaScript εκτυπώνει μήνυμα λάθους και δεν επιτρέπει να κληθεί μία κλάση χωρίς 
την εντολή new. Αυτό συμβαίνει παρότι οι κλάσεις εσωτερικά στην μηχανή της 
JavaScript υλοποιούνται σαν συναρτήσεις. 
1 
2 
3 
 typeof TestClass == "function" 
 // true 
  
 
Μία ακόμα διαφορά των κλάσεων και των συναρτήσεων κατασκευαστών είναι 
ότι οι κλάσεις δεν γίνονται hoisted (ανέλκυση) ενώ οι συναρτήσεις γίνονται. Το hoisting 
είναι μία λειτουργία στην JavaScript, όπου η δήλωση μια συνάρτησης function αυτόματα 
γίνεται στην αρχή του πεδίου δράσης (scope) του block που ανήκουν, άσχετα με το πού 
δηλώθηκαν. Δηλαδή γίνεται ανέλκυση της δήλωσης στην αρχή του πεδίου δράσης μέσα 
σε ένα block. Από την άλλη πλευρά οι κλάσεις δεν γίνονται hoisted και μπορούν να 
χρησιμοποιηθούν μόνο μετά την δήλωση τους μέσα στο ίδιο block. 
Block θεωρείται το τμήμα μεταξύ δύο συμβόλων { } (όπως μέσα σε ένα βρόχο 
επανάληψης for ). Και πεδίο δράσης ή Scope, θεωρείται το πεδίο όπου ένας πόρος 
(μεταβλητή, κλάση κλπ) είναι προσβάσιμος. Για την καλύτερη κατανόηση ακολουθεί 
ένα παράδειγμα: 
 1 
 2 
 3 
 4 
 5 
 6 
 7 
 8 
 9 
10 
11 
12 
13 
  let y = new Func1(); // Func1 {} 
 
 function Func1(){ 
 } 
 
 let x = new Class1(); // Uncaught ReferenceError: Class1 is not    
defined 
 
 class Class1{ 
     constructor(){ 
     } 
 } 
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Στην περίπτωση της συνάρτησης Func1, η συνάρτηση γίνεται hoisted και έτσι 
παρότι έχει δηλωθεί μετά την κλήση της, ο κώδικας τρέχει κανονικά. Η κλάση όμως δεν 
γίνεται hoisted και έτσι όταν γίνεται κλήση πριν από την δήλωση της υπάρχει πρόβλημα.  
 3.2  Κληρονομικότητα 
Η κληρονομικότητα στην JavaScript επιτυγχάνεται μέσω των πρωτοτύπων 
(prototypes) και το στυλ κληρονομικότητας ονομάζεται κληρονομικότητα πρωτοτύπων 
(Prototypal inheritance). Κάθε αντικείμενο στην JavaScript έχει μία ιδιωτική ιδιότητα 
που ονομάζεται prototype (συμβολίζεται [[Prototype]]) και είναι ένας δείκτης προς ένα 
άλλο αντικείμενο που αποτελεί το πρωτότυπο. Τα αντικείμενα κληρονομούν όλες τις 
ιδιότητες από το πρωτότυπο τους. Το πρωτότυπο αντικείμενο με την σειρά του μπορεί 
και αυτό να έχει ένα άλλο αντικείμενο ως πρωτότυπο και έτσι δημιουργείται μία αλυσίδα 
που ονομάζεται αλυσίδα πρωτοτύπων (prototype chain). Το τελευταίο αντικείμενο 
κληρονομεί όλες τις ιδιότητες και μεθόδους από όλα τα αντικείμενα που υπάρχουν στην 
αλυσίδα. Επειδή ένα αντικείμενο μπορεί να έχει μόνο ένα πρωτότυπο, δεν μπορεί να 
υπάρξει πολλαπλή κληρονομικότητα στην JavaScript [2]. 
Η αλυσίδα πρωτοτύπων ξεκινάει πάντα από ένα αντικείμενο που είναι 
στιγμιότυπο του κατασκευαστή Object και έχει ως prototype την τιμή null. Ακόμα και οι 
πίνακες και οι συναρτήσεις στην JavaScript είναι στιγμιότυπα του Object και επομένως 
ένα αντικείμενο Object βρίσκεται στην αρχή της αλυσίδας πρωτοτύπων τους. Αυτό 
μπορεί να μοιάζει περίεργο, αλλά στην πραγματικότητα τα πάντα στην JavaScript είναι 
αντικείμενα. 
1 
2 
3 
4 
5 
6 
 [100,50] instanceof Object // true 
 
 function test(){ 
 } 
 test instanceof Object // true 
  
 
Είναι σημαντικό να αναφερθεί ότι μπορεί να δημιουργηθούν αλυσίδες 
πρωτοτύπων, είτε με απλά αντικείμενα, είτε με συναρτήσεις κατασκευαστές - κλάσεις. 
Τα απλά αντικείμενα όπως και οι κατασκευαστές (που εν μέρη είναι αντικείμενα) 
χρησιμοποιούν το ίδιο μοντέλο κληρονομικότητας. 
Στην  περίπτωση των απλών αντικειμένων μπορεί να οριστεί κατά την εκτέλεση 
ποιο αντικείμενο είναι πρωτότυπο ενός άλλου αντικειμένου και να δημιουργηθούν 
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αλυσίδες δυναμικά. Αυτό μπορεί να γίνει πιο εύκολα κατανοητό στο παρακάτω 
παράδειγμα: 
 1 
 2 
 3 
 4 
 5 
 6 
 7 
 8 
 9 
10 
11 
 let a = { x: 0 }; 
 let b = { y: 1 }; 
 let c = { y: 2, z: 1 }; 
 
 Object.setPrototypeOf(b,a); 
 Object.setPrototypeOf(c,b); 
 
 console.log(c.x); // 0 
 console.log(c.y); // 2 
 console.log(c.z); // 1 
  
 
Το αντικείμενο c έχει ως πρωτότυπο το αντικείμενο b και το αντικείμενο b έχει 
ως πρωτότυπο το αντικείμενο a. Το αντικείμενο κληρονομεί όλες τις ιδιότητες από την 
αλυσίδα, αλλά η ιδιότητα y επισκιάζεται. Είναι σημαντικό να αναφερθεί ότι η εντολή 
Object.setPrototypeOf() προστέθηκε στην έκδοση ES6. 
Οι κατασκευαστές αντικειμένων στην JavaScript λειτουργούν με βάση αυτό το 
μοντέλο κληρονομικότητας. Ο τρόπος που επιτυγχάνεται όμως η κληρονομικότητα 
μεταξύ των κατασκευαστών διαφέρει. Όπως ειπώθηκε και πριν οι συναρτήσεις (και οι 
κλάσεις) είναι και αυτές αντικείμενα. Όλες οι συναρτήσεις ανεξαιρέτως έχουν ως 
δημόσια ιδιότητα την ιδιότητα prototype (δεν πρέπει να μπερδεύεται με την ιδιωτική 
ιδιότητα [[Prototype]] ). Αυτή η ιδιότητα είναι ένας δείκτης προς ένα αντικείμενο, που 
έχει πολύ σημαντικό ρόλο. Όλα τα αντικείμενα που παράγονται από έναν κατασκευαστή 
έχουν ως πρωτότυπο αντικείμενο το αντικείμενο που δείχνει η ιδιότητα prototype του 
κατασκευαστή. Επομένως όλα τα αντικείμενα που παράγονται από μία συνάρτηση 
κατασκευαστή ή μία κλάση, κληρονομούν τις ιδιότητες (και μεθόδους) που έχει το 
αντικείμενο που δείχνει η ιδιότητα prototype. 
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 function Test(){ 
 } 
 
 Test.prototype.sharedMethod = function(){ 
     console.log("I am Shared"); 
 } 
  
 var a = new Test(); 
 var b = new Test(); 
 
 a.sharedMethod(); // I am Shared 
 b.sharedMethod(); // I am Shared 
 
 Test.prototype.isPrototypeOf(a) // true 
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 Test.prototype.isPrototypeOf(b) // true 
  
 
Όπως υποδεικνύει και το παράδειγμα το αντικείμενο Test.prototype είναι το 
πρωτότυπο των αντικειμένων a και b, που δημιουργήθηκαν από την συνάρτηση 
κατασκευαστή Test. 
Στην αντικειμενοστρεφή σχεδίαση όμως, είναι σημαντικό μία συνάρτηση 
κατασκευαστή ή μία κλάση να μπορεί να κληρονομήσει ιδιότητες και μεθόδους από μία 
άλλη κλάση ώστε να μπορούν να δημιουργηθούν ιεραρχίες κλάσεων. Αυτό μπορεί να 
συμβεί αν τεθεί ως πρωτότυπο του αντικειμένου prototype ενός κατασκευαστή, το 
πρωτότυπο ενός άλλου κατασκευαστή. Αυτό μπορεί να γίνει κατανοητό καλύτερα με το 
παρακάτω παράδειγμα: 
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 function Father(){ 
    this.val1 = 100; 
 } 
 
 Father.prototype.fatherMethod = function(){ 
    console.log("I am the Father"); 
 } 
 
 function _(){} // Helper 
 _.prototype = Father.prototype; 
 
 function Child(){ 
    Father.call(this); 
    this.val2 = 1000; 
 } 
 
 Child.prototype = new _(); 
 Child.prototype.constructor = Child; 
 Child.prototype.childMethod = function(){ 
    console.log("I am the Child"); 
 } 
 
 var x = new Child(); 
 // Child {val1: 100, val2: 1000} 
 
 x.fatherMethod(); // I am the Father 
 x.childMethod();  // I am the Child 
 
 x instanceof Father // True 
 Father.prototype.isPrototypeOf(x); // True 
  
 
Το παραπάνω παράδειγμα είναι ένας τρόπος για να επιτευχθεί κληρονομικότητα 
πριν από την έκδοση ES5 μεταξύ κατασκευαστών έτσι ώστε, τα αντικείμενα του 
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κατασκευαστή Child να είναι στιγμιότυπα του κατασκευαστή Father και ταυτόχρονα τα 
αντικείμενα τύπου Child να έχουν ως πρωτότυπο το αντικείμενο prototype του 
κατασκευαστή Father.  
Στο παράδειγμα, η συνάρτηση κατασκευαστής  _() είναι ένας βοηθός. Ο ρόλος 
του κατασκευαστή αυτού, είναι να δημιουργήσει ένα νέο αντικείμενο που έχει ως 
πρωτότυπο το αντικείμενο prototype του κατασκευαστή Father. Έπειτα αυτό το 
αντικείμενο είναι το αντικείμενο prototype του κατασκευαστή Child. Με αυτή την 
τεχνική δημιουργείται σύνδεση των prototypes των κατασκευαστών.  
Επίσης για να επιτευχθεί ορθά η κληρονομικότητα, πρέπει να κληθεί ο 
κατασκευαστής Father από τον κατασκευαστή Child ώστε ένα στιγμιότυπο του Child να 
είναι στιγμιότυπο και του Father. Αυτό γίνεται με την εντολή Father.call(this) η οποία 
εκτελείται μέσα στην συνάρτηση κατασκευαστή Child. 
Όπως εύκολα φαίνεται και από το παράδειγμα, για να δημιουργηθούν ιεραρχίες 
κλάσεων αντικειμένων, ήταν ιδιαίτερα περίεργο πριν την έκδοση ES5 καθώς απαιτούσε 
περιττό κώδικα. Εύκολα μπορεί να πει κάποιος ότι η τεχνική αυτή της κληρονομικότητας 
με κατασκευαστές, είναι ένα τρικ και όχι κάτι που υποστηρίζει εγγενώς η γλώσσα 
προγραμματισμού. Για αυτό τον λόγο σπάνια οι προγραμματιστές ακολουθούσαν τον 
αντικειμενοστρεφή προγραμματισμό αυτού του τύπου και πόσο μάλλον την 
κληρονομικότητα με κατασκευαστές. 
Η έκδοση ES5 έφερε κάποιες αλλαγές στην παραπάνω υλοποίηση καθώς 
προστέθηκε μία εντολή, που έκανε περιττή την συνάρτηση βοηθό _() του 
παραδείγματος. Η εντολή αυτή είναι η Object.create(). Με την χρήση της συνάρτησης 
Object.create() μπορεί να δημιουργηθεί απευθείας ένα νέο αντικείμενο και να οριστεί το 
πρωτότυπο του. Στην έκδοση ES5 το παραπάνω παράδειγμα γίνεται ως εξής: 
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 function Father(){ 
    this.val1 = 100; 
 } 
 
 Father.prototype.fatherMethod = function(){ 
    console.log("I am the Father"); 
 } 
 
 function Child(){ 
    Father.call(this); 
    this.val2 = 1000; 
 } 
 
 Child.prototype = Object.create(Father.prototype); 
 Child.prototype.constructor = Child; 
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 Child.prototype.childMethod = function(){ 
    console.log("I am the Child"); 
 } 
 
 var x = new Child(); 
 // Child {val1: 100, val2: 1000} 
 
 x.fatherMethod(); // I am the Father 
 x.childMethod();  // I am the Child 
 
 x instanceof Father // True 
 Father.prototype.isPrototypeOf(x); // True 
  
 
Παρότι μειώθηκε η πολυπλοκότητα του κώδικα με την έκδοση ES5, η χρήση 
συναρτήσεων κατασκευαστών κάνει δυσανάγνωστο τον κώδικα και η κληρονομικότητα 
δεν φαίνεται ξεκάθαρα. Αυτό το πρόβλημα λύθηκε με την έκδοση ES6 με την χρήση των 
κλάσεων. Το προηγούμενο παράδειγμα με την χρήση κλάσεων είναι ως εξής: 
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 class Father{ 
    constructor(){ 
        this.val1 = 100; 
    } 
     
    fatherMethod(){ 
        console.log("I am the Father"); 
    } 
 } 
 
 class Child extends Father{ 
    constructor(){ 
        super(); 
        this.val2 = 1000; 
    } 
     
    childMethod(){ 
        console.log("I am the Child"); 
    } 
 } 
 
 var x = new Child(); 
 // Child {val1: 100, val2: 1000} 
 
 x.fatherMethod(); // I am the Father 
 x.childMethod();  // I am the Child 
  
 
Σύμφωνα με το προηγούμενο παράδειγμα, στην περίπτωση των κλάσεων η 
κληρονομικότητα επιτυγχάνεται χρησιμοποιώντας την εντολή extends και την εντολή 
super. Η εντολή extends δηλώνει την υπερκλάση που θα κληρονομηθεί και η εντολή 
 21 
super() καλεί τον κατασκευαστή της υπερκλάσης, έτσι ώστε ένα στιγμιότυπο της 
υποκλάσης να είναι στιγμιότυπο και της υπερκλάσης. 
Οι κλάσεις σε συντακτικό επίπεδο, απλοποιούν πολύ την κληρονομικότητα [3]. 
Επομένως, με απλό και ξεκάθαρο τρόπο μπορούν να σχηματιστούν πιο σύνθετες δομές. 
Στην πραγματικότητα όμως η κληρονομικότητα εξακολουθεί να λειτουργεί όπως πριν. 
Δηλαδή μία κλάση έχει και αυτή μία ιδιότητα prototype όπως και οι συναρτήσεις 
κατασκευαστές. Ένας προγραμματιστής όμως που έχει εμπειρία σε γλώσσες όπως η Java 
και η C++ και θέλει να προγραμματίσει σε JavaScript, δεν χρειάζεται να γνωρίζει πώς 
ακριβώς λειτουργεί η κληρονομικότητα στην JavaScript, καθώς οι κλάσεις απλοποιούν 
και αποκρύπτουν αυτήν την λειτουργία [3]. 
 3.3  Άλλοι τρόποι δημιουργίας αντικειμένων 
Εκτός από την χρήση συναρτήσεων και κλάσεων για την δημιουργία 
αντικειμένων, υπάρχουν και άλλες τεχνικές. Η πιο δημοφιλής τεχνική είναι δήλωση 
αντικειμένου κατά γράμμα (Object Literals), ακολουθεί η κατασκευή αντικειμένων με 
την εντολή Object.create() και τελευταία η χρήση της κλάσης Object που σπάνια 
χρησιμοποιείται. Και οι τρεις τεχνικές δημιουργούν ένα γενικό αντικείμενο που είναι 
στιγμιότυπο της κλάσης Object. Οι δύο πρώτες τεχνικές χρησιμοποιούνται για 
διαφορετικούς λόγους που εξηγούνται παρακάτω. 
 
 3.3.1 Object Literals 
Η δήλωση αντικειμένου κατά γράμμα (Object Literals), είναι ο πιο συχνός τρόπος 
για την δημιουργία αντικειμένων και χρησιμοποιείται σε πολλά σχεδιαστικά πρότυπα για 
JavaScript. Κατά την δήλωση δημιουργείται αυτόματα ένα αντικείμενο τύπου Object, με 
τις ιδιότητες που δηλώνονται. 
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 let dynamicName = "dname"; 
 
 let x = { 
     attr1: 100, 
     attr2: function(){ 
         return this.attr1; 
     }, 
     [dynamicName]: true 
 }; 
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Στο παραπάνω παράδειγμα δημιουργείται ένα αντικείμενο που έχει τρείς 
ιδιότητες. Η ιδιότητα attr1 είναι ένας αριθμός, η attr2 είναι μία συνάρτηση και η τρίτη 
ιδιότητα παίρνει το όνομα της δυναμικά από την μεταβλητή dynamicName. 
 
Οι λόγοι για την χρήση των Object Literals είναι οι εξής [2]: 
1. Δημιουργία ενός αντικειμένου 
2. Επιστροφή αντικειμένου από μία συνάρτηση 
3. Οργάνωση κώδικα 
4. Ταχύτητα (απαιτούνται μόνο δύο σύμβολα για την δημιουργία του αντικειμένου) 
 
Αξίζει να σημειωθεί ότι ένας ακόμα λόγος που κάνει τα Object Literals τόσο 
δημοφιλή, είναι ότι χρησιμοποιούνται στη σύνταξη JSON (JavaScript Object Notation) 
για την επικοινωνία μεταξύ διαφορετικών συστημάτων [2]. 
 3.3.2 Object.create 
Η μέθοδος Object.create() χρησιμοποιείται για την δημιουργία αντικειμένων και 
προστέθηκε στην έκδοση ES5. Η εντολή αυτή πάντα πρέπει να έχει ως πρώτη παράμετρο 
ένα αντικείμενο που θα χρησιμοποιηθεί ως το πρωτότυπο του νέου αντικειμένου που θα 
δημιουργηθεί. Επιπλέον, δέχεται ένα προαιρετικό αντικείμενο ως δεύτερη παράμετρο με  
το οποίο δηλώνονται οι ιδιότητες που θα έχει το νέο αντικείμενο. 
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 let x = { value : 0 }; 
 
 let y = Object.create(x,{ 
     fullname : { 
        value : "Christos Alexandris", 
        enumerable : true, 
        writable : true, 
        configurable : true 
     } 
 }); 
  
 
Η ονομασία fullname αποτελεί την ονομασία της ιδιότητας, η ιδιότητα value 
αποτελεί την τιμή που θα έχει η ιδιότητα fullname. Οι τρεις ιδιότητες enumerable, 
writable και configurable καθορίζουν την συμπεριφορά της ιδιότητας fullname. Η 
ιδιότητα writable κρατάει μία λογική τιμή, που δείχνει αν μπορεί η τιμή της ιδιότητας 
fullname να αλλάζει. Η ιδιότητα enumerable κρατάει μία λογική τιμή, που δείχνει αν 
μπορεί η ιδιότητα fullname να συμμετέχει σε κάποιες λειτουργίες (όπως ο βρόγχος 
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επανάληψης for… in). Η ιδιότητα configurable κρατάει μία λογική τιμή και αν είναι 
false τότε η ιδιότητα fullname δεν μπορεί να διαγραφεί ή να αλλάξει η κατάσταση της 
(writable και enumerable).  
 
Οι λόγοι για την χρήση της Object.create() είναι οι εξής [2]: 
1. Δημιουργία ενός αντικειμένου 
2. Κληρονομικότητα μεταξύ αντικειμένων 
3. Καθορισμός συμπεριφοράς Ιδιοτήτων (writable, configurable, enumerable, getters, 
setters) 
 
 3.4  Εγκλεισμός - Closures  
Ένα γενικός προβληματισμός που υπάρχει κατά τον προγραμματισμό με 
JavaScript, είναι η έννοια της ιδιωτικότητας μεταβλητών και συναρτήσεων ή ιδιοτήτων 
και μεθόδων των αντικειμένων.  
Από την πλευρά των αντικειμένων, οι ιδιότητες και οι μέθοδοι που δηλώνονται 
είναι πάντα δημόσιες. Η διαφοροποίηση για το αν μία ιδιότητα ή μέθοδος είναι ιδιωτική 
ή δημόσια, γίνεται με χρήση διαφορετικής ονομασίας, ή γίνεται χρήση των Symbols 
(προσθήκη στην ES6) έτσι ώστε εικονικά και μόνο να γίνεται διαχωρισμός μεταξύ 
ιδιωτικών και δημόσιων. Παρόλα αυτά, όλες οι ιδιότητες και οι μέθοδοι είναι 
εκτεθειμένες σε αλλαγές γιατί είναι δημόσιες.  
Από την πλευρά των συναρτήσεων και των μεταβλητών όμως, μπορεί να 
δημιουργηθεί ένα ιδιωτικό περιβάλλον. Το ιδιωτικό περιβάλλον δημιουργείται στο πεδίο 
δράσης μίας συνάρτησης και ταυτόχρονα η συνάρτηση επιστρέφει μία συνάρτηση ή ένα 
αντικείμενο με μεθόδους που μπορούν να διαχειρίζονται το ιδιωτικό περιβάλλον. Το 
ιδιωτικό περιβάλλον είναι έγκλειστο και δεν μπορεί τίποτα να το επηρεάσει, εκτός από 
την δημόσια εικόνα που έχει επιστρέψει. Η τεχνική αυτή ονομάζεται Εγκλεισμός ή 
Closure και χρησιμοποιείται σε πολύ μεγάλο βαθμό στην JavaScript [2]. Στο επόμενο 
παράδειγμα γίνεται χρήση αυτής της τεχνικής. 
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 function closure(set){ 
     let privateValue = set; 
     
     return function(){ 
        privateValue++; 
        return privateValue; 
     }; 
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 } 
  
 let increment = closure(10); 
 let value = increment(); // 11 
 value = increment(); // 12 
 value = increment(); // 13 
 
Στο παράδειγμα υπάρχει η συνάρτηση closure η οποία δέχεται ως παράμετρο μία 
τιμή και αποθηκεύει την τιμή σε μία νέα μεταβλητή με ονομασία privateValue. Η 
μεταβλητή είναι προσβάσιμη μόνο μέσα στο πεδίο δράσης της συνάρτησης closure. Η 
συνάρτηση closure όμως επιστρέφει μία νέα ανώνυμη συνάρτηση η οποία όταν καλείται 
αυξάνει την τιμή privateValue κατά μία μονάδα και επιστρέφει την νέα τιμή. Όπως 
φαίνεται και από το παράδειγμα η ανώνυμη συνάρτηση διατηρεί της πρόσβαση της στο 
πεδίο δράσης που ορίστηκε και έτσι έχει πρόσβαση στην μεταβλητή privateValue. 
Είναι σημαντικό να αναφερθεί ότι ο εγκλεισμός χρησιμοποιείται σε αρκετά 
σχεδιαστικά πρότυπα της JavaScript όπως το Module Pattern [4]. Η τεχνική αυτή 
θεωρείται κομμάτι τoυ συναρτησιακού προγραμματισμού, αλλά ο συνδυασμός 
αντικειμένων και του εγκλεισμού μπορεί να προσομοιώσει τις ιδιωτικές ιδιότητες και τις 
ιδιωτικές μεθόδους [2]. Παρακάτω γίνεται ανάλυση του σχεδιαστικού προτύπου Module 
Pattern. 
 3.5  Χρήσιμα σχεδιαστικά πρότυπα 
Στην τεχνολογία λογισμικού, ένα σχεδιαστικό πρότυπο είναι μια γενική, 
επαναχρησιμοποιήσιμη λύση σε ένα πρόβλημα που συναντάται συχνά σε ένα σχέδιο 
λογισμικού. Τα σχεδιαστικά πρότυπα αποτελούν επίσημες βέλτιστες πρακτικές τις 
οποίες ο προγραμματιστής μπορεί να χρησιμοποιήσει για την επίλυση κοινών 
προβλημάτων κατά το σχεδιασμό μιας εφαρμογής ή ενός συστήματος και εφαρμόζουν 
πρακτικές καλής σχεδίασης. 
Επειδή η κάθε γλώσσα έχει τις δικές της ιδιαιτερότητες και το δικό της στυλ 
προγραμματισμού, εφαρμόζονται διαφορετικά σχεδιαστικά πρότυπα. Αλλά και ίδια 
σχεδιαστικά πρότυπα σε κάθε γλώσσα προγραμματισμού παρουσιάζουν συχνά 
διαφοροποιήσεις.  
Σε αυτό το σημείο αναλύονται τρία γνωστά σχεδιαστικά πρότυπα της JavaScript, 
που χρησιμοποιούνται σε πολύ μεγάλο βαθμό και δεν βασίζονται στις κλάσεις. Τα τρία 
σχεδιαστικά πρότυπα, Method Chaining, Namespace Pattern και Module Pattern 
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χρησιμοποιούν διάφορα χαρακτηριστικά της JavaScript για να επιλύσουν προβλήματα ή 
για να προσφέρουν ευελιξία [4].  
Οι δύο κύριοι λόγοι για τους οποίους παρουσιάζονται τα παρακάτω πρότυπα 
είναι ότι γίνεται αναφορά σε αυτά στην παρούσα εργασία, αλλά και για να 
παρουσιαστούν μερικά σχεδιαστικά πρότυπα που δεν χρησιμοποιούν κλάσεις. 
 3.5.1 Method Chaining 
Το σχεδιαστικό πρότυπο Method Chaining μπορεί να θεωρηθεί περισσότερο ως 
μία λειτουργία της JavaScript παρά ως σχεδιαστικό πρότυπο. Το πρότυπο δίνει την 
δυνατότητα σε μόνο μία γραμμή κώδικα να εκτελεστούν πολλές μέθοδοι στην σειρά και 
να δημιουργήσουν μία αλυσίδα εκτέλεσης. Προϋπόθεση για να συμβεί αυτό, είναι η 
κάθε μέθοδος να επιστρέφει ένα αντικείμενο που να έχει μία μέθοδο η οποία θα κληθεί 
μετά. Το πρότυπο Method Chaining χρησιμοποιείται πολύ συχνά σε βιβλιοθήκες της 
JavaScript (μία από αυτές είναι η jQuery) [4][6]. Οι βασικοί λόγοι για την χρήση του 
προτύπου είναι, η απαλλαγή από περιττές γραμμές κώδικα και η προσθήκη νοήματος σε 
μία αλυσίδα μεθόδων. Η τεχνική της προσθήκης νοήματος σε μία αλυσίδα μεθόδων 
ονομάζεται Fluent Interface [6]. 
Το πρότυπο Method Chaining μπορεί να γίνει εύκολα κατανοητό από τα 
παρακάτω παραδείγματα. 
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 let obj = { 
     num : 0, 
     increment : function(){ 
         this.num++; 
         return this; 
     }, 
     printNum : function(){ 
         console.log(this.num); 
         return this; 
     } 
 }; 
 // Method Chaining 
 obj.printNum().increment().printNum().increment().printNum();  
  
 // Output 
 // 0 
 // 1 
 // 2 
  
 
Στο προηγούμενο παράδειγμα το αντικείμενο obj, έχει μία ιδιότητα num που 
είναι ένας αριθμός και έχει δύο μεθόδους. Η μέθοδος increment αυξάνει την ιδιότητα 
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num κατά μία μονάδα και η μέθοδος printNum εκτυπώνει στην κονσόλα την τιμή της 
ιδιότητας num. Επιπρόσθετα και οι δύο μέθοδοι επιστρέφουν την τιμή this (return this) 
δηλαδή επιστρέφουν μία αναφορά προς το ίδιο το αντικείμενο. Με αυτό τον τρόπο 
μπορεί να δημιουργηθεί μία αλυσίδα μεθόδων που εκτελούνται η μία μετά την άλλη 
όπως διατυπώνεται και στο παράδειγμα. 
Το προηγούμενο παράδειγμα είναι η κλασσική εφαρμογή του προτύπου Method 
Chaining. Το πρότυπο Fluent Interface εφαρμόζει το πρότυπο Method Chaining αλλά 
ταυτόχρονα προσθέτει νόημα σε μία αλυσίδα, έτσι ώστε μία αλυσίδα να εκτελεί μία 
λειτουργία σημασιολογικά [6]. Στο επόμενο παράδειγμα εφαρμόζεται το πρότυπο Fluent 
Interface. 
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 let obj = { 
     insert: function(insValue){ 
         return { 
             into: function(arrValue){ 
                 return{ 
                     position : function(posValue){ 
                         let array = arrValue; 
                         array.splice(posValue, 0 ,insValue); 
                         return array; 
                     } 
                 } 
             } 
         } 
     } 
 }; 
 
 let array = obj.insert(100).into([10,200]).position(1); 
 
 // Output 
 // [10,100,200] 
  
 
Στο παραπάνω παράδειγμα εφαρμόζεται το πρότυπο Fluent Interface. Η αλυσίδα 
μεθόδων obj.insert(100).into([10,200]).position(1) είναι μία λεκτική πρόταση που 
προσδιορίζει τι ακριβώς θα συμβεί κατά την εκτέλεση των μεθόδων. Πιο συγκεκριμένα η 
αλυσίδα προσθέτει μία τιμή σε έναν πίνακα σε μία συγκεκριμένη θέση (insert into 
position). Για να επιτευχθεί η λειτουργία του παραδείγματος πρέπει η  κάθε μέθοδος να 
επιστρέφει ένα αντικείμενο που περιέχει τις μεθόδους που μπορούν να εκτελεστούν 
έπειτα. 
Το Fluent Interface χρησιμοποιείται συχνά σε βιβλιοθήκες και API έτσι ώστε οι 
χρήστες τους να μπορούν εύκολα να κατανοούν και να θυμούνται πιο εύκολα διάφορες 
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λειτουργίες. Από την άλλη πλευρά όμως, η ανάπτυξη του κώδικα γίνεται αρκετά 
πολύπλοκη [6].  
 3.5.2 Namespace Pattern 
Πριν γίνει ανάλυση του σχεδιαστικού προτύπου Namespace, είναι σημαντικό να 
γίνει αναφορά σε μία σημαντική ιδιαιτερότητα που υπάρχει στην JavaScript. Η μηχανή 
εκτέλεσης της JavaScript σε ένα browser ή στο Node.js, έχει ένα δημόσιο πεδίο δράσης 
που θα εκτελεστεί ο κώδικας. Εκεί “κατοικούν” μεταβλητές, αντικείμενα και 
συναρτήσεις και όλα είναι δημόσια. Επομένως υπάρχει μεγάλη πιθανότητα στο δημόσιο 
πεδίο δράσης, οι δηλώσεις νέων μεταβλητών και η ανάθεση τιμών να επικαλύψουν 
υπάρχουσες τιμές και αυτό θα προκαλέσει σοβαρή δυσλειτουργία. Η πιθανότητα να 
συμβεί κάτι τέτοιο, αυξάνεται δραματικά όσο προστίθεται κώδικας από τρίτους (όπως 
βιβλιοθήκες, API’s, Plugins κλπ) αλλά και όσο μεγαλώνει το πρόγραμμα. Όσο 
μεγαλώνει το πρόγραμμα υπάρχει πιθανότητα να επικαλυφθούν ή να χαθούν τιμές 
μεταβλητών επειδή δηλώθηκαν ξανά υπάρχουσες μεταβλητές λόγω απροσεξίας. Αυτό το 
πρόβλημα είναι πολύ συχνό σε διαδικαστικές γλώσσες προγραμματισμού και η 
JavaScript δεν αποτελεί εξαίρεση [20]. 
Οι λύσεις του προβλήματος της “μόλυνσης” του πεδίου ονομάτων γίνεται με την 
χρήση συναρτήσεων ή με την χρήση αντικειμένων ή με ένα συνδυασμό και των δύο. Το 
Namespace Pattern χρησιμοποιεί αντικείμενα με την μορφή Object Literal και προσθέτει 
τον κώδικα σε μεθόδους του. Συνήθως όλο το πρόγραμμα δηλώνεται μέσα σε μερικές 
μεθόδους και με αυτόν τον τρόπο μειώνεται η πιθανότητα να επικαλυφθούν μεταβλητές 
που δεν πρέπει. Στο επόμενο παράδειγμα γίνεται χρήση του προτύπου Namespace στην 
κλασική του εκδοχή [20]. 
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 let namespace = { 
     demoValue : 1000, 
     loadData : function( callback ){ 
         console.log("Data loaded"); 
         callback.call(this); 
     }, 
     app : function(){ 
         console.log("Application is running"); 
     }, 
     init : function(){ 
         this.loadData( this.app ); 
     } 
 } 
 
 namespace.init(); 
 28 
16 
17 
18 
19 
20 
 
 // Output 
 // Data loaded 
 // Application is running 
  
 
Όπως φαίνεται και στο παράδειγμα, η εφαρμογή βρίσκεται μέσα σε ένα 
αντικείμενο και εκδηλώνεται με την κλήση της μεθόδου init(). Παρόλο που η εφαρμογή 
έχει κλειστεί μέσα στο αντικείμενο namespace και προστατεύεται, ακόμα υπάρχει 
πιθανότητα επικάλυψης του ίδιου του αντικειμένου namespace. Αυτό μπορεί να 
αποφευχθεί με την χρήσης μία συνάρτησης IIFE (Immediately-Invoked Function 
Expression). Η συνάρτηση IIFE είναι μία ανώνυμη συνάρτηση που εκτελείται την 
στιγμή που δηλώνεται. Το προηγούμενο παράδειγμα με την χρήση της IIFE έχει την 
παρακάτω μορφή. 
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 let namespace = "Do not Override"; 
 
 (function(newName){ 
     let namespace = { 
         demoValue : 1000, 
         loadData : function( callback ){ 
             console.log("Data loaded"); 
             callback.call(this); 
         }, 
         app : function(){ 
             console.log("Application is running"); 
             console.log(newName); 
         }, 
         init : function(){ 
             this.loadData( this.app ); 
         } 
     } 
 
     namespace.init(); 
 }(namespace)); 
 
 // Output 
 // Data loaded 
 // Application is running 
 // Do not Override 
  
 
Στο παραπάνω παράδειγμα χρησιμοποιείται μία συνάρτηση IIFE και στο πεδίο 
δράσης της τρέχει ο κώδικας της εφαρμογής. Το αντικείμενο namespace που βρίσκεται 
μέσα στην IIFE δεν επικαλύπτει την μεταβλητή namespace στο δημόσιο πεδίο δράσης, 
αλλά μόνο στο πεδίο δράσης της IIFE. Επειδή όμως μπορεί να χρειαστεί να γίνει 
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προσπέλαση της μεταβλητής namespace μέσα στην εφαρμογή, δηλώνεται ως 
παράμετρος στην IIFE και χρησιμοποιείται εντός της IIFE με την ονομασία newName.  
Με την χρήση του προτύπου Namespace και με την χρήση συναρτήσεων, 
αποφεύγονται οι συγκρούσεις μεταβλητών ικανοποιητικά. Ακόμα και έτσι όμως 
χρειάζεται προσοχή κατά την σχεδίαση. 
 3.5.3 Module Pattern  
Στη JavaScript, η λέξη Module αναφέρεται σε μικρές μονάδες ανεξάρτητου 
επαναχρησιμοποιήσιμου κώδικα. Είναι τα θεμέλια πολλών σχεδιαστικών προτύπων και 
χρησιμοποιούνται σε πολύ μεγάλο βαθμό κατά την κατασκευή οποιασδήποτε εφαρμογής 
βασισμένη σε JavaScript [4]. 
Στόχος του προτύπου είναι, ο διαχωρισμός του κώδικα μέσα σε μία μονάδα σε 
δύο επίπεδα, στο ιδιωτικό και στο δημόσιο.  Ένας πελάτης που χρησιμοποιεί ένα Module 
έχει πρόσβαση μόνο στις δημόσιες λειτουργίες ενός αντικειμένου, ενώ οι ιδιωτικές 
λειτουργίες και τιμές είναι εγκλεισμένες μέσα σε ένα πεδίο δράσης μίας συνάρτησης. Ο 
διαχωρισμός αυτός επιτυγχάνεται με την χρήση των Closures και των Object Literals 
[4][6]. Στο παρακάτω παράδειγμα εφαρμόζεται το σχεδιαστικό πρότυπο Module στην 
κλασική του μορφή. 
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 let testModule = (function(){ 
     
     let value = 100; 
     let privateMethod = function(){ 
       value++;   
     }; 
     
     return { 
         publicMethod : function(){ 
             privateMethod(); 
             console.log(value); 
         } 
     }; 
     
 }()); 
 
 testModule.publicMethod(); 
 testModule.publicMethod(); 
 
 // Output 
 // 101 
 // 102 
  
Σύμφωνα με την παραπάνω υλοποίηση του προτύπου Module, χρησιμοποιείται 
μία συνάρτηση IIFE η οποία επιστρέφει ένα αντικείμενο που περιέχει τις δημόσιες 
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μεθόδους.  Η μεταβλητή testModule είναι ένα αντικείμενο που έχει την μέθοδο 
publicMethod. Το αντικείμενο αυτό έχει πρόσβαση στο πεδίο δράσης της συνάρτησης 
IIFE και έτσι μπορεί να έχει πρόσβαση στην τιμή value και στην συνάρτηση 
privateMethod. 
Τα δύο κύρια θετικά που προσφέρει το πρότυπο Module είναι ο διαχωρισμός του 
κώδικα σε ιδιωτικό και δημόσιο και έτσι ο πελάτης ενός Module γνωρίζει μόνο τις 
δημόσιες μεθόδους. Το δεύτερο θετικό είναι η οργάνωση του κώδικα σε μικρά 
επαναχρησιμοποιήσιμα τμήματα. 
Το πρότυπο Module όμως έχει και δύο αρνητικά. Πρώτον, όταν μία μέθοδος 
πρέπει να γίνει από δημοσία ιδιωτική ή το αντίθετο, πρέπει να αλλάξει ο κώδικας 
τοποθεσία. Αυτό φυσικά μπορεί να λυθεί με την εναλλακτική μορφή του προτύπου που 
ονομάζεται Revealing Module Pattern και αναλύεται παρακάτω. Το δεύτερο αρνητικό 
είναι ότι ένα Module δεν μπορεί να επεκταθεί. Στον αντικειμενοστρεφή προγραμματισμό 
βασισμένο στις κλάσεις, όταν υπάρχει μία κλάση και υπάρχει ανάγκη από μία δεύτερη 
κλάση με ελαφρός διαφορετική λειτουργία, τότε μπορεί να γίνει επέκταση της κλάσης 
και να γίνει επικάλυψη μίας μεθόδου. Στην περίπτωση του προτύπου Module το σωστό 
είναι να δημιουργηθεί ένα νέο Module. Το πρόβλημα αυτό συναντάται συχνά σε 
βιβλιοθήκες, όπου ένας χρήστης δεν έχει πρόσβαση στο ιδιωτικό τμήμα ενός Module για 
να παρέμβει σε μία λειτουργία του. Παρ’όλα αυτά το σχεδιαστικό πρότυπο Module είναι 
ιδιαίτερα χρήσιμο όταν χρησιμοποιείται σωστά [4].  
Το πρότυπο Module εκτός από την κλασική του μορφή έχει και διάφορες 
παραλλαγές που αλλάζουν την δομή του. Η πιο κλασική παραλλαγή ονομάζεται 
Revealing Module Pattern. Η διαφορά τους είναι ότι στο Revealing Module Pattern όλος 
ο κώδικας του Module δηλώνεται μέσα στην συνάρτηση IIFE και στο επιστρεφόμενο 
αντικείμενο δηλώνονται μόνο οι ονομασίες των συναρτήσεων που θα είναι δημόσιες. Με 
αυτό τον τρόπο ο κώδικας υπάρχει σε ένα μέρος και δεν χρειάζεται να μετακινείται όταν 
γίνονται αλλαγές στο Module [4]. Στο παρακάτω παράδειγμα εφαρμόζεται το 
σχεδιαστικό πρότυπο Revealing Module Pattern. 
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 let testModule = (function(){ 
     
     let value = 100; 
     let privateMethod = function(){ 
       value++;   
     }; 
     
     let publicMethod = function(){ 
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         privateMethod(); 
         console.log(value); 
     }; 
      
     return { 
         publicMethod : publicMethod 
     }; 
     
 }()); 
 
 testModule.publicMethod(); 
 testModule.publicMethod(); 
 
 // Output 
 // 101 
 // 102 
  
 
Η ευρεία χρήση του σχεδιαστικού προτύπου Module οδήγησε την JavaScript στο 
να συμπεριλάβει στην έκδοση ES6 την υποστήριξη των Modules εγγενώς και έτσι ένας 
προγραμματιστής μπορεί να χτίσει την δική του βιβλιοθήκη με Modules τα οποία εισάγει 
στο πρόγραμμα του [3]. Η υποστήριξη των Modules στην ES6  διαφέρει στην υλοποίηση 
από το πρότυπο Module pattern. Το Module Pattern είναι ένα εξαιρετικό πρότυπο και 
εξακολουθεί να χρησιμοποιείται και στην έκδοση ES6 σε μεγάλο βαθμό [4]. 
 3.6  Σχεδιαστικά πρότυπα βασισμένα στις κλάσεις 
Τα σχεδιαστικά πρότυπα βασισμένα στις κλάσεις χρησιμοποιούνται σε 
αντικειμενοστρεφείς γλώσσες που βασίζονται στις κλάσεις. Η JavaScript δεν αποτελεί 
εξαίρεση παρότι είναι μία γλώσσα που βασίζεται στα prototypes.  
Η προσθήκη των κλάσεων στην έκδοση ES6 οδήγησε σε καλύτερη σύνταξη, 
καθώς η χρήση συναρτήσεων κατασκευαστών υστερούσε σε αυτό [3]. Επιπλέον η 
JavaScript χρησιμοποιείται σήμερα σε μεγάλα έργα λογισμικού που απαιτούν οργάνωση 
στο σχεδιασμό και έτσι η χρήση των κλάσεων είναι αναγκαία. Επίσης τα σχέδια 
λογισμικού μπορούν να αναπτυχθούν ταχύτερα από ομάδες προγραμματιστών όταν 
χρησιμοποιούν κλάσεις. Οι παραπάνω λόγοι οδήγησαν στο να χρησιμοποιούνται οι 
κλάσεις σε μεγάλο βαθμό σήμερα. 
Ένας προγραμματιστής στην JavaScript όταν αναπτύσσει μία εφαρμογή έχει να 
επιλέξει μεταξύ δύο αντικειμενοστρεφών στυλ συγγραφής και έτσι θα χρησιμοποιήσει τα 
αντίστοιχα σχεδιαστικά πρότυπα για κάθε στυλ.  
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Το πρώτο στυλ βασίζεται στην απλή δημιουργία και αντιγραφή αντικειμένων και 
στην δημιουργία τους με την χρήση Object Literals ή με άλλες εντολές όπως η 
Object.create και χρησιμοποιούνται τα [[Prototypes]] για την κληρονομικότητα. Αυτό το 
αντικειμενοστρεφής στυλ συγγραφής δίνει ταχύτητα στην ανάπτυξη και αρκετή 
ελευθερία αλλά υστερεί σε οργάνωση.  
Το δεύτερο στυλ βασίζεται στην χρήση κλάσεων. Οι κλάσεις με την χρήση των 
αρχών καλής σχεδίασης, προσφέρουν ευελιξία και οργάνωση στην ανάπτυξη λογισμικού 
και μπορεί μία εφαρμογή να χωριστεί σε τμήματα πιο εύκολα έτσι ώστε να αναπτυχθεί 
από πολλά άτομα ταυτόχρονα. Επίσης οι προγραμματιστές που έχουν εμπειρία σε άλλες 
αντικειμενοστρεφείς γλώσσες προγραμματισμού είναι αρκετά εξοικειωμένοι με αυτό το 
στυλ συγγραφής. Όμως αυτό το στυλ είναι καλό να χρησιμοποιείται μόνο σε μεγάλες 
εφαρμογές καθώς προσθέτει περιττή πολυπλοκότητα όταν χρησιμοποιείται για απλές 
εφαρμογές που απαιτούν λίγες γραμμές κώδικα.  
Τα σχεδιαστικά πρότυπα που βασίζονται στις κλάσεις αποτελούν επίσημες 
βέλτιστες πρακτικές τις οποίες ο προγραμματιστής μπορεί να χρησιμοποιήσει για την 
επίλυση κοινών προβλημάτων κατά το σχεδιασμό μιας εφαρμογής ή ενός συστήματος 
και εφαρμόζουν πρακτικές καλής σχεδίασης. 
Τα πιο σημαντικά γνωστά σχεδιαστικά πρότυπα βασισμένα στις κλάσεις είναι 
αυτά που καταγράφηκαν από τους Gamma, Helm, Johnson και Vlissides, οι οποίοι είναι 
γνωστοί ως "Ομάδα των Τεσσάρων" (Gang of Four - GoF) στο βιβλίο Design Patterns: 
Elements of Reusable Object-Oriented Software [1]. Τα σχεδιαστικά πρότυπα τα οποία 
αναλύονται εκτενώς στα επόμενα κεφάλαια, χωρίζονται σε τρεις κύριες κατηγορίες, στα 
Κατασκευαστικά πρότυπα, στα Δομικά πρότυπα και στα πρότυπα Συμπεριφοράς [1]. Στο 
σύνολο τους είναι 23 και είναι τα παρακάτω: 
Κατασκευαστικά πρότυπα 
1. Abstract Factory 
2. Builder 
3. Factory Method 
4. Prototype 
5. Singleton 
Δομικά πρότυπα 
1. Adapter 
2. Bridge 
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3. Composite 
4. Decorator 
5. Façade 
6. Flyweight 
7. Proxy 
Πρότυπα Συμπεριφοράς 
1. Chain of Responsibility 
2. Command 
3. Interpreter 
4. Iterator 
5. Mediator 
6. Memento 
7. Observer 
8. State 
9. Strategy 
10. Template Method 
11. Visitor 
 
Τα σχεδιαστικά πρότυπα των “GoF” χρησιμοποιούν αφηρημένες κλάσεις και 
διεπαφές , δύο χαρακτηριστικά που χρησιμοποιούνται σε γλώσσες προγραμματισμού 
όπως η Java [1]. Η JavaScript από την πλευρά της δεν υποστηρίζει ούτε τις αφηρημένες 
κλάσεις, ούτε τις διεπαφές, αλλά γίνεται προσομοίωση τους με έναν κοινό τρόπο και για 
τις δύο, όπως στο επόμενο παράδειγμα. 
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 class AbstractClass { 
     constructor(){ 
         if(new.target == AbstractClass) throw new Error("Abstract 
Class"); 
     } 
     abstractMethod1(){ 
     } 
     abstractMethod2(){ 
         throw new Error("Abstract Method"); 
     } 
     normalMethod(){ 
         console.log("Normal Method"); 
     } 
 } 
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Η κλάση AbstractClass στο παραπάνω παράδειγμα, δεν μπορεί να αρχικοποιηθεί 
με την εντολή new γιατί θα δημιουργηθεί σφάλμα. Το σφάλμα δημιουργείται από τον 
έλεγχο που γίνεται με την εντολή if(new.target == AbstractClass) και ελέγχεται αν ο 
κατασκευαστής της κλάσης AbstractClass καλείται με την εντολή new. Σε περίπτωση 
που ο κατασκευαστής κληθεί από μία υποκλάση με την εντολή super(), τότε λειτουργεί 
κανονικά και δημιουργεί ένα στιγμιότυπο. Επιπλέον η AbstractClass έχει τρεις μεθόδους. 
Η μέθοδος normalMethod() είναι μία κανονική μέθοδος που όταν κληρονομηθεί μπορεί 
να εκτελεστεί κανονικά. Η μέθοδος abstractMethod1() είναι μία κενή – αφηρημένη 
μέθοδος που μπορεί να μείνει ως έχει ή να επικαλυφθεί από τις υποκλάσεις. Η μέθοδος 
abstractMethod2() είναι μία κενή – αφηρημένη μέθοδος που πρέπει να επικαλυφθεί από 
τις υποκλάσεις, γιατί αλλιώς η κλήση της θα προκαλέσει σφάλμα. 
Εκτός από τις αφηρημένες κλάσεις και διεπαφές η JavaScript δεν υποστηρίζει τoν 
έλεγχο τύπου στις παραμέτρους των μεθόδων και των συναρτήσεων (η JavaScript ανήκει 
στην κατηγορία των weakly typed ή untyped γλωσσών προγραμματισμού) [13]. Πολλά 
σχεδιαστικά πρότυπα όμως απαιτούν έλεγχο τύπου των αντικειμένων που μία μέθοδος 
δέχεται ως παράμετρο. Επομένως ο έλεγχος τύπου γίνεται μέσα στις μεθόδους ή τις 
συναρτήσεις, όπου απαιτείται. Για τον έλεγχο τύπου των δεδομένων χρησιμοποιούνται 
δύο εντολές. Η εντολή typeof και η εντολή instanceof. Η εντολή typeof επιστρέφει τον 
τύπο δεδομένων, δηλαδή αν μία μεταβλητή είναι string, number, object (οι πίνακες είναι 
object), function ή undefined. Η εντολή instanceof ελέγχει αν ένα αντικείμενο είναι 
στιγμιότυπο μίας κλάσης και επιστρέφει μία λογική τιμή. 
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 class TestClass{ 
     constructor(){} 
 } 
 
 class SubClass extends TestClass{ 
     constructor(){ 
         super(); 
     } 
 } 
 
 let x = new TestClass(); 
 let y = new SubClass(); 
 
 x instanceof TestClass // true 
 x instanceof SubClass  // false 
 y instanceof TestClass // true 
 y instanceof SubClass  // true 
 
 let z = [100,1,"text"]; 
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 typeof x == "object" // true 
 typeof z == "object" // true 
 typeof z[2] == "string" // true 
 typeof NaN // "number" 
 typeof undefined // "undefiend" 
 typeof null //object 
  
 
Η εντολή typeof θέλει προσοχή γιατί ο έλεγχος της τιμής NaN (not a number) 
επιστρέφει την τιμή number και ο έλεγχος τις τιμής null επιστρέφει την τιμή object. 
Είναι σημαντικό να αναφερθεί ότι η JavaScript είναι μία αρκετά ελεύθερη 
γλώσσα δίχως ελέγχους στους τύπους και έτσι πρέπει να παραμείνει. Επομένως ο 
έλεγχος του τύπου πρέπει να γίνεται μόνο όταν είναι ανάγκη. Όταν τα δεδομένα στις 
παραμέτρους αναμένεται να είναι σίγουρα της σωστής μορφής, δεν χρειάζεται έλεγχος 
τύπου. Όπως για παράδειγμα μία μέθοδος που εκτυπώνει στην κονσόλα ότι δέχεται ως 
παράμετρο. 
Στα επόμενα τρία κεφάλαια αναλύονται και υλοποιούνται τα 23 σχεδιαστικά 
πρότυπα των “GoF”. 
 
 4 Κατασκευαστικά Σχεδιαστικά Πρότυπα 
Στη μηχανική λογισμικού, τα κατασκευαστικά σχεδιαστικά πρότυπα αποτελούν 
μία από τις τρεις βασικές κατηγορίες σχεδιαστικών προτύπων. Ο κλασσικός τρόπος 
δημιουργίας αντικειμένων με κλάσεις μπορεί να δημιουργήσει σχεδιαστικά προβλήματα 
ή να κάνει πολύπλοκο τον κώδικα κατά την ανάπτυξη του λογισμικού. Τα 
κατασκευαστικά σχεδιαστικά πρότυπα ασχολούνται με τον τρόπο που δημιουργούνται 
τα αντικείμενα στις αντικειμενοστρεφείς γλώσσες προγραμματισμού όπως η JavaScript 
και με την χρήση τους γίνεται προσπάθεια επίλυσης διάφορων προβλημάτων από αυτά 
που προκύπτουν πολύ συχνά [4]. 
Τα κατασκευαστικά σχεδιαστικά πρότυπα ασχολούνται με τη διαδικασία 
δημιουργίας στιγμιότυπων και βοηθούν ένα σύστημα να απελευθερωθεί από τον τρόπο 
με τον οποίο τα αντικείμενα δημιουργούνται ή συνθέτονται. Τα κατασκευαστικά 
πρότυπα είναι πολύ χρήσιμα όταν ένα σύστημα εξελίσσεται και αυτό γιατί προσθέτουν 
ευελιξία στην δημιουργία αντικειμένων. Η δημιουργία ενός στιγμιότυπου μίας κλάσης 
για την κατασκευή αντικειμένου αποτελεί απλά την βάση για το πώς κατασκευάζονται 
σύνθετα αντικείμενα ή ομάδες αντικειμένων κατά την εκτέλεση του προγράμματος. Τα 
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κατασκευαστικά σχεδιαστικά πρότυπα προσθέτουν μία συμπεριφορά στην δημιουργία 
αντικειμένων και τελικά βοηθούν στον έλεγχο και επέκταση ενός συστήματος. 
Σε αυτό το κεφάλαιο γίνεται ανάλυση και υλοποίηση πέντε κλασσικών 
Κατασκευαστικών σχεδιαστικών προτύπων στην νεότερη έκδοση της JavaScript. Τα 
πέντε σχεδιαστικά πρότυπα, Abstract Factory, Builder, Factory method, Prototype και 
Singleton, περιγράφονται για πρώτη φορά στο βιβλίο “Design Patterns: Elements of 
Reusable Object-Oriented Software” και αναφέρονται συχνά σε αυτά με την ονομασία 
“GoF Design Patterns”. Τα σχεδιαστικά πρότυπα καταγράφηκαν από τους Gamma, 
Helm, Johnson και Vlissides, οι οποίοι είναι γνωστοί ως "Ομάδα των Τεσσάρων" (Gang 
of Four - GoF) [1]. 
 4.1  Abstract Factory 
 4.1.1 Εισαγωγή 
 Το σχεδιαστικό πρότυπο Abstract Factory ανήκει στα 23 γνωστά σχεδιαστικά 
πρότυπα των “GoF”. Ο σκοπός αυτού του κατασκευαστικού σχεδιαστικού προτύπου, 
είναι να λύσει προβλήματα που συχνά προκύπτουν κατά τη δημιουργία αντικειμένων 
μέσα σε μία εφαρμογή. Για παράδειγμα, ας σκεφτούμε το εξής κλασικό πρόβλημα σε 
αντικειμενοστρεφείς γλώσσες προγραμματισμού, κάνοντας εκτεταμένη χρήση ενός 
κατασκευαστή μίας κλάσης απευθείας με την εντολή  new μέσα σε ένα μεγάλο 
πρόγραμμα, μπορεί να οδηγήσει σε προβληματική συμπεριφορά του προγράμματος όταν 
θα πρέπει να γίνει μελλοντική αλλαγή στην ονομασία της κλάσης ή στις παραμέτρους 
του κατασκευαστή. Επιπλέον, παραβιάζεται μία από τις βασικές αρχές του 
αντικειμενοστρεφούς προγραμματισμού, η Αρχή Αντιστροφής των Εξαρτήσεων όπου 
υπαγορεύει ότι πρέπει να προτιμάται να υπάρχουν εξαρτήσεις από αφηρημένες κλάσεις 
αντί για συγκεκριμένες κλάσεις. Γι’ αυτό το λόγο είναι αναγκαίο να γίνει η χρήση ενός 
σχεδιαστικού προτύπου όπως το Abstract Factory όπου αποκρύπτει μέσω μίας διεπαφής 
τη δημιουργία αντικειμένων. Με αυτό το τρόπο ακολουθείται και η Αρχή Αντιστροφής 
των Εξαρτήσεων. 
Γενικά το πρότυπο χρησιμοποιείται όταν σε μία εφαρμογή πρέπει να γίνει 
απελευθέρωση του τρόπου δημιουργίας αντικειμένων ή όταν η εφαρμογή δουλεύει με 
μεγάλο πλήθος διαφορετικού τύπου αντικειμένων. Γενικά θα μπορούσε να ειπωθεί ότι το 
Abstract Factory δημιουργεί αντικείμενα από πολλές οικογένειες κλάσεων [1].  Η  
υλοποίηση του Abstract Factory στην ES6 είναι αρκετά απλή σε σχέση με τις 
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προηγούμενες εκδόσεις της ECMAScript καθώς η χρήση των κλάσεων κάνει πιο καθαρό 
και ευανάγνωστο τον κώδικα. 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς μία εφαρμογή μπορεί να γίνει ανεξάρτητη από τον κλασικό τρόπο 
δημιουργίας αντικειμένων [1]. 
2. Πώς μία κλάση μπορεί να γίνει ανεξάρτητη από τη δημιουργία των αντικειμένων 
που απαιτεί [1]. 
3. Πώς δημιουργούνται οικογένειες σχετικών ή εξαρτώμενων αντικειμένων, χωρίς να 
έχει προσδιοριστεί ο ακριβής κατασκευαστής τους [1]. 
Τακτική: 
1. Ενσωμάτωση της λειτουργίας δημιουργίας αντικειμένων σε ένα ξεχωριστό 
αντικείμενο εργοστάσιο [1].  
2. Μία κλάση μεταβιβάζει τη δημιουργία αντικειμένων σε ένα αντικείμενο 
εργοστάσιο αντί να δημιουργεί η ίδια απευθείας αντικείμενα [1].  
3. Ορισμός μίας διεπαφής AbstractFactory και υλοποίηση της με συγκεκριμένες 
κλάσεις ConcreteFactory. Τα αντικείμενα των συγκεκριμένων κλάσεων 
ConcreteFactory είναι υπεύθηνα για την δημιουργία αντικειμένων Product [1]. 
 4.1.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Abstract Factory όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 4-
1. 
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Εικόνα 4-1: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Abstract Factory 
 
Η αφηρημένη κλάση AbstractFactory έχει δύο μεθόδους την createProductA και 
την createProductB. Η μέθοδος createProductA είναι υπεύθυνη για τη δημιουργία  και 
επιστροφή αντικειμένων ProductA και η μέθοδος createProductB είναι υπεύθυνη για τη 
δημιουργία και επιστροφή αντικειμένων ProductB. 
Οι δύο συγκεκριμένες κλάσεις ConcreteFactory1 & ConcreteFactory2 υλοποιούν 
την αφηρημένη κλάση AbstractFactory. Η υλοποίηση της μεθόδου createProductA της 
ConcreteFactory1 επιστρέφει αντικείμενα της κλάσης ProductA1 και η υλοποίηση της 
μεθόδου createProductB επιστρέφει αντικείμενα της κλάσης ProductB1. Η υλοποίηση 
της μεθόδου createProductA της ConcreteFactory2 επιστρέφει αντικείμενα της κλάσης 
ProductA2 και η υλοποίηση της μεθόδου createProductB επιστρέφει αντικείμενα της 
κλάσης ProductB2. 
Οι κλάσεις ProductA1 και ProductA2 υλοποιούν την αφηρημένη κλάση 
AbstractProductA. Οι κλάσεις ProductB1 και ProductB2 υλοποιούν την αφηρημένη 
κλάση AbstractProductB. Ο συνδυασμός ενός ProductA και ProductB αποτελεί μία 
οικογένεια αντικειμένων που δημιουργούνται από μία ConcreteFactory. Από εδώ και στο 
εξής οι συνδυασμοί αυτοί θα ονομάζονται και απλά ως οικογένειες. 
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Ο πελάτης Client χρησιμοποιεί τις διεπαφές που δηλώθηκαν από τις κλάσεις 
AbstractFactory και AbstractProduct. 
 4.1.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 4.1 και την χρήση της ES6 με την χρήση κλάσεων. 
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'use strict'; 
 
class AbstractFactory { 
    constructor() { 
        if(new.target == AbstractFactory)  
            throw new Error("Abstract Class"); 
    } 
    createProductA() { 
        throw new Error("Abstract Class Method"); 
    } 
    createProductB() { 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class ConcreteFactory1 extends AbstractFactory { 
    constructor() { 
        super(); 
        console.log("ConcreteFactory1 class created"); 
    } 
 
    createProductA() { 
        console.log("ConcreteFactory1 createProductA"); 
        return new ProductA1(); 
    } 
 
    createProductB() { 
        console.log("ConcreteFactory1 createProductB"); 
        return new ProductB1(); 
    } 
} 
 
class ConcreteFactory2 extends AbstractFactory { 
    constructor() { 
        super(); 
        console.log("ConcreteFactory2 class created"); 
    } 
 
    createProductA() { 
        console.log("ConcreteFactory2 createProductA") 
        return new ProductA2(); 
    } 
 
    createProductB() { 
        console.log("ConcreteFactory2 createProductB"); 
        return new ProductB2(); 
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    } 
} 
 
class AbstractProductA { 
    constructor() { 
        if(new.target == AbstractProductA) 
            throw new Error("Abstract Class"); 
    } 
} 
 
class AbstractProductB { 
    constructor() { 
        if(new.target == AbstractProductB)  
            throw new Error("Abstract Class"); 
    } 
} 
 
class ProductA1 extends AbstractProductA { 
    constructor() { 
        super(); 
        console.log("ProductA1 created"); 
    } 
} 
 
class ProductA2 extends AbstractProductA { 
    constructor() { 
        super(); 
        console.log("ProductA2 created"); 
    } 
} 
 
class ProductB1 extends AbstractProductB { 
    constructor() { 
        super(); 
        console.log("ProductB1 created"); 
    } 
} 
 
class ProductB2 extends AbstractProductB { 
    constructor() { 
        super(); 
        console.log("ProductB2 created"); 
    } 
} 
 
let factory1 = new ConcreteFactory1(); 
let productA1 = factory1.createProductA(); 
let productB1 = factory1.createProductB(); 
 
let factory2 = new ConcreteFactory2(); 
let productA2 = factory2.createProductA(); 
let productB2 = factory2.createProductB(); 
 
// Output 
// ConcreteFactory1 class created 
 41 
102 
103 
104 
105 
106 
107 
108 
109 
110 
111 
// ConcreteFactory1 createProductA 
// ProductA1 created 
// ConcreteFactory1 createProductB 
// ProductB1 created 
// ConcreteFactory2 class created 
// ConcreteFactory2 createProductA 
// ProductA2 created 
// ConcreteFactory2 createProductB 
// ProductB2 created 
  
 4.1.4 Χρήση και Προβληματισμοί 
Το σχεδιαστικό πρότυπο Abstract Factory έχει οφέλη και ελαττώματα. Σύμφωνα 
με την παραπάνω υλοποίηση, από την μία πλευρά απομονώνει τη δημιουργία 
αντικειμένων ProductA & B, δίνοντας πρόσβαση μέσω μεθόδων για τη δημιουργία τους, 
γεγονός που διευκολύνει τον χειρισμό. Επίσης, η ανταλλαγή οικογενειών αντικειμένων 
(ProductA1, ProductB1 ή ProductA2, ProductB2) είναι απλούστερη για τον λόγο ότι το 
συγκεκριμένο εργοστάσιο (ConcreteFactory), εμφανίζεται στον κώδικα μόνο εκεί όπου 
εκδηλώνεται με την εντολή new ConcreteFactory(). Επιπλέον, αν τα Product μίας 
οικογένειας προορίζονται να συνεργάζονται μεταξύ τους, το Abstract Factory κάνει  
εύκολη την χρήση των Product από μία μόνο οικογένεια τη φορά. Από την άλλη πλευρά, 
για την ορθή εφαρμογή του προτύπου, είναι δύσκολη η προσθήκη νέων μεθόδων για τη 
δημιουργία Product από μία νέα κλάση (ProductC1), γιατί η αφηρημένη κλάση 
AbstractFactory χρησιμοποιεί συγκεκριμένο αριθμό μεθόδων και κατ’ επέκταση 
συγκεκριμένο αριθμό τύπων αντικειμένων Product που μπορούν να δημιουργηθούν 
(εκτός αν κάνουμε υπερβάσεις). Άρα η προσθήκη μίας νέας μεθόδου (createProductC) 
στην αφηρημένη κλάση AbstractFactory θα πρέπει να υλοποιηθεί και σε όλες τις 
υποκλάσεις  ConcreteFactory. Πολλές φορές το σχεδιαστικό πρότυπο όπως και όλα τα 
σχεδιαστικά πρότυπα,  μπορεί να οδηγήσουν σε νέα προβλήματα. Παρακάτω 
αναφέρονται αλλαγές του σχεδιαστικού προτύπου Abstract Factory που επιλύουν 
διάφορες δύσκολες καταστάσεις. 
 
Factories as singletons 
Πολύ συχνά μία εφαρμογή χρειάζεται αποκλειστικά ένα στιγμιότυπο  κάθε 
κλάσης ConcreteFactory. Αυτό σημαίνει ότι είναι προτιμότερο η κάθε ConcreteFactory 
να ακολουθεί το σχεδιαστικό πρότυπο Singleton ώστε όλες οι αρχικοποιήσεις να 
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αναφέρονται στο πρώτο στιγμιότυπο της κλάσης. Το σχεδιαστικό πρότυπο, περιγράφεται 
αναλυτικά παρακάτω. [1][12] 
 
Δημιουργία των Products 
Στο σχεδιαστικό πρότυπο Abstract Factory την πραγματική δημιουργία των 
Product την αναλαμβάνει η κάθε διαφορετική κλάση ConcreteProduct που υλοποιεί την 
AbstractProduct. Για κάθε οικογένεια αντικειμένων θα μπορούσε να εφαρμοστεί το 
σχεδιαστικό πρότυπο Factory Method. Μία ConcreteFactory καθορίζει τα δικά του 
Product, παρακάμπτοντας την μέθοδο Εργοστάσιο (Factory Method) για κάθε ένα από 
αυτά. Φυσικά, η εφαρμογή του προτύπου δεν είναι τόσο απλή και αυτό γιατί θα πρέπει 
να ορίζεται μία νέα υποκλάση ConcreteFactory για κάθε οικογένεια από Product. Το 
σχεδιαστικό πρότυπο Factory Method, περιγράφεται αναλυτικά σε επόμενο κεφάλαιο. 
Για πιο ορθή λειτουργία και απλούστευση του κώδικα το σχεδιαστικό πρότυπο   
Prototype μπορεί να χρησιμοποιηθεί αντί για το σχεδιαστικό πρότυπο Factory Method, 
ειδικά όταν υπάρχουν πολλές οικογένειες Product. Στην περίπτωση αυτή γίνεται 
αρχικοποίηση της ConcreteFactory η οποία περιέχει από ένα στιγμιότυπο για κάθε 
κλάση ConcreteProduct. Τα στιγμιότυπα αυτά αποτελούν τα πρωτότυπα αντικείμενα, με 
αποτέλεσμα η ConcreteFactory αντί να δημιουργεί νέα αντικείμενα να κλωνοποιεί τα 
υπάρχουσα αντικείμενα Product. Αυτή η προσέγγιση εξαλείφει την ανάγκη για 
δημιουργία νέας ConcreteFactory για κάθε νέα οικογένεια Product. Επιπλέον, μειώνεται 
ο πληθυσμός των μεθόδων που έχει η ConcreteFactory και η AbstractFactory. Το 
σχεδιαστικό πρότυπο Prototype, περιγράφεται αναλυτικά σε επόμενο κεφάλαιο. [1][12] 
 
Επέκταση των Factories 
Η διαδικασία αλλαγής μίας ConcreteFactory  για να υποστηρίζει τη δημιουργία 
νέων Product, εύκολα μπορεί να γίνει επίπονη διαδικασία, αν για κάθε νέο Product 
προσθέτουμε μία μέθοδο createProduct. Γι’ αυτό το λόγο μπορούμε να φτιάξουμε μία 
μόνο μέθοδο  createProduct που θα δέχεται μία παράμετρο που προσδιορίζει τον τύπο 
του Product που απαιτείται. Αυτή η προσέγγιση είναι πιο ευέλικτη, αλλά λιγότερο 
ασφαλής και θέλει προσοχή. Το πρόβλημα είναι ότι όλα τα αντικείμενα που μπορεί να 
επιστρέφει η μέθοδος θα υλοποιούν διαφορετικές αφηρημένες κλάσεις, άρα πολύ 
πιθανόν θα έχουν και διαφορετική συμπεριφορά που μπορεί να οδηγήσει σε σφάλματα. 
[1][12] 
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 4.2  Factory Method 
 4.2.1 Εισαγωγή 
Το σχεδιαστικό πρότυπο Factory Method είναι ακόμα ένα κατασκευαστικό 
σχεδιαστικό πρότυπο που ως σκοπό έχει να επιλύει προβλήματα που υπάρχουν κατά τη 
δημιουργία αντικειμένων. Η συχνή χρήση της εντολής new για τη δημιουργία 
αντικειμένων θεωρείται κακή πρακτική και αυτό γιατί μία μελλοντική αλλαγή στην 
κλήση του κατασκευαστή θα αυξήσει σημαντικά τον χρόνο επιδιόρθωσης του κώδικα 
[1][4]. Το Factory Method του οποίου έχουν δώσει και το προσωνύμιο Virtual 
Constructor, αποτελεί ένα από τα 23 σχεδιαστικά πρότυπα των “GoF” [1]. 
Το πρότυπο εκμεταλλεύεται τη χρήση μίας μεθόδου για να κατασκευάζει 
αντικείμενα χωρίς ο πελάτης – εφαρμογή να γνωρίζει ποιας κλάσης ο κατασκευαστής θα 
κληθεί, επιστρέφοντας η μέθοδος το νέο αντικείμενο. Πιο συγκεκριμένα μία υπερκλάση 
έχει μία αφηρημένη μέθοδο, επιβάλλοντας στις  υποκλάσεις να υλοποιούν – 
επικαλύπτουν την αφηρημένη μέθοδο. Η μέθοδος αυτή στην ουσία αποτελεί την Factory 
Method. Η μέθοδος αυτή διαφέρει σε κάθε υποκλάση γιατί η κάθε μία μπορεί να 
κατασκευάζει διαφορετικά αντικείμενα καλώντας κατασκευαστή διαφορετικής κλάσης. 
Το Factory Method βοηθάει στο καλό σχεδιασμό μίας εφαρμογής 
εκμεταλλεύοντας τον πολυμορφισμό και κάνει την εφαρμογή πιο προσαρμόσιμη στις 
αλλαγές προσθέτοντας ελάχιστη περιπλοκότητα στον κώδικα. Πολλοί προγραμματιστές 
χρησιμοποιούν το σχεδιαστικό πρότυπο ως βασικό εργαλείο για την παραγωγή 
αντικειμένων. Φυσικά, αυτό δεν είναι αναγκαίο όταν οι κλάσεις δεν πρόκειται να 
αλλάξουν, ή όταν η κατασκευή αντικειμένων γίνεται μόνο κατά την περίοδο 
αρχικοποίησης της εφαρμογής [12]. 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς μπορεί οι υποκλάσεις να μπορούν να επαναπροσδιορίσουν από ποια κλάση 
να δημιουργηθεί ένα αντικείμενο. [1] 
2. Πώς μπορεί μία κλάση να μεταφέρει στις υποκλάσεις της, την δυνατότητα 
παραγωγής αντικειμένων. [1] 
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Τακτική: 
1. Δημιουργία μίας ξεχωριστής λειτουργίας (Factory Method) για τη δημιουργία 
αντικειμένων. [1] 
2. Οι υποκλάσεις Υλοποιούν την Factory Method. [1] 
3. Δημιουργία αντικειμένων καλώντας την Factory Method. [1] 
 4.2.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Factory Method όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 4-
2. 
 
Εικόνα 4-2: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Factory Method 
Η αφηρημένη κλάση Creator έχει δύο μεθόδους την anOperation() και την 
αφηρημένη μέθοδο factoryMethod(). Η factoryMethod() θεωρούμε ότι θα είναι υπεύθυνη 
για τη δημιουργία αντικειμένων τύπου Product. H anOperation() είναι μία μέθοδος που 
κληρονομείται από τις υποκλάσεις της Creator. 
Η συγκεκριμένη κλάση ConcreteCreator υλοποιεί την αφηρημένη κλάση  Creator 
και τη μέθοδο factoryMethod(). Η factoryMethod() της συγκεκριμένης κλάσης 
δημιουργεί και επιστρέφει ένα αντικείμενο ConcreteProduct. 
Η συγκεκριμένη κλάση ConcreteProduct υλοποιεί την αφηρημένη κλάση 
Product. H ConcreteCreator είναι υπεύθυνη για τη δημιουργία στιγμιοτύπων της κλάσης  
ConcreteProduct. 
Είναι σημαντικό να γίνει κατανοητό σε αυτό το σημείο ότι στη θέση της Creator 
μπορεί να έχουμε κανονική κλάση και όχι μόνο αφηρημένη κλάση. Οι υποκλάσεις από 
την πλευρά τους όμως πρέπει να υλοποιούν την factoryMethod(). 
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 4.2.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 4-2 και την χρήση της ES6 με την χρήση κλάσεων. 
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'use strict'; 
 
class Product { 
    constructor() { 
        if(new.target == Product)  
            throw new Error("Abstract Class"); 
    } 
} 
 
class ConcreteProduct extends Product { 
    constructor() { 
        super(); 
        console.log("ConcreteProduct created") 
    } 
} 
 
class Creator { 
    constructor() { 
        if(new.target == Creator)  
            throw new Error("Abstract Class"); 
    } 
    factoryMethod(){ 
        throw new Error("Implement this Method"); 
    } 
    anOperation (){ 
        console.log("anOperation()") 
        this.product = this.factoryMethod(); 
        console.log(this.product instanceof ConcreteProduct); 
    } 
} 
 
class ConcreteCreator extends Creator { 
    constructor() { 
        super(); 
        console.log("ConcreteCreator created"); 
    } 
    factoryMethod (){ 
        return new ConcreteProduct(); 
    } 
} 
 
let factory = new ConcreteCreator(); 
let product = factory.factoryMethod(); 
 
// Output 
// ConcreteCreator created 
// ConcreteProduct created 
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 4.2.4 Χρήση και Προβληματισμοί 
Ορισμός της κλάσης Creator 
Εφαρμόζοντας το πρότυπο σε υπάρχον κώδικα μπορεί να υπάρξουν πιθανές 
αστοχίες. Βασικό ρόλο παίζει ο τρόπος με τον οποίο έχει οριστεί η κλάση Creator και 
υπάρχουν δύο συνηθισμένες περιπτώσεις: 
Η πρώτη περίπτωση είναι η κλάση Creator καθώς και η μέθοδος Factory να είναι 
αφηρημένες. Σε αυτή την περίπτωση οι συγκεκριμένες κλάσεις ConcreteCreator, 
υλοποιούν την Creator και την δική τους μέθοδο εργοστάσιο. Γι’ αυτό το λόγο η κλάση 
Creator δεν γνωρίζει ποια κλάση ConcreteProduct θα κληθεί από τις μεθόδους Factory. 
Η δεύτερη περίπτωση είναι η κλάση Creator να είναι μία συγκεκριμένη κλάση με 
μία προκαθορισμένη μέθοδο Factory. Αν συμβεί αυτό, οι συγκεκριμένες κλάσεις 
ConcreteCreator μπορούν είτε να κληρονομούν την μέθοδο Factory είτε να 
επαναπροσδιορίζουν την δική τους μέθοδο Factory. Στην JavaScript συναντάμε 
περισσότερο αυτή την περίπτωση γιατί είναι περισσότερο ελαστική. [1][12][6] 
 
 4.3  Builder 
 4.3.1 Εισαγωγή 
Το πρότυπο Builder είναι ένα κατασκευαστικό σχεδιαστικό πρότυπο από τα 23 
πρότυπα των “GoF”. Είναι καλό να χρησιμοποιείτε όταν δημιουργούνται μεγάλα και 
πολύπλοκα αντικείμενα. Κατά την εφαρμογή του, ο στόχος είναι να διαχωριστεί η 
λογική δημιουργίας αντικειμένων από την τελική αναπαράσταση. [1] 
Το πρότυπο Builder, σπάνια χρησιμοποιείται στην JavaScript γιατί ο τρόπος που 
διαχειρίζεται τα αντικείμενα η JavaScript είναι διαφορετικός σε σχέση με άλλες 
αντικειμενοστρεφείς γλώσσες προγραμματισμού. Η παραγωγή πολύπλοκων 
αντικειμένων στην JavaScript είναι ευκολότερη υπόθεση γιατί η γλώσσα παρέχει 
πολλούς τρόπους για την παραγωγή σύνθετων αντικειμένων. Παρόλο αυτά, η χρήση του 
προτύπου μπορεί να γίνει για να διαχωριστεί η λογική της δημιουργίας αντικειμένων από 
την τελική αναπαράσταση έτσι ώστε η ίδια διαδικασία κατασκευής να μπορεί να 
δημιουργήσει διαφορετικές αναπαραστάσεις. [1][6] 
Σε αυτό το σχεδιαστικό πρότυπο τέσσερις είναι οι κλάσεις που εξετάζονται, η 
Director, η Builder, η ConcreteBuilder και η Product. Η κλάση αντικειμένων τύπου 
Product,  αρχικοποιείται από μία μέθοδο που έχουν τα αντικείμενα τύπου Builder. Με 
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αυτό τον τρόπο δημιουργεί αντικείμενα μία μέθοδος και έτσι η χρήση της εντολής new 
περιορίζεται. Η εκτεταμένη χρήση της εντολής new αποτελεί κακή πρακτική. Σε μία 
πραγματική εφαρμογή μπορεί να υπάρχουν πολλά Builder που κατασκευάζουν σταδιακά 
αντικείμενα Product. Γι’ αυτό το λόγο μία εφαρμογή που θα παράγει πολλά σύνθετα 
αντικείμενα (Product), κερδίζει μεγάλη ευελιξία. Έπειτα έχουμε ένα αντικείμενο 
Director που έχει μία μέθοδο construct. Η μέθοδος αυτή δέχεται έναν Builder ως 
παράμετρο και πυροδοτεί τις διαδικασίες του. Το Director είναι αυτό που επιστρέφει το 
τελικό αντικείμενο Product. Βασική ιδιότητα ενός Director είναι να χρησιμοποιεί 
διαφορετικά Builder και έτσι να συντονίζει τη δημιουργία αντικειμένων. Το τελικό 
κέρδος είναι η μεγάλη ευελιξία σε προγραμματιστικό επίπεδο, παρόλο που ο τρόπος 
παραγωγής αντικειμένων γίνεται πιο πολύπλοκος. [1][6] 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς μπορούν να δημιουργηθούν διαφορετικές αναπαραστάσεις ενός σύνθετου 
αντικειμένου από μία διαδικασία κατασκευής. [1] 
2. Πώς μπορεί να απλοποιηθεί μία κλάση που παράγει πολύπλοκα αντικείμενα. [1] 
Τακτική: 
1. Χρήση ενός ξεχωριστού αντικειμένου Builder όπου αναλαμβάνει τη δημιουργία 
και συναρμολόγηση ενός αντικειμένου Product. [1] 
2. Χρήση ενός αντικειμένου Director που διευθύνει αντικείμενα Builder για τη 
δημιουργία αντικειμένων Product. [1] 
 4.3.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Builder όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 4-3. 
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Εικόνα 4-3: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Builder 
 
Η συγκεκριμένη κλάση Product δημιουργεί τα σύνθετα αντικείμενα Product. Σε 
μία πραγματική εφαρμογή μπορεί να έχει μεθόδους που μεταβάλουν τις ιδιότητες του 
αντικειμένου. 
Η αφηρημένη κλάση Builder έχει τουλάχιστον μία αφηρημένη μέθοδο προς 
υλοποίηση την buildPart(). Η buildPart() θα είναι υπεύθυνη για τη δημιουργία 
αντικειμένου Product. Την αφηρημένη κλάση κληρονομεί η κλάση ConcreteBuilder. 
Η συγκεκριμένη κλάση concreteBuilder έχει τρείς μεθόδους την createProduct() 
την buildPart() και την  getResult(). Η μέθοδος createProduct() δημιουργεί ένα 
αντικείμενο Product και αποθηκεύει τοπικά το στιγμιότυπο του Product. Η μέθοδος 
buildPart() χειρίζεται το αντικείμενο Product.  H getResult() επιστρέφει το αντικείμενο 
Product. 
Ο κατασκευαστής της κλάσης Director δέχεται ως παράμετρο ένα αντικείμενο 
τύπου Builder. Επίσης η κλάση Director έχει την μέθοδο construct() η οποία καλεί τις 
μεθόδους buildPart() και getResult() του αντικειμένου Builder και επιστρέφει το 
αντικείμενο Product που παρήγαγε το αντικείμενο Builder. 
 4.3.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 4-3 και την χρήση της ES6 με την χρήση κλάσεων. Για την 
καλύτερη κατανόηση του προτύπου, έχει προστεθεί η μέθοδος createProduct() στην 
κλάση concreteBuilder. Η μέθοδος δημιουργεί το αντικείμενο Product, ενώ η buildPart 
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καλεί μεθόδους του Product για να του προσθέσει ιδιότητες. Επίσης, στην κλάση Product 
έχει προστεθεί η μέθοδος type() η οποία προσθέτει την ιδιότητα name σε ένα 
αντικείμενο Product. 
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'use strict'; 
class Director{ 
    constructor(builder){ 
        console.log("Director class created"); 
        this.builder = builder; 
    } 
    construct(){ 
        return this.builder.createProduct().buildPart().getResult(); 
    } 
} 
 
class Builder{ 
    constructor(){ 
        if(new.target == Builder)  
            throw new Error("Abstract Class"); 
    } 
    buildPart(){ 
        throw new Error("Implement this Method"); 
    } 
} 
 
class ConcreteBuilder extends Builder { 
    constructor() { 
        super(); 
        console.log("ConcreteBuilder class created"); 
    } 
    createProduct(){ 
        this.product = new Product(); 
        return this; 
    } 
    buildPart(){ 
        console.log("ConcreteBuilder BuildPart()"); 
        this.product.type("Wall"); 
        return this; 
    } 
    getResult(){ 
        return this.product; 
    } 
} 
 
class Product{ 
    constructor(){ 
        console.log("Product class created"); 
    } 
    type(name){ 
       this.name = name; 
    } 
} 
 
let builder = new ConcreteBuilder(); 
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let director = new Director(builder); 
director.construct(); 
 
// Output 
// Director class created 
// ConcreteBuilder class created 
// Product class created 
// ConcreteBuilder BuildPart() 
// Product {name: "Wall"} 
  
 4.3.4 Χρήση και Προβληματισμοί 
Builder ή Abstract Factory; 
Το σχεδιαστικό πρότυπο Builder είναι παρόμοιο έως κάποιο βαθμό με το 
σχεδιαστικό πρότυπο Abstract Factory. Γι’ αυτό είναι καλό να γίνει αναφορά στην 
βασική διαφορά τους για να γίνει σωστή επιλογή προτύπου. Στην περίπτωση του 
Abstract Factory, γίνεται χρήση των μεθόδων των concreteFactory για δημιουργία 
αντικειμένων Product. Στην περίπτωση του προτύπου Builder η κλάση Builder διαθέτει 
τις οδηγίες δημιουργίας ενός αντικειμένου Product και μετά της ζητήται να το 
δημιουργίσει. [12] 
Τα αντικείμενα Product που δημιουργούνται από το σχεδιαστικό πρότυπο Builder 
μπορούν να έχουν διαφορετική δομή. Έτσι δεν χρειάζεται να έχουν μία κοινή γονική 
κλάση και να μοιράζονται μεθόδους. Επίσης, το κάθε αντικείμενο Builder γνωρίζει 
ακριβώς τι αντικείμενο θα δημιουργήσει και ποιες μεθόδους του θα καλέσει. Αυτό 
επίσης κάνει τα δύο πρότυπα να διαφέρουν και αυτό γιατί στο Abstract Factory 
δημιουργούνται αντικείμενα Product (ConcreteProduct) που προέρχονται από ένα κοινό 
τύπο (AbstractProduct). [12] 
 
 4.4  Singleton  
 4.4.1 Εισαγωγή 
Πολύ συχνά είναι αναγκαίο να υπάρχει ένα μοναδικό στιγμιότυπο μίας κλάσης. 
Για παράδειγμα, μία λειτουργία διαχείρισης σε ένα πρόγραμμα (controller) δεν 
χρειάζεται να δημιουργείται πάνω από μία φορά, αλλά χρειάζεται μόνο ένα στιγμιότυπο. 
Κάθε νέα κλήση στον κατασκευαστή, πάντα επιστρέφει το ίδιο στιγμιότυπο. Γενικά το 
σχεδιαστικό πρότυπο Singleton, εξασφαλίζει ότι μία κλάση θα έχει μόνο ένα στιγμιότυπο 
και παρέχει ένα καθολικό σημείο πρόσβασης σε αυτό. [1][4] 
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Το Singleton αποτελεί ένα κατασκευαστικό σχεδιαστικό πρότυπο των “GoF” και 
μελετάμε πώς μία κλάση μπορεί να παράγει μόνο ένα στιγμιότυπο και έπειτα κάθε νέα 
κλήση να επιστρέφει πάντα το ίδιο στιγμιότυπο. Συνήθως, ο ρόλος του αντικειμένου 
Singleton, είναι η διαχείριση των υπολοίπων αντικειμένων της εφαρμογής. Επομένως, η 
δημιουργία παραπάνω από ενός αντικειμένων του ίδιου τύπου αποτελεί κακή πρακτική 
καθώς το κάθε αντικείμενο διαχειριστής (controller – manager) πρέπει να είναι μοναδικό 
ώστε να μπορεί να κρατάει πληροφορίες για την κατάσταση της εφαρμογής [4]. Η 
δημιουργία του Singleton μπορεί να γίνει είτε κατα την εκκίνηση της εφαρμογής είτε 
κατά την πορεία, όταν ζητηθεί ένα στιγμιότυπο. 
Το σχεδιαστικό πρότυπο Singleton είναι ένα πρότυπο από τα πιο απλά και 
εύκολα στην κατανόηση, αλλά ταυτόχρονα ένα από τα πιο δημοφιλή στο 
προγραμματισμό και συγκεκριμένα στην JavaScript. Στην JavaScript η υλοποίηση του 
Singleton μπορεί να γίνει με αρκετούς τρόπους καθώς η γλώσσα είναι πολύ ευέλικτη. 
Παρακάτω μελετάμε μία υλοποίηση του προτύπου με την χρήση κλάσεων. [4] 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς μπορεί μία κλάση να έχει μόνο ένα στιγμιότυπο. [1] 
2. Πώς μπορεί το μοναδικό στιγμιότυπο να είναι εύκολα προσβάσιμο. [1] 
3. Πώς ένας κατασκευαστής μίας κλάσης μπορεί να ελέγχει την εκδήλωση του. [1] 
4. Πώς γίνεται ο αριθμός των στιγμιότυπων να περιορίζεται. [1] 
Τακτική: 
1. Εσωτερικός έλεγχος στον κατασκευαστή της κλάσης για τη δημιουργία ή όχι  
νέου στιγμιότυπου.  
2. Ορισμός μίας Static λειτουργίας getInstance() που επιστρέφει το μοναδικό 
στιγμιότυπο. 
 4.4.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Singleton όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 4-4. 
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Εικόνα 4-4: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Singleton 
 
Η κλάση Singleton είναι υπεύθυνη για τη δημιουργία ενός και μόνο στιγμιότυπου 
του εαυτού της. Για να γίνει αυτό πρέπει κατά την κλήση του κατασκευαστή της κλάσης, 
ο κατασκευαστής να ελέγχει αν υπάρχει αποθηκευμένο ένα υπάρχον στιγμιότυπο σε μία 
ιδιωτική μεταβλητή. Αν υπάρχει αποθηκευμένο το επιστρέφει ενώ αν δεν υπάρχει, 
δημιουργεί ένα νέο και το αποθηκεύει. Επειδή οι κλάσεις στην JavaScript δεν 
υποστηρίζουν ιδιωτικές μεταβλητές, η αποθήκευση του στιγμιότυπου μπορεί να γίνει με 
τρείς τρόπους. Χρήση μίας εξωτερικής μεταβλητής που αποτελεί κακή πρακτική. Χρήση 
εξωτερικής μεταβλητής με εγκλεισμό της κλάσης και της μεταβλητής μέσα σε μία IIFE 
(Immediately Invoked Function Expression)  που αποτελεί καλή αλλά και πολύπλοκη 
πρακτική. Αποθήκευση του στιγμιότυπου, ως ιδιότητα στο αντικείμενο prototype της 
κλάσης που αποτελεί και την ιδανική επιλογή. Μοναδικό μειονέκτημα από την χρήση 
της τελευταίας επιλογής είναι ότι υπάρχει πιθανότητα αλλοίωσης καθώς η ιδιότητα δεν 
είναι πραγματικά ιδιωτική. 
Η κλάση Singleton έχει μία στατική μέθοδο getInstance() η οποία καλεί τον 
κατασκευαστή της κλάσης και επιστρέφει το στιγμιότυπο. Ιδανικό θα ήταν οι κλάσεις 
στην JavaScript να επέτρεπαν ιδιωτικό κατασκευαστή ώστε η κλήση στον κατασκευαστή 
να γινόταν αποκλειστικά από την μέθοδο getInstance() καθώς η εκτεταμένη χρήση της 
εντολής new αποτελεί κακή πρακτική.  
 4.4.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 4-4 και την χρήση της ES6 με την χρήση κλάσεων. 
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'use strict'; 
class Singleton { 
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    constructor() { 
        if(Singleton.prototype.__instance__ === undefined) { 
            Singleton.prototype.__instance__ = this; 
            this.data = {}; 
        }else{ 
            return Singleton.prototype.__instance__; 
        } 
    } 
    method(value){ 
        this.data.val = value; 
    } 
    static getInstance(){ 
        return new Singleton(); 
    } 
} 
 
let single1 = Singleton.getInstance(); 
let single2 = Singleton.getInstance(); 
 
single1.method("I am unique"); 
console.log(single2.data.val); 
console.log(single1 === single2); 
 
// Output 
// I am unique 
// true 
  
Πρέπει να σημειωθεί ότι, η εφαρμογή για κανένα λόγο δεν πρέπει να επηρεάσει 
την τιμή Singleton.prototype.__instance__ . Η τιμή αυτή είναι δείκτης προς το 
στιγμιότυπο και μόνο η κλάση Singleton πρέπει να έχει πρόσβαση σε αυτή. Επίσης, η 
μέθοδος method προστέθηκε για την καλύτερη κατανόηση του σχεδιαστικού προτύπου. 
 4.4.4 Χρήση και Προβληματισμοί 
Το σχεδιαστικό πρότυπο Singleton είναι αρκετά χρήσιμο αλλά δεν πρέπει να 
γίνεται υπερβολική χρήση. Στην πράξη το Singleton είναι πολύ χρήσιμο όταν ένα 
αντικείμενο χρειάζεται να διευθύνει άλλα μέσα σε ένα σύστημα. Παρόλο όμως που το 
πρότυπο έχει πρακτική εφαρμογή, πολλές φορές είναι ένα σημάδι για να ξανασκεφτούμε 
το συνολικό σχέδιο του κώδικα. [4] 
 
Κληρονομικότητα 
Γενικά η κάθε κλάση που εφαρμόζει το σχεδιαστικό πρότυπο Singleton συνήθως 
πρέπει να έχει μοναδική λειτουργικότητα. Επομένως, η κλάση αυτή δεν μας ενδιαφέρει 
να κληρονομείται από άλλες. Αν για κάποιο λόγο θέλουμε να πετύχουμε 
κληρονομικότητα η παραπάνω υλοποίηση είναι προβληματική και αυτό γιατί, όταν θα 
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γίνει κλήση του κατασκευαστή της υπερκλάσης από την υποκλάση, θα επηρεάζεται το 
στιγμιότυπο της υπερκλάσης (δημιουργία νέου ή επιστροφή). Για να αποφευχθεί αυτό 
μπορεί να γίνει χρήση μίας αφηρημένης κλάσης που περιέχει μόνο τις μεθόδους, που 
πρέπει να κληρονομήσει μία κλάση που εφαρμόζει το πρότυπο Singleton. [1] 
 
Εκτεταμένη χρήση 
Το Singleton αποτελεί αγαπημένο σχεδιαστικό πρότυπο των προγραμματιστών, 
αλλά ταυτόχρονα η εκτεταμένη χρήση του μπορεί να δημιουργήσει πρόβλημα. Κάθε 
φορά που μία κλάση η μία συνάρτηση ζητάει ένα στιγμιότυπο (getInstance()) από ένα 
Singleton, αυτομάτως αυξάνεται η σύζευξη. Όσο περισσότερο χρησιμοποιούνται 
Singletons τόσο μεγαλύτερη η σύζευξη, άρα μία ενδεχόμενη αλλαγή σε ένα Singleton θα 
προκαλέσει αλυσιδωτές αλλαγές σε πολλά μέρη του κώδικα και πιθανά Bugs. [1][4] 
 
Singleton δημόσια μεταβλητή 
Πολύ συχνά, ένα αντικείμενο Singleton αντιμετωπίζεται ως ένα δημόσιο σημείο 
αναφοράς για την αποθήκευση διάφορων τιμών. Πολλοί μηχανικοί λογισμικού 
κριτικάρουν αυτή την πρακτική ως κακή και αυτό γιατί θυμίζει τις δημόσιες μεταβλητές. 
Με αυτή την πρακτική, γίνεται δυσκολότερη η κατανόηση του κώδικα και 
δημιουργούνται πολλές συσχετίσεις που είναι δύσκολο να εντοπιστούν. [1] 
 
 4.5  Prototype Pattern 
 4.5.1 Εισαγωγή 
Πολύ συχνά κατά την ανάπτυξη λογισμικού οι προγραμματιστές θέλουν να 
αυξήσουν τις επιδόσεις του προγράμματος. Σε προγράμματα που δημιουργούνε πολύ 
μεγάλο όγκο αντικειμένων κατά την εκτέλεση, όπως ένα βιντεοπαιχνίδι, πρέπει τα 
αντικείμενα να κατασκευάζονται με την χρήση όσο λιγότερων πόρων. Ένας τρόπος για 
να επιτευχθεί αυτό, είναι το κάθε αντικείμενο να έχει την δυνατότητα να κλωνοποιεί τον 
εαυτό του. Το σχεδιαστικό πρότυπο Protype που ανήκει στα κατασκευαστικά πρότυπα 
των “GoF”  έχει ακριβώς αυτή τη λογική. [1][4] 
Η JavaScript παρέχει αρκετούς τρόπους για την παραγωγή και διαχείριση 
αντικειμένων. Επίσης η γλώσσα βασίζεται στα Prototypes και στην κληρονομικότητα 
πρωτοτύπου (Prototypal inheritance). To αντικείμενο prototype χρησιμοποιείται σαν 
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προσχέδιο για κάθε αντικείμενο που δημιουργεί ένας κατασκευαστής μίας κλάσης και 
έτσι αν υπάρχει μία ιδιότητα με ονομασία name στο prototype τότε όλα τα αντικείμενα 
θα έχουν αυτή την ιδιότητα με την ίδια τιμή. Λόγω του τρόπου λειτουργίας της γλώσσας 
και λόγω του βασικού σκοπού του σχεδιαστικού προτύπου, που είναι η δημιουργία 
αντιγράφων αντικειμένων, έχουν αναπτυχθεί αρκετές διαφορετικές εκδοχές. Πολλές 
βασίζονται στην χρήση της εντολής Object.create() που δίνει την δυνατότητα να 
δημιουργείται ένα νέο αντικείμενο που έχει ως πρωτότυπο ένα άλλο, συν τις νέες δικές 
του μεθόδους και ιδιότητες. Αυτό έχει σαν αποτέλεσμα άριστες επιδόσεις καθώς 
δημιουργούνται αναφορές προς μεθόδους και ιδιότητες και όχι εξ ολοκλήρου αντίγραφα. 
Το αρνητικό είναι ότι το κάθε νέο αντικείμενο είναι δέσμιο του γονέα του. Άλλες 
εκδοχές όπως αυτή που περιγράφεται παρακάτω βασίζονται στη χρήση κλάσεων. Το 
κάθε αντικείμενο έχει μία μέθοδο clone που αναλαμβάνει να αντιγράφει σε ένα νέο 
στιγμιότυπο τον εαυτό του. Με αυτό το τρόπο δεν έχουμε άριστες επιδόσεις, αλλά το 
κάθε νέο κλωνοποιημένο αντικείμενο είναι αυτόνομο. Δηλαδή αν προστεθεί η αλλάξει 
μία ιδιότητα σε ένα από τα δύο, αυτό δεν επηρεάζει το άλλο. [4] 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται τα αντικείμενα που δημιουργούνται να ορίζονται κατά την εκτέλεση. 
[1] 
2. Πώς γίνεται να δημιουργηθούν στιγμιότυπα από δυναμικά φορτωμένες κλάσεις. 
[1] 
Τακτική: 
1. Ορισμός αντικειμένων Prototype που μπορούν να επιστρέψουν ένα αντίγραφο 
του εαυτού τους. [1] 
2. Δημιουργία νέων αντικειμένων κλονωποιώντας ένα αντικείμενο Prototype. [1] 
 4.5.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Prototype όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 4-5. 
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Εικόνα 4-5: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Prototype 
 
Η κλάση Prototype είναι μία αφηρημένη κλάση και έχει την αφηρημένη μέθοδο 
clone(). 
Οι κλάσεις ConcretePrototype1 και ConcretePrototype2 αποτελούν 
συγκεκριμένες κλάσεις και υλοποιήσεις της κλάσης Prototype. Οι συγκεκριμένες 
κλάσεις υλοποιούν την μέθοδο clone(). Η μέθοδος clone() είναι υπεύθυνη για τη 
δημιουργία αντιγράφου του αντικειμένου. 
Ο πελάτης Client δημιουργεί ένα νέο αντικείμενο καλώντας ένα αντικείμενο 
Prototype να κλωνοποιήσει τον εαυτό του. 
Η μέθοδος clone() είναι καλό να υλοποιηθεί με τέτοιο τρόπο ώστε αν 
κληρονομηθεί  από υποκλάσεις να δημιουργεί στιγμιότυπα των υποκλάσεων. Στην 
παρακάτω υλοποίηση γίνεται η χρήση της εντολής new this.constructor() και όχι χρήση 
της ονομασίας της κλάσης για τον παραπάνω λόγο. Φυσικά, όπως εξηγείται παρακάτω 
αυτό έχει θετικές και αρνητικές επιπτώσεις. 
 
 4.5.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 4-5 και την χρήση της ES6 με την χρήση κλάσεων. 
 1 
 2 
 3 
'use strict'; 
 
class Prototype { 
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    constructor(){ 
        if(new.target == Prototype)  
            throw new Error("Abstract Class"); 
    } 
    clone(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class ConcretePrototype1 extends Prototype { 
    constructor(){ 
        console.log("ConcretePrototype1 created"); 
        super(); 
        this.feature = "feature 1"; 
    } 
    clone(){ 
        let _clone = new this.constructor(); 
        Object.assign(_clone,this); 
        console.log("ConcretePrototype1 cloned"); 
        return _clone; 
    } 
} 
 
class ConcretePrototype2 extends Prototype { 
    constructor() { 
        console.log("ConcretePrototype2 created"); 
        super(); 
        this.feature = "feature 1"; 
        this.feature2 = "feature 2"; 
    } 
    clone(){ 
        let _clone = new this.constructor(); 
        Object.assign(_clone,this); 
        console.log("ConcretePrototype2 cloned"); 
        return _clone; 
    } 
} 
 
let proto1 = new ConcretePrototype1(); 
proto1.test = "test"; 
let proto2 = proto1.clone(); 
 
console.log(proto2); 
 
// Output 
// ConcretePrototype1 created 
// ConcretePrototype1 created 
// ConcretePrototype1 cloned 
// ConcretePrototype1 {feature: "feature 1", test: "test"} 
  
Στην JavaScript κάθε αντικείμενο κληρονομεί ό,τι υπάρχει στο αντικείμενο 
prototype της κλάσης του. Στο αντικείμενο prototype της κάθε κλάσης υπάρχει ένας 
δείκτης με ονομασία constructor και δείχνει τον κατασκευαστή. Άρα όλα τα αντικείμενα 
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μίας κλάσης κληρονομούν αυτόν τον δείκτη. Επομένως, η εντολή new this.constructor() 
μέσα στην μέθοδο clone() δημιουργεί ένα νέο στιγμιότυπο της ίδιας κλάσης. Το κέρδος 
από τη χρήση αυτή, είναι ότι η clone() μπορεί να κληρονομηθεί όπως είναι. Δηλαδή αν 
δημιουργηθεί μία υποκλάση της ConcretePrototype1 η κλήση της μεθόδου clone() θα 
επιστρέφει στιγμιότυπα της υποκλάσης. Το αρνητικό είναι ότι η τιμή constructor μπορεί 
να επικαλυφθεί, άρα η χρήση της απαιτεί και προσοχή. Εναλλακτικά μπορεί να 
χρησιμοποιηθεί η ονομασία της κλάσης (new ConcretePrototype()), αλλά αν υπάρξουν 
υποκλάσεις πρέπει η clone() να υλοποιείται και σε αυτές. 
Η μέθοδος clone() είναι υπεύθυνη για την αντιγραφή του αντικειμένου. Την 
πλήρη αντιγραφή του αντικειμένου αναλαμβάνει η μέθοδος Object.assign() που δέχεται 
ως παραμέτρους αντικείμενα και μεταβιβάζει όλες τις ιδιότητες και μεθόδους των 
αντικειμένων στο πρώτο αντικείμενο. Άρα όταν γίνει εκτέλεση της clone() το 
αντικείμενο δημιουργεί ένα νέο στιγμιότυπο της κλάσης που ανήκει και αντιγράφει όλες 
τις ιδιότητες του και μεθόδους με την εντολή Object.assign() στο νέο αυτό στιγμιότυπο. 
Η εντολή Object.assign() είναι μία νέα προσθήκη στην νέα έκδοση ES6. 
 4.5.4 Χρήση και Προβληματισμοί 
Χρήση διαχειριστή 
Όταν σε μία εφαρμογή γίνεται χρήση πολλών αντικειμένων prototype τα οποία 
δημιουργούνται και διαγράφονται δυναμικά, πρέπει να υπάρχει ένα μητρώο με όλα τα 
διαθέσιμα αντικείμενα. Το μητρώο αυτό ονομάζεται διαχειριστής πρωτοτύπων ή 
prototype manager και πρέπει να υλοποιεί λειτουργίες για την διαχείριση των 
αντικειμένων. Οι λειτουργίες αυτές είναι, δήλωση ενός prototype αντικειμένου στο 
μητρώο συσχετισμένο με ένα κλειδί, αναζήτηση ενός  prototype αντικειμένου με βάση 
ένα κλειδί και διαγραφή ενός  prototype αντικειμένου. Οι πελάτες κάνουν χρήση του 
διαχειριστή κατά την εκτέλεση και μπορούν να ζητάνε δικαιώματα πριν την χρήση της 
μεθόδου clone(). [12][1] 
 
Η λειτουργία κλωνοποίησης 
Η υλοποίηση της μεθόδου clone() μπορεί να διαφέρει ως προς το βάθος 
αντιγραφής ενός αντικειμένου. Κατά την υλοποίηση της μεθόδου clone() μπορεί να γίνει 
επιλογή του βάθους αντιγραφής ενός αντικειμένου. Επιφανειακή αντιγραφή μπορεί να 
επιλεγεί όταν θέλουμε δημιουργία νέου στιγμιότυπου και όχι ιδιότητες και μεθόδους που 
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προστέθηκαν στο αντικείμενο αργότερα. Η Βαθιά αντιγραφή μπορεί να επιλεγεί όταν 
είναι αναγκαία η πλήρης αντιγραφή του αντικειμένου. Στην περίπτωση της βαθιάς 
αντιγραφής θέλει προσοχή με τις μη απαριθμούμενες ιδιότητες (non-enumerable 
properties) και τον σωστό τρόπο αντιγραφής τους, αν είναι αναγκαίο να γίνει αντιγραφή 
τους. [12] 
 
Αρχικοποίηση των κλώνων 
Υπάρχουν περιπτώσεις κατά τις οποίες οι εσωτερικές καταστάσεις ενός κλώνου 
πρέπει να αρχικοποιηθούν πριν ή μετά τη δημιουργία τους. Αυτό συμβαίνει επειδή αυτές 
οι τιμές δεν μπορούν να μεταφερθούν στη μέθοδο clone() ως παράμετροι. Γι’ αυτό το 
λόγο πρέπει να γίνει προσθήκη μίας η παραπάνω μεθόδων στην κλάση prototype, που να 
δίνουν αυτή την δυνατότητα. [1] 
 
 5 Δομικά Σχεδιαστικά Πρότυπα 
Στη μηχανική λογισμικού, τα δομικά σχεδιαστικά πρότυπα αποτελούν άλλη μία 
κατηγορία σχεδιαστικών προτύπων. Τα δομικά σχεδιαστικά πρότυπα έχουν ως βασικό 
στόχο την διευκόλυνση στο σχεδιασμό, αναγνωρίζοντας ή δημιουργώντας έναν 
καλύτερο τρόπο για την πραγματοποίηση σχέσεων μεταξύ οντοτήτων σε ένα πρόγραμμα, 
απλοποιώντας έτσι την κατασκευή. Η σωστή σχεδίαση και εφαρμογή των δομικών 
προτύπων σε ένα πρόγραμμα, οδηγεί στο διαχωρισμό σε επιμέρους συστατικά  τα οποία 
μπορούν να τροποποιούνται ανεξάρτητα. Τα δομικά πρότυπα βοηθούν να διασφαλιστεί 
ότι μία αλλαγή σε ένα μέρος του συστήματος δεν θα επηρεάσει την δομή του υπολοίπου 
και βοηθούν στην αναδιαμόρφωση τμημάτων του συστήματος που δεν ταιριάζουν 
μεταξύ τους. [1] 
Σε αυτό το κεφάλαιο γίνεται ανάλυση και υλοποίηση εφτά κλασσικών δομικών 
σχεδιαστικών προτύπων στην νεότερη έκδοση της JavaScript. Τα εφτά σχεδιαστικά 
πρότυπα, Adapter, Bridge, Composite, Decorator, Façade, Flyweight και Proxy, 
περιγράφονται για πρώτη φορά στο βιβλίο “Design Patterns: Elements of Reusable 
Object-Oriented Software” και αναφέρονται συχνά σε αυτά με την ονομασία “GoF 
Design Patterns”. Τα σχεδιαστικά πρότυπα καταγράφηκαν από τους Gamma, Helm, 
Johnson και Vlissides, οι οποίοι είναι γνωστοί ως "Ομάδα των Τεσσάρων" (Gang of Four 
- GoF). 
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 5.1  Adapter 
 5.1.1 Εισαγωγή 
Το σχεδιαστικό πρότυπο Adapter αποτελεί ένα δομικό σχεδιαστικό πρότυπο των 
“GoF” και συχνά αναφέρεται με την ονομασία Wrapper [1]. Το πρότυπο αυτό επιτρέπει 
σε μία διεπαφή μίας κλάσης να χρησιμοποιηθεί σαν να ήταν μία διαφορετική διεπαφή. 
Οι Adapters γενικά επιτρέπουν κλάσεις να λειτουργούν μεταξύ τους, κάτι που δεν θα 
μπορούσε να συμβεί λόγω του ότι έχουν ασύμβατες διεπαφές και έτσι το πρότυπο 
επιτραπεί σε υπάρχουσες κλάσεις να λειτουργούν χωρίς να αλλάξει ο κώδικας τους. 
Ένας Adapter μεταφράζει τις κλήσεις στη διεπαφή του σε κλήσεις προς την αρχική 
διεπαφή και η υλοποίηση του μπορεί να γίνει σχετικά με λίγες γραμμές κώδικα. Γι’ αυτό 
το λόγο το σχεδιαστικό πρότυπο είναι πολύ δημοφιλές καθώς με αυτό γίνεται αποφυγή 
επανάληψης κώδικα και έχει εύκολη υλοποίηση. 
Το πρότυπο Adapter χρησιμοποιείται συχνά όταν χρειάζεται να γίνει κλήση σε 
μία λειτουργία μιας βιβλιοθήκης αλλά πρέπει να αλλαχτεί ο τρόπος κλήσης σε αυτή. 
Αντί να γίνει επικάλυψη της λειτουργίας που μπορεί να δημιουργήσει μελλοντικά 
προβλήματα, γίνεται χρήση ενός Adapter. Με αυτό τον τρόπο ο πελάτης καλεί τον 
Adapter και ο Adapter με την σειρά του τη λειτουργία της βιβλιοθήκης. Το σχεδιαστικό 
πρότυπο μπορεί να υλοποιηθεί με αρκετούς τρόπους στην JavaScript. Φυσικά, όλες οι 
διαφορετικές υλοποιήσεις έχουν ως σκοπό την επαναχρησιμοποίηση κώδικα και την 
αποφυγή επανάληψης. Παρακάτω γίνεται υλοποίηση του σχεδιαστικού προτύπου με την 
χρήση κλάσεων. [4] 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται μία κλάση να επαναχρησιμοποιηθεί χωρίς ο πελάτης να μπορεί να 
κάνει χρήση της διεπαφής της. [1] 
2. Πώς γίνεται υπάρχουσες κλάσεις που είναι ασύμβατες να λειτουργούν μαζί. [1] 
3. Πώς γίνεται να δημιουργηθεί μια εναλλακτική διεπαφή για μία κλάση. [1] 
Τακτική: 
1. Ορισμός μίας ξεχωριστής κλάσης Adapter η οποία μετατρέπει την ασύμβατη 
διασύνδεση μίας κλάσης (Adaptee) σε μία διαφορετική διασύνδεση (Target) την 
οποία χρησιμοποιεί ο πελάτης-πρόγραμμα. [1] 
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 5.1.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Adapter όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 5-1. 
 
Εικόνα 5-1: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Adapter 
  
Η κλάση Target είναι μία αφηρημένη κλάση η οποία αποτελεί την διεπαφή που 
χρησιμοποιεί ο πελάτης. Η κλάση Target έχει μία αφηρημένη μέθοδο request(). Η 
μέθοδος αυτή πρέπει να υλοποιηθεί από την κλάση Adapter. 
H κλάση Adapter αποτελεί το κυριότερο δομικό στοιχείο του σχεδιαστικού 
προτύπου και προσαρμόζει την κλάση Adaptee στην διεπαφή Target. Η κλάση 
κληρονομεί την κλάση Target και υλοποιεί την μέθοδο request(). Η μέθοδος request() 
είναι η προσαρμογή της μεθόδου specificRequest() της κλάσης Adaptee. 
Η κλάση Adaptee είναι αυτή η κλάση η οποία προσαρμόζεται από τον Adapter 
ώστε να μπορεί να χρησιμοποιηθούν οι μέθοδοι της από τον πελάτη Client. Η κλάση έχει 
την μέθοδο specificRequest() η οποία έχει την ζητούμενη λειτουργία και προσαρμόζεται 
μέσω της μεθόδου request() της κλάσης Adapter για να χρησιμοποιηθεί από τον πελάτη 
Client.  
Ο πελάτης Client συνεργάζεται με αντικείμενα που συμμορφώνονται με τη 
διεπαφή Target. 
 5.1.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 5-1 και την χρήση της ES6 με την χρήση κλάσεων. 
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'use strict'; 
 
class Target{ 
    constructor(){ 
        if(new.target == Target)  
            throw new Error("Abstract Class"); 
    } 
    request(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class Adapter extends Target{ 
    constructor(){ 
        super(); 
        this.adaptee = new Adaptee(); 
    } 
    request(){ 
        return this.adaptee.specificRequest(); 
    } 
} 
 
class Adaptee { 
    constructor(){ 
    } 
    specificRequest(){ 
        console.log("Adaptee Special Action"); 
    } 
} 
 
let adapter = new Adapter(); 
adapter.request(); 
 
// Output 
// Adaptee Special Action 
  
 5.1.4 Χρήση και Προβληματισμοί 
Objects Adapters και Class Adapters 
Τα πρότυπα Objects Adapters και Class Adapters αποτελούν δύο διαφορετικές 
εκδοχές του σχεδιαστικού προτύπου Adapter. Η υλοποίηση που έχει γίνει παραπάνω 
είναι η Objects Adapters η οποία είναι και ιδανική για την JavaScript με τη χρήση 
Κλάσεων. Η βασική διαφορά μεταξύ των δύο, είναι ο τρόπος που θα γίνει δημιουργία 
στιγμιότυπου της κλάσης Adaptee. Στην περίπτωση του Objects Adapters 
χρησιμοποιείται η σύνθεση μέσα στον κατασκευαστή της κλάσης Adapter. Με αυτό τον 
τρόπο ο κατασκευαστής της κλάσης Adapter μπορεί να μετατρέψει τις παραμέτρους που 
θα έχει ως είσοδο και να κατασκευάσει ένα αντικείμενο Adaptee με διαφορετικές 
παραμέτρους. Το βασικό αρνητικό του Objects Adapters είναι ότι πρέπει να γίνει 
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χαρτογράφηση και υλοποίηση όλων των μεθόδων της κλάσης Adaptee που πρόκειται να 
χρησιμοποιηθούν από την κλάση Adapter . Στην περίπτωση του Class Adapters η κλάση 
Adapter κληρονομεί την κλάση Adaptee. Επειδή η JavaScript δεν υποστηρίζει πολλαπλή 
κληρονομικότητα δεν θα γίνει υλοποίηση της αφηρημένης κλάσης Target (Κάτι που δεν 
είναι αναγκαίο στην γλώσσα γιατί οι αφηρημένες κλάσεις είναι προσομοίωση) και η 
κλάση Adapter κάνει extend μόνο την Adaptee. Το αρνητικό από αυτή τη χρήση είναι ότι 
οι παράμετροι του κατασκευαστή Adapter δεν μπορούν να διαφοροποιηθούν πριν 
περάσουν στην κλάση Adaptee γιατί η πρώτη εντολή που πρέπει να εκτελεστεί είναι η 
super() υποχρεωτικά (κλήση στον κατασκευαστή της υπερκλάσης) ενώ το θετικό είναι 
ότι όλες οι μέθοδοι (και αυτές που κληρονομούνται) της κλάσης Adaptee μπορούν να 
χρησιμοποιηθούν απευθείας. Το πρότυπο Class Adapters υλοποιείται σωστά μόνο σε 
γλώσσες προγραμματισμού που υποστηρίζουν πολλαπλή κληρονομικότητα όπως η Java. 
[1] 
 
Πολλαπλός Adapter 
Μία πολύ συχνή εκδοχή του προτύπου Adapter στην JavaScript είναι χρήση του 
Multi Adapter. Σε αυτή την εκδοχή υποθέτουμε ότι υπάρχουν πολλές κλάσεις Adaptee οι 
οποίες είναι σχετικά όμοιες. Στην κλάση Adapter υλοποιείται ένας μηχανισμός (π.χ. 
παράμετρος στον κατασκευαστή) που αποφασίζει ποια κλάση Adaptee θα 
χρησιμοποιηθεί. Έπειτα, οι μέθοδοι της κλάσης Adapter καλούν τις μεθόδους της 
αντίστοιχης κλάσης Adaptee. [1] 
 
Πλήθος μεθόδων του Adapter 
Πολλές φορές οι προγραμματιστές αναρωτιούνται πόσες μέθοδοι είναι σωστό να 
προσαρμόζονται. Η απάντηση είναι τόσες όσες είναι ανάγκη ώστε να λειτουργεί το 
πρόγραμμα σωστά. Δεν υπάρχει λόγος στην κλάση Adapter να υπάρχουν μέθοδοι που 
καλούν τις λειτουργίες της Adaptee και δεν θα χρησιμοποιηθούν (εκτός αν επιβάλλεται 
από την κλάση Target). [1] 
 
 64 
 5.2  Bridge 
 5.2.1 Εισαγωγή 
Το σχεδιαστικό πρότυπο Bridge είναι ένα σχεδιαστικό πρότυπο των “GoF” που 
χρησιμοποιείται για να αποσυνδεθεί μια αφαίρεση από την εφαρμογή της, έτσι ώστε  
αυτά τα δύο μέρη να μπορούν να διαφοροποιούνται ανεξάρτητα. Ο τύπος αυτού του 
πρότυπου σχεδίασης ανήκει στα δομικά και αυτό γιατί επιτυγχάνεται η αποσύνδεση της 
αφηρημένης κλάσης με την εφαρμογή της, παρέχοντας μία γέφυρα μεταξύ τους. [1] 
Αυτό το σχεδιαστικό πρότυπο περιλαμβάνει, μία διεπαφή που λειτουργεί ως 
γέφυρα και η οποία κάνει ανεξάρτητη τη λειτουργικότητα των συγκεκριμένων κλάσεων 
της, από μία άλλη αφηρημένη κλάση την οποία θα έπρεπε να επεκτείνουν αν δεν 
εφαρμοζόταν το πρότυπο. Με αυτό τον τρόπο ενώ η αφηρημένη κλάση έχει μεθόδους με 
μία αρχική ονομασία, οι  συγκεκριμένες κλάσεις μπορούν να έχουν διαφορετική 
ονομασία στις μεθόδους και παρέχεται από το πρότυπο μία γεφύρωση από την 
αφηρημένη κλάση στις συγκεκριμένες κλάσεις. Τα δύο μέρη πλέον μπορούν να 
διαφέρουν χωρίς να επηρεάζεται η λειτουργικότητα τους. 
Αν γίνει η υπόθεση ότι υπάρχει η ιεραρχία των κλάσεων Τετράγωνο και οι 
υποκλάσεις ΚόκκινοΤετράγωνο και ΜπλέΤετράγωνο είναι δομικά λάθος. Σε ένα 
πραγματικό πρόβλημα θα οδηγούσε σε μία τεράστια ιεραρχία κλάσεων γιατί για κάθε 
νέο χρώμα ενός σχήματος θα προκύπτει μία νέα υποκλάση. Επομένως, για την αποφυγή 
του προβλήματος αυτού, αντί για κληρονομικότητα γίνεται διαχωρισμός των σχημάτων 
από τα χρώματα σε δύο διαφορετικές ιεραρχίες και ένα αντικείμενο που είναι σχήμα 
συναθροίζει ένα αντικείμενο που είναι χρώμα. Με την χρήση του προτύπου Bridge ένα 
σχήμα μπορεί να έχει μεθόδους που καλούν τις μεθόδους του χρώματος το οποίο 
συναθροίζει. 
Το σχεδιαστικό πρότυπο αυτό είναι μία υψηλού επιπέδου αρχιτεκτονική με κύριο 
στόχο τη συγγραφή ποιοτικότερου κώδικα μέσα από δύο σημεία αφαίρεσης και 
δημιουργεί χαλαρή σύζευξη μεταξύ των αντικειμένων, αλλά σπάνια χρησιμοποιείται σε 
εφαρμογές με την χρήση της JavaScript.  
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται η αφαίρεση (Abstraction) και η εφαρμογή (ConcreteImplementor ) 
να καθοριστούν και να επεκταθούν ανεξάρτητα. [1] 
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2. Πώς γίνεται η εφαρμογή (ConcreteImplementor) να μπορεί να αλλάζει κατά την 
εκτέλεση του προγράμματος δυναμικά. [1] 
Τακτική: 
1. Διαχωρισμός της αφαίρεσης (Abstraction) από την εφαρμογή 
(ConcreteImplementor) τοποθετώντας τις κλάσεις σε διαφορετικές ιεραρχίες 
κλάσεων. [1] 
2. Χρήση συνάθροισης ή σύνθεσης αντί της κληρονομικότητας. Τα αντικείμενα 
τύπου Abstraction χρησιμοποιούν αντικείμενα τύπου Implementor. [1] 
 
 5.2.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Bridge όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 5-2. 
 
Εικόνα 5-2: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Bridge 
 
Η κλάση Abstraction είναι μία αφηρημένη κλάση. Ο κατασκευαστής της κλάσης 
Abstraction δεν δημιουργεί νέο στιγμιότυπο όταν κληθεί απευθείας με την εντολή new, 
αλλά μόνο όταν κληθεί από τον κατασκευαστή μίας κλάσης που την επεκτείνει 
(RefinedAbstraction) και αποθηκεύει ως ιδιότητα (imp) ένα στιγμιότυπο που είναι τύπος 
της κλάσης Implementor. Επίσης, η κλάση έχει την μέθοδο operation() προς υλοποίηση. 
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Η κλάση RefinedAbstraction κληρονομεί και υλοποιεί την αφηρημένη κλάση 
Abstraction. Ο κατασκευαστής της κλάσης δέχεται ως παράμετρο ένα αντικείμενο τύπου 
Implementor το οποίο μεταβιβάζει στον κατασκευαστή της υπερκλάσης Abstraction. Η 
κλάση υλοποιεί την μέθοδο operation() η οποία έχει ως λειτουργικότητα την εκτέλεση 
της μεθόδου operationImp() του αντικειμένου Implementor που συναθροίζει η κλάση. Η 
μέθοδος operationImp() πρέπει να υπάρχει υποχρεωτικά στα αντικείμενα τύπου 
Implementor γιατί με αυτό τον τρόπο επιτυγχάνεται η γεφύρωση της αφηρημένης 
κλάσης με την υλοποίηση – εφαρμογή της ώστε τα δύο μέρη να είναι ανεξάρτητα. 
Η κλάση Implementor είναι μία διεπαφή και ορίζει ποιες μεθόδους πρέπει να 
έχουν οι συγκεκριμένες κλάσεις που θα την επεκτείνουν. Οι μέθοδοι που θα κληθούν 
από την κλάση RefinedAbstraction πρέπει να υπάρχουν και στην διεπαφή Implementor. 
Επομένως, η διεπαφή έχει την μέθοδο operationImp() που πρέπει να υλοποιηθεί από τις 
συγκεκριμένες κλάσεις ConcreteImplementorA και ConcreteImplementorB. 
Οι κλάσεις ConcreteImplementorA και ConcreteImplementorB αποτελούν 
συγκεκριμένες κλάσεις της κλάσης Implementor. Οι κλάσεις εφαρμόζουν την διεπαφή 
και υλοποιούν την μέθοδο operationImp(). Ο κώδικας και η λειτουργία της μεθόδου στις 
δύο κλάσεις μπορεί να διαφέρει. 
Με την υλοποίηση του προτύπου Bridge δεν χρειάζεται να γνωρίζει με ποια 
συγκεκριμένη κλάση ConcreteImplementor θα συνεργάζεται η κλάση 
RefinedAbstraction. Οποιαδήποτε κλήση μεθόδου της κλάσης RefinedAbstraction προς 
τις ConcreteImplementor πρέπει να περιλαμβάνεται και στην διεπαφή Implementor. Με 
αυτό τον τρόπο επιτυγχάνεται ο διαχωρισμός μίας Αφηρημένης κλάσης (Abstraction) 
από την εφαρμογή της (ConcreteImplementor). Ο ρόλος της κλάσης RefinedAbstraction 
είναι να γεφυρώνει τα δύο μέρη. 
Ο πελάτης Client συνεργάζεται με αντικείμενα που συμμορφώνονται με την 
κλάση Abstraction. 
 5.2.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 5-2 και την χρήση της ES6 με την χρήση κλάσεων. 
 1 
 2 
 3 
 4 
 5 
'use strict'; 
 
class Abstraction { 
    constructor(imp){ 
        if(new.target == Abstraction)  
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            throw new Error("Abstract Class"); 
         
        if(imp != undefined && imp instanceof Implementor)  
            this.imp = imp; 
    } 
    operation(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class RefinedAbstraction extends Abstraction { 
    constructor(imp) { 
        super(imp); 
        console.log("RefinedAbstraction created"); 
    } 
    operation(){ 
        if(this.imp != undefined) this.imp.OperationImp(); 
    } 
} 
 
class Implementor { 
    constructor(){ 
        if(new.target == Implementor)  
            throw new Error("Abstract Class"); 
    } 
    operationImp(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class ConcreteImplementorA extends Implementor { 
    constructor(){ 
        super(); 
        console.log("ConcreteImplementorA created"); 
    } 
    operationImp(){ 
        console.log("ConcreteImplementorA OperationImp"); 
    } 
} 
  
class ConcreteImplementorB extends Implementor { 
    constructor(){ 
        super(); 
        console.log("ConcreteImplementorB created"); 
    } 
    operationImp(){ 
        console.log("ConcreteImplementorB OperationImp"); 
    } 
} 
 
let impA = new ConcreteImplementorA(); 
let ab = new RefinedAbstraction(impA); 
ab.operation(); 
 
// Output 
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// ConcreteImplementorA created 
// RefinedAbstraction created 
// ConcreteImplementorA OperationImp 
  
 5.2.4 Χρήση και Προβληματισμοί 
Μοναδική Υλοποίηση 
Όταν υπάρχει μία μοναδική συγκεκριμένη κλάση Implementor δεν είναι 
απαραίτητη η δημιουργία της αφηρημένης κλάσης Implementor. Με αυτό το τρόπο 
δημιουργείτε μία διαφορετική εκδοχή του    προτύπου Bridge όπου υπάρχει μία σχέση 
ένα προς ένα μεταξύ Abstraction και Implementor. Παρ‘όλα αυτά ο διαχωρισμός αυτός 
είναι ακόμα χρήσιμος όταν μια αλλαγή στην εφαρμογή μιας κλάσης δεν πρέπει να 
επηρεάσει τους υπάρχοντες πελάτες της. [1][12] 
 
Δημιουργία του σωστού αντικειμένου Implementor 
Όταν υπάρχουν παραπάνω από μία συγκεκριμένες κλάσεις Implementor για την 
επιλογή και δημιουργία στιγμιότυπου από αυτές τις κλάσεις υπάρχουν διαφορετικές 
τακτικές. 
Αν η αφαίρεση  Abstraction γνωρίζει για όλες τις διαθέσιμες συγκεκριμένες 
κλάσεις ConcreteImplementor, τότε μπορεί να δημιουργήσει ένα νέο στιγμιότυπο για 
κάθε μία από αυτές. Η επιλογή μπορεί να γίνει ανάλογα με τις παραμέτρους που δέχεται 
η αφαίρεση στον κατασκευαστή της. Μία άλλη προσέγγιση είναι να υπάρχει μία 
προκαθορισμένη εφαρμογή η οποία μπορεί να αλλάζει αργότερα σύμφωνα με την χρήση. 
Επίσης είναι δυνατό να μεταβιβαστεί η απόφαση σε άλλο αντικείμενο συνολικά. Ένα 
πλεονέκτημα αυτής της προσέγγισης είναι ότι η αφαίρεση Abstraction δεν συνδέεται 
άμεσα με καμία από τις συγκεκριμένες κλάσεις Implementor. [1] 
 
Adapter και Bridge 
Ο προσανατολισμός του πρότυπου Adapter είναι να προσαρμόζει μία κλάση για 
να μπορεί να λειτουργεί με μία άλλη διαφορετική κλάση. Το πρότυπο Adapter 
εφαρμόζεται σε ένα σύστημα αφότου έχει σχεδιαστεί. Το πρότυπο Bridge από την άλλη 
πλευρά χρησιμοποιείται εκ των προτέρων σε ένα σχέδιο, για να μπορούν να υπάρχουν 
αφαιρέσεις (Abstractions) και υλοποιήσεις (Implementors) που διαφέρουν ανεξάρτητα. 
[1] 
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 5.3  Composite 
 5.3.1 Εισαγωγή 
Το Composite είναι ένα δομικό σχεδιαστικό πρότυπο των “GoF” και περιγράφει 
μια ομάδα αντικειμένων που μπορεί να αντιμετωπιστεί με τον ίδιο τρόπο που μπορεί να 
αντιμετωπιστεί ένα μοναδικό αντικείμενο. Δηλαδή το σχεδιαστικό πρότυπο επιτρέπει  με 
ένα ομοιόμορφο τρόπο να αντιμετωπίζονται τα μεμονωμένα αντικείμενα και οι συλλογές 
και έτσι η ίδια συμπεριφορά θα εφαρμοστεί με τον ίδιο τρόπο ανεξάρτητα από το πλήθος 
των αντικειμένων. Όλοι οι κόμβοι του σχεδιαστικού προτύπου Composite μοιράζονται 
ένα κοινό σύνολο ιδιοτήτων και μεθόδων. Αυτή η κοινή διεπαφή διευκολύνει πολύ το 
σχεδιασμό και την κατασκευή αναδρομικών αλγορίθμων που επαναλαμβάνονται πάνω 
από κάθε αντικείμενο της συλλογής. [1] 
Υπάρχουν περιπτώσεις όπου ένα πρόγραμμα διαχειρίζεται μία δομή δεδομένων 
σχήματος δένδρου και είναι απαραίτητο να αντιμετωπιστούν με ομοιόμορφο τρόπο τα 
κλαδιά και τα φύλλα του δέντρου. Ένα τέτοιο πρόγραμμα μπορεί να διαχειρίζεται το 
σύστημα αρχείων, όπου το σύστημα αρχείων είναι η δενδρική δομή με τα αρχεία  να 
είναι τα φύλλα και οι φάκελοι τα κλαδιά. Σε αυτό το παράδειγμα μπορεί να εφαρμοστεί 
το σχεδιαστικό πρότυπο Composite. 
Η χρήση του προτύπου στην JavaScript είναι πολύ μεγάλη και με διαφορετικές 
εκδοχές. Μία εκδοχή του προτύπου εφαρμόζεται στην δημοφιλή βιβλιοθήκη jQuery, 
όπου τα jQuery αντικείμενα μπορούν να υπάρχουν μεμονωμένα ή σε συλλογές και οι 
μέθοδοι-λειτουργίες της βιβλιοθήκης μπορούν να εκτελεστούν με τον ίδιο τρόπο είτε σε 
ένα αντικείμενο είτε στην συλλογή. [4] Στην περίπτωση της συλλογής, η μέθοδος 
μεταβιβάζεται σαν κλήση της ίδιας μεθόδου στα επιμέρους αντικείμενα. Μία συλλογή 
αποτελεί προσομοίωση ενός πίνακα και υπάρχουν διαφορετικές μέθοδοι από αυτές που 
μπορεί να έχει ένας πίνακας. 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται σε μία ιεραρχία αντικειμένων (κλαδιά και φύλλα) να παρουσιαστούν 
ως μία δομή δέντρου. [1] 
2. Πώς γίνεται σε μία ιεραρχία αντικειμένων (κλαδιά και φύλλα) να υλοποιηθεί με 
τέτοιο τρόπο ώστε οι πελάτες να μπορούν να αντιμετωπίζουν ομοιόμορφα όλα τα 
αντικείμενα. [1] 
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Τακτική: 
1. Ορισμός μίας κοινής διεπαφής (Component) και για τους δύο τύπους 
αντικειμένων (Leaf και Composite). [1] 
2. Τα αντικείμενα Leaf εφαρμόζουν απευθείας την διεπαφή Component ενώ τα 
σύνθετα αντικείμενα διαβιβάζουν τα αιτήματα στα παιδιά τους. [1] 
 5.3.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Composite όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 5-3. 
 
Εικόνα 5-3: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Composite 
 
Η διεπαφή Component κληρονομείται από τις κλάσεις Leaf και Composite. H 
διεπαφή Component έχει την αφηρημένη μέθοδο operation() που πρέπει να υλοποιηθεί 
υποχρεωτικά από τις υποκλάσεις. Ανάλογα με την προσέγγιση, η κλάση Component 
μπορεί να έχει τις μεθόδους add(), remove() και getChild() που αποτελούν λειτουργίες 
αποκλειστικά της κλάσης Composite. 
Η κλάση Leaf είναι μία κανονική κλάση που επεκτείνει την αφηρημένη κλάση 
και έχει την μέθοδο operation(). 
Η κλάση Composite είναι μία κανονική κλάση και συναθροίζει ή διαγράφει 
αντικείμενα τύπου Component μέσω των μεθόδων της. Εσωτερικά η κλάση αποθηκεύει 
σε έναν πίνακα αντικείμενα πού είναι είτε Leaf είτε Composite. Η κλάση έχει την μέθοδο 
add() η οποία αποθηκεύει στον πίνακα ένα αντικείμενο που παίρνει ως είσοδο. Έχει την 
μέθοδο remove() που διαγράφει από τον πίνακα ένα αντικείμενο που παίρνει ως είσοδο. 
Έχει την μέθοδο getChild() που δέχεται ως είσοδο ένα δείκτη και επιστρέφει το 
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αντικείμενο από τον πίνακα. Και τέλος έχει την μέθοδο operation() η οποία έχει ως 
λειτουργία την εκτέλεση της μεθόδου operation() κάθε αντικειμένου του πίνακα. 
Ο πελάτης Client χειρίζεται αντικείμενα κατά τη σύνθεση μέσω της διεπαφής 
Component. 
 5.3.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 5-3 και την χρήση της ES6 με την χρήση κλάσεων. 
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'use strict'; 
 
class Component { 
    constructor(){ 
        if(new.target == Component)  
            throw new Error("Abstract Class"); 
    } 
    operation(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class Leaf extends Component { 
    constructor(name){ 
        super(); 
        this.name = name; 
        console.log("Leaf created"); 
    } 
    operation(){ 
        console.log(this.name); 
    } 
} 
 
class Composite extends Component { 
    constructor(name){ 
        super(); 
        this.name = name; 
        this.children = []; 
        console.log("Composite created"); 
    } 
    operation(){ 
        console.log("Composite Operation for: " + this.name); 
        for(var i in this.children) 
            this.children[i].operation(); 
    } 
    add(component){ 
        if(!(component instanceof Component))  
            throw new Error("Not instance of Component Class"); 
         
        this.children.push(component); 
    } 
    remove(component){ 
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        if(!(component instanceof Component))  
            throw new Error("Not instance of Component Class"); 
         
        for(var i in this.children) 
            if(this.children[i] === component) 
                this.children.splice(i, 1); 
    } 
    getChild(key){ 
        return this.children[key]; 
    } 
} 
 
let composite = new Composite("B1") 
composite.add(new Leaf("L1")); 
composite.add(new Leaf("L2")); 
composite.operation(); 
// Output 
// Composite created 
// Leaf created 
// Leaf created 
// Composite Operation for: B1 
// L1 
// L2 
   
 5.3.4 Χρήση και Προβληματισμοί 
Το σχεδιαστικό πρότυπο Composite χρησιμοποιείται ευρέως σε προγράμματα 
επεξεργασίας γραφικών και σε συστήματα αρχείων σε διάφορες γλώσσες 
προγραμματισμού. Στην JavaScript η χρήση του είναι αρκετά συχνή και χρησιμοποιείται 
σε βιβλιοθήκες  όπως η jQuery και στο Node.js για διαχείριση αρχείων. [4] Στην 
βιβλιοθήκη jQuery μπορεί να εκτελεστεί μία μέθοδος όπως η .addClass() είτε σε ένα 
μοναδικό αντικείμενο jQuery είτε σε μία συλλογή αντικειμένων. Η υλοποίηση που 
υπάρχει στην βιβλιοθήκη jQuery διαφέρει αρκετά από αυτή που βασίζεται στις κλάσεις 
αλλά η βασική λογική είναι η ίδια. [4] 
 
Αναφορά στο γονέα 
Στην δενδρική δομή που έχει δημιουργηθεί με το σχεδιαστικό πρότυπο 
Composite υπάρχει αναφορά από τα αντικείμενα Composite προς τα παιδιά τους. Για την 
καλύτερη διαχείριση της δομής του σχεδιαστικού προτύπου μπορεί να γίνει διατήρηση 
των αναφορών από τα παιδιά στους γονείς. Η αναφορά στον γονέα απλοποιεί την 
μετακίνηση από κάτω προς τα επάνω στην δομή. Η αναφορά προς τους γονείς μπορεί να 
βοηθήσει επίσης στην εφαρμογή του σχεδιαστικού προτύπου Chain of Responsibility.  
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Το ιδανικότερο μέρος για να οριστεί η αναφορά προς τον γονέα είναι στην κλάση 
Component. Οι κλάσεις Leaf και Composite με αυτό το τρόπο μπορούν να 
κληρονομήσουν τις λειτουργίες που διαχειρίζονται την αναφορά. [1] 
 
Ομοιομορφία ή Ασφάλεια Τύπου 
Το σχεδιαστικό πρότυπο μπορεί να σχεδιαστεί με δύο τρόπους: 
Ομοιομορφία: Οι μέθοδοι που σχετίζονται με την λειτουργία της κλάσης 
Composite, add(), remove(), getChild() και υπάρχουν μόνο σε αυτή την κλάση ορίζονται 
και στην διεπαφή Component. Ενώ υπάρχει ομοιομορφία, χάνεται η ασφάλεια του τύπου 
και αυτό γιατί ο πελάτης μπορεί να εκτελέσει τις παραπάνω μεθόδους στην κλάση Leaf. 
Ασφάλεια Τύπου: Οι μέθοδοι που σχετίζονται με την λειτουργία της κλάσης 
Composite, add(), remove(), getChild() ορίζονται μόνο στην κλάση Composite και όχι 
στην αφηρημένη κλάση Component. Με αυτό το τρόπο υπάρχει ασφάλεια του τύπου, 
αλλά ο πελάτης πρέπει να συμπεριφέρεται στα αντικείμενα τύπου Leaf και Composite 
διαφορετικά. Η υλοποίηση που ακολουθείται παραπάνω στοχεύει στην ασφάλεια τύπου. 
[1] 
 
Composite και Decorator 
Το σχεδιαστικό πρότυπο Decorator χρησιμοποιείται συχνά μαζί με το Composite. 
Όταν αντικείμενα Composite και Decorator χρησιμοποιηθούν μαζί, έχουν συχνά μία 
κοινή γονική κλάση και έτσι το Decorator πρέπει να υποστηρίζει την διεπαφή 
Component με λειτουργίες όπως add, remove και getChild. [1] 
 
 5.4  Decorator 
 5.4.1 Εισαγωγή 
Το Decorator ανήκει στη κατηγορία των δομικών σχεδιαστικών προτύπων και 
είναι ένα από τα πρότυπα των “GoF”. Η χρήση του στη JavaScript είναι εκτεταμένη με 
πολλές διαφορετικές υλοποιήσεις. [4] Το σχεδιαστικό πρότυπο Decorator δίνει την 
δυνατότητα παραλλαγής του τρόπου συμπεριφοράς ενός αντικειμένου κατά την διάρκεια 
εκτέλεσης του προγράμματος δυναμικά. Η τροποποιημένη λειτουργία μπορεί να είναι 
επιπλέον προσθήκη μεθόδων ή διαφορετική υλοποίηση μιας υπάρχουσας μεθόδου. Η 
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προσθήκη επιπλέον λειτουργιών δεν επηρεάζει τα υπόλοιπα αντικείμενα που 
δημιουργήθηκαν γιατί δεν επηρεάζεται ο κώδικας της αρχικής κλάσης. [1] 
Ο βασικότερος λόγος που το χρησιμοποιούν οι προγραμματιστές στις εφαρμογές 
τους είναι για να μειωθεί το πλήθος των κλάσεων που χρησιμοποιούνται για να 
δημιουργηθούν διαφορετικών τύπων αντικείμενα. Για παράδειγμα σε ένα JavaScript 
παιχνίδι μπορεί να υπάρχουν κλάσεις για την κατασκευή αντικειμένων που δημιουργούν 
διαφορετικών τύπων αντικείμενα όπως, “σπίτι”, “σπίτι με παράθυρα”, “σπίτι με πόρτα”, 
“σπίτι με παράθυρα και πόρτα”, “κατάστημα”, “ κατάστημα με παράθυρα”, “ κατάστημα 
με πόρτα” και “ κατάστημα με παράθυρα και πόρτα”. Στο παράδειγμα αυτό υπάρχουν 
δύο βασικές κλάσεις “Σπίτι” και “Κατάστημα” και η κάθε μία θα έχει τρεις υποκλάσεις 
για να προστεθούν οι επιπλέον μέθοδοι. Άρα συνολικά στο παράδειγμα χρειάζονται 
οκτώ κλάσεις ενώ σε ένα πραγματικό παιχνίδι θα χρειαζόντουσαν εκατοντάδες. Για την 
αποφυγή αυτού του προβλήματος, αντί για επέκταση με την χρήση της 
κληρονομικότητας γίνεται η χρήση μίας κλάσης Decorator η οποία δέχεται ως 
παράμετρο ένα αντικείμενο (συνάθροιση) το οποίο θα “διακοσμήσει” με νέα 
λειτουργικότητα.  Με αυτό τον τρόπο οι κλάσεις Decorator μπορούν να 
επαναχρησιμοποιηθούν προσθέτοντας ευελιξία στον κώδικα και μπορούν να 
χρησιμοποιηθούν πολλές στην σειρά για να προστεθούν επιπλέον λειτουργίες στο αρχικό 
αντικείμενο. 
Το σχεδιαστικό πρότυπο Decorator δεν είναι ένα κατασκευαστικό πρότυπο και 
αυτό γιατί δεν ασχολείται με τον τρόπο που τα αντικείμενα δημιουργούνται, αλλά 
επικεντρώνεται στον τρόπο που τα αντικείμενα επεκτείνουν την λειτουργία τους και έτσι 
ανήκει στα δομικά πρότυπα. [1] 
Όπως ειπώθηκε και πριν στην JavaScript υπάρχουν πολλές διαφορετικές 
υλοποιήσεις του Decorator. Παρακάτω γίνεται υλοποίηση του σχεδιαστικού προτύπου με 
την χρήση κλάσεων και με προσέγγιση που είναι κοντά σε άλλες αντικειμενοστρεφείς 
γλώσσες προγραμματισμού όπως η Java. 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται λειτουργίες να προστεθούν, αφαιρεθούν και διαγραφούν από ένα 
αντικείμενο δυναμικά κατά το χρόνο εκτέλεσης. [1] 
2. Πώς γίνεται να δημιουργηθεί μία εναλλακτική λύση για την επέκταση κλάσεων 
αντί για χρήση της κληρονομικότητας. [1] 
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Τακτική: 
1. Ορισμός της αφηρημένης κλάσης Decorator. Τα συγκεκριμένα αντικείμενα 
ConcreteDecorator επεκτείνουν την κλάση Decorator και διαβιβάζουν όλα τα 
αιτήματα στο αντικείμενο (Component) που “διακοσμούν – επεκτείνουν”. [1] 
2. Η κλάση Decorator υλοποιεί την διεπαφή Component όπως και τα συγκεκριμένα 
αντικείμενα ConcreteComponent που πρόκειται να “διακοσμηθούν”. [1] 
3. Τα συγκεκριμένα αντικείμενα ConcreteDecorator μεταβάλουν την 
λειτουργικότητα πριν η μετά την προώθηση ενός αιτήματος. [1] 
 5.4.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Decorator όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα –img. 
 
Εικόνα 5-4: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Decorator 
 
Η κλάση Component είναι μία διεπαφή και ορίζει ότι τα αντικείμενα αυτού του 
τύπου μπορούν να “διακοσμηθούν” με πρόσθετες λειτουργίες δυναμικά. Η διεπαφή έχει 
μία μέθοδο προς υλοποίηση την operation(). Την διεπαφή την επεκτείνουν οι κλάσεις 
ConcreteComponent και η Decorator. 
Η κλάση ConcreteComponent είναι μία συγκεκριμένη κλάση που κληρονομεί την 
διεπαφή Component. Τα αντικείμενα της κλάσης ConcreteComponent είναι αυτά που θα 
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διακοσμηθούν από τα αντικείμενα Decorator. Η κλάση ConcreteComponent έχει την 
μέθοδο operation(). 
Η κλάση Decorator είναι μία αφηρημένη κλάση. Η αφηρημένη κλάση κάνει 
χρήση της συνάθροισης και διατηρεί μια αναφορά προς ένα αντικείμενο τύπου 
Component. Η μέθοδος operation() της κλάσης Decorator εκτελεί την μέθοδο operation() 
του αντικειμένου Component. Το αντικείμενο Component μπορεί να είναι είτε 
ConcreteComponent είτε Decorator. 
Οι κλάσεις ConcreteDecoratorA και ConcreteDecoratorB είναι συγκεκριμένες 
κλάσεις και επεκτείνουν την αφηρημένη κλάση Decorator. Τα αντικείμενα των κλάσεων, 
είναι αυτά που διακοσμούν με λειτουργίες τα αντικείμενα Component δυναμικά. Ο 
κατασκευαστής των κλάσεων δέχεται ως παράμετρο ένα αντικείμενο Component το 
οποίο μεταβιβάζει στον κατασκευαστή της αφηρημένη κλάσης Decorator για να 
αποθηκευτεί η αναφορά. Το αντικείμενο ConcreteDecoratorA έχει την ιδιότητα 
addedState και την μέθοδο operation(). Η μέθοδος operation() έχει την δική της 
ξεχωριστή λειτουργία. Πριν ή μετά από αυτή την λειτουργία γίνεται εκτέλεση της 
μεθόδου operation() της υπερκλάσης Decorator, η οποία με την σειρά της εκτελεί την 
μέθοδο operation() του αντικειμένου Component που έχει αποθηκευμένο ως αναφορά. 
Το αντικείμενο ConcreteDecoratorB έχει την μέθοδο operation() που λειτουργεί όπως 
και στα αντικείμενα της κλάσης ConcreteDecoratorA. Επιπρόσθετα έχει και την μέθοδο 
addedBehavior() που είναι μία νέα λειτουργία. 
Με την παραπάνω δομή μπορούν να τοποθετηθούν στην σειρά πολλά 
διαφορετικά αντικείμενα ConcreteDecorator για να διακοσμήσουν ένα 
ConcreteComponent. 
Είναι σημαντικό να αναφερθεί ότι, για να μεταφερθούν και οι ιδιότητες του 
αντικειμένου ConcreteComponent στο ConcreteDecorator ώστε ο πελάτης να μπορεί να 
τις αξιοποιήσει απευθείας, πρέπει να γίνει μεταβίβαση των τιμών μέσα στην κλάση 
Decorator. Δηλαδή εκτός από την αποθηκευμένη αναφορά, η κλάση πρέπει να 
αποθηκεύει και τις ιδιότητες με την ίδια ονομασία. 
 5.4.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας -img και την χρήση της ES6 με την χρήση κλάσεων. 
 1 
 2 
'use strict'; 
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class Component { 
    constructor(){ 
        if(new.target == Component)  
            throw new Error("Abstract Class"); 
    } 
    operation(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class ConcreteComponent extends Component { 
    constructor() { 
        super(); 
        console.log("ConcreteComponent created"); 
    } 
    operation(){ 
        console.log("ConcreteComponent Operation"); 
    } 
} 
 
class Decorator extends Component { 
    constructor(component){ 
        super(); 
        if(new.target == Decorator)  
            throw new Error("Abstract Class"); 
         
        if(component != undefined && component instanceof Component)  
            this.component = component; 
         
        console.log("Decorator created"); 
    } 
    operation(){ 
        if(this.component != undefined) this.component.operation(); 
    } 
} 
 
class ConcreteDecoratorA extends Decorator { 
    constructor(component, value) { 
        super(component); 
        this.addedState = value; 
        console.log("ConcreteDecoratorA created"); 
    } 
    operation(){ 
        super.operation(); 
        console.log("ConcreteDecoratorA Operation"); 
    } 
} 
 
class ConcreteDecoratorB extends Decorator { 
    constructor(component) { 
        super(component); 
        console.log("ConcreteDecoratorB created"); 
    } 
    operation(){ 
        super.operation(); 
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        console.log("ConcreteDecoratorB Operation"); 
    } 
    addedBehavior(){ 
        console.log("ConcreteDecoratorB AddedBehavior"); 
    } 
} 
 
let component = new ConcreteComponent(); 
let decoratorA = new ConcreteDecoratorA(component, 10); 
let decoratorB = new ConcreteDecoratorB(decoratorA); 
 
decoratorB.addedBehavior(); 
decoratorB.operation(); 
 
// Output 
// ConcreteComponent created 
// Decorator created 
// ConcreteDecoratorA created 
// Decorator created 
// ConcreteDecoratorB created 
// ConcreteDecoratorB AddedBehavior 
// ConcreteComponent Operation 
// ConcreteDecoratorA Operation 
// ConcreteDecoratorB Operation 
  
 5.4.4 Χρήση και Προβληματισμοί 
Συμφωνία διεπαφής 
Η διεπαφή ενός αντικειμένου τύπου Decorator πρέπει να συμμορφώνεται και με 
την διεπαφή του αντικειμένου που πρόκειται να διακοσμήσει. Άρα οι κλάσεις 
ConcreteDecorator πρέπει να κληρονομούν από μία κοινή κλάση. [1] 
 
Παράληψη της αφηρημένης κλάσης Decorator 
Όταν υπάρχει μία και μόνο ConcreteDecorator κλάση η αφηρημένη κλάση 
Decorator δεν είναι αναγκαία. Αυτό συνήθως συμβαίνει σε μία ιεραρχία κλάσεων που 
είδη χρησιμοποιείται και δεν πρόκειται να εξελιχθεί. Για να επιτευχθεί η παράληψη της 
αφηρημένης κλάσης, η λειτουργικότητα της συγχωνεύεται με την κλάση 
ConcreteDecorator και η  ConcreteDecorator επεκτείνει την κλάση Component. [1] 
 
Ελαφριά Component κλάση 
Οι κλάσεις ConcreteComponent και Decorator είναι υποκλάσεις της διεπαφής 
Decorator. Είναι σημαντικό η κοινή κλάση Decorator να είναι ελαφριά και να λειτουργεί 
ως διεπαφή, δηλαδή να δηλώνονται μόνο οι μέθοδοι που πρέπει να υπάρχουν στις 
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κλάσεις ConcreteComponent και Decorator.  Οποιαδήποτε άλλη λειτουργικότητα πρέπει 
να αποφεύγεται, γιατί θα αυξήσει την πιθανότητα οι συγκεκριμένες κλάσεις να 
εφαρμόσουν λειτουργίες που δεν χρειάζονται. [1] 
 
Πρότυπο Decorator και Πρότυπο Strategy 
Στο σχεδιαστικό πρότυπο Decorator η λογική είναι να προστεθεί ή αλλαχθεί η 
λειτουργία ενός αντικειμένου δυναμικά χωρίς όμως να αλλάξει η κλάση. Η 
λειτουργικότητα μεταβάλλεται προσθέτοντας στρώσεις νέας λειτουργικότητας από 
γύρω. Αυτή η προσέγγιση είναι καλή μόνο όταν η κλάση Component είναι ελαφριά. 
Στην περίπτωση μίας βαριάς κλάσης Component το πρότυπο Decorator κοστίζει 
πολύ για να εφαρμοστεί. Η προσέγγιση στο πρόβλημα της αλλαγής λειτουργικότητας 
ενός αντικείμενου πρέπει να γίνει διαφορετικά και έτσι μπορεί να χρησιμοποιηθεί το 
πρότυπο Strategy. Στο πρότυπο Strategy δεν προστίθεται η λειτουργία από γύρω αλλά 
από μέσα. Με αυτό τον τρόπο το αντικείμενο ConcreteComponent προωθεί λειτουργίες 
σε ένα αντικείμενο Strategy που διατηρεί ως αναφορά (συνάθροιση). Η λειτουργικότητα 
του αντικειμένου ConcreteComponent μπορεί να αλλάζει πλέον δυναμικά αλλάζοντας το 
αντικείμενο Strategy και η ανάγκη της διεπαφής Component πλέον δεν υπάρχει. 
Η βασική διαφορά των δύο σχεδιαστικών προτύπων είναι ότι το πρότυπο 
Decorator μπορεί να αλλάξει και να προσθέσει νέα λειτουργικότητα, ενώ το πρότυπο 
Strategy μόνο να αλλάξει. “Το Decorator αλλάζει το δέρμα ενός αντικειμένου, ενώ το 
Strategy τα σπλάχνα”. [1] 
 
 5.5  Façade  
 5.5.1 Εισαγωγή 
Το σχεδιαστικό πρότυπο Façade ανήκει στα δομικά σχεδιαστικά πρότυπα και 
είναι ένα από τα 23 σχεδιαστικά πρότυπα των “GoF”. Το σχεδιαστικό πρότυπο 
χρησιμοποιείται σε πολύ μεγάλο βαθμό στην JavaScript και συναντάται σε βιβλιοθήκες 
και σε API διαδικτυακών εφαρμογών. Σκοπός του σχεδιαστικού προτύπου είναι η 
απόκρυψη του κύριου κώδικα και της πολυπλοκότητας του από τον πελάτη 
προσφέροντας στον πελάτη μία απλή και εύχρηστη διεπαφή. [1] 
Σε μεγάλες εφαρμογές όπως το διαδικτυακό API του Google Maps υπάρχουν 
πολλές κλάσεις, πολύπλοκες λειτουργίες και μέθοδοι και πολλά μέρη αλληλοεπιδρούν 
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μεταξύ τους. Η κατανόηση ενός τέτοιου συστήματος είναι δύσκολη από έναν χρήστη 
που θέλει να προσθέσει απλά έναν χάρτη σε μία ιστοσελίδα και θα οδηγηθεί σε 
σφάλματα. Το ίδιο συμβαίνει και με βιβλιοθήκες όπως η jQuery που απλοποιεί την 
διαχείριση του DOM API ενός Browser. [4] Γι’αυτό το λόγο είναι αναγκαίο ο χρήστης 
που χρησιμοποιεί την βιβλιοθήκη ή το API, να χρησιμοποιεί ένα ενδιάμεσο σημείο 
μεταξύ του ιδίου και της εφαρμογής το οποίο είναι εύχρηστο και απλό. Η υπόλοιπη 
πολύπλοκη λειτουργία αποκρύπτεται από τον χρήστη και έτσι ο χρήστης δεν έχει γνώση 
για το τι συμβαίνει πίσω από την “σκηνή”. 
Το βασικότερο δομικό στοιχείο του σχεδιαστικού προτύπου είναι η κλάση 
Façade. Ο πελάτης χρησιμοποιεί την κλάση Façade η οποία συντονίζει την υπόλοιπη 
λειτουργία. Το αντικείμενο της κλάσης Façade πρέπει να είναι αρκετά απλό, να 
λειτουργεί ως μεσάζων και πρέπει να αποφεύγεται η κλάση αυτή να γίνει μία “Θεϊκή 
κλάση”. Η χρήση του Façade μειώνει την σύζευξη και αυτό γιατί ο πελάτης επικοινωνεί 
μόνο με την κλάση Façade και η κλάση Façade με το υπόλοιπο σύστημα. Πιθανές 
αλλαγές στον κώδικα του συστήματος δεν θα επηρεάσουν τον πελάτη αλλά μόνο την 
κλάση Façade εσωτερικά. Ο πελάτης δεν θα καταλάβει ποτέ ότι κάτι άλλαξε. Αυτό είναι 
ιδιαίτερα σημαντικό σε API όπως το Google Maps γιατί οι αλλαγές στο σύστημα δεν 
επηρεάζουν τους πελάτες, δηλαδή τις εφαρμογές που το χρησιμοποιούν. Αν 
επηρεάζονταν θα έπρεπε εκατομμύρια εφαρμογές να αποσφαλματοθούν. 
Το παράδειγμα με το API του Google Maps είναι ένα υποθετικό παράδειγμα και δε 
σημαίνει ότι πραγματικά εφαρμόζεται το σχεδιαστικό πρότυπο. 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται ένα πολύπλοκο υποσύστημα να γίνει εύχρηστο. [1] 
2. Πώς γίνεται ο πελάτης να μην επικοινωνεί απευθείας με το υποσύστημα. [1] 
3. Πώς γίνεται να μειωθούν οι εξαρτήσεις. [1] 
Τακτική: 
1. Καθορισμός ενός αντικειμένου Façade που λειτουργεί ως ενοποιημένη διεπαφή 
ενός υποσυστήματος. [1] 
2. Καθορισμός ενός αντικειμένου Façade που μπορεί να εκτελέσει πρόσθετη 
λειτουργία πριν ή μετά την προώθηση ενός αιτήματος προς το υποσύστημα. [1] 
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 5.5.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Façade όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 5-5. 
 
Εικόνα 5-5: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Façade 
 
Η κλάση Shape είναι μία διεπαφή η οποία ορίζει ότι οι κλάσεις που την 
επεκτείνουν-εφαρμόζουν πρέπει να έχουν την μέθοδο draw(). 
Οι κλάσεις Circle, Rectangle και Square είναι συγκεκριμένες κλάσεις και 
επεκτείνουν την κλάση Shape. Οι κλάσεις έχουν την μέθοδο draw(). 
Οι κλάσεις Circle, Rectangle, Square και η διεπαφή Shape αποτελούν το 
υποσύστημα και μπορούν να διαφέρουν ως δομή σε ένα πραγματικό πρόγραμμα. 
Η σημαντικότερη κλάση για την υλοποίηση του σχεδιαστικού προτύπου είναι η 
κλάση Façade. Η κλάση Façade έχει τις μεθόδους drawCircle(), drawRectangle() και 
drawSquare() οι οποίες δημιουργούν αντικείμενα που ανήκουν στο υποσύστημα και 
καλούν τις μεθόδους τους. Ο πελάτης πλέον χρειάζεται μόνο να γνωρίζει πώς λειτουργεί 
η κλάση Façade και όχι το υποσύστημα. Ένα αντικείμενο Façade αναλαμβάνει να 
χειρίζεται το υποσύστημα αποκρύπτοντας την περιπλοκότητα του από τον πελάτη. 
 5.5.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 5-5 και την χρήση της ES6 με την χρήση κλάσεων. 
 1 
 2 
 3 
 4 
'use strict'; 
 
class Shape{ 
    constructor(){ 
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        if(new.target == Shape)  
            throw new Error("Abstract Class"); 
    } 
    draw(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class Circle extends Shape{ 
    constructor(){ 
        super(); 
    } 
    draw(){ 
        console.log("Draw Circle"); 
    } 
} 
 
class Square extends Shape{ 
    constructor(){ 
        super(); 
    } 
    draw(){ 
        console.log("Draw Square"); 
    } 
} 
 
class Triangle extends Shape{ 
    constructor(){ 
        super(); 
    } 
    draw(){ 
        console.log("Draw Triangle"); 
    } 
} 
 
class Facade{ 
    constructor(){ 
        console.log("Facade Created"); 
    } 
    drawCircle(){ 
        let circle = new Circle(); 
        circle.draw(); 
    } 
    drawSquare(){ 
        let square = new Square(); 
        square.draw(); 
    } 
    drawTriangle(){ 
        let triangle = new Triangle(); 
        triangle.draw(); 
    } 
} 
 
let facade = new Facade(); 
facade.drawCircle(); 
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facade.drawSquare(); 
facade.drawTriangle(); 
 
// Output 
// Facade Created 
// Draw Circle 
// Draw Square 
// Draw Triangle 
  
 5.5.4 Χρήση και Προβληματισμοί 
Μείωση σύζευξης μεταξύ πελάτη και υποσυστήματος 
Για επιπλέον μείωση της σύζευξης μεταξύ πελατών και υποσυστήματος μπορεί η 
κλάση Façade να γίνει μία αφηρημένη κλάση με συγκεκριμένες κλάσεις και οι πελάτες 
μπορούν να επικοινωνήσουν με το υποσύστημα διαμέσου της αφηρημένης κλάσης 
Façade. Οι συγκεκριμένες κλάσεις μπορούν να αξιοποιούν το υποσύστημα διαφορετικά. 
Αυτού του είδους σύζευξη κάνει τους πελάτες να μην γνωρίζουν ποια εφαρμογή του 
υποσυστήματος χρησιμοποιείται. [1][12] 
 
Δημόσιες ή ιδιωτικές κλάσεις υποσυστήματος 
Το υποσύστημα μπορεί να σχεδιαστεί με διαφορετικούς τρόπους. Με το να είναι 
οι κλάσεις του υποσυστήματος δημόσιες αυτό σημαίνει ότι οι πελάτες της κλάσης 
Façade μπορούν να έχουν πρόσβαση στις δημόσιες κλάσεις. Αν το υποσύστημα πρέπει 
να είναι ιδιωτικό και οι πελάτες να έρχονται σε επαφή μόνο με την κλάση Façade τότε 
γίνεται να συνδυαστεί το πρότυπο Façade με το πρότυπο Module. Το σχεδιαστικό 
πρότυπο Module στην JavaScript κάνει χρήση του εγκλεισμού (Closure) για να 
δημιουργηθεί ένα ιδιωτικό περιβάλλον για το υποσύστημα και επιστρέφει  ένα 
αντικείμενο που είναι η διεπαφή για την χρήση του υποσυστήματος. [1][4] 
 
Χρήση του Singleton 
Συνήθως σε πολλές εφαρμογές του Façade είναι αναγκαίο μόνο ένα αντικείμενο 
της κλάσης Façade. Γι’αυτό το λόγο μπορεί να γίνει χρήση του σχεδιαστικού προτύπου 
Singleton. [1] 
 
Mediator ή Façade 
Το σχεδιαστικό πρότυπο Mediator μοιάζει με το σχεδιαστικό πρότυπο Façade. Ο 
σκοπός του Mediator είναι να συγκεντρώνει λειτουργικότητα που έχει να κάνει με την 
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επικοινωνία μεταξύ δύο συνεργαζόμενων αντικειμένων. Τα αντικείμενα πλέον 
επικοινωνούν με το Mediator και όχι μεταξύ τους. Παρόλο που το Façade λειτουργεί ως 
ενδιάμεσος, δεν ορίζει νέες λειτουργίες, απλά χρησιμοποιεί αντικείμενα του 
υποσυστήματος για να διευκολύνει την χρήση τους και το υποσύστημα δεν το γνωρίζει. 
[1] 
 
 5.6  Flyweight 
 5.6.1 Εισαγωγή 
Το σχεδιαστικό πρότυπο Flyweight ανήκει στα δομικά σχεδιαστικά πρότυπα και 
είναι ένα από τα 23 σχεδιαστικά πρότυπα των “GoF”. [1] Το σχεδιαστικό πρότυπο 
χρησιμοποιείται πάρα πολύ σε μεγάλες εφαρμογές με την χρήση της JavaScript και αυτό 
γιατί βοηθάει στην ελαχιστοποίηση της απαιτούμενης μνήμης όταν μία εφαρμογή 
χρησιμοποιεί πολύ μεγάλο όγκο παρόμοιων αντικειμένων [4]. Το πρότυπο μπορεί να 
χρησιμοποιηθεί μόνο σε καταστάσεις όπου τα αντικείμενα που παράγονται από μία 
κλάση έχουν συχνά κοινές καταστάσεις, όπως για παράδειγμα σε ένα πρόγραμμα 
διαχείρισης κειμένου. Το κάθε γράμμα αποτελεί ένα αντικείμενο και κάθε γράμμα 
μπορεί να επαναλαμβάνεται πολλές φορές μέσα στον κειμενογράφο και να έχει ίδιο 
χρώμα, μέγεθος και γραμματοσειρά. Σύμφωνα με το σχεδιαστικό πρότυπο, αυτή η ίδια 
κατάσταση μπορεί να μοιράζεται από ένα αντικείμενο και έτσι να μην επαναλαμβάνεται 
ξανά και ξανά σε πολλά αντικείμενα. Αυτή η κατάσταση η οποία διαμοιράζεται αποτελεί 
την εσωτερική κατάσταση (intrinsic state). Όμως το κάθε γράμμα είναι πάντα σε 
διαφορετική θέση μέσα σε έναν κειμενογράφο και αυτή η τιμή δεν μπορεί να 
διαμοιράζεται καθώς είναι μοναδική και αποτελεί την εξωτερική κατάσταση (extrinsic 
state) και έτσι αποθηκεύεται κάπου ξεχωριστά από το αντικείμενο που διαμοιράζεται. 
Το σχεδιαστικό πρότυπο Flyweight στην ουσία είναι μία δομή που διαχειρίζεται 
τη δημιουργία αντικειμένων Flyweight. Τα αντικείμενα Flyweight μεταξύ τους έχουν μία 
διαφορετική εσωτερική κατάσταση και διαφέρουν. Η κλάση FlyweightFactory 
δημιουργεί αντικείμενα Flyweight και κρατάει αναφορές προς αυτά. Όταν ο πελάτης 
ζητάει από το αντικείμενο FlyweightFactory ένα αντικείμενο Flyweight με μία 
εσωτερική κατάσταση, γίνεται αναζήτηση στις αναφορές και αν υπάρχει το αντικείμενο 
το επιστρέφει, αλλιώς το δημιουργεί και το επιστρέφει. [12] 
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Το σχεδιαστικό πρότυπο ασχολείται κυρίως με την εσωτερική κατάσταση που 
διαμοιράζεται και όχι με την εξωτερική κατάσταση. Συνήθως η εξωτερική κατάσταση 
αποθηκεύεται σε μία ξεχωριστή δομή που συσχετίζει ένα αντικείμενο Flyweight με μία 
εξωτερική κατάσταση ή ένα αντικείμενο Flyweight υπάρχει ως αναφορά μέσα σε ένα 
αντικείμενο που περιέχει την εξωτερική κατάσταση. Η εξωτερική κατάσταση μπορεί να 
περάσει ως παράμετρος στις μεθόδους ενός αντικειμένου Flyweight όταν είναι αναγκαία 
για κάποια λειτουργία, αλλά ποτέ δεν αποθηκεύεται εσωτερικά. [12] 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται μεγάλος αριθμός αντικειμένων να πρέπει να υποστηρίζεται 
αποτελεσματικά. [1] 
2. Τι μπορεί να γίνει όταν πρέπει να αποφεύγεται η δημιουργία μεγάλου αριθμού 
αντικειμένων. [1] 
Τακτική: 
1. Αποθήκευση της εσωτερικής (intrinsic) κατάστασης που μπορεί να μοιραστεί. [1] 
2. Παροχή ενός τρόπου όπου η εξωτερική (extrinsic) κατάσταση μπορεί να περάσει. 
[1] 
3. Διαχείριση των αντικειμένων με μοναδική εσωτερική (intrinsic) κατάσταση. [1] 
 5.6.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Flyweight όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 5-6. 
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Εικόνα 5-6: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Flyweight 
 
Η κλάση Flyweight είναι μία διεπαφή και ορίζει τις μεθόδους τις οποίες πρέπει 
να έχουν οι συγκεκριμένες κλάσεις οι οποίες την υλοποιούν. Η κλάση Flyweight έχει την 
μέθοδο doOperation() η οποία δέχεται ως όρισμα μία εξωτερική κατάσταση για να 
εκτελέσει μία λειτουργία. 
Η κλάση ConcreteFlyweight είναι μία συγκεκριμένη κλάση η οποία εφαρμόζει 
την διεπαφή Flyweight και αποτελεί τον τύπο των αντικειμένων τα οποία 
διαμοιράζονται. Τα αντικείμενα της κλάσης έχουν αποθηκευμένη την εσωτερική 
κατάσταση (intrinsic) η οποία περνάει ως όρισμα στον κατασκευαστή, ή δημιουργείται 
από τον κατασκευαστή. Η εσωτερική κατάσταση είναι οι ιδιότητες που έχει το 
αντικείμενο και ο συνδυασμός τους είναι μοναδικός μεταξύ των αντικειμένων της 
κλάσης. 
Η κλάση FlyweightFactory είναι μία κανονική κλάση η οποία έχει σημαντικό 
έργο για την υλοποίηση του σχεδιαστικού προτύπου. Στον κατασκευαστή της η κλάση 
δημιουργεί μία συλλογή στην οποία αποθηκεύονται αντιστοιχίες κλειδιού και αναφορές 
προς αντικείμενα τύπου Flyweight. Η κλάση FlyweightFactory έχει την μέθοδο 
getFlyweight() η οποία δέχεται ως παράμετρο τιμές και με βάση αυτές αναζητά στην 
συλλογή να δει αν υπάρχει το αντίστοιχο κλειδί. Αν βρεθεί  τότε επιστρέφει το 
αντίστοιχο αντικείμενο Flyweight. Αν δεν βρεθεί, τότε καλεί τον κατασκευαστή της 
κλάσης ConcreteFlyweight να δημιουργήσει ένα αντικείμενο με παραμέτρους αυτές που 
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έλαβε η getFlyweight(). Έπειτα αποθηκεύεται στην συλλογή μία νέα αντιστοιχία 
κλειδιού και νέου αντικειμένου και επιστρέφεται το νέο αντικείμενο. 
Στην JavaScript και στην έκδοση ES6 η συλλογή μπορεί να υλοποιηθεί με δύο 
εγγενείς τρόπους. Με την χρήση αντικειμένων όπου το κλειδί είναι το όνομα της 
ιδιότητας και η τιμή είναι η αναφορά στο αντικείμενο Flyweight. Με την χρήση της 
συλλογής Map η οποία είναι ένα αντικείμενο που αποθηκεύει αντιστοιχίες δύο τιμών. Οι 
τιμές μπορεί να είναι οποιασδήποτε μορφής (αντικείμενα, αριθμοί, functions κλπ). Η 
συλλογή Map είναι μία νέα προσθήκη στην έκδοση ES6. Ο ιδανικότερος τρόπος 
αποθήκευσης θα ήταν η χρήση μίας συλλογής HashMap αλλά η λειτουργία αυτή δεν 
υποστηρίζεται εγγενώς ακόμα στην JavaScript και πρέπει να υλοποιηθεί ξεχωριστά. 
Ο πελάτης – Client δημιουργεί και χρησιμοποιεί αντικείμενα FlyweightFactory 
για να δημιουργεί ή να αναζητά αντικείμενα Flyweight και κρατάει αναφορές προς 
αντικείμενα Flyweight μαζί με την εξωτερική κατάσταση. 
 
 5.6.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 5-6 και την χρήση της ES6 με την χρήση κλάσεων. 
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'use strict'; 
 
class Flyweight{ 
    constructor(){ 
        if(new.target == Flyweight)  
            throw new Error("Abstract Class"); 
    } 
    doOperation(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class ConcreteFlyweight extends Flyweight{ 
    constructor(key1, key2){ 
        super(); 
        console.log("ConcreteFlyweight created"); 
        this.intrinsicState1 = key1; 
        this.intrinsicState2 = key2; 
    } 
    doOperation(extrinsicState){ 
        console.log("Operation : " + extrinsicState); 
    } 
} 
 
class FlyweightFactory{ 
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    constructor(){ 
        console.log("FlyweightFactory created"); 
        this.flyweights = new Map(); 
    } 
    getFlyweight(key1, key2){ 
        if(!this.flyweights.has(key1 + key2)){ 
            this.flyweights.set(key1 + key2,  
                    new ConcreteFlyweight(key1,key2)); 
        } 
        return this.flyweights.get(key1 + key2); 
    } 
} 
 
let factory = new FlyweightFactory(); 
let fly1 = factory.getFlyweight("John","Doe"); 
let fly2 = factory.getFlyweight("Alex","Doe"); 
let fly3 = factory.getFlyweight("John","Doe"); 
console.log(fly1 === fly2); 
console.log(fly2 === fly3); 
console.log(fly1 === fly3); 
 
// Output 
// FlyweightFactory created debugger 
// ConcreteFlyweight created 
// false 
// false 
// true 
  
 5.6.4 Χρήση και Προβληματισμοί 
Αφαίρεση της εξωτερικής κατάστασης 
Η ορθή εφαρμογή του σχεδιαστικού προτύπου καθορίζεται από τον 
προσδιορισμό και αφαίρεση της εξωτερικής κατάστασης από τα αντικείμενα Flyweight 
που διαμοιράζονται. Η μείωση του κόστους αποθήκευσης δεν θα είναι μεγάλη αν 
υπάρχουν ίδια ποσότητα αντικειμένων με την εξωτερική κατάσταση και αντικειμένων 
πριν τον διαμοιρασμό. Ιδανικά, η εξωτερική κατάσταση πρέπει να υπολογίζεται από μία 
εξωτερική δομή με ακόμα μικρότερες απαιτήσεις αποθήκευσης. [1] 
 
Διαχείριση αντικειμένων Flyweight 
Επειδή τα αντικείμενα διαμοιράζονται, οι πελάτες δεν πρέπει να τα δημιουργούν 
απευθείας. Η κλάση FlyweightFactory επιτρέπει στους πελάτες να αναζητούν ή να 
δημιουργούν αντικείμενα Flyweight. Τα αντικείμενα FlyweightFactory χρησιμοποιούν 
συσχετίσεις για την αποθήκευση και ανάκτηση αντικειμένων Flyweight. Σε έναν 
επεξεργαστή κειμένου μπορεί να χρησιμοποιηθεί ένας πίνακας ταξινομημένος με βάση 
το κωδικό του χαρακτήρα. Το FlyweightFactory επιστρέφει το σωστό Flyweight με βάση 
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τον κωδικό του, ή δημιουργεί ένα νέο και αποθηκεύει στον πίνακα την αναφορά προς το 
αντικείμενο Flyweight. [1] 
Άλλοι τρόποι για την αποθήκευση των συσχετίσεων στην JavaScript είναι η 
χρήση απλών αντικειμένων όπου συσχετίζεται το όνομα της ιδιότητας με ένα 
αντικείμενο Flyweight. Η χρήση μίας συλλογής Map όπου συσχετίζεται μία τιμή με ένα 
αντικείμενο Flyweight. Η δημιουργία HashMap όπου δημιουργείται μία συλλογή Map 
αλλά το κλειδί προκύπτει από έναν αλγόριθμο Hash. 
 
 5.7  Proxy 
 5.7.1 Εισαγωγή 
Το σχεδιαστικό πρότυπο Proxy ανήκει στα δομικά σχεδιαστικά πρότυπα και είναι 
ένα από τα 23 σχεδιαστικά πρότυπα των “GoF”. Υπάρχουν περιπτώσεις που είναι 
απαραίτητο να ελεγχθεί η πρόσβαση πίσω από ένα αντικείμενο καθιστώντας το 
σχεδιαστικό πρότυπο Proxy ιδανικό για την επίλυση του προβλήματος. [1] Σε ένα 
υποθετικό πρόγραμμα προβολής εικόνων, το πρόγραμμα πρέπει να είναι σε θέση να 
εμφανίζει φωτογραφίες. Σε ένα φάκελο μπορεί να υπάρχουν πολλές φωτογραφίες και αν 
φορτωθούν όλες οι φωτογραφίες στην μνήμη απαιτεί πολλούς πόρους. Ο χρήστης μπορεί 
να θέλει να δει μία φωτογραφία μόνο ή να δει μόνο τα ονόματα των αρχείων και  έτσι 
δεν είναι ανάγκη να φορτωθούν ολόκληρα τα αντικείμενα στην μνήμη, αλλά μία πιο 
ελαφριά μορφή τους που παρέχει μόνο τα βασικά χαρακτηριστικά. Όταν χρήστης θέλει 
να δει μία φωτογραφία, τότε φορτώνεται στην μνήμη ολόκληρο το αντικείμενο. Την 
λογική αυτή ακολουθεί το σχεδιαστικό πρότυπο Proxy. Πιο συγκεκριμένα, εάν πρέπει να 
χρησιμοποιηθούν μερικές μέθοδοι από κάποια δαπανηρά αντικείμενα, αντί για 
αρχικοποίηση των αντικειμένων αυτών γίνεται χρήση κάποιων πιο ελαφριών 
αντικειμένων με ίδια όμως διεπαφή. Τα ελαφριά αντικείμενα ονομάζονται Proxy και θα 
δημιουργήσουν στιγμιότυπα των δαπανηρών αντικειμένων μόνο όταν είναι πραγματικά 
αναγκαίο. Η αρχικοποίηση του δαπανηρού αντικειμένου ελέγχεται από το Proxy και οι 
πελάτες χρησιμοποιούν μόνο το Proxy και έτσι επιτυγχάνεται ο έλεγχος της πρόσβασης. 
Στην JavaScript είναι συχνή η χρήση του σχεδιαστικού προτύπου και το 
συναντάμε σε βιβλιοθήκες όπως η jQuery. Γενικά το σχεδιαστικό πρότυπο Proxy 
βοηθάει στην χαμηλή σύζευξη και επιτυγχάνεται κλειστότητα της δαπανηρής κλάσης. 
Αλλαγές στην δαπανηρή κλάση ενδέχεται να επηρεάσουν μόνο την κλάση Proxy. [4] 
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Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται να ελεγχθεί η πρόσβαση σε ένα αντικείμενο. [1] 
2. Πώς γίνεται κατά την πρόσβαση σε ένα αντικείμενο να παρέχονται πρόσθετες 
λειτουργίες. [1] 
Τακτική: 
1. Ορισμός ενός αντικειμένου Proxy όπου μπορεί να χρησιμοποιηθεί ως 
υποκατάστατο για ένα άλλο αντικείμενο. [1] 
2. Ορισμός ενός αντικειμένου Proxy όπου υλοποιεί πρόσθετες λειτουργίες και 
έλεγχο πρόσβασης σε ένα άλλο αντικείμενο. [1] 
 5.7.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Proxy όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 5-7. 
 
Εικόνα 5-7: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Proxy 
 
Η κλάση Subject είναι μία διεπαφή και ορίζει τις μεθόδους που πρέπει να έχουν 
οι κλάσεις που θα την εφαρμόσουν. Η διεπαφή έχει την μέθοδο doOperation() προς 
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υλοποίηση. Ο πελάτης μπορεί να χρησιμοποιεί αντικείμενα τύπου Subject, δηλαδή είτε 
αντικείμενα της κλάσης Proxy είτε της κλάσης RealSubject. Ανάλογα με το πρόβλημα 
που προσπαθεί το σχεδιαστικό πρότυπο να λύση  ο πελάτης χρησιμοποιεί μόνο την 
κλάση RealSubject. 
Η κλάση RealSubject είναι μία κανονική κλάση που εφαρμόζει την διεπαφή 
Subject. Τα αντικείμενα της κλάσης RealSubject είναι δαπανηρά γι’ αυτό η δημιουργία 
αντικείμενων ελέγχεται από τα αντικείμενα της κλάσης Proxy. Η κλάση έχει την μέθοδο 
doOperation() που εκτελεί μία λειτουργία. 
Η κλάση Proxy είναι μία κανονική κλάση που ως κύρια λειτουργία έχει τα 
αντικείμενα της να είναι μία πιο ελαφριά έκδοση των αντικειμένων RealSubject και να 
έχουν τροποποιημένη λειτουργία. Όταν είναι ανάγκη το αντικείμενο Proxy δημιουργεί 
αντικείμενο της κλάσης RealSubject και καλεί μεθόδους του. Σύμφωνα με το 
παράδειγμα που φαίνεται στο διάγραμμα κλάσεων, η κλάση Proxy έχει την μέθοδο 
doOperation() που ως λειτουργία έχει την δημιουργία ενός αντικειμένου  RealSubject και 
εκτέλεση της μεθόδου του doOperation().  
Ο πελάτης Client χειρίζεται αντικείμενα μέσω της διεπαφής Subject. 
 5.7.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 5-7 και την χρήση της ES6 με την χρήση κλάσεων. 
 1 
 2 
 3 
 4 
 5 
 6 
 7 
 8 
 9 
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'use strict'; 
 
class Subject { 
    constructor(){ 
        if(new.target == Subject)  
            throw new Error("Abstract Class"); 
    } 
    doOperation(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class RealSubject extends Subject { 
    constructor(){ 
        super(); 
        console.log("RealSubject Created"); 
    } 
    doOperation(){ 
        console.log("RealSubject Operation"); 
    } 
} 
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39 
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41 
42 
43 
class Proxy extends Subject { 
    constructor(){ 
        super(); 
        console.log("Proxy Created"); 
    } 
 
    doOperation(){ 
        this.realSubject = new RealSubject(); 
        this.realSubject.doOperation(); 
    } 
} 
 
 
let proxy = new Proxy(); 
proxy.doOperation(); 
 
// Output 
// Proxy Created 
// RealSubject Created 
// RealSubject Operation 
  
 
 5.7.4 Χρήση και Προβληματισμοί 
Τύποι ελέγχου πρόσβασης 
Το σχεδιαστικό πρότυπο Proxy μπορεί να υλοποιηθεί με διαφορετικούς τρόπους, 
ανάλογα με το πρόβλημα που καλείτε να επιλύσει. [1][12] 
1. Εικονικός Proxy: Έλεγχος της δημιουργίας και αρχικοποίησης ενός δαπανηρού 
αντικειμένου. 
2. Proxy Προστασίας: Παροχή διαφορετικών δικαιωμάτων πρόσβασης σε ένα 
αντικείμενο. 
3. Απομακρυσμένος Proxy: Παροχή μίας τοπικής αναπαράστασης για ένα 
αντικείμενο που βρίσκεται σε διαφορετικό χώρο διευθύνσεων ή σε ένα άλλο 
μηχάνημα. 
4. Έξυπνες αναφορές: Δυνατότητα παρακολούθησης των αναφορών σε ένα 
αντικείμενο και όταν επιτευχθεί ένας ορισμός αριθμός αναφορών γίνεται άρνηση 
πρόσβασης. 
 
Adapter και Proxy 
Το σχεδιαστικό πρότυπο Adapter παρέχει διαφορετική διεπαφή με το αντικείμενο 
που προσαρμόζει, ενώ στο σχεδιαστικό πρότυπο Proxy παρέχει την ίδια διεπαφή. 
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Ωστόσο, ένα Proxy που χρησιμοποιείται για έλεγχο πρόσβασης ενδέχεται να αρνηθεί να 
εκτελέσει κάποια λειτουργία ενός αντικειμένου RealSubject. [1] 
 
Decorator και Proxy 
Τα αντικείμενα Decorator μπορούν να έχουν παρόμοια υλοποίηση με αυτά των 
Proxy, αλλά ο σκοπός τους διαφέρει. Ένα Decorator προσθέτει λειτουργίες σε ένα 
αντικείμενο, ενώ ένα Proxy ελέγχει την πρόσβαση. Παρόλο τις διαφορές τους η 
υλοποίηση του Proxy μπορεί  να γίνει με τέτοιο τρόπο ώστε να μοιάζει αρκετά με το 
Decorator. [1] 
 
 6 Σχεδιαστικά Πρότυπα Συμπεριφοράς 
Τα σχεδιαστικά πρότυπα συμπεριφοράς είναι μία από τρεις βασικές κατηγορίες 
σχεδιαστικών προτύπων και ασχολούνται με τον τρόπο που επικοινωνούν τα αντικείμενα 
και οι κλάσεις μεταξύ τους και κατανέμονται οι αρμοδιότητες. Η εφαρμογή αυτών των 
προτύπων δεν συμβάλει μόνο στην καλύτερη δομή ενός προγράμματος, αλλά 
αναθέτονται ευθύνες στα διάφορα συστατικά για να ελεγχθεί καλύτερα η επικοινωνία, 
αυξάνοντας ταυτόχρονα την ευελιξία. Γενικότεροι κανόνες που ακολουθούνται στα 
σχεδιαστικά πρότυπα συμπεριφοράς είναι, η επιλογή της σύνθεσης αντικειμένων αντί 
της κληρονομικότητας για την δημιουργία μίας συμπεριφοράς, χρήση της 
κληρονομικότητας για τη διανομή συμπεριφοράς μεταξύ κλάσεων και ενθυλάκωση 
συμπεριφοράς σε ένα αντικείμενο και ανάθεση αιτημάτων σε αυτό. [1] 
Σε αυτό το κεφάλαιο γίνεται ανάλυση και υλοποίηση έντεκα κλασσικών 
σχεδιαστικών προτύπων συμπεριφοράς στην νεότερη έκδοση της JavaScript. Τα έντεκα 
σχεδιαστικά πρότυπα, Chain of Responsibility, Command, Interpreter, Iterator, Mediator, 
Memento, Observer, State, Strategy, Template Method και Visitor περιγράφονται για 
πρώτη φορά στο βιβλίο “Design Patterns: Elements of Reusable Object-Oriented 
Software” και αναφέρονται συχνά σε αυτά με την ονομασία “GoF Design Patterns”. Τα 
σχεδιαστικά πρότυπα καταγράφηκαν από τους Gamma, Helm, Johnson και Vlissides, οι 
οποίοι είναι γνωστοί ως "Ομάδα των Τεσσάρων" (Gang of Four - GoF). [1] 
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 6.1  Chain of responsibility 
 6.1.1 Εισαγωγή 
Το Chain of responsibility είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς και ένα 
από τα 23 σχεδιαστικά πρότυπα των “GoF”. Στο πρότυπο Chain of responsibility, μια 
σειρά αντικειμένων Handler (χειριστές) είναι συνδεδεμένα μεταξύ τους για να 
χειριστούν ένα αίτημα που γίνεται από τον πελάτη. Εάν ο πρώτος Handler δεν μπορεί να 
χειριστεί το αίτημα, το αίτημα προωθείται στον επόμενο Handler και μεταδίδεται προς 
τα κάτω στην αλυσίδα μέχρις ότου να φτάσει το αίτημα στον Handler που θα χειριστεί το 
αίτημα. Σε αυτό το πρότυπο, ο πελάτης αποσυνδέεται από τον πραγματικό χειρισμό του 
αιτήματος και αυτό συμβαίνει γιατί δεν γνωρίζει ποια κλάση θα χειριστεί το αίτημα. [1] 
Το σχεδιαστικό πρότυπο Chain of responsibility παρέχει μία αλυσίδα από 
αντικείμενα που συνδέονται μεταξύ τους με χαλαρή σύζευξη. Αυτό το πρότυπο 
ουσιαστικά είναι μία γραμμική αναζήτηση για ένα αντικείμενο που μπορεί να χειριστεί 
ένα συγκεκριμένο αίτημα. 
Ένα παράδειγμα του προτύπου είναι το Event-Bubbling στους Browsers, στο 
οποίο ένα γεγονός (Event) διαδίδεται μέσω μιας σειρά ένθετων ελέγχων και ένας ή 
παραπάνω από αυτούς μπορεί να χειριστεί το γεγονός. Συχνά στην JavaScript το 
πρότυπο Chain of responsibility χρησιμοποιείται μαζί με το πρότυπο Chaining (Method 
Chaining). [6] 
Στο σχεδιαστικό πρότυπο, ο Handler είναι μία διεπαφή για το χειρισμό ενός 
αιτήματος και πρόσβασης σε ένα διάδοχο. Η διεπαφή Handler υλοποιείται από 
συγκεκριμένες κλάσεις Concrete Handler. Ένα αντικείμενο Concrete Handler θα 
χειριστεί το αίτημα ή θα το μεταβιβάσει στον επόμενο Concrete Handler. Για την 
υλοποίηση του προτύπου η διεπαφή μπορεί να αντικατασταθεί με μία αφηρημένη κλάση 
όπως στην υλοποίηση που υπάρχει παρακάτω ή με μία κανονική κλάση. 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται να αποφευχθεί η σύζευξη μεταξύ του αποστολέα ενός αιτήματος και 
του παραλήπτη. [1] 
2. Πώς γίνεται παραπάνω από ένας παραλήπτες να μπορούν να χειριστούν ένα 
αίτημα. [1] 
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Τακτική: 
1. Καθορισμός μίας αλυσίδας αντικειμένων που έχουν την ευθύνη, ανάλογα με τον 
χρόνο εκτέλεσης, να χειριστούν ένα αίτημα ή να το προωθήσουν στο επόμενο 
αντικείμενο. [1] 
 6.1.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Chain of responsibility όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην 
εικόνα 6-1. 
 
Εικόνα 6-1: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Chain of responsibility 
  
Η κλάση Handler είναι μία διεπαφή και ορίζει τις λειτουργίες που πρέπει να 
έχουν οι κλάσεις που την υλοποιούν. Η διεπαφή έχει τις μεθόδους setSuccessor() και 
handleRequest() προς υλοποίηση. Ανάλογα με την μορφή που έχει η κλάση επηρεάζει 
και το στήσιμο των υπόλοιπων κλάσεων που την υλοποιούν. Η κλάση Handle μπορεί να 
είναι είτε διεπαφή, άρα δεν έχει υλοποίηση των μεθόδων αλλά μόνο δήλωση τους, είτε 
αφηρημένη κλάση και έτσι οι μέθοδοι μπορούν να έχουν υλοποίηση η οποία 
κληρονομείται από τις υποκλάσεις. Στο παράδειγμα ακολουθείται η δεύτερη προσέγγιση. 
Η μέθοδος setSuccessor() είναι μία μέθοδος με υλοποίηση και κληρονομείται από τις 
υποκλάσεις ConcreteHandler. Δέχεται ως παράμετρο ένα αντικείμενο τύπου Handler και 
πιο συγκεκριμένα ConcreteHandler (υποκλάση της Handler). Το αντικείμενο αυτό είναι 
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το επόμενο στην αλυσίδα που θα χειριστεί ένα αίτημα. Η κλάση Handler έχει και την 
αφηρημένη μέθοδο handleRequest(). 
Οι κλάσεις ConcreteHandler1, ConcreteHandler2 και ConcreteHandler3 είναι 
κανονικές κλάσεις και επεκτείνουν την αφηρημένη κλάση Handler. Οι τρείς κλάσεις 
κληρονομούν την μέθοδο setSuccesor() από την κλάση Handler και υλοποιούν η κάθε 
μία κλάση με διαφορετικό τρόπο την μέθοδο handleRequest(). Η handleRequest() είναι 
υπεύθυνη για τον χειρισμό του αιτήματος. Αν δεν μπορεί να το χειριστεί, μεταβιβάζει το 
αίτημα στο επόμενο αντικείμενο. Η μέθοδος setSuccesor() αποθηκεύει τοπικά στο 
αντικείμενο την αναφορά προς το επόμενο αντικείμενο χειριστή και έτσι κάνει χρήση 
της συνάθροισης. 
Ο πελάτης Client δημιουργεί αντικείμενα ConcreteHandler και είναι υπεύθυνος 
για την δημιουργία αλυσίδων κατά τον χρόνο εκτέλεσης. 
 6.1.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 6-1 και την χρήση της ES6 με την χρήση κλάσεων. 
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'use strict'; 
 
class Handler { 
    constructor(){ 
        if(new.target == Handler)  
            throw new Error("Abstract Class"); 
    } 
    setSuccessor(successor){ 
        this.successor = successor; 
        return this.successor; 
    } 
    handleRequest(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class ConcreteHandler1 extends Handler { 
    constructor(){ 
        super(); 
        console.log("ConcreteHandler1 created"); 
    } 
    handleRequest(request) { 
        if(request < 10) 
            console.log("ConcreteHandler1 has handled the request"); 
        else{ 
            this.successor.hndleRequest(request); 
        } 
    } 
} 
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class ConcreteHandler2 extends Handler { 
    constructor(){ 
        super(); 
        console.log("ConcreteHandler2 created"); 
    } 
    handleRequest(request){ 
        if(request < 20) 
            console.log("ConcreteHandler2 has handled the request"); 
        else{ 
            this.successor.handleRequest(request); 
        } 
    } 
} 
 
class ConcreteHandler3 extends Handler { 
    constructor(){ 
        super(); 
        console.log("ConcreteHandler3 created"); 
    } 
    handleRequest(request){ 
        console.log("ConcreteHandler3 has handled the request"); 
    } 
} 
 
let handle1 = new ConcreteHandler1(); 
let handle2 = new ConcreteHandler2(); 
let handle3 = new ConcreteHandler3(); 
handle1.setSuccessor(handle2).setSuccessor(handle3); 
handle1.handleRequest(5); 
handle1.handleRequest(100); 
handle1.handleRequest(10); 
 
// Output 
// ConcreteHandler1 created 
// ConcreteHandler2 created 
// ConcreteHandler3 created 
// ConcreteHandler1 has handled the request 
// ConcreteHandler3 has handled the request 
// ConcreteHandler2 has handled the request 
  
Η μέθοδος setSuccessor() στην κλάση Handler επιστρέφει το επόμενο 
αντικείμενο. Με αυτή την τεχνική μπορεί να δημιουργηθεί μία αλυσίδα μεθόδων ( 
handle1.setSuccessor(handle2).setSuccessor(handle3) ) και έτσι σε μία γραμμή κώδικα 
μπορεί να οριστεί με ευκρίνεια η αλυσίδα του σχεδιαστικού προτύπου. Η παραπάνω 
τεχνική ονομάζεται Method Chaining ή Chaining και αποτελεί ένα σχεδιαστικό πρότυπο 
της JavaScript το οποίο χρησιμοποιείται εκτεταμένα. 
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 6.1.4 Χρήση και Προβληματισμοί 
Η εφαρμογή του σχεδιαστικού προτύπου έχει οφέλη και κρύβει μερικές παγίδες. 
Η μείωση της σύζευξης μεταξύ των κλάσεων είναι πολύ σημαντική. Ο πελάτης 
αποσυνδέεται τελείως από την κλάση που θα χειριστεί το αίτημα. Επίσης οι Handlers δεν 
γνωρίζουν για την δομή της αλυσίδας. Οι κλάσεις το μόνο που γνωρίζουν είναι ότι η 
επόμενη κλάση έχει μία μέθοδο για την επεξεργασία του αιτήματος και αυτό είναι 
ασφαλές γιατί έχουν την ίδια διεπαφή. Ένα ακόμη θετικό από την χρήση του προτύπου 
είναι αύξηση της ευελιξίας στην κατανομή ευθυνών μεταξύ των αντικειμένων. Η 
λειτουργία για τον χειρισμό ενός αιτήματος μπορεί να διαφέρει αλλάζοντας την αλυσίδα 
κατά τον χρόνο εκτέλεσης. Για περαιτέρω εξειδίκευση ενός Handler μπορεί να 
χρησιμοποιηθεί η κληρονομικότητα και έτσι ένας Handler μπορεί να έχει υποκλάσεις. 
Ένα σημαντικό χαρακτηριστικό που διαφοροποιεί τον τρόπο υλοποίησης είναι αν 
η αλυσίδα δημιουργείται από τον πελάτη ή είναι προκαθορισμένη από τους Handlers (για 
το ποιος θα είναι ο επόμενος Handler στην αλυσίδα). Η πρώτη περίπτωση είναι αυτή που 
χρησιμοποιήθηκε στην παραπάνω υλοποίηση και δίνει περισσότερη ευελιξία και 
δυναμική. Η δεύτερη περίπτωση, δηλαδή η αλυσίδα να είναι προκαθορισμένη, μειώνει 
την περίπτωση σφάλματος και εξοικονομεί χώρο αλλά δεν είναι τόσο ευέλικτη. 
 
Μη χειρισμένα αιτήματα 
Η αλυσίδα δεν εγγυάται ότι ένα αίτημα θα χειριστεί. Αυτό σημαίνει ότι ένα 
αίτημα θα διαπεράσει όλη την δομή, επιβραδύνοντας την εφαρμογή χωρίς ουσιαστικό 
λόγο. Σε περιπτώσεις όπου ένα αίτημα πάντα πρέπει να χειρίζεται, μπορεί να προστεθεί 
ένας Handler στο τέλος που σίγουρα θα εκτελεί το αίτημα. Αλλιώς θα πρέπει να 
δημιουργηθούν Handlers για κάθε δυνατή περίπτωση. [1] 
 
Σπασμένη αλυσίδα 
Κατά την δημιουργία της αλυσίδας αν συμβεί κάτι λάθος, μπορεί να 
δημιουργήσει μία τρύπα στην οποία θα πέφτουν τα αιτήματα και δεν θα χειρίζονται. Ένα 
λάθος που μπορεί να το προκαλέσει αυτό είναι να μη υλοποιηθεί ή μέθοδος 
handleRequest() σε έναν Handler. Αυτό μπορεί να λυθεί με την υλοποίηση μίας 
προκαθορισμένης handleRequest() μεθόδου στην αφηρημένη κλάση Handler. [1] 
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Ατέρμων βρόχος 
Αν κατά την δημιουργία της αλυσίδας δημιουργηθεί κύκλος, δηλαδή ένας 
Handler να δείχνει σε ένα προηγούμενο, ένα αίτημα που δεν θα βρίσκει χειριστή θα 
οδηγήσει σε κατάρρευση του προγράμματος. Ένας Handler λέει στον επόμενο να 
χειριστεί το αίτημα και ξανά από την αρχή δημιουργώντας έτσι έναν ατέρμων βρόχο. Για 
την λύση αυτού του προβλήματος μπορεί το αίτημα να είναι ένα αντικείμενο το οποίο 
κρατάει τις ονομασίες των Handler από τους οποίους ήδη πέρασε σε έναν πίνακα. Αν σε 
αυτόν τον πίνακα υπάρξει ταύτιση και το αίτημα δεν διαχειριστεί ξανά τότε μπορεί να 
προκαλεί έξοδο από την αλυσίδα. 
 
 6.2  Command 
 6.2.1 Εισαγωγή 
Το Command είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς και ένα από τα 23 
σχεδιαστικά πρότυπα των “GoF”. Η βασικότερη χρησιμότητα του προτύπου Command, 
είναι η ευελιξία και η επεκτασιμότητα κατά τον καθορισμό της συμπεριφοράς στις 
εφαρμογές. Στο πρότυπο Command οι ενέργειες θεωρούνται αντικείμενα και αυτά τα 
αντικείμενα επιτρέπουν την χαλαρή σύζευξη σε ένα σύστημα, διαχωρίζοντας τα 
αντικείμενα που εκδίδουν ένα αίτημα από τα αντικείμενα που επεξεργάζονται ένα 
αίτημα. [1] 
Σε μία υποθετική εφαρμογή επεξεργασίας κειμένου που υποστηρίζει τις ενέργειες 
Cut, Copy και Paste, οι ενέργειες μπορούν να ενεργοποιηθούν με διαφορετικούς 
τρόπους, όπως από το βασικό μενού, με δεξί κλικ από το αναδυόμενο μενού ή με 
συντομεύσεις από το πληκτρολόγιο. Από όπου και να αλληλοεπιδράσει ο χρήστης, η 
λειτουργία που θα εκτελεστεί θα είναι ακριβός η ίδια. Για να επιτευχθεί η αποσύνδεση 
της κλάσης που εκτελεί τις λειτουργίες (κλάση Receiver) με τις κλάσεις που τις 
πυροδοτούν (κλάση Invoker) ώστε να μειωθεί η σύζευξη, εφαρμόζεται το πρότυπο 
Command. Δημιουργούνται έτσι για κάθε ενέργεια – εντολή μία κλάση με ίδια διεπαφή 
(Command). Τα αντικείμενα Command μέσω συνάθροισης ενσωματώνουν ένα 
αντικείμενο Receiver και έχουν μεθόδους που καλούν τις μεθόδους του αντικειμένου 
Receiver. Τα αντικείμενα Invoker μέσω συνάθροισης ενσωματώνουν πλέον αντικείμενα 
τύπου Command και έχουν μεθόδους που καλούν τις μεθόδους του αντικειμένου 
Command. Τα αντικείμενα Command επιτρέπουν να συγκεντρωθεί η επεξεργασία για 
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κάθε ενέργεια. Επομένως, χρειάζεται μόνο ένα αντικείμενο Command για την 
επεξεργασία για όλες τις ενέργειες Cut, ένα για όλες τις ενέργειες Copy και ένα για όλες 
τις ενέργειες Paste. 
Το σχεδιαστικό  πρότυπο Command είναι χρήσιμο όταν πρέπει να 
παραμετροποιηθούν αντικείμενα για την εκτέλεση μιας ενέργειας. Στην JavaScript 
φυσικά, μπορεί να γίνει χρήση των Callback Functions και έτσι αντί να δηλώνονται 
αντικείμενα Command στα αντικείμενα Invoker, δημιουργούνται συναρτήσεις που 
καλούν μεθόδους του Receiver και οι συναρτήσεις αυτές δηλώνονται ως παράμετροι στα 
αντικείμενα Invoker. Η χρήση των αντικειμένων Command αντί για Callbacks είναι μία 
πιο αντικειμενοστρεφής προσέγγιση. Άλλοι λόγοι για την χρήση του προτύπου είναι, η 
δημιουργία ουράς ενεργειών και η εκτέλεση σε διαφορετικό χρόνο, η υποστήριξη 
λειτουργίας Αναίρεσης και Επαναφοράς και η καταγραφή – αποθήκευση για το τι 
ενέργειες έγιναν. [1][4] 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται να αποφευχθεί η σύζευξη μεταξύ του Invoker δηλαδή του αιτούντος 
μιας ενέργειας και του Receiver δηλαδή την εκτέλεση της ενέργειας. [1] 
2. Πώς γίνεται ένα αντικείμενο Invoker (που επικαλείται μία ενέργεια) να 
ρυθμίζεται με μία ενέργεια. [1] 
3. Πώς γίνεται να προστεθούν νέες ενέργειες Command χωρίς όμως οι προσθήκες 
να επηρεάσουν το τρόπο λειτουργίας των κλάσεων που ήδη υπάρχουν. [1] 
4. Πώς γίνεται οι ενέργειες να επεκταθούν. [1] 
Τακτική: 
1. Ορισμός ξεχωριστών αντικειμένων Command που ενσωματώνουν μία ενέργεια. 
[1] 
2. Μία κλάση μεταβιβάζει ένα αίτημα σε ένα αντικείμενο Command αντί να 
εφαρμόζει ένα συγκεκριμένο αίτημα απευθείας. [1] 
 6.2.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Command όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 6-2. 
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Εικόνα 6-2: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Command 
 
Η κλάση Invoker είναι μία κανονική κλάση και ο ρόλος είναι να επικαλείται 
λειτουργίες-ενέργειες. Τα αντικείμενα Invoker αποθηκεύουν αναφορές προς τα 
αντικείμενα ConcreteCommand. Κάθε αντικείμενο Invoker ανάλογα με την υλοποίηση, 
μπορεί να αποθηκεύσει μία η παραπάνω αναφορές αντικειμένων τύπου Command. Η 
κλάση έχει δύο μεθόδους την storeCommand() και την runCommand(). Η 
storeCommand() δέχεται ως παράμετρο ένα αντικείμενο Command και το αποθηκεύει. Η 
μέθοδος runCommand() εκτελεί τη μέθοδο execute() του αντικειμένου Command που 
έχει αποθηκευτεί. 
Η κλάση Command είναι μία διεπαφή και έχει μία μέθοδο προς υλοποίηση την 
execute(). Η διεπαφή υλοποιείται από τις κλάσεις ConcreteCommand1 και 
ConcreteCommand2. Τα αντικείμενα Command αποτελούν τις ενέργειες και έτσι σε ένα 
πραγματικό πρόγραμμα τα αντικείμενα Command μπορούν να μοιράζονται σε 
διαφορετικούς Invoker. 
Οι κλάσεις ConcreteCommand1 και ConcreteCommand2 είναι συγκεκριμένες 
κλάσεις και υλοποιούν την διεπαφή Command. Ο κατασκευαστής των κλάσεων δέχεται 
ως όρισμα ένα αντικείμενο Receiver και αποθηκεύει την αναφορά προς αυτό. Οι δύο 
κλάσεις υλοποιούν την μέθοδο execute(). Στην πρώτη κλάση η μέθοδος execute() καλεί  
την μέθοδο action1() του αντικειμένου Receiver που έχει αποθηκεύσει. Στην δεύτερη 
κλάση η μέθοδος execute() καλεί  την μέθοδο action2() του αντικειμένου Receiver που 
έχει αποθηκεύσει. 
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Η κλάση Receiver είναι μία κανονική κλάση και ο ρόλος της είναι να εκτελεί την 
πραγματική ενεργεία, καθώς αυτή έχει τον απαραίτητο κώδικα για τις λειτουργίες. Τα 
αντικείμενα χρησιμοποιούνται από τα αντικείμενα Command. Η κλάση αυτή έχει δύο 
μεθόδους, την action1() και την action2() που καλούνται από τα αντικείμενα Command. 
Ο πελάτης Client δημιουργεί αντικείμενα ConcreteCommand και θέτει σε αυτά 
το αντικείμενο Reciever. 
Με την παραπάνω υλοποίηση και χάρη στα αντικείμενα Command, 
επιτυγχάνεται πλήρως η αποσύνδεση της κλάσης Invoker από την κλάση Receiver. Τα 
αντικείμενα Command μπορούν να επαναχρησιμοποιούνται από τα αντικείμενα Invoker. 
 6.2.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 6-2 και την χρήση της ES6 με την χρήση κλάσεων. 
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'use strict'; 
 
class Invoker { 
    constructor(){ 
        console.log("Invoker created"); 
    } 
    storeCommand(command){ 
        this.command = command; 
        return this; 
    } 
    runCommand(){ 
        this.command.execute(); 
        return this; 
    } 
} 
 
class Command { 
    constructor(){ 
        if(new.target == Command)  
            throw new Error("Abstract Class"); 
    } 
    execute(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class ConcreteCommand1 extends Command { 
    constructor(receiver){ 
        super(); 
        this.receiver = receiver; 
        console.log("ConcreteCommand1 created"); 
    } 
    execute(){ 
        console.log("ConcreteCommand1 Execute"); 
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        this.receiver.action1(); 
    } 
} 
 
class ConcreteCommand2 extends Command { 
    constructor(receiver){ 
        super(); 
        this.receiver = receiver; 
        console.log("ConcreteCommand2 created"); 
    } 
    execute(){ 
        console.log("ConcreteCommand2 Execute"); 
        this.receiver.action2(); 
    } 
} 
 
class Receiver { 
    constructor(){ 
        console.log('Receiver created'); 
    } 
    action1(){ 
        console.log('Receiver Action1'); 
    } 
    action2(){ 
        console.log("Receiver Action2"); 
    } 
} 
 
let invoker1 = new Invoker(); 
let invoker2 = new Invoker(); 
let receiver = new Receiver(); 
 
let cmd1 = new ConcreteCommand1(receiver); 
let cmd2 = new ConcreteCommand2(receiver); 
 
invoker1.storeCommand(cmd1).runCommand(); 
invoker2.storeCommand(cmd2).runCommand(); 
 
// Output 
// Invoker created 
// Invoker created 
// Receiver created 
// ConcreteCommand1 created 
// ConcreteCommand2 created 
// ConcreteCommand1 Execute 
// Receiver Action1 
// ConcreteCommand2 Execute 
// Receiver Action2 
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 6.2.4 Χρήση και Προβληματισμοί 
Τα αντικείμενα Command 
Υπάρχουν δύο άκρα που πρέπει ένας προγραμματιστής που χρησιμοποιεί το 
πρότυπο Command να αποφύγει: 
1. Το Command είναι απλώς μία σύνδεση μεταξύ Receiver και Invoker. 
2. Η κλάση Command υλοποιεί τα πάντα και δεν στέλνει τίποτα στην κλάση 
Receiver. 
Η κλάση Receiver είναι αυτή που γνωρίζει πώς να εκτελέσει τις απαιτούμενες 
ενέργειες και ο σκοπός της κλάσης Command είναι να βοηθήσει τον πελάτη να 
μεταβιβάσει το αίτημα του εκεί που πρέπει για την εκτέλεση μίας ενέργειας, δηλαδή 
στην κλάση Receiver. [1] 
 
Αναίρεση και επαναφορά ενεργειών 
Ορισμένες υλοποιήσεις του σχεδιαστικού προτύπου Command μπορούν να 
περιέχουν τμήματα για την υποστήριξη Αναίρεσης και Επαναφοράς των ενεργειών. Ο 
μηχανισμός απαιτεί την λήψη παλαιών καταστάσεων του Receiver. Για να επιτευχθεί 
αυτό, υπάρχουν δύο επιλογές: 
 
1. Πριν την εκτέλεση κάθε ενέργειας, αποθηκεύεται στη μνήμη ένα στιγμιότυπο της 
κατάστασης του αντικειμένου Receiver. Αυτό παρότι είναι εύκολο στην 
υλοποίηση, δεν μπορεί να εφαρμοστεί πάντα. Ειδικά όταν η κατάσταση του 
αντικειμένου Receiver απαιτεί πολύ μνήμη. [12] 
2. Αντί για αποθήκευση των καταστάσεων του αντικειμένου Receiver, 
αποθηκεύεται το ιστορικό των εντολών που έχουν εκτελεστεί. Σε αυτή την 
περίπτωση οι κλάσεις Command πρέπει να εφαρμόζουν τους αντίστροφους 
αλγόριθμους για να ακυρώσουν κάθε ενέργεια. Αυτό απαιτεί μεγαλύτερη 
προσπάθεια, αλλά λιγότερη μνήμη. Μερικές φορές για τις ενέργειες Αναίρεση 
και Επαναφορά πρέπει οι κλάσεις Command να αποθηκεύουν περισσότερες 
πληροφορίες σχετικά με την κατάσταση των αντικειμένων Receiver. Μία καλή 
προσέγγιση είναι να χρησιμοποιηθεί το σχεδιαστικό πρότυπο Memento. [12] 
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Ασύγχρονη εκτέλεση 
Πολύ συχνά στο πρότυπο σχεδίασης Command οι εντολές χρειάζεται να 
εκτελούνται ασύγχρονα. Σε γλώσσες προγραμματισμού που υποστηρίζουν τη δημιουργία 
νημάτων, ο Invoker τρέχει στο κύριο νήμα μίας εφαρμογής και στέλνει αιτήματα στον  
Receiver που τρέχει σε ένα ξεχωριστό νήμα. H JavaScript υποστηρίζει ασύγχρονη 
λειτουργία, όμως λειτουργεί σε ένα νήμα και η τακτική διαφέρει. Η πιο δημοφιλής 
τεχνική για την μετατροπή μίας σύγχρονης λειτουργίας σε ασύγχρονη που λειτουργεί 
τοπικά, είναι η χρήση γεγονότων χρονισμού (όπως η εντολή setTimeout()). [12] 
 
Προσθήκη νέων εντολών 
Το αντικείμενο Command αποσυνδέει το αντικείμενο που επικαλείται μία 
ενέργεια από το αντικείμενο που την εκτελεί. Υπάρχουν υλοποιήσεις του σχεδιαστικού 
προτύπου στο οποίο το αντικείμενο Invoker παράγει τα συγκεκριμένα αντικείμενα 
ConcreteCommand και δεν υπάρχει η αφηρημένη κλάση Command. Σε αυτή τη 
περίπτωση αν χρειαστεί να προστεθεί ένας νέος τύπος Command, πρέπει να αλλαχθεί και 
η κλάση Invoker. Αυτό θεωρείται κακή πρακτική γιατί παραβιάζει την αρχή  της 
Ανοικτής – Κλειστής σχεδίασης. Προκειμένου να υπάρχει η δυνατότητα να προστεθούν 
και νέες εντολές Command με ελάχιστη προσπάθεια, πρέπει η κλάση Invoker να 
γνωρίζει μόνο την αφηρημένη κλάση ή διεπαφή Command. [1][12] 
 
 6.3  Interpreter 
 6.3.1 Εισαγωγή 
Το Interpreter είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς και ένα από τα 23 
σχεδιαστικά πρότυπα των “GoF”. Το σχεδιαστικό πρότυπο Interpreter ορίζει μια 
γραμματική αναπαράσταση για μια γλώσσα και έναν διερμηνέα για την ερμηνεία της 
γραμματικής με αντικειμενοστρεφή προσέγγιση. Η γραμματική αναπαράσταση 
προσομοιώνεται με μία δενδρική δομή που ονομάζεται αφηρημένο δέντρο σύνταξης 
(Abstract Syntax Tree – AST). [1] Το αφηρημένο δέντρο σύνταξης το κατασκευάζει ο 
πελάτης έπειτα από ανάλυση της γραμματικής αναπαράστασης. Η δενδρική δομή του 
σχεδιαστικού προτύπου Interpreter είναι ένα στιγμιότυπο του προτύπου Composite. Ενώ 
το πρότυπο Composite επιλύει δομικά προβλήματα, το πρότυπο Interpreter επιλύει 
προβλήματα συμπεριφοράς ενός αλγορίθμου, ο οποίος πρέπει να κατανοεί μία 
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αναπαράσταση (όπως τα Regular Expressions στην JavaScript) και να εκτελεί μία 
αναδρομική λειτουργία. Για την δημιουργία του Abstract Syntax Tree χρειάζεται να 
δημιουργηθεί ένας αναλυτής (Parser) κειμένου. Ο τρόπος που λειτουργεί ο Parser δεν 
είναι κομμάτι του σχεδιαστικού προτύπου, καθώς το σχεδιαστικό πρότυπο θέλει να 
αναδείξει τον τρόπο επικοινωνίας των αντικειμένων που αποτελείται η δενδρική δομή 
και όχι πώς δημιουργείται. 
Υπάρχουν περιπτώσεις όπου ένα πρόγραμμα πρέπει να κατανοεί αναπαραστάσεις 
με έναν δικό του τρόπο και να εκτελεί διάφορες λειτουργίες πάνω σε αυτές. Ένα τέτοιο 
πρόβλημα θα μπορούσε να είναι μετάφραση ενός αριθμού από το ρωμαϊκό αριθμητικό 
σύστημα στο δεκαδικό (XXXVI = 36). Με την εφαρμογή του σχεδιαστικού προτύπου 
Interpreter δημιουργούνται εκφράσεις (αντικείμενα Expression) που μεταφράζουν τα 
γράμματα σε αριθμούς. Για την διερμηνεία των μονάδων υπάρχει μία έκφραση (κλάση), 
μία για τις δεκάδες, μία για τις εκατοντάδες κλπ. Τα αντικείμενα αυτά τρέχουν τη 
λειτουργία διερμηνείας από μία φορά για να υπολογίσουν τον αριθμό (πόσες χιλιάδες, 
εκατοντάδες, δεκάδες κλπ έχει ο ρωμαϊκός αριθμός). [12] 
Βασική αρχή του Interpreter είναι να χρησιμοποιεί για κάθε κανόνα της 
γραμματικής μία κλάση. Οι κανόνες είναι όπως οι αριθμητικές πράξεις στα μαθηματικά 
και οι κανόνες που επαναλαμβάνονται αναπαρίστανται με το ίδιο αντικείμενο. Εκτός από 
τους κανόνες, υπάρχουν και τα τελικά σύμβολα που είναι όπως οι αριθμοί στα 
μαθηματικά και για κάθε τελικό σύμβολο πρέπει να δημιουργηθεί ένα αντικείμενο, 
ακόμα και όταν αυτά είναι ίδια (π.χ. ίδιος αριθμός). Όλες αυτές οι κλάσεις (κανόνες και 
τελικά σύμβολα) έχουν σίγουρα μία μέθοδο interpret() που αναλαμβάνει τη διερμηνεία 
και ονομάζονται εκφράσεις – Expressions. Όλες οι κλάσεις μπορούν να αλληλοεπιδρούν 
με ένα κοινό αντικείμενο Context, που περιέχει καθολικές πληροφορίες για όλο το 
σχεδιαστικό πρότυπο, όπως είναι η πρόταση που πρέπει να διερμηνευτεί. 
Πιο συγκεκριμένα οι συγκεκριμένες κλάσεις Expression χωρίζονται σε 
διαφορετικούς τύπους και όλες υλοποιούν την αφηρημένη κλάση Expression. Οι 
διαφορετικοί τύποι συγκεκριμένων κλάσεων είναι δύο ειδών. Οι κλάσεις Terminal 
Expressions συμβολίζουν απλές εκφράσεις και χρειάζεται ένα στιγμιότυπο για κάθε 
τελικό σύμβολο που  μπορούν να διερμηνεύουν. Οι κλάσεις Non Terminal Expressions 
θεωρούνται κανόνες που εκτελούν πιο πολύπλοκες λειτουργίες. Ο κάθε κανόνας είναι 
ένας κόμβος και μπορεί να συναθροίζει ένα ή περισσότερα αντικείμενα τύπου 
Expression για να εκτελεί σύνθετες λειτουργίες αναδρομικά, καθώς όλα τα αντικείμενα 
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Expression έχουν την μέθοδο Interpret(). Για παράδειγμα, ένας κόμβος μπορεί να 
διερμηνεύει την πράξη της πρόσθεσης και να συναθροίζει δύο αντικείμενα 
TerminalExpression που αντιπροσωπεύουν τους αριθμούς στο ρωμαϊκό σύστημα 
αρίθμησης. Η μέθοδος Interpret() του κανόνα της πρόσθεσης καλεί τις μεθόδους 
Interpret από τα δύο φύλλα και λαμβάνει τις τιμές στο δεκαδικό. Έπειτα προσθέτει τις 
τιμές και επιστρέφει την τελική τιμή στο δεκαδικό σύστημα. Αυτή η λειτουργία θυμίζει 
πολύ το σχεδιαστικό πρότυπο Composite. 
Στην JavaScript δεν είναι συχνή η χρήση του σχεδιαστικού προτύπου Interpreter 
για διάφορους λόγους. Σίγουρα ένας λόγος είναι η εξειδίκευση της χρήσης του. Για την 
διερμηνεία μίας εικονικής γλώσσας, ειδικά όταν η γραμματική είναι πολύ μεγάλη, η 
διαχείριση των κλάσεων είναι πολύπλοκη και η λύση του προβλήματος με την χρήση του 
Interpreter ίσως είναι απαγορευτική. Αν πραγματικά είναι ανάγκη ένα τέτοιο είδος 
λειτουργίας με μεγάλο λεξιλόγιο στην JavaScript, είναι ευκολότερο να χρησιμοποιηθεί 
μια γεννήτρια κώδικα όπως το ANTLR (εξωτερικό εργαλείο) [21], η οποία επιτρέπει τη 
δημιουργία διερμηνέων με βάση μία γραμματική που ορίζει ο χρήστης σε αυτή. Φυσικά, 
αυτό δεν σημαίνει ότι η χρήση του προτύπου είναι απαγορευτική σε πιο μικρά λεξιλόγια. 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται να δημιουργηθεί μία γραμματική για μια απλή γλώσσα. [1] 
2. Πώς γίνεται οι προτάσεις της γλώσσας να διερμηνευτούν και να οδηγήσουν σε 
μία λειτουργία. [1] 
Τακτική: 
1. Ορισμός γραμματικής μίας απλής γλώσσας, ορίζοντας μία ιεραρχία κλάσεων από 
εκφράσεις τύπου Expression που όλες υλοποιούν μία μέθοδο Interpret(). [1] 
2. Αντιπροσώπευση μίας έκφρασης από ένα κόμβο (δέντρο) που αποτελείται από 
στιγμιότυπα της κλάση Expression. [1] 
3. Διερμήνευση της έκφρασης καλώντας την μέθοδο interpret() του κόμβου. [1] 
 6.3.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Interpreter όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 6-3. 
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Εικόνα 6-3: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Interpreter 
 
Η κλάση AbstractExpression είναι μια αφηρημένη κλάση και δηλώνει μία 
αφηρημένη μέθοδο interpret(). Η αφηρημένη μέθοδος υλοποιείται από όλες τις 
υποκλάσεις της κλάσης AbstractExpression. Ο συνδυασμός των αντικειμένων των 
υποκλάσεων δημιουργούν το αφηρημένο δέντρο σύνταξης (Abstract Syntax Tree – 
AST). 
Η κλάση TerminalExpression είναι μια συγκεκριμένη κλάση που κληρονομεί την 
αφηρημένη κλάση AbstractExpression. Η κλάση υλοποιεί την μέθοδο interpret() που 
ερμηνεύει ένα τελικό σύμβολο σε μία πρόταση και απαιτείται ένα στιγμιότυπο της 
κλάσης για κάθε τελικό σύμβολο. Τα αντικείμενα TerminalExpression είναι τα φύλλα 
του Abstract Syntax Tree. 
Η κλάση NonterminalExpression είναι μια συγκεκριμένη κλάση που κληρονομεί 
την αφηρημένη κλάση AbstractExpression. Η κλάση υλοποιεί την μέθοδο interpret() που 
ερμηνεύει ένα κανόνα της γραμματικής και χρειάζεται μία διαφορετική κλάση για κάθε 
διαφορετικό κανόνα. Τα αντικείμενα NonterminalExpression συναθροίζουν αντικείμενα 
τύπου AbstractExpression και συνήθως η μέθοδος interpret() λειτουργεί αναδρομικά 
καλώντας την μέθοδο interpret() των αντικειμένων για να εκτελεστεί μία σύνθετη 
λειτουργία. 
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Η κλάση Context είναι μία κανονική κλάση και τα αντικείμενα της περιέχουν 
πληροφορίες (όπως η φράση που θα διερμηνευτεί ή το αποτέλεσμα) που αξιοποιούνται 
καθολικά από το σχεδιαστικό πρότυπο. 
Ο πελάτης Client δημιουργεί το Abstract Syntax Tree που αντιπροσωπεύει μία 
συγκεκριμένη πρόταση στη γλώσσα που ορίζει η γραμματική. Το Abstract Syntax Tree 
συναρμολογείται από αντικείμενα των κλάσεων TerminalExpression και 
NonterminalExpression. Επίσης, ο πελάτης πυροδοτεί την λειτουργεία ερμηνείας της 
πρότασης. 
 6.3.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 6-3 και την χρήση της ES6 με την χρήση κλάσεων. 
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'use strict'; 
 
class Context { 
    constructor(input){ 
        this.input = input.replace(/ /g,""); 
        this.output = null; 
    } 
    lookup(num){ 
        return this.input.split("+")[num]; 
    } 
} 
 
class AbstractExpression { 
    constructor(){ 
        if(new.target == AbstractExpression)  
            throw new Error("Abstract Class"); 
    } 
    interpret(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class TerminalExpression extends AbstractExpression { 
    constructor(side){ 
        super(); 
        this.name = "Number"; 
        this.side = side; 
    } 
    interpret(context){ 
        if(context instanceof Context){ 
            return Number(context.lookup(this.side)); 
        } 
    } 
} 
 
class NonterminalExpression extends AbstractExpression { 
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    constructor(left,right){ 
        super(); 
        this.name = "Operation"; 
        this.left = left; 
        this.right = right; 
    } 
    interpret(context){ 
        if(context instanceof Context){ 
            context.output = this.left.interpret(context)  
                + this.right.interpret(context); 
        } 
    } 
} 
 
 
let ctx = new Context("100.5 + 54"); 
let leftSide = new TerminalExpression(0); 
let rightSide = new TerminalExpression(1); 
let operation = new NonterminalExpression(leftSide,rightSide); 
 
operation.interpret(ctx); 
console.log(ctx.output); 
 
// Output 
// 154.5 
  
 6.3.4 Χρήση και Προβληματισμοί 
Η χρήση του Interpreter μπορεί να γίνει όταν υπάρχει μία γλώσσα για να 
ερμηνευτεί και μπορούν να αναπαρασταθούν οι προτάσεις της ως αφηρημένα δέντρα 
σύνταξης (Abstract Syntax Tree – AST). Γι’ αυτό το λόγο το σχεδιαστικό πρότυπο 
Interpreter έχει μία περιορισμένη περιοχή εφαρμογής. Ενώ το πρότυπο έχει 
ικανοποιητική εφαρμογή στην κατανόηση μίας γραμματικής, από την άλλη πλευρά 
υπάρχουν καλύτερες λύσεις και γι’ αυτό το σχεδιαστικό πρότυπο δεν χρησιμοποιείται 
συχνά. Το Interpreter μπορεί να εφαρμοστεί ικανοποιητικά για ανάλυση ελαφριών 
εκφράσεων που έχουν οριστεί από απλές γραμματικές και σε απλούς μηχανισμούς 
κανόνων. Επίσης, αν το υπολογιστικό κόστος αποτελεί κρίσιμο ζήτημα για το 
πρόγραμμα, χρειάζεται ιδιαίτερη προσοχή η εφαρμογή του. Συνήθως, το πρότυπο 
σχεδίασης για να κατασκευάζει την δομή του (το Abstract Syntax Tree), πρέπει να 
αναλύσει (Parsing) και να κατανοήσει το Context και να το μετατρέψει πρώτα σε μία πιο 
κατανοητή μορφή. Το Parsing είναι βαριά διεργασία και έτσι η χρήση του μπορεί να 
επιβαρύνει ένα πρόγραμμα. [12] 
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Δημιουργία Abstract Syntax Tree 
Το σχεδιαστικό πρότυπο δεν ασχολείται για το πώς γίνεται η δημιουργία του 
Abstract Syntax Tree και γενικά δεν εξετάζει την ανάλυση Parsing μίας πρότασης. Το  
Abstract Syntax Tree μπορεί να δημιουργηθεί από έναν table-driven parser, από έναν 
hand-crafted recursive descent parser, ή απευθείας από τον πελάτη. Στην παραπάνω 
υλοποίηση του κώδικα η δομή κατασκευάζεται από τον πελάτη. [1] 
 
Ορισμός της μεθόδου Interpret 
Αντί για την δήλωση της μεθόδου Interpreter() στις κλάσεις Expression, η 
δήλωση μπορεί να γίνει σε ένα ξεχωριστό αντικείμενο “Visitor” και να χρησιμοποιηθεί 
το σχεδιαστικό πρότυπο Visitor. Αυτό ωφελεί όταν υπάρχουν κλάσεις Expression που 
έχουν ίδιες λειτουργίες Interpret(). Αντί για επανάληψη του κώδικα οι μέθοδοι 
μοιράζονται από ξεχωριστά αντικείμενα Visitor. [1] 
 
Χρήση του προτύπου Flyweight 
Τα αντικείμενα TerminalExpression έχουν συχνά σχεδόν ίδια εσωτερική 
κατάσταση. Η εσωτερική κατάσταση που επαναλαμβάνεται συχνά δεν είναι ανάγκη να 
αποθηκεύεται ξανά και να καταναλώνει πόρους. Επομένως μπορεί να χρησιμοποιηθεί το 
σχεδιαστικό πρότυπο Flyweight ώστε να υπάρχει διαμοιρασμός της όμοιας εσωτερικής 
κατάστασης αντικειμένων. Επειδή η εξωτερική κατάσταση συνήθως δεν αποθηκεύεται 
και υπάρχει μόνο ως είσοδος στις μεθόδους Interpret των αντικειμένων 
TerminalExpression, η εσωτερική κατάσταση είναι εύκολο να υπολογιστεί ώστε η 
εφαρμογή του Flyweight να είναι αποτελεσματική. Το πρότυπο Flyweight βοηθάει όταν 
υπάρχει συχνή επανάληψη εσωτερικής κατάστασης των αντικειμένων και μεγάλη 
ποσότητα αντικειμένων. Αυτό σημαίνει ότι σε ένα πρόγραμμα με μικρή γραμματική δεν 
υπάρχει λόγος για την εφαρμογή του, γιατί θα προστεθεί υπολογιστικό κόστος και 
πολυπλοκότητα χωρίς ουσιαστικό όφελος στο κόστος αποθήκευσης. [1] 
 
 6.4  Iterator 
 6.4.1 Εισαγωγή 
Το Iterator είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς και ένα από τα 23 
σχεδιαστικά πρότυπα των “GoF”. Σκοπός του σχεδιαστικού προτύπου είναι να παρέχει 
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έναν τρόπο πρόσβασης στα στοιχεία μίας συλλογής διαδοχικά χωρίς να εκτεθεί η 
βαθύτερη αναπαράσταση της. Στην ανάπτυξη λογισμικού υπάρχουν δομές δεδομένων 
που γενικά ονομάζονται συλλογές. Στην ECMAScript 6 οι βασικές συλλογές μπορεί να 
είναι Array, Map, Set και αποτελούν αντικείμενα, αλλά μπορούν να δημιουργηθούν πιο 
σύνθετες δομές αντικειμένων όπως για παράδειγμα τα δέντρα. Γενικά οι συλλογές 
θεωρούνται ως μία ομαδοποίηση αντικειμένων ή τιμών. [3][4] 
Πολλές φορές είναι σημαντικό μία συλλογή να παρέχει έναν τρόπο πρόσβασης 
στα στοιχεία της χωρίς να εκθέτει την εσωτερική της δομή και πρέπει να υπάρχει ένας 
μηχανισμός για να διασχιστεί. Το σχεδιαστικό πρότυπο Iterator επιτρέπει αυτό να 
συμβεί. Η ιδέα του προτύπου είναι να πάρει την ευθύνη της πρόσβασης και της 
διέλευσης των αντικειμένων της συλλογής και να την δώσει σε ένα ξεχωριστό 
αντικείμενο Iterator. Το αντικείμενο Iterator είναι αυτό που διατηρεί την κατάσταση της 
διάσχισης της συλλογής, παρακολουθώντας το τρέχον στοιχείο και έχοντας έναν τρόπο 
να προσδιορίζει ποιο στοιχείο είναι το επόμενο. Ο πελάτης πλέον μπορεί να καλεί μία 
μέθοδο next() και να παίρνει το επόμενο στοιχείο της συλλογής διαμέσου του 
αντικειμένου Iterator. [1][4] 
Το σχεδιαστικό πρότυπο έχει συγκεκριμένες κλάσεις Aggregate που δημιουργούν 
αντικείμενα που περιέχουν-αποτελούν την συλλογή. Οι συγκεκριμένες κλάσεις 
Aggregate έχουν ένα κοινό σημείο αφαίρεσης ή χρησιμοποιούν την ίδια διεπαφή.  Ένα 
σημαντικό χαρακτηριστικό είναι ότι μπορεί να γίνει χρήση του σχεδιαστικού προτύπου 
Factory Method ώστε η κάθε συγκεκριμένη κλάση Aggregate να δημιουργεί ένα 
αντικείμενο Iterator από την σωστή κλάση. Επιπλέον το πρότυπο έχει συγκεκριμένες 
κλάσεις Iterator που δημιουργούν  αντικείμενα που διαχειρίζονται αντικείμενα 
Aggregate. Οι συγκεκριμένες κλάσεις Iterator έχουν ένα κοινό σημείο αφαίρεσης ή 
χρησιμοποιούν την ίδια διεπαφή. Με αυτή τη δομή η κάθε κλάση Aggregate μπορεί να 
έχει διαφορετικό Iterator και αυτό είναι λογικό αφού η κάθε κλάση Aggregate μπορεί να 
χρησιμοποιεί διαφορετικού τύπου συλλογή. 
Στην ECMAScript 6 έγινε η προσθήκη των Iterators & Generetors και οι δομές 
όπως οι πίνακες είναι πλέον Iterable. [3] Αυτές οι προσθήκες είναι πολύ σημαντικές. 
Μπορεί ως λογική να μοιάζουν με το σχεδιαστικό πρότυπο Iterator, ότι δηλαδή μία 
συλλογή μπορεί να διασχιστεί επιστρέφοντας τιμές, όμως αυτές οι προσθήκες δεν πρέπει 
να μπερδεύονται με το σχεδιαστικό πρότυπο Iterator. [3] Το σχεδιαστικό πρότυπο 
Iterator χρησιμοποιεί αφαιρέσεις, μπορεί να χρησιμοποιήσει σύνθετες δομές 
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(υλοποιήσιμες από τον χρήστη), μπορεί να λειτουργήσει και με ανάποδη διάσχιση 
(υλοποίηση μεθόδου previous() στην κλάση Iterator) και διατηρεί την λειτουργία 
διάσχισης σε διαφορετική κλάση από τις συλλογές (εν αντιθέσει με τις νέες προσθήκες 
στην ES6). 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται τα στοιχεία μίας συλλογής να προσπελαστούν και να διασχιστούν 
χωρίς να εκθέτουν την αναπαράσταση της συλλογής. [1] 
2. Πώς γίνεται να ορίζονται νέες λειτουργίες προσπέλασης και διάσχισης χωρίς να 
επηρεαστεί η διεπαφή της συλλογής. [1] 
Τακτική: 
1. Ορισμός ενός ξεχωριστού αντικειμένου Iterator που ενθυλακώνει την λειτουργία 
προσπέλασης και διάσχισης ενός αντικειμένου συλλογής. [1] 
2. Οι πελάτες χρησιμοποιούν ένα αντικείμενο Iterator για να προσπελάσουν και 
διασχίσουν μία συλλογή χωρίς να γνωρίζουν την πραγματική της αναπαράσταση. 
[1] 
3. Το κάθε αντικείμενο συλλογής μπορεί να γνωρίζει και να κατασκευάζει το σωστό 
αντικείμενο Iterator που μπορεί να προσπελάσει την συλλογή. [1] 
 6.4.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Iterator όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 6-4. 
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Εικόνα 6-4: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Iterator 
 
Η κλάση Iterator είναι μία διεπαφή για την πρόσβαση και την διέλευση στοιχείων 
και ορίζει ότι οι κλάσεις που την κληρονομούν πρέπει να υλοποιούν τις μεθόδους, first(), 
next(), isDone() και currentItem(). 
Η κλάση ConcreteIterator είναι μία συγκεκριμένη κλάση που εφαρμόζει την 
διεπαφή Iterator. Ο κατασκευαστής της κλάσης δέχεται ένα αντικείμενο τύπου 
Aggregate που αποτελεί την συλλογή την οποία θα ελέγχει το αντικείμενο 
ConcreteIterator. Η μέθοδος first() επιστρέφει το πρώτο στοιχείο της συλλογής 
Aggregate. Η μέθοδος next() επιστρέφει το στοιχείο της συλλογής που δείχνει ο δείκτης 
και αυξάνει τον δείκτη ώστε στην επόμενη εκτέλεση να επιστραφεί το επόμενο στοιχείο. 
Η μέθοδος isDone() επιστρέφει μία λογική τιμή true αν η διάσχιση της συλλογής έχει 
τελειώσει αλλιώς επιστρέφει false. Η μέθοδος currentItem() επιστρέφει το αντικείμενο 
που δείχνει ο δείκτης. 
Η κλάση Aggregate αποτελεί διεπαφή της συλλογής και ορίζει την μέθοδο 
createIterator() που είναι υπεύθυνη για την δημιουργία ενός αντικειμένου Iterator. 
Η κλάση ConcreteAggregate εφαρμόζει την διεπαφή Aggregate. Η κλάση  
ConcreteAggregate μπορεί να δέχεται ως όρισμα μία δομή (π.χ. Array, map ένα 
αντικείμενο Composite που αποτελεί δενδρική δομή) η οποία μπορεί να διασχιστεί. Η 
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μέθοδος createIterator() δημιουργεί και επιστρέφει ένα αντικείμενο ConcreteIterator που 
μπορεί να χρησιμοποιηθεί για να διασχίσει την συλλογή. Η μέθοδος createIterator() είναι 
χρήση του σχεδιαστικού προτύπου Factory Method. 
Ο πελάτης Client μπορεί να δημιουργεί ένα αντικείμενο ConcreteIterator μέσω 
του αντικειμένου ConcreteAggregate και να διασχίζει την συλλογή καλώντας τις 
μεθόδους του ConcreteIterator. 
 6.4.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 6-4 και την χρήση της ES6 με την χρήση κλάσεων. 
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'use strict'; 
 
class Iterator { 
    constructor(){ 
        if(new.target == Iterator)  
            throw new Error("Abstract Class"); 
    } 
    first(){ 
        throw new Error("Abstract Class Method"); 
    } 
    next(){ 
        throw new Error("Abstract Class Method"); 
    } 
    isDone(){ 
        throw new Error("Abstract Class Method"); 
    } 
    currentItem(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class ConcreteIterator extends Iterator { 
    constructor(aggregate){ 
        super(); 
        console.log("ConcreteIterator created"); 
        this.index = 0; 
        this.aggregate = aggregate; 
    } 
    first(){ 
        return this.aggregate.list[0]; 
    } 
    next(){ 
        if(this.index < this.aggregate.list.length) 
            return this.aggregate.list[this.index++]; 
        else 
            return false; 
    } 
    isDone(){ 
        if(this.index == this.aggregate.list.length) return true; 
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        else return false; 
    } 
    currentItem(){ 
        return this.aggregate.list[this.index]; 
    } 
} 
 
class Aggregate { 
    constructor(){ 
        if(new.target == Aggregate)  
            throw new Error("Abstract Class"); 
    } 
    createIterator(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class ConcreteAggregate extends Aggregate { 
    constructor(list){ 
        super(); 
        this.list = list; 
        console.log("ConcreteAggregate created"); 
    } 
    createIterator(){ 
 this.iterator = new ConcreteIterator(this); 
    } 
} 
 
 
let aggregate = new ConcreteAggregate([0,1,2,3,4,5,6,7]); 
aggregate.createIterator(); 
 
console.log(aggregate.iterator.first()); 
console.log(aggregate.iterator.next()); 
console.log(aggregate.iterator.next()); 
console.log(aggregate.iterator.currentItem()); 
 
// Output 
// ConcreteAggregate created 
// ConcreteIterator created 
// 0 
// 0 
// 1 
// 2 
  
 6.4.4 Χρήση και Προβληματισμοί 
Το σχεδιαστικό πρότυπου Iterator έχει πολλές διαφορετικές υλοποιήσεις. 
Μερικές από αυτές παρουσιάζονται παρακάτω. 
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Έλεγχος του Iterator 
Βασικός προβληματισμός κατά την εφαρμογή του σχεδιαστικού προτύπου, είναι 
ποιος ελέγχει την διάσχιση στην συλλογή. Αν ο έλεγχος γίνεται από τον πελάτη τότε 
έχουμε έναν External Iterator (όπως στην παραπάνω εφαρμογή). Αν ο έλεγχος της 
διάσχισης γίνεται από τον ίδιο τον Iterator τότε έχουμε ένα Internal Iterator. 
Στην περίπτωση του External Iterator ο πελάτης ζητάει το επόμενο στοιχείο της 
συλλογής και έτσι προχωράει η διάσχιση της συλλογής. Στην περίπτωση του Internal 
Iterator ο πελάτης ζητάει να εκτελεστεί μία λειτουργία και ο Iterator εφαρμόζει τη 
λειτουργία για κάθε στοιχείο στη συλλογή. Η JavaScript χρησιμοποιεί πολύ τους Internal 
Iterators στις βασικές συλλογές όπως οι πίνακες (μέθοδοι filter(), map() κλπ). Στην ES6 
οι συλλογές όπως τα Array, Map, Set είναι και αυτά Iterables και μπορούν να γίνουν 
Iterate. [1][12] 
 
Ορισμός του αλγόριθμου διάσχισης 
Η κλάση Iterator δεν είναι το μόνο μέρος που μπορεί να εφαρμοστεί ο 
αλγόριθμος διάσχισης μίας συλλογής. Ο αλγόριθμος μπορεί να υλοποιείται μέσα στην 
κλάση Aggregate και να αποθηκεύεται σε ένα αντικείμενο Iterator η κατάσταση της 
διάσχισης. Αυτή η εφαρμογή του Iterator ονομάζεται Cursor. Ο πελάτης πλέον καλεί την 
εντολή next() σε ένα αντικείμενο Aggregate που δέχεται ως όρισμα ένα αντικείμενο 
Cursor. [1] 
Ο ορισμός του αλγορίθμου διάσχισης στην κλάση Iterator δίνει περισσότερη 
ευελιξία καθώς ο αλγόριθμος διάσχισης μπορεί να χρησιμοποιηθεί από διαφορετικές 
κλάσεις Aggregate. Από την άλλη πλευρά, ο ορισμός του αλγορίθμου διάσχισης στην 
κλάση Iterator μπορεί να είναι αναγκαίο να προσπελάσει μεταβλητές της κλάσης 
Aggregate εκθέτοντας την εσωτερική της δομή. [1] 
 
Πόσο ισχυρός είναι ο Iterator 
Μπορεί να είναι επικίνδυνο να τροποποιηθεί μία συλλογή, ενώ διασχίζεται. Αν 
προστεθούν ή διαγραφούν στοιχεία από τη συλλογή, ίσως προσπελαστεί ένα στοιχείο 
δύο φορές ή μπορεί να παραβλεφθεί τελείως. Μια απλή λύση είναι να αντιγραφτεί η 
συλλογή και να διασχιστεί το αντίγραφο, αλλά αυτό είναι πολύ δαπανηρό. [1] 
Για να λυθεί αυτό το πρόβλημα μπορεί να δημιουργηθεί ένας Robust Iterator. Ο 
Robust Iterator διασφαλίζει ότι μία διαγραφή ή προσθήκη δεν θα επηρεάσει την διάσχιση 
 118 
και αυτό γίνεται δίχως αντιγραφή της συλλογής. Υπάρχουν παραπάνω από ένας τρόποι 
υλοποίησης ενός Robust Iterator. Οι περισσότερες εφαρμογές βασίζονται στη δήλωση 
του Iterator στο Aggregate. Κατά την προσθήκη ή διαγραφή το Aggregate παρεμβάλει 
την εσωτερική κατάσταση του Iterator που έχει δημιουργήσει ή διατηρεί πληροφορίες 
για να διασφαλιστεί η σωστή διάσχιση. [1] 
 
Λειτουργίες του Iterator 
Στην παραπάνω εφαρμογή του σχεδιαστικού προτύπου εφαρμόζονται οι μέθοδοι 
first(), next(), isDone() και currentItem(). Μπορούν να προστεθούν επιπλέον μέθοδοι 
όπως η previous() η οποία βοηθάει στην ανάποδη διάσχιση και η skip() για παράβλεψη 
ενός στοιχείου. [1] 
 
Iterator για συλλογές τύπου Composite 
Οι External Iterators είναι δύσκολο να εφαρμοστούν για δομές όπως αυτές στο 
σχεδιαστικό πρότυπο Composite, επειδή μια θέση στη δομή μπορεί να εκτείνεται σε 
πολλά επίπεδα. Δηλαδή ένα στοιχείο του Aggregate μπορεί να περιέχει πολλά 
εμφωλευμένα Aggregate. Για να εφαρμοστεί ένας External Iterator πρέπει να  
αποθηκεύσει μια διαδρομή μέσω του Composite για να παρακολουθεί το τρέχον 
αντικείμενο. [1] 
Πολλές φορές είναι ευκολότερη η εφαρμογή ενός Internal Iterator. Αν οι κόμβοι 
σε ένα Composite έχουν μία διεπαφή για τη μετάβαση από έναν κόμβο στα αδέλφια, 
παιδιά και γονείς, τότε ένας Cursor Iterator είναι μία καλή εναλλακτική. Ο Cursor πρέπει 
μόνο να παρακολουθεί τον τρέχοντα κόμβο και να βασιστεί στην διεπαφή για τη 
διάσχιση του Composite. [1] 
Τα Composite συχνά χρειάζονται διαφορετικούς τρόπους διάσχισης. Μπορεί να 
υποστηριχθεί κάθε είδος διάσχισης από μία διαφορετική κλάση Iterator. [1] 
 
NullIterators 
Ένα NullIterator είναι ένας εκφυλισμένος Iterator που είναι χρήσιμος για τον 
χειρισμό συνθηκών. Εξ ορισμού, ένα NullIterator έχει τερματίσει πάντα την διάσχιση. 
Δηλαδή, η μέθοδος isDone() επιστρέφει πάντα True. Το NullIterator μπορεί να κάνει 
ευκολότερη τη διάσχιση δομών (όπως τα Composite). Σε κάθε σημείο της δομής, 
ζητείται ένα Iterator για τα παιδιά του κόμβου.  Οι κόμβοι επιστρέφουν έναν Iterator ενώ 
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τα φύλλα επιστρέφουν ένα στιγμιότυπο του NullIterator. Αυτό επιτρέπει να εφαρμοστεί 
η διάσχιση σε ολόκληρη τη δομή με ομοιόμορφο τρόπο. [1] 
 
 6.5  Mediator 
 6.5.1 Εισαγωγή 
Στην αντικειμενοστρεφή σχεδίαση λογισμικού είναι συχνό να δημιουργούνται 
πολλές κλάσεις που επικοινωνούν μεταξύ τους για να εκτελεστεί μία σύνθετη 
λειτουργία. Σε ένα μεγάλο πρόγραμμα είναι εύκολο η σύζευξη μεταξύ των κλάσεων να 
μεγαλώσει σε τέτοιο βαθμό που να μην είναι διαχειρίσιμη μία αλλαγή και ένα 
αντικείμενο να εξαρτάται από πολλά άλλα αντικείμενα. Για να μειωθεί η σύζευξη, 
χρειάζεται ένας μηχανισμός επικοινωνίας που να διευκολύνει την αλληλεπίδραση μεταξύ 
των κλάσεων με τέτοιο τρόπο που καμία από αυτές να μην γνωρίζει την ύπαρξη των 
συνεργαζόμενων κλάσεων. Ένας τέτοιος μηχανισμός υλοποιείται με το σχεδιαστικό 
πρότυπο Mediator, όπου οι συνεργαζόμενες κλάσεις επικοινωνούν με την κλάση 
διαμεσολάβησης και όχι μεταξύ τους. Το Mediator είναι ένα σχεδιαστικό πρότυπο 
συμπεριφοράς και ένα από τα 23 σχεδιαστικά πρότυπα των “GoF”. Σκοπός του 
σχεδιαστικού προτύπου είναι να μειώσει την σύζευξη μεταξύ των συνεργαζόμενων 
κλάσεων. Παρόλο που η βασική λογική μοιάζει με δομική, δεν είναι. Το πρότυπο 
Mediator είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς γιατί η κλάση διαμεσολάβησης 
μπορεί να αλλάζει συμπεριφορά ανάλογα με ποια κλάση επικοινωνεί. [1] 
Ένα παράδειγμα από την πραγματική ζωή είναι ο πύργος ελέγχου σε ένα 
αεροδρόμιο. Οι πιλότοι των αεροπλάνων που πλησιάζουν ή που ετοιμάζονται για 
αναχώρηση επικοινωνούν με τον πύργο ελέγχου αντί να επικοινωνούν το ένα με το άλλο. 
Οι περιορισμοί για το ποιος μπορεί να χρησιμοποιήσει τον αεροδιάδρομο επιβάλλεται 
από τον πύργο ελέγχου. Ο πύργος ελέγχου θα μπορούσαμε να πούμε ότι είναι ένα 
αντικείμενο Mediator (διαμεσολαβητής) και τα αεροπλάνα είναι αντικείμενα τύπου 
Colleague (συνάδελφοι). 
Γενικά η κλάση Mediator πρέπει να έχει λειτουργίες που να αφορούν μόνο την 
επικοινωνία, δηλαδή να συνδέει τις συνεργαζόμενες κλάσεις. Η προσθήκη επιπλέον 
λειτουργιών θεωρείται κακή πρακτική. [1] 
Η τακτική που ακολουθείται είναι η εξής. Δημιουργείται μία κλάση Mediator που 
δέχεται αντικείμενα των κλάσεων Colleague που γνωρίζει για να μπορεί να επικοινωνεί 
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με αυτά. Οι κλάσεις Colleague δέχονται ένα αντικείμενο Mediator για να γνωρίζουν το 
αντικείμενο διαμεσολαβητή. Μία μέθοδος σε ένα αντικείμενο Colleague καλεί μία 
μέθοδο του δηλωμένου Mediator που χρησιμοποιεί. Η μέθοδος του Mediator καλεί 
μεθόδους των άλλων αντικειμένων Colleague για να επιτευχθεί η λειτουργία. Το 
αντικείμενο Mediator μπορεί να προσαρμόζει την συμπεριφορά του κατά την εκτέλεση 
του προγράμματος. [4] 
Είναι σημαντικό να αναφερθεί ότι στην JavaScript το σχεδιαστικό πρότυπο 
Mediator χρησιμοποιείται πολύ συχνά. Σε μεγάλες εφαρμογές (όπως Single page Apps) 
χρειάζεται ένα κοινό σημείο επικοινωνίας για να μειωθεί η σύζευξη και να μπορούν να 
επαναχρησιμοποιηθούν τμήματα του κώδικα. Η χρήση κλάσεων στην ES6 κάνει πιο 
ευανάγνωστους μεγάλους Mediators σε σχέση με παλαιότερες εκδοχές. [4][3] 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται να μειωθεί η σύζευξη μεταξύ συνεργαζόμενων κλάσεων. [1] 
2. Πώς γίνεται να είναι δυνατή η ανεξάρτητη αλλαγή της αλληλεπίδρασης μεταξύ 
ενός συνόλου αντικειμένων. [1] 
Τακτική: 
1. Ορισμός ενός ξεχωριστού αντικειμένου Mediator που ενσωματώνει την 
αλληλεπίδραση μεταξύ ενός συνόλου αντικειμένων. [1] 
2. Τα αντικείμενα μεταβιβάζουν την αλληλεπίδρασή τους σε ένα αντικείμενο 
Mediator αντί να αλληλοεπιδρούν άμεσα μεταξύ τους. [1] 
 6.5.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Mediator όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 6-5. 
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Εικόνα 6-5: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Mediator 
 
Στο διάγραμμα κλάσεων δεν αναφέρονται οι μέθοδοι των κλάσεων του 
προτύπου, καθώς οι μέθοδοι δεν αποτελούν κριτήριο για την ορθή εφαρμογή του 
προτύπου. 
Η κλάση Mediator είναι μία διεπαφή για επικοινωνία με αντικείμενα τύπου 
Colleague. 
Η συγκεκριμένη κλάση ConcreteMediator υλοποιεί την διεπαφή Mediator και 
όλες τις μεθόδους. Το αντικείμενο ConcreteMediator συναθροίζει αντικείμενα 
ConcreteColleague1 και ConcreteCollegue2. Η συσχέτιση μεταξύ ConcreteMediator και 
των κλάσεων ConcreteColleague  μπορεί να είναι συνάθροιση ή σύνθεση. Επίσης η 
κλάση υλοποιεί την επικοινωνία και μεταφέρει τα μηνύματα μεταξύ των κλάσεων 
ConcreteCollegue. 
Η κλάση Colleague είναι μία διεπαφή που υλοποιούν οι συγκεκριμένες κλάσεις 
ConcreteCollegue. Η κλάση Colleague μπορεί να έχει υλοποιημένες μεθόδους που 
κληρονομούνται από τις υποκλάσεις. 
Οι κλάσεις ConcreteCollegue1 και ConcreteCollegue2 είναι συγκεκριμένες 
κλάσεις που υλοποιούν την διεπαφή Colleague. Τα αντικείμενα των κλάσεων διατηρούν 
μία αναφορά σε ένα αντικείμενο Mediator. Οι συγκεκριμένες κλάσεις επικοινωνούν με 
το αντικείμενο Mediator όταν θέλουν να επικοινωνήσουν η μία με την άλλη. 
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 6.5.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 6-5 και την χρήση της ES6 με την χρήση κλάσεων. 
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'use strict'; 
 
class Mediator { 
    constructor(){ 
        if(new.target == Mediator)  
            throw new Error("Abstract Class"); 
    } 
    setColleague1(){ 
        throw new Error("Abstract Class Method"); 
    } 
    setColleague2(){ 
        throw new Error("Abstract Class Method"); 
    } 
    calculate(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class ConcreteMediator extends Mediator { 
    constructor(){ 
        super(); 
        console.log("ConcreteMediator created"); 
        this.colleague1 = undefined; 
        this.colleague2 = undefined; 
    } 
    setColleague1(obj){ 
        if(obj instanceof ConcreteColleague1){ 
            this.colleague1 = obj; 
        }else{ 
            throw new Error("Wrong Input"); 
        } 
    } 
    setColleague2(obj){ 
        if(obj instanceof ConcreteColleague2){ 
            this.colleague2 = obj; 
        }else{ 
            throw new Error("Wrong Input"); 
        } 
    } 
    calculate(val){ 
        return this.colleague2.calculate(val); 
    } 
} 
 
class Colleague { 
    constructor(){ 
        if(new.target == Colleague)  
            throw new Error("Abstract Class"); 
    } 
    calculate(){ 
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        throw new Error("Abstract Class Method"); 
    } 
} 
 
class ConcreteColleague1 extends Colleague { 
    constructor(mediator){ 
        super(); 
        console.log("ConcreteColleague1 created"); 
        this.mediator = mediator; 
    } 
    calculate(value){ 
        this.printValue = this.mediator.calculate(value); 
        console.log(this.printValue); 
    } 
} 
 
class ConcreteColleague2 extends Colleague { 
    constructor(mediator){ 
        super(); 
        console.log("ConcreteColleague2 created"); 
        this.mediator = mediator; 
    } 
    calculate(value){ 
        return (value + 100); 
    } 
} 
 
let mediator = new ConcreteMediator(); 
let colleague1 = new ConcreteColleague1(mediator); 
let colleague2 = new ConcreteColleague2(mediator); 
mediator.setColleague1(colleague1); 
mediator.setColleague2(colleague2); 
 
colleague1.calculate(200); 
 
// Output 
// ConcreteMediator created 
// ConcreteColleague1 created 
// ConcreteColleague2 created 
// 300 
  
Στην παραπάνω υλοποίηση το αντικείμενο ConcreteColleague1 έχει μία μέθοδο 
calculate(). Η μέθοδος αυτή καλεί την μέθοδο calculate() του αντικειμένου Mediator που 
έχει ως αναφορά. Η μέθοδος calculate() του αντικειμένου Mediator καλεί την μέθοδο 
calculate() του αντικειμένου ConcreteColleague2 και επιστρέφεται η τιμή πίσω στο 
αντικείμενο Mediator και από εκεί πίσω στο ConcreteColleague1. 
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 6.5.4 Χρήση και Προβληματισμοί 
Αφηρημένοι Mediator 
Δεν υπάρχει λόγος να δημιουργηθεί μια αφηρημένη κλάση Mediator ή μια 
διεπαφή, εφόσον οι κλάσεις Colleague πρόκειται να χρησιμοποιήσουν μόνο έναν 
διαμεσολαβητή Mediator. Ο ορισμός ενός αφηρημένου Mediator απαιτείται μόνο εάν οι 
κλάσεις Colleague πρέπει να συνεργαστούν με πολλούς Mediator. [1] 
 
Πολυπλοκότητα του αντικειμένου Mediator 
Το αντικείμενο Mediator χειρίζεται όλη την αλληλεπίδραση μεταξύ των 
αντικειμένων Colleague. Ένα πιθανό πρόβλημα είναι η πολυπλοκότητα του Mediator, 
όταν ο αριθμός των συμμετεχόντων είναι υψηλός και οι διαφορετικές κλάσεις είναι 
πολλές. [1] 
 
Επικοινωνία μεταξύ Mediators και Colleagues 
Υπάρχουν διάφοροι τρόποι για να πραγματοποιηθεί η επικοινωνία μεταξύ των 
αντικειμένων Mediator και Colleague: 
1. Μία από τις πιο χρησιμοποιούμενες μεθόδους είναι η χρήση του σχεδιαστικού 
προτύπου Observer. Ο Mediator μπορεί να είναι παρατηρητής Observer και οι 
συνεργαζόμενες κλάσεις Colleague μπορούν να είναι ένα παρατηρίσιμο 
αντικείμενο (Observable). Κάθε φορά που γίνεται μια αλλαγή στην κατάσταση 
του παρατηρούμενου αντικειμένου, ο παρατηρητής (Mediator) ενημερώνεται και 
ειδοποιεί όλα τα άλλα αντικείμενα Colleague. [1] 
2. Σε πιο περίπλοκες υλοποιήσεις, μπορούν να προστεθούν ασύγχρονα μηνύματα σε 
μια ουρά μηνυμάτων, από όπου μπορούν να ληφθούν από το αντικείμενο 
Mediator. [1] 
3. Μπορεί να χρησιμοποιηθούν και εναλλακτικές μέθοδοι για την αποστολή 
μηνυμάτων στον Mediator. Για παράδειγμα, μπορεί να χρησιμοποιηθούν 
υποκλάσεις του Mediator για την χρήση πιο εξειδικευμένων λειτουργιών. [1] 
 
Σχετικά πρότυπα 
Το σχεδιαστικό πρότυπο μοιάζει αρκετά με τα σχεδιαστικά πρότυπα Façade, 
Observer, Adapter γιατί όλα χρησιμοποιούν ένα κεντρικό αντικείμενο για την 
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διεκπεραίωση λειτουργιών σε ένα σύστημα. Στην ουσία όμως διαφέρει σημαντικά για 
τους παρακάτω λόγους. [1] 
 Το Mediator χρησιμοποιεί ένα κεντρικό αντικείμενο για να διευθύνει την 
επικοινωνία μεταξύ συναδελφικών κλάσεων ώστε οι κλάσεις αυτές να αποσυνδεθούν 
μεταξύ τους. Το Façade από την πλευρά του παρέχει ένα αντικείμενο που αποκρύπτει το 
υπόλοιπο σύστημα από τον πελάτη και έτσι ο πελάτης επικοινωνεί με το υποσύστημα 
μέσω του αντικειμένου Façade. Στο Façade η συνεργασία μεταξύ πελάτη και 
υποσυστήματος είναι μονόδρομη ενώ στο Mediator αμφίδρομη μεταξύ των 
συνεργαζόμενων κλάσεων. [1] 
Τα σχεδιαστικά πρότυπα Observer και Mediator είναι παρόμοια, επιλύοντας το 
ίδιο πρόβλημα. Η κύρια διαφορά μεταξύ τους είναι το πρόβλημα που αντιμετωπίζουν. 
Το πρότυπο Observer χειρίζεται την επικοινωνία μεταξύ αντικειμένων Observer 
(παρατηρητές) και Subject (υποκειμένων). Είναι πολύ πιθανό να προστεθούν νέα 
παρατηρήσιμα αντικείμενα Subject. Από την άλλη πλευρά στο πρότυπο Mediator η 
κλάση Mediator είναι η πιο πιθανή κλάση που θα κληρονομηθεί. [1] 
Η διαφορά του Adapter και του Mediator είναι ότι το Mediator δεν αλλάζει τα 
μηνύματα που λαμβάνει και στέλνει. Η κλάση Mediator είναι ο συνδετικός κρίκος 
μεταξύ συνεργαζόμενων κλάσεων. Από την άλλη πλευρά στο Adapter γίνεται 
προσπάθεια να συνδεθούν δύο μέρη που πριν δεν μπορούσαν. Έτσι ένα μέρος του 
συστήματος χρησιμοποιεί το αντικείμενο Adapter για να συνδεθεί με ένα άλλο μέρος του 
συστήματος. [1] 
 
 6.6  Memento 
 6.6.1 Εισαγωγή 
Το Memento είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς και ένα από τα 23 
σχεδιαστικά πρότυπα των “GoF”. Ο σκοπός του σχεδιαστικού προτύπου είναι να 
συλλάβει την εσωτερική κατάσταση ενός αντικειμένου χωρίς να παραβιάζει τον 
εγκλεισμό του και έτσι να παρέχει ένα μέσο για την αποκατάσταση του αντικειμένου σε 
αυτή την αρχική κατάσταση όταν χρειάζεται. [1] 
Συχνά σε ένα πρόγραμμα υπάρχει η ανάγκη αποθήκευσης της εσωτερικής 
κατάστασης ενός αντικειμένου ώστε να υπάρχει η δυνατότητα επαναφοράς σε αυτή την 
κατάσταση αργότερα, όπως για παράδειγμα σε περίπτωση σφάλματος. Σε ένα υποθετικό 
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πρόγραμμα Calculator αν ένα αντικείμενο αποθηκεύει εσωτερικά τις εσωτερικές 
καταστάσεις τότε αυτό θα μεγαλώνει συνεχώς και η λειτουργία αναίρεσης θα είναι 
περίπλοκη. Γι’ αυτό το λόγο είναι αναγκαίο η διαχείριση των εσωτερικών καταστάσεων 
να γίνεται διαφορετικά. 
Το σχεδιαστικό πρότυπο χωρίζει σε τρεις  διαφορετικές κλάσεις τις λειτουργίες. 
Η κλάση Originator αποτελεί την βασική κλάση τις οποίας τα αντικείμενα έχουν μία 
εσωτερική κατάσταση η οποία πρέπει να αποθηκευτεί. Η κλάση Memento αποτελεί την 
κλάση τις οποίας τα αντικείμενα έχουν αποθηκευμένη μία από τις εσωτερικές 
καταστάσεις των αντικειμένων Originator. Τα αντικείμενα Memento δημιουργούνται 
από μία μέθοδο που παρέχεται στην κλάση Originator. Η κλάση Caretaker είναι 
υπεύθυνη αποκλειστικά και μόνο για την αποθήκευση και επιστροφή των αντικειμένων 
Memento και δεν πρέπει να επηρεάζει την κατάσταση των Memento. Όταν είναι ανάγκη 
ζητείται από ένα αντικείμενο Caretaker να επιστρέψει ένα αποθηκευμένο Memento, είτε 
συγκεκριμένο, είτε το τελευταίο. Το πώς ακριβώς θα λειτουργεί ο Caretaker εξαρτάτε 
από τις ανάγκες του προγράμματος. Επίσης είναι σημαντικό να αναφερθεί ότι η μία 
ιδιότητα σε ένα αντικείμενο Originator μπορεί να προστεθεί μετά από την δημιουργία 
του αντικειμένου καθώς η JavaScript το επιτρέπει. Στην περίπτωση που αποτελεί μέρος 
της εσωτερικής κατάστασης τότε πρέπει να γίνει αναζήτηση όλων των ιδιοτήτων στο 
αντικείμενο και να περαστούν στο αντικείμενο Memento. Στην περίπτωση όπου δεν 
αποτελεί η νέα ιδιότητα μέρος της εσωτερικής κατάστασης η υλοποίηση είναι απλή και 
είναι σύμφωνα με αυτή που υπάρχει παρακάτω. 
Επειδή το σχεδιαστικό πρότυπο χρησιμοποιείται σε εξειδικευμένες περιπτώσεις, 
σπάνια χρησιμοποιείται στην JavaScript. Επίσης επειδή η JavaScript είναι πολύ ευέλικτη 
με τη δημιουργία αντικειμένων υπάρχουν πολλές διαφορετικές υλοποιήσεις του 
προτύπου.  
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται η κατάσταση ενός αντικειμένου να αποθηκευτεί εξωτερικά ώστε το 
αντικείμενο να γυρίσει σε αυτή την κατάσταση αργότερα. [1] 
2. Πώς γίνεται να μην παραβιάζεται ο εγκλεισμός του αντικειμένου. [1] 
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Τακτική: 
1. Μετατροπή ενός αντικειμένου Originator ώστε να είναι υπεύθυνο για την 
αποθήκευση της εσωτερικής του κατάσταση σε ένα εξωτερικό αντικείμενο 
Memento. [1] 
2. Μετατροπή ενός αντικειμένου Originator ώστε να είναι υπεύθυνο για την 
επαναφορά του σε προηγούμενη κατάσταση από ένα αντικείμενο Memento. [1] 
3. Χρήση ενός αντικειμένου Caretaker που είναι υπεύθυνο για την διατήρηση των 
αναφορών προς τα αντικείμενα Memento. [1] 
 6.6.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Memento όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 6-6. 
 
Εικόνα 6-6: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Memento 
 
Η κλάση Memento είναι μία κανονική κλάση και τα αντικείμενα της 
αποθηκεύουν την εσωτερική κατάσταση ενός αντικειμένου Originator. Τα αντικείμενα 
Memento χρησιμοποιούνται από αντικείμενα Caretaker μόνο για αποθήκευση και 
δημιουργούνται από αντικείμενα Originator. Η μέθοδος getState() επιστρέφει την 
εσωτερική κατάσταση του αντικειμένου Memento που αποθηκεύτηκε από το 
αντικείμενο Originator. 
Η κλάση Originator είναι μία κανονική κλάση και τα αντικείμενα της έχουν μία 
εσωτερική κατάσταση που αποθηκεύεται στα αντικείμενα Memento. Η κλάση έχει μία 
μέθοδο createMemento() για την δημιουργία ενός αντικειμένου Memento που 
αποθηκεύει την εσωτερική κατάσταση του αντικείμενο Originator εκείνη την στιγμή. 
Επιπλέον έχει την μέθοδο setMemento() η οποία έχει ως παράμετρο ένα αντικείμενο 
Memento και επαναφέρει την κατάσταση στο Originator από την κατάσταση του 
Memento. Η μέθοδος setState() αλλάζει την κατάσταση του Originator. 
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Η κλάση CareTaker είναι μία κανονική κλάση που είναι υπεύθυνη απλά για να 
κρατάει στιγμιότυπα της κλάσης Memento και να τα επιστρέφει όταν της ζητηθεί. Ο 
τρόπος που λειτουργεί η κλάση είναι ευθύνη του προγραμματιστή. Μπορεί να 
συναθροίζει μόνο ένα αντικείμενο Memento ή περισσότερα. Αν συναθροίζει 
περισσότερα από ένα χρειάζονται μέθοδοι που να επιστρέφουν τα αντικείμενα που της 
ζητούνται. Σύμφωνα με την παρακάτω υλοποίηση η κλάση έχει τις μεθόδους 
addMemento(), lastMemento() και getMemento(). H addMemento() προσθέτει σε ένα 
πίνακα ένα αντικείμενο Memento που δέχεται ως παράμετρο η μέθοδος. Η 
lastMemento() επιστρέφει το τελευταίο Memento του πίνακα. Η getMemento() δέχεται 
ένα δείκτη ως παράμετρο για να επιστρέψει το αντίστοιχο Memento από τον πίνακα. 
 6.6.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 6-6 και την χρήση της ES6 με την χρήση κλάσεων. 
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'use strict'; 
 
class Originator { 
    constructor(state){ 
        console.log("Originator created"); 
        this.state = state; 
    } 
    changeState(state){ 
        console.log("Originator state changed"); 
        this.state = state; 
    } 
    setMemento(memento){ 
        this.state = memento.getState().state; 
        console.log("State restored : " + this.state); 
    } 
    createMemento(){ 
        return new Memento(this.state); 
    } 
} 
 
class Memento { 
    constructor(state) { 
        console.log("Memento created"); 
        this.state = state; 
    } 
    getState(){ 
        let state = this.state; 
        return { 
            state: state 
        }; 
    } 
} 
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class Caretaker { 
    constructor(){ 
        console.log("Caretaker created"); 
        this.mementos = []; 
    } 
    addMemento(memento){ 
        console.log("Caretaker: Memento added"); 
        this.mementos.push(memento); 
    } 
    lastMemento(){ 
        return this.mementos[this.mementos.length-1]; 
    } 
    getMemento(index){ 
        return ((index < this.mementos.length - 1)&&(index >= 0 ))  
            ? this.mementos[index] : this.lastMemento(); 
    } 
} 
 
 
let caretaker = new Caretaker(); 
let originator = new Originator(100); 
 
caretaker.addMemento(originator.createMemento()); 
originator.changeState(85); 
caretaker.addMemento(originator.createMemento()); 
originator.setMemento(caretaker.getMemento(0)); 
originator.setMemento(caretaker.lastMemento()); 
 
// Output 
// Caretaker created 
// Originator created 
// Memento created 
// Caretaker: Memento added 
// Originator state changed 
// Memento created 
// Caretaker: Memento added 
// State restored : 100 
// State restored : 85 
   
 6.6.4 Χρήση και Προβληματισμοί 
Το σχεδιαστικό πρότυπο Memento σέβεται την ιδιωτικότητα της εσωτερικής 
κατάστασης ενός αντικειμένου Originator. Επίσης απλοποιεί τον κώδικα του Originator 
καθώς δεν χρειάζεται να κρατάει την προηγούμενη εσωτερική κατάσταση γιατί αυτό 
αποτελεί ευθύνη  της κλάσης CareTaker. Η χρήση του σχεδιαστικού προτύπου μπορεί να 
έχει αρνητικές επιπτώσεις όταν η εσωτερική κατάσταση έχει μεγάλο μέγεθος και 
υπάρχουν πολλά Mementos αποθηκευμένα στον CareTaker. Γι’ αυτό το λόγο είναι 
σημαντικό να προστίθεται επιπλέον λογική στην κλάση CareTaker για να διαχειρίζεται 
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τα αντικείμενο Mementos, δηλαδή πόσα επιτρέπεται να αποθηκεύει. Σε καμία περίπτωση 
όμως δεν πρέπει να ασχολείται με την εσωτερική κατάσταση ενός Memento. 
Το σχεδιαστικό πρότυπο μπορεί να χρησιμοποιηθεί με το πρότυπο Command για 
να υποστηριχθούν οι εντολές αναίρεσης (Undo). Γενικά το πρότυπο χρησιμοποιείται σε 
λογισμικό που πρέπει να υπάρχει η λειτουργία αναίρεσης και σε συστήματα βάσεων 
δεδομένων. [1] 
 
Διαφύλαξη εγκλεισμού του Memento 
Σύμφωνα με το όπως έχει οριστεί το πρότυπο, ο Originator πρέπει να μπορεί να 
μεταφέρει την εσωτερική κατάσταση σε ένα Memento και κανένα άλλο μέρος δεν πρέπει 
να μεταβάλει το Memento εσωτερικά. Τα αντικείμενα που παράγονται από κλάσεις στην 
JavaScript όμως δεν έχουν ιδιωτικές ιδιότητες και είναι δημόσιες (σε αντίθεση με 
γλώσσες προγραμματισμού όπως η Java).  
 
 6.7  Observer 
 6.7.1 Εισαγωγή 
Το Observer είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς και ένα από τα 23 
σχεδιαστικά πρότυπα των “GoF”. Το  Observer είναι ένα σχεδιαστικό πρότυπο όπου ένα  
αντικείμενο (γνωστό ως Subject) διατηρεί μία λίστα με αντικείμενα (γνωστά ως 
Observers) που εξαρτώνται από  αυτό. Όταν γίνεται μία αλλαγή στην εσωτερική 
κατάσταση στο αντικείμενο Subject, αυτόματα το αντικείμενο ενημερώνει όλα τα 
αντικείμενα Observers που βρίσκονται στην λίστα για την αλλαγή στην κατάσταση. 
Όταν δεν υπάρχει ανάγκη πλέον κάποιος παρατηρητής Observer να ενημερώνεται για τις 
αλλαγές από το Subject στο οποίο έχει εγγραφεί, το Subject μπορεί να το αφαιρέσει από 
τη λίστα. [1][4] 
Το σχεδιαστικό πρότυπο Observer είναι ένα πολύ χρήσιμο πρότυπο για τον 
προγραμματισμό που βασίζεται στα γεγονότα. Γι’ αυτό τον λόγο χρησιμοποιείται 
εκτενώς στην JavaScript. [4] Το πρότυπο Observer προσφέρει ένα μοντέλο συνδρομής 
στο οποίο τα αντικείμενα εγγράφονται σε ένα γεγονός και ενημερώνονται όταν 
συμβαίνει το γεγονός. Το σχεδιαστικό πρότυπο διευκολύνει την καλή αντικειμενοστρεφή 
σχεδίαση και προωθεί την χαλαρή σύζευξη. Γενικά τα γεγονότα αναφέρονται ως events 
και αυτά μπορούν να έχουν διάφορες μορφές. Μερικά από τα Events είναι το πάτημα 
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ενός κουμπιού, η ολοκλήρωση φόρτωσης της ιστοσελίδας ή όταν συμβεί κάτι σε επίπεδο 
αντικειμένων. 
Για την δημιουργία διαδικτυακών εφαρμογών με την χρήση της JavaScript 
δημιουργούνται συνήθως πολλοί χειριστές γεγονότων (Event Handlers). Οι Event 
Handlers είναι συναρτήσεις (callback functions) που εκτελούνται όταν συμβεί το Event 
στο οποίο έχουν προσδεθεί. Τα Events αυτά υπάρχουν στο DOM API του κάθε Browser. 
Ο παραπάνω μηχανισμός είναι μία εφαρμογή του προτύπου Observer (μία από τις 
εκδοχές του). Εγγενώς δηλαδή στην JavaScript, η χρήση του προτύπου Observer για την 
διαχείριση συμβάντων είναι μεγάλη. [4] 
Η υλοποίηση η οποία αναλύεται και παρακάτω, είναι μία από τις εκδοχές του 
σχεδιαστικού προτύπου Observer και η πιο βασική. Ένα άλλο όνομα για το πρότυπο 
Observer που όμως έχει και διαφορετική υλοποίηση είναι το Pub/Sub (Publish/Subscribe 
Pattern) και χρησιμοποιείται επίσης σε μεγάλη κλίμακα στην JavaScript και σε 
βιβλιοθήκες όπως η jQuery. Το Pub/Sub προωθεί την πλήρη αποσύνδεση του Subject ο 
οποίος ονομάζεται Publisher από τον Observer ο οποίος ονομάζεται Subscriber. Όλες 
υλοποιήσεις του σχεδιαστικού προτύπου Observer έχουν μία κοινή λογική που λέει ότι 
όταν συμβεί ένα γεγονός σε ένα αντικείμενο αυτόματα πρέπει να ενημερώνονται τα 
αντικείμενα που το παρακολουθούν. [4] 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται να δημιουργηθεί μία σχέση μεταξύ αντικειμένων ένα προς πολλά 
χωρίς να αυξηθεί η σύζευξη μεταξύ τους. [1] 
2. Πώς γίνεται να διασφαλιστεί ότι όταν ένα αντικείμενο αλλάζει κατάσταση, ένας 
αόριστος αριθμός συσχετισμένων αντικειμένων να ενημερώνεται αυτόματα. [1] 
3. Πώς γίνεται ένα αντικείμενο να μπορεί να ειδοποιεί έναν αόριστο αριθμό άλλων 
αντικειμένων για ένα γεγονός. [1] 
Τακτική: 
1. Γίνεται ορισμός αντικειμένων Subject και αντικειμένων Observer έτσι ώστε όταν 
ένα Subject αλλάζει κατάσταση, όλοι οι εγγεγραμμένοι Observers να 
ενημερώνονται αυτόματα. [1] 
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 6.7.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Observer όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 6-7. 
 
Εικόνα 6-7: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Observer 
 
Η κλάση Subject είναι μία αφηρημένη κλάση η οποία παρέχει λειτουργίες για την 
προσθήκη ή αφαίρεση αντικειμένων Observer από ένα αντικείμενο Subject. Η κλάση 
Subject έχει την μέθοδο attach() η οποία δέχεται ως παράμετρο ένα αντικείμενο 
Observer και το προσθέτει σε ένα πίνακα που περιέχει όλα τα αντικείμενα Observer. 
Επίσης έχει την μέθοδο detach() η οποία δέχεται ένα αντικείμενο Observer ως 
παράμετρο και το αφαιρεί από τον πίνακα που περιέχει τα αντικείμενα Observer. 
Επιπλέον διαθέτει την μέθοδο notify() η οποία ενημερώνει όλα τα αντικείμενα Observer 
καλώντας τη μέθοδο update() του κάθε αντικειμένου Observer. 
Η κλάση ConcreteSubject είναι μία συγκεκριμένη κλάση που επεκτείνει την 
κλάση Subject. Τα αντικείμενα της κλάσης διατηρούν την κατάσταση η οποία όταν 
αλλάξει ενημερώνει τους Observers οι οποίοι έχουν προσδεθεί. Η κλάση έχει μία μέθοδο 
getState() η οποία επιστρέφει την εσωτερική κατάσταση του αντικειμένου  
ConcreteSubject. Επιπλέον έχει μία μέθοδο setState() η οποία αλλάζει την εσωτερική 
κατάσταση. Μέθοδοι όπως η setState() μπορούν να καλούν την μέθοδο notify() της 
αφηρημένης κλάσης Subject για να ενημερωθούν τα αντικείμενα Observer για την 
αλλαγή της κατάστασης. 
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Η κλάση Observer είναι μια διεπαφή ή μία αφηρημένη κλάση η οποία ορίζει τις 
λειτουργίες που θα χρησιμοποιηθούν για την ειδοποίηση αυτού του αντικειμένου. Η 
κλάση Observer έχει την μέθοδο update() προς υλοποίηση. 
Οι συγκεκριμένες κλάσεις ConcreteObserverA και ConcreteObserverB 
υλοποιούν την διεπαφή Observer. Η κάθε μία κλάση υλοποιεί με διαφορετικό τρόπο την 
μέθοδο update(). Η μέθοδος update() δέχεται ως όρισμα το αντικείμενο Subject που 
κάλεσε την update() και έτσι το αντικείμενο Observer μπορεί να προσπελάσει την 
εσωτερική κατάσταση του αντικειμένου Subject. Η προσπέλαση γίνεται μέσω της 
μεθόδου getState(). 
 6.7.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 6-7 και την χρήση της ES6 με την χρήση κλάσεων. 
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'use strict'; 
 
class Subject { 
    constructor(){ 
        if(new.target == Subject)  
            throw new Error("Abstract Class"); 
    } 
    attach(observer){ 
        if(observer instanceof Observer){ 
            this.observers.push(observer); 
            console.log("Observer attached"); 
        } 
        return this; 
    } 
    dettach(observer){ 
        if(observer instanceof Observer){ 
            for(let i = 0 ; i < this.observers.length ; i++) 
                if(this.observers[i] === observer) 
                    this.observers.splice(i, 1); 
        } 
        return this; 
    } 
    notify(){ 
        console.log("Subject Notify"); 
        for(let i = 0 ; i < this.observers.length ; i++){ 
            this.observers[i].update(this); 
        } 
    } 
} 
 
class ConcreteSubject extends Subject { 
    constructor(){ 
        super(); 
        this.state = undefined; 
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        this.observers = []; 
        console.log("ConcreteSubject created"); 
    } 
    getState(){ 
        return this.state; 
    } 
    setState(state){ 
        this.state = state; 
        this.notify(); 
    } 
} 
 
class Observer { 
    constructor(){ 
        if(new.target == Observer)  
            throw new Error("Abstract Class"); 
    } 
    update(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class ConcreteObserverA extends Observer { 
    constructor(){ 
        super(); 
        this.observerState = ""; 
        console.log("ConcreteObserverA created"); 
    } 
    update(subject){ 
        this.observerState = subject.getState(); 
        console.log("Observer A new state: " + this.observerState); 
    } 
} 
 
class ConcreteObserverB extends Observer { 
    constructor(){ 
        super(); 
        this.observerState = ""; 
        console.log("ConcreteObserverB created"); 
    } 
    update(subject){ 
        this.observerState = subject.getState() + 100; 
        console.log("Observer B new state: " + this.observerState); 
    } 
} 
 
let observer1 = new ConcreteObserverA(); 
let observer2 = new ConcreteObserverA(); 
let observer3 = new ConcreteObserverB(); 
let observables = new ConcreteSubject(); 
 
observables.attach(observer1).attach(observer2).attach(observer3); 
observables.setState(7); 
 
// Output 
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// ConcreteObserverA created 
// ConcreteObserverA created 
// ConcreteObserverB created 
// ConcreteSubject created 
// Observer attached 
// Observer attached 
// Observer attached 
// Subject Notify 
// Observer A new state: 7 
// Observer A new state: 7 
// Observer B new state: 107 
  
 6.7.4 Χρήση και Προβληματισμοί 
Το σχεδιαστικό πρότυπο Observer χρησιμοποιείται όταν η αλλαγή της 
εσωτερικής κατάστασης σε ένα αντικείμενο πρέπει να προκαλεί την ανανέωση ενός 
άλλου αντικειμένου διασφαλίζοντας ταυτόχρονα την χαλαρή σύζευξη. Η εφαρμογή του 
προτύπου διασφαλίζει την προσθήκη νέων Observers με μικρή προσπάθεια. 
Γενικά το Observer έχει πολλές εφαρμογές, όπως  στην υλοποίηση του 
αρχιτεκτονικού σχεδίου MVC (Model – View – Controller). Στο MVC, το σχεδιαστικό 
πρότυπο Observer χρησιμοποιείται για την αποσύνδεση του μοντέλου (Model) από την 
όψη (View). Η όψη αποτελεί τον Observer και το μοντέλο είναι το Subject. Επίσης το 
πρότυπο βρίσκει πρακτική εφαρμογή  και χρησιμοποιείται εκτενώς στους μηχανισμούς 
διαχείρισης συμβάντων. [1] 
Το σχεδιαστικό πρότυπο συχνά χρησιμοποιείται σε συνδυασμό με τα σχεδιαστικά 
πρότυπα Factory, Template Method και Mediator. 
 
Πολλά αντικείμενα Subjects προς πολλά αντικείμενα Observer 
Αν και δεν χρειάζεται συχνά, μπορεί τα αντικείμενα Observer να χρειάζεται να 
παρακολουθούν παραπάνω από ένα αντικείμενα Subject. Σε αυτή την περίπτωση ο 
Observer πρέπει να ενημερώνεται για την αλλαγή της κατάστασης αλλά πρέπει να 
λαμβάνει και έναν δείκτη για το ποιο Subject άλλαξε έτσι ώστε ο Observer να πράττει 
ανάλογα. Η υλοποίηση είναι εύκολη, το μόνο που χρειάζεται είναι να περνάει ως 
παράμετρος στην μέθοδο update() και η τιμή this που είναι η αναφορά στο αντικείμενο 
Subject. [1] 
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Ποιος ενεργοποιεί την ενημέρωση 
Η επικοινωνία μεταξύ του Subject και των Observer πραγματοποιείται μέσω της 
μεθόδου notify() του Subject η οποία καλεί την μέθοδο update() για κάθε αντικείμενο 
Observer που έχει προσδεθεί. Το καλό με αυτή την προσέγγιση είναι ότι ο πελάτης δεν 
χρειάζεται να καλεί την μέθοδο notify() αφού αυτή καλείται αυτόματα από το ίδιο το 
Subject όταν γίνεται μία αλλαγή. Το κακό όμως είναι ότι πρέπει να εκτελεστούν όλες οι 
εντολές update(). Σε ένα πιθανό μεγάλο αριθμό από Observers αυτό θα προκαλέσει 
καθυστερήσεις. Εναλλακτικά η εντολή notify() μπορεί να καλείται από τους πελάτες 
μόνο όταν είναι ανάγκη και όχι για κάθε αλλαγή. Το κέρδος από αυτή την εφαρμογή 
είναι ότι ο πελάτης μπορεί να περιμένει όταν μία σειρά από αλλαγές συμβούν στο 
Subject ώστε να εκτελεστεί η notify() μόνο μία φορά. Το κακό όμως είναι, ότι πλέον οι 
πελάτες παίρνουν την ευθύνη να ενεργοποιούν την ενημέρωση, με αποτέλεσμα να 
υπάρχει μεγάλος κίνδυνος λάθους. Αν ένας πελάτης δεν ενεργοποιήσει την ενημέρωση 
τότε οι Observer θα έχουν λάθος τιμές. [1] 
 
Ασυνέπεια του Subject κατά την ενημέρωση Notify 
Ένα πολύ συχνό προγραμματιστικό πρόβλημα κατά την υλοποίηση του 
σχεδιαστικού προτύπου Observer είναι ότι, το Subject μπορεί να ενημερώσει τους 
Observers ότι άλλαξε η κατάσταση πριν ολοκληρωθεί η συνολική αλλαγή  της 
κατάστασης. Αυτό είναι σημαντικό λάθος γιατί σημαίνει ότι οι Observers θα έχουν να 
επεξεργαστούν λάθος δεδομένα. Επομένως η κατάσταση του Subject πρέπει να είναι 
συνεπής όταν ενεργοποιείται η λειτουργία ειδοποίησης. Αν γίνουν αλλαγές στην 
κατάσταση του Subject μετά την ειδοποίηση του Observer, θα ανανεωθεί με μια παλιά 
κατάσταση. Αυτό φαίνεται δύσκολο να επιτευχθεί, αλλά στην πράξη αυτό μπορεί να 
γίνει εύκολα όταν οι λειτουργίες μιας υποκλάσης του Subject καλέσουν 
κληροδοτούμενες λειτουργίες της υπερκλάσης. Συχνά χρησιμοποιείται το σχεδιαστικό 
πρότυπο Template Method για να μειωθεί αυτή η πιθανότητα λάθους. [1] 
 
Μέθοδοι επικοινωνίας Subject-Observer 
Υπάρχουν δύο μέθοδοι μετάδοσης των δεδομένων από το Subject στον Observer 
όταν αλλάζει η κατάσταση στην πλευρά του Subject: 
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Μέθοδος Push – Το Subject στέλνει λεπτομερείς πληροφορίες σχετικά με την 
αλλαγή στον Observer, είτε το χρησιμοποιεί είτε όχι. Αυτό μπορεί να είναι 
αναποτελεσματικό όταν χρειάζεται να αποσταλεί μία μεγάλη ποσότητα δεδομένων και 
δεν χρησιμοποιείται. [1] 
Μέθοδος Pull – Το Subject ειδοποιεί τους Observers όταν γίνεται μια αλλαγή 
στην κατάστασή και είναι ευθύνη του κάθε Observer να τραβήξει τα απαιτούμενα 
δεδομένα από το Subject. Αυτό μπορεί να είναι αναποτελεσματικό σε πολυνηματικά 
περιβάλλοντα επειδή η επικοινωνία γίνεται σε 2 βήματα. Στην JavaScript όμως δεν 
υπάρχει τέτοιο πρόβλημα προς το παρών καθώς τρέχει σε ένα νήμα. Η παραπάνω 
υλοποίηση γίνεται σε δύο βήματα. Η μέθοδος notify() καλεί την μέθοδο update() σε κάθε 
Observer με παράμετρο μία αναφορά του αντικειμένου Subject. Έπειτα ο κάθε Observer 
μπορεί να τραβήξει ό,τι πληροφορία θέλει από το αντικείμενο Subject.  [1] 
 
Καθορισμός ενδιαφέροντος του Observer 
Για την βελτίωση της αποτελεσματικότητας μπορεί να διευκρινιστεί ποια είναι τα 
γεγονότα στα οποία ενδιαφέρεται ο κάθε Observer. Αυτό μπορεί να γίνει με την 
προσθήκη μιας νέας κλάσης Subject που ορίζει και το ενδιαφερόμενο γεγονός για τον 
κάθε Observer. Όταν ένας Observer, εγγράφεται σε ένα Subject δηλώνει και το 
συγκεκριμένο γεγονός για το οποίο ενδιαφέρεται και έτσι δεν καλείτε για κάθε αλλαγή 
της κατάστασης. [1] 
 
Σημασιολογικά πολύπλοκη ενημέρωση 
Όταν υπάρχουν πολλά αντικείμενα Subject και Observer οι σχέσεις μεταξύ τους 
μπορεί να γίνουν αρκετά πολύπλοκες. Η σχέση πολλά προς πολλά είναι δύσκολο να 
διαχειριστεί απευθείας. Επίσης οι σχέσεις μεταξύ Subject και Observer μπορεί να 
περιέχει κάποια λογική και μπορεί να χρειάζεται ένας Observer να ενημερώνεται όταν 
όλα τα Subject θα αλλάξουν κατάσταση. Στην περίπτωση αυτή πρέπει να γίνει εισαγωγή 
ενός άλλου αντικειμένου (με ονομασία ChangeManager) [1] που θα είναι υπεύθυνο για 
τις παρακάτω ενέργειες: 
1. Διατήρηση της σχέσης πολλά προς πολλά μεταξύ των αντικειμένων Subject και 
των Observers. 
2. Ενσωμάτωση της λογικής ενημέρωσης των Observers. 
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3. Λήψη των ειδοποιήσεων από τα Subject και ανάλογα με την λογική που περιέχει 
ο  ChangeManager μεταβιβάζει τις ειδοποιήσεις στους Observers. 
 
Ο διαχειριστής αλλαγών ChangeManager στην ουσία είναι ένας Observer γιατί 
ενημερώνεται για αλλαγές, αλλά και ένα Subject γιατί ειδοποιεί τους Observers. Το  
ChangeManager είναι μία υλοποίηση του σχεδιαστικού προτύπου Mediator. 
 
 6.8  State 
 6.8.1 Εισαγωγή 
Πολύ συχνά σε ένα πρόγραμμα χρειάζεται ένα αντικείμενο να αλλάζει την 
εσωτερική του κατάσταση σύμφωνα με ένα μοτίβο. Για παράδειγμα η υλοποίηση ενός 
φαναριού όπου έχει τρεις διαφορετικές καταστάσεις πράσινο, πορτοκαλί και κόκκινο. Η 
κάθε κατάσταση λειτουργεί διαφορετικά γιατί κρατάει διαφορετικό χρόνο και το 
πράσινο μπορεί να επηρεάζεται από ένα κουμπί που πατάνε οι πεζοί. Για την υλοποίηση 
του παραδείγματος μπορεί να χρησιμοποιηθεί το πρότυπο State. Το πρότυπο State 
παρέχει μία μεταβαλλόμενή λογική σε ένα αντικείμενο κατά την εκτέλεση. Αυτό γίνεται 
με την χρήση ενός άλλου συνόλου αντικειμένων όπου το κάθε ένα από αυτά έχει 
διαφορετική λογική-λειτουργία και το κάθε αντικείμενο αναπαριστά μία συγκεκριμένη 
κατάσταση. Τα αντικείμενα αυτά, ονομάζονται αντικείμενα κατάστασης (State) και 
έχουν μία κοινή διεπαφή για να μπορούν να διαχειριστούν από ένα αντικείμενο που 
πλαισιώνει την λογική (Context). Το State είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς 
και ένα από τα 23 σχεδιαστικά πρότυπα των “GoF”. [1] 
Το σχεδιαστικό πρότυπο State χρησιμοποιείται στον προγραμματισμό για να 
ενσωματώσει μία μεταβαλλόμενη συμπεριφορά σε ένα αντικείμενο με βάση την 
εσωτερική του κατάσταση. Η συμπεριφορά αλλάζει κατά τον χρόνο εκτέλεσης και 
χρησιμοποιούνται αντικείμενα State αντί για απλές υποθέσεις συμβάλλοντας έτσι στην 
συντήρηση του κώδικα. Η κάθε κατάσταση οργανώνεται μέσα σε ένα αντικείμενο και 
έτσι μπορούν να προστεθούν νέες καταστάσεις χωρίς δυσάρεστες συνέπειες. Γι’αυτό το 
λόγο το σχεδιαστικό πρότυπο λειτουργεί καλά για μικρούς και μεγάλους αριθμούς 
καταστάσεων. [6] 
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Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται ένα αντικείμενο να αλλάζει συμπεριφορά όταν αλλάζει η εσωτερική 
του κατάσταση. [1] 
2. Πώς γίνεται να ορίζεται μία νέα συμπεριφορά ανεξάρτητα. Δηλαδή η προσθήκη 
ή αλλαγή ενός αντικειμένου κατάστασης να γίνεται ανεξάρτητα. [1] 
Τακτική: 
1. Ορισμός διαφορετικών αντικειμένων State που έχουν λειτουργία σύμφωνα με την 
κατάσταση τους. Αυτό γίνεται με τον ορισμό μίας διεπαφής State όπου η κάθε 
μία συγκεκριμένη κλάση που υλοποιεί την διεπαφή, αντιπροσωπεύει μία 
κατάσταση και έχει διαφορετική λειτουργία. [1] 
2. Μία κλάση Context χρησιμοποιεί αντικείμενα State για να μεταβάλλεται η 
λειτουργία της κατά την εκτέλεση και δεν υλοποιεί την λογική της κατάστασης 
εσωτερικά. [1] 
 6.8.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
State όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 6-8. 
 
Εικόνα 6-8: Διάγραμμα κλάσεων σχεδιαστικού προτύπου State 
 
Η κλάση Context είναι μία κανονική κλάση η οποία συσχετίζεται με την κλάση 
State μέσω συνάθροισης ή σύνθεσης. Ένα αντικείμενο Context διατηρεί μία αναφορά 
προς τα συγκεκριμένα αντικείμενα ConcreteState που περιέχουν την λειτουργία της 
τρέχουσας κατάστασης. Το Context έχει μία μέθοδο request() η οποία καλεί την μέθοδο 
handle() του αντικειμένου ConcreteState το οποίο υπάρχει εκείνη την στιγμή ως 
αναφορά. Η κλάση Context μπορεί να έχει επιπλέον μεθόδους και λειτουργίες, μία από 
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αυτές και η οποία χρησιμοποιείται στην παρακάτω υλοποίηση είναι η μέθοδος setState() 
η οποία δέχεται ως παράμετρο ένα αντικείμενο ConcreteState και αποθηκεύει την 
αναφορά στην εσωτερική ιδιότητα this.state. 
Η κλάση State είναι μία διεπαφή ή μία αφηρημένη κλάση και έχει την μέθοδο 
handle() προς υλοποίηση. Η κλάση State ορίζει ότι μία κλάση που την υλοποιεί αποτελεί 
και διαχειρίζεται μία κατάσταση. 
Οι κλάσεις ConcreteStateA και ConcreteStateB είναι συγκεκριμένες κλάσεις που 
υλοποιούν την διεπαφή State. Οι κλάσεις αυτές αποτελούν μία διαφορετική κατάσταση η 
κάθε μία και έχουν διαφορετική λειτουργία αλλά και οι δύο υλοποιούν την μέθοδο 
handle() με διαφορετική λειτουργία. Η μέθοδος handle() μπορεί να δέχεται ως 
παράμετρο ένα αντικείμενο Context έτσι ώστε το κάθε αντικείμενο ConcreteState να έχει 
πρόσβαση στο Context με το οποίο συσχετίζεται. 
Στην παρακάτω υλοποίηση του σχεδιαστικού προτύπου η μέθοδος request() του 
αντικειμένου Context καλεί την μέθοδο handle() και περνάει ως παράμετρο μία αναφορά 
του εαυτού του (this). Έπειτα η μέθοδος handle() του αντικειμένου ConcreteStateA έχει 
πρόσβαση στο αντικείμενο Context και καλεί την μέθοδο setState(new 
ConcreteStateB()) με παράμετρο ένα νέο αντικείμενο ConcreteStateB ώστε να αλλαχθεί 
η κατάσταση στο Context. Έπειτα η επόμενη κλήση της μεθόδου request() καλεί την 
μέθοδο handle() του αντικειμένου ConcreteStateB που είναι η νέα κατάσταση και έχει ως 
παράμετρο μία αναφορά του εαυτού του (this). Έπειτα η μέθοδος handle() του 
αντικειμένου ConcreteStateB έχει πρόσβαση στο αντικείμενο Context και καλεί την 
μέθοδο setState(new ConcreteStateA()) με παράμετρο ένα νέο αντικείμενο 
ConcreteStateA ώστε να αλλαχθεί η κατάσταση στο Context. Με αυτή την τεχνική το 
κάθε αντικείμενο κατάστασης State μπορεί να προσδιορίζει ποια θα είναι η επόμενη 
κατάσταση. 
 6.8.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 6-8 και την χρήση της ES6 με την χρήση κλάσεων. 
 1 
 2 
 3 
 4 
 5 
 6 
 7 
'use strict'; 
 
class Context { 
    constructor(){ 
        this.counter = 0; 
        this.state = new ConcreteStateA(); 
    } 
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    counterInc(){ 
        return ++this.counter; 
    } 
    setState(state){ 
        this.state = state; 
    } 
    request(){ 
        this.state.handle(this); 
        return this; 
    } 
} 
 
class State { 
    constructor(){ 
        if(new.target == State)  
            throw new Error("Abstract Class"); 
    } 
    handle(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class ConcreteStateA extends State { 
    constructor(){ 
        super(); 
    } 
    handle(context){ 
        context.setState(new ConcreteStateB()); 
        console.log("ConcreteStateA Handles Request : "  
                    + context.counterInc()); 
    } 
} 
 
class ConcreteStateB extends State { 
    constructor(){ 
        super(); 
    } 
    handle(context){ 
        context.setState(new ConcreteStateA()); 
        console.log("ConcreteStateB Handles Request : "  
                    + context.counterInc()); 
    } 
} 
 
 
let context = new Context(); 
context.request().request().request().request(); 
 
// Output 
// ConcreteStateA Handles Request : 1 
// ConcreteStateB Handles Request : 2 
// ConcreteStateA Handles Request : 3 
// ConcreteStateB Handles Request : 4 
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 6.8.4 Χρήση και Προβληματισμοί 
Ποιος ορίζει την μετάβαση της κατάστασης 
Το σχεδιαστικό πρότυπο State δεν ορίζει με ποιο τρόπο ή με ποια κριτήρια θα 
αλλάζει η κατάσταση στο Context και αυτό αφήνεται στην πλευρά του προγραμματιστή. 
Γενικά υπάρχουν δύο κύριες τακτικές : 
• Η κλάση Context γνωρίζει όλες τις συγκεκριμένες κλάσεις ConcreteState και 
μπορεί να δημιουργεί αντικείμενα τους κατά την εκτέλεση ανάλογα με την 
λογική του προβλήματος. Θεωρείται καλή τακτική όταν είναι συγκεκριμένα τα 
κριτήρια και δεν πρόκειται να αλλάξουν στο μέλλον. [1] 
• Η δεύτερη τακτική που υλοποιήθηκε και παραπάνω, είναι ότι η κάθε κλάση 
ConcreteState  ορίζει ποια είναι η επόμενη. Δηλαδή η κάθε κατάσταση ορίζει την 
επόμενη στο Context. Το αποτέλεσμα είναι πολύ δυναμικό καθώς μπορούν να 
προστεθούν νέες κλάσεις εύκολα και να αλλάξει η λογική γρήγορα, αλλά 
αυξάνονται οι εξαρτήσεις μεταξύ των ConcreteState καθώς η κάθε κλάση 
ConcreteState γνωρίζει τουλάχιστον μία από τις επόμενες. Η τακτική αυτή 
προωθεί την αποκεντροποίηση της λογικής από την κλάση Context στις κλάσεις 
ConcreteState. [1] 
 
Δημιουργία και διαγραφή αντικειμένων State 
Κατά την υλοποίηση του σχεδιαστικού προτύπου συχνά υπάρχει η αμφιβολία 
πότε πρέπει να δημιουργούνται τα αντικείμενα State. Η μία εκδοχή λέει να δημιουργείται 
ένα νέο αντικείμενο State κάθε φορά που αλλάζει κατάσταση. Όταν αλλάξει ξανά η 
κατάσταση το παλιό αντικείμενο State διαγράφεται από τον Garbage Collector γιατί 
πλέον δεν υπάρχει καμία αναφορά προς αυτό. Η εκδοχή αυτή χρησιμοποιείται όταν η 
κατάσταση δεν αλλάζει συχνά. Η δεύτερη εκδοχή λέει να δημιουργούνται όλα τα 
αντικείμενα State μία φορά στην αρχή και να διατηρούνται αναφορές προς αυτά στο 
Context. Όταν αλλάζει η κατάσταση δεν δημιουργείται ένα νέο αντικείμενο State αλλά 
χρησιμοποιείται ένα υπάρχον. Η εκδοχή αυτή χρησιμοποιείται όταν η κατάσταση 
αλλάζει συχνά γιατί η δημιουργία και διαγραφή αντικειμένων έχει υπολογιστικό κόστος. 
[1] 
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Flyweight States ή Singleton States 
Συχνά το σχεδιαστικό πρότυπο State συνδυάζεται με τα σχεδιαστικά πρότυπα 
Flyweight και Singleton. Το κάθε αντικείμενο State μπορεί να είναι ένα Flyweight. 
Εναλλακτικά μπορεί το κάθε αντικείμενο State να είναι ένα Singleton. Ο συνδυασμοί 
αυτοί των προτύπων είναι χρήσιμοι όταν τα αντικείμενα State πρέπει να είναι μοναδικά 
στην περίπτωση του Singleton ή πρέπει να μειωθεί ο όγκος  μνήμης που καταναλώνουν 
στην περίπτωση του Flyweight. [1] 
 
 6.9  Strategy 
 6.9.1 Εισαγωγή 
Το Strategy είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς και ένα από τα 23 
σχεδιαστικά πρότυπα των “GoF”. Το πρότυπο Strategy είναι παρόμοιο με το πρότυπο 
State ως προς την υλοποίηση τους, αλλά αλλάζει το πεδίο εφαρμογή τους. Ενώ το 
πρότυπο State μελετάει πώς μπορεί να αλλάζει η κατάσταση ενός αντικειμένου και να 
αλλάζει και η συμπεριφορά του, το πρότυπο μελετάει πώς μπορεί να αλλάζει στρατηγική 
αντιμετώπισης του ίδιου προβλήματος. Το πρότυπο Strategy δίνει την δυνατότητα σε ένα 
αντικείμενο να αλλάζει τον αλγόριθμο του με ευέλικτο τρόπο χωρίς να καταπατάται η 
αρχή της ανοικτής / κλειστής σχεδίασης και έτσι να υπάρχει δυνατότητα επέκτασης και 
προσθήκης νέων αλγορίθμων με ευκολία. [1] 
Για την καλύτερη κατανόηση του προτύπου θα χρησιμοποιηθεί ένα παράδειγμα 
με τον υπολογισμό εξόδων μεταφοράς σε μία ιστοσελίδα. Σε ένα υποθετικό e-shop ο 
χρήστης μπορεί να επιλέξει τον τρόπο αποστολής των προϊόντων στο μέρος που 
επιθυμεί. Ο χρήστης μπορεί να επιλέξει διαφορετικές ταχυδρομικές εταιρείες ή εταιρείες 
μεταφοράς προϊόντων. Η κάθε εταιρεία όμως υπολογίζει τα έξοδα μεταφοράς με 
διαφορετικό τρόπο (βάρος, απόσταση, χώρα, ταχύτητα μεταφοράς κλπ.) και για αυτό το 
λόγο η ιστοσελίδα πρέπει από τις επιλογές του χρήστη (επιλογή εταιρείας, βάρος 
προϊόντων, ταχυδρομικός κώδικας κλπ.) να παράγει το κόστος μεταφοράς δυναμικά. 
Αμέσως γίνεται κατανοητό ότι η ιστοσελίδα πρέπει να αλλάζει αλγόριθμο για κάθε 
μεταφορική εταιρεία. Το πρότυπο Strategy μπορεί να χρησιμοποιηθεί για μία καλή 
αντιμετώπιση της παραπάνω κατάστασης. Το αντικείμενο που είναι υπεύθυνο για 
προβολή των στοιχείων παραγγελίας πρέπει να αλλάζει αλγόριθμο υπολογισμού των 
εξόδων μεταφοράς κάθε φορά που ο χρήστης αλλάζει επιλογή. Ο κάθε αλγόριθμος 
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υπολογισμού εξόδων μεταφοράς αποτελεί μέθοδο ενός αντικειμένου Strategy και για 
κάθε εταιρεία δημιουργείται μία διαφορετική κλάση Strategy. Ο χρήστης κάθε φορά που 
επιλέγει άλλη εταιρεία, αλλάζει το αντικείμενο Strategy, εκτελείται η μέθοδος 
υπολογισμού και αυτή τυπώνεται στην οθόνη του χρήστη. Η χρήση του Strategy στο 
παράδειγμα κάνει το πρόγραμμα ευέλικτο στις αλλαγές. Νέες εταιρίες μπορούν να 
προστεθούν, διαγραφούν, ή να αλλάξουν χωρίς να επηρεάζεται σημαντικά όλο το 
πρόγραμμα. 
Στην JavaScript, το σχεδιαστικό πρότυπο χρησιμοποιείται ευρέως ως μηχανισμός 
προσάρτησης (plug-in) κατά την κατασκευή επεκτάσιμων Frameworks. [6] 
Η χρήση του σχεδιαστικού προτύπου μπορεί να γίνει για τους εξής λόγους. 
Πρώτον, μπορούν να χρησιμοποιηθούν αντικείμενα Strategy γιατί παρέχουν ένα τρόπο 
για να ρυθμιστεί η συμπεριφορά μίας κλάσης αντί να δημιουργούνται πολλές 
υποκλάσεις. Δεύτερον, όταν υπάρχουν πολλές εκδοχές ενός αλγορίθμου μπορεί να 
χρησιμοποιηθεί το πρότυπο Strategy για την αλλαγή του αλγορίθμου κατά την εκτέλεση. 
Τρίτον, όταν μία κλάση πρέπει να έχει πολλές συμπεριφορές και αυτές απεικονίζονται 
ως πολλές λογικές συνθήκες στις λειτουργίες της, τότε μπορεί να μεταφερθεί η λογική 
κάθε  λογικής συνθήκης σε μία κλάση Strategy. 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται μια κλάση να ρυθμιστεί με έναν αλγόριθμο αντί να εφαρμόσει άμεσα 
έναν αλγόριθμο. [1] 
2. Πώς γίνεται ένας αλγόριθμος να επιλεγεί και να ανταλλάσσεται κατά τη διάρκεια 
του χρόνου εκτέλεσης. [1] 
Τακτική: 
1. Ορισμός ενός ξεχωριστού αντικειμένου (Strategy) που ενσωματώνει έναν 
αλγόριθμο. Δηλαδή,  γίνεται ορισμός μιας διεπαφής (Strategy) για την εκτέλεση 
ενός αλγορίθμου και ορίζονται συγκεκριμένες κλάσεις που εφαρμόζουν την 
διεπαφή με διαφορετικούς τρόπους. [1] 
2. Μια κλάση χρησιμοποιεί έναν αλγόριθμο από ένα αντικείμενο Strategy κατά τον 
χρόνο εκτέλεσης αντί να εφαρμόζει άμεσα έναν αλγόριθμο. [1] 
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 6.9.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Strategy όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 6-9. 
 
Εικόνα 6-9: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Strategy 
 
Η κλάση Context είναι μία κανονική κλάση και συσχετίζεται με αντικείμενα 
ConcreteStrategy για να χρησιμοποιήσει τον αλγόριθμό τους. Η κλάση Context κρατάει 
μία αναφορά προς ένα αντικείμενο ConcreteStrategy και αυτή η αναφορά μπορεί να 
αλλάξει με την μέθοδο setStrategy(). Η μέθοδος δέχεται ως παράμετρο ένα αντικείμενο 
Strategy και έτσι αποθηκεύεται η αναφορά μέσα στο Context. Εναλλακτικά μπορεί να 
χρησιμοποιηθεί σύνθεση αντί για συνάθροιση. Η κλάση έχει μία μέθοδο operation() η 
οποία καλεί την μέθοδο algorithm() του αντικειμένου ConcreteStrategy που διατηρεί ως 
αναφορά. Το αντικείμενο Context μπορεί να δηλώνει τον εαυτό του ως αναφορά στα 
αντικείμενα ConcreteStrategy εάν τα τελευταία χρειάζεται να έχουν πρόσβαση στο 
Context. 
Η κλάση Strategy είναι μία διεπαφή ή μία αφηρημένη κλάση και ορίζει τις 
λειτουργίες (αλγορίθμους) που πρέπει να υλοποιήσουν οι κλάσεις που υλοποιούν την 
διεπαφή. Η μέθοδος algorithm() υλοποιείται από τις κλάσεις ConcreteStrategy με 
διαφορετικό τρόπο και περιέχει τον αλγόριθμο. 
Οι κλάσεις ConcreteStrategyA και ConcreteStrategyB είναι συγκεκριμένες 
κλάσεις που υλοποιούν την διεπαφή Strategy. Η μέθοδος algorithm() υλοποιείται από τις 
κλάσεις ConcreteStrategy με διαφορετικό τρόπο και περιέχει τον αλγόριθμο. 
Προαιρετικά η μέθοδος μπορεί να δέχεται ως όρισμα μία αναφορά ενός αντικειμένου 
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Context ώστε τα αντικείμενα ConcreteStrategy να έχουν πρόσβαση στο αντικείμενο 
Context με το οποίο συσχετίζονται. 
 6.9.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 6-9 και την χρήση της ES6 με την χρήση κλάσεων. 
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'use strict'; 
 
class Context { 
    constructor(num){ 
        this.strategy = undefined; 
        this.num = num; 
    } 
    setStrategy(strategy){ 
        this.strategy = strategy; 
        return this; 
    } 
    operation(){ 
        this.strategy.algorithm(this.num); 
        return this; 
    } 
} 
 
class Strategy { 
    constructor(){ 
        if(new.target == Strategy)  
            throw new Error("Abstract Class"); 
    } 
    algorithm(){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class ConcreteStrategyA extends Strategy{ 
    constructor(){ 
        super(); 
    } 
    algorithm(num){ 
        console.log("ConcreteStrategyA algorithm : " + (num * num)); 
    } 
} 
 
class ConcreteStrategyB extends Strategy{ 
    constructor(){ 
        super(); 
    } 
    algorithm(num){ 
        console.log("ConcreteStrategyB algorithm : " + (num + num)); 
    } 
} 
 
let context = new Context(100); 
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let strategyA = new ConcreteStrategyA(); 
let strategyB = new ConcreteStrategyB(); 
 
context.setStrategy(strategyA).operation() 
    .setStrategy(strategyB).operation(); 
 
// Output 
// ConcreteStrategyA algorithm : 10000 
// ConcreteStrategyB algorithm : 200 
  
 6.9.4 Χρήση και Προβληματισμοί 
Μεταφορά δεδομένων από και προς τα αντικείμενα Strategy 
Συνήθως, κάθε αντικείμενο Strategy χρειάζεται δεδομένα από το αντικείμενο 
Context ή μπορεί να επιστρέψει κάποια επεξεργασμένα δεδομένα στο Context. Αυτό 
μπορεί να επιτευχθεί με 2 τρόπους: 
1. Δημιουργώντας μερικές πρόσθετες κλάσεις για την ενσωμάτωση συγκεκριμένων 
δεδομένων. [12] 
2. Μεταφέροντας το ίδιο το αντικείμενο Context στα αντικείμενα Strategy. Το 
αντικείμενο Strategy μπορεί να καθορίσει την επιστροφή δεδομένων απευθείας 
στο Context. [12] 
 
Οικογένειες σχετικών αλγορίθμων 
Τα αντικείμενα Strategy μπορούν να οριστούν ως μια ιεραρχία κλάσεων που 
προσφέρουν τη δυνατότητα επέκτασης και προσαρμογής των υφιστάμενων αλγορίθμων 
από μία εφαρμογή. Σε αυτό το σημείο, το σχεδιαστικό πρότυπο Composite μπορεί να 
χρησιμοποιηθεί με προσοχή. [12] 
 
Προαιρετικά συγκεκριμένα αντικείμενα Strategy 
Είναι δυνατό το αντικείμενο Context να έχει εσωτερικά ως προεπιλογή ένα 
βασικό αλγόριθμο. Κατά την εκτέλεση ελέγχει αν έχει οριστεί ένα αντικείμενο Strategy. 
Αν όχι συνεχίζει την εκτέλεση του αλγορίθμου αλλιώς εκτελεί τον αλγόριθμο του 
αντικειμένου Strategy. Αυτή είναι μια κομψή λύση για την έκθεση ορισμένης 
προσαρμογής που χρησιμοποιείται μόνο όταν υπάρχει η απαίτηση. Διαφορετικά οι 
πελάτες δεν χρειάζεται να ασχολούνται με τα αντικείμενα Strategy. [12] 
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Strategy και Κατασκευαστικά Σχεδιαστικά Πρότυπα 
Στην κλασική εφαρμογή του προτύπου ο πελάτης πρέπει να γνωρίζει τις 
συγκεκριμένες κλάσεις Strategy. Προκειμένου να αποσυνδεθεί ο πελάτης από τις 
κλάσεις Strategy, είναι δυνατή η χρήση του σχεδιαστικού προτύπου Factory μέσα στο 
Context για τη δημιουργία του αντικειμένου Strategy που θα χρησιμοποιηθεί. Με τον 
τρόπο αυτό ο πελάτης αποσυνδέεται από τις κλάσεις Strategy και πρέπει μόνο να στείλει 
μια παράμετρο (όπως μια συμβολοσειρά) στο Context όπου ζητάει να χρησιμοποιήσει 
έναν συγκεκριμένο αλγόριθμο. [12] 
 
Strategy και Bridge 
Και τα δύο σχεδιαστικά πρότυπα έχουν το ίδιο διάγραμμα UML. Αλλά 
διαφέρουν ως προς την πρόθεσή τους, καθώς το πρότυπο Strategy σχετίζεται με τη 
συμπεριφορά και το Bridge με τη δομή. Επιπλέον, η σύζευξη μεταξύ της κλάσης Context 
και της κλάσης Strategy είναι αυστηρότερη από τη σύζευξη μεταξύ της κλάσης 
Abstraction και της κλάσης Implementor στο σχεδιαστικό πρότυπο Bridge. [12] 
 
 6.10  Template Method 
 6.10.1 Εισαγωγή 
Το Template Method είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς και ένα από 
τα 23 σχεδιαστικά πρότυπα των “GoF”. Γενικά η έννοια της λέξης Template στον 
προγραμματισμό και στην επιστήμη των υπολογιστών, χρησιμοποιείται για να 
υποδηλώσει μια προκαθορισμένη λειτουργικότητα [1]. Στην ίδια ιδέα βασίζεται και το 
σχεδιαστικό πρότυπο Template Method. Μία μέθοδος Template ορίζει έναν αλγόριθμο 
σε μία βασική κλάση και κάνει χρήση άλλων αφηρημένων μεθόδων. Έπειτα οι 
συγκεκριμένες υποκλάσεις αντικαθιστούν τις αφηρημένες με κανονικές υλοποιημένες 
μεθόδους. Με αυτόν τον τρόπο, παρότι η μέθοδος Template είναι ίδια σε κάθε κλάση 
(λόγω κληρονομικότητας), η συμπεριφορά της μπορεί να διαφέρει σε κάθε υποκλάση. 
Αυτό συμβαίνει επειδή οι μέθοδοι που καλεί η μέθοδος Template μπορούν να 
υλοποιηθούν διαφορετικά. [1] 
Το σχεδιαστικό πρότυπο Template Method στην JavaScript χρησιμοποιείται 
συχνά σε βιβλιοθήκες και Frameworks γενικής χρήσης, όπου ένας προγραμματιστής 
μπορεί να παρεμβάλει την λειτουργία τους. Ένας εύκολος τρόπος για την κατανόηση του 
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προτύπου είναι να φανταστούμε έναν αλγόριθμό με ‘τρύπες’, όπου ένας 
προγραμματιστής μπορεί να γεμίσει αυτά τα κενά με δική του λειτουργικότητα. Κάθε 
νέα υποκλάση με διαφορετικά υλοποιημένες μεθόδους μπορεί να διαφοροποιεί την 
συμπεριφορά. [6] 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται τα αμετάβλητα μέρη μιας συμπεριφοράς να υλοποιηθούν μόνο μία 
φορά και οι υποκλάσεις να μπορούν να εφαρμόσουν τα μεταβαλλόμενα μέρη. [1] 
2. Πώς γίνεται οι υποκλάσεις να επαναπροσδιορίζουν ορισμένα τμήματα μιας 
συμπεριφοράς χωρίς να αλλάζουν τα άλλα μέρη. [1] 
Τακτική: 
1. Ορισμός αφηρημένων μεθόδων για τη μεταβαλλόμενη συμπεριφορά. [1] 
2. Ορισμός μεθόδων Template που υλοποιούν τα αμετάβλητα μέρη μίας 
συμπεριφοράς και καλούν αφηρημένες μεθόδους τις οποίες θα υλοποιήσουν οι 
υποκλάσεις. [1] 
 6.10.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Template Method όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 
6-10. 
 
Εικόνα 6-10: Διάγραμμα κλάσεων σχεδιαστικού προτύπου Template Method 
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Η κλάση AbstractClass είναι μία αφηρημένη κλάση. Η κλάση έχει τις 
αφηρημένες μεθόδους primitiveOperation1() και primitiveOperation2() που 
υλοποιούνται από την συγκεκριμένη κλάση ConcreteClass που επεκτείνει την 
AbstractClass. Επιπλέον, η αφηρημένη κλάση έχει την μέθοδο templateMethod() που 
είναι μία υλοποιημένη μέθοδος και η οποία καλεί τις μεθόδους primitiveOperation1() και 
primitiveOperation2(). 
Η κλάση ConcreteClass είναι μία κανονική κλάση που επεκτείνει την κλάση 
AbstractClass. Η ConcreteClass έχει δύο υλοποιημένες μεθόδους την 
primitiveOperation1() και primitiveOperation2(), οι οποίες επικαλύπτουν τις δύο 
μεθόδους της αφηρημένης κλάσης AbstractClass. 
Επομένως, ένα αντικείμενο της συγκεκριμένης κλάσης ConcreteClass έχει την 
κληρονομούμενη μέθοδο templateMethod() και η εκτέλεση της καλεί τις μεθόδους 
primitiveOperation1() και primitiveOperation2() της ConcreteClass. 
 6.10.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 6-10 και την χρήση της ES6 με την χρήση κλάσεων. 
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'use strict'; 
 
class AbstractClass { 
    constructor(){ 
        if(new.target == AbstractClass)  
            throw new Error("Abstract Class"); 
    } 
    templateMethod(){ 
        this.primitiveOperation1(); 
        this.primitiveOperation2(); 
    } 
    primitiveOperation1(){ 
        console.log("Abstract Method"); 
    } 
    primitiveOperation2(){ 
        console.log("Abstract Method"); 
    }   
} 
 
class ConcreteClass extends AbstractClass { 
    constructor(){ 
        super(); 
        console.log("ConcreteClass created"); 
    } 
    primitiveOperation1(){ 
        console.log("ConcreteClass primitiveOperation1"); 
    } 
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    primitiveOperation2(){ 
        console.log("ConcreteClass primitiveOperation2"); 
    }   
} 
 
 
let obj = new ConcreteClass(); 
obj.templateMethod(); 
 
// Output 
// ConcreteClass created 
// ConcreteClass primitiveOperation1 
// ConcreteClass primitiveOperation2 
  
 6.10.4 Χρήση και Προβληματισμοί 
Συγκεκριμένη βασική κλάση 
Δεν είναι απαραίτητο να έχουμε την υπερκλάση ως αφηρημένη. Μπορεί να είναι 
μια συγκεκριμένη κλάση που περιέχει μια μέθοδο Template και κάποια προεπιλεγμένη 
λειτουργικότητα. Στην περίπτωση αυτή, οι βασικές μέθοδοι μπορούν να μην είναι 
αφηρημένες και αυτό είναι ένα ελάττωμα επειδή δεν είναι τόσο σαφές ποιες μέθοδοι 
πρέπει να αντικατασταθούν και ποιες όχι. Μία συγκεκριμένη βασική κλάση πρέπει να 
χρησιμοποιείται μόνο όταν εφαρμόζονται άγκιστρα προσαρμογής (customization hooks).  
 
Άγκιστρα προσαρμογής (Customization Hooks) 
Μια ιδιαίτερη περίπτωση του προτύπου Template Method αντιπροσωπεύεται από 
τα άγκιστρα - hooks. Τα άγκιστρα είναι γενικά κενές μέθοδοι που καλούνται στην 
υπερκλάση (και δεν κάνουν τίποτα επειδή είναι κενές), αλλά μπορούν να υλοποιηθούν 
στις υποκλάσεις. Τα  άγκιστρα προσαρμογής μπορούν να θεωρηθούν μια ιδιαίτερη 
περίπτωση της μεθόδου Template καθώς και ένας εντελώς διαφορετικός μηχανισμός. 
[12] 
 
Οι Template Methods δεν πρέπει να επικαλύπτονται 
Η μέθοδος Template που εφαρμόζεται από την βασική κλάση δεν πρέπει να 
αντικατασταθεί. [12] 
 
Ελαχιστοποίηση του αρχικού αριθμού μεθόδων 
Είναι σημαντικό κατά τον σχεδιασμό των μεθόδων Template, να ελαχιστοποιηθεί 
ο αριθμός των αρχικών μεθόδων που πρέπει να αντικατασταθούν από τις υποκλάσεις, 
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ώστε να παρέχεται ένας σαφής και εύκολος τρόπος υλοποίησης συγκεκριμένων 
λειτουργιών Template. [1][12] 
 
Συμβάσεις ονοματολογίας 
Προκειμένου να προσδιοριστούν οι μεταβαλλόμενες μέθοδοι εύκολα, είναι 
προτιμότερο να χρησιμοποιηθεί μια συγκεκριμένη ονομασία. Για παράδειγμα, το 
πρόθεμα "do" μπορεί να χρησιμοποιηθεί για τις μεθόδους που πρέπει να υλοποιηθούν. 
Με παρόμοιο τρόπο, τα άγκιστρα προσαρμογής μπορούν να έχουν προθέματα όπως 
"pre" και "post". [1][12] 
 
Template Method και σχεδιαστικό πρότυπο Strategy 
Το πρότυπο Strategy έχει παρόμοια λογική με το πρότυπο Template Method (και 
τα δύο πρότυπα παρουσιάζουν έναν τρόπο για την αλλαγή συμπεριφοράς ενός 
αλγορίθμου). Η διαφορά τους βρίσκεται στο ότι το Strategy χρησιμοποιεί την συσχέτιση 
(συνάθροιση ή σύνθεση) ενώ το Template Method χρησιμοποιεί την κληρονομικότητα 
για να εφαρμοστεί διαφορετικός αλγόριθμος. [1][12] 
 
 6.11  Visitor 
 6.11.1 Εισαγωγή 
Το σχεδιαστικό πρότυπο Visitor ανήκει στα 23 γνωστά σχεδιαστικά πρότυπα των 
“GoF”. Το σχεδιαστικό πρότυπο Visitor είναι χρήσιμο όταν πρέπει να γίνει επεξεργασία 
μιας δομής αντικειμένων που περιέχει διαφορετικούς τύπους αντικειμένων και πρέπει να 
εκτελεστεί μια συγκεκριμένη λειτουργία σε κάθε ένα από αυτά, ανάλογα με τον τύπο 
του. Το σχεδιαστικό πρότυπο ορίζει τη νέα λειτουργία στη συλλογή αντικειμένων χωρίς 
όμως να αλλάζει τα ίδια τα αντικείμενα. Η νέα λογική βρίσκεται σε ένα ξεχωριστό 
αντικείμενο που ονομάζεται Visitor. Στην ουσία, το Visitor επιτρέπει την προσθήκη 
νέων εικονικών λειτουργιών σε μια οικογένεια κλάσεων, χωρίς την τροποποίηση των 
κλάσεων. [1] 
Τα μέρη που αποτελείται το σχεδιαστικό πρότυπο είναι, η δομή ObjectStructure 
που αποτελείται από αντικείμενα Element και τα οποία συσχετίζονται με αντικείμενα 
Visitor που κρατάνε την πρόσθετη λογική για κάθε διαφορετικό τύπο Element. 
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Το σχεδιαστικό πρότυπο Visitor δεν χρησιμοποιείται συχνά στην JavaScript και 
αυτό συμβαίνει γιατί η JavaScript προσφέρει πολύ μεγαλύτερη ευελιξία, όπως τη 
δυνατότητα προσθήκης και κατάργησης μεθόδων σε αντικείμενα κατά το χρόνο 
εκτέλεσης. Φυσικά σε μεγάλα προγράμματα, όπου είναι αναγκαία μία καλά οργανωμένη 
δομή και χρησιμοποιούνται συνδυασμοί προτύπων το Visitor μπορεί να χρησιμοποιηθεί. 
Το πρότυπο Visitor είναι ιδιαίτερα χρήσιμο σε βιβλιοθήκες και σε Frameworks για την 
δημιουργία επεκτασιμότητας. Εάν τα αντικείμενα παρέχουν μια μέθοδο επίσκεψης που 
δέχεται ένα αντικείμενο Visitor που μπορεί να κάνει αλλαγές τότε παρέχεται ένας 
εύκολος τρόπος για τους πελάτες να υλοποιήσουν μελλοντικές επεκτάσεις. [6] 
 
Η μεταφορά λειτουργιών μέσα σε κλάσεις Visitor είναι ωφέλιμη όταν: 
1. Απαιτούνται πολλές μη σχετικές λειτουργίες σε μια δομή αντικειμένων. 
2. Πρέπει να προστίθενται συχνά νέες λειτουργίες σε μερικές κλάσεις Element 
χωρίς να αλλάξουν οι κλάσεις.  
3. Ένας αλγόριθμος εμπλέκει διάφορες κλάσεις Element, αλλά είναι επιθυμητό να 
το διαχειριστεί σε μία μόνο θέση.  
4. Ένας αλγόριθμος πρέπει να λειτουργεί σε πολλές ανεξάρτητες ιεραρχίες 
κλάσεων.  
 
Ένα μειονέκτημα σε αυτό το σχεδιαστικό πρότυπο, είναι ότι καθιστά τις 
επεκτάσεις στην ιεραρχία κλάσεων πιο δύσκολη, καθώς οι νέες κλάσεις απαιτούν 
συνήθως μια νέα μέθοδο visit() που θα προστεθεί σε κάθε Visitor. 
 
Το σχεδιαστικό πρότυπο λύνει τα εξής προβλήματα: 
1. Πώς γίνεται να οριστεί νέα λειτουργία για (μερικές) κλάσεις μιας δομής 
αντικειμένων χωρίς να αλλάξουν οι κλάσεις. [1] 
Τακτική: 
1. Ορισμός ενός ξεχωριστού αντικειμένου (Visitor) που υλοποιεί μια λειτουργία 
που μπορεί να εκτελεστεί από τα στοιχεία μιας δομής αντικειμένων. [1] 
2. Οι πελάτες διέρχονται από τη δομή αντικειμένων που περιέχει αντικείμενα 
Element και καλούν μια μέθοδο accept(visitor) σε κάθε αντικείμενο, η οποία 
αποστέλλει το αίτημα στο "αποδεκτό αντικείμενο Visitor". Το αντικείμενο 
Visitor εκτελεί τότε τη λειτουργία στο αντικείμενο Element. [1] 
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 6.11.2 Τρόπος λειτουργίας 
Θεωρούμε ότι έχουμε μία εφαρμογή η οποία εφαρμόζει το σχεδιαστικό πρότυπο 
Visitor όπως αυτό απεικονίζεται στο διάγραμμα κλάσεων UML στην εικόνα 6-11. 
 
Εικόνα 6-11 Διάγραμμα κλάσεων σχεδιαστικού προτύπου Visitor 
 
Η κλάση Visitor είναι μία αφηρημένη κλάση στην οποία δηλώνονται οι 
διαφορετικοί μέθοδοι visit() για κάθε επισκεπτόμενη κλάση ConcreteElement. Οι 
γλώσσες προγραμματισμού όπως η Java η οποία υποστηρίζει έλεγχο τύπου στις 
παραμέτρους μίας μεθόδου, υποστηρίζει την δήλωση μεθόδων με την ίδια ονομασία 
αλλά με διαφορετικές παραμέτρους. Η υπογραφή της μεθόδου διαφέρει και έτσι ανάλογα 
με τις παραμέτρους ενεργοποιείται η σωστή μέθοδος. Στην JavaScript όμως αυτό δεν 
μπορεί να συμβεί. Επομένως δηλώνεται μία βασική μέθοδος visit() στην αφηρημένη 
κλάση Visitor, η οποία δέχεται ένα αντικείμενο τύπου Element και γίνεται έλεγχος του 
τύπου του εσωτερικά. Για κάθε κλάση  ConcreteElement δηλώνεται μία νέα μέθοδος. 
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Επομένως υπάρχουν οι αφηρημένες μέθοδοι visitA() και visitB(). Ο έλεγχος τύπου στην 
μέθοδο visit() καλεί ή την μέθοδο visitA() ή την μέθοδο visitB(). Οι δύο μέθοδοι 
υλοποιούνται από τις συγκεκριμένες κλάσεις ConcreteVisitor1 και ConcreteVisitor2. 
Οι κλάσεις ConcreteVisitor1 και ConcreteVisitor2 είναι συγκεκριμένες κλάσεις 
που επεκτείνουν την αφηρημένη κλάση Visitor. Οι συγκεκριμένες κλάσεις υλοποιούν τις 
λειτουργίες visitA() και visitB(). Οι μέθοδοι αυτοί δέχονται ως παράμετρο ένα 
αντικείμενο τύπου Element για να έχουν πρόσβαση σε αυτό. 
Η κλάση Element είναι μία διεπαφή ή μία αφηρημένη κλάση η οποία δηλώνει 
την μέθοδο accept(). Η μέθοδος accept()δέχεται ως παράμετρο ένα αντικείμενο Visitor 
και είναι το σημείο στο οποίο το αντικείμενο τύπου Element, δίνει την δυνατότητα σε 
ένα αντικείμενο Visitor να το επισκεφτεί. Η μέθοδος accept() μπορεί να είναι αφηρημένη 
ή υλοποιημένη μέθοδος. Αν είναι αφηρημένη, τότε πρέπει να υλοποιηθεί από τις 
συγκεκριμένες υποκλάσεις ConcreteElement. 
Οι κλάσεις ConcreteElementA και ConcreteElementB είναι συγκεκριμένες 
κλάσεις που επεκτείνουν την διεπαφή (ή αφηρημένη κλάση) Element. Οι κλάσεις 
υλοποιούν την μέθοδο accept() η οποία δέχεται ως όρισμα ένα αντικείμενο τύπου 
Visitor. Έπειτα η μέθοδος accept() καλεί την μέθοδο visit() του αντικειμένου Visitor και 
περνάει ως παράμετρο μία αναφορά του εαυτού του (visit(this)). Με αυτό τον τρόπο το 
αντικείμενο Visitor μπορεί να προσπελάσει το αντικείμενο Element. 
Η κλάση ObjectStructure είναι μία κανονική κλάση και αποτελεί την δομή 
αντικειμένων. Η κλάση πρέπει να παρέχει μεθόδους για την διάσχιση της και αποτελείται 
από αντικείμενα τύπου Element. Στην παρακάτω υλοποίηση η κλάση έχει την μέθοδο 
accept() η οποία δέχεται ένα αντικείμενο Visitor ως παράμετρο και έπειτα καλεί την 
μέθοδο accept() από όλα τα αντικείμενα που αποτελείται η δομή με το αντικείμενο 
Visitor ως παράμετρο. 
 6.11.3 Υλοποίηση 
Η υλοποίηση του σχεδιαστικού προτύπου θα γίνει με βάση το διάγραμμα 
κλάσεων UML της εικόνας 6-11 και την χρήση της ES6 με την χρήση κλάσεων. 
  1 
  2 
  3 
  4 
  5 
  6 
  7 
'use strict'; 
 
class Visitor { 
    constructor(){ 
        if(new.target == Visitor)  
            throw new Error("Abstract Class"); 
    } 
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    visit(element){ 
        // Type Checking Here | Do not override 
        if(element instanceof ConcreteElementA)  
            this.visitA(element); 
        else if(element instanceof ConcreteElementB)  
            this.visitB(element); 
    } 
    visitA(element){ 
        throw new Error("Abstract Class Method"); 
    } 
    visitB(element){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class ConcreteVisitor1 extends Visitor { 
    constructor(){ 
        super(); 
        console.log("ConcreteVisitor1 created"); 
    } 
    visitA(element){ 
        console.log("ConcreteVisitor1 visits ConcreteElementA"); 
        element.operationA(); 
    } 
    visitB(element){ 
        console.log("ConcreteVisitor1 visits ConcreteElementB"); 
        element.operationB(); 
    } 
} 
 
class ConcreteVisitor2 extends Visitor { 
    constructor(){ 
        super(); 
        console.log("ConcreteVisitor2 created"); 
    } 
    visitA(element){ 
        console.log("ConcreteVisitor2 visits ConcreteElementA"); 
        element.operationA(); 
    } 
    visitB(element){ 
        console.log("ConcreteVisitor2 visits ConcreteElementB"); 
        element.operationB(); 
    } 
} 
 
class ObjectStructure { 
    constructor(){ 
        this.elements = []; 
    } 
    addElement(element){ 
        this.elements.push(element); 
        return this; 
    } 
    accept(visitor){ 
        for(let i=0 ; i < this.elements.length ; i++){ 
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            this.elements[i].accept(visitor); 
        } 
    } 
} 
 
class Element { 
    constructor(){ 
        if(new.target == Element)  
            throw new Error("Abstract Class"); 
    } 
    accept(visitor){ 
        throw new Error("Abstract Class Method"); 
    } 
} 
 
class ConcreteElementA extends Element { 
    constructor(){ 
        super(); 
        console.log("ConcreteElementA created"); 
    } 
    accept(visitor){ 
        visitor.visit(this); 
    } 
    operationA(){ 
        console.log("ConcreteElementA OperationA");   
    } 
} 
 
class ConcreteElementB extends Element { 
    constructor(){ 
        super(); 
        console.log("ConcreteElementB created"); 
    } 
    accept(visitor){ 
        visitor.visit(this); 
    } 
    operationB(){ 
        console.log("ConcreteElementB OperationB");   
    } 
} 
 
 
let visitor1 = new ConcreteVisitor1(); 
let visitor2 = new ConcreteVisitor2(); 
 
let structure = new ObjectStructure(); 
structure.addElement(new ConcreteElementA()) 
    .addElement(new ConcreteElementB()); 
 
structure.accept(visitor1); 
structure.accept(visitor2); 
 
// Output 
// ConcreteVisitor1 created 
// ConcreteVisitor2 created 
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127 
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// ConcreteElementA created 
// ConcreteElementB created 
// ConcreteVisitor1 visits ConcreteElementA 
// ConcreteElementA OperationA 
// ConcreteVisitor1 visits ConcreteElementB 
// ConcreteElementB OperationB 
// ConcreteVisitor2 visits ConcreteElementA 
// ConcreteElementA OperationA 
// ConcreteVisitor2 visits ConcreteElementB 
// ConcreteElementB OperationB 
  
 6.11.4 Χρήση και Προβληματισμοί 
Η προσθήκη νέων κλάσεων ConcreteElement είναι δύσκολη 
Η κλασική εφαρμογή του σχεδιαστικού προτύπου Visitor έχει ένα σημαντικό 
μειονέκτημα, ότι ο τύπος των μεθόδων visit() πρέπει να είναι γνωστός εκ των προτέρων. 
Η κλάση Visitor μπορεί να οριστεί χρησιμοποιώντας πολυμορφικές μεθόδους ή 
μεθόδους με διαφορετικά ονόματα. Στην JavaScript ακολουθείται η δεύτερη τακτική, 
δηλαδή κάθε νέα μέθοδος visit() έχει διαφορετικό όνομα (visit1(), visit2() κλπ). Όταν 
προστεθεί ένας νέος τύπος ConcreteElement στη δομή, θα πρέπει να προστεθεί και μία 
νέα μέθοδος visit() στην κλάση Visitor και όλες οι υπάρχοντες κλάσεις ConcreteVisitor 
πρέπει να τροποποιηθούν αναλόγως. [1] 
Επίσης, αν δημιουργηθούν υποκλάσεις μίας ConcreteElement δημιουργούν 
πρόβλημα στον έλεγχο τύπου στην κλάση Visitor, γιατί ένα αντικείμενο θα είναι 
στιγμιότυπο δύο συγκεκριμένων κλάσεων. Άρα ο έλεγχος τύπου γίνεται πιο σύνθετος. 
 
Το Visitor κάνει εύκολη την προσθήκη νέων λειτουργιών 
Οι Visitors διευκολύνουν την προσθήκη λειτουργιών που εξαρτώνται από τα 
συστατικά σύνθετων αντικειμένων. Μπορεί να οριστεί μια νέα λειτουργία πάνω σε μια 
δομή αντικειμένων απλά προσθέτοντας έναν νέο Visitor. Αντίθετα, εάν μεταφερθεί η 
λειτουργικότητα σε πολλές κλάσεις, τότε πρέπει να αλλαχθεί κάθε κλάση για να οριστεί 
μια νέα λειτουργία. [1] 
 
Visitor και Iterator 
Το σχεδιαστικό πρότυπο Iterator και το σχεδιαστικό πρότυπο Visitor έχουν το 
ίδιο όφελος, χρησιμοποιούνται για να διασχίσουν δομές αντικειμένων. Μία διαφορά 
είναι ότι το Iterator προορίζεται να χρησιμοποιηθεί σε συλλογές. Συνήθως οι συλλογές 
περιέχουν αντικείμενα του ίδιου τύπου. Όμως το σχεδιαστικό πρότυπο Visitor μπορεί να 
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χρησιμοποιηθεί σε μια πιο περίπλοκη δομή, όπως σε ιεραρχικές δομές ή σε σύνθετες 
δομές(Composite). Σε αυτή την περίπτωση, η μέθοδος αποδοχής (accept()) ενός 
αντικειμένου Composite πρέπει να καλεί τη μέθοδο αποδοχής όλων των αντικειμένων 
που είναι παιδιά του. 
Μια άλλη διαφορά είναι η λειτουργία που εκτελείται στα αντικείμενα: Στη μια 
περίπτωση ο Visitor ορίζει τις λειτουργίες που πρέπει να εκτελεστούν, ενώ στην άλλη το 
Iterator χρησιμοποιείται από τον πελάτη για να διασχίσει τα αντικείμενα σε μία συλλογή 
και οι λειτουργίες καθορίζονται από τον ίδιο τον πελάτη. [12] 
 
Visitor και Composite 
Το σχεδιαστικό πρότυπο Visitor μπορεί να χρησιμοποιηθεί μαζί με το 
σχεδιαστικό πρότυπο Composite. Η δομή αντικειμένων μπορεί να είναι μια δομή 
Composite. Σε αυτή την περίπτωση, στην εφαρμογή της μεθόδου αποδοχής accept() σε 
ένα αντικείμενο Composite, πρέπει να επικαλεστούν και οι μέθοδοι αποδοχής accept()  
των αντικειμένων Component που είναι παιδιά του. [12] 
 
 7 Επίλογος 
 7.1  Σύνοψη και συμπεράσματα 
Στην παρούσα διπλωματική εργασία έγινε αναλυτική παρουσίαση των κλάσεων 
και πώς μπορούν να χρησιμοποιηθούν καθώς και παρουσίαση των 23 σχεδιαστικών 
προτύπων που περιγράφονται στο βιβλίο Design Patterns: Elements of Reusable Object-
Oriented Software. Για την εφαρμογή των σχεδιαστικών προτύπων στην JavaScript 
χρησιμοποιήθηκαν οι κλάσεις που δεν αποτελούν νέο χαρακτηριστικό, αλλά ένα νέο 
τρόπο σύνταξης που οργανώνει τον κώδικα και τον κάνει ευανάγνωστο. Τα σχεδιαστικά 
πρότυπα που παρουσιάστηκαν επειδή αναπτύχθηκαν για να επιλύσουν προβλήματα 
σχεδίασης σε αντικειμενοστρεφείς γλώσσες προγραμματισμού όπως η Java, 
χρησιμοποιούν χαρακτηριστικά που υποστηρίζονται από αυτές τις γλώσσες, όπως οι 
αφηρημένες κλάσεις και οι διεπαφές. Επομένως για να εφαρμοστούν στην JavaScript, 
έγινε προσομοίωση των παραπάνω χαρακτηριστικών με απλές κλάσεις.  
Επίσης είναι σημαντικό να αναφερθεί ότι και τα 23 σχεδιαστικά πρότυπα έχουν 
πρακτική εφαρμογή, αλλά μερικά από αυτά δεν είναι τόσο χρήσιμα στην έκδοση ES6, 
όπως το σχεδιαστικό πρότυπο Iterator. Στην έκδοση ES6 το σχεδιαστικό πρότυπο Iterator 
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εφαρμόζεται εγγενώς. Οι δομές όπως τα Array, Map, WeakMap, Set, WeakSet και τα 
String είναι Iterables εξαρχής. Επίσης η γλώσσα προγραμματισμού παρέχει εργαλεία 
ώστε και πιο σύνθετες δομές βασισμένες στα αντικείμενα να μπoρούν να γίνουν και 
αυτές Iterable. Όμως το Iterator που υλοποιείται εσωτερικά στην γλώσσα δεν παρέχει 
όλες εκείνες τις δυνατότητες που παρέχει το σχεδιαστικό πρότυπο Iterator. Επομένως το 
πρότυπο Iterator έχει ακόμα πεδίο εφαρμογής. Συμπερασματικά γίνεται κατανοητό ότι η 
χρησιμότητα του κάθε σχεδιαστικού προτύπου είναι άμεσα συνδεδεμένη με τις 
δυνατότητες της κάθε έκδοσης και έτσι σε επόμενες εκδόσεις η σημαντικότητα του κάθε 
σχεδιαστικού προτύπου μπορεί να αλλάξει. 
Ένα σημαντικό χαρακτηριστικό της JavaScript είναι ότι υποστηρίζει δύο 
διαφορετικά στυλ συγγραφής αντικειμενοστρεφούς κώδικα. Το πρώτο στυλ βασίζεται 
στην απλή δημιουργία και αντιγραφή αντικειμένων χωρίς κλάσεις (συνήθως με Object 
Literals), ενώ το δεύτερο στυλ βασίζεται στην χρήση κλάσεων. Οι κλάσεις έχουν δεχτεί 
αρνητική κριτική από ένα κομμάτι της κοινότητας της JavaScript, γιατί πιστεύεται ότι οι 
κλάσεις δεν ταιριάζουν στο ύφος της γλώσσας προγραμματισμού. Από την άλλη πλευρά 
όμως πιστεύεται ότι με την χρήση των κλάσεων μπορούν να χρησιμοποιηθούν τεχνικές 
σχεδίασης που είναι καλά δοκιμασμένες σε άλλες γλώσσες προγραμματισμού και η 
χρήση τους και ο εμπλουτισμός τους με νέα χαρακτηριστικά σε νέες εκδόσεις 
συμβάλουν θετικά. Η υλοποίηση των σχεδιαστικών προτύπων με την χρήση των 
κλάσεων στην παρούσα διπλωματική εργασία, αποδεικνύει ότι μπορούν να 
χρησιμοποιηθούν καλές τεχνικές σχεδίασης που έχουν δοκιμαστεί σε άλλες γλώσσες 
προγραμματισμού. Επομένως η χρήση των κλάσεων συμβάλει στην συγγραφή ποιοτικού 
κώδικα και ταυτόχρονα ενισχύεται η δημοτικότητα της γλώσσας προγραμματισμού, γιατί 
προγραμματιστές με διαφορετικό υπόβαθρο μπορούν να χρησιμοποιήσουν την 
JavaScript πιο εύκολα και να χρησιμοποιήσουν παρόμοιες τεχνικές σχεδίασης. 
 
Συμπεράσματα από την υλοποίηση των σχεδιαστικών προτύπων: 
Το κατασκευαστικό σχεδιαστικό πρότυπο Abstract Factory χρησιμεύει στην 
ECMAScript 6 όταν σε μία εφαρμογή πρέπει να δημιουργηθούν αντικείμενα από μία 
οικογένεια διαφορετικών κλάσεων, ενώ ταυτόχρονα δεν πρέπει ο πελάτης να γνωρίζει 
τον κατασκευαστή τους. Το πρότυπο Abstract Factory μπορεί να χρησιμοποιηθεί με το 
πρότυπο Singleton γιατί η κάθε κλάση ConcreteFactory συνήθως δεν χρειάζεται να έχει 
παραπάνω από ένα στιγμιότυπα. Ένα πρόβλημα που συχνά δημιουργείται είναι ότι κατά 
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την προσθήκη νέας κλάσης Product δημιουργούνται αλυσιδωτές αλλαγές στις κλάσεις 
Factory. 
Το σχεδιαστικό πρότυπο Factory Method είναι ένα κατασκευαστικό σχεδιαστικό 
πρότυπο που χρησιμοποιείται πολύ συχνά στην JavaScript. Μία μέθοδος που ονομάζεται 
μέθοδος εργοστάσιο αναλαμβάνει να κατασκευάζει αντικείμενα μίας άλλης κλάσης. Το 
Factory Method βοηθάει στο καλό σχεδιασμό μίας εφαρμογής εκμεταλλεύοντας τον 
πολυμορφισμό και κάνει την εφαρμογή πιο προσαρμόσιμη στις αλλαγές προσθέτοντας 
ελάχιστη περιπλοκότητα στον κώδικα. 
Το σχεδιαστικό πρότυπο Builder είναι ένα κατασκευαστικό σχεδιαστικό πρότυπο 
που βοηθάει στη δημιουργία μεγάλων και περίπλοκων αντικειμένων και διαχωρίζει τη 
λογική της δημιουργίας αντικειμένων από την τελική αναπαράσταση έτσι ώστε η ίδια 
διαδικασία κατασκευής να μπορεί να δημιουργήσει διαφορετικές αναπαραστάσεις. Το 
σχεδιαστικό πρότυπο σύμφωνα με τον γράφοντα προσθέτει περιττή πολυπλοκότητα 
καθώς η JavaScript είναι μία ευέλικτη γλώσσα στην δημιουργία σύνθετων αντικειμένων. 
Το σχεδιαστικό πρότυπο Singleton χρησιμοποιείται όταν μία κλάση πρέπει να 
έχει μόνο ένα στιγμιότυπο. Η κλάση Singleton δεν πρέπει να κληρονομείται απευθείας 
αλλά πρέπει να δημιουργείται μία γονική αφηρημένη κλάση όπου τα παιδιά της θα είναι 
Singletons. Η υπερβολική χρήση του προτύπου θεωρείται ότι είναι κάτι αρνητικό γιατί 
το Singleton παρομοιάζεται με τις δημόσιες μεταβλητές και αυξάνει την σύζευξη γιατί 
από ένα αντικείμενο εξαρτώνται πολλά κομμάτια ενός συστήματος. 
Το σχεδιαστικό πρότυπο Prototype είναι ένα κατασκευαστικό πρότυπο το οποίο 
χρησιμοποιείται για να προσθέσει ευελιξία και ταχύτητα στον τρόπο παραγωγής 
αντικειμένων. Αυτό επιτυγχάνεται μέσω μίας μεθόδου που ονομάζεται clone και 
αναλαμβάνει να κλωνοποιεί το ίδιο το αντικείμενο. Η JavaScript παρέχει αρκετούς 
τρόπους για την κλονωποίηση αντικειμένων με νέες προσθήκες στην ES6, αλλά μπορεί 
να χρησιμοποιηθεί και η κληρονομικότητα πρωτοτύπων (Prototypal inheritance) αντί του 
σχεδιαστικού προτύπου Prototype.  
Το σχεδιαστικό πρότυπο Adapter είναι ένα δομικό σχεδιαστικό πρότυπο το οποίο 
επιτρέπει  σε κλάσεις να λειτουργούν μεταξύ τους, κάτι που δεν θα μπορούσε να συμβεί 
λόγω του ότι έχουν ασύμβατες διεπαφές και έτσι το πρότυπο επιτρέπει σε υπάρχουσες 
κλάσεις να λειτουργούν χωρίς να αλλάξει ο κώδικας τους. Το σχεδιαστικό πρότυπο 
Adapter είναι πολύ χρήσιμο κατά την ανάπτυξη με κλάσεις στην έκδοση ES6 γιατί έχει 
ως σκοπό την επαναχρησιμοποίηση κώδικα και την αποφυγή επανάληψης. Μία άλλη 
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συχνή εκδοχή του Adapter είναι το Multi Adapter το οποίο προσαρμόζει πολλές κλάσεις 
ταυτόχρονα. 
Το σχεδιαστικό πρότυπο Bridge είναι ένα δομικό σχεδιαστικό πρότυπο που 
χρησιμοποιείται για να αποσυνδεθεί μια αφαίρεση από την εφαρμογή της, έτσι ώστε  
αυτά τα δύο μέρη να μπορούν να διαφοροποιούνται ανεξάρτητα. Το σχεδιαστικό 
πρότυπο Bridge βοηθάει στη συγγραφή ποιοτικότερου κώδικα μέσα από δύο σημεία 
αφαίρεσης και δημιουργεί χαλαρή σύζευξη μεταξύ των αντικειμένων. Όταν υπάρχει μία 
μόνο συγκεκριμένη κλάση Implementor δεν είναι απαραίτητη η δημιουργία της 
αφηρημένης κλάσης Implementor. Με αυτό το τρόπο δημιουργείται μία διαφορετική 
εκδοχή του  προτύπου Bridge όπου υπάρχει μία σχέση ένα προς ένα μεταξύ Abstraction 
και Implementor.  
Το Composite είναι ένα δομικό σχεδιαστικό πρότυπο το οποίο δημιουργεί μία 
δομή αντικειμένων που αποτελείται από αντικείμενα Composite που είναι κόμβοι και 
από αντικείμενα Leaf που είναι φύλλα. Το σχεδιαστικό πρότυπο επιτρέπει  με ένα 
ομοιόμορφο τρόπο να αντιμετωπίζονται τα μεμονωμένα αντικείμενα και οι συλλογές και 
έτσι η ίδια συμπεριφορά θα εφαρμοστεί με τον ίδιο τρόπο ανεξάρτητα από το πλήθος 
των αντικειμένων. Το πρότυπο μπορεί να εφαρμοστεί με δύο τρόπους. Ο ένας τρόπος 
στοχεύει στην ομοιομορφία και έτσι οι μέθοδοι add, remove, getChild δηλώνονται στην 
αφηρημένη κλάση Component. Ο Δεύτερος τρόπος στοχεύει ασφάλεια τύπου και έτσι οι 
μέθοδοι add, remove, getChild δηλώνονται στην κλάση Composite. Το σχεδιαστικό 
πρότυπο Composite χρησιμοποιείται εκτενώς στην JavaScript. 
Το σχεδιαστικό πρότυπο Decorator είναι ένα δομικό σχεδιαστικό πρότυπο και 
δίνει την δυνατότητα παραλλαγής του τρόπου συμπεριφοράς ενός αντικειμένου κατά την 
διάρκεια εκτέλεσης του προγράμματος δυναμικά. Η τροποποιημένη λειτουργία μπορεί 
να είναι επιπλέον προσθήκη μεθόδων ή διαφορετική υλοποίηση μιας υπάρχουσας 
μεθόδου. Το σχεδιαστικό πρότυπο Composite χρησιμοποιείται εκτενώς στην JavaScript 
με διάφορες παραλλαγές. 
Το σχεδιαστικό πρότυπο Façade είναι ένα δομικό σχεδιαστικό πρότυπο και 
χρησιμοποιείται σε πολύ μεγάλο βαθμό στην JavaScript και συναντάται σε βιβλιοθήκες 
και σε API διαδικτυακών εφαρμογών. Σκοπός του σχεδιαστικού προτύπου είναι η 
απόκρυψη του κύριου κώδικα και της πολυπλοκότητας του από τον πελάτη 
προσφέροντας στον πελάτη μία απλή και εύχρηστη διεπαφή. Για επιπλέον μείωση της 
σύζευξης μεταξύ πελατών και υποσυστήματος μπορεί η κλάση Façade να γίνει μία 
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αφηρημένη κλάση με συγκεκριμένες κλάσεις και οι πελάτες μπορούν να επικοινωνήσουν 
με το υποσύστημα διαμέσου της αφηρημένης κλάσης Façade. Οι συγκεκριμένες κλάσεις 
μπορούν να αξιοποιούν το υποσύστημα διαφορετικά. 
Το σχεδιαστικό πρότυπο Flyweight είναι ένα δομικό σχεδιαστικό πρότυπο και 
χρησιμοποιείται πάρα πολύ σε μεγάλες εφαρμογές με την χρήση της JavaScript και αυτό 
γιατί βοηθάει στην ελαχιστοποίηση της απαιτούμενης μνήμης όταν μία εφαρμογή 
χρησιμοποιεί πολύ μεγάλο όγκο παρόμοιων αντικειμένων. Τα αντικείμενα Flyweight 
έχουν μία εσωτερική κατάσταση και μία εξωτερική κατάσταση. Το σχεδιαστικό πρότυπο 
ασχολείται με την διαχείριση της εσωτερικής κατάστασης και όχι με το που 
αποθηκεύεται η εξωτερική κατάσταση.  
Το σχεδιαστικό πρότυπο Proxy είναι ένα δομικό σχεδιαστικό πρότυπο και 
χρησιμοποιείται σε περιπτώσεις που πρέπει να ελεγχθεί η πρόσβαση πίσω από ένα 
δαπανηρό αντικείμενο. Τα ελαφριά αντικείμενα ονομάζονται Proxy και θα 
δημιουργήσουν στιγμιότυπα των δαπανηρών αντικειμένων μόνο όταν είναι πραγματικά 
αναγκαίο. Η αρχικοποίηση του δαπανηρού αντικειμένου ελέγχεται από το Proxy και οι 
πελάτες χρησιμοποιούν μόνο το Proxy και έτσι επιτυγχάνεται ο έλεγχος της πρόσβασης. 
Το σχεδιαστικό πρότυπο Proxy μπορεί να υλοποιηθεί με διαφορετικούς τρόπους, 
ανάλογα με το πρόβλημα που καλείτε να επιλύσει (Εικονικός Proxy, Proxy Προστασίας, 
Απομακρυσμένος Proxy, Έξυπνες αναφορές). 
Το σχεδιαστικό πρότυπο Chain of responsibility είναι ένα σχεδιαστικό πρότυπο 
συμπεριφοράς όπου μια σειρά αντικειμένων Handler (χειριστές) είναι συνδεδεμένα 
μεταξύ τους για να χειριστούν ένα αίτημα που γίνεται από τον πελάτη. Το σχεδιαστικό 
πρότυπο Chain of responsibility παρέχει μία αλυσίδα από αντικείμενα που συνδέονται 
μεταξύ τους με χαλαρή σύζευξη. Τα σημαντικότερα προβλήματα που μπορεί να 
προκύψουν από την εφαρμογή του προτύπου είναι να μην χειριστούν αιτήματα, να 
υπάρχει σπασμένη αλυσίδα λόγο αστοχίας με αποτέλεσμα να μην χειρίζονται αιτήματα 
και να υπάρχει ατέρμων βρόχος. 
Το σχεδιαστικό πρότυπο Command είναι ένα σχεδιαστικό πρότυπο 
συμπεριφοράς όπου οι ενέργειες θεωρούνται αντικείμενα και αυτά τα αντικείμενα 
επιτρέπουν την χαλαρή σύζευξη σε ένα σύστημα, διαχωρίζοντας τα αντικείμενα που 
εκδίδουν ένα αίτημα από τα αντικείμενα που επεξεργάζονται ένα αίτημα. Τα αντικείμενα 
Command στην JavaScript μπορούν να αντικατασταθούν με Callback Functions αλλά η 
χρήση των αντικειμένων Command είναι μία πιο αντικειμενοστρεφής προσέγγιση.  
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Το σχεδιαστικό πρότυπο Interpreter είναι ένα σχεδιαστικό πρότυπο 
συμπεριφοράς το οποίο χρησιμοποιείται για την διερμηνεία μιας γραμματικής 
αναπαράστασης με αντικειμενοστρεφή προσέγγιση. Η γραμματική αναπαράσταση 
προσομοιώνεται με μία δενδρική δομή που ονομάζεται αφηρημένο δέντρο σύνταξης 
(Abstract Syntax Tree – AST). Το αφηρημένο δέντρο σύνταξης το κατασκευάζει ο 
πελάτης έπειτα από ανάλυση της γραμματικής αναπαράστασης και όχι το πρότυπο 
Interpreter. Το σχεδιαστικό πρότυπο θέλει να αναδείξει τον τρόπο επικοινωνίας των 
αντικειμένων που αποτελείται η δενδρική δομή και όχι πώς δημιουργείται η δενδρική 
δομή. Το πρότυπο χρησιμοποιείται σπάνια στην JavaScript γιατί η χρήση του προτύπου 
είναι πολύ εξειδικευμένη και είναι περίπλοκη η εφαρμογή του όταν το λεξιλόγιο είναι 
πολύ μεγάλο και η γραμματική περίπλοκη.  
Το σχεδιαστικό πρότυπο Iterator είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς το 
οποίο παρέχει έναν τρόπο πρόσβασης στα στοιχεία μίας συλλογής διαδοχικά χωρίς να 
εκτεθεί η βαθύτερη αναπαράσταση της συλλογής. Το αντικείμενο Iterator είναι αυτό που 
διατηρεί την κατάσταση της διάσχισης της συλλογής, παρακολουθώντας το τρέχον 
στοιχείο και έχοντας έναν τρόπο να προσδιορίζει ποιο στοιχείο είναι το επόμενο. Στην 
ECMAScript 6 οι κύριες συλλογές μπορεί να είναι Array, Map, Set και είναι 
αντικείμενα, αλλά μπορούν να δημιουργηθούν πιο σύνθετες δομές αντικειμένων όπως 
για παράδειγμα τα δέντρα. Σε σύνθετες δομές όπως τα δέντρα ή όταν σε μία συλλογή 
πρέπει να υπάρχει και δυνατότητα ανάποδης διάσχισης, η χρήση του σχεδιαστικού 
προτύπου είναι πολύ χρήσιμη. Σε πιο απλές δομές όπως οι πίνακες όμως δεν είναι 
αναγκαία πάντα η εφαρμογή  του σχεδιαστικού προτύπου γιατί η ECMAScript 6 
υποστηρίζει εγγενώς το Iterator και έτσι όλες οι υποστηριζόμενες συλλογές (Array, Map 
κλπ) αλλά και τα Strings είναι Iterable. 
Το σχεδιαστικό πρότυπο Mediator είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς 
το οποίο έχει ως σκοπό να μειώσει την σύζευξη μεταξύ συνεργαζόμενων κλάσεων. Στις 
συνεργαζόμενες κλάσεις αντί τα αντικείμενα τους να επικοινωνούν μεταξύ τους 
επικοινωνούν με ένα  ενδιάμεσο αντικείμενο που ονομάζεται Mediator. Το αντικείμενο 
Mediator χειρίζεται όλη την αλληλεπίδραση μεταξύ των αντικειμένων Colleague. Ένα 
πιθανό πρόβλημα είναι η πολυπλοκότητα του Mediator, όταν ο αριθμός των 
συμμετεχόντων είναι υψηλός και οι διαφορετικές κλάσεις είναι πολλές. 
Το σχεδιαστικό πρότυπο Memento είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς 
το οποίο χρησιμοποιείται για να συλλάβει την εσωτερική κατάσταση ενός αντικειμένου 
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χωρίς να παραβιάζει τον εγκλεισμό του και έτσι να παρέχει ένα μέσο για την 
αποκατάσταση του αντικειμένου σε αυτή την κατάσταση όταν χρειάζεται. Η χρήση του 
σχεδιαστικού προτύπου μπορεί να έχει αρνητικές επιπτώσεις όταν η εσωτερική 
κατάσταση έχει μεγάλο μέγεθος και υπάρχουν πολλά Mementos αποθηκευμένα. Το 
σχεδιαστικό πρότυπο μπορεί να χρησιμοποιηθεί με το πρότυπο Command για να 
υποστηριχθούν οι εντολές αναίρεσης. Επειδή η JavaScript είναι πολύ ευέλικτη με τη 
δημιουργία και διαχείριση αντικειμένων υπάρχουν πολλές διαφορετικές υλοποιήσεις του 
προτύπου. 
Το σχεδιαστικό πρότυπο Observer είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς 
το οποίο διασφαλίζει ότι όταν ένα αντικείμενο αλλάζει κατάσταση, ένας αόριστος 
αριθμός συσχετισμένων αντικειμένων ενημερώνεται αυτόματα για την αλλαγή της 
κατάστασης. Το σχεδιαστικό πρότυπο Observer είναι ένα πολύ χρήσιμο πρότυπο για τον 
προγραμματισμό που βασίζεται στα γεγονότα. Γι’ αυτό τον λόγο χρησιμοποιείται 
εκτενώς στην JavaScript. Το Observer έχει πολλές εφαρμογές, όπως  στην υλοποίηση 
του αρχιτεκτονικού σχεδίου MVC. 
Το σχεδιαστικό πρότυπο State είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς το 
οποίο χρησιμοποιείται στον προγραμματισμό για να ενσωματώσει μία μεταβαλλόμενη 
συμπεριφορά σε ένα αντικείμενο με βάση την εσωτερική του κατάσταση. Η 
συμπεριφορά αλλάζει κατά τον χρόνο εκτέλεσης και χρησιμοποιούνται αντικείμενα State 
αντί για απλές υποθέσεις συμβάλλοντας έτσι στην συντήρηση του κώδικα. Η κάθε 
κατάσταση οργανώνεται μέσα σε ένα αντικείμενο και έτσι μπορούν να προστεθούν νέες 
καταστάσεις χωρίς δυσάρεστες συνέπειες. Γι’αυτό το λόγο το σχεδιαστικό πρότυπο 
λειτουργεί καλά για μικρούς και μεγάλους αριθμούς καταστάσεων. Το σχεδιαστικό 
πρότυπο State δεν ορίζει με ποιο τρόπο ή με ποια κριτήρια θα αλλάζει η κατάσταση και 
αυτό αφήνεται στην πλευρά του προγραμματιστή. 
Το σχεδιαστικό πρότυπο State είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς το 
οποίο είναι παρόμοιο με το πρότυπο State ως προς την υλοποίηση τους, αλλά αλλάζει το 
πεδίο εφαρμογή τους. Το πρότυπο Strategy δίνει την δυνατότητα σε ένα αντικείμενο να 
αλλάζει τον αλγόριθμο του με ευέλικτο τρόπο χωρίς να καταπατάται η αρχή της 
ανοικτής / κλειστής σχεδίασης και έτσι να υπάρχει δυνατότητα επέκτασης και 
προσθήκης νέων αλγορίθμων με ευκολία. Στην JavaScript, το σχεδιαστικό πρότυπο 
χρησιμοποιείται ευρέως ως μηχανισμός προσάρτησης (plug-in) κατά την κατασκευή 
επεκτάσιμων Frameworks.  
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Το σχεδιαστικό πρότυπο Template Method είναι ένα σχεδιαστικό πρότυπο 
συμπεριφοράς το οποίο χρησιμοποιεί μία μέθοδο Template η οποία ορίζει έναν 
αλγόριθμο σε μία βασική κλάση και κάνει χρήση άλλων αφηρημένων μεθόδων. Έπειτα 
οι συγκεκριμένες υποκλάσεις αντικαθιστούν τις αφηρημένες με κανονικές υλοποιημένες 
μεθόδους. Με αυτόν τον τρόπο, παρότι η μέθοδος Template είναι ίδια σε κάθε κλάση 
(λόγω κληρονομικότητας), η συμπεριφορά της μπορεί να διαφέρει σε κάθε υποκλάση. Η 
μέθοδος Template που εφαρμόζεται από την βασική κλάση δεν πρέπει να 
αντικατασταθεί. Το σχεδιαστικό πρότυπο Template Method στην JavaScript 
χρησιμοποιείται συχνά σε βιβλιοθήκες και Frameworks γενικής χρήσης, όπου ένας 
προγραμματιστής μπορεί να παρεμβάλει την λειτουργία τους.  
Το σχεδιαστικό πρότυπο Visitor είναι ένα σχεδιαστικό πρότυπο συμπεριφοράς 
και είναι χρήσιμο όταν πρέπει να γίνει επεξεργασία μιας δομής αντικειμένων που 
περιέχει διαφορετικούς τύπους αντικειμένων και πρέπει να εκτελεστεί μια συγκεκριμένη 
λειτουργία σε κάθε ένα από αυτά, ανάλογα με τον τύπο του. Το σχεδιαστικό πρότυπο 
ορίζει τη νέα λειτουργία στη συλλογή αντικειμένων χωρίς όμως να αλλάζει τα ίδια τα 
αντικείμενα. Το σχεδιαστικό πρότυπο Visitor δεν χρησιμοποιείται συχνά στην JavaScript 
και αυτό συμβαίνει γιατί η JavaScript προσφέρει πολύ μεγαλύτερη ευελιξία, όπως τη 
δυνατότητα προσθήκης και κατάργησης μεθόδων σε αντικείμενα κατά το χρόνο 
εκτέλεσης. Φυσικά σε μεγάλα προγράμματα, όπου είναι αναγκαία μία καλά οργανωμένη 
δομή και χρησιμοποιούνται συνδυασμοί προτύπων το Visitor μπορεί να χρησιμοποιηθεί. 
Το πρότυπο Visitor είναι ιδιαίτερα χρήσιμο σε βιβλιοθήκες και σε Frameworks για την 
δημιουργία επεκτασιμότητας. 
 7.2  Μελλοντικές Επεκτάσεις 
Στην παρούσα διπλωματική εργασία έγινε παρουσίαση σχεδιαστικών προτύπων 
στην έκδοση ECMAScript 6 που βασίζονται στις κλάσεις. Σε αυτή την έκδοση της 
JavaScript προστέθηκαν όμως και αρκετά άλλα χαρακτηριστικά τα οποία έχουν μεγάλο 
ενδιαφέρον και πιθανόν από αυτά να προκύψουν και άλλα σχεδιαστικά πρότυπα. 
Επιπλέον, το στυλ συγγραφής που βασίζεται στην απλή δημιουργία και 
αντιγραφή αντικειμένων χωρίς κλάσεις χρησιμοποιεί διαφορετικά σχεδιαστικά πρότυπα 
ή διαφορετικές εκδοχές αυτών που παρουσιάστηκαν σε αυτή την εργασία. Άρα μία 
ενδιαφέρουσα πρόταση για επέκταση της παρούσας εργασίας, είναι να γίνει παρουσίαση 
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και υλοποίηση αντικειμενοστρεφών σχεδιαστικών προτύπων που δεν χρησιμοποιούν 
κλάσεις στην έκδοση ECMAScript 6.  
Τέλος, αξίζει να γίνει χαρτογράφηση και εφαρμογή σχεδιαστικών προτύπων για 
το περιβάλλον Node.js στην έκδοση ECMAScript 6, επειδή το περιβάλλον αυτό είναι 
αρκετά δημοφιλές για την ανάπτυξη εφαρμογών και έχει αρκετές ιδιαιτερότητες. Το 
Node.js είναι ένα περιβάλλον που επιτρέπει την χρήση της JavaScript στην πλευρά του 
διακομιστή. 
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