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Abstrakt 
Tato bakalářská práce se zabývá vývojem počítačové hry – zvláště tvorbou knihovny pro práci 
s animacemi a tvorbou nefotorealistických efektů. Úvodní část objasňuje teoretické podklady 
nutné pro vytvoření nefotorealistických efektů a animační knihovny. Dále podrobně rozebírá 
jednotlivé nefotorealistické efekty a zabývá se jejich tvorbou. Podobně se věnuje i tvorbě 
animační knihovny – rozebírá existující řešení a na jejich základě je v ní popsána tvorba nové 
animační knihovny. Výstupem této práce je pak počítačová hra, která v sobě tyto části kloubí. 
 
 
 
 
Abstract 
This bachelor’s thesis deals with a development of a computer game – especially an animation 
library and creation of non-photorealistic effects. At the beginning it clarifies the theoretical 
basics which are necessary to creation of the non-photorealistic effects and an animation 
library.  Further it describes every single non-photorealistic effect and their creation in details. 
It also deals with creation of an animation library – it holds forth on existing solutions and 
describes a creation of the new animation library on their basis. Output of this thesis is a 
computer game which combines these parts together. 
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1 Úvod 
Tato práce se zabývá tvorbou počítačové hry, která využívá animace a nefotorealistické efekty. 
V první kapitole jsou podrobněji rozebrány teoretické podklady nutné k vytvoření této práce. 
Tato kapitola se dělí na čtyři části. První se zabývá animacemi a poskytuje informace o 
jednotlivých typech animací, struktuře animovaných modelů a využití kvaternionů 
v počítačových animacích. Druhá část rozebírá využití nefotorealistických efektů v počítačových 
hrách, včetně jejich realizace v programovatelném pipeline grafických karet. Zahrnuje rovněž 
odstavec zabývající se detekcí hran v obraze. Třetí část je věnována jednotlivým základním 
typům osvětlení, které efekty využívají. Poslední čtvrtá část pak popisuje XNA framework, ve 
kterém je celá hra vytvořena. 
Druhá kapitola je věnována dvěma zásadním částem hry – nefotorealistickým efektům a 
animační knihovně. U jednotlivých nefotorealistických efektů je vždy rozebrána předloha efektu 
a vyvozeny definice úprav, které by měl efekt provádět. Návrh animační knihovny obsahuje 
požadavky, které by měla knihovna splňovat, dále se zabývá již existujícími řešeními a na jejich 
základě je stanoveno jejich rozšíření tak, aby vyhovovalo dříve definovaným požadavkům. 
Třetí kapitola se pak zabývá samotnou realizací počítačové hry, přičemž je podrobněji 
zaměřena na tvorbu navrhovaných efektů a animační knihovny. U jednotlivých efektů jsou vždy 
popsány části, ze kterých se efekt skládá a je demonstrován jejich vizuální dopad. V části 
věnované tvorbě animační knihovny jsou popsány zajímavé úpravy, které byly provedeny jako 
rozšíření již stávajícího řešení. 
Celá zde popisovaná hra byla vytvořena ve spolupráci s Markem Kopeckým, ale jeho práce na 
hře spočívala ve tvorbě jiných, zde nerozebíraných částí hry. 
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2 Animace a efekty v teoretické 
rovině 
V této kapitole je rozebrán nezbytné minimum teorie, která se týká animací a efektů, a na které 
celá tato práce staví. Pochopení principů popisovaných v této kapitole bylo nezbytným 
předpokladem pro úspěšné dokončení této práce. 
2.1 Animace v současných počítačových hrách 
Animace jsou jedním ze základních stavebních prvků počítačových her a v současné době se 
objevují prakticky v každé počítačové hře. Hry díky nim vypadají reálněji a živěji. Animace ve své 
podstatě není nic jiného než množina transformací nad nějakým modelem. Základní 
transformace, kterou budeme uvažovat, může být trojí: 
1) Posun (Translation) 
2) Rotace (Rotation) 
3) Změna velikosti (Scale) 
K vyjádření a hlavně pak spojování těchto transformací se v počítačové grafice používají matice, 
konkrétně tzv. homogenní matice. Využití matic je velmi výhodné, neboť skládání transformací 
se provádí pouhým násobením matic. Jelikož však násobení matic není komutativní operace 
(tedy neplatí při ní komutativní zákon), je důležité u skládání transformací (tedy násobení 
matic) zachovávat jednotné pořadí. Toto pořadí je většinou tzv. SRT, neboli Scale-Rotation-
Translation (změna velikosti, rotace, posun), jelikož každá transformace se aplikuje relativně 
k počátku souřadného systému.1  
V této práci je rozebrána pouze problematika 3D animací, ale principy zde zmíněné platí i pro 
2D animace. Jak již bylo zmíněno výše, animace je vlastně jen množina transformací, konkrétně 
se jedná o sekvenci transformací v čase. Tyto transformace jsou aplikovány na nějaký konkrétní 
model. 
                                                             
1 Je samozřejmě možné najít případ, kdy toto pořadí vhodné není, např. pokud chceme docílit, aby 
předmět obíhal kolem středu, místo aby se otáčel, ale toto není náš případ. Nicméně i tento příklad 
(obíhání kolem středu) je proveditelný pomocí SRT schématu (i když s vynaložením většího úsilí), tudíž je 
možné jej považovat u počítačových animací za standard. 
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2.2 Hierarchické členění 3D modelu 
Pro správné pochopení fungování animací je nezbytné osvojit si i strukturu modelů, které jsou 
animovány. 
Model ve své nejhlubší podstatě je jen množina vrcholů (vertexes) v prostoru, které jsou 
pospojovány do polygonů (nejčastěji trojúhelníkovitého tvaru). Ale s takto strohými údaji 
bychom si při tvorbě animací nevystačili. Kromě definice bodů v sobě model většinou obsahuje i 
velké množství dalších informací, např. informace o nanášení textur, textury samotné, animační 
informace, informace o světlech, materiálech aj. 
Pro práci s animacemi však bude dostatečné zmínit dva druhy dat, které model obsahuje [1]. 
 
1) Informace o geometrii 
Obsahují informace o geometrické stavbě modelu, tedy o jeho vrcholech. Konkrétně o jejich 
pozici, barvě, o tom, jak jsou jednotlivé vrcholy pospojovány do polygonů, o normálách aj. 
 
2) Informace o propojení jednotlivých částí modelu 
Jak bude uvedeno dále, model se skládá z jednotlivých částí, které jsou hierarchicky 
uspořádány. A právě informace o tomto uspořádání jsou pro nás potřebné. 
 
Každý model se skládá z jednoho nebo více tzv. mesh. Tyto mesh představují části modelu, které 
jsou na sobě nezávislé, nebo je potřeba je od sebe nějak odlišit. Například v naší hře se vyskytuje 
model nákladního auta, které je tvořeno několika různými mesh. Hlavním mesh je trup 
s kabinou, dalšími mesh jsou pak kola, korba a náklad (viz Obrázek 1).  
 
Obrázek 1: Model v 3DS MAX Studiu se zvýrazněnými jednotlivými mesh 
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Tyto mesh jsou hierarchicky uspořádány do stromové struktury, jak zachycuje Obrázek 2. 
 
Obrázek 2: Znázornění hierarchie jednotlivých mesh v modelu. Hlavní mesh je Auto, jehož 
potomky jsou jednotlivá kola, výfuk a korba. 
K definování této hierarchie se používají tzv. Bones (kosti). Každému mesh je přiřazena 
minimálně jedna kost (pokud je jednomu mesh přiřazeno kostí více, jedná se o tzv. skinned 
animaci – viz níže). Kosti jsou pak uspořádány do stromu – tedy každá kost (kromě kořenové) 
má právě jednoho otce a libovolný počet synů. 
Bones jsou základním stavebním prvkem animace, neboť definují přesnou polohu 
příslušného mesh v prostoru vzhledem k rodičovské kosti (u kořenové kosti je to pak poloha 
vůči modelu jako celku – většinou jsou shodné). 
Každý mesh se dělí ještě na části zvané mesh parts. Každý mesh part může mít definovanou 
vlastní texturu, materiál nebo efekt, ale geometrie zůstává pro všechny mesh part daného mesh 
shodná. Toto podrobnější dělení lze využít k detailnímu rozdělení modelu při zachování 
geometrie. Např. mesh, který v našem modelu představuje kabinu, by mohl mít pro jednotlivá 
okna vyčleněné konkrétní mesh parts. Ty by umožnily na okna použít jiný efekt, než na zbytek 
kabiny (např. okna by mohla být na rozdíl od kabiny částečně průhledná). 
2.2.1 Typy animací 
Nejjednodušším typem animace je tzv. Keyframed animace. Tento způsob animace pohlíží na 
animaci jako na sadu statických modelů. Její přehrávání je velmi jednoduché, protože pracuje 
pouze se statickými modely. Jedná se o jakousi obdobu gif animací ve 3D. Nicméně pro každý 
snímek je potřeba uchovávat veškeré informace o modelu, tedy např. animace o délce 100 
snímků (což není nikterak dlouhá animace) zabere stejné množství paměti jako 100 modelů. Pro 
tuto paměťovou náročnost je použití tohoto typu (až na výjimky) velmi nevhodné. Navíc tento 
způsob animací neumožňuje využití pokročilejších technik jako skládání animací (viz níže). 
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Podstatně vhodnějším přístupem k animaci je tzv. Skeletal animace [2]. Ta hojně využívá 
kostru objektu (tedy množinu bones). Oproti keyframed animaci je sice složitější na zpracování, 
ale to je bohatě vyváženo celou řadou výhod – podstatně nižší paměťové nároky, možnost 
blendování animací, přenášení animace z jednoho modelu na jiný, připojování jiných modelů 
k animovanému modelu (např. postava může jednoduše uchopit meč a ten bude animován 
společně s rukou), umožňuje takřka libovolnou manipulaci s rychlostí přehrávání aj.  
 
Obrázek 3: Znázornění jednotlivých snímků animace, mezi kterými se při přehrávání animací 
přechází. Převzato z [2] 
Skeletal animace jako taková není nic jiného než množina tzv. Keyframes (snímků) – ale 
nejedná se o stejné snímky jako v případě keyframed animací (snímky skeletal animace 
zachycuje Obrázek 3).  
Každý keyframe obsahuje informace pouze o poloze a rotaci (či příp. ještě o změně velikosti) 
bones modelu a o čase, v jakém má být snímek „přehrán“. Kromě těchto keyframes by animace 
měla obsahovat i další dodatečná data jako jméno animace (aby bylo možné ji jednoznačně 
identifikovat, pokud model obsahuje animací více) a celkovou délku animace. Tyto doplňující 
informace však nemusí nutně být součástí animace, lze je totiž odvodit z ostatního obsahu. 
Celá animace pak může být tvořena velmi nízkým počtem snímků, protože mezi jednotlivými 
snímky je možné přecházet (např. lineární interpolací). Tudíž mezi dvěma různými snímky 
můžeme dynamicky jednoduše dogenerovat libovolný počet snímků zobrazujících přechod mezi 
snímky. Jediným limitem je paměť a přesnost výpočtu. 
V rámci skeletal animace je pak možné vyčlenit ještě tzv. Skinned animace. Jedná se o případ, 
kdy je jednomu mesh přiřazeno více než jedna kost. Potom jsou jednotlivé vrcholy (vertexy) 
daného mesh napojeny na jednotlivé kosti. Každý vertex musí být napojen právě k jedné kosti.2 
Jedním z nejpokročilejších způsobů animace je tzv. Inverzní kinematika (IK). Funguje také na 
principech skeletal animace, ale pro výpočet přechodových snímků se užívají velmi sofistikované 
                                                             
2 Existují ovšem i animace, kde jeden vertex může být napojen na více kostí s tím, že pro každou kost je 
pak definována váha, s jakou daný vertex ovlivňuje, ale těmito animacemi se tato práce nezabývá. 
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algoritmy. Tento typ animace není v této práci použit, a proto nebude v této práci podrobněji 
rozveden. Nicméně tomuto tématu se věnují jiné odborné práce, např. [3], [4]. 
 
2.2.2 Skládání animací   
Jednou z pokročilých technik animování je skládání animací dohromady (tzv. blendování). 
Blendování animací značně usnadňuje tvorbu animací. Blendování animací spočívá v tom, že 
v současnou chvíli je možné na jeden objekt aplikovat transformace (podle jistých pravidel) 
z více různých animací. Zjednodušeně řečeno je mj. možné přehrávat na jednom modelu více 
animací současně. Kupříkladu jedna animace může představovat chůzi humanoidní postavy a 
druhá animace může představovat pohyb hlavou (kupř. rozhlížení se kolem). Pokud by 
neexistovalo blendování animací, tak by bylo pro tento případ nutné vytvořit i speciální animaci, 
která by kombinovala tyto dvě dohromady. A tím by ani nebyl vyřešen problém, kdy pohyb 
hlavou by byl vždy v přesně dané fázi s pohybem nohou při chůzi. Nehledě k tomu, že by bylo 
potřeba vytvořit novou animaci pro libovolnou dvojici (resp. nejen dvojici ale obecně 
neomezený počet) animací, které bychom mohli chtít současně přehrávat. 
Blendování animací je také nezbytné pro plynulý přechod mezi animacemi. Při absenci 
blendování by přechod mezi dvěma animacemi (např. mezi chůzí a během) musel být skokový, 
ale blendování umožní dynamický přechod z aktuální pozice jedné animace do dané pozice jiné 
animace. 
Blendování animací je velmi sofistikovaná a náročná část počítačových animací a používá se 
zejména v kombinaci s inverzní kinematikou. Jelikož tato práce nezahrnuje všechny aspekty 
blendování animací, nebude zde tato problematika podrobně rozvedena. Nicméně tomuto 
tématu se věnují jiné odborné práce, např. [5]. V této práci bude implementován pouze velmi 
jednoduchý animační blend, který umožňuje přehrávání více animací současně, ovšem pouze 
takových, které spolu vzájemně nekolidují – tedy např. kdy jedna animace pracuje s nohama a 
druhá s hlavou. Algoritmy, které řeší konflikty částí při blendování animací, jsou velice složité a 
jejich náročnost přesahuje rozsah této práce. 
2.2.3 Využití kvaternionů v počítačových animacích 
Jak bylo řečeno výše, jednou ze základních transformací, které jsou na objekty během animace 
uplatňovány, je rotace. 
V počítačové grafice existují tři základní metody uchování informace o rotaci. 
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1) Eulerovy úhly 
Toto je nejintuitivnější přístup k rotaci. Rotace je reprezentována jako třírozměrný vektor, 
přičemž jednotlivé jeho složky udávají velikost rotace podél jednotlivých os (např. osy XYZ pro 
standardně používaný Kartézský souřadný systém). 
Jejich nespornou výhodou je jejich nízká paměťová náročnost (pouze 3 hodnoty) a jejich 
názornost (je přímo vidět, jak bude těleso natočené). Nicméně jeho použití v počítačových 
animacích sebou nese určité problémy. Konkrétně je mj. velmi problematické rotace skládat a 
vzájemně interpolovat. 
 
2) Matice 
 Tento přístup je velmi přímý, neboť matice se využívají ke skládání transformací (posun, 
rotace, změna velikosti). Je sice možné pomocí matice znázornit libovolnou rotaci, ale pouze za 
cenu vyšší paměťové náročnosti. Rotační matice musí mít pro trojrozměrný prostor rozměry 
3x3 – tedy 9 hodnot, ale využívají se spíše tzv. homogenní matice s rozměrem 4x4 – tedy celkem 
16 hodnot. Tyto homogenní matice je však možné použít bez dalších úprav k výpočtu výsledné 
transformační matice. 
I přes svoji komplexnost a velikost však matice neumožňují jednoduchý a přímý způsob 
interpolace mezi dvěma rotačními maticemi. Skládání rotací je však u této metody velice 
jednoduché (jednotlivé transformace se skládají násobením jednotlivých transformačních 
matic). 
 
3) Kvaterniony 
Kvaterniony roku 1843 objevil, či spíše definoval významný irský matematik Sir William 
Rowan Hamilton. Byly zavedeny právě kvůli popisu rotace v prostoru. Kvaternion je rozšíření 
komplexních čísel, které ke komplexním číslům přidává dvě další imaginární jednotky. Celkově 
se tedy kvaternion skládá z jedné reálné a tří imaginárních jednotek. Velmi vzdáleně je možné si 
kvaternion představit jako čtyřrozměrný vektor, avšak kvaterniony (na rozdíl od vektorů) 
definují operaci dělení mezi dvěma kvaterniony. 
Kvaterniony v sobě kloubí výhody metod Eulerových úhlů a matic. Jejich použití je paměťově 
nenáročné (stačí uchovat pouze 4 hodnoty) a jejich skládání je velmi jednoduché (obdobně jako 
u matic se rotace skládají násobením kvaternionů). Stejně jako při použití Eulerových úhlů je 
nutné kvaternion před použitím převést do maticového zápisu, ale tento převod je triviální.  
Hlavním důvodem jejich použití je však možnost jednoduché vzájemné interpolace mezi 
dvěma i více kvaterniony rotacemi – viz Obrázek 4. 
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Obrázek 4: Interpolace rotací pomocí kvaternionů – přechod mezi snímkem A a B pomocí 
lineární interpolace – převzato z [7] 
Pro interpolaci se používá sférická lineární interpolace (Spherical Linear Interpolation – 
zkráceně slerp), příp. sférická splajnová interpolace (Spherial Spline Quaternion interpolation – 
zkráceně squad) [6] pro interpolaci více než dvou kvaternionů. 
Z výše uvedeného výčtu se kvaterniony jeví jako ideální řešení pro práci s animacemi. 
2.3 Nefotorealistické efekty v počítačových 
hrách 
Jedním z hlavních trendů současného vývoje počítačových her je bezesporu snaha o co největší 
realističnost. Ta je možná díky zvyšujícímu se výkonu výpočetních zařízení (zejména grafických 
karet) a díky novým technologiím.3  
Nicméně vedle těchto her existují i hry, které masivně využívají nefotorealistické efekty, 
případně jsou v nich nefotorealistické efekty využity v určitých scénách k navození hlubší 
atmosféry. 
Tyto efekty (a nejen tyto, ale obecně většina i fotorealistických efektů) jsou realizovány na 
grafické kartě. Většina efektů, které jsou popsány v této práci, jsou realizovány jako tzv. post-
process efekty. To znamená, že nejprve se zobrazí celá scéna, a teprve na výsledný obrázek 
scény se pixel po pixelu aplikuje požadovaný efekt.  
Používání post-process efektů má i jednu významnou výhodu: Umožňuje velmi jednoduše 
skládat více různých efektů dohromady pouhou aplikací dalšího efektu na výstup efektu 
předchozího – jde tedy o jakési zřetězení jednotlivých efektů. 
Nefotorealistické efekty by bylo možné rozdělit na základě dvou kritérií. 
                                                             
3 Jednou z nejreálněji vypadajících her v době psaní této práce jsou Crysis 2 [18] a Battlefield 3 [19]. 
V současné době také existují první demo aplikace, které prezentují real time ray-tracing, např. na 
výpočetních kartách Knights Ferry [20] (dříve Larrabee) od společnosti Intel. Nová generace herních 
konzolí, která má být vydána v roce 2013, má umožnit ještě dokonalejší grafiku [21]. 
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2.3.1 Dělení efektů na základě rozsahu efektu 
Toto dělení zohledňuje to, co efekt ovlivňuje. Dělení na základě tohoto kritéria je následující: 
 
1) Efekty ovlivňující stav hráče 
Tyto efekty jsou aplikovány pouze na hráče a okolí hráče neovlivňují vůbec. Mezi tyto efekty 
patří např. efekt otrávení, který naznačuje, že hráčova postava je pod vlivem nějakého jedu. 
Projevuje se často zelenou barvou a objevujícími se obláčky výparů či rozmlženým viděním. 
Dalším takovým efektem může být třeba efekt berserka, který naznačuje, že postava hráče je 
rozzuřena nebo vážně zraněna. 
 
2) Efekty ovlivňující stav okolí 
Tyto efekty jsou aplikovány na celé prostředí, nebo při nejmenším na jeho podstatnou část. 
Do této skupiny efektů je možné zařadit třeba cartoonový efekt, který způsobí, že vše je 
vykreslované v komixovém stylu. Dalším efektem z této kategorie může být efekt staré televize, 
který způsobí, že vše je zobrazené tak, aby to evokovalo styl starých televizních obrazovek. 
 
2.3.2 Dělení efektů na základě jejich výskytu 
Toto dělení zohledňuje to, co je impulzem k aplikaci daného efektu, tedy v jakých situacích se 
efekt aplikuje. 
 
1) Konstantní efekty 
Tyto efekty jsou aplikovány celou dobu, nebo po nějakou konstantně danou dobu hry, 
většinou definovanou příběhem. Příkladem může být třeba komixový efekt nebo podvodní efekt 
(pokud se hra odehrává pod vodou). 
 
2) Sémantické efekty 
Na rozdíl od předchozí skupiny efektů jsou tyto aplikovány pouze v určitých situacích a 
obvykle trvají krátce. Jedná se např. o efekt opilosti, který je aplikován pouze, je-li hráčova 
postava pod vlivem alkoholu, nebo třeba efekt otrávení, je-li pod vlivem nějakého jedu. 
 
2.3.3 Příklady efektů ve hrách 
Inspirací pro tvorbu nefotorealiastických efektů v této práci byly již existující počítačové hry a 
efekty v nich použité. Následuje ukázka použití efektů v těchto hrách: 
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Obrázek 5: Prince of Persia (2008) – počítačová hra využívající komixový efekt, sloužila jako 
vzor pro komixový efekt vytvořený v této práci. Je vidět, jak jsou zvýrazněné kontury modelu a 
jak je intenzita stínů měněna skokově. 4 
 
Obrázek 6: Zaklínač (2008) – počítačová hra využívající opilecký efekt; sloužila jako vzor pro 
opilecký efekt vytvořený v této práci. Celý obraz je rozdvojen.
                                                             
4 Komixový vzhled mají i jiné hry, např. Borderlands (2009) nebo populární Team Fortress (2007). Vůbec 
první hrou, která použila komixovou grafiku, byla hra XIII (2003). 
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Obrázek 7: Fallout 3 (2008), Tranquility lane – v této části počítačové hry byl využit efekt staré televize; 
slouží jako vzor pro efekt staré televize vytvořený v této práci 
 
Obrázek 8: Fallout New Vegas (2010) – ukázka podvodního efektu sloužící jako předloha efektu 
vytvořeného v této práci 
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2.3.4 Detekce hran 
Jeden z efektů v této práci využívá detekci hran v obrazu. V současné době existuje mnoho 
různých způsobů detekce hran. Většina pracuje na principu definice hrany jako prudké změny 
jasu. Hledají tedy prudkou změnu jasové funkce. Jelikož je potřeba hrany vyhledávat v reálném 
čase, je vhodné hledání extrémů jasové funkce vhodně aproximovat (proto nepřipadá v úvahu 
např. Cannyho hranový detektor, který je jedním z nejpřesnějších, ale současně je výpočetně 
velmi náročný). Častou metodou aproximace je konvoluce s vhodným konvolučním jádrem 
(např. Sobelovo, Robinsonovo nebo Kirschovo). K detekci hran v této práci je využit jednoduchý 
sobelův operátor pro detekci podélných a svislých hran – konvoluční jádra zachycuje rovnice 
(1). 
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3 Programování grafiky 
3.1 Pipeline GK 
Jelikož (nejen) nefotorealistické efekty využívají grafickou kartu, je vhodné se alespoň zběžně 
seznámit s tím, jak funguje zřetězené paralelní vykreslování na soudobých grafických kartách.  
Zjednodušenou podobu pipeline současné generace (DirectX 11) grafických karet shrnuje 
Obrázek 9. 
Obrázek 9: Schémá znázorňující pipeline grafických karet podporujících DirectX 11, respektive její 
podstatné části. 
Pro potřeby této práce stačí rozumět činnosti Vertex Shaderu a Pixel Shaderu, jelikož efekty 
vytvořené v této práci jiné shadery nevyužívají.5 
Vertex shader pracuje s jednotlivými vrcholy modelu a umožňuje nad nimi provádět rozličné 
operace (např. transformace vrcholu, dopočítávání normál, světla aj.). 
Pixel shader pracuje s jednotlivými pixely dané scény a umožňuje měnit barvu a průhlednost 
daného bodu (mezi časté operace patří texturování a jiné barevné korekce, např. na základě 
osvětlení a stínování). 
Toto rozdělení ale díky unifikovaným shaderům a jazyku HLSL (viz níže) není příliš striktní, 
je možné např. světlo aplikovat už ve vertex shaderu nebo naopak normály počítat až v pixel 
shaderu, jelikož definice vstupu i výstupu jednotlivých shaderů jsou poměrně benevolentní. 
3.2 Techniky osvětlování ve 3D grafice 
Současná počítačová grafika klade velký důraz na práci se světly. Aktuálně existuje mnoho 
jednodušších i složitějších algoritmů pro práci se světlem ve 3D prostředí. Efekty v této práci se 
světlem také pracují, a proto je potřeba rozumět alespoň základním druhům osvětlení. 
Základní osvětlovací model počítá s třemi typy světla, které budou vysvětleny níže. Celkovou 
intenzitu osvětlení na povrchu získáme jakou součet jeho jednotlivých složek, jak shrnuje 
rovnice (2). Tyto rovnice jsou ve hře naprogramovány v jazyce HLSL [9] a [10].  
                                                             
5 Od zavedení tzv. unifikovaných shaderů je rozlišování jednotlivých shaderů mírně zavádějících, neboť se 
jedná vždy o stejný shader, který jen provádí jinou funkci. 
Vertex 
Shader 
Geometry 
Shader 
Pixel 
Shader 
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 dsa LLLL   (2) 
3.2.1 Rozptýlené osvětlení 
Rozptýlené (neboli diffusal) osvětlení upravuje tmavost polygonů (příp. pixelů u per-pixel 
varianty osvětlení) na základě směru světla a natočení polygonu (viz Obrázek 10). Intenzita 
osvětlení polygonu se získá jako skalární součin normály polygonu a směru světla vynásobené 
intenzitou a barvou světla, jak shrnuje rovnice (3). Jedná se o zjednodušení bodových světel, 
neboť oproti nim má světlo v celé scéně stejnou intenzitu i směr. 
 ILNCL dd 

 (3) 
 
 
Obrázek 10: Ukázka rozptýleného osvětlení. Převzato z [10]. 
3.2.2 Ambient osvětlení 
Ambient osvětlení reprezentuje barevné nasvícení scény a zbarvuje scénu do požadovaného 
odstínu. Je pro celý model konstantní (viz Obrázek 11). Počítá se jako jednoduchý součin 
intenzity a barvy světla – rovnice (4). 
 ICL aa   (4) 
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Obrázek 11: Ukázka ambient osvětlení. Převzato z [10]. 
3.2.3 Specular osvětlení 
Specular osvětlení (Obrázek 13) způsobuje drobné odlesky na povrchu předmětů. Na rozdíl od 
rozptýleného osvětlení záleží i na pozici pozorovatele. Pro výpočet je totiž třeba zjistit, jaký úhel 
svírá odražené světlo a spojnice mezi předmětem a pozorovatelem (Obrázek 12). Tento výpočet 
shrnuje rovnice (5), kde S v mocnině představuje odrazivost materiálu. 
 
Obrázek 12: Způsob výpočtu specular odlesků v místě P s normálou N, přičemž L udává směr 
dopadajícího světla, R potom světla odraženého. Vektor V udává směr k pozorovateli. Čím je 
úhel α (neboli úhel mezi pozorovatelem a odraženým světlem) menší, tím jasnější odlesk je. 
Úhel β je úhel dopadu na povrch a na základě fyzikálních zákonů bude stejný i úhel odrazu. 
Převzato z [9]. 
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Obrázek 13: Demonstrace specular odlesků. Převzato z [10]. 
3.3 Popis XNA frameworku  
Celý projekt je vytvožen v .NET v jazyku C# s využitím frameworku XNA (ve verzi 4.0). Proto je 
pro potřeby této práce potřeba pochopit princip fungování alespoň některých základních částí 
tohoto frameworku. 
3.3.1 Jak funguje XNA content pipeline  
XNA framework má velmi propracovaný systém správy zdrojů. Tento systém je využit (a 
vhodně rozšířen) pro načítání animací ze souborů ve formátu FBX [11]. 
Podobu pipeline pro načítání zdrojů shrnuje Obrázek 14. 
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Obrázek 14: Znázornění content pipeline XNA frameworku. Tento content pipeline je použit i 
pro načítání animací. 
Data ze zdrojového souboru jsou nejprve načtena a převedena do vhodné datové struktury. 
O tuto práci se stará Content importer. Ten předá data tzv. Content Processoru, který data 
zpracuje potřebným způsobem (tedy je převede na požadovaný formát, příp. je vhodně 
modifikuje). Takto upravená data přebírá Content Type Writer, který není nic jiného, než 
obyčejný serializér, který již zpracovaná data uloží. Uložená data jsou poté v případě potřeby 
opětovně načtena Content Type Readerem, který plní funkci deserializéru. 
3.3.2 Jak funguje Autodesk FBX importer 
XNA framework už má několik zabudovaných Content Importerů, které zvládnou načíst data 
z různých typů souborů. Jedním z těchto Content Importerů je i Autodesk FBX Importer, který 
mj. dokáže načíst data z formátu FBX ve verzi 2006.11. 
Zmíněný importer vrací data ve formě instance třídy NodeContent. Tato třída obsahuje 
veškerá potřebná data modelu (včetně animací). Kromě jiného obsahuje několik členských 
prvků, které jsou důležité pro správné načtení animace: 
 
 
 
 
 
string Name – udává jméno daného uzlu 
Matrix Transform – transformační matice daného uzlu 
NodeContent Parent – odkaz na rodiče daného uzlu 
NodeContentCollection Children – soubor potomků daného uzlu 
AnimationContentDictionary Animations – slovník položek typu 
AnimationContent, jako klíč slouží název animace (string) 
NodeContent 
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Data v tomto formátu pak vstupují do námi určeného (a v tomto případě vytvořeného – viz 
níže) Content Processoru. 
3.3.3 Způsob vykreslování a post-process 
Herní smyčka v XNA frameworku obsahuje dvě nezávisle volané metody Update a Draw. Jak už 
jejich název napovídá, metoda Update slouží k aktualizaci objektů, které se budou vykreslovat 
(čili v našem případě např. posun v přehrávání animace), a metoda Draw slouží k vykreslení 
scény (tedy v našem případě mj. k vykreslení animovaného objektu v aktuální pozici a k aplikaci 
nefotorealistických efektů). 
Při vykreslování scény je vždy potřeba zvolit tzv. Render Target [12] neboli cíl vykreslování. 
Tímto cílem může být buď samotná obrazovka, anebo se může vykreslovat do rastrového 
obrázku. Tento přístup umožňuje velmi snadné použití post-process efektů. Stačí celou scénu 
vykreslit do nějakého obrázku a tento potom vykreslit na obrazovku s použitím příslušného 
post-process efektu. 
3.3.4 Obecné efekty v XNA 
Vše, co je v XNA vykresleno, musí být vykresleno pomocí nějakého efektu. Efekt není nic jiného 
než krátký program, který bude proveden na unifikovaných shaderech. Jelikož XNA framework 
využívá rozhraní DirectX, jsou tyto efekty psány v jazyce HLSL (High Level Shading Language 
obsahuje dva důležité prvky 
TimeSpan Time – čas od začátku animace 
Matrix Transform – transformace matice snímku 
 
AnimationKeyframe 
opět se jedná o slovník snímků typu AnimationKeyframe 
 
AnimationChannel 
obsahuje dva podstatné prvky 
TimeSpan Duration – délka animace 
AnimationChannelDictionary Channels – slovník objektů typu 
AnimationChannel, kde každý kanál popisuje pohyb jedné kosti - jejich klíčem je 
název kosti (typu string) 
 
AnimationContent 
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[13]). V každém efektu je potřeba definovat jednu nebo více vykreslovacích technik 
(Technique), přičemž každá technika musí obsahovat jeden nebo více průchodů (Pass). Každý 
průchod se pak skládá z několika programátorem vytvořených funkcí, kde každá funkce 
odpovídá jednomu shaderu (nejčastěji Vertex Shader a Pixel Shader). Zdrojové kódy efektů jsou 
uloženy v souborech typu .FX, které jsou zpracovány a následně načteny pomocí Content 
Pipeline. 
Kromě vytváření vlastních efektů nabízí XNA framework i efekty vlastní, které jsou velmi 
robustní a pokrývají většinu základních vykreslovacích technik. Základním z nich je BasicEffect, 
který mj. nabízí různé typy světel a textur. Jeho rozšířením je SkinnedEffect, který umožňuje 
správně zobrazit modely deformované skinned animací (která způsobí posun jednotlivých 
vertexů modelu). 
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4 Návrh počítačové hry 
Počítačové hry jsou velmi komplexní programy. Proto je návrh struktury a fungování počítačové 
hry velmi klíčovým prvkem, neboť kvůli rozsáhlému propojení všech jejích částí jsou případné 
další změny jen obtížně proveditelné. Proto bylo návrhu prezentované počítačové hry věnováno 
značné úsilí. 
Počítačová hra, která slouží k demonstraci technik popisovaných v této práci, se skládá 
z mnoha dílčích částí. Kromě animační knihovny a speciálních efektů jsou to např. vykreslování 
terénu a vody, práce s kamerou, částicové efekty, správa herní logiky, herní menu, síťové služby, 
správa zdrojů, vlastní skriptovací jazyk pro herní videa a mnoho dalších. 
Princip hry je jednoduchý – úkolem hráče je směrovat přijíždějící nákladní auta do 
příslušných skladišť tak, aby nedošlo ke kolizím mezi jednotlivými auty a také mezi auty a 
překážkami. Ve hře se vyskytují animované objekty (auta a skladiště) a také speciální předměty, 
které (při určitých situacích) způsobí, že výsledný obraz bude ovlivněn nějakým 
nefotorealistickým efektem. 
Tato hra neobsahuje všechny zde popsané nefotorealistické efekty, neboť jejich přemíra 
v takto ne příliš rozsáhlé hře by byla spíše kontraproduktivní. Navíc je mnohem zřetelnější 
sledovat jednotlivé změny, které efekty způsobují, na jednoduché a přehledné scéně, než na 
členité scéně hry. Proto byla kromě hry samotné vytvořena i speciální demonstrační aplikace, 
která zahrnuje všechny zde vytvořené nefotorealistické efekty. 
4.1 Návrh jednotlivých efektů 
Jednotlivé efekty se skládají většinou z jednotlivých konkrétních úprav obrazu, které jsou na 
sobě do značné míry nezávislé. Až jejich vzájemná kombinace vytváří požadovaný efekt. Proto i 
návrh odpovídá tomuto schématu. Všechny složitější efekty se skládají z více jednodušších, 
které je případně možné snadno modifikovat nebo úplně odstranit, aniž by byly ovlivněny 
efekty zbývající. 
4.1.1 Komixový efekt 
Komixový efekt, který je v této práci vytvořen, se snaží napodobit styl, kterým jsou kresleny 
komixové příběhy. Na obrázku zachycujícím komixový efekt (Obrázek 5, str. 16) si můžeme 
všimnout dvou zásadních věcí: 
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1) Zvýraznění hran 
Hrany a přechody jsou zesíleny konturou, přičemž okrajové hrany jsou zvýrazněny 
výrazněji, než hrany uvnitř obrázku. 
2) Konstantní barvy 
Jednotlivé plochy jsou vyplněny konstantní barvou, nebo je příp. změna barev v rámci plochy 
skoková. Z těchto dvou dílčích efektů se bude skládat i výsledný komixový efekt. Skokové 
změny barev je dosaženou použitím textur s konstantními barvami a skokovou změnou 
rozptýleného osvětlení (Kapitola 3.2.1).  
Zvýraznění hran je pak možné provést dvěma různými přístupy – buď post-process detekcí a 
následným zvýrazněním hran v obraze anebo dvouprůchodovým vykreslením, přičemž 
v prvním průchodu se vykreslí model o něco větší a černou barvou – tím vzniknou černé obrysy 
kolem modelu. Mnou vytvořený efekt vhodně kombinuje obě dvě tyto techniky (viz Kapitola 
5.2.1) 
4.1.2 Opilecký efekt 
Obrázek 6, str. 16 představuje opilecký efekt a snaží se navodit dojem opilosti. Je vidět, že je 
obraz rozdvojen. Na přiloženém videu (viz přílohy) pak je vidět, že se obraz vlní a oba obrazy 
v čase mění svoji pozici. Tedy opět můžeme nalézt dvě dílčí části efektu: 
 
1) Rozdvojení obrazu 
Obraz se skládá ze dvou částí, které se vzájemně překrývají, přičemž jednotlivé části 
zobrazují tutéž scénu, ale pro každou část mírně posunutou. 
2) Rozdílné vlnění obou částí obrazu 
Posunutí jednotlivých částí se v čase mění, což má za následek dynamické vlnění obrazu. 
Mnou vytvořený efekt vychází ze známého post-process wiggle efektu, který rozvlní výsledný 
obraz [14]. 
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4.1.3 Efekt staré obrazovky 
 
Obrázek 15: Ukázka nedostatků starých obrazovek – sépiový odstín, ztmavení okrajů a náhodné 
chyby v obraze. 
Staré obrazovky (Obrázek 15) jsou zatíženy několika neduhy, jejichž identifikace nám umožní 
vytvořit dobře vypadající efekt staré obrazovky. Je možné nalézt následující vady obrazu: 
1) Celý obraz je laděn do sépiového odstínu 
2) Na obrazovce se vyskytují nahodile poruchy (v podobě šumu nebo čar a jiných artefaktů) 
3) Čím dále od středu obrazovky, tím tmavší je obraz a naopak v oblasti středu je obraz 
světlejší  
Tento efekt vychází z volně šiřitelného efektu napsaného pro webové prohlížeče v technologii 
Silverlight [15]. Postupy aplikované v tomto webovém efektu sloužily jako základ pro můj efekt, 
který je ale oproti originálu zefektivněn a upraven (např. věrnější zobrazení sépiového odstínu). 
Více o tomto efektu je uvedeno v kapitole 5.2.3. 
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4.1.4 Podvodní efekt 
 
Obrázek 16: Ukázka podvodního efektu – modrý odstín a rozvlnění obrazu. 
Obrázek 16 demonstruje podvodní efekt. Na první pohled je vidět, že je obraz zbarven do 
modrého odstínu. Obrázek však dostatečně nedokáže vystihnout druhý efekt, kterým je 
rozvlnění obrazu, které evokuje představu vlnící se vody. Podobně byl vykreslen podvodní svět 
např. ve hře Fish Fillets. 
4.1.5 Efekt korekce barev 
Tento efekt není vytvořen podle žádného konkrétního herního vzoru, ale v určité míře ho 
obsahuje většina moderních herních enginů. Jedná se o sadu jednoduchých post-process efektů, 
které představují základní operace známé z grafických editorů. Pro demonstraci byly do tohoto 
efektu zahrnuty funkce pro úpravu barevného schématu (na černobílý, sépia a negativ), jak 
zachycuje Obrázek 17. Jelikož celý efekt funguje jako post-process efekt, bylo by možné tuto 
sadu rozšířit např. o volitelné korekce barev, světlosti, ostrosti nebo kontrastu. 
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Obrázek 17: Ukázka různých korekcí barev – vlevo nahoře originální obrázek, vpravo nahoře 
černobílý, vlevo dole sépiový a vpravo dole negativ. 
 
4.2 Návrh animační knihovny 
Cílem této kapitoly je návrh knihovny, která by byla schopna kompletní správy animací a všeho, 
co s nimi souvisí. Takovýto přístup by umožnil její snadnou přenositelnost mezi různými 
projekty. 
4.2.1 Požadavky 
Nejprve bylo potřeba formulovat požadavky, které by tato knihovna měla splňovat, aby její 
využití mohlo být co nejširší. Nakonec jsem formuloval tyto: 
 
1) Načtení animací přímo ze souboru FBX 
Animační knihovna by jistě měla umožňovat práci s animací od samotného načítání animace 
do programu. Formát FBX je velmi rozšířený a dobře podporovaný mj. společností Autodesk, 
která je tvůrcem profesionálního software 3DS Max, který je nejčastěji používaným nástrojem 
pro tvorbu modelů a animací v oblasti profesionální tvorby počítačových her. Navíc XNA 
Framework nabízí podporu pro čtení dat z tohoto formátu. 
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2) Přehrávání animací 
Animační knihovna už ze své podstaty by měla dokázat přehrávat animace. Jako 
podporovaný typ animace byla vybrána skeletal animace. Navíc by knihovna měla umožňovat i 
skinned animace, bez kterých je např. modelování postav neproveditelné. 
 
3) Změna směru a rychlosti přehrávání 
Bylo by také vhodné, aby animační knihovna umožňovala měnit rychlost a směr přehrávání. 
S tím souvisí i podpora opakovaného přehrávání (looping), tedy po dokončení přehrání animace 
začít přehrávat animaci znovu od začátku. Aby bylo zajištěno správné zobrazení animace při 
změně rychlosti přehrávání, je potřeba pro uchování informací o rotaci využít nějaký vhodný 
matematický model. Jak bylo řečeno v kapitole 2.2.3, velmi vhodným přístupem je využití 
kvaternionů. 
 
4) Oddělení animace od modelu 
V současných hrách se používá přenášení jedné animace mezi více modely (které ovšem 
musí splňovat určité podmínky). To umožní přehrát jednu a tu samou animaci (kupříkladu 
chůzi) např. nad modelem piráta i rolníka. 
 
5) Přehrávání více animací současně (blendování) 
Jedná se sice o pokročilejší techniku, ale možnosti, které přináší, jsou velmi užitečné. Proto 
i přehrávání více animací nad jedním modelem patří mezi požadavky kladené na tuto knihovnu. 
4.2.2 Existující řešení v XNA 
XNA framework je sice velmi robustní a komplexní nástroj pro tvorbu her, ale bohužel 
neobsahuje žádnou přímou podporu animací. Jediné, co z něj lze přímo použít, je Autodesk FBX 
Importer (viz výše), který z FBX souboru dokáže vyextrahovat mj. i animační data. 
Stránky pro podporu vývojářů XNA obsahují dva jednoduché příklady, které nastiňují, jakým 
způsobem je možné rozšířit XNA framework o podporu animací. Nicméně tyto příklady jsou 
velmi omezené a některé principy, které využívají, bohužel znemožňují jejich účelné rozšíření 
pro potřeby naší animační knihovny. 
Je tedy třeba říci, že XNA framework nenabízí žádnou animační knihovnu, kterou by bylo 
možné rozšířit, pouze umožňuje načtení animačních dat mj. ze souboru ve formátu FBX. 
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4.2.3 Knihovna Dr. Owena 
Dr. Charles B. Owen, učitel Michiganské státní univerzity, vytvořil volně šiřitelnou knihovnu 
pro práci s animacemi ve frameworku XNA [16]. Tato knihovna, ač není příliš rozsáhlá, je 
výborně navržená a uspořádaná a obsahuje několik zajímavých a potřebných prvků: 
 
1) Podpora skeleton animací (navíc jednotlivé kosti v kostře jsou animovány zvlášť, což 
umožňuje některá rozšíření) včetně skinned animací 
2) Oddělení animace od modelu 
3) Plynulé generování snímků mezi jednotlivými keyframy 
4) Využití kvaternionů pro uchování informací o rotaci 
5) Zjednodušení animace díky odstranění zbytečných snímků a kostí 
6) Odstranění nevhodné vlastnosti při načítání dat z formátu FBX pomocí XNA 
(docházelo k tomu, že byly odstraněny snímky kostí, které nebyly animovány, což 
znemožnilo správné načtení neanimovaného modelu, který měl být později animován) 
 
Struktura této knihovny je poměrně jednoduchá a je rozebrána na následujících řádcích. 
Veškeré informace o modelu jsou uložené ve třídě AnimatedModel. Nejdůležitějšími členy 
jsou prvek třídy Model [17] (což je standardní třída XNA frameworku, která obsahuje data 
popisující statický model), dále seznam kostí modelu (uspořádaný seznam prvků třídy Bone) a 
nakonec animační klip (prvek třídy AnimationClip) a přehrávač (AnimationPlayer) 
přiřazený k přehrávanému klipu. Kromě těchto prvků obsahuje třída AnimatedModel ještě 
metody pro načtení modelu, vykreslení modelu a aktualizaci přehrávání animace. 
Třída Bone obsahuje informace o jedné kosti (konkrétně mj. její jméno, polohu, rotaci, 
velikost aj.) a metody pro práci s kostí (pro její vytvoření a změnu pozice a rotace). Nicméně pro 
využití animační knihovny není třeba podrobně rozumět fungování této třídy. 
Třída AnimationPlayer slouží k přehrávání animace. Obstarává změnu polohy 
jednotlivých kostí modelu podle snímků animace. Umožňuje přehrávání spustit či zastavit a 
také umožňuje nastavit, zda se má animace přehrávat opakovaně. 
Třída AnimationClip obsahuje data potřebná pro samotnou animaci. Ta se skládají z 
množiny všech kostí modelu, přičemž ke každé kosti přísluší ještě množina všech snímků, které 
pro danou kost animace definuje. Kromě souboru kostí obsahuje ještě název a délku animace. 
Kromě těchto tříd je součástí knihovny i rozšíření Content Pipeline XNA Frameworku, 
konkrétně Animation Processor (a k němu příslušné Content Reader a Content Writer), které 
mají za úkol transformovat animační data z podoby popsané v kapitole 3.3.1 do výše popsaných 
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datových struktur animační knihovny. K načtení animace se pak využívá generická metoda 
Load třídy ContentManager. 
4.2.4 Rozšíření knihovny Dr. Owena 
I když je animační knihovna dr. Owena robustní a obsahuje důležité prvky, je při porovnání 
požadavků formulovaných v kapitole 4.2.1 s jejími možnostmi jasné, že některé z požadavků 
bohužel nepokrývá. Konkrétně tyto: 
 
1) Změna rychlosti a směru přehrávání animací 
Aktualizace stavu animace v knihovně dr. Owena probíhá tak, že v každém cyklu herní 
smyčky se k aktuálnímu času animace připočte čas uběhlý od poslední aktualizace animace. 
Implementace změny rychlosti je tedy velmi snadná: Stačí množství času násobit nějakou 
proměnnou představující rychlost. Podobným způsobem je možné změnit i směr přehrávání. 
Pokud by byla rychlost nastavena na zápornou, animace by se vlastně posouvala od konce 
k začátku. Nicméně tato úprava (povolení záporné rychlosti) sebou nese ještě další nutné 
úpravy: Je nutné animaci začít přehrávat od konce místo od začátku a stejně tak při opakování 
animace je potřeba po přehrání animace nastavit čas na konec animace místo na začátek (to vše 
samozřejmě platí pro přehrávání se zápornou rychlostí). 
 
2) Přehrávání více animací současně 
Jak bylo uvedeno výše, bude dostačující, když bude výsledná animační knihovna podporovat 
pouze jednodušší blendování animací. Tedy více animací současně se bude správně přehrávat 
pouze tehdy, budou-li množiny kostí, které současně přehrávané animace ovlivňují, mít nulový 
průnik – tedy nenastane případ, kdy by více animací chtělo manipulovat se stejnou kostí. 
Při přehrávání animací se v každém kroku nastavuje pro všechny kosti požadovaná poloha a 
rotace. Rozšíření spočívá v tom, že tato operace se provede, pouze pokud je počet snímků 
asociovaných s touto kostí nenulový. Současně s tím je potřeba rozšířit třídu AnimatedModel 
tak, aby uchovávala celou sadu animačních klipů namísto jednoho. 
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5 Tvorba počítačové hry 
Nefotorealistické efekty i animace popisované v této práci jsou součástí nové počítačové hry 
Dump Commander, na jejímž vzniku se podílel i Marek Kopecký. V době psaní práce tato hra 
postoupila do finále národního kola soutěže Imagine Cup a do celosvětového semifinále této 
soutěže. 
5.1 Struktura aplikace 
Jak již bylo řečeno v kapitole 3.3, tak aplikace (hry) využívající framework XNA mají specifickou 
strukturu. Mimo jiné mají speciální oddíly pro načítání dat, jejich aktualizaci a vizualizaci. 
Těmto třem oddílům odpovídají funkce LoadContent, Update a Draw. 
Nicméně aby bylo možné proces načítání dat (který trvá nezanedbatelně dlouhou dobu) 
nějakým způsobem vizualizovat (v případě této počítačové hry nabíhajícím progress-barem), 
jsou ve funkci LoadContent načtena pouze nejnutnější data (např. textury použité pro 
zobrazení načítací obrazovky). Načtení zbytku herních dat, která jsou načítána při spouštění 
hry, je realizováno funkcí Draw, která se zároveň stará o vykreslení načítací obrazovky.  
Samotné načítání pak není provedeno přímo v těle funkce Draw, ale ve funkcích, které jsou 
z funkce Draw volány – DrawLoading a LoadGameContent. Ve funkci LoadGameContent 
jsou mj. načteny i efekty (ze souboru typu .FX) a animované modely – vše pomocí 
ContentPipeline, který bylo potřeba vhodně rozšířit (viz kapitolu 3.3.1 a 4.2.3). 
Ve funkci Update (příp. ve funkcích volaných z funkce Update) jsou pak aktualizována herní 
data, mj. animace. Aktualizace animací zahrnuje jejich spouštění a přehrávání. Přehrávání 
animace je realizováno pomocí členské metody Update třídy AnimatedModel, která jako 
parametr přijímá čas uběhlý od poslední aktualizace. Jelikož stejný parametr přijímá i funkce 
Update frameworku XNA, je aktualizace animací velmi jednoduchá. 
Funkce Draw je rozdělena do několika podčástí, ve kterých se vykresluje do jednotlivých 
RenderTargets (viz kap. 3.3.3). Jedna z těchto částí zahrnuje vykreslování animovaných modelů. 
To je opět velice jednoduché – je realizováno přes členskou metodu Draw třídy 
AnimatedModel, která vyžaduje pouze matici popisující stav kamery (view matice), matici 
popisující stav modelu (world matici) a projekční matici (popisující typ projekce). Tyto matice 
jsou základem vykreslování ve 3D a jejich použití není nikterak neobvyklé – XNA s nimi 
standardně pracuje a poskytuje prostředky pro jejich snadnou tvorbu a modifikaci. 
Poslední částí funkce Draw je aplikace post-process efektů. K tomu je volána funkce 
DrawPostProcess. Jako parametry přijímá finální renderTarget (ve kterém je vykreslena 
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celá scéna a který mají post-process efekty upravit) a aktuální herní čas – sloužící jako parametr 
některým efektům. Jak již bylo zmíněno výše, efekty jsou realizovány pomocí HLSL jazyka, tudíž 
funkce DrawPostProcess pouze zařídí jejich provedení nad požadovaným renderTarget. 
5.2 Tvorba jednotlivých efektů 
Pro větší přehlednost a snazší rozpoznání jednotlivých změn mezi efekty budou k demonstraci 
použity obrázky z demonstrační aplikace. Hra samotná totiž obsahuje veliké množství různých 
jiných modelů a částí, a rozlišení jednotlivých rozdílů by nebylo tolik patrné. Navíc, jak bylo 
řečeno výše, hra neobsahuje všechny vytvořené efekty, neboť jejich použití v takovém množství 
by postrádalo smysluplné využití a působilo by ve hře spíše rušivě. 
Všechny efekty jsou dobře parametrizované, lze tedy jejich chování snadno upravovat. 
Kromě níže uvedených nefotorealistických efektů byl vytvořen i základní efekt, který je ve 
hře využíván pro vykreslování, není-li třeba použít nefotorealistický efekt. Tento efekt 
umožňuje využít texturování modelů a jejich nasvícení třemi základními typy osvětlení (viz 
Kapitola 3.2). 
5.2.1 Komixový efekt 
Jak bylo řečeno v kapitole 4.1.1, komixový efekt se skládá ze dvou částí – skokové změny barev 
a zvýraznění hran.  
Komixový efekt nevyužívá odlesky vytvořené specular osvětlením, neboť tyto se do stylu 
efektu nehodí. Samozřejmě by nebyl problém komixový efekt obdobným způsobem rozšířit tak, 
aby prahování zahrnovalo i specular osvětlení. 
Skokové změny barev je docíleno aplikací skokově měněného světla na (relativně) 
konstantní barvu textury. Rozptýlené osvětlení je tedy diskretizováno na konstantně dané 
hodnoty takto: 
 
if(lightIntensity > 0.95){ 
 diffuse = DiffuseIntensity * DiffuseColor * float4(1.0, 1.0, 1.0, 1.0); 
}else if(lightIntensity > 0.5){ 
 diffuse = DiffuseIntensity * DiffuseColor * float4(0.7, 0.7, 0.7, 1.0); 
}else if(lightIntensity > 0.05){ 
 diffuse = DiffuseIntensity * DiffuseColor * float4(0.35, 0.35, 0.35, 1.0); 
}else { 
 diffuse = DiffuseIntensity * DiffuseColor * float4(0.1, 0.1, 0.1, 1.0); 
} 
 
 
Na Obrázku 18 je vidět model vykreslený bez speciálního efektu – nasvícen všemi třemi 
zmiňovanými druhy světel. 
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Obrázek 18: Objekt vykreslený bez speciálních efektů. Na model jsou aplikovány pouze 3 základný typy 
osvětlení (viz Kapitola 3.2) 
 
Na následujícím obrázku (Obrázek 19) oproti původnímu obrázku (Obrázek 18) není 
aplikováno specular osvětlení a rozptýlené (diffusal) osvětlení je prahováno. 
 
Obrázek 19: Model vykreslený s prahovaným rozptýleným osvětlením. Oproti obrázku 18 je 
vidět, jak je změna stínování skoková. 
 
Druhou částí komixového efektu je zvýraznění hran. V tomto efektu rozeznáváme dva druhy 
hran: 
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1) hrany kolem celého modelu 
2) hrany uvnitř modelu 
 
Přičemž hrany kolem modelu by měly být o něco tlustší. 
Hrany kolem modelu jsou vytvářeny ve vertexShaderu tak, že se v prvním průchodu nejprve 
vykreslí celý model černě, ale o něco větší, a přes něj se vykreslí v druhém průchodu model 
znovu, ale tentokrát už se standardní velikostí a barvami. Spojením těchto dvou průchodů tedy 
vzniká dojem černé hrany oddělující model od jeho okolí. 
Zvětšení modelu prostou scale transformací by ovšem mělo za následek to, že model 
vykreslený v druhém průchodu by byl plně obalen zvětšeným (černým) modelem – nebyl by 
tedy vůbec vidět. Nabízí se několik možností, jak se s tímto vypořádat. Bylo by možné např. 
scale matici adaptivně upravovat tak, aby se model roztáhl jen do požadovaných směrů, 
nicméně to by znamenalo nezanedbatelné množství výpočtů navíc. 
Obdobných výsledků lze totiž dosáhnout také tak, že v prvním průchodu se vykreslí pouze 
odvrácené polygony, které představují „zadní stranu“ objektu. Tedy pokud aplikujeme 
uniformní scale (ve všech směrech stejný) a vykreslíme pouze odvrácené polygony, nepřesunou 
se tyto před přivrácené. V druhém průchodu pak vykreslíme naopak pouze přivrácené 
polygony. Níže je uvedeno, jak jsou provedeny jednotlivé průchody: 
pass Pass1 //zvyrazneni okolnich hran 
{ 
    VertexShader = compile vs_2_0 EdgesVertexShaderFunction(); 
    PixelShader = compile ps_2_0 EdgesPixelShaderFunction(); 
    CullMode = CW; 
} 
pass Pass2 //vykresleni objektu cartoonovymi barvami 
{ 
    VertexShader = compile vs_2_0 VertexShaderFunction(); 
    PixelShader = compile ps_2_0 PixelShaderFunction(); 
    CullMode = CCW; 
} 
 
To, jaké polygony bude grafická karta vykreslovat, definuje v HLSL tzv. CullMode. Pokud je 
nastaven na hodnotu CW (clock-wise), budou se vykreslovat polygony odvrácené, pokud na 
hodnotu CCW (counter-clock-wise), pak polygony přivrácené. Výchozí nastavení CullMode je 
None, při kterém se vykreslují jak polygony přivrácené, tak odvrácené. Tento postup je u 
běžných modelů vhodnou aproximací dynamicky měněného scale, ovšem v některých 
specifických případech (nevhodně vycentrovaný model) by mohly odvrácené (černé) polygony 
překrýt ty přivrácené (barevné). 
Hrany v rámci modelu jsou pak detekovány v post process efektu sobelovou detekcí hran 
(viz kapitola 2.3.4). Na Obrázku 20 je ukázka detekce hran v obrazu sobelovou detekcí: 
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Obrázek 20: Zvýraznění hran generované sobelovou detekcí 
A na Obrázku 21 je vidět výsledný komixový efekt, který kombinuje skokovou změnu 
intenzity osvětlení, zvýraznění okolních hran a zvýraznění vnitřních hran objektu. 
 
Obrázek 21: Výsledný komixový efekt skládající se ze skokové změny intenzity rozptýleného 
osvětlení a ze zvýraznění hran. 
Vzhledem k povaze a provedení tohoto efektu je pro maximálně kvalitní výsledek třeba 
používat i vhodné modely a textury. Pokud by např. textura obsahovala množství náhlých 
barevných změn, mohou tyto působit rušivě se skokovou změnou osvětlení. Pokud se bude 
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jednat o nějakou zrnitou texturu, sobelova detekce může toto zrnění ještě více umocnit a 
celkový efekt může být spíše nedobrý. Rovněž umělé barvy nebo veliké množství různých barev 
učiní zamýšlený efekt komixového vyobrazení spíše nepřesvědčivý. 
5.2.2 Opilecký efekt 
V kapitole 4.1.2 byly definovány dva požadavky na opilecký efekt – rozdvojení obrazu a 
rozvlnění jeho jednotlivých částí. Rozvlnění obrazu je docíleno tak, že každý bod obrazovky je 
přemístěn na základě rovnice. Opakujícího se vlnění je docíleno použitím periodické funkce 
v rovnice (6) [14]. 
 01,0)10cos('
01,0)10sin('


ytyy
xtxx
 (6)
 
Na Obrázku 22 je vidět vlnění obrazu v čase – je viditelný rozdíl např. v tloušťce rohu nebo 
ve sklonu brady. Nejlépe je samozřejmě tato deformace pozorovatelná přímo v programu. 
Rozdvojení obrazu je realizováno tak, že se obraz vykreslí dvakrát přes sebe. Ale aby se oba 
obrazy 100% nepřekrývaly, je v každém průchodu posunuta fáze periodických funkcí o 
konstantní hodnotu. Skládání obrazů je provedeno tak, že první obraz se vykreslí beze změn, a 
druhý (s posunutou fází) se vykreslí s poloviční průhledností. Při skládání obrazů přes sebe, kde 
je využita částečná průhlednost, je potřeba ještě o polovinu snížit jas druhého průchodu, neboť 
při částečně transparentním vykreslování přes sebe se barva podkladu a vykreslovaného bodu 
sčítá, což vede k opětovnému zvýšení jasu. Tato korekce má za následek, že tam, kde se obrazy 
překrývají, budou mít očekávaný jas. Celý tento trik je proveden takto: 
 
vychoziBarva.rgb *= 0.5f; 
vychoziBarva.a = 0.5f; 
 
Obrázek 22: Deformace obrazu rozvlněním v čase. Deformace je pozorovatelná např. na rohu 
zobrazené nestvůry. Na obrázku vlevo je roh zúžený, vpravo naopak rozšířený. 
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Na Obrázku 24 není snížen jas při druhém průchodu. Obrázek 23 ukazuje aplikaci efektu se 
snížením jasu. Zachycuje tak finální podobu efektu. 
 
Celý efekt je tedy realizován jako dvouprůchodový post-process efekt. 
5.2.3 Efekt staré obrazovky 
Kapitola 4.1.3 popisuje řadu defektů, kterými trpěly staré obrazovky. Výsledný efekt staré 
obrazovky se tyto defekty snaží napodobit.6 Vytvořený efekt staré obrazovky obsahuje dva typy 
nahodilých ruchů. 
 
1) Šum na obrazovce 
Souřadnice použité pro získání hodnoty z textury šumu se odvíjejí z náhodně 
vygenerovaného čísla a souřadnice aktuálně zpracovávaného pixelu. Pokud bychom místo nově 
generované hodnoty použili např. hodnotu času, šum na obrazovce by se jakoby pohyboval 
konstantním směrem, což není žádoucí. Nicméně nutnost generovat jedno náhodné číslo pro 
jeden průchod efektem není nikterak zatěžující. Stejné číslo je totiž použito pro všechny pixely 
zpracovávaného obrazu. Náhodnost šumu je zachována použitím náhodně vygenerované 
textury šumu.  
                                                             
6 Efekt potřebuje ke své činnosti generovat pseudonáhodná čísla. V programovatelných shaderech se 
k tomu využívají tzv. textury šumu. Jedná se o texturu, jejíž barevné složky pro jednotlivé pixely jsou 
náhodně předgenerovány a následně se z této textury získávají hodnoty nějakou metodou, ve které je 
také zahrnut prvek náhody. Tuto texturu stačí vygenerovat jen jednou (např. při startu aplikace) a poté 
může být po celou dobu běhu programu neměnná. V tomto post-process efektu se pro získání hodnoty 
z textury šumu využívá kombinace aktuálního času (příp. jedné náhodně vygenerované hodnoty) a 
souřadnic pixelu, který je v efektu aktuálně zpracováván. 
Obrázek 24: Opilecký efekt bez snížení jasu – je sice 
vidět, že je obraz rozdvojen, ale v celém obraze je 
oproti originálu (např. Obrázek 22) výrazně 
zesvětlen. 
Obrázek 23: Opilecký efekt se snížením jasu – obraz 
je rozdvojen a oproti Obrázku 22 má už správnou 
hodnotu jasu. Takto vypadá výsledný opilecký efekt. 
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Spadá-li hodnota získaná z textury šumu do nějakého pevně daného intervalu (jehož změnou 
je možné ovlivnit množství šumu na obrazovce), je místo původního pixelu vykreslen pixel 
z textury šumu. 
Generování šumu je zachyceno zde: 
float3 noise = tex2D(noiseTex, (Tex + random) * 0.5f); 
if(mnozstviSumu > noise.x){ 
 vychoziBarva.rgb = noise; 
} 
 
Obrázek 25 pak zachycuje aplikaci šumu na obrazovce. 
2) Horizontální pruhy na obrazovce 
Vznikají v podstatě obdobně jako šum s tím rozdílem, že je potřeba získat pro všechny X-ové 
hodnoty jednoho řádku stejnou hodnotu z textury šumu. K získání hodnoty z textury šumu se 
však místo náhodně vygenerovaného čísla používá aktuální hodnota času, jelikož výsledný efekt 
(pohyb pruhů v čase) je v tomto případě žádoucí. 
Konstantní barva v celém řádku je zajištěna tak, že hodnota X-ové souřadnice se odvíjí pouze 
od aktuálního času, kdežto Y-ová je závislá i na jiném faktoru (konkrétně právě na aktuální Y-
ové souřadnici). 
 
Obrázek 25: Vložení šumu do obrazu – první krok při tvorbě efektu staré obrazovky. 
 
Generování pruhů je zachyceno zde: 
float2 pr = timer * float2(0.001f, 0.4f); 
pr.y = frac(Tex.y + pr.y); 
float pruh = tex2D(noiseTex, pr).r; 
if(mnozstviPruhu > pruh){ 
 vychoziBarva.rgb = (1-pruh).rrr; 
} 
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Obrázek 26 pak zachycuje aplikaci vodorovných pruhů. 
 
Obrázek 26: Druhým krokem při tvorbě efektu staré televize je vložení pruhů do obrazu. 
Dále je potřeba upravit barevné tónování obrazu do sépiového odstínu. Tato transformace je 
jednoduchá a shrnuje ji rovnice (7). 
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Na Obrázku 27 je vidět scéna, na kterou byl aplikován sépiový efekt. 
 
Obrázek 27: Třetím krokem při tvorbě efektu staré televize je změna barevného tónu do 
sépiových barev. 
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Nakonec se ještě aplikuje tzv. vinětový efekt, který spočívá v tom, že se upraví světlost 
jednotlivých částí obrazovky v závislosti na jejich vzdálenosti od středu obrazovky. Body blízko 
středu budou zesvětlené, naopak body daleko od středu budou ztmavené. Tato korekce jasu se 
provede podle rovnice (8), kde c představuje barvu, r je náhodné číslo a d je vzdálenost bodu od 
středu. 
 2)5,0('
2  drcc  (8) 
Prvek náhody je do rovnice vpraven úmyslně. Má za následek, že se jas obrazovky v čase 
mění – celý obraz tedy působí dynamicky a opravdověji. Vinětový efekt je zachycen na Obrázku 
28. 
 
Obrázek 28: Čtvrtým a posledním efektem je vinětový efekt - ztmavení bodů, které jsou dále od 
středu. 
Kombinací všech výše uvedených částí získáme výsledný efekt staré televize (viz Obrázek 
29). 
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Obrázek 29: Shrnuje výslednou podobu efektu staré televize, který v sobě kloubí všechny čtyři 
předchozí efekty. 
5.2.4 Podvodní efekt 
Efekt snažící se navodit pocit, že scéna, která je vyobrazena, se nachází pod vodou, je složen ze 
dvou částí (viz kapitola 4.1.4). Jednou z nich je rozvlnění obrazu. V tomto efektu je využito úplně 
stejné techniky pro rozvlnění obrazu, jako v případě opileckého efektu (viz kapitola 5.2.2). 
Nicméně v tomto efektu je z pochopitelných důvodů aplikován pouze jeden průchod efektem. 
Druhou částí je převedení obrazu do modrého odstínu. Tato úprava je velice jednoduchá – 
barva každého bodu je upravena následujícím způsobem: 
saturate(vychoziBarva * blueColor); 
 
Obrázek 30 zachycuje finální podobu podvodního efektu: 
Obrázek 30: Podvodní efekt – úprava barevného odstínu z originálního (vlevo) na modrý 
(vpravo). 
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5.2.5 Efekt korekce barev 
Tento efekt v sobě kombinuje několik základních druhů úpravy barev – převod do černobílé, do 
sépiového odstínu a do negativu. 
Černobílý odstín se získá nahrazením jednotlivých barevných složek intenzitou. Tu je možné 
získat vynásobením jednotlivých barevných složek danými konstantami, a jejich následným 
sečtením. K tomuto účelu je možné využít i skalárního součinu takto: 
float3 greyScaleConvert={0.299, 0.587, 0.114}; 
color = dot(color, greyScaleConvert); 
 
Úprava barevného schématu do sépiového ladění je podrobněji popsána v kapitole 5.2.3, 
oproti které se postup použitý v tomto efektu nikterak neliší. 
Tvorba negativu barevného spektra je také velice snadná. Hodnoty jednotlivých barevných 
složek nabývají hodnoty od nuly do jedné. Negativ lze tedy získat jednoduše odečtením hodnoty 
barvy každého pixelu od jedničky takto: 
color = 1 - color; 
 
Jednotlivé efekty přehledně shrnuje Obrázek 31. 
 
Obrázek 31: Efekty korekce barev – tento efekt může upravit podobu obrazu do jedné z těchto podob: 
černobílá, sépiová a negativ. 
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5.3 Tvorba animační knihovny 
Jak již bylo řečeno v kapitole 4.2.3 a podrobně rozebráno v kapitole 4.2.4, animační knihovna 
vytvořená v této práci z velké části staví na ukázkovém příkladu animací v XNA od dr. Owena. 
Hlavní částí práce na animační knihovně tedy spočívala v podrobném nastudování fungování 
příkladu dr. Owena a jeho následné úpravě. Rozšíření této knihovny oproti původní verzi je 
dvojí: 
5.3.1 Změna rychlosti a směru přehrávání 
Princip této změny je podrobněji popsán v kapitole 4.2.4. V praxi byla upravena třída 
AnimationPlayer. Tato třída byla vybrána záměrně, neboť slouží jako rozhraní k ovládání 
animací a možnost změny rychlosti (a směru) přehrávání zajisté patří právě do tohoto rozhraní. 
Tato třída byla rozšířena o public proměnnou Speed typu float, která udává rychlost 
přehrávání animace. Při vytvoření instance třídy je tato proměnná automaticky nastavena na 
hodnotu 1, tedy přehrávání běžnou rychlostí.7   
Jelikož zpětné přehrávání animací je realizováno pomocí záporné rychlosti, bylo třeba 
upravit ještě metodu Rewind, jejímž úkolem bylo nastavit aktuální čas přehrávání na začátek 
animace. Tato funkce byla rozšířena tak, že na začátek animace se nastavuje pouze, pokud je 
rychlost přehrávání nezáporná. V opačném případě je pozice v animaci naopak nastavena na 
koncový čas animace (tedy čas v animaci je nastaven na hodnotu délky animace, která je 
uložená v proměnné Duration). 
Poslední úpravou pro realizaci změny rychlosti a směru přehrávání bylo rozšíření metody 
Update. Tato metoda nastavuje aktuální čas v animaci na základě jediného parametru funkce 
Update, kterým je aktuální herní čas. Toto nastavení fungovalo tak, že aktuální pozice 
v animaci byla inkrementována o hodnotu času uběhlého od poslední aktualizace. Rozšíření 
této akce spočívá v tom, že hodnota času uběhlého od poslední aktualizace je vynásobena 
rychlostí přehrávání takto: 
Position = Position + (float)gameTime.ElapsedGameTime.TotalSeconds * speed; 
 
Nakonec bylo potřeba zajistit korektní chování přehrávače v případě, že animace se má 
přehrávat ve smyčce. Původně se v případě, že pozice přehrávání překročila délku animace, 
nastavil čas přehrávání na začátek animace. Rozšíření zde je podobné úpravě metody Rewind 
                                                             
7 Samotná realizace proměnné speed ve skutečnosti využívá private proměnnou speed typu float. 
K přístupu k této proměnné se využívá tzv. property Speed (speciální konstrukce jazyka C#). Tento 
přístup k privátním objektům je v jazyce C# typický a doporučovaný, i když by bylo samozřejmě možné 
využít přímo public proměnnou Speed. 
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(viz výše). Pokud je rychlost přehrávání záporná a pozice přehrávání je menší nebo rovna 
začátku animace, je čas nastaven opět na konec animace. 
5.3.2 Tvorba blendování animací 
Jak bylo řečeno v kapitole 4.2.4, je zde blendování animací realizováno tak, že poloha 
jednotlivých kostí (bones) animace, se aktualizuje pouze, je-li daná kost opravdu animována. To 
lze ověřit více různými způsoby. V této aplikaci je to řešeno tak, že před tím, než je nová 
transformační matice aplikována na kost, dojde k ověření, zda dva snímky, mezi kterými se 
aktuálně animace nachází, nejsou stejné (příp. aktuální snímek a jeho následující soused). 
Pokud tomu tak je, transformační matice na kost aplikována není. 
if (Keyframe1 != Keyframe2) 
{ 
    assignedBone.SetCompleteTransform(m); 
} 
 
Tímto způsobem jsou vyřazeny jednosnímkové animace. Tato kontrola je prováděna 
v metodě SetPosition třídy BoneInfo, která je členskou třídou třídy AnimationPlayer. 
Tato metoda je volána pro každou kost modelu při každé změně času animace (např. metodami 
Rewind a Update). 
Dále bylo potřeba rozšířit třídu AnimatedModel tak, aby obsáhla více animací. 
Původně tato třída obsahovala pouze jeden prvek třídy AnimationPlayer s názvem 
player. Modifikace tedy spočívala v tom, že tento prvek byl nahrazen seznamem jednotlivých 
prvků (konkrétně generickým datovým typem seznam - List nad datovým typem 
AnimationPlayer s názvem players). 
Kvůli této modifikaci bylo potřeba upravit i metody PlayClip a Update tak, aby pracovaly 
s celým seznamem přehrávačů a nikoliv pouze s jedním. Tyto úpravy však byly triviální. 
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6 Závěr 
Tato práce popisuje dvě netriviální části soudobých počítačových her: animace 
a nefotorealistické efekty. Pro jejich tvorbu bylo nutné nastudovat značné množství teorie, 
na které rozebírané části staví. Nejpodstatnější části těchto teoretických základů poté shrnují 
kapitoly 2 (Animace a efekty v teoretické rovině) a 3 (Programování grafiky). Při tvorbě 
animační knihovny i nefotoreaklistických efektů jsem pečlivě studoval existující řešení a na 
jejich základě jsem navrhl realizaci vlastních efektů i animací. Nad rámec zadání umožňuje 
vytvořená animační knihovna nejen přehrávání více animací ve hře v jednom okamžiku, ale 
umožňuje přehrávat více animací nad jedním modelem v témže okamžiku. Návrh těchto částí 
pak popisuje kapitola 4 (Návrh počítačové hry) a jejich realizaci se pak věnuje kapitola 5 
(Tvorba počítačové hry). Obě tyto části jsem pak zakomponoval do počítačové hry Dump 
Commander, která v době psaní práce postoupila do 3. kola mezinárodní soutěže Imagine Cup 
2012 v kategorii Game Design. Současně jsem také v soutěži EEICT 2012 získal 2. místo za 
článek popisující dva v této práci vytvořené nefotorealistické efekty. Vytvořená hra obsahuje 
nad rámec zadání i mnoho dalších zajímavých a netriviálních prvků, které jsem vytvořil, jako 
např. částicové systémy, robustní třídy pro práci s GUI, vlastní skriptovací jazyk pro tvorbu 
předělových scén aj. Zmíněnou počítačovou hru jsem vytvářel ve spolupráci s  Markem 
Kopeckým, který ovšem nepracoval na částech popisovaných v této práci.  
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Seznam příloh 
Příloha 1. DVD s následujícím obsahem: 
 PDF verze technické zprávy bakalářské práce 
 Zdrojové texty hry Dump Commander 
 Spustitelná verze hry Dump Commander  
 Game Video hry Dump Commander vytvořené pro Imagine Cup 2012 
  Trailer hry Dump Commander vytvořený pro Imagine Cup 2012 
 Video ze hry Dump Commander zachycující několik minut hry 
 Screenshoty ze hry Dump Commander 
 Plakátek ke hře Dump Commander ve formátu PDF 
 Zdrojové texty programu pro demonstraci nefotorealistických efektů 
 Spustitelná verze programu pro demonstraci nefotorealistických efektů 
 Popis programu pro demonstraci nefotorealistických efektů včetně popisu ovládání 
 Video ze hry Zaklínač (2008), které demonstruje vzorový opilecký efekt 
 
 
