Client applications usually hold (derived) subsets of the database contents under their control. The incremental maintenance of such externally materialized views is an important open problem. In addition to some necessary changes in the known view maintenance procedures the issue of translating updates through an API and a way for clients to accept such updates have to be defined. This paper presents the properties of an incremental view maintenance procedure which is able to handle externally materialized views and is implemented in the deductive and object-oriented database system ConceptBase. In particular we describe the concepts for supporting direct modifications of data structures representing the materialized views on the client side.
INTRODUCTION
A view on a data or knowledge base is called materialized if its contents -derived by a set of view definition" rules -is redundantly stored in addition to the base data. Views can be materialized for reasons of reliability, efficiency by view reuse etc. Materialized views are distinguished from snapshots in that they are expected to be maintained consistent with the base data over time. Given a transaction that updates a set of base data, the corresponding changes to all materialized views need to be computed. Ideally, this should be done incrementally, to limit the re-computation overhead and network load. However, present commercial databases allow this only for very simple view definitions corresponding to select-project operations of the relational algebra. Since the early papers by Stonebraker [18] , Buneman and Clemons [1], Nicolas [10] , and Roussopoulos [13] , the incremental maintenance of views has received a lot of attention in database research. Much of the recent work is nicely summarized in [4] Permission to make digital/hard copy of all or part of this work lbr personal or Oassroom use is granted without fee provided that copies are not made or dislributed [br profit or commercial advantage, the copyright notice, the title of the publication and its date appear, and notice is given that copying is by permission of ACM. Inc. To copy otherwise, to republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee.
(~ lqq8 ACM 0-89701-969-6/98/0002 3.50 who organize their survey mostly according to the amount of information available to the maintenance tool.
In a typical client-server architecture for database applications the server database management system (DBMS) maintains the state of the base data. Clients support application programs and interactive user interfaces. Clients can maintain view caches which contain materialized views either in the same (e.g. clients that themselves have a D B M S component as in generalized client-server architectures [12] ) or in a different representation ththan the database in clientspecific data structures based on some type language.
Depending on the software architecture, the server database, the client program, none of them, or both of them, may know the derivation rules by which the materialized view was computed -this is what [4] mean by 'amount of information available'. In the case of lull in]ormation, the base data, the materialized view, and the derivation rule are all available to the view maintenance tool. Among the many conceivable cases of partial information, interest has focused on maximizing autonomy on the client side. In a self-maintainable view, the view definition (assumed to be available at the client site) is so simple that all the consequences of a base-data change can be locally computed by the client, without accessing the base data [3] .
A neglected issue in the literature is the opposite case: The maintenance tool has access to the base data and the view definition but not to the materialized view. This may at first sound contradictory to the idea of materialization. However, it does occur quite frequently, namely when views are (externally) materialized outside control of the database, for instance, in application programs, graphical user interfaces, or remote autonomous databases.
In all of these cases, the clients could rightly expect to be notified of what incremental updates should be done on their views. Notification requires an active behavior of tile database concerning a) detection of changes on the client views and b) providing suited messages enabling the client to perform the necessary updates on its data structures. Although research on active databases also deals with shnple aclions that produce external effects outside the database system, e.g. system operations or mailing mechanisms, and there are even limited approaches to handle the maintenance problem for internally materialized views through E(vent)C(ondition)A(ction) rule processing [2] , we are no~ aware of combined solutions in this area applicable t.o e×~ernally materialized views.
Th,.refore. for our specific but nevertheless widespread mait~tt.nazw~, problem we need both enhanced API suppor! attd chatlge.~ m the basic view maintenance methods. Both issiies are adressed in the following. Section 2 summarizes the basic view maintenance procedure presented in [15] which is based on Datalog ", i.e. allows deductive rules with stratified negation, and has been implemented in the deductive and object-oriented database system ConceptBase [6] . This algorithm combines the commonly agreed way of maintaining views in case of full information with magic-set rewriting and only requires availability of view definition, base relations and base data updates. In Section 3 we present the view language for the O-Telos data model and describe how modifications of data structures representing the externally materialized views on the client side can be supported by the system. Section 4 covers implementation aspects and Section 5 shortly reports application experiences in maintaining so called integrity views.
BASIC VIEW MAINTENANCE PROCEDURE
In a deductive database context view definitions are considered as sets of Datalog rules of the form p()~) : -It (.~1) . . . . . l.(.\rn) defining a dedicated intensional relation (resp. view predicate) p whose contents can be computed from (exten8ional) base relations and from other intensional relations li that themselves are derived by rules. Datalog ~ extends Datalog with stratified negation in the body of rules, i.e. no cycles involving negation are allowed in the predicate dependency graph. The maintenance problem to be solved here implies that the rules defining the view predicate and the base data (including deleted or inserted tuples of a given transaction) are available but not the old state (extension) of p. However, at least parts of it are definitely required for determining the net effects an update has on the view.
We solve the problem of maintaining views that are only externally materialized by a two phase rewriting of the view definition rules: * We first change the procedure for the case of full information slightly so that it yields a purely declarative version of the view maintenance rules.
e In a second step the view maintenance rules are rewritten in a magic-set like way [19] in order to reach interaction with the set of query rules that serves for initially computing the view extension.
Evaluation of both the final set of maintenance rules and the set of query rules (also assumed to be rewritten by a magic-set transformation and used for rederiving necessary parts of the view) can then be done using a standard bottom-up fixpoint procedure which typically constitutes a deductive/relational query processor.
Rule Rewriting
In [15] both phases of rewriting the view definition into maintenance rules are described in detail. Below we only summarize the main ideas for transforming the view defini-I ion rules.
Rewriting Phase 1
The transformation follows the same idea as [7, 5] : for each relation ," we derive all possibh, delelions (overestimate) itl a relation i "do! caused by deletions (insertions) in other relalions occuring (negaiively) in the I)od,v of a rule definh~g r, |']ach tuple t in r d'i corresllonds io Olie del'ivalion p a l h for ! lllai is cut elf. T h e provb, ional ilew slate r n'u O~" I" consists o f ihose luplos of v llOl occllring in r d*l . Since always one remaining derivation path for t is sufficient to still belong to r in the new state the overestimate has to be reduced to those tuples that definitely have no justification. The rederived tuples for r are contained in a relation r ~4 and are put back into r "~. Finally, insertions (r m~) for r have to be processed and the net effects r p|~ and r mi"~* can be computed by eliminating idle insertions and phantom deletions. In contrast to [7, 5] we encode the complete procedure by a pure set of declarative rules instead of mixing rules with procedural steps or employing meta predicates.
Rewriting Phase 2 Since the rewritten rules produced in phase 1 manage the task of computing differentials of views only if the state of all intensional relations is known as it was before a considered set of base data updates took place, the second phase links the maintenance rules with the query rules for computing the view contents. We assume that the latter are transformed with the supplementary Magic-Set method. This method introduces so called magic predicates into the rule body that trigger firing of the rule as well as propagate constants to other subgoals. Whenever a query q has to be answered a magic predicate m.q (specifying the bound arguments of q) initiates the evaluation process. For view maintenance rules this role can be played by the predicates r det and r ins describing the base data updates and successively allow other rules to fire. The transformation in addition ensures that whenever tuples of r with a certain partial binding of variables are needed for evaluating the body of a maintenance rule the corresponding query rules for r ate triggered and derive these tuples. This is done by producing magic predicates ra.r with these bindings gained from provisional results of evaluating preceding subgoals in the body of the maintenance rules.
View Maintenance by Rule Evaluation
The view maintenartce procedure takes the transformed nile sets and computes the changes for views of interest by selectively rederiving only the relevant parts of the old (intensional) database state. The basic idea is to process the maintenance rules stratum-by-stratum, perform a bottomup evaluation on each layer and switch to the complete set of query rules whenever no further tuples can be derived. The algorithm employs a fixpoint procedure that works on a stratified set of rules and an environment representing a subset of the overall database contents mid steadily increasing by new relevant tuples. The fixpoint procedure respects the chemges of the environment produced during the preceding evaluation in a semi-naive manner a~ld returns it with additional tuples inserted for certain relations. The new tuples for the magic predicates generated from the maintenance rules denote queries to be answered by switching to the query rules in order to continue the maintenance process. The formal definition of the algorithm can be found in [t.q
FROM VIEW SPECIFICATIONS TO CLIENT DATA STRUCTURES
Detecting changes for view (relations) inside the database is only the first step for providing clients with respective change notifications. The second step consists of API suppori thai enables the client to receive and intei])ret notificalion methods fl'om the database serve|" in an appropriate way. namely by updating tile view contents directly on its own data structures. The context of our solution is built by the deductive and object oriented database system ConceptBase.
ConceptBase and its O-Telos Data Model
Leaving the pure deductive database context we now describe how the presented maintenance procedure serves for maintaining complex views of application programs working on top of the deductive and object-oriented data base server ConceptBase [6] . ConceptBase is mainly intended for meta data management and supports the O-Telos object model, a derivative of the knowledge representation language Telos [9] . The advantages of O-Telos are its very simple basic concepts, its straightforward notion of objects and their properties, its flexibility and genericity. The third aspect in particular allows to easily customize O-Telos to particular application needs which often take the form of multiple overlapping views related to each other by other views or integrity constraints [11] and forms the basis for enabling arbitrary (recta) layers of models. An O-Telos object base is semantically equivalent to a deductive database (Datalog with negation) which includes a predefined set of rules and integrity constraints coding the object, structure. The surface language syntax is frame based. Rules and integrity constraints are included as firstorder formulas defined over a basic set of predicates describing the abstraction principles of instantiation (In(x, y) = "x is instance of y" ), specialization ([sa(c, d) = "d is superclass of c"} and attribution (A(x,l,) = "y occurs as /-attribute value for x" ).
In the following we will use an example schema describing the contents of a software database. 
Views in O-Telos
The view concept for O-Telos is based on the idea of so called query classes [16] which serve for representing queries as special classes with necessary and sufficienl membership conditions. A query has always one or more root cb~ses, i.e. generalizat ions, which resl riot t he possible anmver objects to their commoz~ instances. We distinguish bclween two differant types of al.t fibulas, namely at tributes from t h<' .~chema -hey .-cry<. for pro joel ing and r(.~l ric~ ing at c rilm~ <.~ of interesf -mid dedicated uew (computed) allribules at" lh(' query that specify additional derived properties of the answer objects due to their membership in the query class. The following sample query derives simple dependencies (computed attribute needs) between modules and other modules from which they are importing procedures, QueryClass Importllodula i l l Nodule with a t t r i b u t e heads : l(odulQ c o n s t r a i n t ¢: $ exists p/Procedure ( ' t h i s imq~arcs p) and (p d e f i n e d . i n 'needs) $ wad This query class also gives an idea how the first-order formulas which are used to specify O-Telos integrity constraints and deduction rules look llke. The atomic predicates like ( ' t h i s imports p) are infix variants of the predicates above, e.g . A(this, imports,p) . Arguments with a preceding prime are implicit variables either refering to the answer objects themselves ( ' t h i s ) -then the variables range is given by the root classes -or to their attributes ('needs)z-then the variable takes over the attribute's class as range .
As in most other systems the O-Telos view language follows the basic constructs of the query language syntax. For the example scenario above a simple (recursive) view specifies general module dependencies due to transitive import relationships: As usual we requlre all answer attributes to be filled for an answer object of ~ query, i.e. the attributes and their restrictions are in particular necessary conditions for the class membership. For the view language which is intended to allow the specification of arbitrary subnets of an O-Telos object base this restriction is given up. Therefore, even modules that are not based on other modules due to missing import relationships belong to the view above. Attributes in O-Telos schema classes are not mandatory in general and may be set-valued. In so far views are closer oriented at the schema definition part of O-Telos. As in schema definitions the necessity of attributes can, however, still be enforced by explicitly assigning them to a predefined category necessary.
Another restriction of the query language lies in the implict binary relationships expressible using the frame syntax: we can only extract objects in a direct relationship to other objects. If such a direct relationship does not exist we can construct it artificially through new computed attributes. In our example taking the simple view RoduleDependency all modules are mapped directly to the other modules whether they really import directly or not. What also becomes obvious is that. we loose tile concrete relationships between the modules but only keep the first and the last of an "import path". Therefore, whenever we want to represent relationships between objects of arbitrary arity we have to use the nested frame syntax offered for O-Teios views. Still staying with the example we could be interested in extracting a complete program architecture, i.e. starting from programs, their modules and the procedure defined in the modules. t i n both cases here the r a n g e is Module 
contains: Nodule u i t h a t t r i b u t a eonmist$ : Proceduro . i t h c o n s t r a i n t :$ ( ' c o n s i s t s defined_in ' c o n t a i n s )
$ end c o n s t r a i n t :$ . . . $ end o~rner : Agent c o n s t r a i n t :$ ... $ end Even programs not containing modules and modules conrained in a program but without defined procedures will belong to this view. In addition the owner of each program is included in the view. The c o n s t r a i n t part within the deepest, subframe (with root Procedure)states the inverse relal.ionshi I) bet ween the schema attribute def inedAn of Procedure and the computed view attribute c o n s i s t s . Further restrictions at. this level could be specified t.o relate the occuring procedures t.o the program at the most. outer level: e.g. we might select only those procedures whose creation date is the same than the last modification of the program in order to identify which parts of it are new. Similarly, the constraint parts of the other levels could specify relationships to the levels above.
The example view is still very simple and we will not discuss details of the view language that allows to annotate arbitrary constraints, path expressions, parametrization el.c. within view definitions [14] . Figure 2 now shows the transformations that are uecessary to ensure that the data in views like PS can be ¢,xt ratted and maintained on the client side.
View processing in Conceptl3ase
lu order to process the vi~'w delimlion inside the' database it is mapped to a set of l)atalog" yules: The view is deco|||posed illlo a main view (derived relalion P.~;) >pecifying I h~. m~,mbcrship of all complex view object s in cla.~> Program and pos~ibh, ad,lit tonal re.-t vict ious givt'u in t he c o n s t r a i n t clause. A set of relational subviews results both from the attribute clauses and from inner subframes. For the example they are given by derived relations PS_cont (specifying programs together with their modules), PS_owner (collecting owners of a program), PS..Mod (containing all relevant modules satisfying the constraint of the inner subframe) and PS_Mod.cons (linking modules with their procedures). Note, that subviews for attribute clauses are introduced due to the non-mandatory property of attributes in order to avoid any form of null values.
After this view decomposition we can compute the extents of a view as follows: The resulting Datalog ~ program basically contains rules whose dependency graph is not connected somehow to the main predicate. As mentioned above the program is transformed using the Magic-Set method with respect to a certain view predicate. This transformation includes additional steps which ensure that during evaluation of the program all relevant tupels (and only them) are derived even for the independent relations [14] . After computing the extension of all involved view relation the final step of view extraction is an NF~-like ~ processing of the relations separately specifying the main view and the subviews. Starting with the subviews for the innermost subframes of the view definition their extensions are joined by a (left) outerjoin operation (as e.g. discussed in [81) which collects all objects and their properties together. The step from ~ab-frame to the enclosing frame of the next outer level walks along with a nest operation performed on the objects properties such that the contents of the subview has the form of a binary NF 2 relation consisting of pairs linking each object with tuples for their property sets.
The maintenance of a view like PS also starts from its Datalog ~ representation and applies the rewriting procedure sketched above to produce maintenance ntles that (evaluated by the algorithm in Section 2) for a given base data update compute the differentials for all derived relations gained for PS. As during the initial view computation the independence of certain relations of the view might lead to the detection of potential updates that are irrelevant for the whole view. Consider e.g. a new module inserted in the database. In principle it could become member of the PS_Mod relation introduced for the subframe at level 2. However, if no existing program package is using this module the update does not cause a change to the complex view. Therefore, as above the rewriting is complemented by adding declarative rules which filter all such irrelevant differentials [14] . The relationship between the differentials and the data structure modifications is explained below. We do not extend the view differentiation to NF~-like expressions.
API Support for Change Notification
ConceIlfing tile view representation on the client side a corresponding C + + class is generated for PS that manages for each of its attributes sets of pointers to other C + + classes represenling subviews obtained from subframes in the view defiuition. The client program cart be built around these C la,'4.,4e5.
The (7++ classes are instantiated when the view extension is extracted fi'om the object base for the first time. The computed NF 2 relation for the main view com-esponds nicely to tile object-oriented class structure on the client side such that a mapping beconies straightforward. For the change notification and update step we decided to directly start with the relational differentials as output of the maintenance process. All differentials to relational subviews introduced for attributes simply denote attribute links that have to be inserted or deleted. Due to the transformation into deductive rules it is guaranteed that whenever an object itself has to be deleted from or inserted into the view it results directly into a relational update for all affected views, namely the main view or one of those subviews stemming from subframes within the view definition. Hence, the differentials of the relational views can easily be mapped to the necessary elementary operations on the data structure (create/delete objects or pointer links between them).
Both the initialization and the incremental update of C + + objects have to be supported by appropriate methods included in the definition of the generated classes. Figure  3 illustrates the relationship between O-Telos objects in the database aald their occurence in the materialized view on the client side. For the view PS an equally named C + + class represents the main part of the view definition ms subclass of a general class ¢Bvieu while all occuring subframes are mapped to subclasses of CBsubView (PSJ~odule and PS.Proc in our example). Another general class CBobjectName collects simple references in the view definition to O-Telos classes without further properties, as e.g. the destination Agent of attribute owner.
The general methods for initializing and updating the view materialization are defined within a C + + class CBviewAclmin which again is speciMized for each concrete view (PS_-hdmin). At. the instance level we have a 1 to 1 correspondence I)etween O-Telos and C + + objects where point ers replace references by name in the database. The management (i.e. initialization and maintenance) of the materialized view PS is supported I)y instances of PS..hdmin that contain information al)oul the slruettu'e of each view ol)jec~ ;u)d its ('olupollents and SUpl)or! conllnlllliCal ion Wil h ( lit* 5(.rvcr.
IMPLEMENTATION IN CONCEPTBASE
The basic view maintenance procedure as well as the view mapping described in the previous section were realized as additional components of the ConceptBase system.
General Architecture
The ConceptBase server architecture [6] is shown in figure 4 . Within this architecture, the rewriting steps sketched above a r e part of the ConceptBase 0uery/Rule-Compiler component while algorithm 1 constitutes the ViewRonitor. Textual and graphical user interface tools are linked to the system as clients over the lnternet. Notifications about changes in the database which are of interest to such clients are provided through the N o t i f i c a t i o n Service. This server component receives information about changes in view relations from the VieuRonitor, performs the transformation to a more complex format based on the original view definition and issues the corresponding messages to the client. Another component API G e n e r a t o r generates the interface (including data structures and corresponding methods for data extraction and update) between server and client with respect to a certain view defirfition.
4,2 API Generation and Communication Interface
The whole set of generated classes and methods is naturally embedded into the library package of ConceptBase's C + + programming interface which provides basic communication routines, encapsulates the message protocol and makes a parser for O-Telos frame syntax available on the client side. Based on a class I p c C l i e n t realizing low-level T C P / I P socket communication the specialization CBclient provides all necessary methods (e.g. establishing and terminating the connection or updating and extracting data) the server offers to its clients. This support is extended by a further specialization C l n o t i f y c l i e n t which creates an additional message channel for notifications from the server to each client. Finally, the general view administration class CBvieuAdmin supports direct changes on the client data structures by appropriate interpretation of the changes derived for the view relations during the view maintenance process on the server side. 
S APPLICATION EXPERIENCES
Experience with using ConceptBase in design applications show that the usage of so called integrity views [17] is preferable to the usage of ordinary integrity constraints. The contents of integrity views precisely describe configurations of data that lead to a consistency violation and may be employed for a suitable representation of this violation on the client side. The problem of integrity checking can then be understood as special view maintenance problem and be handled with the same mechanism as sketched above. A second advantage of integrity views over traditional constraints is that it enables different levels of integrity at different times in the usage process of the database. In a commercial application of ConceptBase [11], the first stages of a business reegineering process were supported by a set. of more than 80 integrity views, defined on a given meta model that is used to guide the modelling process. Some of them represent hard integrity constraints that definitely have to be obeyed by the current database state. Others represent temporary disagreements in user perceptions or actual opportunities for process improvement. Thus, while all of them need to be monitored continuously, they are reacted to at different periods in the analysis process; Corrections of violations in one view may indirectly correct other violations, or it may actually cause new ones. In such a setting, non-incremental view maintenance may become very expensive. Since most of the views are externally materialized, the approach developed in this paper has therefore been a critical success factor for the usefulness of design database support in such a setting. We are currently studying the question how much certain techniques of automatic constraint repair (view updates) which consider the maintenance of multiple views simultaneously could further improve the analysis process. However, we recognized that users are often quite happy to observe the interplay between different views because it helps them to understand the application problem better; therefore, we are cautious with respect to a u t o m a t i n g too much.
CONCLUSIONS
We described an approach for notifying changes to externally materiMized views held iu application pt-ograms. Besides a basic view maintenance procedure that works without. knowing the view materialization and only selectively rederives its relevant parts inside the database, it includes full AP! support based on CA-+ data structures. Tile deductive object manager ConceptlSase served as implementation platform. We reported first experiences in practical api)lications of ConceptBase. Ongoing work comprises building a mechanism for management of multiple perspectives within modelling activities on top of the basic view maintenance and notification procedures. The presented solution for C + + can bc easily adopted by other object-oriented programming languages in particular Java. Since Java is a dynamic, interpreted language, application programs are able to load new classes and methods at runt!me. Tile current procedure of code generation can be extended to send readyto-run Java code to the client application such that views ,nay" be defined and materialized interact!rely. In add!lion 1.o ! he nlanag(,lnet|! of da! a ! he ~¢qver is ! h(.ll also responsible for tlelivering program code ~uiled in a spool|it slate of tile applic:t¢ ion. Tiffs covers e.g. dill'areal reproscnl a+ ions of the views c o ,~c u~ available ~o lhe ttser~ of t]w aiq;lic;uion and oIfered for ('hoositlg or switching.
