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Resumo
Este trabalho visa analisar as metodologias híbridas de desenvolvimento de software fun-
damentada em publicações de autores que já colaboraram com a comunidade cientíĄca
e acadêmica por meio de pesquisa e estudos de caso do tema abordado. Primeiramente,
discorre-se sobre a engenharia de software e o processo de software, posteriormente, é
exposto um encadeamento de acontecimentos, em ordem cronológica, iniciando-se nas
soluções primárias aspiradas para combater à crise de software até o advento das meto-
dologias híbridas. Em seguida, é apresentada minuciosamente algumas metodologias de
desenvolvimento de software mais notáveis, tanto as tradicionais, como as ágeis. Concluído
isso o uso dos métodos híbridos é retratado, e para Ąnalizar, o trabalho é terminado com
um estudo de caso da metodologia híbrida.
Palavras-chave: Engenharia de Software. Metodologia Híbrida. Desenvolvimento de
Software.
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1 Introdução
Um método de desenvolvimento de software é um conjunto de processos que con-
tribuem na fabricação de um software e o efeito desses conjuntos é um produto que expõe
a maneira como todo o desenvolvimento foi conduzido.
O software tornou-se o elemento chave na evolução de sistemas e produtos baseados
em computador, e uma das tecnologias mais importantes de todo mundo (PRESSMAN,
2006).
A medida que a importância do software cresceu, a comunidade de software tem
continuamente tentando desenvolver tecnologias quer tornem mais fácil, mais rápido e
menos dispendioso construir e manter programas de computadores de alta qualidade.
(PRESSMAN, 2006)
O desenvolvimento de software, na década de 70, Ącou conhecido pela Crise do
Software (PRESSMAN, 2006), nessa época não havia nenhuma ordem, projeto, por parte
das empresas fabricantes de software quanto a sua implementação, isto resultava em mui-
tas adversidades para as empresas, como por exemplo, alto custo, prazo extrapolado para
entrega, insatisfação por parte cliente pelo fato de não ter suas expectativas atendidas,
diĄculdades futuras em manutenções e etc. Em meio a esta conjuntura emergiu a concep-
ção de processos planejados e estruturados para o desenvolvimento de software, buscando
atender as deĄciências identiĄcadas.
De acordo com (MOTA; LIMA; ROMANO, 2011), a Engenharia de Software sur-
giu para solucionar os problemas da Crise de Software. Tendo como base os modelos
industriais uma nova metodologia de desenvolvimento foi elaborada de modo que se orga-
nizava de uma forma proĄssional o modo de desenvolvimento de softwares, separando-os
em etapas, juntamente com uma série de documentos para especiĄcar ao cliente o software
que seria desenvolvido, buscando sempre um produto Ąnal de alta qualidade.
Atualmente é possível separar as metodologias de desenvolvimento de software em
duas partes, a metodologia tradicional (pesada) e a metodologia ágil.
A metodologia tradicional surgiu nas circunstâncias de desenvolvimento de soft-
ware bem discrepante do atual, naquela época era baseado apenas em mainframes e
terminais burros (ROYCE, 1987). Todo o processo de um software era esboçado e docu-
mentado em um momento anterior a implementação, isto se fazia necessário devido ao alto
custos para realizar modiĄcações no código devido as limitações tecnológicas da época.
Podemos citar como exemplo de métodos tradicionais os modelos cascata, prototipação,
RAD e espiral.
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(MAINART; SANTOS, 2010) aĄrma que o processo de desenvolvimento de soft-
ware é bastante mutável, pois muitas vezes há o surgimento de novos requisitos, funcionais
ou não funcionais por parte do cliente e quando a metodologia tradicional é adotada é
preciso modiĄcar todo o documento e o produto, constantemente, intercorrendo o não
cumprimento nos prazos estipulados no inicio do projeto.
Constatando as diĄculdades encontradas na aplicação de metodologias tradicio-
nais, um grupo de coordenadores de projeto experientes empregaram procedimentos de
desenvolvimento de software contrários aos principais conceitos da metodologia tradicio-
nal. Em 2001, esse grupo criou o Manisfesto Ágil e o resultado Ąnal dessa reunião deu-se os
primórdios a novas metodologias de desenvolvimento de software (BASSI FILHO, 2008).
As metodologias ágeis surgiu em meio as diĄculdades enfrentadas pelas pequenas e
médias empresas fabricantes de software, pois o tempo empregado para determinar como o
software seria desenvolvido (documentação) era maior do que o gasto no desenvolvimento
do programa (SOMMERVILLE, 2007). Esta metodologia é baseada no código e aceita
constantes mudanças nos requisitos sem preocupar-se demasiadamente com a documen-
tação, nela foi dada uma autonomia maior aos programadores para se concentrarem no
desenvolvimento do software. Elas buscam tirar o foco do processo e se concentrar mais
no produto. Desta maneira, as metodologias ágeis tencionam a renunciar ou alterar as
etapas e a maneira como os envolvidos executam suas atividades (BASSI FILHO, 2008).
Podemos citar como exemplo de metodologias ágeis o SCRUM e XP.
As duas metodologias possuem seus pontos fortes e fracos. A metodologia tradici-
onal é mais indicada para grandes projetos e de alto risco, ela se fundamenta na análise
e projeto, com muita documentação, em contra partida, é prolongada qualquer alteração.
Já os métodos ágeis é mais indicado para pequenos projetos, de baixo risco e para equipes
de tamanho pequeno. Ela é alicerçada em código, maleável a alterações de requisitos,
apesar disso, ela é frágil no que tange a contrato e de documentos (CARVALHO et al.,
2012).
No meio de diversos debates sobre qual era mais recomendado, qual era melhor,
surgiu os métodos híbridos, sustentando que abordagens seguidas a risca não agrada da
maneira correta, aos costumes predominantes das empresas desenvolvedoras de software.
O entendimento da metodologia híbrida, que é a fusão de um processo tradicional de
desenvolvimento de software com uma metodologia ágil, vem com o intento de resolver
esses questionamentos (MOTA; LIMA; ROMANO, 2011).
1.1 Objetivos
Visando contribuir com a expansão do conhecimento sobre o tema, esta pesquisa
objetivará investigar algumas opções de fusão entre o mundo de metodologias tradicionais
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e o mundo de metodologias ágeis.
1.2 Método
Para tal será feito um estudo de caso em que serão comparados os resultados,
segundo um conjunto de parâmetros deĄnidos, de múltiplos projetos de uma fábrica de
software avaliando ao término os impactos gerados na sua produtividade após a adoção
da proposta combinada.
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2 Fundamentos
2.1 Introdução
Este capítulo tem o objetivo de mostrar uma visão geral dos conceitos relacionados
às áreas de conhecimento envolvidas neste trabalho, incluindo os processos Scrum e RUP,
assim como o conceitos substanciais para o compreendimento da proposta de combinação
Scrum-RUP.
2.2 Engenharia de Software
A engenharia de software é uma matéria da engenharia que abrange todos os
conceitos da produção de um software, partindo dos estágios iniciais de especiĄcação do
sistema e caminhando até a sua manutenção, quando este já está em execução (SOM-
MERVILLE et al., 2003).
(PRESSMAN, 1995) alude a engenharia de software através de camadas (tecno-
logia em camadas). Qualquer atividade de engenharia de software tem de ser alicerçada
com a camada de qualidade, em cima desta camada aparece os processo e posteriormente,
os métodos e, acima destes, as ferramentas. No decorrer da história da engenharia de
software foi concebido instrumentos computadorizados para ajudar o desenvolvimento.
Houve um signiĄcativo progresso com essas iniciativas, conquanto existe ainda uma in-
dispensabilidade de mão-de-obra humana.
Ao longo das últimas décadas foram elaboradas diversas metodologias para o de-
senvolvimento de software, conquanto existem atividades comuns a todas elas:
∙ EspeciĄcação de software: A funcionalidade e as restrições sobre suas operações
devem ser estabelecidas.
∙ Projeto e implementação: Um software que siga à especiĄcação deve ser fabricado.
∙ Validação: O software deve ser validado para assegurar que ele satisfaça o cliente.
∙ Evolução: O software deve evoluir para satisfazer às necessidades de mudanças do
cliente.
(SOMMERVILLE, 2007)
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2.3 Processos de software
Processos de software tem o objeto de supervisionar e coordenar projetos de de-
senvolvimento de softwares verdadeiros. Segundo (FILHO, 2003) um processo é um agru-
pamento de passos mais ou menos ordenados, composto por atividades, métodos, práticas
e transformações, que almejam alcançar uma meta. Na engenharia de software, proces-
sos pode ser deĄnido para procedimento como manutenção, desenvolvimento, compra e
contratação de software.
Um processo de software pode ser conceituado também como um aglomerado de
atividades e resultados correlacionados que coordenam à produção de um produto de soft-
ware (SOMMERVILLE et al., 2003). Processos de software são grandes e dependem do
entendimento do ser humano assim como em quaisquer processo intelectual. Dentro deste
raciocínio, é identiĄcado diversos processos de software, conquanto nenhum é ideal, pois
foram elaborados seguindo às necessidades de cada empresa e de maneiras substancial-
mente diferentes.
De uma forma geral o desenvolvimento de um software envolve as seguintes etapas:
1. Planejamento: aqui o gerente de projetos procura uma base para fornecer estimativas
coerentes de recursos técnicos, Ąnanceiros e de prazo para o desenvolver do projeto.
Quando disponibilizado escopo do projeto, uma concepção de desenvolvimento deve
ser criada, ou seja, um plano de projeto deve ser montado dispondo o processo a ser
usado no desenvolvimento do software. Com o avanço do projeto, este planejamento
tem de ser constantemente atualizado e detalhado, assim ao Ąnal de cada etapa do
desenvolvimento, o planejamento por geral deve ser revisado e o planejamento da
etapa posteriormente detalhado. Este planejamento e esta supervisão integram o
processo de gerência de projeto.
2. Análise e EspeciĄcação de Requisitos: aqui há um crescimento no processo de le-
vantamento de requisitos. O escopo elaborado anteriormente tem de ser aprimo-
rado e então identiĄcados os requisitos funcionais e não-funcionais. O engenheiro
de software tem de assimilar o domínio do problema, as suas funcionalidades e seus
possíveis comportamentos para entender a natureza do software a ser desenvolvido.
Quando identiĄcados os seus requisitos funcionais e os não-funcionais, estes tem de
ser modelados, avaliados e documentados.
3. Projeto: aqui ocorre a junção dos requisitos tecnológicos aos requisitos do sistema,
concebidos na etapa anterior. Podemos resumir em duas grandes etapas: projeto
de arquitetura do sistema e projeto detalhado. A primeira etapa busca-se indicar
a arquitetura geral do software, dispondo dos modelos concebidos na fase anterior,
nesta arquitetura é necessário detalhar a estrutura de nível superior do desenvolvi-
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mento e detectar seus principais componentes. Sucessivamente, na segunda etapa,
deve-se detalhar cada componente identiĄcado, esses mesmo devem ser posterior-
mente aperfeiçoados em alto nível de detalhamento, para que possam ser codiĄcado
e realizados os devidos testes.
4. Implementação: aqui entre-se na etapa da codiĄcação, onde ocorre a implementação
do projeto em linguagem de máquina.
5. Testes: aqui podemos dividir em duas sub-etapas: teste de unidade e teste de inte-
gração. Começa-se pelos testes de unidade, após sua veriĄcação os seus resultados
devem ser documentados, depois os componentes devem ser reunidos entre si até a
concepção de um projeto homogêneo e então veriĄcar quando estes estão integrados
entre si.
6. Entrega e Implantação: após o teste, o produto deve ser colocado no mercado. O
objetivo desta etapa e fazer com que o software atenda aos requisitos dos usuários,
este processo é feito através da instalação do software e validação do mesmo.
7. Operação: aqui o software é operado pelos usuários no ambiente de trabalho.
8. Manutenção ou evolução: nesta etapa é quando o software é modiĄcado visando
reparar, melhorar ou acrescentar algum novo requisito. Aqui ocorre um ciclo iterativo
com todas as fases anteriores do projeto.
2.4 Um pouco sobre metodologias
Mirando atingir o conceito de metodologia de desenvolvimento híbrido é vital
termos o entendimento de como funciona seus progenitores, as metodologias tradicionais
e ágeis.
2.4.1 Modelos de ciclo de vida
O início para a deĄnição da arquitetura de um processo de desenvolvimento de
software é a escolha de um modelo de ciclo de vida. É resumido a seguir uma discussão
dos mais notáveis modelos de ciclo de vida, conforme apresentado em (PÁDUA FILHO,
2009), em que é usado o Diagrama de Atividades da UML (RUMBAUGH; JACOBSON;
BOOCH, 2004) para relatar o workĆow de subprocessos sugerido por cada modelo de ciclo
de vida.
O modelo cascata é o mais conhecido destes modelos de ciclo de vida, nele os
principais subprocessos são processados em sequência, conforme exposto na Figura 1.
A simplicidade de gestão com pontos de controle bem deĄnidos é uma vantagem deste
modelo, entretanto é o seu ciclo de vida é bastante enrijecido que requer as atividades
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a ideia de "defasado, ultrapassado"; já a expressão "pesada"remete a ideia de "complexi-
dade, diĄculdade"; e a expressão "disciplinado"remete a ideia de que poderá não haver
disciplina nas metodologias ágeis (LEFFINGWELL, 2006).
Esta metodologia é alicerçada na aplicação sistemática de princípios da engenha-
ria, compreendendo as áreas de qualidade e engenharia de sistemas. Planejamento e cri-
ação de arquiteturas bem solidiĄcadas são o foco dessa metodologia, segundo (BOEHM;
TURNER, 2004). Podemos dar destaques aos seus objetivos que são previsibilidade, esta-
bilidade e alta garantia. Esta metodologia preza por artefatos bem deĄnidos, veriĄcação,
validação, e interfaces detalhadas. Existem conceitos intrinsecamente ligados ao mundo
do método dirigido por plano. Podemos resumir na tabela 1 (BOEHM; TURNER, 2004).
Tabela 1 Ű Conceitos do paradigma dirigido por plano
(BOEHM; TURNER, 2004)
Conceito Descrição
Melhoria de processo Um programa de atividades projetado para buscar um
melhor performance e amadurecimento dos processos
organizacionais. Avanço dos processos aumentou a co-
meçar do trabalho de gestão de qualidade de Deming,
Crosby e Jura e tem como Ąnalidade subir a capacidade
dos processos de trabalho.
Capacidade de processo A habilidade ligada de um processo produzir resultados
planejados. À medida que a capacidade de cada pro-
cesso aumenta, ela se torna prevista e mensurável, e as
maiores causas de baixa qualidade e produtividade são
controladas ou suprimidas.
Maturidade organizacional Pela comum melhoria de sua capacidade de processo,
uma organização é dita maturada. Maturidade abrange
não só a capacidade individual de processo, mas também
a aplicação geral de processos padrão na organização.
Processos comuns são preservados e pessoas são trei-
nadas na sua aplicação. Projetos adequam os artefatos
comuns para atender suas necessidades e, uma vez que
produzem artefatos comuns, a organização pode iniciar
a medir sua eĄciência e eĄcácia, e melhorá-las baseando-
se em métricas.
Grupo de processo Uma acervo de especialistas que simpliĄcam a deĄnição,
manutenção e melhoria dos processos usados pela orga-
nização.
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Gestão de risco Um processo organizado e analítico para identiĄcar inse-
guranças que podem causar danos ou perdas (identiĄcar
riscos), mensurar os riscos identiĄcados, requintar e apli-
car planos de gestão de riscos para prevenir ou lidar com
eles.
VeriĄcação VeriĄcação assegura que os produtos de trabalho (e.g.
especiĄcações, projetos, modelos) reĆetem devidamente
os requisitos apropriados para eles (elaborar o produto
corretamente).
Validação Validação conĄrma a adequação ou valor de um produto
de trabalho para o propósito ao qual se destina (cons-
truir o produto correto).
Arquitetura de sistema de software Uma arquitetura de sistema de software deĄne uma cole-
ção de componentes de software e de sistema, conectores
e restrições; uma coleção de declarações de necessidades
dos envolvidos no sistema; e uma lógica que demons-
tra que os componentes, conectores e restrições deĄnem
o sistema que, se implementado, satisfaria a coleção de
declarações de necessidades dos envolvidos.
A tabela 2 mostra exemplos de ponderações de Boehm como representantes dos
métodos tradicionais ou dirigido por plano (BOEHM; TURNER, 2004).
Tabela 2 Ű Exemplos de abordagens dirigidas por plano
(BOEHM; TURNER, 2004)
Abordagem Proponentes Descrição Referências
Cleanroom Harlan Mills,
IBM
Usa controle estatístico de pro-
cesso a veriĄcação matemática
para o desenvolvimento de soft-
ware com conĄabilidade certiĄ-
cada. Qualquer a abordagem é in-
clinada em código livre de erros.
(BECKER;
WHITTA-
KER, 1997),
(PROWELL et
al., 1999)
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CMMI SEI, DoD,
NDIA, Roger
Bate, Jack Fer-
guson, Mike
Phillips
É um modelo de referência de ca-
pacidade e maturidade de pro-
cessos, e também um conjunto
de métodos de avaliação que tra-
tam uma variedade de disciplinas
usando um vocabulário e arqui-
tetura comuns, e um conjunto de
áreas de processo.
(SEI, 2002),
(SEI, 2006)
PSP / TSP Watts Humph-
rey, SEI
PSP é um framework estruturado
de formulários, orientações e pro-
cedimentos para se desenvolver
software. Ele é direcionado para o
uso de auto-avaliação para melho-
rar as habilidades individuais de
programação. TSP baseia-se no
PSP e apóia o desenvolvimento de
software de porte industrial por
meio do controle e planejamento
de equipes.
(HUMPHREY,
1996),
(HUMPHREY,
2000)
2.4.3 Metodologia ágil de desenvolvimento de software
A metodologia ágil de desenvolvimento de software remete ao inicio da progra-
mação como uma arte e não por um simples processo industrial (BOEHM; TURNER,
2004). A união do feedback e alterações está estritamente ligado aos métodos ágeis e
eles são concebidos para aceitar uma grande quantidade de alterações na sua concepção
(WILLIAMS; COCKBURN, 2003). Ademais, esta metodologia salienta a importância do
planejamento adaptativo, simplicidade e liberação contínua de software com valor opera-
cional com pequenas iterações com tempo Ąxado. Em contrapartida com a metodologia
tradicional (dirigida por plano), a metodologia ágil aposta na criatividade dos integrantes
da equipe e não nos processos (NERUR; MAHAPATRA; MANGALARAJ, 2005) (DYBA,
2000).
Em um encontro em 2001 surgiu o "Manifesto para Desenvolvimento Ágil de Soft-
ware"por um conjunto de proĄssionais da área (BECK et al., 2001), que instaurou quatro
principais valores desta metodologia:
∙ Indivíduos e interações mais que processos e ferramentas
∙ Software em funcionamento mais que documentação abrangente
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∙ Colaboração com o cliente mais que negociação de contratos
∙ Responder a mudanças mais que seguir um plano
(BOEHM; TURNER, 2004) aĄrma que uma metodologia verdadeiramente ágil
deve englobar os seguintes atributos:
∙ Iterativo: contém muitos ciclos;
∙ Incremental: não ocorre a entrega do software de uma única vez;
∙ Auto-organizável: os times escolhem a maneira de trabalhar;
∙ Emergentes: processos, princípios e estruturas de trabalho são descobertas durante
o projeto ao invés de serem predeterminadas.
2.4.3.1 Práticas ágeis
Alicerçado a estes valores e atributos proĄssionais de desenvolvimento de soft-
ware foi proposta diversas atividades práticas que possuem caráter, técnico-metodológico
(design simples, refatoração, desenvolvimento por teste (TDD), integração contínua) e
gerencial (iterações curtas, reuniões diárias, retrospectivas, time-boxing).
2.4.3.2 Processo e modelo de ciclo de vida
Segundo (RAMSIN; PAIGE, 2008) não há especiĄcações consistentes e claras nas
literaturas sobre os métodos ágeis. (AMBLER, 2008) mostra uma Ągura geral do ciclo de
vida de desenvolvimento ágil de software, separando em 3 fases este ciclo.
∙ Iniciação.
∙ Elaboração e Construção.
∙ Transição.
Além de mais uma fase de Produção, conforme ilustrado na Ągura 5.
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2.4.3.3 Requisitos
Os requisitos na metodologia ágil comumente é exposto em forma de estórias (user
stories). Isto nada mais é que textos narrativos que expõe a maneira que o software irá
funcionar para o usuário Ąnal (cliente).
A tabela 3 a seguir mostra um breve descrição dos processos ágeis mais citados na
literatura (DYBA; DINGSOYR, 2009).
Tabela 3 Ű Métodos ágeis mais referenciados na litera-
tura
Processo Proponentes Descrição Referências
DSDM Ű Dy-
namic Software
Develop-ment
Method
Dane Faulkner e
outros
Divide projetos em três fases: pré-
projeto, ciclo de vida do projeto e
pós-projeto. Nove princípios nor-
teiam DSDM: envolvimento com
usuário, autonomia da equipe do
projeto, entrega frequente, tratar
necessidades presentes de negó-
cio, desenvolvimento iterativo e
incremental, permite alterações,
escopo geral deĄnido antes de o
projeto iniciar, teste durante o ci-
clo de vida, e comunicação eĄci-
ente e efetiva.
(STAPLETON,
2003)
Scrum Schwaber,
Sutherland e
Beedle
Um framework para processo de
desenvolvimento ágil com ênfase
em práticas de gerenciamento de
projeto.
(SCHWABER,
1997),
(SCHWABER;
BEEDLE, 2001)
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XP, XP2 Kent Beck, Eric
Gamma e outros
Foca em melhores práticas de de-
senvolvimento. Consiste em doze
práticas: planning game, peque-
nas releases, metáforas, design
simpliĄcado, teste, refatoração,
programação em pares, proprie-
dade coletiva, integração contí-
nua, semana de 40 horas, clien-
tes on site e padrões de codiĄ-
cação. A versão revisada ŞXP2Ť
consiste das seguintes Şpráticas
primáriasŤ: sentar-se juntos, toda
equipe, workspace informativo,
trabalho energizado, programa-
ção em pares, estórias, ciclo se-
manal, ciclo trimestral, descanso,
build de 10 minutos, integração
contínua, programação test-Ąrst e
design incremental. Há também
11 Şpráticas coroláriasŤ.
(BECK, 2000a),
(BECK, 2000b)
Crystal metho-
dologies
Alistair Cock-
burn
Uma família de métodos para
equipes co-localizadas de tama-
nhos e criticalidades diferentes:
Clear, Yellow, Orange, Red, Blue.
O método mais ágil, Crystal
Clear, foca na comunicação de
pequenas equipes desenvolvendo
software que não seja crítico com
relação a vidas. Características:
entrega frequente, melhoria reĆe-
xiva, comunicação osmótica, se-
gurança pessoal, foco, fácil acesso
a usuários experts, e requisitos
para o ambiente técnico.
(COCKBURN,
2004)
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FDD Ű Feature-
Driven Develop-
ment
Peter Coad e Jeff
DeLuca
Combine desenvolvimento ágil e
dirigido por modelos com ênfase
em modelo de objetos inicial, divi-
são do trabalho em features, e de-
sign iterativo para cada feature.
AĄrma ser adequado para desen-
volvimento de sistemas críticos.
Uma iteração de uma feature con-
siste em duas fases: design e de-
senvolvimento.
(PALMER;
FELSING,
2001)
Lean Software
Develop-ment
Mary e Tom
Poppen-dieck
Uma adaptação dos princípios de
lean production (produção ma-
gra), o sistema de produção da
Toyota para desenvolvimento de
software. Consiste de sete prin-
cípios: eliminação de desperdício,
ampliação do aprendizado, deci-
dir o mais tarde possível, entregar
o mais rápido possível, dar auto-
nomia à equipe, criar integridade,
e ver o todo.
(POPPENDIECK;
POPPENDI-
ECK, 2003)
2.4.4 RUP - Processo Unificado
O Processo UniĄcado, também conhecido como RUP, é uma amostra de processo
iterativo para projetos que usam a Programação Orientada a Objetos (POO). O desen-
volvimento iterativo é estruturado em um encadeamento de pequenos projetos, com um
intervalo de tempo Ąxo, conhecido como iterações; o produto de cada compõe-se de um
sistema veriĄcado, integrado e executável. Qualquer iteração engloba suas próprias ativi-
dades de análise de requisitos, projetos, implementação e teste (LARMAN, 2002).
As mais boas técnicas de Processo UniĄcado incluem: desenvolver softwares itera-
tivamente, gerir requisitos, utilizar arquiteturas fundamentadas em componentes, realizar
a modelagem de softwares usando os diagramas UML e analisar a qualidade do software.
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Figura 7 Ű Fases e iterações do PU
Fonte: (CANEZ, 2011)
Na Figura 7 é ilustrado as fases do Processo UniĄcado e, ao mesmo tempo, podemos
destacar o conceito de iteração (ciclos). No decorrer de cada iteração, observamos que os
Ćuxos de trabalho (requisitos, análise, projeto, implementação e teste) encontram-se em
andamento.
Todo Ćuxo apresenta uma intensidade grande no decorrer das seguintes fases:
∙ Requisitos: etapas de fecundação e preparação;
∙ Análise: sobretudo na etapa de preparação;
∙ Projeto: etapas de preparação e fabricação;
∙ Implementação: sobretudo na etapa de fabricação;
∙ Teste: sobretudo nas etapas de fabricação e transição.
(LARMAN, 2004) reitera que o ciclo de vida iterativo é fundamentado no aperfei-
çoamento e incrementação de um sistema através de diversas iterações, com feedback e
adequações cíclicas como essenciais propulsores para dirigir-se para um sistema propício. O
sistema evolui incrementalmente no decorrer do tempo, iteração por iteração, explicando
por que esta abordagem é conceituada como desenvolvimento iterativo e incremental.
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2.4.5 eXtreme Programming (XP)
EXtreme Programming, Programação Extrema, mais conhecida como XP, é um
metodologia leve que usa o processo ágil, desta forma, é necessário realizar uma análise
profunda antes de se dar início. Antagonicamente ao Processo UniĄcado, a XP esquiva-
se da documentação formal e deposita sua conĄança mais na verbal, todavia, as duas
metodologias são de desenvolvimento incremental e iterativo.
Este metodologia foi foi elaborada visando atender equipes pequenas ou médias no
processo de desenvolvimento de software, pois estas buscam tratar incessantemente com
requisitos vagos e em contínua mudança (BECK, 2000a).
O XP é indicado para pequenos e médios projetos, que podem variar de um a seis
meses, próprio também em situações em que se tem pouco prazo para entrega. Em média,
o grupo de 2 a 10 programadores é que aderem ao XP.
Comunicação, feedback, simplicidade e coragem são preceitos essenciais para a
formação básica desta metodologia. Segundo FOWLER estes preceitos podem ser con-
templados por doze práticas.
Para KNIBERG muitas destas práticas, podem ser adotadas com outras metodo-
logias, trazendo um aperfeiçoamento em processos e motivação. Será esclarecido as causas
de sua seleção seguidamente:
∙ Programação em pares: assente um código de qualidade superior, em razão do rece-
bimento de "refatoração"praticamente em tempo de execução e além disso propaga
o conhecimento no meio dos integrantes da equipe, criando um ganho na produti-
vidade.
∙ Desenvolvimento orientado a testes (TDD): funciona como uma forma de proteção,
dado que por meio do desenvolvimento de testes que podem ser realizados automa-
ticamente, garante-se ao desenvolvedor funcionalidades novas que são inseridas no
sistema, assim poderá ser identiĄcado qualquer inconsistência, gerando assim uma
maior segurança aos desenvolvedores.
∙ Integração contínua: garante a resolução de prováveis problemas futuramente e ga-
rante a economia de tempo, pois caso seja identiĄcado alguma diĄculdade na in-
tegração este será tranquilamente identiĄcado, por se tratar de um pequeno lote
integrado.
∙ Design incremental: para permitir uma continuidade (manutenção) mais ágil e fa-
cilitada, incia-se de um design simples, pois assim permite-se executar melhoras
contínuas no sistema.
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∙ Propriedade coletiva do código: gera-se uma crescente responsabilidade de todos os
integrantes do projeto, como uma equipe, pois a pessoa não Ąca "responsável"por
apenas um aglomerado de código. Também gera uma enorme facilidade em manu-
tenção, transmissão de conhecimento e qualidade.
∙ Padrão de codiĄcação: é implantado um padrão deĄnido de código (linguagem) para
ser usado em todo o projeto, assim haverá qualidade e facilidade de manutenção.
∙ Ritmo sustentável: não gerar sobrecarga de trabalho para equipe, pois fatalmente
gerará um queda na qualidade no serviço realizado e diĄcilmente gerará um aumento
na produção.
Estas são as seis etapas que esta metodologia compreende. A técnica de fatoração
contínua é empregada com certa periodicidade.
1. Levantamento de requisitos
2. Análise
3. Desenho da arquitetura
4. Implementação
5. Teste
6. Manutenção
2.4.6 Scrum
O Scrum é uma metodologia de desenvolvimento de software ágil, que se manis-
festou no início da década de 90. Ela opera de maneira prática e busca uma quantidade
menor de documentação. Neste método não desconsidera-se ferramentas, processos, docu-
mentação, contratos ou ideias, mas tem como foco os indivíduos e iterações, a competência
do software, a cooperação e os feedbacks. O Scrum foge dos padrões recomendados pelos
métodos tradicionais, conquanto não entre em objeção com o mesmo. Ele da ênfase na
comunicação, trabalho em grupo, Ćexibilidade e trabalho incremental.
Assegurar uma maior Ćexibilidade, aptidão para tratamento de sistemas comple-
xos e simples, fabricar sistemas sujeitos a requisitos iniciais e adicionais na execução do
projeto. Essas coisas somente são alcançáveis pelo fato de que no Ąnal de um clico de
desenvolvimento, têm-se um produto executável e testado.
É possível dividir esta metodologia em três níveis:
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1. Planejamento (backlog): aqui são deĄnidos os processos, designer da arquite-
tura do sistema, o pessoal e a liderança, os pacotes a serem desenvolvidos. Nesta
situação, há a colaboração dos clientes e dos demais departamentos, ocorrendo o le-
vantamento de requisitos e a incumbência de prioridade dos mesmos. O cliente nesta
metodologia é parecido ao do método XP, pois ele é peça fundamental na equipe
de desenvolvimento, pois assim há uma grande convivência com os desenvolvedores.
No nível de etapas (sprints), para cada equipe é atribuída uma cota do backlog para
ser trabalhada, e este, Ąca isento de modiĄcações durante o desenvolvimento. Cada
sprint pode durar de uma a quatro semana, e ao término, é mostrado um executável
da trabalho realizado.
2. Sprint (Ciclos, Etapas): seguindo o pensamento de (PRESSMAN, 2006), são fei-
tas reuniões diariamente, organizadas pelos líderes das equipes, com duração rápida
(15 minutos) de forma que todos os desenvolvedores respondam a três questiona-
mentos simples:
a) O que você realizou desde a última reunião?
b) Quais problemas você enfrentou?
c) Em que você trabalhará até a próxima reunião?
Por meio destas reuniões, algumas vantagens devem ser destacadas:
∙ Maior aproximação entre as membros das equipes;
∙ Solução rápida para os problemas;
∙ Partilha de conhecimento;
∙ Medição da evolução do desenvolvimento diariamente;
∙ Atenuação signiĄcativa de riscos.
Podemos dar destaque a fase de sprint na Figura 8, que é onde ocorre o planejamento,
implementação do produto, revisão, exposição do mesmo e progresso do product
backlog. É importante frisar a representação das reuniões diárias, que são essenciais
nessa metodologia.
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Figura 8 Ű Sprint (ciclos de desenvolvimento)
Fonte: (ILLUSTRATING. . . , 2010)
Durante o tempo de revisão da sprint, os prazos de entregas devem ser cumpridos,
pois desta forma será possível realizar a apresentação para o cliente e demais sta-
keholders, desta maneira, qualquer opinião de mudanças serão inclusas ao backlog.
A revisão apresenta benefícios, como por exemplo:
∙ Demonstração de resultados concretos ao cliente;
∙ Integração e teste do software;
∙ Motivação extra para equipe.
Com o intuito de ajudar no processo de criação, o Scrum adere um quadro, intitulado
KanBan, que por meio dele é possível conhecer quem está desenvolvendo e o quê,
quais diĄculdades estão sendo enfrentadas, o que é precisa fazer ainda, o que já está
pronto e o que já foi testado, ou ainda se encontra em fase de testes. Outrossim,
é possível acompanhar minuciosamente o processo de criação, policiando os prazos
e impedindo que mais de uma pessoa realize a mesma tarefa. Estas tarefas e os
bugs (erros) são discrepantes por cores com o objetivo de facilitar a leitura e o
entendimento do quadro. A Figura 9 mostra um quadro Kanban, onde observamos
que cada coluna simboliza uma fase de desenvolvimento.
No decorrer da fase de desenvolvimento, um integrante da equipe escolhe uma tarefa
para ser desenvolvida, então a exclui da coluna "para fazer (TO DO)"e a coloca
"em desenvolvimento (DEV)". Após sua Ąnalização, os testes são realizados, e se
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tudo ocorrer sem problemas, a atividade é concluída e movida para a coluna "feito
(DONE)", caso contrário deve-se realizar o registro do problema, na sessão especíĄca
para isto (bugs) e a tarefa retorna para a coluna "em desenvolvimento (DEV)". Esse
processo todo é feito até que a aplicação Ąque completa no Ąnal.
Figura 9 Ű O quadro Kanban
Fonte: (VALENTE, 2010)
3. Conclusão: Aqui encontra-se a última fase, o início dela dar-se-á no momento em
que todos os tópicos (tempo, competitividade, requisitos, qualidade e custo) são
aceitáveis. Neste momento transcorrem os testes de integração, testes de sistema,
documentação do usuário, elaboração do manual do usuário e conteúdo de marke-
ting.
2.4.7 CMMI - Capability Maturity Model Integration
O CMMI - Capability Maturity Model Integration (SEI, 2002) não é uma meto-
dologia de desenvolvimento de software, ela é um modelo de referência de maturidade
de capacidade que descreve um caminha de melhoria evolutiva que parte de processos e
ad hoc, até chegar a processos maduros e disciplinados, que visam a melhoria expressiva
da qualidade dos produtos e a eĄciência do trabalho (SEI, 2006). Explanado pelo SEI
da Universidade Carnegie Mellon, o CMMI busca arquitetar um único modelo para o
processo de aperfeiçoamento corporativo, uniĄcando diferentes modelos e disciplinas.
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As técnicas indicadas pelo CMMI são juntadas em áreas de processos, que é um
grupo de ações relacionadas a uma determinada área que, quando realizadas em con-
junto, atendem a um conjunto de objetivos considerado importante para a realização de
upgrades na área. O CMMI foi guiado por modelos que utilizavam formas diferentes para
dimensionar o domínio das organizações com relação às áreas de processo:
∙ Nível de maturidade: Cada nível é uma fase de upgrade dos processos, em um
grupo predeĄnido de áreas de processo, em que todos os objetivos foram alcançados
dentro de um conjunto.
∙ Nível de capacitação: que é um indicativo de upgrade de processos dentro uma
única área.
Aceita-se os dois níveis no CMMI, mas o nível de maturidade ocupa um espaço
maior da atenção pois está diretamente concatenado ao contexto industrial do modelo. A
Tabela 4 mostra a lista de níveis de maturidade estabelecidos pelo CMMI.
Tabela 4 Ű Níveis de maturidade do CMMI (PÁDUA FI-
LHO, 2009)
Nível Nome Descrição
1 Executado (performed) Processos informais e ad hoc, às vezes caóti-
cos.
2 Gerido (managed) Processos planejados e executados conforme
políticas.
3 DeĄnido (deĄned) Processos bem caracterizados, entendidos e
padronizados.
4 Gerido quantitativamente
(quantitatively managed)
Processos geridos em função de objetivos
quantitativos de qualidade e desempenho.
5 Otimizante (optimizing) Processos em melhoria contínua.
Para conhecermos um nível de maturidade é preciso alcançar os objetivos de um
conjunto de áreas de processo, vejamos na tabela 5 o agrupamento das áreas de processo
do CMMI por nível de maturidade.
Tabela 5 Ű Áreas de processo do CMMI por nível de ma-
turidade
Nível de
Maturidade
Sigla Nome Categoria
2 REQM Gestão de Requisitos Engenharia
2 PP Planejamento de Projetos Gestão de projetos
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2 PMC Monitoração e Controle de Proje-
tos
Gestão de projetos
2 SAM Gestão de Acordos com Fornece-
dores
Gestão de projetos
2 MA Medição e Análise Suporte
2 PPQA Garantia da Qualidade de Proces-
sos e Produtos
Suporte
2 CM Gestão de ConĄgurações Suporte
3 RD Desenvolvimento de Requisitos Engenharia
3 TS Solução Técnica Engenharia
3 PI Integração de Produtos Engenharia
3 VER VeriĄcação Engenharia
3 VAL Validação Engenharia
3 OPF Focalização dos Processos da Or-
ganização
Gestão de processos
3 OPD DeĄnição dos Processos da Orga-
nização
Gestão de processos
3 OT Treinamento da Organização Gestão de processos
3 IPM Gestão Integrada de Projetos Gestão de projetos
3 RSKM Gestão de Riscos Gestão de projetos
3 DAR Análise e Resolução de Decisões Suporte
4 OPP Desempenho dos Processos da
Organização
Gestão de processos
4 QPM Gestão Quantitativa de Projetos Gestão de projetos
5 OID Inovação e Implantação na Orga-
nização
Gestão de processos
5 CAR Análise e Resolução de Causas Suporte
37
3 Trabalhos relacionados
3.1 Introdução
Mesmo com a evolução da indústria no uso das metodologias ágeis, há muito chão
para percorrer, pois é necessário levantar as reais implicações do uso dessa metodologia
e sua combinação com abordagens tradicionais. As pesquisas ainda estão no inicio e este
setor encontra-se em um estágio imaturo e pouquíssimo explorado (DYBÅ; DINGSØYR,
2008) (DYBA; DINGSOYR, 2009) (ROMBACH; SEELISCH, 2008).
Uma explosão de propostas de desenvolvimento de software aconteceram nas úl-
timas décadas (RAMSIN; PAIGE, 2008) (ROMBACH; SEELISCH, 2008). Não é do co-
nhecimento de todos a medição do real valor que um processo possui sobre o outro, e a
literatura na área é quase sempre contagiada com favoritismo e subjetividade, o que atiça
um trabalho cientíĄco (RAMSIN; PAIGE, 2008).
O fato de até o momento ter sido realizado poucos estudos empíricos com a exi-
gência aceitável de conĄabilidade e validade é mínimo o conhecimento dos reais benefícios
da metodologia ágil até o momento (DYBÅ; DINGSØYR, 2008) (DYBA; DINGSOYR,
2009). O modelo XP -eXtreme Programming é uma das poucos metodologias que foram
realmente experimentadas realmente, o que nos dá uma base empírica (BECK, 2000a).
O Scrum é um framework que tem sido muito bem aceito pela indústria, mesmo sendo o
método menos pesquisado, quando equiparado a sua popularidade nas empresas (DYBÅ;
DINGSØYR, 2008). A uniĄcação dos métodos ágeis com métodos tradicionais é uma área
de pesquisa ainda não desbravada (GALAL-EDEEN; RIAD; SEYAM, 2007).
Abaixo é apresentada uma revisão da literatura relacionada a este pesquisa, sub-
dividida em seções com objetivos especíĄcos:
Combinação ágil e tradicional: é exposto e tratado as propostas de união de
métodos ágeis e tradicionais com o objetivo de analisar seus resultados quantitativos e
qualitativos para ajudar no levantamento de características que a proposta de integração
deve-se levar em conta.
Produtividade em desenvolvimento ágil: é exposto e tratado os estudos em-
píricos existentes sobre o impacto de produtividade pelo uso de processos ágeis.
O procedimento adotado neste revisão foi o de realizar busca nas bases de dados
mais abrangentes na área (IEE XPlore, ACM Digital Library, ScienceDirect e Google
Scholar), fazendo buscas exploratórias principalmente com os termos relacionados aos
objetivos da pesquisa:
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∙ Agile (+ software OU development)
∙ Agility (+ software OU development)
∙ Scrum
∙ Traditional (+ software OU development) (+ agile)
∙ Plan-driven (+ software OU development) (+ agile)
∙ Productivity (+ software OU development) (+ agile)
A cada consulta, os resultados passaram por uma pré-Ąltragem por título e depois,
em caso de dúvida, por resumo. A seleção dos trabalhos também foi baseada na recente re-
visão sistemática sobre estudos empíricos em desenvolvimento ágil (DYBÅ; DINGSØYR,
2008). Não foi dada especial consideração neste capítulo aos trabalhos sobre propostas,
reĆexões, sugestões e relatos de experiências não baseados em evidências ou baseados ape-
nas em evidência anedótica. Os demais trabalhos que possuem algum amparo cientíĄco,
ou que possuem alguma relevância direta para a discussão da pesquisa desta tese, são
discutidos a seguir.
3.2 Combinação ágil e tradicional
É discutido como a maneira de preparação da arquitetura no desenvolvimento com
o método XP pode ser enriquecido com a serventia das orientações de diversos métodos es-
pecíĄcos para arquitetura desenvolvidos pelo SEI da Universidade Carnegie Mellon, como
pode ser visto a seguir (NORD; TOMAYKO; WOJCIK, 2004) (NORD; TOMAYKO,
2006):
∙ Quality Attribute Workshop (QAW): Auxilia a equipe de desenvolvimento a
compreender o problema levantando requisites de atributos de qualidade na forma
de cenários. Basear-se em cenários e objetivos de negócio assegura que os desenvol-
vedores tratem os problemas certos. (BARBACCI et al., 2003)
∙ Attribute-Driven Design (ADD): DeĄne a arquitetura do software baseando o
processo de projeto nos cenários de atributos de qualidade priorizados que o software
precisa contemplar. Este método ajuda a identiĄcar as coisas mais importantes a se
fazer para assegurar que o projeto esteja no caminho certo de atender os principais
atributos de qualidade e entregar valor ao cliente. (BASS L.; CLEMENTS, )
∙ Trade-off Analysis Method (ATAM) e Cost-BeneĄt Analysis Method
(CBAM): Oferecem orientações detalhadas para análise do projeto e obtenção
de feedback rápido sobre riscos. O ATAM oferece aos arquitetos de software um
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framework para a compreensão de trade-offs e riscos que se apresentam à medida
que tomam decisões arquiteturais. O CBAM auxilia os arquitetos a considerar o
retorno do investimento (ROI) de cada decisão arquitetural e oferece orientações
a respeito de trade-offs econômicos envolvidos. (BARBACCI et al., 2003) (BASS
L.; CLEMENTS, ).
Esta proposta de Nord et. al. compõe-se, em essência, de um grupo de indicações
de como os métodos desenvolvidos da Carnegie Mellon podem ser processados de forma
ligada a alguns princípios ou práticas da ĄlosoĄa ágil que o método XP incorpora. Este
projeto de Nord et. al. não é uma pesquisa, ela é apenas uma proposta e não demonstra
resultados decorrentes de algum estudo empírico que comprove suas considerações. A
proposta tem a vantagem de oferecer práticas e orientações aprofundadas para criação da
arquitetura de software sob várias perspectivas, o que enriquece o gerenciamento de risco,
comunicação coerente entre envolvidos no projeto, apoio a decisões técnicas e Ąnanceiras
com maior responsabilidade, e apoio a sistemas críticos. A desvantagem desta proposta é
a falta de evidências empíricas quantitativas e qualitativas para identiĄcar e basear seus
benefícios reais. Mesmo assim esta pesquisa foi incluído na discussão devido ao seu foco
em arquitetura de software e pela sua importância do SEI e de seus trabalhos na melhoria
de processos.
3.2.1 Técnica para balanceamento ágil e tradicional
Em 2004 foi publicado uma obra literária sobre balanceamento de processo ágil
orientado por plano (BOEHM; TURNER, 2004) em conjunto com outras obras literá-
rias correlacionadas (BOEHM; TURNER, 2004) (BOEHM; TURNER, 2003a) (BOEHM;
TURNER, 2003b).
Tamanho do projeto, criticalidade do projeto, dinamismo do ambiente de desen-
volvimento em relação a alterações, pessoal e fatores culturais formam um aglomerado
de fatores críticos em um projeto que visava determinar o quanto o desenvolvimento do
mesmo deve ser ágil ou tradicional de acordo com a Boehm e Turner. O risco é a chave
para se encontrar o equilíbrio ideal entre agilidade e "disciplina", analisando este risco à
luz dos cinco fatores mencionados, como mostrado na Ągura 10.
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Figura 10 Ű Visão geral do método de balanceamento ágil e tradicional
Fonte: (BOEHM; TURNER, 2004)
Boehm e Turner testaram sua metodologia em duas ocasiões e a mesma funcio-
nou satisfatoriamente, conquanto a sua abordagem ainda requer desenvolvimento, mas
podemos destacar o seu funcionamento aceitável nas situações em que foi aplicada.
A escolha dos cinco fatores e a identiĄcação do risco como ponto chave para o
balanceamento é uma vantagem a ser destacada, pois a mesmo é alicerçada na bagagem
de empresas das mais diversas organizações. Este projeto aguça a interesse pelo fato
de conter uma discussão bem abrangente especiĄcamente sobre métodos ágeis versus
métodos tradicionais. Em contrapartida não é disponibilizado um framework, apenas uma
ferramenta para auxiliar a decidir o quanto de cada um das duas metodologias deve ser
usada em determinado projeto.
3.2.2 Integração de agilidade no modelo stage-gate
Na Ągura 11 podemos visualizar um estudo sobre a integração da metodologia XP
no modelo stage gate (KARLSTRÖM; RUNESON, 2006) (KARLSTROM; RUNESON,
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realizada em larga escala quando comparada com as outras pesquisas. Eles identiĄĄcam
as seguintes vantagens na pesquisa:
∙ Vantagem 1: Melhor passagem de conhecimento para melhor comunicação e fe-
edback frequente de cada iteração. (BAHLI; ZEID, 2005), (KARLSTRÖM; RUNE-
SON, 2006), (SVENSSON; HOST, 2005), (PIKKARAINEN et al., 2008), (PETER-
SEN; WOHLIN, 2009).
∙ Vantagem 2: Clientes são identiĄcados pelos desenvolvedores como muito precio-
sos, permitindo aos desenvolvedores ter discussões e ter rápido feedback. (KARLS-
TRÖM; RUNESON, 2006), (MANN; MAURER, 2005), (SVENSSON; HOST, 2005),
(TESSEM, 2003)
∙ Vantagem 3: Programação em pares auxilia no aprendizado se os parceiros são
alterados regularmente. (TESSEM, 2003)
∙ Vantagem 4: Controle do processo, transparência e qualidade são aumentados
através de integração contínua e tarefas pequenas e gerenciáveis. (KARLSTRÖM;
RUNESON, 2006), (PETERSEN; WOHLIN, 2009)
∙ Vantagem 5: XP é muito encaminhado pelo aspecto técnico, avigorando os enge-
nheiros e assim aumentando sua motivação. (KARLSTRÖM; RUNESON, 2006)
∙ Vantagem 6: Equipes pequenas e reuniões cara a cara diariamente agregam a
cooperação e ajudam a obter melhores insights no processo de desenvolvimento.
(SVENSSON; HOST, 2005), (PETERSEN; WOHLIN, 2009)
∙ Vantagem 7: O ambiente de trabalho é percebido como pacíĄco, conĄável, res-
ponsável, e preservador da qualidade de vida proĄssional. (ROBINSON; SHARP,
2004)
∙ Vantagem 8: Clientes gostam da participação ativa em projetos pois isso os con-
cede controlar o projeto e o processo de desenvolvimento, além de se manterem
atualizados. (ILIEVA; IVANOV; STEFANOVA, 2004)
∙ Vantagem 9: Os desenvolvedores identiĄcam o local de trabalho confortável e
se sentem mais produtivos usando programação em pares. (MANNARO; MELIS;
MARCHESI, 2004)
∙ Vantagem 10: Programadores estudantes identiĄcam a qualidade do código utili-
zando programação em pares. (MANNARO; MELIS; MARCHESI, 2004)
∙ Vantagem 11: Equipes pequenas com pessoas tendo diferentes papéis demandam
somente pequenas porções de documentação pois esta é trocada pela comunicação
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direta facilitando o aprendizado e entendimento de cada um. (PETERSEN; WOH-
LIN, 2009)
∙ Vantagem 12: Pequenos pacotes de requisitos permitem que se realize e libere
pacotes de requisitos rapidamente, o que leva à redução da volatilidade de requisitos
nos projetos. (PETERSEN; WOHLIN, 2009)
∙ Vantagem 13: O desperdício de trabalho não utilizado (documento de requisitos,
componentes implementados, etc.) é reduzido pois os pequenos pacotes iniciados são
sempre implementados. (PETERSEN; WOHLIN, 2009)
(PETERSEN; WOHLIN, 2009)
As vantagens números 12 e 13 são as únicas consideradas únicas. As vantagens 1,
4 e 6 foram consideradas equivalentes às outras já conhecidas. A vantagem número 11,
mesmo sendo considerada parecida com a vantagem 6 foi dado um espaço exclusivo pela
importantancia de se substituir documentação por comunicação.
As mais importantes vantagens identiĄcas na metodologia ágil tem haver com be-
nefícios de comunicação ampliando o aprendizado e passagem de conhecimento como pode
ser observado nas vantagens 1, 2, 6 e 11 e que ratiĄca os resultados de (KARLSTRÖM;
RUNESON, 2006). Além do mais, é ressaltado que as pessoas acham praticáveis a utili-
zam dos métodos agéis, como pode ser visto nas vantagens 7 e 9, e os programadores se
entusiasmam mais, visto na vantagem 5, coom exceção de que uma pesquisa mais nova
identiĄcou uma maior cansaço nos programadores depois da desão ao Scrum (LI; MOE;
DYBÅ, 2010). Os outros estudos referem-se a feedback entre clientes e programadores
(vantagens 2 e 8) e benefícios da programação em pares, visto nas vantagens 3, 9 e 10.
É exposto abaixo também os problemas detectados por Petersen e Wohlin. A lista
de problemas é bem maior que a de vantagens, pois muitos destes foram descobertas
inéditas. O fato da pesquisa de Petersen e Wohlin ter sido realizada em larga escala, ex-
plorou as fraquezas das metodologias ágeis e assim gerou estes problemas inéditos quando
comparada aos estudos anteriores realizados em projetos menores (COHEN; LINDVALL;
COSTA, 2004) (RAMSIN; PAIGE, 2008).
∙ Problema 1: A realização de testes contínuos requer muito esforço (exemplo: a
criação de um ambiente de teste integrado é difícil para diferentes plataformas e
dependências entre sistemas). (SVENSSON; HOST, 2005) (PETERSEN; WOHLIN,
2009)
∙ Problema 2: Não há foco suĄciente em arquitetura no desenvolvimento ágil, acar-
retando decisões de projeto ruins. (MCBREEN; BY-BECK, 2002), (ROSENBERG;
STEPHENS, 2003), (PETERSEN; WOHLIN, 2009)
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∙ Problema 3: Desenvolvimento ágil é fraco em projetos de grande escala. (COHEN;
LINDVALL; COSTA, 2004), (PETERSEN; WOHLIN, 2009)
∙ Problema 4: Programação em pares é percebida como exaustiva e ineĄciente. (ILI-
EVA; IVANOV; STEFANOVA, 2004), (MACKENZIE; MONK, 2004), (TESSEM,
2003)
∙ Problema 5: Membros da equipe precisam ser altamente qualiĄcados para obter
sucesso usando agilidade. (HILKKA; TUURE; ROSSI, 2005)
∙ Problema 6: As equipes são altamente coesas, o que signiĄca que a comunicação
entre as equipes funciona bem. Porém, a comunicação entre equipes é prejudicada.
(KARLSTRÖM; RUNESON, 2006), (PIKKARAINEN et al., 2008)
∙ Problema 7: O fortalecimento dos engenheiros torna os gestores temeroses inici-
almente, e assim requer treinamento suĄciente para os gestores. (KARLSTRÖM;
RUNESON, 2006)
∙ Problema 8: Implementação começa muito cedo, assim questões técnicas aparecem
muito cedo do ponto de vista gerencial. (KARLSTRÖM; RUNESON, 2006)
∙ Problema 9: Clientes onsite tem que se comprometer com todo desenvolvimento,
o que os coloca sob stress. (MARTIN; BIDDLE; NOBLE, 2004)
∙ Problema 10:Da perspectiva dos estudantes, programação em pares não é aplicável
se um parceiro é muito mais experiente que o outro. (MELNIK; MAURER, 2002)
∙ Problema 11: A entrega dos requisitos para serem projetados demora devido ao
processo de decisão ser complexo. (PETERSEN; WOHLIN, 2009)
∙ Problema 12: A lista de prioridades é essencial no modelo da empresa para se
trabalhar e é difícil de criar e manter. (PETERSEN; WOHLIN, 2009)
∙ Problema 13: Atividades de design possuem livre capacidade devido a longos
períodos de espera pois em engenharia de requisitos a tomada de decisões complexas
tomam muito tempo. (PETERSEN; WOHLIN, 2009)
∙ Problema 14: Redução de cobertura de testes nos projetos devido à falta de testes
independentes e escassez de projetos, demandando que a última versão do sistema
compense a cobertura. (PETERSEN; WOHLIN, 2009)
∙ Problema 15: O processo da empresa requer que se produza muita documentação
de testes. (PETERSEN; WOHLIN, 2009)
∙ Problema 16: A gestão de conĄguração requer alto esforço para coordenar o alto
número de releases internas. (PETERSEN; WOHLIN, 2009)
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∙ Problema 17: O desenvolvimento do ambiente de conĄguração para selecionar
partes para a customização de soluções demanda um longo tempo devido ao início
tardio do trabalho de empacotamento do produto e uso de bibliotecas de programa-
ção sequencial. (PETERSEN; WOHLIN, 2009)
∙ Problema 18: O trabalho de empacotamento do produto é aumentado pois ele
ainda é visto de um ponto de vista técnico, mas não de um ponto de vista comercial.
(PETERSEN; WOHLIN, 2009)
(PETERSEN; WOHLIN, 2009)
Podemos separar em três categorias os problemas encontrados na pesquisa:
∙ Problemas gerais: são aqueles que estão ligados aos aspectos centrais da ĄlosoĄa
ágil, como por exemplo os prejuízos no design da solução por causa do baixo enfoque
em arquitetura (Problema 2), diĄculdade na adpatação para testes contínuos (Pro-
blema 1), necessidade de membros qualiĄcados (Problema 5), desvantagem da pouca
documentação (Problema 6) e deĄciência em contextos de larga escala (Problemas
3, 11, 12, 13, 14, 15, 17 e 18).
∙ Problemas especíĄcos: é relacionado a alguma atividade mais especíĄca, assim
como as desvantagens de se ter o cliente onsite (Problema 9) e as desvantagens da
progrmação em pares (Problema 4 e 10).
∙ Problemas gerenciais: são os que lesam o trabalho dos gerentes de projeto, como
a perda de controle (Problema 7), crescimento da dinâmica na gestão de questões
técnicas (Problema 8) e de releases internas (Problema 16).
A pesquisa desenvolvida por Dybå e Dingsøyr (DYBÅ; DINGSØYR, 2008) e o vin-
douro aperfeiçoamento e consolidação feitos por Peterson e Wohlin (PETERSEN; WOH-
LIN, 2009) foram de suma importância na elaboração desta monograĄa. As vantagens
identiĄcadas são importantes na busca de melhrar a qualidade da construção da pesquisa,
pois auxiliam no levantamento de hipóteses e a formualação da explicação dos resultados
aguardados. Em contrapartida, os problemas encontrados são importantes para ajudar
na elaboração do modelo de processo proposto, de modo a tentar abrandar alguns dos
problemas existentes.
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4 A Metodologia híbrida na literatura
(BOEHM; TURNER, 2004) visualizaram cinco fatores críticos em um projeto para
deseignar o quanto o desenvolvimento do projeto tem de ser ágil ou tradicional. Os fatores
descobertos abrangem o tamanho do projeto, a criticidade, o dinamismo do ambiente de
desenvolvimento com relação a alterações, os recursos humanos relacionados e, por último,
os fatores culturais. A obra mostra dois casos nos quais a abordagem híbrida trabalhou
adequadamente e evidencia como vantagem do trabalho a escolha dos cinco fatores e a
identiĄcação do risco, fator principal para o balanceamento entre ágil e o tradicional,
baseada em diversos projetos das mais diversiĄcadas empresas.
(KARLSTROM; RUNESON, 2005) estudaram sobre a incorporação do método
XP no modelo stage gate - modelo de gestão de projetos tomado na indústria, partido em
subprojetos, em um local de desenvolvimento de sistemas, marketing, planejamento de
produção etc. Este modelo prescreve estágio estabelecidos por quais um projeto tem de
passar. É parecido ao modelo Cascata e ao conceito de fases no RUP, prestando um apoio
à comunicação no decorrer do projeto e às tomadas de decisões por parte dos envolvidos.
A expressão gate concerne à passagem de um estágio para outro.
O estudo de caso qualitativo criado foi alicerçado em entrevistas com proĄssio-
nais de três grandes corporações, com isso os autores identiĄcaram que os métodos ágeis
concedem ferramentas para planejamento, controle da rotina de trabalho e relatórios de
progresso. Ademais, as equipes conversam entre si de maneira mais efetiva quando se
valem de software funcionando e reuniões pessoais, do que em documentações. Já o mo-
delo stage-gate oferece aos métodos ágeis formas de coordenação de trabalho com outras
equipes e de comunicação com as demais áreas.
(ILIEVA; IVANOV; STEFANOVA, 2004) notaram o fator produtividade de dois
projetos parecidos, um usando os métodos tradicionais e o outro um método híbrido base-
ada em PSD e XP. Os projetos possuíam cerca de 900 pessoas/horas e foram desenvolvidos
por duas equipes compostas de 4 pessoas que usavam tecnologia J2EE. Após três iterações
de medições, os resultados apresentaram um crescimento de 42 por cento para a equipe
ágil.
(ALVES et al., 2011) divulgou uma proposta de um processo híbrido denominado
SCRUM-RUP, que baseou-se na integração de algumas práticas de Scrum em um processo
de desenvolvimento alicerçado em RUP. O estudo de caso foi realizado em uma empresa
experiente no uso de uma método customizado do RUP, e tinha como objetivo avaliar como
o processo SCRUM-RUP inĆuenciou a produtividade de desenvolvimento em comparação
ao método já usado. Foi pesquisado, para efeito de comparação, seis projetos desenvolvidos
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usando RUP e oito utilizando SCRUM-RUP.
Para contribuir na análise de resultados, (ALVES et al., 2011) aplicou aos partici-
pantes do estudo de caso umas questões para avaliar pontos de vistas de cada proĄssional
em relação a metodologia em análise. Um aumento na produtividade nos projetos foram
identiĄcados, só não foi possível identiĄcar até qual ponto especíĄco a proposta (metodo-
logia) trouxe resultado. O autor do estudo explicou que não foi possível tirar conclusões
sobre o ganho teórico do processo SCRUM-RUP quando comparado ao RUP, por causa
da ausência de números maiores em relação à quantidade de projetos analisados para
representarem uma amostra signiĄcativa para generalização estatística.
(COSTA; LOUREIRO; REIS, 2010) em seu trabalho desenvolvido buscou des-
crever uma metodologia híbrida focalizada para o desenvolvimento de software com Ąns
didáticos (educacionais). Foi nominado de MHDCU (Metodologia Híbrida de Desenvolvi-
mento Centrado no Utilizador). Esta metodologia foi aplicada no desenvolvimento de um
jogo lúdico focado, em um primeiro momento, a alunos do primeiro e segundo ciclos do
Ensino Fundamental, com o objetivo de contribuir o ensino sobre preservação da natureza
e recursos naturais. No decorrer do desenvolvimento do software, ocorreu uma grande coo-
peração dos usuários Ąnais (alunos e professores) nas fases de testes e validações. A equipe
de desenvolvimento era compostas por proĄssionais das áreas de educação e tecnologia. A
documentação elaborada, manuais do usuário e outros documentos, passou por diversas
revisões e atualizações, a medida que era necessário.
A MHDCU teve como alicerce os seguintes elementos da metodologia ágeis: sim-
plicidade, correção e melhoria contínua do código de software e entrega incremental.
(COSTA; LOUREIRO; REIS, 2010), por Ąm, aĄrmaram que os processos iterativos e
incrementais coligados aos procedimentos de prototipagens utilizados, incluindo as ferra-
mentas de avaliação e monitorização, foram uma maneira eĄcaz da MHDCU se justapor
às mudanças constantes de requisitos.
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5 Conclusão
Depois da análise dos trabalhos referenciados anteriormente, infere-se que a adesão
de uma metodologia híbrida deve levar em conta diversos pontos além dos procedimentais
para obter resultados satisfatórios. (BOEHM; TURNER, 2004) atribuíram como funda-
mentais: o tamanho do projeto, a criticidade, a energia do ambiente de desenvolvimento
com relação a modiĄcações, os recursos humanos envolvidos e os fatores culturais. O fator
de risco foi classiĄcado como noção para o balanceamento entre práticas tradicionais e
ágeis.
No meio do fatores citados alguns foram trivialmente destacados nos trabalhos dos
autores que pesquisaram sobre a metodologia híbrida. Os recursos humanos tem grande
importância, visto que estratégias de coordenação de trabalho ofertadas pelas metodolo-
gias tradicionais ampliĄcadas pela maior cooperação dos participantes sejam em reuniões
pessoais, partilhando conhecimento, ou interagindo diretamente com a equipe, como visto
no MDHCU por (COSTA; LOUREIRO; REIS, 2010), contribuem signiĄcativamente para
o sucesso com métodos híbridos. Tanto (KARLSTROM; RUNESON, 2005) quanto (AL-
VES et al., 2011) têm essa mesma opinião. Além do mais, acrescentaram a diminuição da
documentação e o micro gerenciamento como pontos primordiais para o êxito, ratiĄcando,
assim, os elementos criticidade, adaptação às modiĄcações e tamanho do projeto.
Por último, afere-se que usar o método híbrido estudado não trás qualquer garantia
de sucesso em todos os projetos, uma vez que, devemos levar em observação o fator cultural
da empresa, pois qualquer mudança costuma-se gerar uma certa resistência. Ultrapassada
esta fase, o bom é planejar cuidadosamente o que adaptar de melhor das duas metodologias
(tradicional e ágil) para satisfazer as necessidades reais do processo de desenvolvimento
de software da empresa.
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