Abstract-Software development teams need highly valuable knowledge to carry out knowledge-intensive development activities. Agile teams are cross-functional teams that promote sharing of project-specific knowledge through frequent faceto-face interaction, effective communication and customer collaboration. Knowledge sharing is difficult for distributed Agile teams due to spatial, temporal, and cultural barriers, which negatively affect face-to-face interaction, communication and collaboration. There seems to be very few studies that focus on knowledge management in distributed Agile teams. Through a Grounded Theory study that involved 45 participants from 28 different software companies in the USA, India and Australia, we investigate distributed software development from the specific perspective of Agile teams. In this paper, we describe how Agile teams gather, store, share and use knowledge in distributed software development.
I. INTRODUCTION
Software development is a series of knowledge-intensive activities that encompasses gathering requirements, analyzing problems, designing, coding, testing, and ensuring the software remain up-to-date and bug-free [12] , [46] . Software development teams need highly valuable knowledge relating to project management, software development and its processes, and technologies to be successful in their projects. A traditional software development team carries out software development activities through specific knowledge-rich roles such as Project Managers, Software Analysts, Developers, or Testers, that are associated with specific stages in the development process [14] . An Agile team is a cross-functional team that carries out software development activities through effective collaboration between the team members and customer [8] . The concept of 'cross-functional team' does not mean 'collection of cross-functional individuals' even though members of an Agile team often strive to be 'omni-knowledgeable' [52] , [76] . Cross-functional team just means that the team as a whole has all skills needed to build the software, and that every team member is willing to coordinate, communicate and collaborate to get the job done [42] , [54] . Therefore, Agile teams carry out the software development activities through effective communication and customer collaboration [8] . Team members frequently share complex and context-specific knowledge that are essential to deliver business value to the customers [49] . From this perspective, effective knowledge sharing in the team is imperative for the success of Agile projects [51] .
Several studies, however, point out that knowledge sharing is difficult for distributed Agile teams due the challenges in communication, particularly face-to-face interaction between team members in different locations [10] , [43] . This raises a critical question: How do Agile teams gather, store, share, and use knowledge in distributed software development? We found the answer to this question through a Grounded Theory study that involved 45 participants from 28 different software companies in the USA, India and Australia. As we investigate distributed software development from the perspective of Agile practitioners, several practices that promote effective knowledge management in the distributed teams emerged from the analysis. We describe these practices through the knowledge management processes: knowledge generation, knowledge codification, knowledge transfer, and knowledge application.
The rest of the paper is structured as follows: Section II presents the background on knowledge management; Section III describes the Grounded Theory research method; Section IV presents the results of the study; Section V discusses our findings in the light of related work; Section VI describes limitation of the study, and finally, Section VII presents the conclusion for this study.
II. BACKGROUND
Software companies are increasingly venturing into distributed software development. Besides lowering development costs, one of the key reasons for organizing a distributed team is to benefit from the superior knowledge that resides in remote locations [38] , [47] . Agile teams strive to develop software with less cost and with a higher quality while embracing change throughout the software development process [1] , [67] . Self-managing Agile teams need to leverage knowledge, techniques, and tools to manage the development of software products. Learning and acquiring knowledge is critical in Agile software development that focuses on customer satisfaction through continuous delivery of valuable software [39] . Value of the knowledge increases within the team or organization when knowledge has a key purpose, and focuses on mission and core values [4] , [68] . Software development teams, however, face difficulties to gain clear understanding with respect to knowledge and managing knowledge [60] . Though several studies [21] , [44] , [78] have defined knowledge, the following is one of the most common definition: "Knowledge is a fluid mix of framed experience, values, contextual information, and expert insight that provides a framework for evaluating and incorporating new experiences and information. It originates and is applied in the minds of the knowers. In organizations, it often becomes imbedded not only in documents or repositories but also in organizational routines, processes, practices, and norms." [21, p.5] Knowledge is divided into two types: tacit and explicit [57] . Tacit knowledge is the action-oriented or "know how" knowledge that guides human behaviour but it cannot be openly expressed, whereas explicit knowledge is the academic knowledge or "know what" knowledge that can represented in written or verbal forms [68] . A wealth of research literature points out that the most valuable knowledge within an organization is essentially tacit. This tacit knowledge is embodied in people in the form of experience and skills, and in the processes and products that people create. Nonaka and Takeuchi [55] , writing about knowledge creating companies, describe that "although we use the term 'organizational' knowledge creation, the organization cannot create knowledge on its own without the initiative of the individual and the interaction that takes place within the group." This means that organization create knowledge from the tacit knowledge of individuals in the organization.
Knowledge Management (KM) is "a method that simplifies the process of sharing, distributing, creating, capturing and understanding of a company's knowledge" [21] . KM describes the processes through which organizations manage tacit and explicit knowledge held within the individuals of the organizations to achieve competitive advantage [4] , [63] . The approach to knowledge management often assumes that the knowledge within an organization will largely consist of tacit knowledge that remains in the heads of individuals in the organization. Wilson [78] suggests that "whenever we wish to express what we know, we can only do so by uttering messages of one kind or another -oral, written, graphic, gestural or even through body language". Davenport and Prusak [21] explain that 'knowledge exists within people, part and parcel of human complexity and unpredictability', and therefore knowledge transmitted outside of the mind becomes mere information for the receiver. From this perspective we understand organizations can offer tools, techniques, processes and procedures, but managing knowledge still will remain the responsibility of the individual.
Though early KM models focused on explicit and quantifiable knowledge, recent studies on KM focus on the collective capabilities of the individuals in an organization such as accumulation of experience, learning of new behaviours and understandings, and solving of work-context problems [20] . There are several different models for KM, "allowing researchers and practitioners to generalise, communicate and apply the findings" [61] . Within a KM model, there are four knowledge processes: knowledge generation (creation and acquisition), knowledge codification (storing), knowledge transfer (sharing), and knowledge application (use) [4] , [21] , [70] .
Knowledge generation is creating innovation and opportunities for resolution of problems, and acquiring knowledge from external sources [21] . Knowledge codification is translation of tacit knowledge into explicit knowledge in written or verbal forms for storage in repositories [21] . Knowledge transfer is sharing of knowledge between individuals within an organization [21] . Finally, knowledge application is using knowledge to gain the competitive advantage [4] , [21] . Software companies often exhort managers to manage knowledge in the routine and practices that the software development teams transforms into valuable product and services. There is, however, a paucity of studies into knowledge management in distributed Agile teams [11] , [43] . To address this gap, we investigate how distributed teams create and acquire, store, share and use knowledge from the specific perspective of Agile teams.
III. RESEARCH METHOD
Grounded Theory (GT) is a systematic research method that emphasises the generation of theory derived from systematic and rigorous analysis of data. GT was originally developed by Barney G. Glaser and Anslem L. Strauss [36] . We chose GT as our research method for three main reasons. Firstly, GT is suitable to be used in areas that are under-explored or where a new perspective might be beneficial [64] , and literature on Agile software development with distrbuted teams is still scarce [43] . Secondly, GT allows researchers to study social interactions and the behaviour of people [36] , and Agile methods focus on people and their interactions in software development teams [65] . Thirdly, GT is successfully being used to study social aspects of Agile teams [30] , [41] , [49] , [58] , [76] . Using Glaser's guidelines, the study started with a general area of interest -Agile software development with distributed teams -rather than beginning with a specific research question [17] , [34] . This does not mean that there is no specific problem for the research, but rather formulating a research question before commencing a GT study can lead to preconceived ideas of the research phenomenon [37] , [40] , [53] . Glaser [33] , [34] asserts that the problem and its key concerns will emerge in the initial stages of data analysis.
A. Context
This study involved 45 Agile practitioners from 28 different software companies in the USA, India and Australia. Participants were involved, recently or at the time of the data collection, in Agile software development with distributed teams in a technical, business or management role. Table I shows the participant and project details. Participant's experience in Agile software development varied from 4 to 9 years. The project domain mainly includes ECommerce, Financial Services, Internet Services, and Web Services. Participants adopted primarily Scrum and XP in their distributed software development. Project iteration varied from 2 to 4 weeks, and the project distribution varied from 2 to 4 countries, often across several time zones and different cultures. The project durations varied from 6 to 36 months, and some projects were still ongoing during data collection. The projects often started with a small team size of 6 to 12 members. Some teams, however, had scaled through having 'team of teams' of up to 50 members to accommodate the increasing complexity of the projects.
Agile development teams are cross-functional teams that are formed of generalizing specialists with different functional skills within the team itself. In order to get a rounded perspective of the research phenomenon, we interviewed participants from different roles in Agile software development: Developer, Quality Analyst, Business Analyst, Scrum Master, Agile Coach, Product Owner, and Senior Management (e.g. Development Manager, Recruitment Director, and Director of Technology). Due to privacy and ethical consideration, we will only identify our participants using the codes P1 to P45. In order to maintain consistency in the application of Grounded Theory, all data were personally collected and analysed by the primary researcher.
B. Data Collection
Data collection in GT is guided through theoretical sampling whereby the researcher jointly collects, codes, and analyzes his data and decides what data to collect next and where to find them, in order to develop his theory as it emerges [32] . We conducted face-to-face, one-on-one interviews with our participants using open-ended questions. The interviews were voice recorded with the consent from the participants so that we could concentrate on the conversation. Initially a set of interview questions was prepared to develop a smooth discussion with the participants. The interview questions mainly focused on the challenges faced by distributed Agile teams and the strategies adopted by teams to overcome these challenges. Several key concerns emerged from the initial analysis: knowledge sharing, trust, communication, culture, and team interaction. We continually adjusted our interview questions to focus on these key concerns.
C. Data Analysis
The transcripts were analyzed line-by-line using open coding to explore the meaning in the data [5] , [31] . Open coding breaks down, examines, compares, conceptualizes and categorizes the data [72] . We collated key points from the data and assigned a code, or a summary phrase, to each key point. Using GT's constant comparison method [35] , we constantly compared each code with the codes from the same interview, and those from other interviews. The codes that were related to a common theme were grouped together to produce a second level of abstraction called a concept. As we continuously compared the codes, many fresh concepts emerged. These concepts were analysed using constant comparison method to produce a third level of abstraction called a category. During data analysis, we continuously wrote-up memos on the ideas about the codes, concepts and categories, and their interrelationships with one another.
We presented several emergent findings from this study in different papers [22] , [23] , [24] , [25] , [27] , [26] . In this paper, we aimed to investigate the question described in section I, which is "How do Agile teams gather, store, share, and use knowledge in distributed software development?" As we analyzed the data, theoretical sensitivity on the area of knowledge management from different disciplines guided us to consolidate the emergent concepts based on the four knowledge management processes: knowledge generation, knowledge codification, knowledge transfer, and knowledge application, that gave rise to the emergent category knowledge management in distributed Agile teams. In the next section, we present the emergent concepts and category, and explicate them using the memos that were written during analysis.
IV. RESULTS
In this section, we describe the practices that promote effective knowledge management in Agile software development with distributed teams through the four processes of knowledge management: Knowledge Generation, Knowledge Codification, Knowledge Transfer, and Knowledge Application. We present selected quotations drawn from our interviews that had lead us to the emergence of these concepts and category. Due to space reasons, we cannot describe all the underlying codes for the properties of the emergent category.
A. Knowledge Generation
Knowledge generation is divided into two main subprocesses: knowledge creation and knowledge acquisition. Knowledge can either be generated through original knowledge that exists within the individuals in the organization, or knowledge can be acquired from external sources and integrated into the organization.
Inception: An inception is an interactive series of structured workshops that provides opportunities for stakeholders to crystallize their ideas in collaboration with development teams [69] . The inception concludes with a shared vision for the project and prepares the development team for Agile development iterations [18] .
The stakeholders engage in discussions that includes project goals and vision, business benefits, costs, schedule, success measures, technology assumptions, and rules of engagement. The knowledge gained from the inception is crucial to get a project started the right path with a shared understanding:
" [15] . The training sessions are largely beneficial to disseminate process and technical knowledge to novices, particularly on the domain and system requirements, and the technologies that are used in the projects [15] .
Formal training programmes that include soft-skills, technical skills and Agile practices have been found useful to upgrade the knowledge and skills of team members. Hiring professional trainers and experienced consultants, and sending teams for training sessions and certifications can be expensive and time consuming, and therefore management support is required to design the training programmes and implement them across the organization:
" Communities of practice: Communities of practice are self-organizing groups that consist of individuals who share information, insight, experience, and technical skills on a specialised discipline, and collaborate on common challenges or stimulating new ideas [50] . Communities of practice focus on learning through sharing knowledge and developing a set of good practices, and provide opportunities to leverage the tacit knowledge within the community members [43] , [45] .
Team members who are open minded to accept suggestion and recommendations from outside the project team often participate in activities within communities of practice to gain a useful perspective on knowing and learning, and to enhance collaboration between them and other members of the communities:
" [28] . Individuals in a team should realize that knowledge value degrades with time, and that evaluation of what knowledge is needed when to meet the needs of the project activities is essential for the success of the project [28] . Managers understand that individuals seek different knowledge at different time, and therefore encouraging the individuals for self-learning and organizing learning opportunities for them are sensible management responsibilities [28] .
Self-managing Agile teams engage in self-learning when a specific knowledge seems to be important and required for project activities. Learning can happen through interacting and collaborating with team members, accessing and understanding information available in knowledge repositories, or participating in community activities:
" 
B. Knowledge Codification
Knowledge codification is the translation of tacit knowledge into explicit knowledge in written, visual or verbal format for storage within knowledge management systems that provide efficient mechanisms to access the codified knowledge [21] .
Wiki: A Wiki is a collection of web pages with several special publishing and collaboration features that significantly improve conversational knowledge creation and sharing [74] . Earlier knowledge management conversational technologies such as e-mails, audio and video conferencing, and Instant Messaging allow individuals to create and share knowledge through web based discussion forums and online communities. A Wiki offers a model for high impact knowledge management because it provide opportunities for collaborative knowledge creation in the team and facilitate individual learning [19] .
An individual initially provides information and reflects his own knowledge into a Wiki article. Other members of the team can extend the individual's knowledge through detailed description, intellectual discussions, or reflection of experiences into the Wiki article in a form that maps the initial knowledge:
" The purpose of documentation is to describe the requirements, design, implementation and limitation of the system to those who are responsible for using, maintaining and evolving the system [66] . Design documents that describe the architectural specifications of the higher-level structure and behavior of system are crucial for modern software that are complex and frequently revisited for upgrades [62] , [66] .
Agile methods prefer "working software over comprehensive documentation" [29] . The effort of creating documents describing planned implementation and keeping them up-todate in Agile projects that "welcome changing requirements, even late in development" may not be worth of time and cost [43] . Though Agile methods reduce the emphasis on documentation, team members write the design documents or test cases especially upon requests from customers. Agile teams do not suggest that documents are obsolete but change the focus when to create and maintain them:
C. Knowledge Transfer
Knowledge transfer is movement of knowledge from sender to receiver, understanding the knowledge transmitted and integrating it with existing knowledge within the receiver's mind [4] . The transfer of knowledge does not guarantee a full replication of the knowledge for the receiver. In fact, knowledge is often modified in the mind of the receiver.
Daily Scrum: Daily Scrum is the daily meeting that brings team members together to synchronize the works of all team members, identify possible impediments to progress in projects, and schedule other meetings [65] . When the meeting involves all members, including remote members in a distributed team, it serves as a team-building activity that makes the members feel part of the team [59] .
During the daily meeting that often lasts just for fifteen minutes, team members need to focus on the information shared to the team. A daily meeting can fulfill its purpose only when meaningful information that promotes understanding and learning is shared to the team:
" Pair programming promotes integration of collaborative knowledge within the pair programmers, and provides an effective means of knowledge dissemination and retention in an organization [56] . Benefits of pair programming includes increased knowledge transfer, enhanced learning, effective knowledge creation [77] . Hence, pair programmers produce better program than solo programmers [71] .
Pair programmers mutually transfer knowledge through effective collaboration and frequent communication. Teams ideally pair a junior member with a senior member to encourage the junior member to learn particularly on performance impacts in software development:
"We normally get the junior developers to pair with the seniors. Though the junior developers are really brilliant, they just don't have the experience and the exposure to understand performance impacts." -P12, Developer .
Tools: Considerable amount of explicit knowledge is readily available on the Internet, and therefore additional support in the form of knowledge management tools that promote the use of the information sources and integrating knowledge management into the development process can be beneficial for the team members [13] , [43] . Customer representatives often provide information on requirements through verbal communication to individuals who requested for the additional information from time to time [75] . Therefore, tools are particularly important for distributed teams to conserve and distribute knowledge gathered by team members in different locations, and to share project status and velocity:
"It certainly helps to have good tools that reflect team's progress, the current [project] status and priorities, and use the knowledge on the web. Tools can make it easier and effective to share that information with people in remote locations." -P20, Senior Management. Visits: Though knowledge transfer can happen during daily meetings through technology-mediated communication such audio or video conference, yet face-to-face interaction is prefered, especially when there are high levels of complexity and ambiguity within a project [51] . Lack of non-verbal cues such as facial expression or hand gestures in technologymediated communication reduces the richness of the information exchanged between the distributed team members [26] .
Distributed team members visit other members in different locations when and as needed to gain better understanding of critical situations through face-to-face interactions that offer rich communication and effective knowledge sharing:
"Right now something critical is going on, and we need some sort of knowledge from the [customer] . Two people from India went to the [customer's] site to work through with all those concerns. We learn a lot of things from their site and we benefit from this knowledge transfer. " -P26, Agile Coach. Rotation: The on-site team members often gets to learn the business and domain knowledge much faster than offshore team members due to frequent face-to-face interaction with Product Owner or customer representatives [73] . Rotation of team members between different locations, often between 3-6 months, promotes the distribution of the business and domain knowledge across the teams:
"The primary reason for rotation would be knowledge sharing. Often somebody has got some specific knowledge that need to be shared, or somebody wants to learn a specific knowledge available in one location. So we have some people coming over [to India], or we have some people going and working with the team in that location for some time and then bring back that knowledge." -P27, Scrum Master. On-site customer: On-site customers drive the software development by continually providing correct and complete understanding of their needs, and effectively contributing to the growth and utilization of domain concerned knowledge [9] .
When customers are working on-site with the team, collaboration can be enhanced through effective participation in release planning, daily meetings, review meetings and retropectives. These on-site customers provide timely feedback throughout the iterative development process:
"There was one on-site customer sitting together with the team. The customer was working very collaboratively along with us throughout the iterations and review meetings, and giving their feedback along the way. " -P27, Scrum Master. Cross-functional teams: A cross-functional team as a whole has skilled individuals performing all required roles to build a software through effective communication and collaboration [15] . Cross-functional teams focus on the whole solution, and not just the software development process.
A cross-functional team is ideally staffed with developers, analysts, testers, and individuals from other disciplines that can contribute to the success of a project through active knowledge sharing within the teams:
D. Knowledge Application
Knowledge application is using knowledge to create and sustain competitive advantage in organizations [4] . Knowledge that is available within a specific team or general organization ideally should be accessible in a way that promotes effective use of the knowledge.
Similar context: When a team member interacts with the Wiki, knowledge and information are interchanged between the member and the Wiki. The new knowledge that the team member can infer out of the information in the collaboratively and iteratively improved Wiki articles represents collaborative knowledge [19] . This new knowledge can be integrated into the individual's existing knowledge and used effectively in similar project-context activities: Problem solving: Although technology can assist people with storage and transfer of knowledge artifacts, the knowledge itself can be created and exist only in human's mind [21] , [78] . Therefore, team members need to consolidate and understand related information contained in knowledge documents such as Wiki, and create a new knowledge that can help them to realize a possible solution for a problem that arise in their projects:
"The knowledge sharing help them to gain more knowledge, and when some problems arise, an idea strikes and they are able to deliver a solution." -P29, Scrum Master. Future sprints/projects: Knowledge from multiple technologies and functional domains is a neccesity for complex projects. Project teams ideally should have access to information in knowledge repositories within and outside the organizations for successful completion of projects [75] .
One of the 12 principles behind the Agile Manifesto describes the nature of an Agile team is that 'the team reflects on how to become more effective, then tunes and adjusts its behaviour accordingly' [29] . In this context, Agile teams conduct sprint reviews and sprint retrospectives after each sprint to assess the success of the sprint against the sprint goals, and seek for improvement opportunities and new ideas. Knowledge acquired during the course of a sprint/project, particularly during the sprint reviews and retropectives, is very useful to promote continuous improvement to the process and practice that is in place within the team:
V. RELATED WORK
There is a wealth of literature on knowledge management from different fields such as Organizational Theory, Psychology, Sociology, Information System, and Computer Science. In this section we discuss several studies that investigate the knowledge management in software development, particularly in Agile software development.
The concept of Experience Factory in Software Engineering describes that a software development project can improve its performance in terms of cost, schedule and quality by leveraging experience from previous projects [7] . The Experience Factory collects experience from software development projects, analyzes and synthesizes all kinds of experience, including lessons learned, project data, and technical reports, stores the integrated experience, and supplies the 'emergent' knowledge to the current projects on demand [7] , [60] .
Through an empirical study that investigated the effects of knowledge delivery factors on software development efficiency, Ajile and Sun [3] report that software development projects using the 'pull' approach for knowledge delivery will be more effective than projects using 'push' approach. The 'pull' approach expects users to search for knowledge by themselves based on what kind knowledge are required to get the job done, whereas the 'push' approach aims at proactively providing knowledge to users. From our study, we found that team members are encouraged to search for knowledge from different sources such as Wiki, community events or technical blogs, and gather knowledge through effective communication and frequent interaction among team members. As face-toface interaction can be difficult for distributed teams, efforts are made using technology-mediated communication for selflearning and interactive peer-learning between team members from different locations.
Melnik and Maurer [51] discuss the role of social conversation and frequent interaction as the key element of effective knowledge sharing in Agile process. They suggest that verbal face-to-face interaction facilitates effective knowledge sharing and achieving higher velocity accomplishments, and results in the success of the software development projects. Though faceto-face interaction is affected in distributed software development, our participants recognize the importance of face-toface interaction for effective knowledge sharing. Our findings indicate that team members travel to different locations on a regular basis, and team members in certain roles such as Developers or Quality Analysts rotate between different locations and work with other members of the team for a specific period of time. Visits and rotation provide opportunities for team members to meet face-to-face and foster team bonding. The team bonding that was built while working together in close proximity continues to facilitate knowledge sharing even when team members are distributed in different locations.
Through an empirical study that compared the knowledge creation process in an XP project and a traditional project, Bahli and Zeid [6] found that software development using extreme programming (XP) enhances the creation of tacit knowledge among team members. The adoption of XP was facilitated by a high degree of knowledge creation through frequent interaction among team member, and effective collaboration and communication between the development team and the users. From our study, we found that active collaboration among the development teams members and effective discussions with the customer representatives on a daily basis throughout the development phases enhance the knowledge creation in distributed teams.
Chau and Maurer [14] describe that Agile teams share knowledge through several practices: release and sprint planning, pair-programming, on-site customers, cross-functional teams, daily Scrum meetings, and project retrospectives. They argue that these practices are team-oriented and rely on face-to-face interaction between team members. Hence, these practices are effective for collocated and small teams, and do not facilitate inter-team learning or knowledge sharing in distributed Agile teams. We found that sprint planning, daily Scrum, sprint review and project retrospective meetings were in practice in distributed Agile projects. The distributed teams were cross-functional, and team members at different locations share knowledge through effective use of technology-mediated communication such as video-conferencing and knowledge management tools such as Wiki. Collaboration through distributed pair-programming and periodic interactive technical discourses were useful for knowledge sharing in distrbuted teams.
VI. LIMITATION
The findings of a Grounded Theory study are grounded in the specific contexts explored in the research [2] , [40] . These contexts were dictated by the availability of the Agile practitioners to participate in this study, and by our choice of research destinations.
VII. CONCLUSIONS
Through a Grounded Theory study, we investigate distributed software development from the specific perspective of Agile practitioners. Several key practices of knowledge management in distributed software development emerged from our analysis. We describe these practices through the four processes of knowledge management: knowledge generation, knowledge codification, knowledge transfer, and knowledge application. Agile methods promotes knowledge sharing through coordination, communication and collaboration between team members. Scrum [65] advocates knowledge sharing through its four process activities: sprint planning, daily Scrum, sprint reviews and sprint retrospectives. XP [8] encourages knowledge sharing particularly through release and iteration planning, pair programming, and on-site customers. An Agile team is a cross-functional team that the team as a whole has the collection of skills required to perform software development activities and deliver business values to customers.
Knowledge required for Agile software development is very context-dependent, and often it is difficult to transfer the context to different projects even within the same organization. Therefore, critically analyzing the knowledge before reuse is crucial for succesful implementation of knowledge management systems. Knowledge generation involves creation and acquisition of knowledge through several practices: project inception, customer collaboration, formal training sessions, communities of practice and self-learning. Knowledge codification translates tacit knowledge to explicit knowledge that are stored as Wiki articles, design documents, and presentation materials in knowledge management systems. We found that transfer of knowledge between distributed team members occurs, using suitable tools, during daily Scrum, inception workshops, visits, pair-programming, rotation and discussion sessions. The shared and stored knowledge is integrated into an individual's existing knowledge to create new knowledge that is used in similar project-context software development, problem solving activities, and to gain competitive advantage in future sprints/projects.
We hope that realization of these practices can contribute to successful implementation of distributed Agile projects. We acknowledge that there can be other knowledge management practices that can be useful and effective in their own contexts, but did not emerge from our analysis. Future studies can assess the effectiveness of each of these practices in different project contexts.
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