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Nuestra propuesta se basa en definir plantillas genéricas para la descripción de Casos de Uso, y a partir de ellas, definir 
plantillas para las etapas de Análisis y Diseño. 
 
Introducción 
Las metodologías de desarrollo de software y las técnicas de modelado fueron creadas para 
simplificar la complejidad del desarrollo de sistemas, y por lo tanto hay que utilizarlas en cualquier 
proceso de producción de software. 
Tom DeMarco [14] propone la Ingeniería de Software basada en modelos, donde compara la 
construcción de un sistema de software con la construcción de cualquier otro tipo de sistemas 
ingenieriles, y por lo tanto propone la realización de modelos del sistema antes de la construcción 
del sistema mismo. De esta forma, el modelo de un sistema provee un medio de comunicación entre 
todos los participantes en el proyecto, cliente, usuarios y desarrolladores. Los métodos de desarrollo 
de software que se usan en la actualidad adoptaron la filosofía propuesta por este autor y, salvando 
las particularidades de cada uno, todos coinciden que la construcción de sistemas depende de 
modelos previamente definidos. 
El Proceso Unificado [4] es un proceso de desarrollo de software que define quién está haciendo 
qué, cuándo, y cómo para construir o mejorar un producto de software. Las características 
principales que lo definen son: dirigido por casos de uso, centrado en la arquitectura, iterativo e 
incremental.  
En la primera etapa, denominada Captura de Requerimientos, esta metodología propone como 
artefacto crear una lista de los casos de uso y los actores del sistema. Un caso de uso es una 
funcionalidad del sistema que da valor agregado a algún actor o usuario del mismo. Luego cada 
caso de uso requiere de una detallada descripción donde se indica: una precondición, una 
poscondición, un flujo de eventos principal y el flujo de eventos alternativo.  
En las siguientes etapas, denominadas Análisis y Diseño, el Proceso Unificado tiene el propósito 
de obtener modelos del sistema más precisos y lograr una arquitectura estable, que permita realizar 
una correcta implementación del sistema, traduciendo estos modelos a un lenguaje de 
programación. La metodología propone que cada modelo construido en una etapa, debe basarse en 
los modelos construidos en la etapa anterior, y de esta manera asegura que el sistema obtenido 
responde a una construcción evolutiva e incremental.  
En la etapa de Análisis se detectan las clases de análisis a partir de las descripciones de cada caso 
de uso y se construye un Diagrama de Clases UML [3][16] de análisis para cada uno. Además, se 
definen los escenarios más evidentes de cada caso de uso y se modelan Diagramas de Colaboración 
UML  [3][16] lo cual permite identificar y definir las responsabilidades de las clases. 
En la etapa de Diseño, cada clase obtenida en el análisis es transformada a una o más clases de 
diseño, y para cada clase de diseño se definen de manera completa y precisa sus atributos y 




Desde el año 1999, estudiamos el Proceso Unificado como metodología base para desarrollar 
sistemas. En el año 2004, desarrollamos el proyecto innovador “Definición y uso de Plantillas 
Genéricas para la descripción de Casos de Uso” [19]. El mencionado proyecto cubre la primera 
etapa, Captura de Requerimientos, donde propusimos las plantillas genéricas para la descripción 
de casos de uso en los problemas de: inserción, eliminación, modificación y búsqueda de 
elemento. En la actualidad, nos dedicamos a estudiar y analizar como evolucionar estas plantillas 
genéricas para cubrir las siguientes etapas del proceso de desarrollo. Definimos plantillas genéricas 
para la etapa de Análisis y Diseño, y de esta manera completamos las tres etapas fundamentales, 
Captura de Requerimientos, Análisis y Diseño, para lograr el modelo completo, con diferentes 
vistas, de una solución posible del problema a modelar. 
Basados en que la definición de soluciones genéricas aporta una sustancial mejora en el accionar 
profesional cuando se deben plantear soluciones a problemas que requieren de igual tratamiento que 
otros ya presentados, analizados y resueltos. Nuestro principal propósito es que el modelo 
construido represente una solución para el problema planteado y que pueda ser reutilizado en otros 
contextos. 
Al igual que con las plantillas para la descripción de casos de uso, las plantillas para las etapas de 
análisis y diseño, permiten modelar problemas tales como: agregar, borrar, modificar o buscar un 
elemento. Y sin interesar cual fuere el elemento específico sino que basta con tener una plantilla 
que de la solución a cualquier problema de dicha naturaleza y simplemente reemplazar los atributos 
formales por los valores reales que se definen y plantean para cada caso de uso. 
 La figura 1 muestra una plantilla para la descripción de un caso de uso de Inserción de 























Plantilla 1: Inserción de <<elemento>> 
 
Parámetros: 
• Elemento: ítem a ser insertado. Un ítem está compuesto por los atributos que lo 
definen: atributos clave y atributos. 
• Atributos clave: las propiedades que identifican al elemento unívocamente. 
• Atributos: propiedades que componen el elemento. 
• Reglas de negocio (r1,..,rn): 
 
Nombre: Inserción de <<elemento>>.  
Pre-condición: existe un <<elemento>> a ser ingresado. 
Post-condición: <<elemento>> queda registrado en el sistema, o <<elemento>>  ya estaba 
registrado en el sistema. 
Descripción: realiza la inserción de un <<elemento>>, controlando la existencia del 
elemento en el sistema y el cumplimiento de las reglas del negocio (r1,..,rn) asociadas al 
<<elemento>>. 
ACTOR SISTEMA 
1. Ingresa <<atributos clave>> del 
<<elemento>>. 
 
3.   Ingresa el resto de los <<atributos >> del 
<<elemento>>. 
 





4. Verifica corrección de <<atributos>> 
ingresados.  
5. Verifica reglas de negocio <<r1,..,rn>> 
asociadas al caso de uso. 
6.   Realiza el alta del <<elemento>> 
2.1. El sistema informa de la existencia del <<elemento>> identificado con <<atributos  
clave>>. 
4.1. El sistema informa que al menos uno de los <<atributos>> ingresado no es correcto. 
5.1. El sistema informa las reglas ri que no se verifican (con 1≤i≤n). 
Nota: En cualquier momento el usuario puede cancelar la ejecución del caso de uso. 













CASO DE USO: Inserción de Cliente 
 
Instancia: Plantilla 1 (Inserción de <<elemento>>) 
Elemento: Cliente. 
Atributos del Cliente. 
ATRIBUTOS CLAVE VERIFICACION ACCION 
CUIT 
 
SI Debe ser NO NULO. El formato del cuit 
debe ser: 2 caracteres, un guión, 8 
caracteres, un guión, 1 caracter. 
 




 El cliente puede ser: Responsable 
Inscripto, Responsable No Inscripto, 




 La mutual debe seleccionarse de las 





 Debe ser NO NULO. 
Se debe crear la cuenta del cliente. 
Include(Inserción 
Cuenta) 
Regla r1: Cada cliente debe tener una cuenta. 
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