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Abstrakt
Bakala´rˇska´ pra´ce se zaby´va´ trˇemi softwarovy´mi procesy: Unifikovany´m procesem vy´voje
softwaru, procesem Scrum a Extre´mnı´m programova´nı´m. Jejı´m obsahem je jak obecna´
teorie ze softwarove´ho inzˇeny´rstvı´, tak i teorie a popis cˇinnostı´ ve vy´sˇe zmı´neˇny´ch meto-
dika´ch. Da´le se zameˇrˇuje na samotne´ porovna´nı´ jednotlivy´ch cˇa´stı´ softwarovy´ch procesu˚
na za´kladeˇ jejich vstupu˚ a vy´stupu˚. Poslednı´ cˇa´st pra´ce je tvorˇena spolecˇny´m slovnı´kem
pojmu˚.
Klı´cˇova´ slova: Softwarove´ inzˇeny´rstvı´, Softwarovy´ proces, Unifikovany´ proces vy´voje
softwaru, Vy´vojovy´ proces Scrum, Extre´mnı´ programova´nı´
Abstract
This Bachelor’s thesis is about three software processes: Unified Software Development
Process, Scrum Development Process and Extreme programming. Its contents is general
theory of software engineering and also theory and process description of above men-
tioned methodologies. It also focuses on comparsion of each part of software processes
based on their input and output itself. Last part of thesis is formed by common terms
dictionary.
Keywords: Software Engineering, Software Process, Unified Software Development
Process, Scrum Development Process, Extreme Programming
Seznam pouzˇity´ch zkratek a symbolu˚
RUP – Rational Unified Process
Scrum – Scrum Development Process
UP – Unified Software Development Process, Unifikovany´ proces
vy´voje softwaru
XP – Extreme Programming, Extre´mnı´ programova´nı´
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41 U´vod
Cı´lem te´to bakala´rˇske´ pra´ce je prˇehledneˇ popsatmetodikyUnified SoftwareDevelopment
Process, Scrum Development Process a Extreme Programming a na´sledneˇ prove´st jejich
srovna´nı´ na za´kladeˇ rolı´, artefaktu˚ a cˇinnosti, ktere´ vstupujı´ do procesu a vy´stupnı´ch
cˇinnostı´, a na za´veˇr sestavit spolecˇny´ slovnı´k pojmu˚ pro vy´sˇe zmı´neˇne´ metodiky.
V prvnı´ cˇa´stı´ pra´ce je nezbytne´ si osveˇtlit za´kladnı´ teorii a terminologii ty´kajı´cı´ se
softwarove´ho inzˇeny´rstvı´, pouzˇı´vanou take´ v dalsˇı´ch cˇa´stech bakala´rˇske´ pra´ce. Jsou zde
rozdeˇleny a srovna´ny jednotlive´ softwarove´ procesy a strucˇneˇ prˇedstaveny zadane´ me-
todiky. Ve trˇetı´, cˇtvrte´ a pa´te´ kapitole te´to pra´ce jsou postupneˇ prˇedstaveny jednotlive´
metodiky, spolecˇneˇ s cˇasovy´m deˇlenı´m, popisem za´kladnı´ch pracovnı´ch postupu˚, cˇin-
nostı´ a rolı´ zastoupeny´ch v ty´mu prˇi vy´voji softwarovy´ch produktu˚.
Na´sledujı´cı´ cˇa´st bakala´rˇske´ pra´ce se zaby´va´ samotny´m srovna´nı´m vybrany´ch cˇa´stı´
metodik na za´kladeˇ vstupu˚ a vy´stupu˚, ktere´ se v jejich pru˚beˇhu vyskytujı´. Je zde chro-
nologicky popsa´n pru˚beˇh vy´voje v metodika´ch Unified Software Development Process,
Scrum Development Process a Extreme Programming.
Poslednı´ cˇa´st pra´ce tvorˇı´ spolecˇny´ slovnı´k klı´cˇovy´ch pojmu˚ metodik Unified Software
Development Process, Scrum Development Process a Extreme Programming, ktere´ se
v pru˚beˇhu jejich pouzˇitı´ vyskytujı´.
Za´veˇrem jsou shrnuty vy´sledky pra´ce a da´le jsou zde uvedeny na´meˇty k dalsˇı´mu
vy´zkumu.
52 U´vod do problematiky
2.1 Softwarove´ inzˇeny´rstvı´
Softwarove´ inzˇeny´rstvı´ ma´ mnoho definic. Podle Fritze Bauera je softwarove´ inzˇeny´rstvı´
„zavedenı´ a pozˇı´va´nı´ rˇa´dny´ch inzˇeny´rsky´ch principu˚ tak, aby bylo dosazˇeno ekonomicke´
tvorby softwaru, ktery´ je spolehlivy´ a pracuje u´cˇinneˇ na dostupny´ch vy´pocˇetnı´ch pro-
strˇedcı´ch.“ [2] V te´to definici je popsa´no vsˇe, co softwarove´ inzˇeny´rstvı´ obsahuje, cˇı´m se
zaby´va´ a o co se snazˇı´.
Jina´ definice, podle IEEE (The Institute of Electrical and Electronics Engineers), rˇı´ka´:
„Softwarove´ inzˇeny´rstvı´ je aplikace systematicky´ch, disciplinovany´ch a meˇrˇitelny´ch po-
stupu˚ na vy´voj, provoz a u´drzˇbu software, tedy pouzˇitı´ obecny´ch inzˇeny´rsky´ch principu˚
na software. “ [7]
2.1.1 Softwarova´ krize
Softwarove´ inzˇeny´rstvı´ vzniklo jako samostatny´ a uzna´vany´ obor dı´ky Softwarove´ krizi
v sˇedesa´ty´ch letech 20. stoletı´. Charakteristicky´mi znaky bylo neu´nosne´ prodluzˇova´nı´
a prodrazˇova´nı´ vy´voje softwarovy´ch produktu˚, jejich nı´zka´ kvalita a velice sˇpatna´, cˇi
dokonce nemozˇna´ u´drzˇba a inovace, ktera´ byla potrˇebna´ pro prˇizpu˚sobenı´ se meˇnı´cı´m se
pozˇadavku˚m za´kaznı´ku˚, da´le take´ neefektivita vy´voje softwaru a mnoho dalsˇı´ch. Mezi
du˚vody, procˇ dosˇlo k te´to krizi je hned neˇkolik.
Jeden ze za´sadnı´ch du˚vodu˚ je sˇpatna´ komunikace a to prˇi vsˇech sta´diı´ch vy´voje soft-
warove´ho produktu, tedy v komunikaci za´kaznı´ka s analytikem (v te´ dobeˇ to byl veˇtsˇinou
prˇı´mo programa´tor, ktery´ mimo jine´ obstara´val jakousi analy´zu projektu), da´le komuni-
kace tohoto analytika s vy´voja´rˇem, komunikace mezi vy´voja´rˇi a v neposlednı´ rˇadeˇ taky
komunikace vy´voja´rˇu˚ s vedoucı´m projektu. V dnesˇnı´ dobeˇ je funkce analytika ceneˇna
v mnohy´ch prˇı´padech vı´ce nezˇ funkce vy´voja´rˇe, cozˇ je da´no hlavneˇ tı´m, zˇe nedostatecˇna´
komunikace mezi za´kaznı´kem a ty´mem vyvı´jejı´cı´ softwarovy´ produkt by vedlo k nespl-
neˇnı´ pozˇadavku˚ na neˇj kladeny´ch.
Nespra´vny´ prˇı´stup vy´voja´rˇu˚ vedlo k nespokojenosti za´kaznı´ku˚, kterˇı´ byli prˇesveˇdcˇo-
va´nı´ o tom, zˇe „jedineˇ programa´torˇi majı´ pravdu, protozˇe pouze oni veˇdı´, jak jde dany´
produkt cˇi proble´m naprogramovat“. V dnesˇnı´ dobeˇ jsou pouzˇı´va´ny naprˇı´klad syste´my
CRM (Customer Relatioship Management, syste´m rˇı´zenı´ vztahu˚ se za´kaznı´ky), ktere´ ve-
dou k eliminaci teˇchto proble´mu˚ a ke zlepsˇenı´ komunikace se za´kaznı´kem.
O softwarovou krizi se take´ zaslouzˇily nespra´vne´ odhady, a to at’ uzˇ odhady cˇasu,
ceny, efektivity, tak i rozsahu cele´ho projektu. Du˚raz byl kladen hlavneˇ na psanı´ ko´du,
tı´m se zanedba´vala analy´za cele´ho projektu a z toho zase plynulo podcenˇova´nı´, nebo
dokonce ani neprova´deˇnı´, testu˚ beta verzı´ a verzova´nı´. Obcˇas se take´ neprova´deˇlo za´lo-
hova´nı´ jizˇ napsane´ho ko´du, cozˇ ovlivnˇovalo do znacˇne´ mı´ry efektivitu pra´ce jednotlivy´ch
vy´voja´rˇu˚. V dnesˇnı´ dobeˇ vyplynulo z analy´z, zˇe firmy, ktere´ kladou du˚raz na kvalitu
svy´ch produktu˚, majı´ pru˚meˇrny´ dennı´ na´rust 30 azˇ 50 rˇa´dek ko´du programu u kazˇde´ho
sve´ho programa´tora. I prˇes vesˇkerou snahu o vytvorˇenı´ optima´lnı´ho odhadu cˇasu cˇasto
6by´vajı´ proble´my, jelikozˇ se vytva´rˇı´ na same´m zacˇa´tku vy´voje produktu, kdy je k neˇmu
nejme´neˇ dostupny´ch informacı´.
S prˇedchozı´m proble´mem souvisı´ i ota´zka sˇpatne´ho pla´nova´nı´. Pro tehdejsˇı´ vy´vojovy´
ty´m bylo velmi obtı´zˇne´ vypracovat takovy´ pla´n projektu, aby vyhovoval jak za´kaznı´kovi,
tak aby byl splnitelny´ i pro vy´voja´rˇe. Proto se veˇtsˇinou upousˇteˇlo od zpracova´nı´ kvalit-
nı´ho pla´nu a spole´halo se na to, zˇe „se to stihne“. V soucˇasnosti ma´me mozˇnost vyuzˇı´t
jizˇ zpracovany´ch postupu˚ a metod pro pla´nova´nı´ jednotlivy´ch fa´zı´ projektu, jako je na-
prˇı´klad pla´nova´nı´ na´kladu˚, cˇasove´ pla´ny, pla´ny na vyuzˇı´va´nı´ ru˚zny´ch zdroju˚ a podobneˇ.
To vsˇe na´m vsˇak nepomu˚zˇe odbourat tento proble´m u´plneˇ, a je doporucˇeno prova´deˇt
neˇkolikra´t beˇhem cele´ho vy´voje softwarove´ho produktu pru˚beˇzˇne´ a iterativnı´ pla´nova´nı´
spolecˇneˇ s opakovanou revizi, zda pla´n odpovı´da´ realiteˇ a naopak. V minulosti vy´voj
jako takovy´ probı´hal tak, zˇe bezprostrˇedneˇ po zada´nı´ pozˇadavku˚ od za´kaznı´ka progra-
ma´torˇi zasedli k pocˇı´tacˇu˚m a bezhlaveˇ psali mnozˇstvı´ ko´du. Mnozı´ se k te´to metodeˇ po
letech nelibosti opeˇt vracı´ a tvrdı´, zˇe je takto zefektivneˇn prˇı´stup k vy´voji. Rozdı´lem je
vsˇak prova´zanost s analy´zou, na´vrhem a hlavneˇ testova´nı´m. Jednı´m ze za´stupcu˚ takove´
metodiky je naprˇı´klad Extre´mnı´ programova´nı´.
Jednou z dalsˇı´ch potı´zˇı´ byla i nı´zka´ produktivita pra´ce programa´toru˚. Bylo to zpu˚-
sobeno prˇedevsˇı´m tı´m, zˇe neveˇdeˇli, kterou cˇa´st softwarove´ho produktu majı´ prˇesneˇ na-
programovat. Proto se snazˇili sepsat co nejveˇtsˇı´ mnozˇstvı´ ko´du, aby prˇibylo co nejvı´ce
funkcˇnosti bez ohledu na to, jaky´ programovy´ ko´d by bylo vhodne´ psa´t nejdrˇı´ve a aby se
vy´sledne´ cˇa´sti produktumohly prova´zat. Vmnohy´ch prˇı´padech byli takovy´ programa´torˇi
dokonce i u´speˇsˇnı´. Ve veˇtsˇineˇ prˇı´padu˚ se sˇpatne´ cˇi dokonce chybeˇjı´cı´ rˇı´zenı´ podepsalo na
tom, zˇe velke´ mnozˇstvı´ ko´du muselo by´t zahozeno nebo prˇepracova´no a vy´voj byl dı´ky
tomu drahy´ a hlavneˇ trval dlouho. V soucˇastnosti je trendem snaha o zastoupenı´ ru˚zny´ch
rolı´ v ty´mu a to tak, zˇe kazˇdy´ vykona´va´ to, v cˇem je nejsilneˇjsˇı´ a tı´m zvy´sˇı´ efektivitu
pra´ce ty´mu. Obecneˇ je nynı´ kladen mnohem veˇtsˇı´ du˚raz na koordinaci vy´voje, na to, aby
jednotlivı´ cˇlenove´ byli „vedeni spra´vny´m smeˇrem“ a aby jednotlive´ cˇa´sti programove´ho
ko´du spolupracovaly a doka´zaly spolu komunikovat.
Dalsˇı´ prˇı´cˇinou proble´mu˚ prˇi vy´voji byla i neznalost za´kladnı´ch pravidel, cozˇ mohlo
by´t zpu˚sobeno naprˇı´klad chybeˇjı´cı´mi zkusˇenostmi. Naprˇı´klad Brooksu˚v za´kon z roku
1975 rˇı´ka´:„Prˇida´nı´ rˇesˇitelske´ kapacity u zpozˇdeˇne´ho softwarove´ho projektu zpu˚sobı´ jeho
dalsˇı´ zpozˇdeˇnı´“. O tomto a mnoha dalsˇı´ch pravidlech v dobeˇ softwarove´ krizi ma´lokdo
veˇdeˇl a jejich platnost a existenci si vy´voja´rˇi uveˇdomili s prˇiby´vajı´cı´mi zkusˇenostmi azˇ
v pru˚beˇhu neˇkolika let. Dnesˇnı´ vy´voja´rˇi si platnost teˇchto za´kladnı´ch pravidel na plno
uveˇdomujı´ a rˇı´dı´ se jimi.
Prˇedposlednı´m proble´mem bylo podcenˇova´nı´ hrozeb a rizik, ktere´ se v ru˚zny´ch fa´-
zı´ch vy´voje vyskytly. Mnohe´ z nich mohly by´t bez proble´mu a s minima´lnı´mi na´klady
vyrˇesˇeny ihned prˇi jejich prvotnı´m vy´skytu, nicme´neˇ veˇtsˇina cˇlenu˚ vy´vojove´ho ty´mu
jim neprˇikla´dala vy´znam a du˚lezˇitost. V soucˇasnosti je naopak snaha o odhalenı´ chyb
tam, kde je necˇeka´me a neˇkdy ani neprˇedpokla´da´me. Rˇada z dnes jizˇ zna´my´ch metodik
prˇedepisuje pravidelne´ prova´deˇnı´ rozboru vsˇech potencia´lnı´ch hrozeb, ktere´ by se mohly
objevit beˇhem pra´ce na projektu. Tento rozbor nazy´va´me analy´za rizik.
7Nakonec by chteˇlo zmı´nit neˇco o proble´mu nezvla´dnute´ technologie, prˇı´padneˇ do-
mneˇnku, zˇe zavedenı´m nove´ technologie do praxe se odstranı´ sta´vajı´cı´ proble´my. Tato
prˇedstava sice neˇkdy prˇetrva´va´ dodnes, prˇesto vsˇak uzˇ i samotnı´ vy´voja´rˇi zacˇı´najı´ cha´pat,
zˇe na zacˇa´tku dobrˇe zvolena´ technologie mu˚zˇe ve´st k u´speˇsˇne´mu konci vy´voje softwa-
rove´ho produktu, avsˇak nenı´ to za´ruka. Je trˇeba bra´t v u´vahu i ostatnı´ potenciona´lnı´
proble´my, ktere´ se mohou vyskytnout v pru˚beˇhu vy´voje.
Softwarova´ krize meˇla mnoho prˇı´cˇin, avsˇak pro softwarove´ inzˇeny´rstvı´ jsou du˚lezˇite´
jejı´ du˚sledky. Na za´kladeˇ nich se totizˇ zacˇaly formovat propracovane´ postupy pokry´vajı´cı´
vsˇechny fa´ze vy´voje softwaru, ktere´ by prˇi dodrzˇova´nı´ meˇly odstranit charakteristicke´
proble´my krize. Musı´me vsˇak bra´t v u´vahu i to, zˇe ani dnesˇnı´ projekty nemusı´ skoncˇit
vzˇdyckyvcˇas a spouzˇitı´mnazacˇa´tku stanoveny´chprostrˇedku˚. Je tov jiste´mı´rˇe zpu˚sobeno
tı´m, zˇe se jedna´ o cˇinnost, kterou nejde spolehliveˇ napla´novat od zacˇa´tku do konce a jejı´
na´rocˇnost a rozsah se zvysˇujı´, take´ se zvysˇujı´ na´roky na rychlost doda´nı´ za´kaznı´kovi
a vzˇdy se mu˚zˇe objevit necˇekany´ proble´m. Pecˇlivy´m vy´beˇrem a pouzˇı´va´nı´m vhodny´ch
metodik a postupu˚ se mu˚zˇe riziko selha´nı´ znacˇneˇ snı´zˇit.
2.2 Softwarovy´ proces
Proces je mnozˇina cˇa´stecˇneˇ usporˇa´dany´ch kroku˚ vedoucı´ k cı´li (k produkci a u´drzˇbeˇ
zˇa´dane´ho softwarove´ho vy´sledku). Softwarovy´ proces zahrnuje mnozˇinu souvisejı´cı´ch
artefaktu˚, lidı´ a pocˇı´tacˇovy´ch zdroju˚, organizacˇnı´ch struktur a omezenı´.
2.3 Metodologie, metodika, metoda
Metodologie je nejobecneˇjsˇı´ pojem. Je to veˇdnı´ disciplı´na zaby´vajı´cı´ se definicemimetodik,
jejich rozborem, tvorbou, aplikacı´ a podobneˇ. Jedna´ se v podstateˇ o nauku o metodika´ch.
Metodika je komplexnı´ na´vod nebo doporucˇenı´, jak postupovat prˇi vy´voji softwaro-
ve´ho produktu a pokry´va´ cely´ jeho zˇivotnı´ cyklus.
Metoda je oznacˇenı´ pro konkre´tnı´ postup vedoucı´ k vyrˇesˇenı´ dı´lcˇı´ho proble´mu prˇi
vy´voji.
2.4 Rigoro´znı´ metodika
Rigoro´znı´ metodiky jsou veˇtsˇinou zalozˇeny na vodopa´dove´m vy´voji, to znamena´ zˇe jed-
notlive´ fa´ze (pla´nova´nı´, analy´za, na´vrh, implementace a nasazenı´) probı´hajı´ za sebou.
Existujı´ ale take´ jine´ metody, zalozˇene´ na iterativnı´m a inkrementacˇnı´m vy´voji jako na-
prˇı´klad Unified Process, ktere´mu je veˇnova´na dalsˇı´ cˇa´st pra´ce. Iterativnı´ vy´voj by se dal
popsat jako opakovane´ (iterativnı´) prova´deˇnı´ jednotlivy´ch fa´zı´ vy´voje. Vy´sledkem kazˇde´
takove´to iterace je funkcˇnı´ verze, at’uzˇ vy´sledne´ho produktu jako celku (rozsˇı´rˇenı´ pro-
duktu) nebo jen jeho cˇa´sti (produkt se vyvı´jı´ po prˇı´ru˚stcı´ch). Kazˇda´ iterace by nemeˇla by´t
prˇı´lisˇ dlouha´, doporucˇujı´ se dny, maxima´lneˇ ty´dny.
82.5 Agilnı´ metodika
Agilnı´ metoda vy´voje je zalozˇena na za´kladech Iterativnı´ho vy´voje softwaru, avsˇak je
obohacena o neˇkolik aspektu˚. Agilnı´ metodiky umozˇnˇujı´ vytvorˇit rˇesˇenı´ velmi rychle
a pruzˇneˇ jej prˇizpu˚sobitmeˇnı´cı´m se pozˇadavku˚m.Hlavnı´mysˇlenkou, jak oveˇrˇit spra´vnost
navrzˇene´ho produktu je vytvorˇit jej nebo jeho cˇa´st, co nejrychleji, prˇedat za´kaznı´kovi
k otestova´nı´ a na za´kladeˇ zpeˇtne´ vazby jej upravit. Cenou za flexibilitu a prˇizpu˚sobivost
je vsˇak obvyklemensˇı´ rozsahprojektu, ktere´ je pomocı´ agilnı´chmetodikmozˇne´ zvla´dnout.
Obecneˇ jsou agilnı´ metodiky vyuzˇı´vane´ prˇedevsˇı´m v mensˇı´ch vy´vojovy´ch ty´mech a na
mensˇı´ projekty. To vsˇak nemusı´ by´t nutneˇ pravidlem.
2.6 Srovna´nı´ rigoro´znı´ch a agilnı´ch metodik
Rozdı´l mezi teˇmito metodikami bude zrˇejmy´ z obra´zku 1 :
Obra´zek 1: Trˇi promeˇnne´ ovlivnˇujı´cı´ vy´voj produktu
Jak je videˇt, prˇi tradicˇnı´m rigoro´znı´m vy´voji softwaru jsou pozˇadavky nemeˇnne´ a jsou
stanoveny na zacˇa´tku vy´vojove´ho procesu. Hlavnı´m cı´lem je jejich splneˇnı´. Promeˇnne´
jsou zdroje a cˇas. Z toho vyply´va´, zˇe na zacˇa´tku je jasne´,co dany´ produkt bude umeˇt, ale
teˇzˇko se da´ odhadnout, kolik bude sta´t a jak dlouho bude vy´voj trvat.
Opakem jsou agilnı´ metody vy´voje. Prˇi nich se na zacˇa´tku stanovı´ cˇas na zrealizova´nı´
a mnozˇstvı´ zdroju˚, ktere´ je zadavatel ochoten akceptovat. Funkcionalita a pozˇadavky se
pru˚beˇzˇneˇ meˇnı´ nebo prˇizpu˚sobujı´.
92.7 Strucˇne´ prˇedstavenı´ metodik
2.7.1 Unified Software Development Process
Metodika Unified Process (UP) je za´stupcem tradicˇnı´ metodiky vy´voje softwaru, zalozˇe-
ne´m na iteracˇnı´ a inkrementa´lnı´ tvorbeˇ. UP je velmi rozsa´hla´ a propracovana´, je rˇı´zena
uzˇivatelsky´mi pozˇadavky a rizikem. Jejı´ efektivita prˇi vy´voji jednodusˇsˇı´ch softwarovy´ch
produktu˚ je poneˇkud nizˇsˇı´. Hlavnı´m du˚vodem je dlouhy´ cˇasovy´ u´sek nutny´ k vytvorˇenı´
procesu „na mı´ru“ a k nasazenı´ samotne´ metodiky k vy´voji produktu. Z toho plyne, zˇe
UP nenı´ azˇ tak vhodne´ pro jednora´zove´ u´koly.
2.7.2 Scrum Development Process
Scrum Development Process je agilnı´ proces pro rozvrzˇenı´ a rˇı´zenı´ vy´voje. Je zalozˇeny´ na
ty´move´m iterativnı´m a inkrementacˇnı´m prˇı´stupu prˇi vy´voji syste´mu nebo produktu, kde
se cˇasto meˇnı´ pozˇadavky. Iterace, neboli Sprint trva´ prˇiblizˇneˇ 30 dnı´.
2.7.3 Extre´mnı´ programova´nı´
Extre´mnı´ programova´nı´ je opeˇt agilnı´ metodika vy´voje, ktera´ se opı´ra´ o osveˇdcˇene´ me-
tody klasicke´ho programova´nı´, jako naprˇı´klad revize a testova´nı´ ko´du, integrace, kra´tke´
iterace, programova´nı´ ve dvojici a dalsˇı´, avsˇak je dovedenado extre´mu, cozˇ vede kprˇizpu˚-
sobenı´ semeˇnı´cı´m se pozˇadavku˚m zadavatele pra´ce a vysˇsˇı´ kvaliteˇ vy´sledne´ho produktu.
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3 Unified Software Development Process
3.1 U´vod
Pojem Unified Software Development Process (unifikovany´ proces vy´voje softwaru) se
beˇzˇneˇ zkracuje jen na Unified Process (UP). Tato metodika je velice podobna´ komercˇnı´
Rational Unified Process (RUP), avsˇak na rozdı´l od nı´ je otevrˇeny´m standardem, ktery´ je
mozˇno bezplatneˇ pouzˇı´t k vy´voji vlastnı´ch produktu˚. Ten, kdo se rozhodne pro vyuzˇı´va´nı´
UP se musı´ smı´rˇit s tı´m, zˇe nebude mı´t k dispozici doplnˇkove´ na´stroje, ktere´ by mohl
zı´skat prˇi zakoupenı´ licence k vyuzˇı´vanı´ metodiky RUP. Prˇesto ma´ tato metodika spoustu
uzˇivatelu˚, ktery´m pro jejich objektovy´, iterativnı´ a inkrementa´lnı´ vy´voj plneˇ dostacˇuje.
Historicke´ korˇeny metodiky UP sahajı´ azˇ do roku 1967, kdy vznikl tzv. Ericssonu˚v
model, jehozˇ hlavnı´ mysˇlenkou bylo rozcˇleneˇnı´ slozˇity´ch syste´mu˚ na mnozˇiny vza´jemneˇ
propojeny´ch bloku˚. Ty byly propojeny tak, aby vytva´rˇely veˇtsˇı´ stavebnı´ bloky, ktere´ pote´
tvorˇily celou konecˇnou podobu fina´lnı´ho syste´mu. V dnesˇnı´ dobeˇ se takove´muto postupu
vy´voje rˇı´ka´ komponentovy´ vy´voj softwaru.
Obecneˇ by´va´ za otce metodiky UP povazˇova´n Ivar Jacobson, ktery´ v roce 1987 zalozˇil
ve Stockholmu firmu Objectory AB. Ta stojı´ za vznikem metodiky Obejctory zalozˇenou
na Ericssonoveˇ modelu. Zde se poprve´ v historii objevuje pouzˇitı´ konceptu prˇı´padu˚
uzˇitı´ (use-case) a objektoveˇ orientovane´ho na´vrhu. O neˇkolik let pozdeˇji, v roce 1999,
publikoval autor knihu s na´zvemUnified Software Development Process, jejı´zˇ na´plnı´, jak
uzˇ z na´zvu plyne, je popis metodiky UP. Na rozdı´l od metodiky RUP, ktera´ je produktem
firmy Rational, je UP otevrˇeny´m standardem od tvu˚rcu˚ jazyka UML.Metodiky RUP tedy
vycha´zı´ z nekomercˇnı´ho Unified Process. [3]
Obeˇ metodiky, jak UP tak RUP, jsou za´stupci tradicˇnı´ch, tedy rigoro´znı´ch metodik.
Charakteristicke´ pro obeˇ je to, zˇe jsou velmi robustnı´ a propracovane´, vyuzˇı´vajı´ se prˇede-
vsˇı´m pro veˇtsˇı´ projekty a rozsa´hlejsˇı´ ty´my. Metodika RUP je nejrozsˇı´rˇeneˇjsˇı´ a dalo by se
mozˇna´ rˇı´ct i neju´speˇsˇneˇjsˇı´ komercˇnı´ variantou metodiky UP. RUP je zalozˇena na stejny´ch
principech a mysˇlenka´ch jako UP, avsˇak v soucˇasnosti UP podstatneˇ rozsˇirˇuje. Rozdı´ly
mezi nimi jsou vsˇak prˇedevsˇı´m v podrobnostech a v hloubce propracova´nı´. Smysl obou
metodik je podobny´.
3.2 Popis
Metodika je UP je u´zce propojena´ s jazykem UML. Vesˇkere´ cˇinnosti a modely, ktere´ se
prˇi vy´voji objevı´, jsou zachycova´ny prostrˇednictvı´m diagramu˚, ktere´ UML nabı´zı´. Cı´lem
metodiky je zodpoveˇzenı´ vesˇkery´ch ota´zek ve vy´vojove´m procesu zacˇı´najı´cı´ kdo, co, kdy
a jak.
UP, stejneˇ jako RUP, je jednou z obecny´ch metodik tvorby softwarove´ho vybavenı´.
Autorˇi vnı´majı´ kazˇdy´ projekt jako zcela odlisˇny´ a nelze pouzˇı´t jednu a tute´zˇ metodiku
pro vy´voj jake´hokoliv produktu jaky´mkoli ty´mem. Z toho plyne, zˇe pro kazˇdy´ projekt je
nutne´ vytva´rˇet novou, konkre´tnı´ instanci te´to metodiky.
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Axiomy metodiky UP:
1. prˇı´pady uzˇitı´ a riziko rˇı´dı´ vy´voj
2. architektura je jedna z nejdu˚lezˇiteˇjsˇı´ch cˇa´sti prˇi vy´vojove´m procesu
3. vy´voj probı´ha´ iterativnı´m a inkrementa´lnı´m (prˇı´ru˚stkovy´m) zpu˚sobem
Klı´cˇovy´m artefaktem prˇi na´vrhu a vy´voji je textovy´ popis pouzˇitı´ dane´ho vyvı´jene´ho
softwarove´hoproduktu jehokonkre´tnı´muzˇivatelem, tedyprˇı´padpouzˇitı´.Na jehoza´kladeˇ
jsou stanovova´ny dalsˇı´ postupy vy´voje a zachycova´ny pozˇadavky, ktere´ na produkt klade
za´kaznı´k.
Dalsˇı´ neodmyslitelnou cˇa´sti vy´voje je analy´za rizik. Jelikozˇ rizika se nacha´zı´ vsˇude ko-
lem vy´vojove´ho procesu, je nutne´ se na neˇ prˇipravit, vyhleda´vat je doprˇedu tak, abychom
mohli co nejdrˇı´ve najı´t jejich rˇesˇenı´.
Metodika UP rˇı´ka´: software je kvalitnı´ pouze tehdy, je-li pecˇliveˇ navrzˇen. Z toho tedy
plyne neoddeˇlitelna´ cˇa´st vy´voje, tedy na´vrh. Tı´m vznika´ za´sadnı´ rozdı´l oproti agilnı´m
metodika´m, kde na na´vrh nenı´ kladen azˇ takovy´ du˚raz jako u tradicˇnı´ rigoro´znı´ UP.
Vy´voj softwarove´ho produktu metodikou UP probı´ha´ iterativneˇ a inkrementa´lneˇ, jak
uzˇ bylo rˇecˇeno. Iterace je v podstateˇ rozdeˇlenı´ vy´voje veˇtsˇı´ho projektu na rˇadu mensˇı´ch
„podprojektu˚“, ktere´ lze snadneˇji zvla´dnout a k za´sadnı´m procesu˚m, jako je analy´za
a na´vrh, se vy´vojovy´ ty´m v pru˚beˇhu vracı´ hned neˇkolikra´t. Doda´nı´ produktu za´kaznı´kovi
probı´ha´ pru˚beˇzˇneˇ vzˇdy po skoncˇenı´ iterace, tedy po vyrˇesˇenı´ „podprojektu“ a doplneˇnı´
produktu o nove´ funkce.
3.3 Pracovnı´ postupy iterace
Iterace vy´voje obsahuje vsˇechny tradicˇnı´ prvky softwarove´ho procesu:
• pla´nova´nı´
• analy´zu a na´vrh
• implementaci
• testova´nı´ a integraci
• doda´nı´ (at’uzˇ za´kaznı´kovi, nebo jen v ra´mci vy´vojove´ho ty´mu)
Kazˇda´ iterace produkuje vlastnı´ za´kladnı´ linii, ktera´ obsahuje jednu z cˇa´stı´ verze fina´lnı´ho
softwarove´hoproduktua jehodokumentaci. Postupem cˇasu jsou skazˇdou iteracı´ vrstveny
za´kladnı´ linie tak dlouho, nezˇ je dosazˇeno konecˇne´ podoby fina´lnı´ho produktu.
Rozdı´l mezi dveˇma za´kladnı´mi liniemi je oznacˇova´n jako inkrementace, neboli prˇı´ru˚s-
tek. Odtud tedy plyne oznacˇova´nı´ metodiky za iteracˇnı´ a inkrementa´lnı´. Prˇı´ru˚stky jsou
dı´lcˇı´mi kroky, smeˇrˇujı´cı´ k fina´lnı´mu odevzda´nı´ vyvı´jene´ho softwarove´ho produktu.
V kazˇde´ iteraci existuje peˇt za´kladnı´ch pracovnı´ch postupu˚ metodiky UP, ktere´ urcˇujı´
co a jaky´m zpu˚sobem je trˇeba udeˇlat. Kromeˇ nich se nacha´zejı´ v iteraci i dalsˇı´ pracovnı´
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postupy, jako pla´nova´nı´, odhad a da´le vsˇe, co je specificke´ pro danou iteraci. Tyto postupy
jsou vsˇak nad ra´mec metodiky UP a nejsou v nı´ zajisˇteˇny.
Peˇt za´kladnı´ch pracovnı´ch postupu˚:
• Stanovenı´ pozˇadavku˚—Klı´cˇovy´m prˇi vy´voji softwarove´ho produktu je stanovenı´
pozˇadavku˚, ktere´ jsou na neˇj kladeny. To vsˇak ve veˇtsˇineˇ prˇı´padu˚ nenı´ trivia´lnı´,
jelikozˇ za´kaznı´k veˇtsˇinou nenı´ schopen prˇesneˇ a jasneˇ formulovat, co pozˇaduje.
• Analy´za—Analy´za se obvykle prova´dı´ na dany´ch pozˇadavcı´ch, ktere´ se strukturujı´
a prˇı´padneˇ rozdeˇlujı´ do kategoriı´ podle ohodnocenı´ du˚lezˇitosti na jejich implemen-
taci.
• Na´vrh—V procesu na´vrhu je hlavnı´m cı´lem spra´vneˇ zachytit vsˇechny pozˇadavky
v architekturˇe produktu.
• Implementace—V tomto procesu se pı´sˇi jednotlive´ cˇa´sti programove´ho ko´du a to
jak jednotlivy´ch modulu˚ a trˇı´d, tak i vsˇech funkcı´.
• Testova´nı´—Oveˇrˇuje se, zda implementace funguje podle ocˇeka´va´nı´.
Kazˇda´ iterace mu˚zˇe obsahovat vsˇech peˇt pracovnı´ch postupu˚, avsˇak na neˇktere´ postupy
mu˚zˇe by´t kladen veˇtsˇı´ du˚raz a to v za´vislosti na tom, kde se vy´voj a dany´ postup nacha´zı´
v zˇivotnı´m cyklu softwarove´ho produktu.
Pruzˇny´ prˇı´stup k pla´nova´nı´ je zajisˇteˇn rozlozˇenı´m vy´voje produktu na sled iteracı´, kdy
dokoncˇenı´ jedne´ iterace vede k zaha´jenı´ dalsˇı´. Iterace se mohou prova´deˇt take´ soubeˇzˇneˇ
a cˇasto se tak deˇje. V takove´m prˇı´padeˇ je ale nutne´ pecˇlive´ pla´nova´nı´ a dobrˇe rozumeˇt
za´vislostem mezi artefakty kazˇde´ iterace, aby nedocha´zelo ke snizˇova´nı´ efektivity pra´ce
v du˚sledku cˇeka´nı´ na dokoncˇenı´ neˇktere´ho artefaktu. Vyuzˇı´va´nı´m soubeˇzˇny´ch iteracı´ lze
dosa´hnout zkra´cenı´ vy´voje cele´ho produktu.
3.4 Fa´ze
Zˇivotnı´ cyklus vy´voje softwarove´ho produktu metodikou UP je rozdeˇlena do cˇtyrˇ fa´zı´:
zaha´jenı´, rozpracova´nı´, tvorba a prˇeda´nı´. V kazˇde´ fa´zi je soustrˇedeˇna pozornost jed-
noho nebo vı´ce pracovnı´ch postupu˚ na dosazˇenı´ cı´le dane´ fa´ze, cozˇ je vy´znamny´ milnı´k
v zˇivotnı´m cyklu kazˇde´ho produktu. Jednotlive´ fa´ze jsou vzˇdy zakoncˇeny prˇedem de-
finovany´m meznı´kem, ktery´ mu˚zˇe by´t vy´sledkem urcˇite´ho artefaktu, jine´ meznı´ky vsˇak
nikoliv. Splneˇnı´ meznı´ku je tedy zna´mkou pokroku ve vy´voji. Kazˇda´ fa´ze semu˚zˇe skla´dat
z jedne´ nebo neˇkolika iteracı´, cozˇ se odvı´jı´ od velikosti projektu. V kazˇde´ iteraci mu˚zˇe
probeˇhnout i vsˇech peˇt pracovnı´ch postupu˚ (stanovenı´ pozˇadavku˚, analy´za, na´vrh, im-
plementace a testova´nı´) a libovolny´ pocˇet dodatecˇny´ch. De´lka iteracı´ je pruzˇna´, obecneˇ
vsˇak platı´, zˇe zˇa´dna´ iterace metodiky UP by nemeˇla trvat de´le nezˇ dva azˇ trˇi meˇsı´ce.
Prˇi vy´voji se v ru˚zny´ch fa´zı´chmeˇnı´ i objem jednotlivy´chpracı´ vykona´vany´chvkazˇde´m
z peˇti za´kladnı´ch pracovnı´ch postupu˚.
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V prvotnı´ch fa´zı´ch je nejveˇtsˇı´ u´silı´ a pozornost veˇnova´no sestavova´nı´ pozˇadavku˚,
analy´ze a pla´nova´nı´ cele´ho vyvı´jene´ho produktu.
Ve fa´zi rozpracova´nı´ pokracˇuje analy´za, ktera´ je v te´to cˇa´sti vy´voje nejdu˚lezˇiteˇjsˇı´.
Da´le probı´ha´ na´vrh, jak by se meˇla implementovat funkcionalita produktu a tvorˇı´ se
architektura cele´ho vyvı´jene´ho softwarove´ho produktu.
Fa´ze tvorby je i nada´le zameˇrˇena´ na na´vrh, ale du˚raz se zacˇı´na´ kla´st i na samotnou
implementaci. Objevujı´ se prvnı´ provozuschopne´ verze.
Testova´nı´ probı´ha´ pru˚beˇzˇne, s vy´jimkou fa´ze zaha´jenı´, kdy nenı´ obvykle co testovat.
Je mu veˇnova´no stejne´ mnozˇstvı´ cˇasu ve vsˇech dalsˇı´ch fa´zı´ch a iteracı´ch.
1. Fa´ze zaha´jenı´
Cı´le
Ve fa´zi zaha´jenı´ se prova´dı´ cela rˇada u´konu˚. Jednı´m ze za´sadnı´ch je tvorba podmı´nek
proveditelnosti. Tato tvorba mu˚zˇe na prˇı´klad zahrnovat technicky´ na´vrh prototypu˚, cozˇ
jsoumodely prˇedmeˇtu˚ rea´lne´ho sveˇta a simulace jejich cˇinnostı´ za pomoci vy´pocˇetnı´ tech-
niky. Prototypy umozˇnˇujı´ oveˇrˇit validitu aplikacˇnı´ch pozˇadavku˚ a na za´kladeˇ vy´sledku˚
prove´st prˇı´padnou korekturu koncepcˇnı´ho na´vrhu.
Dalsˇı´m u´konem, ktery´ se prova´dı´ ve fa´zi zaha´jenı´, mu˚zˇe by´t zachycenı´ pozˇadavku˚,
ktere´ pomu˚zˇou s definicı´ rozsahu vyvı´jene´ho softwarove´ho projektu. V neposlednı´ rˇadeˇ
se take´ prova´dı´ detekce kriticky´ch rizik, ktere´ by mohly za´sadnı´m zpu˚sobem ovlivnit
dalsˇı´ vy´voj produktu.
Ve fa´zi zaha´jenı´ majı´ nejdu˚lezˇiteˇjsˇı´ roli ve vy´vojove´m ty´mu manazˇer projektu a syste´-
movy´ projektant.
Zameˇrˇenı´ fa´ze zaha´jenı´
Fa´ze zaha´jenı´ klade du˚raz na ty pracovnı´ postupy, ktere´ se zaby´vajı´ specifikacı´ pozˇadavku˚
a jejich analy´zou.Da´le semu˚zˇou vykona´vat i urcˇite´ na´vrha´rˇske´ cˇi implementacˇnı´ pracovnı´
postupy, prˇedevsˇı´m vsˇak tvorba prototypu˚, jenzˇ by potvrzovaly spra´vnost koncepce, jak
uzˇ bylo zmı´neˇno vy´sˇe. Ve fa´zi zaha´jenı´ ve veˇtsˇineˇ prˇı´padu˚ nedocha´zı´ k pracovnı´mu po-
stupu testova´nı´, a to bud’kvu˚li tomu, zˇe nenı´ co testovat a nebo kvu˚li toho, zˇe vytvorˇene´
prototypy by´vajı´ v dalsˇı´ch fa´zı´ch zahozeny, takzˇe je take´ nenı´ trˇeba testovat.
Milnı´k
Ve fa´zi zaha´jenı´ je milnı´k prˇedmeˇt zˇivotnı´ho cyklu (Life Cycle Objectives) a rozsah sys-
te´mu. Abymohl by´t milnı´k povazˇova´n za dosazˇeny´ je nutne´ splnit na´sledujı´cı´ podmı´nky:
• zadavateli projektu je doda´n a na´sledneˇ jı´m schva´len dokument obsahujı´cı´ hlavnı´
pozˇadavky kladene´ na vyvı´jeny´ produkt, jeho funkce, rozsah a vsˇeobecne´ pod-
mı´nky.
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• je vytvorˇen pocˇa´tecˇnı´ prˇı´pad uzˇitı´
• manazˇer projektu odhadl rizika
• je nacˇrtnuta architektura produktu, jenzˇ se bude vyvı´jet
2. Fa´ze rozpracova´nı´
Cı´le
Fa´ze rozpracova´nı´ si klade za hlavnı´ cı´l vytvorˇenı´ spustitelne´ho architektonicke´ho za´-
kladu. Meˇlo by se jednat o skutecˇny´ spustitelny´ produkt, ne jen o prototyp, ktery´ je
mozˇne´ pote´ zahodit. Tato pocˇa´tecˇnı´ verze je vytvorˇena na za´kladeˇ specifikacı´ architektury
a postupneˇ beˇhem dalsˇı´ch pracı´ je rozsˇirˇova´na, azˇ se vyvine v plnohodnotny´ softwarovy´
produkt tak, jak si jej za´kaznı´k prˇedstavoval. K tomu vsˇak dojde azˇ beˇhem fa´ze tvorby
a poslednı´ fa´ze prˇeda´nı´.
Zameˇrˇenı´ fa´ze rozpracova´nı´
Te´meˇrˇ vesˇkera´ pozornost fa´ze rozpracova´nı´ je uprˇena na pracovnı´ postupy zaby´vajı´cı´
se uprˇesneˇnı´m rozsahu syste´mu a pozˇadavku˚, ktere´ jsou na neˇj kladeny, analy´zu a na´vrh
stabilnı´ architektury. S blı´zˇı´cı´m se koncem fa´ze vsˇak naby´va´ na du˚lezˇitosti implementace
spustitelne´ho za´kladu vyvı´jene´ho softwarove´ho produktu.
Milnı´k
Milnı´kem fa´ze rozpracova´nı´ je architektura (Life Cycle Architecture). Na konci fa´ze roz-
pracova´nı´ jsou detailneˇ zkouma´ny prˇedmeˇty syste´mu a rozsah, vy´beˇr vhodne´ architek-
tury a vy´sledek analy´zy za´kladnı´ch rizik. Pokud jsou splneˇny na´sledujı´cı´ podmı´nky, je
mozˇne´ povazˇovat milnı´k za dosazˇeny´. Podmı´nky:
• byl naimplementova´n spustitelny´ robustnı´ a odolny´ architektonicky´ za´klad vyvı´je-
ne´ho softwarove´ho produktu, ve ktere´m byla vyrˇesˇena du˚lezˇita´ rizika
• byla provedena revize odhadu rizik
• byl vytvorˇen projekt do dostatecˇne´ hloubky, aby bylo mozˇne´ sestavit realisticke´
nabı´dky, ktere´ by zahrnovaly odhad cˇasu, financı´ a prostrˇedku˚ pro nadcha´zejı´cı´ fa´zi




Cı´lem fa´ze je nejprve splnit vesˇkere´ pozˇadavky analy´zy a na´vrhu a na´sledneˇ vyvinout
ze spustitelne´ho za´kladu, ktery´ byl vytvorˇen ve fa´zi rozpracova´nı´, konecˇnou podobu
produktu. Klı´cˇove´ je prˇedevsˇı´m zachova´nı´ integrity architektury vytva´rˇene´ho produktu.
V mnohy´ch prˇı´padech se totizˇ sta´va´, zˇe se zacˇne kla´st du˚raz prˇedevsˇı´m na programovy´
ko´d a dojde tı´m k narusˇenı´ pu˚vodnı´ vize, cozˇ obvykle vede ke snı´zˇenı´ kvality vy´sledku
a na´sledne´mu na´ru˚stu na´kladu˚ na jeho u´drzˇbu.
Zameˇrˇenı´ fa´ze tvorby
Pozornost v te´to fa´zi je zameˇrˇena na pracovnı´ postup implementace, jelikozˇ pozˇadavky
jsou jizˇ zachyceny, analy´za je zpracova´na a je vytvorˇen i na´vrh, to vsˇe v prˇedesˇle´ fa´zi.
Da´le je take´ du˚lezˇite´ testova´nı´, ale to azˇ ve chvı´li, kdy bude produkt natolik vyvinut,
aby bylo mozˇne´ prova´deˇt dı´lcˇı´ a integracˇnı´ testy.
Milnı´k: Pocˇa´tecˇnı´ funkcˇnı´ zpu˚sobilost (Initial Operational Capability)
Milnı´k fa´ze konstrukce spocˇı´va´ v prˇipravenosti a stabiliteˇ produktu, tzv. beta-verze, pro
testova´nı´ na pocˇı´tacˇı´ch uzˇivatele. Da´le jsou tvorˇeny uzˇivatelske´ prˇı´rucˇky a dokumentace




Tato fa´ze zacˇı´na´ v okamzˇiku, kdy je dokoncˇeno testova´nı´ a konecˇne´ nasazenı´ produktu na
pracovisˇteˇ uzˇivatele. To zahrnuje opravu vsˇech chyb nalezeny´ch v beta-verzi a prˇı´pravu
pocˇı´tacˇu˚ uzˇivatele pro prˇijetı´ nove´ho produktu. Dokoncˇuje se pra´ce tvorby manua´lu
a dalsˇı´ dokumentace, funkcˇnost produktu je konzultova´n s uzˇivatelem a je prova´deˇna
koncova´ revize. Tato fa´ze vsˇak mu˚zˇe nastat i v drˇı´veˇjsˇı´ch iteracı´ch, naprˇı´klad pokud nenı´
prˇeda´va´n produkt za´kaznı´kovi, ale je prˇeda´va´n jen v ra´mci vy´vojove´ho ty´mu.
Zameˇrˇenı´ fa´ze prˇeda´nı´
Fa´ze je prima´rneˇ zameˇrˇena´ na fina´lnı´ implementaci a prˇizpu˚sobenı´ softwarove´ho pro-
duktu na pracovisˇti uzˇivatele a oprava chyb, ktere´ nebyly nalezeny prˇi prova´deˇnı´ beta-
testu˚. Vesˇkere´ za´vady nalezene´ prˇi testova´nı´ beta-verzı´ jsou prˇipraveny k odstraneˇnı´ dı´ky
vhodneˇjsˇı´mu na´vrhu. Pokud jsou v te´to fa´zi tvorˇeny nove´ pozˇadavky a je nutna´ nova´
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analy´za, nenı´ mozˇne´ pokracˇovat a je nutne´ vra´tit se k neˇktere´ prˇedesˇle´ fa´zi.
Milnı´k: Nasazenı´ produktu (Product Release)
Podmı´nky dosazˇenı´ milnı´ku fa´ze prˇeda´nı´ jsou na´sledujı´cı´:
• beta-testy jsou s u´speˇchem dokoncˇeny a byly provedeny nezbytne´ u´pravy a zmeˇny
• produkt se zacˇı´na´ aktivneˇ vyuzˇı´vat
• je dohodnuta podpora produktu s uzˇivatelem a na´sledneˇ je implementova´na
Obra´zek 2: Posloupnost fa´zı´ a odpovı´dajı´cı´ meznı´ky v metodice UP
3.5 Role
Analytik je osoba (nebo i osoby) ve vy´vojove´m ty´mu, ktera´ zastupuje za´kaznı´ka a konco-
ve´ho uzˇivatele. Jeho u´kolem je shroma´zˇdit vstupnı´ informace a pozˇadavky, jake´ za´kaznı´k
klade na vyvı´jeny´ softwarovy´ produkt, a da´le pro neˇ nastavit priority, aby bylo mozˇne´
zacˇı´t s pla´nova´nı´m cele´ho projektu.
Architekt (projektant) je zodpoveˇdny´ za definici architektury softwaru, cozˇ zahrnuje
i rozhodova´nı´ o klı´cˇovy´ch technicky´ch parametrech, ktere´ mohou omezit celkovy´ design
a implementaci projektu. Architekt u´zce spolupracuje s projektovy´m manazˇerem prˇi
pla´nova´nı´ projektu. Prˇi ne prˇı´lisˇ rozsa´hly´ch projektech mu˚zˇe by´t jedna osoba architektem
a za´rovenˇ i projektovy´m manazˇerem.
Manazˇerprojektuvedepla´nova´nı´ projektu, spolupracuje se za´kaznı´kema jehodu˚lezˇi-
ty´m u´kolem v ty´mu je zajistit, aby ty´m byl soustrˇedeˇny´ na dokoncˇenı´ projektu. Za´rovenˇ
je zodpoveˇdny´ za analy´zu rizik projektu.
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Vy´voja´rˇ ma´ zodpoveˇdnost za jednotlive´ cˇa´sti vyvı´jene´ho softwarove´ho produktu.
Da´le take´ prova´dı´ integraci na´vrhu do celkove´ architektury, navrhuje prototypy, ktere´
pote´ implementuje. V neposlednı´ rˇadeˇ se take´ stara´ o integraci komponent do veˇtsˇı´ch
funkcˇnı´ch bloku˚ produktu.
Tester se stara´ o vesˇkere´ aktivity souvisejı´cı´ s pracovnı´m postupem testova´nı´. To
zahrnuje nalezenı´, definici, implementaci a rˇı´zenı´ nezbytny´ch testu˚, stejneˇ tak jako zazna-
mena´va´nı´ vy´sledku˚ testu˚ a jejich analy´zu.
Za´kaznı´k (investor) reprezentuje vsˇechny osoby, ktere´ jsouneˇjaky´mzpu˚sobemzainte-
resova´ny do vy´voje, tzn. mohou jisty´m zpu˚sobem ovlivnit vy´slednou podobu produktu,
a nejsou cˇleny vy´vojove´ho ty´mu.
3.6 Za´veˇr
MetodikaUP je otevrˇeny´mstandardem,ktery´mu˚zˇemekdykolivbezplatneˇ pouzˇı´t k vy´voji
svy´ch aplikacı´. Cˇlenı´ na cˇtyrˇi fa´ze (zaha´jenı´, rozpracova´nı´, tvorba a prˇeda´nı´) a definuje
peˇt za´kladnı´ch pracovnı´ch procesu˚ (stanovenı´ pozˇadavku˚, analy´za, na´vrh, implementace
a testova´nı´).
Z metodiky UP vycha´zı´ jejı´ komercˇnı´ kolegyneˇ RUP, ktera´ je obohacena o doplnˇkove´
na´stroje a bonusy. Jako za´kladnı´ vy´chodisko pro objektovy´, iterativnı´ a inkrementa´lnı´
vy´voj softwaru je vsˇak metodika UP dostacˇujı´cı´.
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4 Scrum Development Process
4.1 U´vod
ScrumDevelopment Process (da´le jen Scrum) je jedna ze za´stupcu˚ agilnı´chmetodik, ktere´
si kladou za cı´l zvy´sˇit efektivitu prˇi vy´voji softwarovy´ch produktu˚. Scrum, podobneˇ jako
i dalsˇı´ agilnı´metodiky, vyuzˇı´va´ prˇedevsˇı´mvy´hod iterativnı´ho a inkrementa´lnı´ho prˇı´stupu
prˇi vy´voji, za´rovenˇ se vsˇak prˇikla´nı´ k objektoveˇ orientovane´mu videˇnı´ jednotlivy´ch cˇa´sti
produktu, avsˇak prˇi organizaci a rˇı´zenı´ procesu se postupuje zcela novy´m zpu˚sobem.
Zakladateli te´to metodiky jsou Ken Schwaber a Mike Beedl, kterˇı´ v roce 1995 prˇed-
stavili prvnı´ na´znak, jak by tato metodika meˇla fungovat. Hlavnı´ cı´lem obou autoru˚ bylo
zlepsˇenı´ produktivity procesu vy´voje softwaru a prˇizpu˚sobenı´ se meˇnı´cı´m se pozˇadav-
ku˚m.
Na´zev Scrum je prˇevzat z ragby, kde se pod tı´mto pojmem oznacˇuje nahromadeˇnı´
se mnoha hra´cˇu˚ na jednom mı´steˇ na hrˇisˇti, za u´cˇelem spolecˇne´ho dotlacˇenı´ mı´cˇe na
pozˇadovanou pozici. Stejneˇ jako v ragby je i prˇi vy´voji softwarove´ho produktu cı´lem
jeho dokoncˇenı´ podle prˇedstav za´kaznı´ka (pozˇadovane´ dotlacˇenı´ mı´cˇe na urcˇene´ mı´sto
na hrˇisˇti).
4.2 Charakteristika
Za´kladnı´m cˇleneˇnı´m vy´vojove´ho procesu podle metodiky Scrum jsou cˇasove´ intervaly
trvajı´cı´ prˇiblizˇneˇ 30 dnu˚. Tyto intervaly se nazy´vajı´ Sprinty a v jednom vy´voji se obvykle
objevı´ trˇi azˇ osm teˇchto sprintu˚ za sebou. Metodika Scrum vycha´zı´ z objektoveˇ oriento-
vane´ho prˇı´stupu, tı´m pa´dem kazˇdy´ cˇlen vy´vojove´ho ty´mu odpovı´da´ za mnozˇinu objektu˚
s prˇedem definovany´mi vlastnostmi a rozhranı´m.
V ra´mci jednotlivy´ch sprintu˚ nejsou definovane´ konkre´tnı´ procesy, ktere´ majı´ by´t
splneˇny, ale jsou porˇa´da´ny kazˇdodennı´ schu˚zky, tzv. Scrum Meeting, na nichzˇ kazˇdy´
cˇlen vy´vojove´ho ty´mu dostane prˇideˇlenou konkre´tnı´ cˇinnost, kterou je nutne´, aby splnil
do dalsˇı´ho Scrum Meetingu. Da´le se na teˇchto schu˚zka´ch shrnuje, co bylo od minula
dokoncˇeno a jake´ nove´ u´koly se objevily. Soucˇa´sti jsou i procesy analy´zy a designu, jelikozˇ
podle metodiky Scrum nenı´ mozˇne´ v prˇedstihu napla´novat vesˇkery´ obsah jednotlivy´ch
sprintu˚ a proto je nutne´ tyto procesy rˇesˇit v ra´mci kazˇdodennı´ch schu˚zek. ScrumMeeting
v podstateˇ suplujı´ centra´lnı´ pla´nova´nı´ vy´voje softwarove´ho produktu, protozˇe tı´m, zˇe
probı´hajı´ kazˇdodenneˇ a neusta´le je zrˇejme´, co je splneˇno a co naopak nenı´, je vy´voj
mnohem flexibilneˇjsˇı´ a lze se le´pe prˇizpu˚sobit zmeˇna´m, ktere´ mohou ovlivnit vy´voj.
Kazˇdy´ Sprint je zakoncˇen prˇedvedenı´m vy´sledku za´kaznı´kovi, tzv. Demo, na ktere´m
jemozˇne´ prove´st integraci k ostatnı´m cˇa´stem projektu a jeho otestova´nı´. Tı´mma´ za´kaznı´k
neusta´ly´ prˇehled o tom, jak probı´ha´ vy´voj, ktere´ cˇa´sti zby´va´ jesˇteˇ naimplementovat a ktere´
uzˇ jsou funkcˇnı´.
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Obra´zek 3: Scrum Development Process
4.3 Podstata
Podstatou metodiky Scrum je neˇkolik pojmu˚, na ktery´ch je zalozˇena:
Maly´ ty´m— Idea´lnı´ ty´m, ktery´ pouzˇı´va´ k vy´voji metodiku Scrum, ma´ mezi trˇemi azˇ
sˇesti cˇleny. Na veˇtsˇı´ch projektech vsˇak mu˚zˇe pracovat vı´ce Scrum ty´mu˚. Tı´m, zˇe je ty´m
tvorˇen me´neˇ cˇleny vyply´va´, pro jake´ projekty je metodika spı´sˇe vhodna´. Jedna´ se o ne
prˇı´lisˇ rozsa´hle´ projekty, na ktere´ je vsˇak kladen du˚raz na kvalitu a flexibilitu.
Cˇaste´ revize — V ra´mci Scrum meetingu je prova´deˇno zkouma´nı´ pokroku˚ na pro-
duktu a prˇı´padne´ zmeˇny, ktere´ bude nutne´ prove´st. Toto vsˇe vsˇak v podstateˇ probı´ha´
neprˇetrzˇiteˇ a je to na´plnı´ pra´ce te´meˇrˇ kazˇde´ho cˇlena ty´mu.
Spolupra´ce— Prˇedpokla´da´ se, zˇe kazˇdy´ cˇlen ty´mu bude intenzivneˇ komunikovat se
svy´mi kolegy, ale take´ to, zˇe cely´ ty´m bude komunikovat se za´kaznı´kem a zadavatelem
pra´ce. Pozˇadavkemmetodiky Scrum nenı´ nutna´ prˇı´tomnost za´kaznı´ka na pracovisˇti, jako
je tomu u Extre´mnı´ho programova´nı´, u´zky´ kontakt a spolupra´ce je vsˇak zcela nezbytna´.
Dalsˇı´m za´sadnı´m rozdı´lem oproti Extre´mnı´mu programova´nı´ je, zˇe za kazˇdou mnozˇinu
objektu˚ je zodpoveˇdna´ konkre´tnı´ osoba, ne jako v Extre´mnı´m programova´nı´, kde je za´-
kladem spolecˇne´ vlastnictvı´. Tento rys je v metodice Scrum povazˇova´n za prˇı´lisˇ extre´mnı´
a mohlo by se zda´t, zˇe jde i o nevy´hodu, avsˇak vy´hoda je v tom, zˇe kazˇdy´ se snazˇı´ „sve´“
objekty mı´t co nejkvalitneˇjsˇı´ a tı´m je motivova´n k efektivneˇjsˇı´ pra´ci.
Flexibilnı´ harmonogram — Prvotnı´ podmı´nkou pouzˇı´va´nı´ flexibilnı´ho harmono-
gramu je, aby s nı´m byli srozumeˇni za´kaznı´ci a bylo jim vysveˇtleno, zˇe datum doda´nı´, at’
uzˇ cele´ho produktu cˇi jen dema, mu˚zˇe probeˇhnout drˇı´ve nebo pozdeˇji, nezˇ bylo pu˚vodneˇ
pla´nova´no. Toto se vsˇak mu˚zˇe promeˇnit i v nevy´hodu metodiky Scrum, jelikozˇ neˇkterˇı´
za´kaznı´ci mohou povazˇovat za neprofesiona´lnı´ neusta´le zmeˇny v termı´nech doda´nı´.
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Flexibilnı´ prˇedmeˇty doda´nı´—Na konci kazˇde´ho sprintu je hotova´ urcˇita´ cˇa´st z pro-
duktu, ktera´ vsˇak v ru˚zny´ch prˇı´padech mu˚zˇe mı´t ru˚zne´ podoby.
4.4 Postup
Vy´voj podle metodiky Scrum lze rozdeˇlit do cˇtyrˇ kroku˚:
1. Pla´nova´nı´ — v ra´mci pla´nova´nı´ se definuje rozsah, jaky´ bude mı´t aktua´lnı´ verze,
harmonogram, v jake´m bude probı´hat vy´voj a zdroje nezbytne´ pro zda´rne´ do-
koncˇenı´ aktua´lnı´ verze. Du˚lezˇity´m artefaktem kazˇde´ho pla´nova´nı´ je tzv. backlog,
ktery´mprakticky zacˇı´na´ vy´vojovy´ proces. Backlogdefinuje u´koly apozˇadavky, ktere´
je nezbytne´ realizovat pro spra´vnou funkcionalitu produktu. Mu˚zˇe mı´t ru˚zne´ po-
doby, naprˇ. mu˚zˇe by´t znacˇen formou uzˇivatelsky´ch prˇı´beˇhu˚, formou tabulky apod.
Du˚lezˇite´ je, zˇe backlogmu˚zˇemeˇnit pouzemanazˇer produktu, ktery´ nejenzˇe pozorneˇ
nasloucha´ cele´mu vy´vojove´mu ty´mu a za´kaznı´kovi, na jejichzˇ za´kladeˇ meˇnı´ jednot-
live´ polozˇky, ale take´ trˇı´dı´ pozˇadavky dle priority. V ra´mci pla´nova´nı´ se jednotlivy´m
polozˇka´m backlogu prˇirˇadı´ objekty, pod ktere´ spadajı´, zvolı´ se na´stroje, ktere´ budou
pouzˇity pro vy´voj a provede se analy´za rizik. Tato analy´za se vsˇak neprova´dı´ jen prˇi
pla´nova´nı´, ale i na konci kazˇde´ho sprintu a v pru˚beˇhu kazˇde´ho Scrum meetingu.
Dı´ky tomu lze le´pe prˇizpu˚sobit na´plnˇ iterace, vy´slednou funkcionalitu kazˇde´ verze,
ale i dalsˇı´ faktory ovlivnˇujı´cı´ samotny´ vy´voj.
2. Architektura a design— v tomto kroku se vytva´rˇı´ nove´ architektury nebo modifi-
kujı´ ty sta´vajı´cı´ na za´kladeˇ novy´ch pozˇadavku˚, vy´sledku˚ analy´zy rizik a prova´dı´ se
dalsˇı´, naprˇ. dome´nova´ analy´za apod.
3. Vy´voj—do tohoto kroku patrˇı´ sprint, cozˇ je iterativnı´ cyklus, prˇi ktere´m se pracuje
na vyvı´jene´m produktu. De´lka jednotlivy´ch sprintu˚ je ovlivneˇna rozsahem a kom-
plexnostı´ produktu, mnozˇstvı´m rizik, ktere´ byly zjisˇteˇny prˇi analy´ze a v neposlednı´
rˇadeˇ pocˇtem cˇlenu˚ vy´vojove´ho ty´mu. Obvykle je ale de´lka sprintu˚ okolo 30 dnu˚.
Na zacˇa´tku kazˇde´ho sprintu vybere manazˇer projektu ty pozˇadavky z backlogu,
ktere´ majı´ by´t implementova´ny nejdrˇı´ve. To se deˇje na za´kladeˇ ru˚zny´ch krite´riı´,
naprˇ. na za´kladeˇ toho, na co je dany´ sprint zameˇrˇen, nebo zda dane´ pozˇadavky
spadajı´ do stejne´ logicke´ skupiny apod.
Na vy´vojove´m ty´mu potom je, aby si stanovil prˇiblizˇny´ postup a pla´n te´to cˇa´sti
vy´voje. Zde nasta´va´ samotna´ na´plnˇ sprintu. Prova´dı´ se totizˇ na´vrh a implementace
jednotlivy´ch pozˇadavku˚, ktere´ byly definova´ny v backlogu.
Nedı´lnou soucˇa´stı´ kazˇde´ho sprintu jsou kazˇdodennı´ schu˚zky, tzv Scrum meetings,
ktere´ se u´cˇastnı´ vsˇichni cˇlenove´ vy´vojove´ho ty´mu. Schu˚zka je organizova´na mana-
zˇerem, tzv. Scrum Master, ktery´ se pta´ ty´mu na rˇadu ota´zek, naprˇ. co se udeˇlalo
od poslednı´ schu˚zky, jake´ prˇeka´zˇky se vyskytly prˇi implementaci, na cˇem se bude
pracovat do dalsˇı´ schu˚zky apod. Kazˇda´ schu˚zka trva´ 15 azˇ 30 minut.
Sprint je zakoncˇen schu˚zkou, ktere´ se u´cˇastnı´ vsˇechny zainteresovane´ strany, tzn.
jak vy´vojovy´ ty´m, tak i za´kaznı´k a vedenı´. V pru˚beˇhu schu˚zky je prˇedvedena nova´
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funkcˇnı´ verze. Da´le se zjisˇt’ujı´ nove´ pozˇadavky, ktere´ se zaznamenajı´ do backlogu
spolecˇneˇ s teˇmi, ktere´ nebyly splneˇny a provede se hruby´ pla´n toho, na cˇem se bude
pracovat v na´sledujı´cı´m sprintu.
4. Uzavrˇenı´—jakmile za´kaznı´k cˇi vedenı´ usoudı´, zˇe aktua´lnı´ verze jizˇ splnˇuje vsˇechny
pozˇadavky, ktere´ byly kladeny na vyvı´jeny´ produkt, nebude vy´voj pokracˇovat da-
lsˇı´m sprintem, ale zacˇı´na´ fa´ze uzavrˇenı´. Do te´ doby je vyvı´jeny´ produkt sta´le mozˇne´
a dokonce zˇa´doucı´ meˇnit. Na´plnı´ uzavrˇenı´ je prove´st vsˇechny integrace a testy
produktu jako celku, vytva´rˇı´ se dokumentace a produkt se nachysta´ k fina´lnı´mu
uvolneˇnı´ a nasazenı´ u za´kaznı´ka.
Tyto cˇtyrˇi kroky, ktere´ vedou k dokoncˇenı´ vy´voje softwarove´ho produktu, je mozˇne´
zarˇadit do trˇı´ fa´zı´:
• fa´ze prˇedehry— zde patrˇı´ prvnı´ dva – pla´nova´nı´ a architektura s designem
• fa´ze hry— zde jednoznacˇneˇ patrˇı´ vy´voj
• fa´ze dohry— do poslednı´ fa´ze patrˇı´ take´ poslednı´ krok a tı´m je uzavrˇenı´
Obra´zek 4: Fa´ze metodiky Scrum Development Process
Z obra´zku je patrne´, zˇe nejdu˚lezˇiteˇjsˇı´ fa´zı´ metodiky Scrum je fa´ze hry, tedy vy´voj.
4.5 Rozdeˇlenı´ rolı´
Jednotlive´ role vsˇech zainteresovany´ch prˇi vy´voji softwarove´ho produktu lze rozdeˇlit na
dveˇ skupiny. Prvnı´ z nich jsou Pigs, cozˇ jsou pouze cˇlenove´ ty´mu a druhou Chickens,
zde patrˇı´ vsˇichni, co nejsou cˇleny vy´vojove´ho ty´mu, prˇedevsˇı´m za´kaznı´ci.
Podstatou tohoto rozdeˇlenı´ je to, zˇe prˇi Scrum meetingu majı´ hlavnı´ slovo pouze
Pigs, zatı´mco Chikens se mohou u´cˇastnit, ale smı´ jen pozorovat a nijak do te´to schu˚zky
nezasahovat.
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Obecneˇ lze Pigs, tedy ty´m rozdeˇlit jesˇteˇ na vedenı´ a vy´voj.
Vedenı´ je skupina vedena produktovy´mmanazˇerem a jejich hlavnı´ u´kolem je definice
obsahu˚ a termı´nu˚ jednotlivy´ch verzı´. Z toho plyne, zˇe pracujı´ prˇedevsˇı´m z backlogem
a analy´zou rizik.Da´le rˇı´dı´ a smeˇrujı´ pru˚beˇh vy´voje a kontrolujı´, zda ty´mvykazuje pokroky
a odhalujı´ prˇı´padne´ odchylky od prˇedbeˇzˇny´ch pla´nu˚.
Druhou skupinou Pigs je Vy´voj. Obvykle se jedna´ o skupinu 3 azˇ 6 osob, kde jsou
zastoupeni jak programa´torˇi a dokumenta´torˇi, tak i osoby zodpoveˇdne´ za rˇı´zenı´ kvality.
Pokud je prˇi vy´voji produktu metodikou Scrum nutna´ pocˇetneˇjsˇı´ skupina, je doporucˇo-
va´na vytvorˇit vı´ce mensˇı´ch ty´mu, ktere´ mohou by´t zodpoveˇdne´ kazˇdy´ za jednu skupinu
funkcı´, nebo kazˇdy´ za jednu vrstvu syste´mu. Za´lezˇı´ zda je zvoleno deˇlenı´ na za´kladeˇ
funkcionality, nebo na za´kladeˇ syste´move´ho deˇlenı´.
4.6 Za´veˇr
Scrum je za´stupce agilnı´ metodiky, ktera´ zlepsˇuje produktivitu a pruzˇnost vy´voje softwa-
rove´ho produktu dı´ky nove´mu prˇı´stupu k organizaci pra´ce v ty´mu.
Vy´voj pomocı´ Scrum zacˇı´na´ u´vodnı´ pla´novacı´ fa´zı´, v jejı´mzˇ ra´mci se vytvorˇı´ a klasifi-
kuje seznam pozˇadovany´ch u´kolu˚ (Backlog), stanovı´ hruby´ pla´n projektu a prvnı´ na´vrh
architektury. Na´sledujı´ vy´vojove´ sprinty, cozˇ jsou neˇkolikaty´dennı´ vy´vojove´ cˇa´sti. Cı´lem




Extre´mnı´ programova´nı´ (da´le jen XP) je lehka´ a u´cˇinna´ agilnı´ metodika pro vy´voj soft-
warovy´ch produktu˚ v male´m azˇ strˇedneˇ velke´m ty´mu, prˇi ktere´m je kladen du˚raz na
nutnost se prˇizpu˚sobit meˇnı´cı´mu se zada´nı´, nebo zada´nı´, ktere´ nenı´ na zacˇa´tku vy´voje azˇ
tak jasne´. XP se snazˇı´ o snı´zˇenı´ projektovy´ch rizik, zlepsˇenı´ reakce na zmeˇny a zvy´sˇenı´
produktivity pra´ce beˇhem cele´ho zˇivotnı´ho cyklu vy´voje softwaru.
Vznik metodiky XP se uva´dı´ v roce 1999, kdy zna´my´ expert na vy´voj softwaru Kent
Beck prˇedstavil jejı´ za´kladnı´ mysˇlenky. O trˇi roky drˇı´ve se vsˇak objevujı´ prvnı´ zmı´nky
o jejı´m vy´voji. Autor a jeho ty´m totizˇ nebyli schopni ani po roce usilovne´ pra´ce vyvinout
syste´m ty´kajı´cı´ se mezd v Chrysler Corp. nastavenou metodikou. Ta nebyla schopna
prˇizpu˚sobovat se pru˚beˇzˇny´m zmeˇna´m. Proto zacˇal pracovat na na´vrhu metodiky, ktera´
by meˇla umozˇnit flexibilneˇjsˇı´ vy´vojovy´ proces.
Od ostatnı´ch metodik se odlisˇuje prˇedevsˇı´m teˇmito vlastnostmi: neprˇetrzˇita´ a kon-
kre´tnı´ zpeˇtna´ vazba, rychle vytvorˇeny´ celkovy´ pla´n, schopnost flexibilneˇ urcˇovat termı´ny
a vyuzˇı´vat zautomatizovany´ch testu˚.
Da´le se mı´rneˇ lisˇı´ v promeˇnny´ch, ktere´ jsou bra´ny na zrˇetel prˇi vy´voji softwarove´ho
produktu (tzv. rˇı´dı´cı´ promeˇnne´) (viz obra´zek 1) a navı´c prˇida´va´ cˇtvrtou promeˇnnou.
• KVALITA (odpovı´da´ funkcionaliteˇ na obra´zku 1): Pokud se rozhodneme snı´zˇit
kvalitu softwaru, ktery´ vyvı´jı´me, mu˚zˇe to sice ve´st ke kra´tkodobe´mu zisku, ale
na´klady, ktere´musı´me vynalozˇit, at’uzˇ se jedna´ o pocˇet programa´toru˚ ve vy´vojove´m
ty´mu, cˇi firemnı´ nebo technicke´, se pote´ enormneˇ zvy´sˇı´.
• CˇAS: Prodlouzˇı´me-li cˇas na vy´voj softwaru, mu˚zˇeme zvy´sˇit kvalitu a rozsˇı´rˇit i za-
da´nı´. Velke´ prodlouzˇenı´ vsˇakmu˚zˇe take´ ve´st ke snı´zˇenı´ kvality, jelikozˇ zpeˇtna´ vazba
od produktu v provozu ma´ pro na´s daleko veˇtsˇı´ cenu, nezˇ jake´koliv jine´ druhy
zpeˇtne´ vazby. Je-li prˇı´lisˇ ma´lo cˇasu na vy´voj produktu, je to zna´t i na kvaliteˇ a sˇı´rˇi
zada´nı´.
• NA´KLADY (odpovı´da´ zdroju˚m na obra´zku 1): Vı´ce financı´ prˇi vy´voji na´mmu˚zˇe na
jednu stranu sice zlepsˇit vyhlı´dky, ale na stranu druhou mu˚zˇe prˇı´lisˇ mnoho financı´
zpu˚sobit vı´ce proble´mu˚ nezˇ uzˇitku. Vlozˇı´-li se do projektu prˇı´lisˇ male´ mnozˇstvı´
financı´, je zada´nı´ za´kaznı´ka te´meˇrˇ nerˇesˇitelne´.
• SˇI´RˇE ZADA´NI´: Jedna´ se o novou promeˇnnou, kterou XP prˇida´va´ ke trˇem tradicˇnı´m
a rˇı´ka´, ktere´ funkce jsou pro za´kaznı´ka klı´cˇove´ a ktere´ je naopakmozˇno, prˇi vy´skytu
proble´mu˚, odlozˇit v implementaci. Pokud zvolı´me mensˇı´ sˇı´rˇi zada´nı´, prˇitom jsme
vsˇak sta´le schopni vyrˇesˇit proble´m za´kaznı´ka, docı´lı´me vysˇsˇı´ kvality za me´neˇ cˇasu
i financˇnı´ch prostrˇedku˚.
V tomto modelu se vy´voj softwarove´ho produktu odehra´va´ tı´mto zpu˚sobem: vneˇjsˇı´ sı´ly,
cozˇ jsou za´kaznı´ci a manazˇerˇi, si stanovı´ vstupnı´ hodnoty trˇı´ z teˇchto promeˇnny´ch, ktere´
chteˇjı´ rˇı´dit. Zby´vajı´cı´ cˇtvrtou ma´ pote´ na starost vy´vojovy´ ty´m. Pokud je jedna ze stran
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nespokojena´ s vy´slednouhodnotu te´to cˇtvrte´ promeˇnne´, je nutne´ upravit vstupnı´ hodnoty
zbyly´ch trˇı´ promeˇnny´ch. Pokud se za´kaznı´ci cˇi manazˇerˇi budou snazˇit nastavit hodnoty
vsˇech cˇtyrˇ promeˇnny´ch, tedy kvalitu, cˇas, na´klady i sˇı´rˇi zada´nı´, povede to jedineˇ k tomu,
zˇe vy´vojovy´ ty´m bude pod velky´m tlakem a v du˚sledku toho dojde ke snı´zˇenı´ kvality
cele´ho vyvı´jene´ho produktu a v mnoha prˇı´padech take´ ke zdrzˇenı´.
Za´kladnı´m proble´mem, ktery´ se snazˇı´ XP vyrˇesˇit, je riziko. A to prˇedevsˇı´m riziko
zpozˇdeˇnı´ harmonogramu, zrusˇenı´ projektu, riziko krachujı´cı´ho syste´mu, mı´ry porucho-
vosti, nepochopenı´ nebo zmeˇny zada´nı´ a riziko prˇemı´ry funkcı´.
5.2 Podstata
Rˇesˇenı´ teˇchto rizik je v konecˇne´m du˚sledku podstata Extre´mnı´ho programova´nı´.
Zpozˇdeˇnı´ harmonogramu
XP je charakteristicke´ kra´tky´mi cykly pro uvolneˇnı´ nove´ verze, ktere´ trvajı´ nejvy´sˇe neˇ-
kolik meˇsı´cu˚. V ra´mci nove´ verze se dodrzˇujı´ jednoty´dennı´ azˇ cˇtyrˇty´dennı´ iterace, cˇı´mzˇ
je zajisˇteˇna velmi dobra´ zpeˇtna´ vazba od za´kaznı´ka. Aby se prˇı´padne´ proble´my projektu
mohly vyrˇesˇit beˇhem iterace, jsou stanoveny jednodennı´ azˇ trˇı´dennı´ u´koly. V XP ma´ take´
kazˇda´ pozˇadovana´ funkce vyvı´jene´ho softwarove´ho produktu svou prioritu. Z toho je
zrˇejme´, ktere´ funkce je nutne´ naimplementovat prˇednostneˇ a ktere´ se objevı´ azˇ v dalsˇı´
verzi produktu, to znamena´ majı´ nizˇsˇı´ prioritu. [1]
Zrusˇeny´ projekt
Vy´voj softwarove´hoproduktupomocı´XPpozˇaduje odza´kaznı´kadefinici nejmensˇı´mnozˇinu
funkcı´, ktera´ ma´ obsahovat mozˇne´ verze produktu a jezˇ ma´ pro neˇj nejveˇtsˇı´ smysl a vy´-
znam. Tı´m se minimalizuje to, co by se mohlo pokazit jesˇteˇ prˇed uvedenı´m do provozu
a za´rovenˇ se hodnota dane´ho softwarove´ho produktu maximalizuje. [1]
Krachujı´cı´ syste´m
Jednı´m ze za´kladu˚ metodologie XP je vytva´rˇenı´ a udrzˇova´nı´ kompletnı´ sady testu˚, ktere´
se spousˇteˇjı´ jednou prˇed a podruhe´ po kazˇde´ zmeˇneˇ, ktera´ se provede na vyvı´jene´m pro-
duktu, cozˇ se mu˚zˇe dı´t i neˇkolikra´t za den. [1]
Mı´ra poruchovosti
XP testuje celky produktu jak z pohledu programa´toru˚, kterˇı´ pı´sˇı´ testy pro jednotlive´
funkce, tak i z pohledu za´kaznı´ku˚, kterˇı´ se velkou mı´rou podı´lejı´ na tvorbeˇ testu˚ pro cele´
funkcˇnı´ cˇa´sti softwaru. [1]
Nepochopenı´ zada´nı´
XP pozˇaduje od za´kaznı´ka, aby se integroval do vy´vojove´ho ty´mu a tı´m se specifikace
a pozˇadavky na projekt neusta´le beˇhem vy´voje uprˇesnˇujı´. [1]
Zmeˇny zada´nı´
Prˇi zkracova´nı´ cyklu˚, kdy se uvolnˇujı´ nove´ verze produktu, je mensˇı´ pravdeˇpodobnost,
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zˇe za´kaznı´k bude pozˇadovat za´sadnı´ zmeˇny, nezˇ kdyby doba cyklu byla prˇı´lisˇ dlouha´.
Pokud za´kaznı´k pozˇaduje zmeˇnu jesˇteˇ nedokoncˇene´ funkce produktu, stacˇı´ prˇedefinovat
priority jednotlivy´ch funkcı´. [1]
Prˇemı´ra funkcı´
Je kladen velky´ du˚raz na to, aby se rˇesˇily nejprve u´koly s nejvysˇsˇı´ prioritou. [1]
Z vy´sˇe uvedeny´ch cˇa´stı´ plynou za´kladnı´ hodnoty a postupy Extre´mnı´ho programova´nı´.
5.3 Za´kladnı´ hodnoty
Za´kladnı´mi hodnotami, ktery´mi se XP rˇı´dı´ a na ktery´ch stavı´, jsou komunikace, jednodu-
chost, zpeˇtna´ vazba, odvaha a pod teˇmito cˇtyrˇmi lezˇı´ jesˇteˇ pa´ta´ podprahova´ – respekt.
1. Komunikace
Prˇi vy´skytu proble´mu˚ cˇi zdrzˇenı´ ve vy´voji softwarove´ho projektu je velice prav-
deˇpodobne´, zˇe prvotnı´ prˇı´cˇinou je sˇpatna´ komunikace. Veˇtsˇinou se jedna´ o to, zˇe
jeden z cˇlenu˚ ty´mu zapomene nebo neshleda´ za du˚lezˇite´, sdeˇlit ostatnı´m informaci
ty´kajı´cı´ se zmeˇny cˇi u´pravy neˇktery´ch cˇa´stı´ projektu.
V ra´mci XP se pouzˇı´va´ cela´ skupina postupu˚, ktere´ se bez komunikace zkra´tka
neobejdou, jedna´ se naprˇı´klad o pa´rove´ programova´nı´, odhadova´nı´ termı´nu˚ a dalsˇı´.
Mimo to je v XP zastoupena prˇı´mo role, prˇi ktere´ ma´ dany´ akte´r take´ za u´kol
pozorovat a obnovovat dobrou komunikaci mezi vsˇemi cˇla´nky vy´vojove´ho ty´mu.
Jde o tzv. Koucˇe.
2. Jednoduchost
Klı´cˇovy´m je schopnost nemyslet na prˇedpokla´danou budoucnost, ale radeˇji udeˇlat
jednoduchou veˇc dnes, cozˇ je v mnoha prˇı´padech i ekonomicˇteˇjsˇı´, a v budoucnu
zaplatit o neˇco vı´ce za prˇı´padnou zmeˇnu, ktera´ vsˇak take´ nemusı´ ani nastat, nezˇ
udeˇlat dnes slozˇiteˇjsˇı´ veˇc, ktera´ se ovsˇem nemusı´ za rok vu˚bec vyuzˇı´t.
Jednoduchost a komunikace se doplnˇujı´. Cˇı´m lepsˇı´ je komunikace v ty´mu, tı´m
je jasneˇjsˇı´, co je potrˇeba udeˇlat a naopak vı´me, co se deˇlat vu˚bec nemusı´. Cˇı´m
jednodusˇsˇı´ je vyvı´jeny´ produkt, tı´m mensˇı´ a u´plneˇjsˇı´ je vza´jemna´ komunikace.
3. Zpeˇtna´ vazba
Zpeˇtna´ vazba v XP je realizova´na neˇkolika metodami, prˇicˇemzˇ asi nejdu˚lezˇiteˇjsˇı´
je testova´nı´. To probı´ha´ v ru˚zny´ch fa´zı´ vy´voje. Programa´torˇi, jakmile dostanou
nova´ zada´nı´ od za´kaznı´ku˚, ihned odhadujı´ termı´ny dokoncˇenı´ a tı´m majı´ za´kaznı´ci
okamzˇitou zpeˇtnou vazbu. Da´le programa´torˇi pı´sˇı´ jednotkove´ testy pro vesˇkerou
logiku na´chylnou na chyby. Beˇhem pa´r minut majı´ zpeˇtnou vazbu o spra´vnosti cˇi
nespra´vnosti jejich ko´du. Cˇloveˇk, zastupujı´cı´ roli Stoparˇe, cˇekajı´cı´ na termı´n do-
koncˇenı´ u´kolu prˇeda´va´ ty´mu zpeˇtnou vazbu o tom, zda pracujı´ dle pla´nu, ktery´ si
odhadli na zacˇa´tku. Zpeˇtna´ vazba funguje take´ v delsˇı´m cˇasove´m u´seku. Za´kaznı´ci,
za pomoci Testeru˚, pı´sˇi testy funkcionality implementovany´ch u´kolu˚. Majı´ tak kon-
kre´tnı´ zpeˇtnou vazbu o stavu cele´ho projektu. Dalsˇı´ strategiı´ je uvedenı´ do provozu
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teˇch nejhodnotneˇjsˇı´ zada´nı´ co nejdrˇı´ve, tı´m se programa´toru˚m vra´tı´ zpeˇtna´ vazba o
kvaliteˇ svy´ch schopnostı´.
V XP platı´: cˇı´m vı´ce zpeˇtne´ vazby, tı´m le´pe, jelikozˇ je pravdeˇpodobneˇjsˇı´ u´speˇsˇne´
dokoncˇenı´ cele´ho projektu. Take´ je snadneˇjsˇı´ komunikace, protozˇe v prˇı´padeˇ, zˇe ma´
neˇkdo z ty´muna´mitkuproti zdrojove´muko´du adoda´ k tomu test, ktery´ potvrdı´ jeho
opodstatneˇnı´, ma´me opeˇt konkre´tnı´ zpeˇtnou vazbu, na kterou mu˚zˇeme reagovat.
S pracı´ bychom meˇli by´t hotovi teprve tehdy, azˇ u´speˇsˇneˇ probeˇhnou vsˇechny testy.
Spoustu zpeˇtnovazebnı´ch informacı´ zı´ska´mepouze dobrou komunikacı´ s ostatnı´mi.
Z toho plyne, zˇe komunikace se zpeˇtnou vazbou doplnˇuje, podporuje a v mnoha
prˇı´padech tvorˇı´ celek.
4. Odvaha
Pokud ty´m dojde k prˇesveˇdcˇenı´, zˇe z jake´koliv prˇı´cˇiny jizˇ nevede cestu kuprˇedu,
je nezbytne´ dane´ prˇı´cˇiny odstranit a to za jakoukoliv cenu, i v prˇı´padeˇ, zˇe by to
znamenalo zahodit veˇtsˇı´ cˇa´st jizˇ napsane´ho zdrojove´ho ko´du, cˇi prˇepracovat cely´
na´vrh i s architekturou projektu. To jsou odva´zˇne´ kroky, protozˇe jsme sta´le va´za´nı´
na dodrzˇenı´ vsˇech podmı´nek zada´nı´, ale bez dostatecˇne´ da´vky odvahy je pouzˇitı´
metodiky XP te´meˇrˇ vyloucˇeno.
Komunikace podporuje odvahu, protozˇe na´m umozˇnˇuje experimentovat sice s vy-
sˇsˇı´m rizikem, ale take´ ziskem. Z toho take´ plyne, zˇe odvaha je podporova´na jed-
noduchostı´, protozˇe jen s jednoduchy´m syste´mem si mu˚zˇeme dovolit by´t vı´ce od-
va´zˇneˇjsˇı´. A take´ to platı´ naopak: Odvaha podporuje jednoduchost, protozˇe jakmile
se vyskytne mozˇnost na zjednodusˇenı´ syste´mu, zkusı´me to. A nakonec i zpeˇtna´
vazba podporuje nasˇı´ odvahu, nebot’ ji ma´me daleko veˇtsˇı´ prˇi rozsa´hlejsˇı´ zmeˇneˇ
cˇa´sti zdrojove´ho ko´du, protozˇe spra´vnost si mu˚zˇeme okamzˇiteˇ oveˇrˇit pomocı´ testu˚.
5. Respekt
Pod povrchem teˇchto cˇtyrˇ hodnot existuje pa´ta´ – respekt. V cele´m vy´vojove´m ty´mu
je nutne´, aby kazˇde´ cˇlen projevoval za´jem o to, co deˇlajı´ nebo pra´veˇ vyvı´jejı´ jeho
kolegove´. Tı´m take´ zjistı´, jak bymohl by´t on sa´m na´pomocen ostatnı´m a jak bymohl
zefektivnit cely´ proces vy´voje. Pokud by to tak nebylo a kazˇdy´ cˇlen ty´mu by hledeˇl
jen na svou pra´ci, bylo by Extre´mnı´ programova´nı´ nepouzˇitelne´. Tote´zˇ vsˇak neplatı´
jen v XP, ale i v ostatnı´ch metodika´ch.
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Obra´zek 5: Vza´jemny´ vztah peˇti hodnot Extre´mnı´ho programova´nı´
5.4 Pracovnı´ postupy
Je definova´no dvana´ct konkre´tnı´ch postupu˚, ktere´ by meˇli ve´st k vytva´rˇenı´ kvalitnı´ch
softwarovy´ch produktu˚ pomocı´ metodiky Extre´mnı´ programova´nı´.
Pla´novacı´ hra
Postup, ktery´ je urcˇeny´ k pla´nova´nı´ projektu a k pla´nova´nı´ toho, co budou jednotlive´
iterace a fa´ze vy´voje obsahovat, se nazy´va´ Pla´novacı´ hra. Meˇli by se jı´ u´cˇastnit vsˇechny
strany, tzn. za´kaznı´ci spolecˇneˇ s vedenı´m a vy´vojovy´ ty´m.
Pravidla hry jsou na´sledujı´cı´:
Cı´lem hry je maximalizovat hodnotu produktu˚, ktery´ ty´m vyvı´jı´. Z te´to hodnoty mu-
sı´mevsˇak odecˇı´st na´klady, ktere´ jsmevynalozˇili na jehovy´voj a riziko, ktere´ podstupujeme
prˇi jeho tvorbeˇ.
Strategie ty´mu je takova´, zˇe se snazˇı´ uve´st do provozu pro za´kaznı´ka nejcenneˇjsˇı´
funkce, ale pouze s vyuzˇitı´m programovacı´ch a na´vrhovy´ch postupu˚, jezˇ snizˇujı´ riziko.
Hracı´mi kameny a podstatou te´to hry je tvorˇenı´ Karet zada´nı´. Ty prˇedstavujı´ za´kladnı´
informace o pozˇadavcı´ch kladeny´ch na vyvı´jeny´ softwarovy´ produkt.
Hra´cˇi Pla´novacı´ hry je Vy´voj, tvorˇeny´ vsˇemi zodpoveˇdny´mi za implementaci, a Ve-
denı´ slozˇene´ ze vsˇech, kterˇı´ rozhodujı´ o jednotlivy´ch funkcı´ch produktu, tedy i koncovı´
za´kaznı´ci.
Dalsˇı´m pravidlem jsou Tahy. Tahy mu˚zˇeme pouzˇı´t ve trˇech fa´zı´ch:
1. Pru˚zkum— cı´lem te´to fa´ze je obeˇma hra´cˇu˚m prˇiblı´zˇit to, co je od produktu ocˇeka´-
va´no na konci vy´voje. Patrˇı´ zde tyto tahy:
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Napsa´nı´ zada´nı´: Vedenı´ sepı´sˇe sve´ prˇedstavy na listy, obsahujı´cı´ na´zev zada´nı´
a u´cˇel, co by meˇl vyvı´jeny´ produkt deˇlat.
Odhad zada´nı´: Vy´voj odhadne idea´lnı´ cˇas, ktery´ potrˇebuje k implementaci da-
ne´ho zada´nı´. Pokud Vy´voj nenı´ schopny´ odhadnout potrˇebny´ cˇas, pozˇa´da´ Vedenı´
o uprˇesneˇnı´ zada´nı´.
Rozdeˇlenı´ zada´nı´: Pokud se stane, zˇe Vedenı´ zatı´m nevı´ cele´ zada´nı´, nebo chce
urcˇitou cˇa´st nechat naimplementovat prˇednostneˇ, mu˚zˇe se zada´nı´ rozdeˇlit na neˇko-
lik samostatny´ch a ty rˇesˇit postupneˇ.
2. Za´vazek — v te´to fa´zi by Vedenı´ meˇlo stanovit sˇı´rˇi zada´nı´ a datum uvolneˇnı´ dalsˇı´
verze produktu. Vy´voj se pote´ zava´zˇe k dodrzˇenı´ teˇchto podmı´nek. Za´vazek lze
rozdeˇlit do cˇtyrˇ tahu˚:
Trˇı´deˇnı´ dle hodnoty: Vedenı´ roztrˇı´dı´ zada´nı´ na trˇi hroma´dky – zada´nı´, bez ktery´ch
by syste´m nefungoval, zada´nı´, ktera´ majı´ nizˇsˇı´ prioritu, prˇesto vsˇak prˇedstavujı´
podstatu produktu a zada´nı´, ktere´ by vy´sledny´ produkt neˇjak obohatila.
Trˇı´deˇnı´ dle rizika: Vy´voj vytrˇı´dı´ zada´nı´, ktera´ nemu˚zˇe prˇesneˇ odhadnout, da´le
zada´nı´, ktera´ jsou odhadnutelna´ celkem dobrˇe a nakonec zada´nı´, ktera´ nelze od-
hadnout vu˚bec. Tı´m vzniknou opeˇt trˇi hroma´dky zada´nı´.
Nastavenı´ rychlosti: Vy´voj se dohodne, jak rychle je schopny´ programovat v ide-
a´lnı´m cˇase za kalenda´rˇnı´ meˇsı´c a to sdeˇlı´ Vedenı´.
Volba sˇı´rˇe zada´nı´: Vedenı´ vybere sadu karet zada´nı´ pro danou verzi a to na
za´kladeˇ urcˇenı´ data, kdy ma´ by´t vy´voj hotov, nastavenı´ rychlosti, nebo vy´beˇrem
karet a vy´pocˇtem data.
3. Rˇı´zenı´— u´cˇelem rˇı´dı´cı´ fa´ze je aktualizace pla´nu danou poznatky Vy´voje a Vedenı´.
Opeˇt se skla´da´ ze cˇtyrˇ tahu˚:
Iterace: Na zacˇa´tku kazˇde´ iterace, ktera´ obvykle trva´ jeden azˇ trˇi ty´dny, vybere
Vedenı´ nejcenneˇjsˇı´ zada´nı´, ktera´ se majı´ implementovat v dane´ iteraci. Vy´sledkem
po prvnı´ takove´ iteraci by meˇl by´t beˇhu schopny´ za´klad vyvı´jene´ho produktu.
Prˇehodnocenı´: Pokud Vy´voj zjistı´, zˇe spra´vneˇ neodhadl rychlost implementace,
mu˚zˇe od Vedenı´ zjistit, jaka´ je nejcenneˇjsˇı´ sada zada´nı´, ktera´ je nutna´ naimplemen-
tovat v aktua´lnı´ verzi za dane´ nove´ rychlosti implementace.
Nove´ zada´nı´: Jestlizˇe Vedenı´ prˇijde na nove´ zada´nı´, ktere´ je nutne´ implementovat
v aktua´lnı´ verzi, sepı´sˇe jej a Vy´voj ho odhadne. Na Vedenı´ potom je, aby rozhodlo
o odstraneˇnı´ jine´ho zada´nı´ s ekvivalentnı´m odhadem z pla´nu a vlozˇı´ mı´sto neˇj toto
nove´.
Novy´ odhad: Mu˚zˇe se sta´t, zˇe pla´n jizˇ neposkytuje prˇesny´ harmonogram vy´voje
a je na Vy´voji, aby znovu odhadl zby´vajı´cı´ zada´nı´ a nastavenı´ rychlosti.
Princip je na´sledujı´cı´: za´kaznı´k sepı´sˇe vsˇechny funkcˇnı´ pozˇadavky na vyvı´jeny´ produkt,
kazˇdy´ z nich se rozepı´sˇe do tzv. uzˇivatelske´ho prˇı´beˇhu, ve ktere´m je dana´ funkce popsa´na
jazykemza´kaznı´ka.Na´sledneˇ si tyto pozˇadavky projde vy´vojovy´ ty´m a urcˇı´, za jak dlouho
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a za jakou cenu je schopny´ tyto funkce vytvorˇit. Pote´ se opeˇt za´kaznı´k rozhoduje, ktery´m
pozˇadavku˚m da´ vysˇsˇı´ prioritu a tı´m i prˇednostnı´ vytvorˇenı´ ty´mem. Na za´kladeˇ toho se
vytvorˇı´ pla´ny jednotlivy´ch verzı´ a karty zada´nı´. Ty´m spolecˇneˇ se za´kaznı´kem tak urcˇujı´,
jak docı´lit maxima´lnı´ efektivity, minima´lnı´ch financˇnı´ch prostrˇedku˚ a uvedenı´ prvotnı´ch
verzı´ produktu do provozu za co nejkratsˇı´ cˇas.
Male´ verze
Kazˇda´ nova´ verze by meˇla by´t co nejmensˇı´, prˇitom vsˇak kompaktnı´ a meˇla by odra´zˇet
jen ta nejcenneˇjsˇı´ zada´nı´ za´kaznı´ka. Nemeˇlo by doha´zet k tomu, zˇe vy´vojovy´ ty´m chce
uvolnit novou verzi za kazˇdou cenu a co nejdrˇı´ve. Mohlo by se pak sta´t, zˇe je naprˇı´klad
implementova´na jen polovicˇnı´ funkcionalita dane´ verze. Proto je lepsˇı´ pla´novat po me-
nsˇı´ch cˇasovy´ch u´secı´ch.
Metafora
Cely´ vy´voj pomocı´ metodiky XP je veden jedinou metaforou. Je to jaky´si prˇı´beˇh o tom,
jak ma´ cely´ produkt fungovat. Slova pouzˇı´va´na k identifikace technicky´ch atributu˚ by
meˇla by´t vybı´ra´na pouze ze zvolene´ metafory a meˇla by jı´ rozumeˇt kazˇda´ strana, ktera´
se podı´lı´ na vy´voji. Metafora v XP nahrazuje veˇtsˇinu z toho, co si v ostatnı´ch metodika´ch
prˇedstavı´me pod pojmem „architektura“. Prˇı´kladem metafory mu˚zˇe by´t abstrakce „vy´-
pocˇet du˚chodu je jako tabulka“. Vsˇem je jasne´, zˇe vy´pocˇet ve skutecˇnosti nenı´ tabulkou,
ale pomu˚zˇe jim to sjednotit pohled na cely´ proble´m a to je cı´lem metafory.
Jednoduchy´ na´vrh
Spra´vny´ na´vrh by meˇl v ktere´mkoliv okamzˇiku splnˇovat tyto pravidla: vsˇechny testy
jsou funkcˇnı´, na´vrh neobsahuje duplicitnı´ logiku, programa´torˇi jsou sezna´menı´ se vsˇemi
du˚lezˇity´mi za´meˇry, na´vrhma´ co nejmensˇı´ pocˇet trˇı´d ametod. Hlavnı´m u´kolem je, aby nej-
jednodusˇsˇı´ na´vrh fungoval v aktua´lnı´ verzi a jaka´koliv komplikovanost byla odstraneˇna
ihned po odhalenı´. Vsˇechny nove´ prvky se implementujı´ teprve tehdy, kdy jsou sku-
tecˇneˇ nezbytneˇ nutne´. Jedna´ se o opak toho, co je beˇzˇne´: „implementujeme pro dnesˇek,
navrhujeme pro zı´trˇek“. Metodika Extre´mnı´ho programova´nı´ vsˇak preferuje mysˇlenku:
„vlozˇı´me tam to, co potrˇebujeme, kdyzˇ to potrˇebujeme“.
Testova´nı´
Aby nedocha´zelo k tomu, zˇe napsany´ zdrojovy´ ko´d je nekvalitnı´, je nutne´ testova´nı´.
Testy jednotek psane´ programa´tory musı´ vzˇdy probı´hat na 100%. Tyto testy se spousˇtı´
prˇed integrova´nı´m nove´ cˇa´sti zdrojove´ho ko´du i po nı´. Jestlizˇe je proble´m prˇi neˇjake´m
testu, pro nikoho z ty´mu nenı´ nic du˚lezˇiteˇjsˇı´ho nezˇ jeho odstraneˇnı´.
Za´kaznı´ci pı´sˇi testy po jednotlivy´ch prˇı´beˇzı´ch. Vzˇdy si urcˇı´, co musı´ otestovat, aby
zkontrolovali, zˇe je dane´ zada´nı´ splneˇno. Vsˇechny takove´to sce´na´rˇe se za asistence tes-
teru˚ prˇemeˇnı´ na tzv. testy funkcionality. Tyto testy nemusı´ nutneˇ probı´hat na 100%, ale
s blı´zˇı´cı´m se koncem vy´voje by se meˇli tomuto cˇı´slu blı´zˇit.




Refaktorizace je postup jak zprˇehlednit a zjednodusˇit produkt beze zmeˇn v jeho cho-
va´nı´ tak, aby byl srozumitelneˇjsˇı´ pro vsˇechny cˇleny vy´vojove´ho ty´mu. Prˇi vy´voji mu˚zˇe
docha´zet ke dveˇma druhu˚m refaktorizace:
Refaktorizace, u ktere´ je podmı´nkou, zˇe se nemeˇnı´ sta´va´jı´cı´ ko´d, ale pouze se do-
plnˇuje o nove´ funkce, na ktere´ se potom provedou testy a pouzˇı´va´ se prˇi prˇida´va´nı´ nove´
funkcionality.
Principem druhe´ refaktorizace je, zˇe se neprˇida´va´jı´ zˇa´dne´ nove´ schopnostı´, jen se
upravuje strukturu soucˇasne´ho ko´du.
Je nutne´ si neusta´le uveˇdomovat, ktera´ refaktorizace se zrovna pouzˇı´va´. Refaktorizo-
vat lze prˇed zmeˇnou programuna za´kladeˇ toho, zda existuje zpu˚sob, jak upravit program,
aby prˇida´nı´ nove´ funkce bylo jednodusˇsˇı´, nebo po zmeˇneˇ programu, pokud zjistı´me, zˇe
existuje mozˇnost, jak program zjednodusˇit.
Nemeˇli bychom refaktorizovat slepeˇ, ale jen v prˇı´padeˇ, kdy je to vyzˇadova´no. Spra´vneˇ
prova´deˇnou refaktorizacı´ lze dosa´hnout toho, zˇe jsou odstraneˇny duplicity, zdokonaluje
se komunikace, vylepsˇuje se na´vrh, optimalizujı´ se algoritmy a mnoho dalsˇı´ho.
Pa´rove´ programova´nı´
Vesˇkery´ ko´d, ktery´ vznikne pomocı´ metodiky XP je psa´n dveˇma programa´tory, kterˇı´
sdı´lejı´ jeden pocˇı´tacˇ s jednı´m monitorem, kla´vesnicı´ i jednou mysˇı´. V kazˇde´m pa´ru jsou
rozdeˇleny dveˇ role.
Jeden programa´tor, ktery´ je zrovna u kla´vesnice a mysˇi prˇemy´sˇlı´ o nejlepsˇı´m zpu˚-
sobu implementace dane´ho proble´mu v tomto mı´steˇ. Zatı´mco druhy´ z partneru˚ prˇemy´sˇlı´
o proble´mu s ohledem na strategii a jejı´ dodrzˇova´nı´, zda toto rˇesˇenı´ bude fungovat, jestli
existujı´ jesˇteˇ neˇjake´ testy, ktere´ by po integraci nove´ cˇa´sti ko´du nemusely fungovat, cˇi
jestli je jesˇteˇ jiny´ zpu˚sob, jak zjednodusˇit cely´ syste´m.
Tvorˇenı´ pa´ru je dynamicke´. Pokud dva lide´ jsou spolu v pa´ru ra´no, neznamena´ to, zˇe
v pru˚beˇhu odpoledne se pa´ry nemohou prostrˇı´dat.
Pa´rove´ programova´nı´ take´ omezuje vy´skyt neˇktery´ch zlozvyku˚. Mnozı´ programa´torˇi
cˇasem vynecha´vajı´ psanı´ testu˚, odkla´dajı´ refaktorizaci nebo integraci. Pokud se vsˇak dı´va´
jeho partner, je pravdeˇpodobnost vy´skytu teˇchto nesˇvaru˚ daleko mensˇı´. Tı´m vsˇak nenı´
rˇecˇeno, zˇe pa´r jako celek chyby nedeˇla´, naopak a pra´veˇ proto je v ty´mu potrˇeba Koucˇe.
Pa´rove´ programova´nı´ v XP funguje velice dobrˇe dı´ky neodmyslitelne´ komunikaci.
Protozˇe se pa´ry neusta´le meˇnı´, jaka´koliv du˚lezˇita´ informace se uvnitrˇ ty´mu rychle sˇı´rˇı´
a tı´m se zlepsˇujı´ dovednosti a zı´ska´vajı´ se nove´ a nove´ zkusˇenosti.
Spolecˇne´ vlastnictvı´
Na rozdı´l od jiny´ch metodik v Extre´mnı´m programova´nı´ je povinen kdokoli, kdo vidı´
prˇı´lezˇitost k prˇida´nı´ ko´du do libovolne´ cˇa´sti zdrojove´ho textu, tak ucˇinit a to kdykoli.
Z toho jasneˇ vyply´va´ to, zˇe vsˇichni cˇlenove´ vy´vojove´ho ty´mu majı´ odpoveˇdnost za cely´
syste´m. Kazˇdy´ z cˇlenu˚ sice nezna´ jednotlive´ cˇa´sti zdrojove´ho ko´du stejneˇ dobrˇe, alesponˇ
neˇco vı´ o kazˇde´.
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Neprˇetrzˇita´ integrace
Nove´ cˇa´sti zdrojove´ho ko´du jsou integrova´ny neˇkolikra´t, nejme´neˇ vsˇak jedenkra´t za den,
pokazˇde´, kdyzˇ je vyrˇesˇena dalsˇı´ funkcionalita vyvı´jene´ho produktu. Je doporucˇeno mı´t
vyhrazeny´ jeden pocˇı´tacˇ pouze na integrova´nı´. Pa´r, ktery´ chce integrovat sve´ rˇesˇenı´, musı´
take´ prove´st vsˇechny testy, aby produkt po integraci pracoval 100% spra´vneˇ. Pokud to
pa´r nezajistı´, nezby´va´ nezˇ sve´ rˇesˇenı´ zahodit a zacˇı´t nanovo.
Cˇtyrˇicetihodinovy´ pracovnı´ ty´den
Extre´mnı´ programova´nı´ se rˇı´dı´ mysˇlenkou, zˇe dlouhodobe´ prˇescˇasy vedou k prˇeteˇzˇova´nı´
lidsky´ch zdroju˚ a ta u´stı´ v neefektivitu. Da´le se dodrzˇuje to, zˇe je neprˇı´pustne´ pracovat
prˇescˇas dva ty´dny za sebou. Protozˇe prˇeteˇzˇova´nı´ lidsky´ch zdroju˚ je zna´mkou nespra´v-
ne´ho rˇı´zenı´ projektu.
Za´kaznı´k na pracovisˇti
Soucˇa´stı´ ty´mu by se po dobu vy´voje produktu meˇl sta´t i skutecˇny´ za´kaznı´k. Skutecˇny´
ve smyslu neˇkdo, kdo bude s produktem skutecˇneˇ pracovat, jakmile ho ty´m nasadı´ do
provozu. Tento za´kaznı´k by meˇl by´t v ty´mu po celou dobu, tzn. 40 hodin ty´dneˇ. To vsˇak
mu˚zˇe by´t pro jeho zameˇstnavatele prˇı´lisˇ drahe´, ale na druhou stranu by mu to meˇla
vynahradit hodnota le´pe fungujı´cı´ho a drˇı´ve dodane´ho produktu. Za´kaznı´k by meˇl by´t
schopen odpovı´dat na ota´zky programa´toru˚ a meˇl se podı´let na tvorbeˇ testu˚, rˇesˇenı´ sporu˚
a urcˇova´nı´ priorit.
Standardy pro psanı´ zdrojove´ho textu
Prˇi vy´voji pomocı´ Extre´mnı´ho programova´nı´ nevznikajı´ prakticky zˇa´dne´ dokumentace
a specifikace. Za´kladnı´m nositelem informacı´ je zdrojovy´ ko´d, proto je velice du˚lezˇite´, aby
byl cˇitelny´, strukturovany´ a dobrˇe srozumitelny´ pro vsˇechny cˇleny ty´mu. Toho je mozˇne´
docı´lit jedineˇ tak, zˇe vsˇichni programa´torˇi budou dodrzˇovat stanovene´ pravidla.
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Obra´zek 6: Pracovnı´ postupy Extre´mnı´ho programova´nı´
5.5 Cˇinnosti
Dle Extre´mnı´ho programova´nı´ existujı´ z prakticke´ho hlediska cˇtyrˇi cˇinnosti vy´voje: Tes-
tova´nı´, Psanı´ zdrojove´ho ko´du, Posloucha´nı´, Navrhova´nı´.
Testova´nı´
Testova´nı´ probı´ha´ pru˚beˇzˇneˇ, obvykle prˇed a po neˇjake´ zmeˇneˇ ve zdrojove´m ko´du. Novou
cˇa´st zdrojove´ho ko´du nelze integrovat bez toho, aby probeˇhl u´speˇsˇny´ test na tuto cˇa´st.
Testy jako takove´ mu˚zˇeme rozdeˇlit do dvou sad: prvnı´ takovou sadou jsou testy jednotek
psane´ programa´tory, kterˇı´ je pı´sˇi, aby byli prˇesveˇdcˇenı´ o tom, zˇe vyvı´jena´ cˇa´st produktu
pracuje tak, jak simysleli, zˇe bymeˇla pracovat a aby toto prˇesveˇdcˇenı´ mohli sdı´let i ostatnı´
kolegove´ ve vy´vojove´m ty´mu. Druhou sadou testu˚ jsou testy funkcionality specifikovane´
za´kaznı´ky, ktere´ je majı´ prˇesveˇdcˇit o tom, zˇe vyvı´jeny´ produkt jako celek pracuje dle
jejich pozˇadavku˚ a prˇedstav. Vesˇkere´ testy jsou izolovane´, tudı´zˇ neovlivnˇujı´ ostatnı´ testy
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a automaticke´, to znamena´, zˇe jejich vy´sledky jsou neza´visle´ a neovlivnitelne´, proto jsou
testy tak du˚lezˇity´m stavebnı´m prvkem v metodice XP.
Psanı´ zdrojove´ho ko´du
Zdrojovy´ ko´d je cı´lem, ale za´rovenˇ i metodou Extre´mnı´ho programova´nı´. Psanı´ zdrojo-
ve´ho ko´du zacˇı´na´ bezprostrˇedneˇ po napsa´nı´ testu pro prˇı´slusˇnou cˇa´st ko´du a bez neˇj
nemu˚zˇe existovat vyvı´jeny´ softwarovy´ produkt. Zdrojovy´ text lze vyuzˇı´vat take´ ke ko-
munikaci, k vyja´drˇenı´ za´meˇru˚, popisu algoritmu˚ a podobneˇ.
Posloucha´nı´
Neodmyslitelnou schopnostı´ vy´voja´rˇu˚ je nasloucha´nı´ za´kaznı´ku˚m i svy´m kolegu˚m, je-
likozˇ bez spra´vne´ho nasloucha´nı´ nenı´ mozˇne´ dobrˇe implementovat rˇesˇenı´ dane´ho pro-
ble´mu.
Navrhova´nı´
Abychom se prˇi vy´voji metodikou XP nedostali do „slepe´ ulicˇky“, ze ktere´ nenı´ efek-
tivnı´ „cesty ven“, je nezbytne´ prova´deˇt na´vrh. To je jediny´ zpu˚sob, jak se tomu vy-
hnout – z mozˇnosti se sta´va´ nutnost. Navrhova´nı´ je vytvorˇenı´ struktury, ktera´ organizuje
logiku v syste´mu. Dobry´ na´vrh je vytvorˇen tak, zˇe zmeˇna v jedne´ cˇa´sti produktu nenı´
nutnou podmı´nkou ke zmeˇna´m i v jiny´ch cˇa´stech. Zpu˚sob, jaky´m se v XP docı´lı´ dob-
re´ho na´vrhu, je zcela odlisˇny´ od na´vrhu˚ v ostatnı´ch softwarovy´ch procesech. Na´vrh je
kazˇdodennı´ pracovnı´ na´plnı´ vsˇech programa´toru˚.
5.6 Za´veˇr
Extre´mnı´ programova´nı´ je flexibilnı´ agilnı´ metodikou urcˇenou prˇedevsˇı´m pro mensˇı´ vy´-
vojove´ ty´my.
Tato metodika klade du˚raz na prova´zanost fa´zı´ na´vrhu a implementace, na inkre-
menta´lnı´ vy´voj probı´hajı´cı´ v kra´tky´ch iteracı´ch a na u´zky´ kontakt se za´kaznı´kem. V XP
neprobı´ha´ pla´nova´nı´ architektury prˇı´lisˇ doprˇedu, jelikozˇ se ocˇeka´va´, zˇe nezˇ bude imple-
mentova´na, zmeˇnı´ se pozˇadavky.
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6 Srovna´nı´ softwarovy´ch procesu˚
6.1 Specifikace pozˇadavku˚ cˇitelne´ pro za´kaznı´ka
Cı´lem te´to specifikace je zachycenı´ vsˇech du˚lezˇity´ch funkcı´, vlastnostı´ a rysu˚, ktere´ ma´
splnˇovat vyvı´jeny´ softwarovy´ produkt.
Metodika UP pro tuto specifikaci pouzˇı´va´ pojem prˇı´pad uzˇitı´. Ten se pouzˇı´va´ k obec-
ne´mu porozumeˇnı´ chova´nı´ vyvı´jene´ho softwarove´ho produktu, k na´vrhu cˇa´stı´, ktere´ jsou
nutne´ k dosazˇenı´ pozˇadovane´ho chova´nı´, k identifikaci testu˚, ktere´ bude nutne´ prove´st,
k zhodnocenı´ a pla´nova´nı´ dalsˇı´ pra´ce a v neposlednı´ rˇadeˇ k psanı´ uzˇivatelsky´ch prˇı´rucˇek
adokumentace. Prˇı´paduzˇitı´ je vstupempro tvorbu testu˚, pro na´vrh a implementaci rˇesˇenı´,
pro nastı´neˇnı´ architektury vyvı´jene´ho softwarove´ho produktu a pro navrzˇenı´ pla´nu dane´
iterace. Vy´stupem je detailnı´ sce´na´rˇ prˇı´padu uzˇitı´, rozpozna´nı´ a na´stin pozˇadavku˚ kla-
deny´ch na softwarovy´ produkt. Zodpoveˇdnost za zmeˇny ty´kajı´cı´ se prˇı´padu uzˇitı´ nese
Analytik, jelikozˇ u´zce spolupracuje se za´kaznı´kem a je s nı´m v neusta´le´m kontaktu. Mu˚zˇe
take´ jako jediny´ prova´deˇt zmeˇny.
Metodika Scrum pouzˇı´va´ ke specifikaci pozˇadavku˚ pojem Product backlog. V neˇm je
za´kaznı´kem – zadavatelem projektu specifikova´no, jak by meˇl vyvı´jeny´ produkt vypadat
a jak by se meˇl chovat, to vsˇe serˇazeno podle priority. Na vy´vojove´m ty´mu pote´ je, aby
na pla´novacı´ schu˚zce z neˇj vybral ty funkce a vlastnosti, ktere´ budou implementovane´
v nadcha´zejı´cı´m sprintu. Tı´m vytvorˇı´ tzv. Sprint backlog, ktery´ je podmnozˇinou product
backlogu a za´rovenˇ jeho vy´stupem. Zodpoveˇdnost za tvorbu a zmeˇny provedene´ v sprint
backlogu ma´ cely´ vy´vojovy´ ty´m. Backlog je vstupem k provedenı´ revize, zhodnocenı´
cele´ho sprintu, vy´stupem pro kazˇdodennı´ Scrum meetingy a k napla´nova´nı´ pru˚beˇhu
sprintu. Beˇhem sprintu Scrum master dohlı´zˇı´ na to, aby Sprint backlog neusta´le odra´zˇel
skutecˇnost, tzn. zjisˇt’uje, ktere´ u´koly jizˇ byly splneˇny a ktere´ jesˇteˇ zby´va´ udeˇlat a jak dlouho
vsˇe asi bude trvat. Vy´sledky zaznamena´va´ do grafu pracı´ (Sprint Burndown Chart).
Metodika XP specifikaci pozˇadavku˚ nazy´va´ uzˇivatelsky´mi prˇı´beˇhy. Tvorba teˇchto uzˇi-
vatelsky´ch prˇı´beˇhu˚ probı´ha´ na´sledovneˇ: cˇlenove´ vy´vojove´ho ty´mu se ptajı´ za´kaznı´ka
na ota´zky, ty´kajı´cı´ se budoucı´ho softwarove´ho produktu, tak, aby si udeˇlali prˇedstavu
o tom, co od neˇj za´kaznı´k cˇeka´ a pozˇaduje. Zodpoveˇdnost za obsah a mozˇnost u´pravy
uzˇivatelsky´ch prˇı´beˇhu˚ je na za´kaznı´kovi. Uzˇivatelske´ prˇı´beˇhy jsou vstupem pro tvorbu
za´kaznicky´ch testu˚, ktere´ obvykle ve spolupra´ci prˇı´mo se za´kaznı´kem tvorˇı´ Tester. Vy´stu-
pem jsou vytvorˇene´ uzˇivatelske´ prˇı´beˇhy.
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Obra´zek 7: Specifikace pozˇadavku˚ v metodice UP
Obra´zek 8: Specifikace pozˇadavku˚ v metodice Scrum
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Obra´zek 9: Specifikace pozˇadavku˚ v metodice XP
Z obra´zku˚ 7, 8, 9 je videˇt, zˇe hlavnı´m akte´rem, prˇi specifikaci pozˇadavku˚ kladeny´ch
na budoucı´ produkt, je u vsˇech trˇı´ metodik samotny´ za´kaznı´k. Ten spolecˇneˇ s vy´vojovy´m
ty´mem vytva´rˇı´ urcˇite´ artefakty (u UP je to Prˇı´pad uzˇitı´, u Scrum Product backlog a u XP
Uzˇivatelske´ prˇı´beˇhy), od ktery´ch se pote´ odrazˇı´ samotny´ na´vrh a architektura vyvı´jene´ho
softwarove´ho produktu.
6.2 Cˇasove´ deˇlenı´ vy´vojove´ho procesu
Cely´ vy´vojovy´ proces se deˇlı´ do cˇasovy´ch intervalu˚. Ty se da´le jesˇteˇ mohou cˇlenit na
fa´ze, ve ktery´ch probı´hajı´ ru˚zne´ pracovnı´ postupy, jako je pla´nova´nı´, analy´za, na´vrh,
implementace, testova´nı´, integrace a prˇeda´nı´. Po uplynutı´ pevneˇ stanovene´ho cˇasove´ho
intervalu je prˇeda´n vy´sledek intervalu k zhodnocenı´ bud’ za´kaznı´kovi, nebo jen v ra´mci
ty´mu. Na´sledneˇ jsou na neˇm prova´deˇny u´pravy a zmeˇny, aby byly splneˇny vsˇechny
pozˇadavky, ktere´ na neˇj za´kaznı´k klade.
Metodika UP se deˇlı´ na cˇtyrˇi fa´ze, v kazˇde´ probı´ha´ jedna nebo vı´ce iteracı´, ktere´ trvajı´
maxima´lneˇ 2-3 meˇsı´ce. Kolik iteracı´ probeˇhne v ra´mci fa´ze za´lezˇı´ na rozsahu vyvı´jene´ho
softwarove´ho produktu. Aby bylo mozˇne´ prˇejı´t do dalsˇı´ fa´ze, je nutne´ dosa´hnoutmeznı´ku
(milnı´ku).
V ra´mci vy´vojemetodikou Scrum trˇikra´t azˇ osmkra´t probeˇhne Sprint (opeˇt v za´vislosti
na rozsahu softwarove´ho produktu), cozˇ je cˇasovy´ interval trvajı´cı´ 2-4 ty´dny, v jehozˇ
pru˚beˇhu projde vyvı´jeny´ produkt vsˇemi pracovnı´mi postupy metodiky.
Metodika XP deˇlı´ vy´vojovy´ proces do iteracı´ trvajı´cı´ 1-4 ty´dny. V ra´mci kazˇde´ iterace
probeˇhnou vsˇechny pracovnı´ postupy, ktere´ metodika definuje.
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Obra´zek 10: Cˇasove´ deˇlenı´ vy´vojove´ho procesu UP
Obra´zek 11: Cˇasove´ deˇlenı´ vy´vojove´ho procesu Scrum
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Obra´zek 12: Cˇasove´ deˇlenı´ vy´vojove´ho procesu XP
Z obra´zku˚ 10, 11, 12 je patrne´ deˇlenı´ jednotlivy´chmetodik. UP je cˇleneˇna na jednotlive´
fa´ze, ve ktery´ch probı´ha´jı´ samotne´ iterace. V metodice Scrum je to podobne´. Na rozdı´l od
dvou prˇedesˇly´ch, metodika XP se nedeˇlı´ na jednotlive´ fa´ze, ale v kazˇde´ iteraci probeˇhnou
vsˇechny pracovnı´ postupy, ktere´ definuje.
Fa´ze zaha´jenı´ metodiky UP je velice podobna´ fa´zi prˇedehry metodiky Scrum. Vy´stup
obou fa´zi je specifikace pozˇadavku˚ (u metodiky UP se jedna´ o Prˇı´pad uzˇitı´, u metodiky
Scrum o Product backlog). Odpovı´dajı´cı´m vy´stupem v metodice XP jsou Uzˇivatelske´
prˇı´beˇhy.
Dalsˇı´ cˇinnosti probı´hajı´cı´ v druhe´ fa´zi metodiky UP (fa´ze rozpracova´nı´) jsou v meto-
dice Scrum zastoupeny v jejı´ prvnı´ fa´zi, tedy ve fa´zi prˇedehry. Patrˇı´ zde prˇedevsˇı´m na´vrh
architektury, pla´n reailizace a analy´za rizik. Tyto trˇi cˇinnosti jsou stejneˇ tak zastoupeny
i v metodice XP.
Na´sledneˇ se vy´voj softwarove´ho produktu prˇesouva´ k samotne´ implementaci. Opeˇt je
viditelna´ podobnost mezi fa´zi tvorby metodiky UP a fa´zi hry metodiky Scrum. Ve vsˇech
trˇech metodika´ch probı´hajı´ stejne´ cˇinnosti. Jedna´ se o implementaci, testova´nı´ a integraci.
Pote´, co je hotova dalsˇı´ cˇa´st produktu, mu˚zˇe by´t vy´sledek prˇedstaven za´kaznı´kovi.
V metodice Scrum se te´to prˇedva´deˇne´ cˇa´sti rˇı´ka´ Demo a odpovı´da´ maly´m verzı´m meto-
diky XP.
Ve vsˇech trˇech metodika´ch probı´ha´ take´ koncove´ zhodnocenı´ vy´sledku iterace. V me-
todice UP tomu odpovı´da´ pojem koncova´ revize, v metodice Scrum probı´ha´ hodnotı´cı´
a retrospektivnı´ schu˚zka a metodika XP oznacˇuje toto pojmem refaktorizace a zpeˇtna´
vazba za´kaznı´ka.
V dalsˇı´ cˇa´sti te´to kapitoly jsou podrobneˇji popsa´ny jednotlive´ cˇinnosti iteracı´.
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6.3 Pru˚beˇh a pracovnı´ postupy ve vy´vojove´m procesu
Na zacˇa´tku kazˇde´ho vy´vojove´ho procesu by se meˇlo stanovit, co je cı´lem procesu, jake´
zdroje a kolik cˇasu je k dispozici a take´ shroma´zˇdit vesˇkere´ pozˇadavky, ktere´ jsou kladeny
na vy´sledny´ produkt.
Pote´ se jizˇ mu˚zˇe zacˇı´t s pla´nova´nı´m vy´voje, kde jsou shrnuty vesˇkere´ informace, ktere´
mohou jaky´mkoliv zpu˚sobem ovlivnit pru˚beˇh vy´voje.
Da´le na´sleduje analy´za budoucı´ho produktu. Pozˇadavky, ktere´ jsou na neˇj kladeny
se naprˇı´klad rozdeˇlı´ do kategoriı´ nebo podle priority, s jakou je nutne´ je implementovat.
Probı´hajı´ analy´zy rizik a take´ se prˇedbeˇzˇneˇ odhaduje cˇas, potrˇebny´ k implementaci prvnı´
verze softwarove´ho produktu. Na´sledneˇ se vy´vojovy´ proces prˇesouva´ do fa´ze na´vrhu, prˇi
neˇmzˇ se navrhuje a vybı´ra´ ta nejvhodneˇjsˇı´ architektura, volı´ se ty nejefektivneˇjsˇı´ postupy
k implementaci.
Po te´to fa´zi se jizˇ vy´vojovy´ proces dosta´va´ do sta´dia, kdy probı´ha´ samotna´ implemen-
tace budoucı´ho softwarove´ho produktu.
Jakmile je hotova´ urcˇita´ cˇa´st produktu, zacˇı´na´ jejı´ testova´nı´. Pokud validace probeˇhne
u´speˇsˇneˇ, nebra´nı´ nic tomu, aby byla hotova´ cˇa´st integrova´na k ostatnı´m. Pote´, co jsou
integrova´ny vesˇkere´ cˇa´sti produktu, je vy´sledek otestova´n jako celek.
Pokud vsˇe dopadlo podle prˇedstav za´kaznı´ka, nebra´nı´ nic tomu, aby byl vy´sledek
prˇeda´n, tzn. nainstalova´n na pocˇı´tacˇe za´kaznı´ka a ten ho mohl zacˇı´t bez proble´mu˚ vyuzˇı´-
vat.
Pru˚beˇh vy´voje metodikou UP je na´sledujı´cı´: vy´voj softwarove´ho produktu zacˇı´na´
prvnı´ fa´zı´, cozˇ je fa´ze zaha´jenı´, beˇhem nı´ probı´ha´ zavedenı´ projektu. V tomto kroku ma´
du˚lezˇitou roli Analytik, nebot’do procesu vstupuje s prˇedstavou za´kaznı´ka o produktu.
Vy´stupem je slovnı´k, zachycujı´cı´ vsˇechny pojmy, ktere´ se mohou v pru˚beˇhu vy´voje vy-
skytnout. Dalsˇı´ nepostradatelnou rolı´ v tomto kroku je Manazˇer projektu, ktery´ prˇicha´zı´
s pla´nem, jak bymeˇl produktu vypadat. Vy´stupem je hotovy´ pla´n projektu, ktery´ je u´strˇed-
nı´m dokumentem, ve ktere´m mohou vsˇichni cˇlenove´ ty´mu nale´zt informaci o tom, jak se
ma´ vyvı´jeny´ produkt chovat, obsahuje popis meznı´ku poslednı´ fa´ze a cˇasove´ rozlozˇenı´
iteracı´ v jednotlivy´ch fa´zı´ch. [4]
Pote´ na´sleduje rozpozna´nı´ a doladeˇnı´ pozˇadavku˚, beˇhem nichzˇ se specifikujı´, analyzujı´
a schvalujı´ podmnozˇiny pozˇadavku˚, ktere´ majı´ nejvysˇsˇı´ prioritu. Ty se budou implemen-
tovat a testovat nejdrˇı´ve. V tomto kroku ma´ du˚lezˇite´ u´lohy Analytik a Tester. Analytik
ma´ za u´kol identifikovat a nastı´nit pozˇadavky, tzn. zachytit funkcˇnı´ a nefunkcˇnı´ pozˇadavky
kladene´ za´kaznı´kem na budoucı´ softwarovy´ produkt, jako vy´stup vytvorˇit slovnı´k a se-
skupit pozˇadavky na dalsˇı´ rozsˇı´rˇenı´ a prˇı´pad uzˇitı´. Da´le je jeho u´kolem vytvorˇit detailnı´
sce´na´rˇe prˇı´padu uzˇitı´, cozˇ znamena´ popsat prˇı´pad uzˇitı´ tak detailneˇ, aby z neˇj bylo mozˇne´
porozumeˇt pozˇadavku˚m, ktere´ budou schva´leny za´kaznı´kem. Vstupem je tedy diagram
prˇı´padu uzˇitı´ a vy´stupem detailnı´ sce´na´rˇ. V neposlednı´ rˇadeˇ by take´ meˇl popsat asponˇ je-
den, nebo i vı´ce detailu˚ pozˇadavku˚, ktery´mi by bylo mozˇne´ produkt da´le rozsˇı´rˇit. Hlavnı´m
u´kolem Testera je vytvorˇenı´ zkusˇebnı´ch prˇı´padu˚, ktery´mi bude oveˇrˇeno spra´vne´ poro-
zumeˇnı´ podmı´nka´m specifikace. [4]
Za´rovenˇ s rozpozna´va´nı´m a doladeˇnı´m pozˇadavku˚ probı´ha´ dohodnutı´ technicky´ch
prˇı´stupu˚. Cı´lem te´to aktivity je definice technicky´ch pozˇadavku˚ na syste´m tak, aby byly
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splneˇny pozˇadavky. Architekt by meˇl spolupracovat s vy´vojovy´m ty´mem na vytvorˇenı´
pocˇa´tecˇnı´ho na´cˇrtu technicky´ch prˇı´stupu˚ (architektury) navrhovane´ho produktu, zabez-
pecˇit, zda jsou technicke´ rozhodnutı´ prˇimeˇrˇene´ a zda ma´ ty´m dostatek informacı´ k tomu,
aby rozumeˇl prˇı´stupu˚m, ktere´ bude pouzˇı´vat. Vy´stupem te´to aktivity jsou pozna´mky k ar-
chitekturˇe (architecture notebook). [4]
Soubeˇzˇneˇ s prˇedesˇly´mi trˇemi aktivitami probı´ha´ pla´nova´nı´ a rˇı´zenı´ iterace, ve ktere´ se
prova´dı´ analy´za rizik a stanovuje se cı´l iterace.Manazˇer projektu, za´kaznı´k a cˇlenove´ ty´mu
souhlası´ s tı´m, co se prˇedpokla´da´, zˇe bude beˇhem iterace implementova´no. Vy´stupem
te´to aktivity je pla´n iterace a seznam pracovnı´ch polozˇek, cozˇ je soupis pla´novany´ch pracı´,
ktere´ je trˇeba prove´st v ra´mci projektu. Meznı´ku Life Cycle Objectivies a stanovenı´ rozsahu
projektu je dosazˇeno po dokoncˇenı´ vsˇech teˇchto aktivit.
Obra´zek 13: Prvnı´ fa´ze metodiky UP
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Druha´ je fa´ze rozpracova´nı´. Beˇhem te´to fa´ze probı´ha´ mnoho aktivit paralelneˇ a neˇktere´
probı´hajı´ jak v prvnı´ fa´zi zaha´jenı´, tak i v te´to druhe´. Jsou to aktivity rozpozna´nı´ a doladeˇnı´
pozˇadavku˚ a pla´nova´nı´ a rˇı´zenı´ iterace. Navı´c zde probı´hajı´ dalsˇı´ cˇtyrˇi aktivity.
Prvnı´ z nich je rozvoj architektury. Architekt na za´kladeˇ pozna´mek k architekturˇe do-
tva´rˇı´ jejı´ podobu, kterou opeˇt zaznamena´.
Dalsˇı´ aktivitou je rˇesˇenı´ inkrementace, beˇhem nı´ Vy´voja´rˇ rozpozna´va´ chova´nı´, relace
a data produktu nezbytne´ pro implementaci urcˇite´ funkcionality. Na za´kladeˇ technicke´
specifikace a architektury navrhne design produktu a na za´kladeˇ softwarove´ implemen-
tace vytvorˇı´ testy, ktery´mi oveˇrˇı´ validitu konkre´tnı´ implementovane´ cˇa´sti. Pote´ da´le pokra-
cˇuje na implementaci zdrojove´hoko´dunove´ funkcionality neboodstranˇuje za´vady. Pokud
vsˇechny testy skoncˇı´ u´speˇchem, mu˚zˇe integrovat vsˇechny provedene´ zmeˇny k ostatnı´mu
ko´du.
Na´sledneˇ Tester prova´dı´ testova´nı´ rˇesˇenı´, tzn. testy implementuje a spousˇtı´. Vy´stupem
je Test skript a Test log, ten zachycuje a analyzuje vy´sledky. Tyto informace jsou pote´
prˇeda´va´ny ostatnı´m cˇlenu˚m ty´mu.
Nedı´lnou soucˇa´stı´ je take´ vy´skyt novy´ch u´kolu˚. Pokud neˇktery´ cˇlen ty´mu zachytı´ zmeˇnu
v pozˇadavcı´ch, je jeho u´kolem ji zaznamenat do seznamu pracovnı´ch polozˇek. [4]
Po u´speˇsˇne´m skoncˇenı´ aktivit fa´ze rozpracova´nı´, tzn. po dosazˇenı´ meznı´ku Life Cycle
Architecture, je vytvorˇen robustnı´ a stabilnı´ architektonicky´ za´klad a tak je mozˇne´ se
posunout do dalsˇı´ fa´ze.
Obra´zek 14: Druha´ fa´ze metodiky UP
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Trˇetı´ fa´ze tvorby obsahuje neˇktere´ z aktivit, ktere´ jizˇ byly popsa´ny drˇı´ve. Jedna´ se
o rozpozna´nı´ a doladeˇnı´ pozˇadavku˚, rˇesˇenı´ inkrementace, testova´nı´ rˇesˇenı´, pla´nova´nı´ a rˇı´zenı´
iterace, zaznamena´vajı´ se nove´ u´koly. Aby mohlo by´t dosazˇeno meznı´ku Initial Operational
Capability (pocˇa´tecˇnı´ funkcˇnı´ zpu˚sobilost), je nezbytne´ mı´t vytvorˇenou tzv. beta-verzi, cozˇ
je stabilnı´ produkt prˇipraveny´ k testova´nı´ na pocˇı´tacˇı´ch uzˇivatele. Da´le se zacˇı´najı´ tvorˇit
uzˇivatelske´ prˇı´rucˇky a dokumentace. [4]
Obra´zek 15: Trˇetı´ fa´ze metodiky UP
V poslednı´ fa´zi prˇeda´nı´ se opeˇt vyskytujı´ aktivity, ktere´ jizˇ byly popsa´ny. Aby byly beta
testy s u´speˇchem dokoncˇeny, probı´ha´ opeˇt testova´nı´ rˇesˇenı´, rˇesˇenı´ inkrementace a pokud
se vyskytnou nove´ u´koly, tak i ty musı´ by´t zpracova´ny. Da´le je nezbytne´, aby za´kaznı´k
souhlasil s vy´sledkem a poprˇı´padeˇ byla dohodnuta podpora produktu do budoucna.
Splneˇnı´m teˇchto podmı´nek je dosazˇeno meznı´ku Nasazenı´ produktu.
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Obra´zek 16: Cˇtvrta´ fa´ze metodiky UP
Vy´vojmetodikou Scrumsimu˚zˇemeprˇedstavit jako hru, ktera´ se cˇlenı´ na fa´zi prˇedehry,
fa´zi hry a fa´zi dohry.
Na u´plne´m zacˇa´tku fa´ze prˇedehry je sestaven tzv. Product backlog, cozˇ je specifikace
pozˇadavku˚ kladeny´ch na vyvı´jeny´ produkt. Jak uzˇ bylo zmı´neˇno vy´sˇe, za´kaznı´k se v neˇm
pokousˇı´ zachytit vesˇkere´ vlastnosti a funkce, ktere´ pozˇaduje od budoucı´ho produktu.
Pote´, co je sestaven backlog, zacˇı´na´ odhad pracnosti (Effort Estimate), tzn. vy´vojovy´ ty´m
odhadne velikost a na´rocˇnost na realizaci kazˇde´ polozˇky backlogu a za´kaznı´k se na
za´kladeˇ tohoto odhadu rozhodne, ktere´ polozˇky jsou pro neˇj prioritnı´ a ktere´ se naopak
mohou odlozˇit na pozdeˇjsˇı´ realizaci. Jedna´ se o tzv. uprˇednostnˇova´nı´ polozˇek backlogu.
Odhady jsou na zacˇa´tku relativnı´, ale po pa´r sprintech doka´zˇe ty´m prˇesneˇ rˇı´ci, jak dlouho
jim bude trvat doda´nı´ dane´ funkcionality. [5]
Po zhotovenı´ jizˇ prioritneˇ usporˇa´dane´ho backlogumu˚zˇe zacˇı´t pla´nova´nı´, beˇhem neˇhozˇ
vy´vojovy´ ty´m sestavı´ pla´n realizace. Nejedna´ se vsˇak o podrobny´ pla´n, jelikozˇ na zacˇa´tku
vy´voje nejsou zna´my vsˇechny informace. Pla´n vsˇak obsahuje vsˇe potrˇebne´ proto, aby
se mohlo zacˇı´t s vy´vojem softwarove´ho produktu. Obsahuje naprˇı´klad informace o tom,
kolik sprintu˚ bude potrˇeba, jak dlouho budou trvat, kolik cˇlenu˚ nebo ty´mu˚ se bude
podı´let na vy´voji, datum prˇeda´nı´ hotove´ cˇa´sti produktu a podobneˇ. Klı´cˇovy´mi vstupy
pro pla´nova´nı´ je prioritneˇ usporˇa´dany´ backlog, odhadovana´ rychlost vy´voje, za´kaznı´kem
stanoveny´ termı´n dokoncˇenı´ a nasazenı´ produktu. Pote´ se navrhne architektura produktu
a prova´dı´ se analy´zy.
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Obra´zek 17: Prvnı´ fa´ze metodiky Scrum
Po dokoncˇenı´ teˇchto aktivit se vy´voj prˇesouva´ do fa´ze hry, beˇhem ktere´ probı´hajı´
samotne´ sprinty. Na zacˇa´tku kazˇde´ho sprintu probeˇhne pla´novacı´ schu˚zka (Sprint Planning
Meeting), kde za´kaznı´k popı´sˇe vy´vojove´ ty´mu, ktera´ funkce cˇi vlastnosti produktu jsou
pro neˇ klı´cˇove´. Cˇlenove´ ty´mu pote´ od za´kaznı´ka zjistı´ vsˇechny potrˇebne´ detaily a vyberou
polozˇkyProduct backlogu, ktere´ se toho ty´kajı´ a ty prˇesunoudo tzv. Sprint backlogu. Ten tedy
zachycuje vsˇechny funkce a u´koly, ktere´ budou implementova´ny beˇhem nadcha´zejı´cı´ho
sprintu. Ostatnı´ funkce, ktere´ jesˇteˇ nebyly implementova´ny se rˇesˇı´ na dalsˇı´ch pla´novacı´ch
schu˚zka´ch beˇhem dalsˇı´ch sprintu˚. [5]
Tı´m tedy mu˚zˇe zacˇı´t samotny´ vy´voj produktu. Kazˇdy´ den sprintu zacˇı´na´ Scrum mee-
tingem, na ktere´m se sejdou vsˇichni cˇlenove´ vy´vojove´ho ty´mu a Scrummaster. Beˇhem te´to
schu˚zky sdeˇlı´ vsˇichni ostatnı´m cˇlenu˚m, co zvla´dli udeˇlat vcˇera a co se chystajı´ splnit do
dalsˇı´ho setka´nı´. Tı´m ma´ cely´ ty´m prˇehled o tom, co jizˇ je splneˇno a co jesˇteˇ zby´va´ dodeˇlat
do konce sprintu. Scrum master nema´ za u´kol zaznamena´vat, kdo se opozdil s imple-
mentacı´ nebo podobneˇ, ale je jeho u´kolem deˇlat prˇehled o tom, ktere´ cˇa´sti a funkcionality
produktu jsou jizˇ hotovy, aby i za´kaznı´k byl „v obraze“. Tento prˇehled se zapisuje na
tabuli u´kolu˚ (Task board) a jsou na nı´ viditelne´ vesˇkere´ u´koly sprintu rozdeˇlene´ do kategoriı´
podle toho, ktere´ chybı´ udeˇlat, ktere´ se pra´veˇ implementujı´, ktere´ je trˇeba jesˇteˇ otestovat
a ktere´ jsou jizˇ hotovy. Scrum master da´le zachycuje mnozˇstvı´ pra´ce, ktere´ je jesˇteˇ nutne´
dodeˇlat beˇhem sprintu v tzv. grafu pracı´ (Burndown Chart). [5]
Kazˇdy´ sprint koncˇı´ hodnotı´cı´ schu˚zkou (Sprint Review Meeting), kde ty´m demonstruje
ostatnı´m zainteresovany´m strana´m tu cˇa´st produktu, ktera´ byla beˇhem neˇj zhotovena.
Kazˇde´ takove´to cˇa´sti se rˇı´ka´ Demo. Da´le se vyhodnocuje mı´ra u´speˇsˇnosti dokoncˇenı´ po-
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lozˇek sprint backlogu a celkove´ho cı´le sprintu. To vsˇe se zaznamena´ do grafu pracı´ aktua´lnı´
verze (release burndown chart) a mu˚zˇe se tak porovnat, zda bylo dosazˇeno vsˇeho, co bylo
napla´nova´no. Z toho obvykle vyplyne diskuze, zda neexistuje neˇco, co by se dalo jesˇteˇ
da´le zlepsˇovat, aby byl vy´sledek lepsˇı´, a v cˇem by meˇl pokracˇovat dalsˇı´ sprint. Jedna´ se
o tzv. retrospektivnı´ schu˚zku (Sprint Retrospective Meeting). [5]
Obra´zek 18: Druha´ fa´ze metodiky Scrum
Pote´, co produkt splnˇuje jizˇ vsˇechny pozˇadavky za´kaznı´ka, tzn. jsou splneˇny vsˇechny
polozˇky product backlogu, zacˇı´na´ fa´ze dohry. Beˇhem te´to fa´ze se jizˇ neimplementujı´ zˇa´dne´
zmeˇny, ale jsou prova´deˇny testy produktu jako celku, pı´sˇe se dokumentace a manua´ly,
a produkt se chysta´ k fina´lnı´mu prˇeda´nı´ a nasazenı´ na pocˇı´tacˇı´ch za´kaznı´ka.
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Obra´zek 19: Trˇetı´ fa´ze metodiky Scrum
Jednı´m ze za´kladnı´ch pracovnı´ch postupu˚, zastupujı´cı´ klasicke´ pla´nova´nı´ v Extre´m-
nı´m programova´nı´, je Pla´novacı´ hra. Metodika XP deˇlı´ cele´ pla´nova´nı´ produktu na mensˇı´
celky, jako je pla´nova´nı´ verzı´, trvajı´cı´ prˇiblizˇneˇ 2 azˇ 3 meˇsı´ce. To je deˇleno na pla´nova´nı´
iterace, trvajı´cı´ 2 azˇ 3 ty´dny. Pla´n iterace je jesˇteˇ deˇlen na napla´nova´nı´ jednotlivy´ch u´kolu˚,
ktere´ jsou plneˇny obvykle beˇhem 1 azˇ 2 dnu˚. Pla´novacı´ hra se skla´da´ ze dvou hlavnı´ch
aktivit, a to pla´nova´nı´ verzı´ a pla´nova´nı´ iteracı´. V prvnı´ vy´sˇe zmı´neˇne´ prˇedstavuje za´kaznı´k
sve´ uzˇivatelske´ prˇı´beˇhy vy´vojove´mu ty´mu, programa´torˇi odhadnou jejich na´rocˇnost a za´-
kaznı´k z nich pote´ vybere mnozˇinu, ktera´ se bude realizovat v prˇı´sti verzi produktu. Prˇi
pla´nova´nı´ iteracı´ za´kaznı´k opeˇt vybı´ra´ uzˇivatelske´ prˇı´beˇhy, obvykle jsou to ty z pla´nova´nı´
verzı´, avsˇak nynı´ musı´ vybrat ty klı´cˇove´, ktere´ budou implementova´ny beˇhem iterace.
Programa´torˇi je pote´ rozlozˇı´ do jednotlivy´ch u´kolu˚ a kazˇdy´ z ty´mu si vybere ty, na ktery´ch
bude pracovat. Provede se odhad, zda jsou schopni je vcˇas naimplementovat. Pokud se
zjistı´, zˇe jich je prˇı´lisˇ mnoho a nestihly by se vcˇas naimplementovat, je na za´kaznı´kovi,
aby vybral ty me´neˇ du˚lezˇite´, ktere´ budou rˇesˇeny azˇ v prˇı´sˇtı´ iteraci. Vy´hodou Pla´novacı´
hry je to, zˇe poskytuje rychlou zpeˇtnou vazbu a dlouhodoby´ pla´n (pla´n verze), ze ktere´ho
plynou kra´tkodobeˇjsˇı´ cı´le (pla´n iterace), ktere´ vedou ty´m k u´speˇsˇne´mu dokoncˇenı´ vy´voje
cele´ho produktu. [6]
47
Obra´zek 20: Pla´nova´nı´ v metodice XP
Metafora je zpu˚sob, jak po analy´ze definovat produkt a vztahy mezi jeho cˇa´stmi beˇzˇneˇ
pouzˇı´vany´m slovnı´k tak, aby tomu porozumeˇli jak cˇlenove´ vy´vojove´ho ty´mu, tak i za´-
kaznı´k. Metafora nenı´ po dobu vy´voje produktu staticka´, ale s tı´m jak se produkt vyvı´jı´,
vyvı´jı´ se i samotna´ metafora.
Strategie pracovnı´ho postupu na´vrhu je vytvorˇit jednoduchy´ design, ktery´ bude splnˇo-
vat podmı´nky a pozˇadavky kladene´ na produkt a ma´ tyto vlastnosti: splnˇuje vsˇechny
testy, neobsahuje duplicitnı´ ko´d, ko´d je snadno srozumitelny´ programa´toru˚m, obsahuje
co nejme´neˇ trˇı´d a metod, prˇitom je vsˇak sta´le zachova´na jeho funkcionalita. Vy´hodami
jednoduche´ho designu je prˇedevsˇı´m jeho flexibilita a svizˇnost, nebot’zmeˇny, ktere´ je nutne´
prove´st se vzˇdy uskutecˇnı´ le´pe a rychleji nezˇ u velky´ch a slozˇity´ch na´vrhu˚.
Implementace probı´ha´ v metodice XP specificky a to v pa´ru. Jedna´ se o tzv. pa´rove´
programova´nı´, kdy dva programa´torˇi tvorˇı´cı´ pa´r sdı´lejı´ jeden pocˇı´tacˇ s jednı´m monitorem,
mysˇı´ i jednou kla´vesnicı´. Tı´m je zajisˇteˇna neusta´la´ kontrola druhy´m v pa´ru, zˇe dany´ zpu˚-
sob rˇesˇenı´ je ten nejefektivneˇjsˇı´ a tı´m i nejprˇijatelneˇjsˇı´. Dı´ky tomu je lepsˇı´ design, testy
i samotny´ zdrojovy´ ko´d. Pa´rove´ programova´nı´ take´ vede ke zlepsˇenı´ znalostı´ a komuni-
kace v ty´mu, jelikozˇ pa´ry se meˇnı´ a tı´m si programa´torˇi prˇeda´vajı´ znalosti a zkusˇenosti.
Z toho plyne dalsˇı´ specificky´ rys metody XP a to spolecˇne´ vlastnictvı´ ko´du. V praxi to vy-
pada´ tak, zˇe pokud ktery´koliv z cˇlenu˚ ty´muma´ na´pad, jak zmeˇnit ko´d k lepsˇı´mu, nebra´nı´
mu nic v tom, aby ho zmeˇnil. Musı´ vsˇak dba´t na to, aby byla zachova´na funkcionalita
a vsˇechny testy i po u´praveˇ byly u´speˇsˇneˇ provedeny. [6]
Cely´ zˇivotnı´ cyklus produktu je vedeny´ vy´vojem rˇı´zeny´m testy. Tı´m je mysˇleno to, zˇe
jake´koliv zmeˇneˇ ve funkcionaliteˇ cˇi vlastnostech produktu prˇedcha´zı´ test, ktery´ oveˇrˇı´
spra´vnost doposud implementovany´ch cˇa´sti. Teprve po provedenı´ dane´ zmeˇny na´sle-
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duje opeˇt test, ktery´ na´s ujistı´ o spra´vnosti provedeny´ch zmeˇn. Dalsˇı´m druhem testu˚
jsou za´kaznicke´ testy. Za´kaznı´k si stanovı´, co ma´ by´t v konkre´tnı´m uzˇivatelske´m prˇı´beˇhu
otestova´no a Tester mu pomu˚zˇe z jeho sestavenı´m. Pak je jizˇ na za´kaznı´kovi, kdy si oveˇrˇı´
funkcˇnost produktu, nebot’jeho testy jsou automatizovane´, dı´ky tomu semohou spousˇteˇt
kdykoliv. Za´kaznı´k ma´ tak mozˇnost videˇt, jak se produkt posouva´ ve sve´m vy´voji. [6]
Jednı´m z cı´lu˚ XP je zajistit, aby za´kaznı´k meˇl neusta´ly prˇehled o pokroku ve vy´voji
softwarove´ho produktu. Z toho plyne nutnost cˇasto, neˇkdy i neˇkolikra´t denneˇ, prova´deˇt
integraci novy´ch cˇa´sti ko´du. Tato neusta´la´ integrace probı´ha´ okamzˇiteˇ, jakmile neˇktery´
z pa´ru˚ programa´toru˚ ma´ hotovou tu cˇa´st produktu, na ktere´ pracovali. Integrace probı´ha´
opeˇt za pomoci testu˚. Prˇed integracı´ si pa´r oveˇrˇı´ funkcˇnost doposud hotovy´ch cˇa´stı´,
integrujı´ svou cˇa´st ko´du a na´sledneˇ opeˇt spustı´ testy, ktere´ musı´ mı´t 100% u´speˇsˇnost.
Pokud nemajı´, je jejich povinnostı´ prove´st takove´ zmeˇny a u´pravy, aby te´to u´speˇsˇnosti
dosa´hli. Vy´hodou tohoto prˇı´stupu k integraci je snı´zˇenı´ konfliktu˚, ktere´ by mohly nastat
prˇi jednora´zove´ integraci velke´ho kusuko´du a zajisˇt’uje to, zˇe vsˇichni cˇlenove´ ty´mupracujı´
s nejnoveˇjsˇı´ verzı´ ko´du produktu. [6]
Tı´m, zˇe se v metodice XP te´meˇrˇ neusta´le uvolnˇujı´ a prˇeda´vajı´ nove´ tzv. Male´ verze,
ma´ za´kaznı´k neusta´ly´ prˇehled o produktu a jeho funkcˇnosti a vy´vojovy´ ty´m tak dosta´va´
rychle zpeˇtnou vazbu, na kterou mu˚zˇe naprˇı´klad reagovat dalsˇı´ malou verzı´ produktu.
Vy´hodou je take´ to, zˇe se v brzke´ dobeˇ zjistı´, zda funkce a vlastnosti produktu, ktere´ se
vytva´rˇı´, jsou teˇmi vlastnostmi, ktere´ za´kaznı´k od produktu pozˇaduje. [6]
Obra´zek 21: Iterace metodiky XP
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Na obra´zcı´ch 13, 17 a 20 je videˇt, cˇı´m cely´ vy´vojovy´ proces v jednotlivy´ch metodika´ch
zacˇı´na´. V metodice UP je to fa´ze zaha´jenı´, v metodice Scrum se jedna´ o fa´zi prˇedehry
a metodika XP oznacˇuje tuto fa´zi jako pla´novacı´ hru.
V kazˇde´ z teˇchto fa´zı´ probı´ha´ stejna´ cˇinnost a to specifikace pozˇadavku˚, i kdyzˇ kazˇda´
metodika toto oznacˇuje svy´m pojmem. V UP to jsou prˇı´pady uzˇitı´, ve Scrum metodice se
jedna´ o Product backlog a v metodice XP jsou to uzˇivatelske´ prˇı´beˇhy.
Dalsˇı´ cˇinnost, kterou mu˚zˇeme nale´zt ve vsˇech metodika´ch, je odhad rizika a napla´-
nova´nı´ dane´ iterace. Pojem analy´za rizik pouzˇı´vajı´ vsˇechny trˇi metodiky, avsˇak pro pla´n
iterace pouzˇı´va´ kazˇda´ svu˚j. V XP se jedna´ prˇı´mo o pojem pla´n iterace, metodika Scrum
vsˇak pouzˇı´va´ pla´n realizace a v metodice UP bychom nasˇli pojem pla´n projektu, ze ktere´ho
pote´ vznika´ pla´n iterace.
Nedı´lnou soucˇa´stı´ prvnı´ cˇa´sti vy´voje vsˇech trˇı´ metodik je take´ na´vrh samotne´ architek-
tury. Tomu prˇedcha´zı´ odhad pracnosti (pojem metodiky UP a Scrum) cˇi na´rocˇnosti, jak je to
oznacˇova´no v metodice XP.
Pokud vy´vojovy´ proces prosˇel vsˇemi teˇmito cˇinnostmi, nenı´ du˚vod, aby nepokracˇoval
da´l.
Dalsˇı´ cˇa´sti vy´voje je samotna´ implementace softowarove´ho produktu. Metodika UP
tuto cˇa´st deˇlı´ jesˇteˇ na dveˇ fa´ze (viz obra´zek 14 a 15). Jedna´ se o fa´ze rozpracova´nı´ a tvorby.
Metodika Scrum implementaci rˇesˇı´ v ra´mci fa´ze hry (viz obra´zek 18). Vy´voj metodikou
XP jizˇ nenı´ deˇlen do fa´zi, ale prˇı´mo probı´ha´ implementace.
Po zhotovenı´ urcˇite´ cˇa´sti produktu, ktera´ se opeˇt v kazˇde´ metodice nazy´va´ jinak (UP -
beta-verze, Scrum - demo, XP - male´ verze) zacˇı´na´ samotne´ testova´nı´. Pru˚beˇh testova´nı´ je ve
vsˇech metodika´ch prˇiblizˇneˇ stejny´. Pokud nejsou testy splneˇny se 100 % u´speˇsˇnostı´, nenı´
mozˇne´ danou cˇa´st produktu integrovat k ostatnı´m.
Na konci vy´vojove´ho cyklu v kazˇde´ metodice (viz obra´zek 16, 19 a 21) probeˇhne
zhodnocenı´ pru˚beˇhu a prˇedstavenı´ implementovane´ cˇa´sti. Metodika Scrum ma´ pro tuto
cˇinnost prˇı´mo pojem hodnotı´cı´ a retrospektivnı´ schu˚zka, ktere´ se u´cˇa´stnı´ vsˇechny zaintere-
sovane´ strany a za´kaznı´kovi je prˇedstaveno funkcˇnı´ demo. Stejnou cˇinnost si mu˚zˇeme
prˇedstavit i v metodika´ch UP a XP.
Pokud vy´sledek odpovı´da´ pozˇadavku˚m za´kaznı´ka, zby´va´ uzˇ jen nainstalovat dany´
produkt na za´kaznı´ku˚v pocˇı´tacˇ.
VmetodiceUP se to deˇje ve fa´zi prˇeda´nı´ (viz obra´zek 16). Produkt se naposledy otestuju
uzˇ jako funkcˇnı´ celek aprˇeda´ se za´kaznı´kovi. Spolecˇneˇ s produktemseprˇeda´vajı´ i prˇı´rucˇky
a dokumentace, vytvorˇene´ ve fa´zi tvorby (viz obra´zk 15).
Pru˚beˇh prˇeda´nı´ je v metodice Scrum obdobny´. Samotne´ nasazenı´ produktu se deˇje
ve fa´zi dohry (viz obra´zek 19). Zde probeˇhne fina´lnı´ otestova´nı´ produktu a pokud vsˇe
dopadne podle ocˇeka´va´nı´, nebra´nı´ nic tomu, aby byl produkt prˇeda´n za´kaznı´kovi. V te´to
fa´zi se take´ tvorˇı´ dokumentace a prˇı´rucˇky.
Metodika XP rˇesˇı´ pru˚beˇh prˇeda´nı´ a nasazenı´ produktu u za´kaznı´ka velice podobneˇ
jako dveˇ prˇedesˇle´ metodiky. Take´ probı´ha´ fina´lnı´ otestova´nı´ produktu a to jak vy´vojovy´
ty´mem, tak i samotny´m za´kaznı´kem (viz obra´zek 21). Po u´speˇsˇne´m skoncˇenı´ testu˚, je
produkt prˇeda´n za´kaznı´kovi, ktery´ je aktivneˇ zacˇne vyuzˇı´vat na svy´ch pocˇı´tacˇı´ch.
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7 Spolecˇny´ slovnı´k pojmu˚
7.1 Prˇehled pojmu˚
Obra´zek 22: Prˇehled pojmu˚
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7.2 Vysveˇtlenı´ jednotlivy´ch pojmu˚
Sce´na´rˇ prˇı´padu uzˇitı´: prˇedstavuje konkre´tnı´ prˇı´pad v metodice UP, ktery´ odpovı´da´ skutecˇ-
ne´mu prˇı´padu v rea´lne´m sveˇteˇ na za´kladeˇ vstupu˚ od akte´ra. Kazˇdy´ sce´na´rˇ je popisem
toho, jak se produkt bude chovat v ru˚zny´ch situacı´ch, tzn. na za´kladeˇ ru˚zny´ch vstupu˚.
Product backlog: jedna´ se o za´kladnı´ nosicˇ informace metodiky Scrum vyvı´jene´ho pro-
duktu. Mu˚zˇe mı´t formu tabulky, cˇi uzˇivatelsky´ch prˇı´beˇhu˚ apod., kde jsou zaznamena´ny
vsˇechny funkce a vlastnosti, ktere´ je nutne´ implementovat. Backlog smı´ modifikovat
pouze manazˇer projektu, ale ke cˇtenı´ je prˇı´stupny´ vsˇem zainteresovany´m ve vy´voji.
Uzˇivatelske´ prˇı´beˇhy a z nich vznikle´ Karty Zada´nı´: specifikace pozˇadavku˚ za´kaznı´ka
a nosicˇe zada´nı´ pro vy´voj softwarove´ho produktu metodikou XP.
Seznam pracovnı´ch polozˇek: soupis pla´novany´ch pracı´, ktere´ je trˇeba prove´st v ra´mci vy´voje
metodikou UP.
Sprint backlog: seznam pracı´ a u´kolu˚, ktere´ je nutne´ dokoncˇit beˇhem sprintu metodiky
Scrum. Jedna´ se o podmnozˇinu Product backlogu, kterou si vsˇak vytva´rˇı´ vy´vojovy´ ty´m.
U´kolove´ karty: konkre´tnı´ popis u´kolu a k implementaci jednotlivy´ch funkcı´ vyvı´jene´ho
softwarove´ho produktu metodikou XP.
Analy´za rizik: jejı´m u´kolem je zjistit vsˇechny mozˇne´ okolnosti, ktere´ by mohly narusˇit
plynuly´ pru˚beˇh vy´voje a da´le prˇipravit pla´n, jak v takove´m prˇı´padeˇ reagovat a postupo-
vat.
Riziko: potencia´lnı´ uda´lost nebo situace, ktera´ mu˚zˇe nastat a ovlivnit tak u´speˇsˇne´ do-
koncˇenı´ vy´voje softwarove´ho produktu.
Baseline (za´kladnı´ linie): internı´ (externı´) mnozˇina artefaktu˚ vytvorˇeny´ch prˇı´slusˇnou ite-
racı´.
Beta-verze: stabilnı´ verze vyvı´jene´ho produktu, kterou je nezbytne´ otestovat.
Demo: funkcˇnı´ verze vyvı´jene´ho softwarove´ho produktu, ktera´ je na konci kazˇde´ho
sprintu metodiky Scrum prˇedvedena za´kaznı´kovi.
Male´ verze: implementova´na a integrova´na cˇa´st vyvı´jene´ho produktu, zachycujı´cı´ ak-
tua´lnı´ pozˇadavky za´kaznı´ka v metodice XP.
Pla´nova´nı´: vy´voj metodikou XP zacˇı´na´ tı´mto pracovnı´m postupem, beˇhem neˇhozˇ pro-
bı´ha´ stanovenı´ pozˇadavku˚ a na´cˇrt architektury budoucı´ho softwarove´ho produktu.
Pla´novacı´ schu˚zka sprintu (Sprint PlanningMeeting): probı´ha´ na zacˇa´tku kazˇde´ho sprintu
metodiky Scrum. Za´kaznı´k vybı´ra´ z Product backlogu funkce podle priority a na za´kladeˇ
teˇchto informacı´ sestavuje vy´vojovy´ ty´m Sprint backlog, ktery´ budou plnit v nadcha´zejı´-
cı´m sprintu.
Pla´novacı´ hra: jedna´ se o pla´novacı´ proces Extre´mnı´ho programova´nı´. U´cˇastnı´ci jsou
vsˇichni cˇlenove´ ty´mu a vedenı´. U´kolem vedenı´ a za´kaznı´ku˚ je specifikovat, co ma´ dany´
produkt deˇlat. Vy´vojovy´ ty´m urcˇı´, kolik kazˇda´ cˇa´st bude sta´t a termı´n dokoncˇenı´. Cı´lem
je vytvorˇenı´ pla´nu vyvı´jene´ho softwarove´ho produktu a karet zada´nı´.
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Iterace: prˇedstavuje samostatny´ proble´m, funkcionalitu vyvı´jene´ho produktu jako cˇa´st,
kterou lze rˇesˇit neza´visle na ostatnı´ch. Skla´da´nı´m (rˇesˇenı´m) iteracı´ jednu za druhou se
vytva´rˇı´ konecˇna´ podoba vyvı´jene´ho softwarove´ho produktu metodikou UP.
Sprint: je za´kladnı´ vy´vojovou iteracı´ metodiky Scrum. Trva´ obvykle mezi 2 a 4 ty´dny,
veˇtsˇinou 30 dnı´. Konkre´tnı´ na´plnˇ kazˇde´ho sprintu je urcˇova´na v pru˚beˇhu kazˇdodennı´
schu˚zky – Scrum meetingu.
Iterace: obdobı´ jednoho azˇ cˇtyrˇ ty´dnu˚ vy´voje metodikou XP. Na zacˇa´tku si za´kaznı´k
stanovı´ funkce, kladene´ na produkt, ktere´ majı´ by´t v dane´ iteraci implementova´ny. Na
konci kazˇde´ iterace jsou spousˇteˇny testy funkcionality za´kaznı´ka, cˇı´mzˇ se oveˇrˇı´ funkcˇnost
a u´speˇsˇnost dane´ iterace.
Inkrementace (prˇı´ru˚stek): je rozdı´l mezi dveˇma za´kladnı´mi liniemi (Baseline) metodiky UP,
ktere´ jsou generova´ny v kazˇde´ iteraci. Inkrementace je dı´lcˇı´ krok smeˇrˇujı´cı´ k fina´lnı´mu
prˇeda´nı´ produktu.
Kazˇdodennı´ schu˚zka (Daily Scrum Meeting): setka´nı´ cele´ho vy´vojove´ho ty´mu, ktere´ se
kona´ kazˇdy´ den, trva´ prˇiblizˇneˇ 15-30 minut a je zde shrnuta vesˇkera´ pra´ce, ktera´ byla
vykona´na, a napla´nova´na pra´ce na prˇı´sˇtı´ den. Celou schu˚zku vede Scrum Master.
Iteracˇnı´ pla´novacı´ hra: velice podobna´ Pla´novacı´. U´cˇastnı´ci jsou vsˇak pouze programa´-
torˇi, kterˇı´ namı´sto karet zada´nı´ pouzˇı´vajı´ u´kolove´ karty. Cela´ hra se dohraje beˇhem jedne´
iterace, to znamena´ do jednoho azˇ cˇtyrˇ ty´dnu˚. Jednotlive´ fa´ze a tahy hry jsou podobne´
teˇm v Pla´novacı´ hrˇe.
Fa´ze zaha´jenı´ (inception): prvnı´ fa´ze metodiky UP, vy´voj projektu startuje, milnı´kem jsou
za´meˇry zˇivotnı´ho cyklu (Life Cycle Objectives).
Fa´ze prˇedehry: vy´voj softwarove´ho produktu metodikou Scrum je na same´m zacˇa´tku,
zacˇı´na´ se s pla´nova´nı´m a navrhuje se architektura a design budoucı´ho produktu.
Fa´ze rozpracova´nı´ (elaboration): druha´ fa´ze metodiky UP, vznika´ architektura produktu,
milnı´kem je architektura zˇivotnı´ho cyklu programove´ho dı´la (Life Cycle Architecture)
Fa´ze tvorby (construction): trˇetı´ fa´ze metodiky UP, je vytva´rˇen software produktu, mil-
nı´k je pocˇa´tecˇnı´ funkcˇnı´ verze (Initial Operational Capability).
Fa´ze hry: v te´to fa´zi probı´ha´ samotny´ vy´voj softwarove´ho produktumetodikou Scrum,
tzn. sprinty, v ra´mci nichzˇ probı´ha´ psanı´ zdrojove´ho ko´du a na´sledneˇ revize a prˇı´padne´
prˇizpu˚sobenı´ produktu.
Fa´ze prˇeda´nı´ (transition): cˇtvrta´ fa´ze metodiky UP, softwarovy´ produkt je nasazova´n na
pracovisˇteˇ uzˇivatele, milnı´kem je nasazenı´ produktu (Product Release).
Fa´ze dohry: v poslednı´ fa´zi metodiky Scrum probı´ha´ samotne´ nasazenı´ produktu u za´-
kaznı´ka, tzn. uzavrˇenı´ vy´voje softwarove´ho produktu.
Analytik: je osoba (nebo i osoby) ve vy´vojove´m ty´mu UP, ktera´ zastupuje za´kaznı´ka
a koncove´ho uzˇivatele. Jeho u´kolem je shroma´zˇdit vstupnı´ informace a pozˇadavky, jake´
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za´kaznı´k klade na vyvı´jeny´ softwarovy´ produkt, a da´le pro neˇ nastavit priority, aby bylo
mozˇne´ zacˇı´t s pla´nova´nı´m cele´ho projektu.
Tester: hlavnı´m u´kolem testera v metodice XP nenı´ prova´deˇnı´ testu˚, ale pomoc za´kaz-
nı´kovi prˇi psanı´ testu˚ funkcionality.
Architekt (projektant): je zodpoveˇdny´ za definici architektury softwaru vyvı´jene´ho me-
todikou UP, u´zce spolupracuje s projektovy´m manazˇerem prˇi pla´nova´nı´ projektu. Prˇi ne
prˇı´lisˇ rozsa´hly´ch projektech mu˚zˇe by´t jedna osoba architektem a za´rovenˇ i projektovy´m
manazˇerem.
Scrum master: osoba odpoveˇdna´ za pru˚beˇh vy´voje metodikou Scrum, dba´ na to, aby
byly vyuzˇı´va´ny vsˇechny jejı´ vy´hody, komunikuje se za´kaznı´kem a deˇla´ pru˚beˇzˇne´ hodno-
cenı´ jednotlivy´ch sprintu˚.
Koucˇ: je jedna ze dvou rolı´ prˇedstavujı´cı´ pojem rˇı´zenı´ XP. Prˇedpokladem pro idea´lnı´ho
koucˇe je vy´borna´ schopnost komunikace nejen s vy´vojovy´m ty´mem a za´kaznı´kem, ale
i technicka´ vybavenost (v jiny´ch ty´mech veˇtsˇinou zastoupeny´ jako vedoucı´ programa´-
tor, cˇi syste´movy´ architekt). Koucˇova´nı´ znamena´ by´t k dispozici jako vy´vojovy´ partner,
zejme´na pro nove´ a zacˇı´najı´cı´ programa´tory, prˇi slozˇiteˇjsˇı´ch technicky´ch u´kolech a obecneˇ
poma´hat vy´voja´rˇu˚m s jednotlivy´mi technicky´mi dovednostmi, da´le dohlı´zˇet na dlouho-
dobe´ cı´le refaktorizacı´ a jejich dosazˇenı´, a v neposlednı´ rˇadeˇ prˇiblizˇovat a objasnˇovat
jednotlive´ stra´nky procesu manazˇeru˚m na vysˇsˇı´ch u´rovnı´ch.
Manazˇer projektu: vede pla´nova´nı´ projektu vyvı´jene´ho metodikou UP, spolupracuje se
za´kaznı´kem a jeho du˚lezˇity´m u´kolem v ty´mu je zajistit, aby ty´m byl soustrˇedeˇny´ na
dokoncˇenı´ projektu. Za´rovenˇ je zodpoveˇdny´ za analy´zu rizik projektu.
Manazˇer projektu: jedina´ osoba, ktera´ smı´ deˇlat u´pravy v Product backlogu metodiky
Scrum. Jejı´m u´kolem je pozorneˇ naslouchat vy´vojove´mu ty´mu a za´kaznı´kovi a jejich
pozˇadavky a na´vrhy prˇena´sˇet do backlogu.
Manazˇer projektu: role v ty´mumetodikyXP. Jeho u´kolem je spra´vneˇ rozdeˇlit prostrˇedky,
ktere´ jsou k dispozici.
Vy´voja´rˇ: ma´ zodpoveˇdnost za jednotlive´ cˇa´sti vyvı´jene´ho softwarove´ho produktumetodi-
kou UP. Da´le take´ prova´dı´ integraci na´vrhu do celkove´ architektury, navrhuje prototypy,
ktere´ pote´ implementuje. Stara´ se take´ o integraci komponent do veˇtsˇı´ch funkcˇnı´ch bloku˚
produktu.
Pa´rove´ programova´nı´: specia´lnı´ programovacı´ technika v Extre´mnı´m programova´nı´,
kdy dva programa´torˇi sedı´ u jednoho pocˇı´tacˇe s jednou mysˇı´, jednou kla´vesnicı´ i jednı´m
monitorem. Pa´ry nejsou na sta´lo, ale v pru˚beˇhu dne se meˇnı´.
Tester: se stara´ o vesˇkere´ aktivity souvisejı´cı´ s pracovnı´m postupem testova´nı´. To zahrnuje
nalezenı´, definici, implementaci a rˇı´zenı´ nezbytny´ch testu˚, stejneˇ tak jako zaznamena´va´nı´
vy´sledku˚ testu˚ a jejich analy´zu.
54
Za´kaznı´k (investor): reprezentuje vsˇechny osoby, ktere´ jsou neˇjaky´m zpu˚sobem zain-
teresova´ny do vy´voje metodikou UP, tzn. mu˚zˇou jisty´m zpu˚sobem ovlivnit vy´slednou
podobu produktu, a nejsou cˇleny vy´vojove´ho ty´mu.
Chickens: jedna ze skupin rolı´, ktere´ jsou zastoupeny v metodice Scrum. Patrˇı´ zde
vsˇichni, kterˇı´ nepatrˇı´ do vy´vojove´ho ty´mu.
Za´kaznı´k na pracovisˇti: metodika XP pozˇaduje prˇı´tomnost za´kaznı´ka, ktery´ bude vyu-
zˇı´vat budoucı´ produkt prˇi vy´voji, aby byla neusta´le udrzˇova´na zpeˇtna´ vazba a vy´vojovy´
ty´m meˇl kdykoliv mozˇnost doplnit si informace o pozˇadavcı´ch za´kaznı´ka kladeny´ch na
vyvı´jeny´ produkt.
Stoparˇ: jeho u´kol je prˇedevsˇı´m sledovat vsˇechny metriky, ktere´ jsou v dane´ cˇa´sti vy´-
voje du˚lezˇite´ a informovat ty´m o tom, jak se lisˇı´ cˇi nelisˇı´ skutecˇnost od prˇedpokla´dane´ho.
Soucˇasneˇ je jeho u´kolem i provozova´nı´ Pla´novacı´ hry, z toho plyne, zˇe stoparˇ musı´ per-
fektneˇ zna´t pravidla hry a by´t kdykoliv prˇipraven je prosazovat. Role stoparˇe a koucˇe
v metodice XP mu˚zˇe by´t obsazena jednou a toute´zˇ osobou.
Konzultant: jelikozˇ se v metodici XP zaby´vajı´ vsˇichni programa´torˇi vsˇemi cˇa´stmi ko´du, to
znamena´ nikdo nenı´ expert na zˇa´dnou konkre´tnı´ oblast, je obcˇas nutne´ poradit se o dane´m
proble´mu s technicky´m konzultantem.
Pigs: jedna ze skupin rolı´, ktere´ jsou zastoupeny v metodice Scrum. Patrˇı´ zde cely´ vy´-
vojovy´ ty´m vcˇetneˇ vedenı´.
Architektura: popisuje na´cˇrt vy´voje softwarove´ho produktu, cˇasto reprezentova´na jako
mnozˇina architektonicky´ch pohledu˚, obsahuje take´ prˇedpoklady, vysveˇtlenı´ a du˚sledky
rozhodnutı´, ktera´ byla provedena prˇi na´vrhu architektury.
Artefakt: jsou produkty pra´ce, prˇedstavujı´ hmatatelne´ netrivia´lnı´ polozˇky, ktere´ jsou vy-
tvorˇene´ nebo da´le pouzˇı´vane´ v u´kolech. Artefakt mu˚zˇe by´t slozˇen z dalsˇı´ch artefaktu˚
a cˇasto je za´kladem da´le pouzˇı´vany´ch prostrˇedku˚.
U ostatnı´ch metodik se jedna´ naprˇı´klad o vytvorˇenı´ Sprint backlogu, Demo, Karet
zada´nı´, apod.
Pla´n projektu: du˚lezˇity´ dokument prˇi vy´voji metodikou UP. Jsou zde uvedeny informace
o chova´nı´ vyvı´jene´ho produktu, meznı´ky jednotlivy´ch fa´zı´ a cˇasove´ rozlozˇenı´ iteracı´.
Graf pracı´ (Burndown chart): graficke´ zna´zorneˇnı´ pra´ce, ktera´ jesˇteˇ zby´va´ udeˇlat repre-
zentova´na jako funkce zby´vajı´cı´ho cˇasu. Na ose Y je zby´vajı´cı´ pra´ce a na ose X cˇas.
Metriky: za´kladnı´ na´stroj pro rˇı´zenı´ XP. Jedna´ se naprˇı´klad o pomeˇr mezi cˇasem, ktery´
se odhaduje pro vy´voj, a kalenda´rˇnı´m cˇasem, ktery´ je za´kladnı´ mı´rou Pla´novacı´ hry, jezˇ
vy´vojove´mu ty´mu umozˇnˇuje nastavit tzv. rychlost projektu. Pokud ma´me me´neˇ kalen-
da´rˇnı´ho cˇasu na dane´ odhadovane´ mnozˇstvı´ vy´voje, to znamena´ pomeˇr se zvysˇuje, mu˚zˇe
to znacˇit, zˇe ty´movy´ proces vy´voje funguje dobrˇe.Mu˚zˇe to ale take´ znamenat, zˇe ty´m deˇla´,
kromeˇ plneˇnı´ pozˇadavku˚, jenmale´ procento z ostatnı´ pra´ce, kterou bymeˇl zvla´dnout, cozˇ
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se projevı´ azˇ v na´sledujı´cı´m obdobı´. Metriky jsou zna´zornˇova´ny v grafu, jezˇ ma´ kazˇdy´
cˇlen vy´vojove´ho ty´mu na ocˇı´ch.
Retrospektivnı´ schu˚zka (Sprint retrospective meeting): na konci kazˇde´ho sprintu se vy´vo-
jovy´ ty´m sejde a diskutuje o proble´mech, ktere´ se vyskytly a veˇcech, ktere´ fungovaly
a naopak nefungovaly. Tı´m se jim dosta´va´ zpeˇtne´ vazby a majı´ tak mozˇnost prove´st
zmeˇny do dalsˇı´ho sprintu.
Refaktorizace: zmeˇna zdrojove´ho ko´du produktu v pru˚beˇhu vy´voje, ktera´ vsˇak ne-
ovlivnı´ jeho chova´nı´, ale zlepsˇuje neˇktere´ jeho jine´ vlastnosti, naprˇı´klad jednoduchost,
pochopitelnost, vy´konnost a podobneˇ.
Hodnotı´cı´ schu˚zka (SprintReviewMeeting): probı´ha´ na konci sprintu a vy´vojovy´ ty´mdemon-
struje za´kaznı´kovi a dalsˇı´m zainteresovany´m strana´m hotove´ polozˇky Product backlogu,
ktere´ implementovali v uplynule´m sprintu.
Testy: neoddeˇlitelna´ soucˇa´st vy´vojemetodiky XP, prˇi ktere´ se spousˇtı´ zautomatizovane´
sady podneˇtu˚, ktere´ vsˇak neovlivnı´ stav vyvı´jene´ho produktu, a cˇeka´ se na jeho spra´vnou
odezvu, kterou se zhodnotı´ u´speˇsˇnost vy´voje dane´ cˇa´sti produktu. Existujı´ dveˇ skupiny
testu˚:
• Test funkcionality: napsany´ z pohledu za´kaznı´ka. Spousˇtı´ se obvykle po kazˇde´ ite-
raci a nemusı´ vzˇdy probeˇhnout na 100%, avsˇak prˇi poslednı´ iteraci je nutna´ 100%
spra´vnost.
• Jednotkove´ testy: napsany´ z pohledu programa´tora. Spousˇtı´ se prˇed a po zmeˇneˇ ve
zdrojove´m ko´du a meˇl by vzˇdy probı´hat na 100% spra´vneˇ.
Slovnı´k: zachycuje vesˇkere´ pojmy, ktere´ se mohou objevit v pru˚beˇhu vy´voje metodikou
UP.
Metafora: jaky´si prˇı´beˇh, ktery´m si cely´ ty´m spolecˇneˇ se za´kaznı´kem sdeˇluje, jak sys-
te´m funguje beˇzˇneˇ pouzˇı´vany´mi slovy. Tı´m se odboura´va´ komunikacˇnı´ barie´ra mezi
odbornı´ky (vy´vojovy´m ty´mem) a za´kaznı´kem a omezı´ se vy´skyt prˇı´padu˚ nepochopenı´
pozˇadavku˚.
Pla´n realizace: obsahuje informace nezbytne´ pro to, aby zacˇal samotny´ vy´voj produktu.
Naprˇı´klad na kolik sprintu˚ je rozdeˇlen vy´voj, kolik cˇlenu˚ ty´mu bude zapojeno, datum
prˇeda´nı´ hotove´ho produktu a podobneˇ.
Pla´n verze: z uzˇivatelsky´ch prˇı´beˇhu˚ se na za´kladeˇ odhadu na´rocˇnosti vyberou ty, ktere´
budou implementova´ny v nadcha´zejı´cı´ verzi produktu.
Pla´n iterace: jsou vybra´ny uzˇivatelske´ prˇı´beˇhy z pla´nu verze, ktere´ jsou pote´ imple-
mentova´ny v ra´mci dane´ iterace metodiky XP.
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8 Za´veˇr
Obsahem bakala´rˇske´ pra´ce bylo srovna´nı´ vybrany´ch softwarovy´ch procesu˚ a to Unified
Software Development Process, Scrum Development Process a Extreme Programming.
Prvnı´ cˇa´st byla veˇnova´na strucˇne´ teorii ze softwarove´ho inzˇeny´rstvı´, ktera´meˇla zajistit,
zˇe je cˇtena´rˇ uveden do problematiky.
V dalsˇı´ch cˇa´stech bakala´rˇske´ pra´ce byly popsa´ny postupneˇ vsˇechny trˇi vy´sˇe zmı´-
neˇne´ metodiky. Bylo zde uvedeno cˇasove´ deˇlenı´ jednotlivy´ch metodik, za´kladnı´ pracovnı´
postupy, cˇinnosti a role, ktere´ se vyskytujı´ prˇi vy´voji softwarove´ho produktu danou me-
todikou.
V cˇa´sti veˇnovane´ samotne´mu srovna´nı´ byl chronologicky popsa´n pru˚beˇh vybrany´ch
cˇa´stı´ metodik. Byly zde uvedeny role, artefakty a cˇinnosti, ktere´ vstupujı´ do jednotlivy´ch
fa´zı´ metodik a take´ jejich vy´stupy.
Poslednı´ cˇa´st bakala´rˇske´ pra´ce je veˇnova´na spolecˇne´mu slovnı´ku pojmu˚, aby meˇl cˇte-
na´rˇ uceleny´ prˇehled o klı´cˇovy´ch vy´razech pouzˇı´vany´ch v jednotlivy´ch metodika´ch.
V problematice softwarovy´ch procesu˚ je mnoho na´meˇtu˚ k dalsˇı´mu vy´zkumu. Jedna´ se
naprˇı´klad o mozˇnosti, jak vhodneˇ skloubit metodiky, aby bylo mozˇne´ eliminovat nevy´-
hody jedne´ a vyuzˇı´vat vy´hod druhe´. Jednı´m z takovy´ch pokusu˚ je skloubenı´ metodiky XP
a Scrum, na ktery´ jsem narazila na webovy´ch stra´nka´ch prˇi hleda´nı´ informacˇnı´ch zdroju˚
k me´ pra´ci. Dalsˇı´m na´meˇt k budoucı´mu vy´zkumu je naprˇı´klad prˇizpu˚sobova´nı´ vlastnostı´
agilnı´ch metodik tak, aby je bylo mozˇne´ vyuzˇı´vat i ve veˇtsˇı´ch vy´vojovy´ch ty´mech pro vy´-
voj rozsa´hlejsˇı´ch produktu˚, aby i velke´ softwarove´ giganty, se´rioveˇ produkujı´cı´ software,
mohly teˇzˇit z jejich vy´hod. S touto mysˇlenkou je vsˇak trˇeba nakla´dat promysˇleneˇ, aby
zu˚stal viditelny´ rozdı´l mezi tradicˇnı´mi (rigoro´znı´mi) a agilnı´mi metodikami.
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