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Resumen 
 
Hoy en día, sobre Internet existen muchas redes P2P para el intercambio de 
ficheros entre sus usuarios, como eDonkey o Gnutella. Estas redes P2P están 
pensadas para el intercambio de ficheros entre 2 nodos conectados a la red. 
Además de permitir el intercambio de información las redes P2P proporcionan 
una base sólida para la comunicación entre los nodos que conforman la red 
P2P i facilitan la tarea de localización de los ficheros en la misma. 
 
Por otra parte, la tecnología basada en servicios, web services, está tomando 
cada vez más fuerza. Esta tecnología permite la ejecución de programas (los 
servicios) de forma remota. El protocolo de acceso está basado en XML i el 
lenguaje utilizado se llama SOAP. Los web services permiten la comunicación 
entre aplicaciones o componentes de aplicaciones de forma estándar a través 
de protocolos comunes (como http) y de manera independiente al lenguaje de 
programación, plataforma, formato o sistema operativo. 
 
El objetivo de este proyecto es fusionar las dos tecnologías, redes P2P i 
servicios web, y aprovechando lo mejor de cada una de ella ofrecer un sistema 
mediante el cual los nodos que forman parte de una red P2P puedan acceder 
a servicios web que han sido publicados en la misma.  
 
Asi mismo se ha implementado una IU (interfaz de usuario) que permite 
interactuar con los diferentes servicios publicados en una red P2P DHT 
ofrecida por Free Pastry, un software desarroyado en Java. 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
Title:  Publication and access to web services in a DHT peer to peer network 
Author:  Roger Martínez Terés 
Director: Dolors Royo 
Date:  23 October 2007 
 
 
 
Overview 
 
Nowadays there are many P2P networks for file exchange between users like 
eDonkey or Gnutella.This P2P networks are thought for the exchange of files 
between two nodes connected to the web. Beside this, P2P networks provide a 
solid basis for communication between the nodes that conform that network, 
and ease the task of locating files in it. 
On the other hand, the technology based in services, web services, is getting 
more and more strength each day after day. This technology allows the 
execution of programs (services) in a remote way. The access protocol is 
based in XML, and the languaje used is called SOAP. Web services allow 
communication between applications or components of the applications in the 
standard way, through common protocols (like http) and in way independent 
from the programation languaje, platform, format or operative system. 
The goal of this project is to mix both technologies, P2P networks and web 
services, taking advantage of the best of each technology, and offering a 
system that allow the nodes that conform P2P networks to access web services 
that have been published in the same network. 
As well, we have implemented an UI (user interface) that allows to interact with 
the different published services in a given P2P DHT offered by Free Pastry, a 
Java-developed software. 
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INTRODUCCIÓN 
 
Hoy en día, sobre Internet existen muchas redes P2P para el intercambio de 
ficheros entre sus usuarios, como eDonkey o Gnutella. Estas redes P2P están 
pensadas para el intercambio de ficheros entre 2 nodos conectados a la red. 
Además de permitir el intercambio de información las redes P2P proporcionan 
una base sólida para la comunicación entre los nodos que conforman la red 
P2P i facilitan la tarea de localización de los ficheros en la misma. 
 
Por otra parte, la tecnología basada en servicios, web services, está tomando 
cada vez más fuerza. Esta tecnología permite la ejecución de programas (los 
servicios) de forma remota. El protocolo de acceso está basado en XML i el 
lenguaje utilizado se llama SOAP. Los web services permiten la comunicación 
entre aplicaciones o componentes de aplicaciones de forma estándar a través 
de protocolos comunes (como http) y de manera independiente al lenguaje de 
programación, plataforma, formato o sistema operativo. 
 
El objetivo de este proyecto es fusionar los dos tecnología, redes P2P i 
servicios web, y aprovechando lo mejor de cada una de ella ofrecer un sistema 
mediante el cual los nodos que forman parte de una red P2P puedan acceder a 
servicios web que han sido publicados en la misma.  
 
Además, teniendo en cuenta de los servicios web están pensados para que 
sean utilizados por otros programas, en este proyecto se ha desarrollado una 
interficie que a partir de la descripción del servicio web (wsdl) obtenemos la 
información necesaria para su utilización (métodos, parámetros, tipos...). Esta 
información es mostrada al usuario i es éste el que decide como utilizar el 
servicio y con que datos. Esta interficie se ha implementado con la tecnología 
java 6 de Sun. 
 
Por una parte, la tecnología P2P nos proporciona al sistema: 
 
• mecanismos de publicación de servicios.   
• control de acceso a los servicios publicados (tan solo si estas dentro de 
la red puedes acceder a los servicios web). 
• Mecanismos de búsqueda de servicios 
 
Por otra parte, la tecnología de servicios web, nos proporciona: 
 
• La posibilidad de definir servicios  
• La descripción detallada de los mismos 
 
Para completar el proyecto, mediante tecnología java, axis y FreePastry se ha 
implementado una interficie para que el usuario pueda acceder a los servicios 
directamente, sin necesidad –a priori- de conocer sus funcionalidades ni la 
forma de invocar-las. 
 
La memoria de este proyecto se organiza como se describe a continuación. En 
el Capitulo 1 se explica la teoría de que son los servicios web y sus elementos 
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y las redes P2P descentralizadas DHT. En el capitulo 2 explicamos el software 
utilizado para realizar el proyecto. En el capitulo 3 se explica la instalación de 
todo el software necesario para poder utilizar la aplicación que hemos diseñado 
para en el capitulo 4 explicar su diseño y funcionamiento. Para terminar, en el 
capitulo 5 se explica el plan de trabajo seguido y el estudio de los costes del 
proyecto. 
 
Podemos afirmar que dado el ámbito del trabajo en el qual todo está dentro de 
un entorno informático y virtual, el impacto ambiental de su funcionamiento es 
prácticamente nulo. Respecto al uso de la aplicación por parte de los usuarios, 
se podría considerar que puede tener un impacto positivo, ya que permite y 
fomenta la utilización de los servicios sin uso de material fungible. 
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CAPÍTULO 1. CONCEPTOS BÁSICOS 
 
1.1. Web services 
 
1.1.1. Introducción a los web services 
 
Los web services surgieron ante la necesidad de estandarizar la comunicación 
entre distintas plataformas (PC, Mac, PocketPc, dispositivos móviles, etc.) y 
lenguajes de programación (PHP, C#, Java, Perl, etc.). 
 
Anteriormente se habían realizado intentos de crear estándares pero 
fracasaron o no tuvieron el suficiente éxito por ser dependientes de la 
implementación del vendedor, algunos de ellos son DCOM de Microsoft y 
CORBA de ORB. 
 
Otro gran problema es que se hacía uso de RPC (Remote Procedure Call) para 
realizar la comunicación entre diferentes nodos. Esto, además de presentar 
ciertos problemas de seguridad, tiene la desventaja de que su implementación 
en un ambiente como es Internet, es casi imposible debido a que los firewalls 
bloquean este tipo de mensajes, lo que hace prácticamente imposible que dos 
nodos conectados por Internet puedan comunicarse. 
 
Los web services surgieron para poder lograr la comunicación entre diferentes 
plataformas y lenguajes de programación. 
 
Es por esto que en 1999 se comenzó a plantear un nuevo estándar, el cual 
terminaría por utilizar XML, SOAP, WSDL y UDDI. 
 
Los web services no están pensados para un protocolo en particular, podemos 
utilizar SOAP sobre cualquier protocolo de Internet como SMTP, FTP, HTTP, 
etc. Se suele utilizar sobre HTTP debido a que es un protocolo ampliamente 
difundido y es el menos restringido por firewalls (generalmente se bloquean 
puertos como el FTP pero el HTTP es muy probable que no este bloqueado). 
 
1.1.2. Que es un web service 
 
Un web service es un sistema software diseñado para soportar la 
interoperabilidad máquina-máquina a través de una red (generalmente 
Internet). Éste tiene una interficie descrita en un formato que puede ser 
procesado por una máquina (WSDL). Otros sistemas, como clientes u otros 
web services, interactúan con el web service utilizando mensajes SOAP los 
cuales se encuentran establecidos previamente. 
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Fig. 1.1. Ejemplo de web services 
 
 
Podríamos decir que un web service es una comunicación por medio de 
mensajes SOAP entre diferentes equipos a través de una red. 
 
Para conocer como se realiza el intercambio de mensajes en los web services 
debemos saber cuales son los elementos fundamentales que lo componen. 
Estos son el XML, SOAP, WSDL y UDDI. 
 
 
1.1.3. Elementos de un web service 
 
1.1.3.1. XML 
 
XML es el estándar de eXtensible Markup Language. XML no es más que un 
conjunto de reglas para definir etiquetas semánticas que nos organizan un 
documento en diferentes partes. XML es un metalenguaje que define la sintaxis 
utilizada para definir otros lenguajes de etiquetas estructurados. 
 
Respecto a sus objetivos son: 
 
• XML debe ser directamente utilizable sobre Internet 
• XML debe soportar una amplia variedad de aplicaciones 
• XML debe ser compatible con SGML 
• Debe ser fácil la escritura de programas que procesen documentos XML 
• El número de características opcionales de XML debe ser 
absolutamente mínimo, idealmente cero. 
• Los documentos XML deben ser legibles por humanos y razonablemente 
claros. 
• El diseño de XML debe ser preparado rápidamente. 
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• El diseño de XML debe ser formal y conciso. 
• Los documentos XML deben ser fácilmente creables. 
• La concisión en las marcas XML es de mínima importancia. 
 
Principales características: 
 
• Es una arquitectura más abierta y extensible. No se necesita versiones 
para que puedan funcionar en futuros navegadores. Los identificadores 
pueden crearse de manera simple y ser adaptados en el acto en 
Internet/intranet por medio de un validador de documentos. 
• Mayor consistencia, homogeneidad y amplitud de los identificadores 
descriptivos del documento con XML, en comparación a los atributos de 
la etiqueta de HTML 
• Integración de los datos de las fuentes más dispares. Se podrá hacer el 
intercambio de documentos entre aplicaciones tanto en el propio PC 
como en una red local o extensa. 
• Datos compuestos de múltiples aplicaciones. La extensibilidad y 
flexibilidad de este lenguaje nos permitirá agrupar una variedad amplia 
de aplicaciones, desde páginas web hasta bases de datos. 
• Gestión y manipulación de los datos desde el propio cliente web. 
• Los motores de búsqueda devolverían respuestas más adecuadas y 
precisas, ya que la codificación del contenido web en XML consigue que 
la estructura de la información resulte más accesible. 
• Se desarrollarán de manera extensible las búsquedas personalizables y 
subjetivas para robots y agentes inteligentes. También conllevará que 
los clientes web puedan ser más autónomos para desarrollar tareas que 
actualmente se ejecutan en el servidor. 
• Se permitirá un comportamiento más estable y actualizable de las 
aplicaciones web, incluyendo enlaces bidireccionales y almacenados de 
forma externa. 
• El concepto de “hipertexto” se desarrollará ampliamente. 
• Exportabilidad a otros formatos de publicación (papel, web, cd-rom, etc.). 
El documento maestro de la edición electrónica podría ser un documento 
XML que se integraría en el formato deseado de manera directa. 
 
Un ejemplo de XML sería algo asi: 
 
<services> 
 <service id=1> 
  <name>Calculadora</name> 
  <url>http://epsc.upc.edu/services/Calculadora</url> 
 </service> 
 <service id=2> 
  <name>Agenda</name> 
  <url>http://epsc.upc.edu/services/Agenda</url>   
 </service> 
</services> 
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Donde tenemos el nodo padre services y dos sub nodos service con un atributo 
que es la id y 2 parametros que son el name y la url. 
 
 
1.1.3.2. SOAP 
 
SOAP son las siglas de Simple Object Access Protocol. Este protocolo deriva 
del protocolo XML-RPC. Con este protocolo se podían realizar RPC o remote 
procedure calls, es decir, podíamos realizar peticiones mediante HTTP a un 
servidor web. Los mensajes debían tener un formato determinado empleando 
XML para encapsular los parámetros de la petición. Con el paso del tiempo 
este proyecto intereso a importantes multinacionales entre las que se 
encuentran IBM y Microsoft y por este interés por XML-RPC se desarrollo 
SOAP. 
 
En el núcleo de los web services se encuentra SOAP, que proporciona un 
mecanismo estándar de empaquetar mensajes. SOAP ha recibido gran 
atención debido a que facilita una comunicación estilo RPC entre un cliente y 
un servidor remoto. 
 
Algunas ventajas de SOAP son: 
 
• No esta asociado a ningún lenguaje de programación. 
• No se encuentra fuertemente asociado a ningún protocolo de transporte. 
• No esta atado a ninguna infraestructura de objeto distribuido. 
• Aprovecha los estándares existentes en la industria. 
• Permite la interoperabilidad entre múltiples entornos.  
 
SOAP proporciona un mecanismo estándar de empaquetar un mensaje. Un 
mensaje SOAP se compone de un sobre que contiene el cuerpo del mensaje y 
cualquier información de cabecera que se utiliza para describir el mensaje 
como se muestra en la figura: 
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Fig.1.2. Anatomía de un mensaje SOAP 
 
El elemento raíz del documento es el elemento Envelope. El ejemplo contiene 
dos subelementos, Body y Header. Un ejemplo de SOAP valido también puede 
contener otros elementos hijo en el sobre (Envelope). 
 
El sobre puede contener un elemento Header opcional que contiene 
información sobre el mensaje. En el ejemplo anterior, la cabecera contiene dos 
elementos que describen quien compuso el mensaje y el posible receptor del 
mismo. 
 
El sobre debe contener un elemento body, el elemento body (cuerpo) contiene 
la carga de datos del mensaje. En el ejemplo el cuerpo contiene una simple 
cadena de caracteres. 
 
Un mensaje debe estar dentro del sobre de SOAP bien construido. Un sobre se 
compone de un único elemento envelope que puede contener un elemento 
header y un elemento body. Si existe, la cabecera debe ser el elemento hijo 
inmediato del sobre, con el cuerpo siguiendo inmediatamente a la cabecera. 
 
El cuerpo contiene la carga de datos del mensaje y la cabecera contiene los 
datos adicionales que no pertenecen necesariamente al cuerpo del mensaje. 
 
Además de definir un sobre de SOAP, la especificación define una forma de 
codificar los datos contenidos en el mensaje. La codificación de SOAP 
proporciona un mecanismo estándar para serializar tipos de datos no definidos 
en la especificación del esquema de XML. 
 
La especificación de SOAP también proporciona un patrón de mensaje 
estándar para facilitar el comportamiento del tipo RPC. Se emparejan dos 
mensajes de SOAP para facilitar la asociación de un mensaje de petición con 
un mensaje de respuesta. 
 
La llamada a un método y sus parámetros se serializan en el cuerpo del 
mensaje de petición en forma de una estructura. 
 
El elemento raíz tiene el mismo nombre que el método objetivo, con cada uno 
de los parámetros codificado como un subelemento. 
 
El mensaje de respuesta puede contener los resultados de la llamada al 
método o una estructura de fallo bien definida. Los resultados de la llamada se 
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serializan en el cuerpo de la petición como una estructura. Por convenio, el 
elemento raíz tiene el mismo nombre que el método original al que se añade 
result. Los parámetros de retorno se serializan como elementos hijo, con el 
parámetro de retorno en el primer lugar. Si se encuentra un error el cuerpo del 
mensaje de respuesta contendrá una estructura bien definida. 
 
 
1.1.3.3. WSDL 
 
WSDL, Web Service Description Language, es un dialecto basado en XML 
sobre el esquema que describe un web service. Un documento WSDL 
proporciona la información necesaria al cliente para interaccionar con el web 
service. WSDL es extensible y se puede utilizar para describir, prácticamente, 
cualquier servicio de red, incluyendo SOAP sobre HTTP e incluso protocolos 
que no se basan en XML como DCOM sobre UDP. 
 
Las definiciones de servicio de WSDL proporcionan documentación para 
sistemas distribuidos y sirven como formula para automatizar los detalles que 
toman parte en la comunicación entre aplicaciones. 
 
Los documentos WSDL definen los servicios como colecciones de puntos 
finales de red o puertos. En WSDL, la definición abstracta de puntos finales y 
de mensajes se separa de la instalación concreta de red o de los enlaces del 
formato de datos. Esto permite la reutilización de definiciones abstractas: 
mensajes, que son descripciones abstractas de los datos que se están 
intercambiando y tipos de puertos que son colecciones abstractas de 
operaciones. Las especificaciones concretas del protocolo y del formato de 
datos para un tipo de puerto determinado constituyen un enlace reutilizable. Un 
puerto se define por la asociación de una dirección de red y un enlace 
reutilizable; una colección de puertos define un servicio. Por esta razón, un 
documento WSDL utiliza los siguientes elementos en la definición de servicios 
de red: 
 
• Types: contenedor de definiciones del tipo de datos que utiliza algún 
sistema de tipos (por ejemplo XSD). 
• Message: definición abstracta y escrita de los datos que se están 
comunicando. 
• Operation: definición abstracta de una acción admitida por el servicio. 
• PortType: conjunto abstracto de operaciones admitidas por uno o más 
puntos finales. 
• Binding: especificación del protocolo y del formato de datos para un tipo 
de puerto determinado. 
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• Port: punto final único que se define como la combinación de un enlace y 
una dirección de red. 
• Service: colección de puntos finales relacionados. 
 
 
1.1.3.4. UDDI 
 
UDDI, Universal Description Discovery and Integration, es un registro público 
diseñado para almacenar de forma estructurada información sobre empresas y 
los servicios que éstas ofrecen. A través de UDDI se puede publicar y descubrir 
información de una empresa y de sus servicios. Se puede utilizar sistemas 
taxonómicos estándar para clasificar estos datos y poder encontrarlos 
posteriormente en función de la categorización. Lo más importante es que 
UDDI contiene información sobre las interficies técnicas de los servicios de una 
empresa. A través de un conjunto de llamadas a API XML basadas en SOAP, 
se puede interactuar con UDDI tanto en tiempo de diseño como de ejecución 
para descubrir datos técnicos de los servicios que permitan invocarlos y 
utilizarlos. De este modo, UDDI sirve como infraestructura para una colección 
de software basado en web services. 
 
• ¿Por qué UDDI? ¿Por qué resulta necesario un registro de este tipo? 
• ¿Cómo se descubren los web services? 
• ¿Cómo se categoriza la información de forma coherente? 
• ¿Cómo repercute esto en la localización? 
• ¿Cómo afecta a las tecnologías de propietario? 
• ¿Cómo se puede garantizar la interoperatibilidad del mecanismo de 
descubrimiento? 
• ¿Cómo se puede interactuar en tiempo de ejecución con este 
mecanismo de descubrimiento cuando mi aplicación depende de un web 
service? 
 
La iniciativa UDDI surgió como respuesta a estas preguntas. Varias empresas, 
incluidas Microsoft, IBM, Sun, Oracle, Compaq, HP, Intel, SAP y unas 
trescientas más, unieron sus esfuerzos para desarrollar una especificación 
basada en estándares abiertos y tecnologías no propietarias que permitiera 
resolver los retos anteriores. El resultado, cuya versión beta se lanzó en 
diciembre de 2000 y estaba en producción en mayo de 2001, fue un registro 
empresarial global alojado por varios nodos operadores en el que los usuarios 
podían realizar búsquedas y publicaciones sin coste alguno. 
 
A partir de la creación de esta infraestructura para web services, los datos 
sobre estos servicios se pueden encontrar de forma sistemática y confiable en 
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una capacidad universal totalmente independiente de proveedores. Se pueden 
llevar a cabo búsquedas categóricas precisas utilizando sistemas de 
identificación y taxonómicos extensibles. La integración de UDDI en tiempo de 
ejecución se puede incorporar a las aplicaciones. Como resultado, se fomenta 
el desarrollo de un entorno de software de web services.  
 
1.2. Redes P2P - DHT 
 
 
1.2.1. Redes P2P 
 
P2P, del inglés peer-to-peer o punto a punto, es una red informática entre 
iguales ya que es una red que no tiene ni clientes ni servidores fijos sino que 
cada nodo se comporta a su vez como cliente y servidor de los demás nodos 
de la red. Este modelo de red contrasta con el clásico modelo cliente-servidor. 
En una red P2P cualquier nodo puede iniciar o completar una transacción 
compatible. 
 
Las características de las redes P2P son: 
 
• Escalabilidad. 
• Robustez. 
• Descentralización. 
• Costes repartidos. 
• Anonimato. 
• Seguridad. 
 
 
1.2.2. Sistemas DHT 
 
DHT, Distributed Hash Tables, son una clase de sistemas distribuidos 
descentralizados que reparten la propiedad de un conjunto de claves entre los 
nodos que participan en una red y son capaces de encaminar eficientemente 
mensajes al dueño de una clave determinada. Cada nodo es análogo a una 
celda de una tabla hash. Los sistemas DHT se diseñan normalmente para 
tratar un gran número de nodos y procesar entradas y salidas de nodos 
continuas. Esta infraestructura se puede utilizar para construir servicios más 
complejos, como sistemas de ficheros distribuidos, sistemas de compartición 
de archivos P2P, etc.  
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Fig 1.3. Red DHT
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CAPÍTULO 2. Software utilizado. 
 
Para la realización del proyecto se ha utilizado el siguiente software: 
 
• Lenguaje de programación: java 
• Realización y consumo de web services: axis 
• Servidor web: tomcat 
• Red P2P – DHT: FreePastry 
 
2.1. Java 
 
La versión de Java utilizada fue la 1.6. Java es un lenguaje orientado a objetos 
(POO) desarrollado por Sun Microsystems. Los programas implementados en 
Java se compilan en un bytecode. 
 
Java es un lenguaje multiplataforma, solo es necesario tener instalada la 
máquina virtual de Java para poder ejecutar su código. 
 
Sun Microsystems ha liberado la mayor parte de sus tecnologías Java bajo 
licencia GNU GPL, así, prácticamente todo el java de Sun es ahora software 
libre, incluidos un compilador y una máquina virtual. 
 
 
2.2. Axis 
 
Axis es una implementación open source, de apache group, de un motor SOAP 
a través del cual es posible llevar a cabo comunicación mediante web services. 
 
La versión utilizada de Axis es la 1.4 escrita en Java (también esta en c++). 
 
 
2.3. Tomcat 
 
Tomcat es un servidor web con soporte de servlets y JSPs. La versión que 
utilizaremos es la 4.1. 
 
Tomcat, como Axis, es de apache group y esta escrito en Java por lo que 
funcionará en cualquier sistema que disponga de la máquina virtual Java. 
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2.4. FreePastry 
 
FreePastry es una API escrita en Java destinada al desarrollo de aplicaciones 
P2P siguiendo una estructura de red distribuida y descentralizada, DHT. 
 
 
2.4.1. Estructura de la red FreePastry. 
 
La red P2P ofrecida por FreePastry es una red basada en un anillo lógico 
donde los nodos se conectan entre si, por lo que no sigue una estructura P2P 
pura. En el momento en el cual entra un nuevo nodo al sistema, FreePastry le 
asigna una posición dentro del anillo y reestructura los nodos que se 
encuentran a ambos lados del nuevo nodo. En el caso contrario, que un nodo 
abandonase el sistema, se encarga de comunicar a los nodos que se 
encontraban a ambos lados del mismo para mantener la conectividad de todos 
los nodos dentro del anillo. 
 
La estructura de dichos nodos se realiza de manera totalmente aleatoria. Al 
crear el nodo, FreePastry genera un identificador hexadecimal único y 
aleatorio. Este identificador es el responsable de identificar el nodo dentro de la 
red, de aqui que sea un sistema DHT. Cuando un nodo va a entrar en la red lo 
notifica y el sistema le indica cuales son los nodos con identificadores 
directamente mayor y menor. Entre estos 2 nodos es donde se situara de 
manera lógica el nuevo nodo creado dentro del anillo. Los identificadores de los 
nodos se encuentran distribuidos de manera uniforme, ya que son generados 
de manera totalmente aleatoria, por lo que se entiende que nodos adyacentes 
de manera lógica puedan estar separados en miles de kilómetros. Esto 
garantiza la heterogeneidad del anillo, haciendo que si por ejemplo algunos 
nodos de una misma red abandonaran el anillo por alguna razón, la 
reestructuración seria en varias partes del anillo corrigiendo únicamente la 
ausencia de un nodo en cada caso. 
 
FreePastry utiliza un identificador de 40 caracteres hexadecimales. 
 
Veremos este funcionamiento con un ejemplo (usaremos identificadores de 6 
caracteres). Usaremos una red simple con 5 nodos formando un anillo lógico. 
 
• Nodo 1: D13DA3 
• Nodo 2: D4213F 
• Nodo 3: D462BA 
• Nodo 4: D467C4 
• Nodo 5: D471F1 
 
De la red física siguiente: 
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Fig 2.1. Red física 
 
 
Obtendríamos el siguiente anillo: 
 
 
 
 
Fig 2.2. Red Free Pastry 
 
 
En este anillo los nodos estarían conectados de la siguiente manera: nodo 1 
conectado al nodo 2 y al nodo 5, el nodo 2 conectado al 1 y al 3, el nodo 3 
conectado al 2 y al 4, el nodo 4 al 5 y al 3 y el nodo 5 al 1 y al 4. Como se 
puede observar los nodos se conectan entre si siguiendo el orden de sus 
identificadores. 
 
Si el Nodo 4 abandonase la red, el nodo 3 y 5 pasarían a estar conectados 
para mantener el anillo. Si en cambio, un nodo con identificador d43abc entrara 
a formar parte del anillo quedaría conectado entre los nodos 2 y 3 y estos 
cambiarían sus conexiones para mantener el anillo. 
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2.4.2. Comunicación entre nodos. 
 
FreePastry no sigue una estructura de red P2P pura, no existe conectividad 
directa entre todos los nodos de la red o anillo. La comunicación entre los 
nodos adyacentes es bastante fácil, pero no entre nodos separados por más de 
2 nodos entre sí, por ejemplo la comunicación entre el nodo 1 y 3 del ejemplo 
anterior. 
 
Para esta comunicación FreePastry mantiene una tabla de rutas basada en los 
identificadores de los nodos, aunque no de todos los nodos dentro de la red. La 
tabla de rutas de un nodo contiene un total de  
 
 
(2b -1) * [log2bN] + l                                                (2.1) 
 
 
entradas siendo N el total de nodos dentro de la red, b un parámetro de 
configuración (generalmente 4) y l un parámetro uniforme y entero 
(generalmente 16). Es decir, el numero de rutas que contiene un nodo no crece 
de manera proporcional al numero de nodos, si no al logaritmo del total de 
nodos. Estas tablas contienen la relación entre los identificadores y las IPs 
reales. 
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CAPÍTULO 3. INSTALACIÓN DEL SOFTWARE 
 
3.1. Instalar Java 
 
Lo primero que tenemos que hacer es instalar el JDK6 de Java, lo podemos 
encontrar en http://java.sun.com. Una vez descargado e instalado en el sistema 
tenemos que configurar las variables de entorno, de momento: 
 
• JAVA_HOME=/directorio de instalación de java 
• PATH=$PATH:$JAVA_HOME/bin 
• CLASSPATH=. 
 
Estas variables están basadas en sistemas operativos Linux. 
 
 
3.2. Instalar Tomcat 
 
Una vez instalado el JDK6 de Java instalaremos el servidor web Tomcat, lo 
podemos encontrar en http://tomcat.apache.org. Una vez descargado e 
instalado lo levantamos con el comando 
 
$TOMCAT_HOME/bin/start_up.sh 
 
Probamos a ver si todo esta correcto abriendo un navegador en la dirección 
http://localhost:8080, si se abre la página de bienvenida de tomcat todo ha ido 
bien, ya tenemos nuestro servidor web corriendo en el sistema. 
 
 
3.3. Instalar Axis 
 
Para instalar Axis, lo descargamos de http://ws.apache.org/axis/. Una vez 
descargado lo descomprimimos en nuestro sistema. Una vez descomprimido 
tenemos que copiar el directorio /axis dentro de 
$TOMCAT_HOME/webapps/axis. Probamos si tenemos bien configurado Axis 
entrando en la url http://localhost:8080/axis/happyaxis.jsp, debería abrirse la 
página principal de Axis con alguna información útil. 
 
En estos momentos ya podríamos usar servidores web services en Axis. Para 
poder usar los programas que incluye Axis, como JAVA2WSDL o WSDL2JAVA 
y poder diseñar clientes java para utilizar web services deberemos añadir al 
CLASSPATH las siguientes librerías: 
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• axis-ant.jar 
• axis.jar 
• commons-discovery.jar 
• commons-logging.jar 
• jarxrpc.jar 
• log4j.jar 
• saaj.jar 
• wsdl4j.jar  
 
 
 
3.4. Instalar FreePastry 
 
FreePastry, básicamente no se instala, es un API de java, la podemos 
descargar desde http://freepastry.rice.edu/. Una vez descargada podemos 
añadirla también al CLASSPATH para empezar a usar la red FreePastry. 
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CAPÍTULO 4. DISEÑO DE LA APLICACIÓN 
 
4.1. Crear un Web Service 
 
Lo primero que tenemos que hacer para usar nuestra aplicación es 
implementar un web service sencillo. Para ello hemos implementado 
CalculadoraWS que es un servicio con 4 métodos, suma, resta, multiplicación y 
división. Para su publicación dentro de Tomcat – Axis colocamos el archivo 
Calculadora.class (previamente compilado Calculadora.java) en la carpeta 
$TOMCAT_HOME\webapps\axis\WEB-INF\classes, una vez hecho esto 
debemos realizar el WSDD (web service deployment descriptor). Una vez 
desplegado el servicio lo podemos probar con un navegador, poniendo la URL: 
 
http://localhost:8080/axis/services/CalculadoraWS?method=suma&in0=1&in1=2 
 
teniendo en cuenta que el host donde esta el web service es localhost, el 
puerto 8080, el método que queremos ejecutar es suma, el nombre de los 
parámetros son in0 e in1 y sus valores 1 y 2 obtendríamos este resultado: 
 
 
 
Fig 4.1. Mensaje SOAP 
 
 
Ya tenemos nuestro simple web service corriendo. 
 
 
4.2. Menú de la aplicación. 
 
El menú de la aplicación es el siguiente: 
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Fig. 4.2. Menú de la aplicación 
 
 
4.2.1 Publicar web service 
 
Si elegimos la opción 2 del menú, nos aparecerá un submenú como este: 
 
 
 
 
 
Fig. 4.3. Menú publicar 
 
 
Donde el nombre del web service es Calculadora, la URL del web service 
donde esta alojado es http://localhost:8080/axis/services/CalculadoraWS, la 
URL del archivo WSDL es http://localhost:8080/CalculadoraWS.wsdl y una 
breve descripción del web service que estamos publicando. 
 
Para la publicación de este servicio dentro de la red, una vez tenemos estos 
datos, se manda un mensaje con ID de destino el host del nombre del servicio, 
que ha de ser único. El nodo destinado a recoger este mensaje lo guarda en 
una tabla y lo reenvía a sus vecinos para que tengan una copia de este web 
service por si este nodo se cayera. Una vez registrado el web service en nodo 
envía un paquete de confirmación. 
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Al publicar un web service también se le manda otro mensaje a un nodo 
especial, que maneja toda la lista de web services publicados con la 
información del nombre y la descripción de todos los web services publicados. 
Este nodo también manda una copia del mensaje a sus vecinos para tener la 
copia exacta de la lista de servicios. 
 
 
4.2.2. Listar Web Services. 
 
Si elegimos la opción 3 del menú obtendremos la lista de web services 
disponibles en la red, tal que así: 
 
 
 
 
Fig 4.4. Menú listar 
 
 
Como vemos en la imagen nos aparecen todos los web services que han sido 
previamente publicados en nuestra red y nos da la opción de consumir 
cualquiera de ellos. 
 
 
4.2.3. Consumir Web Service. 
 
Si elegimos la opción 4 del menú nos aparecerá un submenú como este: 
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Fig. 4.5. Menú consumir 
 
 
Una vez elegido el web service a consumir, Calculadora, nos aparece los datos 
de este web service y todos los métodos que podemos utilizar, en este caso 4, 
divide, suma, resta y multiplica y la opción de no llamar a ninguno de ellos, 
salir. Este menú se consigue parseando el archivo WSDL que está en la URL 
http://localhost:8080/CalculadoraWS.wsdl. Al parsear este archivo obtenemos 
todos los métodos que podemos usar así como los parámetros que necesita y 
lo que devuelve.  
 
Vamos a elegir que el web service nos realice una multiplicación y 
obtendremos el siguiente resultado: 
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Fig 4.6. Resultado del web service 
 
 
Como vemos en la imagen, hemos elegido la opción 4, multiplica, y la 
aplicación nos ha pedido que introduzcamos un parámetro de tipo int, el 5, y 
otro parámetro de tipo int también, el 3, y nos ha devuelto el resultado de la 
multiplicación 5x3, 15. Parece que el web service multiplica bien. 
 
El funcionamiento interno del consumo de web services se basa en un cliente 
“inteligente” que hemos desarrollado. A este cliente de web services se le 
pasan los parámetros de la ULR del web service, el método el cual queremos 
ejecutar, el nombre, tipo y valor de sus parámetros de entrada y el nombre y el 
tipo del parámetro de retorno. El cliente hace la conexión a la URL del web 
service y le manda el paquete SOAP correspondiente a la ejecución del método 
multiplica y nos devuelve el resultado de este. 
 
 
4.2.4. Buscar Web Services. 
 
Si pulsamos la opción 5 del menú obtendremos lo siguiente: 
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Fig 4.7. Menú buscar 
 
 
Como vemos en la imagen, al buscar un web service nos pide un pattern, una 
expresión regular, en este caso Cal. Al tener el pattern se manda un mensaje al 
nodo que tiene la lista de todos los web services publicados y nos devuelve 
todos los web services que tienen el pattern tanto en el nombre como en la 
descripción. 
 
 
4.3. Intercambio de mensajes en la red P2P. 
 
En este apartado explicaremos los mensajes que se mandan en cada apartado 
por la red P2P, estos mensajes están escritos en XML. 
 
 
4.3.1. Mensaje de publicación. 
 
Este mensaje es el siguiente: 
 
<message> 
 <type>publish</type> 
 
 <name>Calculadora</name> 
 
 <url>http://localhost:8080/axis/services/CalculadoraWS</url> 
 
 <wsdl>http://localhost:8080/CalculadoraWS.wsdl</wsdl> 
 <description>Una calculadora simple</description> 
 
</message> 
 
Como vemos en el mensaje, tiene diferentes etiquetas: 
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• type:   Tipo de mensaje 
• name:    Nombre del web service 
• ulr:   Url del web service 
• wsdl:   Url del fichero wsdl 
• description:  Descripción del web service 
 
Este mensaje se envía cuando publicamos un nuevo web service, y se le envía 
al nodo encargado de administrar la ID del Hash del nombre. 
 
 
4.3.2. Mensaje de respuesta de publicación. 
 
Este mensaje es el siguiente: 
 
<message> 
 <type>publishResponse</type> 
 <status>ok</status> 
</message> 
 
• type:   Tipo de mensaje 
• status:  Estado, puede ser ok o ko 
 
Este mensaje es en respuesta del anterior y lo manda el nodo encargado de 
administrar la ID del Hash del nombre. El estado puede ser ok, si todo ha ido 
bien, o ko si ha habido algún problema. 
 
 
4.3.3. Mensaje de añadir a la lista. 
 
Este mensaje es el siguiente: 
 
<message> 
 <type>add</type> 
 <name>Calculadora</name> 
 
 <description>Una calculadora simple</description> 
 
</message> 
 
• type:   Tipo de mensaje 
• name:   Nombre del web service 
• description:  Descripción del web service 
 
 
Este mensaje lo envía el nodo que publica un nuevo web service al nodo 
encargado de mantener la lista de todos los web services 
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4.3.4. Mensaje de petición de la lista. 
 
Este mensaje es el siguiente: 
 
<message> 
 <type>list</type> 
 
</message> 
 
• type:   Tipo de mensaje 
 
 
Este mensaje se envía cuando se pide la lista de los web services disponibles 
en la red.  
 
 
4.3.5. Mensaje de obtención de la lista. 
 
Este mensaje es el siguiente: 
 
<message> 
 
 <type>listResponse</type> 
 <name>Calculadora</name> 
 <description>Una calculadora simple</description> 
  <islast>true</islast> 
 
</message> 
 
• type:   Tipo de mensaje 
• name:   Nombre del web service 
• description:  Descripción del web service 
• islast:   Si es el ultimo web service 
 
 
Este mensaje es respuesta del anterior. Se mandan tanto mensajes como web 
services hayan en la lista indicando si este web service es el ultimo o no para 
que la aplicación pueda continuar. 
 
 
4.3.6. Mensaje de búsqueda. 
 
Este mensaje es el siguiente: 
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<message> 
 
 <type>search</type> 
 
 <pattern>Cal</pattern> 
 
</message> 
 
• type:    Tipo de mensaje 
• pattern:  La expresión regular a buscar 
 
 
Este mensaje es enviado cuando queremos buscar web services. 
 
 
4.3.7. Mensaje de respuesta a la búsqueda: 
 
Este mensaje es el siguiente: 
 
<message> 
 
 <type>searchResponse</type> 
 
 <name>Calculadora</name> 
 
 <description>Una calculadora simple</description> 
 
 <islast>true</islast> 
 
</message> 
 
• type:   Tipo de mensaje 
• name:  Nombre del web service 
• description:  Descripción del web service. 
• islast:   Si es el ultimo wer service. 
 
 
Este mensaje es la respuesta a la búsqueda. Hay tantos mensajes como web 
services que cumplan, tanto en el nombre como en la descripción, el pattern 
enviado en el mensaje anterior indicando si es el último o no. 
 
 
4.3.8. Mensaje de ejecución. 
 
Este mensaje es el siguiente: 
 
<message> 
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 <type>execute</type> 
 
 <name>Calculadora</name> 
 
</message> 
 
• type:   Tipo de mensaje 
• name:   Nombre del web service 
 
 
Este mensaje se envía cuando queremos consumir un web service. 
 
 
4.3.9. Mensaje de respuesta de ejecución. 
 
Este mensaje es el siguiente: 
 
<message> 
 <type>executeResponse</type> 
 
 <name>Calculadora</name> 
 
 <url>http://localhost:8080/axis/services/CalculadoraWS</url> 
 
 <wsdl>http://localhost:8080/CalculadoraWS.wsdl</wsdl> 
 
 <description>Una calculadora simple</description> 
 
</message> 
 
• type:   Tipo de mensaje 
• name:   Nombre del web service 
• url:   URL del web service 
• wsdl:   URL del fichero wsdl 
• description:  Descripción del web service. 
 
 
Este mensaje es el web service que vamos a consumir. Una vez que recibimos 
este mensaje con la información del web service lanzamos nuestro parseador 
para obtener los datos del web service, hacer nuestra elección del método que 
vamos a utilizar y sus parámetros y ejecutamos la petición al web service en 
cuestión para obtener el resultado que esperamos. 
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CAPITULO 5. PLAN DE TRABAJO 
 
De cara a realizar este TFC se han realizado preparativos y gestiones básicas 
de cualquier proyecto. En primer lugar, un plan de trabajo donde quedan 
detalladas todas las tareas en que se divide el proyecto y que planificación 
temporal se ha hecho para cada una. En segundo lugar se ha realizado una 
planificación de gastos para considerar el gasto total de realizar este proyecto. 
 
 
5.1. Plan de trabajo. 
 
A continuación tenemos una tabla que nos permite ver las tareas del proyecto 
dentro de todas sus fases y el tiempo empleado en cada una de ellas. 
 
 
Tabla 5.1. Planificación de tareas. 
 
Tarea Horas 
Aprendizaje de servicios web 100 
Aprendizaje de free pastry 100 
Diseño de la aplicación 200 
Redacción de la memoria 20 
  
 
Como podemos observar en la tabla, se estuvo bastante tiempo 
documentándose sobre web services y free pastry, haciendo varias pruebas e 
implementaciones para tener una base bastante sólida para poder diseñar la 
aplicación con garantías de éxito, ya que son tecnologías bastante nuevas. 
 
En la primera fase del proyecto se implementaron servicios web mediante 2 
plataformas diferentes, .NET de Microsoft y Axis de apache group. Una vez 
realizados algunos servicios webs, estudiado sus WSDL y los mensajes SOAP 
que se mandaban entre los servidores y clientes se paso al estudio de la red 
FreePastry haciendo varias pruebas sobre el funcionamiento de la red y el 
intercambio de mensajes entre los nodos conectados. 
 
En la segunda fase del proyecto se diseño y se implemento la aplicación en si, 
fusionando la tecnología de red P2P DHT con los servicios web obteniendo al 
final esta aplicación. 
 
 
5.2. Especificación de costes. 
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Para realizar un estudio de gastos que supone este proyecto tenemos que 
tener en cuenta varios factores. 
 
Tenemos que calcular el tiempo necesario para realizar el proyecto, que son 
420 horas (más o menos). Las horas las tenemos que multiplicar por el salario 
base de un ingeniero técnico para obtener el gasto base del proyecto. 
 
Además del salario del ingeniero técnico tenemos que tener en cuenta el 
equipo necesario para realizar el proyecto. En este caso son 2 ordenadores 
para simular una pequeña red P2P. Se necesitarían más ordenadores para 
simular una red más real pero lo dejaremos en 2. 
 
Teniendo en cuenta estos datos, poniendo un precio por ordenador de 1000  € 
y el salario de un ingeniero técnico en 10 € la hora obtendremos un coste del 
proyecto de 6200 €. 
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ANEXO 1. WSDL DEL SERVICIO CALCULADORA 
 
1.1. WSDL 
 
<?xml version="1.0" encoding="UTF-8"?> 
<wsdl:definitions 
targetNamespace="http://localhost:8080/axis/services/CalculadoraWS" 
xmlns:apachesoap="http://xml.apache.org/xml-soap" 
xmlns:impl="http://localhost:8080/axis/services/CalculadoraWS" 
xmlns:intf="http://localhost:8080/axis/services/CalculadoraWS" 
xmlns:soapenc="http://schemas.xmlsoap.org/soap/encoding/" 
xmlns:wsdl="http://schemas.xmlsoap.org/wsdl/" 
xmlns:wsdlsoap="http://schemas.xmlsoap.org/wsdl/soap/" 
xmlns:xsd="http://www.w3.org/2001/XMLSchema"> 
<!--WSDL created by Apache Axis version: 1.4 
Built on Apr 22, 2006 (06:55:48 PDT)--> 
 
   <wsdl:message name="divideResponse"> 
 
      <wsdl:part name="divideReturn" type="xsd:int"/> 
 
   </wsdl:message> 
 
   <wsdl:message name="multiplicaRequest"> 
 
      <wsdl:part name="in0" type="xsd:int"/> 
 
      <wsdl:part name="in1" type="xsd:int"/> 
 
   </wsdl:message> 
 
   <wsdl:message name="multiplicaResponse"> 
 
      <wsdl:part name="multiplicaReturn" type="xsd:int"/> 
 
   </wsdl:message> 
 
   <wsdl:message name="sumaResponse"> 
 
      <wsdl:part name="sumaReturn" type="xsd:int"/> 
 
   </wsdl:message> 
 
   <wsdl:message name="divideRequest"> 
 
      <wsdl:part name="in0" type="xsd:int"/> 
 
      <wsdl:part name="in1" type="xsd:int"/> 
 
   </wsdl:message> 
 
   <wsdl:message name="restaRequest"> 
 
      <wsdl:part name="in0" type="xsd:int"/> 
 
      <wsdl:part name="in1" type="xsd:int"/> 
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   </wsdl:message> 
 
   <wsdl:message name="restaResponse"> 
 
      <wsdl:part name="restaReturn" type="xsd:int"/> 
 
   </wsdl:message> 
 
   <wsdl:message name="sumaRequest"> 
 
      <wsdl:part name="in0" type="xsd:int"/> 
 
      <wsdl:part name="in1" type="xsd:int"/> 
 
   </wsdl:message> 
 
   <wsdl:portType name="Calculadora"> 
 
      <wsdl:operation name="divide" parameterOrder="in0 in1"> 
 
         <wsdl:input message="impl:divideRequest" 
name="divideRequest"/> 
 
         <wsdl:output message="impl:divideResponse" 
name="divideResponse"/> 
 
      </wsdl:operation> 
 
      <wsdl:operation name="suma" parameterOrder="in0 in1"> 
 
         <wsdl:input message="impl:sumaRequest" name="sumaRequest"/> 
 
         <wsdl:output message="impl:sumaResponse" 
name="sumaResponse"/> 
 
      </wsdl:operation> 
 
      <wsdl:operation name="resta" parameterOrder="in0 in1"> 
 
         <wsdl:input message="impl:restaRequest" name="restaRequest"/> 
 
         <wsdl:output message="impl:restaResponse" 
name="restaResponse"/> 
 
      </wsdl:operation> 
 
      <wsdl:operation name="multiplica" parameterOrder="in0 in1"> 
 
         <wsdl:input message="impl:multiplicaRequest" 
name="multiplicaRequest"/> 
 
         <wsdl:output message="impl:multiplicaResponse" 
name="multiplicaResponse"/> 
 
      </wsdl:operation> 
 
   </wsdl:portType> 
 
   <wsdl:binding name="CalculadoraWSSoapBinding" 
type="impl:Calculadora"> 
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      <wsdlsoap:binding style="rpc" 
transport="http://schemas.xmlsoap.org/soap/http"/> 
 
      <wsdl:operation name="divide"> 
 
         <wsdlsoap:operation soapAction=""/> 
 
         <wsdl:input name="divideRequest"> 
 
            <wsdlsoap:body 
encodingStyle="http://schemas.xmlsoap.org/soap/encoding/" 
namespace="http://DefaultNamespace" use="encoded"/> 
 
         </wsdl:input> 
 
         <wsdl:output name="divideResponse"> 
 
            <wsdlsoap:body 
encodingStyle="http://schemas.xmlsoap.org/soap/encoding/" 
namespace="http://localhost:8080/axis/services/CalculadoraWS" 
use="encoded"/> 
 
         </wsdl:output> 
 
      </wsdl:operation> 
 
      <wsdl:operation name="suma"> 
 
         <wsdlsoap:operation soapAction=""/> 
 
         <wsdl:input name="sumaRequest"> 
 
            <wsdlsoap:body 
encodingStyle="http://schemas.xmlsoap.org/soap/encoding/" 
namespace="http://DefaultNamespace" use="encoded"/> 
 
         </wsdl:input> 
 
         <wsdl:output name="sumaResponse"> 
 
            <wsdlsoap:body 
encodingStyle="http://schemas.xmlsoap.org/soap/encoding/" 
namespace="http://localhost:8080/axis/services/CalculadoraWS" 
use="encoded"/> 
 
         </wsdl:output> 
 
      </wsdl:operation> 
 
      <wsdl:operation name="resta"> 
 
         <wsdlsoap:operation soapAction=""/> 
 
         <wsdl:input name="restaRequest"> 
 
            <wsdlsoap:body 
encodingStyle="http://schemas.xmlsoap.org/soap/encoding/" 
namespace="http://DefaultNamespace" use="encoded"/> 
 
         </wsdl:input> 
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         <wsdl:output name="restaResponse"> 
 
            <wsdlsoap:body 
encodingStyle="http://schemas.xmlsoap.org/soap/encoding/" 
namespace="http://localhost:8080/axis/services/CalculadoraWS" 
use="encoded"/> 
 
         </wsdl:output> 
 
      </wsdl:operation> 
 
      <wsdl:operation name="multiplica"> 
 
         <wsdlsoap:operation soapAction=""/> 
 
         <wsdl:input name="multiplicaRequest"> 
 
            <wsdlsoap:body 
encodingStyle="http://schemas.xmlsoap.org/soap/encoding/" 
namespace="http://DefaultNamespace" use="encoded"/> 
 
         </wsdl:input> 
 
         <wsdl:output name="multiplicaResponse"> 
 
            <wsdlsoap:body 
encodingStyle="http://schemas.xmlsoap.org/soap/encoding/" 
namespace="http://localhost:8080/axis/services/CalculadoraWS" 
use="encoded"/> 
 
         </wsdl:output> 
 
      </wsdl:operation> 
 
   </wsdl:binding> 
 
   <wsdl:service name="CalculadoraService"> 
 
      <wsdl:port binding="impl:CalculadoraWSSoapBinding" 
name="CalculadoraWS"> 
 
         <wsdlsoap:address 
location="http://localhost:8080/axis/services/CalculadoraWS"/> 
 
      </wsdl:port> 
 
   </wsdl:service> 
 
</wsdl:definitions> 
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ANEXO 2. CÓDIGO FUENTE 
 
2.1. MyMain.java 
 
package com.tfc; 
 
import java.io.*; 
import java.util.regex.*; 
 
import java.net.InetAddress; 
import java.net.InetSocketAddress; 
 
import rice.environment.Environment; 
import rice.p2p.commonapi.Id; 
import rice.p2p.commonapi.NodeHandleSet; 
import rice.pastry.NodeHandle; 
import rice.pastry.NodeIdFactory; 
import rice.pastry.PastryNode; 
import rice.pastry.PastryNodeFactory; 
import rice.pastry.leafset.LeafSet; 
import rice.pastry.socket.SocketPastryNodeFactory; 
import rice.pastry.standard.RandomNodeIdFactory; 
 
 
 
public class MyMain  
{ 
 
   Environment env; 
   int bindport, bootport;  
   InetAddress bootaddr; 
   InetSocketAddress bootaddress;    
   NodeIdFactory nidFactory; 
   PastryNodeFactory factory; 
   NodeHandle bootHandle; 
   PastryNode node; 
 MyApp app; 
  
 public void connect(int bindp, String bootaddresss, int bootp) 
 { 
    
  try  
  { 
   env = new Environment(); 
                 bindport = bindp; 
            // build the bootaddress from the command line args 
            bootaddr = InetAddress.getByName(bootaddresss); 
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            bootport = bootp; 
            bootaddress = new InetSocketAddress(bootaddr, bootp); 
        // Generate the NodeIds Randomly 
            nidFactory = new RandomNodeIdFactory(env); 
 
                  // construct the PastryNodeFactory, this is how we use 
rice.pastry.socket 
                  factory = new SocketPastryNodeFactory(nidFactory, bindport, env); 
 
                  // This will return null if we there is no node at that location 
                  bootHandle = ((SocketPastryNodeFactory) 
factory).getNodeHandle(bootaddress); 
 
                  // construct a node, passing the null boothandle on the first loop will 
cause the node to start its own ring 
                  node = factory.newNode(bootHandle); 
 
                  // the node may require sending several messages to fully boot into 
the ring 
                  while (!node.isReady())  
                  { 
                    // delay so we don't busy-wait 
                    Thread.sleep(100); 
                  }  
 
                  System.out.println("Finished creating new node " + node); 
 
   app = new MyApp(node); 
  } 
  catch (Exception e) 
  { 
   System.out.println(e.toString()); 
  } 
 } 
 
 private void pintaMenuPrincipal() 
 { 
    System.out.println(); 
    System.out.println("MENU"); 
         System.out.println(); 
    System.out.println("1.- Enviar HELLO a todos los nodos"); 
    System.out.println("2.- Publicar Web Service"); 
    System.out.println("3.- Listar Web Services"); 
    System.out.println("4.- Consumir Web Service"); 
    System.out.println("5.- Buscar Web Service"); 
    System.out.println("6.- Salir");     
    System.out.println(); 
    System.out.print("Elije opcion: ");  
      } 
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 private void sendHello() 
 { 
  LeafSet leafSet = node.getLeafSet(); 
  System.err.println("SIZE LEFTSET " + leafSet.maxSize());   
 
       // this is a typical loop to cover your leafset.  Note that if the leafset 
       // overlaps, then duplicate nodes will be sent to twice 
       for (int i = 1; i <= leafSet.cwSize(); i++)  
  { 
          // don't send to self 
            // select the item 
            NodeHandle nh = leafSet.get(i); 
         
   // send the message directly to the node 
        app.routeMyMsgDirect(nh); 
         
   try  
   { 
    // wait a sec 
         Thread.sleep(1000); 
   } 
   catch (Exception e) 
   { 
    
   } 
   
       } 
 } 
 
 private void publishWebService() 
 { 
    try 
    { 
     BufferedReader in = new BufferedReader(new 
InputStreamReader(System.in));  
     
  System.out.println(); 
     System.out.println("PUBLICAR WEB SERVICE"); 
          System.out.println(); 
     System.out.print("Nombre del web service?: "); 
     String webservice = in.readLine(); 
     System.out.print("URL del web service?: "); 
     String urlWebService = in.readLine(); 
     System.out.print("URL del WSDL?: "); 
     String urlWSDL = in.readLine(); 
     System.out.print("Descripcion?: "); 
     String desc = in.readLine(); 
     System.out.println(); 
     //System.out.println("Envio la peticion de publicar webservice"); 
     System.out.println(); 
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  app.publishWebService(webservice, urlWebService, urlWSDL, 
desc); 
    } 
    catch (Exception e) 
    { 
     System.out.println(e.toString()); 
    }     
 } 
 
 private void searchWebService() 
 { 
    try 
    { 
     BufferedReader in = new BufferedReader(new 
InputStreamReader(System.in));  
     
  System.out.println(); 
     System.out.println("BUSCAR WEB SERVICE"); 
          System.out.println(); 
     System.out.print("Opciones de busqueda (pattern)?: "); 
     String pattern = in.readLine(); 
     System.out.println(); 
     app.search(pattern); 
    } 
    catch (Exception e) 
    { 
     System.out.println(e.toString()); 
    }     
 } 
 
 private void listWebServices() 
 { 
  app.listWebServices(); 
  while (true) 
  { 
   if (this.isReady()) 
   {   
    this.execWebService(); 
    break;  
   }   
   else 
   {    
    try 
    { 
     Thread.sleep(1); 
    } 
    catch (Exception e) 
    { 
    } 
   } 
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  } 
 } 
 
 private void execWebService() 
 { 
         try 
    { 
     BufferedReader in = new BufferedReader(new 
InputStreamReader(System.in));  
     
  System.out.println(); 
     System.out.println("CONSUMIR WEB SERVICE"); 
          System.out.println(); 
     System.out.print("Nombre del web service?: "); 
     String webservice = in.readLine(); 
     app.executeWebService(webservice); 
    } 
    catch (Exception e) 
    { 
     System.out.println(e.toString()); 
    }     
 
 } 
 
 public boolean isReady() 
 { 
  return app.isReady(); 
 } 
 
 public static void main(String arg[ ]) throws IOException 
 { 
 
  int port = new Integer(arg[0]); 
  String adr = new String(arg[1]); 
  int portd = new Integer(arg[2]); 
 
  MyMain lect = new MyMain(); 
 
  lect.connect(port, adr, portd); 
 
  while(true) 
         { 
 
   if (lect.isReady()) 
   {    
    BufferedReader in = new BufferedReader(new 
InputStreamReader(System.in)); 
 
    int num; 
    String str;   
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    lect.pintaMenuPrincipal(); 
    str = in.readLine(); 
     
    try{ 
     num = Integer.parseInt(str); 
   
      Pattern p = Pattern.compile("^[1-6]{1}"); 
      Matcher m = p.matcher(str); 
      boolean b = m.matches(); 
 
     if (b) 
     { 
      switch(num) 
      { 
       case 1: lect.sendHello(); 
         break; 
       case 2:     
lect.publishWebService(); 
         break; 
       case 3:
 lect.listWebServices(); 
         break; 
       case 4:
 lect.execWebService(); 
         break; 
       case 5: lect.searchWebService(); 
         break; 
       case 6: System.exit(0); 
         break; 
       default:
 System.out.println("Opcion Incorrecta"); 
         break; 
      } 
     } 
     else 
     { 
      System.out.println("Opcion Incorrecta"); 
     } 
    } 
    catch (NumberFormatException nfe) 
    { 
     System.out.println("Elija un numero del 1 al 5 
por favor"); 
    } 
   } 
   else 
   { 
    try 
    { 
     Thread.sleep(1); 
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    } 
    catch (Exception e) 
    { 
      
    } 
   } 
  } 
 } 
} 
 
 
2.2. MyApp.java 
 
package com.tfc; 
 
import com.tfc.wsdl.*; 
import com.tfc.util.SimpleXML; 
 
import rice.environment.Environment; 
import rice.pastry.NodeIdFactory; 
import rice.pastry.commonapi.PastryIdFactory; 
import rice.pastry.PastryNode; 
import rice.p2p.commonapi.Application; 
import rice.p2p.commonapi.Endpoint; 
import rice.p2p.commonapi.Id; 
import rice.p2p.commonapi.Message; 
import rice.p2p.commonapi.Node; 
import rice.p2p.commonapi.NodeHandle; 
import rice.p2p.commonapi.RouteMessage; 
import rice.pastry.leafset.LeafSet; 
import java.util.Vector; 
import javax.xml.parsers.SAXParserFactory; 
import javax.xml.parsers.SAXParser; 
import java.io.*; 
import java.util.regex.*; 
 
/** 
 * A very simple application. 
 * 
 * @version $Id: pretty.settings 2305 2005-03-11 20:22:33Z jeffh $ 
 * @author Jeff Hoye 
 */ 
public class MyApp implements Application { 
  /** 
   * The Endpoint represents the underlieing node. By making calls on the 
   * Endpoint, it assures that the message will be delivered to a MyApp on 
   * whichever node the message is intended for. 
   */ 
  protected Endpoint endpoint; 
 
42                                                                                 Publicación y acceso a servicios web en una red peer to peer DHT 
 
 
  public WebServiceP2P wsLocal; 
  public WebServiceP2P wsPublished; 
   
  private boolean isReady; 
  private Id listId; 
  //private String list; 
  private Vector<SimpleWS> WSList;  
  private PastryNode node;   
 
  /** 
   * Constructor for MyApp. 
   * 
   * @param node DESCRIBE THE PARAMETER 
   */ 
  public MyApp(Node node) { 
    // We are only going to use one instance of this application on each 
PastryNode 
    this.node = (PastryNode)node; 
    this.endpoint = node.registerApplication(this, "myinstance"); 
    this.wsLocal = new WebServiceP2P(); 
    this.wsPublished = new WebServiceP2P(); 
    this.isReady=true; 
    this.listId = new rice.pastry.commonapi.PastryIdFactory(new 
Environment()).buildId("LlistaServeisWeb"); 
    //this.list=""; 
    this.WSList = new Vector<SimpleWS>();     
  } 
 
  public boolean isReady() 
  { 
 return this.isReady; 
  }  
  /** 
   * Calld to route a publish message 
   * 
   * @param     
   */ 
   public void publishWebService(String name, String url, String wsdl, String 
desc) 
   { 
 this.isReady = false; 
 WSDesc ws = new WSDesc(name, url, wsdl, desc); 
       this.wsLocal.addWebServiceP2P(ws); 
 //System.out.println("Creo el WSDesc"); 
 //Message msg = new MyMsg(endpoint.getId(), ws.id, "publish", 
ws.name, ws.url, ws.wsdl, ws.description); 
 Message msg = new MyMsgXML(endpoint.getId(), ws.id, 
MyMsgXML.getPublishXML(ws.name, ws.url, ws.wsdl, ws.description));  
 endpoint.route(ws.id, msg, null);  
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   }   
 
   private void publishWebService(String name, String url, String wsdl, String 
desc, boolean all) 
   { 
 LeafSet leafSet = this.node.getLeafSet(); 
 
        for (int i = -leafSet.cwSize(); i <= leafSet.cwSize(); i++)  
  { 
  if (i != 0) 
  { 
    NodeHandle nh = leafSet.get(i); 
   Message msg = new MyMsgXML(endpoint.getId(), 
nh.getId(), MyMsgXML.getPublish2XML(name, url, wsdl, desc)); 
          endpoint.route(null, msg, nh); 
  } 
       }  
   }  
 
   public void executeWebService(String name) 
   { 
 this.isReady = false; 
      Environment env = new Environment(); 
   PastryIdFactory localFactory = new 
rice.pastry.commonapi.PastryIdFactory(env);  
 Id id = localFactory.buildId(name); 
 Message msg = new MyMsgXML(endpoint.getId(), id, 
MyMsgXML.getExecuteXML(name)); 
 endpoint.route(id, msg, null);  
   } 
 
   public void listWebServices() 
   { 
 this.isReady = false; 
 Message msg = new MyMsgXML(endpoint.getId(), this.listId, 
MyMsgXML.getListXML()); 
        endpoint.route(this.listId, msg, null); 
   } 
 
   public void search(String pattern) 
   { 
 this.isReady = false; 
 Message msg = new MyMsgXML(endpoint.getId(), this.listId, 
MyMsgXML.getSearchXML(pattern)); 
 endpoint.route(this.listId, msg, null);  
   }  
 
  /** 
   * Called to route a message to the id 
   * 
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   * @param id DESCRIBE THE PARAMETER 
   */ 
  public void routeMyMsg(Id id) { 
    //System.out.println(this + " enviat a " + id); 
    Message msg = new MyMsg(endpoint.getId(), id); 
    endpoint.route(id, msg, null); 
  } 
 
  /** 
   * Called to directly send a message to the nh 
   * 
   * @param nh DESCRIBE THE PARAMETER 
   */ 
  public void routeMyMsgDirect(NodeHandle nh) { 
    //System.out.println(this + " enviar directe a " + nh); 
    Message msg = new MyMsg(endpoint.getId(), nh.getId()); 
    endpoint.route(null, msg, nh); 
  } 
 
   /** 
   * Called when we receive a message. 
   * 
   * @param id DESCRIBE THE PARAMETER 
   * @param message DESCRIBE THE PARAMETER 
   */ 
  public void deliver(Id id, Message message) { 
    //System.out.println(this + "id " + id + " rebut " + message); 
    MyMsgXML msg = (MyMsgXML)message;   
 
    if (SimpleXML.getValue(msg.xml, "type").equals("publish")) 
    { 
         //WSDesc ws = new WSDesc(msg.nameWS, msg.urlWS, 
msg.urlWSDLWS, msg.descWS); 
   WSDesc ws = new WSDesc(SimpleXML.getValue(msg.xml, 
"name"),SimpleXML.getValue(msg.xml,"url"),SimpleXML.getValue(msg.xml, 
"wsdl"),SimpleXML.getValue(msg.xml, "description")); 
   this.wsPublished.addWebServiceP2P(ws); 
   System.err.println("WEB SERVICE RECIBIDO"); 
          Message m = new MyMsgXML(endpoint.getId(), msg.from, 
MyMsgXML.getPublishResponseXML("ok")); 
   endpoint.route(msg.from, m, null); 
   Message m2 = new MyMsgXML(endpoint.getId(), this.listId, 
MyMsgXML.getAddXML(SimpleXML.getValue(msg.xml, 
"name"),SimpleXML.getValue(msg.xml,"description"))); 
   endpoint.route(this.listId, m2, null); 
   this.publishWebService(SimpleXML.getValue(msg.xml, 
"name"),SimpleXML.getValue(msg.xml,"url"),SimpleXML.getValue(msg.xml, 
"wsdl"),SimpleXML.getValue(msg.xml, "description"), true);  
    } 
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    else if (SimpleXML.getValue(msg.xml, "type").equals("publish2")) 
    { 
         //WSDesc ws = new WSDesc(msg.nameWS, msg.urlWS, 
msg.urlWSDLWS, msg.descWS); 
   WSDesc ws = new WSDesc(SimpleXML.getValue(msg.xml, 
"name"),SimpleXML.getValue(msg.xml,"url"),SimpleXML.getValue(msg.xml, 
"wsdl"),SimpleXML.getValue(msg.xml, "description")); 
   this.wsPublished.addWebServiceP2P(ws); 
   //System.out.println("WEB SERVICE RECIBIDO"); 
   System.err.println("Agregado copia de web service");  
   }  
 
    else if (SimpleXML.getValue(msg.xml, "type").equals("publishResponse")) 
    { 
   if (SimpleXML.getValue(msg.xml, "status").equals("ok")) 
          {  
    System.out.println("WEB SERVICE PUBLICADO"); 
   } 
   else 
   { 
  System.out.println("ERROR: WEB SERVICE NO PUBLICADO"); 
          }    
   this.isReady = true;     
    } 
 
    else if (SimpleXML.getValue(msg.xml, "type").equals("search")) 
    { 
 Vector<SimpleWS> tmp = new Vector<SimpleWS>(); 
  
 for (int i=0; i<this.WSList.size(); i++) 
 {  
  if 
(java.util.regex.Pattern.compile(SimpleXML.getValue(msg.xml,"pattern")).match
er(this.WSList.get(i).getName() + " " + this.WSList.get(i).getDescription()).find()) 
  { 
   tmp.addElement(this.WSList.get(i));    
  } 
 }         
  
 Message m; 
  
 //Recorro el vector con los elementos encontrados 
 if (tmp.isEmpty()) 
 { 
  m = new MyMsgXML(endpoint.getId(), this.listId, 
MyMsgXML.getSearchXML("none","none",true)); 
  endpoint.route(msg.from, m, null); 
 } 
 else  
 {  
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  for (int i=0; i<tmp.size(); i++) 
  { 
   //System.out.println("\r\nNombre: " + 
this.WSList.get(i).getName() + "\r\nDescripcion: " + 
this.WSList.get(i).getDescription()); 
   if (i == tmp.size() - 1) 
   { 
    m = new MyMsgXML(endpoint.getId(), this.listId, 
MyMsgXML.getSearchXML(tmp.get(i).getName(),tmp.get(i).getDescription(),tru
e)); 
   } 
   else   
   { 
    m = new MyMsgXML(endpoint.getId(), this.listId, 
MyMsgXML.getSearchXML(tmp.get(i).getName(),tmp.get(i).getDescription(),fals
e)); 
   } 
   endpoint.route(msg.from, m, null);  
  }  
 }   
    } 
 
    else if(SimpleXML.getValue(msg.xml, "type").equals("searchResponse")) 
    { 
 System.out.println(); 
 System.out.println("Nombre: " + SimpleXML.getValue(msg.xml, "name")); 
   System.out.println("Descripcion: " + SimpleXML.getValue(msg.xml, 
"description")); 
 if (SimpleXML.getValue(msg.xml, "islast").equals("true"))  
  this.isReady = true; 
    }     
 
    else if (SimpleXML.getValue(msg.xml, "type").equals("add")) 
    { 
   //this.list = this.list.concat(msg.nameWS);  
   this.WSList.addElement(new 
SimpleWS(SimpleXML.getValue(msg.xml,"name"),SimpleXML.getValue(msg.x
ml,"description")));  
    
   System.err.println("Yo soy la lista");  
 
   LeafSet leafSet = this.node.getLeafSet(); 
  
          for (int i = -leafSet.cwSize(); i <= leafSet.cwSize(); i++)  
    { 
  if (i != 0) 
  { 
    NodeHandle nh = leafSet.get(i); 
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   Message m = new MyMsgXML(endpoint.getId(), nh.getId(), 
MyMsgXML.getAdd2XML(SimpleXML.getValue(msg.xml,"name"),SimpleXML.g
etValue(msg.xml,"description"))); 
          endpoint.route(null, m, nh); 
  } 
       }     
    }       
 
    else if (SimpleXML.getValue(msg.xml, "type").equals("add2")) 
    { 
   //this.list = this.list.concat(msg.nameWS);  
   this.WSList.addElement(new 
SimpleWS(SimpleXML.getValue(msg.xml,"name"),SimpleXML.getValue(msg.x
ml,"description")));  
   System.err.println("Tengo la copia de la lista");     
    }       
 
    else if (SimpleXML.getValue(msg.xml, "type").equals("execute")) 
    { 
   WSDesc ws = 
wsPublished.getDescWSName(SimpleXML.getValue(msg.xml,"name")); 
    
   if (ws != null) 
    { 
  //System.out.println("WEB SERVICE ENCONTRADO");  
//  System.out.println(); 
//       System.out.println("Nombre: " + ws.name); 
//       System.out.println("URL: " + ws.url); 
//       System.out.println("WSDL: " + ws.wsdl); 
//       System.out.println("Descripcion: " + ws.description); 
//       System.out.println(); 
  Message m = new MyMsgXML(endpoint.getId(), msg.from, 
MyMsgXML.getExecuteXML(ws.name, ws.url, ws.wsdl, ws.description)); 
  endpoint.route(msg.from, m, null);  
 
   } 
   else 
   { 
  Message m = new MyMsg(endpoint.getId(), msg.from, 
MyMsgXML.getExecuteXML("none", "none", "none", "none")); 
  endpoint.route(msg.from, m, null);  
  //System.out.println("WEB SERVICE NO ENCONTRADO :-("); 
        }   
    } 
 
    else if(SimpleXML.getValue(msg.xml, "type").equals("executeResponse")) 
    { 
   if (!SimpleXML.getValue(msg.xml,"name").equals("none")) 
   {   
    System.out.println("WEB SERVICE ENCONTRADO");  
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    System.out.println(); 
    System.out.println("Nombre: " + 
SimpleXML.getValue(msg.xml,"name")); 
    System.out.println("URL: " + SimpleXML.getValue(msg.xml,"url")); 
    System.out.println("WSDL: " + 
SimpleXML.getValue(msg.xml,"wsdl")); 
    System.out.println("Descripcion: " + 
SimpleXML.getValue(msg.xml,"description")); 
    System.out.println(); 
  getObjectsWsdl(SimpleXML.getValue(msg.xml,"url"), 
SimpleXML.getValue(msg.xml,"wsdl"), SimpleXML.getValue(msg.xml,"name")); 
   } 
   else 
  System.out.println("WEB SERVICE NO ENCONTRADO"); 
   this.isReady = true;  
    } 
 
    else if(SimpleXML.getValue(msg.xml, "type").equals("list")) 
    { 
 Message m; 
 for (int i=0; i<this.WSList.size(); i++) 
 { 
  //System.out.println("\r\nNombre: " + this.WSList.get(i).getName() 
+ "\r\nDescripcion: " + this.WSList.get(i).getDescription()); 
  if (i == this.WSList.size() - 1) 
  { 
          m = new MyMsgXML(endpoint.getId(), this.listId, 
MyMsgXML.getListXML(this.WSList.get(i).getName(),this.WSList.get(i).getDesc
ription(),true)); 
  } 
  else   
  { 
          m = new MyMsgXML(endpoint.getId(), this.listId, 
MyMsgXML.getListXML(this.WSList.get(i).getName(),this.WSList.get(i).getDesc
ription(),false)); 
  } 
  endpoint.route(msg.from, m, null);  
 } 
 //System.err.println(listws); 
 //Message m = new MyMsg(endpoint.getId(), this.listId, "listResponse", 
this.list); 
  
    } 
  
    else if(SimpleXML.getValue(msg.xml, "type").equals("listResponse")) 
    { 
 System.out.println(); 
 System.out.println("Nombre: " + SimpleXML.getValue(msg.xml, "name")); 
   System.out.println("Descripcion: " + SimpleXML.getValue(msg.xml, 
"description")); 
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 if (SimpleXML.getValue(msg.xml, "islast").equals("true"))  
  this.isReady = true; 
    }     
 
  } 
 
  /** 
   * Called when you hear about a new neighbor. Don't worry about this method 
   * for now. 
   * 
   * @param handle DESCRIBE THE PARAMETER 
   * @param joined DESCRIBE THE PARAMETER 
   */ 
  public void update(NodeHandle handle, boolean joined) { 
 //System.out.println("\r\nUPDATE NODEHANDLE STATUS " + joined); 
  } 
 
  /** 
   * Called a message travels along your path. Don't worry about this method for 
   * now. 
   * 
   * @param message DESCRIBE THE PARAMETER 
   * @return DESCRIBE THE RETURN VALUE 
   */ 
  public boolean forward(RouteMessage message) { 
    return true; 
  } 
 
  private void getObjectsWsdl(String endpoint, String WSDL, String WS) 
  { 
   Parse wsdl = new Parse(); 
 try 
 { 
  SAXParserFactory factory = SAXParserFactory.newInstance(); 
  factory.setNamespaceAware(true); 
  SAXParser SAXParser = factory.newSAXParser(); 
  SAXParser.parse(WSDL, wsdl); 
 } 
 catch (Exception e) 
 { 
 }   
  
 Vector<Wsdl> wsdlObjects = wsdl.getWSDLObjects(); 
  
 int x=wsdlObjects.size();; 
 int j; 
 
 BufferedReader in = new BufferedReader(new 
InputStreamReader(System.in)); 
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 while (true) 
 { 
  System.out.println("METODOS DEL WEBSERVICE"); 
  
  for(int i=0; i<x; i++) 
  { 
   j=i+1; 
   //System.out.println(j + ".- " + 
wsdlObjects.get(i).getMethod() + " SOAPAction= 
"+wsdlObjects.get(i).getSoapActionUri()); 
   System.out.println(j + ".- " + 
wsdlObjects.get(i).getMethod()); 
  } 
 
  x=x+1; 
 
  System.out.println(x + ".- Salir del Web Service"); 
  System.out.print("Elige opcion: "); 
 
  String str;   
  int num; 
  
  try 
  { 
   str = in.readLine(); 
   num = Integer.parseInt(str); 
   Pattern p = Pattern.compile("^[1-" + x + "]{1}"); 
    Matcher m = p.matcher(str); 
    boolean b = m.matches(); 
   System.err.println("\r\nSe pulso: " + num); 
   if (b) 
   { 
    if (num==x) 
     break; 
    else 
    { 
     int y = num-1; 
     Wsdl cli = wsdlObjects.get(y); 
     for (int i=0; 
i<wsdlObjects.get(y).getInput().size(); i++) 
     { 
      System.out.print("Parametro: " + 
cli.getInput().get(i).getName() + 
          "Tipo: " + 
cli.getInput().get(i).getType() + 
          "Valor? "); 
      str = in.readLine(); 
      cli.getInput().get(i).setValue(str); 
     } 
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     //Deuria tenir el objecte WSDL complert. 
 
     SOAPClient soap = new 
SOAPClient(endpoint); 
     soap.setWsdl(cli); 
    
     soap.init(); 
     System.out.println("El resultado del metodo " 
+ cli.getMethod() + ": "+soap.getResult()); 
  
     break; 
    } 
   } 
   else 
   { 
    System.out.println("Opcion Incorrecta"); 
   } 
  }  
  catch(Exception e) 
  { 
  } 
 } 
  }  
 
  /** 
   * DESCRIBE THE METHOD 
   * 
   * @return DESCRIBE THE RETURN VALUE 
   */ 
  public String toString() { 
    return ""; 
  } 
 
} 
 
 
2.3. MyMsgXML.java 
 
package com.tfc; 
 
import rice.p2p.commonapi.Id; 
import rice.p2p.commonapi.Message; 
 
/** 
 * An example message. 
 * 
 * @version $Id: pretty.settings 2305 2005-03-11 20:22:33Z jeffh $ 
 * @author Jeff Hoye 
 */ 
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public class MyMsgXML implements Message { 
  /** 
   * Where the Message came from. 
   */ 
  Id from; 
  /** 
   * Where the Message is going. 
   */ 
  Id to; 
 
  String xml; 
 
  public static String getPublishXML(String name, String url, String wsdl, String 
description) 
  { 
 return "<message>" + 
        "<type>publish</type>" + 
        "<name>"+name+"</name>" + 
        "<url>"+url+"</url>" + 
        "<wsdl>"+wsdl+"</wsdl>" + 
        "<description>"+description+"</description>" + 
        "</message>"; 
  } 
 
  public static String getPublish2XML(String name, String url, String wsdl, String 
description) 
  { 
 return "<message>" + 
        "<type>publish2</type>" + 
        "<name>"+name+"</name>" + 
        "<url>"+url+"</url>" + 
        "<wsdl>"+wsdl+"</wsdl>" + 
        "<description>"+description+"</description>" + 
        "</message>"; 
  }   
 
  public static String getPublishResponseXML(String status) 
  { 
 return "<message>" + 
        "<type>publishResponse</type>" + 
        "<status>"+status+"</status>" + 
        "</message>"; 
  }  
 
  public static String getAddXML(String name, String description) 
  { 
 return "<message>" + 
        "<type>add</type>" + 
        "<name>"+name+"</name>" + 
        "<description>"+description+"</description>" + 
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        "</message>"; 
  }  
 
  public static String getAdd2XML(String name, String description) 
  { 
 return "<message>" + 
        "<type>add2</type>" + 
        "<name>"+name+"</name>" + 
        "<description>"+description+"</description>" + 
        "</message>"; 
  }  
 
  public static String getListXML() 
  { 
 return "<message>" + 
        "<type>list</type>" + 
        "</message>"; 
  }  
 
  public static String getListXML(String name, String description, boolean isLast) 
  { 
 return "<message>" + 
        "<type>listResponse</type>" + 
        "<name>"+name+"</name>" + 
        "<description>"+description+"</description>" + 
        "<islast>" + isLast + "</islast>" + 
        "</message>"; 
  }  
 
  public static String getSearchXML(String pattern) 
  { 
 return "<message>" + 
        "<type>search</type>" + 
        "<pattern>"+pattern+"</pattern>" + 
        "</message>"; 
  }  
 
  public static String getSearchXML(String name, String description, boolean 
isLast) 
  { 
 return "<message>" + 
        "<type>searchResponse</type>" + 
        "<name>"+name+"</name>" + 
        "<description>"+description+"</description>" + 
        "<islast>" + isLast + "</islast>" + 
        "</message>"; 
  }  
 
  public static String getExecuteXML(String name) 
  { 
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 return "<message>" + 
        "<type>execute</type>" + 
        "<name>"+name+"</name>" + 
        "</message>"; 
  }  
 
  public static String getExecuteXML(String name, String url, String wsdl, String 
description) 
  { 
 return "<message>" + 
        "<type>executeResponse</type>" + 
        "<name>"+name+"</name>" + 
        "<url>"+url+"</url>" + 
        "<wsdl>"+wsdl+"</wsdl>" + 
        "<description>"+description+"</description>" + 
        "</message>"; 
  }  
  /** 
   * Constructor. 
   * 
   * @param from DESCRIBE THE PARAMETER 
   * @param to DESCRIBE THE PARAMETER 
   */ 
  public MyMsgXML(Id from, Id to) { 
    this.from = from; 
    this.to = to; 
  } 
 
  public MyMsgXML(Id from, Id to, String xml) 
  { 
    this.from = from; 
    this.to = to; 
    this.xml = xml;  
  } 
 
  /** 
   * Use low priority to prevent interference with overlay maintenance traffic. 
   * 
   * @return The Priority value 
   */ 
  public int getPriority() { 
    return Message.LOW_PRIORITY; 
  } 
 
  /** 
   * DESCRIBE THE METHOD 
   * 
   * @return DESCRIBE THE RETURN VALUE 
   */ 
  public String toString() { 
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    return ""; 
  } 
} 
 
 
2.4. WebServiceP2P.java 
 
package com.tfc; 
 
import java.util.Vector; 
import java.lang.String; 
import rice.environment.Environment; 
import rice.p2p.commonapi.Id; 
import rice.pastry.NodeIdFactory; 
import rice.pastry.commonapi.PastryIdFactory; 
 
/** 
 * Class for publishing/unpublishing web services in Pastry 
 *  
 * @author Dolors Royo 
 */ 
class WSDesc{ 
  String name; 
  String description; 
  String url; 
  String wsdl;  
  Id id; 
 
  public WSDesc(String name, String url, String wsdl, String description){ 
 this.name = name; 
 this.url = url; 
 this.wsdl = wsdl; 
 this.description = description; 
 Environment env = new Environment(); 
   PastryIdFactory localFactory = new 
rice.pastry.commonapi.PastryIdFactory(env);  
 this.id = localFactory.buildId(name); 
 //System.out.println("New Web Service object cretaed "+id); 
  } 
} 
 
public class WebServiceP2P{ 
  public Vector<WSDesc> WSDescV; 
   
 
  public WebServiceP2P(){ 
  WSDescV = new Vector<WSDesc>();     
  } 
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  public void addWebServiceP2P(WSDesc ws) { 
 WSDescV.addElement(ws); 
  } 
 
  public void getDescWSId(Id id) { 
  } 
 
  public WSDesc getDescWSName(String name) { 
 for (int i=0; i< WSDescV.size(); i++){ 
  WSDesc ws = WSDescV.get(i); 
  if (ws.name.equals(name)){ 
   return ws; 
  } 
 } 
 return null; 
  } 
 
} 
 
 
2.5. SOAPClient.java 
 
package com.tfc; 
 
import org.apache.axis.client.Call; 
import org.apache.axis.client.Service; 
import org.apache.axis.encoding.XMLType; 
import javax.xml.rpc.ParameterMode; 
import com.tfc.wsdl.*; 
import java.util.Vector; 
 
public class SOAPClient { 
 String endpoint; 
 Service service;   
      Call call;     
 Wsdl wsdl; 
 String result; 
       
 public SOAPClient() 
      { 
 
      } 
 public SOAPClient(String ep) 
 { 
       this.endpoint = ep; 
 } 
  
 public void setWsdl(Wsdl ws) 
 { 
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  this.wsdl = ws; 
 } 
 
      public Wsdl getWsdl() 
 { 
  return this.wsdl; 
 } 
 
 public String getResult() 
 { 
  return this.result; 
 } 
 
 public void init() 
 { 
  //this.endpoint = 
"http://localhost:8080/axis/services/CalculadoraWS"; 
   
         try 
  { 
   this.service = new Service(); 
   this.call = (Call) this.service.createCall(); 
   this.call.setTargetEndpointAddress(new 
java.net.URL(this.endpoint)); 
   this.call.setOperationName(this.wsdl.getMethod()); 
   Vector<Part> input = this.wsdl.getInput(); 
   
   int cont = 0; 
   for (int i=0; i<input.size(); i++) 
   { 
    if (input.get(i).getType().equals("int")) 
    { 
     this.call.addParameter(input.get(i).getName(), 
XMLType.XSD_INT, ParameterMode.IN); 
    } 
    else if (input.get(i).getType().equals("string")) 
    { 
     this.call.addParameter(input.get(i).getName(), 
XMLType.XSD_STRING, ParameterMode.IN); 
    } 
    else if (input.get(i).getType().equals("float")) 
    { 
     this.call.addParameter(input.get(i).getName(), 
XMLType.XSD_FLOAT, ParameterMode.IN); 
    }    
    cont = i; 
   } 
 
   Part output = this.wsdl.getOutput(); 
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   if (output.getType().equals("int")) 
   { 
    this.call.setReturnType(XMLType.XSD_INT); 
   } 
    
   else if (output.getType().equals("string")) 
   { 
    this.call.setReturnType(XMLType.XSD_STRING); 
   } 
 
   else if (output.getType().equals("float")) 
   { 
    this.call.setReturnType(XMLType.XSD_FLOAT); 
   } 
 
   Object[] ob = new Object[cont+1]; 
   for (int j=0; j<=cont; j++) 
   { 
    if (input.get(j).getType().equals("int")) 
    { 
     ob[j] = new Integer(input.get(j).getValue()); 
    } 
    else if (input.get(j).getType().equals("string")) 
    { 
     ob[j] = new String(input.get(j).getValue()); 
    } 
    else if (input.get(j).getType().equals("float")) 
    { 
     ob[j] = new Float(input.get(j).getValue()); 
    }   
   } 
   
   if (output.getType().equals("int")) 
   { 
    Integer res = (Integer) this.call.invoke(ob); 
    this.result = res.toString(); 
   } 
   else if (output.getType().equals("string")) 
   { 
    String res = (String) this.call.invoke(ob); 
    this.result = res; 
   } 
   else if (output.getType().equals("float")) 
   { 
    Float res = (Float) this.call.invoke(ob); 
    this.result = res.toString(); 
   } 
           } 
           catch(Exception e) 
      { 
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   e.printStackTrace(); 
           }  
   
 } 
 
} 
 
 
2.6. Parse.java 
 
package com.tfc.wsdl; 
 
import javax.xml.parsers.SAXParserFactory; 
import javax.xml.parsers.SAXParser; 
import org.xml.sax.helpers.DefaultHandler; 
import org.xml.sax.*; 
import org.xml.sax.helpers.*; 
import java.util.Vector; 
 
public class Parse extends DefaultHandler  
{ 
 
 private String url; 
 private Vector<Message> messages = new Vector<Message>();  
 private boolean inPortType = false; 
 private Operation op; 
 private PortType porttype; 
 private Part part; 
 private Message msg; 
 
 public void Parse () 
 { 
  System.out.println("Constructor"); 
 } 
 
 public void setUrl (String url) 
 { 
  this.url = url; 
 } 
 
 public String getUrl () 
 { 
  return this.url; 
 } 
 
 public PortType getPortType() 
 { 
  return this.porttype; 
 }  
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 public Vector<Message> getMessages() 
 { 
  return this.messages; 
 } 
 
 public void startElement(String uri, String localName, String qName, 
Attributes attributes) throws SAXException 
 { 
  /*if (qName.substring(qName.length()-
7,qName.length()).equals("address") && 
attributes.getLocalName(0).equals("location")) 
       { 
   setUrl(attributes.getValue(0)); 
  } 
  */ 
  if (qName.substring(qName.length()-
9,qName.length()).equals("operation") && inPortType) 
  { 
   op = new Operation(); 
   op.setName(attributes.getValue(0)); 
  } 
  else if (qName.substring(qName.length()-
8,qName.length()).equals("portType")) 
  { 
   inPortType = true; 
   porttype = new PortType(); 
   porttype.setName(attributes.getValue(0)); 
  } 
  else if (qName.substring(qName.length()-
5,qName.length()).equals("input") && inPortType) 
  { 
  
 op.setInput(attributes.getValue(0).substring(attributes.getValue(0).index
Of(":") + 1, attributes.getValue(0).length())); 
  } 
  else if (qName.substring(qName.length()-
6,qName.length()).equals("output") && inPortType) 
  { 
  
 op.setOutput(attributes.getValue(0).substring(attributes.getValue(0).inde
xOf(":") + 1, attributes.getValue(0).length())); 
  } 
  else if (qName.substring(qName.length()-
7,qName.length()).equals("message")) 
  { 
   msg = new Message(); 
   msg.setName(attributes.getValue(0)); 
  } 
  else if (qName.substring(qName.length()-
4,qName.length()).equals("part")) 
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  { 
   part = new Part(); 
  
 part.setName(attributes.getValue(0).substring(attributes.getValue(0).inde
xOf(":") + 1, attributes.getValue(0).length())); 
  
 part.setType(attributes.getValue(1).substring(attributes.getValue(1).index
Of(":") + 1, attributes.getValue(1).length())); 
  } 
 
 
 } 
 
 public void endElement(String uri, String localName, String qName) 
throws SAXException 
 { 
 
  //System.out.println("Final de etiqueta: " + qName); 
 
  if (qName.substring(qName.length()-
8,qName.length()).equals("portType")) 
  { 
   inPortType = false; 
  } 
  else if (qName.substring(qName.length()-
9,qName.length()).equals("operation") && inPortType) 
  { 
   this.porttype.addOperation(op); 
  } 
  else if (qName.substring(qName.length()-
7,qName.length()).equals("message")) 
  { 
   this.messages.addElement(msg); 
  } 
  else if (qName.substring(qName.length()-
4,qName.length()).equals("part")) 
  { 
   this.msg.addPart(part); 
  } 
 
 
 } 
 
 public Vector<Wsdl> getWSDLObjects() 
 { 
  Vector<Wsdl> vWsdl = new Vector<Wsdl>(); 
 
  Vector<Operation> operations = this.porttype.getOperations(); 
 
  for(int i=0; i<operations.size(); i++) 
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  { 
   Wsdl oWsdl = new Wsdl(); 
   oWsdl.setMethod(operations.get(i).getName()); 
 
   String iOp = operations.get(i).getInput(); 
   String oOp = operations.get(i).getOutput(); 
 
   for (int j=0; j<this.messages.size(); j++) 
   { 
    if (iOp.equals(this.messages.get(j).getName())) 
    { 
     Vector<Part> parts = 
this.messages.get(j).getParts(); 
     for(int k=0; k<parts.size(); k++) 
     { 
      oWsdl.addInput(parts.get(k)); 
     } 
    } 
    if (oOp.equals(this.messages.get(j).getName())) 
    { 
     Vector<Part> parts = 
this.messages.get(j).getParts(); 
     for(int k=0; k<parts.size(); k++) 
     { 
      oWsdl.setOutput(parts.get(k)); 
     } 
    } 
 
   }    
   vWsdl.addElement(oWsdl); 
  } 
  return vWsdl; 
 } 
} 
 
 
 
 
 
 
 
 
