Modern simulation languages such as SIMSCRIPT II and SI~IULA 67 are very powerful general purpose languages which contain facilities to handle lists and to schedule events in simulated system time (imperative sequencing statements).
INTRODUCTION
Modern simulation languages such as SIMSCRIPT II [ 1 ] and SIMULA 67 [2 ] are very powerful general purpose languages which contain a relatively small number of special features required for simulation.
In common with other modern languages, they have the ability to define complex data structures, allocate memory dynamically and handle lists. The special features are mainly concerned with simulated system time.
Each language provides a CLOCK and maintains a list of event notices in chronological order. Each also contains imperative sequencing statements of the form "SCHEDULE AN event AT timex".
The compilers generate fairly efficient code and the languages can therefore be used for general purpose computing as well as simulation.
The power and flexibility of the languages are such that they may be used for any type of simulation.
When comparing the two selected modern languages to some older languages such as GPSS, CSL, SOL etc..., it can be seen that the gain in generality and efficiency has not been attained without some losses. The predefined objects of SOL and GPSS such as facilities, transactions and storages, are not present and interrogative scheduling statements have also disappeared.
Interrogative statements are used when it is impossible to predict in advance the system time when an event should take place.
An example of such a statement commonly used in GPSS is "SEIZE". If a transaction attempts to SEIZE an occupied facility, its execution is halted until the facility becomes free and it is not possible to know in advance when this event will take place.
A much more general interrogative scheduling statement is found in SOL [3 ]. This statement has the form "WALT UNTIL <boolean expression>"
where the boolean expression is a condition which must be met before execution continues.
The condition may refer to any number of state variables.
For certain classes of problems the availability of predefined objects and interrogative statements allows models to be described in a very natural and concise fashion. Programs for the same models written in SIb~JLA 67 or SIMSCRIPT II will be much longer, complex and error prone although they will tend to use less computer time and memory space. The simplicity of the description shows quite
clearly the sequencing problems inherent in such a powerful feature and permits experimentation with alternative algorithms.
The paper first gives a brief description of some pertinent features of SIMULA 67, then
shows some examples of the use of WAIT UNTIL.
The implementation is described and the problems arising from the use of TIME as part of the WAIT CONDITION are pointed out. The problems are partially resolved through the use of ALARMS.
Finally, there is a discussion of efficiency considerations. 2) ACTIVATE process DELAY dt ;
3) ACTIVATE process ;
In the first two statements, an active phase for the "process" is scheduled at some time in the future. The last statement is almost equivalent to a procedure call in that "process" is activated immediately, interrupting execution of the activating process; this is called "direct" scheduling.
A process can also schedule itself with the procedures HOLD and PASSIVATE. "HOLD (ts)"
causes the process to halt for an interval "ts". Although the use of system time, TIME, as part of the "wait condition" will be shown to present problems, it is often useful to model "balking" where a customer will leave a queue if he has not been served within a certain time.
In the last example, the client wants to use facility I but refuses to wait in line longer than TWAIT unless he sees that he will be the next to be served. The interrogation of the wait conditions could be done continuously, but this is grossly inefficient. Once a process is blocked, it can only continue following a change in system state.
With the exception of the system variable TIME, To reduce overhead, the monitor passivates itself when it finds WAITQ empty. It is reactivated by the first process to enter WAITQ.
PROBLEM OF TIME
The implementation described is very ge- A change of state in the system leads to examination of all waiting processes.
2) Each waiting process must be tested before knowing if it can continue. A large proportion of the tests will be unsuccessful.
Efficiency is gained by reducing the number of waiting processes that must be examined for a given change in system state. This is The l i s t c o n t a i n s a l l t h e p r o c e s s e s w a i t i n g f o r t h e p a s s a g e o f time. C o n t r o l may be p a s s e d t o t h e f i r s t e l e m e n t i n t h i s l i s t w i t h o u t s e a r c h i n g o r t e s t i n g . I t i s t h e r e f o r e much more e f f i c i e n t t o use " a c t i v a t e t h i s p r o c e s s a_/_tT~UT;" t h a n to use '~ait until (TIME = TBUT);" r a t h e r t h a n " w a i t u n t i l ( f r e e 1 ) ; " 
CONCLUSIONS
The WAIT UNTIL s t a t e m e n t h a s been shown t o be a p o w e r f u l s c h e d u l i n g t o o l . I t a l s o l e a d s t o a n a t u r a l d e s c r i p t i o n o f many s i t u a t i o n s .
This f e a t u r e , p r e~e n t i n o l d e r l a n g u a g e s , i s a b s e n t from t h e modern g e n e r a t i o n o f g e n e r a l p u r p o s e s i m u l a t i o n l a n g u a g e s .
WAIT UNTIL h a s b e e n i m p l e m e n t e d as a s o u r c e language e x t e n s i o n t o SIMULA 67. I t could s i m il a r l y be added t o o t h e r l a n g u a g e s , a l t h o u g h t h e i m p l e m e n t a t i o n might n o t be as e l e g a n t . E f f o r t s were made to minimize the overhead resulting from use of this feature. The WAIT UNTIL statement is more suitable to complex decision rules.
Simple scheduling can be accomplished more efficiently in other ways.
The use of the variable TIME as part of the wait condition was shown to give rise to some problems which could be eliminated by means of dtammy event called ALARMS.
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