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Resum 
 
"Una producció sostenible d'electricitat, elements de programari" és un treball 
final de carrera d'Enginyeria Tècnica de Telecomunicació en la especialitat de 
Sistemes de Telecomunicació de la Universitat Politècnica de Catalunya, 
desenvolupat en coordinació amb el projectista David Monso. 
 
Es tracta d'un projecte que suposa una part d'un sistema global més gran que 
consisteix en un mitjà de producció d'electricitat de forma neta i sostenible  
ideat pel director d'aquest projecte, Josep Maria Torrents Dolz, en el qual 
participen un total de 5 projectistes dedicats a maquinari i programari.    
 
Concretament aquest projecte abasta una part del programari: el disseny i 
implementació d'una interfície gràfica que mostri les dades mesurades 
d'aquest sistema d'energia, que no és més que el pedaleig d'unes bicicletes. 
Les dades de tensió, intensitat i potència instantània són proporcionades per 
l'altre projectista coordinat mitjançant una llibreria de classes, i l'aplicació que 
es desenvolupa en aques projecte s'encarrega de mostrar-les i processar-les 
per tal de mostrar també l'energia acumulada. 
 
L'aplicació s'ha entés a mode de joc educatiu, de manera que no només 
mostra dades sino que ofereix una sèrie de funcionalitats:  permet als usuaris  
fer carreres de bicis, proporciona la possibilitat de limitar les carreres a temps 
o a energia, guarda les màximes puntuacions de cada tipus de carrera en un 
històric XML, capta les imatges d'una càmera web a temps real i permet 
guardar l'última imatge de la carrera, i finalment permet obtenir gràfiques en 
Excel amb les relacions energia/temps de cada jugador durant la carrera. 
 
En aquesta memòria es descriu com s'han dissenyat i implementat aquestes 
funcionalitats, dedicant tot un capítol a la tecnologia utilitzada, que és una de 
les més importants del moment: .NET. 
 
El sistema global pretén fer prendre consciència als estudiants i als usuaris en 
general del que costa generar energia, i quant valuosa és. És per això que s'ha 
desenvolupat aquesta aplicació de manera didàctica, pensant en futures 
curses intercampus on els universitaris suin la samarreta per tal de generar 
una miqueta d'electricitat. 
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Overview 
 
"Una producció sostenible d'electricitat, elements de programari" is a TFC in 
Technical Engineering of Telecommunications degree, specialized by 
Telecommunications Systems, of the 'Universitat Politècnica de Catalunya', 
developed in coordination with David Monso designer. 
 
This project is a part of a bigger global system which consists in a clean and 
sostenibility electricity production way thought up by this project manager, 
Josep Maria Torrents Dolz. Five designers in all working in hardware and 
software take part in the global system.     
 
Specifically, this project cover one part of the softtware work: a graphic 
interface design and development that shows the measured data of this 
electricity system, which is in fact the pedalling of a bike. The voltage, intensity 
and power data are provided by the other coordinated designer by means of a 
class library, and the application this project develop has to show them and 
process them in order to show the accumulated energy.  
 
This application has been thought up as an educational game and offers a set 
of features: users can make bicicle competitions, can limit the race to energy or 
time, application saves the best marks in a XML, captures the images of a web 
cam in real time and allows user to save the last image of the race, and finally 
allows to get graphics in Excel with the energy/time relations of every player.  
 
This report details how the features of this application has been designed and 
developed, and uses one chapter to explain the used tecnology, which is one 
of the most important of the moment: the .NET platform.  
 
The global system pretends to make aware students and users about the effort 
that involves producing energy and how many worthy is. Therefore this 
application has benn developed in a didactic way, thinking in futures 
intercampus, where university students sweat blood in order to get some 
energy.  
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INTRODUCCIÓ 
 
La història està marcada per revolucions energètiques, com va suposar la força 
del vapor gràcies a la combustió del carbó, l'automoció, fonamentada en el 
petroli, o l'electricitat. Aquests han sigut factors claus de grans efectes 
socioeconòmics i personals, a més de tenir impactes essencials en el nostre 
"modus vivendi" i en la morfologia de la nostra civilització.  
L'electricitat, concretament, ha sigut un dels factors que més repercussions ha 
tingut en l'àmbit de la vida diària. Des de 1900 fins l'any 2000, la producció 
d'energia elèctrica a Espanya es va multiplicar per mil (veure [7]), i fins el dia 
d'avui no ha parat de créixer. Actualment no existeix cap activitat econòmica 
que no utilitzi l'electricitat, i a la nostra llar és necessària per coses tan trivials 
com encendre el llum, el televisor o qualsevol electrodomèstic. 
Però si és important la disponibilitat energètica, no ho són menys les limitacions 
existents en reserves, recursos, i capacitat ambiental d'assimilació dels efectes 
que la producció i el consum d'energia produeixen. La combustió de la qual es 
genera l'energia implica l'emissió de contaminants a l'atmosfera, com per 
exemple els gasos d'efecte hivernacle, que influeixen en l'escalfament global 
del planeta. Atesa la gravetat d'aquest impacte ambiental, des de fa uns anys 
ha sorgit el terme "sostenibilitat", que s'està intentant aplicar en tots els àmbits  
que impliquen un efecte negatiu en el medi ambient. 
El desenvolupament sostenible és un concepte que va sorgir a mitjans de la 
dècada dels 80, i que va rebre el recolzament de tots els governs del món en la 
Conferència sobre Medi Ambient i Desenvolupament Sostenible de Río de 
Janeiro de 1992. 
En termes senzills, significa que hem d'augmentar la nostra qualitat de vida 
sense comprometre la qualitat de vida de les generacions que ens han de 
succeir al planeta. És a dir: hem de posar en marxa sistemes de producció i 
consum amb el menor impacte negatiu sobre el medi ambient, capaços de 
funcionar indefinidament de manera eficaç i de millorar constantment la nostra 
qualitat ambiental i, per tant, la nostra qualitat de vida. 
Avui dia els combustibles fòssils constitueixen el pilar fonamental del nostre 
abastament energètic(1), i no està previst que la tendència es modifiqui a curt o 
mig termini. Per descomptat, en un escenari de desenvolupament energètic 
sostenible, els combustibles fòssils no juguen cap paper. Per això cada vegada 
s'està dedicant més esforços en investigació i desenvolupament per tal 
d'establir unes noves pautes energètiques sostenibles amb les anomenades 
energies "netes".  
                                                 
(1) A l'any 2003 es van consumir 69313 ktep (milers de tones equivalents de 
petroli) de petroli, 20319 ktep de carbó i 21255 ktep de gas natural, segons la 
publicació [8]. 
  
D'altra banda, existeix un problema de conscienciació, que és el primer 
obstacle amb què es troba qualsevol mesura que es vulgui prendre a favor del 
desenvolupament sostenible: com que el seu objectiu es bàsicament a mig i 
llarg termini, hi ha un pensament generalitzat que aquests problemes no ens 
afecten a nosaltres ara per ara ni a la nostra vida diària. I és que el concepte de 
sostenibilitat està molt lligat amb el de solidaritat. 
És en aquest context on neix un projecte de producció sostenible d'electricitat 
per part del director d'aquest treball, Josep M. Torrents Dolz.  D'una banda 
aquest projecte pretén fer prendre consciència de les ramificacions de la 
producció neta d'electricitat, i d'altra banda pretén fer prendre consciència als 
estudiants universitaris i usuaris en general de l'esforç que suposa produir 
energia. 
Es tracta d'un sistema que ha d'adquirir, mesurar, processar, enregistrar i 
presentar els paràmetres elèctrics (tensió, intensitat, energia i potència) de la 
producció d'electricitat mitjançant el pedaleig d'una bicicleta. Aquesta producció 
descentralitzada aporta grans avantatges en particulars: no té l'ambició 
d'esdevenir una forma de producció d'energia que substitueixi a les actuals, 
evidentment, però un objectiu a llarg termini si seria el fet de ser capaç 
d'abastar l'energia elèctrica suficient per fer funcionar petites coses de la llar o 
l'oficina, com televisors, ordinadors, llum o electrodomèstics, durant un cert 
temps, amb l'esforç humà del pedaleig. Si s'aconseguís emmagatzemar 
l'energia produïda, podria ser molt útil per exemple en el cas que hi hagués un 
tall de corrent: tindríem una forma provisional d'energia, la que nosaltres 
mateixos haguéssim generat. 
El nucli central del sistema de mesura d'energia elèctrica consta d'una part de 
maquinari, de la que se n'encarreguen 3 projectistes, i una part de programari, 
de la que se n'encarreguen 2 més. Aquest treball fi de carrera coordinat es 
tracta d'implementar la vessant de programari d'aquest projecte global. 
 
Coordinació del projecte 
Un dels projectistes de hardware farà un sistema de mesura autònom sense 
ordinador. Es tracta d'un circuit de mesura on un microcontrolador PIC pren les 
dades de tensió-corrent de cada bici, les processa per obtenir l'energia a partir 
de la integració de la potencia en el temps, i presenta les dades a través de 
displays de 7 segments de leds (pel temps i la energia) i uns vúmeters de 6 
leds (per la potència instantània). 
Hi haurà un altre projectista que realitzarà el mateix treball però orientat a un 
ordinador: tractarà de mesurar les dades i portar-les a un port USB o sèrie del 
pc. 
El treball de la tercera projectista de maquinari consisteix a implementar un 
carregador de bateries, basat en reguladors de tensió. En principi el carregador 
seria per només una bateria i aprofitaria fins a un màxim de 10 A del que 
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genera una bici. Una segona part d'aquest projecte seria realitzar un ondulador 
de sortida a 220V per poder connectar aparells elèctrics, mitjançant 
convertidors commutats. 
El projecte de programari consisteix a desenvolupar una solució per a la 
representació gràfica de les dades de mesura, agafant les esmentades dades 
del dispositiu que utilitzi el projectista de hardware corresponent (port sèrie o 
USB de l'ordinador). A més, l'aplicació que es programi s'haurà de concebre a 
mode de joc educatiu que permeti fer curses entre els usuaris, on guanyi qui 
sigui capaç de produir més energia en menys temps. L'objectiu final és 
permetre competicions dins l'àmbit de la Universitat Politècnica de Catalunya, 
amb el propòsit de fer prendre consciència als estudiants de l'esforç que 
suposa la producció d'electricitat, d'una manera divertida com són les curses de 
bicicletes. 
Aquestes són les úniques indicacions que es donen a l'inici del projecte: no hi 
ha una idea concreta del joc a desenvolupar, ni de la manera com s'han de 
mostrar les dades. El projecte es planteja, doncs, com un projecte real on el 
client, que no en sap gens de programació, demana una idea abstracta al grup 
de programadors i és aquest el que ha d'anar definint el problema, després de 
mantenir les conversacions oportunes amb el client. L'apartat d'anàlisi de 
requisits i la definició concreta de les funcionalitats del programa seran, doncs, 
apartats molt importants. 
Arribats a aquest punt se'ns planteja la primera decisió important del projecte: 
la definició de la tasca de cadascun dels dos projectistes de programari. El 
client vol el que demana i tant l'és com ens ho organitzem internament. Aquest 
punt és important ja que a partir d'ell es desenvoluparà el treball final de carrera 
que ens ocupa. 
El projecte té dos parts diferenciades: l'adquisició de dades des del port de 
l'ordinador on el projectista de hardware les deixi, per poder manipular-les dins 
d'un programa, i la representació gràfica d'aquestes dades, inclòs el 
desenvolupament del joc. És en base a aquestes dues parts que es divideix el 
projecte, estant les dues íntimament lligades.  
Aquest treball, concretament, consistirà en la segona part: el disseny i 
desenvolupament d'una aplicació que mostri gràficament les dades a la vegada 
que permeti el mode joc. A l'hora de pensar en quina plataforma tecnològica 
s'implementarà, i en quin llenguatge de programació, s'haurà de tenir molt en 
compte el fet que el programa es divideixi en dos parts que han de poder 
desenvolupar-se per separat, però que tenen com a fi integrar-se en una sola 
aplicació. La modularitat i la flexibilitat del programa, juntament amb la correcta 
definició de classes i operacions, seran per tant factors determinants. Tot això 
tenint en compte que depenem de les eines de programació i les llicències del 
campus. 
 
  
Organització de la memòria 
 
Aquest TFC s'ha estructurat en 6 capítols diferents, seguint en la mesura del 
possible el desenvolupament temporal del projecte. 
 
El primer capítol tracta de definir quins són els objectius del projecte i per tant 
quines funcionalitats ha de tenir l'aplicació, quins són els requisits que ha 
d'acomplir o quines limitacions té. A més es fa una planificació detallada del 
procés de desenvolupament juntament amb un anàlisi del cost econòmic del 
projecte.   
 
A continuació es dedica un capítol a l'estudi de la tecnologia utilitzada en el 
projecte, la plataforma .NET, per entendre bé tota la seva arquitectura i 
familiaritzar-nos amb l'entorn. A més, es justifiquen les eleccions de .NET com 
a plataforma de desenvolupament, i Visual Basic .NET com a llenguatge de 
programació.  
 
Una vegada estudiat el context tecnològic del projecte, es continua amb el 
desenvolupament. Les fases són: especificació, disseny i implementació, i 
cadascuna té un capítol en aquest ordre. A l'apartat d'implementació també 
s'ha inclòs un apartat de proves i un altre de resultats on es parla de la 
funcionalitat de l'aplicació. 
 
La memòria finalitza amb l'apartat corresponent a les conclusions i balanços del 
projecte, on s'inclou també un estudi d'ambientalització. 
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CAPÍTOL 1. ANÀLISI DE REQUISITS 
 
El propòsit d'aquest capítol, com el seu nom indica, és l'estudi dels requisits, 
funcionals o no, de l'aplicació a desenvolupar. Es donarà una perspectiva global del 
programa complet sense entrar en detalls tècnics, que seran explicats amb detall en 
els capítols següents. 
Per tal de dur a terme l'anàlisi de requisits, però, abans s'ha de definir de forma clara 
quins són els objectius de l'aplicació. L'estudi de tot plegat és de vital importància ja 
que és el punt de partida per a l'especificació, disseny i posterior implementació, i 
com a tal, no s'ha de menysprear el seu interès. Un bon anàlisi de requisits permetrà 
estalviar temps en etapes posteriors de desenvolupament, ja que gran part dels 
dubtes que poden sorgir en aquestes etapes, es resoldran tornant a mirar aquest 
punt. A més, aquest estudi té una especial importància quan el projecte que 
s'encomana és tan obert com aquest i falten per prendre totes les decisions. 
Quan el lector finalitzi la lectura d'aquest apartat, s'haurà fet una idea global del 
projecte i en coneixerà tots els objectius. 
 
1.1. Descripció d'objectius 
La finalitat d'aquest projecte és el disseny i desenvolupament d'una interfície gràfica 
que mostri les dades mesurades d'una producció sostenible d'electricitat, a mode de 
joc educatiu que permeti dur a terme competicions entre jugadors.  
Això implica que, d'una banda, s'ha d'implementar un programa de presentació de 
dades, mentre que d'altra banda s'ha de tenir en compte que l'usuari ha de poder 
interactuar amb l'aplicació, introduir dades, escollir mode de competició, etc. A més, 
s'ha de pensar en una arquitectura que suporti l'emmagatzematge dels resultats de 
les competicions.  
Com en un projecte real, s'arriba a la definició d'objectius després de xerrades amb 
el client i amb els altres projectistes on les dues parts exposen idees (brainstorming) 
i limitacions. Finalment, els objectius que marquen el punt de partida del projecte i 
que marcaran tot el desenvolupament, seran: 
· Interfície gràfica que mostri per pantalla a temps real dades d'intensitat, 
tensió, energia i potència elèctrica a partir de les dades de tensió energia i 
potència proporcionades per l'altre projectista de programari. 
· El primer objectiu suposa fer un processament de les dades per tal d'obtenir 
l'energia acumulada de cada jugador, mitjançant la integració de la potència 
instantània en el temps. 
  
· Admetre d'1 a 4 jugadors, i dos modes de competició: carrera limitada en 
temps (es fixa un temps i s'ha d'arribar a produir la màxima energia possible 
en aquest temps) i carrera limitada en energia (s'ha d'arribar a produir aquesta 
energia en el mínim de temps possible). 
· Permetre emmagatzemar i veure un històric de resultats amb els deu millors 
jugadors.  
· Permetre veure les imatges d'una càmera web durant la cursa a temps real, 
de manera que faci el joc més atractiu i divertit. 
· Permetre obtenir gràfiques d'estadístiques sobre la relació energia/temps de 
cada jugador al final de cada cursa. 
· Guardar en un fitxer de texte les dades dels jugadors i la seva puntuació al 
final de cada partida (energia i temps), per tal que l'altre projectista pugui 
utilitzar aquestes dades i fer una base de dades més gran amb la qual fer 
estadístiques a nivell global.  
· Desenvolupar el projecte de manera que faciliti al màxim possible la integració 
amb la part de l'altre projectista. 
Es marcava com a objectiu secundari el fet d'enregistrar les imatges de la càmera 
web de manera que es pogués reproduir una vegada acabada la cursa, sent un 
objectiu desitjable però no imprescindible. 
 
1.2. Restriccions 
Abans de començar el plantejament de l'aplicació s'han de tenir en compte les 
següents restriccions o requisits tècnics: 
¾ El desenvolupament del projecte està subjecte a les llicències i el software 
proporcionat per la UPC (com per exemple els Microsoft Visual: Basic 6.0, C++ 
6.0, Visual Studio.NET, etc). 
¾ El desenvolupament del projecte està també subjecte als equips i les 
màquines que la UPC posa a disposició dels projectistes. 
¾ L'aplicació final està pensada per córrer a un ordinador de pocs recursos, 
com per exemple un portàtil o un pc amb processador Pentium II o inferior que 
només estigui dedicat a això.  
¾ El desenvolupament del projecte haurà de ser el més ambiental possible. 
¾ El llenguatge que es mostrarà en la interfície serà el català. 
A conseqüència de la tercera restricció, a l'hora de desenvolupar la interfície gràfica 
es pensarà més en acomplir les funcionalitats correctament i en canvi no s'inclouran 
molts gràfics o imatges que impliquin un gran pes de l'aplicació final. 
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1.3. Requisits funcionals 
A continuació s'exposaran amb detall quines han de ser les funcionalitats de 
l'aplicació: 
1. Carreres limitades en temps: 
L'aplicació permetrà que les carreres siguin limitades en temps o en energia. En 
el cas que la carrera sigui limitada en temps, el jugador haurà d'introduir un cert 
valor de temps (ja sigui en mode Competició o mode Lliure, explicats més 
endavant) en minuts, que vagi des d'1 fins a 120 minuts (considerem que no 
s'estarà pedalejant més de dues hores). El guanyador serà qui arribi a produir 
més energia en aquest temps. 
2. Carreres limitades en energia: 
En el cas que la carrera sigui limitada en energia, el jugador haurà d'introduir un 
cert valor d'energia (també tant en mode Competició com en mode Lliure) en 
kJouls, que vagi des d'1 fins a 1000 kJouls. El guanyador serà qui aconsegueixi 
produir aquesta quantitat d'energia, en el menor temps.  
3. Joc individual: 
L'aplicació permetrà que jugui només 1 usuari. En aquest cas, no hi ha un 
contrincant a qui guanyar, per tant, entenem que l'aplicació utilitzada per només 1 
jugador pot tenir dos objectius: o bé fer servir l'aplicació com a instrument de 
mesura, que és la idea original, mostrant les dades mesurades fins arribar al 
temps o l'energia que l'usuari vulgui (si juga en el mode Lliure, que veurem 
després), o bé intentar quedar classificat entre els 10 millors jugadors del seu 
tipus de carrera (mode Competició).  
4. Joc entre més d'un usuari: 
Podran jugar des de 2 fins a 4 usuaris. L'objectiu serà, òbviament, guanyar als 
contrincants. Si s'ha escollit mode Competició, el resultat del guanyador serà 
guardat a un històric de màximes puntuacions, sempre i quan el seu resultat 
estigui entre els 10 millors.   
5. Joc mode Competició: 
Tant si la carrera és limitada en temps o a energia, a més l'usuari podrà escollir si 
vol jugar en mode Competició o en mode Lliure. Jugar en mode Competició 
significarà que el guanyador de la carrera serà susceptible de quedar guardat en 
un històric de màximes puntuacions, si és que el seu resultat està entre els 10 
millors. Hi haurà 6 valors fixes de temps o energia a escollir pel jugador, i un 
històric de màximes puntuacions per cadascun d'aquests tipus de carrera.  
 
 
  
6. Joc mode Lliure: 
Si l'usuari no vol que els seus resultats quedin guardats, o si vol competir amb 
alguna quantitat de temps o energia que no es vegi reflectida en el sis tipus de 
carrera de cada cas, podrà jugar en mode lliure. En aquest cas serà l'usuari qui 
introdueixi la quantitat de temps o energia a què vol fixar la carrera, sempre i 
quan la quantitat estigui dins els marges establerts (explicats en els punts 
"Carreres limitades a temps" i "Carreres limitades a energia", respectivament). 
Aquest mode sorgeix de la necessitat de no limitar a l'usuari només als valors 
fixos establerts al mode Competició. 
7. Avortar joc: 
Durant la carrera, l'usuari haurà de poder avortar el joc en qualsevol moment. Si 
ho fa, però, haurà de saber que en el cas que hagués escollit el mode 
competició, els resultats no quedaran guardats a l'històric. 
8. Veure màximes puntuacions: 
L'aplicació haurà de permetre a l'usuari veure les 10 millors puntuacions de cada 
tipus de carrera del mode Competició, 12 en total: 6 tipus de carreres limitades a 
energia i 6 tipus de carreres limitades a temps. Apareixerà el nom, els estudis i el 
resultat de cada classificat. En el cas de les carreres limitades a energia, 
apareixeran els resultats de menor a major temps, mentre que si les carreres són 
limitades a temps, apareixeran de major a menor energia. Atès el cas que hi 
hagin dos jugadors amb el mateix resultat, s'imposa que l'últim en haver jugat 
sigui també l'últim en classificar-se. 
9. Restaurar puntuacions: 
L'usuari també podrà decidir restaurar totes les puntuacions, de manera que 
s'esborraran tots els jugadors guardats, i tots els resultats esdevindran 0, tal i 
com si fos el principi del joc i no hagués jugat ningú en mode competició. 
10. Visualitzar càmera web: 
Durant la cursa, l'aplicació haurà de mostrar les imatges captades d'una càmera 
web a temps real. Això suposa que el programa primer haurà de localitzar si hi ha 
cap dispositiu instal.lat, és a dir haurà de trobar els drivers, i haurà de tenir en 
compte que pot ser que no hi hagi cap càmera web connectada encara que es 
trobin els drivers. A més, seria desitjable que les imatges poguessin ser gravades 
en format video, per reproduir-les un cop finalitzada la carrera. 
11. Mostrar gràfiques energia/temps: 
En acabar la carrera, l'aplicació haurà d'oferir l'opció de mostrar les gràfiques 
amb les relacions entre energia acumulada i temps de cada jugador, per veure el 
desenvolupament de la carrera. Això suposa guardar cada valor d'energia de 
cada jugador en alguna taula de valors. Per aquesta funció, utilitzarem el 
programa d'Excel. 
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A més, en l'aplicació també es preveu una petita mena de calculadora que 
serveixi per convertir qualsevol unitat d'energia, en Jouls. Aquesta calculadora no 
convencional hauria de mostrar-se a l'hora d'introduir la quantitat de Jouls en el 
cas que volguem una carrera limitada en energia. És sabut que moltes persones 
estan més acostumades a pensar en kWh que en Jouls, a més el Joul és una 
unitat molt petita: podriem moure el cotxe molt poquet amb un Joul. Per això és 
útil aquest element. Però el mòdul d'aquesta funcionalitat no el faré jo, sino que el 
farà el meu company de projecte i jo faré només la interfície per la calculadora, 
assegurant-me que les dades que introdueix l'usuari són les correctes perquè no 
hi pugui haver cap error amb la funció de conversió. 
De fet, el control d'errors de les dades introduïdes per l'usuari serà un punt 
extensible a totes les pantalles de l'aplicació amb les quals l'usuari pugui 
interactuar. Errors amb els tipus de dades, el tamany de les variables, rang de 
nombres, format... són força freqüents, i els hem de solucionar amb una interfície 
robusta en aquest sentit, que no permeti que arribi un paràmetre erroni a cap 
funció. 
 
1.4. Requisits no funcionals: software 
Com hem vist a l'apartat de restriccions, un dels requisits és que l'aplicació es 
programi amb algun software disponible a la UPC. Aquest projecte es desenvoluparà 
amb Visual Studio .NET, la plataforma de Microsoft .NET. A l'apartar 2.2.1 del capítol 
2 "Context Tecnològic", s'explicarà amb detall aquesta elecció, però ara veurem 
quines són les necessitats que ens suposa utilitzar aquest software. 
Quant a l'etapa de desenvolupament, necessitarem: 
 
Productes Versions 
Sistemes Operatius 
Microsoft Windows 2000 o superior 
Entorn de desenvolupament   
Visual Studio .NET 2003 
Llenguatge VB.NET 2003 
Taula 1.1. 
 
El fet d'utilitzar Visual Studio .NET, ens suposa utilitzar també el sistema operatiu de 
Microsoft, Windows. 
Quant a l'ordinador on hagi de còrrer l'aplicació final, necessitarem: 
 
  
Productes Versions 
Sistemes Operatius 
Microsoft Windows 98 o superior 
Taula 1.2. 
 
Vegem, doncs, que els requisits de l'ordinador de destí no són gaires. Això si: el 
sistema operatiu ha de incloure el .NET Framework, requisit que han de tenir tots els 
ordinadors on es vulgui fer córrer qualsevol aplicació desenvolupada amb la 
plataforma .NET. A més, hem de tenir en compte que l'aplicació Microsoft Excel 
també serà necessària tant a l'ordinador de desenvolupament com a l'ordinador final, 
si volem veure les gràfiques, així com la instal·lació dels drivers d'una càmera web. 
Actualment, Microsoft ofereix gratuïtament paquets de redistribució del seu 
framework, com per exemple el .NET Framework versió 1.1 en espanyol(1), que es 
pot descarregar de la web de Microsoft (veure [14]). 
 
1.5. Planificació 
 
A continuació es mostra la planificació detalla d'aquest projecte: 
 
Fig 1.1. 
 
 
                                                 
(1) Actualment només hi ha una versió més avançada, la 2.0, però encara totes les 
versions 2.0 són Beta, és a dir que encara estan en fase de desenvolupament. 
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1.6. Avaluació de costos 
Una vegada realitzat aquest anàlisi inicial del projecte, podem realitzar l'avaluació de 
costos. A continuació analitzarem dos pressupostos: el primer, amb els diners que 
costaria un projecte real d'aquest tipus, amb un programador professional que 
cobrés els seus serveis i sense disposar de les eines de la UPC. L'altra serà el 
pressupost tenint en compte l'entorn de treball en el què es durà a terme, la 
universitat. 
 
Recursos humans   
Programador: 540h x 30€ 16.200 € 
Software   
Visual Studio .NET 2003  Enterprise Architect 2.036 € 
Microsoft .NET Framework 1.1 0 € 
Microsoft Excel 2000 148 € 
Productes   
Ordinador: 1000€ x (4mesos/36mesos) 110 € 
Càmera Web Logitech QuickCam Messenger 30 € 
TOTAL 18.394 € 
Taula 1.3. 
 
Les hores del programador s'han posat tenint en compte que el projecte té 18 
crèdits, i que cada crèdit equival a 30 hores. Llavors, 18 * 30 = 540 hores de treball. 
Els 30 €/hora que cobra el programador s'han decidit en base a una mitjana després 
d'estudiar altres memòries. 
El preu de Visual Studio .NET 2003 Enterprise Architect s'ha obtingut de la pàgina 
web del fabricant, Microsoft: 2499 $ * 0.8147 € per dòlar = 2036 €. Anàlogament s'ha 
trobat el preu de Microsoft Excel 2000, i el de la càmera web, aquesta última en la 
pàgina oficial de Logitech. El Framework de Microsoft .NET es pot obtenir de la 
mateixa web de forma gratuïta. 
A l'hora d'avaluar el preu de l'ordinador, hem tingut en compte que el temps 
d'amortització d'un pc és d'uns 3 anys (36 mesos), i que per aquest projecte 
l'estarem utilitzant durant 4 mesos. Per tant, hem contemplat la part proporcional. 
Cal dir que no hem inclòs el cost d'altres programes de software que es necessiten 
per dur a terme la part de documentació del projecte, com el Microsoft Word, el 
Microsoft Power Point o el Microsoft Project, per entendre que el seu cost queda 
reflexit en el cost de l'ordinador sencer. 
Tenint en compte que aquest és un projecte que es realitza dins l'àmbit universitari 
com a treball fi de carrera, l'avaluació de costos és la que es veu a la següent taula. 
  
Recursos humans   
Programador 0 € 
Software   
Visual Studio .NET 2003 Enterprise Architect 0 € 
Microsoft .NET Framework 1.1 0 € 
Productes   
Ordinador 0 € 
Càmera Web Logitech QuickCam Messenger 30 € 
TOTAL 30 € 
Taula 1.4. 
 
La programadora autora d’aquest projecte, estudiant del centre, no cobra res per 
aquesta feina. Els ordinadors utilitzats són els que la universitat posa a disposició 
dels estudiants, i per tant no cal pagar res per fer-ne ús. El Visual Studio .NET també 
és una eina que proporciona la universitat, gràcies a la llicència de campus que té el 
Departament d'Arquitectura de Computadors de la UPC. 
Per tant, tal i com es veu en el balanç, el cost que suposa fer aquest projecte en 
l'àmbit universitari és només el corresponent al que costa la càmera web, que són 
30€. 
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CAPÍTOL 2. CONTEXT TECNOLÒGIC 
 
El primer que ens plantegem quan ens encomanen un projecte és: com ho farem? A 
aquesta pregunta es respon amb la tecnologia, el llenguatge de programació, i la 
plataforma a utilitzar.  
Aquest capítol tractarà de donar una visió general de la plataforma Microsoft .NET, el 
llenguatge escollit Visual Basic .NET, i el per què d'aquestes decisions.  
 
2.1. Programació orientada a objectes 
Al encomanar-nos un projecte, com a primera decisió important ens podríem 
preguntar si utilitzarem una programació clàssica o una orientada a objectes. Quan 
escollim el llenguatge de programació, ja prenem aquesta decisió.  Actualment i en 
aquest projecte, però, no té massa sentit fer-se aquesta pregunta, ja que la 
programació orientada a objectes porta consolidada des de mitjans dels vuitanta, en 
part gràcies precisament a l'auge de les interfícies gràfiques d'usuari, per a les quals 
la programació orientada a objectes està particularment ben adaptada.  
A tot el que hi havia abans de la programació orientada a objectes se li anomena 
"programació clàssica" o "tradicional". A aquesta primera etapa també se la coneix 
com a "codi espaghetti", donat que es tenia un embull entre dades i funcionalitat 
similar a la que es forma en menjar un plat d'aquest menjar italià. Està clar, doncs, 
que utilitzarem programació orientada a objectes. Per això passem a explicar 
breument el què és i els seus avantatges. 
La programació orientada a objectes (POO) és una metodologia de disseny de 
software i un paradigma de programació que defineix els programes en termes de 
"classes d'objectes", objectes que són entitats que combinen estat (és a dir, dades) i 
comportament (això és, procediments o mètodes). La POO expressa un programa 
com un conjunt d'aquests objectes, que es comuniquen entre ells per a realitzar 
tasques. Aquesta és la principal diferència amb els llenguatges tradicionals, en què 
les dades i els procediments estan separats i sense relació. Aquests mètodes estan 
pensats per fer els programes i mòduls més fàcils d'escriure, mantenir i reutilitzar.  
Una altra manera de veure-ho és que la POO anima al programador a pensar en els 
programes principalment en termes de tipus de dades, i en segon lloc en les 
operacions (mètodes) específiques a aquests tipus de dades. La programació 
clàssica, en canvi, anima al programador a pensar sobre tot en termes de 
procediments, i en segon lloc en les dades que aquests procediments fan servir. 
Els programadors que utilitzen llenguatges clàssics, escriuen funcions i després els 
hi passen dades. Els programadors que utilitzen POO defineixen objectes amb 
dades i mètodes i després envien missatges als objectes dient que realitzin aquests 
mètodes en si mateixos. 
  
Aquesta explicació serà molt important tenir-la en compte a l'hora de fer tot el 
disseny de classes i entendre el funcionament del programa en general. 
Les característiques principals de la POO són: 
· Abstracció: 
Cada objecte en el sistema serveix com model d'un "agent" abstracte que pot 
realitzar treball, informar i canviar el seu estat, i comunicar-se amb altres 
objectes en el sistema sense revelar com s'implementen aquestes 
característiques.  
· Encapsulament: 
També anomenat "ocultació de la informació", aquesta característica assegura 
que els objectes no poden canviar l'estat intern d'altres objectes de maneres 
inesperades; només els propis mètodes interns de l'objecte poden accedir al 
seu estat. En altres paraules, cada objecte exposa una mena d'interfície a 
altres objectes que especifica com aquests altres objectes poden interactuar 
amb ell. Alguns llenguatges, però, relaxen aquest fet i permeten un accés 
directe a les dades internes de l'objecte d'una manera controlada i limitant el 
grau d'abstracció. 
· Polimorfisme: 
Les referències i col·leccions d'objectes poden contenir objectes de diferents 
tipus, i la invocació d'un comportament en una referència produirà el 
comportament correcte per al tipus real del referent. Quan això passa en 
temps d'execució, aquesta última característica s'anomena assignació 
dinàmica. Alguns llenguatges proporcionen medis més estàtics (en temps de 
compilació) de polimorfisme, tals com les plantilles i la sobrecàrrega 
d'operadors de C++. 
· Herència: 
Organitza i facilita el polimorfisme i l'encapsulament permetent als objectes 
ésser definits i creats com tipus especialitzats d'objectes preexistents. Aquests 
poden compartir (i estendre) el seu comportament sense haver de tornar a 
implementar-ho. 
Entre els llenguatges que estan avançats en matèria de POO trobem Smalltalk, 
Objective-C, C++, Java, Python, Delphi, C Sharp, Ruby, ActionScript, VB.NET i més. 
Cal dir que des de fa relativament poc temps s'està parlant d'un altre pas en la 
enginyeria del software: la POA, programació orientada a aspectes (veure [4] i [13]). 
Aquest tipus de programació neix com a conseqüència dels problemes que no pot 
resoldre la POO: a vegades aquests problemes obliguen als programadors a prendre 
decisions de disseny que impliquen tornar a escriure línies de codi que estan 
distribuïdes per tota, o gran part, de l'aplicació, per només definir la lògica de certa 
propietat o comportament del sistema.  
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La POA permet, d'una manera comprensible i clara, definir les nostres aplicacions 
considerant aquests problemes. Per "aspectes" s'entén els mencionats problemes 
que afecten a l'aplicació de manera horitzontal i que la POA persegueix poder tenir-
los de manera aïllada de forma adequada i comprensible. Per poder fer això, la POA 
té com a objectius principals separar conceptes (de manera que cada decisió es 
prendria en un lloc concret, i no disseminada per l'aplicació) i minimitzar les 
dependències entre ells.  
De entre els llenguatges que utilitzen la POA trobem el JPAL, MALAJ, ASPECTC++, 
ASPECTJ... Però de totes maneres no es una metodologia encara consolidada, com 
ho és la POO, sinó que es continua treballant i investigant sobre el tema. Per això 
hem descartat aquesta opció. 
 
2.2. Plataforma tecnològica: Microsoft .NET 
 
La plataforma .NET és un conjunt de tecnologies disperses, que en molts casos ja 
existien, i que Microsoft ha integrat en una plataforma comú.  
 
Aquesta és la plataforma tecnològica que s’ha decidit utilitzar pel desenvolupament 
d’aquest projecte. A continuació passem a explicar el per què d’aquesta elecció, 
quina és la arquitectura i característiques de .NET, i quin és el llenguatge de 
programació dins de .NET que s’ha escollit i els motius. 
 
 
2.2.1 Per què .NET? 
 
Actualment hi ha dos grans plataformes on podríem desenvolupar el projecte: .NET i 
Java.  
 
Java va néixer per intentar resoldre simultàniament tots els problemes que se’ls 
planteja als desenvolupadors de software per la proliferació d’arquitectures 
incompatibles, tant entre les diferents màquines com entre els diversos sistemes 
operatius que funcionaven sobre una mateixa màquina, afegint la dificultat de crear 
aplicacions distribuïdes en una xarxa com Internet. Per tant, és un llenguatge 
clarament orientat a les aplicacions que funcionen a través d’Internet.   
 
Java és un llenguatge molt estès, orientat a objectes, simple, molt potent, segur, 
portable, robust, dinàmic, i moltes altres qualitats que l’han portat a ser una de les 
plataformes preferides per moltes companyies i programadors professionals. El seu 
principal atractiu, però, és que és un codi obert: és gratuït.  
 
A finals del 2000 Microsoft publica els primers documents sobre la tecnologia .NET. 
En aquests documents s'especificava el funcionament d'aquesta nova plataforma 
que naixia precisament, entre d'altres motius, per fer front a l'èxit de Java de la 
competidora Sun. La idea de .NET té bastants similituds amb la tecnologia Java, tals 
com que ambdós tracten la programació orientada a objectes, ambdós són molt 
  
potents, robustos i intenten solucionar el món de les aplicacions distribuïdes a la 
xarxa d’Internet. 
 
La diferència, però, és que .NET no només està orientat a resoldre aquest tipus de 
problemes, sinó que, com ja s’ha mencionat, engloba tot un conjunt de tecnologies 
útils que tenen com a objectiu abastar tot tipus d’aplicacions: aplicacions d’escriptori, 
de consola, de client, de servidor, aplicacions distribuïdes, per Internet, per 
dispositius mòbils, etc. 
 
A més de compartir moltes característiques, i tot que les eines de Microsoft són de 
pagament, .NET té una sèrie d’avantatges molt importants: 
 
· Independència del sistema/arquitectura: 
En tot sistema/arquitectura on s’estigui implementant un intèrpret de codi 
MSIL es podrà executar el nostre programa desenvolupat amb .NET. 
 
· Independència del llenguatge: 
.NET fa possible el fet de barrejar grups de programadors experts en diferents 
llenguatges. 
 
· Reutilització del codi: 
Per exemple, seria possible convertir un codi en llenguatge Visual Basic, a un 
altre en Visual Basic .NET gairebé de manera automàtica, o utilitzar codi antic 
implementat en Visual Basic.NET en un altre projecte actual que estigui 
treballant amb C#. Això últim abans només era possible per mitjà de 
complexes mecanismes poc flexibles, i ara es pot tenir de forma nativa a la 
plataforma. 
 
Aquestes característiques, que s’acabaran d’entendre amb l’apartat 2.2.2. sobre 
l’arquitectura .NET, resulten decisives a l’hora d’escollir plataforma, ja que aquest 
projecte, en global, és coordinat i el més important és poder integrar fàcilment els 
dos projectes desenvolupats per separat.  
 
L’altre projectista del projecte coordinat decideix que per a implementar la seva part, 
que es tracta essencialment de comunicacions via port sèrie (RS232) de l’ordinador, 
li serà més fàcil amb un llenguatge relativament de baix nivell, com és C#. Mentre 
que per fer la meva part, atès que és una part més gràfica i d'interacció amb l'usuari, 
decideixo utilitzar un llenguatge més visual, com és Visual Basic .NET. Amb aquest 
plantejament, la plataforma .NET se’ns presenta com  una gran solució ja que 
podem dur a terme els nostres projectes en el llenguatge que vulguem sense que 
això impliqui cap dificultat. 
 
De fet, si en el meu mateix projecte decidís en algun punt que em resulta més fàcil 
utilitzar una part de codi en C#, ho podria fer també sense problemes. Aquesta 
flexibilitat ens aporta la millor solució per la coordinació i el desenvolupament del 
projecte. 
 
A més, aquesta elecció ens permet aprofundir en una tecnologia que ha arribat a la 
carrera tot just quan l’acabàvem, i comprovar de manera pràctica si realment la 
facilitat d’integració que ofereix Microsoft .NET, funciona. 
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2.2.2 Arquitectura .NET 
 
La infrastructura de .NET, anomenada Framework de .NET, és el model de 
programació de la plataforma .NET que reuneix tot el conjunt de llenguatges i serveis 
amb l’objectiu de simplificar el desenvolupament d’aplicacions. Mitjançant aquesta 
eina s’ofereix un entorn d’execució altament distribuït, que permet crear aplicacions 
robustes i escalables.   
 
El pilars fonamentals de .NET són:  
 
¾ El Common Language Runtime (CLR) i llenguatges de compilació 
¾ El Framework Class Library (FCL) 
¾ Els ensamblats 
 
A continuació veurem amb detall cadascun d’aquests elements. 
 
3.1.3.1. El Common Language Runtime (CLR) i llenguatges de compilació 
 
El CLR és la “màquina virtual” de .NET, anàlogament a la virtual machine de Java. 
És el vertader nucli de la plataforma .NET, ja què és l’entorn d’execució en què es 
carreguen les aplicacions desenvolupades en els diferents llenguatges, ampliant el 
conjunt de serveis que ofereix el sistema operatiu estàndard Win32. Però, ¿com 
encaixa exactament el CLR en la plataforma .NET? 
 
La plataforma .NET compila el codi font a un codi intermig (no directament a 
màquina). De fet, Java ja feia el mateix, i ho anomenava “bytecode”, mentre que en 
.NET rep el nom de MSIL (Microsoft Intermediate Language). Aquest codi és 
transparent al programador ja que el genera automàticament el compilador. Per fer 
això, el compilador es basa en el Common Language Specification (CLS), que 
determina les regles necessàries per crear codi MSIL compatible amb el CLR.  
 
Hem dit abans que .NET és independent del llenguatge d’alt nivell, cosa que Java no 
fa. I és que MSIL ha sigut especialment dissenyat per proporcionar tot el necessari a 
la majoria de llenguatges actuals: actualment .NET ofereix suport per més de 30 
llenguatges, com C++.NET, VB.NET, J#, Python, Fortran, Delphi, Ada, Perl, Cobol, 
etc., a més de tenir un llenguatge especialment dissenyat per Microsoft, C#. A part, 
tot aquell que vulgui formar part de la plataforma .NET ho pot fer construint un 
compilador del seu llenguatge a codi MSIL.  
 
Per executar aquest codi intermig és necessari un entorn que l'interpreti i així  poder 
passar al codi màquina corresponent al sistema/arquitectura on s'estigui executant. 
D'aquesta manera s'aconsegueix independència de l'executable en contraposició al 
tradicional compilat a codi màquina, ja que aquest últim només podria ser utilitzat en 
màquines que suportin el mateix conjunt d'instruccions i en sistemes que coneguin el 
format d'aquell executable.  
 
I és aquí on entra en joc el CLR: L’entorn d’execució que tradueix el codi intermig 
MSIL a codi màquina és el Common Language Runtime, que d’aquesta manera 
permet executar qualsevol aplicació de la plataforma.  
  
 
El CLR genera el codi màquina real  gràcies al compilador JIT (Just-In-Time), i 
s’executa en la plataforma que tingui la computadora. Cada plataforma pot tenir el 
seu compilador JIT i crear el seu propi codi màquina a partir del codi MSIL. 
 
La compilació JIT la realitza el CLR a mesura que s’invoquen els mètodes al 
programa. El codi executable obtingut s’emmagatzema en la memòria catxé de 
l’ordinador i és recompilat només quan es produeix algun canvi en el codi font. 
D’aquesta manera s’aconsegueix un major rendiment en execució. 
 
 
 
 
Fig. 2.1 Arquitectura .NET 
 
 
Visual Studio .NET és l’eina d’entorn de desenvolupament que Microsoft ofereix per 
poder aprofitar tota aquesta tecnologia, i és on es desenvoluparà el projecte que ens 
ocupa. 
 
A més, el CLR proporciona un sistema automàtic d’administració de memòria 
anomenat recol·lector d’escombraries (garbage collector). El CLR detecta quan el 
programa deixa d’utilitzar la memòria i l’allibera automàticament. D’aquesta forma el 
programador no té per què alliberar la memòria de forma explícita tot i que també 
sigui possible fer-ho manualment.  
 
3.1.3.2. El Framework Class Library (FCL) 
 
És la biblioteca de classes del .NET. Quan s’està programant una aplicació molts 
cops es necessiten realitzar accions com manipulació d’arxius, accés a dades, 
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conèixer l’estat del sistema, implementar seguretat, etc. La plataforma .NET 
organitza tota la funcionalitat del sistema operatiu en un espai de noms jeràrquic de 
forma que a l’hora de programar resulta bastant senzill trobar el que es necessita. El 
FCL proporciona una gran quantitat de serveis: entrada/sortida, XML, ADO.NET 
(accés a base de dades), Windows.Forms (aplicacions gràfiques), sockets, 
col·leccions, threads... 
 
Per dur a terme això, .NET té un sistema de tipus universal, anomenat Common 
Type System (CTS). Aquest sistema conté els tipus de dades suportats i permet que 
el programador pugui interactuar amb els tipus que s’inclouen en la pròpia biblioteca 
de classes de .NET i els creats per ell mateix (les classes). 
 
És d’aquesta forma que s’aprofiten totes les avantatges de la programació orientada 
a objectes, com l’herència o el polimorfisme. 
 
En la gràfica següent es mostra tot el que la biblioteca de classes de .NET pot oferir: 
 
 
 
 
Fig. 2.2 Estructura del FCL: la biblioteca de classes de .NET 
 
La forma d’organitzar la biblioteca de classes de .NET dins el codi és a través dels 
espais de noms (namespaces), on cada classe està organitzada en espais de noms 
segons la seva funcionalitat. Per exemple, per a treballar amb fitxers s’utilitza l’espai 
de noms System.IO i si el que es vol és obtenir informació d’una una font de dades 
s’utilitzarà l’espai de noms System.Data. Pel nostre projecte, l'espai de noms més 
important serà Windows.Forms. 
El principal avantatge dels espais de noms de .NET és que d’aquesta forma tota la 
biblioteca de classes de .NET està centralitzada sota el mateix espai de noms 
  
(System). A més, com que per tots els llenguatges s’aplica la mateixa biblioteca de 
classes, des de qualsevol llenguatge s’utilitza la mateixa sintaxis d’invocació. 
 
3.1.3.3. Els ensamblats 
Un dels majors problemes de les aplicacions fins ara era que molts casos, havien de 
tractar amb diferents arxius binaris (DLL’s), elements de registre, connectivitat oberta 
a bases de dades (ODBC), etc.  
Per a solucionar-ho, el Framework de .NET treballa amb un nou concepte anomenat 
ensamblat. Els ensamblats són fitxers amb forma d’EXE o DLL que contenen tota la 
funcionalitat de l’aplicació de forma encapsulada. Per tant, la solució al problema pot 
ser tan fàcil com copiar tots els ensamblats en el directori de l’aplicació. 
Per gestionar l’ús que fan les aplicacions dels ensamblats, .NET utilitza l’anomenada 
catxé global d’ensamblats (GAC, Global Assembly Cache). D’aquesta manera, el 
Framework de .NET pot  albergar al GAC els ensamblats que puguin ser utilitzats 
per vàries aplicacions i fins i tot diferents versions d’un mateix ensamblat, quelcom 
que no era possible amb l’anterior model COM. 
 
3.1.3.4. Resum 
 
La figura que es mostra a continuació representa una forma fàcil d’entendre 
l’arquitectura de la plataforma .NET que hem estat veient fins ara: 
 
 
 
 
Fig. 2.3 Visió global de l'arquitectura .NET 
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CAPÍTOL 3. ESPECIFICACIÓ DE L'APLICACIÓ 
 
Una vegada s’ha fet l’anàlisi de requisits, el pas següent és dur a terme 
l’especificació de l’aplicació. Per desenvolupar aquest apartat, s’ha seguit una 
metodologia d’especificació d’enginyeria del software (veure [34 i [35]). 
 
3.1. Model de casos d'ús 
 
Els casos d’ús representen requisits funcionals de l’aplicació o sistema. Es descriuen 
com a conjunts de seqüències. Cadascuna d’aquestes seqüències reflecteix la 
interacció entre els elements externs a l’aplicació i la pròpia aplicació. En altres 
paraules, es tracta de la descripció d’escenaris o situacions possibles on es posa en 
relleu el comportament de l’aplicació davant el seu ús per part de l’usuari. 
 
Així doncs, els objectius principals de la realització de casos d’ús són: 
 
1. Definir el límit entre l’aplicació a desenvolupar i els elements externs a 
aquesta aplicació (actors usuaris del sistema). 
2. Capturar el conjunt de funcionalitats i comportaments de l’aplicació a 
desenvolupar. 
 
 
3.1.1. Actors 
 
Els actors poden ser persones, software o hardware; el terme actor representa el rol 
genèric d’usuari del sistema. El nom que se li dona a l’actor sol reflectir el paper que 
tindrà per al sistema.  
 
En la nostra aplicació, no hi ha diferents nivells d’usuari, sino que sempre serà el 
mateix perfil. Per tant, només hi haurà un actor: l’usuari, en general, que serà el 
mateix que el jugador. Encara que hi hagi altres jugadors, entenem que aquests 
participen a les carreres però no interactuen directament amb l’aplicació. 
 
 
3.1.2. Diagrama de casos d'ús d'alt nivell 
 
En el diagrama que es presenta a continuació, fet amb UML(1), queda reflexit el 
diagrama de casos d'ús des del punt de vista de l'usuari. 
 
 
 
                                                 
(1) UML: Unified Modeling Language és el llenguatge de modelat de sistemes de 
sotware més conegut en l'actualitat. Veure [36], [37] i [38]. 
  
 
 
Fig. 3.1 Diagrama de casos d'ús d'alt nivell 
 
 
Com es veu, l'usuari pot iniciar 6 casos d'ús diferents. Els dos primers, "Jugar Mode 
Lliure" i "Jugar Mode Competició", extenen a "Joc Limita Temps" o "Joc Limita 
Energia", ja que en realitat els dos primers són la primera fase de cadascun dels 
altres dos casos d'ús. Per tal de sintetitzar, només especificarem aquests dos últims 
en el següent apartat.  
 
Els casos d'ús inclosos en d'altres ("Fi Carrera", "Escriure TXT", "Guardar Jugador") 
tampoc no s'especificaran amb detall ja que són operacions internes transparents a 
l'usuari, sino que seràn seqüències dins els casos d'ús "Joc Limita Temps" i "Joc 
Limita Energia". 
 
 
3.1.3. Especificació dels casos d'ús 
 
A continuació s’especificaran detalladament els casos d’ús esmentats a l'anterior 
apartat i que són els que marquen el comportament que ha de tenir l'aplicació. Cal 
dir que s'ha afegit un cas d'ús més, "ConvertirAJouls", que no apareix en el diagrama 
d'alt nivell perquè no s'implementarà en aquest projecte, només es farà la interfície. 
Tot i així, aquesta interfície també ha de seguir unes pautes.  
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3.1.3.1. Cas d’ús JugarTemps 
 
Resum Un usuari decideix limitar la carrera a temps 
Actors Usuari 
Propòsit L’usuari pot jugar correctament: veure les dades mesurades de 
tensió, intensitat, energia i potència cada segon fins que acaba el 
temps que ell ha fixat 
Requisits  
 
 
Accions: 
1. Usuari polsa un botó per jugar en 
mode lliure. 
 
3. Usuari marca com a opcions “carrera 
limitada en temps” i introdueix un 
valor de temps. Indica 2 jugadors. 
 
5. Usuari introdueix el nom i estudis 
dels jugadors, i polsa el botó per 
començar la carrera. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Resposta de l’aplicació: 
 
2. L’aplicació mostra un formulari 
d’opcions per escollir el tipus de 
limitació de la carrera i introduir el 
número de jugadors. 
 
4. Apareixen les caselles per introduir el 
nom i estudis dels jugadors. 
 
6. Apareix un compte enrere i 
seguidament la pantalla on es 
mostren les dades mesurades de V, 
I, E i P, a més de la imatge de la 
càmera web. Les dades s’actualitzen 
cada segon. També apareix un 
marcador de temps, inicialment amb 
el valor introduït per l’usuari, i una 
barra de progrés pel temps. 
 
7. El marcador de temps arriba a 0. 
 
8. L’aplicació mostra un missatge de 
guanyador.  
 
9. L'aplicació guarda un arxiu de text 
amb els resultats de la carrera. 
Apareixen els botons per veure la 
gràfica de la carrera, per tornar a 
jugar o per tornar al menú inicial. 
 
Cursos alternatius: 
 
Punt 1: Usuari polsa jugar en mode Competició. Entre el punt 8 i el punt 9 l'aplicació 
ha de mostrar un missatge indicant si el guanyador ha quedat entre els 10 primers 
del seu tipus de carrera o no, i si ha quedat, el guarda a un històric. 
Punt 3: Usuari indica 1 jugador. El punt 8 desapareixeria. 
Punt 6: L’aplicació detecta que el formulari no s’ha complimentat correctament. 
Mostra un missatge d’error, indicant si s’han complimentat malament les dades de la 
carrera o dels jugadors, i torna al punt 5.  
  
Observacions: 
 
§ La opció d’estudis donarà a escollir a l’usuari entre una sel.lecció de les 
carreres generals de la UPC.  
§ Ni el camp de nom ni el d’estudis ni el de tipus de carrera pot estar buit. 
§ El camp de temps ha de ser en minuts, no pot estar buit i no pot acceptar 
lletres ni nombres decimals. 
 
3.1.3.2. Cas d’ús JugarEnergia 
 
Resum Un usuari decideix limitar la carrera a energia 
Actors Usuari 
Propósit L’usuari pot jugar correctament: veure les dades mesurades de 
tensió, intensitat, energia i potència cada segon fins que arribar a 
assolir l’energia que ha fixat (o se’n passa de la quantitat). 
Requisits Punts 1 i 2 del cas d’ús 3.1.2.1 
 
Accions: 
 
1. Usuari marca com a opcions “carrera 
limitada en energia” i introdueix un valor 
d’energia. Indica 2 jugadors 
 
3. Usuari introdueix el nom i estudis de 
tots els jugadors, i polsa el botó per 
començar la carrera. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Resposta de l’aplicació: 
 
 
2. Apareixen les caselles per introduir el 
nom i estudis del jugadors. 
 
 
4. Apareix un compte enrere i 
seguidament la pantalla on es mostren 
les dades mesurades de V, I, E i P, a 
més de la imatge de la càmera web. 
Cada jugador té una barra de progrés 
segons avança l'energia. Les dades 
s’actualitzen cada segon. També 
apareix un marcador de temps, 
inicialment en 00:00:00. 
 
5. Un jugador arriba a aconseguir 
l’energia fixada (o es passa). 
 
6. Punts 8 i 9 del cas d’ús 3.1.2.1. 
 
Cursos alternatius: 
 
Punt 1 dels requisits: Usuari polsa jugar en mode Competició. Entre el punts iguals al 
8 i 9 del cas d'ús 3.1.2.1, l'aplicació ha de mostrar un missatge indicant si el 
guanyador ha quedat entre els 10 primers del seu tipus de carrera o no, i si ha 
quedat, el guarda a un històric. 
Punt1: Usuari indica 1 jugador. El punt igual al 8 del cas d'ús 3.1.2.1, desapareixeria. 
   
Punt 4: L’aplicació detecta que el formulari no s’ha complimentat correctament. 
Mostra un missatge d’error, indicant si s’han complimentat malament les dades de la 
carrera o dels jugadors, i torna al punt 5.  
 
Observacions: 
 
§ La opció d’estudis donarà a escollir a l’usuari entre una sel.lecció de les 
carreres generals de la UPC.  
§ Ni el camp de nom ni el d’estudis ni el de tipus de carrera pot estar buit. 
§ El camp d’energia ha de ser en kJouls, no pot estar buit i no pot acceptar 
lletres ni nombres decimals. 
 
3.1.3.3. Cas d’ús ConvertirAJouls 
 
Resum Usuari escull mode Lliure i carrera limitada en energia. Utilitza la 
calculadora de conversió a Jouls per passar una quantitat d’energia 
en una unitat diferent, a Jouls. 
Actors Usuari 
Propòsit Només que l'usuari no pugui introduir un format o número erroni. 
Requisits Punts 1 i 2 del cas d’ús 3.1.2.1 
 
 
Accions: 
 
1. Usuari polsa el botó per obrir la 
calculadora conversió a Jouls. 
 
3. Usuari introdueix caràcters 
alfanumèrics, o un nombre negatiu o 
qualsevol altre format erroni. 
 
 
Resposta de l’aplicació: 
 
 
2. Apareix una petita finestra per 
introduir la quantitat d’energia, 
escollir la unitat d'origen i escollir la 
unitat de destí. 
 
4. Apareix una pantalla d'error. 
 
Cursos alternatius: 
 
Cap. 
 
Observacions: 
Cap. 
 
3.1.3.4. Cas d’ús AvortarJoc 
 
Resum Durant el transcurs d’una carrera, usuari decideix avortar el joc. 
Actors Usuari 
Propòsit L’avortament de la carrera es du a terme correctament. 
Requisits Estar jugant en una carrera. 
  
Accions: 
 
1. Usuari polsa el botó per avortar el 
joc. 
 
 
3. Usuari accepta. 
 
 
 
Resposta de l’aplicació: 
 
 
2. La carrera es para i apareix un 
missatge demanant a l’usuari si està 
segur de voler acabar la carrera. 
 
4. L’aplicació mostra un missatge de 
carrera finalitzada. 
 
5. Es torna al menú inicial. 
 
Cursos alternatius: 
 
Punt 2: Si el mode escollit és Competició, el missatge a més haurà d'avisar a l'usuari 
que si avorta, cap resultat quedarà guardat.  
 
Observacions: 
 
§ Si l’usuari polsa avortar la carrera i després es nega, equival a una funció 
“pausa”, des del punt de vista de l’usuari. 
 
3.1.3.5. Cas d’ús MostraGràfica 
 
Resum Ja sigui una carrera en mode Lliure o Competició, o limitada en 
temps o a energia, s'arriba al final d'una carrera.  
Actors Usuari 
Propòsit S'obre l'Excel i dibuixa correctament una gràfica de la carrera. 
Requisits Arribar al final d'una carrera. 
 
 
Accions: 
 
1. Usuari polsa el botó per mostrar la 
gràfica.  
 
 
 
 
 
 
Resposta de l’aplicació: 
 
 
2. L'aplicació obre el programa d'Excel, 
exporta les dades de les energies de 
cada jugador a cada instant de 
temps, fa una taula de valors i pinta 
una gràfica amb les relacions 
energia/temps de cada jugador. 
 
Cursos alternatius: 
 
Cap. 
 
Observacions: 
 
Cap. 
   
3.1.3.6. Cas d’ús MostrarPuntuacions 
 
Resum Usuari escull la opció de mostrar puntuacions 
Actors Usuari 
Propòsit Es veu un llistat dels 10 millors jugadors del tipus de carrera escollit.  
Requisits  
 
Accions: 
1. Usuari prem el botó per veure les 
màximes puntuacions. 
 
 
3. Usuari escull un tipus de carrera 
d'entre els 12 possibles (6 limitats a 
temps i 6 a energia) i prem el botó 
per mostrar les puntuacions. 
 
 
Resposta de l’aplicació: 
 
2. Apareix una pantalla per escollir el 
tipus de carrera. 
 
4. Apareix un llistat de 10 jugadors amb 
nom, estudis i puntuació. Si la 
carrera és limitada en energia, 
apareixeran de menor a major 
temps, i si és limitada en temps, de 
major a menor energia.  
Cursos alternatius: 
 
Cap.  
 
Observacions: 
 
§ Si ha algún lloc que no té un jugador guardat, apareixerà com a dades una 
sèrie de guionets "----------------" i com a puntuació, 0. 
 
3.1.3.7. Cas d’ús RestaurarPuntuacions 
 
Resum Usuari decideix restaurar totes les puntuacions 
Actors Usuari 
Propòsit Totes les puntuacions passen a 0, s'esborren tots els resultats.   
Requisits Punt 1 del cas d'ús 3.1.2.6 
 
Accions: 
1. Usuari prem el botó per restaurar les 
puntuacions. 
 
3. Usuari accepta. 
 
 
 
Resposta de l’aplicació: 
 
2. Apareix un missatge preguntant a 
l'usuari si està segur. 
 
4. Tots els resultats s'esborren i les 
puntuacions passen a 0.  
Cursos alternatius: 
 
Cap.  
 
Observacions: 
 
Cap. 
  
CAPÍTOL 4. DISSENY DE L'APLICACIÓ 
 
En aquest capítol s’explicarà el disseny de les classes de l’aplicació per tal 
d’acomplir el comportament detallat a l’especificació. 
En .NET tot són objectes, fins i tot els formularis. Per tant, els formularis també 
s’hauran de definir com a classes, amb les seves propietats i els seus mètodes. 
Com que .NET ofereix una programació orientada a esdeveniments, els 
mètodes dels formularis seran bàsicament això, esdeveniments, marcats per 
l’usuari.  
A part d'aquestes classes, veiem quines més seran necessàries per tal 
d'implementar el projecte.  
 
4.1. Disseny de la classe OpcionsEscollides 
 
A les especificacions del projecte hem definit que l'usuari haurà d'indicar en una 
primera pantalla les opcions de tipus de carrera i dades dels jugadors. 
Aquestes dades s'hauran de recollir d'alguna manera per poder-les utilitzar 
durant el joc: les guardem en una classe, que anomenarem OpcionsEscollides. 
Aquesta classe haurà de guardar: 
 
· Si el mode escollit és Competició o Lliure. 
· Si el mode escollit és Competició, indicar la opció de valor fix escollit (d'1 
a 6). 
· Si la carrera és limitada en temps o a energia. 
· La quantitat del valor del paràmetre a fixar (de temps o energia), que en 
tots dos casos serà un nombre enter. 
· La quantitat de jugadors. 
· El nom i estudis de cada jugador. 
 
Definim la classe de la següent manera: 
 
 
 
 
Fig. 4.1 
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El paràmetre "limita" serà un string format de dos caràcters que contindrà les 
tres primeres opcions: el primer caràcter serà o bé "E", per indicar carrera 
limitada en energia, o bé "T" per indicar carrera limitada en temps. El segon 
caràcter serà un número, d'1 a 6 en el cas que el mode del joc sigui Competició 
(indicant l'opció escollida d'entre les possibilitats que es donen) i 0 en el cas 
que el joc sigui en mode Lliure.  
 
El paràmetre "quant" serà un nombre enter indicant el valor de la quantitat de 
temps o energia escollida, ja sigui el joc en mode Lliure o Competició. 
D'aquesta manera, des del punt de vista del joc en mode Competició, fent 
independents el valor de la quantitat de temps o energia, i la seva posició en la 
llista de les 6 opcions possibles, fem que es pugui canviar el valor de les 
quantitats fixades sense haver de canviar res més al programa. 
 
Finalment, el paràmetre "jugs" serà un array de jugadors, i cada jugador s'ha 
definit com una classe a part amb les seves dades: nom i estudis. La longitud 
d'aquest array variarà segons el nombre de jugadors que s'escullin, i el nombre 
de jugadors ho podrem saber precisament amb la longitud de l'array. 
 
 
4.2. Disseny de la classe WebCam 
 
Per tal de poder veure les imatges captades per una càmera web, hem de tenir 
una classe amb les propietats i mètodes adequats. Concretament, tindrem un 
mètode per començar a captar i mostrar imatges amb la càmera i un altre per 
parar. Per tal de dur a terme aquests mètodes necessitarem importar l'espai de 
noms "Runtime.InteropServices", i utilitzar una sèrie d'APIS que ens facilitaran 
funcions de les llibreries "user32" i "avicap32". Concretament aquesta última 
conté funcions per connectar-se i llistar els dispositius de captura de video 
disponibles al sistema. 
 
 
 
Fig. 4.2 
 
  
Totes les propietats que es veuen es necessiten per utilitzar les funcions de les 
API's. El paràmetre "iDevice" l'utilitzarem en una d'aquestes funcions per tal de 
trobar els dispositius instal·lats a l'ordinador, que ha de ser la primera feina que 
a fer per l'objecte WebCam. 
 
Al disseny de la classe es pot veure com hi ha dos mètodes més dels 
comentats: CaptaImatge i GuardarImatge. Això és perquè a l'aplicació no hem 
desenvolupat una funcionalitat que permetés enregistrar un video a partr de les 
imatges captades per la càmera web, pero a canvi guardarem la imatge de 
l'últim instant de la carrera i li demanarem a l'usuari si la vol guardar.  
 
 
4.3. Disseny de la base de dades: el XML 
 
Aquest ha sigut un dels punts de més dedicació del projecte.  
 
Abans de definir les classes que necessitem per fer la base de dades hem de 
decidir com serà aquesta base. A l'hora de guardar les dades dels 10 millors 
jugadors de cada tipus de competició, es necessita crear una base de dades 
amb aquesta informació. Com ja s'ha comentat en anteriors apartats, en aquest 
projecte s'utilitzarà XML, però la base de dades la pot constituir des d'un arxiu 
de texte .txt, fins a una base de dades SQL (llenguatge de consulta estructurat). 
A continuació veurem per què hem decidit utilitzar aquest llenguatge. 
 
4.3.1. Per què llenguatge XML? 
 
Si recordem, un dels requisits del projecte era que l'aplicació final pogués còrrer 
a un ordinador de poc recursos i poca memòria. Per tant, que l'aplicació ocupi 
poc espai esdevé un requisit decisiu. Això vol dir que la base de dades haurà 
d'ocupar el menys espai possible, és a dir, parlem d'una base de dades 
senzilla. 
 
D'altra banda, la informació que es vol emmagatzemar no és d'un volum 
exagerat, i a més cal destacar que sempre serà el mateix esquema 
d'informació: sempre voldrem desar el mateix nombre de jugadors del mateix 
nombre de carreres. Tenint en compte aquest requisit i l'anterior, arribem a 
descartar la possibilitat d'implementar una base de dades amb el gestor SQL, 
una aplicació molt potent que serveix per gestionar de manera eficient volums 
de dades molt grans, que pot fins i tot emmagatzemar operacions amb 
aquestes dades. Però no és el que necessitem nosaltres, i suposaria una 
menor eficiència en el desenvolupament de l'aplicació ja que implicaria un 
esforç molt gran per una solució petita. 
 
De totes maneres, i tot que l'estructura de dades no sigui tant complexa i amb 
tantes relacions com podria ser la base de dades d'una agència notarial, 
necessitem guardar les dades ben jerarquitzades i de manera que ens resulti el 
més fàcil possible identificar i accedir a qualsevol camp. És per aquest motiu 
que descartem emmagatzemar les dades en un simple .txt, que tot i que 
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sembla la opció que menys espai ocuparia, per tractar-se de texte pla, faria 
molt complicada la gestió de les dades i l'accés als camps, ja que no pot 
guardar cap jerarquia, i necessitaria masses criteris arbitraris. 
 
Per tots aquests motius es decideix utilitzar XML, que es presenta com la millor 
solució a l'hora de guardar dades de forma estructurada. XML (eXtensible 
Markup Language, Llenguatge Extensible d'"Etiquetat") és un metallenguatge, 
això és, un llenguatge per definir llenguatges. La versió 1.0 del XML va sorgir el 
1998, i va començar a créixer de forma exponencial de manera que en només 
un any, totes les empreses de software importants ja incloïen la compatibilitat 
dels seus productes més venuts amb el que era un nou estàndard.  
 
A continuació detallem els avantatges que té utilitzar XML: 
 
· Arxius de text: 
Els XML són arxius de text, i per tant, a més d'ocupar no molt espai (el 
corresponent al text de la informació en si, i les etiquetes), es poden 
modificar des de qualsevol editor de text, com el Bloc de Notes. 
 
· Arquitectura oberta i flexible: 
Gràcies a l'arquitectura del XML, es pot obrir des de gairebé qualsevol 
programa, plataforma o navegador, com Internet Explorer, sense 
necessitat d'un software o tecnologia especial. Tampoc no necessita 
versions per a que puguin funcionar en futurs navegadors. És també per 
aquest fet un format difícil de quedar obsolet, tant com els arxius .txt: per 
molt que canviïn les tecnologies, sempre es podrà veure un arxiu XML. I 
encara que l'aplicació hagi de migrar a un altre llenguatge o plataforma, 
l'únic que farà falta serà canviar la manera d'accedir al XML, no l'arxiu en 
si. 
 
· eXtensible: 
XML consisteix en una sèrie de regles o convencions per tal de planificar 
formats de text per a dades, de manera que es produeixin arxius que 
siguin fàcilment generats i llegits per un ordinador. La novetat és que 
aquestes convencions les pot imposar el programador mateix: en XML 
les etiquetes indiquen qualsevol cosa que el desenvolupador desitgi que 
indiquin. Això és que, d'alguna manera, podem crear el nostre propi 
llenguatge. 
 
· Microsoft .NET i XML: 
L'elecció de .NET també es decisiva a l'hora d'escollir XML, ja que 
aquest llenguatge ens permetrà aprofitar una de les característiques més 
sòlides de la plataforma .NET, que són totes les eines que aquesta 
plataforma ha desenvolupat per tal de treballar amb XML. Com ja s'ha 
vist a l'anterior apartat de .NET, les classes XML de .NET Framework 
proporcionen un conjunt complet i integrat de classes que permeten 
treballar amb documents i dades XML. 
 
 
 
  
· Format Universal:  
XML s'ha convertit en un format universal i la majoria d'eines de 
programació (no només la plataforma .NET) ja estan preparades per a 
treballar amb formats basats en XML. Multitud de programadors 
codifiquen els seus fitxers de dades en "quelcom" basat en xml. 
D'aquesta manera, si un dia necessiten portar les seves dades a altres 
aplicacions, poden utilitzar eines ja fetes i provades. 
 
Aquesta última característica ens és important en tant que volem que l'aplicació 
estigui oberta a qualsevol línia futura que tracti sobre tractament de bases de 
dades, per exemple, per a desenvolupar una completa eina d'estadístiques. 
Amb XML i gràcies a la seva portabilitat seria relativament fàcil portar les dades 
a, per exemple, un Excel que fes gràfiques i taules d'estadístiques sobre 
resultats, jugadors segons facultat, etc. Tot i que en aquest projecte 
desenvoluparem un mòdul que faci gràfiques en Excel, no utilitzarem l'XML per 
això simplement perquè les dades guardades no són les que volem mostrar, tot 
i que ho podriem fer. Deixem, per tant, aquest possibilitat oberta.  
 
A més, cal dir que el llenguatge XML és també molt bona alternativa a l'hora 
d'enviar dades a través d'una xarxa de comunicacions. De fet, un dels seus 
principals objectius és resoldre el problema d'enviament d'informació entre 
ordinadors, amb independència de la plataforma amb què es tractin les dades. 
En principi aquesta última avantatge no ens influeix, però no podem oblidar que 
una de les característiques d'un bon projecte és facilitar al màxim possible les 
futures millores i ampliacions.  
 
4.3.2. Esquema del XML 
 
XML ens diu que podem estructurar la informació en un arbre. És a dir, en el 
cas que volguéssim emmagatzemar, per exemple, una recepta de cuina, ens 
podríem imaginar la recepta com un component, que a la vegada està format 
per components (que serien els ingredients), i així successivament. Cada 
component podria tenir text i/o més components.  
 
En el nostre cas, l'arbre que volem emmagatzemar és el de la figura 4.3. 
 
Per simplificar-ho, a cada carrera limitada en temps o en energia segons la 
opció escollida, li assignarem un mode, que seran dos dígits: una lletra ("T" o 
"E") que indicarà a què està limitada  la carrera, i un número d’1 a 6 que 
indicarà la opció. D'aquesta manera, la carrera limitada en temps amb el valor 
de la primera opció (que seria 1 minut), s'anomenarà T1; amb el valor de la 
segona opció (5 minuts) s'anomenarà T2, i així successivament. Els punts 
equivaldràn a la energia, en cas que la carrera sigui limitada en temps, i a 
temps en cas que la carrera sigui limitada en energia. 
 
Com es pot observar a la figura, en aquest arbre hi ha 3x10x12 = 360 
elements. Un  punt important és que aquest nombre no variarà, per tant es 
tracta d'una estructura de dades fixa. 
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Fig. 4.3 Esquema en forma d'arbre del xml 
 
 
Aquest esquema d'arbre es veu reflectit en el següent codi XML, que és el que 
haurà de quedar finalment: 
 
 
<XmlHistoric> 
   <Carreres> 
 <Carrera Mode="T1"> 
                <MillorsJugadors> 
                        <Jug Num="1"> 
                                <Nom>Miriam</Nom>  
                                <Estudis>Telecomunicacions</Estudis>  
                                <Punts>36820</Punts>  
 </Jug> 
 <Jug Num="2"> 
   <Nom>-------------------</Nom>  
   <Estudis>-------------------</Estudis>  
   <Punts>0</Punts>  
   </Jug> 
 .......................... 
     </ MillorsJugadors > 
 </Carrera> 
  
 <Carrera Mode="T2"> 
< MillorsJugadors > 
 ......................... 
 ......................... 
  </ MillorsJugadors > 
</Carrera> 
 .......................... 
 .......................... 
<Carrera Mode="E6"> 
 .......................... 
 .......................... 
</Carrera> 
 </Carreres> 
</XmlHistoric> 
 
Fig. 4.4 Esquema del xml 
 
 
Aquest seria l'XML amb només un jugador guardat, que ocupa la primera 
posició de la carrera limitada en temps de la primera opció (1 minut). L'XML 
inicial voldrem que sigui com està la resta de posicions: amb les caselles de 
punts totes a 0 i amb els camps de "Nom" i "Estudis" amb el símbol "----------". 
 
4.3.3. Serialització o llenguatge propi XML? 
 
La plataforma .NET de Microsoft ens ofereix dues opcions realment 
interessants a l'hora de fer el XML amb .NET: serialització, o llenguatge propi 
XML.  
 
Serialitzar un objecte consisteix en guardar-ho en algun mitjà (per exemple en 
forma d'arxiu al disc dur) de forma que més tard pugui ser recuperat en el 
mateix estat en què es guardà. Aquesta és una solució senzilla ja que se li 
deixa tota la feina a la plataforma .NET, què és la que serialitza els objectes, si 
fa falta els envia en format XML i quan es volen recuperar, es tornen a 
materialitzar els objectes mitjançant la deserialització, que també la fa .NET. 
 
D'altra banda el programador podria fer un llenguatge específic, mitjançant els 
XML Schemas, per codificar les dades. La plataforma .NET també ofereix una 
sèrie d'eines per implementar el XML Schema que ha de definir els XML que es 
facin. La principal avantatge d'aquest mètode és que els XML es podrien 
validar, comparant el XML en qüestió amb les regles del XML Schema.  
 
La segona solució ens pot resultar molt útil, per exemple, en aplicacions 
distribuïdes, o en aquelles on es puguin generar XML que hagin d'enviar-se a 
altres aplicacions. Però no és aquest cas, en el que sempre generarem 
nosaltres el XML que també nosaltres llegirem. Per tant, podem dissenyar 
l'XML de manera que no hi hagi possibilitats d'error i no sigui necessari validar. 
D'altra banda, ens serà útil tenir l'arxiu de màximes puntuacions guardat en disc 
dur, per futures manipulacions. 
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4.3.4. Disseny de les classes del XML 
 
Per dissenyar les classes del XML hem de tenir en compte els elements que es 
poden serialitzar, segons la classe XmlSerializer: 
 
· Propietats públiques de lectura i escriptura, i camps de classes 
públiques.  
· Classes que implementen ICollection o IEnumerable (en aquest cas es 
serialitzen només les col·leccions, no les propietats públiques).  
· Objectes XmlElement 
· Objectes XmlNode 
· Objectes DataSet 
 
Les dades dels objectes es descriuen, doncs, utilitzant construccions de 
llenguatge de programació com classes, camps, propietats, tipus primitius, 
matrius i fins i tot XML incrustat en forma d’objectes XmlElement o XmlAttribute. 
El programador pot crear classes pròpies, anotades amb atributs, o utilitzar 
l’eina Definició d’esquemes XML per a generar les classes d’acord amb un 
esquema XML existent. 
 
En aquest projecte s’han dissenyat les classes manualment, d’acord amb els 
nostres criteris. El que volem és construir una classe que englobi tota la 
informació a guardar en el XML, tal i com hem vist en el disseny anterior. 
Dissenyarem, doncs, una classe XmlHistoric que contingui un array de 
carreres, i que cada carrera contingui una definició del seu tipus i un array de 
jugadors, cadascun amb la seva informació corresponent. Les classes 
resultants queden de la següent manera: 
 
 
 
Fig. 4.5 
 
  
La classe principal, XmlHistoric, a més de tenir com a propietat un array de 
carreres (en tindrà 12), té els mètodes necessaris per a crear un històric inicial 
(on s’utilitzarà la serialització), per llegir l’històric (s’usarà la deserialització) i per 
inserir un jugador a l’històric (s’utilitzarà tant la deserialització, per poder 
treballar amb l’objecte de la classe XmlHistoric que hi hagi guardada, i la 
serialització, per tornar a guardar l’històric després d’inserir el jugador).  
 
§ CreateHisto() 
Aquest mètode haurà de crear un històric inicial sense dades: amb totes les 
caselles “-------“, com ja hem vist, i totes les puntuacions a 0. Es farà servir a 
l’inici de la utilització de l’aplicació, i una vegada ja s’hagi creat, es treballarà 
amb l’arxiu XML que hagi generat, que quedarà guardat sempre en disc dur. 
També s’utilitzarà en el cas que l’usuari decideixi restaurar les puntuacions: 
aquest mètode crearà un històric inicial, sobreescrivint  el que hi estigui 
guardat. 
El que farà serà primer, construir un objecte XmlHistoric, i després utilitzar la 
classe XmlSerializer per serialitzar l’objecte. 
 
§ ReadHisto() 
Aquest mètode serà necessari sempre que volguem recuperar l’objecte 
XmlHistoric serialitzat, com quan es vulgui guardar un jugador o quan 
l’usuari vulgui veure l’històric de màximes puntuacions. Primer s’haurà de 
crear un objecte XmlHistoric, i després utilitzar la classe XmlSerializer 
perquè la informació del XML es materialitzi en aquest objecte i poder 
manipular les dades. 
 
§ GuardarJug(jugad Jug, limit String) 
Aquest mètode haurà d’utilitzar primer el de ReadHisto per “llegir” l’XML 
guardat amb l’històric, i quan tingui l’objecte deserialitzat, haurà de mirar si 
el jugador que es vol guardar està dins la classificació dels 10 millors de la 
seva carrera. Només el guardarà en aquest cas. Per fer-ho, necessita la 
següent informació: 
 
- Les dades del jugador a guardar. 
- El tipus de carrera en què ha participat. 
 
És per això que com a paràmetres d’entrada aquest mètode té un camp de 
tipus Jug, on estaran les dades del jugador a guardar, i un camp String que 
funcionarà igual que el camp “mode” de les carreres de l’històric comentat a 
l’apartat 4.2.2.: serà un camp de dos dígits, una lletra ("T" o "E") que 
indicarà a què està limitada  la carrera, i un número d’1 a 6 que indicarà la 
opció. 
 
La classe Carrera té una propietat Mode, que funcionarà igual que el camp 
String que acabem de comentar, i un array de jugadors, que són una altra 
classe. 
 
La classe Jug té com a propietats tota la informació necessària del jugador: 
 
- El nom. 
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- Els estudis. 
- Els punts, ja sigui valor de temps o energia, guardats com un nombre 
enter. 
- Una propietat Punts_temps com a String, no com a nombre, que servirà 
per contemplar el format de temps hh:mm:ss per quan els punts sigui un 
valor de temps. Això facilitarà molt el fet de mostrar les puntuacions dels 
jugadors a les carreres limitades a temps, ja que no haurem de cridar 
cap mètode addicional per fer la conversió al format hh:mm:ss amb cada 
jugador, sinó que serà només qüestió d’accedir al camp Punts_temps en 
comptes de Punts. 
 
Cal dir que necessitem de totes maneres el camp Punts com a nombre (double) 
també pels valors de temps, ja que serà aquest camp el que s’utilitzi per 
comparar els valors i saber si un jugador s’ha d’inserir a l’històric o no. 
 
 
4.4. Disseny de la classe txt 
 
Aquesta classe ens servirà per la funcionalitat de guardar les dades dels 
resultats de cada jugador després de cada cursa en un arxiu de text. L'altre 
projectista ens imposa que el format del fitxer ha de ser: 
 
· Número de jugadors (d'1 a 4) 
· Mode de la carrera (T0, T1, etc.). Quan sigui un mode T0 o E0, 
significarà mode Lliure 
· Temps total de la carrera (segons) 
· Nom del jugador, seguit d'un asterisc (*), estudis del jugador, asterisc i 
energia total produïda pel jugador (Jouls) 
 
A més, el nom i directori sempre ha de ser "C:\final.txt". La classe dissenyada 
és la següent: 
 
 
 
Fig. 4.6 
 
 
Com es veu, utilitzem un array de jugadors de la classe JugadorsEscollits, que 
recordem que guardaven nom i estudis del jugador. Per guardar també 
l'energia de cadascun, utilitzem un array d'integers. El paràmetre "limita" serà 
qui ens digui el mode de carrera, i el paràmetre "temps" serà comú a tots els 
jugadors d'una mateixa cursa. 
 
Per utilitzar aquesta classe necessitarem l'espai de noms dedicat a la gestió de 
dades d'entrada i sortida: System.IO 
  
4.5. Disseny de la classe PintaExcel 
 
Aquest ha sigut un punt important de l'aplicació, ja que guardar totes les dades 
d'energia de cada jugador a cada instant de temps de forma ordenada, exportar 
aquestes dades a Excel i fer una taula de valors i a partir d'aquesta, pintar una 
gràfica, no és trivial. 
 
Per fer-ho necessitem utilitzar la classe DataSet (literalment, "conjunt de 
dades"), que de fet és la classe que s'utilitza per treballar amb gestors de bases 
de dades externs per als quals es necessita connexió. El DataSet és una 
classe que pot contenir diverses taules, amb les seves columnes i files i si cal, 
les relacions entre elles. En el nostre cas tindrem tantes columnes com 
jugadors hi hagi, més una columna per posar cada instant de temps. De files hi 
haurà tantes com segons hi hagi. A cada segon s'anirà guardant el valor 
d'energia acumulada de cada jugador, i al final de la carrera tindrem el DataSet 
llest per exportar-ho a l'Excel. 
 
 
 
 
Fig. 4.7 
 
 
El mètode PintaExcel haurà de fer dues coses: la primera, obrir l'Excel i 
exportar les dades del DataSet a una taula de valors. La segona, amb aquesta 
taula de valors, fer una gràfica amb la relació energia/temps de cada jugador.  
 
La  manipulació de l'Excel des de .NET serà possible gràcies a la referència 
"Excel", que ens permet declarar objectes com per exemple llibres, fulls o 
gràfiques d'Excel. 
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CAPÍTOL 5. IMPLEMENTACIÓ I RESULTATS 
   
Una vegada fet el disseny de l’aplicació, la fase següent és la implementació. 
Aquest apartat servirà per explicar com s’ha dut a terme aquesta 
implementació, des de la creació de les classes fins a la creació de les vistes 
de les pantalles. Quant a la creació de les classes, només es mencionaran les 
més interessants a nivell de coneixements: la classe del XML, la classe 
WebCam i la classe ExcelClass. A més, tindrem en compte la integració de la 
classe de l'altre projectiste coordinat al nostre projecte. 
 
5.1. Creació de la base de dades: el XML 
 
Ja hem vist com ha de ser el XML i com han de ser les classes que el formin. 
Ara hem d’implementar aquesta classe i la serialització. Abans, però, hem de 
saber algunes coses més sobre la serialització. 
 
La classe central de la serialització XML és XmlSerializer i els seus mètodes 
més importants són Serialize i Deserialize. La seqüència XML que genera 
XmlSerializer compleix la recomanació 1.0 del W3C(1) sobre el llenguatge de 
definició d’esquemes XML (XSD). A més, els tipus de dades generats 
compleixen les especificacions enumerades en el document “XML Schema Part 
2: Datatypes”(2). 
 
No obstant això, la serialització no inclou informació dels tipus de dades. Per 
exemple, si un objecte Llibre existeix a l’espai de noms Biblioteca, no hi ha cap 
garantia que es deserialitzi en un objecte del mateix tipus. Per això es controla 
la serialització amb els atributs. 
 
Els atributs controlen la seqüència XML que genera la classe XmlSerializer i 
permeten establir l’espai de noms XML, el nom dels elements, nom d’atributs, 
etc., de la seqüència XML. El comportament predeterminat es pot canviar si 
s’assigna un nom nou a l’element mitjançant un atribut. 
 
El primer atribut important és XmlRootAttribute, que controla la serialització de 
l’atribut de destí com un element arrel XML. Cada document XML ha de tenir 
un, i només un, element arrel que conté tota la resta d’elements. En el nostre 
cas serà la classe XmlHistoric. L’atribut XmlRootAttribute permet controlar el 
mode en què XmlSerializer genera l’element arrel establint determinades 
                                                 
(1) El Consorci World Wide Web (W3C) és una associació internacional on  
organitzacions membres del consorci, personal de treball i públic en general, 
treballen conjuntament per a desenvolupar estàndards Web. 
(2) XML Schema: Datatypes és la part 2 de l’especificació del llenguatge XML 
Schema. Defineix facilitats per definir tipus de dades que s’usaran als XML 
Schemas així com altres especificacions XML. 
  
 
 
propietats, com l’espai de noms i el nom de l’element. Vegem la definició de la 
classe principal XmlHistoric: 
 
<XmlRootAttribute("XmlHistoric", 
Namespace:="http://www.cpandl.com", IsNullable:=False)> _ 
Public Class XmlHistoric 
    Public Carreres() As Carrera 
           … 
End Class 
 
Fig. 5.1 
 
 
Li assignem el nom XmlHistoric, un espai de noms de Microsoft(1) 
(Namespace:=http://www.cpandl.com)  i una propietat IsNullable:=False. 
L’especificació d’esquemes XML per a estructures permet a un document XML 
assenyalar explícitament que falta el contingut d’un element. Aquest element 
conté l’atribut “xsi:nil” establert en “true”. Perquè es generi aquest atribut, s’ha 
de posar l’atribut IsNullable:=True. Però com que no permetrem que la classe 
principal XmlHistoric sigui igual a Nothing (que és com si no hi hagués classe), 
posarem aquest atribut a False.  
 
Per controlar les matrius, hi ha dos atributs especials: XmlArrayAttribute i 
XmlArrayItemAttribute. La primera determinarà les propietats de l’envolupant 
que resulta quan es serialitza una matriu. La segona controla la manera en què 
es serialitzen els elements que contenen la matriu. Nosaltres volem que l’array 
de jugadors estigui sota el nom “MillorsJugadors”, i ho aconseguim amb aquest 
atribut: 
 
 
Public Class Carrera 
    <XmlAttributeAttribute()> Public Mode As String 
    <XmlArrayAttribute("MillorsJugadors")> _ 
Public Jugadors() As Jug 
End Class 
 
Fig. 5.2 
 
 
L’atribut XmlAttributeAttribute s’aplica a un camp públic o propietat pública per 
informar a XmlSerializer que serialitzi el membre com un atribut XML en 
comptes d’un element, cosa que XmlSerializer fa de manera predeterminada. 
Aquestes propietats o camps públics retornen un valor, que ha de poder-se 
                                                 
(1) Els espais de noms XML inclosos en instàncies  de la classe 
XmlSerializerNamespaces han d’ajustar-se a l’especificació del W3C 
denominada "Namespaces in XML". 
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assignar a un dels tipus simples d’esquemes XSD(2).  El camp “Mode” retornarà 
un valor diferent segons el tipus de carrera. També utilitzarem aquest atribut en 
la classe Jugador, perquè el camp “Num” retornarà un valor diferent segons la 
posició del jugador a la llista: 
 
 
Public Class Jug 
    <XmlAttributeAttribute()> Public Num As String 
       … 
End Class 
 
Fig. 5.3 
 
 
Tant “Mode” com “Num” són de tipus simple (String). 
 
A continuació es mostra l’implementació del mètode CreateHisto, només amb 
la part de codi interessant de la serialització: 
 
 
Friend Sub CreateHISTO() 
'Instancia la classe XmlSerializer i especifica el tipus 
d'objecte que serà serialitzat:    
    Dim serializer As New XmlSerializer(GetType(XmlHistoric)) 
   'Es necessita un FileStream per esciure al document XML: 
    Dim writer As New StreamWriter("xmlHistoric.xml") 
    Dim histo As New XmlHistoric 
 
    'Creo els jugadors, els arrays de jugadors per totes les  
'carreres, creo les carreres i creo l'array de carreres 
  
'Insereixo els jugadors a l’array de jugadors, omplo les 
'llistes de carreres, i insereixo cada llista de carreres a 
'l'array de carreres.  
 
'Inicialitzo tots els jugadors de totes les carreres amb 
'valors buits 
 
'Finalment, assignem l'array de carreres a l'array de  
'carreres del xml 
 
 'Serialitza l'objecte, i tanca el TextWriter: 
     serializer.Serialize(writer, histo) 
     writer.Close() 
  End Sub 
 
Fig. 5.4 
 
L’implementació del mètode ReadHisto complet queda de la següent manera: 
 
                                                 
(2) Llenguatge de definició d’esquemes XML. 
  
 
 
 Friend Sub ReadHISTO() 
     Dim serializer As New XmlSerializer(GetType(XmlHistoric)) 
     'Es necessita un FileStream per llegir el document XML: 
     Dim fs As New FileStream("xmlHistoric.xml", FileMode.Open) 
     Dim histo As XmlHistoric 
     'Es deserialitza l’objecte:  
     histo = CType(serializer.Deserialize(fs), XmlHistoric) 
'S'insereixen les dades que s'han bolcat en l'objecte 
'deserialitzat al camp "carreres" de la classe XmlHistoric 
     Carreres = histo.Carreres 
     fs.Close()'Es tanca el FileStream 
 End Sub 
 
Fig. 5.5 
 
El mètode GuardarJug utilitzarà el mètode ReadHisto tal i com s’ha especificat, 
després veurà si ha d’inserir el jugador i ho farà si es dona el cas, i finalment 
tornarà a serialitzar l’objecte. 
 
 
5.2. Implementació de la classe WebCam 
 
Aquesta classe, com ja hem comentat a l'apartat 4.2, fa servir unes API's per 
dur a terme la seva funcionalitat. Ara veurem els mètodes utilitzats per la 
visualització: ComençaWebCam i ParaWebCam. El primer funciona de la 
següent manera: 
 
 
Friend Sub ComençaWebCam(ByRef picCapture As PictureBox, ByRef 
lblCam As Label) 
    'S'obre una finestra de visió en un PictureBox: 
  hHwnd = capCreateCaptureWindowA(iDevice, WS_VISIBLE _ 
   Or WS_CHILD,0,0,640,480,picCapture.Handle.ToInt32,0) 
     'Es connecta al dispositiu: 
  If endMessage(hHwnd,WM_CAP_DRIVER_CONNECT,iDevice,0) Then 
     'Maneja l'escala de la finestra de visualització i comença 
'a visualitzar 
     SendMessage(hHwnd, WM_CAP_SET_SCALE, True, 0) 
     SendMessage(hHwnd, WM_CAP_SET_PREVIEWRATE, 66, 0) 
     SendMessage(hHwnd, WM_CAP_SET_PREVIEW, True, 0) 
     SetWindowPos(hHwnd,HWND_BOTTOM,0,0,picCapture.Width,_  
picCapture.Height,SWP_NOMOVE O rSWP_NOZORDER) 
  Else 'Error connectant-se al dispositiu. 
     DestroyWindow(hHwnd)'Destrueix la finestra de visualització 
     lblCam.Text = "Error. No s'ha trobat cap càmera web 
connectada." 
     lblCam.Visible = True 'Que mostri el missatge d'error 
  End If 
End Sub 
 
Fig. 5.6 
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El mètode per parar la visualització s'implementa en aquest codi: 
 
 
Friend Sub ParaWebCam() 
   'Es desconnecta del dispositiu 
   SendMessage(hHwnd, WM_CAP_DRIVER_DISCONNECT, iDevice, 0) 
   'Tanca la finestra de visualització 
   DestroyWindow(hHwnd) 
End Sub 
 
Fig. 5.7 
 
5.3. Integració de la classe per obtenir les dades 
 
La classe essencial del projecte és aquella que definirà la manera com ens 
arriben les dades que haurem de mostrar a l'aplicació. Aquesta classe ve 
definida per l'altre projectista, per això no s'ha mostrat al capítol 4 Disseny de 
l'Aplicació. L'altre projectiste ens dona una llibreria que conté la següent 
informació: 
 
 
 
Fig. 5.8 
 
 
Gràcies al concepte d'encapsulament, l'altre projectista haurà pogut fer la 
classe com ell hagi volgut, haurà pogut treballar amb propietats amb altres 
noms, o podrà tenir més mètodes dels que veiem; però aixo és el que ens 
deixa veure, només a això podem accedir, i la manera com ell hagi implementat 
la classe ens és indiferent. A més, la llibreria que ens ha de passar l'altre 
projectista estarà feta en C#, com ja s'ha comentat a l'apartat 3.2.2., però això 
no ens ha d'influir en res, gràcies a la plataforma .NET i el seu suport 
multillenguatge.  
 
A l'hora d'actualitzar les dades mesurades a la nostra aplicació, doncs, haurem 
d'instanciar un objecte Mesures i anar demanant les dades. Però, com integrem 
l'energia? 
 
 
5.3.1. Processament de dades: l'energia. 
 
L'energia s'obté com la integral de la potència en el temps. Aquesta integral 
equival a una suma infinitesimal, però evidentment no podem dur a terme una 
  
 
operació d'aquestes característiques. Tenint en compte que les dades que 
tenim són de potència a cada segon, i que 1J = 1W · 1s, la integral esdevé la 
suma consecutiva de potències instantànies: aquesta operació s'anomena 
integració d'ordre 0.  
 
 
 
 
 
Fig. 5.9 Integració d'ordre 0. 
 
 
5.4. Implementació de la classe ExcelClass 
 
L'important del mètode PintaExcel d'aquesta classe és veure com maneja les 
classes de l'Excel. La implementació del mètode, abreviada, és la següent: 
 
 Public Sub PintaExcel(ByVal dsJugadors As DataSet) 
   'Variables per exportar les dades a Excel 
    Dim LlibreExcel As Excel.Workbook 
    Dim FullaExcel As Excel.Worksheet 
    Dim OldCultureInfo As System.Globalization.CultureInfo = _  
System.Threading.Thread.CurrentThread.CurrentCulture 
    System.Threading.Thread.CurrentThread.CurrentCulture = New _  
System.Globalization.CultureInfo("en-US") 
    Dim celda As Excel.Range 
    Dim ExcelGraf As Excel.Chart 
    Dim xlsSeries As Excel.SeriesCollection 
                     ... 
    'Buidem les dades a una taula en Excel: 
    For Each Row As DataRow In dsJugadors.Tables(0).Rows 
       For j = 0 To dsJugadors.Tables(0).Columns.Count - 1 
             FullaExcel.Cells(i, Chr(1 + j)) = Row.Item(j) 
       Next 
       i += 1 
    Next 
    'Creem una gràfica 
    Dim rango As Excel.Range 
                 ... 
    'Afegim la gràfica a una fulla d'Excel: 
    ExcelGraf = FullaExcel.Parent.Charts.Add 
    'Seleccionem el rang de totes les dades: 
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     rango=FullaExcel.Range("B4", Type.Missing).Resize( _    i.ToString - 4, dsJugadors.Tables(0).Columns.Count - 1) 
    'Pintem la gràfica (tipus linea) 
    ExcelGraf.ChartWizard(rango, Excel.XlChartType.xlLine, , _   
Excel.XlRowCol.xlColumns) 
                 ... 
    System.Threading.Thread.CurrentThread.CurrentCulture = _ 
OldCultureInfo 
                 ... 
    End Sub 
 
Fig. 5.10 
 
 
La variable OldCultureInfo és necessària  per la diferencia de formats entre 
idiomes: és important tenir en compte que algunes dades, tals com dates i 
números, poden no ser desplegades correctament quan no es coneix la 
configuració regional d'on es treballa. Per a interpretar, convertir i presentar les 
dades hem de considerar la varietat de llenguatges i versions de Microsoft 
Excel i Microsoft Windows que l'usuari pot tenir.  Per evitar problemes, es crea 
una variable del tipus CultureInfo per mantenir la cultura amb la qual estigui 
configurada la màquina i creem una nova cultura per a treballa amb el tipus 
Anglés-Estats Units (es-US). 
 
Per la resta, treballar amb classes Excel és molt semblant a treballar amb 
l'Excel manualment: hi ha rangs de dades que es poden seleccionar, cel.les 
amb les propietats de valor, font, format, etc.,  fulls, llibres, gràfiques...  
 
 
5.5. Implementació de les vistes 
 
En aquest apartat es tractarà el disseny gràfic de les pantalles realitzades per a 
l’aplicació. Primer es definirà la interacció entre les diferents pantalles i en 
segon lloc s’entrarà, sense massa detall, en el disseny de cadascuna de les 
vistes. 
 
5.5.1. Diagrama de pantalles 
 
En el següent diagrama (figura 5.11) s’expliquen les pantalles que tindrà 
l’aplicació segons l’actuació de l’usuari. S’ha de dir que es pot tornar al Menú 
Inicial des de qualsevol pantalla. 
  
Les pantalles que tenen el simbolet d'informació o el triangle groc no són 
formularis de Windows, sino que són finestres de diàleg modals. La pantalla 
d'Excel és diferent perquè no és un formulari sino una altra aplicació. 
 
 
 
  
 
 
Fig. 5.11 Diagrama de pantalles de l'aplicació. 
 
 
A continuació veurem cadascun dels formularis i finestres amb més detall. 
 
 
5.5.2. Disseny individual de les vistes 
 
5.5.2.1     Pantalla Menú Inicial 
 
Aquest és el formulari principal de tota l'aplicació, qui controlarà la resta de 
formularis: els mostrarà amb un ShowDialog i segons la resposta que tinguin 
(DialogResult), obrirà un o un altre. També controla el pas de paràmetres entre 
formularis, que es fa a l'hora d'instanciar la classe formulari corresponent (Sub 
New), evitant d'aquesta manera haver de declarar variables globals. 
 
Per tal de donar un aspecte una mica més gràfic, s'inclou un Timer que a cada 
dècima de segon dibuixa petits cercles aleatòriament. Això s'aconsegueix 
utlitzant  la funció aleatòria Rnd() per les localitzacions dels cercles i el seus 
radis. A més, amb la variable "pace1", també a partir de la funció Rnd(),  
s'aconsegueix donar una sensació de velocitats diferents per a cada cercle. 
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 For I = 0 To 100    X1 = CInt(Me.Width * 0.6 * Rnd()) 
   Y1 = CInt(Me.Height * 0.6 * Rnd()) 
   pace1 = CInt(500 - (CInt(Rnd() * 899))) 'pace1 = 0 
   size1 = 5 * Rnd() 
   X(I) = X1 
   Y(I) = Y1 
   pace(I) = pace1 
   sizes(I) = size1 
Next I 
                 ... 
For I = 0 To 100 
   graph.DrawEllipse(pn2, X(I), Y(I), sizes(I), sizes(I)) 
   Y(I) = Y(I) + pace(I) 
   If (Y(I) >= Me.Height) Then 
       Y(I) = 0 : X(I) = CInt(Me.Width * Rnd()) 
   End If 
   graph.DrawEllipse(pn, X(I), Y(I), sizes(I), sizes(I)) 
Next I 
 
Fig. 5.12 
 
 
El disseny visual final és el següent: 
 
 
 
 
Fig. 5.13 Vista del Menú Inicial. 
 
 
5.5.2.2     Pantalla d'Ajuda 
 
S'ha previst en l'aplicació una pantalla que mostri informació d'ajuda per l'usuari 
que l'utilitzi per primer cop. Aquesta pantalla hauria de ser la primera que posés 
l'usuari, per aprendre a fer funcionar l'aplicació. 
  
 
 
 
Fig. 5.14 Vista de la pantalla d'Ajuda. 
 
 
5.5.2.3     Pantalla d'Opcions 
 
Aquesta pantalla serà la mateixa tant pel mode Lliure com pel mode 
Competició, però depenent de si és un o un altre canviarà la manera d'introduir 
les dades d'energia i temps (opcions fixes en el segon cas), com es pot 
observar en les figures 5.15 i 5.16. 
 
La classe del formulari d'Opcions, que és el formulari principal amb el qual 
interactua l'usuari, està dotada de tots els mecanismes necessaris per prevenir 
que l'usuari pugui introduir qualsevol dada incorrecta. Totes les caselles de 
dades estan prevenides en aquest sentit, de manera que és impossible que 
l'usuari s'equivoqui sense que l'aplicació ho reconegui i mostri els seu missatge 
d'error corresponent. 
 
D'altra banda, i tot i que llegint la pantalla d'Ajuda no hi hauria d'haver 
problemes, per qualsevol dubte sobre els tipus de carrera es preveu finestres 
d'informació prement amb el botó dret sobre "Carrera limitada en temps" o 
"Carrera limitada en energia". Aquestes finestres es poden trobar a la majoria 
de caselles durant l'aplicació, sempre per facilitar al màxim l'enteniment de 
l'usuari. 
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Fig. 5.15 Vista de la pantalla d'Opcions. 
 
 
 
 
Fig. 5.16 Canvis de la pantalla d'Opcions pel mode Lliure. 
 
 
 
 
5.5.2.4     Pantalla del joc: Panell 
 
Aquesta pantalla apareix després d'un comptador de 5 a 1 (veure [39]): 
 
 
 
Fig. 5.17 Vista de diferents fotogrames del comptador. 
 
  
La pantalla Panell, la base del projecte, serà la que mostri les dades 
mesurades de tensió, intensitat, energia i potència a temps real durant la cursa. 
La base del seu funcionament serà un Timer que a cada segon manarà repetir 
una seqüència d'operacions, que seran bàsicament: 
 
· Actualitzar dades de mesura 
· Actualitzar barres de progrés (ProgresBar) per temps o energia.  
· Actualitzar cronòmetre.  
· Mirar si s'ha arribat al final de la carrera. 
 
La pantalla Panell serà diferent quant a disseny de vista depenent del nombre 
de jugadors, però la lògica programada serà la mateixa. Tots els mètodes estan 
fets per funcionar amb aquesta variable que és el nombre de jugadors, però a 
l'hora de presentar les dades o adquirirles del formulari, hi haurà més o menys 
variables en funció de la més o menys informació que haguem de tractar.  
 
 
 
 
Fig. 5.18 Vista de la pantalla Panell per 2 jugadors. 
 
 
Quan s'arriba al final de la carrera, es crida al mètode FiCarrera que vèiem al 
diagrama de casos d'ús a l'apartat 3.1.2., que és el que s'encarrega d'actuar 
segons si és un únic jugador o més d'un, i segons si és mode Lliure o 
Cometició. Apareix un missatge amb el guanyador que dura 5 segons (si la 
carrera és de més d'un participant), seguidament es posa en vermell la casella 
del jugador guanyador, apareix una finestra per indicar si ha quedat entre les 
10 millors puntuacions (si és mode Competició), i apareixen uns botons per 
continuar l'aplicació. 
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Fig. 5.19 Vista del missatge de Guanyador. 
 
 
 
 
 
Fig. 5.20 Vista de les finestres de final de carrera pel mode Competició. 
 
 
 
Fig. 5.21 Vista de la pantalla d'Opcions al finalitzar la carrera. 
 
  
A partir d'aquesta pantalla podrem tornar al Menú Inicial, a la pantalla 
d'Opcions (del mateix mode en què estem), desar la última imatge de la 
carrera, que sempre és captada per l'aplicació (a menys que no s'hagi trobat 
una càmera web connectada, cas en què aquest botó no estaria habilitat), o bé 
veure un gràfic en Excel amb l'energia/temps de cada jugador.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 5.22 Taula de valors i gràfica d'Excel per una carrera E0 limitada en 2kJ 
 
 
5.5.2.5     Pantalla de Màximes Puntuacions 
 
Quan l'usuari vol consultar les màximes puntuacions d'un tipus determinat de 
carrera, aquesta és la pantalla que apareix: 
 
 
Fig. 5.23 Vista de la pantalla de Màximes Puntuacions. 
 
Temps(seg) Energia1(KJ) Energia2(KJ) 
1 0,000 0,160 
2 0,280 0,370 
3 0,370 0,480 
4 0,420 0,640 
5 0,490 0,950 
6 0,620 1,020 
7 0,650 1,200 
8 0,690 1,240 
9 0,930 1,290 
10 1,230 1,480 
11 1,300 1,570 
12 1,310 1,690 
13 1,340 1,930 
14 1,560 1,990 
15 1,630 2,010 
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5.6. Proves de l'aplicació 
 
Per tal de poder provar l’aplicació sense necessitat del mòdul de l’altre 
projectista, creem nosaltres mateixos una classe Demo que simuli les 
funcionalitats que la classe de l’altre projectista ens ha de proporcionar. En 
concret, ens proveirà de les dades de tensió, corrent i potència a mostrar 
durant una carrera. 
 
 
 
Fig. 5.24 
 
Per tal d'ajustar aquestes dades a la realitat el màxim possible, el que fem és 
assignar a cada valor un número aleatori dintre d'un determinat rang de dades, 
rang que s'extreu a base de fer proves experimentals amb la part de hardware. 
S'arriba a la conclusió que els valors d'intensitat estaran entre  0 i 30 A, mentre 
que els de corrent estaran entre 0 i 15 V. Per aconseguir aquests números 
aleatoris només hem d'escalar la funció Rnd(), que va de 0 a 1, multiplicant-la 
pel màxim valor que volem (15 o 30). La potència instantània serà la 
multiplicació d'aquests dos valors.  
 
 
5.7. Resultats 
 
Provant l'aplicació amb la classe Demo per obtenir les dades, s'aconsegueix 
efectivament tenir una simulació del projecte sencer real. 
 
S'han dut a terme tot tipus de careres i amb tots els nombres de jugadors 
possibles per tal de comprovar que l'aplicació funcionava bé en tots els casos, 
amb un resultat exitós en tots ells. S'ha refermat especialment en aquelles 
proves que coincidien amb l'apartat d'especificació de casos d'ús  3.1.3, i s'ha 
refermat també els errors: s'ha intentat introduir tots els errors possibles per 
veure que efectivament l'aplicació els controla tots. 
 
A l'Annex I de la memòria es poden veure fotografies d'una primera versió del 
sistema global implementat, inclosa la part de maquinari. 
 
  
CAPÍTOL 6 CONCLUSIONS 
 
6.1. Revisió dels objectius i tasques 
 
La realització de les diferents parts d'aquest projecte no s’han dut a terme 
exactament com estava previst a la planificació de l’apartat 1.5. Un dels motius 
principals que més han fet retardar la planificació han sigut els passos inicials: 
tant la coordinació amb l’altre projectista, com l’especificació de requisits. 
 
En un principi es va definir el projecte coordinat com un sol de forma general, 
mai de forma separada, de manera que les primeres sessions del projecte es 
van utilitzar per part dels dos projectistes per definir i separar les tasques a 
realitzar cadascun. 
 
Paral·lelament a aquestes sessions, i de fet paral·lelament a tot el projecte, s’ha 
anat definint l’apartat d’especificacions de requisits. Això és conseqüència de la 
idea abstracta que es tenia al començament, que va trigar a materialitzar-se i 
que s’ha anat acabant de materialitzar durant tot el projecte. El fet, doncs, de 
decidir algunes coses quan altres ja estaven fetes, ha suposat rescriure parts 
de codi, fent d’una tasca en principi senzilla, més llarga. Tot i això, la 
modularitat de .NET i la seva estructura de classes ens ha permès no haver de 
rescriure tot el codi, sinó només parts específiques. 
 
D’altra banda, anteriorment a la implementació del projecte i a banda de 
l'anàlisi dels requisits i especificacions, hi ha hagut una fase d’aprenentatge del 
llenguatge Visual Basic.NET, que ha continuat durant tot el projecte. 
 
Sobre els objectius del projecte, definits a l'apartat 1.1, han estat gairabé tots 
assolits. Si més no, els més importants, ja que l'únic punt que no s'ha 
implementat és l'enregistrament de les imatges captades per la càmera web, 
que era un objectiu secundari i que a més, a canvi, s'ha implementat la 
funcionalitat d'adquirir la última imatge de la carrera. 
 
 
6.2. Impacte ambiental 
 
Cal remarcar que tot el sistema, el projecte global en què s’inclou el present 
projecte, està per si mateix ambientalitzat, com s’ha pogut contemplar a la 
Introducció. L’objectiu que persegueix és precisament crear un sistema de 
producció d’energia elèctrica, de forma neta i sostenible. 
 
Si de cas, l’impacte ambiental del que podem parlar en aquest projecte és 
únicament el corresponent al que ha costat la fabricació de l’ordinador sobre el 
qual s’ha desenvolupat. Per tal de dur a terme aquest estudi, ens remetrem als 
estudis contemplats al llibre Computers and the Environment: Understanding 
and Managing Their Impacts (veure [1]), on es realitza aquest anàlisi a fons. En 
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aquest llibre trobem taules amb la proporció d’aigua, combustible fòssil i 
productes tòxics i químics que suposen la producció d’un pc de taula.  Aplicant 
aquestes dades al nostre cas, queda: 
 
 
 Per 1 ordinador Equivalent a 4 mesos d'ús 
Aigua 1500 l. 166,6 l. 
Combustibles fòssils 240 Kg. 26,6 Kg. 
Productes tòxics i químics 22 Kg. 2,44 Kg. 
 
 
Les dades de la segona columna, que són els resultats que ens importen, es 
treuen de multiplicar la primera columna pel quocient de 36 mesos / 4 mesos, 
seguint el mètode utilitzat per calcular l’avaluació de costos en l’apartat 1.6, en 
què es calculava la part proporcional d’un ordinador utilitzat durant 4 mesos, 
enfront dels 36 mesos (3 anys) que triga en amortitzar-se. 
 
 
6.3. Línies futures 
 
En el projecte han quedat moltes línies obertes que podrien implementar-se en 
un futur, en concret algunes funcionalitats plantejades durant el 
desenvolupament del projecte com són: 
 
1. Ampliació base de dades: 
Es podria dissenyar una base de dades per exemple en SQL que 
permetés guardar tots els resultats de tots els jugadors, 
independentment del tipus de carrera escollit i de com funciona el 
registre dels 10 millors jugadors. Això permetria implementar la següent 
funcionalitat 
 
2. Estadístiques: 
Es tractaria de fer estadístiques segons el tipus de carrera o el perfil dels 
estudis dels jugadors, a elecció de l’usuari. Per fer això seria necessari 
ampliar la base de dades tal i com s’ha mencionat en el punt anterior. 
Una possibilitat de presentar aquestes estadístiques podria ser exportant 
les dades en un excel. 
 
 
3. Implementació amb programari lliure: 
Una opció de futur seria implementar l’aplicació amb codi lliure, de 
manera que s’estengués l’ús del joc a altres universitats fora de l’àmbit 
de la UPC. 
 
 
  
També seria possible qualsevol millora de l’aspecte gràfic de l’aplicació que la 
fes més atractiva, tot i que s’ha de tenir en compte que un dels requisits és que 
l’aplicació final no sigui massa pesada.  
6.4. Conclusions personals 
 
L'experiència de desenvolupar una aplicació des de l'inici de la definició, pasant 
per totes les fases i des del punt de vista del director de projecte com a client, 
que no sap programar i només té una idea del que vol, ha estat molt 
enriquidora en el sentit què ha estat un projecte simulant gairebé la vida real. 
Aques fet m'ha forçat a buscar a tots els llocs possibles les solucions pels 
problemes de programació que se'm presentaven, constituint una feina 
d'investigació important.              
 
A més, el fet de ser un projecte coordinat i haver de mantenir entrevistes tant 
amb el "client" com amb els altres projetistes, m'ha refermat els conceptes de 
treball cooperatiu que es dóna a la carrera.  
 
D'altra banda, per dur a terme el desenvolupament d'aquest projecte he anant 
seguint les fases de l'enginyeria del software, fins i tot utilitzant llenguatge UML, 
fet que m'ha servit per ampliar els meus coneixements de programació. Durant 
els diferents cursos de la carrera on has de programar, sempre et recomanen 
planificar abans el treball de la manera més exhaustiva possible, però no és 
fins que et trobes amb un projecte real de certa importància que t'adones de 
l'important que és seguir una metodologia de treball que, encara que pot 
semblar pesada a l'inici, et simplifica molt les coses després. De fet, si hagués 
seguit aquesta metodologia de manera més estricta, segurament hauria 
estalviat molt més temps, com ja he comentat a l'apartat 6.1.  
 
Finalment aquest treball m'ha servit molt pel que és ampliació de coneixements 
de la plataforma .NET, que avui dia sembla que cada vegada s'estengui més 
(tot i el seu preu). De fet, gairebé la majoria dels programadors que demanen 
són de Java o amb coneixements avançats de .NET., tals com XML o bases de 
dades (SQL, Acces).  
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ANNEX I. Resultats: Fotografies del sistema real 
 
 
A continuació es mostraran fotografies de les bicis del sistema global de 
producció d'energia de forma neta i sostenible, de manera que es podrà 
observar el maquinari per l'adquisició de dades. 
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Les fues fotografies següents mostren la placa amb el circuit que els 
projectistes de maquinari han implementat. La primera correspon a la placa 
realitzada pel projecte d'adquisició de dades de forma autònoma, sense 
ordinador, mostrant les dades amb leds i vúmeters. La segona placa correspon 
al projecte consistent en montar el circuit que ha d'adquirir les dades iportar-les 
a un port sèrie RS232 d'un ordinador. 
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La fotografia que es mostra a continuació correspon a un participant d'un 
concurs de generar electricitat dut a terme a l'EUM (Escola Universitària del 
Maresme) al mes d'abril, realitzat amb una primera versió del sistema. La cursa 
consistia a generar 1 kWh en el mínim temps possible. 
 
 
 
 
 
 
  
Finalment, la següent fotografia mostra el sistema complet amb la part de 
maquinari d'adquisició de dades per pc, i un portàtil que és on estaria corrent la 
nostra aplicació. 
 
 
 
 
 
 
