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RESUM (màxim 50 línies) 
 
 
 
L’objectiu d’aquest projecte final de carrera és el 
desenvolupament d’un videojoc de plataformes en C++ 
compatible per plataformes Microsoft Windows i fent servir 
l’API multimèdia Allegro. 
 
S’han utilitzat eines gratuïtes o bé amb llicències poc 
restrictives en totes les fases del projecte. 
 
El videojoc, anomenat, JA HO TINC, està dirigit a nens 
d’educació primària en etapa d’aprenentatge de les 
operacions matemàtiques bàsiques (sumes, restes, 
multiplicacions i divisions), ja que potencia la agilitat 
en el càlcul mental d’una forma divertida. 
 
JA HO TINC només ofereix mode de joc per un sol jugador. 
 
L’objectiu és aconseguir el número proposat com a resultat 
agafant en ordre números i signes matemàtics repartits per 
la pantalla en un temps prefixat. Una partida termina quan 
el jugador falla 3 cops o bé passa amb èxit els 30 nivells 
ideats. 
 
El videojoc disposa d’una sèrie de fitxers de configuració 
que l’administrador podria modificar per adaptar-lo a 
noves necessitats com ara dificultat, ampliar pantalles de 
joc o canviar els recursos gràfics. 
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1. Introducció 
 
1.1 Motivacions del projecte 
 
Des de que vaig tenir el meu primer ordinador personal  a l’any 1990, un impressionant 286 de 
33 MHZ amb 20 MB de disc dur i 640 KB de memòria RAM que va comprar el meu germà, m’he 
sentit atret per la informàtica, en especial pels videojocs, sent les aventures gràfiques i els jocs 
de plataformes els meus preferits. 
 
Durant la meva època d’institut, passava moltes hores amb amics amb els que compartia 
aquest neguit per aconseguir fer el videojoc perfecte o, com a mínim, començar un videojoc 
que pogués semblar-ne a alguns dels jocs que jugàvem i que eren productes de grans 
companyies. I dic començar, perquè normalment, la idea que teníem era bona però no 
arribava mai a finalitzar-ne. Utilitzant editors molt rudimentaris (suficients per la època) amb 
compiladors de Basic, C o C++, vam crear les nostres llibreries per manipular gràfics, àudio i 
dispositius d’entrada com teclat, ratolí i joystick. 
 
Llavors tenia clar que volia dedicar-me al món de la informàtica, per dissenyar i programar 
videojocs. 
 
La realitat, però, ha sigut una altra ... 
 
La meva vida professional sempre ha estat lligada al món de la informàtica de gestió: 
desenvolupament, implantació i consultoria de software de gestió fet a mida per petites i 
mitjanes empreses. 
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Ara, sent conscient de la meva situació familiar i professional, en la que el temps lliure és molt 
escàs, necessitava plantejar-me un projecte final de carrera que realment en motivés al 100% i 
que no fos entrar en un terreny totalment desconegut. 
 
Durant un parell de dies vaig estar rumiant quin tipus de videojoc fer, tenint molt clar que no 
seria un producte comercial ni compatible en totes les plataformes. Llavors vaig pensar en els 
meus fills i en els inicis de les matemàtiques a educació primària: crearé un videojoc que faci 
que un jugador de curta edat salti entre plataformes per aconseguir una combinació de 
números en un determinat temps; si és prou ràpid passarà al següent nivell. 
 
1.2 Objectius del projecte 
 
L’objectiu principal del projecte és el desenvolupament d’un videojoc de plataformes en C++ 
compatible per plataformes Microsoft Windows. Les eines utilitzades són gratuïtes o amb 
llicències poc restrictives. El videojoc està dirigit a nens d’educació primària en etapa 
d’aprenentatge de les operacions matemàtiques bàsiques (sumes, restes, multiplicacions i 
divisions). 
 
El joc no s’ha pensat per ser un producte comercial ni arribar a totes les plataformes. Això es 
pot plantejar com una ampliació de projecte força interessant i enriquidora. 
 
El segon objectiu i, molt lligat al primer, és utilitzar una API gràfica que ens faciliti la vida a 
l’hora de manegar vídeo, àudio, dispositius d’entrada i sortida, tempo del videojoc, etcètera. 
He escollit la biblioteca ALLEGRO (Allegro Low Level Game Routines) per la seva simplicitat. 
Allegro és un conjunt de llibreries amb rutines de baix nivell dirigides principalment a la 
programació d’aplicacions multimèdia i videojocs. 
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Per exemple, en el cas de la gestió gràfica, tenim que entre finals dels anys 80 i mitjans dels 90, 
per dibuixar gràfics a pantalla es permetia accedir directament a la memòria de vídeo d’una 
manera molt senzilla. Una d’aquestes formes va ser el mode gràfic 13h, molt estès i 
compatible amb targetes gràfiques VGA de IBM, amb una resolució de320x200 pixels de 256 
colors. Aquest mode s’inicialitzava mitjançant interrupcions de software. 
 
Ara, el maquinari modern està construït per treballar amb vàries tasques alhora i existeix una 
amplia gamma de components físics amb els que cal comunicar-se. Per garantir la correcta 
gestió de las tasques només un programa pot manegar la memòria de vídeo, habitualment el 
sistema operatiu, i la resta de programes, a través del sistema operatiu, accedeixen a la 
informació indirectament. Això permet que el sistema operatiu doni prioritats i eviti conflictes. 
Accedir directament al maquinari no és pràctic, no garanteix que els programes executats al 
mateix temps funcionin amb normalitat, requereix d’una programació complexa i obliga a 
desenvolupar un producte multi plataforma, tasca difícil de fixar en solitari com a 
programador. 
 
Per tant, cal unes eines que facin de capa entre el maquinari i el nostre software. Aquestes 
eines són un conjunt de llibreries que formen la biblioteca Allegro. 
 
També es planteja com objectiu, oferir a l’administrador del videojoc la edició dels fitxers de 
configuració amb els que canvií el comportament del videojoc a tots els nivells. 
 
Com a últim objectiu, es vol reutilitzar recursos gràfics de quan els meus inicis de programador. 
El codi font antic no és compatible i per aquest motiu, es requereix d’un aprenentatge de 
Allegro. 
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Els objectius del videojoc estan clarament enfocats a jugadors de petita edat. Apart de fer 
passar una bona estona, desenvolupar la destresa amb el teclat i la coordinació de moviments 
per superar els obstacles i, potenciar el càlcul mental. 
 
1.3 Què és Ja Ho Tinc 
 
1.3.1 Descripció i objectius del videojoc 
 
El nostre videojoc es diu “Ja Ho Tinc”, frase que segurament dirà el nostre petit jugador en més 
d’una ocasió quan vegi clar què ha de fer a la pantalla per superar el nivell amb èxit. 
L’objectiu és aconseguir el número proposat com a resultat agafant en ordre números i signes 
matemàtics repartits per la pantalla en un temps prefixat. 
 
 
Figura 1.1. Pantalla del videojoc JAHOTINC. 
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1.3.2 Normes del videojoc 
 
Les normes de Ja Ho Tinc són: 
 Hi ha un sol jugador. 
 El jugador té inicialment N vides. Aquesta dada és configurable. 
 Hi ha N mons. Aquesta dada és configurable. 
 Cada mon té N nivells. Aquesta dada és configurable. 
 Hi ha objectes de tipus números (del 0 al 9) repartits per nivell. El nombre, tipus i 
posició són configurables. 
 Hi ha objectes de tipus signes (+, -, x, /) repartits per nivell. El nombre, tipus i posició 
són configurables. 
 Només pot haver un objecte de cada tipus. 
 Hi ha un temps límit de joc per nivell. Aquesta dada és configurable. 
 Hi ha un resultat per nivell. Aquesta dada és configurable. 
 El jugador ha de construir la fórmula amb la que s’obtingui el resultat agafant en ordre 
els objectes. 
 El jugador pot agafar objectes. A partir d’ara parlarem de capturar un objecte. 
 El primer objecte a capturar ha de ser de tipus número. 
 No es poden capturar seguits dos objectes del mateix tipus. 
 No es pot capturar un objecte de tipus número si és el quocient d’una divisió que no 
dona resto 0. 
 Un objecte sel·leccionable emet un so característic. 
 Un objecte no sel·leccionable emet un so característic. 
 Una fórmula no pot desfer-se. 
 El jugador passa de nivell quan el resultat de la fórmula coincideix amb el resultat 
proposat. 
 El jugador acumula tants punts com segons restin al passar de nivell. 
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 El jugador perd una vida quan finalitza el temps de joc per nivell. 
 La partida acaba quan el jugador perd totes les vides o passa tots els nivells. 
 El jugador pot repetir un nivell quan sàpiga que no obtindrà el resultat si a la fórmula 
feta fins al moment no hi pot combinar els objectes pendents de captura. 
 El jugador pot finalitzar la partida en qualsevol moment. 
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2. Tecnologies utilitzades pel videojoc 
 
2.1 Eines necessàries 
 
A continuació es detallen les eines utilitzades per desenvolupar el videojoc [1], el perquè de la 
seva elecció i quines altres eines similars van ser analitzades però no escollides. 
 
2.1.1 Llenguatge de programació 
 
La primera eina indispensable per desenvolupar una aplicació és un llenguatge de 
programació. Si aquesta aplicació es tracta d’un videojoc, el llenguatge històricament més 
utilitzat ha sigut C, i en els últims anys C++. Quan parlem de projectes grans casi amb tota la 
seguretat apareixeran C o C++ [2]. 
El videojoc JA HO TINC s’ha programat en C++, però abans farem una passada per altres 
llenguatges de programació que es podrien haver utilitzat per aquest fi. 
 
Figura 2.1. Logo de JAVA. 
El llenguatge de programació Java va ser originalment desenvolupat per James Gosling de Sun 
Microsystems i publicat al 1995 com a component fonamental de la plataforma Java de Sun 
Microsystems [3]. És gratuït, orientat a objectes i multi plataforma.  La seva sintaxis és molt 
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semblant a C i C++, dons Java es va crear agafant lo millor d’altres llenguatges de programació 
com ara C o C++. Les aplicacions de Java són compilades a bytecode i es poden executar en 
qualsevol plataforma que tingui un software instal·lat anomenat Màquina Virtual Java (JVM). El 
bytecode és un codi especial generat pel compilador de Java i que son interpretades per 
aquest software. Això fa que una aplicació es compili una vegada independentment de la 
plataforma on s’executi. 
Java és el llenguatge predilecte per aplicacions Android [5]. Android al tenir un gran nombre de 
marques, dispositius, versions de maquinari i resolucions, tenir un únic software instal·lat com 
és la màquina virtual de Java fa que una aplicació es compili d’un forma, així de fàcil. 
Encara que el nostre videojoc, encara que no funcionarà per plataformes Android, podríem 
perfectament utilitzar-lo com a llenguatge de programació, així que no podem descartar del 
tot aquesta opció.  
 
Figura 2.2. Logo de PYTHON. 
Buscar un llenguatge de programació senzill d’utilitzar amb la potència de la programació 
orientada a objectes, la compatibilitat en diverses plataformes i la simplicitat alhora d’escriure 
codi, es sinònim de Python. [4]  
Python va ser creat per Guido Van Rossum per ser utilitzat al món de la ciència i la investigació, 
fàcil d’usar i que servís per tractar tasques dins de la programació que llavors es feia a UNIX 
amb C.  
Amb Python es pot crear tot tipus de programes, fins i tot videojocs, però com he dit abans, la 
seva aplicació principal està a dins de la comunitat científica. És un llenguatge interpretat, és a 
dir, no es compila, i necessita d’un software intèrpret a la màquina on s’hagi d’executar el 
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programa. Python permet la compatibilitat en diverses plataformes però la plataforma en 
qüestió necessita d’un software intèrpret capaç de poder executar l’aplicació. El codi és senzill 
d’entendre i està orientat a objectes. 
Encara que Python simplifica determinades tasques que, per exemple, si es fan amb C++ són 
més complexes, el fet de necessitar un intèrpret a la màquina on s’instal·li l’aplicació, descarta 
totalment la meva elecció d’aquest llenguatge de programació tant utilitzat actualment i d’una 
gran expansió (gegants com Google, Yahoo, Walt Disney i La Nasa el fan servir). 
  
Figura 2.3. Logo de C++. 
C++ és una evolució de C. 
C és un llenguatge lliure que permet la programació estructurada, és a dir, estructurar el codi 
d’un programa en components (procediments, subrutines o funcions) que tenen un punt 
d’entrada i un de finalització i poden ser executats tantes vegades com sigui necessari dins del 
programa al que pertanyen. Els beneficis de la programació per procediments és la millor 
comprensió del codi, el desenvolupament per mòduls independents i la reutilització del codi 
[6]. 
C++ està orientat a objectes, és a dir, té classes. Aquestes classes van ser creades a partir de les 
estructures de C i permeten, a més de dades, incorporar funcions. Entre les millores més 
notables de C++ respecte a C destaca millor gestió de la memòria dinàmica, herència, 
polimorfisme, operadors, sobrecarrega, etcètera. 
C sempre ha sigut el llenguatge de programació per excel·lència que he utilitzat des de els 
meus inicis com a programador i com he dit abans, és el més utilitzat per al desenvolupament 
de videojocs . 
C++ sembla l’ideal per la experiència adquirida i pels següents factors comparatius amb Java: 
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- Una aplicació en C++ s’executa molt més ràpida que una aplicació en JAVA. 
- Una aplicació en C++ pesa menys que en JAVA, ja que no li cal un software com la 
màquina virtual. 
- C++ compta amb aritmètica de punters mentre que Java no, per tant, permet 
implementar accessos més ràpids a les dades. 
- C++ ofereix millor gestió de la memòria que JAVA, això implica millor rendiment del 
maquinari. 
 
2.1.2 Compilador 
 
Necessitem una segona eina per convertir el nostre codi C++ en llenguatge que entengui la 
màquina, això és, un compilador. 
  
Figura 2.3. Logo de MINGW. 
  
Figura 2.4. Logo de GCC. 
[7] Volem un compilador gratuït i ens anem cap a MINGW (Minimalist GNU for Windows). És 
una implementació dels compiladors GCC de Linux per plataformes Microsoft Windows que 
permet el desenvolupament d’aplicacions natives en Microsoft Windows generant executables 
i biblioteques usant la API de Microsoft Windows. GCC (GNU Compiler Collection) és un 
conjunt de compiladors creats pel projecte [GNU], gratuït i distribuït per la FSF (Free Sofware 
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Foundation) sota llicència general pública GPL, originalment per compilar llenguatge C, però 
posteriorment ampliat per compilar C++ i d’altres llenguatges. 
MinGW no només és un compilador si no que també conté altres eines com un linker per 
generar el executable de l’aplicació, un make per fixar les dependencies entre els diferents 
components de l’aplicació, un debugger per provar i depurar l’aplicació, un profiler per 
analitzar el rendiment de l’aplicació, etcètera. 
La versió instal·lada és la 4.8.1. 
 
2.1.3 Entorn de desenvolupament integrat 
 
Necessitem una tercera eina que serà com un editor de text on puguem escriure el nostre codi 
C++ i de pas ens ofereixi alguna utilitat que ens simplifiqui el desenvolupament del videojoc. 
Aquesta eina és un IDE (Integrated Development Environment), un entorn de 
desenvolupament integrat. Es una aplicació de software que disposa de varis components que 
ens permeten desenvolupar aplicacions de diferents tipus. Entre els components habituals 
podem trobar un editor de codi font amb auto completat intel·ligent del codi, un compilador, 
un enllaçador, un depurador i una interfície gràfica. 
[8] Hi ha molts entorns de desenvolupament integrat per programar en C++ però destacarem 
alguns. 
Dev-C++ 
  
Figura 2.5. Logo de DEV-C++. 
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[9] Dev-C++ és un entorn de desenvolupament integrat gratuït per programar en C i C++ i escrit 
en llenguatge Delphi. Utilitza el compilador MinGW, però qualsevol compilador basat en GCC 
es podria utilitzar com a compilador seu. 
Està distribuït sota llicència GNU General Public License i Source Forge és la web que ofereix la 
descàrrega de l’aplicació. La última versió estable publicada va ser a l’abril de 2015. 
Eclipse CDT 
  
Figura 2.6. Logo de ECLIPSE CDT. 
[10] Eclipse és un entorn de desenvolupament integrat gratuït i de codi obert, inicialment creat 
per programar en Java i escrit majoritàriament en llenguatge Java. Més endavant va incorporar 
el component CDT (C Development Tool) per programar en C/C++. Utilitza compiladors GCC. 
Està distribuït sota llicència Eclipse Public License i la comunitat Eclipse és la encarregada del 
seu manteniment. La última versió estable publicada és la Mars. 
Les proves fetes amb Eclipse CDT van ser bastant decebedores perquè l’entorn saturava 
constantment la màquina, crec que és un programa que necessita molts recursos. La 
inicialització del programa trigava prop d’un minut. La compilació també es demorava d’una 
forma desesperant. No tinc clars els motius d’una velocitat tant dolenta però una aplicació que 
d’inici té aquests tipus de problemes i amb d’altres opcions testejades que donen la talla o 
estan pendents de provar, m’obliga a descartar aquesta opció. 
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Code::Blocks 
  
Figura 2.7. Logo de CODE::BLOCKS. 
Code::Blocks [11] és un entorn de desenvolupament integrat gratuït i de codi obert per 
programar en C i C++ i escrit en llenguatges C i C++. Per defecte Code::Blocks realitza una 
recerca a la màquina per localitzar els compiladors amb els que és compatible i aquells que 
troba, els configura per treballar amb ells. Alguns d’aquests compiladors són els de GCC, tant 
per plataformes Microsoft Windows com per plataformes GNU/Linux. 
Code::Blocks és una aplicació molt dinàmica i potent, perquè el seu nucli admet la incorporació 
de complements que li aporten funcionalitats noves. Per defecte la versió ve predeterminada 
amb molts d’aquests components. 
Està distribuït sota llicència GNU General Public License i la comunitat Code::Blocks és la 
encarregada del seu manteniment. La última versió estable és la 13.12 i es va publicar a finals 
de 2013. 
Elecció de Code::Blocks 
Dev-C++ era la meva opció inicial perquè ja havia treballat amb aquest entorn a finals del 2009, 
però no vaig aconseguir configurar-lo per treballar amb les llibreries ALLEGRO i vaig tenir molts 
problemes amb la compilació de codis molt simples. Fa uns mesos, va veure la llum una nova 
versió, però quan vaig començar a treballar amb aquest projecte, al desembre de 2014, Dev-
C++ portava més de 3 anys sense una nova versió, cosa que em va fer agafar una certa 
desconfiança per continuar amb les proves d’integració d’Allegro. 
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Com he comentat abans, Eclipse CDT tenia problemes de rendiment i provocava la saturació 
de la màquina, així que era la pitjor opció per mi. 
Code::Blocks ha sigut l’entorn escollit. La versió estable utilitzada és la 13.12. La interfície 
gràfica és excel·lent, la organització dels projectes és ordenada, disposa d’un auto completat 
de codi molt ràpid i un depurador altament estable. És senzill d’utilitzar i la integració de les 
llibreries d’Allegro ha sigut fàcil i ràpida. 
 
2.1.4 Interfície de programació d’aplicacions multimèdia 
 
Una interfície de programació d’aplicacions (API en anglès i prové de Application Programming 
Interface) és un conjunt de subrutines, funcions i procediments (o mètodes, a la programació 
orientada a objectes) que ofereix una biblioteca per ser utilitzada per un altre software com a 
capa d’abstracció. 
En aquest projecte busquem una API multimèdia que ens facilitarà la vida a l’hora de manegar 
vídeo, àudio, dispositius d’entrada i sortida, tempo del videojoc, etcètera. 
 
  
Figura 2.8. Logo de OPENGL. 
[12] OpenGL (Open Graphics Library) es una API multi plataforma creada por Silicon Graphics 
en 1992, que manega només l’aspecte gràfic d’un sistema, deixant de banda àudio i dispositius 
d’entrada, que haurien d’estar controlats per altres APIs. És una de les APIs gràfiques més 
utilitzades principalment en software de disseny assistit per ordinador, entorns de realitat 
virtual, simuladors de vol i en el desenvolupament de videojocs on compateix amb DIRECT3D a 
plataformes Microsoft Windows. 
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Per desenvolupar aquest projecte ens cal una API més completa i que ens ofereixi rutines en 
tot l’àmbit multimèdia. 
A més, tenint present opinions de programadors a la web sobre la facilitat de començar a 
utilitzar aquesta biblioteca, la gran majoria coincideixen en que APIs com ALLEGRO o SDL són 
més fàcils e intuïtives. 
OpenGL queda descartada. 
  
Figura 2.9. Logo de MICROSOFT DIRECTX. 
[13] DirectX és una API multimèdia creada por Microsoft en 1995, que consta bàsicament de: 
[Direct3D] para la part gràfica. 
DirectSound i DirectMusic: per la part de àudio. 
DirectInput: per control de dispositius d’entrada com teclats, joysticks, etc. 
DirectPlay: per a la comunicació de dades en xarxes. 
Encara que el videojoc només és compatible per plataformes Microsoft Windows, es vol deixar 
la porta oberta per ampliar, en un futur, la compatibilitat amb d’altres plataformes. 
A més, tal i com passa amb la API OpenGL, el inici pot ser complicat i pesat. 
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Figura 2.10. Logo de SDL. 
 
[14] SDL (Simple Direct Media Layer) es una API multimèdia per realitzar operacions gràfiques 
en 2D, gestionar efectes de so i música, i carregar imatges. SDL està pensat per crear 
aplicacions en 2D. En el cas de voler treure profit de l’acceleració per maquinari que totes les 
targes gràfiques tenen actualment o bé crear aplicacions en 3D, es podria utilitzar amb 
OpenGL. 
Algunes de les llibreries que formen SDL són: 
SDL_image: càrrega d’imatges en diferents formats: png, jpg, etc. 
SDL_mixer: càrrega de formats de so com wav, mp3, ogg, etc. 
SDL_net: comunicació de dades en xarxes. 
SDL_ttf: gestió de fonts TrueType. 
SDL_gfx: primitives gràfiques, escalar/rotar imatges. 
Possible candidat a ser l’API del videojoc però a la espera d’avaluar ALLEGRO. 
  
Figura 2.11. Logo de ALLEGRO. 
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[15] ALLEGRO (Allegro Low-Level Game Routines) es una API multimèdia, multi plataforma, 
gratuïta i de codi obert. Disposa de funcions gràfiques (2d i 3d) com ara la inicialització de 
modes gràfics o el copiat de dades de la memòria de l’ordinador a la targeta de vídeo, 
manipulació d’imatges, text, àudio (sons i música), gestió de dispositius d’entrada, 
temporitzadors, operacions aritmètiques i accés al sistema de fitxers. A més d’aquestes rutines 
base, al ser una biblioteca de codi obert, hi ha una gran comunitat de programadors que 
contínuament amplien les funcionalitats i afegeixen millores mitjançant nous complements o 
llibreries addicionals (com ara la gestió d’imatges i àudio amb formats específics). 
La documentació d’Allegro és molt extensa i als fòrums hi pots trobar qualsevol tema 
relacionat amb la biblioteca: problemes, correccions, millores, aclariments, exemples, 
manuals, codi font, vídeos. 
Finalment, és l’API escollida del videojoc. 
Altres APIs en C++: LIBGDX, COCOS2D-X, CLANLIB, SFML. 
 
2.1.5 Eina gràfica 
 
Les eines gràfiques utilitzades per dissenyar els elements gràfics del videojoc han estat les 
següents. 
  
Figura 2.12. Logo de GIMP. 
 
GIMP (GNU Image Manipulation Program) és un editor gràfic gratuït i de codi obert per retocar 
i editar imatges, així com per convertir imatges a formats diferents. La versió utilitzada és la 
2.8.14 que es pot descarregar des de http://www.gimp.org/ sota llicència GNU General Public 
License. 
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Figura 2.12. Logo de MICROSOFT PAINT. 
 
PAINT és un editor gràfic integrat amb sistemes operatius Microsoft Windows. La versió 
utilitzada per retoc és la 6.3 de Windows 8.1 amb llicència Microsoft. 
 
2.1.6 Recursos d’àudio 
 
Els sons i la música utilitzades són recursos gratuïts i amb una llicència sense de restriccions: 
 Sons: descarregats des de http://www.sshhtt.com 
 Música: descarregades des de http://soundimage.org/funnyquirky/ 
Ha sigut necessari convertir els recursos de format MP3 a format WAV ja que Allegro no 
treballa amb àudio en format MP3. Per fer aquesta conversió s’ha utilitzat la web 
http://audio.online-convert.com/convert-to-wav que ofereix aquest servei de forma gratuïta. 
 
2.1.7 Recursos de text 
 
S’ha utilitzat la font Exo2-BlackCondensed de tipus Open Type [15] per imprimir text a pantalla 
com son els menús. La font s’ha descarregat des de http://www.fontsquirrel.com/fonts/ i té 
una llicència 100% d’us lliure. 
 
2.1.8 ALLEGRO 
 
[15] [16] La biblioteca ALLEGRO (Allegro Low-Level Game Routines) és un conjunt de llibreries 
amb rutines de baix nivell dirigides principalment a la programació d’aplicacions multimèdia i 
videojocs. Allegro no és un motor gràfic, és una API multimèdia que s’encarrega de facilitar la 
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vida al programador.  Disposa de funcions gràfiques (2d i 3d) com ara la inicialització de modes 
gràfics o el copiat de dades de la memòria de l’ordinador a la targeta de vídeo, manipulació 
d’imatges, text, àudio (sons i música), gestió de dispositius d’entrada, temporitzadors, 
operacions aritmètiques  de punt flotant i accés al sistema de fitxers. A més d’aquestes rutines 
base, al ser una biblioteca de codi obert, hi ha una gran comunitat de programadors que 
contínuament amplien les funcionalitats i afegeixen millores mitjançant nous complements o 
llibreries addicionals (com ara la gestió d’imatges i àudio amb formats específics). 
Amb Allegro el disseny i la estructura del videojoc no es veuen afectades, sent totalment 
independents de la lògica del videojoc i de la plataforma sobre la que s’instal·la el videojoc. 
 
2.1.8.1 Característiques 
 
Un cop feta aquesta introducció d’Allegro podem indicar les principals característiques de la 
biblioteca: 
 gratuïta perquè utilitzar-la no té cap cost i no s’apliquen restriccions d’us. 
 de codi obert perquè tothom hi pot contribuir a la seva millora. 
 multi plataforma perquè sense canviar una línia de codi et permet generar versions 
per diferents plataformes com ara Microsoft Windows, Linux, OS X i DOS. 
 Originalment és una API per llenguatge C, però s’ha ampliat per altres llenguatges com 
C++, C#, Java, Visual Basic .NET, Pascal, etcètera. 
 
2.1.8.2 Versió utilitzada 
 
La versió d’Allegro utilitzada per desenvolupar el videojoc és la 5.0.10. 
Són molts canvis i correccions els afegits a la versió 5.0.10 respecte a l’anterior versió però, 
destaquem que un dels canvis més importants és la incorporació i actualització de rutines que 
treballen amb dos drivers gràfics com Direct3D i OpenGL, compatibles amb plataformes 
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Microsoft Windows (altres plataformes només són compatibles amb OpenGL). Aquests drivers 
afegeixen funcions gràfiques accelerades per maquinari, és a dir, es disposa d’una nova API i 
canvia la implementació per software de les rutines gràfiques per una implementació basada 
en Direct3D i OpenGL. 
 
2.1.8.3 Història 
 
Allegro va ser originalment concebut per Shawn Hargreaves per a la plataforma Atari ST a 
principis dels anys 90. Quan aquest sistema va començar a abandonar-se, va reescriure la 
lògica per a funcionar amb compilador Borland C++. Però encara evolucionaria més, dons al 
1995, el compilador DJGPP de DOS seria l’únic suportat. Més tard Allegro es ramificaria en dos 
per tenir una versió per plataformes Microsoft Windows i un altre versió per plataforma Unix, 
però es tornaria a unificar generant una versió multi plataforma. 
Shawn Hargreaves, finalment, decideix desvincular-se d’Allegro, però sense que això sigui un 
problema, ja que, actualment, la plataforma és mantinguda per una important comunitat de 
programadors. 
 
2.1.9 Diagrama de GANTT 
 
  
Figura 2.13. Logo de GANTT PROJECT. 
 
El software utilitzat per generar el diagrama de GANTT amb les fases del projecte es diu GANTT 
PROJECT versió 2.7 per a Microsoft Windows. Ha sigut la primera aplicació petita i gratuïta que 
he trobat per aquest fi. Es pot descarregar des de http://www.ganttproject.biz/download  
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3. Anàlisi i Disseny 
 
En aquest apartat es descriu el comportament del videojoc que volem desenvolupar, definint 
com funcionen els diferents components i com es comuniquen entre ells. S’analitzen els 
requeriments funcionals, els no funcionals i els de sistema que ha de complir el videojoc 
perquè el resultat sigui el esperat [17]. Es detalla el diagrama de classes i es descriuen els casos 
d’us amb els seus diagrames de seqüència. A més es dibuixen les pantalles i s’indica el canvi 
d’estat entre elles. 
 
3.1 Anàlisi de requeriments 
 
La especificació de requeriments descriu els serveis que ha d’oferir un producte i les 
restriccions associades al seu funcionament. D’una forma clara, concisa i ordenada, s’ha de 
fixar cada requeriment indicant què ha de fer el producte, perquè ho ha de fer d’aquesta 
forma i si és possible una justificació que demostri aquest comportament. 
 
3.1.1 Requeriments funcionals 
 
Els requeriments funcionals detallen totes les interaccions que tindrà el producte amb el seu 
entorn, és a dir, descriuen què ha de fer el producte. 
Els requeriments funcionals del nostre videojoc són: 
 El videojoc ha de carregar els recursos inicials i de cada nivell amb èxit. 
 El videojoc ha de disposar d’un menú principal amb les següents opcions: 
o Consultar ajuda. 
o Consultar puntuacions. 
o Jugar una partida. 
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o Sortir del joc. 
 El videojoc ha de permetre a l’usuari accedir a qualsevol opció del menú anterior així 
com tornar al menú principal.  
 El videojoc ha de permetre a l’usuari jugar una partida e interactuar amb la interfície. 
 El videojoc ha de permetre a l’usuari parar la partida i poder tornar, inicialitzar el nivell 
o sortir de la partida. 
 El videojoc ha de permetre a l’usuari sortir del joc. 
 El videojoc ha de permetre registrar una puntuació. 
 El videojoc ha de funcionar en plataformes Microsoft Windows. 
 El videojoc ha de mostrar a l’usuari si ha guanyat o ha perdut un nivell. 
 El videojoc ha de reproduir més d’un àudio a la vegada. 
 
3.1.2 Requeriments no funcionals 
 
Els requeriments no funcionals fixen restriccions al disseny o a la implementació del producte, 
és a dir, descriuen com ha de ser el producte. 
Els requeriments no funcionals del nostre videojoc són: 
 La interfície gràfica com ara els menús ha de ser de fàcil comprensió per l’usuari. 
 La configuració dels nivells ha de ser lo suficientment atractiva per captivar a l’usuari 
però sense que sigui una fita impracticable el passar de nivell. 
 La zona de marcador del videojoc ha de ser visible en tot moment durant el transcurs 
d’una partida. 
 El videojoc ha d’estar desenvolupat de tal forma que totes les tasques d’una partida 
siguin en temps real sense sofrir cap tipus de ralentització. El videojoc està pensat per 
mostrar trenta FRAMES per segon, és a dir, trenta refrescos de pantalla per segon, per 
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tant, el videojoc ha d’estar optimitzat sobre aquest paràmetre de temps en vers el 
consum de memòria. Això implica que el grau de cohesió i acoblament entre classes 
pot veure’s afectat per no penalitzar temps de refresc. 
 
3.1.3 Requeriments de sistema 
 
Els requeriments de sistema detallen altres tipus de limitacions però de factors externs al 
producte, com ara compatibilitats amb sistemes operatius o maquinari. 
Els requeriments de sistema del nostre videojoc són: 
- Màquina amb plataforma Microsoft Windows de 32 bits. 
- Resolució de pantalla mínima de 800x600 pixels. 
A la finalització de la implementació s’han fet proves en diverses màquines amb Microsoft 
Windows i de resolucions de pantalla diferents. El maquinari més antic i de menys recursos 
provat ha sigut un equip portàtil Toshiba Satellite A100 de l’any 2006 amb Windows XP 
Professional, 1 GB de RAM i processador Intel T2500 Core Duo de 2GHz de 32 bits amb una 
resolució de pantalla de 800x600 pixels. 
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3.2 Diagrama de classes 
 
Els diagrames de classes són diagrames d’estructura estàtica que mostren les classes del 
sistema i les seves connexions. Són utilitzats per ensenyar què pot fer el sistema i com pot 
estar construït descrivint els seus tipus d’objectes, atributs i procediments. 
A continuació es mostra el diagrama inicial de classes , representant les mateixes i les seves 
relacions. 
 
Figura 3.1. Diagrama de classes 
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3.3 Casos d’us 
 
Els casos d’us indiquen cóm ha d’interactuar el producte amb l’usuari, és a dir, les accions que 
ha de dur a terme el sistema a petició d’un usuari (ens referim a usuari, però parlem del 
concepte de Actor, sigui una persona, una màquina, etcètera). 
A continuació es mostra el diagrama de casos d’us del nostre videojoc: 
 
Figura 3.2. Diagrama de casos d’us 
 
Volem destacar també el següent cas d’us que no passa quan l’aplicació s’ha presentat a 
pantalla com els anteriors casos d’us, sino quan l’usuari carrega l’aplicació, però considero 
prou important per lo que implica a nivell de recursos i estructures de dades bàsiques pel 
funcionament del videojoc: 
  
Figura 3.3. Diagrama del cas d’us Entrada Videojoc 
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3.3.1 Entrada Videojoc 
 
Cas d’us Entrada Videojoc 
Actors Usuari 
Descripció L’usuari executa el joc 
Precondicions El joc està instal·lat 
Postcondicions El sistema inicialitza els components, carrega les configuracions i dibuixa la 
pantalla principal 
 
Usuari Sistema 
Executa el joc  
 Inicialitza els components, carrega les 
configuracions i dibuixa la pantalla principal 
 
Possible Error 
Algun component no s’hagi pogut inicialitzar o algun recurs o fitxer de configuració no s’hagi 
pogut localitzar o carregar. 
 
3.3.2 Consultar Regles del Joc 
 
Cas d’us Consultar Regles del Joc 
Actors Usuari 
Descripció L’usuari consulta les regles del joc 
Precondicions Els components gràfics, àudio i teclat estan inicialitzats i els textos amb les 
regles del joc creats 
Postcondicions El sistema mostra les regles del joc 
 
Usuari Sistema 
L’usuari prem la tecla [A] des de el menú 
principal 
 
 El sistema dibuixa les regles del joc 
 El sistema espera interacció de l’usuari 
 
Possible Error 
Els textos no estan creats o la primitiva gràfica que dibuixa els textos ha generat un error. En 
aquest cas s’informa a l’usuari de l’error i es torna al menú principal 
 
3.3.3 Consultar Puntuacions 
 
Cas d’us Consultar Puntuacions 
Actors Usuari 
Descripció L’usuari consulta les puntuacions 
Precondicions Els components gràfics, àudio i teclat estan inicialitzats, el fitxer de 
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puntuacions els textos amb les regles del joc creats 
Postcondicions El sistema mostra les puntuacions 
 
Usuari Sistema 
L’usuari prem la tecla [P] des de el menú 
principal 
 
 El sistema dibuixa les puntuacions 
 El sistema espera interacció de l’usuari 
 
Possible Error 
El fitxer de puntuacions no existeix. En aquest cas no es mostren puntuacions. 
El fitxer de puntuacions esta creat però la carrega de la informació ha generat un error o la 
primitiva gràfica que dibuixa la informació llegida ha generat un error. En aquest cas s’informa 
a l’usuari de l’error i es torna al menú principal 
 
3.3.4 Jugar 
 
Cas d’us Jugar 
Actors Usuari 
Descripció L’usuari juga una partida 
Precondicions Els components gràfics, àudio i teclat estan inicialitzats, els fitxer de 
configuració carregats 
Postcondicions El sistema carrega el fitxer de configuració del primer nivell i dibuixa les zones 
de joc i marcador amb aquestes dades 
 
Usuari Sistema 
L’usuari prem la tecla [ENTER] des de el 
menú principal 
 
 El sistema llegeix el fitxer de configuració del 
primer nivell 
 El sistema dibuixa el fons de pantalla del nivell 
 El sistema dibuixa les plataformes del nivell 
 El sistema dibuixa els objectes del nivell 
 El sistema dibuixa el jugador 
 El sistema dibuixa el marcador inicialitzant els 
seus components 
 El sistema estableix el tempo del joc 
 El sistema espera interacció de l’usuari 
mitjançant inputs de teclat per moure el jugador 
 
Possible Error 
El fitxer de configuració del primer nivell no existeix o no s’han pogut carregar tots els 
paràmetres que defineixen el nivell. S’informa a l’usuari de l’error i es torna al menú principal 
El sistema no pot realitzar alguna de les operacions gràfiques o de tempo del joc. S’informa a 
l’usuari de l’error i es torna al menú principal 
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3.3.5 Registrar Puntuacions 
 
Cas d’us Registrar Puntuacions 
Actors Usuari 
Descripció L’usuari introdueix el seu nom per guardar la puntuació 
Precondicions Els components gràfics, àudio i teclat estan inicialitzats. La partida s’ha 
acabada. La nova puntuació està dins de les 10 primeres puntuacions ja 
registrades 
Postcondicions El sistema guarda la nova puntuació 
 
Usuari Sistema 
 El sistema dibuixa la pantalla per introduir el 
nom de l’usuari 
L’usuari escriu el seu nom de fins a 15 
lletres i acaba amb la tecla [ENTER] 
 
 El sistema llegeix el nom i obre el fitxer de 
configuració de puntuacions per afegir la nova 
puntuació 
 El sistema mostra el menú principal 
 
Possible Error 
La primitiva gràfica que dibuixa els textos ha generat un error o el fitxer de puntuacions no s’ha 
pogut obrir per escriptura o s’ha generat un error durant l’escriptura en ell. En aquest cas 
s’informa a l’usuari de l’error i es torna al menú principal 
 
3.3.6 Sortir 
 
Cas d’us Sortir del Joc 
Actors Usuari 
Descripció L’usuari surt del joc 
Precondicions Els components gràfics, àudio i teclat estan inicialitzats 
Postcondicions El sistema allibera tots els components 
 
Usuari Sistema 
L’usuari prem la tecla [ESCAPE] des de el 
menú principal 
 
 El sistema allibera els components i tanca el 
videojoc 
 
Possible Error 
Algun component no s’hagi pogut alliberar. En aquest cas no s’informa a l’usuari de l’error 
perquè el videojoc es tanca 
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3.4 Diagrames de seqüència 
 
Un diagrama de seqüència mostra la interacció d’un conjunt d’objectes durant el temps i està 
associat a cada cas d’ús. Un diagrama de cas d’ús mostra una vista de l’escenari mentre que el 
diagrama de seqüència mostra detalls d’implementació de l’escenari. 
 
3.4.1 Entrada videojoc 
 
 
Figura 3.4. Diagrama de seqüència Carregar Videojoc 
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3.4.2 Consultar Regles del Joc 
 
 
Figura 3.5. Diagrama de seqüència Consultar Regles Joc 
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3.4.3 Consultar Puntuacions 
 
Figura 3.6. Diagrama de seqüència Consultar Regles Joc 
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3.4.4 Registrar Puntuacions 
 
Figura 3.7. Diagrama de seqüència Registrar Puntuacions 
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3.4.5 Jugar 
 
 
Figura 3.8. Diagrama de seqüència Jugar  
43 
 
3.4.6 Sortir 
 
 
Figura 3.9. Diagrama de seqüència Sortir 
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3.5 Menús 
 
Quan s’executa el videojoc la primera pantalla que es mostra és el menú principal. 
Des del menú principal es pot accedir a la consulta de les regles del joc, a la consulta de les 
puntuacions i al inici d’una nova partida. Només des de la opció de jugar l’usuari podrà parar el 
joc, perquè així ho vol o perquè s’ha quedat sense vides, i podrà registrar una puntuació. 
 
 
Figura 3.10. Diagrama de menús 
 
3.6 Diagrama d’estat dels menús 
 
 
La funció FIJAESTADO de la classe VIDEOJUEGO determina el punt del videojoc on ens trobem. 
Aquesta gestió es veurà més endavant a l’apartat de component de teclat, però ja deixem clar 
que és fonamental per controlar i restringir el que l’usuari pot fer per teclat, a més les accions 
que es desencadenen per prémer la mateixa teclat, són diferents depenen de l’estat on ens 
trobem, és a dir, de la opció on ens trobem. 
Valors de la propietat Estat de la classe VIDEOJUEGO: 
 1: Menú principal. 
 2: Menú de consultar les regles de joc. 
 3: Menú de consultar les puntuacions. 
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 4: Partida. 
 5: Registrar la puntuació. 
 0: Sortir. 
 
Figura 3.11. Diagrama d’estat de menús 
 
3.7 Disseny de pantalles 
 
A continuació es defineixen les pantalles del videojoc. Per veure més detall consultar annex 3. 
  
Figura 3.12. Disseny de pantalles: menú principal. 
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Figura 3.13. Disseny de pantalles: consulta de regles del joc. 
 
 
 
Figura 3.14. Disseny de pantalles: consulta de puntuacions. 
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Figura 3.15. Disseny de pantalles: registrar puntuació. 
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4. Implementació 
 
En aquest apartat explicarem amb tot detall cada una de les parts del videojoc i la codificació 
dels procediments més importants la estructura del videojoc, des del contingut 
La instal·lació del videojoc consisteix en un fitxer executable que descomprimeix el seu 
contingut en la ruta indicada per l’usuari: 
 
 
Figura 4.1. Fitxer executable. 
 
Un cop realitzada la instal·lació la estructura de carpetes y arxius del videojoc és la següent: 
 
  
Figura 4.2. Estructura de carpetes i arxius. 
 
Audio: conté els recursos d’àudio en format WAV (sons i cançons). 
Config: conté els fitxers de configuració i la font open type utilitzada. 
Grafic: conté els recursos gràfics en format PNG (fons de pantalla, plataformes, jugadors, 
objectes i marcador) 
Executable: JaHoTinc.EXE és l’executable del videojoc. 
DLLs: necessàries per executar el videojoc. 
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4.1 Configuració 
 
Un cop instal·lat el videojoc es pot jugar perquè hi ha una configuració per defecte. Però es 
podria modificar aquesta parametrització per adaptar el joc a noves necessitats. 
La eina de parametrització del videojoc consisteix en un conjunt de fitxers de configuració no 
encriptats i editables per qualsevol usuari que accedeixi a la carpeta del videojoc. 
Aquests fitxers de configuració, d’extensió CFG, tenen un format de text ASCII i una estructura 
idèntiques als fitxers amb extensió INI utilitzats a la plataforma Windows. Cada fitxer conté 
seccions on s’agrupen paràmetres relacionats i comentaris per entendre cada concepte. 
Ofereixen la possibilitat de canviar el comportament del videojoc d’una manera ràpida i 
senzilla. 
Aquest tipus de format està pràcticament en desús perquè no és portable a totes les 
plataformes degut als caràcters de salt de línia que no són interpretats de la mateixa forma en 
totes les plataformes. A més, el format XML, pot complir la mateixa funció, sent un estàndard 
portable i sense problemes amb el joc de caràcters utilitzat. 
Els motius pels que s’ha decidit utilitzar aquest format és per la senzillesa amb la que es 
presenta i s’edita la informació: qualsevol usuari pot obrir-lo des d’un editor de text i 
modificar-lo. A més, el videojoc està pensat per funcionar en plataforma Windows, així que la 
portabilitat no és una raó prou important. 
Els fitxers de configuració estan a la carpeta CONFIG: 
 
Figura 4.3. Carpeta Config. 
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Els fitxers que hi trobem són: 
  
Figura 4.4. Fitxers de configuració. 
 
A continuació es descriu cada un dels fitxers de configuració. 
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4.1.1 Fitxer base de configuració (APLICA_CFG) 
 
  
Figura 4.5. Fitxer base de configuració. 
 
És un fitxer inamovible de la carpeta CONFIG i definit al codi font del videojoc. La seva finalitat 
es fixar quina configuració s’utilitzarà al videojoc, això és, indicar el fitxer de configuració 
principal del videojoc a utilitzar. 
 
Contingut per defecte de APLICA_CFG: 
[General] 
;Ubicació i nom del fitxer de configuració principal del videojoc. 
Version = Config/main.cfg 
 
 
Podem disposar de vàries configuracions adaptades a diferents necessitats, però només una 
activa. Per exemple configuracions amb estètica diferent (gràfics i àudio diferents), dificultat 
diferent (adaptada a la edat del jugador, al temps fixat), més pantalles per jugar: 
[General] 
;Per defecte 
Version = Config/main.cfg 
;Per a petits 
;Version = Config/main_petits.cfg 
;Per a grans 
;Version = Config/main_grans.cfg 
;Estètica diferent 
;Version = Config/main_estetica_01.cfg 
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4.1.2 Fitxer de configuració general (MAIN) 
 
  
Figura 4.6. Fitxer de configuració general. 
 
El seu nom i ubicació poden variar, però en aquesta documentació ens referirem a ell amb el 
seu nom segons configuració per defecte. La seva finalitat es fixar els paràmetres generals del 
videojoc. 
 
Contingut per defecte de MAIN: 
[General] 
;Amplada en pixels de la finestra del videojoc. 
ScreenW = 800 
;Alçada en pixels de la finestra del videojoc. 
ScreenH = 600 
;Amplada en pixels de la plataforma. 
PlatafW = 40 
; Alçada en pixels de la plataforma. 
PlatafH = 40 
;Número inicial de vides del jugador. 
Vidas = 3 
;Número de frames por segon. Serà la velocitat de refresc gràfic general del videojoc. 
;Això es sinònim de la quantitat de vegades que s’imprimeixen els elements gràfics a pantalla 
per segon. 
FPS = 30 
;Número de mons del videojoc. 
Mundos = 3 
;Número de nivells per món del videojoc. 
Niveles = 10 
;Ubicació i nom del fitxer gràfic del fons del menú del videojoc. 
FondoMenu = Grafic\principal.png 
;Ubicació i nom del fitxer de configuració de puntuacions del videojoc. 
CFGPuntuaciones = Config\puntuaciones.cfg 
;Ubicació i nom del fitxer de configuració de puntuacions dels objectes (números i signes). 
CFGObjetos = Config\objetos.cfg 
;Ubicació i nom del fitxer de configuració de jugadors. 
CFGJugadores = Config\jugadores.cfg 
[Marcador] 
;Ubicació i nom del fitxer gràfic de caràcters utilitzats a la zona de marcador i als missatges 
gràfics del videojoc. 
MarcaF = Grafic\marcador.png 
;Amplada del caràcter gràfic al fitxer gràfic de marcador. 
MarcaW= 40 
;Alçada del caràcter gràfic al fitxer gràfic de marcador. 
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MarcaH = 40 
 
4.1.3 Fitxer de configuració de jugadors (JUGADORES) 
 
  
Figura 4.7. Fitxer de configuració de jugadors. 
 
El seu nom i ubicació poden variar, però en aquesta documentació ens referirem a ell amb el 
seu nom segons configuració per defecte. La seva finalitat es fixar el comportament dels 
jugadors. 
 
El videojoc està pensat per un sol jugador. S’ha fixat per codi font buscar els paràmetres de la 
secció corresponent al jugador 1. Contingut per defecte de JUGADORES: 
 
[001] 
;Ubicació i nom del fitxer gràfic del jugador 1. 
;Conté les seqüències de moviment. 
Fuente = Grafic\Jugador_001.png 
;Ample del frame o unitat de seqüència. 
Ancho = 96 
;Alçada del frame o unitat de seqüència. 
Alto = 64 
;Número de refrescos gràfics de pantalla  que passaran abans d’imprimir un frame. 
Refresco = 1 
;Duració en número de refrescos gràfics de pantalla d’una seqüència de moviment si no és 
interrompuda (salt i captura), és a dir, s’imprimiran tants frames com número de refrescos 
hagin de passar per finalitzar la seqüència. 
Ciclo = 9 
;Velocitat de moviment. Incrementa o decrementa la posició a l’eix horitzontal per moviments 
cap a la dreta i cap a la esquerra respectivament. Incrementa o decrementa la posició a l’eix 
vertical per moviments cap a baix i cap a dalt respectivament. 
Velocidad = 11 
;Seqüència de moviment cap a la esquerra. Cada número correspon amb el frame que 
s’imprimirà a pantalla i que ocupa aquesta posició al fitxer gràfic fixat pel paràmetre Fuente 
SecIzquierda = 0,1,2,3 
;Seqüència de moviment cap a la dreta. Cada número correspon amb el frame que s’imprimirà 
a pantalla i que ocupa aquesta posició al fitxer gràfic fixat pel paràmetre Fuente 
SecDerecha = 4,5,6,7 
;Seqüències de moviment de salt. Cada número correspon amb el frame que s’imprimirà a 
pantalla i que ocupa aquesta posició al fitxer gràfic fixat pel paràmetre Fuente. 
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;Hi ha una seqüència de salt frontal, una seqüència de salt cap a la dreta i una seqüència de 
salt cap a la esquerra. 
SecArriba = 10,10,10,10,10,10,10,10 
SecArrDer = 10,10,10,10,10,10,10,10 
SecArrIzq = 13,13,13,13,13,13,13,13 
;Seqüències de moviment de caiguda. Cada número correspon amb el frame que s’imprimirà a 
pantalla i que ocupa aquesta posició al fitxer gràfic fixat pel paràmetre Fuente. 
;Hi ha una seqüència de caiguda frontal, una seqüència de caiguda cap a la dreta i una 
seqüència de caiguda cap a la esquerra. 
SecAbajo = 8,8,8,8,8,8 
SecAbaDer = 8,8,8,8,8,8 
SecAbaIzq = 15,15,15,15,15,15 
;Seqüències de moviment quan està parat. Cada número correspon amb el frame que 
s’imprimirà a pantalla i que ocupa aquesta posició al fitxer gràfic fixat pel paràmetre Fuente. 
;Hi ha una seqüència de parada frontal, una seqüència de parada cap a la dreta i una seqüència 
de parada cap a la esquerra. 
SecParado = 9,9,9,11,11,11 
SecParDer = 9,9,9,11,11,11 
SecParIzq = 14,14,14,12,12,12 
;Seqüències de moviment quan es captura un objecte. Cada número correspon amb el frame 
que s’imprimirà a pantalla i que ocupa aquesta posició al fitxer gràfic fixat pel paràmetre 
Fuente. 
;Hi ha una seqüència de captura frontal, una seqüència de captura cap a la dreta i una 
seqüència de captura cap a la esquerra. 
SecPegar = 16,17,17,17,17 
SecPegDer = 16,17,17,17,17 
SecPegIzq = 18,19,19,19,19 
 
Si el videojoc estigués preparat per 2 jugadors el fitxer de configuració hauria de tenir una 
segona secció amb els paràmetres que conformin el comportament del segon jugador, 
paràmetres que poden ser molt diferents amb relació al primer jugador: 
[001] 
.... 
[002] 
Fuente = Grafic\Jugador_002.png 
Ancho = 64 
... 
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4.1.4 Fitxer de configuració d’objectes (OBJETOS) 
 
  
Figura 4.8. Fitxer de configuració d’objectes. 
 
El seu nom i ubicació poden variar, però en aquesta documentació ens referirem a ell amb el 
seu nom segons configuració per defecte. La seva finalitat es fixar el comportament dels 
objectes. 
 
El videojoc accepta N objectes identificant cada objecte amb una secció del fitxer [XXX]. La 
càrrega d’objectes es fa incremental partint del 0, de forma que si el següent número de 
objecte no existeix com a secció al fitxer, es dona per finalitzada la càrrega de paràmetres 
d’objectes. 
És obligatori respectar les seccions compreses entre seccions 000 i 013 ja que les seccions del 
[000] al [009] corresponen amb la representació gràfica dels números entre 0 i 9 
respectivament i, les seccions del 010 al 013 corresponen amb la representació gràfica dels 
signes matemàtics de sumar, restar, dividir i multiplicar. Al codi font s’ha fixat aquesta relació 
per aconseguir construir una fórmula que doni amb el resultat proposat. 
La estructura de la secció és idèntica a la dels jugadors però al videojoc els objectes no es 
mouen, sempre estan aturats. Per tant les seqüències de moviment no s’utilitzen a excepció de 
la seqüència de parada. Hi ha una nova seqüència KO utilitzada quan l’objecte és capturat. 
[000] 
;Ubicació i nom del fitxer gràfic del objecte 0. 
;Conté les seqüències de moviment. 
Fuente = Grafic\Objeto_000.png 
;Ample del frame o unitat de seqüència. 
Ancho = 40 
;Alçada del frame o unitat de seqüència. 
Alto = 40 
;Número de refrescos gràfics de pantalla  que passaran abans d’imprimir un frame. 
Refresco = 1 
;Seqüència de moviment frontal quan està parat. Cada número correspon amb el frame que 
s’imprimirà a pantalla i que ocupa aquesta posició al fitxer gràfic fixat pel paràmetre Fuente. 
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SecParado = 0,1,2,3,4,5,6,7,8,9 
;Seqüència de moviment frontal quan el objecte és capturat. Cada número correspon amb el 
frame que s’imprimirà a pantalla i que ocupa aquesta posició al fitxer gràfic fixat pel paràmetre 
Fuente. 
SecKO = 10,11,12,13,14,15,16,17,18,19 
 
La parametrització de l’objecte 0, per defecte, s’ha replicat a la resta d’objectes però indicant 
un fitxer gràfic diferent, de forma que cada objecte s’alimenta gràficament d’un fitxer font 
diferent. 
[001] 
Fuente = Grafic\Objeto_001.png 
... 
 
[002] 
Fuente = Grafic\Objeto_002.png 
... 
 
[003] 
Fuente = Grafic\Objeto_003.png 
... 
 
[004] 
Fuente = Grafic\Objeto_004.png 
... 
 
[005] 
Fuente = Grafic\Objeto_005.png 
... 
 
[006] 
Fuente = Grafic\Objeto_006.png 
... 
 
[007] 
Fuente = Grafic\Objeto_007.png 
... 
 
[008] 
Fuente = Grafic\Objeto_008.png 
... 
 
[009] 
Fuente = Grafic\Objeto_009.png 
... 
 
[010] 
Fuente = Grafic\Objeto_010.png 
... 
 
57 
 
[011] 
Fuente = Grafic\Objeto_011.png 
... 
 
[012] 
Fuente = Grafic\Objeto_012.png 
... 
 
[013] 
Fuente = Grafic\Objeto_013.png 
... 
 
Cada objecte té la seva definició gràfica en un fitxer diferenciat de la resta. 
Avantatges: 
 permet, en un futur, ampliar gràficament el seu contingut d’una manera ordenada. Ara 
mateix, el videojoc només permet treballar amb un fitxer gràfic per objecte. Si en el 
futur, el contingut gràfic d’un objecte fos molt gran, s’hauria d’adaptar el videojoc a 
poder treballar amb més d’un fitxer gràfic per objecte.  
 millor organització i localització del contingut de la carpeta de gràfics del videojoc. 
 durant la inicialització i càrrega dels recursos gràfics del videojoc es pot estalviar temps 
de procés i memòria, si en aquell moment no és necessari treballar amb determinats 
objectes, perquè no s’arribaran a utilitzar mai o perquè aquesta càrrega no es farà fins 
a un determinat moment que dependrà de si el jugador és prou hàbil com per arribar. 
Desavantatges: 
 es necessiten més estructures gràfiques a Allegro, una per fitxer carregat i, més 
accessos a disc en el moment de carregar els continguts a memòria. 
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4.1.5 Fitxer de configuració del nivell (MUNDO_MM_NIVEL_NN) 
 
  
Figura 4.9. Fitxers de configuració de nivell. 
 
El seu nom i ubicació no poden variar. La seva finalitat es fixar el comportament de cada nivell. 
MM indica el número de món i NN el número de nivell. 
El videojoc parteix de 3 mons i 10 nivells per mon, paràmetres definits al fitxer de configuració 
general MAIN.CFG: 
  
Figura 4.10. Fitxer de configuració general. 
 
[General] 
... 
;Número de mons del videojoc. 
Mundos = 3 
;Número de nivells per món del videojoc. 
Niveles = 10 
... 
 
Quan el jugador comença una partida o supera un nivell i passa al següent, els paràmetres que 
defineixen el nivell a carregar venen fixats per una cadena de text que es munta amb el nom 
de fitxer de la següent forma: 
“MUNDO_” + Número de món en format “00” + “_NIVEL_” + Número de nivell en format “00” 
+ “.CFG” 
59 
 
Començar una partida implica carregar la configuració del primer nivell del videojoc, és a dir, 
món 1 i nivell 1, fixat a l’arxiu MUNDO_01_NIVEL_01.CFG de la carpeta CONFIG. 
 
Secció de paràmetres generals del nivell. 
[General] 
;Literal de text que presenta el nivell. 
;Abans de jugar un nivell, durant uns 2 segons, s’hi mostra una pantalla presentant el nivell. El 
jugador pot preparar-se per jugar-hi. 
Presentacion = Muntanya. 
;Temps màxim en segons per realitzar amb èxit la pantalla, és a dir, temps del que es disposa 
per combinar els objectes i aconseguir el resultat. 
Tiempo = 60 
;Ubicació i nom del fitxer gràfic del fons de pantalla. 
;Perquè sigui fàcil identificar un fons de pantalla, el nom del fitxer consta del número de món i 
del número del nivell. 
Fondo = Grafic\fondo_0101.png 
;Llista d’objectes que es mostraran a pantalla. 
;Cada objecte separat entre comes. 
;Per objecte i separat entre dos punts, tenim el tipus (de 0 a 9 per números, de 10 a 13 per 
signes matemàtiques), la posició en pixels a l’eix horitzontal i la posició en pixels a l’eix vertical. 
Objetos = 1:550:450,2:260:80,6:300:320,9:50:500,10:500:200,11:50:200 
;Resultat o número a aconseguir combinant els objectes de pantalla. 
Resultado = 11 
 
Secció de paràmetres del mapa de plataformes del nivell. 
[Plataforma] 
;Ubicació i nom del fitxer gràfic de plataformes. 
;Conté els diferents tipus de plataformes que formaran el mapa de plataformes del nivell. 
Plataf = Grafic\plataf_001.png 
;Indica si el fitxer gràfic de plataformes s’ha de llegir. 
;Tal i com s’ha plantejat els valors per defecte del videojoc, només el primer nivell de cada 
món tindrà el valor a 1, la resta de nivells tindran valor a 0, ja que la tipologia de plataformes 
seguirà sent la mateixa. 
Recarga = 1 
;Dimensió del mapa de plataformes: Y files * X columnes. 
;Número de files del mapa. 
Filas = 15 
;Número de columnes del mapa. 
Columnas = 15 
;Mapa de distribució gràfica de les plataformes a pantalla. 
;Cada número correspon amb la plataforma que s’imprimirà a pantalla i que ocupa aquesta 
posició al fitxer gràfic de plataformes fixat pel paràmetre Plataf. Un valor 0 indica que no 
s’imprimirà cap plataforma. 
;A nivell de documentació es mostren els valors en forma de mapa, però a nivell de fitxer de 
configuració és una cadena de text seguida. 
MapaGra =  0,0,0,0,0,0,0,0,0,0,0,0,0,0,0, 
0,0,0,0,0,1,2,2,3,0,0,0,0,0,0, 
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0,0,0,0,0,0,0,0,0,0,0,0,0,0,0, 
0,0,0,0,0,1,2,2,3,0,0,0,0,0,0, 
0,0,0,0,0,0,0,0,0,0,0,0,0,0,0, 
0,0,0,0,0,1,2,2,3,0,0,0,0,0,0, 
0,0,0,0,0,0,0,0,0,0,0,0,0,0,0, 
2,2,3,0,0,0,0,0,0,0,0,1,2,2,2, 
0,0,0,0,0,0,0,0,0,0,0,0,0,0,0, 
2,2,3,0,0,0,0,0,0,0,0,1,2,2,2, 
0,0,0,0,1,2,2,2,2,3,0,0,0,0,0, 
0,0,0,0,0,0,0,0,0,0,0,0,0,0,0, 
0,0,0,0,1,2,2,2,2,3,0,0,0,0,0, 
0,0,0,0,0,0,0,0,0,0,0,0,0,0,0, 
2,2,2,2,2,2,2,2,2,2,2,2,2,2,2 
 
;Mapa de distribució de col·lisions de les plataformes a pantalla. 
;Cada número donarà un comportament de col·lisió a la plataforma gràfica que ocupa la 
mateixa posició en el paràmetre MapaGra. 
;Un valor 0 indica que el jugador podrà traspassar la plataforma en qualsevol sentit. Això 
implica que no podrà mantenir-se sobre la mateixa. 
;Un valor 1 indica que el jugador no podrà traspassar la plataforma però sí que podrà 
mantenir-se sobre la mateixa. 
;Un valor 2 indica que el jugador podrà traspassar la plataforma però podrà mantenir-se sobre 
la mateixa. 
;A nivell de documentació es mostren els valors en forma de mapa, però a nivell de fitxer de 
configuració és una cadena de text seguida. 
MapaCol=  0,0,0,0,0,0,0,0,0,0,0,0,0,0,0, 
0,0,0,0,0,2,2,2,2,0,0,0,0,0,0, 
0,0,0,0,0,0,0,0,0,0,0,0,0,0,0, 
0,0,0,0,0,2,2,2,2,0,0,0,0,0,0, 
0,0,0,0,0,0,0,0,0,0,0,0,0,0,0, 
0,0,0,0,0,2,2,2,2,0,0,0,0,0,0, 
0,0,0,0,0,0,0,0,0,0,0,0,0,0,0, 
2,2,2,0,0,0,0,0,0,0,0,2,2,2,2, 
0,0,0,0,0,0,0,0,0,0,0,0,0,0,0, 
2,2,2,0,0,0,0,0,0,0,0,2,2,2,2, 
0,0,0,0,2,2,2,2,2,2,0,0,0,0,0, 
0,0,0,0,0,0,0,0,0,0,0,0,0,0,0, 
0,0,0,0,2,2,2,2,2,2,0,0,0,0,0, 
0,0,0,0,0,0,0,0,0,0,0,0,0,0,0, 
1,1,1,1,1,1,1,1,1,1,1,1,1,1,1 
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4.1.6 Fitxer de configuració de puntuacions (PUNTUACIONES) 
 
  
Figura 4.11. Fitxer de configuració de puntuacions. 
 
El seu nom i ubicació poden variar, però en aquesta documentació ens referirem a ell amb el 
seu nom segons configuració per defecte. La seva finalitat es registrar les 10 millors 
puntuacions del videojoc. 
 
El videojoc accepta 10 puntuacions identificant cada puntuació amb una secció del fitxer [N] 
que indica la posició de la puntuació.  
La estructura de la secció és la següent prenent com a exemple la puntuació més alta que 
queda registrada en primer lloc: 
;Puntuació número 1 
[1] 
;Nom del jugador 
Nombre = GERARD 
;Punts aconseguits 
Puntos = 355 
;Mon on ha arribat el jugador 
Mundo = 2 
;Nivell on ha arribat el jugador 
Nivel = 5 
;Data de registre 
Fecha = 21/06/15 
 
Tenir un arxiu de puntuacions amb un estil de fitxer de configuració (no encriptat, editable, 
amb etiquetes de fàcil comprensió) dona a l’administrador del videojoc la possibilitat de fixar 
una situació que generi un esperit lluitador i de superació del jugador que d’altre manera 
potser no tindria. 
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4.2 Recursos de text 
 
A la carpeta Config trobem la font utilitzada pel videojoc. 
  
Figura 4.12. Fitxer de font. 
 
Aquesta configuració és inamovible, està fixada per codi. 
 
4.3 Recursos gràfics 
 
Els recursos gràfics estan guardats a la carpeta Grafic del videojoc.  
  
Figura 4.13. Carpeta de recursos gràfics. 
 
Aquesta carpeta no és inamovible, però si es canvia la seva ubicació o el seu nom, s’hauran de 
modificar tots els fitxers de configuració en el que s’hagi fixat la càrrega d’un fitxer gràfic 
d’aquesta carpeta. De la mateixa forma es poden tenir vàries carpetes gràfiques. 
Tots els recursos gràfics s’han creat per una resolució de 800x600 pixels. 
La elaboració gràfica del videojoc ha passat per diverses etapes detallades a continuació. 
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4.3.1 Fons de pantalla 
 
Els fitxers que corresponen als fons de pantalla són: 
  
Figura 4.14. Fitxers de fons de pantalla. 
 
Els fons de pantalla són fotografies de paisatges i elements quotidians de la nostra vida al barri 
on visc o a les activitats fetes en aquesta època de l’any. 
 
Aquestes fotografies estan fetes en resolució de 12 megapixels, amb dimensions de 4000x3000 
pixels i en format JPEG de màxima qualitat, mínima compressió i màxim pes. JPEG (Joint 
Photographic Experts Group) és un format amb pèrdues, així que la qualitat s’ha fixat màxima 
per tenir una compressió mínima, encara que això generi un fitxer de gran tamany. 
Les imatges resultants tenen un pes important: 3’5 MB de mitja. 
 
Des de el software gratuït de retoc fotogràfic GIMP s’aplica un filtre a cada fotografia per 
donar un aspecte de mosaic a l’oli. Això transforma una imatge formal en una imatge més 
graciosa, amb menys detall gràfic i que s’integra millor en un decorat de plataformes. 
El videojoc s’ha construït per unes dimensions de pantalla de 800x600 pixels. Per tant és 
necessari redimensionar cada imatge perquè realment ocupi 800x600 pixels i no sigui el 
videojoc, en temps de procés, qui canvií les dimensions implicant augment de temps i 
utilització de recursos de la màquina. 
 
Fer els canvis d’aspecte genera fitxers de menys pes, aproximadament ocupen una tercera part 
que els originals, tot i així segueixen ocupant massa. Es vol agilitzar la càrrega gràfica del 
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videojoc, sobre tot, quan parlem de fons de pantalla: cada nivell tindrà un fons de pantalla 
diferent i la imatge a pantalla es refrescarà una mitjana de 30 vegades per segon. 
 
Es decideix canviar el format JPEG per PNG (Portable Network Graphics) pels següents motius: 
 Continua sent un format lliure. 
 No té pèrdua de qualitat. 
 És comprimit. 
 Permet paleta de colors de 8 ó 24 bits. En el nostre cas s’ha optat per 24 bits per evitar 
una pèrdua de colors respecte a les imatges originals. 
 Permet definir colors de transparència (canals alfa). Aquesta opció no la utilitzarem 
perquè la càrrega de recursos gràfics del videojoc aplica les transparències, de forma 
que fixa el color negre (RGB (0, 0, 0)) com a transparent. 
 
S’aconsegueix disminuir el pes dels fitxers, ocupant una tercera part. Això implica reduir el 
tamany del videojoc, el temps de càrrega del videojoc, la memòria utilitzada i el temps 
d’operacions gràfiques de refresc a pantalla, com ara les transparències i els refrescos. 
 
Aquests recursos gràfics es consideren estàtics ja que es pinten a pantalla completament i no 
simulen moviment (seqüència de moviment). 
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La següent fotografia és la original en format JPEG però de tamany 800x600: 
  
Figura 4.15. Fotografia original. 
 
Transformació del format JPEG a mosaic a l’oli en format PNG: 
  
Figura 4.16. Fotografia transformada. 
 
Cada nivell té un fons de pantalla indicat al paràmetre Fuente de la secció General del fitxer de 
configuració del nivell MUNDO_MM_NIVEL_NN.CFG, sent MM el número del món i NN el 
número del nivell: 
  
Figura 4.17. Fitxers de configuració de nivell. 
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 [General] 
... 
;Ubicació i nom del fitxer gràfic del fons de pantalla del món 1 i nivell 3. 
Fuente = Grafic\Fondo_0103.png 
... 
 
 
El videojoc parteix de 3 mons i 10 nivells per mon, paràmetres definits al fitxer de configuració 
general MAIN.CFG: 
  
Figura 4.18. Fitxer de configuració general. 
 
[General] 
... 
;Número de mons del videojoc. 
Mundos = 3 
;Número de nivells per món del videojoc. 
Niveles = 10 
... 
 
 
La temàtica pel món 1 és la muntanya, però és configurable. 
  
Figura 4.19. Fons de pantalla de temàtica 1. 
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La temàtica pel món 2 és la platja, però és configurable. 
  
Figura 4.20. Fons de pantalla de temàtica 2. 
 
La temàtica pel món 3 és la fira, però és configurable. 
  
Figura 4.20. Fons de pantalla de temàtica 3. 
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4.3.2 Jugadors 
 
  
Figura 4.21. Fitxer de recurs gràfic de jugador 001. 
 
Aquests recursos gràfics no es pinten completament a pantalla, si no que es capturen trossos 
que són pintats a pantalla aplicant transparències. Aquest tipus de recurs gràfic li direm 
SPRITE.  
 
Les imatges que formen les seqüències de moviment dels jugadors es recuperen d’una versió 
de videojoc que mai va veure la llum i que vaig fer a mitjans dels anys 90. 
Els fitxers originals estaven en format PCX (Picture Exchange), format predecessor del format 
BMP de Windows, de 256 colors, pes gran i molt utilitzat a la època. S’han convertit en format 
PNG amb lleugers retocs per evitar pèrdua de qualitat i deformació de les imatges. 
Cada jugador disposa d’un fitxer en format PNG indicat al paràmetre Fuente de la secció del 
jugador (ara només es permet un jugador) al fitxer de configuració JUGADORES.CFG: 
  
Figura 4.22. Fitxer de configuració de jugadors. 
 
[Jugador_001] 
;Ubicació i nom del fitxer gràfic del jugador 1. 
;Conté les seqüències de moviment. 
Fuente = Grafic\Jugador_001.png 
... 
Sempre fons de color negre (RGB (0, 0, 0)) perquè serà el color de transparència per muntar les 
imatges sobre el fons de pantalla. 
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Figura 4.23. Seqüència d’imatges del jugador 001. 
 
4.3.3 Objectes 
 
  
Figura 4.24. Recursos gràfics dels objectes. 
 
Recursos gràfics considerats sprites. 
S’han dissenyat les imatges que formen les seqüències de moviment dels objectes. 
Cada objecte disposa d’un fitxer en format PNG indicat al paràmetre Fuente de la secció 
identificativa del objecte al fitxer de configuració OBJETOS.CFG: 
  
Figura 4.25. Fitxer de configuració d’objectes. 
 
[000] 
;Ubicació i nom del fitxer gràfic del objecte 0. 
;Conté les seqüències de moviment. 
Fuente = Grafic\Objeto_000.png 
... 
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Sempre fons de color negre (RGB (0, 0, 0)) perquè serà el color de transparència per muntar les 
imatges sobre el fons de pantalla. 
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Figura 4.26. Seqüència d’imatges dels objectes. 
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4.3.4 Plataformes 
 
  
Figura 4.27. Recursos gràfics de plataformes. 
 
Recursos gràfics considerats sprites. 
S’han dissenyat les imatges dels diferents tipus de plataformes que es pintaran a pantalla per 
muntar el circuit per on es mourà el jugador. 
Cada món disposa d’un fitxer en format PNG indicat al paràmetre Plataf de la secció 
Plataforma al fitxer de configuració del nivell MUNDO_MM_NIVEL_NN.CFG: 
  
Figura 4.28. Fitxers de configuració dels nivells. 
 
[Plataforma] 
;Ubicació i nom del fitxer gràfic de plataformes. 
;Conté els diferents tipus de plataformes que formaran el mapa de plataformes del nivell. 
Plataf = Grafic\plataf_001.png 
... 
 
Sempre fons de color negre (RGB (0, 0, 0)) perquè serà el color de transparència per muntar les 
imatges sobre el fons de pantalla. 
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 Figura 4.29. Seqüència d’imatges de les plataformes. 
 
4.3.5 Marcador 
 
  
Figura 4.30. Recurs gràfic de marcador. 
 
Recursos gràfics considerats sprites. 
S’han dissenyat les imatges que formen el joc de caràcters i els elements de la fórmula. 
El marcador disposa d’un fitxer en format PNG indicat al paràmetre MarcaF de la secció 
Marcador al fitxer de configuració general MAIN.CFG: 
  
Figura 4.31. Fitxer de configuració general. 
 
[Marcador] 
;Ubicació i nom del fitxer gràfic de caràcters utilitzats a la zona de marcador i als missatges 
gràfics del videojoc. 
MarcaF = Grafic\marcador.png 
 
Apareixen caràcters ordenats per codi ASCII, partint de l’espai en blanc (codi ASCII 32) fins a 
l’admiració (codi ASCII 127). No tots els caràcters estan, només els utilitzats al videojoc. 
També apareixen els números i signes matemàtics que es dibuixaran a l’àrea de la fórmula del 
marcador. 
Sempre fons de color negre (RGB (0, 0, 0)) perquè serà el color de transparència per muntar les 
imatges sobre el fons de pantalla. 
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Figura 4.32. Seqüència d’imatges del marcador. 
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4.4 Recursos d’àudio 
 
A la carpeta Audio trobem els fitxers d’àudio pel videojoc. 
  
Figura 4.33. Fitxers de recursos d’àudio. 
 
Aquesta configuració és inamovible, està fixada per codi. 
4.5 Classe VIDEOJUEGO 
 
És la classe pare del videojoc. La resta de classes s’utilitzen dins d’ella. És la classe que controla 
i gestiona qualsevol esdeveniment i marca el tempo del videojoc, i mitjançant la resta de 
classes, es realitzen totes les operacions. 
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Figura 4.34. Diagrama de la classe VIDEOJUEGO. 
 
4.6 Inicialització d’Allegro 
 
Tal i com hem dit als primers capítols de la memòria, la biblioteca ALLEGRO és un conjunt de 
llibreries que faciliten al programador el desenvolupament d’aplicacions multimèdia i 
videojocs. Les funcions d’Allegro es poden classificar en components, dons cada component 
s’encarrega de gestionar una part en la comunicació amb la plataforma on s’executa. 
 
Al executar el videojoc i abans de fer visible el menú principal, s’inicialitzen alguns 
complements d’Allegro que s’utilitzaran mes endavant durant els esdeveniments produïts per 
la interacció de l’usuari amb l’aplicació o bé pels originats automàticament pels 
temporitzadors del videojoc. Aquesta seria la primera fase d’Allegro que definim al videojoc. 
 
La classe VIDEOJUEGO mitjançant la funció INICIALIZAALLEGRO inicialitza aquests 
complements d’Allegro, fent crides a les següents rutines classificades per component al que 
pertanyen: 
4.6.1 Component de sistema (System) 
Component Sistema  
Funció Descripció Classe al videojoc 
AL_INIT () Inicialitza l’ús d’ALLEGRO. Sense 
aquesta crida les rutines d’ALLEGRO 
no es poden utilitzar. Retorna error. 
Videojuego.InicializaAllegro () 
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4.6.2 Component d’imatge (Image I/O Addon) 
Component Imatge  
Funció Descripció Classe al videojoc 
AL_INIT_IMAGE_ADDON () Inicialitza el component 
d’imatge d’ALLEGRO. Retorna 
error. 
Videojuego.InicializaAllegro () 
 
4.6.3 Component de teclat (Keyboard) 
Component Teclat  
Funció Descripció Classe al videojoc 
AL_INSTALL_KEYBOARD () Inicialitza el component de 
teclat d’ALLEGRO. Retorna 
error. 
Videojuego.InicializaAllegro () 
 
4.6.4 Component de fonts (Font Addon) 
Component Fonts  
Funció Descripció Classe al videojoc 
AL_INIT_FONT_ADDON () Inicialitza el component de 
fonts d’ALLEGRO. No retorna 
error. 
Videojuego.InicializaAllegro () 
AL_INIT_TTF_ADDON () Inicialitza el component de 
fonts de tipus TRUE TYPE i 
OPEN TYPE entre d’altres. 
Retorna error. 
Videojuego.InicializaAllegro () 
 
4.6.5 Component d’àudio (Audio Addon) 
Component Àudio  
Funció Descripció Classe al videojoc 
AL_INSTALL_AUDIO () Instal·la el component d’àudio 
d’ALLEGRO. Retorna error. 
Videojuego.InicializaAllegro () 
AL_RESERVE_SAMPLES 
(INT N) 
Fixa N número de canals 
d’àudio per reproduir alhora. 
Retorna error. 
Videojuego.InicializaAllegro () 
 
4.6.6 Component d’àudio (Audio Codecs Addon) 
Component Àudio  
Funció Descripció Classe al videojoc 
AL_INIT_ACODEC_ADDON 
() 
Inicialitza uns determinats 
tipus de còdecs d’àudio. 
Retorna error. 
Videojuego.InicializaAllegro () 
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4.6.7 Component de pantalla (Display) 
Component Pantalla  
Funció Descripció Classe al videojoc 
AL_CREATE_DISPLAY 
(INT W, INT H) 
Crea la finestra del videojoc de 
dimensions W x H píxels. Retorna 
estructura ALLEGRO_DISPLAY. 
Videojuego.InicializaEscenario () 
 
Exemple de creació d’una pantalla de 800x600 píxels que queda apuntada per una variable de 
tipus ALLEGRO_DISPLAY: 
 
 
4.7 Càrrega dels fitxers de configuració 
 
Després d’inicialitzar Allegro, es carrega a memòria el contingut dels següents fitxers de 
configuració: 
 
 Figura 4.35. Fitxers de configuració.. 
La carrega dels paràmetres es fa de forma que els fitxers de configuració només es llegeixen 
una vegada, és a dir, els accessos a disc per lectura son mínims. Un videojoc ha de tenir 
optimitzat el refresc a pantalla per acomplir el número de refrescos per segon fixat (número de 
frames per segon o FPS). Això implica accedir a disc al inici del videojoc, quan una espera 
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(inapreciable) no és important, i deixar el contingut a memòria a nivell de classe per, més 
endavant, accedir a la informació des de pràcticament qualsevol punt del videojoc. 
 
Des del constructor de la classe VIDEOJUEGO es llença la càrrega mitjançant vàries funcions, 
una funció per cada fitxer de configuració. Però, abans de descriure aquestes funcions parlem 
de la classes que intervenen. 
 
La càrrega dels fitxers de configuració dels nivells s’explica més endavant, dons es realitza 
durant la partida (quan es prepara un nivell per jugar-hi) i no a la presentació del videojoc. 
 
4.7.1 Classe CONFIG 
  
Figura 4.36. Diagrama de la classe CONFIG. 
 
La classe CONFIG s’encarrega de llegir un fitxer de configuració i guardar el contingut a 
memòria en un tipus d’estructura de dades anomenat mapa (a partir d’ara ens referirem a ell 
com diccionari). El diccionari consta d’una llista de parelles de valors alfanumèrics en que el 
primer membre de la parella és clau primària i el segon membre és un valor. 
 
La funció pública CARGACONFIG rep com a paràmetre el fitxer de configuració que s’ha de 
llegir. L’algoritme de lectura és el següent mentre no s’arribi al final del fitxer: 
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- lectura línia a línia llevant espais en blanc. 
- una línia que comença per punt i coma és considerada comentari i es descarta. 
- una línia entre claudàtors és considerada una secció i queda capturada com a tal. 
- una línia que té un signe igual és considerada com paràmetre (part esquerra de l’igual) 
i com valor (part dreta de l’igual). 
- es guarda al diccionari la parella: el primer membre està format per secció + . + 
paràmetre i el segon membre és el valor. 
-  
Exemple 
El contingut del fitxer de configuració MAIN.CFG es guarda al diccionari de dades de CFGMAIN: 
 
Figura 4.37. Diccionari de dades de CFGMAIN. 
La classe CONFIG disposa de la funció pública RECUPERAVALOR que obté el valor d’un 
paràmetre que penja d’una secció: la secció i el paràmetre es passen com a clau i es localitza al 
diccionari una parella que el seu primer membre coincideixi amb la clau. El primer valor trobat 
se retorna. Això té dos perills: hi hagin dos paràmetres amb el mateix nom (s’agafaria el primer 
paràmetre) o no existeix (es retorna un valor per defecte prefixat per aquest paràmetre). 
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La classe CONFIG està preparada per llegir fitxers de configuració molt dispars en quant a 
número de seccions i paràmetres, tant fitxers que el seu contingut és una parametrització com 
fitxers que tenen N parametritzacions, 1 per cada secció (iguals paràmetres però valors poden 
ser diferents).  
 
Al videojoc, les estructures de configuració creades directament de la classe CONFIG són les de 
jugadors (CFGJUGADORES) i objectes (CFGOBJETOS). Els fitxers de configuració de jugadors 
tenen tantes seccions com tipus de jugador diferents hi hagi (en aquest videojoc només hi ha 
un tipus de jugador) i cada secció conté els mateixos paràmetres però amb valors que poden 
ser diferents. Els fitxers de configuració d’objectes tenen tantes seccions com tipus d’objectes 
diferents hi hagi (en aquest videojoc hi ha 13 tipus d’objectes, deixant la porta oberta per 
ampliar el número) i cada secció conté els mateixos paràmetres però amb valors que poden 
ser diferents. Aquestes estructures són estructures pont que accediran al seu diccionari per 
traspassar la informació a les propietats d’un element del videojoc que es crea immediatament 
desprès i poques vegades es tornaran a utilitzar. 
Contingut inicial del fitxer de configuració CFOBJETOS.CFG es guarda al diccionari de dades de 
CFGOBJETOS: 
 
Figura 4.38. Diccionari de dades de CFGOBJETOS. 
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4.7.2 Classes heretades de la classe CONFIG 
 
Hi ha classes heretades de la classe CONFIG que neixen per independitzar-se del concepte de 
diccionari perquè el fitxer de configuració que llegeixen sempre té els mateixos paràmetres i 
tot el contingut del fitxer és considerat una única configuració. Aquestes classes s’han ampliat 
per tenir més tipus de dades i procediments que la classe pare, obtenint més agilitat per 
consultar el valor d’un paràmetre de la configuració i pensades com accessibles des de 
qualsevol punt del videojoc. 
 
Normalment, les dades del fitxer de configuració existeixen com atributs a la classe, van 
acompanyades d’un procediment per llegir-les del diccionari i deixar-les informades en els 
atributs de la classe i d’un altre procediment per fixar directament nous valors en els atributs 
de la classe. 
 
4.7.2.1 Classe CONFIG_MAIN 
 
La classe CONFIG_MAIN és una classe heretada de la classe CONFIG i s’encarrega de llegir el 
contingut del fitxer de configuració MAIN.CFG: 
  
Figura 4.39. Fitxer de configuració general. 
 
Tal i com es veu a la següent figura, cada paràmetre del fitxer de configuració MAIN.CFG es 
guarda a la classe CONFIG_MAIN i existeix una funció per recuperar el valor i dues per fixar-lo, 
una a partir del valor passat per paràmetre i l’altre a partir del valor guardat al diccionari. 
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Figura 4.40. Diagrama de classe CONFIG_MAIN. 
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4.7.2.2 Classe CONFIG_PUNTUACIONES 
 
La classe CONFIG_PUNTUACIONES és una classe heretada de la classe CONFIG i s’encarrega de 
llegir el contingut del fitxer de configuració PUNTUACIONES.CFG: 
 
Figura 4.41. Fitxer de configuració de puntuaciones. 
 
Tal i com es veu a la següent figura de la classe, cada paràmetre del fitxer de configuració 
PUNTUACIONES.CFG es guarda a la classe CONFIG_PUNTUACIONES i existeix una funció per 
recuperar el valor i dues per fixar-lo, una a partir del valor passat per paràmetre i l’altre a 
partir del valor guardat al diccionari. 
 
Figura 4.42. Diagrama de classe CONFIG_PUNTUACIONES. 
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Com els paràmetres són els mateixos per seccions diferents, sent cada secció una puntuació 
diferent, hi ha una estructura de dades que guarda la informació d’una puntuació. Un vector 
amb elements de tipus puntuació emmagatzema cada puntuació desprès de llegir les seccions 
del fitxer de configuració. Aquest vector s’utilitza per saber si l’usuari genera un nou registre 
de puntuació al finalitzar una partida i, per actualitzar d’una forma ordenada el fitxer de 
configuració de puntuacions amb la nova puntuació. 
 
4.7.3 Càrrega dels fitxers de configuració 
 
La funció CARGACONFIGURACIONPRINCIPAL de la classe VIDEOJUEGO fixa en la estructura 
CFGMAIN les dades de parametrització general del videojoc. 
 
La funció CARGACONFIGURACIONPUNTUACIONES de la classe VIDEOJUEGO fixa en la 
estructura CFGPPUNTUACIONES les dades de les puntuacions fins a les hores registrades. 
 
La funció CARGACONFIGURACIONOBJETOS de la classe VIDEOJUEGO fixa en la estructura 
CFGOBJETOS les dades de parametrització dels objectes. La estructura CFGOBJETOS és de tipus 
CONFIG perquè el contingut del fitxer de configuració OBJETOS.CFG conté els mateixos 
paràmetres per seccions diferents, sent cada secció el tipus d’objecte. Cada cop que s’obté la 
parametrització d’un objecte es crea una estructura de tipus SPRITE que conté tota la seva 
informació (aquesta part s’explicarà més endavant). 
 
La funció CARGACONFIGURACIONJUGADORES de la classe VIDEOJUEGO fixa en la estructura 
CFGJUGADORES les dades de parametrització dels jugadors. La estructura CFGJUGADORES és 
de tipus CONFIG perquè el contingut del fitxer de configuració JUGADORES.CFG pot contenir 
els mateixos paràmetres per seccions diferents, sent cada secció el número de jugador. Cada 
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cop que s’obté la parametrització d’un jugador es crea una estructura de tipus SPRITE que 
conté tota la seva informació (aquesta part s’explicarà més endavant). 
4.8 Components d’esdeveniments i temporitzadors 
 
Un dels grans reptes en el desenvolupament d’un videojoc de temps real és el de mantenir una 
velocitat d’execució constant independentment del maquinari on s’hagi instal·lat. Està clar que 
hi ha uns mínims requeriments de sistema que s’han de complir però, un cop complerts, el 
tempo del videojoc s’ha de mantenir. 
 
Perquè el videojoc estigui envoltat de realisme i dinamisme s’han de controlar els 
esdeveniments que passen durant la seva execució. Aquests esdeveniments poden ser 
esporàdics o repetitius. Exemples d’esdeveniments són el generat pels dispositius d’entrada 
(esdeveniment esporàdic), el refresc de pantalla (esdeveniment repetitiu), un límit de temps o 
conte enrere (esdeveniment repetitiu). 
 
Allegro ofereix una sèrie de rutines que s’han utilitzat en el desenvolupament del videojoc i 
que agrupem en dos components que es descriuen a continuació. 
 
4.8.1 Component de temporitzadors (Timer) 
 
La estructura de dades ALLEGRO_TIMER representa l’objecte temporitzador. Cada objecte 
temporitzador creat té associat un punter de tipus ALLEGRO_TIMER. 
La rutina AL_CREATE_TIMER crea un nou temporitzador: 
 
87 
 
Component Temporitzador  
Funció Descripció Classe al videojoc 
AL_CREATE_TIMER (double 
speed_secs) 
Crea un temporitzador passant 
com a paràmetre el número de 
d’execucions del temporitzador 
per segon. Retorna un punter 
de tipus ALLEGRO_TIMER. 
Videojuego.CreaEscenario () 
 
Per defecte els temporitzadors es creen desactivats.  
Per activar un temporitzador s’utilitza la rutina AL_START_TIMER que rep com a paràmetre el 
identificador del temporitzador: 
 
Component Temporitzador  
Funció Descripció Classe al videojoc 
AL_START_TIMER 
(ALLEGRO_TIMER * timer) 
Inicialitza el temporitzador passat 
com a paràmetre. No retorna error. 
Videojuego.Juego () 
 
Per parar un temporitzador s’utilitza la rutina AL_STOP_TIMER que rep com a paràmetre el 
identificador del temporitzador. Un temporitzador parat no s’executa ni genera esdeveniment 
per ser capturat: 
 
 
Component Temporitzador  
Funció Descripció Classe al videojoc 
AL_STOP_TIMER 
(ALLEGRO_TIMER * timer) 
Para el temporitzador passat com a 
paràmetre. No retorna error. 
Videojuego.Juego () 
 
Per destruir un temporitzador i alliberar el recurs s’utilitza la rutina AL_DESTROY_TIMER. 
 
  
88 
 
 
Component Temporitzador  
Funció Descripció Classe al videojoc 
AL_DESTROY_TIMER 
(ALLEGRO_TIMER * timer) 
Destrueix el temporitzador 
passat com a paràmetre. No 
retorna error. 
Videojuego. LimpiaEscenario () 
 
El videojoc utilitza dos temporitzadors: 
 Temporitzador de refresc de pantalla: per donar realisme a les seqüències de 
moviment de les imatges i evitar parpelleigs de pantalla, hi ha un paràmetre general a 
CFGMAIN que conté el número de vegades que s’ha de pintar la pantalla per segon.  
Per defecte són 30 frames per segon, que és, en principi, el rati mínim amb el que l’ull 
humà no té la sensació de veure  talls o aturades als moviments. 
El seu identificador és CREFRESCAPANTALLA. 
 Temporitzador de conte enrere: cada nivell del videojoc té parametritzat un temps 
límit en el que s’ha de construir la fórmula que doni amb el resultat, sinó el jugador 
perdrà una vida i si en perd totes s’acabarà la partida. Aquest temps està fixat en un 
paràmetre de CFGNIVEL en segons, així que el temps d’execució del temporitzador ha 
de ser d’un segon. A cada segon que passa es decrementa el temps en un segon i el 
temps restant es dibuixa a la zona de marcador de pantalla. Si el temps arriba a cero el 
jugador perd una vida i si en perd totes s’acaba la partida. 
El seu identificador és CREFRESCATIEMPO. 
 
Com es veurà al següent apartat, per saber si un temporitzador s’ha executat cal registrar-ho a 
una cua d’esdeveniments abans d’activar-lo. 
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4.8.2  Component d’esdeveniments (Events) 
 
La estructura de dades ALLEGRO_EVENT conté la informació de qualsevol esdeveniment que 
es generi. Els tipus d’esdeveniments que es controlen al videojoc són: 
 Els de teclat: prémer una tecla, deixar anar una tecla, codi d’una tecla presa. 
 Els de pantalla: tancament de la pantalla pel botó de tancar. 
 Els de temporitzadors: refresc de pantalla segons els frames per segon fixats a la 
parametrització i refresc del conte enrere també fixat a la parametrització. 
 
Per capturar els esdeveniments es necessita una cua d’esdeveniments que vagi acumulant els 
esdeveniments generats. Conforme un esdeveniment es tracta desapareix de la cua quedant 
només els esdeveniments no atesos. La estructura de dades que guarda la llista 
d’esdeveniments és ALLEGRO_EVENT_QUEUE. La rutina que crea la cua és 
AL_CREATE_EVENT_QUEUE. 
 
Component Esdeveniment  
Funció Descripció Classe al videojoc 
AL_CREATE_EVENT_QUEUE () Crea cua d’esdeveniments. 
Retorna punter a la cua de 
tipus 
ALLEGRO_EVENT_QUEUE. 
Videojuego.CreaEscenario () 
 
Un cop creada la cua d’esdeveniments hi cal registrar els esdeveniments que es volen tenir 
controlats. La rutina AL_REGISTER_EVENT_SOURCE s’encarrega d’aquesta part: rep com a 
paràmetres la cua d’esdeveniments i el identificador de l’esdeveniment. 
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Component Esdeveniment  
Funció Descripció Classe al videojoc 
AL_REGISTER_EVENT_SOURCE () Registre un esdeveniment 
a la cua d’esdeveniments. 
No retorna error. 
Videojuego.CreaEscenario () 
 
Hi cal registrar dos esdeveniments de tipus temporitzador, un pel refresc de pantalla i l’altre 
pel conte enrere, sinó el videojoc no executa la lògica de negoci lligada als temporitzadors (és 
com si la cua no s’assabentés de la existència i/o execució del temporitzador).  Les rutines que 
ho fan possible són AL_GET_TIMER_EVENT_SOURCE per recuperar el identificador de 
l’esdeveniment associat al temporitzador i AL_REGISTER_EVENT_SOURCE que rep com a 
paràmetres la cua d’esdeveniments i el identificador de l’esdeveniment associat al 
temporitzador. 
 
 
Component Esdeveniment  
Funció Descripció Classe al videojoc 
AL_GET_TIMER_EVENT_SOURCE () Retorna el identificador 
de l’esdeveniment.  
Videojuego.CreaEscenario () 
 
També cal registrar un esdeveniment de tipus pantalla que controli el tancament del videojoc 
quan l’usuari hagi pres el botó de tancament de la finestra. Les rutines que ho fan possible són 
AL_GET_DISPLAY_EVENT_SOURCE per recuperar el identificador de l’esdeveniment associat a 
la pantalla i AL_REGISTER_EVENT_SOURCE que rep com a paràmetres la cua d’esdeveniments i 
el identificador de l’esdeveniment associat a la pantalla. 
 
Component Esdeveniment  
Funció Descripció Classe al videojoc 
AL_GET_DISPLAY_EVENT_SOURCE () Retorna el identificador 
de l’esdeveniment.  
Videojuego.CreaEscenario () 
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També cal registrar un esdeveniment de tipus teclat que controli quan l’usuari prem una tecla, 
quan la deixa anar i quina ha sigut. Aquest control permet atendre les accions de l’usuari i 
actuar en conseqüència. Les rutines que ho fan possible són 
AL_GET_KEYBOARD_EVENT_SOURCE per recuperar el identificador de l’esdeveniment associat 
al teclat i AL_REGISTER_EVENT_SOURCE que rep com a paràmetres la cua d’esdeveniments i el 
identificador de l’esdeveniment associat al teclat. 
 
Component Esdeveniment  
Funció Descripció Classe al videojoc 
AL_GET_KEYBOARD_EVENT_SOURCE () Retorna el identificador 
de l’esdeveniment.  
Videojuego. 
InicializaTeclado () 
 
La rutina AL_WAIT_FOR_EVENT captura el primer esdeveniment que es produeix i queda 
registrat a la cua d’esdeveniments. 
 
Component Esdeveniment  
Funció Descripció Classe al videojoc 
AL_WAIT_FOR_EVENT () Espera a que la cua 
d’esdeveniments hi hagin 
registrats esdeveniments. 
Retorna per referència el primer 
esdeveniment. 
Videojuego. 
CapturaEvento () 
 
La rutina AL_FLUSH_EVENT_QUEUE buida la cua d’esdeveniments per prudència. S’evita que hi 
hagin esdeveniments brossa no atesos en el seu moment i que ara no interessa atendre: 
 
Component Esdeveniment  
Funció Descripció Classe al videojoc 
AL_FLUSH_EVENT_QUEUE () Neteja cua d’esdeveniments. No 
retorna error. 
Videojuego.Juego () 
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La rutina AL_DESTROY_EVENT_QUEUE destrueix la cua d’esdeveniments i allibera el recurs. 
 
Component Esdeveniment  
Funció Descripció Classe al videojoc 
AL_DESTROY_EVENT_QUEUE () Destrueix cua d’esdeveniments. 
No retorna error. 
Videojuego. 
LimpiaEscenario () 
 
Quan a la cua d’esdeveniments es registra un esdeveniment, l’esdeveniment té una propietat 
per conèixer el seu tipus i saber què fer. Aquesta propietat es diu TYPE. Si el valor de TYPE: 
 és ALLEGRO_EVENT_DISPLAY_CLOSE llavors l’esdeveniment produït és per tancar la 
pantalla. 
 és ALLEGRO_EVENT_TIMER llavors l’esdeveniment produït és per temporitzador. En 
aquest cas s’analitza la propietat TIMER.SOURCE de l’esdeveniment para saber si és un 
dels temporitzadors que s’han creat: 
 Si  és CREFRESCAPANTALLA és produït per dibuixar novament tota la pantalla. 
 Si és CREFRESCATIEMPO és produït pel conte enrere. 
Qualsevol dels esdeveniments produeix la actualització gràfica de la pantalla. 
 és qualsevol altre dels anteriors s’assumeix que és un esdeveniment de teclat i 
s’analitza una estructura de dades feta a mida (vector numèric TECLAS de 128 
posicions) que indica les tecles que s’han pres, les que s’han deixat anar i les que es 
mantenen  invariables. Aquest mètode es descriu més endavant. 
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4.9 Components d’imatge i de pantalla 
 
Deixem ara el fil d’execució del videojoc i avancem el tema gràfic. Parlarem sobre els 
components d’imatge i de pantalla, nocions que ens serviran per entendre millor apartats 
posteriors. 
Ens marquem el següent objectiu: guardar en memòria una imatge per dibuixar-la a pantalla 
en qualsevol moment. 
Per treballar gràficament amb Allegro primer s’han d’inicialitzar alguns dels components que 
hem vist a l’inici: components de sistema, d’imatge i de pantalla. 
Abans d’explicar el funcionament de la càrrega i refresc dels recursos gràfics del videojoc hem 
de fer una ràpida passada sobre les rutines bàsiques que utilitzarem d’Allegro per aconseguir-
ho. 
 
4.9.1 Estructures de dades i rutines imprescindibles 
 
Necessitem crear una estructura de dades capaç de guardar la nostra imatge. 
La estructura de dades gràfica per excel·lència d’Allegro és ALLEGRO_BITMAP. És un tipus 
abstracte que representa una imatge en dues dimensions. Per defecte, un tipus 
ALLEGRO_BITMAP treballa sobre memòria de video que pot  ser accelerada gràficament per la 
targeta de vídeo. Utilitzar memòria de vídeo és molt més ràpid que utilitzar memòria 
convencional. 
 
S’ha de reservar memòria de vídeo suficient perquè hi càpiga la imatge. S’utilitza la rutina 
gràfica AL_CREATE_BITMAP  passant com a paràmetres les dimensions en píxels de la imatge: 
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Component Imatge 
Funció Descripció 
AL_CREATE_BITMAP (INT W, INT H) Reserva memòria per una imatge de dimensions W x 
H. Retorna punter a la primera posició de memòria de 
video que ocupa. 
 
 
Figura 4.43. Al_create_bitmap. 
 
La imatge està guardada en un fitxer. Per carregar el seu contingut a l’espai de memòria de 
vídeo reservada s’utilitza la rutina gràfica AL_LOAD_BITMAP passant com a paràmetre la 
ubicació i nom del fitxer: 
 
Component Imatge 
Funció Descripció 
AL_LOAD_BITMAP (CONST CHAR *FICHERO) Carga en memòria imatge llegida del fitxer. 
Retorna punter a la primera posició de memòria 
de video que ocupa. 
 
 
Figura 4.43. Al_create_bitmap. 
 
Per alliberar els recursos assignats a la imatge basta amb fer una crida a la rutina 
AL_DESTROY_BITMAP passant com a paràmetre el punter al tipus ALLEGRO_BITMAP: 
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Component Imatge 
Funció Descripció 
AL_DESTROY_BITMAP (ALLEGRO_BITMAP *bitmap) Allibera memòria de imatge. 
No retorna error. 
 
Per dibuixar la imatge a pantalla s’utilitza la rutina gràfica AL_DRAW_BITMAP passant com a 
paràmetres la imatge, la posició X,Y en píxels de pantalla on s’imprimirà i un flag que indicarà si 
la imatge rota (per defecte valor 0 perquè es dibuixa tal qual s’ha llegit del fitxer): 
 
Component Imatge 
Funció Descripció 
AL_DRAW_BITMAP 
(ALLEGRO_BITMAP *bitmap, float dx, float dy, int flags) 
Dibuixa una imatge en la posició 
indicada a pantalla. 
No retorna error. 
 
  
Figura 4.44. Al_draw_bitmap. 
 
Per dibuixar un tros d’una imatge a pantalla s’utilitza la rutina gràfica 
AL_DRAW_BITMAP_REGION passant com a paràmetres la imatge, la posició X,Y en píxels del 
començament del tros dins la imatge, les dimensions del tros en píxels, la posició X,Y en píxels 
de pantalla on s’imprimirà i un flag que indicarà si la imatge rota (per defecte valor 0 perquè es 
dibuixa tal qual s’ha llegit del fitxer): 
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Component Imatge 
Funció Descripció 
AL_DRAW_BITMAP _REGION 
(ALLEGRO_BITMAP *bitmap, float sx, float sy, 
float sw, float sh, float dx, float dy, int flags) 
Dibuixa un tros de la imatge en la posició 
indicada a pantalla. 
No retorna error. 
 
 
 Figura 4.45. Al_draw_bitmap_region. 
 
En versions anteriors a Allegro 5 el fet de dibuixar una imatge a pantalla pel mètode anterior 
feia que la imatge aparegués en pantalla al moment sent visible a l’usuari. Des de la versió 5 la 
pantalla té dues àrees: una àrea on s’apliquen les operacions de dibuix (BACKBUFFER de 
pantalla) i una àrea de refresc de pantalla on l’usuari veu el resultat de les operacions de dibuix 
realitzades. Per refrescar la pantalla s’utilitza la rutina gràfica AL_FLIP_DISPLAY: 
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Component Imatge 
Funció Descripció 
AL_FLIP_DISPLAY () Refresca la pantalla amb el resultat de les operacions gràfiques 
realitzades fins llavors. No retorna error. 
Allegro té el concepte TARGET BITMAP que és una imatge (creada com un tipus 
ALLEGRO_BITMAP normal) on dibuixaran les rutines gràfiques de dibuix executades. L’objectiu 
és muntar una imatge a partir d’altres operacions gràfiques realitzades (per exemple, dibuixar 
una petita imatge sobre un fons aplicant transparències): 
 
Component Imatge 
Funció Descripció 
AL_SET_TARGET_BITMAP () Fixa la imatge on es dibuixarà el resultat de totes les operacions 
gràfiques realitzades fins llavors. No retorna error. 
 
La pantalla no es pot establir com a target (la pantalla és del tipus ALLEGRO_DISPLAY). El target 
que s’ha d’establir per actualitzar canvis gràfics a pantalla ha de ser el backbuffer de pantalla. 
Exemple 
Creació de dues imatges de 320x200 pixels: 
 
 
Figura 4.46. Al_set_target_bitmap. 
 
La imatge origen es carrega a partir d’un fitxer: 
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Figura 4.47. Al_load_bitmap. 
 
Establir imatge destí com TARGET per dibuixar en ella la imatge origen: 
 
 
Figura 4.48. Al_draw_bitmap. 
 
Els canvis de l’anterior exemple no són visibles a pantalla perquè no s’ha dibuixat cap imatge 
directament a pantalla. Per fer-ho, el backbuffer de pantalla s’ha de fixar com a target i a 
continuació fer una crida a la rutina al_flip_display.  
Per establir el backbuffer com a target s’utilitza la rutina gràfica AL_SET_TARGET_ 
BACKBUFFER: 
 
 
Component Imatge 
Funció Descripció 
AL_SET_TARGET_BACKBUFFER (ALLEGRO_DISPLAY *display) Fixa com a target el backbuffer 
de pantalla. 
No retorna error. 
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Figura 4.49. Al_set_target_backbuffer. 
 
Fer operacions de dibuix entre targets que no siguin el backbuffer de pantalla és molt lent. Es 
recomana minimitzar aquest tipus d’operacions entre targets i, actualitzar, sempre que sigui 
possible, directament sobre el backbuffer de pantalla. 
 
Per recuperar el contingut del backbuffer de pantalla s’utilitza la rutina gràfica 
AL_GET_BACKBUFFER. 
Component Imatge 
Funció Descripció 
AL_GET_TARGET_BACKBUFFER (ALLEGRO_DISPLAY *display) Recupera el contingut del 
backbuffer de pantalla. 
Retorna punter al backbuffer. 
 
ALLEGRO_COLOR és una estructura de dades que descriu un color. Un atribut que guardi 
informació d’un color (com és el cas del color de transparència) ha de tenir aquest tipus: 
 
Per definir un color s’utilitza la rutina AL_MAP_RGB que rep com a paràmetres les components 
Red, Green, Blue del color: 
 
Component Imatge 
Funció Descripció 
AL_MAP_RGB 
(unsigned char r, unsigned char g, unsigned char b) 
Fixa un color desglossat en components 
Red, Green, Blue. Retorna el color de 
tipus ALLEGRO_COLOR. 
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Per llegir el color d’un píxel s’utilitza la rutina AL_GET_PIXEL que rep com a paràmetres la 
imatge i la posició a pantalla del píxel : 
 
Component Imatge 
Funció Descripció 
AL_GET_PIXEL 
(ALLEGRO_BITMAP *imatge, float dx, float dy) 
Consulta el color del píxel de la posició a la 
imatge. 
Retorna el color de tipus ALLEGRO_COLOR. 
 
Per netejar el contingut d’una imatge que prèviament s’ha fixat com a target, s’utilitza la rutina 
gràfica AL_CLEAR_TO_COLOR passant com a paràmetre el color que quedarà a pantalla: 
 
Component Imatge 
Funció Descripció 
AL_CLEAR_TO_COLOR (ALLEGRO_COLOR) Neteja el contingut del target actual amb un 
color. Retorna el color. 
 
Per dibuixar la imatge a pantalla però aplicant primer un filtre de color sobre la imatge, 
s’utilitza la rutina gràfica AL_DRAW_TINTED_BITMAP, passant com a paràmetres la imatge, el 
color, la posició X,Y en píxels de pantalla on s’imprimirà i un flag que indicarà si la imatge rota 
(per defecte valor 0 perquè es dibuixa tal qual s’ha llegit del fitxer): 
 
Component Imatge 
Funció Descripció 
AL_DRAW_TINTED_BITMAP 
(ALLEGRO_BITMAP *bitmap, ALLEGRO_COLOR color, 
float dx, float dy, int flags) 
Dibuixa una imatge en la posició 
indicada a pantalla però aplicant 
primer un filtre de color. No retorna 
error. 
 
La rutina gràfica que serveix per aplicar transparència sobre una imatge quan es dibuixa al 
target actual és AL_CONVERT_MASK_TO_ALPHA.  
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 Figura 4.50. Exemple de transparències. 
 
Component Imatge 
Funció Descripció 
AL_CONVERT_MASK_TO_ALPHA 
(ALLEGRO_BITMAP *bitmap, ALLEGRO_COLOR color) 
Aplica transparència a una imatge. El 
color passat com a paràmetre no es 
dibuixa. No retorna error. 
 
La rutina gràfica que serveix per dibuixar una imatge sobre el target actual però aplicant un 
factor escalat per fer-la més petita o més gran és AL_DRAW_SCALED_BITMAP.  
Component Imatge 
Funció Descripció 
AL_DRAW_SCALED_BITMAP 
(ALLEGRO_BITMAP  *bitmap, float sx, float sy, float sw, 
float sh,   float dx, float dy, float dw, float dh, int flags) 
Dibuixa una imatge en la posició 
indicada a pantalla però escalant la 
imatge. No retorna error. 
 
 
4.10 Càrrega de recursos gràfics 
 
En aquest apartat es descriuen els diferents mètodes de càrrega de recursos gràfics del 
videojoc i la llibreria especial BASE_2D feta a mida per aconseguir-ho. 
 
4.10.1 Càrrega de fons de pantalla 
 
Una imatge de fons de pantalla es carregada a la memòria de vídeo després de que el fitxer 
gràfic que conté la imatge s’hagi llegit completament. 
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La classe VIDEOJOC disposa de tres fons de pantalla, cada un creat com atribut de  tipus 
ALLEGRO_BITMAP: 
 Imatge que es dibuixa als menús principal, consulta de regles, consulta de puntuacions 
i registre de puntuacions. 
 Imatge en tons grisos que es dibuixa quan es para la partida en joc. 
 Imatge copia del fons de pantalla que hi havia abans de parar la partida en joc i que es 
dibuixa al restablir la partida. 
 
  
Figura 4.51. Càrrega d’un fons de pantalla. 
 
4.10.2 Càrrega de sprites 
 
Es llegeix completament un fitxer gràfic i el seu contingut es guarda a la memòria de vídeo 
identificat com un atribut de tipus ALLEGRO_BITMAP. 
Aquest atribut és d’àmbit local perquè servirà per emmagatzemar temporalment la imatge. Un 
cop obtinguts tots els trossos o frames, s’allibera la seva memòria de vídeo. 
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Figura 4.52. Seqüència d’animació. 
 
Es fa un recorregut de la imatge d’esquerra a dreta i de dalt a baix, capturant trossos d’imatge 
o frames d’una determinada mida (ample x alçada): 
 
Figura 4.53. Captura de trossos de la seqüència d’animació. 
 
El frame capturat s’analitza per comprovar si existeix com a mínim un píxel de color diferent al 
color alfa o de transparència fixat (s’ha establert per codi el color negre, no és 
parametritzable). 
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 Figura 4.54. Frame X del jugador. 
 
 
Figura 4.55. Anàlisis de píxels no alfa en frame de X del jugador. 
 
Si el frame no té contingut es descarta (realment el té però tots els píxels són del color alfa). A 
aquest frame li direm frame alfa. Es parteix d’una regla molt senzilla per optimitzar els temps 
de càrrega de recursos gràfics: arribar a un frame alfa implica que el següent frame consecutiu 
al alfa en el mateix eix horitzontal tampoc tindrà contingut. Això fa saltar les coordenades de 
lectura al inici de l’eix horitzontal però augmentant la posició de l’eix vertical. 
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Figura 4.56. Lectura de frames segons frame alfa. 
 
En el moment en que es detecten dos frames alfa consecutius, s’assumeix que la resta del 
fitxer no tindrà més contingut per ser analitzat. En aquest cas, la captura de frames finalitza. 
Cada frame capturat i no alfa es guarda en una llista d’elements de tipus ALLEGRO_BITMAP. 
 
Els fitxers gràfics que es carreguen per aquest mètode són les imatges que formen les 
seqüències de moviment de jugadors i objectes, les imatges de les plataformes que formen els 
mapes de nivell i les imatges de caràcters que formen missatges i la zona de marcador del 
videojoc. Per a totes elles i en el moment de dibuixar-les sobre el backbuffer de pantalla, 
s’aplica transparència pel color negre, és a dir, cada píxel de color negre (al_map_rgb (0,0,0)) 
se substitueix pel color del píxel sobre el que s’anava a dibuixar. 
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 Figura 4.57. Exemple de transparències. 
 
Un últim apunt important: quan s’ha de dibuixar a pantalla un frame de la seqüència de 
moviment d’un objecte, i ocupa la posició N, s’ha d’accedir a la posició (N-1) de la llista de 
frames (recordem que la posició 0 es la primera posició a memòria). 
 
4.10.3 Conversió de text a gràfic 
 
Les imatges de caràcters que formen missatges i la zona de marcador del videojoc s’utilitzen 
per donar un aspecte gràfic a cadenes de text i valors numèrics que es van calculant 
contínuament. 
 
 Figura 4.58. Lectura del contingut del fitxer gràfic de marcador. 
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A continuació es descriu com es fa el muntatge dels missatges i les parts del marcador. 
Imaginem per un moment que ens interessa dibuixar a pantalla el següent missatge:  
MUNTANYA.  NIVELL 1 
Definim una cadena de text assignant memòria suficient per informar el missatge d’exemple. 
Obtenim el codi ASCII de cada caràcter: el primer caràcter és la lletra M que té un codi ASCII 77 
i així successivament. 
Restem 32 al valor ja que la primera posició del fitxer gràfic és l’espai en blanc que té un codi 
ASCII 32. 
El número resultant, cas de la M seria 77 – 32 = 45, per tant en pantalla es dibuixa el frame 
situat a la posició 45 -1 = 44: 
 
 
 Figura 4.59. Muntatge de la primera lletra. 
 
Per dibuixar el següent caràcter la posició en pantalla del següent frame hauria d’incrementar-
se com a mínim la amplada del frame: 
 
 
 Figura 4.60. Muntatge de la primera i segona lletra. 
 
Com podem observar en el àrea del marcador els caràcters no tenen el tamany original dels 
frames carregats a memòria de video.  Això és degut a que les rutines gràfiques utilitzades per 
dibuixar els caràcters són les que permeten escalar la imatge per fer-la més petita o més gran. 
 
Truc: no es veu fàcilment però alguns dels frames del fitxer gràfic de marcador que semblen 
buits, no ho estan perquè tenen un píxel de color semblant al negre (color de alfa o de 
transparència) que trenquen el caràcter alfa del frame quan són carregats a memòria de video 
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en la llista de frames. D’aquesta forma no cal dibuixar tots els caràcters i sí reservar l’espai que 
ocuparia. 
 
No es veuen encara molt bé ... 
 
 Figura 4.61. Els píxels delimitadors no es veuen. 
 
Ara sí ... 
 
 Figura 4.62. Els píxels delimitadors es veuen. 
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4.10.4 Classe SPRITE 
 
Les estructures gràfiques bàsiques d’animació del videojoc són la dels jugadors i la dels 
objectes. Totes dues són de tipus SPRITE: 
 el videojoc està pensat només per un sol jugador, la estructura de dades del jugador és 
un element de tipus SPRITE. 
  la estructura de dades dels objectes és una llista d’elements de tipus SPRITE perquè a 
pantalla pot aparèixer més d’un objecte. 
La classe SPRITE s’encarrega d’oferir una interfície senzilla per al control i animació de sprites. 
 
Figura 4.63. Diagrama de classe SPRITE. 
 
Aquesta classe conté, entre d’altres atributs, les diferents seqüencies de moviment d’un recurs 
gràfic i, entre d’altres mètodes, el refresc del moviment pintant a pantalla el següent frame 
d’una seqüència de moviment. 
El constructor de la classe rep com a paràmetres les dimensions de la pantalla, la estructura de 
dades que conté els paràmetres de configuració del sprite i el tipus de sprite. 
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Es llegeix el diccionari de dades de la estructura de configuració utilitzant la funció 
RECUPERAVALOR i es busquen els valors dels paràmetres que pertanyen a la secció 
identificada pel tipus de sprite, fixant en la classe els valors trobats o, en alguns casos, valors 
per defecte si no es troben al diccionari. 
 
Exemple amb un recurs gràfic de tipus objecte: 
La següent captura de pantalla mostra la part inicial del contingut del fitxer de configuració 
OBJETOS.CFG. Al executar el videojoc, aquestes dades es carreguen en la estructura de 
configuració CFGOBJETO i tenen la definició dels objectes de tipus 000 i 001: 
  
Figura 4.64. Contingut parcial del fitxer de configuració d’objectes. 
 
Per crear els objectes 000 i 001 a la llista de sprites OBJETOSBASE de la classe VIDEOJUEGO es 
fa una crida al constructor de la classe SPRITE per tipus de sprite diferent:  
  
Figura 4.65. Creació de nous sprites 000 i 001. 
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Es passen com a paràmetres les dimensions de la pantalla fixades a la estructura de 
configuració general CFGMAIN, la estructura de configuració d’objectes CFGOBJETOS i el tipus 
de sprite 000 per la primera crida i 001 per la segona crida. 
4.10.5 Classe CONFIG_LEVEL 
 
La classe CONFIG_LEVEL és una classe heretada de la classe CONFIG i s’encarrega de llegir el 
contingut del fitxer de configuració MUNDO_MM_NIVEL_NN.CFG: 
  
Figura 4.66. Fitxers de configuració de nivell. 
 
Tal i com es veu a la següent figura de la classe, cada paràmetre del fitxer de configuració 
MUNDO_MM_NIVEL_NN.CFG es guarda a la classe CONFIG_LEVEL i existeix una funció per 
recuperar el valor i dues per fixar-lo, una a partir del valor passat per paràmetre i l’altre a 
partir del valor guardat al diccionari: 
  
Figura 4.67. Diagrama de classe CONFIG_LEVEL. 
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4.10.6 Càrrega del fitxer de configuració del nivell 
 
La funció CARGACONFIGURACIONNIVEL de la classe VIDEOJUEGO fixa en la estructura 
CFGNIVEL les dades de parametrització del nivell. Aquesta funció s’executa a l’iniciar la partida 
per muntar el primer nivell i durant la partida per muntar el mateix o el següent nivell. 
La informació carregada en CFGNIVEL és utilitzada per la classe MAPA que s’encarregarà de 
dibuixar la zona de joc del nivell que sigui estàtica: fons de pantalla i mapa de plataformes. 
 
4.10.7 Classe MAPA 
 
La classe MAPA s’encarrega d’utilitzar les dades que disposa CFGNIVEL per: 
- construir gràficament la zona de joc de nivell: fons de pantalla i mapa gràfic de 
plataformes. 
- fixar el mapa de col·lisions de les plataformes. 
- fixar el resultat a la zona de marcador. 
- controlar l’últim objecte capturat perquè la fórmula tingui sentit. 
 
 
Figura 4.68. Diagrama de classe MAPA. 
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4.10.8 Llibreria gràfica BASE_2D 
 
  
Figura 4.69. Llibreria gràfica base_2d. 
 
S’ha creat una llibreria especial que conté rutines generals de gestió de memòria, gestió gràfica 
per carregar recursos gràfics, conversió de cadenes de text a format gràfic, adaptador de 
cadenes de text per muntar els menús amb una estètica acceptable. 
Les rutines de gestió de memòria estan creades per reservar, copiar blocs i alliberar memòria 
en estructures de dades simples que utilitzen punters o dobles punters.  
Les rutines gràfiques són fruit de les necessitats explicades en els anteriors subapartats sobre 
la càrrega de recursos gràfics. 
La funció sobrecarregada CARGABITMAP  de la llibreria BASE_2D  té dues versions: 
 La versió que fa la càrrega de fons de pantalla i utilitzada a: 
 La funció CARGAFONDO de la classe MAPA. 
 La versió que fa la càrrega de sprites i utilitzada a: 
 La funció CARGAPLATAFORMAS de la classe MAPA. 
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 El constructor de la classe SPRITE. 
 La funció CARGACONFIGURACIONMARCADOR de la classe VIDEOJUEGO. 
 La funció CREAESCENARIO de la classe VIDEOJUEGO. 
La funció DIBUJANUMERO de la llibreria BASE_2D  converteix un valor numèric en una 
estructura gràfica que es dibuixarà al target actiu. Utilitzada a: 
 La funció DIBUJARESULTADO de la classe MAPA. 
 La funció DIBUJAPUNTOS de la classe VIDEOJUEGO. 
 La funció DIBUJAVIDAS de la classe VIDEOJUEGO. 
 La funció PREPARATIEMPO de la classe VIDEOJUEGO. 
La funció DIBUJATEXTO de la llibreria BASE_2D  converteix un valor alfanumèric en una 
estructura gràfica que es dibuixarà al target actiu. Utilitzada a: 
 La funció DIBUJATEXTORESULTADO de la classe MAPA. 
 La funció DIBUJATEXTOPARAPARTIDA de la classe VIDEOJUEGO. 
 La funció DIBUJATEXTOFORMULA de la classe VIDEOJUEGO. 
 La funció PRESENTANIVEL de la classe VIDEOJUEGO. 
 La funció DIBUJATEXTOPUNTOS de la classe VIDEOJUEGO. 
 La funció DIBUJATEXTOFORMULA de la classe VIDEOJUEGO. 
 La funció DIBUJANOMBREREGISTRO de la classe VIDEOJUEGO. 
 La funció PREPARATEXTOOK de la classe VIDEOJUEGO. 
 La funció PREPARATEXTOKO de la classe VIDEOJUEGO. 
 La funció PREPARATEXTOPARAPARTIDA de la classe VIDEOJUEGO. 
 La funció DIBUJATEXTOVIDAS de la classe VIDEOJUEGO. 
 La funció DIBUJATEXTOOK de la classe VIDEOJUEGO. 
 La funció DIBUJATEXTOKO de la classe VIDEOJUEGO. 
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4.11 Component de teclat 
 
Els inputs de l’usuari que arriben per teclat s’analitzen per decidir quines accions es fan a 
continuació. A excepció de minimitzar i tancar la finestra del videojoc mitjançant els botons 
superiors de la finestra, el teclat és l’únic dispositiu d’entrada que permetrà al jugador 
demostrar la seves habilitats. 
 
4.11.1 Estructures de dades i rutines de teclat 
 
Primer hem de parlar de les estructures de dades i rutines de teclat utilitzades al videojoc. 
A més de la inicialització del component de teclat ja comentada en l’apartat d’inicialització, les 
següents rutines ens van bé. 
 
Només a nivell informatiu, la estructura ALLEGRO_KEYBOARD_STATE conté tota la informació 
sobre el teclat en un determinat moment, però no s’utilitza al videojoc perquè la nostra gestió 
de teclat es feta a mida a partir de la lectura d’esdeveniments. 
 
AL_UNINSTALL_KEYBOARD s’encarrega de desinstal·lar el component de teclat. Utilitzada al 
sortir del videojoc. 
 
Component Teclat 
Funció Descripció 
AL_UNINSTALL_KEYBOARD () Desinstal·la el component de teclat. 
No retorna Error. 
 
La classe VIDEOJUEGO gestiona els inputs de teclat de la següent forma: 
- Hi una estructura de dades feta a mida (vector numèric TECLAS de 128 posicions) on  
cada posició correspon amb un codi de tecla i el valor emmagatzemat en la posició 
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indica si la tecla amb aquest codi s’ha pres i segueix així (valor 1), s’ha deixat anar 
(valor 0) i si es manté invariable (valor -1). 
- Hi ha dues funcions que s’encarreguen d’analitzar un esdeveniment de teclat: 
CAPTURATECLADO i ANALIZATECLADO e incideixen sobre el vector TECLAS. 
 
CAPTURATECLADO 
 
Es passa com a paràmetre un esdeveniment generat a la cua d’esdeveniments. 
Si el tipus de l’esdeveniment (propietat TYPE) és ALLEGRO_EVENT_KEY_DOWN significa que és 
una tecla que l’usuari ha pres. Per saber el codi de tecla tenim la propietat 
KEYBOARD.KEYCODE de l’esdeveniment. La estructura TECLAS per aquest codi queda marcat 
amb el valor 1. 
Si el tipus de l’esdeveniment és ALLEGRO_EVENT_KEY_UP significa que és una tecla que 
l’usuari ha deixat anar. Per saber el codi de tecla tenim la propietat KEYBOARD.KEYCODE de 
l’esdeveniment. La estructura TECLAS per aquest codi queda marcat amb el valor 0. 
 
ANALIZATECLADO 
 
Es passa com a paràmetre un esdeveniment generat a la cua d’esdeveniments. 
La funció RECUPERAESTADO llegirà el valor que ha fixat abans la funció FIJAESTADO, depèn 
d’aquest valor les accions desencadenades pel teclat poden ser diferents. 
 
Quan l’usuari prem una tecla, si és una tecla amb funcionalitat definida al videojoc, es 
desencadena una acció pròpia d’aquella tecla. Però depenent de la opció del videojoc en la 
que estigui l’usuari, aquesta acció es pot desencadenar quan l’usuari hagi deixat anar. 
S’ha de tenir molt present que quan l’usuari premi una tecla i la deixi anar immediatament, 
encara que ho faci molt ràpid, segurament no es generarà un únic esdeveniment de tecla 
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pitjada, lo normal es que siguin varis, per tant, en alguns punts del videojoc, si l’acció no es 
desencadena al deixar anar una tecla, podríem tenir una cascada errònia d’accions. 
Amb l’exemple de la tecla d’escapament s’entendrà millor: si des del menú principal l’usuari 
accedeix a la opció de consulta de puntuacions, per tornar al menú principal ha de prémer la 
tecla d’escapament, però segurament sortirà del videojoc, perquè amb un únic cop de tecla 
haurà generat varis esdeveniments de tecla pitjada sense ser conscient (internament 
s’analitzen esdeveniments idèntics d’escapament, primer per sortir de la opció de puntuacions 
i segon per sortir del menú principal). 
 
Per aquest motiu, depenent de la opció del videojoc en la que estigui l’usuari les accions s’han 
de fer quan deixi anar una tecla (escapament, accés a la consulta de regles de joc, accés a la 
consulta de puntuacions, introduir el nom durant el registre de la puntuació) o quan estigui 
pitjada (en ple partida que és on es mou el personatge). 
 
4.12 Component d’àudio 
 
A més de la inicialització del component d’àudio ja comentada en l’apartat d’inicialització, les 
següents rutines fan possible la reproducció de sons i de la melodia del videojoc. 
 
4.12.1 Estructures de dades i rutines d’àudio 
 
La estructura de dades ALLEGRO_SAMPLE conté tota la informació necessària per poder 
reproduir àudio digital. 
ALLEGRO_SAMPLE_ID és un tipus de dada que guarda una referència a un àudio que se està 
reproduint. 
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Per carregar un àudio a partir d’un fitxer d’àudio s’utilitza la rutina AL_LOAD_SAMPLE. Permet 
fixar el volum, el balanç, la velocitat, el mode únic o repetitiu. Retorna un punter a l’ 
identificador de l’àudio: 
 
Component Àudio 
Funció Descripció 
ALLEGRO_SAMPLE *al_load_sample 
(const char *filename) 
 
Carrega un àudio a partir d’un fitxer 
d’àudio. 
Retorna punter a l’identificador de 
l’àudio. 
 
Per reproduir un àudio s’utilitza la rutina AL_PLAY_SAMPLE. Permet fixar el volum, el balanç, la 
velocitat, el mode únic o repetitiu. Retorna un identificador de l’àudio: 
 
Component Àudio 
Funció Descripció 
AL_PLAY_SAMPLE  
(ALLEGRO_SAMPLE *spl, float gain, float pan, 
float speed,   ALLEGRO_PLAYMODE loop, 
ALLEGRO_SAMPLE_ID *ret_id) 
 
Reprodueix un àudio. 
Retorna per referència l’identificador del 
àudio a reproduir. 
 
Per parar un àudio s’utilitza la rutina AL_STOP_SAMPLE. Permet fixar el volum, el balanç, la 
velocitat, el mode únic o repetitiu. Retorna un identificador de l’àudio: 
 
Component Àudio 
Funció Descripció 
AL_STOP_SAMPLE  (ALLEGRO_SAMPLE_ID *ret_id) 
Para un àudio. 
No retorna Error. 
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4.13 Càrrega de recursos d’àudio 
 
Al videojoc s’han definit dos melodies de fons, una es reprodueix als menús i que es 
reprodueix constantment i una sèrie de sons que es reprodueixen davant determinades 
situacions. Tots aquests recursos d’àudio es carreguen a la funció CREAESCENARIO de la classe 
VIDEOJUEGO. 
 
4.13.1 Sons 
 
Els següents recursos d’àudio corresponen amb els sons: 
  
Figura 4.70. Fitxers de recursos d’àudio de sons. 
 
 
SAMPLE_PERDER es reprodueix durant una partida quan el jugador perd una vida. 
SAMPLE_SALTAR es reprodueix durant una partida quan el jugador salta. 
SAMPLE_PEGAR es reprodueix durant una partida quan el jugador realitza el moviment de 
captura d’un objecte. 
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SAMPLE_RAPIDO no s’utilitza però s’ha mantingut per si cal utilitzar algun so més. 
SAMPLE_KO es reprodueix durant una partida quan el jugador captura un objecte vàlid. 
SAMPLE_INCORRECTO es reprodueix durant una partida quan el jugador vol capturar un 
objecte que no es pot capturar. 
SAMPLE_APLAUSO  es reprodueix durant una partida quan el jugador passa de nivell. 
SAMPLE_CUENTAATRAS es reprodueix durant una partida quan el temps restant és inferior a 
10 segons. 
 
4.13.2 Música 
 
Els següents recursos d’àudio corresponen amb les melodies: 
  
Figura 4.70. Fitxers de recursos d’àudio de melodies. 
 
 
SAMPLE_MELODIA_JUEGO es reprodueix durant la navegació entre pantalles del menú i es 
para quan comença una partida. 
SAMPLE_MELODIA_MENU es reprodueix durant una partida i es para quan la partida finalitza. 
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4.14 Refresc de pantalla 
 
Arribats a aquest punt hem tractat totes les rutines que utilitzem d’Allegro. Allegro disposa de 
més components i rutines però no s’ha vist la necessitat del seu us. 
Hem passat per rutines de temporitzadors, esdeveniments, imatges, teclat, pantalla i àudio. 
Totes elles intervenen en el refresc de pantalla, fins i tot l‘àudio, que aporta dinamisme al joc e 
intenta mantenir l’atenció del jugador per tot lo que aparegui a pantalla. 
Quan parlem de refresc de pantalla ens referim a quan s’està jugant una partida i es generen 
esdeveniments de tipus temporitzador, de tipus pantalla o es premen determinades tecles. 
Quan l’usuari navega per les opcions de menú també es refresca la pantalla, però només una 
vegada, quan una tecla és pitjada i aquesta desencadena el redibuixar de la pantalla. 
 
4.14.1 Zona de joc del nivell 
 
La zona de joc del nivell és el àrea de la pantalla del videojoc on es dibuixen fons de pantalla, 
plataformes, jugador i objectes. És la part on el jugador es mou obeint les indicacions del 
teclat, es dibuixen els frames de jugador i objectes, es detecten les col·lisions i les captures 
d’objectes. 
Cada 1/30 segons (valor per defecte parametritzable)  es redibuixa el contingut d’aquest àrea. 
Cada segon (conte enrere) es redibuixa el contingut d’aquest àrea. 
Quan el jugador ha pres les tecles [R] (per reiniciar el nivell) o [ESCAPE] (per finalitzar la 
partida) es redibuixa el contingut d’aquest àrea per aplicar tonalitats grises i mostrant un 
missatge pendent de confirmació del jugador. 
Quan el nivell finalitza, per haver aconseguit la fórmula amb la que s’obté el resultat o quan el 
temps ha finalitzat, es redibuixa el contingut d’aquesta àrea amb un missatge de felicitació al 
jugador. 
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Redibuixar la zona de joc del nivell consisteix en muntar capes gràfiques i posicionar una capa 
a sobre de l’altre capa, aplicant, si és necessari, transparències de la capa superior sobre la 
inferior. Això ho fan les funcions DIBUJANIVEL i REFRESCANIVEL de la classe VIDEOJUEGO. 
 
La primera capa és el fons de pantalla que trobem a la configuració del nivell. 
Sobre ella dibuixem les plataformes distribuint-les segons posició i tipus indicats a la 
configuració del nivell i aplicant transparències segons color alfa fixat (color negre): 
 
 
Figura 4.71. Muntatge de fons i plataformes. 
 
Mirem amb més detall aquest muntatge. Ho fem, per exemple, del tros inferior del nivell 1. 
Al fitxer de configuració del primer nivell trobem les dades per dibuixar el fons i les 
plataformes: 
 
 Figura 4.72. Fitxer de configuració del primer nivell. 
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El fons de pantalla és el fitxer gràfic indicat al paràmetre FONDO. La zona de joc del nivell es 
reparteix entre 15 x 15 plataformes (paràmetres FILAS x COLUMNAS) llegides del fitxer gràfic 
indicat al paràmetre PLATAF. Per saber la plataforma que s’ha de dibuixar sobre el fons tenim 
el mapa gràfic indicat al paràmetre MAPAGRA: 
 
Figura 4.73. Exemple de muntatge de fons i plataformes. 
 
Seguim amb el muntatge d’altres capes. 
La capa que té fons i plataformes la deixarem fixa perquè no té canvis, encara que es dibuixi a 
cada refresc de pantalla, només es munta una vegada al carregar el nivell: si cada cop que 
redibuixem fem aquesta superposició la despesa de memòria i sobre tot la de temps 
penalitzaria enormement el tempo del videojoc. 
Ara dibuixem el frame que toqui al jugador i a tots els objectes configurats per aparèixer al 
nivell: 
Figura 4.74. Muntatge de jugador i objectes sobre fons i plataformes. 
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Mirem amb més detall aquest muntatge. Ho fem, novament, del tros inferior del nivell 1. 
 
 Figura 4.75. Fitxer de configuració del primer nivell. 
 
Per saber els objectes que s’han de dibuixar sobre el fons tenim la informació al paràmetre 
OBJETOS: 
 
El comportament dels objectes estan definits al fitxer de configuració OBJETOS.CFG: 
 
 Figura 4.76. Fitxer de configuració d’objectes. 
 
El frame de cada objecte que es dibuixa a pantalla és el següent segons seqüència de 
moviment que tingui l’objecte, que sabem, que només té una, la del paràmetre SECPARADO: 
 
 
Figura 4.77. Exemple de muntatge d’objectes. 
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La posició del jugador inicial del nivell està fixada per codi (no és cap paràmetre). El frame 
dibuixat és el següent frame de la seqüència de moviment segons tipus de moviment que té en 
aquest moment. El fitxer de configuració del jugador és JUGADORES.CFG: 
 
  
Figura 4.78. Exemple de muntatge jugador. 
 
Per mostrar el resultat final a pantalla s’indica que s’actualitzi el contingut del backbuffer de 
pantalla. 
 
4.14.2 Zona de marcador 
 
La zona de marcador (o HUD) és el àrea de la pantalla del videojoc que sempre s’imprimeix 
amb forma i estètica iguals. En aquest àrea es dibuixa informació del nivell i de la partida com 
el temps restant, el resultat, la fórmula construïda, els punts i el número de vides.  
Aquest àrea NO es redibuixa cada 1/30 segons  però sí cada segon (conte enrere), dons el 
temps restant es dibuixa a la part superior dreta de la pantalla. 
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Quan el jugador ha pres les tecles [R] (per reiniciar el nivell) o [ESCAPE] (per finalitzar la 
partida) es redibuixa el contingut d’aquest àrea per aplicar tonalitats grises i mostrant un 
missatge pendent de confirmació del jugador. 
Quan el nivell finalitza, per haver aconseguit la fórmula amb la que s’obté el resultat o quan el 
temps ha finalitzat, es redibuixa el contingut d’aquesta àrea amb un missatge de felicitació al 
jugador. 
 
Redibuixar la zona marcador consisteix en muntar una sola capa con cada parcel·la 
d’informació, no hi ha superposició de parcel·les. S’apliquen transparències. Això ho fan les 
funcions DIBUJANIVEL i REFRESCANIVEL de la classe VIDEOJUEGO. 
  
Figura 4.79. Marcador. 
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4.15 Gestió de col·lisions i captura d’objectes 
 
El jugador només es pot moure pels límits de la zona de joc del nivell. 
El sistema sempre analitza quins tipus de plataformes envolten el jugador i si podrà travessar-
les o posar-se a sobre. 
S’ha buscat un algoritme de col·lisió molt senzill i que no es basi en una comparativa píxel a 
píxel. 
 
Quan el jugador realitza l’acció de capturar, el sistema ha d’analitzar si existeix un objecte en 
un radi d’acció definit per codi i permetre’l capturar. 
 
Per explicar el funcionament capturem el tros inferior de la zona de joc de nivell del primer 
nivell del videojoc i observem què passa dins: 
 
Figura 4.80. Tros de la pantalla del primer nivell. 
 
4.15.1 Col·lisions 
 
Un objecte de tipus SPRITE té, entre d’altres propietats, les que indiquen la seva posició a 
pantalla i el moviment que està patint. 
Un mapa gràfic té associat un mapa de col·lisió definit a la classe CONFIG_LEVEL i gestionada 
per la classe MAPA. 
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Al fitxer de configuració del primer nivell trobem les dades amb el comportament de les 
col·lisions de les plataformes: 
  
Figura 4.81. Fitxer de configuració de nivell. 
 
El comportament d’una plataforma quan el jugador xoca amb ella, està indicat al paràmetre 
MAPACOL: 
 
Figura 4.82. Exemple de muntatge de mapa de col·lisió. 
 
El valor 0 indica que no hi ha col·lisió, el valor 1 que no es pot travessar la plataforma des de 
cap costat i valor 2 que es pot travessar cap amunt i cap als costats. 
Els objectes es poden travessar tots. 
 
El sistema ha d’analitzar què rodeja al objecte i si el objecte pot continuar el seu moviment o 
s’ha d’aturar completament o en alguna de les direccions del moviment. Per avaluar això es 
calcula la posició actual del jugador, la nova posició a la que anirà el jugador tenint present el 
seu tipus de moviment, si a la nova posició existeix una plataforma i amb quin tipus de col·lisió. 
 
El algoritme de col·lisió es basa en analitzar el píxel següent a les dimensions del jugador 
aplicant alçada o ample depenent del tipus de moviment. Per moviments horitzontals 
comprovem xoc a la nova posició a l’eix de les x a nivell de peu de jugador.  Per moviments 
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verticals comprovem xoc a la nova posició a l’eix de les y a nivell de cap però a mig ample o a 
nivell de peu a mig ample. Per moviments horitzontals sense increment vertical comprovem 
xoc per sota del peu per activar la caiguda. 
 
Moviment esquerra: 
  
Figura 4.83. Col·lisió per moviment a la esquerra. 
Moviment dreta: 
  
Figura 4.84. Col·lisió per moviment a la dreta. 
Moviment amunt: 
  
Figura 4.85. Col·lisió per moviment cap amunt. 
Moviment avall: 
 
Figura 4.86. Col·lisió per moviment cap avall. 
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Moviment horitzontal però no vertical (s’ha d’analitzar si hi ha caiguda a la nova posició): 
  
Figura 4.87. Col·lisió per moviment horitzontal sense vertical. 
 
4.15.2 Gestió de la captura d’objectes 
 
Per saber si un objecte es capturat pel jugador s’aplica matemàtica bàsica basada en el 
teorema de Pitágoras. 
Les funcions ESPUNTOADENTRO i DISTANCIAPUNTOS de la classe VIDEOJUEGO s’utilitzen per 
saber, aplicant teorema de Pitágoras, si on volem capturar un objecte està fora del radi del 
frame jugador, havent fixat el radi com la meitat de l’ample del frame des del centre del frame. 
La part groga de la següent representació demostra que hi ha col·lisió perquè l’objecte sigui 
capturat. 
 
 Figura 4.88. Gestió de la captura d’un objecte. 
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4.16 Alliberar recursos d’Allegro 
 
Quan el videojoc es tanca s’alliberen els components d’Allegro inicialitzats a la entrada. 
La funció LIMPIAESCENARIO de la classe VIDEOJUEGO s’encarrega d’alliberar els recursos del 
videojoc inicialitzats a la funció INICIALIZAESCENARIO de la mateixa classe. 
Les funcions d’Allegro utilitzades per alliberar recursos, que ja s’han explicat en apartats 
anteriors són les següents: 
- al_destroy_display. 
- al_uninstall_keyboard. 
- al_destroy_event_queue. 
- al_destroy_timer 
- al_destroy_bitmap. 
- al_destroy_sample. 
- al_uninstall_audio. 
- al_shutdown_font_addon. 
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5. Planificació i fases del projecte 
 
El projecte es va iniciar el dia 1 de desembre de 2014 i la seva finalització el dia 5 de juliol de 
2015. 
Fins a la entrega de la documentació del projecte s’ha treballat durant 31 setmanes, dedicant 
una mitja de 4 hores diàries de dilluns a dijous i de 8 hores el cap de setmana. Obtenim una 
duració aproximada de 744 hores. 
El projecte ha passat per les següents etapes: 
 Definició del projecte: setmana 1. 
 Elecció del llenguatge de programació: setmana 2. 
 Recuperació de llibreries antigues i elecció d’una API multimèdia: setmana 3. 
 Integració de la API multimèdia: setmana 4. 
 Elecció d’un nou IDE: setmana 5. 
 Integració d’Allegro a Code::Blocks: setmanes 6, 7 i 8. 
 Cursar proposta de Projecte Final de Carrera: setmana 9. 
 Classe CONFIG amb lectura i escriptura a fitxers de configuració: setmana 10. 
 Preparació dels fitxers de configuració: setmanes 11 i 12. 
 Preparació dels recursos gràfics: setmanes 13 i 14. 
 Preparació dels recursos d’àudio: setmana 15. 
 Confeccionar menús, zones de joc i marcador de pantalla, gestió de teclat: setmana 
16. 
 Classe CONFIG_MAIN: setmana 17. 
 Classe CONFIG_LEVEL: setmana 18. 
 Classe MAPA: setmanes 19 i 20. 
 Classe SPRITE: setmanes 21 i 22. 
 Creació del tipus JUGADOR i control de teclat: setmana 23. 
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 Creació del tipus OBJETO: setmana 24. 
 Classe VIDEOJUEGO: setmanes 25 i 26. 
 Tempo del videojoc: setmana 27. 
 Registre de puntuacions: setmana 28. 
 Fixar configuració per defecte de 30 nivells: setmana 28. 
 Documentació: des de l’inici del projecte més setmanes 29, 30 i 31. 
 
Representació de les etapes en diagrama de Gantt: 
 
Figura 5.1. Diagrama de GANTT. 
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6. Anàlisi econòmic 
 
En aquest apartat es detalla el cost econòmic del projecte. 
A excepció de la creació dels recursos d’àudio, la resta del projecte ha estat desenvolupat per 
la mateixa persona. Però de cara a fer una valoració més real de lo que significaria aquest 
projecte, des de la primera reunió per establir les bases fins al empaquetat de la última versió 
estable del videojoc, partirem de les següents condicions: 
 
- el cost de personal es repartirà entre 3 figures representatives sobre les hores reals 
dedicades, estan en aquest cas especialitzades en el mon dels videojocs: 
 
o analista: per realitzar tasques d’anàlisis funcional, anàlisis orgànic, proves 
d’integració i documentació. Alhora serà el cap de projecte. 
El 35% del projecte s’imputaria amb ella (sobre 744 hores serien 260’4 hores) 
o dissenyador gràfic i d’àudio: per realitzar tasques de elaboració dels recursos 
gràfics i dels recursos d’àudio. 
El 10% del projecte s’imputaria amb ella (sobre 744 hores serien 74’4 hores) 
o programador sènior: per realitzar les tasques de desenvolupament i les proves 
unitàries, alhora que genera noves versions més estables. 
El 55% del projecte s’imputaria amb ella (sobre 744 hores serien 409’2 hores) 
 
- el cost de programari és 0: totes les eines utilitzades són gratuïtes. Els equips tenen 
instal·lats Microsoft Windows 8.1 amb MS Paint i MS Office 2007. 
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Per tant, el cost total seria de: 
 
Concepte Unitats Preu/Unitat Cost 
Analista 260,4 hores 95 € 24.738 € 
Dissenyador 74,4 hores 65 € 4.836 € 
Programador 409,2 hores 65 € 26.598 € 
Programari --- 0 € 0 
  Total 56.172 € 
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7. Conclusions i millores 
 
7.1 Conclusions sobre objectius proposats 
 
Els objectius marcats s’han complert satisfactòriament però, en un calendari molt més llarg 
que el estimat inicialment. 
 
L’objectiu principal del projecte era el desenvolupament d’un videojoc de plataformes en C++ 
compatible per plataformes Microsoft Windows. Aquest objectiu ha quedat assolit 
perfectament, dons s’han utilitzat totes les eines necessàries per a la construcció del videojoc i 
sempre sota llicències gratuïtes o poc restrictives que no impliquin un cost econòmic. 
 
El segon objectiu també queda assolit, doncs s’ha utilitzat una API multimèdia molt coneguda i 
estable, amb un bon rendiment. Com detallava a l’apartat de proves del videojoc en 
maquinari, un ordinador de fa pràcticament una dècada ha sigut capaç d’executar el videojoc i 
fer-nos passar una bona estona. 
 
El tercer objectiu amb el que un usuari administrador del videojoc tingués opció a canviar la 
configuració, també s’acompleix però a mitges. És cert que els fitxers de configuració són 
accessibles però inicialment es va plantejar la idea de construir una eina o mini aplicació 
annexa al videojoc per editar els paràmetres de configuració del videojoc i crear nous nivells 
segons les necessitats del maquinari i de la habilitat del jugador. 
 
L’últim objectiu no queda assolit per temes tecnològics. És impossible aprofitar les llibreries 
multimèdia antigues perquè estan totalment obsoletes. Això implica que el segon objectiu del 
projecte hagi passat per aprendre e incorporar una API multimèdia. 
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Els objectius del videojoc estan clarament assolits dons passar els nivells amb èxit requereix 
d’una certa habilitat alhora de moure’s per la pantalla i d’una agilitat mental per calcular el 
resultat. Encara que el joc està enfocat per a jugadors de curta edat,  mitjançant el tercer 
objectiu es pot augmentar la dificultat. 
 
7.2 Conclusions personals 
 
A nivell personal estic molt satisfet perquè ha sigut una experiència enriquidora i una forma de 
tornar a estar al corrent sobre una petita part del món del desenvolupament de videojocs: hi 
ha grans comunitats de programadors que creen i milloren contínuament eines que altres 
usuaris no tan experts, com jo, puguin utilitzar d’una forma senzilla. 
 
Desenvolupar un videojoc no és una tasca fàcil com pot semblar des d’un principi. Si tenim en 
compte que una única persona assumeix tots els rols que hi trobem darrera de qualsevol 
videojoc de dimensions petites, el calendari i la organització entre fases del projecte pot 
allargar-se i complicar-se fàcilment. 
 
Per mi hi ha tres coses importants: 
 M’he tornat a ficar al món de la creació del videojoc i veig que tot evoluciona a un 
ritme frenètic. Ara, les possibilitats per fer videojocs és enormement amplia i tinc la 
sensació de que acabar un et dono forces per fer un altre. Encara que sóc conscient de 
que el deixaré de banda per falta de temps. 
 És la segona vegada que acabo un videojoc. 
 Els meus fills són provadors del videojoc i sempre tenen ganes de jugar. És molt bonic 
veure que has creat quelcom del no res i que, com a mínim, algú gaudeix d’ell. És cert 
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que quan portin moltes partides, perdran el interès i deixarà de ser atractiu per ells, 
però això passa amb tot. 
 
7.3 Millores 
 
Com vaig comentar a l’apartat d’objectius del projecte, s’ha creat un videojoc per un sol tipus 
de plataforma i sense intenció de que pogués arribar a tothom i menys per una via comercial. 
Però, és impossible no pensar en millores quan s’està desenvolupant l’aplicació i, que acabin 
sent millores a reflectir en aquest apartat, bàsicament per falta de temps. 
Moltes de les següents millores permetrien que el videojoc Ja Ho Tinc pogués arribar a tothom, 
fins i tot per via comercial: 
 Ampliar la compatibilitat amb d’altres plataformes. 
 Fitxers de configuració amb format XML per ser portable a d’altres plataformes. 
 Permetre parametritzar més aspectes gràfics del videojoc. 
 Ampliar el videojoc amb una eina per dissenyar nivells. 
 Distribuir més d’un objecte del mateix tipus. 
 Dos jugadors: mode amic per aconseguir entre els dos el resultat proposat o mode 
enemic per competir entre ells guanyant el primer que aconsegueixi el resultat 
proposat. 
 Mode de joc online: guanya el primer jugador en aconseguir el resultat proposat o els 
jugadors acumulen punts respecte al guanyador o a la finalització de la partida. 
 Objectes en moviment. 
 Objectes sorpresa beneficiosos pels jugadors o amb efectes negatius. 
 Nivells amb moviment de pantalla horitzontal o vertical (SCROLL). 
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7.4 Impacte 
 
7.4.1 Impacte personal 
 
És un videojoc apte per a tots els públics, de fet, s’ha desenvolupat perquè juguin nens. És cert 
que hi hauria una edat mínima de joc pel fet de realitzar operacions matemàtiques bàsiques (5 
anys). 
 
7.4.2 Impacte mediambiental 
 
És un videojoc que no es comercialitzarà però davant de la necessitat de distribuir-lo perquè 
fos un boom, es faria de manera digital des de la web. Per tant l’impacte mediambiental és 
pràcticament nul. 
Valorar si per la forma en la que s’ha desenvolupat el videojoc o per les eines utilitzades podria 
millorar-se el rendiment per no consumir tants recursos, és complicat. Lo que és obvi és la 
despesa energètica feta durant pràcticament 8 mesos per arribar a aquest punt del projecte. 
  
140 
 
8. Bibliografia 
 
Informació sobre la estructura d’un projecte per a la creació d’un videojoc i comparativa 
d’eines per desenvolupar-lo: 
[1] http://www.losersjuegos.com.ar/referencia/articulos/como_empezar (25/06/2015) 
Informació sobre el llenguatge de programació C++ per desenvolupament de videojocs: 
[2] http://razonartificial.com/2012/02/guia-aprender-programar-videojuegos-con-cpp/ 
(25/06/2015) 
Informació sobre el llenguatge de programació Java: 
[3] https://www.java.com/es/download/faq/whatis_java.xml (25/06/2015) 
Informació sobre el llenguatge de programació Python: 
[4] https://www.python.org/ (25/06/2015) 
Informació sobre el llenguatge de programació C++: 
[5] http://www.cplusplus.com/ (25/06/2015) 
[6] http://www.learncpp.com/ (25/06/2015) 
Pàgina oficial e informació sobre el compilador MinGW: 
[7] http://www.mingw.org/ (25/06/2015) 
Informació sobre entorns de desenvolupament integrat per a programar amb C/C++: 
[8] http://www.coders.me/lang/en/c/los-ide-mas-usados-para-c  (25/06/2015) 
Informació sobre el IDE Dev-C++: 
[9] http://www.bloodshed.net/devcpp.html (25/06/2015) 
141 
 
Informació sobre el IDE Eclipse: 
[10] https://eclipse.org/cdt/ (25/06/2015) 
Informació sobre el IDE Code::Blocks: 
[11] http://www.codeblocks.org/ (25/06/2015) 
Informació sobre la API OpenGL: 
[12] https://www.opengl.org/ (25/06/2015) 
Informació sobre la API DirectX: 
[13] https://msdn.microsoft.com/en-us/library/windows/apps/hh452744.aspx (25/06/2015) 
Informació sobre la API SDL: 
[14] https://www.libsdl.org/  (25/06/2015) 
Informació sobre la API Allegro: 
[15]  http://alleg.sourceforge.net/ (25/06/2015) 
https://www.allegro.cc  (25/06/2015) 
https://wiki.allegro.cc/ (25/06/2015) 
Informació sobre la instal·lació de Code::Blocks i Allegro 5: 
[16]  https://wiki.allegro.cc/index.php?title=Windows,_Code::Blocks_and_Allegro_5 
(25/06/2015) 
Llibres digitals: 
Daniel Acuña Norambuena . 2001-2002. CURSO DE PROGRAMACIÓN DE VIDEOJUEGOS CON 
C++ Y ALLEGRO. artebinario@netexplora.com. http://artebinario.cjb.net. http://artebin.sf.net. 
[17] http://www.cin.ufpe.br/~yrms/curso_programacion.pdf (25/06/2015) 
142 
 
9. Glossari de termes 
 
API = Application Programming Interface o interfície de programació d’aplicacions (IPA), és un 
conjunt de subrutines, funcions i procediments (o mètodes, a la programació orientada a 
objectes) que ofereix una biblioteca per ser utilitzada per un altre software com a capa 
d’abstracció. 
 
DIRECT3D = Es part de DirectX de Microsoft Windows, que,  com passa amb Allegro, és un 
conjunt de llibreries i complements multimèdia per al desenvolupament d’aplicacions 
multimèdia i videojocs. És una API para la programació de videojocs 3D. S’utilitza en 
aplicacions on el rendiment és primordial, com ara els videojocs, aprofitant el maquinari 
d’acceleració gràfica disponible a la targeta gràfica. És competidor directe de OPENGL. 
 
FRAME = Terme anglès per identificar informàticament cada tros de contingut d’una imatge. 
En català marc o quadre. A cinematografia, identifica cadascuna de les imatges en les que es 
divideix una pel·lícula de cinema i que al ser projectades seqüencialment donen sensació de 
moviment. 
 
GNU = Acrònim recursiu de “GNUs Not Unix “. És un sistema operatiu gratuït per la plataforma 
UNIX. El desenvolupament va començar al gener de 1984 sota el nom de projecte GNU. El 
kernel de GNU es diu Linux i és l’encarregat de gestionar la memòria i comunicar-se amb el 
maquinari. Per aquest motiu el sistema operatiu es diu GNU/Linux, encara que la gran majoria 
d’usuaris, ho han simplificat per Linux. 
 
HUD = Heads-Up Display o barra d’estat és la part de la interfície gràfica del videojoc en la que 
es mostra contínuament informació sobre el jugador i la partida. En el nostre videojoc hem 
batejat aquest concepte com marcador. 
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SPRITE = Qualsevol mapa de bits d’unes dimensiones reduïdes dibuixat a pantalla.  
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10. Annex 1: posta a punt de l’entorn de desenvolupament 
 
En aquest annex es detallen totes les passes per instal·lar i configurar l’entorn de 
desenvolupament del videojoc: 
- Instal·lació del IDE Code::Blocks. 
- Instal·lació del compilador MinGW. 
- Instal·lació del API multimèdia Allegro. 
 
10.1 Instal·lació del IDE Code::Blocks amb MinGW 
 
Descarregar la versió 13.12 de Code::Blocks des de http://www.codeblocks.org/downloads 
 
Figura 10.1. Instal·lació CODE::BLOCKS. 
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Seleccionar la versió per plataformes Microsoft Windows amb compilador MinGW versió 4.8.1 
i descarregar de SourceForge.Net. 
  
Figura 10.2. Instal·lació CODE::BLOCKS. 
 
Un cop instal·lat procedim a muntar l’escenari de treball. 
Creació d’un projecte de categoria aplicació de consola. 
  
Figura 10.3. Instal·lació CODE::BLOCKS. 
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Fixo el llenguatge de programació a C++. 
  
Figura 10.4. Instal·lació CODE::BLOCKS. 
 
 
Fixo nom i ubicació del projecte 
  
Figura 10.5. Instal·lació CODE::BLOCKS. 
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Fixo el compilador. La ubicació per defecte per crear l’executable de l’aplicació en mode de 
depuració  (debug) o normal (release) ja són correctes. 
  
Figura 10.6. Instal·lació CODE::BLOCKS. 
 
El projecte ja està creat automàticament amb la classe principal. 
  
Figura 10.7. Instal·lació CODE::BLOCKS. 
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10.2 Instal·lació de la API multimèdia Allegro 
 
Descarregar la última versió estable de Allegro, versió 5.0.10, des de 
https://www.allegro.cc/files/ 
 
Figura 10.8. Instal·lació ALLEGRO. 
 
Incorporar les llibreries d’Allegro a les propietats del projecte en Code::Blocks. 
 
Figura 10.9. Instal·lació ALLEGRO. 
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Dades de configuració general del projecte. 
 
Figura 10.10. Instal·lació ALLEGRO. 
 
Dades de compilació i generació d’executable del mode de depuració del projecte. 
 
Figura 10.11. Instal·lació ALLEGRO. 
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Dades de compilació i generació d’executable del mode normal del projecte. 
 
Figura 10.12. Instal·lació ALLEGRO. 
 
Afegir llibreria gràfica. 
 
Figura 10.13. Instal·lació ALLEGRO. 
  
151 
 
Allegro és modular. Cada mòdul té una llibreria que s’ha d’afegir a la configuració de 
l’enllaçador: 
 
Figura 10.14. Instal·lació ALLEGRO. 
 
Però disposem de la versió MONOLITH que consisteix en una única llibreria amb tots els 
mòduls d’Allegro, és a dir, no fa falta afegir una llibreria per mòdul si no una agrupada.  La 
versió MT inclou a l’executable les llibreries estàndard de C i no requereix que les incloguem a 
la distribució de la nostra aplicació. 
Incorporar versió MONOLITH i MT pel mode de depuració: 
 
Figura 10.15. Instal·lació ALLEGRO. 
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Incorporar versió MONOLITH i MT pel mode normal: 
 
Figura 10.16. Instal·lació ALLEGRO. 
 
L’executable de la nostra aplicació amb les DLLs del sistema necessàries per fer córrer 
l’aplicació en qualsevol màquina amb plataforma Microsoft Windows. 
 
Figura 10.17. Instal·lació ALLEGRO. 
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11. Annex 2: Preparació e instal·lació del videojoc 
 
En aquest annex es detallen les passes per muntar el paquet d’instal·lació del videojoc i per 
instal·lar aquest paquet en una plataforma Microsoft Windows. 
 
11.1 Muntatge del paquet d’instal·lació del videojoc 
 
Aquesta és la estructura de carpetes y arxius del videojoc: 
 
Figura 11.1. Preparació e Instal·lació del videojoc. 
 
Audio: conté els recursos d’àudio en format WAV (sons i cançons). 
Config: conté els fitxers de configuració i la font open type utilitzada. 
Grafic: conté els recursos gràfics en format PNG (fons de pantalla, jugadors, objectes i 
marcador) 
Executable: JaHoTinc.EXE és l’executable del videojoc. 
DLLs: necessàries per executar el videojoc. 
 
Per jugar al videojoc en una màquina con Microsoft Windows, simplement copiant aquesta 
estructura en destí i executant JaHoTinc.EXE seria suficient. 
Però per comoditat a la hora d’instal·lar i perquè en un futur aquesta estructura pot créixer 
considerablement, se crearà un programa d’instal·lació utilitzant la aplicació gratuïta MAKE SFX 
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que es pot descarregar des de http://74.cz/en/make-sfx/. Es generarà un fitxer auto-extraïble 
per plataformes Microsoft Windows que conté totes les carpetes i fitxers. 
Al executar la versió 5.4.44.150 s’obrirà la següent pantalla en la que haurem d’indicar de quin 
directori es llegirà l’aplicació, a quina ubicació i sota quin nom es generarà el fitxer auto-
extraïble, la opció de demanar la ruta on instal·lar el videojoc estarà activada així com la opció 
d’accedir a ella una vegada finalitzada la instal·lació. Prémer el botó Make SFX. 
 
Figura 11.2. Preparació e Instal·lació del videojoc. 
 
El fitxer auto-extraïble 
 
Figura 11.3. Preparació e Instal·lació del videojoc. 
 
11.2 Instal·lació del videojoc 
 
Al fer doble-clic sobre el fitxer auto-extraïble es demanarà la carpeta destí on instal·lar el 
videojoc: 
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Figura 11.4. Preparació e Instal·lació del videojoc. 
 
Al finalitzar la instal·lació s’obrirà la carpeta destí on es podrà executar el videojoc. El temps 
d’instal·lació és molt ràpid. 
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12. Annex 3: Manual d’usuari 
 
Aquest annex es bàsicament el manual d’usuari del videojoc on s’explica pas a pas com jugar i 
com moure’s entre els menús. 
 
12.1 Menú principal 
 
Quan s’executa el videojoc es veu el menú principal. 
 
Figura 12.1. Manual d’usuari: menú principal. 
 
Regles del joc: Prémer [A] per mostrar el menú d’ajuda. 
Puntuacions: Prémer [P] per mostrar el menú de puntuacions. 
Jugar: Prémer [ENTER] per començar una partida. 
Sortir: Prémer [ESCAPE] per sortir del videojoc. 
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12.2 Menú ajuda 
 
Des de el menú principal s’hi accedeix prement la tecla [A]. 
Mostra un resum de les regles del joc. 
Per sortir del menú d’ajuda s’ha de prémer la tecla [ESCAPE]. 
 
 
Figura 12.2. Manual d’usuari: consulta de regles del joc. 
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12.3 Menú puntuacions 
 
Des de el menú principal s’hi accedeix prement la tecla [P]. 
Mostra el registre de puntuacions ordenades per punts, mon i nivell. 
Per sortir del menú de puntuacions s’ha de prémer la tecla [ESCAPE]. 
Figura 12.3. Manual d’usuari: consulta de puntuacions. 
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12.4 Registre de puntuacions 
 
Quan la partida finalitza es mostrarà el registre de puntuacions si la puntuació obtinguda 
supera alguna de les registrades. 
S’escriu el nom (no és obligatori) fins a 15 caràcters simples i es prem [ENTER] per guardar el 
registre. 
 
 
Figura 12.4. Manual d’usuari: registrar puntuació. 
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12.5 Jugar 
 
Per començar una partida des de el menú principal s’hi accedeix prement la tecla ENTER. 
 
12.5.1 Objectiu 
 
L’objectiu és aconseguir el número proposat com a resultat agafant en ordre números i signes 
matemàtics repartits per la pantalla en un temps prefixat. 
 
Figura 12.5. Pantalla de joc. 
 
12.5.2 Estructura de la pantalla 
 
Es diferencien dues zones: la zona de joc del nivell on es mou el jugador i es reparteixen els 
objectes (números i signes matemàtics) i la zona de marcador on es dibuixa sempre informació 
de la partida i del nivell actual. 
Zona de joc del nivell: 
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A. Personatge que controla el jugador. 
B. Objecte de tipus número (del 0 al 9) o de tipus signe matemàtic (+, -, x, /) 
 
Zona de marcador o [HUD]: 
1. Conte enrere en segons. 
2. Objectes capturats en ordre: a esquerra el primer, a dreta l’últim. 
3. Resultat que s’ha d’aconseguir aplicant la fórmula que es va construint. 
4. Punts que porta el jugador. Cada cop que es supera un nivell s’acumula el temps que 
ha sobrat. 
5. Número de vides que li queden al jugador. 
 
12.5.3 Regles de joc 
 
Les regles de Ja Ho Tinc són: 
 Hi ha un sol jugador. 
 El jugador té inicialment N vides. Aquesta dada és configurable. 
 Hi ha N mons. Aquesta dada és configurable. 
 Cada mon té N nivells. Aquesta dada és configurable. 
 Hi ha objectes de tipus números (del 0 al 9) repartits per nivell. El nombre, tipus i 
posició són configurables. 
 Hi ha objectes de tipus signes (+, -, x, /) repartits per nivell. El nombre, tipus i posició 
són configurables. 
 Només hi ha un objecte de cada tipus. 
 Hi ha un temps límit de joc per nivell. Aquesta dada és configurable. 
 Hi ha un resultat per nivell. Aquesta dada és configurable. 
 El jugador ha de construir la fórmula amb la que s’obtingui el resultat agafant en ordre 
els objectes. 
 El jugador pot agafar objectes. A partir d’ara parlarem de capturar un objecte. 
 El primer objecte a capturar ha de ser de tipus número. 
 No es poden capturar seguits dos objectes del mateix tipus. 
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 No es pot capturar un objecte de tipus número si és el quocient d’una divisió que no 
dona resto 0. 
 Un objecte sel·leccionable emet un so característic. 
 Un objecte no sel·leccionable emet un so característic. 
 Una fórmula no pot desfer-se. 
 El jugador passa de nivell quan el resultat de la fórmula coincideix amb el resultat 
proposat. 
 El jugador acumula tants punts com segons restin al passar de nivell. 
 El jugador perd una vida quan finalitza el temps de joc per nivell. 
 La partida acaba quan el jugador perd totes les vides o passa tots els nivells. 
 El jugador pot repetir un nivell quan sàpiga que no obtindrà el resultat si a la fórmula 
feta fins al moment no hi pot combinar els objectes pendents de captura. 
 El jugador pot finalitzar la partida en qualsevol moment. 
 
12.5.4 Accions permeses al joc 
 
Durant la partida el jugador pot realitzar una sèrie d’accions. 
 
Les accions mitjançant botons de la finestra 
El jugador pot finalitzar la partida en qualsevol moment quan premi el botó de tancament de la 
finestra. No es demana confirmació ni registre de puntuacions. Es torna al menú principal. 
El jugador pot minimitzar el videojoc en qualsevol moment quan premi el botó de minimitzar 
de la finestra (el videojoc no queda aturat).  
  
Figura 12.6. Botones de la ventana. 
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Les accions mitjançant teclat 
El jugador pot finalitzar la partida en qualsevol moment quan premi la tecla [ESCAPE]. 
Apareixerà la següent pantalla demanant confirmació per sortir: 
 
 Figura 12.7. Pantalla parada. 
 
Prémer la tecla [S] finalitzarà la partida: 
o es farà visible el menú principal si la puntuació obtinguda no supera alguna de 
les registrades. 
o es farà visible el registre de puntuacions si la puntuació obtinguda supera 
alguna de la registrades. 
Prémer la tecla [N] farà que la partida continuï. 
El jugador pot prémer la tecla [R] per reiniciar el nivell. Es demanarà confirmació com passa 
amb la gestió del [ESCAPE] Això li costarà una vida: 
El jugador pot prémer la tecla [P] per capturar objectes: 
  
Figura 12.8. Captura. 
 
164 
 
El jugador pot prémer els cursors del teclat per moure’s: 
- Esquerra: per fer un moviment cap a la esquerra fins que trobi un obstacle que l’aturi, 
com ara el límit esquerre de pantalla o una plataforma que no es pugui traspassar. 
  
Figura 12.9. Esquerra. 
 
- Dreta: per fer un moviment cap a la dreta fins que trobi un obstacle que l’aturi, com 
ara el límit dret de pantalla o una plataforma que no es pugui traspassar. 
  
Figura 12.10. Dreta. 
 
- Amunt: per saltar sempre que no hi trobi un obstacle que l’aturi, com ara el límit 
superior de pantalla o una plataforma que no es pugui traspassar. 
  
Figura 12.11. Salt. 
 
- Avall: per deixar de saltar en ple moviment de salt. 
  
Figura 12.12. Caiguda. 
