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Zusammenfassung
Die Schemaevolution fu¨r das relationale und objektorientierte Datenmodell
ist weitestgehend untersucht. Die aktuelle Forschung konzentriert sich auf
XML und die dazugeho¨renden Schemasprachen.
Im Rahmen dieser Arbeit wird eine Sprache zur Beschreibung der Evolu-
tion von XML-Schema vorgestellt. Die Sprache unterstu¨tzt dabei alle Kon-
zepte des zugrunde liegenden Datenmodells. Es wird gezeigt, wie XML-
Updatenanweisung zur Anpassung der Instanzdokumente anhand des Sche-
mas und der Schemaa¨nderung generiert werden ko¨nnen. Die Instanzdoku-
mente selber sollen dabei mo¨glichst unbeachtet bleiben.
Abstract
The process of schema evolution for the relational and object-oriented data
model is well-known and studied. Current focuses on research are XML and
corresponding schema languages.
This paper introduces a language for the evolution process of XML-
Schema. The language supports all concepts of the data model. It also shows
a way how to adapt the instances by generating XML-Updates depending
on the schema and the schema change. The instance documents should be
untouched, if possible.
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Kapitel 1
Einfu¨hrung und Motivation
Mit dem Erfolg des Internets hat sich HTML1 zu dem am meist verwen-
deten Austauschformat der Welt entwickelt. HTML ist eine mit SGML2,
einer Meta-Auszeichnungssprache, definierten Sprache. Sie dient vor allem
der Darstellung von Informationen, die u¨ber das Internet versendet werden.
Im Verlauf der Zeit erwies sich HTML jedoch als unzureichend fu¨r den Aus-
tausch von Informationen. HTML beschreibt zwar deren Darstellung, jedoch
weder Struktur und Inhalt.
Daraufhin entwickelte das W3C die Sprache XML3. XML ist eine Unter-
menge von SGML und selbst eine Meta-Auszeichnungssprache. Mit XML war
es nun mo¨glich, beliebige Strukturen zu definieren. Um weiterhin die Dar-
stellung der Informationen zu ermo¨glichen, wurde XSLT entwickelt. XSLT
beschreibt die Umformung eines XML-Dokumentes in ein anderes XML- oder
HTML-Format.
Prinzipiell kommt XML ohne eine Schemasprache aus, da die Struktur im-
plizit durch das Dokument definiert wird. Um jedoch sicherstellen zu ko¨nnen,
dass ein Dokument einer gewissen Struktur entspricht, wurde in der ersten
Version von XML die Schemasprache DTD aus dem SGML-Umfeld u¨ber-
nommen. DTD entsprach jedoch nicht den derzeitigen Anforderungen. Sie
ist streng hierarchisch, besitzt nur wenige statische Datentypen und einen
rudimenta¨ren Referenzierungsmechanismus. Zudem gibt es keine Mo¨glichkeit
der Wiederverwendung oder Trennung von Komponenten.
Das W3C begann demzufolge mit der Entwicklung von XML-Schema,
wovon im Mai 2001 die erste Empfehlung vero¨ffentlicht wurde. XML-Schema
behob die meisten Ma¨ngel von DTD. Die strenge Hierarchie wurde aufgebro-
chen. Eine strikte Trennung zwischen Deklaration und Typdefinition wurde
1Hypertext Markup Language
2Standard Generalized Markup Language
3Extensible Markup Language
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eingefu¨hrt. Es gibt eine große Menge vordefinierter Typen und die Mo¨glich-
keit, neue Typen durch Erweiterung und Einschra¨nkung existierender zu bil-
den. Der Referenzierungsmechanismus wurde mit einem aus Datenbanken
a¨hnlichen Mechanismus zum Definieren von Schlu¨sselbeziehungen erweitert.
Durch den reichhaltigen Umfang und der erreichten Akzeptanz hat die In-
tegration des Schemas in den Prozess der Softwareentwicklung begonnen.
Es werden Tools zur Schemaeditierung, -konvertierung und -visualisierung
entwickelt. Es entstehen Methoden fu¨r Design Pattern (Entwurfsmuster)
und Leitfaden zur Schemaerstellung. Es gibt Programmierschnittstellen wie
z.B. die XML-Schema-API, die den Zugriff auf die Schemainformationen
ermo¨glicht. XML selber entha¨lt keinen Programmcode, es gibt jedoch Tools
die Code auf Basis des Schemas generieren.
Durch den Softwareentwicklungsprozess und den immer weiter wachsen-
den Datenaustausch unterschiedlichster Teilnehmer unterliegt ein Schema
einem sta¨ndigen Evolutionsprozess. Diese Arbeit widmet sich dem Thema
der Schemaevolution. Es wird eine Sprache entworfen, mit der auf der Basis
des Datenmodells von XML-Schema Struktura¨nderungen beschrieben wer-
den ko¨nnen. Außerdem wird untersucht, welche A¨nderungen welche Auswir-
kungen auf die existierenden Instanzen haben und wenn mo¨glich wie XML-
Updateanweisungen generiert werden ko¨nnen.
Ziel und Aufbau der Arbeit
Der Aufbau der Arbeit stellt sich wie folgt dar:
• Kapitel 1: Einfu¨hrung und Motivation
Dieses Kapitel gibt eine kurze Einfu¨hrung und dient vor allem der Mo-
tivation fu¨r die Thematik.
• Kapitel 2: Grundlagen
Das zweite Kapitel vermittelt die Grundlagen und Konzepte von XML-
Schema, die notwendig sind, um die folgenden Kapitel zu verstehen.
• Kapitel 3: Schema Evolution
Das dritte Kapitel widmet sich der Schema Evolution. Es wird eine
Klassifizierung mo¨glicher A¨nderungen erstellt. Fu¨r jede A¨nderung wird
gezeigt, welche Auswirkung sie auf das Schema und deren Instanzen
hat. Es werden weiterhin Updateanweisungen generiert, welche die In-
stanzen anpassen.
• Kapitel 4: Sprachvorschlag
Dieses vierte Kapitel entha¨lt den Sprachvorschlag, der speziell fu¨r die
3Evolution von XML-Schemata entworfen wurde.
• Kapitel 5: Implementierungsdetails
Das fu¨nfte Kapitel beschreibt, wie die prototypische Implementierung
umgesetzt wurde.
• Kapitel 6: Verwandte Arbeiten
Das sechste Kapitel gibt einen U¨berblick u¨ber verwandte Arbeiten.
• Kapitel 7: Schlussbetrachtung und Ausblick
Das letzte Kapitel dient der Zusammenfassung. Es wird außerdem ein
Ausblick gegeben und weitere Ideen zusammengetragen.
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Kapitel 2
Grundlagen
In diesem Kapitel wird das Basiswissen zusammengetragen, was fu¨r das
Versta¨ndnis der darauf folgenden Kapitel wichtig ist. Dazu geho¨rt ein kurzer
Einblick in das XML-Format und das Datenmodell von XML-Schema.
2.1 Extensible Markup Language (XML)
Die Extensible Markup Language ist eine Empfehlung des W3C1 vom Februar
1998. Es handelt sich dabei um eine Teilmenge der aus dem Jahre 1986
von der ISO standardisierten Sprache SGML2. XML ist eine Meta-Auszeich-
nungssprache und erlaubt das Speichern semistrukturierter Daten.
Semistrukturierte Daten besitzen daten- und dokumentzentrierte Anteile.
Der datenzentrierte Anteil besitzt eine regula¨re und feste Struktur und la¨sst
sich sehr effektiv mit dem Relationalen Datenmodell darstellen. Hingegen
ist der dokumentzentrierte Anteil meist ohne oder mit irregula¨rer Struktur
und unterliegt ha¨ufigen A¨nderungen. Dies spiegelt sich auch auf die Komple-
xita¨t des Schemas nieder. Wa¨hrend der datenzentrierte Anteil mit wenigen
Schemainformationen auskommt, ist der dokumentzentrierte Anteil oft sehr
umfangreich.
Ein XML-Dokument besteht hauptsa¨chlich aus Elementen und Attribu-
ten. Elemente sind die Auszeichnung (engl. Markup) und bestehen aus jeweils
einem Start- und End-Tag. Elemente ko¨nnen Zeichenketten und andere Ele-
mente als Inhalt haben. Ein Attribut ist immer an ein Element gebunden und
kann ausschließlich Zeichenketten als Inhalt besitzen. Ein XML-Dokument
besitzt genau ein Wurzelelement, wodurch die Abbildung des Dokumentes
einem Baum entspricht.
1World Wide Web Consortium
2Standard Generalized Markup Language
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<?xml version="1.0" encoding="UTF-8"?>
<books>
<book year="2007">
<title>XML Everywhere</title>
<author>Michael K.</>
<content>
<headline>XML...</headline>
The generalized <cursiv>markup</cursiv>...
</content>
</book>
</books>
Abbildung 2.1: Ein Beispiel fu¨r ein XML Dokument
Die Abbildung 2.1 zeigt ein Beispiel eines XML-Dokumentes. Das Wur-
zelelement books entha¨lt ein Unterelement book, welches ein Attribut year
und weitere Unterelemente entha¨lt.
Neben Elementen und Attributen gibt es noch Kommentare, PIs3, Enti-
ties und CDATA-Sektionen. Sie spielen jedoch fu¨r die Arbeit keine Rolle und
daher wird bei Interesse auf die W3C-Empfehlung [BPSM+04] verwiesen.
2.2 Das Datenmodell von XML-Schema
Dieser Abschnitt gibt einen U¨berblick u¨ber die der Arbeit zugrunde lie-
genden Schemasprache XML-Schema. Sie ist eine Entwicklung des W3C
und liegt in der zweiten Version vor, die seit Oktober 2004 den Status ei-
ner Empfehlung besitzt. Die Empfehlung ist in drei Dokumente unterteilt:
Einfu¨hrung [FW04], Strukturen [TBMM04] und Datentypen [BM04]. Nach
einer Einfu¨hrung werden die Schemakomponenten, Datentypen, das Prinzip
der Namensra¨ume und der Validierungsprozess beschrieben.
Einfu¨hrung
Es wird zwischen zwei Grundtypen von Schemasprachen unterschieden. Der
erste erstellt eine komplette kontextfreie Grammatik fu¨r die Dokumente und
erzeugt einen Top-Down Parser zur Verarbeitung. Der zweite Typ erlaubt
es dem Benutzer gewisse Regeln zu definieren, die nur gewu¨nschte Teile
des Dokumentes betreffen. Grammatik basierte Sprachen sind unter ande-
rem Relax NG[CM01], DTD[BPSM+04] und das in dieser Arbeit verwendete
XML-Schema[FW04]. Ein Beispiel einer regelbasierten Sprache ist Schema-
tron[SCH04].
3Processing Instruction
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DTD4, was als Vorga¨nger von XML-Schema bekannt ist, besitzt eine
strenge Hierarchie. Alle Elemente werden global definiert und es gibt kei-
ne Mo¨glichkeit zwei Elemente gleichen Namens und unterschiedliches Typs
zu haben. Mit XML-Schema ist es mo¨glich diese Hierarchie aufzubrechen.
Eine strikte Trennung von Deklaration und Definitionen wurde eingefu¨hrt.
Definitionen und Deklarationen ko¨nnen einen globalen oder lokalen Gu¨ltig-
keitsbereich besitzen. Durch die Einfu¨hrung von Namensra¨umen ko¨nnen auch
Elemente verschiedener Schemata unterschieden werden.
Der aus SGML bekannte ID/IDREF-Mechanismuss wurde um einen sta¨rke-
ren Schlu¨sselmechanismus erweitert.
Das HTML Format kann man leicht erweitern, da unbekannte Tags vom
Parser ignoriert werden. Um dies auch fu¨r XML zu ermo¨glichen wurde ein
Mechanismus zur Definition fremden Inhalts eingefu¨hrt.
2.2.1 Schemakomponenten
Das Datenmodell von XML-Schema besteht aus 13 Komponenten, die in drei
Gruppen unterteilt werden.
• Prima¨re Komponenten - Die Prima¨ren Komponenten dienen der
Definition von Typen, sowie der Deklaration von Attributen und Ele-
menten.
– Einfache Typendefinition: Zu den Einfachen Typdefinitionen
za¨hlen alle atomaren Datentypen, Listen und Vereinigungen einfa-
cher Typen. Einfache Typdefinitionen ko¨nnen keine Struktur, wie
Attribute oder Unterelemente, besitzen.
– Komplexe Typendefinition: Komplexe Typendefinitionen er-
lauben das zuordnen von Attributen und Unterelementen. Dabei
wird zwischen vier Inhaltsmodellen unterschieden.
∗ Leerer Inhalt: Das Element besitzt keinerlei Inhalt, weder
Elemente, Attribute oder Zeichen.
∗ Einfacher Inhalt: Als Basis wird eine einfache Typdefiniti-
on verwendet, die zusa¨tzlich mit einer Menge von Attributen
erweitert werden kann.
∗ Komplexer Inhalt: Das Element entha¨lt keine Zeichenin-
formationen. Attribute und Unterelemente sind erlaubt.
4Document Type Definition
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∗ Gemischter Inhalt: Das Element darf Zeichen, Attribute
und Unterelemente besitzen. Die Angabe und damit Validie-
rung der Zeichenkette mit einer Einfachen Typdefinition, wie
beim Einfachen Inhalt, ist jedoch nicht mo¨glich.
– Attribut-Deklaration: Eine Attribut-Deklaration besitzt einen
Namen und weist auf eine Einfache Typdefinition. Mit Hilfe einer
Attribut-Verwendung wird sie entweder einer Komplexen Typde-
finition oder einer Attributgruppe zugewiesen.
– Element-Deklaration: Eine Element-Deklaration besitzt einen
Namen und weist auf eine Einfache- oder Komplexe Typdefinition.
Global definierte nicht abstrakte Element-Deklarationen ko¨nnen
als Wurzelelement der Instanz verwendet werden.
Element-DeklarationAttribut-Deklaration
Typdefinition
einfache Typdefinition komplexe Typdefinition
Basistyp-Definition
Basistyp-Definition
XML-Schema
Abbildung 2.2: Darstellung der Prima¨ren Komponenten
• Hilfskomponenten - Die Hilfskomponenten definieren die Beziehun-
gen der Prima¨ren Komponenten. Zusa¨tzlich ko¨nnen Anmerkungen ein-
gefu¨gt und fremder Inhalt definiert werden.
– Attribut-Verwendung: Eine Attribut-Verwendung bestimmt
die Beziehung zwischen einer Komplexen Typdefinition und einer
Attribut-Deklaration. Die Attribut-Verwendung bestimmt, ob das
Attribut optional oder erforderlich ist. Auch die Definition von
default oder festen Vorgabewerten ist mo¨glich.
– Partikel: Ein Partikel bestimmt das Vorkommen einer Element-
Informationseinheit (Element oder Elementgruppe) in einer Ele-
mentgruppe.
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– Elementgruppe: Eine Elementgruppe ist entweder eine Sequenz,
Auswahl oder Menge von Element-Informationseinheiten. Eine Ele-
ment-Informationseinheit ist entweder eine Element-Deklaration,
Elementgruppen-Definition und selbst Elementgruppe.
– Wildcard: Mit Hilfe einer Wildcard kann fremder Inhalt ein-
gefu¨gt werden. Es gibt jeweils ein Wildcard zur Definition von Ele-
menten und Attributen. Der fremde Inhalt kann jegendlich durch
eine Liste von Namensra¨umen eingeschra¨nkt werden. Weiterhin
gibt es die Mo¨glichkeit den Validierungslevel zu bestimmen, was
im Abschnitt Validierungsprozess genauer erla¨utert wird.
– Anmerkung: Beinahe jede Komponente kann mit Anmerkungen
erweitert werden. Es wird zwischen Anmerkungen fu¨r den Benut-
zer und fu¨r die Applikation unterschieden. Auf den Validierun-
sprozess haben sie jedoch keinen Einfluss.
Element-DeklarationAttribut-Deklaration
Typdefinition
einfache Typdefinition komplexe Typdefinition
Basistyp-Definition
Basistyp-Definition
Attribut-Verwendung PartikelInhaltstyp Elementgruppe
Partikel
0..*
Inhaltstyp
Term
XML-Schema
0..*
Term
Abbildung 2.3: Darstellung der Hilfskomponenten
• Sekunda¨re Komponenten - Die Sekunda¨ren Komponenten dienen
unter anderem der Gruppierung bestehender Prima¨rer Komponenten
und der Definition von Schlu¨sselbeziehungen.
– Attribut- und Elementgruppen-Definitionen: Attribut- und
Elementgruppen-Definitionen bieten eine weitere Mo¨glichkeit der
Wiederverwendung, indem sie Elemente bzw. Attribute zu einer
Gruppe zusammenzufassen. Diese Gruppe kann dann in jede be-
liebige Komplexe Typdefinition einzufu¨gt werden.
– Identita¨tsbeschra¨nkungs-Definition: Mit Identita¨tsbeschra¨n-
kungs-Definitionen ko¨nnen aus dem Relationalen Datenmodell be-
kannte Schlu¨ssel-/Fremdschlu¨sselbedingungen definiert werden.
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– Notations-Deklaration: Eine Notation kann nur in der Sche-
mawurzel definiert werden. Sie stellt zusa¨tzliche Informationen
u¨ber das Schema dem Benutzer oder einer Applikation zur Ver-
fu¨gung. Die Notations-Deklaration ist nicht an dem Validierungs-
prozess beteiligt.
2.2.2 Datentypen
XML-Schema besitzt ein ausgereiftes Datenmodell mit 45 vordefinierten Typ-
definitionen. Es gibt einen Vererbungsmechanismus, der es erlaubt durch Er-
weiterung, Einschra¨nkung und Neudefinition Typendefinitionen zu bilden. Es
wird zwischen Komplexen- und Einfachen Datentypen unterschieden. Einfa-
che Datentypen besitzen keine Struktur. Mit Hilfe von so genannten Fassetten
wird die Menge der erlaubten Zeichenketten eingeschra¨nkt.
Komplexen Datentypen werden in vier Inhaltsgruppen unterteilt:
• Leer - Das Element besitzt keinen Inhalt.
• Einfach - Das Element besitzt Zeichenketten und mo¨glicherweise At-
tribute. Die Zeichenketten werden gegenu¨ber einem Datentyp validiert.
• Element - Das Element besitzt Unterelemente oder Attribute. Zei-
chenketten sind nicht erlaubt.
• Gemischt - Entspricht dem Komplexen Inhalt, wobei zusa¨tzlich Zei-
chenketten erlaubt sind. Die Zeichenketten werden aber nicht gegen
einen Datentyp validiert.
Die Abbildung 2.4 zeigt einen U¨berblick der in XML-Schema vordefi-
nierten Datentypen. Fu¨r eine detaillierte Beschreibung wird auf das W3C
Dokument [BM04] verwiesen.
2.2.3 Namensra¨ume
Der Namensraum ist ein Begriff der Informatik und beschreibt allgemein die
Zuordnung eines Objektes.
Im Umfeld von XML besitzt jedes Schemadokument einen Zielnamens-
raum. Der Zielnamensraum ist eine URI oder wenn keine angegeben wurde
##local. Jedes globale Objekt in einem XML-Schema wird eindeutig mit ei-
nem QName5, welcher aus Namensraum und Namen des Objektes besteht,
5Qualizifierter Namen
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Abbildung 2.4: U¨berblick der Datentypen
identifiziert. Lokale Objekte, die Bestandteil anderer Objekte sind, ko¨nnen
nicht referenziert werden.
Das Konzept der Namensra¨ume kann zur Modularisierung und Versio-
nierung verwendet werden. Zudem ko¨nnen global definierte Objekte gleichen
Namens mit unterschiedlichen Typen verwendet werden.
2.2.4 Validierungsprozess
Die Validierung der XML-Instanzen unterteilt sich in vier Abschnitte: Wohl-
geformtheit, Struktur, Inhalt und Integrita¨t. Abha¨ngig von der Implementa-
tion laufen sie gleichzeitig oder hintereinander ab.
Die Wohlgeformtheit ist in der XML-Spezifikation [BPSM+04] definiert
und wird fu¨r jedes XML-Dokument, unabha¨ngig von einem Schema, gefor-
dert. Sie sichert unter anderem zu, dass alle Elemente einen Start- und End-
Tag besitzen, keine Attribute gleichen Namens in einem Element vorkommen,
es maximal ein Wurzelelement gibt und dass keine nicht erlaubten Zeichen
vorkommen.
Die U¨berpru¨fung der Struktur ist Teil der Schemavalidierung. Dabei wer-
den Namen, Position und Vorkommen von Elementen und Attributen u¨ber-
pru¨ft. Die Verarbeitung nimmt die meiste Zeit in Anspruch und wird mit
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einem generierten Top-Down Parser durchgefu¨hrt.
Wa¨hrend der Validierung der Struktur wird der Inhalt der Elemente und
Attribute erst normalisiert und danach anhand im Schema vorgegebener Da-
tentypen u¨berpru¨ft.
Integrita¨tsbedingungen lassen sich mit XML-Schema in Form von Schlu¨s-
sel/Fremdschlu¨sselbeziehungen definieren. Die U¨berpru¨fung ist erst mo¨glich,
wenn die vorherigen drei Abschnitte abgeschlossen sind. Eine Schwa¨che von
XML-Schema ist es, dass es keine Mo¨glichkeit gibt, Integrita¨tsbedingungen
u¨ber eine Menge von Dokumenten zu definieren.
XML-Schema unterscheidet zwischen drei Validierungsstufen: strikt (engl.
strict), locker (engl. lax) und gar nicht (engl. skip). In einem Schema kann
die Validierungsstufe nur fu¨r fremden Inhalt, der mit Wildcards definiert
wird, gewa¨hlt werden. Bei einer strikten Validierung muss jedes Element ei-
ne Deklaration im Schema besitzen. Es wird eine komplette Validierung der
Struktur, des Datentyps und der Integrita¨t durchgefu¨hrt. Bei einer lockeren
Validierung werden nur Elemente gepru¨ft, wenn eine Deklaration im Sche-
ma existiert. Ist keine Validierung gefordert, wird nur die Wohlgeformtheit
gepru¨ft.
Kapitel 3
Schemaevolution
Der Schwerpunkt dieses Kapitels ist die Schemaevolution. Fu¨r das Daten-
modell von XML-Schema wird eine Klassifizierung mo¨glicher A¨nderungen
erstellt. Fu¨r jede dieser A¨nderungen wird untersucht, welche Auswirkungen
dies auf das Schema und deren Instanzen hat. Da nicht jede A¨nderung sinn-
voll ist, werden bestimmte Einschra¨nkungen fu¨r die Implementierung be-
stimmt. Um die Gu¨ltigkeit der Instanzen zu erhalten, wird gezeigt wie diese
mit Hilfe einer XML-Updatesprache angepasst werden ko¨nnen.
3.1 Klassifikation
Dieser Abschnitt stellt eine Klassifizierung der mo¨glichen Schemaa¨nderungen
des XML-Schema Datenmodells vor.
OODB
Die Schemaevolution fu¨r das OODM ist bereits sehr gut erforscht. Baner-
jee stellte in der Arbeit [BKKK87] eine Klassifizierung der Schemaevolu-
tonsschritte fu¨r das Datenmodel ORION vor. Die Einteilung geschieht in
drei Kategorien. Weiterhin werden diese Kategorien so weit verfeinert bis
eine Menge von Schemaevolutionsschritten entsteht. Fu¨r eine detaillierte Be-
schreibung wird auf die Arbeit von Banerjee verwiesen.
1. A¨ndern des Inhalts der Klasse
• A¨ndern der Attributmenge
– Einfu¨gen, Entfernen und Umbenennen eines Attributes
– A¨ndern des Wertebereichs
– A¨ndern des Vorgabewertes
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– A¨ndern der Vererbung
– A¨ndern des gemeinsamer Attribute
∗ Einfu¨gen, Entfernen und Umbenennen eines gemeinsamen
Attributes
• A¨ndern der Methoden
– Einfu¨gen, Entfernen und Umbenennen einer Methode
– A¨ndern des Programmcodes
– A¨ndern des Vorgabewertes
– A¨ndern der Vererbung
2. A¨ndern der Klassenhierarchie
• Definieren einer Klasse als Oberklasse einer anderen Klasse
• Entfernen einer Klasse aus der Hierarchie
• A¨ndern der Ordnung der Hierarchie
3. A¨ndern der Klassenmenge
• Hinzufu¨gen einer neuen Klasse
• Entfernen einer Klasse
• Umbenennen einer Klasse
XML-Schema
Nach dem Vorbild von Banerjee’s Arbeit wird in diesem Abschnitt eine
Klassifizierung mo¨glicher Schemaevolutionsschritte fu¨r das Datenmodell von
XML-Schema [TBMM04] erstellt. Diese Klassifizierung bildet die Basis fu¨r
die darauf folgenden Abschnitte.
Die Klassifikation ist in fu¨nf Gruppen unterteilt. Die erste Gruppe entha¨lt
alle Operationen, die auf die Schemawurzel anwendbar sind. Dazu geho¨rt
das Hinzufu¨gen und Entfernen von Elementen. Die zweite Gruppe entha¨lt
alle Operationen, die auf den Inhalt einer Typdefinition angewandt wer-
den ko¨nnen. Alle Operationen, welche die Typhierarchie betreffen, befin-
den sich in der dritten Gruppe. XML-Schema besitzt den aus SGML be-
kannten ID/IDREF-Mechanismus und eine Mo¨glichkeit zur Definition von
Schlu¨ssel/Fremdschlu¨sselbeziehungen. Die vierte Gruppe entha¨lt alle Ope-
rationen zur Definitionen von Schlu¨sselbeziehungen. Die letzte und fu¨nfte
Gruppe entha¨lt alle Operationen fu¨r den ID/IDREF-Mechanismus.
1. A¨ndern des Schemas
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• Hinzufu¨gen und Entfernen von Typdefinitionen
• Hinzufu¨gen und Entfernen von Attributdeklarationen
• Hinzufu¨gen und Entfernen von Elementdeklarationen
• Hinzufu¨gen und Entfernen von Attributgruppen-Definitionen
• Hinzufu¨gen und Entfernen von Elementgruppen-Definitionen
• Hinzufu¨gen und Entfernen von Notationen
• Hinzufu¨gen und Entfernen von Anmerkungen
2. A¨ndern des Inhalts einer Typdefinition
(a) A¨ndern der Attributmenge
• Hinzufu¨gen eines neuen Attributes
• Lo¨schen eines Attributes
• Umbenennen eines Attributes
• A¨ndern einer Attributeinheit
– A¨ndern des Attributverwendung
– A¨ndern der Wertebereichsbeschra¨nkung
– A¨ndern der Typdefinition
• Fremde Attribute
– Hinzufu¨gen einer Attribut-Wildcard
– Entfernen einer Attribut-Wildcard
– A¨ndern der Attribut-Wildcard
(b) A¨ndern der Elementgruppe (Komplexer Inhalt)
• A¨ndern des Typs (Sequenz, Alternative, Menge)
• A¨ndern des Minimalen und Maximalen Vorkommens
• Hinzufu¨gen eines neuen Elementes
• Entfernen eines Elementes
• Umbenennen eines Elementes
• Hinzufu¨gen einer Elementgruppe
• Entfernen einer Elementgruppe
• Fremde Elemente
– Hinzufu¨gen einer Wildcard
– Entfernen einer Wildcard
(c) A¨ndern des Inhalts der Elemente
• A¨ndern der zugewiesenen Typdefinition
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• A¨ndern des Minimalen und Maximalen Vorkommens
• A¨ndern der Nullwertfa¨higkeit
(d) A¨ndern des einfachen Datentyps (Einfacher Inhalt)
• A¨ndern des Typs (Atomar, Liste, Vereinigung)
• Grundlegende Fassetten
• Einschra¨nkende Fassetten
(e) Umbenennen der Typdefinition
(f) A¨ndern des Ziel-Namensraumes
(g) Festlegen des Inhaltstyps
(h) Festlegen der Eigenschaft Abgeschlossenheit
3. A¨ndern der Typhierarchie
• Einfache Typdefinition zu einer Vereinigung hinzufu¨gen
• Einfache Typdefinition aus einer Vereinigung entfernen
• Komplexe Typdefinition in Hierarchie als Erweiterung einfu¨gen
• Komplexe Typdefinition in Hierarchie als Einschra¨nkung einfu¨gen
• Entfernen einer Typdefinition aus der Hierarchie
4. A¨ndern von Beziehungen
• Hinzufu¨gen eines Prima¨rschlu¨ssels (key)
• Entfernen eines Prima¨rschlu¨ssels
• Hinzufu¨gen eines optionalen Prima¨rschlu¨ssels (unique)
• Entfernen eines optionalen Prima¨rschlu¨ssels
• Hinzufu¨gen eines Fremdschlu¨ssels (keyref)
• Entfernen eines Fremdschlu¨ssels
5. A¨ndern von Identita¨tsdefinitionen
• Hinzufu¨gen einer Identita¨t (ID)
• Entfernen der Identita¨t
• Hinzufu¨gen einer Identita¨tsreferenz (IDREF)
• Entfernen einer Identita¨tsreferenz
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3.2 Anpassen der Instanzen
Teil der Schemaevolution ist auch das Anpassen der zugeho¨rigen Instanzen.
Dieser Abschnitt gibt einen U¨berblick u¨ber allgemeine Regeln und Probleme.
3.2.1 Allgemein
Das A¨ndern von Komponenten die keine Instanzen besitzen ist immer mo¨glich,
solange das Schema ein gu¨ltiges Schema bleibt. Daher wird im folgenden Ab-
schnitt immer davon ausgegangen, dass eine Instanz existiert.
Die A¨nderung von Komponenten mit Instanzen ist nicht immer mo¨glich.
Fu¨r jede Schemaa¨nderung wird eine Einstufung vorgenommen.
1. Niemals - Beinhaltet alle Schemaa¨nderung, die keine Anpassung der
Instanzen nach sich ziehen.
2. Mo¨glichweise - Alle Anweisungen bei denen erst nachgeschaut werden
muss, ob eine A¨nderung no¨tig ist.
3. Immer - Beinhaltet alle Anweisungen die mich Sicherheit eine Anpas-
sung der Instanz nach sich zieht.
4. mo¨glicherweise oder immer Benutzer no¨tig - Einige Anpassun-
gen der Instanzen sind nicht automatisch mo¨glich, da der erforderliche
Inhalt nicht automatisch generiert werden kann.
Architektur der Anwendung
Die Mo¨glichkeit der Instanzanpassung kann auch durch die Architektur der
Anwendung beeinflusst werden.
1. Schema und Instanzen ko¨nnen beliebig gea¨ndert werden.
2. Ein Teil der Instanzen kann nicht vera¨ndert werden.
(a) Alle Schemaa¨nderungen sind mit Hilfe von Versionierung mo¨glich.
(b) Schema muss kompatibel zum alten Schema bleiben.
In der Abbildung 3.1 sind drei Beispiele dargestellt. Das erste Beispiel
entha¨lt nur eine Anwendung. Dabei ist der Zugriff auf das Schema und die
Instanzen nicht eingeschra¨nkt. Das zweite Beispiel besitzt zwei Anwendun-
gen. Die zweite Anwendung kann nicht vera¨ndert werden und erzeugt immer
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Abbildung 3.1: Abbildung der Architekturen
XML-Instanzen nach dem alten Schema. Mit einer Versionierung kann hier
zwischen den XML-Instanzen unterschieden werden. Liest die erste Anwen-
dung Daten des alten Schemas mu¨ssen sie umgewandelt werden. Im dritten
Beispiel kommt hinzu, dass die zweite Anwendung nicht nur Daten erzeugt,
sondern auch Instanzen liest. In diesem Fall mu¨ssen alle Schemaa¨nderungen
kompatibel zum alten Schema bleiben.
3.2.2 XML-Updatesprache
Die fu¨r die Anpassung der Instanzen ausgewa¨hlte XML-Updatesprache muss
bestimmte Vorrausetzungen erfu¨llen. Die Updateanweisung soll mo¨glichst oh-
ne vorherige Betrachtung der Instanzen generiert werden ko¨nnen. Die durch
XML-Schema mo¨gliche Rekursion von Elementen muss auch mit Hilfe der
Updatesprache formulierbar sein.
Alle Updatesprachen basieren auf XPath fu¨r die Selektion der Knoten-
menge. Die Ausdruckssta¨rke entspricht jedoch nicht der Logik 1. Stufe.
Beispiel: Ein Element A besitzt ein Kindelement B. Das Element B re-
ferenziert als Kindelement wiederum auf das Element A. Die Instanz kann
demnach ein beliebig tiefer Baum mit Elementen der Serie A/B sein. Wird
dem Element A oder B z.B. ein Attribut hinzugefu¨gt, wu¨rden unendlich viele
XPath-Anweisungen (A/B, A/B/A/B, A/B/A/B/A/B, ...) entstehen. Eine
Mo¨glichkeit, dies auszudru¨cken ist eine Sprache mit der Ausdruckskraft der
Logik 1. Stufe. Ein Beispiel hierfu¨r ist Conditional XPath[Mar04].
Zur Auswahl stehen: DOM, XUpdate, XQuery, XSLT, LOREL und XML-
GL. Aus den betrachteten Sprachen sind nur XQuery und XSLT in der La-
ge die Rekursion darzustellen. Die Wahl fa¨llt daher auf XQuery, da sie als
Anfrage- und Updatesprache entwickelt wurde. XSLT ist eine Transforma-
tionssprache, die ein Dokument in ein neues umwandelt. Das Formulieren
von Updateanweisung ist sehr umsta¨ndlich und auch im Nachhinein nicht
menschenlesbar.
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3.2.3 Auffinden der Knoten
Ausgehend von einem Schemaknoten gibt es zwei Mo¨glichkeiten, die In-
stanzen zu selektieren, die im Folge der Schemaevolution angepasst werden
mu¨ssen.
Die erste Mo¨glichkeit ist sehr leicht umsetzbar, ist aber auch sehr zeit-
aufwendig. Wa¨hrend ein XML-Parser eine Instanz analysiert, durchla¨uft er
gleichzeitig den Schemagraphen und u¨berpru¨ft die Gu¨ltigkeit der Instanz.
Dieser Vorgang kann verwendet werden, um alle Instanzknoten, die den zu
vera¨ndernden Schemaknoten referenzieren, zu selektieren. Bei großen Daten-
mengen ist diese Methode jedoch ungeeignet. Falls Teile der Daten nicht
erreichbar ist sie gar nicht anwendbar.
Die zweite Mo¨glichkeit betrachtet die Instanzdokumente nicht und durch-
la¨uft das Schema ru¨ckwa¨rts. Dabei wird eine Menge von XPath-Ausdru¨cken
generiert, welche die mo¨glichen Instanzknoten selektiert. Anhand der Infor-
mationen aus der Schemaevolutionsanweisung und der generierten XPath-
Ausdru¨cke werden XQuery-Update-Anweisungen generiert. Die Anweisung
ko¨nnen dann an die Server mit den Instanzdokumenten versandt werden. Ei-
ne Versionierung der Instanzdokumente ist somit auch mo¨glich. Ein Nachteil
ist, dass nicht bekannt ist, welche Teile des Schemas unbenutzt sind.
3.2.4 Problem der Standardwerte
Wird ein Schema um eine notwendige Komponente erweitert, mu¨ssen die
Instanzdokumente mo¨glicherweise um die geforderten Knoten erweitert wer-
den. Problematisch ist jedoch, den neuen Knoten mit Inhalt zu fu¨llen. Ist
ein Standardwert oder konstanter Wert definiert, wird dieser eingesetzt. Ist
das Element als nullbar (nil) definiert, wird das Element auf den leeren In-
halt gesetzt. Ist jedoch kein Vorgabewert definiert, kann die Schemaevolu-
tion nicht durchgefu¨hrt werden. Einen zufa¨llig generierten Wert einzufu¨gen,
ist sicher nicht sinnvoll. Existiert daher fu¨r das neue Element kein definier-
ter Vorgabewert und darf der Inhalt nicht den Nullwert besitzen, wird die
Schemaevolution zuru¨ckgesetzt.
3.3 Regeln der Schemaevolution
In diesem Abschnitt wird fu¨r jede im vorherigen Abschnitt klassifizierte
A¨nderung untersucht, welche Auswirkung sie auf das Schema und den zu-
geho¨rigen Instanzen hat. Ist eine Instanzanpassung notwendig, wird gezeigt
wie eine XML-Updateanweisung generiert werden kann. Weiterhin werden
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gewisse Regeln aufgestellt, welche die mo¨glichen Schemaa¨nderungen sinnvoll
einschra¨nken.
3.3.1 A¨ndern des Schemas
A¨nderung des Schemas umfasst alle Operationen, die Bestandteile aus der
Schemawurzel entfernen oder einfu¨gen. Im Vergleich zu relationalen Syste-
men, wa¨re dies z.B. das Einfu¨gen oder Lo¨schen einer neuen Relation oder
eines Typs.
Hinzufu¨gen neuer Elemente
Das Hinzufu¨gen neuer Elemente (darunter Typdefinitionen, Attribut-, Ele-
mentdeklaration, Attribut-, Elementgruppen-Definitionen, Notationen und
Anmerkungen) kann die Gu¨ltigkeit der Menge der Instanzen nicht beein-
flussen. Daher muss ausschließlich die Integrita¨t des Schemas sichergestellt
werden. Elemente gleichen Namens und Typs du¨rfen nicht im Schema vor-
kommen.
Lo¨schen von Elementen
Notationen und Anmerkungen dienen ausschließlich der Beschreibung des
Schemas und ko¨nnen beliebig entfernt werden.
Nicht referenzierte Elemente (Typdefinitionen, Attributdeklarationen, At-
tributgruppen- und Elementgruppen-Definitionen), die nicht von einer ande-
ren Schemakomponente oder in der Instanz verwendet werden, ko¨nnen eben-
falls ohne einen Evolutionsschritt entfernt werden.
Ein Problem stellt das Lo¨schen von Elementen dar, die noch referenziert
werden. Durch das Entfernen entstehen fehlerhafte Referenzen, die z.B. auch
durch das Lo¨schen der referenzierenden Komponente gelo¨st werden kann.
Um kaskadierende Lo¨schoperationen zu vermeiden, fordern wir jedoch das
vorherige Lo¨schen der Referenz vor dem Lo¨schen des Elementes.
Jede globale, nicht abstrakte Elementdeklaration, die im Schema definiert
wurde, kann als Wurzelelement in der XML-Instanz verwendet werden. Falls
XML-Instanzen existieren, in denen die Elementdeklaration als Wurzelele-
ment verwendet wurde, darf diese nicht gelo¨scht werden. Eine XML-Instanz
besitzt genau ein Wurzelelement. Um sicherzustellen, dass die Elementdekla-
ration nicht verwendet, mu¨ssen alle Instanzen u¨berpru¨ft werden.
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3.3.2 A¨ndern der Attributmenge
Attribute und Elemente sind die zwei im XML-Standard definierten Infor-
mationstra¨ger. Seit XML-Schema und der Einfu¨hrung Einfacher- und Kom-
plexer Typdefinition gibt es fu¨r alles, was mit Attributen darstellbar ist, eine
a¨quivalente Methode fu¨r Elemente. Eine Attribut-Deklaration besitzt immer
eine Einfache Typdefinition, welche auch von Element-Deklaration verwendet
werden kann. Attribute ko¨nnen im Gegensatz zu Elementen keine Ordnung
besitzen und lassen sich nicht weiter strukturieren.
Attribut-Deklarationen ko¨nnen lokal oder global definiert werden. Loka-
le Attribut-Deklarationen treten innerhalb von Typ- oder Attributgruppen-
Definitionen auf. Globale Attribute sind in der Wurzel des Schemas definiert
und werden innerhalb einer Typ- oder Attributgruppen-Definitionen referen-
ziert. Nur Globale Attribute ko¨nnen referenziert und somit wieder verwendet
werden. Lokale Definitionen erleichtern oft die Lesbarkeit und erlauben es,
Attribute mit gleichen Namen und Namensraum unterschiedliche Typen zu-
zuweisen. Der ID/IDREF Mechanismus ist seit XML-Schema nicht nur fu¨r
Attribute, sondern auch auf Elemente anwendbar.
Neben der Attribut-Deklaration gibt es eine neue Komponente zur De-
finition fremder Attribute. Die Komponente heißt Attribut-Wildcard. Die
Menge der erlaubten fremden Attribute wird dabei einzig durch die Angabe
einer Menge aus Namensra¨umen begrenzt.
Dieser Abschnitt umfasst alle A¨nderungen, die auf eine Attributmenge
angewendet werden ko¨nnen. Eine Attributmenge ist immer an eine Element-
Deklaration gebunden. Es ko¨nnen Attribute hinzugefu¨gt und entfernt wer-
den. Weiterhin kann die Attribut-Verwendung sowie die verwendete Typde-
finition gea¨ndert werden.
Hinzufu¨gen eines Attributes
Beim Hinzufu¨gen eines neuen Attributes wird zwischen fu¨nf Fa¨llen, die sich
durch die Attributverwendung und dem Vorgabewert ergeben, unterschieden.
• Zwingend
Wird ein als zwingend definiertes Attribut hinzugefu¨gt, ist immer eine
Anpassung der Instanzen erforderlich. Die der Typdefinition zugeho¨ri-
gen Instanzelemente werden um das neue Attribut erweitert. Dabei
wird unterschieden zwischen:
– Ohne fixierten Vorgabewert
Gibt die Attribut-Deklaration keinen fixierten Vorgabewert vor,
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muss bei der Schemaevolution der Inhalt der neuen Attribute vor-
gegeben werden. Die Definition eines Default-Wertes fu¨r zwingen-
de Attribute ist nach dem Schema-Standard nicht mo¨glich.
Den Vorgabewert anhand des Wertebereiches der Typdefinition
auszuwa¨hlen ist denkbar. Das Problem, einen Wert auszuwa¨hlen,
wird im Kapitel 3 Abschnitt 2 na¨her erla¨utert.
Die XML-Updateanweisung erzeugt die Instanzen des neuen Attri-
butes. Der Inhalt wird dabei bei der Schemaevolutions-Anweisung
vorgegeben.
Schema: insert attribute $name use=’required’ {$value}
into $target
Instanz: for $e in xsd:instance($target) return
do insert attribute $name{$value} into $e
– Mit fixierten Vorgabewert
Wird der Wertebereich des Attributes auf einen fixierten Vorga-
bewert eingeschra¨nkt, entfa¨llt die Angabe des Attributinhaltes.
Die XML-Updateanweisung erzeugt die Instanzen des neuen At-
tributes. Die neuen Attribute bekommen als Inhalt den fixierten
Vorgabewert zugewiesen.
Schema: insert attribute $name use=’required’
fixed=$fixedvalue into $target
Instanz: for $e in xsd:instance($target) return
do insert attribute $name{$fixedvalue} into $e
• Optional
Das Einfu¨gen optionaler Attribute erfordert niemals eine Anpassung.
Es existieren keine Instanzen vor dem Einfu¨gen, die angepasst werden
mu¨ssten. Und nach der Schemaa¨nderung ist die Existenz des Attributes
nicht zwingend.
Eine XML-Updateanweisung muss nicht generiert werden.
Schema: insert attribute $name into $target
insert attribute $name default=$defaultvalue
into $target
insert attribute $name fixed=$fixedvalue
into $target
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Instanz: -
• Verboten
Eine Typdefinition erbt alle Attribute ihrer Basistypdefinition. Ist die
Typdefinition eine Einschra¨nkung, kann mit einer Attribut-Deklara-
tion, deren Verwendung verboten ist, die Vererbung eines optionalen
Attributes aufgehoben werden. Falls bereits Instanzen des Attributes
existieren, mu¨ssen diese entfernt werden. Da das Attribut des Basistyps
immer optional ist, existieren mo¨glicherweise Instanzen.
Die XML-Updateanweisung entfernt alle mo¨glichen Vorkommen des At-
tributes.
Schema: insert attribute $name use=’prohibited’ into $target
Instanz: for $e in xsd:instance($target/@$name) return
do delete $e
Ausnahme Attribut-Wildcards Entha¨lt die Typdefinition ein At-
tribut-Wildcard, muss gepru¨ft werden, ob die Existenz des neuen Attri-
butes bereits durch das Wildcard erlaubt war. Falls ja, sind mo¨glicher-
weise Attribute, die der neuen Attribut-Deklaration entsprechen, in der
Instanz. In dieser Situation wird die Schemaevolution durchgefu¨hrt, als
wa¨re eine existierende Attribut-Deklaration gea¨ndert worden.
Hinweis Was in einigen Implementationen oft missachtet wurde, ist
dass Attribut-Deklarationen, deren Verwendung verboten ist, keinen
Einfluss auf bestehende Wildcard-Definitionen haben.
Lo¨schen eines Attributes
• Zwingend / Optional
Wird ein zwingendes oder optionales Attribut gelo¨scht, mu¨ssen auch
die Instanzen des Attributes entfernt werden. Eine Ausnahme ist, wenn
ein Attribut-Wildcard die Existenz des Attributes zusa¨tzlich erlaubt. In
diesem Fall werden die Instanzen nicht vera¨ndert. Attribut-Deklaratio-
nen, welche die Vererbung des zu lo¨schenden Attributes einschra¨nken,
werden auch aus dem Schema entfernt.
Die XML-Updateanweisung entfernt alle mo¨glichen Vorkommen des At-
tributes.
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Schema: delete $target
Instanz: for $e in xsd:instance($target) return
do delete $e
• Verboten
Wird ein verbotenes Attribut entfernt, ist niemals eine Instanzanpas-
sung notwendig. Das vorher durch die Attribut-Deklaration unterdru¨ck-
te Attribut des Basistyps muss optional sein.
Eine XML-Updateanweisung muss nicht generiert werden.
Schema: delete $target
Instanz: -
Umbenennen einer Attribut-Deklaration
• Optional / Zwingend / Verboten
Wird der Name eines Attributes gea¨ndert, mu¨ssen alle Instanzen und
zugeho¨rigen Attribut-Deklarationen umbenannt werden. Zugeho¨rige At-
tribut-Deklarationen sind jene, die das Attribut definieren oder die Ver-
erbung einschra¨nken.
Die XML-Updateanweisung passt die Namen der Instanzen an.
Schema: rename $target as $newname;
Instanz: for $e in xsd:instance($target) return
do rename $e as $newname
A¨nderung der Attributverwendung
Die Attributverwendung definiert die Existenz des Attributes als optional,
zwingend oder verboten. Zusa¨tzlich kann ein Default- oder Fixierter-Wert
bestimmt werden. Die Abbildung 3.2 zeigte alle Zustandsu¨berga¨nge, die nie-
mals ein Anpassung der XML-Instanzen nach sich ziehen.
Bei allen in Abbildung 3.3 dargestellten U¨berga¨ngen ist mindestens eine
U¨berpru¨fung der Instanzen notwendig. Existieren keine Instanzen der optio-
nalen Attribute, ist keine A¨nderung beim U¨bergang zu verboten notwendig.
Existiert hingegen fu¨r jede Mo¨glichkeit eine Instanz, ist der U¨bergang zu not-
wendig ohne A¨nderung mo¨glich. Parallel ist die A¨nderung von optional mit
festem Wert und notwendig mit festem Wert. Der U¨bergang von verboten zu
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Abbildung 3.2: Zustandsa¨nderungen, die keinen Einfluss auf die Instanzen
haben
notwendig ist nicht mo¨glich, da das im Basistypen definierten Attribut nur
optional sein darf.
Abbildung 3.3: Zustandsa¨nderungen, die Einfluss auf die Instanzen haben
• Zwingend
Wird ein optionales Attribut zu einem zwingenden Attribut, mu¨ssen
mo¨glicherweise fehlende Instanzen eingefu¨gt werden. Der Inhalt der
neuen Attribute wird mit der Schemaanweisung angegeben.
Die XML-Updateanweisung fu¨gt fehlende Attribute ein.
Schema: set use=’required’ {$value} of $target
Instanz: for $e in xsd:instance($target) return
if not($e) then
do insert attribute $name{$value} into $e/..
• Notwendig mit Fixiertem Vorgabewert
Wird zusa¨tzlich der Wertebereich auf einen Wert eingeschra¨nkt, wird
der Inhalt aller existierenden Instanzen angepasst und fehlende Instan-
zen eingefu¨gt.
Die XML-Updateanweisung ersetzt alle Attribute mit dem fixierten
Vorgabewert und fu¨gt fehlende Attribute ein.
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Schema: set use=’required’ fixed=$fixedvalue of $target
Instanz: for $e in xsd:instance($target) return
if ($e) then do replace value of $e with $fixedvalue
else do insert attribute $name{$value} into $e/..
• Verboten
Wird die Attributverwendung fu¨r die Typdefinition verboten, werden
alle existierenden Instanzen entfernt.
Schema: set use=’prohibited’ of $target
Instanz: for $e in xsd:instance($target) return
do delete $e
• Optional mit Fixiertem Vorgabewert
Wird der Wertebereich eines optionalen Attributes auf einen Wert ein-
geschra¨nkt, wird der Inhalt aller existierenden Instanzen auf dem fi-
xierten Vorgabewert gesetzt.
Schema: set use=’optional’ fixed=$fixedvalue of $target
Instanz: for $e in xsd:instance($target) return
do replace value of $e with $fixedvalue
A¨nderung der Wertebereichsbeschra¨nkung
• Fixierter-Wert
Wird der Fixierte-Wert gea¨ndert, wird der Inhalt aller existierenden
Instanzen auf den neuen Wert gesetzt.
Schema: set fixed=$fixedvalue of $target;
Instanz: for $e in xsd:instance($target) return
do replace value of $e with $fixedvalue
• Default-Wert
Der Default-Wert kann beliebig gea¨ndert werden. Eine Anpassung der
Instanzen ist niemals erforderlich, da der Default-Wert nur fu¨r neue
Attribute von Bedeutung ist.
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A¨nderung der Typdefinition
• Einschra¨nkung
Ist die neue Typdefinition eine Einschra¨nkung einer bestehenden Typ-
definition, ist mo¨glicherweise eine Anpassung der Instanzen notwen-
dig.
Die XML-Updateanweisung u¨berpru¨ft, ob der Inhalt im Wertebereich
der neuen Typdefinition liegt. Falls nein, wird der Inhalt mit dem in
der Schemaanweisung angegebenen Wert ersetzt.
Schema: set type=$newtype {$value} of $target;
Instanz: for $e in xsd:instance($target) return
if not(upd:revalidate($e)) then
do replace value of $e with $value
• Erweiterung
Ist die neue Typdefinition eine Erweiterung in Form einer Liste oder
Vereinigung ist niemals eine Anpassung no¨tig, da der alte Wertebe-
reich Teilmenge des neuen ist.
Hinzufu¨gen einer Attribut-Wildcard
Eine Typdefinition darf maximal eine Attribut-Wildcard besitzen. Die Exi-
stenz der durch Attribut-Wildcards definierten Attribute ist immer optional.
Daher ist eine Instanzanpassung nicht notwendig.
Schema: insert anyAttribute namespace=’##any’
into /book/typedefinition();
Instanz: -
Entfernen einer Attribut-Wildcard
Das Entfernen einer Attribut-Wildcard ist eine Einschra¨nkung der erlaub-
ten Attributmenge. Da nicht bekannt ist, welche Attribute in der Instanz
vorhanden sind, werden alle Attribute u¨berpru¨ft und nicht durch Attribut-
Deklarationen erlaubte Attribute entfernt.
Schema: delete /book/typedefinition()/wildcard();
Instanz: for $e in xsd:instance($target)/@* return
if not($attr1) and not($attr2) and not(...) then
do delete $e
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A¨ndern der Attribut-Wildcard
Mo¨gliche A¨nderungen sind Erweitern oder Einschra¨nken der erlaubten Na-
mensra¨ume und das A¨ndern der Validierungsvorschrift.
Wird die Menge der erlaubten Namensra¨ume erweitert, ist keine Anpas-
sung der Instanzen notwendig, da die Informationskapazita¨t erweitert wird.
Bei einer Verringerung der erlaubten Namensra¨ume mu¨ssen alle Attribute
des Elementes mit dem entfernten Namensraum u¨berpru¨ft werden. Werden
sie nicht durch andere Attribut-Deklarationen erlaubt, mu¨ssen sie entfernt
werden.
Die Validierungsvorschrift ist entweder deaktiviert (skip), locker (lax)
oder strikt (strict). Wird die Validierung deaktiviert, wird der Inhalt der
fremden Attribute nicht mehr gepru¨ft. Die Instanzen bleiben daher in jedem
Fall gu¨ltig. Wird die Validierungvorschrift von strikt auf locker gesetzt, ist
ebenfalls keine Evolution no¨tig. Wenn die Validierungvorschrift erho¨ht wird,
ist der Inhalt mo¨glich nicht gegenu¨ber der Deklaration gu¨ltig oder es wurde
keine Deklaration gefunden. Die Schemaevolution wird in diesem Fall abge-
brochen.
3.3.3 A¨ndern der Elementgruppe
Jedes Element besitzt eine Menge aus Attributen, welche keine Ordnung
besitzt und deren Inhalt keine Duplikate erlaubt. Elemente, Wildcards und
selbst Elementgruppen werden in eine Art Container definiert, welcher als
Elementgruppe bezeichnet wird. Dabei wird zwischen den Typen Sequenz (se-
quence), Auswahl (choice) und Menge (set) unterschieden. Eine Sequenz be-
sitzt eine Ordnung und das Minimale und Maximale Vorkommen der Elemen-
te ist beliebig wa¨hlbar. Bei einer Auswahl wird eines der Element gewa¨hlt,
wobei das Minimale und Maximale Vorkommen des Elementes beliebig ist.
Eine Menge ist a¨quivalent zu der Menge von Attributen. Es wird keine Ord-
nung fu¨r die Elemente vorgegeben und Duplikate sind nicht erlaubt.
Dieser Abschnitt umfasst alle A¨nderungen, die auf eine Elementgrup-
pe angewendet werden ko¨nnen. Dazu geho¨rt das Umformen einer Element-
gruppe in einen anderen Typ. Das A¨ndern des Minimalen und Maximalen
Vorkommens. Sowie das Hinzufu¨gen und Entfernen des Inhalts (Elementde-
klarationen, Elementgruppen und Wildcards) einer Elementgruppe.
A¨ndern des Typs
Bei der A¨nderung des Typs von Sequenz zu Auswahl und umgekehrt entsteht
immer ein gu¨ltiges Schema. Eine A¨nderung von einer Sequenz oder Alterna-
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tive zu einer Menge ist nur mo¨glich, wenn sie die einzige Elementgruppe der
Typdefinition ist. Nach [TBMM04] darf eine Menge weder Teil einer Sequenz
oder Alternative sein, noch eine enthalten. Eine Menge kann immer zu einer
Sequenz oder Auswahl umgeformt werden.
Abbildung 3.4
Abbildung 3.4: U¨berga¨nge der verschiedenen Elementgruppen
• Sequenz (maxOccurs=1) zu Menge
Um eine Sequenz in eine Menge umzuwandeln, mu¨ssen bestimmten Be-
dingungen erfu¨llt sein. Das maximale Vorkommen der Elementgruppe
in der Typdefinition muss eins sein. Da in der Menge jedes Element ma-
ximal einmal vorkommen darf, muss dies bereits fu¨r die Bestandteile
der Sequenz gelten.
Falls diese Bedingungen erfu¨llt sind, kann eine Sequenz in eine Men-
ge umgewandelt werden. Ein Anpassung der Instanzen ist niemals
notwendig. Die Information u¨ber die Anordnung der Elemente geht
verloren.
• Sequenz / Menge zu Auswahl
Bei der Umwandlung einer Sequenz oder Menge zu einer Auswahl re-
duziert sich die Anzahl der in der Instanz erlaubten Elemente auf eins.
Sind in der Sequenz oder Menge mindesten zwei Element als zwingend
definiert ist immer eine Anpassung der Instanzen notwendig.
Mit der Schemaevolutions-Anweisung wird eine Liste von Elementen
u¨bergeben. Entspricht eine Instanz nicht dem Schema, wird ein Element
nach dem anderen der Reihe nach entfernt, bis die Instanz gu¨ltig ist.
Wird kein gu¨ltiger Status erreicht, wird die gesamte Schemaevolution
ru¨ckga¨ngig gemacht.
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set category=’choice’ {$first $second ...} of $target;
for $e in xsd:instance($target) return
if not(upd:revalidate($e)) then
{
do delete $target/$first
if not(upd:revalidate($e)) then
{
do delete $target/$second
if not(upd:revalidate($e)) then
...
xsd:rollback
}
}
• Menge zu Sequenz
Eine Menge kann immer zu einer Sequenz umgewandelt werden. Mit
der Schemaevolution muss jedoch die Ordnung der Elemente definiert
werden.
Die XML-Updateanweisung sortiert die Elemente nach der mit der
Schemanweisung bestimmten Reihenfolge. Wird keine Reihenfolge an-
gegeben, ko¨nnte sie auch per Alphabet oder Zufall bestimmt werden.
set category=’sequence’ {$first $second} of $target;
for $e in xsd:instance($target) return
{
for $f in xsd:instance($second) return
do move $f as first $e
for $f in xsd:instance($first) return
do move $f as first $e
}
• Auswahl zu Menge
Ist mehr als ein Element in der Auswahl definiert, muss fu¨r jedes Ele-
ment, das nicht in dem Instanzdokument vorkommt, eine Instanz gene-
riert werden. Dies setzt voraus, dass alle fehlenden Elemente entweder
optional oder nullbar sind bzw. einen Vorgabe-Wert besitzen. Kann der
Inhalt der Menge nicht automatisch generiert werden, wird die Sche-
maevolution zuru¨ckgesetzt.
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set category=’all’ of $target;
for $e in $target/child() return
{
if (xsd:nillable($e)) then
do insert <xsd:name($e) xs:nill=’true’/>
else if not(xsd:default($e)) and
not(xsd:optional($e)) then xsd:rollback
}
• Auswahl zu Sequenz
Die Umwandlung einer Auswahl zu einer Sequenz verha¨lt sich a¨hnlich
wie die einer Auswahl zu einer Menge. Zusa¨tzlich muss nur die Reihen-
folge der Elemente bestimmt werden.
set category=’sequence’ {$first $second} of $target;
for $e in xsd:instance($target) return
{
for $f in xsd:instance($second) return
do move $f as first $e
for $f in xsd:instance($first) return
do move $f as first $e
}
Minimales Vorkommen
Verringern Das Minimale Vorkommen einer Elementgruppe kann ohne
Instanzanpassung verringert werden.
Erho¨hen Wird das Minimale Vorkommen erho¨ht, mu¨ssen die Instanzen
u¨berpru¨ft werden, ob genu¨gend Instanzen existieren. Ist die Anzahl der beno¨tig-
ten Instanzen geringer, wird der Inhalt generiert. Falls die Generierung nicht
automatisch machbar ist, wird die Schemaevolution abgebrochen.
Maximales Vorkommen
Verringern Wird das Maximale Vorkommen verringert, muss gepru¨ft wer-
den, ob nicht zu viele Instanzen der Elementgruppe existieren. Falls dies der
Fall ist, wird die Schemaevolution abgebrochen.
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Erho¨hen Das Maximale Vorkommen einer Elementgruppe kann ohne In-
stanzanpassung erho¨ht werden.
Hinzufu¨gen eines neuen Elementes
• Auswahl
Wird ein Element in eine nicht leere Auswahl eingefu¨gt, ist keine An-
passung der Instanzen erforderlich. Handelt es sich um eine leere Aus-
wahl und sind Element und Auswahl zwingend, muss die Instanz mit
dem neuen Element erweitert werden.
• Sequenz / Menge
Die Positionsangabe after und before kann nur fu¨r Elemente verwendet
werden, die Teil einer Sequenz sind.
Schema: insert element $name {$value}
(as first into | as last into | into) $target
Instanz: for $e in xsd:instance($target) return
do insert <$name>$value</$name>
(as first into | as last into | into) $e
Schema: insert element $name {$value}
(after | before) $target
Instanz: for $e in xsd:instance($target) return
do insert <$name>$value</$name> (after | before) $e
Entfernen eines Elementes
• Sequenz / Auswahl / Menge
Wird ein Element gelo¨scht, mu¨ssen alle Instanzen des Elementes ent-
fernt werden. Eine Ausnahme ist, wenn ein Wildcard die Existenz des
Elementes zusa¨tzlich erlaubt. In diesem Fall werden die Instanzen nicht
vera¨ndert.
Ist das Element zwingend und Teil einer Sequenz oder Menge, sind
immer Instanzen des Elementes vorhanden. Ist das Element optional
oder Teil einer Auswahl, sind mo¨glicherweise Instanzen vorhanden.
Entsteht durch das Lo¨schen eine leere Elementgruppe, wird diese auch
entfernt.
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Die XML-Updateanweisung entfernt alle mo¨glichen Vorkommen des
Elementes.
Schema: delete $target
Instanz: for $e in xsd:instance($target) return
do delete $e
Umbenennen eines Elementes
• Optional / Zwingend
Wird der Name eines Elements gea¨ndert, mu¨ssen alle Instanzen umbe-
nannt werden.
Die XML-Updateanweisung passt die Namen der Instanzen an.
Schema: rename $target as $newname;
Instanz: for $e in xsd:instance($target) return
do rename $e as $newname
Hinzufu¨gen einer Elementgruppe
Das Hinzufu¨gen einer leeren Elementgruppe hat keine Auswirkungen auf die
Gu¨ltigkeit der Instanzen.
Entfernen einer Elementgruppe
Wird eine Elementgruppe entfernt, wird auch der gesamte Inhalt dieser ent-
fernt. Die XML-Updateanweisung entfernt alle mit der Elementgruppe defi-
nierten Instanzen.
Schema: delete $target;
Instanz: for $e in xsd:instance($target/*) return
do delete $e
Hinzufu¨gen einer Wildcard
Ein Wildcard definiert den Inhalt fremder Elemente. Ist das Minimale Vor-
kommen der Wildcard null ist keine Anpassung der Instanzen notwendig.
Wenn das Minimale Vorkommen gro¨ßer oder gleich eins ist, wird das mit der
Updateanweisung angegebene Element eingefu¨gt. Falls kein Element angege-
benen wurde, wird die Schemaevolution abgebrochen.
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Schema: insert any minOccurs=1 { $element } into $target;
Instanz: for $e in xsd:instance($target) return
do insert $element into $e
Entfernen einer Wildcard
Wird eine Wildcard entfernt, werden alle nicht durch das Schema erlaubten
Elemente aus der Instanz entfernt.
Schema: delete $target
Instanz: for $e in xsd:instance($target) return
do delete $e
3.3.4 A¨ndern des Inhalts der Elemente
A¨ndern der zugewiesenen Typdefinition
Beim Zuweisen einer Typdefinition zu einer Element-Deklaration wird zwi-
schen zwei Fa¨llen unterschieden. Ist die neue Typdefinition eine Erweiterung
der Vorherigen, vergro¨ßert sich der Wertebereich und der alte Wertebereich
ist eine Teilmenge des Neuen. Die Instanzen brauchen in diesem Fall nicht be-
trachtet werden. Falls die neue Typdefinition eine Einschra¨nkung der Vorhe-
rigen ist, werden alle Instanzen u¨berpru¨ft, ob sie in dem neuen eingeschra¨nk-
ten Wertebereich liegen. Falls dies bei mindestens einer Instanz fehlschla¨gt
wird die Schemaevolution abgebrochen und der Benutzer wird aufgefordert
die Werte, die nicht in dem neuen Wertebereich liegen, zu entfernen.
A¨ndern des Minimalen und Maximalen Vorkommens
Wird das Minimale Vorkommen verringert oder das Maximale Vorkommen
erho¨ht ist keine Anpassung der Instanzen erforderlich.
Wird das Maximale Vorkommen verringert, werden die Instanzen u¨ber-
pru¨ft, ob nicht zu viele Elemente vorkommen. Ist dies der Fall wird die Sche-
maevolution abgebrochen.
Wird das Minimale Vorkommen erho¨ht, muss gepru¨ft werden ob genu¨gend
Elemente in der Instanz existieren. Falls nein wird gepru¨ft, ob anhand des
Schemas der Inhalt automatisch generiert werden kann. Kann der Inhalt nicht
generiert werden, wird die Schemaevolution abgebrochen.
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A¨ndern der Nullwertfa¨higkeit
Der Nullwert1 ist ein bestimmter Wert, der zu keinem Wertebereich geho¨ren
kann. XML-Schema bietet die Mo¨glichkeit die Verwendung von Nullwerten
fu¨r Elemente in der Instanz zu bestimmen. Er wird verwendet um ausdru¨cken
zu ko¨nnen, dass der Wert unbekannt oder nicht anwendbar ist. Besitzt ein
Element den Wert Null hat es keinen Inhalt, weder Zeichen noch zwingende
Kindelemente.
Zustand Null wird erlaubt Wird durch eine Schemaa¨nderung der Zu-
stand Null erlaubt, ist keine Anpassung der Instanzen notwendig. Die A¨nde-
rung stellt eine Kapazita¨tserweiterung, da ein weiterer Zustand erlaubt wird.
Zustand Null wird verboten Wird der Zustand Null verboten, handelt
es sich um eine Kapazita¨tsverringerung. Alle existierenden Elemente der In-
stanz, welche den Zustand Null besitzen, mu¨ssen umgewandelt werden.
Folgende Mo¨glichkeiten der Evolution gibt es: Hat ein Element den Zu-
stand Null und ist die Element-Deklaration optional wird das Element aus
der Instanz entfernt. Hierbei kann es aber zu einem Informationsverlust kom-
men. Besitzt zum Beispiel ein Buch 2 Autoren und war der Name des ersten
Autors bei der Eingabe unbekannt, wird der 2. Autor durch das lo¨schen des
1. Autors mit dem Nullwert zum 1. Autor.
Eine weitere Mo¨glichkeit ist die Generierung des Inhaltes mit Hilfe des
Standartwertes, falls einer fu¨r die Element-Deklaration und deren zwingen-
den Kindelementen definiert wurde. War das Gehalt einer Person z.B. vorher
unbekannt, wird dadurch ein vorgegebner Standardwert eingefu¨gt. Falls Null-
werte existieren, die keinen Vorgabewert besitzen, kann die Schemaa¨nderung
immer noch abgebrochen werden.
Die Implementierung dieser Arbeit fu¨hrt die Schemaa¨nderung nur durch,
wenn keine Instanzen mit Nullwerten existieren.
Schema: set nillable=’true’ of $target
Instanz: -
3.3.5 A¨ndern des einfachen Datentyps
Ein einfacher Datentyp ist entweder eine Einfache Typdefinition oder eine
Komplexe Typdefinition mit einfachem Inhalt. Ein einfacher Datentyp kann
durch Einschra¨nkung, Listenbildung oder Vereinigung gebildet werden.
1nil
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A¨ndern des Typs (Atomar, Liste, Vereinigung)
Wird ein atomarer Datentyp zu einer Liste oder Vereinigung umgewandelt,
wird der Wertebereich erweitert. Eine Anpassung der Instanzen ist deshalb
nicht notwendig.
Wird eine Liste oder eine Vereinigung zu einem atomaren Typen umge-
wandelt, verringert sich der Wertebereich. Ist der Ausgangstyp eine Liste,
mu¨ssen alle Instanzen auf einen Wert geku¨rzt werden. Ist der Ausgangstyp
eine Vereinigung, muss der Wertebereich aller Instanzen u¨berpru¨ft werden.
Liegt ein Wert einer Instanz außerhalb des neuen Wertebereich, wird in dieser
Implementierung die Schemaevolution abgebrochen.
Die Umwandlung einer Liste zu einer Vereinigung ist gleich der Kombi-
nation der Umwandlung der Liste zu einem atomaren Typen und danach
zu einer Vereinigung. Der Wertebereich wird eingeschra¨nkt und erweitert,
alle Instanzwerte sind zu u¨berpru¨fen. A¨quivalent ist die Umwandlung einer
Vereinigung zu einer Liste.
Grundlegende Fassetten
Grundlegende Fassetten dienen der semantischen Charakterisierung eines
Wertes aus dem Wertebereich. Es handelt sich dabei um abstrakte Eigen-
schaften, die entweder gar nicht oder nur implizit durch das definieren ein-
schra¨nkender Fassetten vera¨ndern lassen.
Einschra¨nkende Fassetten
Mit einschra¨nkenden Fassetten kann der Wertebereich einer Einfache Typ-
definition beschra¨nkt werden.
• Length - Bestimmt die Anzahl der La¨ngeneinheiten.
• MinLength - Bestimmt die Anzahl der minimalen La¨ngeneinheiten.
• MaxLength - Bestimmt die Anzahl der maximalen La¨ngeneinheiten.
• Enumeration - Beschra¨nkt den Wertebereich auf eines bestimmte
Menge definierter Werte.
• Whitespace - Bestimmt den Ablauf der Normalisierung besonderer
Zeichen, wie z.B. Zeilenvorschub und Leerzeichen.
• Pattern - Beschra¨nkt den Wertebereich mit Hilfe eines regula¨ren
• MinInclusive - Bestimmt die Untergrenze des Wertebereichs.
3.3. REGELN DER SCHEMAEVOLUTION 37
• MaxInclusive - Bestimmt die Obergrenze des Wertebereichs.
• MinExclusive - Bestimmt die Untergrenze einer exklusiven Schranke.
• MaxExclusive - Bestimmt die Obergrenze einer exklusiven Schranke.
• TotalDigits - Bestimmt die maximale Anzahl von Dezimalstellen.
• FractionDigits - Bestimmt die Anzahl der Nachkommastellen.
In dieser Situation gilt auch der allgemeine Fall. Da der Definition von
Fassetten immer eine Einschra¨nkung des Wertebereichs vorgenommen wird,
mu¨ssen alle Instanzwerte u¨berpru¨ft werden. Falls Instanzen sich nicht im
neuen Wertebereich befinden, muss der Benutzer dies anpassen.
Umbenennen der Typdefinition
Der Bezeichner einer Typdefinition hat keine Bedeutung fu¨r den Validie-
rungsprozess.
A¨ndern des Ziel-Namensraumes
Der Namensraum in der sich eine Typdefinition befindet hat keine Auswir-
kung auf die Validierung. Wird der Namensraum gea¨ndert, mu¨ssen alle Re-
ferenzen auf die Typdefinition des Schemas angepasst werden.
Festlegen des Inhaltstyps
Der Inhaltstyp einer Komplexen Typdefinition ist entweder leer, einfach,
komplex oder gemischt. Dabei ergibt sich der leere, einfache und komple-
xe Inhaltstyp implizit durch die Typdefinition. Der gemischte Inhalt wird
mit der Eigenschaft mixed erlaubt oder verboten. Ist mixed auf true ge-
setzt, ko¨nnen Elemente neben Unterelementen auch Zeichenketten besitzen.
Die Zeichenketten werden in diesem Fall aber nicht validiert, da dies nach
[TBMM04] nicht mo¨glich ist.
Somit reduziert sich die Betrachtung auf die Eigenschaft mixed. Wird ge-
mischter Inhalt erlaubt, ist keine Instanzanpassung notwendig, da der Wer-
tebereich erweitert wird. Wird der gemischte Inhalt verboten, werden alle
Zeichenketten der Elemente aus den Instanzen entfernt.
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Festlegen der Eigenschaft Abgeschlossenheit
Die weitere Ableitung einer Typdefinition kann mit der Eigenschaft Abge-
schlossenheit eingeschra¨nkt werden. Dazu gibt es abha¨ngig vom Typ, ob kom-
plex oder einfach, eine Menge von Auswahlmo¨glichkeiten. Eine Einfache Typ-
definition kann vor einer Extension, Restriktion (restriction), Liste (list) und
Vereinigung (union) abgeschlossen werden. Fu¨r eine Komplexe Typdefinitio-
nen kann eine weitere Extension und Restriktion verboten werden.
Das Setzen der Einschra¨nkung wird nur erlaubt, wenn keine existieren-
den Untertypen unzula¨ssig werden. Dies kann allein durch die Betrachtung
des Schemas entschieden werden. Eine Anpassung der Instanzen ist niemals
notwendig.
3.3.6 A¨ndern der Typhierarchie
Einfache Typdefinition zu einer Vereinigung hinzufu¨gen
Eine Einfache Typdefinition kann unabha¨ngig davon, ob sie selbst vom Typ
atomar, Liste oder Vereinigung ist, zu einer Vereinigung hinzugefu¨gt werden.
Eine Evolution der Instanzen ist niemals notwendig, da durch das Hinzufu¨gen
sich die Kapazita¨t um die hinzugefu¨gte Typdefinition erweitert.
Einfache Typdefinition aus einer Vereinigung entfernen
Wird eine Typdefinition aus einer Vereinigung entfernt, verkleinert sich der
Wertebereich. Alle Instanzen mu¨ssen u¨berpru¨ft werden, ob sich in dem einge-
schra¨nkten Wertebereich liegen. Falls dies der Fall ist, wird die Schemaa¨nde-
rung durchgefu¨hrt.
Komplexe Typdefinition in Hierarchie als Erweiterung einfu¨gen
Ein Untertyp einer komplexen Typdefinition kann entweder durch Erwei-
terung oder Restriktion gebildet werden. Bei der Erweiterung werden alle
Attribute der Basistypdefinition vererbt. Der Untertyp erha¨lt beide Element-
gruppen der Typdefinitionen als eine Sequenz. Dabei wird als erstes die Ele-
mentgruppe des Basistyps und danach des Untertyps gefordert.
Bedingt durch die Schemaa¨nderung mu¨ssen alle von der Basistypdefiniti-
on als zwingend definierten Attribut- und Elementwerte generiert werden.
Komplexe Typdefinition in Hierarchie als Einschra¨nkung einfu¨gen
XML-Schema besitzt einen Mechanismus zur Restriktion von komplexen
Typdefinitionen. Der Untertyp funktioniert wie eine Schablone und definiert
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alle Attribute und Elemente, die von der Basistypdefinition u¨bernommen
werden. Bei einer Restriktion ko¨nnen keine neuen Elemente oder Attribute
eingefu¨gt werden.
Die Schemaevolution wird nur durchgefu¨hrt, wenn der Untertyp eine Teil-
menge des Obertyps ist. Eine Anpassung der Instanzen ist nicht notwendig,
da sich der Inhalt des Untertypen nicht a¨ndert.
Entfernen einer Komplexen Typdefinition aus der Hierarchie
Wird die Beziehung zwischen zwei Komplexen Typdefinitionen entfernt, wird
zwischen zwei Fa¨llen unterschieden. Ist die Beziehung eine Restriktion, ist
kein Evolutionsprozess notwendig. Die durch die beiden Typen definierten
Inhalte bleiben gleich.
Ist die Beziehung eine Erweiterung, mu¨ssen alle durch den Basistyp defi-
nierten Attribute und Elemente aus der Instanz des Untertyps entfernt wer-
den.
3.3.7 A¨ndern von Beziehungen
Ein Prima¨rschlu¨ssel dient der eindeutigen Identifizierung eines Elementes aus
einer Menge von Elementen. Der Schlu¨ssel wird in einer Element-Deklaration
definiert. Die fu¨r die Identifizierung bestimmten Felder ko¨nnen Elemente und
Attribute sein.
Hinzufu¨gen eines Prima¨rschlu¨ssels (key)
Wird ein Prima¨rschlu¨ssel zu einer Element-Deklaration hinzugefu¨gt, mu¨ssen
die durch die Schlu¨sseldefinition bestimmten Integrita¨tsbedingungen gelten.
Dabei du¨rfen keine zwei Elemente existieren, die den gleichen Schlu¨ssel be-
sitzen. Duplikate werden aus der Instanz entfernt, wenn der gesamte Inhalt
der beiden Elemente u¨bereinstimmt. Besitzen zwei Elemente den gleichen
Schlu¨ssel, jedoch unterschiedlichen Inhalts, sollte der Evolutionsschritt abge-
brochen werden.
Entfernen eines Prima¨rschlu¨ssels
Wird ein Prima¨rschlu¨ssel aus dem Schema entfernt, du¨rfen keine Fremd-
schlu¨ssel auf diesen verweisen. Die Fremdschlu¨ssel mu¨ssen separat durch eine
Updateanweisung entfernt werden.
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Hinzufu¨gen eines optionalen Prima¨rschlu¨ssels (unique)
Ein optionaler Schlu¨ssel setzt nicht die Existenz aller Schlu¨ssel voraus. Die
Verarbeitung eines optionalen Schlu¨ssels ist gleich eines zwingenden Schlu¨ssels,
mit der Ausnahme, dass nur Elemente beachtet werden, wo alle Felder exi-
stieren.
Entfernen eines optionalen Prima¨rschlu¨ssels
Das Entfernen eines optionalen Schlu¨ssels verha¨lt sich wie das Entfernen eines
zwingenden Schlu¨ssels.
Hinzufu¨gen eines Fremdschlu¨ssels (keyref)
Vor dem Einfu¨gen eines Fremdschlu¨ssels mu¨ssen die Integrita¨tsbedingungen
bereits stimmen. Dazu muss auf einen gu¨ltigen Prima¨rschlu¨ssel referenziert
werden und alle Instanzen mu¨ssen u¨berpru¨ft werden. Ist eine Bedingung nicht
korrekt, wird die Schemaevolution abgebrochen.
Entfernen eines Fremdschlu¨ssels
Ein Fremdschlu¨ssel kann immer ohne eine Evolution entfernt werden.
3.3.8 A¨ndern von Identita¨tsdefinitionen
Der ID/IDREF-Mechanismuss unterscheidet sich zum neuen Schlu¨sselme-
chanismus in zwei Punkten. Ein Schlu¨ssel ist auf ein Feld begrenzt und der
Gu¨ltigkeitsbereich entspricht immer dem gesamten XML-Dokument.
Hinzufu¨gen einer Identita¨t (ID)
Wird ein neues optionales Element oder Attribut als Identita¨t eingefu¨gt,
ist keine Anpassung der Instanzen notwendig. Ist das Element oder Attribut
zwingend, ko¨nnte der Evolutionsprozess mit einem Generator neue eindeutige
Identita¨t generieren und die Instanzen erweitern.
Eine weitere Mo¨glichkeit ist das A¨ndern des Typs eines bestehendes At-
tributes oder Elementes zu dem Typ Identita¨t. Hierbei mu¨ssen alle Instanzen
auf Eindeutigkeit u¨berpru¨ft werden. Ist der Inhalt der Instanzen nicht dis-
junkt kann die Schemaa¨nderung nicht durchgefu¨hrt werden.
Schema: set type=’xs:ID’ /books/book/@publisherID
Instanz: -
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Entfernen der Identita¨t
Wird eine Identita¨t aus dem Schema entfernt, du¨rfen keinen Identita¨tsrefe-
renz auf die Identita¨t verweisen. Daher mu¨ssen vor dem Lo¨schen der Iden-
tita¨t alle Referenzen entfernt werden. Eine Instanzanpassung ist in diesem
Fall nicht notwendig.
Schema: delete /publisher/@ID
Instanz: -
Hinzufu¨gen einer Identita¨tsreferenz (IDREF)
Wird ein neues optionales Element oder Attribut als Identita¨tsreferenz ein-
gefu¨gt, ist keine Anpassung der Instanzen notwendig. Ein neues zwingendes
Element oder Attribut als Identita¨tsreferenz kann nicht einfu¨gt werden, da
die Referenzen nicht automatisch bestimmt werden ko¨nnen.
Eine weitere Mo¨glichkeit ist das A¨ndern des Typs eines bestehenden At-
tributes oder Elementes zu dem Typ Identita¨tsreferenz. Beim setzen werden
alle Instanzen u¨berpru¨ft, ob sie auf existierende Identita¨ten verweisen. Sind
fehlerhafte Verweise vorhanden, wird die Schemaa¨nderung nicht durchgefu¨hrt
werden.
Schema: set type=’xs:IDREF’ /publisher/@ID
Instanz: -
Entfernen einer Identita¨tsreferenz
Das Entfernen einer Identita¨tsreferenz ist immer ohne eine weitere Beachtung
des Schemas oder der Instanzen mo¨glich.
Schema: delete /books/book/@publisherID
Instanz: -
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Kapitel 4
Sprachvorschlag
Dieses Kapitel entha¨lt einen Sprachvorschlag, der speziell fu¨r die Evoluti-
on von XML-Schemata entworfen wurde. Im ersten Abschnitt (4.1) werden
die Grundkonzepte und Anforderungen der Sprache dargestellt. Die im drit-
ten Kapitel klassifizierten Schemaa¨nderungen sollen dabei alle unterstu¨tzt
werden. Die Abschnitte 4.2 und 4.3 unterteilen die Sprachdefinition in Na-
vigations- und Operationenteil. XML-Schema besitzt eine reichhaltige Aus-
wahl an Komponenten. Der Abschnitt 4.4 beschreibt die Eigenschaften und
Mo¨glichkeiten der A¨nderung fu¨r jede Komponente. Der Abschnitt 4.5 be-
schreibt die Konstruktoren, die no¨tig sind, um neue Knoten zu erzeugen. Im
letzten Abschnitt (4.6) werden die Funktionen definiert, um Informationen
der Schemakomponenten abfragen zu ko¨nnen.
4.1 Einfu¨hrung
Die XML-Schemaempfehlung des W3C definiert das Post-Schema-Validation-
Infoset (kurz. PSVI). Das PSVI verwendet Paradigmen, die aus Objektorien-
tierten Programmiersprachen bekannt sind. Die Schemakomponenten werden
als Objekte dargestellt. Je nach Objekttyp besitzen sie gewisse Eigenschaften
und Verknu¨pfungen zu anderen Objekten. Das PSVI beschreibt die Bedeu-
tung der bereitgestellten Informationen, ist jedoch keine konkrete Schnittstel-
le. Eine Implementierung in Form einer Programmierschnittstelle beschreibt
die XML Schema API[Lit04]. Sie definiert eine Schnittstelle fu¨r Objektorien-
tierte Programmiersprachen, wie z.B. Java oder C++. Implementiert wurde
diese API in den Open-Source Parser Xerces fu¨r Java und C++. Der in
diesem Kapitel konzipierte Sprachevorschlag verwendet das PSVI als Dar-
stellungsform des Schemas.
Ein XML-Schema hat die Form eines Graphen. Die Navigationssprache
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muss es ermo¨glichen, beliebige Teile des Graphen zu selektieren. Sie muss
außerdem deskriptiv und mengenorientiert sein. XPath ist eine Empfehlung
vom W3C, die fu¨r die Navigation u¨ber XML-Instanzen entwickelt wurde. In
diesem Kapitel wird ein Vorschlag erstellt, der XPath um das Infoset von
XML-Schema zu erweitern.
Der Operationenteil beschreibt die A¨nderung der selektierten Knoten. Bei
der Entwicklung flossen die aktuellen Entwicklungen der Updateerweiterung
von XQuery[CFR06] ein.
Abbildung 4.1: U¨berblick der XML-Konzepte
Die Abbildung 4.1 bietet einen U¨berblick u¨ber die verwendeten Konzepte.
Dank der nahtlosen Integration in existierende W3C Empfehlungen kann die
Schemaevolutionssprache als Erweiterung von XQuery oder als alleinstehende
Sprache umgesetzt werden.
4.2 Navigation
Dieser Abschnitt definiert die Syntax und Semantik fu¨r die Adressierung
von Teilen eines Schemas. Die Navigationssprache ist eine Erweiterung von
XPath[BBC+05], welche es ermo¨glicht, u¨ber die Komponenten eines XML-
Schemas zu navigieren.
4.2.1 Pfadausdru¨cke
[68] PathExpr ::= ("/" RelativePathExpr?)
| ("//" RelativePathExpr)
| RelativePathExpr
[69] RelativePathExpr ::= StepExpr (("/" | "//") StepExpr)*
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Das Grundprinzip von XPath bleibt bei diesem Vorschlag bestehen. Ein Pfad-
ausdruck wird verwendet, um gewu¨nschte Knoten aus dem Schemadokument
auszuwa¨hlen. Genauer besteht ein Pfadausdruck aus einer Serie von Schrit-
ten, die durch die Symbole ’/’ oder ’//’ getrennt werden. Beginnt der Pfadaus-
druck mit dem Symbol ’/’ handelt es sich um einen absoluten Pfadausdruck.
Dabei wird immer von dem Wurzelknoten des Schemas ausgegangen. Alle
sonstigen Pfadausdru¨cke werden relativ zu einem vorgegebenen Kontextkno-
ten ausgefu¨hrt.
Bisher unterscheiden sich XPath und die Spracherweiterung nur in dem
gea¨nderten Wurzelknoten.
4.2.2 Schritte
[70] StepExpr ::= FilterExpr | AxisStep
[71] AxisStep ::= (ReverseStep | ForwardStep) PredicateList
[72] ForwardStep ::= (ForwardAxis NodeTest) | AbbrevForwardStep
[75] ReverseStep ::= (ReverseAxis NodeTest) | AbbrevReverseStep
[82] PredicateList ::= Predicate*
Jeder Schritt besteht aus einer Achse, einem Knotentest und einer Sequenz
von Pra¨dikaten. Eine Achse beschreibt die Beziehung zwischen den Knoten
und den zu selektierenden Knoten. Mit Hilfe des Knotentests werden die
Knoten der Achse anhand des Namens oder eines bestimmten Typs aus-
gewa¨hlt. Und als dritten und letzten Schritt wird die Knotenmenge mit Hilfe
von Pra¨dikaten eingeschra¨nkt.
4.2.3 Achsen
[73] ForwardAxis ::= ("child" "::")
| ("descendant" "::")
| ("attribute" "::")
| ("self" "::")
| ("descendant-or-self" "::")
| ("following-sibling" "::")
| ("typedefinition" "::")
| ("constraint" "::")
[76] ReverseAxis ::= ("parent" "::")
| ("ancestor" "::")
| ("preceding-sibling" "::")
| ("ancestor-or-self" "::")
| ("basetype" "::")
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| ("modelgroup" "::")
| ("reference" "::")
Achsen stellen Beziehungen zwischen den Knoten dar. Die Bezeichnung der
aus XPath bekannten Achsen bleibt bestehen, jedoch a¨ndert sich die Bedeu-
tung dieser. Außerdem werden zusa¨tzlich die Achsen ’constraint’, ’basetype’,
’modelgroup’, ’typedefinition’ und ’reference’ hinzugefu¨gt.
Wa¨hrend eine XML-Instanz einen Baum darstellt, ist die Struktur eines
Schemas ein Graph. Die Navigation u¨ber eine XML-Instanz geschieht beinahe
ausschließlich auf der Ebene der Elemente. Attribut- oder Kommentarknoten
ko¨nnen nur Bla¨tter des Baumes sein. Daher haben alleAchsen, mit Ausnahme
der Vaterachse, ausschließlich von einem Element-Knoten aus eine Funktion.
Ein Schema besteht aus einer Vielzahl unterschiedlicher Komponenten.
Die Navigation verla¨uft dabei u¨ber mehrere Ebenen. Z.B. wird von einem
Element-Knoten zu der zugewiesenen Typdefinition navigiert und von dieser
zum Basistypen der Typdefinition.
Die Bedeutung der Achsen ist abha¨ngig von dem Typ des aktuellen Kon-
textknotens. Im Folgenden wird fu¨r jeden Knotentyp die Bedeutung der Ach-
sen definiert.
Element-Knoten Ein Element-Knoten besteht aus einem Partikel und ei-
ner Element-Deklaration. Globale Element-Deklarationen besitzen kein Par-
tikel.
Folgend die Achsen und ihre Bedeutung:
• child (Kind) Bezeichnet alle direkten Nachfahren der Elementgruppe
der zugeho¨rigen Typdefinition und alle Anmerkungen und Notations-
Deklarationen des Kontextknotens.
• descendant (Nachfahre) Sind alle Kinder und die Kindeskinder.
• attribute (Attribut) Bezeichnet alle Attribut-Knoten der zum Kon-
textknoten zugewiesenen Typdefinition.
• self (Selbst) Ist der aktuelle Kontextknoten selbst, bestehend aus ei-
nem Partikel und der zugeho¨rigen Element-Deklaration.
• descendant-or-self (Nachfahre und selbst) Alle Knoten aus de-
scendant und der Kontextknoten selbst.
• following-sibling (Folgende Geschwister) Alle folgenden Geschwi-
sterknoten des Kontextknotens. Da eine Ordnung nur in einer Sequenz
vorgegeben ist, wird zwischen folgenden 3 Situationen unterschieden:
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1. Ist der Kontextknoten Teil einer Sequenz, beinhaltet es alle in der
Sequenz folgenden Knoten.
2. Ist der Kontextknoten Teil einer Alternative oder Menge, beinhal-
tet es alle in der Elementgruppe enthaltenen Knoten.
3. Ist der Kontextknoten Teil der Schemawurzel, beinhaltet es alle
Konten der Schemawurzel.
• constraint (Identita¨tsbeschra¨nkung) Alle Identita¨tsbeschra¨nkungs-
Definitionen des Kontextknotens.
• parent (Vater) Alle Element-Knoten, die den Kontextknoten als di-
rekten Nachfahren haben.
• ancestor (Vorfahre) Alle Vorfahren des Kontextknotens.
• preceding-sibling (Vorangegangene Geschwister) Alle vorange-
gangenen Geschwisterknoten des Kontextknotens. Dabei wird zwischen
folgenden 2 Situationen unterschieden:
1. Ist der Kontextknoten Teil einer Sequenz, beinhaltet dies es in der
Sequenz vorangegangenen Knoten.
2. Ist der Kontextknoten Teil der Schemawurzel, einer Menge oder
Alternative, ist die Ergebnismenge leer.
• ancestor-or-self (Vorfahre und selbst) Alle Knoten aus ancestor
und dem Kontextknotens selbst.
• modelgroup (Elementgruppe) Die Elementgruppe, deren Bestand-
teil der Kontextknoten ist.
• reference (Referenz) Alle Knoten, die auf die Element-Deklaration
des Kontextknotens verweisen. Dies ist eine Menge von Paaren aus
Partikeln und dem Kontextknoten.
Die Abbildung 4.2 veranschaulicht die Navigationsachsen ausgehend von
einem Element-Knoten.
Typdefinitions-Knoten Ein Typdefinitions-Knoten besteht aus einer Typ-
definition. Der Inhalt der Typdefinition entscheidet, ob es sich nach [TBMM04]
um eine einfache oder komplexe Typdefinition handelt.
Folgend die Bedeutung der Achsen, ausgehend von einem Typdefinitions-
Knoten:
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Abbildung 4.2: Bedeutung der Achsen ausgehend von einem Element-Knoten
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• child (Kind) Alle direkten Nachfolger der Elementgruppe des Kon-
textknotens und alle Anmerkungen und Notations-Deklarationen des
Kontextknotens.
• descendant (Nachfahre) Alle Kinder und Kindeskinder.
• attribute (Attribut)Alle dem Kontextknoten zugewiesenen Attribut-
Knoten.
• self (Selbst) Der aktuelle Kontextknoten selbst, bestehend aus einer
Typdefinition.
• parent (Vater) Alle Element-Knoten die auf den Kontextknoten als
Typdefinition verweisen.
• basetype (Basistyp) Die Typdefinition, von der die Typdefinition
abgeleitet wurde.
• modelgroup (Elementgruppe) Die Elementgruppe, die Bestandteil
des Kontextknotens ist.
Elementgruppen-Knoten Ein Elementgruppen-Knoten besteht aus ei-
ner Elementgruppe, was entweder eine Sequenz, Alternative oder Menge ist.
Die Bedeutung der Achsen ist wie folgt definiert:
• child (Kind) Alle direkten Nachfolger des Kontextknotens
• descendant (Nachfahre) Alle Kinder und Kindeskinder.
• self (Selbst) Der aktuelle Kontextknoten selbst, bestehend aus einer
Elementgruppe.
• following-sibling (Folgende Geschwister) Alle vorangegangen Ge-
schwisterknoten des Kontextknotens. Dabei wird unterschieden zwi-
schen:
1. Ist der Vaterknoten (parent) eine Typdefinition, ist die Ergebnis-
menge leer.
2. Ist der Vaterknoten eine Sequenz, beinhaltet die Ergebnismenge
alle folgenden Knoten.
3. Ist der Vaterknoten eine Alternative oder Menge, beinhaltet die
Ergebnismenge alle der Elementgruppe enthaltenen Knoten.
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Abbildung 4.3: Bedeutung der Achsen ausgehend von einem Typdefinitions-
Knoten
• parent (Vater) Entweder eine Elementgruppe oder Typdefinition, de-
ren Bestandteil der Kontextknoten ist.
• preceding-sibling (Vorangegangene Geschwister) Alle vorange-
gangen Geschwisterknoten des Kontextknotens. Dabei wird unterschie-
den zwischen:
1. Ist der Vaterknoten (parent) eine Typdefinition, ist die Ergebnis-
menge leer.
2. Ist der Vaterknoten eine Sequenz, beinhaltet die Ergebnismenge
alle vorangegangenen Knoten.
3. Ist der Vaterknoten eine Alternative oder Menge, ist die Ergeb-
4.2. NAVIGATION 51
nismenge leer.
Abbildung 4.4: Bedeutung der Achsen ausgehend von einem
Elementgruppen-Knoten
4.2.4 Knotentests
[78] NodeTest ::= KindTest | NameTest
[79] NameTest ::= QName | Wildcard
[80] Wildcard ::= "*" | (NCName ":" "*") | ("*" ":" NCName)
Im vorherigen Abschnitt wurde die Bedeutung der Achsen abha¨ngig vom
Kontextknoten dargestellt. Auf jeden Achsen-Ausdruck folgt ein Knotentest.
Ein Knotentest definiert eine Bedingung, welche auf die Menge der Ergeb-
nismenge der Achse angewendet wird. Stimmt die durch den Knotentest be-
stimmte Bedingung nicht, wird der Knoten aus der Ergebnismenge entfernt.
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Ein Knotentest kann ein bestimmter Typ eines Knotens sein oder ein
Name. Wenn der Knotentest eine Namensangabe hat, ist es entweder ein nach
[BPSM+04] qualifizierter Name, der anhand des Namens und Namensraumes
genau identifiziert oder eine Maske (engl. Wildcard). Mithilfe der Masken
ko¨nnen entweder alle Knoten selektiert werden, alle aus einem bestimmten
Namensraum oder mit bestimmten Namen unabha¨ngig vom Namensraum.
Die Knotentests, welche die Ergebnismenge auf einen bestimmten Typ
eingrenzen, sind wie folgt definiert:
[123] KindTest ::= SchemaDocumentTest
| SchemaElementDeclarationTest
| SchemaAttributeDeclarationTest
| SchemaParticleTest
| SchemaAttributeUseTest
| SchemaTypeDefinitionTest
| SchemaModelGroupTest
| SchemaIdConstraintTest
| SchemaWildcardTest
| SchemaAttributeWildcardTest
| SchemaElementGroupTest
| SchemaAttributeGroupTest
| SchemaNotationTest
| SchemaAnnotationTest
| AnyKindTest
[124] AnyKindTest ::= "node" "(" ")"
[141] SchemaDocumentTest ::= "schema-node" "(" ")"
[142] SchemaElementDeclarationTest ::= "elementdeclaration" "("
(ElementDeclaration)? ")"
[143] SchemaAttributeDeclarationTest ::= "attributedeclaration" "("
(AttributeDeclaration)? ")"
[144] SchemaTypeDefinitionTest ::= "typedefinition" "("
(TypeDefinition)? ")"
[145] SchemaElementGroupTest ::= "elementgroup" "("
(ElementGroup)? ")"
[146] SchemaAttributeGroupTest ::= "attributegroup" "("
(AttributeGroup)? ")"
[147] SchemaIdConstraintTest ::= "idconstraint" "(" (IDConstraint)? ")"
[148] SchemaModelgroupTest ::= "modelgroup" "(" ")"
[149] SchemaWildcardTest ::= "wildcard" "(" ")"
[150] SchemaAttributeWildcardTest ::= "attributewildcard" "(" ")"
[151] SchemaNotationTest ::= "notation" "(" ")"
[152] SchemaAnnotationTest ::= "annotation" "(" ")"
Es gibt fu¨r alle 13 mo¨glichen Komponenten aus XML Schema einen Knoten-
test. Zusa¨tzlich gibt es Knotentests zum Selektieren der Schemawurzel und
aller Knoten.
Die Knotentests der Element-, Attribut-, Typdefinitions-, Identita¨ts-, Ele-
mentgruppen-Definitionen- und Attributgruppen-Definitions-Knoten besit-
zen optional einen Parameter, der die Kontenmenge mit der Angabe eines
qualifizierten Namens weiter einschra¨nkt.
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Kurzform Langform Bemerkung
child:: Standardachse
. self::node() aktueller Kontextknoten
.. parent::node() Vaterknoten
@ attribute:: Attribut des Kontextknotens
/ fn:root(self::node()) Schemawurzel
// descendant-or-self Nachfolgeknoten
Tabelle 4.1: Abku¨rzungen des Pfadausdruckes
4.2.5 Pra¨dikate
[83] Predicate ::= "[" Expr "]"
Die durch Achse und Knotentest bestimmte Ergebnismenge kann optional
mit Hilfe von Pra¨dikaten weiter spezifiziert werden. Der Parameter Expr ist
ein boolescher Ausdruck und kann jeder beliebige Pfadausdruck sein. Ist der
Ausdruck nicht leer oder hat den Wert true wird das Element der Ergebnis-
menge eingefu¨gt.
Dazu ein paar Beispiele:
• Es werden alle book Elemente selektiert, die ein Unterelement author
besitzen.
//book[author]
• Es wird die zweite Element-Deklaration mit dem Namen author selek-
tiert.
/book/author[fn:position() = 2]
4.2.6 Abku¨rzungen
[74] AbbrevForwardStep ::= "@"? NodeTest
[77] AbbrevReverseStep ::= ".."
Abku¨rzungen erleichtern das Schreiben und Lesen von Pfadausdru¨cken. In
den vorherigen Abschnitten wurden gewisse Abku¨rzungen definiert. Die Ta-
belle 4.2 gibt einen U¨berblick.
Ein paar Beispiele:
• Selektiert die Typdefinition der Element-Deklaration ’books’.
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Kurzform: /book/books/typedefinition()
Langform: fn:root(self::node())/child::book/child::books/
typedefinition::typedefinition()
• Die Ergebnismenge beinhaltet alle Attribut-Knoten, die Bestandteil der
Typdefinition von der Element-Deklaration ’golf’ sind.
Kurzform: //golf/@price
Langform: fn:root(self::node())/descendant-or-self::node()/
child::golf/attribute::price
• Die Ergebnismenge besteht aus allen Element-Deklarationen, deren
Typdefinition die globale Attribut-Deklaration ’isbn’ beinhaltet.
Kurzform: /@isbn/..
Langform: fn:root(self::node())/attribute::isbn/
parent::parent()
Abku¨rzung der Navigation
Neben dem Abku¨rzen von Ausdru¨cken wird noch eine weitere Art der Ab-
ku¨rzung eingefu¨hrt. Besitzt ein Knoten als einziger eine Referenz zu einem
Knoten, dessen Knotentyp maximal einmal von dem Ausgangsknoten refe-
renziert werden kann, kann hier die Navigation abgeku¨rzt werden und alle
Operationen des Zielknotens sind auf dem Ausgangsknoten anwendbar.
Folgende Abku¨rzungen werden eingefu¨hrt:
• Element -> Typdefinition
Ein Element-Knoten besitzt immer eine Referenz zu einer Typdefini-
tion. Wird die Typdefinition nur von einem Element-Knoten verwen-
det, ko¨nnen die Operationen der Typdefinition direkt auf den Element-
Knoten anwendbar.
• Typdefinition -> Elementgruppe
Eine Typdefinition besitzt genau eine Elementgruppe.
• Elementgruppen-Definition - > Elementgruppe
Eine Elementgruppen-Definition besitzt genau eine Elementgruppe.
Ein paar Beispiele:
• Ein neues Element wird eingefu¨gt.
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Kurzform: insert element ’isbn’ into /book/books
Langform: insert element ’isbn’ into
/book/books/typedefinition()/modelgroup()
• Ein neues Attribut wird eingefu¨gt.
Kurzform: insert attribute ’title’ into /book/books
Langform: insert attribute ’title’ into
/book/books/typedefinition()
4.3 Operationen
Bei der Entwicklung der Ausdru¨cke fu¨r die Anweisung der Schemaevolution,
ist die Syntax der aktuellen Entwicklung von XQuery Update [CR05] als
Vorbild mit eingeflossen.
[32] ExprSingle ::= FLWORExpr
| QuantifiedExpr
| TypeswitchExpr
| IfExpr
| OrExpr
| InsertExpr
| DeleteExpr
| SetExpr
| RenameExpr
| MoveExpr
Der Sprachvorschlag erweitert die Syntax von XQuery um die Ausdru¨cke
’Insert’, ’Delete’, ’Set’, ’Rename’ und ’Move’. Zu beachten ist, dass dies kei-
ne Erweiterung der sich noch in Entwicklung befindlichen Sprache, XQuery
Update ist. In den na¨chsten Abschnitten wird die Syntax und Semantik dar-
gestellt.
4.3.1 Insert
[153] InsertExpr ::= "insert" SourceExpr
(("as first" | "as last")? "into")
| "after" | "before") TargetExpr
[158] SourceExpr ::= ExprSingle
[159] TargetExpr ::= ExprSingle
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Mit Hilfe der Insert-Anweisung wird das Schema an einem bestimmten Kno-
ten um eine Komponente erweitert. Falls der Zielknoten eine Sequenz ist,
kann die genaue Position der neuen Komponente noch mit Hilfe von ’as first
into’ und ’as last into’ bestimmt werden. Ist der Zielknoten Bestandteil einer
Sequenz wird die Position mit ’after’ und ’before’ angegeben. Der Ausdruck
’into’ wird verwendet, um einen Knoten in eine Menge einzufu¨gen. Wird ’in-
to’ auf eine Sequenz angewendet, wird der neue Knoten gleichbedeutend wie
’as last into’ am Ende der Sequenz eingefu¨gt.
Anfangsknoten kann erweitert werden um
Schemawurzel Element, Attribut, Typdefinition,
Attributgruppen-, Elementgruppen-
Definition, Notation, Anmerkung
Typdefinition Elementgruppe, Attribut, Wildcard,
Notation, Anmerkung
Elementgruppe Element, Elementgruppen-Definition,
Element Identita¨tsbeschra¨nkungs-Definition,
Anmerkung
Attribut Anmerkung
Identita¨tsbeschra¨nkungs-Definition Anmerkung
Tabelle 4.2: U¨berblick der verschiedenen Knotentypen
Nicht jeder Knoten kann mit beliebigem Inhalt erweitert werden. Die
Tabelle 4.2 gibt einen U¨berblick, welche Anfangsknoten mit welchen Knoten
erweitert werden ko¨nnen. Eine detaillierte Beschreibung der Schemaknoten
wird im na¨chsten Abschnitt (4.4) gegeben.
Beispiele
• Die Typdefinition der Element-Deklaration book wird um die Attribut-
Deklaration isbn erweitert.
insert attribute ’isbn’ into /books/book
• Eine neue Element-Deklaration editor wird in der Sequenz von book
nach dem author eingefu¨gt.
insert element ’editor’ of type ’xs:string’ after /books/
book/author
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4.3.2 Delete
[154] DeleteExpr ::= "delete" TargetExpr
[159] TargetExpr ::= ExprSingle
Mit Hilfe der Delete-Anweisung werden alle durch den Zielausdruck selek-
tierten Knoten aus dem Schema entfernt.
Beispiele
• Das Attribut ’price’ wird aus der vom Element ’books’ referenzierten
Typdefinition entfernt.
delete fn:xsd("schema.xsd")/books/book/typedefinition()/
@price
oder in Kurzform
delete /books/book/@price
• Alle Anmerkungen der Element-Deklarationen werden aus dem Schema
entfernt.
delete //annotation()
• Alle nicht verwendeten globalen Typdefinitionen werden entfernt.
delete /typdefinition()[references()==0]
4.3.3 Set
[157] SetExpr ::= "set" PropertyExpr "of" TargetExpr
[161] PropertyExpr ::=
("use" "=" "optional"|"required"|"prohibited")
| ("default" "=" Literal)
| ("fixed" "=" Literal)
| ("scope" "=" "true"|"false")
| ("type" "=" QName)
| ("minoccurs" "=" NumericLiteral)
| ("maxoccurs" "=" NumericLiteral)
| ("nillable" "=" "true"|"false")
| ("abstract" "=" "true"|"false")
| ("selector" "=" PathExpr)
| ("field" "=" PathExpr)
| ("reference" "=" QName)
| ("mixed" "=" "true"|"false")
// Fassetten einfacher Typdefinitionen
| ("length" "=" nonNegativeInteger)
| ("minLength" "=" nonNegativeInteger)
| ("maxLength" "=" nonNegativeInteger)
| ("enumeration" "=" Teil aus dem Wertebereich des Basistyps)
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| ("whitespace" "=" "preserve" | "replace" | "collapse")
| ("pattern" "=" RegularExpression)
| ("minExclusive" "=" Wert aus dem Wertebereich des Basistyps)
| ("maxExclusive" "=" Wert aus dem Wertebereich des Basistyps)
| ("minInclusive" "=" Wert aus dem Wertebereich des Basistyps)
| ("maxInclusive" "=" Wert aus dem Wertebereich des Basistyps)
| ("totalDigits" "=" positiveInteger)
| ("fractionDigits" "=" nonNegativeInteger)
Mit Hilfe der Set-Anweisung werden die Eigenschaften eines Knotens ver-
a¨ndert. Die Menge der Eigenschaften ha¨ngt vom Typ des Knotens ab. Im
na¨chsten Abschnitt (4.4) Knotentypen und deren Eigenschaften detailliert
beschrieben.
Beispiele
• Vera¨ndert den Vorgabewert des Einkommens.
set default=’$3500’ of /employee/@income
• Macht die Angabe des Attributes religion optional.
set use=’optional’ of /employee/@religion
4.3.4 Rename
[155] RenameExpr ::= "rename" TargetExpr "as" NewNameExpr
[160] NewNameExpr ::= QName
[XML] QName ::= (Prefix ’:’)? LocalPart
Mit der Rename-Anweisung ko¨nnen Element-, Attribut-, Attributgruppen-
Definitions-, Elementgruppen-Definitions- und Typdefinitions-Knoten umbe-
nannt werden. Der neue Name besteht aus Namensraum und lokalen Be-
zeichner. Ist kein Namensraum angegeben, wird der Standardnamensraum
des Schemas verwendet.
Beispiel
• Die Attribut-Deklaration price wird zu Preis umbenannt.
rename /buecher/buch/@price as ’Preis’
4.4. EIGENSCHAFTEN DER SCHEMAKNOTEN 59
4.3.5 Move
[156] MoveExpr ::= "move" SourceExpr
(("as first" | "as last")? "into")
| "after" | "before") TargetExpr
Mit der Move-Anweisung werden Knoten innerhalb des Schemas verschoben.
Ziel- und Quellknoten mu¨ssen der Tablle 4.2 entsprechen.
Beispiel
• Macht den Publisher als Nachfolger des Editor.
move /books/book/publisher after /books/book/editor
4.4 Eigenschaften der Schemaknoten
In diesem Abschnitt werden die Eigenschaften der einzelnen Knotentypen
beschrieben.
4.4.1 Schemawurzel
Die Schemawurzel ist ein Container fu¨r die Schemakomponenten. Der Con-
tainer besteht aus einer Menge von Typdefinitionen, Attribut-Deklarationen,
Element-Deklarationen, Attributgruppen-Definitionen, Elementgruppen-De-
finitionen, Notations-Deklarationen und Anmerkungen.
Jede in der Schemawurzel definierte nicht abstrakte Element-Deklaration
kann als Wurzelelement der Instanz verwendet werden.
Eigenschaften
• Menge von Typdefinitionen
Eine Typdefinition wird mit Hilfe der Insert-Anweisung eingefu¨gt und
mit Delete wieder entfernt. Typdefinitionen der Schemawurzel werden
als globale Typdefinition bezeichnet. Weiterhin besitzen sie einen Na-
men und Namensraum, damit andere Komponenten darauf verweisen
ko¨nnen. Wird einer lokal definierten Typdefinition ein Name zugewie-
sen, wird sie in die Schemawurzel verschoben. Die Komponente, deren
Bestandteil die Typdefinition vorher war, verweist dann auf die globale
Typdefinition.
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Beispiel: rename /books/book/typedefinition() as
’typeOfBook’
• Menge von Attribut-Deklarationen
Neue Attribut-Deklarationen werden mit der Insert-Anweisung ein-
gefu¨gt und mit Delete wieder entfernt werden. Wird die Eigenschaft
’Scope’ einer existierenden Attribut-Deklaration auf ’true’ gesetzt, wird
sie in die Schemawurzeln verschoben. Wird die Eigenschaft ’Scope’
einer existierenden Attribut-Deklaration auf ’false’ gesetzt, wird sie
aus der Schemawurzel entfernt. Alle Komponenten, die diese Attribut-
Deklaration referenziert haben, werden mit einer lokalen Kopie erwei-
tert.
Beispiel: insert attribute ’id’ to /
• Menge von Element-Deklarationen
Neue Element-Deklarationen werden mit der Insert-Anweisung ein-
gefu¨gt und kann mit Delete wieder entfernt. Auch die Element-De-
klarationen besitzt die Eigenschaft ’Scope’ und verha¨lt sich wie eine
Attribut-Deklarationen beim A¨ndern dieser.
Beispiel: set scope=’true’ of /books/book
• Menge vonAttributgruppen- und Elementgruppen-Definitionen
Gruppen-Definitionen dienen der Zusammenfassung von Deklaration
und kommen nur in der Schemawurzel vor. Sie werden mit Hilfe der
Insert-Anweisung eingefu¨gt und mit Delete wieder entfernt.
Beispiel: insert attributegroup newGroup{/@attr1,/@attr2}
• Menge von Notations-Deklarationen und Anmerkungen
Notations-Deklarationen und Anmerkungen nehmen nicht an dem Va-
lidierungsprozess bei. Sie werden mit Hilfe der Insert-Anweisung ein-
gefu¨gt und mit Delete wieder entfernt.
Beispiel: delete /annotation()
4.4.2 Attribut-Knoten
Ein Attribut-Knoten besteht aus einer Attribut-Verwendung und Attribut-
Deklaration.
4.4. EIGENSCHAFTEN DER SCHEMAKNOTEN 61
Eigenschaften
• Namen und Namensraum - name = QName
Der Name und Namensraum wird mit der Rename-Anweisung gea¨ndert.
Beispiel: rename //book/@isbn as ’newnamespace:newname’
• Typdefinition - type = QName
Jede Attribut-Deklaration verweist auf eine einfache Typdefinition. Ist
keine Typdefinition angegeben, bekommt die Deklaration implizit den
Typ ’anySimpleType’ zugewiesen. Die Typdefinition wird mit der Set-
Anweisung gea¨ndert.
Beispiel: set type=’xs:string’ //book/@isbn
• Gu¨ltigkeitsbereich - scope = (’true’ | ’false’)
Der Gu¨ltigkeitsbereich (eng. scope) bestimmt, ob die Attribut-Dekla-
ration global oder lokal definiert ist. Mit Hilfe der Set-Anweisung kann
die Eigenschaft auf ’true’ (global) oder ’false’ (lokal) gesetzt werden.
Beispiel: set scope=’true’ of //book/@isbn
• Vorgabewert - (default | fixed) = String
Die Wertebereichsbeschra¨nkung kann ein Standardwert oder ein fixier-
ter Wert sein. Diese Eigenschaft wird mit Hilfe der Set-Anweisung
vera¨ndert.
Beispiel: set default=’$70.000’ of /employee/@income
• Verwendung - use = (’optional’ | ’required’ | ’prohibited’)
Die Attributverwendung (eng. use) ist entweder optional, zwingend
oder verboten. Diese Eigenschaft wird mit Hilfe der Set-Anweisung
vera¨ndert.
Beispiel: set use=’required’ of //book/@isbn
• Anmerkung - annotation = any
Anmerkungen enthalten Informationen u¨ber das Schema fu¨r den Be-
nutzer und der Anwendung. Sie nehmen keinen Einfluss auf den Validie-
rungsprozess. Die Anmerkung kann mit der Insert-Anweisung erweitert
werden und mit Delete entfernt werden.
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Beispiel: insert appinfo content=’some information’ to
/@isbn
Beispiel: delete /@isbn/annotation()
4.4.3 Element-Knoten
Ein Element-Knoten besteht aus einem Partikel und einer Element-Dekla-
ration. Das Partikel definiert das minimale und maximale Vorkommen und
verweist auf die Element-Deklaration.
Eigenschaften
• Namen und Namensraum - name = QName
Der Name und Namensraum wird mit der Rename-Anweisung gea¨ndert.
Beispiel: rename /book as ’Buch’
• Typdefinition - type = (QName | Typdefinition)
Jede Element-Deklaration verweist auf eine Typdefinition, die entwe-
der vom einfachen oder komplexen Typ ist. Handelt es sich um eine
globale Typdefinition, befindet sie sich in der Schemawurzel und wird
durch einen qualifizierten Namen referenziert. Ist es eine lokale Typ-
definition, ist sie Bestandteil der Element-Deklaration und kann von
keiner anderen Komponente verwendet werden.
Beispiel: set type=’typeOfBook’ of /book
• Gu¨ltigkeitsbereich - scope = (’true’ | ’false’)
Der Gu¨ltigkeitsbereich (eng. scope) bestimmt, ob die Element-Dekla-
ration global oder lokal definiert ist. Mit Hilfe der Set-Anweisung kann
die Eigenschaft auf ’true’ (global) oder ’false’ (lokal) gesetzt werden.
Beispiel: set scope=’true’ of //book/author
• Vorgabewert - (default | fixed) = string
Die Wertebereichsbeschra¨nkung kann ein Standardwert oder ein fixier-
ter Wert sein. Diese Eigenschaft wird mit Hilfe der Set-Anweisung
vera¨ndert.
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Beispiel: set fixed=’EURO’ of /book/price/currency
• Nullbarkeit - nillable = (’true’ | ’false’)
Eine Elementdeklaration, die zwingende Elemente beinhaltet, kann trotz-
dem gu¨ltig sein, wenn sie leer ist und die Eigenschaft ’nillable’ auf ’true’
gesetzt ist. Mit Hilfe der Set-Anweisung kann die Eigenschaft auf ’true’
oder ’false’ gesetzt werden.
Beispiel: set nillable=’true’ of //book/editor
• Abstrakt - abstract = (’true’ | ’false’)
Wird ein Element als abstrakt deklariert, darf es nur in Verbindung mit
einer Ersetzungsgruppe verwendet werden. Mit Hilfe der Set-Anweisung
kann die Eigenschaft auf ’true’ oder ’false’ gesetzt werden.
Beispiel: set abstract=’true’ of /abstract_element
• Minimales Vorkommen - minOccurs = NumericLiteral
Das Minimale Vorkommen gibt an, wie oft das Element in der Instanz
vorkommen muss. Es kann mit der Set-Anweisung gea¨ndert werden.
Beispiel: set minOccurs=0 of /books/book
• Maximales Vorkommen - maxOccurs = NumericLiteral
Das Maximale Vorkommen gibt an, wie oft das Element in der Instanz
vorkommen darf. Es kann mit der Set-Anweisung gea¨ndert werden.
Beispiel: set maxOccurs=’unbounded’ of /books/book
• Anmerkung - annotation = any
(gleich der Anmerkung eines Attribut-Knotens)
4.4.4 Elementgruppen-Knoten
Eine Elementgruppe ist entweder eine Sequenz, Auswahl oder eine Menge. Sie
kann Element-, Wildcard- und weitere Elementgruppen-Knoten aufnehmen.
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Eigenschaften
• Verbundtyp - compositor = (’sequence’ | ’choice’ | ’all’)
Der Verbundtyp der Elementgruppe gibt an, ob der Inhalt eine Liste,
Auswahl oder Menge ist. Gea¨ndert wird die Eigenschaft mit der Set-
Anweisung.
Beispiel: set compositor=’all’ of /hobbies/modelgroup()
• Liste oder Menge von Element-, Wildcard- und Elementgruppen-
Knoten
Der Inhalt der Elementgruppe kann mit der Insert-Anweisung mit
Element-, Wildcard- und Elementgruppen-Knoten erweitert werden.
Mit Delete werden Bestandteile wieder entfernt.
Beispiel: insert element ’swimming’ to /hobbies/modelgroup()
gleichbedeutend mit der Kurzform
insert element ’swimming’ to /hobbies
• Minimales Vorkommen - minOccurs = NumericLiteral
Das Minimale Vorkommen gibt an, wie oft die Elementgruppe in der
Instanz vorkommen muss. Es kann mit der Set-Anweisung gea¨ndert
werden.
• Maximales Vorkommen - maxOccurs = NumericLiteral
Das Maximale Vorkommen gibt an, wie oft die Elementgruppe in der
Instanz vorkommen kann. Es kann mit der Set-Anweisung gea¨ndert
werden.
• Anmerkung - annotation = any
(gleich der Anmerkung eines Attribut-Knotens)
4.4.5 Typdefinitions-Knoten
Ein Typdefintions-Knoten beinhaltet eine Typdefinition. Der Inhalt bestimmt,
ob sie vom Typ einfach oder komplex ist.
Eigenschaften
• Namen und Namensraum - name = QName
Der Name und Namensraum wird mit der Rename-Anweisung gea¨ndert.
Lokal definierte Typdefinitionen besitzen keinen Namen. Wenn einer
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lokal definierten Typdefinition ein Name zugewiesen, wird der Typde-
finitions-Knoten in die Schemawurzel verschoben. Der Knoten, deren
Bestandteil die Typdefinition vorher war, referenziert dann auf die glo-
bale Typdefinition.
Beispiel: rename /book/typedefinition() as ’typeOfBook’
• abstract = (’true’ | ’false’) - Abstrakt
Wird eine Typdefinition als abstrakt deklariert, darf sie nicht direkt,
sondern nur durch einen abgeleiteten Typen verwendet werden. Mit
Hilfe der Set-Anweisung kann die Eigenschaft auf ’true’ oder ’false’
gesetzt werden.
• Basistypdefinition - basetype
Der Basistyp in der Typhierarchie wird mit der Eigenschaft ’basetype’
definiert. A¨ndern la¨sst sich dies mit der Set-Anweisung. Der Basistyp
wird durch einen qualifizierten Namen (QName) angegeben.
• Abgeschlossenheit - finale = (’true’ | ’false’)
Wird eine Typdefinition als abgeschlossen definiert, kann sie nicht als
Basistyp einer anderen Typdefinition verwendet werden. Gea¨ndert wird
die Eigenschaft der Abgeschlossenheit mit der Set-Anweisung.
• Menge von Attribut-Knoten
Ein Attribut-Knoten besteht aus einer Attribut-Verwendung und einer
Attribut-Deklaration. Mit Hilfe der Insert-Anweisung werden Attribut-
Knoten eingefu¨gt und mit Delete wieder entfernt.
Beispiel: insert attribute ’isbn’ to /book/typedefinition()
ist gleichbedeutend mit der Kurzform
insert attribute ’isbn’ to /book
Beispiel: delete /book/typedefinition()/@isbn
ist gleichbedeutend mit der Kurzform
delete /book/@isbn
• Gemischter Inhalt - mixed = (’true’ | ’false’)
Ist die Basistypdefinition eine Komplexe Typdefinition, kann mit dieser
Option der Inhalt von Zeichenketten erlaubt oder verboten werden.
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• Einschra¨nkende Fassetten - facets
Einfache Typdefinitionen werden mit Hilfe der Fassetten length, min-
Length, maxLength, enumeration, whitespace, pattern, minExclusive,
maxExclusive,minInclusive,maxInclusive, totalDigits, fractionDigits ein-
geschra¨nkt. Fu¨r eine genaue Beschreibung der einzelnen Fassetten wird
auf [BM04] verwiesen.
• Abgeschlossenheit - final = (all | list | extension | restriction |
union)
Mit der Eigenschaft der Abgeschlossenheit werden die Mo¨glichkeiten
der Vererbung eingeschra¨nkt.
• Art - variety = (’atomic’ | ’list’ | ’union’)
Die Art der Bildung einfacher Typdefinitionen wird durch die Eigen-
schaft varierty bestimmt.
• Anmerkung - annotation = any
(gleich der Anmerkung eines Attribut-Knotens)
4.4.6 Identita¨tsbeschra¨nkungs-Definitions-Knoten
Mit Identita¨tsbeschra¨nkungs-Definitionen ko¨nnen Schlu¨ssel und Schlu¨ssel/
Fremdschlu¨sselbeziehungen auf Knotenmengen definiert werden.
Eigenschaften
• Namen und Namensraum - name = QName
Der Name und Namensraum wird der Rename-Anweisung gea¨ndert.
• Kategorie - category = (’key’ | ’keyref’ | ’unique’)
Eine Identita¨tsbeschra¨nkungs-Definition ist entweder ein zwingender
Schlu¨ssel, optionaler Schlu¨ssel oder Fremdschlu¨ssel. Das A¨ndern der
Schlu¨sseleigenschaft von zwingend auf optional und umgekehrt kann
mit der Set-Anweisung realisiert werden. Ein existierender Fremdschlu¨s-
sel kann nicht zu einem Schlu¨ssel umgewandelt werden.
Beispiel: set category=’unique’ of
/book/constraint::schluessel
• Selektor - selector = XPath
Der Selektor ist ein eingeschra¨nkter, relativer XPath-Ausdruck, der es
erlaubt, eine Menge von Knoten der Untermenge des Kontextknotens
4.4. EIGENSCHAFTEN DER SCHEMAKNOTEN 67
zu selektieren. Er stellt den Ausgangspunkt fu¨r die Felder dar. Mit Hilfe
der Set-Anweisung kann der Selektor gea¨ndert werden.
Beispiel: set selector=’./books’ of /book
• Liste von Feldern - field = XPath
Die Felder sind wie der Selektor eingeschra¨nkte, relative XPath-Aus-
dru¨cke. Die Kombination aus Selektor und die Liste der Felder stel-
len einen Schlu¨sselausdruck dar. Handelt es sich um einen zwingenden
Schlu¨ssel oder eine Schlu¨sselreferenz, mu¨ssen alle Felder in der Instanz
existieren. Ist es hingegen ein optionaler Schlu¨ssel, sind nicht alle Felder
zwingend. Es werden hier nur Instanzen beachtet, wo alle Felder exi-
stieren. Die Liste der Felder kann mit der Set-Anweinsung manipuliert
werden.
Beispiel: set field=’@isbn’ of /book
Beispiel: set field=’@title publisher’ of /book
• Referenz - reference = QName
Eine Fremdschlu¨sselreferenz verweist mit einem qualifizierten Namen
auf eine Schlu¨sseldefinition. Die Zuweisung kann mit der Set-Anweisung
gea¨ndert werden.
• Anmerkung - annotation = any
(gleich der Anmerkung eines Attribut-Knotens)
4.4.7 Wildcard- und Attribut-Wildcard-Knoten
Ein Wildcard-Knoten besteht aus einem Partikel und einer Wildcard. Wild-
cards ermo¨glichen das Einfu¨gen von fremdem Inhalt in die XML-Instanz.
Die Herkunft des fremden Inhalts kann auf bestimmte Namensra¨ume einge-
schra¨nkt werden. Weiterhin gibt es drei verschiedene Validierungsmodis.
Eigenschaften
• Liste von Namensra¨umen - namespacelist = (’##any’ | ’##other’
| Liste von ’##Namensraum’)
Der fremde Inhalt kann durch eine Liste aus Namensra¨umen einge-
schra¨nkt werden. Die Eigenschaft wird mit der Set-Anweisung gesetzt.
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Beispiel: set namespacelist=’##any’ of
/book/modelgroup()/wildcard()[1]
• Validierungsmodus - processContents = (’lax’ | ’skip’ | ’strict’)
Der Validierungsmodus bestimmt, ob der fremde Inhalt gar nicht, streng
oder nur wenn eine Typdefinition vorhanden ist, validiert wird. Die Ei-
genschaft wird mit der Set-Anweisung gesetzt.
Beispiel: set processContents=’skip’ of
/book/modelgroup()/wildcard()[1]
• Minimales Vorkommen - minOccurs = NumericLiteral
Das Minimale Vorkommen bestimmt, wie viele der fremden Element-
Knoten oder Attribut-Knoten in der Instanz vorkommen mu¨ssen. A¨n-
dern la¨sst sich dies mit der Set-Anweisung.
Beispiel: set minOccurs=0 of /book/modelgroup()/
wildcard()[1]
• Maximales Vorkommen - maxOccurs = NumericLiteral
Das Maximale Vorkommen bestimmt wie viele der fremden Element-
Knoten oder Attribut-Knoten in der Instanz vorkommen du¨rfen. A¨n-
dern la¨sst sich dies mit der Set-Anweisung.
Beispiel: set maxOccurs=’unbounded’ of
/book/modelgroup()/wildcard()[1]
• Anmerkung - annotation = any
(gleich der Anmerkung eines Attribut-Knotens)
4.4.8 Elementgruppen-Definitions-Knoten
Elementgruppen-Definitionen ermo¨glichen es, Element-, Elementgruppen- und
Wildcard-Knoten zu einer Einheit zusammenzufassen.
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Eigenschaften
• Namen und Namensraum - name = QName
Der Name und Namensraum wird mit der Rename-Anweisung gea¨ndert.
• Liste oder Menge von Elementgruppen- und Wildcard-Knoten
Elementgruppen- und Wildcard-Knoten ko¨nnen mit der Insert-Anwei-
sung eingefu¨gt und mit der Delete-Anweisung entfernt werden.
• Anmerkung - annotation = any
(gleich der Anmerkung eines Attribut-Knotens)
4.4.9 Attributgruppen-Definitions-Knoten
Attributgruppen-Definitionen ermo¨glichen es, Attribut- und Attribut-Wildcard-
Knoten zusammenzufassen.
Eigenschaften
• Namen und Namensraum - name = QName
Der Name und Namensraum wird mit der Rename-Anweisung gea¨ndert.
• Menge von Attribut- und Attribut-Wildcard-Knoten
Attribut- und Attribut-Wildcard-Knoten ko¨nnen mit der Insert-An-
weisung eingefu¨gt und mit der Delete-Anweisung entfernt werden.
• Anmerkung - annotation = any
(gleich der Anmerkung eines Attribut-Knotens)
4.4.10 Notation-Definitions-Knoten
Notationen dienen als Verarbeitungshinweise fu¨r Software, die XML-Daten
verarbeiten.
Eigenschaften
• Namen und Namensraum - name = QName
Der Name und Namensraum wird mit der Rename-Anweisung gea¨ndert.
Beispiel: rename /notation()[1] as ’win32’
• O¨ffentlicher Bezeichner - public = token
Der o¨ffentliche Bezeichner entha¨lt eine Typbezeichnung fu¨r die Instanz.
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Beispiel: set public=’image/jpeg’ of /notation()[1]
• Systembezeichner - system = anyURI
Der Systembezeichner verweist auf eine Anwendung, welche die Instanz
verarbeiten kann.
Beispiel: set system=’jpegview.exe’ of /notation()[1]
• Anmerkung - annotation = any
(gleich der Anmerkung eines Attribut-Knotens)
4.4.11 Anmerkungs-Knoten
Eine Anmerkung entha¨lt Informationen fu¨r die verarbeitende Anwendung
und fu¨r den Benutzer als Dokumentation. Mit der Insert-Anweisung kann ei-
ne neue Anmerkung hinzugefu¨gt und eine existierende erweitert werden. Das
Manipulieren existierender Bestandteile einer Anmerkung ist nicht vorgese-
hen. Es ist nur mo¨glich, eine komplette Anmerkung mit derDelete-Anweisung
zu entfernen.
Eigenschaften
• Menge von Informationen fu¨r die Anwendung - appinfo
– Quelle - source = anyURI
– Inhalt - content = any
• Menge von Dokumentationen fu¨r den Benutzer - documentation
– Quelle - source = anyURI
– Sprache - language = language
– Inhalt - content = any
Beispiel: insert documentation language="german"
content="Dieses Element..." into /@isbn
(Fu¨gt eine Dokumentation in die Attribut-Deklaration
"isbn" ein.)
Beispiel: delete /person/annotation()
(Entfernt die Anmerkung aus der Element-Deklaration
"person".)
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4.5 Konstruktoren
[81] FilterExpr ::= Literal | PrimaryExpr
[84] PrimaryExpr ::= Constructor
[85] Literal ::= NumericLiteral | StringLiteral
[94] Constructor ::= DirectConstructor
[95] DirectConstructor ::= DirElemDeclConstructor
| DirAttrDeclConstructor
| DirTypeConstructor
| DirModelGroupConstructor
| DirKeyConstructor
| DirKeyRefConstructor
| DirUniqueConstructor
| DirAnyConstructor
| DirAnyAttrConstructor
| DirElemGroupConstructor
| DirAttrGroupConstructor
| DirNotationConstructor
| DirAnnotationConstructor
Dieser Abschnitt definiert fu¨r jeden Knotentyp einen Konstruktor. Konstruk-
toren werden verwendet, um das Schema mit neuen Knoten zu erweitern.
4.5.1 Element-Knoten
[162] DirElemDeclConstructor = "element" ’"’NCName’"’
("of type" ’"’QName’"’)?
Der Element-Konstruktor erzeugt einen Element-Knoten, bestehend aus ei-
ner Element-Deklaration und einem Partikel. Die der Element-Deklaration
zugewiesene Typdefinition kann optional angegeben werden.
Der neue Knoten besitzt folgende Standardeigenschaft:
type = ’anyType’
scope = (abha¨ngig vom Zielknotens)
default = null
fixed = null
nillable = ’false’
abstract = ’false’
minOccurs = 0
maxOccurs = 1
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4.5.2 Attribut-Knoten
[163] DirAttrDeclConstructor = "attribute" ’"’NCName’"’
("of type" ’"’QName’"’)?
Der Attribut-Konstruktor erzeugt einen Attribut-Knoten, welcher sich aus
einer Attribut-Deklaration und einer Attribut-Verwendung zusammensetzt.
Eine Typdefiniton kann optional definiert werden.
Der neue Knoten besitzt folgende Standardeigenschaft:
type = ’anySimpleType’
scope = (abha¨ngig vom Zielknoten)
default = null
fixed = null
use = ’optional’
4.5.3 Typdefinitions-Knoten
[164] DirTypeConstructor = "typedefinition" (’"’NCName’"’)?
Der Konstruktor erzeugt eine leere Typdefinition, die keinen Inhalt erlaubt.
Der neue Knoten besitzt folgende Standardeigenschaft:
abstract = false
basetype = none
finale = false
mixed = false
contenttype = empty
facets = -
fundamentalfacets = -
variety = -
4.5.4 Elementgruppen-Knoten
[165] DirModelGroupConstructor = ("sequence"|"choice"|"all")
("{" (ElementDecalaration|Wildcard|ModelGroup)+"}")?
Der Konstruktor erzeugt eine Sequenz, Auswahl oder Menge. Optional kann
eine Liste von Element-, Wildcard- und Elementgruppen-Knoten als Inhalt
angegeben werden.
Der neue Knoten besitzt folgende Standardeigenschaft:
maxOccurs = 1
minOccurs = 1
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4.5.5 Identita¨tsbeschra¨nkungs-Definitions-Knoten
[166] DirKeyConstructor = "key" NCName "selector=" XPath
("field=" XPath)+
[167] DirKeyRefConstructor = "keyref" NCName "refer=" QName
"selector=" $XPath ("field=" $XPath)+
[168] DirUniqueConstructor = "unique" NCName "selector="
XPath ("field=" XPath)+
Der Konstruktor erzeugt einen Schlu¨ssel- oder Fremdschlu¨ssel-Knoten.
4.5.6 Wildcard-Knoten
[169] DirAnyConstructor = "any"
("processContents=" ("lax"|"skip"|"strict"))?
("namespace=")?
("maxOccurs=" nonNegativeInteger)?
("minOccurs=" nonNegativeInteger)?
Der Konstruktor erzeugt einen Wildcard-Knoten.
Der neue Knoten besitzt folgende Standardeigenschaft:
processContents = strict
namespace = ##any
maxOccurs = 1
minOccurs = 1
4.5.7 Attribut-Wildcard-Knoten
[170] DirAnyAttrConstructor = "anyAttribute"
("processContents=" ("lax"|"skip"|"strict"))?
("namespace=")?
Der Konstruktor erzeugt einen Attribut-Wildcard-Knoten.
Der neue Knoten besitzt folgende Standardeigenschaft:
processContents = strict
namespace = ##any
74 KAPITEL 4. SPRACHVORSCHLAG
4.5.8 Elementgruppen-Definitions-Knoten
[171] DirElemGroupConstructor = "elementgroup" NCName
("{" (ElementDecalaration|Wildcard|Elementgroup)+"}")?
Der Konstruktor erzeugt einen Elementgruppen-Knoten. Optional kann ei-
ne Liste von Element-, Wildcard- und Elementgruppen-Knoten als Inhalt
angegeben werden.
4.5.9 Attributgruppen-Definitions-Knoten
[172] DirAttrGroupConstructor = "attributegroup" NCName
("{" (AttributDeclaration|AttributWildcard)+"}")?
Der Konstruktor erzeugt einen Attributgruppen-Knoten. Optional kann ei-
ne Liste von Attribut- und Attribut-Wildcard-Knoten als Inhalt angegeben
werden.
4.5.10 Notations-Knoten
[173] DirNotationConstructor = "notation" NCName
"public=" NCName
"system=" anyURI}
Der Konstruktor erzeugt einen Notations-Knoten.
4.5.11 Anmerkungs-Knoten
[174] DirAnnotationConstructor = ("appinfo"|"documentation")
("source=" anyURI)?
("language=" language)?
("content=" any}?
Der Konstruktor erzeugt einen Anmerkungs-Knoten.
4.6 Funktionen
In diesem Abschnitt werden die Funktionen definiert. Sie werden beno¨tigt,
um bestimmte Informationen des Schemas zu erfragen.
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Allgemein
• "xsd:instance(" SourceExpr ")"
returns List of PathExpr
Die Funktion xsd:instance dient dazu anhand eines Schemaknotens
die Knoten im Instanzdokument aufzufinden. Dazu wird eine Liste
von XPath-Ausdru¨cken generiert, die alle mo¨glichen Instanz-Knoten
entha¨lt. Wird die Rekursion erlaubt, ist eine besondere Beachtung der
Implementierung no¨tig. Falls eine Rekursion im Schema auftritt, wu¨rde
das Resultat eine unendliche Menge von XPath-Ausdru¨cken sein.
Beispiel: insert attribute abc{’new value’} into /a/b/c;
XQuery-Update: declare function recursion(
$ref as PathExpr, $step as PathExpr) {
if ($ref) the {
do insert attribute abc{’new value’}
into $ref;
recursion($ref/$step);
}
}
recursion{/a/b/c,/b/c};
In dem Beispiel wird ein neues Attribut in die Element-Deklaration
c eingefu¨gt. In dem Schema gibt es eine Rekursion. Jedes Element c
besitzt ein optionales Element b und jedes Element b ein zwingendes
Element c.
Die generierte rekursive Funktion erweitert alle Instanz-Knoten mit
dem neuen Attribut.
• "xsd:name(" SourceExpr ")"
returns QName
Liefert den qualifizierten Namen eines Knotens.
• "xsd:scope(" SourceExpr ")"
returns "true" | "false"
Gibt den Gu¨ltigkeitsbereich des Knotens zuru¨ck. Entweder ’true’ fu¨r
global oder ’false’ fu¨r lokal.
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• "xsd:default(" SourceExpr ")"
returns Literal
Gibt den Defaultwert eines Knotens zuru¨ck.
• "xsd:fixed(" SourceExpr ")"
returns Literal
Gibt den definierten fixierten Wert eines Knotens zuru¨ck.
Attribut-Knoten
• "xsd:use(" SourceExpr ")"
returns "optional" | "required" | "prohibited"
Fu¨r Attribut-Knoten gibt es die Attributverwendung zuru¨ck.
Element-Knoten
• "xsd:minOccurs(" SourceExpr ")"
returns NumericLiteral
Gibt das Minimale Vorkommen eines Knotens zuru¨ck.
• "xsd:maxOccurs(" SourceExpr ")"
returns NumericLiteral
Gibt das Maximale Vorkommen eines Knotens zuru¨ck.
• "xsd:nillable(" SourceExpr ")"
returns "true" | "false"
Ist ’true’, falls der Zustand Null erlaubt ist und ’false’ wenn nicht.
• "xsd:abstract(" SourceExpr ")"
returns "true" | "false"
Ist ’true’ falls der Knoten eine abstrakte Komponente darstellt.
• "xsd:mixed(" SourceExpr ")"
returns "true" | "false"
Erlaubt der Element-Knoten gemischten Inhalt, gibt die Funktion ’true’
zuru¨ck.
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Identita¨tsbeschra¨nkungs-Definitions-Knoten
• "xsd:selector(" SourceExpr ")"
returns PathExpr
Gibt den durch einen XPath-Ausdruck selektieren Teilbaum zuru¨ck.
• "xsd:field(" SourceExpr ")"
returns List of PathExpr
Gibt eine Liste von XPath-Ausdru¨cken zuru¨ck.
• "xsd:reference(" SourceExpr ")"
returns QName
Liefert den qualifizierten Namen einer Schlu¨sseldefinition zuru¨ck.
Fassetten einfacher Typdefinitionen
• "xsd:length(" SourceExpr ")"
"xsd:minLength(" SourceExpr ")"
"xsd:maxLength(" SourceExpr ")"
returns NumericLiteral
Diese Funktionen liefern fu¨r einfache Typdefinitionen die Fassetten,
welche die La¨nge der Zeichenkette einschra¨nken, zuru¨ck.
• "xsd:enumeration(" SourceExpr ")"
Returns Expr
Wurde der Wertebereich auf bestimmte Werte beschra¨nkt, liefert diese
Funktion die Menge der erlaubten Werte.
• "xsd:whitespace(" SourceExpr ")"
returns "preserve" | "replace" | "collapse"
Mit dieser Funktion wird der Ablauf der Normalisierung besonderer
Zeichen (z.B. Leerzeichen) erfragt.
• "xsd:pattern(" SourceExpr ")"
returns RegularExpression
Diese Funktion liefert den regula¨ren Ausdruck zuru¨ck, mit dem der
Inhalt der Zeichenkette eingeschra¨nkt werden kann.
• "xsd:minExclusive(" SourceExpr ")"
"xsd:maxExclusive(" SourceExpr ")"
"xsd:minInclusive(" SourceExpr ")"
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"xsd:maxInclusive(" SourceExpr ")"
returns Literal
Diese Funktionen liefern die definierten Unter- und Obergrenzen zuru¨ck.
• "xsd:totalDigits(" SourceExpr ")"
returns NumericLiteral
Die erlaubten Dezimalstellen ko¨nnen mit dieser Funktion abgefragt
werden.
• "xsd:fractionDigits(" SourceExpr ")"
returns NumericLiteral
Diese Funktion liefert die Anzahl der erlaubten Nachkommastellen zuru¨ck.
Kapitel 5
Implementierungsdetails
Dieses Kapitel beschreibt die im Rahmen der Diplomarbeit entstandene Im-
plementierung. Es wird ein U¨berblick u¨ber Aufbau, Funktionsweise und dabei
aufgetretenen Probleme gegeben. Abschließend wird anhand eines konkreten
Beispiels der Ablauf dargestellt.
5.1 Aufgabe
Die Aufgabe ist es, einen Prototyp des Compilers zu entwickeln, der die im
vierten Kapitel definierte Sprache umsetzt. Aufgrund der durch die Einga-
be gegebenen Evolutionsschritte soll das neue Schema generiert werden. Das
Generieren der Updateanweisungen fu¨r die Instanzen ist nicht Teil der Auf-
gabenstellung, wird jedoch ansatzweise umgesetzt.
Beim Prototyping wird zwischen Experimentellem, Explorativem und
Evolutiona¨rem Prototyping unterschieden. Der hierbei entstandene Prototyp
entspricht dem Experimentellen und Explorativen Prototyping. Mit Hilfe des
Experimentellen Prototyping wird die Machbarkeit zur Realisierung gepru¨ft.
Gewonnene Erkenntnisse ko¨nnen anschließend in die Spezifikation einfließen.
Evolutiona¨res Prototyping bedeutet, dass die Funktionalita¨t schrittweise er-
weitert wird.
5.2 Verwendete Technologien
Der Prototyp wurde in der Programmiersprache Java implementiert, was
die Plattformunabha¨ngigkeit sicherstellt. Zur Entwicklung wurde die IDE1
Eclipse verwendet.
1Integrated Development Environment
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Zur Generierung des Parser fu¨r die Evolutionssprache wurde der frei
verfu¨gbare Parsergenerator JavaCC ausgewa¨hlt. JavaCC ist ein rein in Ja-
va entwickelter Top-Down Generator. Er erlaubt Java-Code direkt in die
Grammatik-Definition zu schreiben und bietet Erweiterungen zur automati-
schen Baumgenerierung.
Fu¨r die Verarbeitung der XML-Dokumente und Schemata wurde der
XML-Parser Apache Xerces ausgewa¨hlt. Xerces besitzt eine Implementie-
rung der XML-Schema API, die ein Vorschlag zur Abbildung des PSVI2 auf
eine Programmierschnittstelle ist. Die Abbildung wird mit Hilfe von IDL3,
einer von der Object Management Group entwickelten Sprache zur Definition
plattform- und programmiersprachenunabha¨ngiger Schnittstellen, beschrie-
ben. Dabei wird ein XML-Schema auf Basis des Schema-Datenmodells auf
einen Graphen abgebildet, woru¨ber dann mit Hilfe der Schnittstelle navigiert
und Informationen abgefragt werden ko¨nnen. Ein Vorteil von Xerces ist der
verfu¨gbare Quellcode, da es sich um ein Opensource Projekt handelt. Dies er-
laubt die Erweiterung der Implementierung, was in den na¨chsten Abschnitten
gezeigt wird.
Verwendung Produkt
Entwicklungsumgebung Sun JDK v1.5.0 07
IDE Eclipse v3.2.0
Parser Generator JavaCC v4.0
XML-Parser inkl. XML Schema API Apache Xerces v2.8.0 (CVS-Version)
XML-Datenbanksystem eXist v1.0
5.3 Architektur
Dieser Abschnitt beschreibt den Aufbau des Systems und die Funktionsweise
der verschiedenen Module.
Die Abbildung 5.1 gibt einen groben U¨berblick u¨ber die Funktionsweise
des Evolutions-Prozessor und der Module.
Evolutions-Prozessor Der Evolutions-Prozessor umfasst alle Module und
stellt den Prototypen dar. Als Eingabe beno¨tigt der Prozessor eine Schema-
evolutions-Anweisung und die Angabe eines XML-Schemas. Die Ausgabe ist
ein neu generiertes Schema oder eine Menge von Fehlermeldungen. Diese
2Post Schema Validation Infoset
3Interface Definition Language
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Abbildung 5.1: U¨berblick der Implementation
Fehler ko¨nnen vom Schema-Parsermodul, dem Compiler oder durch Inte-
grita¨tsverletzungen bei der Schemaa¨nderung hervorgerufen werden. Weiter-
hin leitet der Prozessor eine generierte XQuery-Update-Anweisung an eine
externe Datenbank, in diesem Fall eXist, weiter.
Evolutionsmodul Das Evolutionsmodul unterteilt sich in drei Abschnit-
te. Der Compiler parst die durch den Benutzer eingegebene Evolutionsan-
weisung. Wa¨hrend des Parsens werden die Pfadausdru¨cke ausgewertet und
die gewu¨nschten Schemaknoten selektiert. Zur Navigation und Selektion wird
die Schnittstelle des Schema-Parsermodules verwendet. Sind die Knotenmen-
gen selektiert und die Evolutionsanweisung erkannt, beginnt der Abschnitt
Schemaupdate. Anhand der Anweisung und der Knotenmenge werden die
erweiterten Funktionen zur A¨nderung des Schemas des Parsermoduls aufge-
rufen. Das Parsermodul u¨bernimmt dabei die Pru¨fung der Integrita¨tsbedin-
gungen. War die Schemaa¨nderung erfolgreich, beginnt der dritte Schritt die
Evolution. Dabei werden anhand der bisher gesammelten Informationen und
zusa¨tzliche Schemainformationen die XQuery-Updateanweisung generiert.
Schema-Parsermodul Der Kern des Schema-Parsermoduls ist der Xerces
XML-Parser. Dank des frei verfu¨gbaren Quellcodes ist es mo¨glich, den Parser
um beno¨tigte Funktionen zu erweitern. Nachdem ein Schema geparst wurde,
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existiert eine Abbildung im Speicher. Es gibt fu¨r jeden Typ der Schema-
komponenten eine Klasse, die Funktion zum Navigieren und Abfragen von
Informationen bereitstellt. Die XML-Schema API wurde entworfen, um Sche-
mainformationen abzufragen, jedoch nicht zu vera¨ndern. Daher wurde der
Quellcode soweit vera¨ndert, dass das A¨ndern der Objekte, welche die Sche-
mainformationen enthalten, im Speicher mo¨glich ist. Gleichzeitig wurden die
Integrationsbedingungen implementiert.
Wenn die Schemaa¨nderung erfolgreich ausgefu¨hrt wurde, wird das Sche-
ma wieder in der Datenbank im XML-Format gespeichert. Dazu wurde je-
des Schemaobjekt um eine Funktion erweitert, welche die Objektinformation
serialisiert und in einem XML-Fragment weitergibt. Wird das Objekt der
Schemawurzel serialisiert, impliziert das rekursiv die Erzeugung des gesam-
ten Schemas.
Durch das Erweitern der Klassen ist es nicht no¨tig, die Schemaa¨nderungen
an der XML-Instanz durchzufu¨hren. Gleichzeitig ko¨nnen die Integrationsbe-
dingungen dort implementiert werden, wo sie u¨berpru¨ft werden mu¨ssen. Die
XML-Instanzen ko¨nnen validiert werden, ohne das Schema vorher neu parsen
zu mu¨ssen.
5.4 Beispiel
Dieser Abschnitt zeigt den Ablauf des Programms und der Schemaevolution
anhand eines Beispiels.
Szenario
Das Beispiel ist eine einfache Literatur-Datenbank. Das Schema besteht aus
einem Wurzelelement mit dem Bezeichner ROOT. Das Wurzelelement selbst
besitzt das optionale Element Buecher, welches beliebig viele Unterelemente
mit dem Namen Buch besitzen kann. Zu jedem Buch-Element kann optional
ein Verlag angegeben werden. Das komplette Schema ist in Abbildung 5.2
dargestellt. Die Instanz, ersichtlich in Abbildung 5.3, beinhaltet drei Bu¨cher
von zwei unterschiedlichen Verlagen.
Schemaevolution
Das Beispiel zeigt, dass zwei Bu¨cher den gleichen Verlag besitzen. Um Redun-
danz zu vermeiden, sollen alle Verlage ausgelagert werden und die Beziehung
zwischen Buch und Verlag mit Hilfe eines Schlu¨ssel/Fremdschlu¨sselpaares
dargestellt werden.
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<?xml version="1.0" encoding="UTF-8"?>
<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema" elementFormDefault="qualified"
attributeFormDefault="unqualified">
<xs:element name="ROOT">
<xs:complexType>
<xs:sequence>
<xs:element name="Buecher" minOccurs="0">
<xs:complexType>
<xs:sequence>
<xs:element name="Buch" minOccurs="0" maxOccurs="unbound">
<xs:complexType>
<xs:sequence>
<xs:element name="Verlag" minOccurs="0">
<xs:complexType>
<xs:sequence>
<xs:element name="Name" type="xs:string"/>
<xs:element name="Adresse"/>
</xs:sequence>
</xs:complexType>
</xs:element>
</xs:sequence>
<xs:attribute name="Titel"/>
</xs:complexType>
</xs:element>
</xs:sequence>
</xs:complexType>
</xs:element>
</xs:sequence>
</xs:complexType>
</xs:element>
</xs:schema>
Abbildung 5.2: XML-Schema vor der Schemaevolution
<ROOT>
<Buecher>
<Buch Titel="Inside XML">
<Verlag>
<Name>Addison-Wesley</Name>
<Adresse>Anschrift2</Adresse>
</Verlag>
</Buch>
<Buch Titel="DB2">
<Verlag>
<Name>mitp</Name>
<Adresse>Anschrift1</Adresse>
</Verlag>
</Buch>
<Buch Titel="SQL In A Nutshell">
<Verlag>
<Name>Addison-Wesley</Name>
<Adresse>Anschrift2</Adresse>
</Verlag>
</Buch>
</Buecher>
</ROOT>
Abbildung 5.3: XML-Instanz vor der Schemaevolution
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Ablauf
• Als erstes bekommt das ROOT -Element ein neues Unterelement mit
dem Namen Verlage.
insert element Verlage into /ROOT;
• Als na¨chstes werden alle Verlage der Bu¨chern in das neue Element
Verlage kopiert. Da hierbei eine im Schema existierende Element-De-
klaration, welche auch Instanzen besitzt, selektiert wird, werden auch
die bestehenden Instanzen kopiert.
insert //Verlag into //Verlage;
• Da jetzt mehr als eine Instanz vom Element Verlag erlaubt ist, wird
die Anzahl der maximalen Vorkommen erho¨ht.
set maxOccurs=’unbound’ of /ROOT/Verlage/Verlag;
• Da der Name ein eindeutiges Kriterium fu¨r einen Verlag ist, wird die-
ser der neue Prima¨rschu¨ssel. Beim Setzen des Schlu¨ssels werden alle
Duplikate der Instanzen entfernt.
insert unique VerlagKey selector=Verlag field=Name
into //Verlage;
• Als na¨chstes wird der Fremdschlu¨ssel definiert.
insert keyref VerlagKeyRef refer=VerlagKey
selector=Verlag field=Name into //Verlage;
• Zum Schluss werden noch alle u¨berflu¨ssigen Nicht-Schlu¨sselelemente
aus den Bu¨chern entfernt.
delete //Buch/Verlag/Adresse;
Das vera¨nderte Schema und die zugeho¨rige Instanz ist in den Abbildungen
5.4 und 5.5 dargestellt.
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<?xml version="1.0" encoding="UTF-8"?>
<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema" elementFormDefault="qualified"
attributeFormDefault="unqualified">
<xs:element name="ROOT">
<xs:complexType>
<xs:sequence>
<xs:element name="Buecher" minOccurs="0">
<xs:complexType>
<xs:sequence>
<xs:element name="Buch" minOccurs="0" maxOccurs="unbound">
<xs:complexType>
<xs:sequence>
<xs:element name="Verlag" minOccurs="0">
<xs:complexType>
<xs:sequence>
<xs:element name="Name" type="xs:string"/>
</xs:sequence>
</xs:complexType>
</xs:element>
</xs:sequence>
<xs:attribute name="Titel"/>
</xs:complexType>
</xs:element>
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="Verlage" minOccurs="0">
<xs:complexType>
<xs:sequence>
<xs:element name="Verlag" minOccurs="0" maxOccurs="unbound">
<xs:complexType>
<xs:sequence>
<xs:element name="Name" type="xs:string"/>
<xs:element name="Adresse"/>
</xs:sequence>
</xs:complexType>
</xs:element>
</xs:sequence>
</xs:complexType>
<xs:unique name="VerlagKey">
<xs:selector xpath="./Verlag"/>
<xs:field xpath="./Name"/>
</xs:unique>
<xs:keyref name="VerlagKeyRef" refer="VerlagKey">
<xs:selector xpath="./Verlag"/>
<xs:field xpath="./Name"/>
</xs:keyref>
</xs:element>
</xs:sequence>
</xs:complexType>
</xs:element>
</xs:schema>
Abbildung 5.4: XML-Schema nach der Schemaevolution
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<ROOT>
<Buecher>
<Buch Titel="Inside XML">
<Verlag>
<Name>Addison-Wesley</Name>
</Verlag>
</Buch>
<Buch Titel="DB2">
<Verlag>
<Name>mitp</Name>
</Verlag>
</Buch>
<Buch Titel="SQL In A Nutshell">
<Verlag>
<Name>Addison-Wesley</Name>
</Verlag>
</Buch>
</Buecher>
<Verlage>
<Verlag>
<Name>Addison-Wesley</Name>
<Adresse>Anschrift2</Adresse>
</Verlag>
<Verlag>
<Name>mitp</Name>
<Adresse>Anschrift1</Adresse>
</Verlag>
</Verlage>
</ROOT>
Abbildung 5.5: XML-Instanz nach der Schemaevolution
5.5 Ergebnisse
Das Ergebnis ist eine prototypische Implementierung, in der die Kernfunk-
tionen der Sprachdefinition umgesetzt wurden. Ein Teil der XQuery-Update-
Generierung wurde auch umgesetzt.
Wa¨hrend der Entwicklung sind verschiedene Prototypen entstanden. Da-
bei flossen Ergebnisse der Prototypen auch immer wieder zuru¨ck in die Sprach-
definition. Ein Beispiel ist z.B. das Problem, dass die Rekursion in einem
XML-Schema nicht mit einem XPath-Ausdruck dargestellt werden kann.
Der Prototyp besteht aus einzelnen Modulen, die jeweils austauschbar
und erweiterbar sind. Wird z.B. gefordert XSLT- statt XQuery- Anweisungen
zu generieren, muss nur das zusta¨ndige Modul ausgetauscht werden.
Kapitel 6
Verwandte Arbeiten
Dieses Kapitel gibt einen U¨berblick der Arbeiten, die mit dem in dieser Di-
plomarbeit behandelten Themen verwandt sind. Dazu geho¨ren Schemaspra-
chen, die im XML-Umfeld entstanden sind. Andere Arbeiten mit Vorschla¨gen
zum Erweitern existierender Anfragesprachen. Der Prozess der Schemaevo-
lution und die Umsetzung existierender Systeme.
Schemasprachen
Die Struktur eines XML-Dokumentes wird durch das Markup1 vorgegeben.
Wozu braucht man u¨berhaupt Schemasprachen? Sie dienen der Einschra¨nkung
der erlaubten Struktur und der U¨berpru¨fung der Inhalte gegenu¨ber vorgege-
benen Datentypen. Im XML-Umfeld gibt es eine Reihe von Vorschla¨gen fu¨r
Schemasprachen.
DTD und XML-Schema [TBMM04] sind Entwicklungen vom W3C. DTD
ist ein Erbe der Sprache SGML [Gol96] und Bestandteil der Syntaxdefinition
von XML [BPSM+04]. Im Vergleich zu DTD unterscheidet sich XML-Schema
vor allem durch die in XML gehaltene Syntax, dem erweiterten Typsystem,
der Trennung von Typ- und Elementdeklaration und der Mo¨glichkeit von
Vererbungen.
Relax NG [CM01] und Schematron [SCH04] sind Schemasprachen, die
nicht vomW3C entwickelt wurden. Relax NG bietet gegenu¨ber XML-Schema
Features, wie z.B. die Struktur vom Inhalt der Daten abha¨ngig zu machen.
Schematron kann als Erweiterung existierender Schemasprachen verwendet
werden. Ein Schema in Schematron besteht aus einer Menge von Behauptun-
gen (engl. Asserts), die mit Hilfe von XPath-Ausdru¨cken definiert werden.
Die Arbeit [BL01] von Bonifati gibt einen Vergleich existierender XML
Schema- and Anfragesprachen.
1der Auszeichnung
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Spracherweiterungen
XPath [BBC+05], XQuery [BCF+05] und XSLT [Cla99] sind Entwicklungen
vom W3C. Davon ist XPath eine Sprache zur Achsennavigation und Basis
weiterer W3C Entwicklungen, wie XQuery und XSLT. XQuery ist eine XML-
Anfragesprache mit SQL-a¨hnlichen Konstrukten. In der ersten Version von
XQuery wird keine Updatefunktionalita¨t enthalten sein. Arbeiten, wie z.B.
die von Tatarinov [TIHW01], Lehti [Leh01] und Ha¨nsel [Ha¨n02], erweitern
den existierenden Sprachvorschlag XQuery um Updatefunktionalita¨t.
Schemaevolution - A¨nderung des Schemas
In den Arbeiten von Zeitz [Zei01] und von Su [SKR02] wird untersucht, wel-
che Auswirkungen Umformungen der DTD auf die XML-Dokumente haben
und wie diese angepasst werden ko¨nnen. Dabei beschreibt Zeitz wie mittels
XSLT die der DTD zugeho¨rigen XML-Dokumente angepasst werden ko¨nnen.
In der Arbeit von Su wird ein Framework vorgestellt, welches eine Menge von
Stammfunktionen zur A¨nderung der DTD besitzt. Die XML-Dokumente wer-
den in eine Objektdatenbank abgelegt. Die DTD wird weiterhin in ein fu¨r
die Datenbank versta¨ndliches OO-Schema umgewandelt.
Schemaevolution - A¨nderung der Instanzen
In der Arbeit von Klettke, Meyer und Ha¨nsel [KMH05] wird untersucht, wel-
che Auswirkungen ein XML Update auf das durch eine DTD gegebenes XML
Schema hat. Updates auf XML-Dokumente ko¨nnen die Struktur vera¨ndern
und somit das Dokument ungu¨ltig gegenu¨ber dem gegebenen Schema ma-
chen. Es werden verschiedene Wege zur Lo¨sung dieses Problems geschildert.
Eine Mo¨glichkeit, die in der Arbeit detailliert beschrieben wird, ist es die
DTD nach einem XML Update anzupassen.
In meiner Studienarbeit [Wil06] wird untersucht, welche XML-Update-
operationen das Schema eines gegebenen XML-Dokumentes ungu¨ltig ma-
chen. Fu¨r diese Fa¨lle werden mo¨gliche Schemaevolutionschritte generiert,
welche die Gu¨ltigkeit des Schemas erhalten und damit das Update realisier-
bar machen. Eine prototypische Implementierung zeigt dabei die Mo¨glichkeit
einer Umsetzung.
Systeme
Softwarefirmen, wie IBM, Microsoft oder Oracle, erweitern ihre Datenbank-
systeme um XML Support. Dabei gibt es die Mo¨glichkeiten, XML auf re-
lationale Tabellen abzubilden oder sie in einem nativen Format abzuspei-
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chern. SQL/XML und XQuery sind die Anfragesprachen, die sich als Stan-
dard durchgesetzt haben.
Wie sieht es aus mit der Unterstu¨tzung von XML Schema und Schema
Evolution?
Die Arbeit [BOSdL05] beschreibt, auf welche Weise das von IBM ent-
wickelte Datenbanksystem DB2 die Schemaevolution unterstu¨tzt. Um eine
Versionisierung von XML Schemata zu ermo¨glichen, werden XML-Dokumen-
te und Schemata unabha¨ngig voneinander verwaltet. Auf statische Typu¨ber-
pru¨fung und die Unterstu¨tzung des Imports von Schemata in einem XML-
Dokument wird verzichtet. Die XML-Dokumente werden in einer Spalte einer
Tabelle mit dem Datentyp XML abgelegt. Die Registrierung der Schemata
erfolgt in einem Schemarepository. Jeder XML-Instanz kann nun ein beliebi-
ges XML-Schema aus dem Repository zugewiesen werden, ohne die Instanz
dabei zu vera¨ndern.
Weiterhin wird ein Protokoll vorgestellt, welches das System auf eine neue
Version eines Schemas hinweist. Die neuen Dokumente bekommen automa-
tisch das neue Schema zugewiesen. Fu¨r die bereits existierenden Dokumente
wird gezeigt, dass bei abwa¨rtskompatiblen Schemata die Zuweisungen auto-
matisch vorgenommen werden ko¨nnen. Wenn keine automatische Anpassung
mo¨glich ist, bleibt die Zuordnung der a¨lteren Schemata erhalten. Weiterhin
wird gezeigt, wie die Schemaa¨nderungen auch Auswirkungen auf die Anfra-
gen haben ko¨nnen, selbst wenn das Schema abwa¨rtskompatibel ist.
Somit bleibt die Aufgabe der Schemaevolution bei dem Anwender. Die
Mo¨glichkeit, gleichzeitig verschiedene Schemata zu verwenden, bringt vor al-
lem bei der Verarbeitung von Anfragen und A¨nderungen einen deutlichen
Mehraufwand. Unter Umsta¨nden mu¨ssen verschiedene Indizes fu¨r die ver-
schiedenen Schemata erstellt werden.
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Kapitel 7
Schlussbetrachtung
Dieses Abschließende Kapitel gibt eine Zusammenfassung der Arbeit, wobei
Schwerpunkte, Neuansa¨tze aber auch Schwa¨chen des vorgestellten Ansatzes
zusammengetragen werden. Darauf folgt ein Ausblick auf noch zu leistende
Arbeit.
7.1 Zusammenfassung
Mit dieser Arbeit wurde ein Vorschlag fu¨r eine Evolutionssprache fu¨r das Da-
tenmodell von XML-Schema[FW04] vorgestellt. Der Sprachvorschlag stellt
eine Erweiterung existierender Technologien aus dem XML-Umfeld dar. Die
vielseitig verwendete Navigationssprache XPath wurde um das Dantemodell
von XML-Schema erweitert. Bei der Entwicklung der Operationen nahm die
noch in Entwicklung befindlichen Spracherweiterung XQuery Update Ein-
fluss. Der Sprachvorschlag kann entweder komplett in XQuery integriert
werden oder eigensta¨ndig sein. Durch die Integration in XQuery steht eine
turing-vollsta¨ndig Anfragesprache bereit.
Evolution bedeutet bei einer Schemaa¨nderung auch die zugeho¨rigen In-
stanzen anzupassen. Im dritten Kapitel wurde eine Klassifizierung mo¨glicher
Schemaa¨nderungen erstellt. Fu¨r jede dieser A¨nderungen wurde gezeigt, wel-
che Auswirkungen sie auf das Schema und der zugeho¨rigen Instanzen haben.
Es wurde gezeigt wie XQuery-Updateanweisungen generiert werden ko¨nnen,
um die Instanzen dem neuen Schema anzupassen.
Wa¨hrend der Arbeit ist eine prototypische Implementierung der Sprache
entstanden. Mit Hilfe der Implementierung wurde die Machbarkeit gepru¨ft
und wertvolle Erkenntnisse wurden gewonnen.
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7.2 Ausblick und weitere Ideen
In diesem letzten Abschnitt folgt noch ein Ausblick auf absehbare und Rich-
tungsgebende Arbeiten.
Die Ausfu¨hrungszeit und Speicherbedarf von Anfragen und Updateope-
rationen ist fu¨r gro¨ßere Datenbanken von entscheidender Bedeutung. Bei
der Schemaevolution werden meist Struktura¨nderungen vorgenommen, die
nicht wa¨hrend des normalen Betriebes der Datenbank durchgefu¨hrt werden
ko¨nnen. Daher sollte Teil einer Arbeit die Aufwandsabscha¨tzung der ein-
zelnen Operationen sein. Auf der Aufwandsabscha¨tzung folgt die Untersu-
chung von Optimierungsmo¨glichkeiten der Evolutionsanweisungen selbst
und der Umsetzung der Anweisungen.
Eine ho¨here Ausfu¨hrungszeit wird auch durch die gleichzeitige Ausfu¨hrung
von Anweisungen erreicht. Das Konzept der Transaktionen und Serialisier-
barkeit ko¨nnte Teil einer Arbeit sein. Dazu geho¨rt auch das Entwickeln von
geeigneten Speerprotokollen.
Der Sprachumfang entha¨lt keine komplexen Operationen, die aus einer
Menge von atomaren Operationen zusammengesetzt wurden. Teil einer Ar-
beit ko¨nnte es sein den Sprachumfang um sinnvolle komplexe Operationen
zu erweitern. XQuery erlaubt das Definieren von Funktionen und kann somit
zum Erstellen der Operationen verwendet werden.
Die Struktur der Daten ist der Mittelpunkt der Softwareentwicklung.
Wird die Struktur eines Schemas gea¨ndert, hat dies nicht nur Auswirkun-
gen auf die Instanzen. Teil einer Arbeit sollte es sein die Auswirkung der
Schemaevolution auf der Anwendungsebene zu untersuchen.
Anhang A
Notation der graphischen
Symbole
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Anhang B
Grammatik
Dieser Abschnitt entha¨lt die ENBF1 der Spracherweiterung. Die Grundlage
der Grammatik stammt aus der XQuery Definition [BCF+05]. Alle mit einem
’*’ gekennzeichneten Regeln wurden erweitert und mit einem ’+’ sind neu
hinzugekommen.
B.1 XQuery mit Erweiterung
[1] Module ::= VersionDecl? (LibraryModule | MainModule)
[2] VersionDecl ::= "xquery" "version" StringLiteral ("encoding" StringLiteral)? Separator
[3] MainModule ::= Prolog QueryBody
[4] LibraryModule ::= ModuleDecl Prolog
[5] ModuleDecl ::= "module" "namespace" NCName "=" URILiteral Separator
[6] Prolog ::= ((DefaultNamespaceDecl | Setter | NamespaceDecl | Import) Separator)*
((VarDecl | FunctionDecl | OptionDecl) Separator)*
[7] Setter ::= BoundarySpaceDecl | DefaultCollationDecl | BaseURIDecl | ConstructionDecl | OrderingModeDecl |
EmptyOrderDecl | CopyNamespacesDecl
[8] Import ::= SchemaImport | ModuleImport
[9] Separator ::= ";"
[10] NamespaceDecl ::= "declare" "namespace" NCName "=" URILiteral
[11] BoundarySpaceDecl ::= "declare" "boundary-space" ("preserve" | "strip")
[12] DefaultNamespaceDecl ::= "declare" "default" ("element" | "function") "namespace" URILiteral
[13] OptionDecl ::= "declare" "option" QName StringLiteral
[14] OrderingModeDecl ::= "declare" "ordering" ("ordered" | "unordered")
[15] EmptyOrderDecl ::= "declare" "default" "order" "empty" ("greatest" | "least")
[16] CopyNamespacesDecl ::= "declare" "copy-namespaces" PreserveMode "," InheritMode
[17] PreserveMode ::= "preserve" | "no-preserve"
[18] InheritMode ::= "inherit" | "no-inherit"
[19] DefaultCollationDecl ::= "declare" "default" "collation" URILiteral
[20] BaseURIDecl ::= "declare" "base-uri" URILiteral
[21] SchemaImport ::= "import" "schema" SchemaPrefix? URILiteral ("at" URILiteral ("," URILiteral)*)?
[22] SchemaPrefix ::= ("namespace" NCName "=") | ("default" "element" "namespace")
[23] ModuleImport ::= "import" "module" ("namespace" NCName "=")? URILiteral ("at" URILiteral ("," URILiteral)*)?
[24] VarDecl ::= "declare" "variable" "$" QName TypeDeclaration? ((":=" ExprSingle) | "external")
[25] ConstructionDecl ::= "declare" "construction" ("strip" | "preserve")
[26] FunctionDecl ::= "declare" "function" QName "(" ParamList? ")" ("as" SequenceType)? (EnclosedExpr | "external")
[27] ParamList ::= Param ("," Param)*
[28] Param ::= "$" QName TypeDeclaration?
[29] EnclosedExpr ::= "{" Expr "}"
[30] QueryBody ::= Expr
[31] Expr ::= ExprSingle ("," ExprSingle)*
[32]* ExprSingle ::= FLWORExpr | QuantifiedExpr | TypeswitchExpr | IfExpr | OrExpr |
InsertExpr | DeleteExpr | SetExpr | RenameExpr | MoveExpr
[33] FLWORExpr ::= (ForClause | LetClause)+ WhereClause? OrderByClause? "return" ExprSingle
[34] ForClause ::= "for" "$" VarName TypeDeclaration? PositionalVar? "in" ExprSingle
("," "$" VarName TypeDeclaration? PositionalVar? "in" ExprSingle)*
[35] PositionalVar ::= "at" "$" VarName
1Erweiterte Backus-Naur-Form
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[36] LetClause ::= "let" "$" VarName TypeDeclaration? ":=" ExprSingle
("," "$" VarName TypeDeclaration? ":=" ExprSingle)*
[37] WhereClause ::= "where" ExprSingle
[38] OrderByClause ::= (("order" "by") | ("stable" "order" "by")) OrderSpecList
[39] OrderSpecList ::= OrderSpec ("," OrderSpec)*
[40] OrderSpec ::= ExprSingle OrderModifier
[41] OrderModifier ::= ("ascending" | "descending")? ("empty" ("greatest" | "least"))? ("collation" URILiteral)?
[42] QuantifiedExpr ::= ("some" | "every") "$" VarName TypeDeclaration? "in" ExprSingle
("," "$" VarName TypeDeclaration? "in" ExprSingle)* "satisfies" ExprSingle
[43] TypeswitchExpr ::= "typeswitch" "(" Expr ")" CaseClause+ "default" ("$" VarName)? "return" ExprSingle
[44] CaseClause ::= "case" ("$" VarName "as")? SequenceType "return" ExprSingle
[45] IfExpr ::= "if" "(" Expr ")" "then" ExprSingle "else" ExprSingle
[46] OrExpr ::= AndExpr ( "or" AndExpr )*
[47] AndExpr ::= ComparisonExpr ( "and" ComparisonExpr )*
[48] ComparisonExpr ::= RangeExpr ( (ValueComp | GeneralComp | NodeComp) RangeExpr )?
[49] RangeExpr ::= AdditiveExpr ( "to" AdditiveExpr )?
[50] AdditiveExpr ::= MultiplicativeExpr ( ("+" | "-") MultiplicativeExpr )*
[51] MultiplicativeExpr ::= UnionExpr ( ("*" | "div" | "idiv" | "mod") UnionExpr )*
[52] UnionExpr ::= IntersectExceptExpr ( ("union" | "|") IntersectExceptExpr )*
[53] IntersectExceptExpr ::= InstanceofExpr ( ("intersect" | "except") InstanceofExpr )*
[54] InstanceofExpr ::= TreatExpr ( "instance" "of" SequenceType )?
[55] TreatExpr ::= CastableExpr ( "treat" "as" SequenceType )?
[56] CastableExpr ::= CastExpr ( "castable" "as" SingleType )?
[57] CastExpr ::= UnaryExpr ( "cast" "as" SingleType )?
[58] UnaryExpr ::= ("-" | "+")* ValueExpr
[59] ValueExpr ::= ValidateExpr | PathExpr | ExtensionExpr
[60] GeneralComp ::= "=" | "!=" | "<" | "<=" | ">" | ">="
[61] ValueComp ::= "eq" | "ne" | "lt" | "le" | "gt" | "ge"
[62] NodeComp ::= "is" | "<<" | ">>"
[63] ValidateExpr ::= "validate" ValidationMode? "{" Expr "}"
[64] ValidationMode ::= "lax" | "strict"
[65] ExtensionExpr ::= Pragma+ "{" Expr? "}"
[66] Pragma ::= "(#" S? QName PragmaContents "#)"
[67] PragmaContents ::= (Char* - (Char* ’#)’ Char*))
[68] PathExpr ::= ("/" RelativePathExpr?) | ("//" RelativePathExpr) | RelativePathExpr
[69] RelativePathExpr ::= StepExpr (("/" | "//") StepExpr)*
[70] StepExpr ::= FilterExpr | AxisStep
[71] AxisStep ::= (ReverseStep | ForwardStep) PredicateList
[72] ForwardStep ::= (ForwardAxis NodeTest) | AbbrevForwardStep
[73]* ForwardAxis ::= ("child" "::") | ("descendant" "::") | ("attribute" "::") | ("self" "::") |
("descendant-or-self" "::") | ("following-sibling" "::") | ("following" "::") |
("typedefinition" "::") | ("constraint" "::")
[74] AbbrevForwardStep ::= "@"? NodeTest
[75] ReverseStep ::= (ReverseAxis NodeTest) | AbbrevReverseStep
[76]* ReverseAxis ::= ("parent" "::") | ("ancestor" "::") | ("preceding-sibling" "::") | ("preceding" "::") |
("ancestor-or-self" "::") | ("basetype" "::") | ("modelgroup" "::") | ("reference" "::")
[77] AbbrevReverseStep ::= ".."
[78] NodeTest ::= KindTest | NameTest
[79] NameTest ::= QName | Wildcard
[80] Wildcard ::= "*" | (NCName ":" "*") | ("*" ":" NCName)
[81] FilterExpr ::= PrimaryExpr PredicateList
[82] PredicateList ::= Predicate*
[83] Predicate ::= "[" Expr "]"
[84] PrimaryExpr ::= Literal | VarRef | ParenthesizedExpr | ContextItemExpr | FunctionCall | OrderedExpr |
UnorderedExpr | Constructor
[85] Literal ::= NumericLiteral | StringLiteral
[86] NumericLiteral ::= IntegerLiteral | DecimalLiteral | DoubleLiteral
[87] VarRef ::= "$" VarName
[88] VarName ::= QName
[89] ParenthesizedExpr ::= "(" Expr? ")"
[90] ContextItemExpr ::= "."
[91] OrderedExpr ::= "ordered" "{" Expr "}"
[92] UnorderedExpr ::= "unordered" "{" Expr "}"
[93] FunctionCall ::= QName "(" (ExprSingle ("," ExprSingle)*)? ")"
[94] Constructor ::= DirectConstructor | ComputedConstructor
[95]* DirectConstructor ::= DirElemConstructor | DirCommentConstructor | DirPIConstructor | DirElemDeclConstructor |
DirAttrDeclConstructor | DirTypeConstructor | DirModelGroupConstructor |
DirKeyConstructor | DirKeyRefConstructor | DirUniqueConstructor | DirAnyConstructor |
DirAnyAttrConstructor | DirElemGroupConstructor | DirAttrGroupConstructor |
DirNotationConstructor | DirAnnotationConstructor
[96] DirElemConstructor ::= "<" QName DirAttributeList ("/>" | (">" DirElemContent* "</" QName S? ">"))
[97] DirAttributeList ::= (S (QName S? "=" S? DirAttributeValue)?)*
[98] DirAttributeValue ::= (’"’ (EscapeQuot | QuotAttrValueContent)* ’"’) | ("’" (EscapeApos | AposAttrValueContent)* "’")
[99] QuotAttrValueContent ::= QuotAttrContentChar | CommonContent
[100] AposAttrValueContent ::= AposAttrContentChar | CommonContent
[101] DirElemContent ::= DirectConstructor | CDataSection | CommonContent | ElementContentChar
[102] CommonContent ::= PredefinedEntityRef | CharRef | "{{" | "}}" | EnclosedExpr
[103] DirCommentConstructor ::= "<!--" DirCommentContents "-->"
[104] DirCommentContents ::= ((Char - ’-’) | (’-’ (Char - ’-’)))*
[105] DirPIConstructor ::= "<?" PITarget (S DirPIContents)? "?>"
[106] DirPIContents ::= (Char* - (Char* ’?>’ Char*))
[107] CDataSection ::= "<![CDATA[" CDataSectionContents "]]>"
[108] CDataSectionContents ::= (Char* - (Char* ’]]>’ Char*))
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[109] ComputedConstructor ::= CompDocConstructor | CompElemConstructor | CompAttrConstructor | CompTextConstructor |
CompCommentConstructor | CompPIConstructor
[110] CompDocConstructor ::= "document" "{" Expr "}"
[111] CompElemConstructor ::= "element" (QName | ("{" Expr "}")) "{" ContentExpr? "}"
[112] ContentExpr ::= Expr
[113] CompAttrConstructor ::= "attribute" (QName | ("{" Expr "}")) "{" Expr? "}"
[114] CompTextConstructor ::= "text" "{" Expr "}"
[115] CompCommentConstructor ::= "comment" "{" Expr "}"
[116] CompPIConstructor ::= "processing-instruction" (NCName | ("{" Expr "}")) "{" Expr? "}"
[117] SingleType ::= AtomicType "?"?
[118] TypeDeclaration ::= "as" SequenceType
[119] SequenceType ::= ("empty-sequence" "(" ")") | (ItemType OccurrenceIndicator?)
[120] OccurrenceIndicator ::= "?" | "*" | "+"
[121] ItemType ::= KindTest | ("item" "(" ")") | AtomicType
[122] AtomicType ::= QName
[123] *KindTest ::= DocumentTest | ElementTest | AttributeTest | SchemaElementTest | SchemaAttributeTest |
PITest | CommentTest | TextTest | SchemaDocumentTest | SchemaElementDeclarationTest |
SchemaAttributeDeclarationTest | SchemaParticleTest | SchemaAttributeUseTest |
SchemaTypeDefinitionTest | SchemaModelGroupTest | SchemaIdConstraintTest |
SchemaWildcardTest | SchemaAttributeWildcardTest | SchemaElementGroupTest |
SchemaAttributeGroupTest | SchemaNotationTest | SchemaAnnotationTest | AnyKindTest
[124] AnyKindTest ::= "node" "(" ")"
[125] DocumentTest ::= "document-node" "(" (ElementTest | SchemaElementTest)? ")"
[126] TextTest ::= "text" "(" ")"
[127] CommentTest ::= "comment" "(" ")"
[128] PITest ::= "processing-instruction" "(" (NCName | StringLiteral)? ")"
[129] AttributeTest ::= "attribute" "(" (AttribNameOrWildcard ("," TypeName)?)? ")"
[130] AttribNameOrWildcard ::= AttributeName | "*"
[131] SchemaAttributeTest ::= "schema-attribute" "(" AttributeDeclaration ")"
[132] AttributeDeclaration ::= AttributeName
[133] ElementTest ::= "element" "(" (ElementNameOrWildcard ("," TypeName "?"?)?)? ")"
[134] ElementNameOrWildcard ::= ElementName | "*"
[135] SchemaElementTest ::= "schema-element" "(" ElementDeclaration ")"
[136] ElementDeclaration ::= ElementName
[137] AttributeName ::= QName
[138] ElementName ::= QName
[139] TypeName ::= QName
[140] URILiteral ::= StringLiteral
[141]+ SchemaDocumentTest ::= "schema-node" "(" ")"
[142]+ SchemaElementDeclarationTest ::= "elementdeclaration" "(" (ElementDeclaration)? ")"
[143]+ SchemaAttributeDeclarationTest ::= "attributedeclaration" "(" (AttributeDeclaration)? ")"
[144]+ SchemaTypeDefinitionTest ::= "typedefinition" "(" (TypeDefinition)? ")"
[145]+ SchemaElementGroupTest ::= "elementgroup" "(" (ElementGroup)? ")"
[146]+ SchemaAttributeGroupTest ::= "attributegroup" "(" (AttributeGroup)? ")"
[147]+ SchemaIdConstraintTest ::= "idconstraint" "(" (IDConstraint)? ")"
[148]+ SchemaModelgroupTest ::= "modelgroup" "(" ")"
[149]+ SchemaWildcardTest ::= "wildcard" "(" ")"
[150]+ SchemaAttributeWildcardTest ::= "attributewildcard" "(" ")"
[151]+ SchemaNotationTest ::= "notation" "(" ")"
[152]+ SchemaAnnotationTest ::= "annotation" "(" ")"
[153]+ InsertExpr ::= "insert" SourceExpr (("as first" | "as last")? "into") | "after" | "before") TargetExpr
[154]+ DeleteExpr ::= "delete" TargetExpr
[155]+ RenameExpr ::= "rename" TargetExpr "as" NewNameExpr
[156]+ MoveExpr ::= "move" SourceExpr (("as first" | "as last")? "into") | "after" | "before") TargetExpr
[157]+ SetExpr ::= "set" PropertyExpr "of" TargetExpr
[158]+ SourceExpr ::= ExprSingle
[159]+ TargetExpr ::= ExprSingle
[160]+ NewNameExpr ::= QName
[161]+ PropertyExpr ::= ("use" "=" "optional"|"required"|"prohibited") | ("default" "=" Literal) | ("fixed" "=" Literal) |
("declaration" "=" QName) | ("scope" "=" "true"|"false") | ("type" "=" QName) |
("minoccurs" "=" NumericLiteral) | ("maxoccurs" "=" NumericLiteral) |
("nillable" "=" "true"|"false") | ("abstract" "=" "true"|"false") | ("selector" "=" PathExpr) |
("field" "=" PathExpr) | ("reference" "=" QName) | ("mixed" "=" "true"|"false") |
("length" "=" nonNegativeInteger) | ("minLength" "=" nonNegativeInteger) |
("maxLength" "=" nonNegativeInteger) | ("enumeration" "=" Expr |
("whitespace" "=" "preserve" | "replace" | "collapse")| ("pattern" "=" RegularExpression) |
("minExclusive" "=" nonNegativeInteger) | ("maxExclusive" "=" nonNegativeInteger) |
("minInclusive" "=" nonNegativeInteger) | ("maxInclusive" "=" nonNegativeInteger) |
("totalDigits" "=" positiveInteger) | ("fractionDigits" "=" nonNegativeInteger)
[162]+ DirElemDeclConstructor ::= "element" ’"’NCName’"’ ("of type" ’"’QName’"’)?
[163]+ DirAttrDeclConstructor :;= "attribute" ’"’NCName’"’ ("of type" ’"’QName’"’)?
[164]+ DirTypeConstructor ::= "typedefinition" (’"’NCName’"’)?
[165]+ DirModelGroupConstructor ::= ("sequence"|"choice"|"all") ("{" (ElementDecalaration|Wildcard|ModelGroup)+"}")?
[166]+ DirKeyConstructor ::= "key" NCName "selector=" XPath ("field=" XPath)+
[167]+ DirKeyRefConstructor ::= "keyref" NCName "refer=" QName "selector=" $XPath ("field=" $XPath)+
[168]+ DirUniqueConstructor ::= "unique" NCName "selector=" XPath ("field=" XPath)+
[169]+ DirAnyConstructor ::= "any" ("processContents=" ("lax"|"skip"|"strict"))? ("namespace=")?
("maxOccurs=" nonNegativeInteger)? ("minOccurs=" nonNegativeInteger)?
[170]+ DirAnyAttrConstructor ::= "anyAttribute" ("processContents=" ("lax"|"skip"|"strict"))? ("namespace=")?
[171]+ DirElemGroupConstructor ::= "elementgroup" NCName ("{" (ElementDecalaration|Wildcard|Elementgroup)+"}")?
[172]+ DirAttrGroupConstructor ::= "attributegroup" NCName ("{" (AttributDeclaration|AttributWildcard)+"}")?
[173]+ DirNotationConstructor ::= "notation" NCName "public=" NCName "system=" anyURI}
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[174]+ DirAnnotationConstructor ::= ("appinfo"|"documentation") ("source=" anyURI)? ("language=" language)? ("content=" any}?
Verzeichnis der Abku¨rzungen
DOM Document Object Model
DTD Document Type Definition
EBNF Erweiterte Backus-Naur-Form
FLWOR For Let Where Order by Return
GUI Graphical User Interface
HTML Hypertext Markup Language
IDE Integrated Development Enviroment
IDL Interface Definition Language
ISO International Organization for Standardization
JDK Java Development Kit
ODMG Object Data Management Group
OMG Object Managment Group
OQL Object Query Language
PI Processing Instruction
PSVI Post Schema Validation Interface
RELAX Regular Language Description for XML
SAX Simple API for XML
SGML Standard Generalized Markup Language
SQL Structured Query for Language
UML Unified Modelling Language
W3C World Wide Web Consortium
XDM XQuery 1.0 and XPath 2.0 Data Model
XEM XML Evolution Management
XML eXtensible Markup Language
XPath XML Path Language
XQuery XML Query Language
XSD XML Schema Definition
XSL eXtensible Stylesheet Language
XSL-FO eXtensible Stylesheet Language Formatting Objects
XSLT eXtensible Stylesheet Language Transformation
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Thesen
1. XML ist eine der Kerntechnologien des Informationszeitalters.
2. Anwendungen werden zunehmend semistrukturierte Daten verarbeiten.
3. Ein Schema unterliegt einem sta¨ndigem Evolutionsprozess.
4. XML-Schema wird DTD als Schemasprache vollkommen ersetzen. Es
wird jedoch auch weiterhin mehr als eine XML Schema Sprache geben.
5. Struktura¨nderungen sollten auf Basis des Datenmodells der Schema-
sprache beschrieben werden.
6. Die Anfrage- und Manipulationssprache XQuery ist turing-vollsta¨ndig
und damit zu komplex fu¨r Datenbanken und Datenverarbeitende Sy-
steme. Eine eingeschra¨nkte Version muss definiert werden, um die Si-
cherheit der Anfragen zu garantieren.
7. Die Schemasprache XML-Schema ist sehr komplex und bietet viele
Mo¨glichkeiten dieselbe Struktur zu definieren. Eine vereinfachte Varian-
te, die auch auf redundante Konzepte wie den ID/IDREF-Mechanismus
verzichtet, wu¨rde die Akzeptanz der Sprache vergro¨ßern.
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