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Abstrakt
Tato práce se zabývá procedurálním generováním s cílem generovaní lesa (krajina s rost-
linami popsaná textovou šablonou). Krajina je generována pomocí Perlinova šumu, a pro
účely rostlin je implementován interpret L-systémů. Obě tyto techniky jsou popsány, jak
v teoretické části, tak i implementační (praktické) části tohoto textu. Dále se práce za-
měřuje na techniky dodávající scéně na vizuální přitažlivosti: phongův osvětlovací model,
normal-mapping, shadow-mapping, realistická voda, skybox a spriting. Vytořená aplikace
může taktéž sloužit jako exportér generovaných modelů (rostlin) do formátu .obj pro využií
externí aplikací (například Blender).
Abstract
The main goal of this bachelor’s thesis is to generate procedurally a forest (landscape
with plants described in text template). Landscape is generated using Perlin noise and
the interpret of L-systems was implemented for plants generation purposes. Both these
techniques are described in more detail in theory section as well as the implementation
section of this thesis. Furthermore, techniques such as phong lightning model, normal-
mapping, shadow-mapping, realistic water, skybox and spriting for better realistic look of
the scene, are also discussed in this thesis. Implemented application can also be used for the
export of generated plant models in format .obj for further use by some extern application
(for example Blender).
Klíčová slova
procedurální generování, l-systém, perlinův šum, normal-mapping, shadow-mapping, výš-
ková mapa, spriting, realistická voda
Keywords
procedural generation, l-sytem, Perlin noise, normal-mapping, shadow-mapping, height
map, spriting, realistic water
Citace
Václav Pfudl: Generovaný les, bakalářská práce, Brno, FIT VUT v Brně, 2013
Generovaný les
Prohlášení
Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatně pod vedením pana Ing.
Tomáše Mileta. Všechny zdroje, z kterých jsem při studiu čerpal řádně cituji s uvedením
úplného odkazu na příslušný zdroj.
. . . . . . . . . . . . . . . . . . . . . . .
Václav Pfudl
12. května 2013
Poděkování
Chtěl bych poděkovat vedoucímu mé bakalářské práce panu Ing. Tomášovi Miletovi za
poskytnutí odborné pomoci a užitečných rad k dosažení požadovaných cílů.
© Václav Pfudl, 2013.
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informa-
čních technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění
autorem je nezákonné, s výjimkou zákonem definovaných případů.
Obsah
1 Úvod 2
1.1 OpenGL . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.2 GLSL . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
2 Metody a techniky 3
2.1 Procedurální generování . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3
2.2 L-systémy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.3 Vizualizační metody . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
3 Návrh a realizace řešení 18
3.1 Perlinův šum . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.2 L-systémy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
3.3 Vizualizační metody . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
3.4 Šablona pro generování lesa . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
4 Dosažené výsledky 32
4.1 Výstupy aplikace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
4.2 Export modelů do formátu .obj . . . . . . . . . . . . . . . . . . . . . . . . . 40
5 Závěr 41
1
Kapitola 1
Úvod
Cílem této bakalářské práce bylo implementovat aplikaci, která bude procedurálně genero-
vat les (načítaný ze šablony v podobě textového souboru) se zaměřením na vizuální přita-
žlivost. K tomuto účelu bylo zapotřebí nastudovat metody procedurálního generování pro
generování terénu, textur (Perlinův šum 2.1) a rostlin (L-systémy 2.2). V souvislosti s
implementací L-systémů, se v této práci budeme zabývat principy formálních jazyků (gra-
matika popisující jazyk, interpret). Dále se budeme věnovat metodám, které přidají scéně
na vizuální přitažlivosti (shadow-mapping, normal-mapping, skybox, realistická voda . . . ).
Aplikace byla implementována v jazyce C++ za využití knihovny OpenGL a jazyka
GLSL (kompatibilní s verzí 3.30 a vyšší) v prostředí Windows. Text této práce byl vysázen
pomocí LATEXu.
1.1 OpenGL
OpenGL (Open graphics library) [9, p. 33-34] je grafická knihovna, která byla navržena
firmou SGI (Sillicon Graphics Inc.) jako aplikační programové rozhraní k akcelerovaným
grafickým kartám. Pomocí funkcí poskytovaných touto knihovnou lze vykreslovat obrazce a
tělesa složená ze základních geometrických prvků (takzvaných primitiv). Ve svém základu
poskytuje OpenGL pouze fixní zpracování vertexů a fragmentů (programátor nemůže ovliv-
nit jejich zpracování pomocí grafické pipeline).
1.2 GLSL
GLSL (OpenGL shading language) [9, p. 230] je jazyk vycházející z normy ANSI C. Tato
norma byla rozšířena o vektorové a maticové typy, za účelem poskytnout programátorovi
možnost programově ovlivnit zpracování vertexů a fragmentů grafickou pipeline. Nezávislé
jednotky, popisovány tímto jazykem se nazývají shadery.
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Kapitola 2
Metody a techniky
V této kapitole se budeme věnovat jednotlivým metodám/technikám, které byly využity
pro dosažení požadovaných výsledků.
2.1 Procedurální generování
Mezi procedurální generování můžeme řadit mnoho technik, pomocí kterých jsou algorit-
micky popsány různé části reálného světa. V dnešní době jsou tyto techniky nedílnou sou-
častí počítačové grafiky. Vezmeme-li v potaz fakt, že se objekty generují za běhu aplikace,
čímž se významně sníží prostorová náročnost aplikace oproti situaci, kdy bychom načítali
informace o topologii, či vizuální podobě objektu například ze souboru (nemluvě o více
objektech ve scéně), není se ani čemu divit.
Postupů jak algoritmicky popsat části reálného světa je více, v této práci se budeme
věnovat zejména metodě Perlinova šumu pro generování terénu a textur, a L-systémům pro
generování rostlin.
2.1.1 Perlinův šum
Perlinův šum je metoda, kterou světu představil Ken Perlin a v roce 1997 za ni obdržel cenu
Academy Award for Technical Achievement. Tato metoda staví na spojité šumové funkci,
která umožňuje popsat fraktální (soběpodobný, v různých měřítkách stále se opakující tvar
viz. 2.1) vlastnosti přírody. Nejedná se tedy o funkci, která generuje čistě náhodný šum, ale
o funkci, která generuje šum koherentní (náhled viz 2.1).
Obrázek 2.1: Náhodný šum (vlevo) a koherentní šum (vpravo), vygenerováno aplikací GIMP
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Svou roli zde tedy sehrává pseudonáhodný koherentní generátor hodnot, to znamená,
že při stejných hodnotách vstupu generuje vždy stejný výstup. Výstupy jsou v intervalu
〈−1, 1〉 a další významnou vlastností je, že výstupy generátoru se mění přímoúměrně k
vstupům (změna vstupních hodnot se na výstupních hodnotách projeví stejnou mírou). S
ohledem na popsané vlastnosti generátoru využívaného Perlinovo šumem, je nám poskytnut
velký stupeň volnosti pro dosažení tíženého výsledku. Jak již bylo na žačátku zmíněno,
chceme dosáhnout spojité šumové funkce, a proto zde přichází na řadu interpolace mezi
vygenerovanými hodnotami.
Způsobů jak interpolovat vygenerované hodnoty je celá řada. Zde bude kladen důraz
na dvě z nich (ve většině případů si vystačíme právě s těmito):
 Lineární interpolace
 Kosinová interpolace
Lineární interpolace mezi dvěma body A a B je založena na jednoduchém vzorci
hodnota = A · (1− t) +B · t (2.1)
kdy na základě hodnoty t ∈ 〈0, 1〉 vrátí hodnotu mezi body A a B.
Kosinová interpolace je již o něco výpočetněji náročnější, avšak princip zůstává stejný,
jako u lineární interpolace. Vzorec pro výpočet výsledné hodnoty je
f = (1− cos(t · pi)) · 1
2
(2.2)
hodnota = A · (1− f) +B · t (2.3)
Obě tyto interpolační metody mají své výhody i nevýhody dle účelu uplatnění, na
obrázku 2.21 můžeme vidět srovnání obou metod. Interpolací hodnot výstupu generátoru
získame již zmíněnou spojitou šumovou funkci. Šumovou funkci můžeme získat ve 2D i 3D
prostoru interpolací mezi 22 (pro 2D) a 23 (pro 3D) okolními body, narozdíl od interpolace
mezi dvěma body pro 1D funkci. V praxi se často pro procedurální generování pomocí
Perlinova šumu využívá součtu vícero šumových funkcí. Tato výsledná funkce bývá často
označována jako Perlinova funkce, i když se ve skutečnosti jedná o součet Perlinovy funkce
se změněnou velikostí a frekvencí [10].
Obrázek 2.2: Vygenerované hodnoty v intervalu 〈0, 1〉 (vlevo), lineární interpolace hodnot
(uprostřed) a kosinová interpolace hodnot (vpravo)
1převzato z http://freespace.virgin.net/hugo.elias/models/m perlin.htm
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2.1.2 Skládání šumových funkcí
Při skládání (respektive sčítání) šumových funkcí jde především o změnu velikosti (ampli-
tudy) a frekvence mezi jednotlivými funkcemi, které se sčítají. Jednotlivé funkce při sčítání
se často označují jako oktávy, toto sčítání (2D šumových funkcí) lze zapsat následujícím
vztahem
snoise(x, y, f, p, a, n) =
n−1∑
i=0
noise(x · fi, y · fi) · ai (2.4)
 noise(x · fi, y · fi) · ai představuje hodnotu šumové funkce (vygenerovaná a následně
interpolovaná hodnota) v bodě [x, y]
 snoise(x, y, f, p, a, n) představuje součet hodnot všech šumových funkcí v bodě [x, y]
 x, y určuje bod, ve kterém se bude počítat hodnota šumu
 f určuje frekvenci, která se mění s každou oktávou dle předpisu fi = fi−1 · 2
 p ∈ (0, 1〉 definuje takzvanou persistenci, která určuje pokles amplitudy každé oktávy
dle ai = pi
 ai určuje amplitudu oktávy
 n určuje počet oktáv, ze kterých se bude skládat výsledná funkce
Obrázek 2.3 názorně ukazuje skládání šumových funkcí, a jak lze dosáhnout požadované
úrovně detailu ovlivněné již zmíněnými faktory (frekvence, persistence, amplituda a počet
oktáv). Jak lze jasně vidět, s každou oktávou se amplituda snižuje dle hodnoty persistence
(v tomto případě o polovinu) a frekvence se dvakrát zvyšuje. Dle pravého sloupce můžeme
vidět, že se zvětšující se frekvencí, se zvyšuje i úroveň detailu přidávaná do výsledného
šumu (přírustek detailů závisí i na výšce (amplitudě) funkce s vysokou frekvencí).
Obrázek 2.3: Jednotlivé oktávy v levém sloupci a jejich součet (respektive na každém řádku
výsledná šumová funkce ze součtu všech předchozích oktáv z levého sloupce) vpravo, pře-
vzato z [10, p. 394]
Výsledná šumová funkce, kde oktávy s nízkými frekvencemi mají vysoké amplitudy a
oktávy s vysokými frekvencemi velmi nízké amplitudy (malá úroveň detailu) může připo-
mínat mírně kopcovitou pláň (v případě využití Perlinova šumu k vytvoření výškové mapy,
více v sekci Generování terénu 3.1).
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2.1.3 Fraktály
Fraktály [6] byly již okrajově zmíněny dříve v souvislosti s fraktálními vlastnostmi přírod-
ních objektů. V této sekci budou fraktály popsány podrobněji, jelikož jsou nedílnou součástí
procedurální generování založeném na fraktální geometrii (mraky, hory . . .), a jsou také úzce
spjaty s nejvýznamnějším zástupcem procedurálního generování založeném na gramatikách
(takzvanými L-systémy viz kapitola 2.2). Za objevitele fraktálů je považován Benoit B.
Mandelbrot (roku 1975), podle kterého je pojmenován jeden z nejznámějších nelineárních
deterministických fraktálů (takzvaná Mandelbrotova množina 2.42).
Obrázek 2.4: Mandelbrotova množina
Objekty v přírodě jeví často známky chaosu, nejedná se o tvary, které by se dali snadno
popsat množinou jasně definovaných geometrických tvarů. Tudíž například soubor mraků
(mračno) nelze popsat za pomoci Euklidovské geometrie, kde jsou jednotlivé geometrické
tvary popsány rovnicemi. Právě díky fraktální geometrii jsme schopni alespoň částečně, ne
úplně, dosáhnout výsledků, které vzbuzují vjem neuspořádanosti.
Fraktály jsou nejčastěji popsány algortimicky formou rekurze, a stěžejní vlastností frak-
tálů je soběpodobnost. To, že jsou fraktály soběpodobné, jinak řečeno invariantní vůči
změně měřítka, znamená, že každá část fraktálu je lineární geometrickou redukcí celku. Na-
příklad čtverec se dá složit z libovolného počtu menších čtverců, úsečka z livolného počtu
menších úseček atd. Pak se konečná množina dá zapsat matematickým vztahem 2.5 jako
sjednocení konečného počtu transformovaných kopií sebe sama.
Dále rozlišujeme soběpodobnost na dva druhy a to přesnou a statistickou soběpodob-
nost, více zde [10, p. 268-271].
A =
n⋃
i=1
ϕi(A) (2.5)
 ϕi představuje transformace(rotace a posunutí) a zároveň změnu měřítka
2.2 L-systémy
L-systémy patří mezi metody procedurálního generování, využívaných zejména pro gene-
rování rostlin, výcházejících z gramatik. L-systémy nebo také Lindenmayerovy systémy
představil roku 1968 biolog Aristid Lindemayer, jako nástroj pro studování vývoje jed-
noduchých více-buněčných organismů. Následně byly L-systémy aplikovány pro zkoumání
2obrázek vytvořil ve vlastní aplikaci Dr. Wolfgang Beyer
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rostlin a rostlinných organismů. Przemyslaw Prusinkiewicz poté L-systémy rozšířil na pa-
rametrické L-systémy, o kterých zde bude také řeč [8].
Základní myšlenkou L-systémů je definovat objekt neustálým přepisováním částí objektu
dle definovaných přepisovacích (produkčních) pravidel. Nejčastěji je tedy určen počáteční
axiom (takzvaný iniciátor) a množina produkčních pravidel (takzvané generátory). Celý
proces se poté řídí dle počtu iterací (kolikrát se na nově vznikající objekt uplatní přepi-
sovací pravidla). Pro demosntraci vytváření objektu dle přepisovacích pravidel je ideálním
objektem Kochova vločka, kterou publikoval roku 1905 švédský matematik Helge von Koch
[5, p. 1-3]. Na obrázku 2.5 můžeme vidět, jak z iniciátoru postupným aplikováním generá-
toru (produkční pravidlo) vzniká konečný objekt od první, až po čtvrtou iteraci.
Obrázek 2.5: Kochova vločka, převzato z [5, p. 2]
Nejjednodušší podoba L-systémů jsou deterministické bezkontextové L-systémy, o kterých
bude řeč v následující sekci.
2.2.1 Deterministické bezkontextové (D0l) L-systémy
L-systémy [5, p. 3-8] můžeme tedy označit za přepisovací gramatiky, takováto gramatika je
poté trojice G = {A,ω, P}, kde
 A je konečná množina znaků nazývaná jako abeceda
 ω ∈ A je axiom (iniciátor)
 P je konečná množina produkčních pravidel
Takto definovaná gramatika může poté vypadat následujícím způsobem:
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A X Y
ω X
P X → Y
Y → XY
Tabulka 2.1: Ukázka gramatiky generující řetězec
Postupnými iteracemi (dle požadovaného počtu), kdy se na axiom (a poté nově vzniklý
řetězec) aplikují produkční pravidla, vzniká nový řetězec.
 po první iteraci se aplikuje na axiom X první pravidlo X → Y a vzniká nový řetězec
Y
 po druhé iteraci se na nově vzniklý řetězec uplatní druhé pravidlo Y → XY a vzniká
nový řetězec XY
 v třetí iteraci už se na nově vzniklý řetězec aplikují obě pravidla a vznikne nový
řetězec YXY, po čtvrté iteraci by nově vzniklý řetězec vypadal: XYYXY a tak by se
dalo pokračovat dál
 pokud se při procházení řetězce narazí na znak, kterému neodpovídá žádné produkční
pravidlo, tak se znak pouze zkopíruje do nového řetězce
Jak již jsem zmínil jedná se o deterministické a bezkontextové L-systémy, což v podstatě
znamená, že nesmí existovat více produkčních pravidel uplatnitelných pro přepis znaku
v řetězci (determinismus), a že znaky v řetězci jsou přepisovány za pomocí produkčních
pravidel bez ohledu na širší kontext (bezkontextovost). To znamená, že pravidlo se uplatní
vždy bez ohledu například na aktuální délku řetězce či ohledu na jiné kritérium.
V praxi jsou vzniklé řetězce interpretovány takzvanou Želví grafikou, pomocí které do-
chází k vykreslení výsledného řetězce na obrazovku. Za tímto účelem je tedy nutné, aby
každý L-systém měl jasně definovanou množinu znaků představující vykreslovací, či trans-
formační operace, které budou Želví grafikou prováděny.
2.2.2 Želví grafika
Základem Želví grafiky je virtuální želva, která se na základě množiny příkazů pohybuje
po obrazovce a přitom vykresluje svoji stopu. Tato želva je definována v případě pohybu
ve 2D prostoru úhlem α, o který se otačí ve směru doprava nebo doleva, a aktuální pozicí
Množina příkazů (ve formě znaků) definující množinu akcí, které je želva shopna provádět
může mít následující podobu:
F želva provede posun vpřed dle aktuální pozice a aktuálního
úhlu natočení (vykreslí úsečku)
+ želva provede natočení doleva (zvýší úhel natočení)
− želva provede natočení doprava (zmenší úhel natočení)
Tabulka 2.2: Příkazy ve formě znaků, které želva interpretuje
Pokud známe tyto příkazy jsem schopni jednoduchým způsobem definovat gramatiku
pro vznik Kochovy vločky 2.5 takto:
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A F + −
ω F−−F−−F
P F → F+F−−F+F
Tabulka 2.3: Gramatika generující Kochovu vločku
kde úhel natočení želvy je α = 60◦, axiom představuje trojúhelník jako náš iniciátor a
jediné produkční pravidlo v každé iteraci mění všechny úsečky na generátor z téhož obrázku.
Nyní víme, jak je želví grafika popsána ve 2D prostoru, mnohem relevantnější s ohledem
na generování rostlin ale pro nás je její popis ve 3D prostoru. Za tímto účelem je nutno
rozšířit množinu znaků o znaky provádějící operace ve 3D 2.2, a také je nutno změnit
způsob, kterým je popsána pozice želvy a její natočení. Ve 3D je želva popsána aktuální
pozicí (bod v prostoru) [x, y, z] a trojicí vektorů ( ~H (heading), ~L (left) a ~U (up)), které
spolu vytvářejí souřadný systém želvy. Tato trojice vektorů pak popisuje, jak je želva v
prostoru natočena viz obrázek 2.6.
Obrázek 2.6: Souřadný systém želvy v prostoru, převzato [5, p. 19]
F želva provede posun vpřed dle aktuální pozice a aktuálního
natočení (vykreslí úsečku)
+ želva provede kladnou rotaci okolo osy ~U
− želva provede zápornou rotaci okolo osy ~U
∧ želva provede kladnou rotaci okolo osy ~H
& želva provede zápornou rotaci okolo osy ~H
/ želva provede kladnou rotaci okolo osy ~L
\ želva provede zápornou rotaci okolo osy ~L
Tabulka 2.4: Příkazy ve formě znaků, které želva interpretuje, pro pohyb ve 3D
Tyto rotace mohou být popsány rotačními maticemi RU 2.7, RH 2.8 a RL 2.9. Poté se
výpočet aktuálního natočení želvy může řídit dle následujícího vztahu:
[ ~U ′ ~H ′ ~L′] = [~U ~H~L].R (2.6)
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 ~U , ~H a ~L představují aktuální souřadný systém želvy
 ~U ′, ~H ′ a ~L′ představují nově vypočtený souřadný systém želvy po aplikování rotací
 R představuje výsledek skládání transformačních (rotačních) matic RU , RH a RL
RU (α) =
 cosα sinα 0− sinα cosα 0
0 0 1
 (2.7)
RH(α) =
 1 0 00 cosα − sinα
0 sinα cosα
 (2.8)
RL(α) =
 cosα 0 − sinα0 1 0
sinα 0 cosα
 (2.9)
2.2.3 Závorkové L-systémy
Doposud jsme byli schopni pomocí L-systémů popsat lineární objekty, ale naším cílem je
způsob, jak popsat větvící se stromové struktury. K tomuto účelu je zapotřebí opět rozšířit
množinu znaků, které želva interpretuje, o dva následující [ a ], kde
 [ uloží aktuální pozici a natočení želvy na zásobník
 ] vyjme z vrcholu zásobníku atributy popisující želvu
Pokud tyto dva znaky přidáme do množiny znaků, které želva interpretuje, jsme schopni
generovat objekt s větvící se strukturou. Gramatika popisující takovýto objekt (viz 2.7)
může vypadat způsobem, jak je uvedeno v tabulce 2.2.
Obrázek 2.7: Stromová struktura ve 2D vygenerovaná gramatikou 2.2, převzato [5, p. 25]
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n=4 (počet iterací), α = 22.5◦ (úhel o který se želva natáčí)
A F + − [ ]
ω F
P F → FF − [−F + F + F ] + [+F − F − F ]
Tabulka 2.5: Gramatika generující stromovou strukturu ve 2D na obrázku 2.7
2.2.4 Parametrické (D0l) L-systémy
Parametrické (D0l) L-systémy [1] slouží jako další rozšíření deterministických bezkontex-
tových L-systémů za účelem realističtějšího generování rostlin. Po rozšíření L-systému o
parametry se z naší gramatiky stane čtveřice G = {A,Σ, ω, P}, kde
 A je konečná množina znaků nazývaná jako abeceda
 Σ je množina formálních parametrů
 ω ∈ A je axiom (iniciátor)
 P je konečná množina produkčních pravidel
Gramatika je tedy rozšířena o množinu parametrů Σ, kde tyto parametry mohou ovli-
vňovat atributy růstu rostliny. V praxi mohou být parametrizovány nám již známe znaky,
které náleží množině A z gramatiky G popsané výše. Například:
 F (t) provede posun želvy ve směru jejího natočení o délku definovanou parametrem t
 +(t) provede rotaci natočení želvy o t stupňů
 . . .
dále je možné do L-systémů zakomponovat deklaraci a definici řídícíh parametrů, které
mohou například definovat vztahy mezi jednotlivými rozvětveními. Při každém novém roz-
větvení, kdy vzniká nová větev, se sníží průměr kmene této nově vzniklé větve o hodnotu
definovaného parametru (například decrement trunk = 0.5). Stejně tak je možné definovat
parametr, o jehož hodnotu se bude průběžně snižovat průměr právě generované větve, za
účelem realističtějšího modelu stromu. Dalším důležitým faktorem při definování parametrů
L-systému je takzvaný vektor tropismu, o kterém se dozvíme více v následující sekci 2.2.
Tropismus
Tropismus [2] můžeme definovat jako pohybovou změnu růstu rostliny určitým směrem na
základě nějakého směrového podnětu. To znamená, že růst rostliny je ovlivňován na základě
podmínek okolního prostředí. Jedním z obecných pozorovatelných tropismů je takzvaný
fototropismus, kdy je rostlina ohýbána směrem ke zdroji světla (slunečnice). Dalším je pak
například takzvaný gravitropismus, kdy jsou větve rostliny ohýbány směrem k zemi, a tak
je simulováno působení gravitace na rostlinu.
Tropismus lze tedy popsat vektorem tropismu (nebo vektorovým polem - každý bod
v prostoru má jiný vektor tropismu), který určuje, kterým směrem se bude rostlina ohý-
bat při jejím růstu. Tento vektor pak může být definován například takto: ~T = (0,−1, 0)
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(gravitropismus). V praxi se potom ohyb rostliny vypočítá následujícím způsobem:
osa ohybu = ~H × ~T
α = W. arccos( ~H · ~T )
M = rotate(osa ohybu, α)
 osa ohybu je vypočítána jako vektorový součin vektorů ~H a ~T , kde ~H je heading
vektor želvy a ~T je vektor tropismu
 α je úhel, o který se má rostlina natočit směrem k vektoru tropismu a je spočítán
na základě hodnoty arkuskosinové hodnoty kosinového úhlu mezi vektory ~H a ~T
(vypočteno jako skalární součin těchto dvou), výsledný úhel se poté násobí váhou
ohybu W , která určí míru ovlivnění rostliny vektorem tropismu (může být určena
například na základě šířky aktuální ohýbané větve)
 M je rotační matice vzniklá jako rotace o úhel α okolo osy osa ohybu
Poté již následujícím jednoduchým způsobem získáme nové natočení želvy:
[ ~U ′ ~H ′ ~L′] = [~U ~H~L].M (2.10)
Zakomponováním těchto parametrů do L-systémů jsme již schopni generovat rostliny
s vyšší úrovní realismu. Na obrázku 2.8 lze porovnat rostliny bez aplikace a s aplikací
gravitropismu.
Obrázek 2.8: Porovnání rostliny ovlivněné tropismem (vpravo) a rostliny neovlivněné tro-
pismem (vlevo), výstup aplikace
2.3 Vizualizační metody
V této sekci se budeme věnovat zejména osvětlovacím metodám (Phongův osvětlovací mo-
del, Shadow-mapping, Normal-mapping), které dodají scéně více realistický vzhled. Dále
bude popsána metoda tvoření Skyboxu, metoda tvoření realistické vodní plochy za použití
Normal-mappingu a metoda pro efektivní vykreslení travnatého povrchu (Spriting).
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2.3.1 Phongův osvětlovací model
Phongův osvětlovací model [7] se využívá pro výpočet barvy na povrchu nějakého objektu
ve scéně. Je navržen, tak aby světlo, které objekt odráží působilo co nejpřirozeněji a zároveň
tato operace nebyla příliš výpočetně náročná. Model rozděluje světlo na povrchu objektu do
tří složek: ambientní složka, difůzní složka a složka s odlesky (spekulární složka). Jednotlivé
složky se vypočítají následujícím způsobem:
 ambientní složka představuje intenzitu části světla, která dopadá na objekt ve všech
směrech rovnoměrně a vypočítá se jako Ia = Ia · Ca, kde Ia je intenzita ambientní
složky v intervalu 〈0, 1〉 a Ca je barva světla
 difůzní složka představuje část světla, která dopadá na povrch z jednoho světelného
zdroje a odráží se do všech směrů rovnoměrně, vypočítá se jako Id = Id ·Cd · ( ~N · ~L),
kde Id je intenzita difůzní složky, Cd barva světla a N ·L představuje skalární součin
normálového vektoru objektu s vektorem dopadu světla na objekt
 složka s odlesky představuje tu část světla, která dopadá na objekt z jednoho svě-
telného zdroje a odráží se jedním směrem dle odrazu paprsku, vypočte se jako Is =
Is ·Cs · (~V · ~R)n, kde Is je intenzita odlesků, Cs barva světla a V ·R je skalární součin
mezi vektorem pozorovatele a odraženým paprskem světla podle normály objektu, n
pak určuje míru lesklosti (čím vyšší hodnota n tím jsou odlesky na tělese menší a
intenzivnější)
potom se konečná intenzita barvy na povrchu objektu vypočítá dle vtahu:
I = Ia.Ca + Id · Cd · ( ~N · ~L) + Is · Cs · (~V · ~R)n (2.11)
 skalární součin (~V · ~R)n je převáděn do intervalu 〈0, 1〉
L
N
VR
Obrázek 2.9: Obrázek demonstrující jednotlivé vektory Phongova osvětlovacího modelu, kde
~R je odražený paprsek světla, ~V je vektor pohledu (z pozice pozorovatele), ~N je normálový
vektor objektu na místě kam dopadá světlo a ~L je vektro představující paprsek od zdroje
světla
2.3.2 Normal-mapping
Normal-mapping je metoda řadící se mezi osvětlovací metody, jelikož se jedná o metodu,
která modifikací (není to jediný způsob) normál (například za použití Phongova osvětlova-
cího modelu) objektu vytváří iluzi detailnějšího povrchu. Na obrázku 2.10 můžeme názorně
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vidět jak taková modifikace může vypadat. Modifikace původní normály povrchu objektu
není jediný způsob jak provádět normal-mapping. V dalším případě je možné využít tex-
tury, která místo RGB složek definujících barvu pixelu, v sobě bude uchovávat normály
(takzvaná normálová mapa) modelu objektu s vyšším počtem polygonů než model objektu,
který se bude zobrazovat ve scéně. Tímto způsobem je možné zobrazit méně prostorově ná-
ročné modely s vyšší úrovní detailu, než by nám bez normal-mappingu poskytly. Názornou
ukázku můžeme vidět na obrázku 2.11 3.
Obrázek 2.10: Normály původního povrchu (vlevo) a jejich modifikovaná verze (vpravo)
Obrázek 2.11: Model s vysokým počtem polygonů (vlevo), s malým počtem polygonů (upro-
střed) a model s malým počtem polygonů a aplikováním normálové mapy (vpravo)
2.3.3 Shadow-mapping
Shadow-mapping je metoda, jejíž hlavní funkcí je přidání objekty vrhaných stínů do vykres-
lované scény. Na obrázku 2.12 4 můžeme vidět princip, na kterém je celá metoda postavena.
3převzato z http://vcg.isti.cnr.it/publications/papers/rocchini.pdf
4převzato z http://www.opengl-tutorial.org/intermediate-tutorials/tutorial-16-shadow-mapping/
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Obrázek 2.12: Ukázka principu metody shadow-mapping
Tato metoda může být označena jako metoda dvou průchodů, jelikož scéna je vykres-
lována dvakrát, a to jednou z pozice zdroje světla, kdy se do textury vykreslí hloubková
informace o scéně (uloží se hloubka každého pixelu ve scéně), a tak vzniká takzvaná sha-
dow mapa. Podruhé, se již vykreslují pixely z pozice kamery a dochází k porovnání hloubky
vykreslovaného pixelu s hloubkou uloženou v shadow mapě.
Aby operace porovnání hloubky vykreslovaného pixelu a hloubky z shadow mapy byla
realizovatelná je třeba převodu vykreslovaného pixelu do souřadného systému zdroje světla.
Toho je v praxi dosahováno díky vynásobení pozice vykreslovaného pixelu transformační
maticí (popisující souřadný systém světelného zdroje). Výsledná pozice transformovaného
pixelu je pak použita pro vyhledání hloubky z shadow mapy.
2.3.4 Voda
Přidáním vodní plochy do scény dodáme scéně velkou míru realismu. Vodní plochu ve
scéně můžeme interpretovat v prvním případě jako 2D čtvercovou matici, která je složena
z velkého počtu vertexů. Na každý vertex, by se pak v závislosti na jeho pozici a čase
uplatnila transformace dle 3D Perlinova šumu, s cílem dosáhnout efektu vlnění (například
pro modelování oceánu). V druhém případě (tomu se zde budeme věnovat) nám stačí pro
vodní plochu pouze jeden čtverec (4 body).
Aby vodní plocha vypadala realisticky je nutno vykreslovat odrazy okolní scény na
vodě. Toho se dá dosáhnout několika způsoby, například můžeme vykreslit scénu (vše nad
hladinou vodní plochy) z pohledu kamery, která je převrácena dle vodní plochy, do textury
a tu poté namapovat (nanést) na vodní plochu. Dalším způsobem by byla metoda takzvaný
(enviromental mapping), při které se scéna vykresluje, ne do jedné textury, ale do šesti
textur (spolu tvoří takzvanou cube mapu), kde každá představuje jednu část scény v jednom
směru.
Poté můžeme simulovat vlnění vodní hladiny za využití již zmíněného normal-mappingu
(za využití 3D normálové mapy), kdy se buď podle modifikované normály povrchu modifi-
kují texturové souřadnice (v případě převrácené scény vykreslené do textury), nebo se dle
modifikované normály počítá pohledový vektor odrazu (vektor pohledu odražený od vodní
hladiny), pomocí kterého se vybírá pixel z cube mapy (v případě enviromental mappingu).
Spolu s texturou pro odrazy okolní scény můžeme vykreslit i dno vodní plochy do
samostatné textury (vše pod vodní hladinou). Při vykreslování realistických vodních ploch
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se poté tyto dvě textury mísí dle Fresnelových vzorců [4] (udávají intenzitu odraženého
(textura s odrazy vodní plochy) a lomeného světla (textura s dnem vodní plochy)).
Na obrázku 2.13 je možné vidět výsledek rozvlnění vodní plochy pomocí 3D normálové
mapy.
Obrázek 2.13: Vodní plocha s aplikovaným normal-mappingem a Phongovo osvětlovacím
modelem, převzato z [4]
2.3.5 Skybox
Ve 3D scéně se obvykle zobrazuje pozadí, které dodává scéně vjem realistické krajiny,
která nekončí. Tohoto efektu se dosahuje právě pomocí skyboxu. Skybox je ve své pod-
statě krychle, která na svých šesti stěnách nese grafickou informaci o okolní scéně za všemi
vykreslovanými (námi vytvořenými) modely viz obrázek 2.145.
Obrázek 2.14: Rozložených šest stěn krychle (každá představuje jednu texturu), dohromady
tvoří cube mapu
Tato krychle je poté vykreslována se středem stejným jako je pozice kamery (jak se
kamera hýbe krychle se hýbe s ní), a tak se zdá, že krajina nanesená na krychli z cube
mapy (pomocí vektoru pohledu) je v nekonečnu.
5převzato z http://sidvind.com/wiki/Skybox tutorial
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2.3.6 Spriting
Spriting je metoda (tak jak ji budeme využívat v této práci), kdy je použita textura, do
které jsou vykresleny stébla trávy. Tato textura (sprite) je poté nanášena na čtvercovité
plochy (tvořeny čtyřmi vertexy), které spolu dohromady tvoří travnatý povrch. Za vy-
užití transparentnosti těchto ploch jsme poté schopni dosáhnout efektu travnaté plochy
s minimální prostorovou náročností (travnatý povrch je složen pouze z ploch o čtyřech
vertexech) oproti modelování jednotlivých stébel samostatně. Jak může vypadat travnatý
povrch tvořený pomocí spritingu je znázorněno na obrázku 2.15.
Obrázek 2.15: Travnatý povrch tvořen nanesením textury na čtvercovité plochy, výstup
aplikace
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Kapitola 3
Návrh a realizace řešení
V této kapitole se zaměříme hlavně na implementaci jednotlivých metod a technik popsa-
ných v teoretické části tohoto textu.
3.1 Perlinův šum
V této sekci si ukážeme jak lze implementovat jednotlivé části Perlinova šumu (koherentní
generátor pseudonáhodných čísel, lineární interpolace, skládání šumových funkcí) v jazyce
GLSL pro popis shaderů (této implementace poté bude využito při tvorbě Skyboxu 3.3 a
realistické vodní plochy 3.3).
Listing 3.1: Implementace 3D Perlinova šumu v prostředí shaderů (jazyk GLSL)
1
2 /// Koherentni pseudonahodny generator cislic
3 float Noise(uvec3 c){
4 uint x=c.x*73u+(c.y*179u+c.z*10000u)*100000u;
5 x=x*(x*x+1u);
6 return 1.0- ((x*(x*x*1u+1u)+1u)&0 x7fffffff)/1073741824.;
7 }
8
9 ///Linearni interpolace okolnich 2^3 bodu (3D)
10 float InterpolateNoise(vec3 x){
11
12 uvec3 floor = uvec3(x);
13 vec3 fractional = x-floor;
14
15 // vypocteni okolnich bodu 2^3
16 float x0=Noise(floor+uvec3 (0,0,0));
17 float x1=Noise(floor+uvec3 (1,0,0));
18 float x2=Noise(floor+uvec3 (0,1,0));
19 float x3=Noise(floor+uvec3 (1,1,0));
20 float x4=Noise(floor+uvec3 (0,0,1));
21 float x5=Noise(floor+uvec3 (1,0,1));
22 float x6=Noise(floor+uvec3 (0,1,1));
23 float x7=Noise(floor+uvec3 (1,1,1));
24
25 // linearni interpolace mezi body
26 float x01=x0*(1- fractional.x)+(x1*fractional.x);
27 float x23=x2*(1- fractional.x)+(x3*fractional.x);
28 float x45=x4*(1- fractional.x)+(x5*fractional.x);
29 float x67=x6*(1- fractional.x)+(x7*fractional.x);
30 float x0123=x01*(1- fractional.y)+(x23*fractional.y);
31 float x4567=x45*(1- fractional.y)+(x67*fractional.y);
32 float x01234567=x0123 *(1- fractional.z)+(x4567*fractional.z);
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33
34 return x01234567;
35 }
36
37 ///Skladani sumovych funkci
38 float SNoise(vec3 x,float f,float p,float a,uint N){
39 float ret =0;
40 // secte vysledky vsech oktav (sumove funkce) v danem bode , pocet oktav je N
41 for(uint i=0u;i<N;++i){
42 ret+=a*InterpolateNoise(x*f);
43 f*=2;
44 a*=p;
45 }
46 // prevedeni vysledku do intervalu <0,1>
47 return clamp(ret ,-1,1) *0.5+0.5;
48 }
3.1.1 Generování terénu
Při generování terénu pomocí Perlinova šumu (2D Perlinův šum implementovaný v třídě
PerlinNoise2D.cpp) si můžeme terén představit jako 2D čtvercovou matici, kde počet řádků
a počet sloupců odpovídá velikosti terénu (respektive počtu čtverců, z kterých se terén
skládá).
Obrázek 3.1: 2D čtvercová matice
Tato čtvercová matice může poté být modelována dle výškové mapy (pole hodnot udá-
vající výšku v daném bodě matice) a tvořit tak 3D model terénu. Výšková mapa se může
načítat z textového nebo obrazového souboru, ale v případě procedurálního generování se
tato výšková mapa generuje právě pomocí Perlinova šumu.
V takovém případě je tedy nutno projít 2D matici bod po bodu a každý bod použít jako
index do Perlinova šumu. Ve své podstatě je nutno dosadit x a y procházeného bodu do
již zmíněného vztahu pro výpočet hodnoty šumové funkce 2.4 v bodě [x, y]. Po dokončení
průchodu maticí je terén vymodelován podle výsledné šumové funkce, která má, jak již
známo, snadno ovlivnitelný průběh, a tak je možné generovat terény různých povah. Na
obrázku 3.2 můžeme vidět příklad takto vygenerovaného terénu, jednou za použití lineární
interpolace 2.1 a podruhé kosinové interpolace 2.2.
Na obrázku 3.2 jsou jasně patrné rozdíly mezi použitím lineární a kosinové interpolace.
U lineární jsou viditelné ostré přechody mezi výškami sousedních bodů, kdežto u kosinové
jsou výstupy vyhlazenější, z čehož lze usoudit, že použití lineární interpolace je vhodnější
spíše pro generování skalnatých výběžků a kosinová interpolace nalezne využití například
u mírně kopcovitých povrchů.
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Obrázek 3.2: Terén vygenerovaný Perlinovým šumem s lineární interpolací (vlevo), s kosi-
novou interpolací (vpravo), výstup aplikace
3.1.2 Generování textur
Generování textur probíhá obdobně jako generování terénu, s tím rozdílem, že při genero-
vání textur se hodnota vygenerovaného šumu vyžívá pro určení barvy onoho pixelu. Texturu
si lze představit opět jako 2D čtvercovou matici, kde jednotlivé čtverce představují pixely,
jejichž barvu určují hodnoty v kanálech RGB (probíhá aditivní míchání barev). Při genero-
vání textury jde tedy opět o průchod 2D maticí (při generování 2D textur), kdy se generují
hodnoty RGB pro daný pixel (hodnoty jsou převedeny do intervalu 〈0, 255〉).
Generovat texturu lze i jiným způsobem, než-li dosazením hodnot šumu do RGB kanálů.
Vygenerovaný šum lze využít i jako pouhý předpis pro smíchání dvou barev, či textur, kdy
hodnota v daném bodě určuje poměr mezi barvami, které se míchají. Pokud mícháme
barvy A a B a hodnota šumu v daném bodě je t, pak výslednou barvu získáme interpolací
mezi těmito barvami dle vzorce lineární interpolace 2.1. Pak je možné například smícháním
modré a bílé dle 2D Perlinova šumu získat texturu mraků viz obrázek 3.3.
Obrázek 3.3: Perlinův šum jako předpis pro smíchání modré a bíle (vlevo), příklad výsledné
textury mraků (vpravo), vytvořeno aplikací GIMP
Dále je možné využívat hodnoty šumové funkce v kombinaci s jinými například goni-
ometrickými funkcemi jako je funkce sinus, cosinus nebo v známých vztazích pro získání
požadovného vzoru či efektu. Zde jsou uvedeny některé známé vztahy pro získání vzorů
vizuálně podobných mramoru či dřevu 1:
1http://freespace.virgin.net/hugo.elias/models/m perlin.htm
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 vzoru podobajícímu se povrchu mramoru můžeme dosáhnout nasledujícím způsobem:
mramor(x, y) = cos(x+ snoise(x, y, f, p, a, n)) (3.1)
 textury podobající se dřevu můžeme dosáhnout tímto způsobem:
g(x, y) = snoise(x, y, f, p, a, n) (3.2)
drevo(x, y) = g − (int)g (3.3)
Obrázek 3.4: Vygenerovaný vzor podobný mramoru(vlevo), vzor podobný dřevu(vpravo)
3.2 L-systémy
V této sekci se budeme zabývat implementací parametrických D0l (deterministických bez-
kontextových) L-systémů. Bude řeč o navrženém jazyce pro popis L-systémů, který je po-
psán gramatikou (bude popsána v sekci 3.2), a následné interpretaci 3.2 tohoto jazyka do
podoby 3D stromů (rostlin).
3.2.1 Gramatika
Při implementaci L-systémů budeme jako první krok definovat gramatiku , která bude
generovat jazyk popisující tento L-systém. V tomto kontextu je bezkontextová gramatika
generující jazyk definována jako čtveřice G = (Vn, Vt, P, S) [3], kde
 abeceda všech znaků může být definována jako V = Vn ∪ Vt, kde Vn ∩ Vt = ø, kde ø
je prázdná množina
 Vn je konečná množina non-terminálních znaků
 Vt je konečná množina terminálních znaků
 P je konečná množina pravidel ve tvaru A→ x, kde A ∈ Vn a x ∈ V ∗, A→ x potom
znamená, že za A bude nahrazeno (bude se generovat) x, A→  představuje takzvané
epsilon pravidlo kdy A generuje prázdný řetězec
 S je počáteční non-terminál
Navržená gramatika, která bude použita pro generování jazyka, který popisuje L-systémy
je definována následujícím způsobem:
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Listing 3.2: Gramatika generující jazyk pro popis L-systémů
1 V_n = {GRAMMAR , ITER , ROT , LENGTH , LENGTH_DEC , RADIUS , AXIOM , BODY , RADIUS_DEC ,
2 TRUNK_DEC , TROPISM , RULES , RULE , RULE_N , STRING , STRING_N}
3 V_t = {+, −, <, >, &, ˆ , [ , ] , F , @ , ! , _ , L , { , } , ” , ” , =, : , number , ident , eof}
4 P = {
5 GRAMMAR −> ITER ROT LENGTH RADIUS AXIOM BODY RULES eof
6 ITER −> iteration = number ,
7 ROT −> rotation = number ,
8 LENGTH −> length = number ,
9 RADIUS −> radius = number ,
10 AXIOM −> axiom = ident ,
11 BODY −> TROPISM RADIUS_DEC TRUNK_DEC LENGTH_DEC
12 TROPISM −> tropism = {number , number , number } , RADIUS_DEC TRUNK_DEC LENGTH_DEC
13 RADIUS_DEC −> decrement_radius = number , TROPISM TRUNK_DEC LENGTH_DEC
14 TRUNK_DEC −> decrement_trunk = number , TROPISM RADIUS_DEC LENGTH_DEC
15 LENGTH_DEC −> decrement_length = number , TROPISM RADIUS_DEC TRUNK_DEC
16 TROPISM −> epsilon
17 RADIUS_DEC −> epsilon
18 TRUNK_DEC −> epsilon
19 LENGTH_DEC −> epsilon
20 RULES −> rules = {RULE}
21 RULE −> ident : STRING RULE_N
22 RULE_N −> , ident : STRING RULE_N
23 RULE_N −> epsilon
24 STRING −> + STRING_N
25 STRING −> − STRING_N
26 STRING −> < STRING_N
27 STRING −> > STRING_N
28 STRING −> & STRING_N
29 STRING −> ˆ STRING_N
30 STRING −> [ STRING_N
31 STRING −> ] STRING_N
32 STRING −> F STRING_N
33 STRING −> @ STRING_N
34 STRING −> ! STRING_N
35 STRING −> _ STRING_N
36 STRING −> L STRING_N
37 STRING −> number STRING_N
38 STRING −> ident STRING_N
39 STRING_N −> + STRING_N
40 STRING_N −> − STRING_N
41 STRING_N −> < STRING_N
42 STRING_N −> > STRING_N
43 STRING_N −> & STRING_N
44 STRING_N −> ˆ STRING_N
45 STRING_N −> [ STRING_N
46 STRING_N −> ] STRING_N
47 STRING_N −> F STRING_N
48 STRING_N −> @ STRING_N
49 STRING_N −> ! STRING_N
50 STRING_N −> _ STRING_N
51 STRING_N −> L STRING_N
52 STRING_N −> number STRING_N
53 STRING_N −> ident STRING_N
54 STRING_N −> epsilon
55 }
56 S = GRAMMAR
Jazyk obsahuje taktéž konečnou množinu klíčových slov:[
axiom decrement length decrement radius decrement trunk iteration
length radius rotation rules tropism
]
Význam jednotlivých znaků z definované gramatiky 3.2 a klíčových slov je uveden v
tabulce 3.2:
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axiom konstanta definující axiom přepisovací gramatiky
decrement length konstanta určující o kolik se bude postupně snižovat délka
jednotlivých větví (délka prováděného kroku při F se zme-
nšuje při každém novém větvení (u listnatých stromů), u
jehličnatých po každém interpretovaném znaku F )
decrement radius konstanta určující o kolik se bude postupně snižovat průměr
jednotlivých větví (průměr větve se zmenšuje o konstantu
po každém interpretovaném znaku F )
decrement trunk konstanta určující o kolik se bude při nově vznikající větvy
(větvení) snižovat průměr této větve oproti její rodičovské
větvi
tropism konstantní vektor určující jakým směrem bude rostlina
během vývoje ohýbána
F želva provede posun vpřed dle délky kroku (definované para-
metrem length) aktuální pozice a aktuálního natočení, vy-
kreslí úsečku
+ želva provede kladnou rotaci okolo osy ~U
− želva provede zápornou rotaci okolo osy ~U
∧ želva provede kladnou rotaci okolo osy ~H
& želva provede zápornou rotaci okolo osy ~H
/ želva provede kladnou rotaci okolo osy ~L
\ želva provede zápornou rotaci okolo osy ~L
[ uloží aktuální stav želvy na zásobník
] vyjme z vrcholu zásobníku stav želvy
@ @t změní úhel α (definovaný parametrem rotation), o který
se želva bude natáčet v daném směru, například rotace okolo
osy ~U 2.7, kde Ru(α = t)
! !t změní délku kroku (definovanou parametrem length) na
length = t pro vykreslení úsečky F
t změní průměr větve, respektive parametr radius (větve
jsou interpretovány jako kužely okolo úsečky generované po-
mocí F viz 3.2) na radius = t
L na aktuální pozici želvy generuje čtvercovou plochu (zde se
bude nanášet textura listu, geometrie listu bude popsána
samostatným L-systémem viz 3.2), v L-systému je poté tento
znak používán v následující kombinaci [L]
number představuje číselný literál o rozsahu typu float (jak je de-
finován v standardu ANSI C), literál je tvořen celou částí,
nebo celou a desetinnou částí
ident představuje řetězcový literál, který začíná abecedním zna-
kem a poté může následovat libovolný počet abecedních
znaků spolu s znakem
”
“
Tabulka 3.1: Význam znaků z množiny Vt gramatiky 3.2 a klíčových slov
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3.2.2 Interpret
Implementaci, pro účely našeho interpretu, můžeme rozdělit do tří fází:
1. Lexikální analýza
2. Syntaktická analýza
3. Interpretace
Lexikální analýza (třída Scanner.cpp ve zdrojových souborech) pracuje na bázi ko-
nečného automatu, který znak po znaku čte zdrojový kód a vrací načtený token (metoda
instance třídy Scanner getNextToken()). Token pak představuje číselné hodnoty, jasně de-
finující jednotlivé znaky množiny Vt, definované gramatikou 3.2. V případě tokenů ident a
number si token uchovává atribut, představující řetězcovou hodnotu tokenu ident a číselnou
hodnotu tokenu number.
Syntaktická analýza (třída LParser.cpp ve zdrojových souborech) provádí syntak-
tickou analýza za využití metody rekurzivního sestupu. Při této metodě jsou jednotlivé
non-terminály z množiny Vn (definované gramatikou 3.2) implementovány jako metody,
které invokují metodu GetNextToken() (z instance třídy Scanner), nebo rekurzivně samy
sebe s cílem kontroly navrácených tokenů (respektive syntaxe jazyka). Syntaktická analýza
je ústřední fází celého interpretu, jelikož se mimojiné také stará o inicializaci (naplnění
struktur) uchovávajcí informace o L-systému (naplnění hashovacích (tabulka s rozptýle-
nými prvky) tabulek, které uchovávají produkční pravidla ve formátu klíč:hodnota, uložení
hodnoty axiomu, počtu iterací . . . ).
Třída LParser je poté instanciována v třídě LSystem, kde se provede kontrola syntaxe
a inicializace L-systému. Poté se vytvoří řetězec popisující objekt (rostlina) ve scéně (na
základě počtu iterací, počátečního axiomu a produkčních pravidel). K tomuto účelu slouží
metoda applyRules() instance třídy LSystem.
Nyní již může přijít na řadu interpretace. Když máme finální řetězec vygenerovaný
L-systémem, zbývá ho jen znak po znaku zinterpretovat. K tomuto účelu slouží třída
Turtle.cpp ve zdrojových souborech, která znak po znaku prochází řetězec a interpretuje
znaky, dle popisu uvedeném v tabulce 3.2.
Větve
Pro reprezentaci stromů ve 3D prostoru bychom si nevystačili pouze s úsečkami představu-
jícími větve, tudíž budeme interpretovat větve jako kužely. Zde vycházíme z faktu, že známe
výchozí bod pro dolní podstavu kuželu (aktuální pozice želvy před interpretováním znaku
F ) a také známe délku kroku želvy (parametr length). Pokud tedy známe bod středu dolní i
horní podstavy, stačí poté generovat body okolo obou těchto středů v poloviční vzdálenosti
definovaného parametru radius (body jsou natočeny dle vektoru ~H, který definuje jakým
směrem želva udělá další krok). Po vzájemném propojení bodů obou těchto vznikajících
kružnic vzniká kužel viz L-systém 3.3 a obrázek 3.5.
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Listing 3.3: L-systémem popsaný kužel představujcící větev
1 iteration=1,
2 rotation=18,
3 length = 20 ,
4 radius = 12 ,
5 axiom=Q ,
6
7 rules={
8 Q : F
9 }
Obrázek 3.5: Větev generovaná L-systémem 3.3, výstup aplikace
Průměr dolní a horní podstavy je ovlivňován parametry radius, decrement radius a
decrement trunk jak je známe z tabulky 3.2. Tímto způsobem je možné generovat větve,
jejichž průměr se s délkou větve zmenšuje, nově vznikající větve vždy budou mít o hodnotu
decrementtrunk menší průměr, než jejich rodičovské . . . .
Listy
Vytváření listů rostlin je spjato se znakem L z tabulky 3.2, kde v místě definování tohoto
znaku vzniká čtvercová plocha pro nanesení textury listu. Geometrie listu, která je vy-
kreslována do textury je popsána samostatným L-systémem. Takovýto L-systém lze popsat
následujícím způsobem 3.4.
Listing 3.4: L-systémem popsaná geometrie listu
1 iteration=2,
2 rotation=22.5 ,
3 length = 1 .0 ,
4 radius = 0 .1 ,
5 axiom=A ,
6 rules={
7 A :[<<F>F>F>F@112 .5>F@22 .5>F>F>>F ]
8 }
Obrázek 3.6: Vyobrazený list popsaný L-systémem 3.4
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3.3 Vizualizační metody
V této sekci se budeme zaobírat některými, z hlediska implementace zajímavějšími, postupy
z teoretické sekce 2.3.
3.3.1 Skybox
O skyboxu jsme v teoretické části 2.3 mluvili jako o krychli, na níž je nanesena textura (po-
pisující okolí scény). V případě této práce je skybox (nebe s mraky) vykreslován jako jediný
čtverec, a ve scéně umisťován, tak aby byl zobrazen vždy na pozadí (za všemi ostatními
objekty ve scéně) zorného pole kamery.
Barva jednotlivých pixelů čtverce je poté počítána na straně fragment shaderu za využití
3D Perlinova šumu 3.1. Princip, jakým je barva pixelů počítána je znázorněn na obrázku
3.3.
A
B = [x,y]
zorné pole
alpha
L
V
Obrázek 3.7: Princip obarvení pixelů čtverce (skyboxu)
 ~V definuje vektor od kamery k pixelu na čtverci, pro který chceme získat barvu
 A je průsečík (pixel) ~V a čtverce, který obarvujeme
 B je bod na dovjrozměrné ploše ve výšce Y nad scénou, tento bod je potom využit
jako index do 3D Perlinova šumu, kde index = [Bx, By, t], t je časová proměnná
 ~L je vektor ke zdroji světla
 na základě výpočtu Sun color = CL · (~L · ~V )n dále získáme obarvení pixelu s ohledem
na pozici vůči zdroji světla (slunce), kde CL je barva zdroje světla a (~L · ~V )n je
umocněný skalární součin těchto vektorů
 finální barvu pixelu poté získáme jako lineární interpolaci mezi modrou a bílou barvou
(na základě hodnoty z 3D Perlinova šumu), ke které přičteme barvu Sun color, jak
takto vytvořený skybox vypadá je znázorněno na obrázku 3.3
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Obrázek 3.8: Skybox implementovaný ve fragment shaderu za využití 3D Perlinova šumu,
výstup aplikace
3.3.2 Voda
V této sekci se budeme zabývat modifikací normál vodní plochy za účelem dosáhnutí efektu
vlnění. V teoretické sekci 2.3 jsme zmínili metodu vykreslování realistické vodní plochy za
využití pouze 4 bodů (jedna čtvercovitá plocha). V této práci je realistická voda implemen-
tována právě tímto způsobem.
Naším cílem je tedy modifikovat normálové vektory povrchu, které mají, v případě
rovné plochy, všechny stejný tvar: ~N = (0, 1, 0). K tomuto účelu využijeme 3D Perlinova
šumu (pro výpočet gradient vektoru (vektor udávající změnu vektoru ve směrech (x,y a z)))
následujícím způsobem:
 vypočteme hodnotu 3D Perlinova šumu v bodě [x, y, z], tedy f0 = snoise(x, y, z, f, p, a, n)
a určíme hodnotu přírustku (o kolik se budeme posouvat v rámci okolních bodů) na-
příklad  = 1.0
 poté spočteme hodnotu Perlinova šumu v bodech f1 = snoise(x + , y, z, f, p, a, n),
f2 = snoise(x, y + , z, f, p, a, n) a f3 = snoise(x, y, z + , f, p, a, n)
 na základě numerické derivace získáme přírustek vektoru ve všech třech směrech (x,y
a z), pak jsme schopni gradient vektor definovat vztahem 3.4:
~grad = (
f1 − f0

,
f2 − f0

,
f3− f0

) (3.4)
 modifikovanou normálu pak získáme jednoduchým odečtením gradient vektoru od
původní normály:
~N ′ = ~N − ~grad (3.5)
V aplikaci, jako bod [x, y, z] dosazujeme do Perlinova šumu vektor k pixelu na vodní
ploše, kde bereme x, y (složku vektoru) a třetí dimenze je čas t. Pomocí modifikovaných
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normál poté modifikujeme texturovací souřadnice do textury s odrazy a textury s dnem
vodní plochy.
Textura s odrazy obsahuje barevné informace o scéně vykreslené z pohledu kamery
převrácene okolo vodní plochy (viz obrázek 3.3). Scéna, z pohledu převrácené kamery, je do
textury vykreslována bez objektů pod vodní hladinou. Dosáhnout toho, aby se vykreslilo
do textury pouze vše nad vodní hladinou lze za pomocí takzvané clipping plane (ořezová
rovina, v tomto případě vodní plocha). Textura s dnem vodní plochy pak vzniká podobným
způsobem (kamery se nepřevrací a je ořezáno vše nad vodní hladinou).
Bod promítnutý jako
odraz na vodní hladin
Scéna pod vodní
hladinou je o ezána
L
L' ř
Obrázek 3.9: Ukázka převrácené kamery okolo vodní plochy
K získání barevné informace na povrchu vodní hladiny indexujeme tyto dvě textury
modifikovanými texturovými souřadnicemi v bodech jednotlivých pixelů a poté je mísíme
dle Fresnelova vzorce (pouze aproximace):
fresnel = 1− (~V · ~N ′) (3.6)
 (~V · ~N ′) je skalární součin vektoru od pixelu k pozorovateli (~V ) a modifikovaného
normálového vektoru povrchu ( ~N ′)
Obrázek 3.10: Realistická voda s aplikováním 3D normálové mapy (modifikace odrazů a
dna vodní plochy) a spekulárními odlesky, výstup aplikace
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3.3.3 Spriting
Co je to spriting bylo řečeno v teoretické části 2.3, v této části si řekneme, jak jsou stébla,
která se nanáší na texturu (sprite) tvořena. V našem případě jsou jednotlivá stébla mo-
delována jako částice, které jsou vystřelovány (svisle nahoru) z bodu xi (takzvaný emitor)
a jsou přitahovány směrem k zemi (implementováno jako natočení o náhodně generovaný
úhel α k zemi) s přibývající délkou stébla (jednotlivé body dráhy částice tvoří stéblo). Na
obrázku 3.3 je tento princip znázorněn.
Obrázek 3.11: Částice vysílané z emitorů x0 až xn představující stébla trávy
Jak vypadá takto implementovaný travnatý povrch je možné vidět na obrázku 2.15.
3.4 Šablona pro generování lesa
Při implementaci šablony lesa využijeme lexikálního analyzátoru (Scanner.cpp), který byl
implementován pro účely jazyka pro popis L-systémů, a navrhneme syntaktická pravidla
(gramatika) pro účely šablony (CParser.cpp - kontrola syntaxe, inicializace všech potřeb-
ných atributů). Tak, jak je šablona navržena, umožnuje uživateli stanovit povahu terénu
krajiny (rozměry, parametry Perlinova šumu a hustotu zalesnění), úroveň (do jaké výšky
terénu se budou vyskytovat) vodních ploch, interval pro růst trávy na terénu (výška od-do)
a druhy rostlin (popsané L-systémy), které se budou v terénu vyskytovat.
Gramatika pro popis šablony lesa je popsána následujícím způsobem:
Listing 3.5: Gramatika generující jazyk pro popis šablony lesa
1 V_t = {” , ” , =, { , } , string , number , eof}
2 V_n = {FORREST , TERRAIN , LAKE , WEED , PLANTS , VECTOR , EXPORT}
3 P = {
4 FORREST −> TERRAIN LAKE WEED PLANTS eof
5 TERRAIN −> terrain = {number , number , number , number , number , number , number}
6 LAKE −> , water = number
7 WEED −> , grass = number , number
8 PLANTS −> PLANT
9 PLANT −> , plant = {string , string , number , VECTOR , number , number , number , number
EXPORT} PLANT
10 PLANT −> epsilon
11 VECTOR −> {number , number , number}
12 EXPORT −> , export
13 EXPORT −> epsilon
14 }
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15 S = FORREST
Klíčová slova: [
terrain water grass plant export
]
Nyní si popíšeme význam jednotlivých klíčových slov a jejich inicializačních parametrů:
 terrain definuje následující atributy terénu:
1. číslo (tak jak bylo definováno v tabulce 3.2) představuje šířku terénu
2. číslo představuje hloubku terénu
3. číslo udává hustotu zalesnění (jak daleko od sebe mohou jednotlivé rostliny být
na terénu umístěny) v pixelech
4. číslo udává persistenci Perlinova šumu
5. číslo udává frekvenci Perlinova šumu
6. číslo udává amplitudu Perlinova šumu
7. číslo udává počet oktáv Perlinova šumu
 water definuje normalizovanou výšku vodní hladiny (je počítána jako lineární in-
terpolace mezi minimální a maximální výškou terénu dle zadané výšky hladiny) v
intervalu 〈0, 1〉
 grass definuje normalizovanou výšky ,od (první číslo) a do (druhé číslo), v kterých
bude růst tráva
 plant definuje atributy rostliny:
1. řetězec udávající cestu k textovému souboru (popis L-systému) popisující struk-
turu modelu rostliny
2. řetězec udávající cestu k textovému souboru popisující geometrii listu rostliny
3. číslo udávající druh textury, která se bude nanášet na kmen stromu, v rozsahu
〈4, 5〉
4. vektor (trojice čísel v intervalu 〈0, 1〉) představující barvu jednotlivých RGB
kanálů k popisu zabarvení listu rostliny
5. další je dvojice číselných parametrů popisujících normalizovanou výšku (od-do)
výskytu rostliny
6. číslo udávající počet výskytů rostliny na terénu
7. poslední číslo udává druhy rostliny (listnatý (0) a jehličnatý (1)), oba druhy se
liší ve fázi interpretace L-systému, například
”
F[L]“ definuje větev zakončenou
listem v případě listnatého stromu,
”
[L]F“ definuje větev s jehlicemi v případě
jehličnatého stromu a další . . .
 export definuje zda model rostliny bude exportován do formátu .obj pro další využití
externí aplikací, více info zde 4.2
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3.4.1 Rozmístění rostlin na terénu
Stromy (rostliny) spolu s trávou jsou umisťovány na terén dle výšky výskytu (od-do). V
potaz při umisťování se bere i normála povrchu terénu v daném bodě (rostliny ani tráva
nerostou na strmých površích). Aby se rostliny rozmístily po terénu rovnoměrně a nemohla
nastat situace, kdy by se stromy hromadily pouze v jedné části terénu (či bodě - toto je
ošetřeno parametrem hustoty zalesnění při inicializaci terénu) byl implementován konečný
automat, který se o tato umisťování stará. Na obrázku 3.4 je znázorněno, jak tento automat
postupuje při rozmisťování rostlin po terénu.
Obrázek 3.12: Rozdělení terénu na sektory které automat prochází v pořadí 1,2,3,4 dokud
nejsou rozmístěny všechny rostliny a jejich výskyty (pokud je to možné)
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Kapitola 4
Dosažené výsledky
V této kapitole bude čtenář obeznámen s dosaženými výsledky implementované aplikace.
Budou uvedeny příklady konfiguračního souboru pro popis šablony lesa, či ukázky jak jsou
jednotlivé rostliny popsány L-systémy včetně jejich následného zobrazení.
4.1 Výstupy aplikace
Nyní si na několika příkladech ukážeme jak tedy vypadají rostliny (po interpretaci) popsané
různými L-systémy.
Listing 4.1: L-systém popisující rostlinu (strom).
1 iteration=8,
2 rotation=35.0 ,
3 length = 4 ,
4 radius = 15 ,
5 axiom=A ,
6 decrement_length = 0 .3 ,
7 decrement_radius = 0.35 ,
8 decrement_trunk = 0 .2 ,
9 tropism = {0 ,−1 ,0} ,
10
11 rules={
12 A : K [ @20ˆˆ&I [ L ] A ]< [ @34&I [ L ] A ]>>[@54&I [ L ] A ]−ˆ[&I [ L ] A ] ,
13 K : FFK ,
14 I : X +++ F ,
15 X : F [<+L ]
16 }
L-systém 4.1 v podstatě popisuje, že z axiomu A se bude vždy generovat větev, o jejíž
dělce rozhoduje produkční pravidlo K (dle počtu iterací), z které budou růst čtyři nové
větve, a z každé této nové větve opět čtyři nové . . . . Dále L-systém definuje parametry,
jejichž význam je popsán v tabulce 3.2, a aplikuje na vznikající větve tropismus (směrem k
zemi - gravitropismus). Interpretace tohoto L-systému můžeme vidět na obrázku 4.1.
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Obrázek 4.1: Strom vygenerovaný L-systémem 4.1
Listing 4.2: L-systém popisující rostlinu (strom).
1 iteration=7,
2 rotation=10.0 ,
3 length = 6 ,
4 radius = 10 ,
5 axiom=A ,
6 decrement_length = 0 .5 ,
7 decrement_radius = 0.29 ,
8 decrement_trunk = 0.2714 ,
9 tropism = {0 ,−1 ,0} ,
10
11 rules={
12 A : K [ @20ˆ>I [ L ] A ]&[ @54&I [ L ] C]>+A ,
13 B : K [ @20ˆ<I [ L ] C ]ˆ+[ @54ˆI [ L ] C]&−B ,
14 C : K [ @20ˆ+I [ L ] A ] [ @54&I [ L ] A]+<[&I [ L ] C ] ˆ C ,
15 K : FF+K ,
16 I : FC ++ FA
17 }
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Obrázek 4.2: Strom (počet výskytů v šabloně lesa nastavený na tři) vygenerovaný L-
systémem 4.2
Listing 4.3: L-systém popisující rostlinu (strom).
1 iteration=22,
2 rotation=9,
3 length = 10 ,
4 radius = 25 ,
5 axiom=A ,
6 decrement_radius = 0.55 ,
7 decrement_trunk = 0.75 ,
8 decrement_length = 0.25 ,
9 tropism = {0 ,−1 ,0} ,
10
11 rules={
12 A :+S Y Z ,
13 S :+@5F&ˆˆ<F<F@9 ,
14 Y : [<<FF [<L[<<L ] ] A ] B ,
15 Z : [>>FF [>L[<<L ] ] A ] C ,
16 B : +[@5 [&F [ L[<<L ]]]−&<F [<L[<<L ] ] ] ,
17 C : −[<<FF [ L[<<L ] ] ] [>> FF [&L[<<L ] ] ] ,
18 F : +F
19 }
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Obrázek 4.3: Strom vygenerovaný L-systémem 4.6
a další . . .
Obrázek 4.4: Ukázka aplikací generovaného stromu
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Obrázek 4.5: Ukázka aplikací generovaného stromu
Takto popsané L-systémy (a další) pak lze kombinovat pomocí šablony popsané v sekci
3.4 následujícím způsobem:
Listing 4.4: Šablona definující generovanou krajinu.
1 terrain = { 800 , 800 , 20 , 0 . 32 , 0 . 004 , 100 , 6 . 5} ,
2
3 water = 0.20 ,
4
5 grass = 0 .2 , 0 . 7 ,
6
7 plant = {” p lant s \\ b i r ch . txt ” ,
8 ” p lant s \\ unknown leaf . txt ” ,
9 4 ,
10 { 1 . 0 , 1 . 0 , 0 . 0 } ,
11 0 . 2 , 0 . 8 ,
12 10 ,
13 0
14 } ,
15
16 plant = {” p lant s \\unknown . txt ” ,
17 ” p lant s \\ unknown leaf . txt ” ,
18 5 ,
19 { 1 . 0 , 0 . 0 , 0 . 0 } ,
20 0 . 2 , 0 . 5 ,
21 10 ,
22 0
23 } ,
24
25 plant = {” p lant s \\ treeA . txt ” ,
26 ” p lant s \\ unknown leaf . txt ” ,
27 5 ,
36
28 { 1 . 0 , 0 . 0 , 0 . 0 } ,
29 0 . 6 0 , 0 . 9 ,
30 10 ,
31 0
32 } ,
33
34 plant = {” p lant s \\ spruce . txt ” ,
35 ” p lant s \\ need l e s . txt ” ,
36 5 ,
37 { 1 . 0 , 0 . 7 , 0 . 0 } ,
38 0 . 8 , 1 . 0 ,
39 6 ,
40 1
41 } ,
42
43 plant = {” p lant s \\bush . txt ” ,
44 ” p lant s \\ w i l l ow l e a f . txt ” ,
45 5 ,
46 { 0 . 8 , 0 . 5 , 0 . 5 } ,
47 0 . 6 , 1 . 0 ,
48 10 ,
49 0
50 }
Obrázek 4.6: Výstup aplikace popsaný v šabloně 4.4
37
Listing 4.5: Šablona definující generovanou krajinu.
1 terrain = { 800 , 800 , 25 , 0 . 30 , 0 .0029 , 120 , 7} ,
2
3 water = 0.15 ,
4
5 grass = 0 .2 , 0 . 3 ,
6
7 plant = {” p lant s \\ b i r ch . txt ” ,
8 ” p lant s \\ unknown leaf . txt ” ,
9 4 ,
10 { 1 . 8 , 0 . 1 , 0 . 0 } ,
11 0 . 1 5 , 0 . 1 8 ,
12 10 ,
13 0
14 } ,
15 plant = {” p lant s \\unknown . txt ” ,
16 ” p lant s \\ unknown leaf . txt ” ,
17 5 ,
18 { 1 . 0 , 1 . 1 , 0 . 0 } ,
19 0 . 4 , 1 ,
20 10 ,
21 0
22 }
Obrázek 4.7: Výstup aplikace popsaný v šabloně 4.5
a další . . .
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Obrázek 4.8: Výstup aplikace
Obrázek 4.9: Výstup aplikace
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4.2 Export modelů do formátu .obj
Modely stromů lze exportovat k využití externí aplikací (například Blender) podporující
formát .obj 1. Modely se exportují aktivací přepínače export u rostliny popsané v šabloně
lesa.
Listing 4.6: Ukázka exportování modelu do formátu .obj.
1 . . .
2 plant = {” p lant s \\unknown . txt ” ,
3 ” p lant s \\ unknown leaf . txt ” ,
4 5 ,
5 { 1 . 0 , 0 . 0 , 0 . 0 } ,
6 0 . 3 , 0 . 5 ,
7 1 ,
8 0 , export
9 }
10 . . .
Obrázek 4.10: Vyexportovaný strom zobrazený aplikací Blender, popsán L-systémem v sou-
boru unknown.txt
1více info zde http://www.fileformat.info/format/wavefrontobj/egff.htm
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Kapitola 5
Závěr
Cílem této bakalářské práce bylo implementovat aplikaci, která bude z popsané šablony
generovat les (krajinu s rostlinami). Za tímto účelem byl implementován generátor terénu
(využití Perlinova šumu) a generátor rostlin (interpret L-systémů). V šabloně lze popsat
různé variace krajin viz sekce 3.4. Rostliny v této práci jsou popsány textovými soubory
(popis L-systémů), tyto soubory se pak dají využívat pro definici rostlin v šabloně lesa
(textové soubory mohou být libovolně přidávány k popisu nových druhů rostlin). Modely
těchto rostlin lze exportovat do formátu .obj k využití externí aplikací.
Za cílem vizuální přitažlivosti byly implementovány následující techniky:
 Phongův osvětlovací model 2.3 - spekulární odlesky na vodní ploše
 Normal-mapping 2.3 - aplikován ve formě 3D normálové mapy pro rozvlnění vodní
plochy, aplikován pro detailnější terén
 Shadow-mapping 2.3 - pro vrhání stínů objektmi (stromy, terén)
 Realistická vodní plocha 2.3 - míchání textury s odrazy a dnem vodní plochy pomocí
aproximace Fresnelova vzorce, 3D normálová mapa
 Skybox 2.3 - implementován na straně fragment shaderu za využití 3D Perlinova šumu
 Spriting 2.3 - pro implementaci travnatého porostu terénu
Jako rozšíření do budoucna by bylo vhodné optimalizovat výkon aplikace pomocí tech-
niky LOD (level of detail) [10, p. 517], kdy by se každý model stromu generoval vícekrát
(pokaždé s jinou úrovní detailu - nejnižší by mohl být pouze sprite). Volba modelu, který
bude vykreslován, by se řídila dle vzdálenosti od kamery. Implementované L-systémy by
mohly být rozšířeny o formu stochaismu [5, p. 28-30], kdy produkční pravidlo pravidlo by
pak mohlo mít více forem, kde by se jedna vybírala vždy na základě váhy (pravděpodob-
nosti), a tak by se dalo generovat jedním L-systémem více různě vypadajících rostlin.
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