A scientist who sets up and runs experiments typically keeps notes of this process in a lab notebook. A scientist who runs computer simulations should be no different. Experiments and simulations both require a set-up process which should be documented along with the results of the experiment or simulation. The documentation is important for knowing and understanding what was attempted, what took place, and how to reproduce it in the future.
BACKGROUND

Simulations
The size and complexity of simulations has grown with the size and complexity of computing machines. It is no longer enough for physical systems to be simulated in two dimensions at coarse resolution. Now, physical systems must be simulated in three dimensions with increasingly finer resolution to gain insight into more and smaller details. A greater amount of input information is used to initialize these simulations and a higher fidelity result is expected. All of this has contributed to the increasing complexity of simulations.
The increase in size and complexity of simulations has in turn led to an increase in size and complexity of the machines executing the simulations. "The larger the computer, the greater the complexity that could be simulated accurately. " 1 There has been an evolution of larger machines, faster processors, increased number of processors, increasingly complex interconnection networks, and more sophisticated parallel programming strategies to reap answers from simulation problems.
Typical physical system simulations of yesterday at Los Alamos consisted of approximately two input files. Execution of the simulation resulted in approximately 50 output files. The run time was a matter of hours with overnight turnaround. The physical system simulations of today consist of one or more input files often larger in size than yesterday's input file. It can take weeks to months of run time for a single simulation to complete execution. The result can be thousands of output files.
Problem of reproducibility
Executing simulation problems to fruition has become a difficult task. At times it is even more difficult to reproduce the results of a previously executed simulation problem. It is not uncommon to hear a user say "I ran this problem a month ago and now it doesn't seem to work." This could be due to the changing hardware environment, the changing software environment, the supporting software libraries, the evolving simulation software, or any combination of the above.
The solution to the problem of reproducibility is broad. One extreme is to only save the simulation problem input file and the resultant outputs. Although the input file describes the problem that was simulated, having saved it does not guarantee that it can be simulated again. The other extreme is to save everything, including all software and hardware. The hardware must be maintained in operable condition. Since this is cost prohibitive an alternative is to create software emulators for hardware systems being retired. This too is not without issues, hence an extreme in solving the problem. The use of an electronic notebook for keeping track of the simulation set up and execution is a first step to helping solve the problem of reproducibility.
ELECTRONIC NOTEBOOK
Introduction
When setting up and running an experiment the importance of keeping notes cannot be over emphasized. Setting up and running a computer simulation should be no different. Documentation of the set up and execution process should be an integral part of the simulation. The documentation serves as a history of what was attempted and potentially accomplished. It is a record of how to reproduce what was done.
There are several commercial and open-source software packages available for electronic notebooks. Many of them are designed around the abstraction of a laboratory notebook. One example is the Oak Ridge National Laboratory Electronic Notebook project.
2 Instead of a paper notebook a user makes an entry into an electronic system. Some of the systems are web based and some of them are proprietary software clients. In either case the user interface facilitates making notebook entries as well as displaying notebook entries. These systems are generalized enough that they may be used for any note keeping.
The electronic format provides the ability to more easily disseminate notebooks or their information. It also allows sharing of notebooks which could better facilitate collaborations on a project. For example, all members of a project cannot only read a project notebook, but also make entries into the notebook. This would be difficult in a non-electronic form.
Although the electronic notebook described by this paper could be used for general note keeping it is more specifically designed for computer simulation management. The goal is a record of the simulation set up and execution process leading towards reproducibility of simulations. One of the big differences between this notebook and others is that this notebook allows entries to be made by the executing simulation. Although the notebook is designed for end users most of the entries are made by simulation programs.
Some examples of the kinds of entries that a simulation program may make include the name and version of the simulation code, the hardware platform where execution is occurring, available memory, and the version of the operating system. Changes between any of these items could effect the outcome of a simulation run. Entries can also be made that point to objects in data storage such as input and output files associated with a simulation run.
Implementation
XML-based representation
The eXtensible Markup Language (XML) 3 and its parent the Standard Generalized Markup Language (SGML) 4 are languages used to create markup languages. They can also be used for creating information and knowledge representations for specific types of applications. Applications with knowledge and information that can be decomposed with objects are particularly well suited for XML-based representations. 5 Additionally, applications that must repeatedly manipulate the information represented can be well served with an XML-based representation. More details about XML-based representations and how to create them can be found in Kelsey.
In this application there are a number of separate XML-based representations being used. However, the main representation is the representation of a notebook. In the representation the root element is the enotebook element. The enotebook element has a date attribute which identifies the creation date of the notebook and a name attribute which is a unique identifier of the notebook. An enotebook element can contain any number of entry elements. An entry element represents an entry in the notebook. The entry element has six attributes: id, date, author, subject, type, and cross reference. The id is a unique identification of an entry. The date is the creation date of the entry. The author is who or what created the entry. The author could be a use or a computer program. The subject is a brief message about the topic of the entry. The type describes the category of the entry, such as a set up or execution entry. The cross reference is available to reference between entries. The entry element contains a content element and any number of attachment elements.
The content element has no attributes. The content element contains the message or note about the entry. The attachment element represents files or information to be attached to an entry. It can either contain or point to the file or information. The attachment element has three attributes: uri, type, and handler. The uri is a uniform resource identifier and serves as a pointer to an external file or resource. The type identifies what type or format the attachment is, for example, XML or text format. The handler identifies a program to read or view the attachment.
Another important XML-based representation is the representation for physical systems for simulation. This representation includes all the objects necessary to create a description of a physical system such as a shock wave physics problem or the motion of a projectile. At the highest level the representation includes objects for a computational mesh, simulation start up information, a set of materials, a set of geometric bodies, and simulation output information. 5, 7 The representation also serves as a data-interchange format. This means that a single physical system description can be converted to several different native formats and simulated on several different application codes.
An entry in the notebook can easily point to a physical system description using the attachment element. This is one way of associating information between disparate sources using XML-based representations. XML-based representations are particularly well suited for loosely coupling information and applications. 
Storage
A filled-out or populated XML-based representation is known as an instance of the representation. The instances are stored in an XML content database called Xindice 9 which is part of the Apache XML project. Xindice is neither a relational nor an object database. It is specifically designed for XML content. Notebook instances along with their entries are stored in Xindice. This allows the information in the notebooks to be searched and retrieved more easily. Searches can be made against the entry attributes such as date, author, subject, and type. All requests whether to read or write pass through an access control system. Figure 2 diagrams requests made through the access control system to the electronic notebook and associated storage. Although the notebook and storage system are not physically connected, they are connected by reference as signified by the dashed arrow. Any attachments that notebook entries point to are stored separately outside of Xindice. It is possible to store some of these items in Xindice in a "blob" format, but since attachments are not usually in an XML form and are often large objects there is no real advantage to using Xindice for them. Instead, these items are stored in a common file system specifically designed for large files. Most often these large items are output products of the simulation. Some of the graphics output data can easily approach the terabyte range in size.
Storage System
Requests
User requests
Users can make both read and write requests to the notebook, but typically make more read requests. Users only write to the notebook when they have a specific note to record. Otherwise, they let the simulation programs do the majority of note keeping. A user interacts with the notebook via a web browser. A request from the user's web browser passes through the access control system (after authentication) to a Tomcat server. Tomcat 10 is a Java 11 servlet container from the Apache Jakarta project. Java servlet 12 and Java server pages 13 are technologies for implementing dynamic and interactive web applications. Both technologies are used in the notebook for supporting requests directly from a user. Figure 3 diagrams how a user interacts with the electronic notebook via the web. Multiple web browsers are shown making requests to the notebook.
As far as the user is concerned notebook requests look like any other web browser and web server interaction. Behind the scenes the Tomcat server is processing the user request and in turn making a request to the Xindice database. The result from Xindice is packaged by Tomcat and returned to the user's browser. 
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Program requests
Programs executing within simulations can make both read and write requests but as opposed to users, programs typically make mostly write requests to the notebook. Since there is no user involved (other than starting the simulation) the requests are not interactive. Thus, the path to the notebook is different and uses different technology. Like the user requests, program requests still go through the access control system.
Simulation programs use a notebook application programming interface (API) to send requests through the access control system (after authentication) to an XML Remote Procedure Call (XMLRPC) server. XMLRPC is a specification 14 for transporting XML encoded data via hypertext transfer protocol (HTTP). XMLRPC is particularly useful for tying together disparate systems and environments. The notebook API actually consists of different forms of XMLRPC clients. The client makes a request through the access control system to the XMLRPC server. The server processes the request and sends it to the Xindice database. The result from Xindice is packaged by the XMLRPC server and sent back to the requesting client.
RESULTS AND CONCLUSIONS
The electronic notebook helps consolidate pieces of information saved by users and simulation programs. Many simulation programs save information such as program name, version, and support code library versions on their own, but this information is often spread out and under utilized. In some cases users are not even aware the information is available. The notebook tries to leverage the available information and gather as much other information as possible.
Consolidation of the information as well as methods to search and categorize the information have added value to the information. Users can find specific information and group the information into manageable portions that make sense for their particular use. These same methods can further categorize information to multiple users as a collaborating group. The ability to share and disseminate the information where appropriate is an important feature of the notebook. This feature opens up use for not just collaboration applications but applications for learning and tutoring.
The use of XML-based representations continues to grow and show success. This work builds on lessons learned while creating representations for many applications including issue tracking systems, project management systems, and physical system description and conversion tools. The increasing availability of XML standards and tools adds to the advantages and flexibility of using XML in applications. Many of the available tools are open-source tools.
XML also facilitates the use of information. Information from the electronic notebook can be consolidated and formed into various reports. The reports can be catered to the user and the user's application. Physical system simulation reports include a description of the physical system, listings of the materials in the physical system, listings of input parameters, and basic analysis of output information. Reports can also be created about the computer hardware resources utilized during the simulation execution. These include reports about the size of the simulation run, length of the run, memory utilization, and other hardware utilization factors. Other reports are designed for educational purposes such as step-by-step instruction lists. As long as the information is available in the notebook, XML facilitates the re-forming of the information into any needed report.
Although solving the problem of reproducibility as a whole remains far off, the electronic notebook is an important initial step. Reproducibility will begin with a complete and thorough record of a simulation. Reproducibility aside, the electronic notebook serves a useful purpose for users executing simulations.
