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Abstract	  
Today, Swedish police authorities nationwide collect data of traffic accidents. The 
information is stored in a national database managed by the Swedish Transport Agency 
and is an important resource in the process of analysing and improving road safety.  
Literature studies in this thesis, together with earlier work by the author have 
suggested that the data collection process is in need of an update: a digital tool for such 
data collection is necessary. Problems with varying quality of data and long submission 
times of reports have been attributed to the current method, which involves a paper form. 
A digital method including a handheld device is expected to improve data quality and 
shorten overall submission times.  
The aim of the thesis has thus been to design and develop a mobile GIS system 
for collection and management of traffic accident information for police authorities.  
 The project has utilized mainly open source tools. The result is a system 
containing an Android application for data collection, a database server with a database 
for storage, an application server/web server to host a software server (map server), and a 
web server that handles requests and hosts a web service for viewing and retrieving data.  
 The created system can collect all of the information that the currently used 
analogue method does as well as new media such as GPS coordinates, photographs and 
audio. The functionality of the web service demonstrates that data is collected and stored 
in suitable formats in a database schema that is flexible enough to facilitate a wide range 
of queries relevant to the field of road safety. 
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1	  Introduction	  
1.1	  Problem	  definition	  
In 2012 the author conducted a quantitative analysis of bicycle related traffic accidents in 
the municipality of Malmö. Data was provided as an Excel spreadsheet by the 
municipality and consisted of accidents that occurred during the period 2005-2010. The 
data was produced by the Swedish Transport Agency for STRADA.   
 During analysis of the data, questions emerged regarding the quality and 
usefulness of the data. The report already considered the problem that not all accidents 
where people are injured are reported. However, during analysis of the geographical 
distribution of accidents based on light conditions in which they occurred it was noted 
that 349 of the 2942 events were missing coordinates and that 989, i.e. more than a third 
of the events, were missing information about light conditions in the attribute data 
(Markus 2012). By deciding to analyse two attributes, light conditions and location, more 
than a third of the data could not be used. The amount of useful data would decrease as 
more attributes were used in analysis. With such a decrease in population one might have 
to question the generalizability of the end results. 
The level of detail of attribute data varied between the reported accidents. Of 
those reports that did have coordinates, the geographic precision appeared to vary. The 
varying level of detail in attribute data made it necessary to visit the locations to deduce 
the possible causes of the accident. The study left me with the impression that there must 
be potential to improve the quality and quantity of the data by improving the production 
process. The data collection process had been carried out by writing reports on paper. 
Changing the medium to a digital format should be a potential solution to obtain a 
simpler and more structured data collection process resulting in higher quality of data. A 
suitable medium instead of paper could be a handheld computer, or tablet.  
 
1.2	  Background	  -­‐	  A	  future	  without	  fatalities	  on	  Swedish	  roads	  	  
In 1993 the Swedish transport agency was given the task by the parliament to investigate 
how statistics of traffic accidents could improve preventive traffic safety work (Sjöö and 
Ungerbäck 2007). The result was a report published in 1996 containing the proposition 
for a system used nationwide by all agencies involved in traffic safety (Vägverket 1996). 
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According to the report, the system would provide a more realistic presentation of the 
safety of Swedish roads. All future traffic victims that would receive medical treatment 
were going to be part of the new statistics (Vägverket 1996). The report argued that the 
new data would provide a better basis for priorities and decision making leading to more 
efficient safety work, i.e. a decreasing number of yearly victims (Vägverket 1996).  
Later in 1996, the parliament gave the Swedish Transport Agency the task of 
creating and launching the proposed system (Swedish Transport Agency n.d.-a). 
According to the instructions, the three main goals for the new system were to support 
traffic safety work on central, regional, and local levels, provide basis for correct 
decisions regarding new safety measures, and minimize costs and duplication of work 
within public administration (Sjöö and Ungerbäck 2007). In 1997 the Swedish parliament 
approved a proposition regarding new nationwide strategies for traffic safety work (Sjöö 
and Ungerbäck 2007). The long-term objective was to reduce the amount of yearly 
fatalities and serious injuries in road related accidents to zero (Persson and Uusmann 
1997). Development and initialization of the new system was started between 1998 and 
2000. During this period the project consisted of seven subgroups based on geographical 
administrative boundaries. Each subgroup incorporated representatives from police, 
medical services, and road authorities (Swedish Transport Agency n.d.-a). The system 
that was implemented is named STRADA (see 1.2.1 STRADA).  
 
1.2.1	  STRADA	  
STRADA, or Swedish TRaffic Accident Data Acquisition (Sjöö and Ungerbäck 2007), is 
a system for storing, managing, and distributing nationwide traffic accident data reported 
by police supplemented by reports from hospitals (Swedish Transport Agency n.d.-c). 
The system is now part of the Swedish Transport Agency. Police are providing data 
nationwide for STRADA since the end of 2002 (Sjöö and Ungerbäck 2007). More than 
half of the municipalities of Sweden have access to STRADA and use the data for 
analysis before carrying out road safety operations. Other users of the data are e.g. The 
Swedish Transport Agency, rescue services and police (Swedish Transport Agency n.d.-
b).  
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1.2.2	  Reporting	  to	  STRADA	  
The first step of reporting an accident to STRADA (see Figure 1.1) occurs when a police 
officer, with a pen, fills out a paper form (see Appendix A) describing the accident and 
the surrounding conditions (Mattsson and Ungerbäck 2013). This should be done in situ 
and as soon as possible (1§ SFS 1965:561). The process includes the drawing of a 
reproduction of the scene using specific symbology suitable for handwriting (Mattsson 
and Ungerbäck 2013). As guidance, police authorities have access to documentation in 
the form of a tutorial on how to complete the form (Sjöö and Ungerbäck 2007;  Mattsson 
and Ungerbäck 2013). Upon completion, the form should be checked by the police 
officer in charge before it is forwarded to staff within the same precinct who are 
responsible for registering the data in STRADA (Mattsson and Ungerbäck 2013).  
At the second step, the data is digitized and submitted to STRADA databases 
located in the city of Borlänge using a client called the police web (see Figure 1.1). The 
software also encrypts personal information before submission (Sjöö and Ungerbäck 
2007).  
Figure 1.1. The process from accident to data ready for use. Database number 1 stores all data 
including personal information, however the personal information is encrypted. Database 
number 2 contains no personal information. This is the database that is shared and used to 
produce statistics. Based on the original figure by Sjöö & Ungerbäck (2007). 
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Accidents that have resulted in personal injuries should be reported to the 
Swedish Transport Agency as soon as possible and the latest seven days after police 
authorities have been made aware of them (1§ SFS 1965:561). Fatal accidents should also 
be reported as soon as possible but the latest five days after police authorities have been 
made aware of them (2§ SFS 1965:561).  
Users access data in STRADA database number two through a specific client with 
the purpose of easy retrieval of data (Sjöö and Ungerbäck 2007). The client allows the 
users to perform searches for reports with limitations based on attributes, e.g. location 
and time. The locations of the results can be displayed on a map. Each report can be 
downloaded individually in PDF format for printing. As an alternative to the client, the 
Swedish Transport Agency can also provide analysts with copies of parts of database 
number 2 (Sjöö and Ungerbäck 2007). Appendix B is an example of a digitized, 
submitted and downloaded report. Figure 1.2 below is a screenshot of a section of a 
downloaded report, specifically the part that contains the illustration of the accident. Note 
that the illustration of the accident contains different symbology than what is used during 
the process of drawing by hand (see Appendix C). The symbology of the downloaded 
version of the report (Figure 1.2) is easier to comprehend by a larger variety of readers 
since the digital reproduction of the scene allows more detail.  
Figure 1.2. An illustration of the scene of an accident. Traffic elements are numbered so 
that they can be referred to in the text describing the scenario. Solid and dashed lines 
represent origin- and direction of travel. The crosshair marks the collision point (Mattsson 
and Ungerbäck 2013). A car, element number 1, has drifted into the oncoming lane causing 
a frontal collision with a truck, element number 2. Screenshot from a downloaded report in 
PDF format (Appendix B). 
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1.2.3	  Problems	  with	  the	  current	  system	  
The Swedish Transport Agency has expressed concerns regarding the quality of data in 
STRADA. Sjöö & Ungerbäck (2007) mention three main shortcomings derived from the 
process of reporting: delayed submissions of reports (see Figure 1.3), reports with 
insufficient amount of information i.e. attribute data, and location inaccuracy.  
 
The location of an accident is to be specified by city, where possible, and by the road on 
which it occurred together with the name and relationship to the nearest intersecting road, 
e.g. “Road 110, 300 metres south of the intersection with road 105”. Instructions mention 
that a GPS device should be used when possible to increase accuracy (Mattsson and 
Ungerbäck 2013). However it is unclear how often such a device is used. The paper form 
requires that the person completing it can draw and has handwriting that the person who 
will digitize it can read and interpret correctly. The data collection process has, since the 
beginning of STRADA been intended to be performed in situ with a portable computer 
and GPS device. This would, according to the Swedish Transport Agency, shorten the 
process of submitting reports as well as improving the quality of the data (Sjöö and 
Figure 1.3. The proportion of reported fatal accidents in the year of 2005 by number of 
days from when police authorities were informed of them. The different colours represent 
different municipalities (Sjöö and Ungerbäck 2007). According to the graph only one 
municipality, Malmö, managed to uphold the regulations. It can be argued that this data is 
old but almost 10 years later, in the period of 2013-2015, the proportion of fatal accidents 
reported within the 5 days limit was 56% on a national scale (Andersson and Berg 2016).  
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Ungerbäck 2007). Attempts to implement such a system have been made (Ungerbäck 
2008, 24 April 2015) but cancelled (Sjöö and Ungerbäck 2007;  Ungerbäck 24 April 
2015). For several years Swedish police has been implementing an entirely new IT-
system. It originates from a political decision to improve the efficiency of police work in 
order to let officers spend more time in the field and less time at police stations with 
administration which current systems demand. The intention was a more user-friendly 
system where the most common crimes could be reported quickly in situ with the help of 
a portable computer or laptop (Tallungs and Josefsson 2014) . The function of reporting 
traffic accidents to STRADA was intended to be incorporated into this larger system. 
However the implementation of the new system has been problematic, thus the new 
methods for police work, including digitized reporting of traffic accidents have been 
delayed or cancelled (Ungerbäck 24 April 2015;  Tallungs and Josefsson 2014). 
  
1.3	  Aim	  
The aim of this project is to design and develop a mobile GIS for collection and 
management of accident information by police authorities. 
 
The mobile application shall have functions such as: 
• A map with the possibility to draw certain objects such as cars along with 
symbols required according to the guide (Mattsson and Ungerbäck 2013), e.g. 
direction of travel.  
• Input elements for attribute data of the current form (see Appendix A). 
• Operation of the camera of the device to capture photographs. 
• The use of the GPS of the device to obtain coordinates. 
• Internet connectivity and possibility to send data to a server. 
 
1.4	  Delimitations	  
The project does not solve problems of compatibility with larger systems such as the ones 
at Swedish police authorities.  
Although the application and system should be easy to use, the project focuses 
mainly on the technical issues with creating it. No survey or analysis has been made 
regarding the optimization of the user interface, a task closer to the implementation of the 
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system. The resulting user interfaces are based upon the author’s own opinions in relation 
to the literature.  
The project does not include practical tests of the application with police officers.  
 
	   	  
NGEM01	  Peter	  Markus	  
	  8 
2	  Earlier	  research,	  examples	  and	  technology	  
The first step to determine the architecture of a suitable system is to study earlier 
examples. For facilitating disaster management, a topic arguably similar to the one of this 
project, Mansourian et al. (2006) propose a web-based system in an SDI (Spatial Data 
Infrastructure) framework for reliable information collection and sharing. The web-based 
system consists of the main components of a web GIS including user interface, web 
server and application server, map server, data server, and a database. A Web-based 
system would have a similar structure to what this project is looking to achieve excluding 
the extra user interface, which is the added mobile platform for data collection. Kresse 
and Danko (2012), present a similar architecture for a Web-GIS while describing the 
implementation of a map server. A map server generates maps from spatially referenced 
data and is an important part of a Web-GIS (Kresse and Danko 2012). The architecture 
described by Danko & Kesse is presented as a three-tier architecture containing a client, a 
server, and a geospatial database access system. The server tier consists of three parts: a 
web server, an application server, and a map server (Kresse and Danko 2012). The 
architectures described by Mansourian et al and Danko & Kesse are essentially very 
similar despite some differences in the way that they are presented. Most importantly, the 
descriptions of how the components interact and function together are the same.  
The user interface, or client, is where data are presented for visual analysis. In a 
web-based GIS the user interface consists of a graphical environment viewed in a web 
browser. The graphical environment consists of several documents with HTML tags and 
JavaScript elements (Mansourian et al. 2006;  Kresse and Danko 2012). The web server 
receives requests from the client in the form of a URL. The request is forwarded to a map 
server with the help of an application server. The map server will, as mentioned earlier, 
generate maps from spatial data based on the request coming from the web server. The 
spatial data processed by the map server is served by the data server which provides it 
from the database following a request (Mansourian et al. 2006).  
Regarding the database, Mansourian et al (2006) recommend including mirror 
databases for backup of data to ensure that the system is always operational. The mirror 
databases are activated when problems occur with the original database. When not active, 
the mirror databases replicate all changes made to the original database. The user should 
not notice any difference depending on which database is currently active (Mansourian et 
al. 2006).  
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As a developer, part of the task of planning the architecture of a system is to 
select platforms and tools to work with. Having limited personal experience of e.g. 
application-making for mobile devices and of creating servers and databases, it becomes 
a requirement that resources such as extensive instructions and documentation are 
available for the chosen software and platforms. Additionally, the budget of the project is 
limited. The conclusion is that the architecture should consist of free and open source 
software (FOSS) and platforms to a greatest possible extent. The purpose of open source 
is to, with the help of an engaged community, collectively create and improve source 
code for a rapid evolution of software (Open Source Initiative 2012, n.d.-e). Source code 
is a programme in its original programming language, e.g. C or Java. It is the language 
used by persons writing the programme and will later be transformed for the machine to 
execute.  
The open source label was established in 1998 after the public release of the 
source code of a web browser called Netscape (Open Source Initiative 2012). The 
organization Open Source Initiative (OSI) was formed in the same year for educational 
and advocacy purposes with a mission to explain and protect the open source label. Part 
of it was to set a definition for what should be considered to be open source (Open 
Source Initiative 2012). Today, the definition is a list consisting of 10 paragraphs. A large 
part of the open source definition deals with distribution of source code. The source code 
should always be distributed together with an open source programme. In case a 
programme is not distributed with source code there should always be a well-publicized 
method to obtaining it, preferably by downloading it online free of charge (Open Source 
Initiative n.d.-e). To ensure that evolution is maintained, source code is always 
distributed under a license which allows software to be freely used, modified, and shared 
(Open Source Initiative n.d.-c). The Open Source Initiative has a list of approved licenses 
that are recognized and generally referred to in the community (Open Source Initiative 
2012, n.d.-c). The open source community has developed several open source tools 
relevant to this thesis. Some examples are MapServer and GeoServer, two software 
servers specialized in sharing geographical data (i.e. map servers), another one is 
PostgreSQL, a database system.  
Since the establishment of open source, the function of the internet has developed 
as well with new concepts emerging, most notably the concept of Web 2.0 which was 
established at the Web 2.0 conference in 2004 (O'Reilly 2005). An essential part of Web 
2.0 services or applications is database management. Unlike earlier ways of building 
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large databases, i.e. paying people to do it or getting volunteers to do it, the Web 2.0 way 
is to make the users, or customers also become contributors (O'Reilly 2005). Success on 
the Web 2.0 market is thus dependent on the network effects from user contributions and 
the value of software is proportional to the size and dynamism of the database it manages 
(O'Reilly 2005). Some examples representative of Web 2.0 are peer-to-peer services, web 
services, Wikipedia, Flickr, Google, YouTube, Facebook and folksonomy: the 
collaborative organization of information by users with the use of key-words, or tags, to 
build associations (O'Reilly 2005). Regarding maps, Web 2.0 map applications, e.g. 
Google Maps, Bing Maps and Esri’s ArcGIS online, are more interactive than previously 
making them sometimes as flexible as desktop applications (Kresse and Danko 2012).  
The interactivity and increased usefulness of map applications have, in the true 
spirit of the Web 2.0, enabled users to contribute to maps with their own data. 
Volunteered Geographic Information (VGI), the collecting of geospatial information by 
volunteers; professionals, or amateurs is a phenomenon derived directly from the 
evolution of the web (Goodchild 2007;  Kresse and Danko 2012). OpenStreetMap (OSM) 
is perhaps the most well known example of VGI. In comparison to Google Maps, which 
is commercial but still contains VGI in the form of e.g. geotagged photos, OSM consists 
solely of data provided by volunteers.  
Progress in mobile phone technology has made it easier for volunteers to become 
contributors of VGI. Everyone owning a smartphone is now also the owner of a GPS 
receiver. Location-based services (LBS); the intersection of GIS, internet and mobile 
devices (Kresse and Danko 2012), enables users to become sensors and is a powerful 
medium for collecting VGI (Tao 2010). Digital collection of data in the field is not a new 
occurrence. In fact, it has been used by professionals since the end of the 1980s (Clegg et 
al. 2006). An example is ESRI’s ArcPad, a data collection software for handheld devices 
(ESRI n.d.;  Clegg et al. 2006). LBS and mobile GIS offer quick submission and 
overview of data, which is why they are suitable for e.g. crisis management (El-Gamily et 
al. 2010). The devices for which the early digital data collection systems such as ArcPad 
had been created were PDAs (personal digital assistants) and tablet PCs. The recent 
introduction and popularization of smartphones has brought a large amount of 
applications for geographical data collection and mapping, e.g. ESRI’s Collector for 
ArcGIS (see Figure 2.1) and FME Reporter, applications such as ESRI’s Survey 123 for 
ArcGIS and ODK Collect, the latter open source, that offer customized digital geotagged 
forms, and Tyck Till (roughly “leave a comment” in Swedish) - a mobile application 
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released by the municipality of Stockholm for citizens to make error reports containing 
geographical information with possibilities for 
attaching media such as photos. Many applications 
follow the Web 2.0 concept and offer both viewing 
of data and data input, e.g. applications for 
recreational activities such as crowd sourced offline 
tourist maps, e.g. TripAdvisor, Geocaching, and 
applications for navigation, e.g. Google Maps and 
Waze where users submit data both passively and 
actively. Applications exist for offline use of OSM 
data on mobile devices, e.g. OSMand, and there are 
a number of applications, e.g. GPS Test and GPS 
Essentials, that explore the GPS of the smartphone 
showing coordinates, coordinate system, number of 
satellites, accuracy and much more so that the 
device can be used as a GPS receiver for field work.  
The occurrence of many applications could 
be partially explained by the fact that the platforms 
on which they are built are either open source or 
made accessible in a similar way. An incentive to give away source code, apart from 
maintaining the evolution of a programme, is that others can create extensions and new 
tools based on the code of the initial programme leading to a larger market share for it as 
a product. The decision to go Open source can thus be a useful strategy when creating a 
platform (DiBona et al. 1999). The incentive is similar to the described concept of Web 
2.0 where, to obtain user contributions, one must create an initial product used by many. 
In some cases a solution for increasing the popularity of a product is to distribute an 
application programming interface (API). An API is a collection of guidelines and 
specifications for a system that make programming easier for that particular system. 
Using API, programmers can write a programme without deep knowledge about the 
system itself (Merriam-Webster n.d.). Google did this early when they distributed an API 
for Google Earth making it useful to millions of users, a deed by some referred to as the 
democratization of GIS (Goodchild 2007). Now one can also use the API of Google 
Maps to embed and customize their maps on websites or mobile applications adding to 
the popularity of the application.  
Figure 2.1. ESRI’s Collector for 
ArcGIS. 
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With large user communities, the evolution of the web and lower thresholds for 
creating customized tools it is now possible to build a system consisting, as desired, 
solely of free and open source software. An example is the proposed web-based prototype 
architecture for reporting pavement damages by Brovelli et al (2014). Client side, the 
data collection process is conducted on a mobile device while the output can be 
visualized on desktop computers, tablets, and mobile phones. This project however only 
requires data collection on mobile devices and output to desktop computers. The 
prototype architecture of Brovelli et al (2014) is similar to what this project is aiming to 
achieve. Since the author has prior experience of some of the components, the choice of 
components for the project has been based on this example. The open source components 
used by Brovelli et al are Android, ODK Collect, ODK Aggregate, Apache Tomcat, 
PostgreSQL, PostGIS, GeoServer, OpenLayers, jQuery mobile, and Leaflet. The 
components that have been chosen for the system created for this thesis are listed in 
chapter 3 Methodology and tools. ODK Collect and ODK Aggregate, the set of tools that 
comprise nearly the entire data collection infrastructure of the prototype architecture 
proposed by Brovelli et al., are not flexible enough for an architecture that can fit the aim 
of this project. The alternative, which was done, is to learn how to create a mobile 
application from the very beginning. 
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3	  Methodology	  and	  tools	  
The project started with a study of the current system of accident reporting to understand 
the requirements that a digital solution would need to fulfil. It was followed by literature 
reviews to gain understanding about the system of a possible solution. In parallel, a 
mobile platform for which the application was going to be made was chosen. The 
platform is Android (see 3.1. Android). The process then consisted of learning about the 
Android mobile platform, Java (the programming language used by Android) and 
application making. The beginning of the learning process consisted of literature studies 
together with exercises to gain understanding of Java, exercises from the book “Learning 
Android” (Gargenta 2011) to build a practice application, and examples from the training 
section of the Android Developer website (Android Developers n.d.-b).  
Work on the actual mobile data collection application started with a requirement 
specification and planning of different layouts of the user interface. When the mobile 
application had been developed to a certain level work also began on a database. 
Ensuring that required data could be collected (the application) and stored (the database) 
was first priority during the realisation of the system. After successfully submitting data 
to a table in the database work followed with a map server and an HTML document 
where the output could be viewed during testing. The HTML document would later 
become the web-based client, or web service. The strategy was to initially keep every 
step simple and focus on establishing a successful flow of data through the system. 
Subsequently the system would be gradually improved with e.g. storage of new data 
types, more tables, complete user interfaces and increased functionality. A web server, 
the last component added, was added during improvement for the web service to be able 
to perform functions that were becoming increasingly complicated. The web server also 
enabled work on some security issues (see 4.2 Web server), however the report only deals 
with security on a basic level.  
The chosen tools have more or less extensive manuals either bundled with the 
software or available online on official websites. Online communities of users that 
discuss problems and solutions, most notably Stack Exchange and Stack Overflow have 
been essential resources for the project as well. Below follows a list and information 
about the chosen software and tools.  
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3.1	  Android	  
Android is an open source platform for mobile devices (Gargenta 2011). It is built on the 
open source operating system Linux (Gargenta 2011). Operating systems manage 
communication between software and hardware, e.g. Windows and Mac OS (The Linux 
Foundation n.d.). Android Inc. was acquired by Google in 2005. Many were expecting 
the announcement of a Google Phone but instead Google and a group of technology and 
mobile companies including, e.g. Motorola, Texas Instruments and Samsung, formed the 
Open Handset Alliance which would in turn release Android as an open source platform 
(Gargenta 2011;  Open Handset Alliance n.d.). The purpose of the Open Handset 
Alliance is to accelerate mobile technology and user experience (Open Handset Alliance 
2007). Unlike other mobile phone platforms, Android is not linked to a specific device. It 
was mainly designed to be portable and the clear separation between software and 
hardware enables it to run on a large variety of manufactured devices (Gargenta 2011). 
The strategy is to primarily create a platform used by many. Google, as the media 
company it is, then provides services on top of that (Gargenta 2011). Android is licensed 
under the Apache License version 2.0, which permits the user to e.g. modify, redistribute 
and sublicense it for public or commercial use (Android Open Source Project n.d.;  The 
Apache Software Foundation 2004).  
 
3.1.1	  Android	  Studio	  
Android Studio is the official integrated development environment (IDE) for Android 
(Android Developers Blog 2014;  Android Developers n.d.-a). Success in the competition 
for users between the largest smartphone platforms is dependent of the amount of mobile 
applications available for each respective platform. In order to gain market shares they all 
now offer their respective software, e.g. Android’s Android Studio, Apple’s Xcode and 
Windows’ App Studio, designed to help ambitious users contribute by creating their own 
applications. Android can be considered as most successful in this respect as it is the 
platform with largest amount of available applications (Statista n.d.). Android Studio 
offers many useful tools for the development process including an emulator for testing on 
virtual devices.  
The planned mobile application for data collection has been created in Android 
Studio version 1.1.0 (see 4.1 Android Application). As mentioned in 3 Methodology and 
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Tools, the application is written in Java. Layouts, or user interfaces are, when not created 
programmatically, written in XML.  
3.2	  PostgreSQL	  &	  PostGIS	  
PostgreSQL is an open source object-relational database system compliant with all major 
operating systems including Windows and Mac OS (The PostgreSQL Global 
Development Group n.d.-b). It is provided under the PostgreSQL License, which can be 
described as a very liberal license. It grants permission to use, copy, modify, and 
distribute the software for any purpose, i.e. even a company could modify it for 
commercial use (The PostgreSQL Global Development Group n.d.-b;  Open Source 
Initiative n.d.-f).  In addition to supporting most SQL:2008 data types, e.g. integer, char, 
date, numeric, PostgreSQL can also store binary large objects (BLOBs) such as pictures, 
sounds and video in binary format (The PostgreSQL Global Development Group n.d.-b). 
Table 3.1 describes the limitations related to storage space. As shown, PostgreSQL is 
more than sufficient for the intended database. The only constraint that could become a 
problem in the future appears to be the one of maximum table size (32 terabyte) unless 
new tables are created when the current table is approaching maximum size.  
 
Table 3.1. Storage limitations of the PostgreSQL database. Source: PostgreSQL (n.d.-b). 
Limitation Value 
Maximum database size Unlimited 
Maximum table size 32TB 
Maximum row size 1,6TB 
Maximum field size 1GB 
Maximum rows per table Unlimited 
Maximum columns per table 250-1600 depending on column types 
Maximum indexes per table Unlimited 
 
PostgreSQL can interpret several languages such as Java, Python, C++ and PHP (The 
PostgreSQL Global Development Group n.d.-b).  
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PostGIS is an extension to PostgreSQL that enables support for geographical 
objects in the database (Refractions Research n.d.). This means that the database can 
store georeferenced points, lines and polygons for e.g. a web map service. PostGIS is 
offered under the GNU General Public License (GPL-2.0), which permits free copying, 
distribution and modification of the software code as long as it stays under the same 
license (Refractions Research n.d.;  Open Source Initiative n.d.-b).  
 
3.2.1	  pgAdmin	  
pgAdmin is an open source administration and development platform for PostgreSQL. It 
may be used with several operating systems including the most common Mac OS X, 
Windows and Linux (pgAdmin n.d.). The software with its user interface provides an 
easy way to manage a PostgreSQL database and, e.g. create tables. With tools like the 
SQL Editor in pgAdmin the user can make SQL queries to the database. Like 
PostgreSQL, pgAdmin is also provided under the PostgreSQL License (see 3.2 
PostgreSQL & PostGIS)(pgAdmin n.d.). 
 
3.3	  Apache	  Tomcat	  
Apache Tomcat is a free and open source application server and web server (Open Source 
Geospatial Foundation n.d.-d;  The Apache Software Foundation n.d.). It is provided 
under the Apache License version 2.0 (see 3.1 Android) (The Apache Software 
Foundation n.d.). Apache, or Apache HTTP Server is the web server part of the software. 
It can also be installed separately on e.g. PostgreSQL database server. Apache can power 
websites and web services by hosting and sharing their web content in the form of HTML 
documents.  
 
3.3.1	  PHP	  
PHP is a recursive acronym for “PHP: Hypertext Preprocessor” (The PHP Group n.d.-b). 
It is a scripting language useful for its dynamics and can be embedded into HTML 
documents. Unlike JavaScript and HTML, which are processed client-side, PHP is 
processed server-side. The condition is that the web server on which a document 
containing PHP code is located has an installed PHP parser (The PHP Group n.d.-a). 
When a user is browsing a website and gets directed to a document containing PHP code, 
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the PHP part of the document will be processed by the parser on the server before 
sending the HTML part of the document to the client computer, i.e. the user. There is an 
exception for when one does want PHP to be visible to the user: the “echo” method. The 
method is a way of displaying output rather than actual operations. Figure 3.1 has an 
example of PHP code.  
PHP is useful to make websites more dynamic and to e.g. handle the collecting of form 
data (The PHP Group n.d.-a). With PHP code, the developer can choose what to do with 
the data, e.g. send it to a database. Since the code is never visible to the client, it also 
hides possibly sensitive information such as connections to databases.  
 
3.4	  GeoServer	  
GeoServer is an open source software server for sharing spatial data, i.e. a map server 
(Open Source Geospatial Foundation n.d.-g, a). It comes with the Jetty web server on 
which it runs, or packaged as a standalone servlet (Open Source Geospatial Foundation 
n.d.-d), i.e. it extends the functionality of a web server or application server of choice, 
e.g. Tomcat (Oracle n.d.).  
GeoServer allows sharing and publishing of spatial data in established open 
standards such as e.g. Web Map Service (WMS), Web Feature Service (WFS), and Web 
Cover Service (WCS). These standards are all OGC standards. OGC, or Open Geospatial 
Consortium, is an international non-profit organisation focusing on developing open 
standards for the geospatial community (Open Geospatial Consortium n.d.-a). It has 
hundreds of members in both private and public sectors (Open Geospatial Consortium 
n.d.-b). The function of the organisation is to reach consensus about the standards in the 
community (Open Geospatial Consortium n.d.-a). It also acts as a central organ and 
<?php  
 $a = 10; 
 $b = 6; 
 $c = ' Hello'; 
 $d = ' World!'; 
 
 echo '20' . $a+$b . $c . $d; 
?> 
 
Figure 3.1. Example of PHP and echo method. The script is contained inside 
brackets that mark the start and end of PHP. In this example 4 variables are 
created with values assigned to them. The only part visible to the client is written in 
the echo method, which outputs the variables. The output of this script is ”2016 
Hello World!”. 
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reference. Consensus in standards is necessary to make geographical data interoperable 
which in turn is necessary for distribution. GeoServer can read data from many different 
spatial data sources, including PostgreSQL/PostGIS, and output to many formats (Open 
Source Geospatial Foundation n.d.-c). Just like PostGIS GeoServer is also free and 
offered under the GNU General Public License (see 3.2 PostgreSQL & PostGIS). 
 
3.5	  OpenLayers	  
OpenLayers is an open source JavaScript based library, or API for creating interactive 
map elements in the HTML environment. OpenLayers can display and combine 
geographical content from different sources, e.g. a WMS generated by GeoServer as a 
vector layer on top of a base layer from OSM or Microsoft’s Bing Maps. OpenLayers is 
licensed under the BSD 2-Clause License (OpenLayers 3 n.d.), which permits 
modification, redistribution and commercial use as long the license is provided including 
the original copyright notice (Open Source Initiative n.d.-a).  
 
3.6	  Google	  Maps	  Android	  API	  
Google Maps Android API enables integration of Google Maps into a mobile application. 
It is a library similar to OpenLayers with the main exception that it also provides access 
to Google’s map data, or base layers with worldwide coverage.  
The reason for choosing to implement Google Maps API is that it, as mentioned, 
features base layers with worldwide coverage. The implementation of Google Maps API 
into an otherwise open source application can cause issues. The use of Google Maps API 
for Android is regulated through Google’s terms of service. To be able to incorporate 
Google Maps into an Android application, a key is obtained from Google together with a 
license. The use of the API in an application is free as long as it does not exceed a certain 
amount of requests per time period. Google and the developer can both monitor the 
amount of requests. Two other requirements for using the Google Maps API for Android 
are 1. The application should be free of charge for the user and 2. It should be available to 
the public (Google Developers 2015). The last requirement especially cannot be fulfilled 
by an application such as the one in this report. There are exceptions: as long as the 
application is available to the public in e.g. the Google Play Store free of charge, one can 
limit users by requiring them to log in to the application to use it (Google Developers 
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2015). However, for security reasons it could be problematic to make an application used 
by police and other government organizations available to the public. It is possible to 
make exceptions to the license by entering a separate written agreement with Google or 
by obtaining their written permission. 
 
3.7	  Additional	  tools	  
3.7.1	  Eclipse	  
Eclipse is an open source IDE (The Eclipse Foundation n.d.-a). Within the project, it is 
used for running the Tomcat application server.  
 
3.7.2	  Mozilla	  Firefox	  &	  Mozilla	  Firebug	  
Mozilla Firefox is an open source web browser used for testing during the development 
of the web service.  
Mozilla Firebug is an extension to the Mozilla Firefox web browser. Firebug 
enables live monitoring of e.g. HTML and JavaScript (Mozilla n.d.). It has been used for 
debugging and monitoring during development and testing.  
 
3.7.3	  Notepad++	  &	  Sublime	  Text	  2	  
Notepad++ is a free text and open source code editor released under the General Public 
License (GPL) (Ho n.d.). It supports many languages including, e.g. HTML, XML and 
JavaScript, which the project requires editing of. Notepad++ runs on the Windows 
operating system (Ho n.d.).  
Sublime text is a text editor for code and markup language (Sublime Text n.d.) 
similar to Notepad++ but for Mac OS X.  
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4	  Design	  and	  implementation	  of	  the	  system	  
Figure 4.1 illustrates the general architecture of the system. As the figure shows, the 
system consists of an Android application for data collection, a database server with a 
database for storage, an application server/web server to host a software server (map 
server), a web server with PHP that handles requests and hosts a web service with a map 
for viewing and retrieving data.  
 
 
Figure 4.1. Architecture of the created system. 
 
4.1	  Android	  application	  
The application has been created for the Android 5.1 platform, or API version 22, on the 
Google Nexus 9 tablet, i.e. it works on other devices with API 16 or higher but the layout 
of the graphical user interface can look different on units with different screen 
dimensions. There is currently no need for alternative resources such as other languages 
or layouts that adapt to different screen sizes, resolutions and dimensions, since the 
application is designed for a specific homogenous group of users provided with the same 
type of device.  
The application consists of a main activity and tabs for navigation between four 
fragments containing the map, the audio recorder, the camera, and the input for additional 
attribute data. Navigation between fragments is done by tapping their respective symbols 
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in the tabs of the top part of the screen or by swiping left or right. However swiping is 
used to pan while the map tool is in view. 
The user starts the application at the scene of the accident. The first fragment to 
open is the map fragment (see Figure 4.2), equivalent to the drawing field or box 57 in 
the paper form (see page 1 of Appendix A, Figure 1.2 or Appendix B). The map tool is 
built on Google Maps Android API (see 3.6 Google Maps Android API). As seen in 
Figure 4.2, controls and tools are displayed on top of the map. These are zoom controls, a 
location button, save button, clear button, layer switcher, and the object switcher for 
drawing. The user will start by navigating the view of the map to their geographic 
position. The fastest way to do so is by tapping the location button in the upper right 
corner, which uses the GPS of the device to search for the location and, as seen in Figure 
4.2, centers the view on those coordinates. For increased accuracy, it is also possible to 
navigate manually by holding down and dragging a finger on the screen. This is 
particularly useful in situations where the user will conduct the reporting process further 
away from the scene due to local conditions.  
 
Figure 4.2. GPS of the device has located the 
position of the person holding it. It is 
represented as a blue point on the sidewalk 
at the intersection. 
Figure 4.3. An example of a drawn scenario. 
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After finding the location, the scenario of the accident is described visually by drawing it. 
In the example of Figure 4.3, the first object added was car number 1. Since the object 
switcher was set to “car” it was added simply by tapping the screen once. There is also 
the possibility to move drawn objects. The drawn example in Figure 4.3 and 4.4 shows 
two cars; car number 1 and number 2, their respective origin of travel as a red polyline, 
direction of travel as a green polyline, skid marks from car number 2 as a black polyline, 
the point of collision as a crosshair, and a traffic light. The application aids the user with 
the order in which objects shall be drawn by selecting new symbols for the object 
switcher as well as providing short instructions. The user can also pick objects to draw 
manually from a library, which is displayed by tapping the object switcher button (see 
Figure 4.5). The traffic signs in the library are resized versions of Swedish traffic signs 
available online. These symbols are in the public domain and cannot be copyrighted, thus 
free to use. Other objects, or markers, as they are referred to by Google, are designed by 
me, the author of this report.  
 
 
Figure 4.4. The base map has changed from 
hybrid to normal after tapping the layer 
switcher button. 
Figure 4.5. The library of objects is scrollable 
and contains many symbols.  
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When the drawing is finished and saved, the user continues to the next fragment, the 
audio recorder or dictaphone (see Figure 4.6). Here, information can be added in the 
format of an audio recording by utilizing the microphone of the device. The menu 
contains controls for recording, stopping, playing the recording, and deleting it if desired.  
After audio has been recorded, the user will continue to the next fragment, the camera 
fragment (see Figure 4.7). The first layout of the camera fragment (see Figure 4.7) 
contains a button that will start the camera of the device as seen in Figure 4.8.  
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Figure 4.6. The audio recorder fragment.  Figure 4.7. The camera fragment. A tap on 
the “Take photo” button will start the camera. 
Figure 4.8. A photo has been taken. One can 
either retake the photo, cancel, or continue to 
the initial camera fragment with the new 
photo. 
Figure 4.9. Back at the camera fragment with 
a photo taken by the camera. 
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After adding a photo (see Figure 4.9) it is time to continue to the last fragment titled 
“Attribute data” (see Figure 4.10). The layout of this fragment is a digital version of the 
rest of the paper form (see Appendix A). It contains EditText elements (fields for typing 
text), spinners (drop down lists) with several options, date and time picker (see Figure 
4.11), and a submit button. Attributes are numbered for comparison with the text- or tick 
boxes in the paper form. Time and date are set in pop-up menus that appear after tapping 
the time- and date picker buttons (see Figure 4.11). The initial time shown in the pop-up 
menu will be the current time of the clock of the device. It can be accepted or changed. 
When scrolling down the attribute data fragment (see Figure 4.12), the user will discover 
that the application has created input fields for the two traffic elements that were added in 
the map, i.e. cars in this case. Some of their attributes such as element number and type 
have already been determined. Each one has been added to the layout programmatically 
while adding their respective objects to the map in the first fragment. Below, the user can 
input information about persons involved that were injured. By tapping the “add person” 
button input fields are generated for a new person. They can also be removed by tapping 
the “remove person” button.   
Figure 4.11. Date and time for the accident is 
set and added to the attribute data. 
Figure 4.10. The attribute data fragment. 
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When all steps are completed, the user taps the submit-button at the bottom of the 
layout of the Attribute data fragment. The application will then connect to the Apache 
web server, encode images and audio to Base64 strings, get the values of all views, i.e. 
spinners, EditText elements etc., together with variables such as coordinates and, with 
POST methods, send them to a PHP document on the web server.  
 
	   	  
Figure 4.12. The bottom of the attribute 
data fragment. Input elements generated 
after adding the two cars to the map can be 
seen under the header titled Traffic 
Elements. Input elements for one injured 
person have also been generated after 
tapping the “add person” button. 
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4.2	  Web	  server	  
As seen in Figure 4.1, 4.14 and 4.20, the web server is the mediator between the Android 
application, which the user is controlling, and the database. A user will never 
communicate directly with the database unless it is in the role of an administrator with 
pgAdmin. The implemented web server is a package with Apache and PHP (version 
2.4.18-5.5.32-1) preconfigured for use with PostgreSQL. It has been downloaded and 
installed through Stack Builder, a tool for easy installation of extensions and tools related 
to PostgreSQL.  
 Several PHP documents have been created and are hosted on the web server. The 
PHP document to which the Android application sends the data as POST methods is one 
of them. It instantiates another PHP document which establishes a connection to the 
PostgreSQL server and database. With an established connection the script of the first 
PHP document will assign the value of each incoming POST method to a variable.  Next, 
it formulates an SQL statement (see simplified example in Figure 4.13), which is sent to 
the connected PostgreSQL database server.  
 
 
The statement contains a transaction method that inserts data into several tables. The 
reason for using transaction is that it ensures that either all sub queries in the transaction 
are carried out or, in the case of e.g. a syntax error, none are carried out. This prevents 
storage of corrupted data, e.g. inserting data into one table while inserting data into the 
next one fails. The variables containing attribute data about the accident are used to add 
values to the query. Since reports will contain varying amounts of traffic elements and 
persons, the query is dynamic. Loops extend the query depending on the amounts of 
elements and persons. Finally, the connection is closed. Figure 4.14 summarizes the 
explained steps performed by the web server. 
 
"START TRANSACTION; 
INSERT INTO table_1_name (column) 
VALUES ('$variablename'); 
INSERT INTO table_2_name (column) 
VALUES ('$variablename'); 
COMMIT;" 
Figure 4.13. An SQL statement containing a transaction method for inserting data 
into several tables (two in this example). 
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Figure 4.14. The function of the web server during the submission of a report. 
 
Initially, the Android application communicated directly with the database server through 
the JDBC plugin which enables Java programs to communicate with 
PostgreSQL/PostGIS (The PostgreSQL Global Development Group n.d.-a). This is not 
recommended for security reasons and was subsequently changed. Communicating 
directly with the database server means that its address, user login and password as well 
as the SQL queries have to be stored in the code of the Android application. With PHP, 
this information is moved server side, away from the hands of the user. The database and 
the data stored in it are valuable and sensitive. It should be protected so that only 
complete and correct queries are made to it. Safety against incorrect queries and SQL 
injection attacks on the database can be added in the PHP document by adding constraints 
regarding values and characters that are allowed in a query. Functioning as a sort of filter, 
the web server takes some load off the database. Secondly, the work process while 
developing becomes less difficult since the queries are easier to manage in a PHP 
document than as one long string in java. Lastly, while testing during development the 
emulator in Android Studio does not require restart of the application each time since 
changes are not made to the code of the application.  
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4.3	  Database	  server	  
The implemented database server is PostgreSQL 9.4 with PostGIS extension. The 
database stores all the data of submitted reports. It should be able to answer queries such 
as:  
• Which accidents occurred in Lund municipality?  
• How many accidents occurred at night?  
• Who was involved in a specific accident?  
• Which cars have been involved in accidents?  
• Which are the accidents where a specific person has been the driver of a vehicle?  
• How many fatal accidents have occurred in Lund municipality?  
 
Although most of these examples are not used in the web service within the project, it is 
expected that these queries would be made in reality since they provide users of the data, 
e.g. police, with useful information. The database schema should thus be flexible enough 
to facilitate them. The resulting database schema (see Figure 4.15) is designed to be able 
to store all of the attributes while minimizing the amount of empty cells. It contains a 
database with 8 tables. The main table is named “accidents”. It contains the main 
attributes that a web service with a map would base queries on, e.g. municipality, 
weather, and light conditions. Some attributes such as scene and audio only occur once 
per accident report but are still stored in separate tables. The reason is that they both 
contain space consuming qualitative data that slows down the response time when a 
query is made to the database. Storing them separately makes the main table, “accidents”, 
quicker to process. The tables with more space consuming entries will only be processed 
if the user specifically wants to access them. It is also worth noting that the maximum 
table size constraint of 32 terabytes per table (see 3.2 PostgreSQL & PostGIS) becomes 
more manageable with this schema. 
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Figure 4.15. UML class diagram of the created database. Each enumeration represents a 
spinner in the Android application (see 4.1 Android application). 
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4.4	  Application	  server	  and	  software	  server	  (map	  server)	  
The implemented application server is Tomcat 7, which is run with the help of the 
Eclipse IDE. In order to share the geographical data stored in the previously mentioned 
database (see 4.3 Database server), GeoServer version 2.7.1.1 is installed as a web 
application on the Tomcat application server. There are two reasons to why GeoServer 
has been installed as a web application on Tomcat instead of downloading and installing 
the alternative bundled with Jetty application server mentioned in 3.4 GeoServer. Tomcat 
is the application server on which GeoServer has been tested the most and is thus the 
recommended alternative by the GeoServer manual (Open Source Geospatial Foundation 
n.d.-d). Secondly, and mainly, the settings of the application server had to be modified by 
adding a cross-origin resource sharing (CORS) filter in order for the web service (see 4.5 
Web service) to function properly. Cross-origin resource sharing is when a request on one 
source of origin is made to get resources from another source. This includes different 
ports on the same computer. For security reasons web browsers by default apply some 
restrictions, or a same-origin policy for requests within scripts (Van Kasteren 2014;  The 
Mozilla Foundation n.d.). The CORS filter allows the developer to make certain 
exceptions to those restrictions. The most extensive instructions for implementing such a 
filter were available for Tomcat. 
A workspace has been created on GeoServer for the project. It contains a new 
vector data source, a “store”, as GeoServer refers to it, connected to the 
PostgreSQL/PostGIS database. Finally, a new layer named “accidents” has been created 
using the new source. This is the layer used in the map of the web service (see 4.5 Web 
service).  
The coordinates of each report are stored in the PostGIS database in the geodetic 
reference system WGS84. In order for the new layer to be displayed correctly on a map, 
the coordinates retrieved from the PostGIS database need to be transformed into a 
projected coordinate system. This is done in the layer settings in GeoServer. The output is 
WGS84 with a so-called “Pseudo-Mercator” projection (GeoServer version 2.7.1), 
generally referred to as Web Mercator. Web Mercator is the most dominant projection 
among web mapping applications and is used by e.g. Google Maps and Bing Maps 
(Jenny 2012;  Finn and Usery 2014).  
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4.5	  Web	  service	  
The web service created to view and download reports has functions similar to the tool 
which accesses STRADA database number 2 (see 1.2.2 Reporting to STRADA). 
Bootstrap 3, a library of CSS and JavaScript for web design has been implemented to 
improve aesthetics and functionality of the layout. Bootstrap is offered under the MIT 
license which permits anyone to “use, copy, modify, merge, publish, distribute, 
sublicense, and or sell copies […]” without warranty (Bootstrap n.d.;  Open Source 
Initiative n.d.-d). jQuery version 1.11.2, another open source JavaScript library under 
MIT license (The jQuery Foundation n.d.), is required by Bootstrap and has been 
implemented as well. As seen in Figure 4.16, the user interface contains a map for 
overview of the geographical distribution of accidents. The map element has been created 
with OpenLayers 3 API. The base maps are from Bing Maps and OSM. An OpenLayers 
layer switcher enables changing of the base layer and the style of the vector layer. The 
point vector layer representing locations of accidents is the layer created in GeoServer 
published as a WFS. With OpenLayers 3 API the layer is retrieved from GeoServer 
through a URL containing a GetFeature request.  
Figure 4.16. The web service. In this screenshot filters are set to display reports made in the 
municipality of Lund. The “Filters” sub section of menu is expanded. Filters can be 
combined for more specific search.   
The initial plan was to publish the data in the WMS standard. In a WMS GeoServer 
processes data and generates a map which is sent to the client as an image (Open Source 
Geospatial Foundation n.d.-f;  Open Geospatial Consortium n.d.-c). Advantages are e.g. 
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the possibility to style layers in GeoServer with SLDs (Styled Layer Descriptors) and to 
create legends. It is a good method for publishing a complete map. In a WFS, the 
geographical data, i.e. the features, are sent to the client in GML format to be rendered by 
OpenLayers client side (Open Source Geospatial Foundation n.d.-f), i.e. there is no 
legend or SLD from GeoServer. The decision to choose WFS standard for the project has 
been motivated by the fact that WMS does not allow selective retrieval of attribute data 
in a flexible way. A WMS delivers all the attribute data for one feature together using the 
GetFeatureInfo operation. The delivered data can be ordered in a list with freemarker 
template files and it is also possible to set the attributes that should be received by adding 
“propertyName:attributename” to the WMS URL. However, the values of the attributes 
in the returned data cannot be identified independently. The GeoServer manual mentions 
problems of flexibility as well and recommends the GetFeature method of WFS over the 
WMS GetFeatureInfo method whenever possible (Open Source Geospatial Foundation 
n.d.-e). The WFS standard is flexible and permits selection of attributes by their names to 
use them freely in the HTML environment.  
The menu with the Bootstrap layout in the right end of the screen contains a 
number of controls: quick search, filters, symbology, heat map, and export. All of the 
buttons except for those belonging to the quick search field expand the menu and provide 
more controls when clicked. Filters enable displaying of accidents based on their 
attributes, e.g. limiting search, or GetFeature request to a certain municipality or a certain 
weather condition. Symbology controls enable the possibility to base the classification of 
symbols on attributes for e.g. visual comparison of distribution of different light 
conditions. The legend, which is written in SVG (Scalable Vector Graphics), will update 
its appearance accordingly. The layout of the web service is created mainly to 
demonstrate what a user interface could look like, test the flexibility of the collected data 
and explore its possibilities.  
The top of the menu features an option to perform a quick search for single 
accidents based on ID value. Selective viewing of data from the database (as seen in 
Figure 4.16) is made possible by the addition of a CQL filter to the URL of the 
GetFeature request. A CQL filter consists of parameters written in CQL (Common Query 
Language) or ECQL (Extended Common Query Language) (Open Source Geospatial 
Foundation n.d.-b). The example URL in Figure 4.17 contains a CQL filter which limits 
the retrieved data from the database to reports with the value “LUND” in their 
“municipality” column (see Figure 4.15), i.e. accidents reported in the municipality of 
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Lund. In the web service, a URL similar to the example has been made dynamic by 
inserting variables that get their values from the combo boxes, or drop down lists, from 
the layout into the CQL filter.  
By clicking a red point, i.e. the symbol of a reported accident on the map, a modal 
element, or popup, appears displaying qualitative data, i.e. the attribute data of the 
accident (see Figure 4.18).  
The attribute data displayed in the modal is retrieved by PHP. As stated earlier in the 
class diagram (see Figure 4.15), attribute data comes from several different tables in the 
PostGIS database. PHP script connects to the database and makes a request to select data 
associated with the ID of the clicked report. Since, as mentioned in 3.3.1 PHP, PHP is 
processed server side before the HTML is sent to the user, the body of the modal element 
consists of a separate PHP file on the web server. The separate PHP file is processed 
 
"http://example.com/geoserver/reporter/ows?service=WFS&versi
on=1.0.0&request=GetFeature&typeName=reporter:accidents&CQL_
FILTER=municipality='LUND'&outputFormat=application%2Fjson" 
Figure 4.17. Example of a URL containing a GetFeature request with a CQL filter 
(highlighted in gray) for the ”accidents” layer. The request will return features with 
the value ”LUND” in their ”municipality” column in the database table (see 4.3 
Database server).  
Figure 4.18. A report (red point on the map in Figure 4.16) has been clicked. A scrollable 
popup, or modal, appears with attribute data.  
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again each time a modal element loads, which is when a feature on the map is clicked. 
Consequently the contents of the modal element become dynamic, i.e. dependent of 
which point is clicked. The output of the PHP is displayed in the modal with the earlier 
mentioned echo method (see 3.3.1 PHP). 
During the process of creating the web service, a layer of the heat map class of the 
OpenLayers 3 API has been added while exploring the possibilities of data visualization 
(see Figure 4.19). The heat map has controls for adjustment of its symbology, namely 
blur and radius size.  
 Below the heat map controls, the menu contains an expandable sub menu with 
export-options (see Figure 4.19). The web service offers the possibility to export the view 
as a PNG image and the requested features as an Excel spreadsheet, or as a shapefile. An 
Excel plugin has been installed on GeoServer to facilitate the downloading of reports as 
Excel documents.  
 As a summary of the results, a UML sequence providing an overview of the 
system and describing interactions between components is presented in Figure 4.20. The 
figure contains a sequence showing the process of data input as well as a sequence 
showing data retrieval for the web service.  
 
Figure 4.19. Reports displayed as a heat map on a grayscale base map for increased visibility. 
The base map is called Stamen and consists of OSM data styled by Stamen Design. The sub 
menus for heat map controls and export options are both expanded.  
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Figure 4.20. UML sequence showing data input and retrieval. 
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5	  Discussion	  
During the course of the project the Swedish Transport Agency has updated their website 
with information regarding STRADA. A new web-based client for the digitization by 
police officers has been launched. A new updated version of the web-based client for 
extracting reports from STRADA database 2 has been launched as well. However, the 
need for a mobile application for data collection still exists. The discussions of this 
chapter only cover the entire system briefly while the mobile application, which is the 
main contribution to the topic, is discussed in further detail.  
 
5.1	  Advantages	  and	  implementations	  
The main advantages of the created mobile application for data collection are that it is 
structured, easy to use, and offers collection of new media. The mobile application offers 
input elements such as spinners, or drop down lists, and EditText boxes with filters that 
control input. Some EditText elements in the application have filters that restrict input to 
numbers only, others transform input text to uppercase letters. Queries to the PostGIS 
database are case sensitive, which is why it is important that data that represent the same 
thing have identical values.  
As mentioned in 4.1 Android application, the layout of a digital form can be kept 
simple and expand programmatically depending on user input. Functions such as the 
collection of geographical positions with the help of GPS do not demand any knowledge 
in the use of a GPS receiver and increase accuracy. The application features some built in 
help in the form of interactive instructions. The library of symbols of the map tool 
provides a more structured, and arguably fast, method of visually describing a scene 
compared to drawing by hand.  
Additionally, the mobile application offers collection of new media such as 
photos, audio, and geographical coordinates. The audio recording feature has been added 
mainly as an example of possible new features that an application for tablets is capable of 
providing. The need to record audio has not been mentioned in any of the STRADA 
documents studied in the project. In fact, it is debatable whether the audio format would 
be suitable for this kind of application. One can argue that, given the situation, it could be 
easier to give a detailed explanation of something orally compared to writing it down. On 
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the other hand, it is not a structured way of storing information. Audio cannot be 
searched and the attribute data it contains cannot be separated.  
 
5.2	  Future	  works	  and	  improvement	  
An advantage related to future improvement is that a mobile application is easy to 
upgrade and improve. The goal should be to obtain an application that, with its 
interactivity, is so easy to use that no manual, such as the one mentioned in 1.2.2 
Reporting to STRADA, is needed. The application could feature more built in help in the 
form of automatization and constraints. Linking it to databases or featuring more libraries 
decrease the risk of human errors during data input as well as the amount of time it takes 
to complete a report. An example is replacing more EditText elements with spinners. 
Another is using the coordinates of the accident to obtain the name of the municipality or 
a road. The application has the possibility to feature mandatory input elements and 
instructions to fill them out following an attempted submission of an incomplete report.  
 Regarding time efficiency and the issue of late submissions mentioned in 1.2.3 
Problems with the current system, a system with a mobile application for data collection 
is not only faster (see 1.2.3 Problems with the current system; 5.2.1 More attribute data 
and connections to other systems) but can be easily modified for further efficiency. 
Changes to the functionality after software updates should not be a problem for the user if 
the application has met the goal of having a user interface so easy to understand that no 
additional tutorial is needed. A built in survey of the user interface could help reaching 
that goal. Such a survey could measure the duration of the completion of a report with a 
hidden timer and submit the information along with accident data, although to a separate 
table. Another example is analysis of the most common mistakes made by users during 
the use of the application by counting the amount of times error messages and 
instructions appear.  
 Regarding improvement of the entire system there is, as mentioned in 3 
Methodology and tools, a need for further work on security. It should be noted that there 
is no encryption of data, which the current system has (see 1.2.2 Reporting to STRADA), 
the web server and database do not yet have constraints for e.g. different users and the 
permitted amount of data requested, and the system lacks backup in the form of mirror 
databases mentioned in 2 Earlier research, examples and technology.  
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 The extraction of individual reports from the web service to PDF format in the 
same style as the downloaded report in Appendix B should be made possible by 
implementing BIRT, open source software made for this purpose that can be embedded 
into web applications. With BIRT the developer can create a dynamic template of a 
report where the data for each field will be retrieved from a connected database (The 
Eclipse Foundation n.d.-b).  
 
5.2.1	  More	  attribute	  data	  and	  connections	  to	  other	  systems	  
The paper form has all attribute data attached to the same piece of paper. It requires 
digitization in order to separate personal and sensitive data from data that will be 
published in STRADA database number 2 and used by e.g. municipalities. A mobile 
application eliminates the delay of transporting the document to a police station, 
forwarding it to the right personnel and digitizing it. The separation is completed early 
and data are published faster. A system that provides data in nearly real time offers new 
possibilities of use. Instead of quantitative analysis on fixed occasions, real time warning 
systems could be developed and used as well. An example is sending relevant data from 
an accident to specific employees at the municipality in which it occurred or employees 
at The Swedish Transport Agency working with that region or road. The recipients would 
ideally have the local knowledge to make connections to, e.g. recent road reconstructions, 
and act to avoid further accidents. Another example is the attachment of information 
regarding e.g. damaged road signs. With precise locations and documentation such as 
photos, municipalities could place orders on new road signs immediately.  
 
5.2.2	  Base	  layers	  and	  alternatives	  to	  Google	  Maps	  
The Google Maps API is currently essential to the mobile application for two reasons: 1. 
All map related functions are built on Google Maps API, and 2. The base layers come 
from Google. There were no attempts at alternative solutions, however the 
implementation of OpenLayers or Leaflet (another map-related JavaScript library like 
OpenLayers) inside an Android WebView element is a solution that can be examined.  
A suitable alternative to the base layers provided by Google is NVDB, an 
abbreviation of the National Road Database in Swedish. NVDB is already used by 
STRADA (Sjöö and Ungerbäck 2007) and covers the Swedish road network together 
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with other data (Swedish Transport Administration 2015). It is the product of 
collaboration between the Swedish Transport Administration, the Swedish Transport 
Agency, The Swedish Association of Local Authorities and Regions, forestry and 
Lantmäteriet (Swedish Transport Administration 2015). The use of NVDB allows linking 
of attribute data of roads to accidents that occur on them (Sjöö and Ungerbäck 2007) and 
could increase automatization of the data collection process as proposed in 5.2 Future 
works and improvement.  
 An advantage with owning the base layer is that it allows maximal styling to fit 
the purpose. A comparison between Figure 1.2 and Figure 4.4 shows a clear difference in 
proportionality of different map elements, particularly the roads. Roads are visualized 
narrower in the mobile application whereas the road in the downloaded report in PDF 
format has a more realistic width. As shown earlier in Figure 4.3, the application does 
have an option with correct proportions, the layer with satellite imagery, however the 
imagery contains cars and canopies of trees that at places block the view of the road.  
 
5.2.3	  Offline	  functionality	  and	  optimization	  
The current version of the mobile data collection application relies on internet 
connectivity for the map, which retrieves its content from Google, and for the submission 
process (the GPS does not require internet connectivity). With the current extensive 
coverage of mobile reception, the importance of offline functionality can be argued. 
However, with occasional dark spots, one would expect a system with offline 
functionality to run smoother and produce fewer errors.  
 The design of an offline map with the same functionalities as the current one is 
something for future commitments. It should be noted that NVDB, as an offline base 
map, would be an essential resource for such a solution.  
 Regarding the submission process, the first step to obtaining a design that runs 
smoother is to assign the task of sending data to the web server to a separate and 
asynchronous thread in the mobile application. By assigning the operation to a new 
thread, the responsiveness of the main thread, which contains functionalities of the user 
interface, will not be affected. This design is especially recommended when the process 
is a network activity, i.e. it uses internet connectivity (Gargenta 2011). The 
implementation of separate threads together with a local database could achieve smooth 
functionality of the application even during loss off internet connectivity. The type of 
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database in question is SQLite, a single-file serverless database that can be created inside 
an application (Gargenta 2011;  Hipp, Wyrick & Company, Inc. n.d.). SQLite is in the 
public domain, i.e. it can be used freely for any purpose (Hipp, Wyrick & Company, Inc. 
n.d.). Figure 5.1 explains the architecture of the proposed solution. A report is saved by 
storing the collected data locally in the SQLite database. A separate thread is created and 
attempts to connect to the web server. The thread should contain a loop that puts it to 
sleep for a period of time if the connection attempt is unsuccessful. When the connection 
does succeed, the thread sends the data from the local database to the web server for 
forwarding to the central database. The solution would enable local storage of several 
reports at the same time. 	  
	  
	   	  
Figure 5.1. Proposed architecture with an SQLite database.  
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6	  Conclusion	  
The aim of this project is the construction of an application for tablets that could replace 
the type of form used by police authorities to report traffic accidents; this aim should 
theoretically be considered as fulfilled. The application can collect the same information 
as the paper form (see Appendix A) as well as capturing photographs, GPS coordinates, 
and audio (the last one not mentioned in the aim). The application has a map with the 
possibility to, by drawing, depict the scene of an accident. As mentioned in 3.6 Google 
Maps Android API and 5.2.2 Base layers and alternatives to Google Maps, the suitability 
of the base layer provided by Google can be questioned but has not been examined 
further. The application utilizes other features of a mobile device such as internet 
connectivity for sending data to a web server.  
The implementation of additional components to form an entire system for 
collection, storage, management, viewing, and sharing of geographic data has led to a 
deeper understanding of the requirements of output data, and subsequently affected the 
design of the mobile application. Browsing data in the web service confirms that the 
mobile application can collect and send data successfully. The functions of the created 
web service demonstrate that data is stored in suitable formats in a database schema that 
is flexible enough to facilitate them, i.e. it can be used for the intended purpose: analysis 
to improve traffic safety.  
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Appendices
	   
Appendix	  A	  
The attachment is the form that is currently used by police in situ for collecting 
information about traffic accidents.  
 
Source: 
 
Mattsson, K., and A. Ungerbäck. 2013. Vägtrafikolyckor : handledning vid rapportering 
(Traffic Accidents : Tutorial for Reporting). Borlänge: Transportstyrelsen.  
	   
	  
 
 
 	  
	   
Appendix	  B	  
The attachment is an example of a digitized, submitted and downloaded report in PDF-
format. 
 
Source: 
 
Swedish Transport Agency, Exempel på statistikuttag, Retrieved 26 Jan 2015, from.  
https://www.transportstyrelsen.se/sv/vagtrafik/statistik-och-register/STRADA-
informationssystem-for-olyckor-skador/Exempel-pa-uttag/ 
 	  
	   
	  
 	  
	   
Appendix	  C	  
This is a figure from the tutorial for filling out the form attached in Appendix A. The 
figure describes the symbology that the police officer should use when drawing the 
scenario by hand. The symbols represent, from left to right, first row: a car, truck or bus, 
a bicycle, moped or motorcycle, second row: a trailer, other vehicle types, third row: a 
train- or tramcar, a pedestrian (the direction of travel is marked with arrow), fourth row: 
direction of travel and intended direction of travel of the traffic element, fifth row: point 
of collision (marked with ”X”). 
 
Source:  
Mattsson, K., and A. Ungerbäck. 2013. Vägtrafikolyckor : handledning vid rapportering  
(Traffic Accidents : Tutorial for Reporting). Borlänge: Transportstyrelsen. 
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