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Pesatnya kemajuan teknologi memunculkan masalah besar, yaitu 
perlindungan hal cipta multimedia. Salah satu metode yang digunakan untuk 
mengatasi masalah ini adalah video streaming. Namun, video streaming 
membutuhkan bandwidth yang cukup besar. 
Agar bandwidth tidak terlalu besar, multimedia (video) di-encode terlebih 
dahulu sebelum di-streaming dengan menggunakan metode kuantisasi vektor 
(VQ: Vector Quantisation). Pada tugas akhir ini, proses pembangkitan codebook 
dari VQ menggunakan algoritma Expanded Fair-Share Amount. VQ 
diimplementasikan pada dua lingkungan yang berbeda, yaitu proses encoding 
pada desktop menggunakan J2SE dan proses decoding pada ponsel menggunakan 
J2ME. 
Berdasarkan uji coba yang telah dilakukan dapat disimpulkan bahwa 
algoritma Expanded Fair Share Amount dapat diintegrasikan dengan metode 
kuantisasi vektor dan dapat diterapkan pada image sequence seperti video. Selain 
itu, streaming video menggunakan metode kuantisasi vektor dapat 
diimplementasikan pada ponsel, walaupun dalam pergantian antar frame 
membutuhkan waktu cukup lama, yaitu sekitar 8,5 detik. 
Kata kunci: kuantisasi vektor, video streaming, fair-share amount, expanded 
fair-share amount, Java 
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ABSTRACT 
The rapid growth of technology cause a big trouble arises, that is about the 
copyright of the multimedia. One of the methods to solve this problem is video 
streaming. However, video streaming needs a very huge bandwith to consume. 
In order that the streaming does not consume high bandwidth, the multimedia 
file (video) first must be encoded before being streamed using vector quantisastion 
(VQ) method. In this final assignment, the codebook generating process uses 
Expanded Fair-Share Amount algorithm. VQ is implemented at two difference 
environment, that is encoding process in desktop using J2SE and decoding process in 
cellular phone using J2ME. 
Based on the experiment conducted, it can be concluded that Expanded Fair-
Share Amount algorithm can be integrated into VQ and can be applied in image 
sequence like video. Besides, video streaming using vector quentisation can be 
implemented in cellular phone. However, the time needed for inter-frame changing is 
quite long, that is about 8.5 seconds. 
Keyword: vector quantisation, video streaming, fair-share amount, expanded fair-
share amount, Java 
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BABI 
.PENDAHULUAN 
1.1. Latar Belakang 
BABI 
PENDAHULUAN 
Pesatnya kemajuan teknologi temyata memunculkan masalah bam yang 
cukup besar, yaitu masalah perlindungan hak cipta. Salah satunya dalam hal 
multimedia. 
Salah satu metode yang digunakan untuk melindungi hak cipta adalah 
dengan menggunakan streaming. Melalui streaming, maka user bisa langsung 
memainkan file multimedia tanpa hams menunggu keseluruhan file selesai di-
download. Dengan streaming, file multimedia yang dimainkan tidak disimpan 
pada komputer user sehingga user terse but tidak bisa menggandakan file terse but. 
Tetapi, streaming punya kelemahan besar, yaitu membutuhkan bandwidth 
cukup tinggi. Padahal infrastrqkur di Indonesia sangat tidak mendukung aplikasi 
jaringan yang membutuhkan bandwidth tinggi. Selain itu, harga bandwidth juga 
sang at mahal. Hal ini makin parah j ika streaming akan dilakukan pada ponsel 
yang mempunyai bandwidth serta spesifikasi kemampuan yang sangat terbatas. 
Saat ini memang telah ada aplikasi streaming yang mampu dijalankan pada 
ponsel, tapi masih terputus-putus karena kebutuhan bandwidth-nya tidak 
mencukupi. Karena itu dibutuhkan solusi yang dapat melakukan streaming pada 
bandwidth yang kecil tanpa terputus-putus. 
Salah satu solusi untuk melakukan streaming pada bandwidth kecil 
tersebut adalah dengan mengkompres file multimedia (video) sebelum 
ditransmisikan. Metode kompresi yang dipilih pada tugas akhir ini adalah metode 
kuantisasi vektor. Metode kompresi ini dipilih karena sifat-sifat yang dimilikinya, 
yaitu: 
1. Merupakan jenis kompresi lossy, artinya data hasil kompresi tidak sama 
persis dengan data aslinya. 
2. Ukuran dan kualitas kompresi dari kuantisasi vektor dapat dip~rkirakan. Hal 
ini sangat memudahkan, terutama dalam hal melakukan trade off antara 
ukuran kompresi dan kualitas kompresi. 
3. Metode kuantisasi vektor mempunyai mode asinkron, artinya waktu proses 
kompresi dan dekompresi tidak sama. 
4. Proses dekompresi jauh lebih cepat daripada proses dekompresi. 
5. Mudah diintegrasikan dengan teknik image processing lainnya. Dalam hal ini, 
kuantisasi vektor akan diintegrasikan dengan algoritma Expanded Fair Share 
Amount (EFSA) dalam hal pembuatan codebook-nya. 
1.2. Tujuan dan Manfaat 
Tujuan tugas akhir ini adalah untuk membuat suatu aplikasi video 
streaming yang dapat ditransmisikan pada channel dengan bandwidth rendah. 
Dalam hal ini, video akan ditransmisikan dari desktop (server) menuju ke telepon 
selular (client/player). 
Manfaat yang diberikan oleh tugas akhir ini adalah sebagai berikut : 
1. Memperkecil (mengkompres) data yang dikirim saat streaming video. 
2. Memberikan kontribusi dalam teknologi mobile, sehingga diharapkan 
mampu memicu perkembangan teknologi mobile. 
3. Mempersulit proses pembajakan/penggandaan produk multimedia pada 
ponsel. 
1.3. Batasan Masalah 
Dari permasalahan yang telah disebutkan di atas, maka batasan-batasan dalam 
tugas akhir ini adalah sebagai berikut: 
1. Input yang akan digunakan pada tugas akhir ini adalah video format .A VI 
pada resolusi 128 x 96 pixel. 
2. Standar wama yang digunakan adalah Red Green Blue (RGB). 
3. Ukuran blok vektor (codeword) sebesar 4 x 4 pixel. Ukuran blok vektor ini 
mengacu pada penelitian sebelumnya [7] 
4. Aplikasi pada server dikembangkan dalam plaiform Java dengan JDK 1.5.0 
dan libary Java Media Framework (JMF) serta Java Servlet. 
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5. Aplikasi pada client (ponsel) dikembangkan dalam platform Java dengan 
menggunakan J2ME Wireless Toolkit v2.2, MIDP 2.0, serta media 
penyimpanan Record Management System (RMS). 
6. Protokol yang digunakan untuk streaming adalah protokol HTTP. 
7. Tidak ada fitur pause dan playback. 
8. Tidak ada sinkronisasi video dan audio. 
9. Ponsel yang digunakan adalah Siemens M75. 
1.4. Permasalahan 
Permasalahan yang diangkat dalam tugas akhir ini adalah adalah: 
1. Bagaimana mengimplementasikan metode kuantisasi vektor pada image 
sequence seperti pada video ? 
2. Bagaimana agar video hasil encoding kuantisasi vektor tersebut dapat 
ditransmisikan dan dimainkan di dalam ponsel? 
1.5. Metodologi 
Pembuatan tugas akhir ini terbagi menjadi beberapa tahap pengerjaan yang 
tertera sebagai berikut: 
1. Studi Literatur dan Identifikasi Permasalahan 
Studi literatur dlakukan untuk mempelajari dasar-dasar teknologi J2ME, 
JMF, serta konsep-konsep dasar dari metode kuantisasi vektor serta algoritma 
EFSA. Dilakukan juga survei tentang resolusi layar ponsel yang ada di pasaran 
saat ini. Target survei ini adalah ponsel yang minimal memiliki 65.536 warna 
(16-bit) dan mendukung implementasi MIDP 2.0. 
Selain itu dilakukan juga studi pada proyek-proyek open source yang 
sudah pemah dilakukan yang berkaitan dengan pembangunan aplikasi ini. 
2. Perancangan dan Desain Aplikasi 
Tahap ini merupakan proses analisis dan desain aplikasi yang akan dibuat. 
Termasuk dalam tahapan ini adalah desain antarmuka aplikasi serta model 
transmisi dari server menuju ponsel. 
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3. Pembuatan Aplikasi 
Tahap ini merupakan tahap pembuatan dan pengembangan aplikasi sesuai 
dengan desain yang ditetapkan pada tahap sebelumnya. Aplikasi video 
streaming ini akan dikembangkan dan diuji coba dengan menggunakan 
simulator ponsel. 
4. Uji Coba dan Evaluasi 
Pada tahap ini, video streaming dijalankan langsung pada ponsel. Selain 
itu, seluruh fungsi yang ada akan diujicoba dan ditelusuri. 
5. Penyusunan Buku Tugas Akhir 
Tahap terakhir ini merupakan dokumentasi pelaksanaan tugas akhir. 
Diharapkan, buku tugas akhir ini bermanfaat bagi pcmbaca yang ingin 
mengembangkan sistem ini lebih lanjut atau untuk kepcrluan pengetnbangan 
aplikasi menuju ke arah kesempumaan. 
1.6. Sistematika Laporan 
Sistematika penulisan Laporan Tugas Akhir dibagi menjadi enam bah 
sebagai berikut: 
BAB I PENDAHULUAN 
Pada bah ini berisi pendahuluan yang menjelaskan latar belakang, tujuan 
tugas akhir, perumusan masalah, batasan masalah, metodologi, dan sistcmatika 
penulisan. 
BAB II DASAR TEORI 
Pada bah ini berisi hasil studi literatur mengenai tcori kuantis3si, algorit~na 
Expanded Fair Share Amount, Java Media Framework, Java 2 iv1icro Edition Pile 
System, Eclipse, Java Servlet, serta Apache Tomcat. 
8}~B I!! PEitANCANGAN PERANGKAT LUNAK 
Pada bah ini dijabarkan tahapan-tahapan dari proses pcrancangan 
perangkat lunak sebagai implementasi dari tnetode yang dikrapkan dalarn '1-ugas 
.:\khir. Perancangan pcrangkat lunak ini meliputi perancangan data dan proses. 
Ran(_-angan data tcrdiri dari data masukan, proses dan luaran. 
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BAB IV UJI COBA DAN EV ALUASI 
Pada bah ini dilakukan uji coba terhadap metode yang yang 
diimplementasikan. 
BAB V SIMPULAN DAN SARAN 
Pada bagian ini berisi simpulan yang dapat diambil dari pengerjaan Tugas 
Akhir beserta saran untuk pengembangan selanjutnya. 
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Pada bah ini dibahas teori-teori yang mendukung pembuatan tugas akhir ini, yaitu 
teori tentang kuantisasi, algoritma Expanded Fair Share Amount, Java Media 
Framework, Java 2 Micro Edition File System, Eclipse, Java Servlet, serta Apache 
Tomcat. 
2.1. Kuantisasi Vektor 
Kuantisasi vektor adalah suatu teknik kompresi lossy dengan hanya 
menyimpan "kamus" vektor dari suatu sinyal data [7]. Kamus vektor ini dikenal 
dengan nama codebook. Perbedaan antara teknik kuantisasi vektor dan kuantisasi 
skalar adalah bahwa pada kuantisasi skalar, setiap elemen codebook mewakili satu 
data yang telah dikuantisasi dari data asal. Sedangkan pada kuantisasi vektor, setiap 
elemen codebook mewakili lebih dari satu data yang telah dikuantisasi dari data asal 
[7]. 
Pada dasamya, fungsi dari sebuah kuantisasi adalah untuk memetakan nilai 
input yang begitu besar atau bahkan sebuah fungsi kontinyu menjadi output yang 
jumlahnya lebih kecil dan terbatas. Kuantisasi skalar hanya mampu memetakan satu 
nilai pada satu waktu. Sedangkan kuantisasi vektor memetakan sebuah blok nilai 
(vektor) pada satu waktu. Kuantisasi vektor jauh lebih kompleks daripada kuantisasi 
skalar, tetapi orang masih tetap menggunakan kuantisasi vektor karena performa yang 
dihasilkan lebih baik daripada kuantisasi skalar. 
Beberapa sifat yang dimiliki kuantisasi vektor adalah sebagai berikut [4]: 
1. Jenis kompresi lossy, data hasil kompresi dengan data asal tidak sama persis. 
2. Mode asinkron, artinya waktu proses kompresi dan dekompresi tidak sama. 
3. Proses dekompresi dapat dilakukan dengan sangat cepat. 
Sesuai dengan sifatnya ini, maka metode kuantisasi vektor sangat cocok 
diterapkan pada aplikasi-aplikasi yang membutuhkan proses dekompresi yang cepat, 
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seperti aplikasi video streaming pada ponsel yang akan dijelaskan pada Tugas Akhir 
tru. 
2.1.1. Proses Kuantisasi V ektor 
Untuk mempermudah pemahaman, maka akan dijelaskan proses pada kuantiasi 
skalar terlebih dahulu. Perhatikan gambar di bawah. Sisi kiri menunjukkan citra 
keabuan berukuran 8 x 8 pixel. Sedangkan sisi kanan menunjukkan representasi 
digital yang sesuai. Setiap angka merepresentasikan nilai intensitas dari pixel yang 
bersesuaian. Citra ini akan dikompres dengan cara mengkuantisasi nilai pixelnya. 
145 145 216 216 181 181 240 
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0 
145 145 216 216 181 240 0 240 
216 216 181 181 240 0 240 181 
216 216 181 240 0 240 181 181 
181 181 240 0 240 181 181 181 
181 240 0 240 181 96 96 
240 0 240 181 181 96 96 
0 240 181 181 181 96 96 
Gambar 2.1 Merepresentasikan gambar menjadi nilai numerik 
Citra tersebut akan dikompres tersebut sehingga setiap pixel yang tadinya 
hams direpresentasikan dalam 8-bit bisa dikurangi menjadi 2-bit. Setiap kuantisasi 
dapat dideskripsikan melalui decision level dan reconstruction levelnya. Untuk 
setiap variabel X yang akan dikuantisasi, berlaku aturan sebagai berikut: Jika X 
terletak di antara decision region Xi dan Xi+h maka X akan dipetakan atau 


















I reconstruction levels 
decision levels 
Gambar 2.2 Pemetaan decision level pada reconstruction level 
Tabel 2. 1 Contoh pemetaan decision level menjadi reconstruction index 
l.j Decision level -~ Reconstruction level 
i l I ~ I ~ 
Reconstruction level 
index 
0 I 0 I --~-- 0---,--00 
1 55 -~ Ill I 01 
2 1 146--~--- ---- 181 1 10 
3 I 2o6 1 231 1 11 
r -- ------
4 255 
Sebagai contoh, kuantisasi pada pixel baris pertama pada citra di atas akan 
menghasilkan nilai output: 111, 111, 231, 231, 181, 181, 231, dan 0. Nilai ini 
berkorespondensi pada nilai bit berikut: 01, 01, 11, 11, 10, 10, 11, dan 00. [1] 
145 145 216 216 181 181 240 0 01 01 11 11 10 10 
145 145 216 216 181 240 0 240 01 01 11 11 10 11 
216 216 181 181 240 0 240 181 11 11 10 10 11 00 
216 216 181 240 0 240 181 181 11 11 10 11 00 11 
181 181 240 0 240 181 181 181 10 10 11 00 11 10 
181 240 0 240 181 96 96 96 10 11 00 11 10 01 
240 0 240 181 181 96 96 96 11 00 11 10 10 01 
0 240 181 181 181 96 96 96 00 11 10 10 10 01 











Langkah-langkah pada proses kuantisasi vektor mempunyai tahapan yang 
sama persis dengan proses pada kuantisasi vektor. Perbedaannya adalah pada 
kuantisasi skalar, data asli dikuantisasi dalam satuan satu pixel. Sedangkan pada 
kuantisasi vektor, data asli dikuantisasi dalam satuan satu blok pixel. 
Berikut akan dijelaskan proses pada kuantisasi vektor. Sebagai contoh akan 
digunakan citra yang sama seperti yang ditunjukkan pada gambar 2.1. Setelah 
citra direpresentasikan sebagai nilai numerik, maka nilai-nilai numerik tersebut 
akan dibagi menjadi blok-blok pixel seperti terlihat pada tabel di gambar 2.4. Pada 
contoh kali ini, ukuran blok pixel yang digunakan adalah 2x2. 
145 145 216 216 181 181 240 0 
145 145 216 216 181 240 0 240 
216 216 181 181 240 0 240 181 
216 216 181 240 0 240 181 181 
181 181 240 0 240 181 181 181 
181 240 0 240 181 96 96 96 
240 0 240 181 181 96 96 96 
0 240 181 181 181 96 96 96 
Gam bar 2. 4 Pembentukan blok-blok pixel 
Tabel 2. 2 Contoh Codebook 






00 290 145, 145, 145, 145 
01 1 3 94,82 I 181 ' 181 ' 181' 240 r- --- ~-- 367,-78-, ---10 240, 181, 181, 96 I 
f 11 I 192 I 96,96,96,96 I 
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Setelah semua pixel dikelompokkan dalam blok, maka blok-blok terse but akan 
di-encode menggunakan codebook pada tabel 2.2. Setiap blok pixel akan 
dipetakan pada sebuah index pada codebook yang mempunyai distorsi terkecil. 
Pada contoh ini, parameter yang digunakan adalah besaran dari blok-blok pixel 
tersebut. Hasil dari proses encoding ini dapat dilihat pada gambar 2.5. 
00 01 01 00 
01 01 00 01 
01 00 10 00 
00 01 00 11 
Gam bar 2. 5 Hasil kuantisasi vektor 
2.1.2. Tahapan-Tahapan Dalam Kuantisasi Vektor 
Berikut adalah langkah-langkah dalam melakukan kuantisasi vektor: [15] 
1. Pembuatan codebook 
1. Buatlah sebuah codebook awal. 
ii. Kembangkan code book dengan menggunakan algoritma iteratif (Lloyd). 
2. Operasi encoding I kuantisasi 
i. Pisahkan citra yang akan di-encode menjadi satuan vektor atau blok. 
ii. Setiap bloklvektor dikuantisasi dengan cara mencari codeword yang 
sesuai dengan blok citra tersebut dengan distorsi paling sedikit. 
iii. Transmisikan index dari codeword yang telah dipilih terse but. 
3. Operasi decoding 
i. Pada decoder (client), ambil codeword yang bersesuaian dengan index 
yang diterima (table-lookup). 
ii. Citra direkonstruksi setelah semua codeword diterima. 
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Citra as1i 
____. Formasi ____. Training ____. Pembangkit 
-------
Code book 
vektor Set code book 
Gam bar 2. 6 Proses pem bangkitan Codebook 




Gambar 2. 7 Proses encoding pada Kuantisasi Vektor 
Indeks citra Citra basil 
... 
_. 
terkompresi ~ Lookup tabel ... dekompresi 
i 
Code book 
Gambar 2. 8 Proses decoding pada Kuantisasi Vektor 
2.2. Algoritma Fair Share Amount 
Ide dasar metode ini adalah sistem pemilu di Indonesia dimana setiap partai 
peserta Pemilu yang memperoleh suara di atas batas perolehan suara minimal akan 
memperoleh jatah perwakilan di DPR(D) sesuai dengan prosentase perolehan 
suaranya. Metode ini bekerja dengan cara membagi-bagi vektor yang ada menjadi 
sejumlah area yang sama dan kemudian menghitung perolehan "suara" setiap area 
untuk menghitung jumlah pewakil area tersebut. Vektor-vektor pewakil ini yang 
nantinya akan menjadi elemen dari codebook. Sehingga dengan cara ini codebook 





.....______. Training ~ Pembangkit ~ Kuantisasi 





Gam bar 2. 9 Proses Kompresi konvesional 
Citra asli f-----+ Formasi f-----+ Pembangkit f-----+ Kuantisasi ~ Citra 
vektor codebook terkompres 
Gam bar 2. 10 Proses Kompresi Algoritma FSA 
Algoritma FSA: [ 4] 
I. Hitung nilai besaran untuk semua vektor 
2. Urutkan vektor-vektor menaik berdasarkan besaran yang ada. 
3. Hi tung besarnya area 
Sr=(max(V)-min(V))/m .......................................................... Rumus 2. 1 
m = jumlah elemen pada code book dan V = vektor 
4. Bagi V menjadi m buah area (range) Ri masing-masing besarnya Sr 
5. Hitung nilai tengah (median) dari setiap area Ri 
6. Hitungjumlah anggota Ai dari setiap Ri 
7. Cari pivot point (elemen yang memiliki nilai besaran yang paling mendekati 
tetapi tidak lebih besar dari nilai median area tersebut) Pi untuk setiap Ri. 
8. Hitung bobot Wi untuk setiap Ri 
Wi=floor((A/n) x m) .............................................................. Rumus 2. 2 
n = jumlah vektor 
9. Hi tung elemen yang tersisa 
m 
Z = m- L ~ ........................................................................ Rumus 2. 3 
i=l 
I 0. Jika Z tidak sama dengan nol, distribusikan Z ke setiap Wi mulai dari Wi yang 
terbesar sampai wi terkecil. 
11. Ambil anggota Ri mulai dari elemen ke Pi - jloor(W/2) sejumlah Wi untuk 
dijadikan sebagai elemen codebook. 
Algoritma FSA ini kurang sempurna karena wakil-wakil vektor yang diambil dari 
setiap area selalu terpusat di daerah pivot. Karena itu, algoritma ini dikembangkan 
menjadi algoritma EFSA, sehingga elemen yang dijadikan wakil pada suatu area 
menyebar secara merata di area tersebut. 
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Algoritma EFSA: [ 4] 
1. Hitung nilai besaran untuk semua vektor 
2. Urutkan vektor-vektor menaik berdasarkan besaran yang ada. 
3. Hi tung besarnya area menggunakan rum us 2.1 
4. Bagi V menjadi m buah area (range) Ri masing-masing besarnya Sr 
5. Cari nomor elemen pertama dalam area (Nwi) dan nomor terakhir dalam area 
(Nki) dari anggota setiap area Ri 
6. Hi tung jumlah anggota Ai dari setiap Ri 
7. Hi tung bobot W i untuk setiap Ri 
wi = jloor((A/n) X m) ............................................................ Rumus 2. 4 
n = jumlah vektor 
8. Hitung delta setiap area 
m = jumlah code vector di code book 
Di = Ai I (Wi+1) ...................................................................... Rumus 2. 5 
9. Hi tung elemen yang tersisa menggunakan rum us 2.3 
10. Jika z tidak sama dengan nol, distribusikan z ke setiap w i mulai dari wi yang 
terbesar sampai wi terkecil. 
11. Ambil anggota Ri pada nomor elemenjloor(Nwi + k.Di) sejumlah Wi dengan k 
bernilai 1 sampai Wi sebagai code book. 
Contoh, misal terdapat 100 vektor dengan nilai besaran dari 0-100 dan akan 
dibentuk sebanyak 10 kelompok (area) maka akan diperoleh m=10 dan n=100. 
Diperoleh Sr=(l 00-0)/1 0, dan terbentuk 10 area R1 ••••••• R10 dan masing-masing 
memiliki median 5, 15, 25, 35, 45, 55, 65, 75, 85 ,95 setelah proses dilakukan hingga 
langkah ketujuh maka akan diperoleh tabel sebagai berikut: 
Tabel 2. 3 Contoh data 
Area (R) Jumlah An220ta Pivot Point (P) 
1 21 11 
2 6 3 
3 12 6 
4 1 I 
5 3 2 
6 1 1 
7 2 1 
8 12 6 
9 1 1 
10 41 21 
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Setelah dilakukan langkah yang kedelapan akan diperoleh bobot untuk masing-
masing area, yaitu W1 •••••• W 10 yang masing-masing besamya 2, 0, 1, 0, 0, 0, 0, 1, 0, 
4. Setelah langkah ini, hitung sisa elemen Z=10-2=8 sehingga terdapat dua point 
untuk didistribusikan. Kedua point ini didistribusikan ke area 1 dan 10 sehingga 
setelah langkah ini diperoleh 3, 0, 1, 0, 0, 0, 0, 1, 0, 5. Setelah langkah kesebelas 
akan diperoleh codebook yang berisi 1 vektor elemen yang berasal dari R3 dan Rs 
(tepat pada pivotnya), 3 vektor elemen dari R1 (dimulai dari P1-1 sampai Pt+ 1) dan 
5 vektor elemen dari R10 (dimulai dari P10-2 sampai P10+2). 
Menurut tabel di atas, area kesatu dengan anggota 21 elemen memiliki nomor 
elemen yang ditunjukkan pada tabel di bawah : 
Tabel 2. 4 Contoh pemilihan wakil dengan metode fair share amount 
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11 1213 1415 16171819110 111 11211311411511611711811912o 121 1 
Angka-angka pada tabel di atas merupakan nomor elemen pada area kesatu. 
Pivot area kesatu= 11 dan akan diambil dari elemen P 1-1 sampai P 1 + 1 sehingga 
diperoleh elemen 10, 11, dan 12 sebagai code book. Sedangkan elemen yang lain 
mengacu ke ketiga elemen terse but. Elemen 1-9 mengacu pada elemen ke 1 0 dan 
elemen 13-21 mengacu pada elemen ke 13. 
Selanjutnya kita akan mencoba menggunakan algoritma EFSA. Perbedaan 
utama algoritma ini dengan algoritma sebelumnya terdapat pada langkah ke 5, 8, 
dan 11. Dengan mengacu pada kedua tabel di atas, maka didapatkan : 
Nwi = 1 (nomor elemen pertama pada area kesatu) 
Ai = 21 Gumlah anggota area kesatu) 
wi = 3 Gumlah wakil area kesatu) 
Di = 21/(3+ 1) = 5,25 
Elemen yang dipilih sebagai codebook adalah: 
floor CNwi + k.Di) dengan k bemilai sampai wi (k=1 sampai 3) 
k = 1 elemen yang dipilih = jloor(1 +5,25) = 6 
k = 2 elemen yang dipilih = jloor(1 + 10,5) = 11 (tepat pada pivot) 
k = 3 elemen yang dipilih = jloor(1 + 15, 75) = 16 
2.3. Java Media Framework 
Java Media Framework (JMF) adalah sebuah Application Programming Interface 
(API) yang dapat digunakan untuk mengelola, memproses, dan mengirimkan time-
based media data, baik audio maupun video. JMF mendukung hampir semua format 
media standar seperti AIFF, AU, AVI, GSM, MIDI, MPEG, QuickTime, RMF, WAF, 
dan sebagainya. Dengan adanya JMF, pihak developer dapat dengan mudah membuat 
aplikasi Java maupun Applet yang mempunyai fitur-fitur untuk memainkan, 
memanipulasi, maupun meng-capture data audio dan video tanpa dibatasi perbedaan 
platform. 
2.3.1. Arsitektur Java Media Framework 
Model dasar JMF bisa dianalogikan dengan pemutaran sebuah kaset video 
pada VCR. Ketika sebuah film dimainkan, dibutuhkan suatu media stream, dalam 
hal ini adalah dengan memasukkan sebuah kaset video ke dalam VCR. VCR 
membaca dan menginterpretasikan data pada kaset video dan mengirimkan sinyal 
kepada televisi dan speaker. 
Video earner~ 
(Cap ure Devic~) "" 
Video tape 
(Data Source) VCR " (Player) "' 
Output Devices 
(Des i ation) 
Gam bar 2. 11 Merekam, memproses, dan menyajikan time-based media 
JMF menggunakan model dasar yang hampir sama dengan itu. Sebuah data 
source mengenkapsulasi media stream- diumpamakan seperti kaset video- dan 
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mengirimkannya ke player untuk diproses - diumpamakan seperti VCR. Setelah 
itu, player mengirimkan data yang sudah dibaca tersebut kepada monitor dan 
speaker. 
JaviJ App licatons, Apple·s Bea s 
Gam bar 2. 12 Arsitektur JMF 
2.3.2. Format Video Yang Didukung JMF 
JMF mendukung audio sample rate mulai dari 8KHz sampai 48 KHz. Perlu 
diingat bahwa JMF versi cross-platform hanya mendukung rate 8; 11,025; 11,127; 
16; 22,05; 22,254; 32; 44,1; dan 48KHz. 
Daftar lengkap tentang berbagai format media yang didukung JMF dapat 
dilihat pada tabel di bawah ini : 
• D: format dapat dapat di-decode dan dipresentasikan. 
• E: stream media dapat di-decode. 
• read : jenis media ini dapat digunakan sebagai input ( dibaca dari file) 
• write : jenis media ini dapat dibangkitkan sebagai output ( ditulis ke file) 
Tabel2. 5 Format media yang didukung JMF 
~ JMF2.1.1 JMF 2.1.1 r:: JMF 2.1.1 Media Type Cross Platform Solaris/Linux . ndows Performance 
Version Performance Pack I Pack 
IAIFF (.aiff) r- read/write-~ read/write -, read/write I 
I -~ I 8-bit mono/stereo linear D,E D,E D,E 
16-bit mono/stereo linear 
I 
D,E I D,E I D,E 
1<}.711 (U-law) 
~-
I D,E D,E D,E 
16 
!A-law --r D D I D 
~IMA4 ADPCM -- --, D,E- I D,E ,- --D-,E----I 
!A VI (.avi) -~ read/w~--~r----r-e-ad_/_w_r-it-e ---, read/write 
r-----------1 ~udio: 8-bit mono/stere~~- D,E I D,E 1, 
jlinear j 
1 








,Audio: DVI ADPCM 
I compressed 
r -
Audio: G.711 (U-law) 
1Audio: A-law 
I 
!Audio: GSM mono 
T--D- ,E---1,.----D-,E---1.--- -D-,E---I 
--~- -D,E- I D,E I D,E 
-~- -D ---.,----D---.--, --D--1 
-:--- D,E --1--- D,E r-- - D,E-
- r 
-=- ------~-- - ~- -D,E __ _ !Audio: ACM 
jVideo: Cinepak -~- D I D,E I D 
- - ---
!Video: MJPEG ( 422) 




D I D,E I D,E 
D,E I 
,-
D,E I D,E 




I - ,-D,E 
[GsM (.gsm) - l read/write ----1 -~-r~d/write 1 ----;:;;d/write 
IGSM mono audio -,--- D~E I -D,E ___ I D,E 
:HotMedia (.mvr) ---~ read only I read only I read only 
!IBM HotMedia : - D - I D r D 
!MIDI (.mid) 
I 
fType I & 2 MIDI -
- ~ ~ ~ead only I read only J 
--,- - ~~-- - D - - -r -
read only 
D 
MPEG-1 Video (.mpg) 
[M~Itiplexed System-
'stream 
-,-~-- - I rea_d_o-nl-y----~,.... ---r-ea_d_o_n-ly---l T -~- -~..----- D -, D 
lvideo-only stream --~- - - -~--- D - --- l D 
MPEG Lay;r 11-Audio--~ .... ------~~ ,--' ------I 
I 
read only read/write read/write 
(.mp2) 
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; read/writ_e __ i read/write I 
D,E 
read/write 
fA.udio: 8 bits mono/~ere~ ~ r-----------~r--------l 






D~E-1 D,E I 
I -- D,E- I D,E I 









~--- D,E -~ D,E ~- -- D,E 
!Audio: 0.711 (U-law) 
fAudio: A-law -
!Audio: OSM mono 
jAudio: IMA4 ADPCM 
!Video: Cinepak I D - -~- - D,E --,---D--1 
r - r---1 --D--, D jVideo: H.261 
!Video: H.263 --~ D -1 D,E I ,..-- -D- ,E--I 
,Video: JPEO (420, 422,-~.-------~ I 
~444) D D,E D,E 
jVideo: ROB 
1Sun Audio (.au) 
-----, D,E I D,E , ....--- -D,-E--1 
--~ read/write -:r----r-e-ad_/_w_r-it-e ---~ 
I 
read/write 
18 bits mono/stereo linear ,-- D,E - --,- - D,E ~- D,E 
[ 16 bits m~no/st~reo linear I D,E -,- D,E ~-D-,E---I 
10.711 (U-law) --~ D,E l D,E --~ D,E 
1A-law ~D 1 D ~~ -----D-------1 
f'Va~e (.wav) r re-a-d/write --,..-----r-e,_ad_/_w_r-it-e --- r-1 -r-ea_d_/_w-ri-te---l 
!8-bit mono/stereo linear-~ D,E - --~..------D-,E-----r-~---D-,-E----I 




r - D,E -
1 
D,E ~- D,E 
I D,E ,.---- D,i-----, D,E 
!A-law ----, D-1 D .---1 - D 
----~- D,E I D,E I D,E !OSM mono 
1DVIADPCM 
I 
1 nT -1 n,E 1.----n- ,E--I 
lMSADPCM r-- D -, D I D 





Eclipse adalah sebuah Integrated Development Environment (IDE) yang 
dikembangkan oleh sebuah yayasan bemama Eclipse Foundation Inc. Yayasan ini 
dibentuk oleh para vendor terkemuka seperti Borland, IBM, MERANT, QNX 
Software Systems, Rational Software, Red Hat, SuSE, TogetherSoft dan Webgain. 
Eclipse IDE dikembangkan secara open source menggunakan teknologi Java, yaitu 
Standard Widget Toolkit (SWT). SWT sendiri hampir mirip dengan teknologi Swing, 
hanya saja SWT juga melibatkan library native sistem operasi sehingga diklaim lebih 
cepat 50% daripada Swing (http://www.eclipse.org/swt). Kelebihan utama Eclipse IDE 
daripada IDE Java yang lain adalah Eclipse mempunyai banyak plugin dengan 
berbagai macam fungsionalitas yang bisa diinstal dengan mudah serta bisa didapatkan 
dengan gratis. Hal inilah yang menjadikan Eclipse sebagai salah satu IDE yang paling 
banyak dipakai para pengembang Java. 
2.4.1. EclipseUML 
EclipseUML adalah sebuah plugin Eclipse yang dikembangkan berdasarkan 
1 OOo/o native API Eclipse dan berfungsi untuk membuat pemodelan visual. Eclipse 
menggunakan bahasa UML dan mendukung pembuatan berbagai macam diagram 
UML, mulai dari use-case diagram, sequence diagram, class diagram, activity 
diagram, dan lain-lain. Hasil pengolahan dari diagram-diagram tersebut mampu 
diekspor menjadi format JPG, GIF, ataupun SVG. EclipseUML juga mendukung 
penggunaan database. Selain itu, kode UML juga bisa otomatis dimasukkan dalam 
dokumentasi Javadoc sehingga hal ini sangat membantu pihak pengembang. 
2.4.2. Eclipse Micro Edition 
Eclipse Micro Edition (EclipseME) adalah sebuah plugin Eclipse yang 
berfungsi untuk membantu dalam pengembangan MIDlet J2ME 
(http:/ /java.sun.com/javame ). Eclipse ME mengerjakan semua hal yang 
berhubungan dengan koneksi Eclipse IDE dengan J2ME Wire less Toolkit sehingga 
memungkinkan pengembang untuk lebih fokus pada pengembangan aplikasinya. 
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2.5. Java 2 Micro Edition 
Java 2 Micro Edition (J2ME) adalah sebuah kumpulan teknologi dan spesifikasi 
yang memungkinkan para developer untuk membangun dan mengembangkan 
teknologi Java yang sesuai dengan kebutuhan dan kemampuan dari mobile device. 
J2ME dibagi menjadi 3 bagian, yaitu konfigurasi, profile, dan package tambahan 
2.5.1. Konfigurasi (Configuration) 
Konfigurasi adalah spesifikasi yang menjelaskan tentang virtual machine dan 
seperangkat library yang menyediakan API-API yang diperlukan untuk sebuah 
kategori device tertentu. Konfigurasi ini menyediakan fungsionalitas dasar untuk 
sekumpulan device tertentu yang mepunyai karakteristik sama. Sebagai contoh 
adalah sebuah konfigurasi yang dirancang khusus untuk device yang mempunyai 
memori kurang dari 512 KB. Saat ini, ada dua konfigurasi J2ME, yaitu Connceted 
Limited Device Configuration (CLDC) dan Connected Device Configuration 
(CDC). CLDC adalah konfigurasi J2ME yang digunakan pada device nirkabel 
dengan kemampuan yang terbatas, seperti ponsel dan PDA. Sedangkan CDC 
adalah konfigurasi J2ME yang digunakan untuk device yang kemampuannya 
memori dan kekuatan prosesnya lebih besar, seperti smartphone. 
2.5.2. Profile 
Sebuah profile adalah seperangkat API dengan tingkatan lebih tinggi yang 
mendefinisikan model siklus hidup aplikasi, antarmuka user, persistent storage, 
dan akses ke properti device tertentu Profile melengkapi sebuah konfigurasi 
dengan menambahkan API yang lebih spesifik untuk sebuah kategori device yang 
spesifik. 
2.5.3. Package Tambahan (Optional Package) 
Package tambahan memperluas kemampuan J2ME dengan menambahkan 
fungsionalitas-fungsionalitas yang berhubungan dengan CLDC, CDC, maupun 
profile terkait. Package tambahan menyediakan API standar yang dibuat untuk 
memenuhi kebutuhan aplikasi yang sangat spesifik, seperti koneksi database, 
wirelesss messeging, multimedia, grafis 3D, dan Web Service. 
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Java Micro Edition 
Gam bar 2. 13 Arsitektur Java 2 Micro Edition 
2.6. Java 2 Micro Edition File System 
Java 2 Micro Edition File System (J2MEFS) adalah sebuah Application 
Programming Interface (API) bantu yang diperuntukkan untuk J2ME. API ini 
merupakan turunan (extends) dari Record Management System (RMS). 
Pada banyak piranti yang mendukung MIDP, RMS adalah satu-satunya fasilitas 
untuk melakukan penyimpanan data secara lokal. Sayangnya, RMS mempunyai fitur-
fitur yang sangat terbatas. 
Jika menggunakan RMS secara langsung, seorang programmer hams 
mengidentifikasikan setiap record dengan angka-angka yang kurang mempunyai 
makna. Dengan J2MEFS, programmer dapat menyimpan persistent data dengan lebih 
mudah. J2MEFS bertindak sebagai lapisan (layer) penghubung antara RMS dengan 
programmer MIDlet. J2MEFS menyusun dan mengatur struktur direktori di dalam 
record store sehingga programmer tidak perlu lagi menggunakan angka-angka untuk 
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mengidentifikasi setiap record. Bahkan, programmer tidak perlu tahu bagaiman RMS 
bekerja. Programmer dapat menyimpan data dan mengidentifikasikannya dengan nama 
maupun alamat direktori, sama seperti ketika menyimpan data dalam file system pada 
desktop. J2MEFS telah menyediakan method untuk menulis, mengubah, membaca, 
dan menghapus file atau direktori. 
2.6.1. Bagaimana J2MEFS Bekerja 
Berikut adalah langkah-langkah dalam menggunakan J2MEFS : 
1. Download API package dari J2MEFS. 
2. Letakkan "j2mefs.jar" pada direktori tempat J2ME Wireless Toolkit diinstall 
(WTKPath%\lib\ ). 
3. Lakukan import j2mefs. * dari dalam MID let. 
4. Buka dan buatlah sebuahfile system baru. Sekarang, programmer sudah bisa 
mulai membaca dan menulis padajile system .. 
5. Ketika sebuahpackage dibuat, API J2MEFS akan otomatis tersimpan bersama 
dengan MIDlet Suites. 
2.7. Java Servlet 
Java servlet adalah teknologi pada platform Java yang digunakan untuk 
memperkaya dan meningkatkan performa webserver. Servlet menyediakan method-
method berbasis komponen dan tidak tergantung pada platform tertentu yang 
digunakan untuk membangun aplikasi berbasis web dimana kinerjanya tidak dibatasi 
oleh program-program CGI. Tidak seperti mekanisme extension server proprietary 
(seperti Netscape Server API atau modul-modul Apache), servlet benar-benar tidak 
tergantung pada platform dan server tertentu. Hal ini memungkinkan pengembang 
untuk bebas menerapkan strategi terbaik dalam hal pemilihan server, platform, dan 
utilitas lainnya. 
Servlet mempunyai akses ke seluruh "keluarga" API Java, termasuk API JDBC 
yang digunakan untuk mengakses database. Servlet juga mampu mengakses library 
untuk menerima dan menjawab koneksi HTTP. Lebih dari itu, servlet juga memiliki 
seluruh keunggulan Java, termasuk portabilitas, kinerja, reusability, dan crash 
protection. 
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Sekarang, servlet merupakan pilihan yang populer untuk membangun aplikasi web. 
Container servlet pihak ketiga juga telah tersedia untuk Apache Web Server, 
Microsoft liS, dan lain-lain. Container Servlet biasanya merupakan sebuah komponen 
server aplikasi dan web seperti BEA WebLogic Application Server, ffiM WebSphere, 
Sun Java Ssytem Web Server, Sun Java System Application Server, dan sebagainya. 
2.7.1. Siklus Hidup Servlet 
Siklus hidup dari sebuah servlet dikendalikan oleh container dimana servlet 
tersebut di-deploy. Ketika sebuah request dipetakan pada sebuah servlet, container 
akan melakukan langkah-langkah berikut: 
1. Jika instance dari servlet tersebut belum ada, maka container web akan: 
• Me-load class Servlet 
• Membuat instance dari class Servlet 
• Menginisialisasi instance servlet dengan memanggil method ini t. 
2. Memanggil method service serta meneruskan object request dan 
response. 
Jika container akan menghapus servlet, maka container akan memanggil 
method destroy. 
2. 7 .2. Menginisialisasi Servlet 
Setelah container web me-load dan membuat instance dari servlet dan sebelum 
container mengirimkan request dari client, container web akan menginisialisasi 
servlet. Pengembang dapat mempersonalisasi proses ini agar servlet dapat 
membaca data konfigurasi yang persistent, menginisialisasi resource, dan 
melakukan aktivitas lainnya dengan cara meng-override method ini t yang 
terdapat pada interface Servlet. Servlet yang tidak dapat menyelesaikan proses 
inisialisasinya akan mengakibatknan error UnavailableException. 
2. 7.3. Membuat Method Service 
"Layanan" yang disediakan servlet diimplementasikan pada method service 
pada class GenericServlet, method doGet, doDelete, doOptions, 
doPost, doPut, doTrace pada class HttpServlet, atau method-method 
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lain dengan protokol khusus yang didefmisikan oleh class yang 
mengimplementasikan interface S e rv 1 e t. 
Pola umum dari sebuah method "layanan" adalah untuk mengekstrak informasi 
dari request, mengakses resource ekstemal, kemudian mengirimkan response balik 
berdasarkan informasi yang diterima sebelumnya. 
Pada HTTP servlet, prosedur yang benar untuk mengirim balik response adalah 
pertama, isi header response, kemudian terima output stream dari response, dan 
akhimya tulis body content ke dalam output stream. Header response harus selalu 
diatur sebelum PrintWri ter atau ServletOutputStream diterima, karena 
protokol HTTP akan selalu menerima semua header dahuu sebelum menerima 
body content. 
2. 7 .4. Mendapatkan Informasi Dari Request 
Sebuah request mengandung data yang diteruskan di antara client dan servlet. 
Semua request mengimplementasikan interface ServletRequest. Interface ini 
mendefinisikan method-method untuk mengakses informasi-informasi berikut: 
• Parameter, yang biasa digunakan untuk menyampaikan informasi di antara 
client dan servlet 
• Atribute, yang biasa digunakan untuk meneruskan informasi antara container 
servlet dan servlet atau antar servlet-servlet yang saling berkolaborasi. 
• Informasi tentang protokol yang digunakan untuk mengkomunikasikan 
requesi serta client dan servlet yang terlibat pada proses request. 
• Informasi yang terkait tentang localization. 
Kita juga bisa menerima input stream dari request dan secara manual 
mempars1ng data. Untuk membaca data karakter, digunakan object 
BufferedReader yang didapatkan hasil kembalian method getReader pada 
request. Untuk membaca data biner, digunakan object ServletinputStream 
yang didapatkan dari hasil kembalian method get InputS t ream pada request. 
Servlet HTTP diteruskan oleh object request HTTP, HttpServletRequest, yang 
mengandung URL request, header HTTP, query string, dan sebagainya. Sebuah 
URL request HTTP terdiri atas bagian-bagian berikut: 
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http://<host>:<port><request path>?<query> 
<request path> sendiri terdiri dari beberapa elemen lagi, yaitu: 
• Context path: gabungan dari tanda slash (!) dengan context root dari 
aplikasi servlet. 
• Servlet path: bagian yang berkorespondesi pada component alias yang 
mengaktifkan request ini. Path ini diawali dengan tanda slash(!). 
• Path info: bagian dari request path yang bukan merupakan bagian 
dari context path maupun servlet path. 
Sebagai contoh,jika context path adalah I catalog, dan alias yang digunakan 
adalah seperti terlihat pada tabel 4.1, maka pada tabel 4.2 akan diberikan beberapa 
contoh bagaimana URL akan diuraikan : 




Tabel 4. 2 Elemen-elemen dalam request path 
Request Path Servlet Path Path Info 
/catalog/lawn/index.html /lawn /index.html 
/catalog/help/feedback.jsp /help/feedback.jsp null 
Query string tersusun dari pasangan-pasangan parameter dan nilai. 
Parameter individu diterima dari request melalui method get Parameter. Ada 
dua cara untuk membuat query string: 
• Query string dapat secara eksplisit muncul dalam halaman web. Sebagai 
contoh, sebuah halaman web dapat mempunyai link seperti berikut : 
<a href="/bookstore/catalog?Add=lOl">Add To Cart</a> 
• Query string bisa ditambahkan pada URL ketika sebuah form dengan 
HTTP GET method dieksekusi. 
25 
2. 7 .5. Membuat response 
Sebuah response mengandung data yang diteruskan dari server ke client. Semua 
response mengimplementasikan interface ServletResponse. Interface ini 
mendefinisikan method-method yang memungkinkan programmer untuk 
melakukan hal-hal sebagai berikut: 
• Menerima output stream yag digunakan untuk mengirim data ke client. Untuk 
mengirim data karakter, digunakan Print Writer yang didapatkan dari 
hasil kembalian method getWriter pada response. Untuk mengirim data biner 
dalam MIME body response, digunakan ServletOutputStream yang 
didapatkan dari hasil kembalian method getOutputStream pada response. 
Penggabungan data teks dan biner dapat dilakukan dengan membuat multipart 
response dengan menggunakan ServletOutputStream dan mengelola 
bagian data karakter secara manual. 
• Mengindikasikan content type (sebagai contoh, textlhtml) yang dikembalikan 
oleh response. Daftar lengkap content type bisa dilihat pada Internet Assigned 
Numbers Authority (lANA: ftp: // ftp. ixi. edu/ in-
notes/iana/assignments/media-types) 
• Mengindikasikan apakah menggunakan buffer output ataukah tidak. Pada 
pengaturan awal, sembarang content yang ditulis pada output stream langsung 
dikirmkan ke client. Penggunaan buffer memungkinkan content untuk ditulis 
seluruhnya sebelum dikirimkan ke client, sehingga servlet mempunyai waktu 
lebih untuk mengatur header dan kode status yang sesuai atau melakukan 
forward ke resource web yang lain. 
• Mengatur informasi localization. 
Object response HTTP, HttpServletResponse, mempunyaijield-jield yang 
merepresentasikan header-header HTTP seperti : 
• Kode status, yang biasa digunakan untuk mengindikasikan alasan tidak 
dipenuhinya sebuah request 
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• Cookies, yang biasa digunakan untuk memuat informasi khusus tentang 
aplikasi dan menyimpannya pada client. Kadang, cookies digunakan untuk 
memelihara dan melakukan tracking terhadap status user 
2. 7 .6. Menjaga Status Client 
Beberapa aplikasi membutuhkan serangkaian request yang saling berhubungan 
dari client. Sebagai contoh, sebuah aplikasi toko buku harus bisa menyimpan status 
isi dari keranjang belanja (shopping cart) seorang user. Sebuah aplikasi berbasis 
web harus mampu menjaga status tersebut, yang disebut session, disebabkan 
karena protokol HTTP bersifat stateless. Untuk mendukung aplikasi yang 
memerlukan penjagaan status seperti ini, teknologi Java servlet menyediakan API 
untuk mengelola session dan beberapa mekanisme untuk mengimplementasikan 
session tersebut. 
2. 7 .6.1. Mengakses Sebuah Session 
Pada servlet, session direpresentasikan dalam object HttpSession. 
Sebuah session diakses dengan cara memanggil method getSession dari 
sebuah object request. Method ini mengembalikan session saat ini yang terkait 
dengan request tersebut, atau jika temyata request tidak mempunyai session, 
maka sebuah session baru akan otomatis dibuat. Method get Session harus 
dipanggil terlebih dahulu sebelum menerima PrintWri ter atau 
ServletOutputStream karena getSession dapat memodifikasi 
header response. 
2. 7.6.2. Menghubungkan Atribut Dengan Session 
Atribut dapat dihubungkan/diasosiasikan dengan sebuah session tertentu 
dengan sebuah nama. Atribut ini akan bisa diakses oleh sembarang komponen 
web yang berada pada Web context yang sama dan akan menangani sebuah 
request yang merupakan bagian dari session yang sama. 
2. 7. 7. Mengakhiri Servlet 
Ketika container servlet menentukan bahwa sebuah servlet harus dihapus dari 
service (misalnya, ketika container servlet tersebut dimatikan), maka container 
akan memanggil method destroy dari interface Servlet. Pada method ini, 
sembarang resource yang digunakan oleh servlet akan dibebaskan dan container 
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akan menytmpan sembarang status/ state yang persistent yang dimiliki servlet 
terse but. 
Seluruh method service dari sebuah servlet harus dalam kondisi selesai 
(complete) ketika servlet dihapus. Server akan mencoba memastikan kondisi 
selesai ini dengan cara memanggil method destroy hanya jika semua service 
request telah selesai atau setelah tenggang waktu tertentu yang telah ditentukan 
server. 
2.8. Apache Tomcat 
Apache Tomcat adalah sebuah container servlet yang digunakan pada 
implementasi resmi dari teknologi Java Servlet (http://java.sun.com/products/servlets) 
dan Java Server Pages (http://java.sun.com/products/jsp ). Spesifikasi Java Servlet dan 
Java Server Pages dikembangkan oleh Sun di bawah Java Community Process 
(http://jcp.org/en/introduction/overview). Apache Tomcat dikembangkan pada 
lingkungan yang terbuka dan partisipatif dan dikeluarkan dibawah Apache Software 
License (http://www.apache.org/licenses). Apache Tomcat dimaksudkan untuk 
menjadi kolaborasi terbaik dari para pengembang yang ada di seluruh dunia. 
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BAB III 




Bah ini menjelaskan mengenai tahap pembuatan desain perangkat lunak. 
Perancangan yang dibuat meliputi rancangan proses pada server (webserver), 
proses pada client (ponsel), serta rancangan komunikasi streaming. 
3.1. Deskripsi Umum 
Tugas akhir ini dikerjakan pada dua lingkungan yang berbeda, yaitu pada 
platform desktop (server) dan platform ponsel (client). Gambaran secara umum 
tentang tahap pembuatan desain perangkat lunak diperlihatkan pada diagram use-








Gam bar 3. 1 Diagram usecase 
Pada lingkungan server, terdapat lima buah fungsi utama, yaitu 
pemotongan video per frame, formasi vektor, pencarian blok unik, pembangkitan 
codebook, dan encoding video. Kelima usecase ini semuanya memiliki stereotype 
include. Sedangkan pada lingkungan client, hanya terdapat dua buah use-case, 
yaitu decoding video dan memainkan video. Kedua use-case ini memiliki 
hubungan stereotype include. Serta terdapat pula satu use case untuk komunikasi 
data. 
3.2. Aktivitas Proses 
Telah dijelaskan di atas bahwa rancangan perangkat lunak ini dibagi dalam 
dua bagian utama, yaitu bagian server yang dibangun pada desktop dan bagian 
client yang dibangun pada ponsel. Adapun rancangan perangkat lunak secara 
global dapat dilihat pada gambar 3.2. 




Gambar 3. 2 Rancangan Keseluruhan dari Perangkat Lunak 
3.2.1. Aktivitas Pemotongan Datasource Tiap Frame 
Download 
Codebook 
Yang pertama kali harus dilakukan adalah menyediakan sebuah video 
yang akan digunakan sebagai masukan I datasource. Datasource tersebut 
kemudian akan dipotong-potong tiap satuan frame sesuai dengan bitrate yang 
dimiliki oleh video tersebut. Misalkan suatu video memiliki bitrate 15 frame-
per-second ( fps ), maka dalam durasi tepat satu detik, video terse but akan 
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dipotong menjadi 15 frame citra. Urutan langkah untuk melakukan 
pemotongan video ini bisa dilihat pada gam bar 3.3. 
·---~ Representasikan datasource sebagai Medialocator ~----------------------------~ 
Buat Processor berdasarkan Medialocator 
Dapatkan TrackControl dari Processor 
Apakah masih ada frame berikutnya ? 
Gam bar 3. 3 Diagram Aktivitas Pemotongan Video Per Frame 
Sebagai awalan, datasource harus direpresentasikan dulu dalam 
bentuk Media Locator. Secara singkat dapat dijelaskan bahwa Media Locator 
adalah suatu penunjuk lokasi tempat datasource disimpan dalam file system. 
Setelah itu, datasource harus dimainkan agar bisa dipotong per frame. Untuk 
memainkan datasource ini, diperlukan suatu Processor yang dibuat 
berdasarkan Media Locator tadi. Kemudian, diperlukan juga sebuah Track 
Control yang berfungsi untuk mendapatkan data dan informasi yang 
terkandung dalam setiap track video. Setelah Processor dan Media Locator 
terbentuk, maka datasource siap dimainkan. Ketika datasource "berjalan", 
maka data-data citra dari tersebut akan dibaca melalui suatu Codec. Codec 
inilah yang sebenamya berfungsi untuk memotong-motong datasource. 
Setelah Codec selesai membaca dan memotong frame saat ini, Processor 
akan memeriksa apakah masih ada frame selanjutnya. Jika masih ada, maka 
Codec akan beralih membaca frame berikutnya (prefetch ). Jika temyata sudah 
tidak ada frame berikutnya, maka Processor akan menghentikan aktifitasnya. 
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3.2.2. Aktivitas Formasi Vektor 
Formasi vektor adalah suatu aktivitas untuk memperoleh nilai wama 
dari tiap frame citra dan mengatumya sedemikian rupa sehingga membentuk 
suatu formasi yang siap untuk diproses pada tahap selanjutnya. Aktivitas ini 
dilakukan untuk setiap frame citra pada datasource. Sebagai langkah awal, 
dilakukan pembacaan nilai wama tiap pixel pada frame citra. Pada pengerjaan 
tugas akhir ini, ruang wama yang digunakan adalah RGB (Red Green Blue). 
Setelah itu, pixel-pixel pada frame citra tersebut dibagi menjadi blok-blok 
dengan ukuran 4x4 pixel. Kemudian dihitung nilai grayscale menggunakan 
rumus Craig Y = 0.3*R + 0.59*G + 0.11 *B [6] dan dihitung pula nilai besaran 
matrix untuk tiap blok pixel tersebut. 
e >( Dapatkan 1 frame citra) 
Hitung nilai grayscale masing-masing pixel 
Hitung besaran matrix masing-masing blok pixel 
Gam bar 3. 4 Diagram Aktivitas Formasi Vektor 
3.2.3. Aktivitas Pencarian Blok U nik 
Aktivitas pencarian blok pixel unik berfungsi untuk menyaring seluruh 
blok pixel yang ada pada datasource. Setiap satu nilai blok pixel hanya akan 
disimpan sekali. Jika ada blok pixel lain yang mempunyai nilai sama, maka 
nilai blok pixel tersebut tidak akan disimpan. Blok-blok pixel unik inilah 
nantinya yang akan diproses untuk membangkitkan codebook. Sebagai 
langkah awal, blok pixel pertama disimpan dan dijadikan sebagai acuan. 
Langkah kedua, blok pixel berikutnya dibandingkan, apakah blok pixel 
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tersebut mempunyai nilai yang berbeda dengan blok-blok pixel yang sudah 
pemah disimpan? Jika berbeda, maka blok pixel tersebut akan disimpan dan 
beralih ke blok pixel selanjutnya. Jika temyata nilai blok pixel tersebut sudah 
pemah disimpan, maka langsung beralih ke blok selanjutnya. Jika blok pixel 
berikutnya masih ada (bukan akhir frame citra), maka langkah kedua kembali 
dilakukan. Hal ini terus dijalankan hingga blok pixel habis (akhir frame citra). 
·---~ 
Bandingkan blok pixel berikutnya. Apakah blok pixel tersebut sudah pernah disimpan ? 
true 
Gambar 3. 5 Diagram Aktivitas Pencarian Blok Unik 
3.2.4. Aktivitas Pembangkitan Codebook 
Proses pembangkitan codebook dilakukan menggunakan algoritma 
EFSA. Langkah-langkah dalam algoritma ini telah dijelaskan pada bah 
sebelumnya. Adapun codebook yang dihasilkan ada dua macam, yaitu 
code book yang digunakan untuk proses encoding dan code book untuk proses 
decoding. Kedua codebook ini pada dasamya sama. Codebook untuk proses 
encoding berisi nilai besaran matriks blok pixel, nomor urut index, serta data 
nilai RGB suatu blok. Sedangan code book untuk proses decoding hanya berisi 
nomor urut index serta data nilai pixel suatu blok, karena nilai besaran 
matriks tidak diperlukan lagi dalam proses decoding. Pemisahan ini dilakukan 
agar ukuran codebook yang nantinya akan di-download oleh ponsel bisa 
ditekan seminimal mungkin. 
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·-----~ 
Bagi blok pixel dalam area-area yang sejumlah elemen codebook 
Distribusikan ke setiap area mulai dari bobot terbesar ~------7\ Ambil elemen codebook dari tiap area 
~--------------------------------~ 
Gam bar 3. (; Diagram Aktivitas Pembangkitan Codebook 
3.2.5. Aktivitas Encoding datasource 
Aktivitas encoding berfungsi untuk mengubah frame citra dari representasi 
nilai warna (RGB) menjadi representasi index codebook. Hal ini dilakukan 
dengan membaca setiap blok pixel pada frame citra yang akan di-encode. 
Untuk setiap blok pixel pada frame citra, dilakukan pencarian blok pixel 
pada codebook yang mempunyai nilai besaran matriks sama atau paling 
mendekati. Nilai index yang mempunyai nilai besaran matrix sama atau paling 
mendekati ini disebut index. 
Kemudian dilakukan pengecekan pada blok pixel di atas index, apakah 
blok pixel tersebut mempunyai besaran matrix yang sama juga. Jika sama, 
34 
maka pengecekan dilakukan terns ke atas sebelum didapatkan nilai besaran 
matrix yang berbeda. Nilai index yang mempunyai nilai besaran ini disebut 
begin. Jika temyata blok pixel di atas index mempunyai nilai besaran 
matrix yang berbeda, maka pengecekan ke atas tetap dilakukan. Tetapi yang 
dijadikan acuan adalah nilai besaran matrix dari blok pixel di atas index. 
Pengecekanjuga dilakukan pada blok pixel di bawah index, apakah blok 
pixel tersebut mempunyai besaran matrix yang sama juga. Jika sama, maka 
pengecekan dilakukan terns ke bawah sebelum didapatkan nilai besaran matrix 
yang berbeda. Nilai index yang mempunyai besaran matrix yang berbeda ini 
disebut end. Jika temyata blok pixel di bawah end mempunyai nilai besaran 
matrix yang berbeda, maka pengecekan ke bawah tetap dilakukan. Tetapi yang 
dijadikan acuan adalah nilai besaran matrix dari blok pixel di bawah index . 
• 
Bandingkan data RGB w dengan data RGB w-1 . Apakah kesamaan ):>= 50% ? 
Gam bar 3. 7 Diagram Aktivitas Encoding Datasource 
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• 
begin = begin - 1 
~ 
Gam bar 3. 8 Method upperCheck 
• (ero~dex) 
Apakah data[ end]= data[end+1]? 
(em•end+b true 
Gam bar 3. 9 Method lowerCheck 
3.2.6. Aktivitas Decoding Datasource 
Fungsi Decoding video dilakukan dengan cara yang cukup sederhana. 
Ketika client/player menerima hasil streaming dari server berupa nilai index, 
maka nilai index ini akan dicari pada codebook melalui proses table lookup. 
Dari sini akan didapatkan seluruh data nilai RGB dari setiap blok pixel pada 
frame citra. 
• 
Table lookup. Didapatkan seluruh data RGB dari 1 frame citra 
Gambar 3. 10 Diagram Akivitas Proses Decode 
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3.2. 7. Aktivitas Memainkan Video 
Setelah semua nilai RGB blok pixel dari suatu frame citra didapatkan, 
maka nilai-nilai RGB ini akan direkonstruksi membentuk suatu citra. Data 
RGB yang tadinya masih tersusun atas blok-blok pixel akan dikembalikan ke 
posisinya semula membentuk suatu citra. Kemudian, citra akan ditampilkan 
pada player. Pada setiap detiknya, akan ditampilkan sejumlah citra sesuai 
dengan bitrate dari video aslinya. 
e Dapatkan seluruh data RGB pada 1 frame citra ----7( Rekonstruksi data-data RGB.) 
' 
(j> ( ( T ampilkan citra pada player) Konversi data-data RGB menjadi citra 
Gambar 3. 11 Diagram Aktivitas Proses Memainkan Video 
3.2.8. Aktivitas Streaming Data 
Pada pengerjaan Tugas Akhir ini, proses streaming data menggunakan 
protokol HTTP. Terdapat tiga aksi yang bisa dilakukan terkait dengan 
aktivitas streaming data ini, yaitu aksi untuk login, aksi untuk memulai 
streaming data (play), dan aksi untuk menghentikan streaming data (stop). 
Jika yang diterima webserver adalah aksi login, maka webserver akan 
segera melakukan otentifikasi dan otorisasi terhadap data login yang diterima 
dari client. Jika proses otentifikasi dan otorisasi sukses, maka webserver akan 
segera menginisialisasi suatu session untuk pengiriman data streaming. 
Sedangkan jika proses otentifikasi dan otorisasi gagal, maka webserver akan 
mengembalikan pesan kesalahan kepada client dan proses streaming data 
tidak akan dilakukan. 
Jika yang diterima adalah aksi play, maka webserver akan memastikan 
apakah proses otentifikasi dan otorisasi sudah sukses dijalankan sebelumnya. 
Jika sukses, maka webserver akan segera mengirimkan data streaming kepada 
client. Tetapi jika ternyata client belum melakukan proses login, maka 
webserver akan mengembalikan pesan kesalahan kepada client dan proses 
streaming data tidak akan dilakukan. 
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Jika yang diterima adalah aksi stop, maka webserver akan memastikan 
apakah proses otentifikasi dan otorisasi sudah sukses dijalankan sebelumnya. 
Jika sukses, maka webserver akan segera menghentikan pengiriman 
streaming data. Tetapi jika temyata client belum melakukan proses login, 
maka webserver akan mengembalikan pesan kesalahan kepada client. Untuk 
lebihjelasnya dapat dilihat pada diagram aktivitas pada gambar berikut. 
• 
false 
lnisialisasi session dan proses streaming 
Gambar 3. 12 Diagram Aktivitas Proses Streaming 
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BABIV 




Bah ini menjelaskan mengenai tahap pembuatan perangkat lunak. Tahap 
implementasi ini meliputi implementasi data dan implementasi proses berdasarkan 
tahap rancangan sebelumnya. 
4.1. Formasi Vektor dan Pencarian Blok Pixel Unik 
Sebelum mulai membuat codebook, maka video yang akan dibangkitkan 
codebooknya tersebut harus diubah dahulu menjadi berukuran 128 x 96. 
Setelah ukuran resolusinya sesuai, video akan dipotong (slice) tiap satuan 
frame. Kemudian, setiap frame akan diproses dengan langkah-langkah sebagai 
berikut. 
Pertama, dicari nilai RGB (Red Green Blue) untuk setiap pixel pada frame. 
Setelah proses ini selesai, maka didapatkan suatu matriks nilai RGB berukuran 
384 x 96. Dari matriks RGB yang terbentuk tersebut, bagi menjadi blok-blok 
berukuran 4 x 4 pixel (12 x 4) sehingga matriks akan terbagi menj adi 3 2 x 24 
blok. 
Kedua, dihitung nilai grayscale untuk masing-masing pixel. Kemudian 
dihitung juga besaran matriks untuk tiap-tiap blok pixel menggunakan nilai 
grayscale yang sudah didapatkan tadi. 
Ketiga, bandingkan tiap blok pixel yang ada dalam frame. Untuk setiap 
blok pixel yang berbeda, simpan sebagai unique vector. 
Sebagai contoh, terdapat frame berukuran 6 x 4 pixel seperti berikut. 
Gam bar 4. 1 Contoh gam bar yang akan dicari blok uniknya 
Dari frame tersebut, dicari nilai RGB untuk masing-masing pixel sehingga 
akan terbentuk matriks berukuran tiga kali lipat (24 x 8) seperti terlihat pada 
gambar 4.2. 
245 244 205 244 243 204 248 215 15 154 112 58 
84 225 255 144 198 25 68 211 115 154 112 125 
84 225 114 117 187 97 245 244 205 244 243 204 
84 62 0 2 48 115 84 225 255 144 198 25 
15 15 98 155 218 228 117 95 28 117 228 125 
157 119 184 54 255 54 255 144 166 65 114 187 
Gambar 4. 2 Representasi RGB dari pixel gam bar 
II Mendapatkan nilai RGB dari sebuah image 
II Nilai RGB ditulis secara horizontal dalam array 1 dimensi 
II img=frame yang akan diproses; w=panjang frame; h=lebar frame 
array handlePixels(img, w, h) { 
array pixel = read pixel data from img 
initialize array rgbValue length to w*h*3 
for j <- 0 to h : 
for i <- 0 to w : 
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rgbValue[(w*3*j)+(i*3)+0] <-read red element from pixel[j*w+i] 
rgbValue[(w*3*j)+(i*3)+1] <-read green element from pixel[j*w+i] 




Gam bar 4. 3 Pseudocode untuk mendapatkan nilai RGB 
Setelah itu, bagi matriks tersebut dalam blok-blok pixel berukuran 2 x 2 
pixel ( 6 x 2) sehingga akan didapatkan matriks blok pixel berukuran 3 x 2. 
245 244 205 244 243 204 248 215 15 154 112 58 
84 225 255 144 198 25 68 211 115 154 112 125 
84 225 114 117 187 97 245 244 205 244 243 204 
84 62 0 2 48 115 84 225 255 144 198 25 
15 15 98 155 218 228 117 95 28 117 228 125 
157 119 184 54 255 54 255 144 166 65 114 187 
Gam bar 4. 4 Nilai RGB yang sudah dibagi dalam blok-blok pixel 
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II Membagi pixel dalam blok- blok pixel. Satu blok pixel ditulis mendatar 
II a=array berisi data-data RGB dalam sua tu frame 
array formBlockPixels (array a) { 
initialize w to 128*3, h to 96, blockSize to 4 
initialize array temp height to (wl(blockSize*3))*h and width 
(blockSi ze* 3) 
for i <- 0 to temp.length : 
for j <- 0 to temp[i] . length 
initialize temp[i] [j]to -1 
end for 
end for 
initialize z to 0 
for i <- 0 to hlblockSize 
for j <- 0 to wl(blockSize*3) 
for k <- 0 to blockSize : 
for l <- 0 to (blockSize*3) 
temp [zl12] [l] <- a[w*(k+i*blockSize)+(l+j*(blockS i ze*3) )] 






Gam bar 4. 5 Pseudocode untuk membentuk blok-blok pixel 
Mengacu dari gambar 4.4 tersebut, akan dihitung nilai grayscale untuk 
masing-masing pixel. Rumus yang umum digunakan untuk mengkonversi 
RGB ke grayscale adalah rumus Craig Y = 0.3 *R + 0.59*G + 0. 11 *B [6]. Hasilnya 
adalah seperti gambar 4.6. Kemudian, hitung besaran vektor untuk masing-
masing blok pixel berdasarkan nilai grayscale yang sudah didapatkan tadi. 
Hasil dari perhitungan besaran vektor bisa dilihat pada gam bar 4.8. 
240,01 239,01 202,9 118,66 
186 162,77 157,54 126,03 
170,49 156,1 240,01 239,01 
61,78 41,57 186 162,77 
24,13 200,2 94,23 183,37 
137,55 172,59 179,72 107,33 
Gam bar 4. 6 Nilai grayscale 
II Mendapatkan nilai grayscale dari data RGB 
grayscaleValue (red , g , b) { 
return 0 . 3*red + 0 . 59*green + 0 . 11*blue 
Gam bar 4. 7 Pseudocode untuk mendapatkan nilai grayscale 
419 , 3097 309,759 6 
242,8557 419,3097 
298 , 9475 293,807 5 
Gambar 4. 8 Besaran vektor 
llmencari besaran vektor 
vectorValue(array a) { 
for i <- 0 to a.length 
result<- result+ a [i]A2 
return result 
Gambar 4. 9 Pseudocode untuk mencari besaran vektor 
Langkah berikutnya adalah membandingkan nilai RGB dari setiap blok 
pixel yang terdapat pada frame. Melanjutkan dari contoh di atas, maka akan 
didapatkan lima buah blok pixel yang unik (tidak sama), yaitu blok nomor 1, 
2, 3, 5, dan 6. Langkah-langkah ini dilakukan pada seluruh frame pada video. 
Setelah selesai, blok -blok pixel unik ini disimpan pada suatu file dengan 
format .TXT. 
Gambar 4. 10 Urutan penomoran blok pixel 
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II Mendapatkan blok-blok pixel unik 
II newBlock=blok pixel yang akan dibandingkan 
void compareBlockPixels (array newBlock) { 
store array unique <- read unique pixel block saved before 
valueNotFound <- true 
fori <- 0 to newBlock.length : llbaca isi nBlock 
for j <- 0 to unique.length : 
if newBlock[i] = unique[j] 





array grayscales <- calculate grayscale value from 
newBlock[i] 
matrixValue <- calculate matrix value from grayscales 
save newBlock[i] as unique pixel block 
else 
valueNotFound <- true 
end if 
end for 
Gam bar 4. 11 Pseudocode untuk mendapatkan blok pixel unik 
4.2. Proses Pembuatan Codebook 
Proses pembuatan codebook dilakukan menggunakan algoritma EFSA. 
Adapun codebook yang dihasilkan ada dua macam, yaitu codebook yang 
digunakan untuk proses encoding dan codebook untuk proses decoding. Kedua 
codebook ini pada dasarnya sama. Codebook untuk proses encoding berisi nilai 
besaran matriks blok pixel, nomor urut index, serta data RGB blok pixel. 
Sedangan codebook untuk proses decoding hanya berisi nomor urut index serta 
data RGB blok pixel, karena nilai besaran matriks tidak diperlukan lagi dalam 
proses decoding. Pemisahan ini dilakukan agar ukuran codebook yang nantinya 
akan di-download oleh ponsel bisa ditekan seminimal mungkin. Codebook untuk 
proses encoding disimpan sebagai plain text dengan format . TXT. Sedangkan 
code book untuk proses decoding disimpan sebagai file binary. Jenis file ini dipilih 
untuk memperkecil file code book yang dihasilkan, karena kapasitas client ( dalam 
hal ini adalah ponsel) sangat terbatas.Adapun pseudocode untuk algoritma ini 
dapat dilihat pada gambar 4.12 dan 4.13. 
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void EFSA () 
initialize codebookSize to 4096 //12-bit 
array vector <- read the matrix value of unique pixel block 
initialize array area //array tempat vektor disimpan per area 
initialize array result //array tempat menyimpan atribut per 
area 
initialize areaSize //luas area 
vector <- sort old vector in ascending way 
areaSize <- (vector[vector.length-1J-vector[OJ)/codebookSize 
initialize currentKey to areaSize 
initialize j,k to 0 
for i <- 0 to codebookSize : 
dowhile vector[jJ <= currentKey 
if area[iJ .length = 0 
result[iJ [OJ <- j // elemen pertama tiap area 
end if 
area [i] [kJ = vector [j J 
j <- j + 1 
k <- k + 1 
if j vector.length break end if 
end do 
k <- k + 1 
currentKey = currentKey + areaSize 
end for 
for i <- 0 to codebookSize : 
if area[iJ .length<> 0 : //jika area tidak kosong 
result[iJ [1J <- 0 II elemen terakhir tiap area 
result[iJ [2J <- area[iJ .length // banyak elemen tiap area 
result[iJ [3J <-floor( (area[iJ . length/vector . size)* 
codebooksize) II bobot tiap area 
result[iJ [4J <- area[iJ .length/(result[iJ [3J+1) //delta 
end if 
end for 
store remaining to codebookSize 
for i <- 0 to codebookSize : 
if area[iJ .length<> 0 : //jika area tidak kosong 
remaining<- remaining- result[iJ [3J 
end if 
end for 
initialize array temp to null 
if remaining <> 0 : 
for i <- 0 to codebookSize 
if area[iJ .lenth > 0 : 
temp[iJ [OJ <- result[iJ [3J 
temp [ i J [ 1 J <- i 
end if 
end for 
temp <- sort old temp in descending way 
for i <- 0 to remaining : 
result [temp [iJ [1J J [3J <- result [temp [iJ [1J J [3J + 1 
end for 
end if 
Gam bar 4. 12 Pseudocode algoritma EFSA (bagian 1) 
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for i <- 0 to codebookSize : 
if area[i] .length <> 0 : 
for k <- 1 to result [i] [3] 
save vector [floor (result [i] [OJ +k*result [i] [4]] as 
codebook 




Gambar 4. 13 Pseudocode algoritma EFSA (bagian 2) 
4.3. Formasi Vektor dan Proses Encoding Video 
Agar proses encoding video dapat dilakukan, maka harus dilakukan proses 
formasi vektor terhadap tiap frame dalam video. Proses formasi vektor 
tersebut sama persis dengan yang dilakukan pada proses pencarian blok pixel 
unik. 
Pertama, dihitung nilai RGB (Red Green Blue) untuk setiap pixel pada 
frame. Setelah proses ini selesai, maka didapatkan suatu matriks nilai RGB 
berukuran 384 x 96. Dari matriks RGB yang terbentuk tersebut, bagi menjadi 
blok-blok berukuran 4 x 4 pixel (12 x 4) sehingga matriks akan terbagi 
menjadi 32 x 24 blok. 
Kedua, dihitung nilai grayscale untuk masing-masing pixel. Kemudian 
dihitung juga besaran matriks untuk tiap-tiap blok pixel menggunakan nilai 
grayscale yang sudah didapatkan tadi. 
Ketiga, bandingkan tiap blok pixel yang ada dalam frame. Untuk setiap 
blok pixel yang berbeda, simpan sebagai unique vector. 
Sebagai contoh, terdapat frame berukuran 6 x 4 pixel seperti terlihat pada 
gambar 4.14. 
Gam bar 4. 14 Contob gam bar yang akan dicari blok uniknya 
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Dari frame tersebut, dicari nilai RGB untuk masing-masing pixel sehingga 
akan terbentuk matriks berukuran tiga kali lipat (24 x 8) seperti terlihat pada 
gambar 4.15. 
245 244 205 244 243 204 248 215 15 154 112 58 
84 225 255 144 198 25 68 211 115 154 112 125 
84 225 114 117 187 97 245 244 205 244 243 204 
84 62 0 2 48 115 84 225 255 144 198 25 
15 15 98 155 218 228 117 95 28 117 228 125 
157 119 184 54 255 54 255 144 166 65 114 187 
Gam bar 4. 15 Representasi RGB dari pixel gambar 
II Mendapatkan nilai RGB dari sebuah image 
II Nilai RGB ditulis secara horizontal dalam array 1 dimensi 
II img=frame yang akan diproses; w=panjang frame; h=lebar frame 
array handlePixels(img, w, h) { 
array pixel = read pixel data from img 
initialize array rgbValue length to w*h*3 
for j = 0 to h : 







read red element from pixel[j*w+i] 
read green element from pixel[j*w+i] 
read blue element from pixel[j*w+i] 
Gambar 4. 16 Pseudocode untuk mendapatkan nilai RGB 
Setelah itu, bagi matriks tersebut dalam blok-blok pixel berukuran 2 x 2 
pixel ( 6 x 2) sehingga akan didapatkan matriks blok pixel berukuran 3 x 2 
seperti gam bar berikut. Adapun pseudocode untuk membentuk blok -blok pixel 
dapat dilihat pada gambar 4.18. 
245 244 205 244 243 204 248 215 15 154 112 58 
84 225 255 144 198 25 68 211 115 154 112 125 
84 225 114 117 187 97 245 244 205 244 243 204 
84 62 0 2 48 115 84 225 255 144 198 25 
15 15 98 155 218 228 117 95 28 117 228 125 
157 119 184 54 255 54 255 144 166 65 114 187 
Gambar 4. 17 Nilai RGB yang sudah dibagi dalam blok-blok pixel 
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Mengacu dari gambar 3 .3 terse but, akan dihitung nilai grayscale untuk 
masing-masing pixel. Rumus yang umum digunakan untuk mengkonversi 
RGB ke grayscale adalah rumus Craig Y = 0.3*R + 0.59*G + 0.11 *B [14]. 
Hasilnya adalah seperti gam bar 4.19. Kemudian, hi tung be saran vektor untuk 
masing-masing blok pixel berdasarkan nilai grayscale yang sudah didapatkan 
tadi. Hasilnya bisa dilihat pada gambar 4.21. 
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II Membagi pixel dalam blok-blok pixel . Satu blok pixel ditulis mendatar 
II a=array berisi data-data RGB dalam suatu fr a me 
array formBlockPixels (array a) { 
initialize w to 128*3, h to 96 , blockSize to 4 
initialize array temp height to (wl(blockSize*3) )*hand width 
(blockSize*3) 
for i <- 0 to temp . length : 
for j < - 0 to temp[i] . length 
initialize temp[i] [j]to -1 
end for 
end for 
initialize z to 0 
for i <- 0 to hlblockSize 
for j < - 0 to wl(blockSize*3) 
for k <- 0 to blockSize : 
for 1 <- 0 to (blockSize*3) 
temp [zl12] [1] <- a [w* (k+i*blockSize) + (l+j * (blockSize*3))] 






Gambar 4. 18 Pseudocode untuk membentuk blok-blok pixel 
240 , 01 239,01 202,9 1 18 , 66 
186 162,77 157,54 126 , 03 
170,49 156 , 1 240,01 239 , 01 
61,78 41,57 186 162 , 77 
24,13 200,2 94,23 1 83 , 37 
137,55 172,59 179 , 72 1 07 , 33 
Gam bar 4. 19 Nilai grayscale 
II Mendapatkan nilai grayscal e dari data RGB 
grayscaleValue (red , g , b) { 
return 0.3*red + 0 . 59*green + 0.11*blue 
Gam bar 4. 20 Pseudocode untuk mendapatkan nilai grayscale 
419,3097 309,759 6 
242,8557 419,3097 
298,9475 293,8075 
Gambar 4. 21 Besaran vektor 
llrnencari besaran vektor 
vectorValue(array a) { 
for i = 0 to a.length 
result= result + a[i]A2 
return result 
Gam bar 4. 22 Pseudocode untuk mencari besaran vektor 
Setelah formasi vektor selesai dilakukan, maka proses encoding video siap 
dijalankan. Proses encoding dilakukan satu persatu untuk setiap blok pixel 
pada frame. Langkah pertama yang hams dilakukan adalah mencari blok pixel 
pada codebook yang akan menjadi kandidat wakil, yaitu blok pixel yang 
mempunyai nilai besaran sama atau paling mendekati nilai besaran blok pixel 
yang akan di-encode (data). Index ini disebut idx. 
Jika kedua besaran ternyata sama, periksa codebook pada index sebelum 
idx, yaitu idx-1. Jika ternyata nilainya sama juga, teruskan pemeriksaan ke atas 
hingga ditemukan index yang nilai besarannya tidak sama (begin) . 
Pemeriksaan juga dilakukan pada index sesudah idx, yaitu idx+ 1, hingga 
ditemukan index yang nilai besarannya tidak sama dengan besaran idx (end). 
Jika ternyata tidak ada besaran yang sama persis, lihat pada satu index 
sebelum dan sesudah idx. Jika index sebelum idx, yaitu idx-1 , mempunyai 
nilai besaran yang sama dengan idx, maka lakukan terns pemeriksaan ke atas 
hingga ditemukan index dengan nilai besaran yang berbeda dengan nilai 
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besaran idx (begin). Jika index sebelum idx, yaitu idx-1, mempunyai nilai 
besaran yang berbeda dengan idx, maka lakukan terus pemeriksaan ke atas 
hingga ditemukan index dengan nilai besaran yang berbeda dengan nilai 
besaran idx-1 (begin). Kemudian jika index sesudah idx, yaitu idx+ 1, 
mempunyai nilai besaran yang sama dengan idx, maka lakukan pemeriksaan 
ke bawah hingga ditemukan index dengan nilai besaran yang berbeda dengan 
nilai besaran idx (end). Jika index sesudah idx, yaitu idx+ 1, mempunyai nilai 
besaran yang berbeda dengan idx, maka lakukan pemeriksaan ke bawah 
hingga ditemukan index dengan nilai besaran yang berbeda dengan nilai 
besaran idx+ 1 (end). Untuk gambaran yang lebih jelas dapat dilihat pada 
diagram pada gambar 4.22. 
Gam bar 4. 23 Diagram proses pemilihan para kandidat wakil 
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Jika index dengan besaran yang sama temyata terdapat lebih dari satu, 
lakukan proses lebih lanjut dengan mencari blok pixel mulai dari index start 
hingga end yang mempunyai data RGB paling mirip dengan blok pixel yang 
akan di-encode. Cara yang dipakai untuk menentukan kemiripan ini adalah 
dengan mencari "jarak terpendek" menggunakan algoritma Euclidean 
Distance. Blok vektor dengan "jarak terpendek" inilah yang dipilih sebagai 
wakil dan merupakan hasil dari proses encode. 
294,7118 24 254 56 145 58 97 236 5 45 253 215 111 
298,9475 15 15 98 155 218 228 157 119 184 54 255 54 
407,5605 245 244 205 243 200 244 84 225 255 144 198 25 
414,2901 245 244 205 200 244 243 84 225 255 144 198 25 
419,0591 245 244 205 244 243 200 84 225 255 144 198 25 
444,3254 253 254 155 237 228 225 255 144 166 200 254 187 
510 255 255 255 255 255 255 255 255 255 255 255 255 
Gambar 4. 24 Contoh potongan codebook 
Be saran Data RGB 








Gambar 4. 25 Blok pixel yang akan di-encode 
24 254 56 145 58 97 236 5 45 253 215 111 
15 15 98 155 218 228 157 119 184 54 255 54 
245 244 205 243 200 244 84 225 255 144 198 25 
245 244 205 200 244 243 84 225 255 144 198 25 
245 244 205 244 243 200 84 225 255 144 198 25 
253 254 155 237 228 225 255 144 166 200 254 187 
255 255 255 255 255 255 255 255 255 255 255 255 
Gam bar 4. 26 Penentuan kandidat wakil 
Blok pixel yang akan di-encode 
Kandidat wakil 1 58,7367 
Kandidat wakil 2 58,8048 




Gam bar 4. 27 Menentukan Wakil Dengan Mencari "jarak terpendek" 
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Sekarang telah didapatkan hasil encode dari sebuah blok pixel. Proses 
yang sama dilakukan terhadap seluruh blok pixel yang terdapat pada frame. 
294,7118 24 254 56 145 58 97 236 5 45 253 215 
298,9475 15 15 98 155 218 228 157 119 184 54 255 
407,5605 245 244 205 243 200 244 84 225 255 144 198 
414,2901 245 244 205 200 244 243 84 225 255 144 198 
419,0591 245 244 205 244 243 200 84 225 255 144 198 
444,3254 253 254 155 237 228 225 255 144 166 200 254 
510 255 255 255 255 255 255 255 255 255 255 255 
Gambar 4. 28 Wakil blok pixel telah terpilih 
array doEncoding (img, x, y, w, h) { 
initialize array result length to 768 











store array block<- formBlockPixels(handlePixels(img, x, y, w, h)) 
store array linier <- make block [] [] in linier/horizontal 
store array grayscale <- get grayscaleValue from each pixel 
store array matricesValue = get the value of each pixel block 
initialize idx, begin, end to 0 
for i <- 0 to linier.length : 
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index <- get the block pixel index in codebook which has the most 
similar value 
begin <- index 
if begin > 0 : 
if codebook[begin] = codebook[begin-1] 
begin <- upperCheck(begin) 
else : 
begin <- upperCheck(begin-1) 
end if 
end if 
end <- index; 
if end < codebook.length-1 
if codebook[end] = codebook[end] 
end <- lowerCheck(end) 
else : 
end <- lowerCheck(end+1) 
end if 
end if 




Gam bar 4. 29 Pseudocode untuk melakukan proses encoding 
getindexHa vingShortestEuclideanDi stance (begin ,end , arra y rgbDat a ) 
{ 
store array codebook <- read all codebook data 
intialize i dx to 0 
store d i stance <- get Euclid e a nDistanc e bet ween rgbData and 
codebook[start] 
initialize tempDistance to 0 
for i <- (begin+1) to end : 
tempDistance <- get EuclideanDistance between rgb Data and 
codebook[i] 
if tempDistance < distan ce : 
distance <- tempDistance 




Gambar 4. 30 Pseudocode untuk mendapatkan index codebook dengan jarak 
terpendek 
upperCheck (begin) { 
store array codebook <- read all codeb ook data 
if begin = 0 : return 0 end if 
if codebook[begin-1]) = codebook[begin] 
begin <- begin - 1 
begi n<- upperCheck(startindex); 
end if 
return begin 
Gambar 4. 31 Pseudocode untuk melakukan pencarian begin 
lowerCheck (end) { 
store codeb ook = read all codebook d a ta 
if end= codebook . length-1 : return codebook . length-1 end i f 
if codeb ook[end+1] = codebook[end] 
end <- end + 1 
end <- lowerCheck(end) 
end if 
return end 
Gam bar 4. 32 Pseudocode untuk melakukan pencarian end 
Setelah seluruh blok pixel dalam sebuah frame berhasil di-encode, 
hasilnya dibandingkan dengan hasil encoding dari frame sebelumnya. Jika 
kedua frame mempunyai perbedaan yang cukup besar (data blok-blok 
pixelnya mempunyai pebedaan lebih dari 50%), maka frame kedua disimpan 
sebagai keyframe. Tetapi Jika temyata kedua frame tersebut mirip (kesamaan 
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lebih dari 50%), maka frame yang kedua disimpan sebagai interleaf 
Perbedaannya adalah ketika sebuah frame disimpan sebagai keyframe, data 
hasil encoding frame tersebut disimpan secara utuh. Sedangkan ketika sebuah 
frame disimpan sebagai interleaf, yang disimpan hanyalah data-data yang 
berbeda dari frame sebelumnya. Kedua pembedaan ini dilakukan untuk 
meminimalisir data hasil encoding sekaligus agar data yang nantinya 
ditransmisikan melalui jaringan tidak terlalu besar. Setelah selesai, maka 
keyframe dan interleaftersebut disimpan dalam suau file dengan format .TXT. 
void composeEncodedBook (array idxCurrentFrame) { 
store array keyframe = read the last keyframe from encoded 
initialize difference to 0 
for i = 0 to keyframe.lentgh : 
if keyframe[i] <> idxCurrentFrame[i] 
difference++ 
if difference <= keyframe.length/2 
save as interleaf 
else : 





Gambar 4. 33 Pseudocode untuk memisahkan keyframe dan interleaf 
4.4. Proses Decoding Video 
Proses decoding dilakukan melalui sebuah mekanisme yang cukup sederhana. 
Index blok pixel yang diterima melalui proses streaming akan dicari data RGB-
nya pada codebook melalui mekanisme table lookup. Proses ini terns diulangi 
untuk seluruh blok pixel pada suatu frame. Setelah seluruh data blok pixel pada 
suatu frame selesai di-decode, maka data-data ini akan diatur susunannya seperti 
semula, yakni sama seperti saat sebelum di-encode. Kemudian, data ini akan 
dibangkitkan menjadi sebuah frame citra. 
Sebelum proses decoding bisa dimulai, maka seluruh index blok pixel dari 
sebuah frame yang akan di-decode hams sudah diterima terlebih dahulu. 
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void doDecoding () { 
get encoded data from server 
do table-lookup 
reconstruct decoded data into a proper arrangement 
convert reconstructed data into image 
Gam bar 4. 34 Pseudocode untuk melakukan proses decoding 
4.5. Proses Streaming Data 
Pada pengerjaan Tugas Akhir ini, proses streaming data ditangani oleh Java 
Servlet dengan menggunakan protokol HTTP. Saat berada pada status awal, 
servlet ini tidak melakukan proses apapun. Proses baru akan dijalankan ketika 
servlet menerima request dari client. Ada tiga macam request yang dikenali, yaitu 
request untuk login, request untuk memainkan video (play), dan request untuk 
menghentikan video (stop). 
Jika yang diterima adalah request login, maka servlet akan segera 
menginisialisasi proses, meliputi inisialisasi session untuk request tersebut serta 
inisialisasi thread untuk melakukan proses pengiriman data secara streaming. 
Pada Tugas Akhir ini, yang diimplementasikan hanyalah login untuk user tunggal. 
Pseudocode untuk proses login dapat dilihat pada gambar 4.35. Jika yang diterima 
adalah request play, maka servlet akan segera menjalankan thread untuk memulai 
pengiriman data. Dan jika yang diterima adalah request stop, maka servlet akan 
segera mematikan thread untuk menghentikan pengiriman data. Pseudocode 
untuk proses ini dapat dilihat pada gambar 4.36. 
void login () { 
user <- get parameter "user" from request 
pwd <- get parameter "password" from request 
if user != null & pwd != null : 
if user = username & pwd = password 
send status OK to client 
initialize session 
bind the username in session attribute 
initialize and prepare the thread 
else : //User,password salah 
send status FORBIDDEN to client 
end if 
end i f 
Gam bar 4. 35 Pseudocode proses login 
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void service () { 
action <- get parameter " action" from request 
if session = null I session attribute "use r name " 
send status FORBIDDEN to c l i e nt 
u se r name 
end if 
if action = null 
send s tatus BAD REQUEST to client 
end if 
if action = play : 
start the thread 
else if action = stop 
stop the thread 
i nva l idate sess i on 
end if 
Gam bar 4. 36 Pseudocode untuk melayani request dari client 
Jika data encoded dikirim begitu saja dari server akan menimbulkan beban 
berat pada j aringan karena data yang dikirim cukup besar untuk ukuran ponsel. 
Karena itu sebelum dikirim, data encoded hams dimanipulasi terlebih dahulu. 
Pada tahap awal, nomor index yang akan dikirim diubah dulu menjadi 
bilangan biner 16-bit. Kemudian bilangan biner tersebut dibagi menjadi dua 
bagian, masing-masing 8-bit. Bilangan biner 8-bit ini kemudian dikonversi lagi 
menjadi karakter ASCII. Karakter ASCII inilah yang kemudian dikirim secara 
streaming ke client. Karena setiap nomor index diwakili oleh dua karakter, maka 
dapat dipastikan bahwa data yang dikirim ke client untuk setiap framenya adalah 
2x jumlah blok pixel untuk setiap frame. Karena pada Tugas Akhir ini setiap 
frame terdiri dari 768 blok pixel (32x24), maka data yang dikirim untuk setiap 
frame adalah sebesar 2x768=1536 byte. 
Index yang akan dikirim 
..,..llllf--------lllndex dalam representasi biner I 
Nilai biner dibagi dua 
Nilai decimal 
Karakter ASCII 
Index dalam representasi 
ASCII 
Gam bar 4. 37 Memanipulasi data sebelum di-streaming 
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BABV 
UJI COBA DAN EV ALUASI 
Pada bah ini dijelaskan tentang pelaksanaan uji coba perangkat lunak 
terhadap sistem yang digunakan. Pada bah ini juga akan dilakukan uji coba 
apakah algoritma EFSA memang dapat diimplementasikan pada image sequence 
seperti pada video. 
5.1. Lingkungan Uji Coba dan Evaluasi 
Perangkat lunak yang dibuat pada tugas akhir ini dijalankan pada sistem 
dengan spesifikasi sebagai berikut : 
• Processor :Intel Pentium 4 3.00 GHz Hyper Threading 
• Memori : DDR 512MB 
• Harddisk : SATA 80GB 
• Sistem operasi : Microsoft Windows 2000 Profesional Service Pack 4 
• Webserver :Apache Tomcat 4.1.29 
• Java Platform : Java Standard Edition versi 1.5.0 06 
Java Micro Edition versi 2.2 [patch 200511] 
Java Media Framework 2.1.1.e 
Java Servlet 2.3 
• J2ME Emulator :Control Media Skin 
• Ponsel : Siemens M7 5 
5.2. Skenario Uji Coba 
Uji coba yang dilakukan dapat dibagi menjadi dua macam, yaitu uji coba pada 
sisi server dan uji coba pada sisi client/player. Datasource yang digunakan adalah 
video dengan frame rate 15 fps berdurasi satu menit. 
Berikut akan dijelaskan uji coba pada sisi server. Skenario uji coba diawali 
dengan proses pencarian blok-blok unik pada datasource. Dalam hal ini, 
datasource yang dipakai berasal dari potongan film Janji Joni. Hasil dari proses 
pencarian blok pixel unik akan disimpan dalam file Janj iJoni -unique. txt. 
Kemudian dilanjutkan dengan proses pembangkitan codebook. Pada uji coba ini 
akan digunakan empat macam ukuran codebook, yaitu codebook berukuran 256 
(8-bit), 512 (9-bit), 4096 (12-bit) dan codebook berukuran 65.536 (16-bit). Nama 
file codebook yang dihasilkan adalah Janj iJoni -encode. txt dan 
Janj iJoni -decode. txt. Dan yang terakhir adalah proses encoding video. 
Proses ini juga dijalankan dengan menggunakan dua macam codebook, yaitu 
codebook 12-bit dan codebook 16-bit. Hasil dari proses ini disimpan dalam file 
Janj iJoni -encoded. txt. Ketiga proses ini, yaitu pencarian blok unik, 
pembangkitan codebook, dan encoding video, dilakukan dengan java heap size 
sebesar 512MB. Untuk lebihjelasnya dapat dilihat pada tabel berikut. 
Tabel5. 1 File masukan dan keluaran dari sisi senrer 
Dataso11rce Blok Unik Codebook Code book File basil 
untuk encode untuk decode encoding 
JanjiJoni.avi JanjiJoni- JanjiJoni- JanjiJoni- JanjiJoni-
unique.txt encode.txt decode.txt encoded. txt 
Sedangkan pada sisi client terdapat empat fungsi yang akan diuji coba, yaitu 
fungsi download codebook, login, play video, dan stop video. Fungsi download 
code book akan melakukan request ke server untuk meminta daftar code book yang 
tersedia di server. Pada uji coba ini, daftar codebook dapat diakses melalui URL 
http: I I erik. i ts-sby. edu/ streaming I codebook. Hasil kembalian 
dari request ini adalah daftar semua codebook yang ada di server beserta ukuran 
filenya. Tetapi yang ditampilkan di layar ponsel hanyalah nama filenya saJa. 
Untuk menjalankan menu ini, user tidak perlu melakukan login. 
Fungsi login akan melakukan request ke server dengan URL 
http: I I erik. i ts-sby. edu/ streaming /main. Pada uji coba ini, server 
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hanya mampu melayani satu user saja dengan username kamui dan password 
kosong. 
Sebelum melakukan request play dan stop video ke server, user terlebih 
dahulu harus menentukan video apakah yang akan dimainkan. Penentuan ini dapat 
dilakukan melalui menu Open Codeboo k. Setelah itu, user baru dapat 
melakukan request data ke server. Kemudian server akan melakukan validasi 
login dan mengaktifkan ThreadVideo. Thread ini mengambil data dari URL 
http: I I erik- i ts-sby. edu/ encoded/ <nama video> dan mengirim-
kannya secara streaming kepada client. Jika request yang diminta adalah stop 
video, maka server akan melakukan validasi login dan menghentikan 
ThreadVideo. 
5.3. Proses Uji Coba 
Proses uji coba dilakukan sesuai dengan rangkaian skenario yang sudah 
dirancang. Uji coba dilakukan terlebih dahulu pada sisi server. Pada tabel 5.2, 
dapat dilihat hasil secara detil dari uji coba pada sisi server. 
Tabel 5. 2 Hasil uji cob a pada sisi server (bagian 1) 
Codebook Code book Codelwok Code book 
8-bit 9-bit t2 .. bit 16-bit 
Pencarian blok unik 
• Ukuran file 99.756.414 99.756.414 99.756.414 99.756.414 
bytes bytes bytes bytes 
• Lama proses 300 menit 300 menit 300 menit 300 menit 
Pembangkitan codebook 
Untuk encode : 
• Ukuran file 49.205 98.299 791.860 12.754.448 
bytes bytes bytes bytes 
• Lama proses rata- 2,982 menit 2,56 menit 2,623 menit 2,82 menit 
rata 
Untuk decode 
• Ukuran file 41.644 83.412 791.860 12.754.448 
bytes bytes bytes bytes 
• Lama proses rata 2,982 menit 2,56 menit 2,623 menit 
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Tabel 5. 3 Hasil uji coba pada sisi server (bagian 2) 
Code book Codebook Codebook Code book 
8-bit 9-bit 12-bit 16 ... bit 
Encoding video 
• Ukuran file 2.133.488 2.107.328 2.472.523 3.064.859 
bytes bytes bytes bytes 
• Lama proses 12,443 13,013 11,707 13,187 
menit menit menit menit 
Setelah uji coba pada sisi server selesai, maka sekarang dilakukan uji coba 
pada sisi client. Tampilan awal dan daftar menu yang ada di client dapat dilihat 
pada gambar 5.1. 
Gambar 5. 1 Tampilan awal dan daftar menu yang ada pada client 
Yang pertama diuji coba adalah fungsi download code book. Daftar dari semua 
code book yang tersedia pada server bisa dapat dilihat pada gam bar 5 .2. 
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Gam bar 5. 2 Daftar codebook yang tersedia di server 
Ketika menu Select ditekan, maka client akan men-download codebook 
yang telah dipilih ke dalam ponsel. Setelah code book berhasil disimpan di ponsel, 
maka code book terse but dapat dibuka melalui menu Open Codeboo k pada 
tampilan awal aplikasi client. Daftar dari semua codebook yang ada pada memori 
ponsel dapat dilihat pada gambar 5.3. Pilih salah satu codebook video yang akan 
dimainkan dan tekan menu S e 1 e ct. 
Setelah video yang akan dimainkan sudah dipilih, maka video sudah siap 
dimainkan. Cara memainkan video adalah melalui menu Play Video pada 
tampilan awal aplikasi client, yang kemudian akan memunculkan form untuk 
melakukan login. Gambar dari form login dapat dilihat pada gambar 5.4. 
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Gam bar 5. 3 Daftar code book yang tersimpan di dalam ponsel 
Gambar 5. 4 Form untuk melakukan login 
Jika validasi login tidak berhasil, maka client akan menerima notifikasi 
kesalahan dari server. Tetapi jika validasi login berhasil, maka streaming video 
siap dilakukan. 
Untuk uji coba tahap awal akan digunakan codebook 8-bit terlebih dahulu. 
Code book ini berhasil di-download dan di-parsing oleh ponsel. Saat dicoba untuk 
memainkan video secara streaming, citra video dapat ditampilkan pada ponsel 
walaupun kecepatannya lambat. Untuk menerima data streaming hingga 
mengolahnya menjadi citra diperlukan waktu sekitar 8,5 detik per frame. 
Kemudian uji coba dilakukan dengan menggunakan codebook 9-bit. 
Temyata codebook ini gagal di-download karena ukurannya tidak muat dalam 
ponsel. Karena codebook 9-bit gagal di-download, maka dapat dipastikan 
codebook lain yang berukuran lebih besar juga tidak akan berhasil di-download 
sehingga uji coba untuk codebook 12-bit dan 16-bit tidak perlu dilakukan. 
5.4. Analisa Uji Coba dan Evaluasi 
Dari hasil uji coba yang telah dilakukan, dapat diketahui bahwa metode 
kuantisasi vektor dapat diterapkan pada video. Dapat diketahui juga bahwa 
streaming video menggunakan metode kuantisasi vektor dapat dilakukan di ponsel 
walaupun mengalami hambatan dalam hal kemampuan pemrosesan serta kapasitas 
penyimpanan data pada MIDlet yang sangat terbatas. Citra hasil proses decoding 
yang ditampilkan di ponsel pun bisa dikatakan jelek karena kecilnya ukuran 
code book yang digunakan. 
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5.1. Simpulan 
BABVI 
SIMPULAN DAN SARAN 
Setelah semua tahap penyusunan Tugas Akhir dilalui dapat diambil 
kesimpulan sebagai berikut : 
1. Algoritma Expanded Fair Share Amount dapat diintegrasikan dengan 
metode kuantisasi vektor dalam hal pembuatan codebook. 
2. Metode kuantisasi vektor tidak hanya bisa diterapkan pada citra tunggal, 
tetapi juga dapat diterapkan pada image sequence seperti pada video. 
3. Streaming video melalui metode kuantisasi vektor dapat diimplementasikan 
pada media dengan sumber daya terbatas (CLDC) seperti pada ponsel. 
5.2. Saran 
Pengerjaan Tugas Akhir ini masih memilik banyak kekurangan. Oleh karena 
itu, saran yang diberikan antara lain: 
1. Java Media Framework mendukung berbagai format video dengan berbagai 
ukuran dan frame rate sehingga aplikasi ini dapat ditingkatkan agar bisa 
menerima masukan berbagai j enis format video dengan berbagai ukuran 
frame. 
2. Penambahan fitur kompresi audio pada aplikasi serta penambahan proses 
sinkronisasi video dan audio. 
3. Kapasitas penyimpanan yang dimiliki MIDlet sangatlah terbatas. Karena itu, 
dapat dicoba untuk mendayagunakan file system dari ponsel menggunakan 
File Connection API. Contoh-contoh ponsel yang mendukung File 
Connection API dapat dilihat pada lampiran. 
4. Video streaming dengan metode kuantisasi vektor ini dapat dicoba 
diimplementasikan dengan menggunakan native API ponsel sehingga 
performa yang dihasilkan lebih baik. 
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LAMPIRANB 
HASIL UJI COBA 
Uji coba untuk mengetahui lama proses pembangkitan codebook: 
Per~obaan ke Code book Code book Codebook s .. bit 9-bit 12-bit 
1 176 detik 163 detik 182 detik 
2 197 detik 142 detik 154 detik 
3 191 detik 153 detik 158 detik 
4 189 detik 152 detik 155 detik 
5 188 detik 153 detik 154 detik 
6 185 detik 154 detik 151 detik 
7 187 detik 157 detik 155 detik 
8 185 detik 150 detik 153 detik 
9 151 setik 157 detik 154 detik 
10 140 detik 155 detik 158 detik 
Rata-rata 178,9 detik ~ 153~6 detik ~ 157,4 detik ~ 2,~82 menit 2~56 ntenit 2,623 menit 
Uji coba untuk mengetahui lama proses encoding video : 
Pertobaan ke Code book Codebook Code book 8-bit 9-bit 12-bit 
1 748 detik 774 detik 782 detik 
2 748 detik 782 detik 650 detik 
3 749 detik 772 detik 649 detik 
4 748 detik 797 detik 716 detik 
5 740 detik 779 detik 715 detik 


























Uji coba untuk mengetahui lama proses decoding video: 
Percobaan ke Code book Code book Codebook Codebook 8-bit 9-bit 12·bit 16-bit 
1 9 detik X X X 
2 9 detik X X X 
3 9 detik X X X 
4 9 detik X X X 
5 9 detik X X X 
6 8 detik X X X 
7 8 detik X X X 
8 8 detik X X X 
9 8 detik X X X 
10 8 detik X X X 
Rata-rata 8,5 detik 
