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Due to the focus of popular graphic accelerators, triangle meshes remain the 
primary representation for 3D surfaces. They are the simplest form of 
interpolation between surface samples, which may have been acquired with a laser 
scanner, computed from a 3D scalar field resolved on a regular grid, or identified 
on slices of medical data. Typical methods for the generation of triangle meshes 
from raw data attempt to lose as less information as possible, so that the resulting 
surface models can be used in the widest range of scenarios. When such a 
general-purpose model has to be used in a particular application context, 
however, a pre-processing is often worth to be considered. In some cases, it is 
convenient to slightly modify the geometry and/or the connectivity of the mesh, 
so that further processing can take place more easily. Other applications may 
require the mesh to have a pre-defined structure, which is often different from the 
one of the original general-purpose mesh. 
The central focus of this thesis is the automatic remeshing of highly detailed 
surface triangulations. Besides a thorough discussion of state-of-the-art 
applications such as real-time rendering and simulation, new approaches are 
proposed which use remeshing for topological analysis, flexible mesh generation 
and 3D compression. Furthermore, innovative methods are introduced to post-
process polygonal models in order to recover information which was lost, or 
hidden, by a prior remeshing process. 
Besides the technical contributions, this thesis aims at showing that surface 
remeshing is much more useful than it may seem at a first sight, as it represents a 





Data la specializzazione dei più diffusi acceleratori grafici, le mesh triangolari 
restano la rappresentazione principale per le superfici 3D. Esse sono la forma più 
semplice di interpolazione fra campioni di superficie, i quali possono venire 
acquisiti tramite uno scanner laser, calcolati a partire da un campo scalare 
elaborato su una griglia regolare, oppure estratti da immagini 3D biomedicali. 
Tipicamente, i metodi usati per la generazione di mesh triangolari a partire da dati 
grezzi tentano di perdere la minor quantità di informazioni possibile, in modo che 
i modelli di superficie risultanti possano essere utilizzati in un insieme di scenari 
il più ampio possibile. Quando tali modelli general-purpose devono essere 
utilizzati in un particolare contesto di applicazione, comunque, vale spesso la pena 
di considerare un pre-processing. In alcuni casi, ad esempio, è conveniente 
modificare leggermente la geometria e/o la connettività della mesh, in modo da 
facilitarne ulteriori elaborazioni. Altre applicazioni potrebbero richiedere che la 
mesh abbia una struttura pre-definita, che spesso non coincide con quella della 
mesh general-purpose originale. 
Il tema trattato da questa tesi è il remeshing automatico di superfici 3D 
triangolate ad alto livello di dettaglio. Oltre a discutere i campi di applicazione ed 
i metodi proposti in letteratura, come il rendering in tempo reale e la simulazione, 
questa tesi propone nuovi approcci che utilizzano il remeshing per l'analisi della 
topologia, per rendere più flessibili i processi di generazione di mesh e per la 
compressione di superfici 3D. Inoltre, viene mostrato come elaborare modelli 
poligonali in modo da recuperare informazioni perdute, o nascoste, da un 
precedente processo di remeshing. 
Oltre all'aspetto tecnico-scientifico, questa tesi si propone di mostrare che il 
remeshing di superfici è molto più utile di quanto possa sembrare ad una prima 
analisi, poiché rappresenta un passo, spesso fondamentale, per rendere molte 
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1  Introduction 
During the last decades, the computing power of entry-level hardware has grown 
exponentially, and complex tasks, which only ten years ago were simply 
unconceivable for a standard PC, have become usual today. As the progress of 
information technology moved the man-machine interaction from a textual to a 
graphical environment, geometric modeling and processing gained a lot of 
attention from both industry and research. Geometric modeling is basically the 
technique we use to describe the shape of an object. Much of the power of 
contemporary geometric modeling resides in its techniques for synthesizing, 
allowing us to easily describe complex shapes as arrangements of simpler ones. 
Geometric modeling is a primary ingredient in computer-aided design and 
manufacturing (CAD/CAM) systems, computer graphics, computer art, 
animation, simulation, computer vision, robotics, and many others. Advances in 
any of these fields depend on how well we can create effective geometric models. 
The above considerations prompted the invention of a number of representations 
for geometric models, such as Bezier's curves and surfaces, B-splines, NURBS 
and polygonal meshes, among the others. Due to their simplicity and to the 
increasing support of hardware producers, triangle meshes are becoming a de-
facto standard in most application areas. 
A triangle mesh may be produced starting from another representation, such as a 
CAD model, or it may approximate a real object which was captured through 
modern digitization devices. The increasing popularity of triangle meshes is due 
to their simplicity and their expressive power, which make them a suitable choice 
in a number of application contexts: 
• Rapid Prototyping. Global competition is driving manufacturers to 
significantly reduce the length of the product development cycle, and the 
creation of physical prototypes out of CAD models is becoming more and 
more usual. Consequently, most modeling packages include methods for the 
conversion of CAD models into sets of triangles required for the actual 
fabrication. 
• Geometric Modeling. Most of the recent graphic hardware is particularly 
tailored to render polygonal meshes, with further optimizations for triangle 
meshes. In such a context, the trend for modern modeling software is to 
include methods for the creation of triangle meshes approximating the CAD 
models being designed. Even if this feature is not explicitly included, the 
graphic subsystem often performs such a conversion automatically, in order to 
improve the performance of the rendering hardware. 
• Multi-resolution Modeling. Thanks to recent results on mesh refinement, 
modeling 3D shapes using subdivision surfaces turns out to be more 
convenient than using the classical NURBS patches, as several problems (i.e. 
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• Reverse Engineering. The development of methods for capturing 3D raw data 
gave rise to a new paradigm for geometric modeling; instead of inventing a 
completely new geometric model, a designer can modify an existing model 
coming from 3D digitization. Also in this case, triangle meshes have proven to 
be the best trade-off between simplicity and accuracy when recovering solid 
models from raw data. 
These characteristics, among the others, made triangle meshes a common format 
in most areas, and hardware producers concentrated their efforts in improving the 
support for such structures. In particular, and thanks to recent results of research 
on 3D acquisition and reconstruction, producers of systems for digitizing 3D 
shapes also provide software for the generation of triangle meshes out of the data. 
Digitizing shapes has some interesting analogies with capturing other sorts of 
media, such as sound waves and images. As far as sound waves are concerned, 
however, there is an important difference that comes from human's perception. In 
fact, our ears cannot perceive frequencies above a given threshold, and this 
guarantees that a uniform, dense enough discretization of the sound wave is 
indistinguishable from the original. Differences would become perceivable if both 
the original and the discretized waves were pitched down (i.e. reproduced more 
slowly), but this rarely makes sense. In contrast, when dealing with 3D objects, 
zooming a particular part of the model could be very important, and maintaining 
an acceptable level of precision in details can be a difficult task. 
Since a triangle mesh linearly interpolates surface samples, the error between an 
original object and an approximating and uniformly sampled mesh is concentrated 
on curved areas. This consideration would suggest to use an adaptive sampling 
density, that is, as the surface curvature increases the digitizer should increase the 
sampling density, and vice-versa. Unfortunately digitization devices, such as 
laser-range scanners or computer-aided tomographers, are not that smart, and they 
just sample the surface (or the volume) using a pre-defined pattern. As a 
consequence, the sampling density must be tuned as fine as to capture the smallest 
feature we want to preserve in the digital model. This way to proceed often results 
in the creation of a complex mesh encoding a lot of redundant information about 
the original shape. Thus, when it is necessary to embed such a general-purpose 
mesh into a particular application context, a pre-processing is often worth to be 
considered. 
1.1 Motivation 
Surface remeshing has become very important today as it is now possible to 
handle models with millions of faces. Large meshes are commonly generated in 
numerous application areas, such as computer graphics or geometric modeling, 
where large polygonal meshes are produced as piecewise linear approximations of 
curved parametric surfaces. Using modern range scanning devices, it is possible to 
acquire real objects with a high level of precision, which results in a huge number 
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of polygons in the digital model. On the other hand, most applications cannot 
afford such a complexity, some may also have strict requirements on the shape of 
the faces or on their connectivity, some others may require the sample points to be 
in particular positions. In other words, a triangle mesh that is optimal in a 
particular context may be a bad input for applications belonging to some other 
context (Figure 1.1). Hence, it is imperative to continue improving the methods 




Figure 1.1: An original object and two triangle meshes approximating it. The two models have 
about the same number of faces (~ 5000) but, while the rendering of the leftmost one is more 
faithful to the original object, the faces of the mesh on the right are better shaped for further 
numerical processing. 
A lot of work has been done in the context of real-time rendering and interactive 
modeling. Roughly speaking, in these cases the goal is achieving a reasonable 
frame rate by reducing the number of faces to be rendered by the graphic 
accelerator. Polygonal simplification techniques offer a solution for developers 
grappling with complex models. These methods simplify the polygonal geometry 
of small, distant, or otherwise unimportant portions of the model, seeking to 
reduce the rendering cost without a significant loss in the scene’s visual content. 
Another important application area includes problems of simulation and 
structural analysis, where most techniques are based on finite or boundary element 
methods. The intrinsic complexity of these methods usually imposes strict 
limitations on the size of the input. Moreover, in this context additional 
constraints need to be taken into account because, for example, badly shaped 
elements may alter the accuracy of the numerical results. 
Triangle mesh compression represents a relatively new application field of 
remeshing techniques. When a slight loss of information is tolerable, in fact, both 
the connectivity graph and the sample positions may be modified so that their 
configuration can be predicted more accurately and encoded with fewer bits. Most 
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of the recent research related to this field, including part of this work, shows that 
remeshing is a promising direction when dealing with geometry compression. 
1.2 Contributions 
This dissertation tackles the problem of remeshing surface triangulations from 
several points of view. We outline the problems that may arise during such a 
process and propose methods for handling a variety of particular cases. 
While presenting the related state of the art, we collect a number of significant 
prior works that can be classified as remeshing techniques, and revisit them from 
a new perspective, so as to highlight their potential aspects in our particular 
context. 
Then, we describe a novel approach to surface reconstruction from unorganized 
point clouds. Besides being an important contribution, this work represents an 
elegant way to introduce several formal frameworks, definitions and notation that 
we use in the thesis. 
The most significant contributions, however, are the new remeshing techniques 
proposed, along with some approaches for improving their results in a post-
processing stage. In particular, we show how to implement remeshing procedures 
in the following contexts: 
1. Approximation of parametric surfaces. We describe a novel method for the 
triangulation of parametric surfaces which is based on a mapping-independent 
primitive. The algorithm creates meshes which are automatically tailored for 
finite element analysis (triangle shape is taken into account) or for real-time 
rendering (polygon count is the main constraint), depending on the user’s 
needs. Remeshing is automatically performed and exploits information about 
the underlying parametric surface. 
2. Extraction of topological structures. Given a triangle mesh representing a 
closed manifold surface of arbitrary genus, it is possible to automatically 
extract the Reeb graph of the manifold with respect to the height function. In 
order to make such a process easy, we introduce a remeshing strategy which 
constrains all of the vertices to lie on parallel contours. Using this approach, 
critical areas, which identify isolated and non-isolated critical points of the 
surface, can be easily recognized and coded in the so-called Extended Reeb 
Graph (ERG). The remeshing process guarantees that topological features are 
correctly maintained in the graph, and the tiling of ERG nodes reproduces the 
original shape at a minimal, but topologically correct, geometric level. 
3. Lossy compression of manifold triangle meshes. Here we use remeshing to 
approximate an original triangle mesh M with a simpler mesh M’ which is 
particularly compressible. By construction, the connectivity of M’ is fairly 
regular and can be compressed to less than a bit per triangle using one of the 
recently developed approaches. The locations of the vertices of M’ are 
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compactly encoded with our new prediction technique, which uses a single 
correction parameter per vertex. 
4. Sharp feature recovering and surface fairing. A number of remeshing 
algorithms, as well as 3D scanners and iso-surface extraction procedures, 
sample surfaces of 3D shapes in a regular fashion, without any attempt to 
align the samples with the sharp edges and corners of the original shape. 
Consequently, the interpolating triangle meshes chamfer these sharp features 
and thus exhibit significant errors. Our contribution in this context is twofold: 
first we show that, under certain circumstances, it is possible to recover the 
sharp edges that were chamfered by the remeshing process; then we present a 
method for fairing the remaining smooth parts of the object without rounding 
off the sharp edges recovered in the first step. 
1.3 Overview of Material 
This thesis assumes the familiarity of some basic notions of geometry that can be 
obtained in undergraduate-level education in mathematics. Chapter 2 outlines 
some concepts that are required for the definition of the application domain of the 
remeshing techniques discussed here. In particular, some basic concepts of point-
set topology are introduced and a formal definition of triangle mesh is given. 
Also, we discuss how a triangle mesh can be classified depending on some salient 
characteristics. Such a classification becomes a natural introduction for chapter 3, 
which deals with the most significant previous works that can possibly be referred 
to as remeshing techniques. Having established this background information, in 
chapter 4 we describe a novel approach to surface reconstruction from 
unorganized point sets, along with the definition of geometric graphs and 
Delaunay triangulations. The surface reconstruction problem is extended in 
chapter 5, where the approach described assumes a different kind of input 
(namely, a parametric surface instead of a point cloud). Also, this chapter serves 
as the bridge for moving the discussion from meshing to remeshing, as it shows 
how a remeshing engine can be used to improve the results of a meshing 
algorithm. In chapter 6 we enter the core of the thesis, and show how remeshing 
can be used for several applications. In particular, chapter 6 illustrates how to 
contour a 3D mesh by local remeshing, so as to facilitate the extraction of a 
topological structure of the shape. Chapter 7 describes a novel compression 
algorithm for triangle meshes which exploits a particular configuration of the 
vertices; we show how to remesh a generic surface triangulation so as to enforce 
the new vertices to follow that particular pattern. Such an enforcing is one of the 
motivations of the work presented in chapter 8. Here we discuss the problem of 
3D aliasing due to coarse remeshing and show how to recover sharp features after 
a feature-insensitive remeshing process. 
In the end of the thesis, we have included two appendixes describing some 
technical details. In particular, appendix A describes the data-structure that we 
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used in nearly all of our prototypes, along with a description of the most important 
primitives for surface remeshing. Finally, in appendix B we briefly describe the 
foundations of a remeshing toolbox that we have implemented and used 
throughout our research. 
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2 Background 
In this chapter we provide definitions and notation that will be used throughout 
the remainder of the dissertation. We focus on the mathematical structure of 
manifold triangle meshes, which represent the main domain of application of the 
remeshing techniques discussed. Furthermore, we describe here some of the most 
significant characteristics of a triangle mesh, such as the Euler characteristic and 
the genus. 
2.1 Notions from Point-Set Topology 
Topology [133][167] studies the properties of geometric shapes under arbitrary 
continuous transformations. Sometimes it is seen as a branch of geometry called 
rubber-sheet geometry. Ordinary geometry considers two shapes to be the same if 
each one of them can be carried into the other through rigid transformations. In 
contrast, topology considers two shapes to be the same if they can be mapped into 
each other by a one-to-one continuous function. 
Assuming that the reader is familiar with concepts such as sets and points, we 
informally call a space a set of points, while we refer to topology or topological 
space as to the knowledge of the connectivity of a space. Furthermore, we call a 





Figure 2.1: Pictorial representation of a space (left), a topology (middle) and a metric (right). 
For the scope of this thesis, a deep knowledge of all the aspects of topology is not 
necessary, hence we introduce here only the elementary concepts needed, mainly 
based on [54]. 
Equivalence Relations 
• A relation ϕ between two sets A and B is a collection of ordered pairs (a,b) 
such that a ∈ A and b ∈ B. If (a,b) ∈ ϕ, we often denote the relation as a ~ b. 
• Let X be a non-empty set and let ~ be a relation between elements of X that 
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satisfies the following properties for all a,b,c ∈ X: 
• a ~ a (reflexive) 
• If a ~ b, then b ~ a (symmetric) 
• If a ~ b and b ~ c, then a ~ c (transitive) 
The relation ~ is an equivalence relation on X. 
• An equivalence relation ~ yields a natural partition of X into subsets A={x ∈ 
X | x ~ a}, called equivalence classes. 
Topological Spaces 
• A topology for a set X is a family T of subsets of X satisfying the following 
properties: 
• X and the empty set ∅ belong to T. 
• The union of any collection of elements of T is in T. 
• The intersection of any finite collection of elements of T is inT. 
The elements of T are called open sets. 
As an example, let X be any set and T={X, ∅}, then T is a topology on X. Also, 
let X be an arbitrary set, T=P(X) (family of all subsets of X) is a topology on X. 
Such topology is called the discrete topology on X. 
• A basis for a topology T is any subset B of T such that each element of T is the 
union of elements of B. 
For example, in a set X, the family of the elements of X is a basis for the discrete 
topology on X . 
• A topological space is a pair (X,T), where X is a set and T is a topology for X. 
When no ambiguity can arise, we simply refer to a topological space as X (with T 
being understood). 
Metric Spaces 
In the following we call R+ the set of the positive real numbers and X×X the 
Cartesian product of two copies of the set X. 
• A metric (or distance function) for a set X is a function d: X×X → R+∪{0}, 
such that, for each x,y,z in X, 
• d(x,y) = 0 if and only if x=y (non-degeneracy) 
• d(x,y)=d(y,x) (symmetry) 
• d(x,y) + d(y,z) ≥ d(x,z) (triangle inequality) 
• d(x,y) is called the distance between x and y. 
For example, in the set R of real numbers, the function d: R×R → R+∪{0} defined 
by d(x,y) = |x-y| is a distance function. 
• For x ∈ X and r > 0, the spherical neighborhood with center x and radius r is 
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defined as S(x,r) = {y ∈ X | d(x,y) < r}. 
• All spherical neighborhoods of the points of X form a basis for a topology for 
X, called the metric topology. 
• A set X with metric topology is called a metric space. 
For example, the topology induced by the distance function d(x,y) = |x-y| on the 
set R of real numbers is that of the real line. The spherical neighborhoods are the 
open intervals in R. Note that the intersection of all S(x,r), for every r>0, is the 
same as {x}. 
Euclidean Space 
• The n-dimensional Euclidean space Rn, n positive integer, is the set 
{ }niRxxxxR inn ≤≤∈== 1,),,...,( 1  









• Norm (or length) of x, denoted as ||x||, is the distance from the origin, i.e. ||x|| = 
d(x,0). 
• The topology induced by the Euclidean distance is called the Euclidean 
topology of Rn. 
• The set Sn = {x ∈ Rn+1, ||x|| = 1, n ≥ 0} is called unit n-sphere (Figure 2.2, left). 
• The set Bn = {x ∈ Rn+1, ||x|| ≤ 1, n ≥ 0} is called unit n-ball (Figure 2.2, mid.). 





Figure 2.2: A unit sphere (left), a unit ball (center) and a unit open ball(right) in R2. The dotted 
boundary indicates that its points are not included in the set. 
 
• A spherical neighborhood in Rn will be called an open ball. 
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Subspace Topology 
• A subset A of X is closed iff its complement X – A is an open set. 
• The interior i(A) of a set A ⊆ X is union of all open subsets of X contained in 
A (alternatively, i(A) is the largest open subset of A). 
• The closure c(A) of a set A ⊆ X is the intersection of all closed subsets of X 
containing A. 
• The boundary b(A) of a set A is b(A) = c(A) – i(A). 
The following Figure 2.3 depicts these concepts in the case of a subset A of R2. 
 Set A i(A) c(A) b(A) 
 
Figure 2.3: A set A, its interior, its closure and its boundary. Notice the dotted part of the set on 
the left; that part of boundary is not included in A. 
Note that the definitions given above hold for any topological space, not 
necessarily a metric space. 
• A neighborhood of a point x in X is any open set containing x. 
Note that the above definition does not depend on the distance. 
• Let A be a subset of X. A point x of X is a limit point for A iff every 
neighborhood U of x contains at least a point of A distinct from x. 
Note that all the points of i(A) are limit points for A, but there are points which 
belong to X-i(A) which are limit points for A. With reference to the following 
Figure 2.4, for example, both x and x’ are limit points, but only x is contained in 
A. 
 Set A 
x 
x'  
Figure 2.4: Two limit points on a subset of R2. 
Results: 
• The closure c(A) of a set A ⊆ X is the union of A and of all its limit points. 
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• A set A ⊆ X is closed iff A contains all its limit points. 
• A set A ⊆ X is open iff A contains a neighborhood of each of its points. 
• The closure of any subset of X is a closed set. 
 
• The subspace topology, or induced topology, for a subset Y of a topological 
space X consists of all the subsets of the form A ∩ Y, where A is an open set in 
X. The set Y with its subspace topology is a subspace of X. 
• Result: The closed sets of Y are the intersections of the closed sets of X with Y. 
• Let X be a metric space, Y a subset of X and d the distance function on X. 
Then the restriction d’ of d to Y is a distance function on Y and the spherical 
neighborhoods in Y with center x and radius r are the intersection of Y with 
the spherical neighborhoods in X with center x and radius r. 
For example, the topology of the intervals on R is the subspace topology induced 
by the Euclidean topology in Rn. 
Homeomorphisms of topological spaces 
Informally, a function, or map, f from a set A into a set B is a law that assigns to 
each element a of A exactly one element b of B. We say that f is injective if each 
element of B has at most one element of A mapped into it, and we say that f is 
surjective, or is a function on B, if each element of B has at least one element of A 
mappend into it. Furthermore, a function which is both injective and surjective is 
called a bijection. 
• A function f from a topological space (X,T) to another topological space (X’, 
T’) is continuous if, for each open set U in X’, f -1(U) is an open set in X. 
Note that every constant function is continuous independently of the topologies of 
X and X’. Moreover, if X has discrete topology, every function f: X → X’ is 
continuous. Also, if (X’ , T’) has the topology T’ = {X’, ∅}, then every function 
f: X → X’ is continuous. 
• A bijective map f such that both f and  f -1 are continuous is called a 
homeomorphism. 
• Two topological spaces are homeomorphic (or topologically equivalent) if 
there exists a homeomorphism between them. 
• Properties that are invariant under homeomorphisms are called topological 
properties. 
Note that homeomorphisms partition the class of topological spaces into 
equivalence classes of homeomorphic spaces. Further results are listed in the 
following: 
• The Euclidean n-space is homeomorphic to the product of n copies of the space of 
real numbers. 
• Let In be the unit n-cube, i.e., 
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• Then, In is homeomorphic to Bn. 
• Bn and Sn are not homeomorphic. 
• i(Bn) and Sn+1 - {x} are homeomorphic, for every x ∈ Sn+1. 
Regular sets (r-sets) 
• A topological space X is a Hausdorff space if for every x,y ∈ X, x ≠ y, there 
exist neighborhoods U and V of x and y respectively such that U∩V=∅. 
• A covering C of a topological space X is a family of subsets of X whose union 
is X. 
• A covering whose elements are all open sets is called open covering. 
• A space X is compact if every open covering of X contains a finite family 
which is a covering of X. 
Note that every metric space is a Hausdorff space. Thus, the n-dimensional 
Euclidean space Rn is a Hausdorff space. Furthermore, in a Hausdorff space, 
compact sets are closed. In the particular case of Rn, every compact set is also 
bounded (i.e., it can be enclosed by a ball of finite radius). 
• A space X is connected if X is not the union of two disjoint, non-empty open 
sets. 
• A connected subset of X is any subset of X which is connected in its subspace 
topology. 
• A connected component is a connected subset of X which is not a proper 
subset of any connected subset of X. 
• A space X is said to be path-connected if, for every pair x,y ∈ X, there exists a 
continuous map α: [0,1] → X such that α(0)=x and α(1)=y. 
A path-connected space is also connected, but in general the reverse in not true. In 
our modeling environment, however, we restrict our focus on spaces that, if 
connected, are also path-connected. 
• A subset A of a topological space X is a closed regular set, or simply a regular 
set (r-set), if it equals the closure of its interior, i.e., c(i(A)) = A. 
In Rn, an r-set has always the same dimension of the space in which it is 
embedded. Intuitively, a subset A of Rn , such that there exists at least one point x 
∈ A having an open neighborhood entirely contained in A, is an intrinsically n-
dimensional subset of Rn (Figure 2.5). 
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Figure 2.5: Three subsets of the Euclidean 3-space. The leftmost and middle ones are regular 
sets, while the rightmost one is not regular (note the dangling edges and faces).  
Manifolds 
• A Hausdorff space M is called a n-manifold if each point of M has a 
neighborhood homeomorphic to the open ball i(Bn). 
• A Hausdorff space M is called a n-manifold with boundary if each point of M 
has a neighborhood homeomorphic either to the open ball i(Bn) or to Bn+ = 
{x=(x1, …, xn) ∈ i(Bn) | x1 ≥ 0}. 
• The boundary of a n-manifold M with boundary, denoted b(M), is the set of all 
points of M which can be mapped into the points of Bn+ = {x=(x1, …, xn) ∈ 
i(Bn) | x1 ≥ 0} through a homeomorphism. 
Note that the boundary of a n-manifold with boundary is a (n-1)-manifold. 
In the Euclidean space, for example, the surface of a sphere is a 2-manifold 
while a circle (including both the boundary and the internal points) is a 2-
manifold with boundary; the boundary of such a circle is its circumference. 





Non-manifold r-set Non-manifold and non-regular set 
2-manifold 
 
Figure 2.6: Examples of subsets of R2. 
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Figure 2.7: Examples of three-dimensional non-manifolds embedded in R3. 
2.2 Triangle Meshes 
The surfaces handled in this dissertation are triangle meshes representing 2-
manifold r-sets embedded in R3. Informally, a triangle mesh is a set of triangular 
faces with a combinatorial structure that specifies how the triangles are connected 
to each other. In the remainder of this section, a formal description of triangle 
meshes in terms of simplicial complexes is given. 
 
 
Figure 2.8: A triangle mesh approximating a curved 3D surface. 
Simplicial Complexes 
Let V be a nonempty set. An abstract simplicial complex [88] is a collection Σ of 
finite nonempty subsets of V such that every {v} ∈ V belongs to Σ and if A is an 
element of Σ, then so is every nonempty subset of A. Each element of V is called a 
vertex of Σ. An element σ of Σ of cardinality k+1 is called a k-simplex, and k is the 
order of σ (hence, a 0-simplex is a vertex). A d-simplex σ is said to be incident at 
a k-simplex τ if τ ⊆ σ. 
Let Vσ be a set of d+1 affinely independent points in the n-dimensional 
Euclidean space Rn , with d ≤ n. The subset σ of Rn formed by the points x that can 
be expressed as the convex combination of the points v of Vσ: 
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is called an Euclidean d-simplex generated by Vσ, and the points of Vσ are called 
the vertices of σ. 
Any Euclidean s-simplex τ generated by a set Vτ  ⊆ Vσ  of cardinality s < d is 
called an s-face of σ. 
A finite collection Σ of simplexes is an Euclidean simplicial complex iff the 
following conditions hold: 
1. For each simplex σ ∈ Σ, all faces of σ belong to Σ; 
2. For each pair of simplexes σ and τ, either σ ∩ τ = ∅ or σ ∩ τ is a face of both 
σ and τ. 
If d is the maximum of the orders of the simplexes of Σ, then d is the order of Σ, 
and Σ is a d-simplicial complex. 
Let V be a nonempty set and let Σ be an abstract simplicial complex on V. An 
embedding of Σ into Rd is a function f: V → Rd, such that: 
1. For every k-simplex σ in Σ, the set σ’ generated by the vertices of f(σ) is an 
Euclidean k-simplex; 
2. The collection Σ’ of all the simplexes generated by f, as described above, 
fulfills condition (2) of the definition of Euclidean Simplicial Complex. 
Thus, an embedding of an abstract simplicial complex is fully defined by mapping 
its vertices into points in the Euclidean space. Furthermore, requirement (a) states 
that the set of vertices of each simplex must be projected into a set of linearly 
independent points. Thus, the dimension n of the space where the complex is 
embedded must be at least as large as the order of the complex. 
In R3, an abstract simplicial complex Σ endowed with an embedding f 
describes a triangle mesh1 M=(V,E,T) where V, E and T are the sets of 0, 1 
and 2-simplexes respectively and each element of V can be mapped to R3 
through f [120]. 
An element of V is called a vertex, an element of E is called an edge and an 
element of T is called a triangle. Furthermore, we call connectivity of M the 
combinatorial structure of Σ, while we call geometry of M the function f that 
associates a 3D point to each vertex of V. 
We say that v is a vertex of an edge e if e is incident at v. Similarly, we say that v 
is a vertex of a triangle t if t is incident at v and e is an edge of a triangle t if t is 
incident at e. 
                                                 
1 Not to be confused with the mathematical notion of triangulation of a combinatorial manifold. 
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In the remainder, the set S ⊆ R3 defined as the union of all the Euclidean k-
simplexes generated by the vertices of f(σ), for each σ ∈ Σ, is called the surface of 
M. In most books the set S is referred to as the geometric realization of Σ and it is 
denoted as |Σ|. In this thesis, however, since we only deal with 2-simplicial 
complexes we emphasize the 2D nature of such a geometric realization by using 
the term surface. 
If the surface S of a triangle mesh M is a 2-manifold with boundary, then we say 
that M is a manifold triangle mesh with boundary. If S is a 2-manifold without 
boundary, then M is said to be a closed manifold triangle mesh or simply a 
manifold triangle mesh. Furthermore, if S is connected, then M is said to be a 
connected (or single component) triangle mesh. 
We define an orientation of an edge as an ordering of its two vertices. 
Furthermore, we call an orientation of a triangle an equivalence class of ordering 
of its vertices where (v1,v2,v3) ∼ ( vτ(1),vτ (2),vτ (3)) are equivalent orderings if the 
parity of the permutation τ is even. Two triangles sharing an edge e are 
consistently oriented if they induce different orientations on e. A triangle mesh is 
orientable iff all its triangles can be oriented consistently. 
Euler Characteristic 
Let S be the surface of a closed manifold triangle mesh with v vertices, e edges 
and t triangles. The number χ(S) = v – e + t  is called the Euler characteristic of S 
[168][129]. This number is a topological invariant, that is, if two surfaces are 
topologically equivalent, then they have the same Euler characteristic. The same 
concept applies for generally curved surfaces in which the Euler characteristic 
may be computed differently (for example by counting vertices, edges and faces 
of a cellular decomposition, or by counting critical points) and for generic 
polygonal meshes having faces with a varying number of edges. For example, a 
sphere and a tetrahedron have the same Euler characteristic (which is 2) that is 
different from the one of a torus (which is 0). 
From theory of homology, the Euler-Poincaré formula χ(S) = h0 – h1 + h2 
relates the Euler characteristic with the Betti numbers h0, h1 and h2. Although the 
Betti numbers have a precise meaning in theory of homology [168], their 
explanation would bring us too far from the scope of this thesis. In our context the 
Euler-Poincaré formula can be re-written as χ(S) = 2(s – g) which relates the 
Euler characteristic with the following entities: 
• s = h0 = the number of connected components which constitute S. 
• 2g = h1 = maximum number of closed curves that can be tracked on S without 
dividing it in two or more parts. 
The number g is called the genus of S. Informally, if S is the surface of a solid, 
then g is equal to the number of through-holes (or handles) of the solid bounded 
by S. Hence, a sphere has a genus 0 surface, while a tea-pot has a genus 1 surface. 
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Both the Euler characteristic and the Euler-Poincaré formula can be extended to 
handle 2-manifolds with boundary. 
Let S be the surface of a manifold triangle mesh with v vertices, e edges, t 
triangles and a boundary made of b connected components. In such a case one can 
think of patching each hole of the surface with a new face (which does not need to 
be flat since we are dealing with topology). Thus, the Euler characteristic of the 
patched surface is χ = v – e + t  + b, and the extended Euler-Poincaré formula χ = 
2(s – g) still holds. 
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3 Related Work 
This chapter provides a non-exhaustive overview of the state of the art in mesh 
generation and remeshing. Due to the huge amount of work done on the topic, a 
complete state-of-the-art would be unnecessarily long for the scope of this thesis. 
Instead, the aim of this chapter is just to give a general idea of what problems 
there are when meshing/remeshing surfaces. In the remainder of the thesis, as 
particular areas will be considered, more details will be provided. 
The first part of the chapter provides a classification of meshes in terms of their 
topological structure (i.e. the connectivity) and the source of data they come from. 
Using such a classification, the concept of surface remeshing is introduced and, in 
the second part of the chapter, some of the most significant approaches to surface 
remeshing are briefly reviewed, along with their application context, their 
advantages and drawbacks. 
3.1 Structured and unstructured meshes 
Although this thesis deals with unstructured meshes, in a number of other related 
applications structured meshes are also used, thus it is worth to briefly sketch the 
larger context. 
In a structured mesh each vertex, except at the boundaries, has an isomorphic 
local neighborhood. In a structured triangle mesh, for example, each non-
boundary vertex is surrounded by exactly six incident triangles, while in a 
structured quad-mesh each non-boundary vertex is surrounded by exactly four 
quadrilaterals. Conversely, in an unstructured mesh each vertex has an arbitrarily 
varying local neighborhood. 
Structured meshes offer certain advantages over unstructured. They are simpler, 
and also more convenient for use in the simplest finite difference methods. They 
require less computer memory, as their coordinates can be calculated, rather than 
explicitly stored. Finally, structured meshes offer more direct control over the 
sizes and shapes of the elements. In the GIS community, for example, regular grid 
DEMSs (Digital Elevation Models) are widely used to represent terrains and 
seafloors; a regular grid DEM is an example of structured quad-mesh which can 
be conveniently defined by specifying the grid size (width and height in number 
of cells) and the elevation of each vertex. Clearly, this is much more efficient than 
explicitly storing three coordinates per vertex and a connectivity graph. 
The big disadvantage of a structured mesh is its lack of flexibility in fitting a 
domain with a complicated shape, such as aircraft or machine parts, therefore the 
trend has been towards unstructured meshes. In particular, unstructured triangle 
meshes have been the primary choice when approximating 3D surfaces for two 
reasons: 1) most recent graphic hardware is optimized to handle triangle meshes 
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and 2) the faces of a generic polygonal mesh approximating a 3D surface can be 
easily subdivided into triangles.  
In the latest years, however, the so called semi-structured meshes are capturing 
the interest of the computer graphics community very rapidly. A structured 
triangle mesh is also said to be regular or, more precisely, to have a regular 
connectivity graph. A semi-structured (or semi-regular) triangle mesh is a 
structured mesh in which some non-boundary vertices may have an arbitrary 
number of incident triangles. These non-regular vertices are called the 
extraordinary vertices of the semi-regular mesh. The big advantage of this kind of 
structure is represented by the combination of the simplicity of a structured mesh 
with the flexibility of an unstructured one, which becomes evident when dealing 
with the so-called subdivision surfaces. In a subdivision surface a crude 
unstructured mesh made of few vertices is iteratively refined by inserting new 
vertices. The new vertices are moved to positions which depend on the 
subdivision scheme being used [125][61][111][192], but their connectivity is 
always regular by construction. Thus, after few subdivision steps, most of the 
vertices of the mesh have exactly six incident triangles, but some of them have a 
number of incident faces which better reflects the curvature of the surface being 
approximated. A semi-regular mesh obtained through a subdivision process is said 
to have subdivision connectivity. 




Figure 3.1: Triangle meshes approximating the surface of three faces of a cube. Boundary edges 
are shown in red. 
3.2 Mesh generation and Remeshing 
Meshing can be defined as the process of breaking up a physical domain into 
smaller sub-domains [26]. In the computer graphics community, however, the 
usual domain is a 2-manifold in R3 and meshes are mostly used to approximate 
3D surfaces. Thus, the term meshing, or tiling, is widely used to describe a generic 
process in which the final result is a polygonal mesh (not necessarily a triangle 
mesh). The input of such a process can be a parametric surface [163], a set of 
unorganized 3D points [6], an implicit definition of a 3D surface [33], a set of 
slices of medical data [18], or simply another mesh [187]. In this latter case, since 
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it transforms an existing mesh into another one, we call the process remeshing or 
retiling. 
Mesh generation techniques may be classified depending on the kind of input 
data and the application context of the output mesh. When the input is a 
parametric definition of a surface, there is a noticeable interplay between finite 
element mesh generation and optimal (according to some criteria) triangulations. 
In the former case, the mesh must be tailored for further numerical processing, 
and the number of elements, as well as their size and shape, significantly 
influences the results and the time required by the processing; thus it is imperative 
not to produce too many faces and it is important that such faces have a prescribed 
shape (i.e. triangles should be as equilateral as possible). Conversely, when the 
final mesh must be rendered with a reasonable frame-rate, the shape of the faces 
must fit the underlying surface so that a good visual quality can be achieved using 
fewer faces; in most cases, such a fitting criterion requires some triangles to be far 
from equilateral. 
When the input is a set of surface samples, which may have been acquired with a 
laser scanner, the meshing process is usually called surface reconstruction. The 
problem, in fact, is the reconstruction of a mesh approximating the object that was 
sampled by the scanner. If nothing but the coordinates of the samples is known, 
this process must necessarily rely on some heuristics. Most methods do so by 
assuming that two samples which are close to each other are more likely part of 
the same face than two samples which are distant. 
Computerized tomography tools, such as CT-scanners, and other devices 
typically used in medical applications, produce a discrete description of the 
volume captured. Usually, the volume is subdivided in cubical cells, called voxels, 
which are organized in parallel slices. Each voxel has an associated value which 
may represent the density of the material or some other characteristic. Thus, the 
volume data is a discrete function that maps each 3D voxel into a value, that is, a 
discrete scalar field. In the continuous case, such a field can be defined through a 
function f: R3 → R and the set of the points p such that f(p) = k, is called an iso-
surface of f, and k is the corresponding iso-value. The equation f(p) = 0 is also 
called an implicit surface. Such a scalar field, as well as a discrete field, may be 
used as input for the generation of meshes which approximate a given iso-surface. 
In this case, the meshing process is usually called iso-surface polygonization 
[126]. 
Nowadays, most acquisition tools such as laser or CT-scanners do not change 
the sampling density during their activity. Therefore, if some tiny features have a 
particular meaning and must be preserved in the digital model, it is necessary to 
capture a huge number of points with nearly constant density. This leads to 
models with millions of faces which are rarely affordable for a typical application 
dealing with triangle meshes. Hence, a number of remeshing methods for 
polygonal mesh simplification have been invented. Remeshing, however, is an 
extremely useful approach to other application contexts, such as triangle mesh 
compression [13][170], generation of finite element meshes [5][14], multi-
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resolution editing [120][191], rapid prototyping [174], topological analysis 
[10][89], and many others. 
3.3 Polygonal Mesh Simplification 
Surface remeshing has been mainly studied in the context of real-time rendering 
and interactive modeling [152][39]. Roughly speaking, the goal is achieving a 
reasonable frame rate by reducing the number of faces to be rendered by the 
graphic accelerator. Such a problem is usually called polygonal mesh 
simplification, and several approaches have been proposed in the literature ([48] 
and [128] are two of the most cited comprehensive surveys). 
In 1992 Greg Turk presented a paper describing one of the first retiling 
approaches to polygonal mesh simplification [177]. Turk’s method is based on the 
creation of a new set of vertices which can be distributed over the surface of a 
model and connected to one another to create a re-tiling that is faithful to both the 
geometry and the topology of the original surface. The key notion in the 
remeshing procedure is the creation of an intermediate model, called the mutual 
tessellation, that contains both the vertices from the original model and the new 
points that are to become vertices of the re-tiled surface. The new model is then 
created by removing each original vertex and locally re-triangulating the surface 
in a way that matches the local connectedness of the initial surface. This method 
is best suited to curved surfaces, but it is not a good choice for models with sharp 
corners and edges that must be preserved in the simplified model. 
When nothing can be assumed about the topology of a given mesh, vertex 
clustering approaches are mostly often used to reduce the complexity of the 
model. In these methods, firstly introduced by Rossignac and Borrel [152], each 
vertex is assigned a weight according to its estimated perceptual importance. This 
grading is determined by the likelihood that a vertex can appear on a silhouette 
edge and also whether it lies on the boundary of a large face. The space within 
which the vertices lie is partitioned into cubical cells of uniform size and vertices 
are clustered into their containing cell. A representative vertex is identified for 
each cluster. This vertex is one which is geometrically close to the average of all 
the vertices in its cluster, weighted by their grading. If links between the original 
vertices and their representatives are maintained, smooth transitions between 
levels of detail can be performed. The result of clustering vertices into 
representative examples is that triangles can collapse into points or lines and 
edges can collapse to points. This kind of mesh simplification is very fast and 
simple, but it often produces low-quality output meshes, and the degree of 
simplification is only controllable indirectly (i.e. through the size of the cells). 
Another early work on mesh simplification is the decimation algorithm 
introduced by Schroeder et al. [157], in which the mesh complexity is reduced 
through successive vertex removals. Multiple passes are made over all vertices of 
the mesh. During a pass, each vertex is a candidate for removal and, if it meets the 
specified decimation criteria, the vertex and all the triangles meeting at it are 
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deleted, and the resulting hole in the mesh is patched by forming a local 
triangulation. The vertex removal process repeats, with possible adjustment of the 
decimation criteria, until some termination condition is met. Usually the 
termination criterion is specified as a percent reduction of the original mesh, or as 
some maximum decimation value. This method works well on manifold triangle 
meshes, and it successfully simplifies surfaces with non manifold parts by simply 
ignoring them. 
In geometric modeling, the most used methods for mesh simplification are based 
on the edge-collapse primitive operation, that is, vertices connected by an edge are 
collapsed into a single representative vertex (see Appendix A for further details). 
Hoppe’s progressive meshes [92] are an example of such a kind of simplification. 
A progressive mesh is a hierarchy of meshes M0, M1, .., Mn in which Mi was 
obtained by applying an edge-contraction to Mi+1. Thus, a progressive mesh is by 
definition a multi-resolution model. One of the most noticeable contributions of 
this work is the fact that a progressive mesh can be represented through the 
coarsest mesh M0 and a set of inverse collapse operations (called vertex splits), 
and such a representation is typically smaller than the initial representation of Mn. 
Clearly, the order in which the contractions are applied influences the hierarchy. 
In order to obtain a smooth transition between levels of detail, at each step the 
contraction that introduces the smallest error is performed. Thus, each possible 
edge-collapse is assigned a cost representing the error introduced by the 
contraction, that may be defined using several metrics. In his paper, Hoppe 
defined an energy minimization approach that takes into account the distance of 
the representative points from the original mesh, as well as the accuracy of some 
scalar attributes and discontinuities. 
Two years later, Garland and Heckbert presented a new mesh simplification 
algorithm based on edge-contractions [73]. Their method uses a new error metric 
defined as the sum of the squared distances of the representative point from a set 
of planes. Initially, each vertex is assigned the set of planes corresponding to its 
incident triangles. The cost of a contraction is computed using the planes 
associated to both the end points of the edge to be collapsed, and the 
representative vertex is assigned the union of the two sets of planes. The 
advantage of such a method is twofold: 1) it is possible to accumulate the errors 
due to successive contractions and 2) the representative point may be computed so 
that it minimizes such error. Moreover, Garland’s collapse operation does not 
require the two vertices to be the end-points of a common edge and, consequently, 
the topology of the surface may be modified by a contraction. Such a generalized 
collapse, called vertex-pair contraction, is particularly useful to achieve 
aggressive simplifications when no constraints on the topology are imposed. 
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 500k faces 50k faces 5k faces 
 
Figure 3.2: Different levels of detail obtained through successive simplifications of the original 
mesh on the left. 
3.4 Generation of Finite Element Meshes 
In the field of Engineering Design many complex problems are tackled, and 
sometimes their mathematical formulation is tedious and usually not possible by 
analytical methods. In mechanics, for example, the formulation of some problems 
involves differential equations whose solutions are not expressible in terms of 
known primitive functions. To cope with such cases numerical techniques are 
mostly often used. Here lies the importance of the Finite Element Method (FEM), 
which is a powerful tool for getting the numerical solution of a wide range of 
engineering problems [91][164]. The basic concept is that a body or structure may 
be divided into smaller elements of finite dimensions called Finite Elements. The 
original body or structure is then considered as an assemblage of these elements 
connected at a finite number of joints called Nodes or Nodal Points. The 
properties of the elements are formulated and combined to obtain the properties of 
the entire body. Thus, instead of solving the problem for the entire structure or 
body in one operation, in the Finite Element Method the attention is mainly 
devoted to the formulation of properties of the constituent elements, which can 
also be approximations of portions of the body.  
Engineers use the finite element method for structural analysis of bridges, to 
simulate the air flow around airplanes, and to simulate electromagnetic fields, 
among other applications. A preprocess to simulation is a mesh generation step. In 
2-D mesh generation, the domain, bounded by curves, is subdivided into triangles 
or quadrilaterals. In 3-D mesh generation, the domain is given by boundary 
surfaces. Surface meshes of triangles or quadrilaterals are first constructed, and 
then the volume is subdivided into tetrahedra or hexahedra. The criteria for a good 
mesh include both geometric fidelity and considerations of the physical 
phenomena being simulated (stress, flow, etc). 
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Production of a good quality mesh is a major topic [26]. The mesh should be 
fine enough for good detail where information is needed, but not too fine, or the 
analysis will require considerable time and space in the computer. A mesh should 
have well-shaped elements (only mild distortion and moderate aspect ratios). This 
can require considerable user intervention, despite FEM software promotional 
claims of automatic good meshing. The user should put considerable effort into 
the generation of well-shaped meshes. This will include setting element densities, 
gradients in element size, concatenation of lines or areas to permit mapped 
meshing, playing with automatic meshing controls, and re-meshing individual 
areas and volumes until the result looks "just right". 
Very recently, however, the computer graphics community is paying more 
attention to this topic, and some noticeable results have already been published. In 
2003, for example, Alliez et al. [5] presented a method for the automatic 
remeshing of arbitrarily unstructured triangle meshes. Their method first 
distributes the desired number of samples over the surface, and then uses a 
relaxation procedure to optimally match a user-specified density function. After a 
proper conformal parameterization (see section 3.5), the connectivity of the 
samples comes from their Delaunay triangulation in parameter space. Clearly, this 
is not the definite solution for FEM mesh generation, since it does not take into 
account the shape of the resulting elements and it relies on a prior meshing. On 
the other hand, however, Alliez's method makes it possible to automatically match 
a desired density function, and the use of the Delaunay triangulation coupled with 
a conformal parameterization leads, in most practical cases, to rather well-shaped 
elements, so that no further human intervention is usually required. 
3.5 Mesh Parameterization 
Parameterizing a 3D mesh amounts to computing a correspondence between a 
discrete surface patch and an isomorphic planar mesh through a piecewise linear 
function or mapping. In practice, such a piecewise linear mapping is simply 
defined by assigning each mesh vertex a pair of coordinates (u,v) referring to its 
position on the planar region. Such a one-to-one mapping provides a flat 
parametric space, allowing one to perform any complex operation directly on the 
flat domain rather than on the curved surface. As it facilitates most forms of mesh 
processing, such as texture mapping and remeshing, parameterization have 
become a central issue in Computer Graphics [42][69][161][57]. Most recent 
remeshing algorithms, for example, are based on global parameterization of the 
original mesh (i.e. the whole mesh is parameterized on a single 2D disk), followed 
by a resampling of the parameter domain [5]. These 2D samples are connected to 
each other to form a valid flat triangle mesh which is projected back into 3D 
space, resulting in an improved version of the original model. Global 
parameterization has two main drawbacks: 1) it is limited to surfaces that are  
homeomorphic to topological disks and 2) the result may become unacceptably 
distorted. To workaround the first problem several techniques have been studied, 
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and methods have been developed for cutting surfaces in order to make them 
homeomorphic to topological disks. Some approaches try to align the cuts with 
possible sharp edges of the surface, if any, while some others try to minimize the 
length of the cuts. In any case, however, cutting the original surface often 
introduces visible artifacts; when texturing, for example, cutting lines result in 
discontinuities of the pattern, while when remeshing distorted triangles may be 
produced across the cutting lines. In any case, embedding a non trivial 3D 
structure in the parameter plane severely distorts this structure. Even if the 
parameterization minimizes the metric distortion of the 3D original in some 
reasonable sense, it is impossible to eliminate it completely. Moreover, methods 
finding a global parameterization are slow, usually involving the solution of a 
large set of (sometimes non-linear) equations. Recent progress may accelerate the 
process to almost linear time even for large meshes, using multi-resolutional 
approaches inspired by multi-grid methods combined with good preconditioning 
[156]. Unfortunately, when dealing with extremely large meshes or meshes with 
severe isoperimetric distortion (like sock-shaped regions) numerical precision 
issues may arise, and an alternative to global parameterization must be chosen in 
order to perform remeshing. In [120], for example, an algorithm is described for 
the generation of multi-patch parameterizations of surface meshes. In particular, 
the method generates a base domain made of a few triangles approximating 
patches of the original model and computes a small parameterization for each 
patch. In order to compute the triangles forming the domains of the 
parameterizetion, the original mesh is simplified through iterative vertex removals 
(see Appendix A), and each vertex removed is parameterized onto one of the new 
triangles patching the hole. In this way, the method does not require any cutting 
procedure, since the surface is automatically subdivided into topological disks. 
Moreover, the distortion may be controlled through the level of simplification. 
3.6 Compression 
In the latest years, remeshing proved to be one of the most promising directions 
when dealing with the compression of polygonal models. While simplification 
accounts to reduce the number of polygons, compression aims at the minimization 
of the storage costs. Clearly, this is a crucial aspect when it is necessary to 
transmit a polygonal model over a network, and the advent of the world wide web 
drastically accelerated the research in this field. 
3D compression schemes developed over the last years have already impacted 
the design of hardware graphic adapters [56], of the MPEG-4 standard [173], and 
of 3D graphics software products [175]. These lossless schemes encode triangle 
meshes and thus allocate a significant amount of storage to the precise location of 
vertices and to the connectivity of the original mesh. Yet, most applications do not 
require that the precise vertex positions on the surface and the original mesh 
connectivity is preserved. In all these cases, lossy techniques based on a 
remeshing of the model promise to provide higher compression ratios. 
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In [108], for example, the MAPS algorithm [120] was used to compute a crude 
simplified model, which can be compressed using any of the state of the art 
lossless compression schemes. Once received and restored by the decompression 
module, the crude model is used as the coarse mesh of a subdivision process. Each 
subdivision stage splits each edge into two and each triangle into four, by the 
insertion of one new vertex per edge, in accordance to the Loop subdivision [125] 
rules. After each subdivision stage, the client downloads a displacement field of 
corrective vectors and uses them to adjust the vertices, so as to bring the current 
level subdivision surface closer to the desired surface. The distribution of the 
coefficients of the corrective vectors is concentrated around zero and their 
magnitude diminishes as subdivision progresses. They are encoded using a 
wavelet transform and compressed using a modified version of the SPIHT 
algorithm [155] originally developed for image compression. 
Instead of encoding corrective 3D vectors, the Normal Mesh approach [85] 
restricts each offset vector to be parallel to the surface normal estimated at the 
vertex. Only one corrective displacement value needs to be encoded per vertex, 
instead of three coordinates. A Butterfly subdivision [61] is used, so that the old 
vertices are preserved after a subdivision step (interpolatory subdivision). The 
corrective displacements of new vertices are compressed using the un-lifted 
version of the Butterfly wavelet transform [61][192]. Further subdivision stages 
generate a smoother mesh that interpolates these displaced vertices. The challenge 
of this approach lies in the computation of a suitable crude simplified model and 
in handling situations where no suitable displacement for a new vertex exists 
along the estimated surface normal. The connectivity of the crude mesh and the 
constraint imposed by the regular subdivision process limit the way in which the 
retiling can adapt to the local shape characteristics, and thus may result in sub-
optimal compression ratios. For example, regular meshes may lead to sub-optimal 
triangulations for surfaces with high curvature regions and saddle points, where 
vertices of valence different than 6 would be more appropriate. 
In the Piecewise Regular Mesh (PRM) approach [170], the surface is 
algorithmically decomposed into 6 relieves, each one comprising triangles whose 
normals are closest to one of the six principal directions. Each relief is re-sampled 
along a regular grid of parallel rays. Triangles are formed between samples on 
adjacent rays and also, to ensure the proper connectivity, at the junction of 
adjacent relieves. When the sampling rate (i.e. the density of the rays) is chosen so 
that the resulting Piecewise Regular Mesh (PRM) has roughly the same number of 
vertices as the original mesh, the PRM approximates the original mesh with the 
mean square error of less than 0.02% of the longest diagonal of the bounding box. 
Because of the regularity of the sampling in each relief, the PRM may be 
compressed down to a total about 2 bits per triangle, which accounts for both 
connectivity and geometry. 
PRM uses Edgebreaker compression [150] and the Spirale Reversi 
decompression [98] to encode the global relief connectivity and the triangles 
which do not belong to the regular regions. Edgebreaker produces the CLERS 
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string, which is then turned into a binary string using a context-based range coder, 
which reduces the uncertainty about the next symbol for a highly regular mesh. 
The geometry of the relieves is compressed using an iterated two-dimensional 
variant of the differential coding. The regular retiling causes the entropy of the 
parallelogram rule (see chapter 7 for details) residues to decrease by about 40% 
when compared to the entropy for the original models, because, on relieves, two 
out of three coordinates of the residual vectors become zero. Since this approach 
does not require global parameterization, it may be used for models with complex 
topologies. It is faster than the combination of the MAPS algorithm [120] and the 
wavelet mesh compression algorithm of [108][85], while offering slightly worse 
compression rates. 
3.7 Surface Fairing 
Over the last years the problem of fairing triangle meshes has received a lot of 
attention. The need for these methods ranges from technical applications, where 
the noise that is due to measurement errors has to be removed from measured 
data, to entertainment applications, that require triangulated 3D models with a 
pleasing visual appearance. The usual approach in mesh fairing is to move the 
vertices of the mesh such that a certain energy functional is minimized. However, 
these methods cannot be applied whenever the position of the original data points 
must not be changed, e.g. in numerical simulations or surface interpolation. The 
only parameter that is left to change is the triangulation (i.e. the connectivity) of 
the data points itself. By sequentially swapping edges (see Appendix A) such that 
a global fairing functional is reduced by each swap, a given triangulation can be 
optimized without changing the position of its vertices but only the connectivity 
among them. 
Laplacian smoothing is a well established technique to improve the geometric 
irregularity of a 2D mesh in the field of finite-elements meshing [91]. In this 
context, boundary vertices of the mesh are constrained not to move, but internal 
vertices are simultaneously moved to the barycenter of their neighboring vertices. 
And then the process is iterated a number of times. When Laplacian smoothing is 
applied to a noisy 3D polygonal mesh (Figure 3.3) without constraints, noise is 
removed, but significant shape distortion may be introduced. Taubin [172] 
proposed in 1995 a signal processing approach to the problem of fairing arbitrary 
topology surface triangulations. This method is linear in the number of vertices in 
both time and memory space; large meshes with arbitrary connectivity can be 
handled quite easily and transformed into visually appealing models. Such meshes 
appear more and more frequently due to the success of 3D range sensing 
approaches for creating complex geometry [53]. Taubin based his approach on 
defining a suitable generalization of frequency to the case of arbitrary connectivity 
meshes. Using a discrete approximation to the Laplacian, its eigenvectors become 
the “frequencies” of a given mesh. Repeated application of the resulting linear 
operator to the mesh was then employed to tailor the frequency content of a given 
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mesh. Closely related is the approach of Kobbelt [110], who considered similar 
discrete approximations of the Laplacian in the construction of fair interpolatory 
subdivision schemes. In later work this was extended to the arbitrary connectivity 
setting for purposes of multiresolution editing [113] and [193]. 
 a b c d
 
Figure 3.3: The model of the hand was scanned, and the error due to the limited precision of the 
digitizer produced a small amount of noise on the surface (a). In (b) the noise was removed by two 
iterations of Laplacian smoothing. A simplified version of the surface (c) was refined (d) through a 
modified version of the Butterfly subdivision scheme [192]. 
3.8 Mesh Repairing 
Triangle meshes are used for rendering of objects in a broad range of disciplines 
like medical imaging, scientific visualization, CAD, movie industry, etc. 
Essentially, a set of triangles not containing consistent connectivity information 
suffices for rendering purposes. Since the generation of 3D models is application-
driven, numerous models contain artifacts like T-junctions, degenerate triangles, 
gaps and holes. However, as a natural consequence of recent advances in several 
computer graphics fields, we no longer want to be able only to render images of 
objects, but also to process and analyze the already available models. New 
demands and applications have arisen where “better behaved” polygonal models 
are desired, in a sense that they do not contain the above artifacts. 
Considerable amount of research and development has been conducted in the 
area of polygonal mesh and CAD data repairing in the recent years [136]. Due to 
differences in inherent structures of meshes generated by various modeling tools 
and 3D acquisition techniques, the approaches handling the errors and 
degeneracies vary depending on the source of the data. Turk and Levoy [178], for 
example, generate polygonal models from scanned range data and remove 
overlaps by clipping them through a technique called mesh zippering. Due to the 
reconstruction process, this kind of meshes often contain artifacts such as small 
handles and tunnels (see Figure 3.4). Guskov and Wood [84] conceptualized these 
as topological noise, and showed how to identify and eliminate them by cutting 
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Figure 3.4: Two tiny handles in the model of Michelangelo’s David. 
Due to the industrial relevance of the problem, a lot of work has been devoted to 
repairing polygonal models generated by modeling tools, mainly CAD systems. In 
this context, Barequet and Kumar [24] determine corresponding edges within an 
error tolerance and stitch them together in one pass. Guéziec et al. [78] generate 
manifold surfaces from non-manifold sets of polygons by identifying the 
topological singularities and decomposing the model into manifold components 
by cutting along these singularities. They also describe a stitching operation which 
allows to connect boundaries of the components, while guarantees the 
manifoldness. Nooruddin and Turk [136] repair the polygonal models by 
converting them into volumetric representation; they subsequently eliminate the 
topological noise by morphological open and close operators, and finally 
reconstruct the polygonal mesh of the so defined implicit function. Borodin et al. 
[36] propose a solution which closes small gaps and cracks through a mesh 
boundary decimation procedure; as suggested by Garland and Heckbert [73], 
adding a vertex pair contraction operation enables to join unconnected regions of 
the mesh. In addition to this and the usual edge-collapse operation, [36] introduces 
a new vertex-edge collapse operation which provides extra support for closing 
gaps and stitching together the boundaries of triangle patches lying in near 
proximity to each other. 
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4 Surface Reconstruction 
This chapter presents the first contribution of this thesis. We describe an 
algorithm that takes as input a generic set of unorganized points, sampled on a 
real object, and returns a closed interpolating surface. Specifically, this method 
generates a closed 2-manifold surface made of triangular faces (i.e. a manifold 
triangle mesh), without limitations on the shape or genus of the original solid. The 
reconstruction method is based on the generation of the Delaunay 
tetrahedralization of the point set, followed by a sculpturing process constrained 
to particular criteria. The applications of such a tool are diverse, ranging from 
medical analysis to reverse engineering, among the others. 
The material presented in this chapter is an important contribution from both a 
theoretical point of view and for practical applications. Its formulation, in fact, is 
based on some mathematical structures which will be used in the following 
chapters of this thesis. Furthermore, we will tackle here some problems which are 
of common interest for both meshing and remeshing areas. 
4.1 Context of Application and Prior Research 
Automatic techniques for surface reconstruction play an extremely important role 
in a variety of applications, such as computer vision, medical analysis and reverse 
engineering. In such contexts, the goal of a surface reconstruction technique is to 
obtain a digital representation of a real-world physical object (or phenomenon) 
starting from a set of 3D point data. The source of data points often depends on 
the application context in which the model is required. For example, when the 
reconstructed surface is to be used for a medical diagnosis, the data points are 
likely to come from a computer-aided tomographer (CT) or a system for magnetic 
resonance imaging (MRI). Optical techniques, such as laser range scanning, may 
be used to digitize not too big artifacts for reverse engineering purposes. When it 
is necessary to capture large surfaces, such as seafloors or terrains, sonar or radar 
imaging systems are more appropriate. In computer vision, a 3D model may be 
created starting from techniques based on correlated viewpoints or stereo range 
images, which often contain enough information for computing a set of 3D 
sample points to be used in the reconstruction process. 
 In any case, however, a digitizing machine may be used to generate a set of 
points belonging to (or nearby) the surface of the object. Some digitizing 
machines, such as sonar or radar sweepers, usually perform the sampling along 
predefined directions, sections or profiles, which induce at least a partial order in 
the data set. Conversely, laser, MRI and CT scanning devices, among others, 
produce data sets without any particular spatial organization among points.  
When a partial structure is included in the input data, state of the art methods for 
surface reconstruction tend to exploit such an additional information in a case by 
case manner. The use of shape-based reasoning techniques is especially efficient 
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in this context, since several structural features of the underlying surface may be 
easily detected by analyzing the geometric configuration of points along the 
sampling directions. The reconstruction may therefore be made a posteriori with 
respect to the recognition of a rough shape skeleton, which has the twofold 
advantage of guiding the reconstruction itself and allowing the insertion of shape 
constraints in the surface model [67][142][27]. 
Methods developed for unorganized points, that is, data sets without any specific 
spatial distribution, are generally based on the construction of neighboring 
relationships among points and on local piece-wise approach to surface fitting. 
Obviously, reconstruction processes may result in different surface models, such 
as triangulation [35][183][130], B-spline patches [62][83], or implicit surface 
description [32]. Due to their flexibility, however, triangle meshes are the primary 
representation in most contexts, hence most researchers focused on this kind of 
output model. In this case, the problem amounts to interpolating or approximating 
a set of sample points through triangular faces. 
An example of approximating method is the one introduced by Hoppe et al. [94], 
in which the reconstruction is performed in two steps. Initially, the point cloud is 
used to define a smooth scalar field in which each data point corresponds to a zero 
of the field. In a second step, the 0-surface is triangulated using a variation of the 
marching-cubes algorithm [126]. The user is required to set some parameters 
regarding both the tension of the field and the density of the grid for the modified 
marching-cubes. 
Edelsbrunner's 3D Alpha Shapes [64] may be used to reconstruct surfaces by 
considering their two-dimensional boundaries. Basically, a 3D alpha-shape of a 
point cloud S is an Euclidean 3-simplicial complex with vertices in S. The 
boundary of a 3D α-shape consists of simplexes which are α-exposed, that is, 
each k-open-ball of radius α whose boundary contains the k+1 vertices of a 
simplex does not contain any other point of the cloud. A polytope with such a 
boundary is an α-shape of S. When α is sufficiently large, the α-shape is 
equivalent to the Delaunay tetrahedralization of the point cloud; as α decreases, 
elements are removed from the simplicial complex until, when α becomes zero, 
only the 0-simplexes remain (i.e. the point cloud itself). If the point cloud is 
uniform and dense enough, a suitable value of α exists for which the boundary of 
the corresponding α-shape may be a good approximation of the sampled surface. 
Recent interpolating algorithms are based on the so-called Voronoi filtering, 
introduced by Amenta et al. [6]. In these cases the method computes the Voronoi 
diagram of the input point cloud, inserts the Voronoi vertices as new points in the 
cloud, computes the Delaunay triangulation of the enriched point set and identifies 
simplicial complexes that are to be included in the reconstructed surface. 
Moreover, a noticeable contribution of Amenta's work is the definition of 
conditions for which the algorithm is guaranteed to reconstruct a surface which is 
topologically equivalent to the original one. 
When trying to solve the surface reconstruction problem, the main difficulties 
are due to the necessity of relying on heuristics or assumptions on the input, 
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which often restrict the applicability spectrum of state-of-the-art methods. For 
example, algorithms based on the Voronoi filtering [6], such as the Power-Crust 
[7], assume that the digitized original surface is smooth and the sampling density 
is sufficiently high. Clearly, difficulties arise in reverse engineering areas, where 
the objects to be modeled often have sharp edges and corners. Moreover Amenta's 
algorithm, as well as Hoppe's [94], compute an approximation of the original 
surface by generating a new, denser set of points. This kind of approach is also 
used in those cases where an already very dense starting point set is available. 
Clearly, this requires a further, time consuming step for surface generation, since 
the process involves huge quantities of data. Some methods [35][32][64] rely on 
the assumption that the sampling step is nearly uniform over the whole surface 
and, when it is not so, some unpredictable results may be obtained. Other methods 
are based on assumptions on the topology of the original solid, and can correctly 
reconstruct only genus-0 surfaces bounding solids without through holes 
[35][183][184]. Further difficulties are due to the computational complexity, 
which sometimes makes the execution unfeasible in practice [130][94], and to the 
use of user-defined parameters which often call on the user to make repeated 
adjustments in order to obtain a good result [64][94]. 
Our solution to the reconstruction problem generates a closed two-manifold 
surface made of triangular faces, without limitations on the shape or genus of the 
original solid. The proposed method is completely automatic, as it does not 
require any parameter, and is based on a constrained sculpturing of the Delaunay 
tetrahedralization of the data points. It makes use of two geometric structures, the 
Euclidean minimum spanning tree and the Gabriel graph [183], to transform the 
Delaunay tetrahedralization of the point set in a triangle mesh interpolating the 
same points. 
4.2 Problem statement and Related Work 
From a mathematical point of view, a surface in the Euclidean three-dimensional 
space R3 is defined as a two-dimensional manifold that is compact, connected and 
orientable. In other words, we might say that a surface is a “continuous” subset of 
points in R3 which is locally two-dimensional. A surface may have a border, when 
the boundary is not empty, or it may be closed, when the boundary is empty. The 
problem of surface reconstruction can therefore be formalized as follows: given a 
set of points S ={ Pi=(xi,yi,zi) | (xi,yi,zi) ∈ M ⊂ R3, i=1…k, M surface in R3} find a 
surface M’ which interpolates or approximates M, using the data set S and 
information on the sampling process of M. 
Clearly, the reliability of the reconstructed surface depends on the amount of 
information available about the surface, whatever method is used to perform the 
reconstruction. In other words, no algorithm can accurately reconstruct a sub-
sampled surface. To understand why this is actually not a limitation but a 
necessary condition, let us consider the problem of mono-dimensional signal 
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reconstruction, for example sound waves. In this case, Shannon’s sampling 
theorem proves that it is not possible to exactly reconstruct a band-limited signal 
if its sampling frequency is below a fixed threshold value. In a similar way, it is 
not possible to reconstruct a surface accurately if its sampling point set is 
insufficiently dense. While the sampling theorem is intended for uniformly 
sampled signals, surface sampling may have different spatial distributions. In this 
sense, the formal framework proposed by Hoppe et al. [94] provides a good 
formalization of the requirements needed for point density: given a surface M, its 
sampling SM={(xi,yi,zi), i=1…k}  is said to be ρ-dense if every sphere with radius 
ρ and center on M contains at least one point of SM. Hence, it makes no sense to 
attempt the reconstruction of surface shape features whose “dimension” is less 
than the sampling density associated to SM. 
Therefore, making no assumptions about the spatial distribution of the data 
points, we may say that the information contained in SM is represented solely by 
the point position in space. The approaches used to solve this problem can be 
divided into two main classes: interpolation and approximation methods. Using 
the interpolation strategy, the reconstructed surface will preserve the original data 
set, that is, the measured points will also belong to the reconstructed surface. 
Interpolation methods can be further classified as global or local according to the 
degree to which each point is considered to influence the reconstruction of the 
surface at distant locations: in global methods, all points are used to define the 
interpolant, while in local methods only nearby points are used to compute a 
“piece” (or patch) of the whole surface. Global methods are rarely used, as the 
large volume of data involved generally causes unaffordable computational 
complexities. Piece-wise fitting, instead, is a much more flexible procedure. 
The method that we propose approaches the reconstruction problem using a local  
strategy for defining a triangle mesh which interpolates the vertices of SM. The 
basic idea is to take into account the juxtaposition of points in space; more 
precisely, it is considered preferable to connect two points in the final mesh with 
an edge if they are spatially close.  
The concept of point neighborhood has been widely studied in the field of 
computational geometry, and efficient algorithms exist that compute solutions to a 
number of known problems [137] (closest points, all nearest neighbors, Euclidean 
minimum spanning trees, etc). The solutions to these problems can be efficiently 
represented by graphs in which pairs of points are linked by an edge if and only if 
the pair respect the problem condition. Some of these graphs have properties 
which are useful for surface reconstruction. In particular, the Euclidean minimum 
spanning tree has been used by several authors as a first step in the reconstruction 
process [130][94]. 
For the sake of completeness, we describe some of these basic geometric 
structures by giving the following definitions [183], where P={Pi=(xi,yi,zi) / Pi ∈ 
R3} denotes the set of data points, and the metric used is the classical Euclidean 
distance in R3. 
• The nearest neighbor graph of P is the maximal graph NNG(P)=(P,E) such 
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that E ⊆ P×P and E={ ek=(Pi,Pj) k=1,…n  / Pj is the point of P closest to Pi } 
• The Euclidean minimum spanning tree P is the maximal tree EMST(P)=(P,E) 
such that E ⊆ P×P and E={ek=(Pi,Pj) k=1,…n  / ∑ l(ek) is minimum, where 
l(ek) = | Pi-Pj | } 
• The Gabriel graph of P is the maximal graph GG(P)=(P,E) defined by E ⊆ 
P×P and E={ ek= (Pi,Pj) k=1,…n  / the smallest sphere for Pi and Pj does not 
contain any other point of P } 
• The Delaunay tetrahedralization of P, DT(P) is the maximal set of tetrahedra 
T⊆P4,T={ tk=(Pk1,Pk2,Pk3,Pk4) k=1,…n } such that: 
• Pi ∈ P, Pj is a vertex of some tk ∈ T; 
• tk , tn ∈ T, either their intersection is empty or they intersect at a common face, edge 
or vertex; 
• tk ∈ T, the sphere circumscribing tk does not contain any other point of P. 
With reference to the definitions given in section 2.2, a Delaunay 
tetrahedralization is a 3-simplicial complex and its boundary is a 2-simplicial 
complex in which each 0-simplex can be embedded into R3. In other words, the 
boundary of the DT is a triangle mesh that can be used as an initial step for the 
solution to the surface reconstruction problem. Moreover, if we denote with 
EDT(P) the set of edges of DT(P), the following inclusion relation holds: 
NNG(P)⊆ EMST(P)⊆ GG(P)⊆ EDT(P) 
More precisely, the previous relation is true only if the related graphs are unique 
for a given data set P but, as we will see, we workaround this problem by 
computing all the graphs as subsets of the DT(P). 
Several methods use the DT(P) structure as an initial approximation of the 
surface shape and iteratively remove inner tetrahedra and portions of the DT(P) 
which are judged to be external to the solid being reconstructed. This process, 
called sculpturing, was introduced in 1984 by Boissonat [35]. It consists of an 
iterative removal of some tetrahedra from the DT until all the vertices lie on the 
boundary. One very interesting characteristic of this approach is the possibility to 
maintain a coherent data structure at each step [67]. Moreover, by some simple 
reasoning, it is possible to implement very efficient sculpturing algorithms, 
involving O(tlogt) operations, where t is the number of tetrahedra of the starting 
DT. 
It is not difficult to fix some simple rules that each sculpturing algorithm must 
respect: 
• Removal of a tetrahedron with 3 boundary triangles can irreversibly 
disconnect a vertex from the current boundary, therefore removal of such a 
tetrahedron is never allowed. 
• A tetrahedron with exactly two faces on the boundary with a common edge e 
can be removed only if the edge opposed to e is not already on the boundary. 
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• A tetrahedron with only one face on the boundary can be removed only if the 
vertex opposed to that face is not already on the boundary. 
The order in which tetrahedra are removed influences the final result, therefore it 
is necessary to determine a convenient sorting criterion. A number of different 
methods have been proposed in this regard. For example, Boissonnat [35] uses a 
criterion based on the minimum change of the surface area, while O’Rourke [138] 
uses a mathematical tool, the Voronoi Skeleton, as a sorting criterion. Veltkamp 
[183][184] defines for each tetrahedron a value called γ-indicator, and tetrahedra 
are eliminated by growing order of this parameter. 
Unfortunately, each of the aforementioned methods has its limitations, such as 
the need for user interaction, the impossibility to reconstruct solids with holes, the 
creation of unaesthetic surfaces, excessive complexity, and so on. 
The sculpturing method that we propose integrates the standard rules for getting 
a 2-manifold surface with additional constraints. These constraints are a 
combination of two different criteria whose advantages are coupled, eliminating 
the need for user-interaction to locally adjust the resulting surface. The constraints 
used for the sculpturing process are defined by the EMST and an Extended 
Gabriel hypergraph, which is defined in the next section. 
Some authors take into account only a part of the constraints proposed here. For 
example, Mencl et al. [130] developed a reconstruction method that, starting from 
the EMST, extends this graph to a so-called surface description graph using 
assumptions on the position and shape of the edges. This algorithm, moreover, 
determines some shape characteristics before the surface is completely 
reconstructed and uses these as a support for completing the process. 
Unfortunately, the algorithm requires considerable computation time, in the order 
of hours for a few tens of thousands of points, and even though several 
assumptions are made, a good result cannot be guaranteed.  
Another work relevant to our method is the sculpturing proposed by Veltkamp 
[183][184], which starts from the DT(P) and sculptures tetrahedra away in a very 
efficient fashion. This method generates a 2-manifold surface interpolating all the 
vertices, but may produce unaesthetic surfaces with long and thin triangles. This 
problem is caused by the removal criteria used for tetrahedra, which is based on 
the concept of γ-indicator. Moreover, the reconstructed surface has always genus 
0, therefore objects with through holes cannot be accurately reconstructed. 
4.3 Constrained Sculpturing 
The proposed method stems from analysis of the criteria used by various authors, 
and can be seen as a hybrid approach based on sculpturing and on the use of some 
interesting properties of geometric graphs, as defined in the previous section. The 
EMST is used as a constraint during the sculpturing of the Delaunay 
tetrahedralization of the data set. In addition, a further constraint is used which we 
call the Extended Gabriel Hypergraph (EGH). Roughly speaking, given P as the 
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initial point set, the algorithm starts with the generation of DT(P); then, tetrahedra 
are iteratively removed from DT(P), until all vertices lie on the boundary. The 
removal process is constrained to the EMST(P) and to the EGH(P), as explained 
in the following, and the boundary of the so sculptured DT(P) defines the 
reconstructed surface. 
Many authors use the EMST as a constraint or as a starting graph for surface 
reconstruction because its definition guarantees that the resulting edges are 
reasonably short. Therefore, close points in the data set are likely to be linked in 
the graph, which is an important starting point for pursuing our aim. Moreover, 
since the EMST has a tree structure, there is always a path between two vertices 
of the graph, which guarantees that the resulting surface will be connected. The 
Gabriel graph has not been widely used for surface reconstruction and is mainly 
considered as a self-standing entity. However, this graph gives a kind of 
indication about the best interconnection of points when used for the 
reconstruction of the boundary of a 2D data set [183][184]. 
The Extended Gabriel Hypergraph 
We introduce the concept of extended Gabriel hypergraph in order to locate, 
inside the Delaunay tetrahedralization, those triangles that have a high probability 
of being close to the original surface. 
Definition: Let P be a set of 3D points, and let GG(P) = (P, EGG) be the associated 
Gabriel graph. The extended Gabriel hypergraph, EGH(P), is defined as EGH(P) 
= (P,EEGH,T) such that EEGH, the edge set, is initially defined as EGG while T, the 
triangle set, is initially contains all the triangles defined by cycles of three edges 
in GG(P). The final sets are constructively defined as follows: 
∀ e1 , e2 ∈ EGG , e1 = (v1, v2) and e2 = (v2, v3), if v1, v2 and v3 are not aligned and 
if the smallest sphere for v1, v2 and v3 does not contain any other point of P, then 
EEGH = EEGH∪{(v1, v3)} and T = T∪{(v1, v2, v3)}. 
Theorem: If the Delaunay tetrahedralization DT(P) is unique, then all the 
triangles of the Extended Gabriel Hypergraph are triangles of the DT(P), that is: 
EGH(P) ⊆ DT(P) 
Proof 
Each triangle t ∈ EGH(P) satisfies one of the following two conditions: 
1. It is made of three edges of GG(P). 
2. The smallest ball touching its vertices does not contain any other point of P. 
In the first case, it is enough to consider the inclusion GG(P) ⊆ DT(P) to assert 
that the triangle is also in the DT. 
In the second case, let us consider that if an empty ball touching the three 
vertices of the triangle exists, it can be enlarged, maintaining the condition that it 
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touches the above three vertices and is empty, until it reaches the closest fourth 
vertex of P. In this way we have determined a tetrahedron T whose four vertices 
define an empty ball, therefore T belongs to the DT(P), the analyzed triangle is a 
face of T, consequently it is a triangle of the DT(P). 
⊗ 
The above theorem represents a first important characteristic of the EGH, which 
states its inclusion in the Delaunay tetrahedralization. 
 
Figure 4.1: Example of the boundary of a point set in 2D and corresponding Delaunay 
triangulation. In the DT the Gabriel graph edges are highlighted. 
The above Figure 4.1 shows how, in two dimensions, the outer edges of the 
Gabriel graph give a rough approximation of the boundary to be reconstructed. 
The graphical representation of the three-dimensional case is shown in Figure 4.2. 
 
Figure 4.2: A triangle mesh model of the Venus head made of 1079 vertices (top-left) and the 
corresponding cloud of points (top-right). Note how the extended Gabriel hypergraph (bottom) 
resembles the original shape. 
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Using constraints 
Insertion of constraints in a sculpturing algorithm requires a certain degree of 
caution, thus it is convenient to sketch the basic structure of the algorithm: 
 1 Construction of the Delaunay tetrahedralization DT 
2 Construction of a heap containing removable tetrahedra sorted with 
a criterion 
3 While (∃ one non-boundary vertex and the heap is not empty) { 
4   T = root(heap); remove T from heap 
5    if (T is removable) { 
6     remove T from DT 
7     insert each new removable tetrahedron into the heap 
8    } 
9 } 
 
Table 4-1: Structure of a sculpturing algorithm 
The choice of the heap for storing tetrahedra is justified by the quick insertion and 
removal of an element in such a structure ( O(logn), n = number of stored 
elements). Although at the beginning the heap only contains removable tetrahedra, 
the test on line 5 is necessary because as a result of previous removals a 
tetrahedron may become irremovable. 
Constraints come into play in the definition of removable tetrahedron: T is 
classified as removable if and only if all the following rules are respected: 
• T has at most 2 faces on the boundary; 
• If T has exactly two faces on the boundary with a common edge e, the edge 
opposed to e must not be on the boundary. 
• If T has only one face t on the boundary, the vertex opposed to t must not be 
on the boundary. 
• if T has only one face t on the boundary, t must not belong to EGH. 
• if T has two faces on the boundary, they must not belong to EGH and their 
common edge must not belong to EMST. 
In such a way, the sculpturing proceeds without removing those elements that, 
according to the EGH and EMST properties, have a high probability of belonging 
to the surface. It is possible that the constraint given by the EGH will prevent 
some vertices reaching the boundary; in this case, at the end of the while cycle, 
the heap is refilled with removable tetrahedra not constrained to the EGH, and the 
process is repeated. The above disadvantage is caused by a characteristic behavior 
of the EGH in the presence of badly sampled vertices (see Figure 4.3). 
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Figure 4.3: Typical example of a vertex hidden by the EGH. It is likely that such vertices are 
originated by errors of the digitizing tool or by insufficient sampling. 
The criterion used for sorting tetrahedra into the heap may be any of those 
explained in the previous sections, however an additional criterion that is 
experimentally sound is the following: 
Tetrahedra that have the longest edge on the boundary have to be removed first. 
This kind of sorting is based on the observation that in the reconstruction of a well 
sampled object, the linkage of two very distant vertices is less probable than that 
of two close vertices. 
Until this point the algorithm is able to reconstruct surfaces of genus 0 (solids 
without holes). To extend the capabilities of the algorithm it is necessary to use a 
mathematical tool that locates the presence of a through hole. Once again, the 
EMST proves to be the best choice; to this end, the following algorithm can be 
considered, in which the removable condition is to be intended as not 
constrained: 
1 Carve away all the removable tetrahedra whose removal adds one 
edge of the EMST to the boundary; 
2 If there exists an edge e of the EMST that is not on the boundary and 
it is possible to create a hole, create a hole according to e; 
3 Start again with constrained sculpturing.  
Table 4-2: Basic hole-creation approach 
Let us consider a tetrahedralization with 2-manifold boundary. A simple analysis 
shows that the simplest solid which, if removed, produces a hole is a pseudo-
prism with triangular bases consisting of 3 tetrahedra (see Figure 4.4). 
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Coastal edge (internal)





Figure 4.4: Pseudo-prism made of 3 tetrahedra removed from a torus to create the hole. 
The simplest way to create a hole, therefore, is to remove a pseudo-prism whose 
bases, and only those, belong to the boundary. The criterion that determines 
whether and how to create a hole according to an edge e is the following: 
 
Create a hole, if possible, according to e 
• e ∉ boundary 
• Determine pseudo-prisms such that: 
o e is a coastal edge; 
o the six coastal triangles do not belong to the boundary; 
o the two bases belong to the boundary 
• Remove the pseudo-prism (the three tetrahedra that constitute it) 
with the longest edge on the boundary. 
 
Table 4-3: Algorithm for the creation of a hole. 
If the Euler-Poincaré formula v – e + f = 2(s – h) is considered [129] it is possible 
to analyze the coherence of the discussed method. The removal of a pseudo-prism 
that respects the hypothesis mentioned above causes the insertion of six new 
edges on the boundary, the removal of two faces (the bases) and the insertion of 
six other faces (coastal triangles). Thus, if we call h the original number of holes 
and h’ the number of holes after the removal, we have that: 
• v – (e+6) + (f-2+6) = 2(1 – h’) 
• 2(1 – h) – 6 –2 + 6 = 2(1 – h’) 
• 2(1 – h) –2 = 2(1 – h’) 
• 2(1 – h – 1) = 2(1 – h’) 
• 2(1 – (h+1)) = 2(1 – h’) 
• h’ = h + 1 
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Those pseudo-prisms that meet the given hypothesis can be determined quite 
simply by adjacencies starting from e. The figure below shows an actual example 
of hole creation. 
 
Figure 4.5: Example of hole creation in the genus-0 model of a pot obtained through our 
constrained sculpturing method. 
The following pseudo-C algorithm summarizes the whole method. The predicate 
removable may or may not be constrained, so it has to be specified each time 
through the state variable constraints: 
 1 Generation of the DT, the EMST and the EGH 
2 Construction of a heap; constraints are ON; 
3 Fill the heap with all removable tetrahedra 
4 Nv = number of vertices 
5 Nbv = number of vertices on the boundary 
6 Ne = number of EMST edges 
7 Nbe = number EMST edges on the boundary 
8 W hile ( Nbv < Nv && heap ≠ ∅ ) { 
9   T = root(heap); remove T from heap 
10   if (T is removable) { 
11     remove T from the DT 
12     insert each new removable tetrahedron into heap 
13   } 
14 } 
15 constraints are OFF; if (Nbv < Nv) GOTO 3  
16 if (Nbe < Ne) { 
17 Fill the heap with those removable tetrahedra whose removal 
adds an EMST edge to the boundary 
18 while (Nbe < Ne && heap ≠ ∅ )) repeat code lines 9-14 
19 if (∃ e ∈ EMST: e ∉ boundary && it is possible to create a hole 
according to e) { 
20   Create a hole according to e 
21   constraints are ON; GOTO 3 
22  } 
23 } 
 
Table 4-4: Our surface reconstruction algorithm. 
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Complexity Analysis 
With reference to the above pseudo-code, we can analyze the computational 
complexity as follows. Let n be the number of vertices and t the number of 
tetrahedra of the initial DT: 
Line 1: The determination of the DT requires O(tlogt) operations and, since in the 
worst case t = O(n2), the complexity is O(n2logn) [40][159]. Given the DT, the 
EMST can be computed with O(elogn) operations, where the number of edges e ∈ 
O(n2). Consequently, the EMST can be computed from the DT using O(n2logn) 
operations [137]. The construction of the EGH from the DT can be done trivially 
in O (tlogt) = O(n2logn) operations. 
Lines 2-3: Construction and initialization of the heap requires O(tlogt) = 
O(n2logn) operations. 
Lines 8-14: Popping the root of the heap requires O(logt) operations and can 
produce at most three new tetrahedra to insert; the cost of this last operation is 
O(logt) operations. The whole cycle terminates after O(nlogt) = O(nlogn) 
operations. 
Line 15: The GOTO takes place at most once, thus it has no influence on the 
complexity. 
Lines 16-18: O(n2logn) computed as for the block (2-14). 
Lines 19-20: Searching e requires O(|EMST|) = O(n) operations. Computation of 
the pseudo-prisms analyzes tetrahedra that are incident at the two vertices of e, 
which are at most O(n). 
Line 21: The jump is done once for each hole created, so, if h is the number of 
holes in the solid, the block (3-21) terminates in a number of operations = 
O(hn2logn). 
Summarizing, the worst-case complexity is O(hn2logn). It ought to be considered 
that the worst condition in which t = O(n2) hardly ever occurs. Moreover, in 
practical cases the number of holes in the solid is small. Analysis of computing 
timing during experiments, in fact, shows an average case complexity measurable 
in O(nlogn). 
4.4 Implementation 
The algorithm has been implemented in C++, using the Open-Inventor, Motif and 
ViewKit libraries for visualization and graphical interface. Further minor 
tweaking and optimizations have been introduced to speed up the code. 
The main data structure explicitly stores vertices, edges and triangles. Tetrahedra 
are stored in a temporary list in the form of 4-tuples of vertex indexes; at the end 
of the reconstruction process this list is dismissed. Each edge is represented by a 
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pair of vertex indexes whose order gives an orientation to the edge; in this way it 
is possible to compute the ET relation that associates all the triangles incident to 
each edge from a single explicitly stored triangle. Indeed, each triangle stores its 
two incident tetrahedra and, by adjacencies, it is possible to turn around the edge 
to obtain the ET relation in optimal time.  
The  algorithm has been tested with different data sets, ranging in size from a 
few hundreds of points to many tens of thousands. Surfaces have been 
reconstructed starting from uniformly and non-uniformly distributed points, and 
from convex surfaces and surfaces of solids with holes, as shown by the examples 
in Figure 4.7. To compute the Delaunay tetrahedralization, the Quickhull 
algorithm [23][119] has been used. Extraction of the EMST starting from the DT 
has been implemented according to Prim’s [137] method. Computation of the 
extended Gabriel Hypergraph has been implemented by the direct use of the 
definition and considering all the information given by the DT; specifically, the 
empty ball test only needs to analyze the adjacent vertices as follows: 
• The smallest sphere for a triangle t is empty if, for each tetrahedron with face 
t, the vertex that doesn’t belong to t is not in the sphere;  
• The smallest sphere for an edge e is empty if, for each edge that shares a 
vertex with e, the vertex that doesn’t belong to e is not in the sphere; 
By these simple observations, it is possible to implement a routine for the 
computation of the EGH that works in linear time to the number of tetrahedra. 
The following table shows how the required computing time grows with the 
growth of the number of input points. Experiments have been done on a PC 
Pentium III 450 MHz running the Linux 2.2.12 operating system and equipped 
with 128M RAM memory. Reported timings are expressed in seconds, and the 
time required to load the point set and save the VRML file is not included. 











Table 4-5: Computing seconds required to reconstruct a artificial solid without holes. Input and 
output times are not included. 
4.5 Discussion 
Figure 4.6 shows a comparison of some traditional sculpturing methods with our 
constrained algorithm. Implementation of the other methods was rather simple 
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since we were only required to modify the sorting function for the heap and to 








Figure 4.6: Example: Minimal Area Change method (a), γ-indicator (b), Maximum Edge Length 
without constraints (c), EMST and EGH constrained Maximum Edge Length (d). 
The proposed algorithm represents a useful tool for surface reconstruction from a 
sampled point set of which nothing else but the point position is known. When 
additional information is available to the user, it is possible to obtain better results 
by the means of specific extensions that take into account that information. 
The innovation introduced by this method is the simultaneous use of multiple 
criteria, which overcomes the limits of each method considered separately and, at 
the same time, takes advantage of all their potentialities. Specifically, the problem 
has been approached in a more general way by defining the reconstructed surface 
not only as a 2-manifold interpolating mesh, but also taking into account some 
desired shape properties. Consequently, the reconstruction turns out to be 
aesthetically pleasant in most practical cases (see Figure 4.7). Two important 
sculpturing characteristics have been exploited: efficiency, with regard to required 
computation time, and the possibility of maintaining a coherent data structure at 
each step. The Euclidean Minimum Spanning Tree has been used because it 
provides a good surface description. Moreover, the notion of Extended Gabriel 
Hypergraph has been introduced, which represents a valid triangle-oriented 
description of the surface to reconstruct. 
When the original object is piecewise-smooth, the model reconstructed may be 
improved by using the fairing approach described in chapter 8, which recovers the 
sharp features that could have been missed by the sampling process, and bends the 
triangles so as to smoothen the remaining parts of the mesh. 
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Figure 4.7: Examples of surfaces reconstructed through our constrained sculpturing. 
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• Marco Attene and Michela Spagnuolo, "Automatic surface
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5 Triangulation of Parametric Surfaces 
This chapter describes a new technique for the triangulation of parametric surfaces 
which exploits remeshing for adapting the output to various contexts. Differently 
from surface reconstruction approaches, which interpolate a set of given points, 
when meshing surfaces sample points must be computed. Most earlier methods 
sample the parameter domain, and the wrong choice of parameterization can spoil 
the triangulation or even cause the algorithm to fail. Conversely, the method 
proposed in this chapter uses a local tessellation primitive to sample and 
triangulate the surface. The sampling is almost uniform and the parameterization 
becomes irrelevant. If sampling density or triangle shape has to be adaptive, the 
resulting uniform mesh can be used either as an initial coarse mesh for a 
refinement process, or as a fine mesh to be reduced. We introduce a remeshing 
technique that uses information about the underlying parametric surface to drive 
both the refinement and the simplification of the initial uniform mesh. 
5.1 Context of Application 
Parametric surfaces are an important tool for computer-aided design (CAD) 
systems. Although they are considered a standard in CAD/CAM, parametric 
surfaces are not particularly suitable for some applications that emerged after their 
conquest of the CAD community. This moved a number of researchers towards 
the study of techniques for the discretization, or tessellation, of such surfaces for 
visualization or for analysis purposes. Nowadays, the most used approaches are 
based on advancing front [52][176] or Delaunay triangulation [164][162][44], and  
there are ad hoc methods for specific surface classes [16][116][145]. In cases such 
as surface reconstruction [8][7] the vertices are given, but here the tessellator has 
to sample the surface and construct a mesh connecting the samples. Most existing 
methods do both steps in parameter space: first, they create a triangulation of the 
surface’s 2D domain, then the final tessellation is obtained by mapping the 
vertices to 3D space, without changing the connectivity. A uniform sampling of 
the parameter space could be quite inappropriate, so adaptive methods [181][52] 
are preferred where an initial coarse mesh is iteratively refined depending on 
some error metric. Adaptive methods, however, need a starting mesh and, if the 
surface is well-behaved, this can be achieved by a coarse uniform sampling of the 
parameter domain, otherwise, some problems may arise, as described in the next 
sections. 
We propose a method for sampling and triangulating the surface independently 
of the parameterization [9], so that bad mapping properties do not spoil the final 
triangulation. In the remainder we introduce a novel tessellation primitive, the 
Normal Umbrella, and describe how to use it to build a quasi-uniform 
approximation of a surface. Also, we show that this primitive can produce meshes 
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suitable for a wide range of applications. Specifically, the quasi-uniform 
tessellation is by nature suitable for a Finite Element simulation, where typical 
numerical algorithms require the triangle shape and size to be as regular as 
possible. For applications requiring fast rendering, we show how to perform 
remeshing in order to decrease both the polygon count and the approximation 
error, at the price of a loss of uniformity [14]. 
5.2 Isotropic and Anisotropic meshing 
The problem of visualizing a parametric surface has been studied for over 20 
years [104] and many approaches have been proposed, including a number of 
polygonization-based strategies. The earliest methods simply traced lines of 
constant u or v in the parametric space. This produces a level of detail unrelated to 
what is required by the display. Lane et al. [117] proposed an efficient scan-line 
method and by 1983 methods based on ray tracing had been reported [104][101]; 
here the main problem was efficiently calculating the first point of intersection of 
a straight half-line with the surface. A solution to this problem has been proposed 
in [186], where a polygonization approach is presented by which the first 
intersection point can be computed effectively. 
The tessellation of parametric surfaces, however, has been mainly developed for 
direct visualization [181] and for FEM applications [164]. As described in 
[185][26], the scientific literature includes approaches for generating either 
isotropic meshes, in which the element size and shape is roughly constant, or 
anisotropic ones, in which the sampling density varies depending on the surface 
curvature and triangles are stretched along the principal curvature directions. 
Typically, isotropic meshes are preferable for structural simulation and FEM 
applications, while anisotropic meshes are a good choice for visualization 
purposes. Such a distinction made most researchers to propose methods for the 
creation of meshes of either one or the other class, but not both. In this chapter we 
give a more general framework, and describe a flexible method for creating both 
isotropic and anisotropic meshes. 
Existing methods for isotropic mesh generation are generally based on iterative 
repositioning of an initially random vertex set [122], or on physical principles of 
force balancing in the mesh [164][37]. In the method described in [122], the user 
chooses the number of vertices n of the final mesh and a parameter q for the so-
called shape function, which describes the local ‘curvedness’ of the surface. The 
algorithm displaces n vertices randomly on the parameter domain and iteratively 
adjusts their positions in order to fit the shape function. Similarly, in [164] the 
method takes as input the domain geometry and a node-spacing function, and then 
generates a mesh, or a set of connected triangles, that satisfies basic requirements 
such as a precise control over node spacing or triangle size. The initial nodes are 
placed using recursive spatial subdivision. The resulting mesh is relaxed by 
assuming the presence of proximity-based, repulsive/attractive internode forces 
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and then performing dynamic simulation for a force-balancing configuration of 
nodes. 
Unfortunately, due to their converging nature, these approaches lack a formal 
complexity estimate and, even more important, the number of samples must be 
fixed in advance, instead of depending on the surface area. An exception in this 
class of algorithms is the marching method presented in [87], which is close in 
spirit to the one we describe in the following sections. The marching method, that 
was originally defined for the polygonization of implicit surfaces, uses a local 
tessellation primitive consisting of a fan of triangles around a sample point. In 
particular, for a given surface point p, the method draws a regular hexagon with 
center p on the corresponding tangent plane. The boundary of the hexagon is 
projected on the surface using a gradient descent procedure and, for each 
boundary vertex, the process is repeated until the whole surface is covered. 
Although this approach is very effective on nearly-flat implicit surfaces, the 
evaluation of lengths on the tangent plane can introduce significant errors in 
regions of high curvature, moreover the necessity of a numerical implicitization 
for treating parametric surfaces can introduce a further error. 
The creation of anisotropic meshes [163][181] is mainly based on adaptive 
schemes; in these cases the main drawback is the dependency on the surface 
definition. An example of such a problem is shown in Figure 5.1; the same surface 
is defined in two different ways on the same 2D domain, and the adaptation 
criterion splits an edge in its middle 2D point if the image of this point is too far 
from the image of the edge in the Euclidean 3D space [181]. While in the first row 
(a) the initial coarse mesh has to be subdivided, it has not to be in the second case 
(b). On the other hand, if the initial coarse mesh were fine enough for catching the 
surface details, a huge number of redundant vertices would have to be created. In 
other words, the choice of the parameterization influences the resulting 
triangulation and, as we show in the following sections, a bad parameterization 
can spoil the result. From a mathematical point of view, we call “good 
parameterization” a function in which all the directional derivatives are close to a 
constant k throughout the whole domain. 
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… no edge split required … 
 
Figure 5.1.  The initial coarse mesh could not detect some surface details, preventing edge splits. 
 In the following sections we discuss a novel approach that does not suffer from 
these drawbacks. In the remainder some remarks on definitions and notation are 
presented, then the normal umbrella and its use as a tessellation primitive is 
explained and, finally, we introduce the necessary remeshing algorithms for the 
creation of adaptive triangulations. 
5.3 Parametric Surfaces 
The image of a position vector-valued function , f(u,v) = <x(u,v), 
y(u,v), z(u,v)> is called a parametric surface. The subset of ℜ
f : A ⊆ℜ 2 →ℜ 3
2 from which the 
two parameters u and v take their values, usually the square [0,1]×[0,1], is called 
the parameter domain. The function f is called a parameterization, or mapping, 
and it serves only as a representation of the surface we are interested in. The same 
surface can be represented by several mappings, as shown for example in Figure 
5.2, and the application of a given tessellator can give different results depending 




 x = u 
y = v 
z = 0 
x = u5







Figure 5.2.  The same plane can be defined in several different ways on the same domain. 
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Since the tessellator should approximate the surface, and not its representation, 
such  behavior is not a good characteristic. Worse than that, the wrong choice of 







x = cos(2πu) 
y = 4v 
z = sin(2πu) 
x = cos(2πu10) 
y = 4v 
z = sin(2πu10) 
 
Figure 5.3. The wrong choice of the parameterization can spoil the tessellation of the cylinder. 
5.4 Uniformly sampling a surface 
In this section we analyze the problem of sampling a parametric surface 
independently of its definition. We discuss how to tackle the problem for 2D 
parametric curves, and show that there is an intrinsic hitch for generic 3D 
surfaces. 
The problem of generating an isotropic mesh independently of the 
parameterization can be approached from different points of view and, among the 
others, we tried to answer the following questions: 
• How to find a sampling that is as uniform as possible on the surface rather 
than on its domain ? 
• Is it possible to re-parameterize the surface so that a uniform grid in parameter 
space maps uniformly on the surface ? 
Let us consider the second question in the case of plane curves. For a regularly 
parameterized curve c(t) = <x(t), y(t)>, the arc length between two points can be 
computed using the integration of the curve tangent vector. Starting from this, it is 
not difficult to derive a parameterization of the same curve based on the 
curvilinear abscissa. The curve is the same, but for the new mapping a uniform 
sampling of the parameter space maps uniformly on the curve. In [114] the 
problem has been approached in order to find a piecewise linear approximation of 
a plane curve in which each segment forms the same angle with the next one. In 
the same paper they attempted to define a reasonable extension for surfaces, but 
the author himself could not prove whether a solution exists or not. In the case we 
want to create an isotropic tessellation, it is not difficult to find a counterexample, 
as shown in Figure 5.4. 
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Figure 5.4. An exactly uniform mesh does not always exist on curved surfaces. 
While in the plane it is always possible to create a closed fan of equilateral 
triangles around each point, that is, a triangulation in which all the edges have the 
same length, this cannot always be achieved for generic 2-manifolds. 
5.5 The Normal Umbrella 
In the previous section it has been shown that, for a generic surface, an 
approximating mesh that is perfectly uniform (i.e. all the edges have exactly the 
same length) may not exist. For most applications a good approximation is 
enough, so we define a local quasi-isotropic approximation called the Normal 
Umbrella, or NU. 
Definition: 6th degree normal umbrella 
Given a point pp in the parameter domain whose image in the surface is p, let H 
= {p1, p2, .., p6} be a regular hexagon centered on p and lying on the tangent 
plane at p, Tp(p). For each pi, draw a curve on the surface from p to a point qi so 
that its projection on Tp(p) is a straight line parallel to vi = pi – p, and ||qi-p||=r. 
Connect each end-point, qi, with its neighbor, qi+1. This process defines a 6th 
degree normal umbrella of radius r and center p which will be triangulated by 
the star {(p,q1,q2), (p,q2,q3), ..,(p,q6,q1)}. The result of this process is shown in 
object and parameter space in Figure 5.5. 
In general, we define an nth degree normal umbrella for every n ≥ 3. Thus, 
drawing an equilateral triangle on the tangent plane leads to a 3rd degree NU, a 
square leads to a 4th degree NU, and so on. 
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Figure 5.5.  A 6th degree normal umbrella and its pre-image in parameter space. 
Although the Normal Umbrella is based on a regular hexagon on the plane, as the 
surface curvature increases the edges connecting the end points qi - qi+1 become 
shorter. Since we want the edges to have about the same length, this behavior 
suggests that the number of paths to be tracked, n, should depend on the local 
curvature, specifically, high positive Gaussian curvature implies n < 6, while high 
negative curvature implies n > 6. Actually the curvature can change along the 
path, so we need a more accurate evaluation: consider all the paths emanating 
from the point p whose projection on the tangent plane is a straight line and whose 
end-point distance from p is r. Except for special cases, the end-points of these 
paths constitute a closed surface line that we call a Normal Umbrella- Front (NU-
front). If the length of the NU-front is L, then the optimal number of triangles n 
around the point p is the closest integer to L/r. In this context, “optimal” means 
that the piecewise linear approximation of the NU-front is composed of segments 
whose length is as close as possible to r. In the case of a plane, for example, the 
NU-front is the circle of radius r, so its length L is 2πr and n = round(2π) = 6. The 
length of the NU-front of a paraboloid’s tip is ≤ 2πr, so n ≤ 6 while in the case of 
a saddle point L ≥  2πr, so n ≥ 6. Special cases arise when an excessive radius of 
the NU for the given surface point is required; for example, the NU-front on the 
unit sphere when r=2 collapses on a single point (the antipodean of the NU 
center), while the NU-front on a radius 1 cylinder becomes multiply connected if 
r>2. If, at some point of the polygonization process, the NU-front is not a single 
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Computing the Normal Umbrella 
The main difficulty in computing the normal umbrella comes from the fact that 
the definition is based on tracking surface paths and, since we can only play with 
parameters, tracking such paths is not a trivial operation. Fortunately, differential 
geometry [123] provides all the tools we need. 
Normal Sections 
The paths to be tracked for building the normal umbrella are parts of normal 
sections, which are defined for each point as the intersection of the surface and a 
normal plane. Although a normal section can be made of several connected 
components, we want to preserve the topology [11], so we are only interested in 
the component containing the generating point. By means of differential calculus, 
it is not difficult to prove that the following system of differential equations 
represents the component we are interested in: 
 
where n is the normal of the generating point f(u0,v0), d is a tangent unit vector 
belonging to the intersecting normal plane, and fu and fv are the two derivatives of 
the mapping function. 
When building a normal umbrella of a given radius at a point, a direction d for 
each path must be chosen. It is important to consider that the normal umbrella is 
not unique, in fact, there exist infinitely many regular hexagons2 on the tangent 
plane. And since we have no particular preference, the direction of the first path is 
arbitrary, while the others have to be computed according to this first one. Once a 
path has been tracked, its projection on the tangent plane is a straight segment, 
and the projection of each path must produce an angle α of exactly 60 degrees 
with the previous one. In general, when building an nth degree normal umbrella, 
the angle α between two consecutive projections must be 2π/n. 
The NU as a tessellation primitive 
The normal umbrella makes it possible to create a simple triangulation around a 
sample point, and such a triangulation is independent of the surface definition. To 
extend this characteristic to triangulations of complete surfaces, we can use the 
NU as a tessellation primitive. Given a parametric surface and a desired edge 
length, let us choose some point of the parameter domain and build an appropriate 
normal umbrella around its image. Now pick a vertex, v, of the boundary of the 
                                                 
2 For simplicity we restrict the explanation to the 6th degree NU, but it holds for every degree ≥ 3. 
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NU and complete its fan, treating the triangles meeting at v as if they were already 
part of a normal umbrella around v. Repeating the latter step until all the 
parameter domain is spanned and avoiding overlaps, gives a rough solution of the 
problem. Now let us see how to perform these steps in detail. 
Completion of a partial approximate NU 
Except for the starting NU, each step must complete the fan of triangles around a 
vertex of the current boundary in the following way (with reference to Figure 5.6): 
1. Compute the part of NU-front between the two boundary edges. 
2. Divide it in equal parts so that the distance between the end-points of each part 
is as close as possible to the desired edge length. 
3. Consider the end-points of the paths separating two adjacent parts. 
4. Connect these end-points by edges and triangulate with the NU center. 










Figure 5.6. The four steps for completing a partial approximate NU around a boundary vertex. 
The procedure described above surrounds each vertex with a variable number of 
triangles. When the desired edge length is small enough, we have experienced that 
this number (i.e. the valence of the vertex) is exactly 6 on planar regions, less than 
6 on sufficiently convex/concave regions, and more than 6 on saddles. 
5.6 The Tiling Algorithm 
A few more details must be considered in order to design a working algorithm. 
Firstly, at each step a vertex must be processed and it must be chosen from those 
of the current boundary. It is not difficult to see that the order of the processing 
influences the final result, in particular, the insertion of some short edges (that is, 
thin triangles) may be required in some cases, since nothing of what we said till 
now prevents the boundary forming acute angles at any step. By experiment we 
have found that choosing the vertex with the smallest angle to be triangulated 
drastically reduces such cases. So we sort the boundary vertices in a queue and, at 
each step, we pop the first vertex from it. A similar method has been used by 
Hartmann in [87], where the expansion on the implicit surface proceeds using the 
same sorting technique for choosing the boundary vertex to be triangulated. 
Summarizing, the following is a sketch of the algorithm: 
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1. INPUT: Surface definition (mapping function), parameter domain (bounds or 
trimming curves) and desired edge length (sampling step); 
2. Choose a random point of the parameter domain and build the starting NU; 
3. Build the queue containing the boundary vertices whose pre-image is not on 
the boundary of the parameter domain; 
4. Pop the first vertex from the queue, complete its approximate NU and update 
the queue; 
5. While the queue is not empty go to 4. 
As explained in the previous sections, the number of paths to be tracked around 
the first vertex (that is, the degree of the NU) depends on the length of the NU-
front and the radius. In our implementation we compute this length by linearly 
interpolating the end-points of a fixed number of normal sections around the 
vertex. Of course, the higher this number, the more precise is the result. The 
adaptive step-size Runge-Kutta method [146] is used to track the normal sections. 
When tracking a path, we prevent crossings of the domain boundary by breaking 
the process on the first intersection point. This makes the final triangulation less 
uniform near the boundary. 
Intersection Checks 
In cases where the curvature is particularly high it may happen that the iterative 
expansion of the mesh makes the boundary intersect itself, so, before inserting a 
new edge, we perform an intersection test between the edge and the other parts of 
the current boundary.  
5.7 Implementation and Complexity 
We have implemented our method, including the extensions outlined in the 
following sections, using standard C++ under Linux. The prototype tessellates 
surfaces defined over a rectangular domain whose bounds must be specified by 
the user. The mapping function must be defined using the standard C syntax and it 
must be coupled with its partial derivatives; in the current version, derivatives 
must be provided by the user, however they could be automatically computed 
using a symbolic calculus library. 
We give the complexity as a function of the area of the surface to be 
triangulated. Let A be this area; the number of elements of the boundary is O(A1/2). 
The number of triangles is linearly proportional to A, and the computation of each 
one of them requires O(A1/2) intersection checks. The priority queue contains only 
the boundary vertices, so its size is O(A1/2), and the insertion of each new vertex 
requires an update of the queue, that is, O(log(A1/2)) operations. Summarizing, the 
algorithm performs O(A) steps, and the dominating operation of each step takes 
O(A1/2) time, thus the global complexity is O(A1.5). 
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5.8 Extension to closed surfaces 
The basic algorithm, as it has been described, can only manage open surfaces with 
the same topology as their parameter domains. In order to build the tessellation of 
surfaces with different topology, we look for paths of (u,v) points that map on a 
unique 3D image (cutting line). For example, in the typical definition of the 
sphere by parallels and meridians, the two lines (0,0)-(0,1) and (1.0)-(1,1) of the 







Figure 5.7. Two edges of the parameter square map on the same line on the sphere. 
We have implemented a sewing procedure based on a split-and-merge of pairs of 
boundary elements that touch each other, without being properly connected. 
Specifically, once the whole parameter domain has been covered, we pick a 
boundary vertex v and check if it is too close (i.e. the distance is less than half the 
desired edge length) to a boundary edge e whose vertices are both different from 
v. If such an edge exists, we split it by v, and exploit adjacencies to zip the 
boundary performing edge splits where needed, as shown in Figure 5.8, until the 
vertex-edge distance exceeds half the threshold distance. If e does not exist for the 
chosen vertex, we perform the test on another one, until all the boundary vertices 
have been checked. 
 
1 2 3 4 
 
Figure 5.8. Joining two parts of the boundary. The gap has been enhanced to show the lacking 
topological connection. 
Our algorithm can tessellate every regularly parameterized C1 2-manifold and, by 
this simple extension, the resulting mesh also reflects possible closures of the 
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input surface through a coherent connectivity graph. Moreover, since we compute 
distances in the Euclidean 3D space, the same procedure can be used to join 
several parametric patches that were triangulated using the same sampling step. In 
Figure 5.9 the triangulation of a torus is shown as it has been computed by our 





Figure 5.9. Triangulation of a torus with corrected connectivity. 
5.9 Adaptive Remeshing 
The method described so far can tessellate a surface in an almost uniform manner 
and whatever its parameterization. If a more precise mesh is necessary, we have 
developed a scheme to refine the initial coarse triangulation iteratively. The user 
chooses the expected edge-length, representing the dimension of the smallest 
feature that must be detected, then he sets the maximum acceptable distance, ε, of 
an edge from the surface. Once the initial mesh has been constructed, each edge is 
split at its farthest point from the surface if this point is farther than ε. In Figure 
5.10 the triangulation of a volcano shape is shown [158]; the initial mesh is shown 
on the left. No adaptation has been used and the number of triangles, nt, is 354. 
The other three are adaptive meshes obtained by refining the first one with 
different tolerances. Notice how the density and shape of the triangles follow the 
curvature and its principal directions. This stretching can be seen even better in 
Figure 5.11; here the triangles are elongated in the direction of the cylinder axis. 
All the depicted triangulations were computed through our prototype. 
Let us suppose that the user requires a short sampling step because, for example, 
some small features must be captured. In this case, if the surface has large and flat 
regions, a significant number of redundant triangles is used to tessellate such 
regions. This may happen even if the adaptive scheme described above is used. 
Thus, we further extend our method by the means of a mesh simplification 
procedure driven by the underlying parametric surface. In particular, we 
iteratively perform edge-contractions as described in [73] and stop when any 
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further contraction would produce a distance edge-surface bigger than ε. The 
application of the refinement followed by the simplification makes our method 
able to produce anisotropic meshes that are particularly suitable for fast rendering 











-4(u2+v2) (u, v, 2e -8(u2+v2) - e         ) 
nt: 354 / ε: +∞ nt: 1084 / ε: 0.01 nt: 2350 / ε: 0.005 nt: 20058 / ε: 0.001
f(u, v) = Domain = [-1,1]x[-1,1], Edge length = 0.3 
 
Figure 5.10. Adaptive triangulation of a volcano with different tolerances. 
 (b) (c)(a) 
 
Figure 5.11. Uniform triangulation of a cylinder (a), after the refinement (b) and after the 
simplification (c). Triangles are stretched along the direction of the axis. 
5.10  Discussion 
Besides the technical contributions, the work presented in this chapter shows how 
meshing and remeshing are strictly related to each other. We have shown that a 
good meshing algorithm should be able to capture arbitrarily small features. 
Moreover, we have considered that the models produced by such an algorithm 
may have an arbitrarily large number of faces, and that their accuracy may be not 
the same everywhere. Accuracy, simplicity and shape of the elements are the three 
ingredients of the approach proposed. When the model is to be used in a Finite 
Element system, the method described produces triangles as most equilateral as 
possible, so that robustness issues are minimized. In this case the user must only 
tune the sampling step so as to obtain a good trade-off between accuracy and 
simplicity of the mesh. On the other hand, when the mesh must be both simple 
and accurate, the user must relax the constraint over the shape of the elements, 
and select a level of accuracy to be reached by the remeshing procedure. 
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6 Topological Analysis 
This chapter presents an application of remeshing in a computational topology 
context. Given a triangle mesh representing a closed manifold surface of arbitrary 
genus, it is possible to automatically build a structure (called the Reeb graph) 
describing the salient topological features of the manifold. In order to make such a 
process easy, we introduce a remeshing strategy which constrains all the vertices 
to lie on parallel contours. Critical areas, which identify isolated and non-isolated 
critical points of the surface, are recognized and coded in the so-called Extended 
Reeb Graph (ERG) introduced in [28]. The remeshing process guarantees that 
topological features are correctly maintained in the graph, and the tiling of ERG 
nodes reproduces the original shape at a minimal, but topologically correct, 
geometric level. 
6.1 Computational Topology 
Research in computational topology has recently attracted the attention of a broad 
scientific community working in diverse fields related to shape modeling, 
processing and analysis. Computational topology deals with solving topological 
problems using an algorithmic approach (e.g. computing the homology groups of 
a given shape) as well as with solving geometrical problems using a topological 
approach (e.g. mesh simplification with guaranteed topological correctness). 
Thinking of the many and emerging applications dealing with shape processing, it 
is clear that there is a growing interest in the results of computational topology 
[59]. Knowledge about the global properties of a shape and its main features is 
very useful for an intelligent compression and transmission over the network of 
dense meshes: the main features and their configuration are important for 
developing a simplification strategy that discards irrelevant facets without losing 
the overall structure [17]. Computational topology tools are also extremely helpful 
for content-based search in object databases: tools for building abstract models, 
which naturally combine geometry and global shape properties, are very useful for 
defining high-level search keys and for similarity assessment [182][89]. 
Motivation and previous work 
Today, the computational topology community is increasingly interested in 
methods to define topology-driven skeletons of triangle meshes. While a 
computational theory of shape is still not formalized, it is reasonable to believe 
that topology provides a flexible and well-founded support to devise advanced 
modeling approaches [67]. There is clear evidence, indeed, that people use 
different high (abstract or global) and low (detailed or local) level models for 
shape interpretation. This is especially relevant for the perception of complex 
forms, in which the ability to vary the level of descriptive abstraction is the key to 
recognizing and classifying highly complex shapes [143]. 
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Related work in this area have been presented by several authors, and the most 
classical approach to skeletonization is surely represented by the medial axis, 
firstly introduced by Blum and Nagel [34] and extensively used in image 
processing. Although the medial axis of a two-dimensional shape is a simple 
geometric graph, in three dimensions the medial axis contains not only linear 
elements but also medial surfaces, it is more expensive to compute and  also 
sensitive to noise or small undulations on the shape boundary.  
For representing three dimensional polyhedral objects, Lazarus and Verroust 
[118] propose a shape skeleton, called Level Set Diagram, given by the level sets 
of a function defined, for every mesh vertex, as the geodesic distance from a 
selected source point. The resulting skeleton is invariant under rotation, 
translation and uniform scaling, which is a very important property. On the other 
hand it depends on the choice of the source point, which determines a privileged 
direction and may lead to a loss of some features if the object is not strictly 
cylindrical.  
Morse theory [15], and Reeb graphs in particular, have also been used to define 
effective topological skeletons, and they are based on the study of the critical 
points of a continuous function defined over the mesh. Firstly introduced in 
computer graphics by Shinagawa et al. [166], they have been used by others for 
different applications [189][89][160][165]. 
All of the methods described so far analyze the input surface and build a high-
level structure of the shape, but none of them exploits remeshing. A first 
remeshing-based approach was introduced in [28], where the Reeb graph was 
extracted out of a constrained Delaunay triangulation approximating the input 
height-field. One year later, Hilaga et al. [89] proposed another method working 
on general 3D meshes. Their method subdivides triangles when they cross an iso-
contour of their mapping function, which is based exclusively on geodesic 
distances. The intrinsic nature of such a function makes the resulting Reeb graph 
invariant under rotation, translation and uniform scaling. In order to decrease the 
computational cost of the algorithm, an approximate evaluation of the geodesic 
distances is suggested. Unfortunately, such an approximation does not guarantee 
the absolute independence of its values from the object orientation [89]. 
Moreover, the relationship between shape and graph representation is not intuitive 
and it does not seem useful for visualization purposes. 
The Remeshing-based approach 
Given a shape, its Reeb graph under the height map can be efficiently extracted by 
cutting the mesh into parallel slices, orthogonal to the considered height direction, 
and by studying the properties of the resulting mesh strips delimited by two 
adjacent levels. Informally, areas of the sliced mesh localize surface critical points 
when the mesh components have only one or more than two boundary 
components. A similar approach in the context of CAD surfaces has been recently 
presented in [103]. The topological connectivity of critical points can be 
reconstructed using edge-based adjacency among contours. An effective method 
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for the extraction of Reeb graphs from triangular meshes representing bi-variate 
surfaces (also called 2.5D surfaces or height fields) was introduced [29][28]. 
Here, we present a generalization to a wider class of surfaces, in particular closed 
two-manifold surfaces whose critical points might be also degenerate, as it is 
likely to happen when dealing with real objects. In particular, we describe a 
revised version of the algorithm presented in [11] for the automatic extraction of 
the ERG [10] from closed and two-manifold triangle meshes. The main difference 
in the presented approach is that vertices not belonging to the contours are kept 
during the remeshing step. The ERG construction changes accordingly, mainly for 
the critical areas characterization, and by using the Euler’s formula within each 
computed slice we are guaranteed that holes are always recognized by the process. 
The slicing strategy used for remeshing, i.e. the choice of the height function, 
might be questionable, as the resulting graph is obviously dependent on the choice 
of the slicing direction. Therefore, the ERG is invariant only under translation and 
uniform scaling, but not under rotation. The main motivations of our choice 
concern the intuitiveness of the resulting shape description, which is based on the 
natural features used to describe a shape, i.e. peaks, pits and passes. Besides 
intuitiveness, since the nodes of the Reeb graph code the boundary components of 
critical areas, a minimal, but topologically correct, representation of the shape can 
be obtained by a simple tiling of those components [30].  
The reminder of this chapter is organized as follows. First, the theoretical 
background of this work is described. Then, the integrated mechanism of contour 
tracing and insertion is described, which produces the remeshed surfaces. Given 
the retiled surface, the Reeb graph is easily constructed and the algorithm used is 
presented. Results and discussions conclude the chapter. 
6.2 The Reeb Graph 
Differential topology deals with the relations among topology and critical points 
of a function defined on the shape [80][66]. In particular, Morse theory states that 
the topology of a given manifold, e.g. global properties and connectivity, can be 
described by analyzing the critical points of a smooth function defined on the 
manifold itself [131][80]. Let us consider a real-valued function h defined on a 
smooth manifold M, embedded into the usual three-dimensional Euclidean space. 
The critical points of h are the points of M at which the gradient is zero, i.e. 
∇(h(P))=0. The pre-image of any value assumed by h, that is, the set h-1(a) 
defines an isocontour or level set (or simply contour when h is the height 
function). The height function h is the real function which associates to each point 
on the surface its elevation, that is, h(P)=h((xP,yP,zP))=zP for every P∈ M. In this 
case, the contours correspond to the intersections of the surface with planes 
orthogonal to the height direction. The height function may also be considered 
according to other than the standard Z axis direction. 
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A function h is called Morse if all of its critical points are non-degenerate, that 
is, if the Hessian matrix H of the second derivatives of h is non-singular at those 
points. In particular non-degenerate critical points are isolated, therefore, surfaces 
with plateaux or volcano rims do not comply with the definition of Morse 
function [131]. Related to the Morse theory, Reeb introduced a structure, called 
Reeb graph, which codes the evolution of the level sets of the mapping function 
[147]. More precisely, the Reeb graph of a manifold M with respect to a real 
valued function h is defined as follows: 
Definition: Let h : M →ℜ be a real valued function on a compact manifold M. 
The Reeb graph of M with respect to h is the quotient space of M xℜ defined by 
the equivalence relation “~”, given by: 
(X1, h(X1)) ~ (X2, h(X2)) ⇔ h(X1) = h(X2) and X1 and X2 are in the same 
connected component of h -1(h(X1)) 
Intuitively, all points of a compact manifold having the same value under the real 
function h and whose pre-image belongs to the same connected component are 
collapsed into one element. Since the contour topology changes only in 
correspondence of critical levels of the function, Reeb's quotient space can be 
described as a graph [131][70] (see Figure 6.1). 
 
Figure 6.1 Dotted contours represent some of the Reeb equivalence classes with respect to the 
height function (a); the graph representation of the quotient space (b). 
In the Reeb graph, the nodes correspond to critical points of the function h and the 
arcs represent the connection between them. Morse theory guarantees that the 
topology does not change along the arcs. 
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In applications related to polyhedral surfaces, traditional approaches to the 
detection of critical points are mainly based on comparing the function value at 
each vertex with the function value at each of its direct neighbors [22]. This 
approach is local and therefore very sensible to small changes of vertex location. 
For example, the Morse complex decomposition proposed in [65] should correctly 
analyze and simplify piecewise linear two-manifolds. Specifically, the authors 
extend to piecewise linear manifolds some smooth notions of the Morse theory. 
For instance, Morse complexes are defined using a so-called simulating 
differentiability method. Critical points are defined as an extension of the 
Banchoff’s criterion, which considers also degenerate saddle points, such as 
monkey saddles. Starting from critical points, quasi-Morse complexes are 
constructed by following approximate integral paths on the surface, which form a 
kind of network on the surface and, by introducing a measure of the importance 
among critical points, the structure obtained is proposed for mesh understanding 
and simplification with results shown for digital terrain models. This work may be 
viewed as an extension to discrete surfaces of the analysis described in [134] for 
smooth surfaces, which provided a surface decomposition into slope districts, and 
further extended to describe curvature districts in [135]. Morse complexes are 
also related to the topological networks called surface networks, presented in 
[144], and [171] showed how to transform such a network into a Reeb graph.  
This approach behaves well only in case of “quasi-smooth” surfaces (see Figure 
6.2(a)) but the effectiveness of the description obtained decreases in case of real 
data, such as terrain surfaces. In other words, it is hard to distinguish between 
global and local shape features without a further analysis (see Figure 6.2 (b) and 
(c)). 
 
Figure 6.2 Characterization based on the method presented in [65], for a “quasi-smooth” 
triangulation (a) and for two real surfaces (b) and (d). In (c) a detail of the critical point 
distribution is shown. 
By using remeshing, we consider the surface behavior in larger portions, namely, 
those bounded by the slicing planes, and problems due to locality can be avoided. 
In other words, the slicing frequency filters away critical points, i.e. features, 
which correspond to small-scale details of the shape. 
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6.3 Triangle Mesh Characterization 
Given a triangular mesh T representing an orientable two-manifold surface 
without boundary, we want to compute a topological graph, G, with the same 
properties as the Reeb graph of T mapped with respect to the height function h. 
Similarly to the smooth case, the nodes of G should correspond to the critical 
points of h(T). In this work, we show how to compute the so-called Extended 
Reeb Graph (ERG), which was fully defined for 2.5D surfaces in [28]. With 
respect to previously reported use of the Reeb graph, the extension represented by 
the ERG concerns the definition of critical points, which considers degenerate 
configurations which usually are forbidden or handled with local perturbations. 
Basically, the idea is to locate critical areas within which a critical point occurs 
and identify, starting from them, the smallest area on the mesh whose behavior is 
topologically equivalent to the critical point (influence zone of the critical point). 
Influence zones are the key to identifying the portion of the mesh contributing to 
the definition of Reeb graph arcs. 
With reference to Figure 6.3, the method works as follows. Let us consider a 
closed interval [hmin, hmax] ⊂ R of the real line containing the image of T under the 
mapping h. After fixing the required number of slicing planes, N, we insert the 
contour lines h-1(hmin+n*∆h) in T, for n=0..N and ∆h= (hmax-hmin)/N. Let us now 
call T* the mesh defined as the triangulation T constrained to the computed 
contours, i.e. the edges of T* never cross a contour line. The insertion of the 
contours decomposes T* into a set of connected regions, each located between 
two adjacent levels, and whose boundary edges belong to a contour. The number 
of connected components in the boundary of these regions and their elevation 
difference allows us to distinguish between regular regions and critical ones, the 
latter containing critical points of the function h. More precisely, if a region has 
only one or more than two boundary components, then it is classified as critical; 
otherwise, if the two boundary components have different elevations, the region is 
regular. In Figure 6.3, examples of critical and regular regions are shown. 
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Figure 6.3 Critical and regular areas of the constrained triangulation: r1 and r4 are critical 
areas, locating respectively a saddle and a maximum, while r2 and r3 are regular ones.  
Critical regions with only one boundary component contain either a minimum or a 
maximum critical point, which can be easily decided by checking the value of h 
immediately outside the region, that is, by checking the ascending/descending 
directions on the surface across their boundary.  
A region with two boundary components at the same elevation identifies either a 
degenerate critical area of the height function, or handle-like maximum or 
minimum critical point (see Figure 6.4 (a) and (b)). The distinction between the 
two cases is done by checking the inclusion relationship between the components. 
Critical regions with more than two boundary components may locate saddle 
points (see region r1 in Figure 6.3), or maximum or minimum areas. Again, the 
classification is easily done by checking the behavior of the surface across the 
region boundary: if all the connected components have ascending (resp. 
descending) directions then the area corresponds to a minimum (resp. maximum); 
otherwise it is a saddle. For maxima and minima, it is again possible to distinguish 
between degenerate and handle-like situations by considering the inclusion 
relationship of the contours in the corresponding slicing plane. In particular, only 
two configurations can happen: if one boundary component contains all the 
others, then the region represents a degenerate area (see Figure 6.4(c)), otherwise 
it is a handle-like critical area. 
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a b c 
Figure 6.4 Examples of a degenerate maximum critical area (a), a handle-like maximum with 
two boundary components (b), and a degenerate maximum delimited by three contours (c). 
According to classical results of differential geometry, influence zones of saddle 
points may be also regarded as the areas on T where the topological change of the 
surface occurs, when the surface is analyzed at the chosen frequency. Note that all 
critical areas may contain degenerate critical points, i.e. non isolated ones, and 
that influence zones may contain more than one isolated critical point at the same 
elevation, i.e. they may locate non simple critical points. 
The adopted characterization criterion is obviously dependent on the frequency 
of the slicing process: if the frequency is too low, we might lose some important 
features, such as small holes completely contained within two adjacent slices. It is 
easy, however, to detect these situations and adapt the frequency to the feature 
size simply by using the Euler formula for each region. The number of through 
holes h in a region R is given by h=(E-V-T+2-b)/2 where E,V, T are the numbers 
of edges, vertices and triangles in R, and b is the number of boundary components 
of R [129].  
 
Figure 6.5 The hole is missed if too few sections are considered in the slicing process. 
Handle-like critical areas also occur due to a large slicing frequency which does 
not allow to detect the saddle point contained within the slice. In this case, 
however, there is no loss of information and the topology of the mesh is still 
correctly represented in the ERG. Degenerate and handle-like critical areas, 
indeed, are associated to so-called macro-nodes in which the correct link to the 
adjacent cells is stored (see section 5). In the last section, some results will be 
provided showing the behavior of the characterization for different frequencies. 
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6.4 Remeshing strategy for constraint insertion 
The use of the triangulation constrained to contours makes it easy to efficiently 
compute the ERG of the mesh. In order to extend the approach described in 
[29][28] to generic two-manifold triangulations without boundary, it is necessary 
to ensure that contours are properly inserted as constraints in the mesh. With 
regard to the contour extraction, plenty of algorithms can be found in the scientific 
literature, mainly designed for GIS applications and generally developed for 2.5D 
meshes, i.e. scalar fields [19][124][180]. 
In our context, since the contours have to be inserted as constraints, a method 
has been implemented which computes contours and inserts them in the mesh in a 
single step. To start the process, only the number N of parallel planes to be 
intersected with the mesh T is required. For simplicity, indeed, the contours are 
always considered parallel to the XY plane of the coordinate system in which T is 
represented. A rotation of the whole mesh is performed for computing the slicing 
in any user-defined direction. At each level, the intersection of the mesh with the 
corresponding plane is represented by a set of closed connected components. 
Intersections at critical levels might produce degenerate contours, such as single 
points or non-simple contours. To avoid these critical intersections, in particular 
with superior and inferior extremes of T, the distance among planes is slightly 
adjusted locally. This can be done because the ERG extraction algorithm does not 
need the contour levels to be equidistant and is consistent with our definition of 
influence zone of critical points. Therefore, inserting all the resulting connected 
components for each level, as explained in the following, fully solves the 
problem. 
Since the triangulation represents a closed surface, it is possible to track and 
insert each contour level in a quite simple way, with basic operations involving 
only the adjacency relations stored in the data structure. More precisely, for each 
plane Πi corresponding to a given elevation zi, we define a list L containing the 
edges of T that have a non-empty intersection with Πi. Note that an edge with one 
of its vertices on the plane is considered to have a non-empty intersection with it. 
The first element of L is chosen as the first seed for computing a contour 
component and, during the loop, processed edges are marked. Once the tracking 
of this first component is complete, the list L is scanned until an unmarked edge is 
found. If such an edge exists, then it is used as the starting edge to insert a new 
connected component. The described process is repeated until the list L contains 
only marked edges.  
Each connected component is inserted starting from the seed and tracking the 
contour vertex by vertex. Vertices may be either vertices of T already lying on the 
contour, or they have to be created every time there is an intersection between an 
edge and the plane. In this latter case, the mesh is locally updated with the 
insertion of the appropriate number of new triangles and edges, and the local 
adjacency relations are updated as well. From this process, a sequence v0, v1, ..., vk 
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of vertices is obtained such that an edge of T exists for each pair (vi, vi+1), as well 
as for (vk, v0). 
Specifically, at each step of the contour construction an active vertex, v, is 
defined; the next vertex is searched by analyzing the edges in VT(v), that is, the 
set of the triangles adjacent to v. Only one of these two situations may occur: 
There exist one edge e in VT(v) that entirely lies on the plane; the next vertex of 
the contour will be the other vertex of e, which becomes the current vertex; all the 
edges incident in v are marked as visited. 
Otherwise, the next edge to be processed is the edge e in VT(v), which intersects 
the plane, it is not adjacent to v and it is not marked as visited. In this case e is 
split at the intersection point p, where the next vertex v is created, and the local 
geometry and topology is updated; the new vertex and all its incident edges are 
marked as visited. 
The process starts at the seed edge, which satisfies either one of the two 
situations described above, or it has only one vertex on the plane. In this latter 
case, the intersection vertex will be defining the first active vertex. 
 
Figure 6.6 Inserting a connected component onto a tetrahedron. 
The process is recursively repeated for each new extracted edge until it is 
impossible to get a next edge. The algorithm is described in Figure 6.6, with a 
simple tetrahedron as starting mesh (a). In the first step, the new vertex is inserted 
at p0 and the next edge selected is e1 (b). Also e2 could have been selected as next 
edge, depending on the order with which triangles are stored in the VT(v) relation 
of the new vertex. In this case, the contour would have been traced in the opposite 
direction. Then, the next new vertex is inserted at p1 and the next edge processed 
is e2 (c). Finally, the last new vertex is inserted and the process terminates because 
all the edges of the influence polygon are marked as visited (d). 
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6.5 ERG Construction 
Given the remeshed surface, the ERG derives from the direct application of the 
Reeb graph definition to T* and allows us to consider a broader class of surfaces 
than the one used in other applications of the Reeb graph.  Based on these 
concepts, the nodes of the ERG are defined by simple nodes, which correspond to 
influence zones of simple critical points, and by macro-nodes, which are used to 
represent complex ones, i.e. degenerate and handle-like areas. Starting with the 
identification of the influence zones of critical points, the arcs of the ERG are 
detected with a simple criterion of topological expansion which connects them on 
the mesh T*. The degree of each node is equal to the number of boundary 
components of the associated influence zone. Notice that simple nodes of type 
maximum and minimum will always have degree one.  
First of all, the regions on T* delimited by two adjacent levels are detected with 
a simple region growing algorithm which starts from a triangle t and expands the 
region without crossing any constrained edge. At each step of the growing 
process, the current boundary is updated and possibly divided into more than one 
connected component, if the region being constructed is multiply-connected. The 
growing process stops when all edges of the current boundary lye on contours, i.e. 
they are all constrained edges. At the same time, counters for computing the Euler 
formula are also updated so that at the end of the growing process both the 
number of boundary components and genus of the region are available: if the 
region contains a hole, then the slicing insufficiently samples the mesh and a more 
dense distribution is chosen (see Figure 6.7); otherwise, the region classification is 
done according to the criteria described in section 3. 
     
a b
 
Figure 6.7 Adaptive contouring of the mesh in Figure 6.5: the hole is detected by halving the 
contouring step, (a), and the consequent characterization (b). 
With the extraction and classification of influence zones of critical points, the set 
of nodes of the ERG is completely defined. Each node codes the label of the 
critical area and its boundary components. At the first stage, we try to connect the 
nodes of degree one, if any, to their adjacent cells (see Figure 6.8(b)). This is done 
by expanding the influence zones of simple maximum or minimum areas until the 
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boundary of another influence zone is reached. At the second stage, the missing 
links between saddles and complex areas have to be determined. Again, the arcs 
are determined by expanding the influence zones but this time the expansion 
follows only the free ascending directions of its boundary, that is, directions that 
do not correspond to arcs already identified. When a free ascending direction is 
connected to another region, then one arc is defined between the starting node and 
the reached one (see Figure 6.8(c)). The ERG construction ends when all 
influence zones and all their free ascending directions have been checked. 
 
a b c 
Figure 6.8 The original surface (a), the first step of the ERG construction (b), and the final one 
(c).  
Some comments can be made. First of all, since we use the height function to map 
the surface shape, the extracted ERG depends on the orientation of the height 
direction. Anyway, the global topology of the shape is captured by the ERG and, 
as presented in [29], the coding of critical areas in the ERG still verifies the Morse 
relation  #max - #saddle + #min = χ. This can be proven considering that within 
each slice we are guaranteed that the Euler characteristic of the slice is 2, since 
there are no holes. Therefore, the contribute of each critical area is given by 2-b 
where b is the number of its boundary components. 
The dependence of the ERG on the orientation makes it obviously unsuitable for 
shape classification or recognition, activities which require unique models for 
shape description. Nevertheless, it is important to underline that the ERG provides 
a topological framework for the construction of morphological skeletons and it 
has been shown in [30] that the ERG can be effectively used to render the 
topology of a shape at a minimal level of detail. 
Another important point concerns the density of the sweeping planes, which 
determines the scale at which shape features are detected. The guarantee to detect 
all critical points is given by choosing to slice the mesh at each value assumed by 
h(v), for every vertex v of T. Following this criterion, it is necessary to compute a 
number of sections larger than the effective features of the surface, and the 
characterization would converge to the one proposed by Banchoff [22]. A similar 
approach has been proposed in [43] for computing their contour trees. To prune 
away irrelevant features, Edelsbrunner et al. [65] propose a first characterization 
of the triangulation and compute then the minimum distance among the features 
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obtained. Our approach is to guarantee that holes are preserved, with their 
corresponding critical points, while we allow to lose some maximum or minimum 
points whose amplitude with respect to the slicing direction is smaller that the 
chosen frequency. Actually, some of these small maximum or minimum points 
might be still recognized, if they are not completely contained within a slice. 
Moreover, also the idea proposed in [115] of considering a non-uniform slicing of 
the triangulation surely improves our algorithm. 
6.6 Results and Discussion 
Based on the described techniques, a prototype system has been implemented 
which performs both the remeshing and the Reeb graph extraction. The original 
mesh can be swept along any user-defined direction and with arbitrary number of 
sections. The whole process is depicted in Figure 6.9, where the original mesh is 
shown in (a) and the mesh after the contouring step is shown in (b). The critical 
areas are depicted in (c) with a coloring scheme which associates the blue color to 
minimum areas, the red to maxima, and the green to saddles. The resulting ERG 
can be obtained through the process described in the above subsections. 
a b c 
 
Figure 6.9 The ERG extraction process applied to the phone handset. 
The following Figure 6.10 shows the ERG extraction on some examples with 
various sampling steps; notice that as the section density increases smaller 
topological features are detected. 
                  
b a c 
 
Figure 6.10 Examples of extraction of the ERG from the Santa Claus model with various section 
densities. 
The following Figure 6.11 shows how changing the slicing direction and density 
does not change the number of cycles in the computed ERG. 
 
85 
Topological Analysis  M. Attene 
  
                     
a b c 
Figure 6.11 Extraction of the ERG from a model with 9 through holes with various section 
densities and directions. 
The global complexity of the remeshing algorithm can be given as a function of 
the maximum value between the number of vertices of the original triangulation, 
n, and the number of the constrained ones, m. Moreover, it can be seen that the 
number of edges and triangles are of the same order as the number of vertices. In 
the slicing step, the edge ordering pre-processing requires O(max(m,nlogn)) 
operations. Then, O(nlogn) operations are needed to sort the edges and 
O(max(m,n)) is the number of intersection tests. Inserting the whole set of 
constraints requires O(m) edge splits. 
With regard to the computational complexity of the ERG extraction, the 
recognition of critical areas and the detection of influence zones require O(t) 
operations, where t is the number of triangles. The complexity of the arc 
completion step is expressed by O(t), so that the total computational cost of the 
ERG extraction is O(mlogm). Therefore, the whole process, starting from a 
generic triangulation, requires O(max(mlogm, nlogn)) operations. 
 
Figure 6.12 The ERG for shape compression: the mesh characterization (a), its ERG graph (b), 
and the mesh reconstructed only from the critical sections and their relations given by the ERG. 
As shown in Figure 6.12, the ERG structure is not only an abstract topological 
description; the visualization of the ERG contours and their adjacency, in fact, 
provides a simple and effective sketch of the original shape. With reference to 
Figure 6.12, the shape of the original surface can be restored using contour 
blending techniques, especially if the ERG is augmented with more sections along 
the arcs that identify significant changes of the contour shape. In this sense, we 
are currently working on the use of the ERG as the reference structure to 
compress and decompress shape models [30]. Notice that, while the Reeb graph is 
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dependent on the orientation of the height function, the restoring process produces 
the original shape with the correct topology independently of the orientation.  
Future developments of this method mainly concern the definition of a 
morphological structure to be merged with the ERG, which codes also the main 
morphological changes among contours. From a theoretical point of view, we are 
also investigating on a possible limit to the number of configurations of the Reeb 
graph of a given shape. 
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7 Compression of triangle meshes 
This chapter focuses on the lossy compression of manifold triangle meshes. Our 
remeshing approach, named SwingWrapper, partitions the surface of an original 
mesh M into simply connected regions, called triangloids. From these, we 
generate a new mesh M’. Each triangle of M’ is an approximation of a triangloid 
of M. By construction, the connectivity of M’ is fairly regular and can be 
compressed to less than a bit per triangle using EdgeBreaker or one of the other 
recently developed schemes. The locations of the vertices of M’ are compactly 
encoded with our new prediction technique, which uses a single correction 
parameter per vertex. SwingWrapper strives to reach a user-defined output file 
size rather than to guarantee a given error bound. For a variety of popular models, 
a rate of 0.4 bits/triangle yields an L2 distortion of about 0.01% of the bounding 
box diagonal. The proposed solution may also be used to encode crude meshes for 









Figure 7.1: The original model containing 134,074 triangles requires 4,100,000 bytes, when 
stored as a WRL file. A dense partitioning of its surface into deformed triangles, called 
“triangloids” (second), was produced by SwingWrapper. The corresponding retiled mesh (third) 
was generated by flattening the triangloids. Its L2 distortion is about 0.007% of the bounding box 
diagonal and its 13642 triangles were encoded with a total of 3.5 bits per triangle, for the 
connectivity and geometry, using Edgebreaker’s connectivity compression combined with a novel 
geometry predictor. The resulting total of 6042 bytes represents a 678-to-1 compression ratio. A 
coarser partitioning (fourth) decomposes the original surface into 1505 triangloids. The distortion 
of the corresponding retiled mesh (last) is about  0.15%, and the encoded model requires 980 
bytes: A 4000-to-1 compression. Colors are associated to the EdgeBreaker’s triangle labeling, 
demonstrating the regularity of the connectivity graph (96% of the triangles are of type C or R and 
82% of the vertices have valence 6). 
7.1 Connectivity and geometry encoding 
3D graphics plays an increasingly important role in applications where 3D models 
are accessed through the Internet. Due to improved design and model acquisition 
tools, to the wider acceptance of this technology, and to the need for higher 
accuracy, the number and complexity of these models are growing more rapidly 
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than phone, network, and air bandwidth. Consequently, it is imperative to 
continue improving the terseness of 3D data transmission formats and the 
performance and reliability of the associated compression and decompression 
algorithms. 
Although many representations have been proposed for 3D models, polygon and 
triangle meshes are the de facto standard for exchanging and viewing 3D models, 
because they are simple to generate, store, and process, and because they are well 
supported by graphics adapters, APIS and standards. Triangle meshes that form 
accurate representations of 3D shapes involve large numbers of triangles and thus 
require a significant amount of storage space or transmission time. Thus it is 
important to compress them. 
A triangle mesh may be represented by its vertex data and by its connectivity. 
Vertex data comprise coordinates of the vertices and optionally the vertex colors 
or normal and texture coordinates. In its simplest form, connectivity captures the 
incidence relation between the triangles of the mesh and their bounding vertices. 
It may be represented by a triangle-vertex incidence table, which associates with 
each triangle the references to its three bounding vertices.  
Many applications do not require that the exact original mesh (which is often an 
approximation of some real object or of an ideal curved shape) be preserved. Thus 
it is appropriate and often advantageous to use lossy compression. The 
SwingWrapper approach proposed here and illustrated in Figure 7.1 produces an 
approximating mesh particularly well suited for compression. 
Simplification and compression have been separated in the past. Simplification 
was focused on reducing the triangle count while minimizing or not exceeding 
some error estimate. Most compression techniques have been lossless (except for 
the quantization of the vertex coordinates). We combine them here, proposing a 
particular remeshing approach that reduces the triangle-count while generating a 
mesh particularly suitable for compression, because it is fairly regular (so that its 
connectivity can be encoded concisely) and because the locations of its vertices 
are constrained (so that they are each defined by a single parameter) and quantized 
(so that the difference between their predicted and actual location can be encoded 
with a few bit integer).  
7.2 Prior art in 3D compression 
For manifold meshes with few handles, the number of triangles is roughly twice 
the number of vertices. Consequently, when pointers or integer indices are used as 
vertex-references and when floating point coordinates are used to encode vertex 
locations, uncompressed connectivity data consumes twice more storage than 
vertex coordinates. This prompted the invention of a number of algorithms for the 
compression of the connectivity. The connectivity of a triangle mesh that is 
homeomorphic to a sphere corresponds to a planar graph. Compact encodings of 
such graphs and their worst case bounds have been studied for over 40 years [179] 
and remain a vibrant research topic [81][173][175][109][150][169][4]. Recent 
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results guarantee less than 2 bits per triangle encodings for the connectivity of 
such meshes [150][109]. The connectivity of regular meshes, where most vertices 
have exactly six neighbors, may often be encoded at a significantly lower cost 
[175][4][154]. To benefit from these advances, we strive to produce fairly regular 
retilings, however, the main benefit of the SwingWrapper approach described in 
this chapter lies in the way in which we constrain vertex locations, so as to reduce 
their storage. A prior attempt in this sense has been made in [99] where the 
geometric information is completely omitted and, in the reconstruction phase, it is 
inferred using the hypothesis that all the edges have the same length. In principle, 
one can think of performing a remeshing in order to obtain a model in which all 
the edges have the same length but, as shown in chapter 5, such a remeshing is 
often impossible due to curvature constraints. Also, one can think of obtaining an 
approximation of such an exactly uniform mesh [5] and encode its connectivity. 
Even in this case, however, there is no way to distinguish concavities from 
convexities, hence the encoding is often ambiguous. 
3D compression schemes developed over the last seven years have already 
impacted the design of hardware graphic adapters [56], of the MPEG-4 standard 
[173], and of 3D graphics software products [175]. These schemes encode triangle 
meshes and thus allocate a significant amount of storage to the precise location of 
vertices and to the connectivity of the original mesh. Yet, most applications do not 
require that the precise vertex positions on the surface and the original mesh 
connectivity be preserved. Techniques based on a remeshing of the model promise 
to provide higher compression ratios. For example, a mesh can be simplified using 
one of the numerous approaches described in chapter 2, where the density of the 
vertices in the remeshed model may depend on the local curvature. In a second 
step, the simplified mesh may be encoded with standard compression techniques. 
In a different approach, when the approximating surface is formulated as the result 
of a regular subdivision process applied to a coarse triangle mesh [63], the cost of 
storing connectivity is drastically reduced. When vertices are constrained to lie on 
specific rays emanating from a coarse mesh [85], their position may be encoded 
using a single coordinate. These approaches involve the delicate process of 
establishing a one-to-one mapping between the original surface and an 
approximating triangle mesh.  
In many situations, considerable savings may be achieved by initially 
transmitting a crude approximation and by holding off the transmission of its 
refinements until they become necessary, so several methods for a progressive 
encoding [92][20][50][108][3][107] have been developed. 
3D compression has also been investigated for meshes with properties [21][97] 
and it has been improved for rendering and visualization purposes [47][77], 
where, when a slight loss of information is tolerable, high frequencies can be 
simplified [106]. 
We chose to implement SwingWrapper as a modification of the EdgeBreaker 
compression scheme [150][154], although it may be formulated as a modification 
of schemes that were designed to take advantage of the regularity of the 
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connectivity of the mesh [175][4]. As several other compression schemes 
[173][81], Edgebreaker visits the triangles in a spiraling (depth-first) triangle-
spanning-tree order and generates a string of descriptors, one per triangle, which 
indicate how the mesh can be rebuilt by attaching new triangles to previously 
reconstructed ones. The popularity of Edgebreaker lies in the fact that all 
descriptors are symbols from the set {C,L,E,R,S}. A particular edge separating a 
previously processed triangle from one that has not yet been processed is called 
the gate. (The tip of the triangle, its left and right edges and neighboring triangles 
are defined with respect to that gate.) At each step of the Edgebreaker 
compression and decompression, the unprocessed triangle attached at the gate is 
processed and a new gate is selected. When the tip of the new triangle 
corresponds to a vertex that has not been previously visited, the triangle is 
associated with the symbol C. Otherwise, only four cases are possible.  If only the 
right neighbor of the new triangle has been previously visited, the new triangle is 
labeled R and its left edge becomes the gate. The symmetric situation corresponds 
to the L label. When both neighbors have not yet been visited (but the tip has), the 
algorithm starts a recursion with the right edge as gate and then resumes 
processing with the left edge as gate. This situation corresponds to the label S. 
When both neighbors have been visited, the triangle is marked with the label E 
and the recursion returns (or the algorithm terminates). Thus the process follows a 
corridor, breaking the edges that are successively identified as gates. At each S 
triangle, the corridor splits into two branches and we go right first. At each E 
triangle, we have reached the end of a branch. The string of labels produced by 
Edgebreaker is called the clers string. It is surprising that no other parameter is 
needed to encode the full connectivity. Specifically, it is not necessary to encode 
where the tip of an S triangle should be attached, because that information can be 
recomputed from the sequence of labels [150], except for pairs of S triangles that 
each correspond to the formation of a handle in the mesh. 
Because in a mesh with no handles half of the descriptors are Cs, a trivial code 
(C=0, L=110, E=111, R=101, S=100) guarantees 2 bits per triangle. A slightly 
more complex code guarantees 1.83 bits per triangle [109]. For large meshes, 
entropy codes resulting from arithmetic coding further reduce the storage to less 
than a bit per triangle. Efficient methods [154][98] have been published that 
interpret the clers sequence to reconstruct the original connectivity. The 
Edgebreaker compression scheme has been extended to manifold meshes with 
handles and holes [150] and to triangulated boundaries of non-manifold solids 
[153]. It was also optimized for meshes with nearly regular connectivity [169]. 
Nevertheless, for sake of simplicity, in our description we restrict the focus to 
single component manifold and orientable closed T-meshes embedded in R3. 
Vertex coordinates may be compressed through various forms of quantization 
[56][173][74]. Most vertex compression approaches exploit the coherence in 
vertex locations by using local or global predictors to encode corrections instead 
of absolute vertex data. Both the encoder and the decoder use the same prediction 
formula. The encoder transmits the difference between the predicted and the 
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correct vertex data. It uses variable length codes for the corrections. The better the 
prediction—the shorter the codes. The decoder receives the correction, decodes it 
and adds it to the predicted data to obtain the correct information for the next 
vertex. Thus the prediction can only exploit data that has been previously received 
and decoded. Most predictive schemes require only local connectivity between the 
next vertex and its previously decoded neighbors.  
Mesh simplification algorithms are used to reduce the number of polygons of the 
input model. Existing approaches are mainly based on vertex [157], edge 
[92][2][149] or face [90][105] simplification primitives; roughly speaking, at each 
step the algorithm chooses an element to be simplified, depending either on some 
error metrics or on characteristics such as the surface curvature, then the selected 
element is eliminated and the influenced region is re-triangulated. Most of these 
simplification techniques are particular versions of vertex clustering. The simplest 
and most efficient vertex clustering, [152][127] overlays a 3D grid on the model 
and collapses all vertices within each cell of the grid to the single most important 
vertex within the cell. 
Some simplification techniques provide a bound or an estimate on the error 
between the simplified and the original models [105][17]. Evaluating the 
difference between two 3D models is complex [108] and may be approached in 
different ways. For example, in [92] energy functions have been used to measure 
the total squared distance, while in [105] the distances of original vertices and the 
simplified surface are used. As in [108], we use the symmetric L2 distance D = 















We compute this value using the publicly available Metro Tool [49]. All the 
distortions reported in this chapter are expressed as a percentage of the model’s 
bounding box diagonal. 
7.3 Swing-Wrapper 
Our approach partitions the surface of an original mesh M into simply connected 
regions, called triangloids, and generates a new mesh M’ in which each triangle is 
an approximation of a triangloid of M. By construction, the connectivity of M’ is 
fairly regular and can be compressed to less than a bit per triangle using 
EdgeBreaker or one of the other recently developed schemes. To understand how 
SwingWrapper encodes the geometry (vertex locations), we review what happens 
during the EdgeBreaker decompression of a clers string. Whenever we meet a ‘C’ 
symbol, we must create a new vertex, and thus need to obtain its three 
coordinates. Coordinates could be transmitted as absolute values or predicted by 
the decompression and adjusted by corrective-vectors; in both cases we would 
need to transmit three parameters for each vertex. The variation that we introduce 
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below reduces the transmission to a single parameter. It exploits the fact that in 
many instances, we can slide the tip of a C triangle on the surface M without 
significantly increasing the approximation error. Thus, we force each C triangle to 
be isosceles with the gate as its base and its height having a prescribed length 
2/3L ; in the following sections we describe how to compute L as a function of 
the desired output file size. Given these two constraints, the position of the tip 
vertex of the triangle is completely defined by the dihedral angle between the two 
triangles that are incident upon the gate. The decoder can estimate that angle to be 
180 degrees or a pre-computed value that depends on the average curvature of the 
model. The decompression algorithm is notified by a single bit whether that 
estimate is sufficient to satisfy a predefined error tolerance. If not, a single 
number (α in Figure 7.2) is decoded and used to adjust the dihedral angle. 
Furthermore, such a correction number may be quantized and represented as a 







Figure 7.2: Construction of a new C triangle; prediction (left) and correction of α degrees 
(right). 
Note that L, R, and S triangles may produce edges, and thus gates, whose lengths 
vary, depending on the local curvature. 
If L is too large for a particular shape, the procedure described here may at some 
point not be able to produce a triangloid that satisfies the desired constraints. To 
cope with such failures, we have investigated an approach where the desired 
length L is temporarily reduced to adapt the size of the triangles to the local 
geometry. We have concluded however that this adaptive process increases the 
irregularity of the resulting mesh and the transmission cost, due to the necessity of 
encoding which triangles require adjustments for L and how much adjustment is 
needed. For a large class of meshes, the simple process described in this chapter 
can be used successfully to produce meshes, with a quasi-uniform edge length L, 
that approximate the original shape with an error/storage compromise that 
significantly improves over previously reported simplification and compression 
techniques. 
The scenario described above is the essence of the SwingWrapper approach: 
Encode the connectivity using Edgebreaker and the vertex locations using the 
dihedral angle scheme. 
Retiling the original mesh 
As we said above, we compute a retiling M’ by partitioning a given manifold 
mesh M into simply connected triangular-like regions, called triangloids. Each 
 
93 
Compression of triangle meshes  M. Attene 
  
triangloid, corresponding to a triangle of M’, is bounded by three piecewise linear 
paths on M, and each path corresponds to an edge of M’. Note that some triangles 
of M may not fall within a single triangloid. The algorithm subdivides them into 
smaller triangles that do. We describe in this section the retiling process. The 
initial steps are illustrated in Figure 7.3. Details are provided in the following 
subsections. 
Let p1 denote the first vertex of M’. The desired length, L, is either provided by 
the user or computed in order to meet an output file size requirement. The initial 
vertex p1 is typically chosen randomly, although it may also be specified by the 
user (Figure 7.3 a). 
p2, the second vertex of M’, is taken on the curve C where M  intersects the 
sphere centered in p1 with radius L (Figure 7.3 b). If C is empty, the desired 
distance L is considered too large for the model. If C has more than one 
component, we consider only the portion of C that bounds the part of M 
containing p1.  
Now, let e be the edge connecting p1 and p2 and let me be its middle point. Let C 
now denote the circle centered in me having for radius 2/3L  (the height of the 
equilateral triangle with edge length L) and lying on the plane perpendicular to e. 
If C has only two intersections with M, then we label them p3 (Figure 7.3 c) and 
p4 and use them as sampling points to define the vertices of the initial two 
triangles. If the intersection is made of less than two points, the sampling step L is 
considered too big for the model and the process stops. If it is made of more than 
two points, we consider the two which are closer to p1 and p2 on the surface 
metric, that is, we start from a surface point between p1 and p2 belonging to the 
intersection between the mesh and the bisecting plane of e, and we move along 
the intersection in both the directions until the euclidean distance from p1 and p2 is 
L. 
The above operations locate three points (p1, p2 and p3) on M defining the first 
equilateral triangle, t’, of M’. We refer to e as the base edge of t’. Now we must 
compute the three paths on M (Figure 7.3 d) that bound the corresponding 
triangloid t, and mark its inner elements (Figure 7.3 e) so as to ensure that they are 
not later associated with another triangle of M’. Tracking a path may require the 
insertion of new vertices where the path crosses edges of M. Thus edge and/or 
triangle splits are performed in order to build a coherent partitioning of M. The 
paths are approximations of the corresponding geodesic shortest paths (GSP). 
Although they could be computed exactly as described in [45], we use a more 
efficient procedure, described below, which exploits the fact that we are mainly 
interested in paths that remain close to a straight line. 
A second equilateral triangle (Figure 7.3 f) has for vertices p1,  p2 and p4. The 
two paths that bound the corresponding triangloid are computed using the same 
approach as above. 
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Figure 7.3: Construction of the initial triangles of M’. 
To build the other triangles of M’, we always start with a gate edge bounded by 
two points, say A and B, and locate a sample V on M. V must lie on the circle 
centered at the gate mid-point, having radius 2/3L , and lying on the bisecting 
plane between A and B. The circle and M may have two or more intersections but, 
as we explained above, we consider only two. Between the two intersections, we 
select the one that is the furthest away from the tip of the previously decoded 
triangle bounded by the gate.  
If V is close enough to a previously decoded vertex that is part of the border of 
the decoded triangles, we select the closest of these, say W, and consider it to be 
the tip of the next triangle. If W is a neighbor of A and B (that is, they are 
connected by edges of M’), then the triangle corresponds to the EdgeBreaker label 
E. If it is only a neighbor of one of them, the new triangle is either R or L, 
depending whether W follows or precedes the gate (Figure 7.4 a). Otherwise, we 
have an S triangle (Figure 7.4 b). Otherwise, If V is further from W than the 
desired snap threshold, the new triangle corresponds to the C label and its tip is a 
new vertex. 
If V is inside a previously processed triangloid, we do not use any limit and 
always perform a snap to the closest point, W (Figure 7.4 a) on the border of the 
previously accounted triangloids. In our implementation we decided to perform 
the snap whenever the distance between V and W is less than L/2 because, after 
some experiments, we have found that this value leads to rather regular retilings. 
Since, in this context, the concept of closeness is relative to the surface metric, we 
move by adjacencies on M in a spiral-like manner, and we stop when we reach the 
threshold distance in all the directions. 
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Figure 7.4: Simple (a) and Complex (b) Snaps. 
Notice that the recently proposed use of local coordinate systems to encode the 
geometry seems a promising direction for 3D compression, especially when the 
local geometry is expressed in terms of angles [121]. 
Computation of geodesic paths 
To compute an approximation of the geodesic path between a point A and a point 
B on M, we estimate the normals at A and B. Then we construct a plane that 
passes through A and B and is parallel to the sum of their normals. Then we walk 
from A towards B along the intersection of that plane with M. If we cannot reach 
B, we switch to the slower algorithm presented in [45] and compute the exact 
geodesic shortest path. If we reach B, we have a candidate path P that forms a 
polyline on M whose internal vertices are all on the edges or vertices of M. Then 
we attempt to shorten P by a series of local snaps. Each snap moves a vertex V of 
P along an edge of M. (If V lies in the relative interior of an edge of M, then the 
snap can only move it along that edge. If V coincides with a vertex of M, then the 
snap can move it along any of the edges of M that are incident upon that vertex). 
At each snap, we select the move that minimizes the length of P. Note that the 
move may bring the vertex to the end of the edge or to some internal point on the 
edge. 
If the surface is sufficiently smooth, the limit of this process produces the exact 
GSP, otherwise it converges to a locally shortest path. We tuned our 
implementation to a finite number (10) of refinement iterations. 
Validity Tests 
At each step of the sampling procedure described above, we compute and mark 
the corresponding triangloid by tracing the GSP paths that bound it and by 
identifying and marking the portions of M that they bound. We verify that the 
surface of the triangloid is simply connected and disjoint from previously 
encountered triangloids. For example, if a triangloid contains one end of a handle, 
its interior is not properly defined by its three bounding curves. In order to 
describe how to detect such cases it is necessary to explain how we mark the inner 
elements of a triangloid. We first mark all the triangloid’s bounding edges and 
their left triangles (the triangloid’s bounding loop is counter-clockwise oriented) 
then we mark all the other triangles by moving inwards by edge-adjacencies. If 
this marking process reaches the triangloid’s boundary again or some other region 
marked, the triangloid contains one end of a handle (Figure 7.5). In this case, the 
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triangloid is not valid. 
 
 
Figure 7.5: If a triangloid contains one end of a handle, the marking process reaches the 
triangloid’s boundary more than once. 
Although the validity check may fail for an excessive desired edge length L (for 
example L is larger than the minimum thikness of a handle), we have established 
experimentally that the uniform strategy described here produces excellent results 
for a large variety of models commonly used to report results of simplification 
and compression algorithms and for a range of values of L that gives 
compression/error ratios superior to previsouly published techniques. 
Topological noise is a common issue in models coming from volume data; since 
our approach on these models would require a too small sampling step, we 
perform a topological noise removal [84] prior to the remeshing. Moreover, since 
we need to determine triangle normals from geometry, we eliminate all the 
degenerate faces [38] in advance; during the splitting process the normals can be 
inherited, so that possible new degeneracies do not cause any problem. Triangle 
meshes with an invalid embedding that results in a self-intersecting surface, are 
handled correctly by our algorithm because we move by adjacencies on the mesh 
to compute new samples and GSPs. 
Encoding Approach 
The described process can be used directly to generate a clers string representing 
the connectivity of the simplified triangulation and, since we are guaranteed that 
‘C’ triangles are isosceles and their height is 2/3L , we can use the dihedral angle 
scheme for encoding the geometry. Thus, the compressed model is represented by 
the coordinates of the first three vertices, a clers string, and a sequence of dihedral 
angles. The mesh connectivity can be reconstructed using the Wrap&Zip 
algorithm [154]. The location of the first three vertices is explicit, while the others 
can be computed starting from the mesh already reconstructed and the dihedral 
angle information. The edge length L does not need to be encoded because it is the 
distance between two of the three original vertices. 
The geometry is encoded by quantizing each dihedral angle with a fixed number 
of bits. Since angles are quantized, vertices of the approximating mesh do not lie 
exactly on the original triangulation. Hence, the quantization has two effects: (1) it 
increases the error estimate by adding to it the maximum displacement that a 
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vertex could be subjected to during quantization and (2) it requires that the 
computation of the corrective values be adjusted to take quantization into account. 
The error increase due to quantization depends on L and on the number of bits 
used to store each value. It is easily computed for a single step. For example, 
using 8 bits guarantees a precision of 360/256 ≅ 1.41 degrees (corresponding to a 
Hausdorff distance of ( ) 2/41.1sin3L ). In general a dihedral angle quantized with k 
bits leads to a Hausdorff distance of ( ) 2/2/360sin3 kL . 
To avoid error propagation during the decompression, the compression 
algorithm computes each new vertex starting from an approximating adjacent 
triangle, whose vertices do not necessarily lie on the original mesh. Thus the 
compression must simulate the work of the decompressor using only previously 
decoded information. To achieve this, we integrate quantization with the retiling 
process. At each step when a new vertex is introduced, a point V on M is used for 
computing the paths bounding the triangloid but a quantized version of that point 
is used when computing the following triangloids of M. 
7.4 Results and discussion 
When each dihedral angle is quantized with 8 bits, and the first three vertices use 
32 bits per coordinate, the method described here guarantees that the retiled mesh 
M’ with V vertices, T triangles and H handles can always be encoded with 
32*3*3+8V+1.83T+2Hlog(T) bits. For simplicity, we assume that the number of 
handles, H, is negligible with respect to V, and thus that T=2V. 
For large meshes, arithmetic encoding further reduces storage, bringing the 
connectivity cost down to about T bits and the geometry cost to about 6V bits (or 
equivalently 3T bits). Thus the total size is about 4T bits for large meshes, while it 
is guaranteed not to exceed 288+5.83T bits for meshes without handles.  
We have implemented a prototype to test the described method. The input is an 
original mesh M and the desired size S of the compressed model in bits. The first 
step of the SwingWrapper system is to use such a size to compute the sampling 
step L, by considering the following: 
• A = area of M. 
• a = 4/32L = area of an equilateral triangle with edge length L. 
• T = A/a = number of equilateral triangles that are necessary to wrap the whole 
M. 
We make two approximations: 1) we consider that all the triangles produced by 
SwingWrapper are equilateral and 2) that each triangle is encoded with exactly 4 
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We found that the actual output size produced by our heuristics approaches the 
desired one (Figure 7.7, Figure 7.8 and Figure 7.9) within an accuracy that is 
sufficient for a wide variety of Web-based applications. When the user asks for a 
compression that would require a desired edge length L that is too large for the 
particular mesh, SwingWrapper reports a failure and the user must either suggest 
a less aggressive compression or rely on an automated binary search, which 
computes the largest L for which the mesh can be resampled with our approach. 
We have found that many of the original triangle meshes that have been used to 
demonstrate simplification and compression results in the literature may be retiled 
with our method down to 10 times fewer triangles without exceeding an L2 error 
of 0.01% of the diagonal of the model’s bounding box. Thus, for large meshes, the 
resulting compression yields an expected storage of 0.4 bits per triangle. Of 
course, since we are doing remeshing, the number of bits per triangle of the 
original model is just an indication of the compression rate, that is, it relies on the 
assumption that the triangle count of the original model is proportional to the 
complexity of its geometry. 
To calibrate our results, we compare them to results obtained by the recent PGC 
lossy compressor proposed by Khodakovsky et al. [108], which reports better 
compression than the progressive CPM [141] and, in some conditions, even than 
the single rate TG[175] and MPEG[173] approaches. We have found that 
SwingWrapper significantly outperforms PGC at low bitrates. As the desired 
accuracy increases, the advantage of SwingWrapper over PGC is reduced, as 
shown in Figure 7.6. The depicted PGC curves were obtained by tracking the 
values reported in Table 1 for the corresponding models; bit-per-vertex factors 
have been computed using the number of vertices in the original model. Since in 
our implementation the desired bitrate can be passed as an input parameter, we 
easily sampled our curve approximately at the same points as those reported in 
[108], so that interpolation errors do not impact the comparison (Table 7-1 and 
Table 7-2). 
b/v ½ 1 2 4 8 
Venus 6.10 3.10 1.60 0.85 0.55 
Bunny 10.8 5.10 2.50 1.40 0.95 
Horse 4.50 2.00 1.05 0.70 0.55 
Fandisk 52.0 11.9 3.50 1.00 0.60  
Table 7-1: Relative L2 error in units of 10-4 of the PGC coder at various bitrates. Values have 
been taken from [108]. 
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b/v ½ 1 2 4 8 
Venus 4.45 2.60 1.30 0.80 0.55 
Bunny 2.35 1.40 1.05 0.80 0.65 
Horse 2.30 1.45 0.95 0.65 0.55 
Fandisk 43.0 13.5 3.70 1.00 0.55  
Table 7-2: Relative L2 error in units of 10-4 of the SwingWrapper coder at various bitrates. 
As a further comparison, we have applied the Garland-Heckbert [74] 
simplification algorithm to some of our models; then we have compressed the 
simplified models with some lossless encoders (EdgeBreaker, TG, MPEG) and we 
have found that, except for cases with very large and flat areas such as the fandisk, 
SwingWrapper produces significantly better models with the same bit-rate. In 
Table 7-3 we show the results obtained through G&H simplification followed by 
EdgeBreaker encoding using the parallelogram rule for geometry (8 
bits/coordinate) and a further arithmetic-based compression. On the simplified 
models, EdgeBreaker proved to perform better than both MPEG and TG. Notice 
that TG does not produce particularly aggressive compressions because the 
models produced by the Garland-Heckbert method are not regular. 
b/v ½ 1 2 4 8 
Venus 7.28 5.92 3.84 2.71 1.32 
Bunny 16.7 8.52 4.56 2.28 0.99 
Horse 8.52 4.44 2.33 1.16 0.67 
Fandisk 22.0 10.2 4.30 1.70 0.40  
Table 7-3: Relative L2 error in units of 10-4 for the models obtained through G&H simplification 
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Figure 7.6: Rate/distortion curves for SwingWrapper (squares), Simplification+EdgeBreaker 
(triangles) and PGC (circles). Relative L2 errors are expressed in units of 10-4. 
We tested our prototype on a Pentium-III 450 equipped with 512M of RAM and 
running Linux and, excluding input/output operations, statistics on running time 
reported an average of 1.2•10-4 seconds per triangle of the original mesh M (over 
8000 triangles per second) for compression. For example, the model depicted in 
Figure 7.7 is made of 274K triangles, and its compression takes about 30 seconds. 
Decompression time is comparable to the reading of the compressed model. 
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S: 4000 B 
O: 4318 B 
  
Figure 7.7: The same model encoded at different rates. S is the requested output file size, while 
O is the obtained one in bytes. 
It is worth to say that, while some recent compression techniques take a special 
care of the features [108], SwingWrapper tends to smooth the original model, 
since samples do not necessarily fall on corners or on edges. The presence of 
sharp features, however, does not prevent the coder to return a valid result (Figure 
7.8). If sharp features are important in terms of visual quality, the aliasing effect 
may be reduced using a shorter sampling step at the cost of an increased output 
file size. However, in the next chapter we present a filter for recovering the sharp 
features on models encoded with SwingWrapper by removing the alias artifacts 
[12], without the need to encode any additional information. 
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Original 
ε: 0.032% 
S: 2500 B 
O: 2686 B 
 
Figure 7.8: Although the remeshing has rounded the model’s sharp edges, the impact of these 
errors on the L2 distortion is small because it is concentrated on the sharp features, which occur 
only in a small fraction of the surface. 
Since many models have handles (through holes) and/or holes (cut-out in the 
surface), we have extended SwingWrapper to handle such cases by using the 
encoding scheme supported by EdgeBreaker [150], as shown in Figure 7.9. It 
must be considered that, as it happens for sharp features, boundaries may be 
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Figure 7.9: Retiling of a solid with a through-hole (handle). 
The size of the compressed model and the approximation error are closely related 
to one another, and such relationship depends on the complexity of the shape (i.e. 
curvature, sharp features, …). Specifically, given a curved shape, if we want the 
storage of the transmitted model to be very small, we may have to accept a rough 
approximation. Typically, we would strive to find an acceptable trade-off between 
the file size and error. That trade-off strongly depends on the application, and 
cannot be automated. 
We have investigated an adaptive approach for the retiling that 
shortens/elongates the sampling step depending on the Hausdorff distance 
between the triangloid and the corresponding approximating triangle. It actually 
improves the quality of the reconstruction without the need of more triangles, and 
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it can be used if it is important to retain detailed features. Unfortunately, we have 
found a twofold drawback. First, we must transmit more bits since the 
decompressor needs to know where (and/or how much?) the sampling step must 
be modified; Second, we can no longer predict the size of the final compressed 
model. Moreover, a uniform sampling may produce several redundant triangles in 
nearly flat areas, and their geometry is encoded by a long sequence of the same 
dihedral angle, that is, we can expect a further significant compression through 
arithmetic and run-length encoders. Thus, we recommend the use of an adaptive 
approach only where it is essential to preserve sharp features with great accuracy 
and where these sharp features are surrounded with large areas of flat curvature. 
While we think that something can be done to decrease the necessary bits in the 
adaptive approach, we are not able to predict the final size unless we deeply 
understand the complexity of the shape. The latter, at the best of our knowledge, 
is still an open problem. 
Finally, we can conclude the discussion by saying that SwingWrapper is 
particularly suitable for the compression of natural shapes as JPEG is suitable for 
natural images. 
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8 Sharp Feature Recovering and Surface Fairing 
The SwingWrapper scheme discussed in chapter 7, as well as various 3D 
acquisition, analysis, visualization and compression approaches, samples surfaces 
of 3D shapes in a uniform fashion, without any attempt to align the samples with 
the sharp edges and corners of the original shape. Consequently, the interpolating 
triangle meshes chamfer these sharp features and thus exhibit a relatively large 
error in their vicinity. We present here two new filters that restore a large fraction 
of the straight or curved sharp edges missed by the feature-insensitive sampling: 
(1) EdgeSharpener restores automatically the sharp edges by identifying and 
splitting the chamfer edges and by forcing the new vertices to lie on intersections 
of planes extending the smooth surfaces incident upon these chamfers and (2) 
Bender subdivides the resulting triangle mesh using a combination of the 
Butterfly subdivision scheme, for the smooth portion of the mesh, with a four-
point subdivision scheme, for the sharp edges, in order to preserve the sharpness 
of the recovered sharp edges while bending their polyline approximations into 
smooth curves. This combined Sharpen&Bend post-processing significantly 
reduces the error produced by feature-insensitive sampling processes. For 
example, we have observed that the L2 error introduced by the SwingWrapper 
remeshing-based compressor can often be reduced down to a fifth by executing 
EdgeSharpener alone after decompression, with no additional information. For 
retilings of shapes with curved edges, a subsequent execution of Bender reduces 
the remaining error by two thirds. 
 
 
a b c d 
Original Emax = 0.92% 
L2 = 0.12% 
Emax = 0.21% 
L2 = 0.03% 
Emax = 0.15% 
L2 = 0.01%  
Figure 8.1: An original model (a) was re-meshed through a feature-insensitive algorithm (b). 
The sharp edges and corners were restored by EdgeSharpener (c). Then, Bender faired the smooth 
regions without rounding off the sharp features reconstructed by EdgeSharpener (d). For each 
model, the maximum distance from the original surface (Emax) and the mean-squared distortion 
(L2) are reported. All the values are percent of the bounding-box diagonal. 
8.1 3D Aliasing 
The surfaces of 3D models are often represented by approximating triangle 
meshes. Their triangles are the simplest form of interpolant between surface 
samples, which may have been acquired with a laser scanner [8][7][76], computed 
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from a 3D scalar field resolved on a regular grid [126][33], or identified on slices 
of medical data [46][51]. Most acquisition techniques restrict each sample to lie 
on a specific curve whose position is completely defined by a pre-established 
pattern. For example, a laser-scanner measures distances along a family of parallel 
or concentric rays that form a regular pattern or grid. One may also argue that an 
iso-surface extraction uses three such patterns, aligned with the three principal 
directions. Because the pattern of these rays or stabbing curves is not adjusted to 
hit the sharp edges and corners of the model, almost none of the samples lie on 
such sharp features. Therefore, the sharp edges and corners of the original shape 
are removed by the sampling process and replaced by irregularly triangulated 
chamfers. The error between the original shape and the approximating triangle 
mesh may be decreased by using a finer sampling step. But, over-sampling will 
increase significantly the number of vertices, and thus the associated transmission 
and processing cost. Furthermore, as observed by Kobbelt et al. [112], the 
associated aliasing problem will not be solved by over-sampling, since the surface 
normals in the reconstructed model will not converge to the normal field of the 
original object. 
Similar aliasing artifacts can be observed on models produced by surface 
remeshing, which is the basis of three of the most effective compression 
techniques published recently [13][170][85]. All three methods create a new mesh 
that approximates the original one. Vertices of the new mesh are placed on the 
original surface or at quantized locations near the surface, so that their position 
can be predicted more accurately and encoded with fewer bits. To reduce the 
encoding of each vertex to a single parameter, the vertices of the resampled mesh 
are restricted to each lie on a specific curve, which is completely defined by 
previously processed neighboring vertices. Unfortunately, almost none of the new 
vertices fall on sharp edges or corners. As a consequence, the sharp features are 
not captured in the new mesh and a significant error between the original surface 
and its approximating triangle mesh occurs near these sharp features.  
To reduce this error, one may choose to use a feature-sensitive remeshing 
process [120], which attempts to place the samples on the sharp edges and corners 
of the original model. Unfortunately, this solution requires a more verbose 
representation of the samples, which are no longer restricted to each lie on a 
specific curve and hence must be encoded using 3 coordinates each. In order to 
retain the full benefit of the compactness of a feature-insensitive retiling while 
reducing the approximation error, we present in this chapter the EdgeSharpener 
approach [12]. It automatically identifies the chamfers and replaces them with 
refined portions of the mesh that more accuratley approximate the original shape, 
restoring a piecewise linear approximation of the sharp edges.  
A significant number of publications have been focused on identifying sharp 
features in a 3D model [96][95], even in the presence of noise. More recently, 
solutions were proposed for maintaining sharp features during remeshing 
[112][187]. In both cases, the features to be extracted or preserved are present in 
the model. In contrast to this body of previous work, the EdgeSharpener solution 
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proposed here recovers sharp features in an aliased model, from which they have 
been removed by feature-insensitive retiling. Our edge-sharpening process works 
well for meshes generated through a variety of uniform sampling schemes and 
does not introduce undesirable sideffects away from sharp features. For example, 
Figure 8.2 shows a model resampled with two different feature-insensitive 
approaches. Its sharp features have been correctly restored in both cases using 
EdgeSharpener. 
(a) (b) (c) (d) 
 
Figure 8.2: An aliased model (a) generated with Marching Cubes is improved automatically (b) 
by EdgeSharpener. A version (c) of the original model was generated through the lossy 
SwingWrapper compression. An improved version (d) was obtained with no additional information 
by running EdgeSharpener after decompression. 
After the sharp edges have been restored, the error between the triangle mesh and 
the original model is distributed more uniformely and is the consequence of using 
a piecewise-linear approximation of a curved surface. When the original surface is 
smooth everywhere, the error may be further reduced by subdividing the 
approximating triangle mesh. An interpolating subdivision process [61][192] may 
be used to refine the triangle mesh globally, bending the triangles to smoothen the 
surface at the edges and vertices. Ufortunately, when the original model contains 
sharp edges, such a bending process would round or blend the sharp edges 
restored by EdgeSharpener, and hence would increase the error, anihilating the 
benefits achieved by EdgeSharpener. Thus, we present here a modified version of 
the Butterfly subdivision approach, which preserves the sharpness of the features 
restored by EdgeSharpener, while bending them so that they form smooth curves 
between sharp corners. This new refinement scheme, called Bender, uses the 
modified Butterfly subdivision scheme introduced in [192] for all edges that are 
not incident upon a vertex bounding a sharp edge. The other edges, which include 
the sharp edges and the edges adjacent to sharp edges, are subdivided using the 
subdivision rules described in [191], which are also used for subdividing possible 
boundaries. The effect of both Edge-Sharpener and Bender (abbreviated 
Sharpen&Bend) is shown in Figure 8.1. 
An important application of Sharpen&Bend is the post-processing of laser-
digitized models. Most surface reconstruction approaches, in fact, are not able to 
correctly reconstruct sharp features. Moreover, while sufficient sampling 
conditions have been studied for smooth 3D objects [7], a guaranteed-quality 
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reconstruction of surfaces with sharp features has remained a challenge, even in 
the 2D case [58]. 
8.2 Related Work 
The problem of extracting sharp feature lines from 3D data has been studied 
extensively and remains an important issue for several applications, the most 
important being reverse engineering [174]. The source of the data may be 
unstructured, as in the case of scattered point sets, structured, as in the case of 
polygonal meshes, or partially structured as in the case of contours or profiles. 
We discuss them in this order. Then, we discuss feature-sensitive polygonization 
and re-tiling approaches that identify sharp features in the original surface and 
preserve them in the triangulated model. 
Identifying sharp features in unstructured point clouds 
When a point cloud is dense enough, sharp features may be inferred by analyzing 
the neighborhood of each point. Usually, this is done as a post-processing step of 
finding a manifold triangle mesh interpolating the point cloud [1]. In [82], 
however, a method is described in which points that lie close to the sharp features 
can be identified directly from the cloud, without the need of a prior surface 
reconstruction. The point cloud is partially organized through a neighbor graph 
and penalty weights are assigned to the points depending on the configuration of 
the neighbors. A weight indicates the unlikelihood that a point is part of a sharp 
edge, thus a point which is coplanar with all its neighbors will be strongly 
penalized. Then, a sub-graph is extracted based on a minimization of the weights. 
Even after a proper pruning of this sub-graph, which represents a rough 
approximation of the final set of feature lines, the edges are likely to form zig-zag 
patterns. This is due to the fact that input samples are rarely aligned with the sharp 
edges, and the sub-graph is made of arcs which cross them. The authors propose 
to apply a final procedure which smoothens the zig-zag away by fitting low 
degree splines to the feature lines. This eliminates the zig-zag, but the resulting 
feature lines are likely to lie on what we call a chamfers, rather than at the 
intersection of extrapolated surfaces. In practice, if the original solid has a convex 
sharp edge, the corresponding feature line extracted by this method is likely to be 
entirely inside the solid; if the original edge is concave, the feature line is 
probably outside. 
In [86], the authors present a method to infer smooth surfaces, while detecting 
intersection between surfaces and 3D junctions by applying perceptual grouping 
rules. The input points are each associated with a correspondent surface normal. If 
normals are not provided, the method relies on an automatic normal estimation. 
Since, in this method, sharp edges are computed as intersections of surfaces, the 
result may be inaccurate if the normals are not provided. In general, since one 
cannot assume that enough samples fall exactly on sharp edges, the normals at 
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samples near the edges will be polluted, and so will be the resulting intersection of 
the surfaces meeting at the edges.  
These two approaches work well for dense point clouds and when no extreme 
accuracy is necessary in their output. Conversely, the Edge-Sharpening approach 
described here works well even if the vertices of the input triangle mesh are 
sparse. Moreover, each sharp edge reconstructed by our method is computed by 
extrapolating the smooth surfaces which meet at the sharp edge, hence one can 
expect to obtain more accurate results. 
Recovering sharp features in scanned data sets 
In most 3D data acquisition processes, the cloud of points captured by a scanner is 
organized as uniformly spaced samples along a series of nearly parallel rows. The 
spacing of the rows and of the points along a row is uniform in the scanner’s 
parameter space (an angle that controls the orientation of the laser beam), but not 
in terms of Euclidean distance. Sharp features are typically extracted by detecting 
curvature extrema along each row and by matching them between successive rows 
[30]. Similarly, if the points are known to be captured along straight profiles, as in 
typical bathymetries, it is possible to join close vertices of adjacent profiles into 
feature lines by analyzing, and possibly matching, the shape of their neighborhood 
along the profile [142].  
Clearly, one could adapt the above approaches to triangle meshes by computing 
regular cross-sections and doing the 1-D analysis to find matching points. 
However, the cross-sections will typically not go through the sample points and 
hence would add sampling noise and reduce the reliability of the approach.  
Recovering sharp edges in triangle meshes 
In most situations, surface samples are sparse and the surface that interpolates 
them is defined by a triangle/vertex incidence graph. In these cases, the additional 
information given by the connectivity graph lead to significantly better sharp-edge 
recovery results when compared to methods dealing with sparse clouds of 
unstructured points. In [95], for example, a method is described for extracting a 
multi-resolution organization of sharp edges from a triangle mesh. The method is 
based on the assignment of a weight to each edge, so that the weight is 
proportional to the dihedral angle, or to some measure of the dihedral angle which 
uses a bigger support. Then, the heaviest edges are used to form patches of the 
surface which are thinned through a skeletonization process. Since this process 
may become slow for dense meshes with many sharp features, the input 
triangulation is first turned into a progressive mesh [92], and the feature extraction 
operates on the coarsest mesh. Higher resolution features are obtained by 
inverting the edge-contractions through vertex-splits, as described in [92], while 
keeping track of the features. 
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This approach, however, may result in the identification of a set of lines 
corresponding to small radius blends in the input model, and it may prove difficult 
to tune the parameters in order to get only the features which are actually sharp. 
The same difficulty prevented us to use the method described in [188], in which 
the identification of perceptually salient curvature extrema was used to detect 
curvature features. A curvature feature is a portion of the model which has an 
extreme value of curvature in some direction, and is computed by grouping 
triangles with similarly curved neighborhoods. A thinning algorithm can be used 
to turn the curvature features into feature lines approximating small radius blends 
in the model. 
Feature sensitive (re)meshing 
Feature sensitive sampling techniques have been mainly developed for iso-
surfaces and for polygonal meshes. When the model being sampled is an iso-
surface and the resulting model interpolates the samples through a polygonal 
mesh, the process is called feature sensitive meshing, tiling, or polygonization. In 
the particular case where the input model is already a triangle mesh, the process is 
called feature sensitive re-meshing or re-tiling. 
The loss of sharp features during the polygonization of iso-surfaces has been 
addressed in [139] and [140], where the standard marching-cubes algorithm is 
improved by optimizing the location of sample points so as to snap some of them 
onto sharp features. In [139], the initial mesh produced by Marching-Cubes is 
optimized by forcing its triangles to become tangent to the iso-surface. Such a 
constraint automatically eliminates the chamfers by moving each of their triangles 
to either one or the other side of the sharp edge. Similarly, in [140] each vertex is 
iteratively moved so that the normals at the triangles incident to the vertex 
converge to the normals of the underlying iso-surface. In a similar fashion, when 
remeshing an original triangulation, the aliasing problem may be avoided by 
snapping some of the evenly distributed vertices to sharp feature lines, as 
proposed in [187].  
During the triangulation of an iso-surface, an extended marching cubes (EMC) 
algorithm [112] derives vertex normals from the original scalar field and uses 
them to decide whether a voxel contains a sharp feature. If so, additional vertices 
are created in the voxel and placed on intersections between planes defined by the 
vertices and their normals.  
This EMC approach was subsequently improved in [102], enabling it to 
accurately polygonize models with sharp features using an adaptive subdivision of 
the space (i.e. an octree), with the result of obtaining polygonal models with less 
faces.  
These feature-sensitive surface triangulation approaches exploit information 
about the original surface. In contrast, the EdgeSharpener solution proposed here 
operates on a triangle mesh produced by a feature-insensitive sampling and yet is 
able to restore most of the sharp features automatically, without additional 
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information. One may argue that an application of the EMC to a polygonal mesh 
may be used to infer and hence reconstruct the sharp features. In [112], such an 
application (i.e. a remeshing) is discussed and, in fact, it is useful to improve the 
quality of meshes having degenerate elements or other bad characteristics. In 
some cases, the information at the edge-intersections makes it possible to 
reconstruct sharp features in an Edge-Sharpener like manner. For example, if a 
cell contains an aliased part that does not intersect the cell’s edges, the normal 
information at the intersections is used to extrapolate planes and additional points 
are created on the inferred sharp feature. If, on the other hand, the cell’s edges do 
intersect the aliased part, the normal information becomes noisy, and nothing can 
be predicted about any possible feature reconstruction. In contrast, our use of the 
so-called red neighborhood to extrapolate a plane makes EdgeSharpener less 
sensitive to such problems. Moreover, remeshing the whole model through the 
EMC approach can introduce an additional error on the regions without sharp 
features. Conversely, the local modification we propose only affects the aliased 
zones by subdividing only the triangles that cut through the original solid (or 
through its complement) near sharp edges. 
Feature-preserving subdivision and smoothing 
The problem of preserving sharp features during the subdivision of polygonal 
surfaces has been tackled in [93], where the authors use a modification of the 
Loop’s subdivision scheme [125] to improve the quality of the results of their 
surface reconstruction algorithm.  In their approach, after a coarse reconstruction 
which interpolates the input point cloud with a triangle mesh, edges of the mesh 
are tagged as sharp if their dihedral angle exceeds a threshold or if they lie on the 
boundary. Then, the mesh is used as the input to a subdivision  process that 
generates a piecewise smooth subdivision surface fitted to the data through an 
iterative optimization process. The optimization computes an approximation of 
some limit points of the surface and transforms the base domain so that these 
points best fit the input data with respect to an energy function. All the 
modifications applied to the base domain preserve the tagged edges. For example, 
if a tagged edge is split, then the resulting two edges connecting the old end-
points with the newly inserted vertex are tagged as well. The result of this process 
is a tagged base domain which can be subdivided through a modification of the 
Loop’s subdivision scheme which preserves the tagged features. Since the 
subdivision scheme is not interpolating, a trade-off between conciseness and fit to 
the data is necessary. 
In a different approach, when the sharp features are selected on a quad-mesh by 
the user, modified subdivision rules may be used to subdivide the mesh in order to 
obtain sharp features in the limit surface [31]. This is particularly useful for 
multiresolution editing purposes where, in order to put a curved sharp edge on the 
limit surface, the user can simply draw a piecewise linear curve on the base 
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domain. Then, this curve will be subdivided through the modified rules that 
guarantee its eventual sharpness. 
The Bender algorithm subdivides triangle meshes and is inspired to ideas 
developed in [93]. However, our feature preserving subdivision scheme is 
interpolatory. 
When the input triangle mesh interpolates noisy samples, subdivision may have 
no benefit. Instead, a smoothing process may be needed. Recently proposed 
feature-preserving techniques for mesh smoothing [100][68] propose a penalty 
function that is based on the distance between a sample P and a tangent plane 
through sample Q to diminish the influence of P on Q when the two are separated 
by a sharp edge. 
8.3 The EdgeSharpener algorithm 
The errors produced by feature-insensitive sampling approaches are concentrated 
in what we call chamfer triangles, which cut through the solid near sharp convex 
edges or through the solid’s complement near sharp concave edges. Our objective 
is to identify these chamfer triangles and to replace them with a finer triangle 
mesh portion that better approximates the sharp features of the solid.  
In order to preserve the integrity of the triangle mesh, we subdivide the chamfer 
triangles by inserting new vertices on edges between two chamfer triangles and 
also inside the corner triangles where several sharp features meet. Our approach, 
which does not split the edges that separate chamfer and non-chamfer triangles, 
involves three parts:  
1. Identify the chamfer edges and corner triangles 
2. Subdivide them by inserting new vertices,  
3. For each newly inserted vertex, estimate the sharp edge or corner that we are 
trying to restore and snap the vertex onto that sharp edge or corner. 
Identification of the chamfer triangles 
We have explored three different approaches (global, local and filter) for 
identifying the chamfer triangles. They produce nearly equivalent results, but 
offer different compromises between elegance of the formulation, code simplicity, 
and running time efficiency. To provide the reader with a more global perspective, 
we briefly outline all three before discussing the details of the filter approach that 
we have retained. All three approaches identify what we call chamfer edges, 
which are shown in blue in Figure 8.3, and all of them are based on the 
identification of smooth edges, which are the edges that tessellate smooth portions 
of the original model and are dentifyied using the following simple heuristic. 
In the remainder of the chapter, an edge is said to be smooth if the angle between 
the normals to its two incident triangles is less than a given threshold, which we 
have chosen to be twice the average of such angles for the entire mesh. This 
 
112 
M. Attene  Sharp Feature Recovering and Surface Fairing 
choice is motivated by the following consideration: when an original piecewise 
smooth model is sampled with a nearly infinite density, the dihedral angle at 
edges not belonging to chamfer triangles is nearly π. Furthermore, the number of 
non-smooth edges is negligible with respect to the total number of edges, thus the 
average dihedral angle remains close to π or, equivalently, the average angle, ε, 
between the normals of two adjacent triangles remains close to 0. The influence of 
non-smooth edges on ε is small but not null, thus the actual angle for smooth 
edges is slightly smaller than ε. In practice we do not have infinite samplings, so 
taking ε as threshold makes the algorithm too sensitive to small amounts of noise. 
We have experienced that doubling ε is a good compromise between theoretical 
correctness in the ideal case and robustness in all of the practical cases 
encountered. 
The global approach that we have initially explored processes the entire mesh 
and identifies clusters of triangles that are connected by smooth edges and thus 
tessellate portions of smooth surfaces. Chamfer edges are edges that connect 
vertices in two clusters, and chamfer triangles are those bounded by one or two 
chamfer edges. Triangles bounded by three chamfer edges are called corner 
triangles. The global clustering phase is delicate [75], expensive, and unnecessary 
for our purpose. Furthermore, it does not easily differentiate between smooth 
surfaces and thin corridors (generalized triangle strips) of smoothly connected 
triangles, which although smooth, may correspond to the actual chamfers that we 
wish to replace. 
The local approach, which we have also investigated and rejected, examines the 
neighborhood of each edge formed by its two incident triangles and by all their 
neighbors. It attempts to organize the ordered ring of neighbors into two or three 
strips of nearly coplanar and contiguous triangles, separated by chamfer triangles. 
If it succeeds, the edge is a chamfer edge. Although the process is local for each 
edge, its formulation is rather inelegant and its execution involves redundant 
steps. Furthermore, using only one ring of neighbors may wrongly identify 
chamfers in noisy regions that do not separate smooth portions of a surface. 
We have finally opted for the filter approach, which is significantly faster, more 
robust, and easier to implement than the other two. This approach, which we have 
named EdgeSharpener, is based on the initial identification of the smooth edges 
and on a succession of six simple filters, which each colors the edges, vertices, or 
triangles, based on the colors of their adjacent or incident elements. (We use color 
as tags to simplify the presentation of the filters.) 
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Figure 8.3: An original model (top-left) was re-meshed through a feature insensitive algorithm 
(top-right). The smooth edges in the aliased input model were detected and the six filters (1-6) 
have selected the chamfer edges and the corner triangles to be subdivided. 
The first step of the filter approach is to paint brown all of the smooth edges (we 
assume that all vertices, edges, and triangles are initially gray), then we apply the 
following sequence of six filters: 
1. Paint red each vertex whose incident edges are all brown. These red vertices 
are surrounded by a smooth portion of the surface.  
2. Paint red each triangle that has at least one red vertex. A connected 
component of these red triangles forms the core of a smooth region. 
3. Recursively paint red the triangles that are adjacent to a red triangle through a 
brown edge. Doing so extends the cores to smoothly abutting triangles. 
4. Paint red the edges and vertices of the red triangles. This filter adds to each 
smooth region its boundary.  
5. Paint blue each non-red edge joining two red vertices. Typically, these blue 
chamfer edges join the boundary vertices of two different smooth regions 
separated by a strip of chamfer triangles.  
6. Paint green each triangle bounded by three blue edges. These are the corner 
triangles where three strips of chamfer edges meet 
The six steps are illustrated in Figure 8.3. Filter 1 identifies the interior vertices of 
smooth regions. Filter 2 identifies the core triangles of smooth regions. These are 
incident upon at least one interior vertex. Filter 3 extends the smooth regions to 
include all of the triangles that are adjacent to a core triangle by a smooth edge. 
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Note that we do not distinguish between the different components of the smooth 
portion of the mesh. Filter 4 marks the edges that bound the smooth regions to 
ensure that they are not mistaken for chamfer edges in step 5. Note that these 
edges are not smooth. Filter 4 also identifies the vertices that bound the smooth 
regions. Filter 5 identifies the chamfer edges as those that connect vertices on the 
boundary of smooth regions but do not, themselves, bound a smooth region. Note 
that chamfer edges may, but need not, be smooth. Also note that some edges may 
still be gray and that some brown edges may neither be part of a smooth region 
nor be chamfer edges (Figure 8.4). Finally, Filter 6 identifies the corner triangles 
that are bounded by three chamfer edges and have all of their vertices on the 
boundary of smooth regions. Thus, they are at the junction of at least three 




Figure 8.4: Chamfers identified by Edge-Sharpener on a Marching-Cubes generated model (left) 
and on the simplified version of a laser scanned model of Michelangelo’s David (right). Some 
edges are still gray or brown. 
Subdivision of the chamfer triangles 
To subdivide the chamfer triangles, including the corner ones, we insert a new 
vertex in the middle of each chamfer edge and in the middle of each corner 
triangle. Then, we re-triangulate the resulting polygons. We may have three cases 
(see Figure 8.5): 
• A triangle with a single chamfer edge is split in two triangles. 
• A triangle with two chamfer edges is split into three triangles. 
• A corner triangle, which has three chamfer edges and an interior vertex is split 
into six triangles forming a fan around the interior vertex. 
a b c 
 
Figure 8.5: Subdivision of a chamfer triangle with one (a) two (b) or three (c) chamfer edges. 
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Snapping the new vertices onto sharp features 
Finally, we must find the proper position for each new vertex introduced in the 
middle of a chamfer edge or a corner triangle. We use an extrapolation of the 
smooth surfaces that are adjacent to these elements, as shown in Figure 8.6 and 
Figure 8.7 and explained below. 
To find the position of a new vertex V inserted in a chamfer edge E, we consider 
the two original vertices, A and B, of E. We compute the weighted sum N of the 
normals to all of the red triangles incident upon A, normalize it, and define a 
plane P that is orthogonal to N and passes through A. As weights, we use the 
angle between the two edges of the incident triangle that meet at A [132]. 
Similarly, we compute the weighted sum M of the normals to all of the red 
triangles incident upon B, normalize it, and define a plane Q that is orthogonal to 
M and passes through B. Finally, we move V to the closest point on the line L of 
intersection between planes P and Q. More specifically, V is (A+B)/2+(h/k)H, 
where H=AB×(M×N)=(AB•N)M+(BA•M)N, where h=AB•N, and where 





Figure 8.6: Re-location of a new vertex splitting a chamfer edge. 
To find the position of a new corner vertex, W, inserted in a corner triangle with 
vertices A, B, and C, we proceed as follows. We first compute the weighted sum, 
N, of the normals to all of the red triangles incident upon A, normalize it, and 
define a plane P that is orthogonal to N and passes through A. Similarly, we 
define the plane Q through B with normal M and the plane R through C with 
normal S. Then, we move W to the intersection of planes P, Q, and R, which is the 
solution of the system of three linear equalities: W•N=A•N, W•M=B•M, 
W•S=C•S (see Figure 8.7). 
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Figure 8.7: Re-location of a new vertex splitting a corner triangle. 
For simplicity, we have omitted in the previous two paragraphs the discussion of 
degenerate cases. Such cases include situations where the pairs of planes are 
parallel or when the triplets of planes do not intersect at a single point, because 
their normals are coplanar. Moreover, since the algorithm is tailored for nearly 
uniform triangulations, we have chosen to avoid the creation of edges which are 
longer than the longest edge of the input mesh (see Figure 8.8). Thus, if the 
extrapolated position would require the creation of such a long edge, or if the 
position itself is not defined because of a linear dependency between the planes, 
we simply leave the newly inserted vertex in the middle of the chamfer edge or of 
the corner triangle. 




Figure 8.8: An input model (a) having some chamfer edges (b) were subdivided without moving 
the new vertices (c). The model (d) was obtained by skipping the edge-length check. 
In some cases, a portion of a strip of triangles that forms a chamfer is bordered by 
a concave edge on one side and by a convex edge on the other. We detect these 
situations easily by analyzing the configuration of the triangles incident on the 
end-points of the chamfer edge or triangle. We treat these cases as the ones 
discussed above, and simply do not move the newly inserted vertices. 
Another degeneracy to be discussed includes all the configurations in which the 
original model has more than three sharp edges meeting at a corner. In these 
cases, a corresponding re-sampled model has a strip of chamfer edges for each 
original sharp edge, and these four strips meet at a region made of two or more 
corner triangles (see Figure 8.9). The new points that split these adjacent corners 
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(and the chamfer edges inbetween) are moved to the same position, resulting in 
the creation of degenerate (zero-area) triangles. Therefore, when the sharpening is 
complete, it may be necessary to eliminate some degenerate (zero-area) triangles 
[38]. We have tuned our implementation by considering as degenerate a triangle 
having at least one angle smaller than 1 degree; in this case we simply collapse 




Figure 8.9: A pyramid was remeshed using the marching intersections [148]. Edge-Sharpener 
detected two adjacent corner triangles, has subdivided them, and has eliminated the resulting 
degenerate triangles.  
The sharp edges and the sharp corners created by EdgeSharpener are marked, as 
such, for further processing, as discussed in the next section. 
8.4 Bending 
The bending phase described here is optional. It is particularly beneficial when 
restoring curved models from a triangulation generated by a feature insensitive 
sampling. 
The error between a curved smooth surface and a triangle mesh approximating it 
can often be reduced by inserting additional samples as vertices in the mesh. 
Standard subdivision approaches would round off the sharp features. Thus, we 
want to tag the sharp edges and use a Bender modified subdivision scheme that 
smoothens the surface and preserves the sharpness of sharp edges while bending 
chains of them into smooth curves. 
Below, we first describe how to tag all of the sharp edges during the execution 
of EdgeSharpener and then provide the details of the Bender algorithm. 
Tagging the sharp edges 
In [120] and [93] a crude threshold on the dihedral angle was used to tag the edges 
of the mesh for further processing. We could use this method as a post-processing 
after running EdgeSharpener. Unfortunately, when the sampling is curvature-
insensitive, such an approach could mistakenly tag, as sharp, some of the edges 
lying on smooth surfaces with high curvature. 
To reduce the frequency of these false positives, we use a modified version of 
EdgeSharpener, in which, in addition to the sharp edges created by subdividing 
chamfer triangles, we also tag as sharp the non-smooth edges that bound two 
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smooth faces. These edges may be easily identified using the coloring scheme 
introduced earlier. They may be precisely defined as  the non-smooth edges that 
have both of their incident triangles painted red. To identify them during 
EdgeSharpener, we perform the first three EdgeSharpener  filters as explained in 
the initial version above. After Filter 3 we insert a new filter, say Filter 3bis, 
which finds the non-brown edges with two adjacent red triangles and tags their 
ending vertices. Filter 3bis also tags all of the vertices having a non-manifold red 
neighborhood. Then, we execute the rest of the filters and, at the end, we tag all of 
the vertices inserted by EdgeSharpener to subdivide the chamfer triangles. Finally, 
we tag as sharp all of the edges which link two tagged vertices. This process is 
shown in Figure 8.10. 
 [a] [b] 
[c] [d] 
 
Figure 8.10: An original surface with a sharp edge is approximated by the triangulation of a 
feature-insensitive sampling [a]. Filter 3bis detected a non-brown edge having two incident red 
triangles and tagged its vertices. Filter 3bis also tagged a vertex having a non manifold red 
neighborhood (tagged vertices are shown in green in [b]). After the subdivision of the chamfer 
triangles, all of the newly inserted vertices have been tagged (yellow vertices in [c]). Finally, all of 
the edges joining two tagged vertices have been tagged as sharp (yellow edges in [d]). Note that 
the vertices of the tagged edges may have been tagged either in [b] or in [c]. 
The Bender algorithm 
The Bender algorithm assumes that all of the sharp edges have been identified and 
tagged. Note that it can be executed on tagged meshes that are not necessarily 
produced by EdgeSharpener. 
We wish to smoothen the triangle mesh to bring it closer to the original curved 
surface. Because we assume that the samples are on the original surface, we use 
an interpolatory subdivision scheme. We use a modification of the Butterfly 
subdivision [61], which splits each triangle into four by inserting a new vertex in 
the middle of each edge, as shown in Figure 8.11. 
Each newly inserted vertex p is then moved to a position that is a linear 
combination of the edge’s end-points and six neighboring vertices. The 
configuration of the neighbors and their weights, which define the so-called 
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stencil of the subdivision rule, are reported in Figure 8.13-R1, where the vertex p 
is marked by a black dot. 
 
 
Figure 8.11: Butterfly subdivision: an example showing how an initial triangle mesh (on the left) 
is refined by a subdivision step. On the right, the limit surface is shown. The red dots indicate the 
vertices of the initial triangle mesh, whose coordinates are not modified by the subdivision 
process. 
When repeated, the Butterfly subdivision converges to a smooth surface 
everywhere, except near extraordinary vertices, which do not have six incident 
triangles. Furthermore, the Butterfly scheme is not defined for border edges. Both 
problems have been addressed by Zorin [192], who proposes to adapt the weights 
of the linear combination to take into account the valence, k, of each vertex (i.e. 
the number of incident edges) and the fact that some of the neighboring edges and 
vertices may be on the border of the surface. Zorin distinguishes several cases, 
shown in Figure 8.13Figure 8.13-(R1-R5 and E1-E2). For each case, the position 
of p is defined by a particular stencil [192][191]. The values of the weights, 
corrected according to [190], are shown in the Figure. 
Zorin’s improved subdivision guarantees that the limit surface is smooth 
everywhere, including near the extraordinary vertices. Furthermore, his scheme 
can handle manifold triangle meshes with boundary. In this case, each boundary 
edge is subdivided using the one-dimansional four point stencil introduced in [60] 
and depicted in Figure 8.13-R2, which ignores the valence of the vertices and only 
makes use of the neighboring vertices on the boundary. However, it does not 
make provision for sharp edges, which we want to bend into smooth curves while 
preserving their sharpness. 
Our Bender algorithm is a modification of Zorin’s scheme which, when iterated, 
is able to smoothen the mesh everywhere while preserving the sharpness of the 
tagged edges. Our modifications, described in the following paragraphs, take 
place when subdividing an edge having one or both the end-points on a sharp 
edge. For all the other edges we use the Zorin’s subdivision rules described in 
[192] and [191] (with the correctins provided in [190] and reported in Figure 
8.13). 
8.4.1.1 Modified rules for sharp edges 
In the remainder of the description we make use of the notion of 1-manifold sharp 
vertex, which is a vertex having exactly two incident sharp edges. 
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If an edge, E = (V,W), is tagged as sharp we may have three configurations: 
• If both V and W are 1-manifold sharp vertices, then we use the one-
dimensional 4 point scheme described in [60] and depicted in Figure 
8.13Figure 8.13-R2, where the sharp edges are shown in red. 
• If both V and W are not 1-manifold, we leave the new point in the middle of 
the sharp edge E. 
• If V is not 1-manifold while W is so, then let F be the sharp edge incident at W 
and different from E. In this case we reflect F on the other side of E, that is, we 
consider the plane P containing both E and F and, on P, we compute the mirror 
F’ of F with respect to the axis of E. Then we consider F’ as being the only 
other sharp edge incident at V and apply the one-dimensional 4 point scheme 
(see Figure 8.13Figure 8.13-R6). Notice that if E and F are aligned there are 
infinite planes P and all of them are equivalent for the computation of F’. 
Clearly, since the orientation of the edge is not taken into account, this 
construction can be also used if W is non-manifold while V is so. 
8.4.1.2 Modified rules for edges having a vertex on a tagged edge 
When subdividing a non-sharp edge with one of its end-points, say V0, on a sharp 
edge, we perform a topological cut along sharp edges. Specifically, if V0 has n > 1 
incident sharp edges, we create n-1 copies of V0, say V1, V2, .., Vn-1. Then, we 
duplicate all of the sharp edges meeting at V0 and, for each sharp edge with its 
copy, we substitute V0 with one of the Vi. Finally, we update the connectivity 
graph so that one of the two triangles adjacent to a sharp edge becomes adjacent 
to its copy (see Figure 8.12). This process only involves topological operations 
and the coordinates of each Vi are exactly the same as those of V0.  
V0 V0 V2 
V1 
 
Figure 8.12: Example of topological cut along sharp edges (red on the left). In the image, V0, V1 
and V2 have been displaced for showing the lacking topological adjacency. 
In the particular case where n = 1 (that is, V0 is the dead-end of a chain of sharp 
edges) we do not duplicate any vertex or edge, and simply consider V0 as if it 
were not on a sharp edge. In all the orther cases, after the cut, the vertex V0 which 
was a non-manifold sharp vertex, becomes a boundary vertex. According to [191] 
and Figure 8.13, we apply the suitable boundary rule and close the mesh back to 
its original configuration. 
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Finally, if a non-sharp edge has both its end points on some tagged edge, we 
sequentially perform the cut for both the vertices, apply the proper boundary rule, 
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Figure 8.13: Stencils used by Bender. ‘p’ is the point being computed as a linear combination of 
the depicted neighboring vertices. All the other possible neighbors are assumed to have zero 
coefficient. Sharp edges are shown in red. 
Note that if Bender is to be used more than once (as in the examples shown in 
Figure 8.14Figure 8.14), it is necessary to propagate the marking throughout the 
subdivision. Thus, when splitting a sharp edge, we tag as sharp the two new edges 
connecting the old end-points of the edge with the new vertex. Also, note that 
Bender can handle manifold triangle meshes with both sharp edges and boundary 
loops, as shown in Figure 8.14. 
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Figure 8.14: Top row: an example showing the improvement of a coarsely remeshed model after 
its processing through Sharpen&Bend. Bottom row: another example showing the behavior of 
Bender alone on a mesh with both boundary and sharp edges (shown in red on the leftmost 
model). 
8.5 Analysis of the results 
We have tested EdgeSharpener extensively in conjunction with the 
SwingWrapper compression algorithm described in chapter 7. In order to reduce 
the number of bits to encode the vertex locations, SwingWrapper performs a 
remeshing of an original dense triangle mesh, constraining the position of each 
vertex to lie on a circle defined by two previously created neighboring vertices. 
Specifically, SwingWrapper grows the new mesh by attaching one new triangle 
at a time following an EdgeBreaker like traversal order [150][151]. When the new 
triangle has a new tip vertex, the location of this tip is computed as the 
intersection of a circle orthogonal to the gate with the original surface, forcing the 
two new edges to have a prescribed length L. This scheme allows to encode the 
location of the tip vertices using a few bits that quantize the dihedral angle at the 
gate. The sequence of quantized angles is further compressed using an arithmetic 
coder. The SwingWrapper compression is lossy, since an error is introduced by 
the remeshing. Most of the discrepancy between the original and the re-sampled 
models is concentrated near the sharp edges and corners. 
We have also tested EdgeSharpener on the models produced by the Piecewise 
Regular Meshes (PRMs) compression approach [170], which performs a different 
remeshing. Based on their orientation, it splits the triangles into 6 sets. The set of 
triangles whose normal is closest to the positive x-direction is sampled using a 
regular grid in the y-z plane. The other five sets are sampled similarly using the 
appropriate grids. The results are connected into a valid triangle mesh. Although 
in the PRM approach each vertex is actually represented by its 3 coordiates, the 
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parallelogram prediction [175] is perfect for two of these for vertices inside a set, 
and thus may be encoded compactly. 
The connectivity of the meshes produced by SwingWrapper and by PRM is 
encoded using modified versions of the EdgeBreaker compression scheme [150]. 
In both the cases, we have observed that EdgeSharpener significantly reduces 
the error between the original shape and the one recovered after decompression. 
An example of this improvement is shown if Figure 8.15, where the “fandisk” 
model was compressed using SwingWrapper. When no sharpening is applied, the 
maximum distance between the decoded mesh and the original model is 0.89% of 
the bounding box diagonal. It decreases down to 0.37% after the application of 
our new EdgeSharpener filter. The colored models have been produced by the 
Metro tool [49] that we used to measure the distortion. Metro uses a color 
spectrum to show the distribution of the error. Note that the spectrum is 
normalized to fit the whole range of errors, so that the blue color corresponds to 
the minimum error while the red indicates the maximum. Thus, the light color 
which appears after the sharpening in some regions must not be interpreted as an 
increase of the error, because it comes from a renormalization of the color 
spectrum in a more narrow range. 
 
Figure 8.15: The maximum error in the fandisk encoded with SwingWrapper is 0.89% of the 
bounding-box diagonal. After the filtering through EdgeSharpener such error is 0.37%. 
 For all the models with sharp features that we have remeshed, we have observed 
a significant decrease of the L2 distortion for all the bit-rates due to the 
EdgeSharpener. A further improvement of the rate-distortion curves can be 
achieved by Bender if the original model has curved smooth areas (such as, for 
example, the fandisk model depicted in Figure 8.15), and was coarsely remeshed. 
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Figure 8.16: Reduction of the L2 error for various sampling densities. Bit-per-vertex rates are 
relative to the # of vertices (6475) of the original fandisk model. Errors are expressed in units of 
10-4 of the bounding-box diagonal. 
We have also tested Edgesharpener with and without Bender on a number of 
triangle meshes generated through the Marching-Cubes algorithm, through the 
SwingWrapper and the PRM remeshers and through the surface reconstruction 
method described in [8]. We have found that in all the cases, when the original 
model was sampled with a sufficiently high density, most of the sharp features can 
be completely recovered, while the parts of the mesh that correspond to regions of 
the original model without sharp features are not modified by Edge-Sharpener. 
In Figure 8.20 some results of the combined Sharpen&Bend algorithm are 
shown. The model of the face was laser digitized and reconstructed from the point 
cloud; the bone was created by running the marching-intersections [148] 
algorithm on a denser version of the same model; all the other models have been 
produced by the SwingWrapper remesher. In all of the examples (except for the 
face, for which we did not have an original surface to compare with), we have 
observed a significant reduction of both the maximum and the mean square 
distortions. 
In order to test the robustness of the proposed approach in presence of noisy 
data, we have perturbed some models with various amounts of noise and we have 
observed that the sharpening does not produce unwanted side-effects. Clearly, if 
the amount of noise becomes comparable with the inter-sample spacing, its 
influence on the dihedral angles prevents the algorithm to identify some chamfer 
elements, but the results are still very good (Figure 8.17).  
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Output 
0 % 25 % 50 % 100 % 
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Figure 8.17: Processing a model with various amounts of noise. The input was sharpened and 
de-noised  through constrained Laplacian smoothing (tagged vertices were not moved). The 
amplitude of the noise in the normal direction ranges from 0% (left) to 100% (right) of the 
maximum length of an edge in the input mesh. 
Moreover, we have concluded that the effectiveness of the proposed method is not 
restricted to uniformly sampled meshes. For example, Edge-Sharpener correctly 
restores the sharp features of typical meshes generated through interpolation of 
laser-captured point sets or through iso-surface polygonization procedures which 
exhibit a fair amount of variation in edge-length. 
Limitations 
Clearly, Edge-Sharpener can miss sharp features that are smaller than the inter-
sample spacing and may produce sharp edges where the original model has a 
feature that has been smoothed with a small-radius blend (Figure 8.18) There is 











Figure 8.18: Unwanted creases may be produced if an original surface has blends whose radius 
is smaller than the inter-sample spacing (top row). If the sampling step is small compared to the 
blend radius, the blends are not modified by Edge-Sharpener (bottom row), while they are faired 
as expected by Bender. 
Also, in extremely rare cases, the alias corresponding to a feature that blends 
smoothly into a flat area may be painted red, preventing the detection of some 
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“desired” chamfer triangles. This situation, however, may happen only if the strip 
of such triangles is not aliased, which is very improbable in practical cases. Figure 
8.19, for example, shows the correct reconstruction of such a blended feature from 
a retiled model having the typically “rippled” strips of chamfer triangles. On the 
other hand, if the same model was sampled through a grid exactly aligned with its 
sharp edges, the blended feature would not have been recovered because its 
corresponding strip of chamfer triangles would have been smoothly blended onto 







Figure 8.19: Reconstruction of a sharp feature which blends smoothly onto a flat surface. The 
“ripple” of the strip of chamfer triangles prevented the red region to expand on the chamfer. 
If an original model has a smooth face that is thinner than 3 times the inter-sample 
spacing, Edge-Sharpener may not be able to identify a sufficient number of 
smooth vertices for it and hence may not be able to recover the sharp features 
which bound that face. As for the unwanted sharpening of small radius blends, 
this problem is a consequence of an insufficient sampling density, and may be 
easily solved by using a denser sampling. 
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Emax = 0.35% 
L2 = 0.049% 
Emax = 0.014% 
L2 = 0.008% 
 
Figure 8.20: Some examples of models improved through Sharpen&Bend. For each input model 
the number of faces is indicated, while near each output model the processing time is reported. 
Furthermore, for all the input models produced by remeshing (all of the examples but the face) we 
report both the maximum and the mean-squared distortions before and after running 
Sharpen&Bend. 
Performance 
Our experiments on a variety of meshes indicate that Edge-Sharpener is extremely 
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fast and robust. For example, the sharpening of the models presented in this 
chapter took less than 0.4 seconds each on a standard PC equipped with a 1.7Ghz 
CPU. The performance of Bender is comparable with the one of a typical 
subdivision scheme. Our implementation, which is not particularly optimized, 
subdivides an average of about 22000 triangles per second. Precise timings for the 
combined Sharpen&Bend algorithm are shown in Figure 8.20, where each model 
was subdivided once, except for the hand which was subdivided twice. 
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9 Conclusions 
In this thesis we have highlighted the importance of effective remeshing 
algorithms, showing that the spectrum of applications of such tools is much wider 
than it seems at a first sight. During our research we have collected a number of 
prior works and we have looked at them from a novel point of view, putting 
together everything that can possibly be referred to as a remeshing technique. It 
turned out that surface remeshing is more important than expected, as it is the 
base for making several applications feasible in practice. Among these 
applications, we chose to study some in detail and reported several contributions 
and results. 
9.1 Summary of Contributions 
The contributions of this thesis range from the innovations introduced while 
studying the domain of application of the thesis itself (i.e. surface meshing), to our 
main results when dealing with remeshing of surface triangulations in some 
particular contexts. 
To begin with, the innovation introduced by our surface reconstruction method 
is the simultaneous use of multiple criteria. In this way we overcome the 
limitations of each criterion considered separately and, at the same time, we take 
advantage of all their potentialities. To reach our purpose we introduced an 
extended Gabriel Hyper-graph, which we shown to be an initial rough description 
of the surface to be reconstructed. Then, we shown that such a graph can be 
effectively used to constrain the sculpturing of an initial 3D Delaunay 
triangulation of the input point cloud. Our method proved to be particularly useful 
to retrieve a watertight manifold triangle mesh out of a set of unorganized points 
coming from a laser-range scanner or a computer-aided tomographer. 
When the surface to be meshed is not a real one, as in the case summarized 
above, but it is conceptualized using a modeling software or it is the result of 
some physical problem, we have shown that the process may be more complex. In 
this case, in fact, samples are not given and we must compute them. Our 
contribution in this context consists of the way of computing sample points. We 
have shown how to obtain a nearly uniform sampling of the surface, and how to 
perform remeshing in order to bound the approximation error without using too 
many redundant faces. Also, we discussed how these characteristics can be used 
to design a flexible meshing engine which can adapt to different application 
fields. 
Particular applications, however, need a special treatment. This is the case of the 
contouring algorithm described in chapter 6, in which we have introduced a novel 
method for the insertion of parallel contours into a triangle mesh. The remeshing 
method described makes it easy to compute the Reeb graph of the manifold, and 
guarantees its topological completeness. 
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Forcing the vertices to have a prescribed position, however, has another 
important application. The SwingWrapper approach described in chapter 7 
exploits remeshing for efficiently encoding a 3D shape described through a 
triangle mesh. We shown how the geometry may be encoded more efficiently by 
improving the prediction accuracy of the decompression module, and we 
described a novel method for retiling a generic triangle mesh so that such a 
prediction can be actually implemented. Our experiments demonstrated that this 
approach outperforms the best mesh compressors previously published, showing 
that remeshing is one of the most promising directions for encoding the 
information carried by a 3D shape. 
SwingWrapper, as well as several other meshing and remeshing approaches, 
does not force the samples to be aligned on possible sharp features of the original 
surface. The EdgeSharpener filter described in chapter 8 significantly reduces the 
resulting aliasing by reconstructing an approximation of the original sharp edges 
and corners. Moreover, the Bender approach that we described proved to be a 
useful tool for further improve the quality of coarse meshes with features. We 
have shown that using the combined Sharpen-and-Bend approach significantly 
reduces the distortion of models remeshed through feature insensitive sampling 
techniques. 
9.2 Future Directions 
Surface remeshing is a relatively new field in computer graphics, and the growing 
interest of the research community makes it reasonable to expect that a lot of work 
will be done in the future. As far as the material presented in this thesis is 
concerned, however, we focus our interest in improving some theoretical aspects 
of remeshing-based compression and sampling of surfaces with sharp features. 
In chapter 7 we spent some words about the notion of shape complexity in 
relation with a theoretical minimum storage size. More precisely, we would like to 
find the smallest possible encoding of a given shape, whatever its representation. 
Succeeding in this, would make us aware of the essence of a geometrical shape. 
To the best of our knowledge this is an open problem, and we think that studying 
optimality criteria for (re-)meshing could help the research in this direction. Our 
SwingWrapper approach, for example, makes the final encoding independent of 
the particular way the original shape was meshed. Though improving upon the 
state of the art, however, our retiling approach is not necessarily the smartest way 
to reduce redundancy. 
Another important issue to be considered for future research is the study of 
sampling requirements for surfaces with sharp features. In chapter 8 we have 
shown that, when an original solid is densely sampled, it is possible to refine the 
corresponding triangle mesh so that sharp edges are better approximated. We have 
also discussed some particular cases in which it is possible to establish a 
maximum sampling step that guarantees the subsequent retrieval of sharp edges. 
We did not fix such a bound for all the cases; that is, we cannot guarantee that all 
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of the sharp edges can be recovered by our filter, even if we allow an arbitrarily 
small sampling step. Sampling conditions for surfaces without tangential 
discontinuities have been established in [6], where the authors proved that, using a 
small enough step, it is always possible to sample and describe a smooth surface, 
without topological ambiguities, in terms of a finite set of points. Unfortunately, 
such a sound theoretical framework is not easily extensible to surfaces with 
tangential discontinuities (i.e. sharp features), for which the problem remains open 
even for the much simpler 2D case [58]. Besides opening a number of new 
research directions, resolving such an issue would have particular repercussions in 
reverse engineering and rapid prototyping areas, where the physical reconstruction 
of sharp edges is a particularly difficult task, especially when building mechanical 
objects. 
Finally, we would like to conclude this dissertation with a rather ambitious 
proposal for future research. As described in this text, remeshing is often used for 
efficient approximation of an original object, and here the word "efficient" means 
that, while the shape is preserved, after remeshing the digital model is more 
appropriate to be analyzed and structured for a particular context. Also, a 
remeshing engine can be designed to enhance the shape, in the sense that every 
shape feature can be locally fit with a primitive that minimally characterizes the 
shape itself. In this case, the resulting mesh would be in a sense better prepared 
for attaching knowledge to the shape. An automatic semantic annotation would 
be of great help in the development of digital shape databases in which the access 
to shape information would be significantly facilitated by suitable metadata. 
Once again, we believe that remeshing could be an easy way to re-structure the 
surface of the shape, and thus assist the extraction of information which has a 
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A. Primitive operations for surface remeshing 
This appendix provides the description of a number of primitive operations useful 
when remeshing manifold triangulations. For each operation described, we outline 
some implementation details and the handling of particular cases. The first section 
introduces a data structure for manifold triangle meshes with boundary. All the 
remaining sections rely on such a data structure for explanation purposes. 
A.1 A data structure for manifold triangle meshes 
The definition of a data structure for boundary representations, such as triangle 
meshes, requires the coding of topological entities (with the associated geometric 
information) and of a suitable subset of the topological relationships between such 
entities. In particular, it is desirable that all of the following requirements are 
satisfied: 
1. The structure must be complete, that is, it must be possible to extract all the 
entities and relationships which are not explicitly stored, without ambiguity. 
2. The structure should be non-redundant, that is, if an entity (or a relationship) 
can be computed in optimal time, then it should not be explicitly coded in the 
data structure. 
3. Each relationship which is not explicitly stored must be computable in 
optimal time, that is, the number of operations required must be linear in the 
number of elements of the relationship. 
A.1.1 Scheme of the relationships 
A topological relation is essentially a function which associates to each element σ 
of a given type the set of all the elements of another given type having a 
topological connection with σ. For example, if V is the set of vertices of a triangle 
mesh M = (V,E,T), then the set of pairs VE = {(v, Υ) | v ∈ V, Υ ⊆ E and ∀ ϕ ∈ Υ, 
v ⊂ ϕ} is the topological relationship which relates each vertex with the set of all 
the edges incident at it. Clearly, the set of pairs VE may be viewed as a function 
VE: V →℘(E) which maps each element of V into a subset of E. 
Let M = (V,E,T) be a manifold triangle mesh. The following Figure A. 1 depicts 
all of the possible relationships between elements of M. Notice that a good data 
structure should not store them all in order to avoid redundancy. 
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Figure A. 1: A scheme of all of the possible relationships between topological entities in a 
triangle mesh. 
Let v be a vertex. VV(v) is the set of all the vertices which are connected to v 
through an edge3. VE(v) is the set of all the edges which are incident at v. VT(v) is 
the set of all the triangles of which v is a vertex. 
Let e be an edge. EV(e) is the set containing the two ending vertices of e. ET(e) 
is the set of the triangles of which e is an edge. Notice that, since we consider only 
manifold triangle meshes (possibly with boundary), each set ET(e) contains either 
two elements (when e is an internal edge) or one element (when e is a border 
edge). The set EE(e) is the set of the edges bounding the triangles of which e is an 
edge, excluding e itself. Thus, if e is an internal edge, the set EE(e) contains four 
edges, while if e is on the boundary, |EE(e)| = 2. 
Let t be a triangle. The set TV(t) is the set of the three vertices of t. TE(t) is the 
set of the three edges bounding t and, finally, TT(t) is the set of the triangles 
sharing an edge with t. 
The topological relationships may be classified in: 
• Adjacency relations involving elements of the same dimensionality (VV, EE, 
TT); 
• Incidence relations involving elements of different dimensionality (VE, VT, 
EV, ET, TV, TE). These can be further sub-classified in: 
• Boundary relations which relate each element with its boundary constituents (EV, 
TE, TV); 
• Coboundary relations which relate each element σ with all the other elements 
having σ as part of their boundary (VT, ET, VE). 
Moreover, a topological relation may map each element of its domain into a set of 
constant or variable cardinality. Hence, when dealing with closed triangle meshes, 
one can classify the relationships in: 
• Constant relations. These relations map edges and triangles into sets of 
                                                 
3 The set VV(v) is also known as the link of v. 
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neighboring elements with constant cardinality. Specifically, |EV(e)| = 2, 
|EE(e)| = 4, |ET(e)| = 2, |TV(t)| = 3, |TE(t)| = 3 and |TT(t)| = 3. 
• Variable relations. These relations are vertex-based and the cardinality of the 
set may vary depending on which vertex is being mapped (VV, VE and VT). 
In the design of a data-structure, however, it is useful to extend the concept of 
constant relation to the case of manifold triangle meshes with boundary. In fact, 
although the cardinality of some image-sets is no longer constant, it can assume a 
finite number of values. Specifically the cardinality of the EE may be 2 or 4, the 
one of the ET may be 1 or 2, and the one of the TT may be 0, 1, 2 or 3. All the 
others are still properly constant. 
A.1.2 A non-redundant data structure 
Clearly, a data-structure coding all the relations depicted in Figure A. 1 is 
redundant. Conversely, when dealing with manifold triangle meshes with 
boundary, the scheme depicted in Figure A. 2 meets all the requirements 




Figure A. 2: A scheme of relations from which it is possible to derive all of the other (non-
stored) relations in optimal time. The dotted line representing the VE indicates that such a relation 
is only partially stored. 
In Figure A. 2 the VE is indicated with a dotted line, meaning that such a relation 
is only partially stored. From now on, we denote with VE* such a restricted VE. 
VE*(v) maps v into one of its incident edges. The complete VE(v) can be 
computed starting from the VE*(v) by "turning around" v through successive 
applications of the coded relations, keeping track of the already traversed 
triangles. In particular, the initial VE is initialized as the VE*, then we choose one 
triangle of the ET(VT*(v)), let it be t, and choose the edge e of TE(t) such that v 
∈ EV(e) and e ≠ VE*. Now we add e to the set VE and repeat the same operations 
by considering e as the new VE*. If v is not on the boundary, the process 
terminates when e becomes equal to the original VE*(v). If v is on the boundary, e 
may become a boundary edge; In this case, the process continues by considering 
the unconsidered triangle of ET(VE*(v)) and turns in the opposite sense. This 
process is depicted in the following Figure A. 3: 
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Figure A. 3: Reconstruction of the VE relation starting from the VE*. 
Note that this process requires a number of operations that is linearly proportional 
to the number of elements of the final VE, therefore it is optimal. 
All the other relations which are not explicitly stored in the data structure may 
be derived in optimal time as follows: 
• VE(v) = construction described above; 
• VV(v) = {w∈EV(e) | e ∈ VE(v) and w ≠ v} 
• VT(v) = {t ∈ ET(e) | e ∈ VE(v)} 
• EE(e) = {f ∈ TE(t) | t ∈ ET(e) and f ≠ e} 
• TV(t) = {v ∈ EV(e) | e ∈ TE(t)} 
• TT(t) = {y ∈ ET(e) | e ∈ TE(t) and y ≠ t} 
A.1.3 Implementation details 
When implementing the data-structure described above, some more details need 
to be considered. For example, from an object-oriented point of view, a triangle 
mesh may be thought as an object made of three sets, namely, the sets of vertices, 
edges and triangles. In a computer program a set may be implemented statically 
(i.e. through an array) or dynamically (i.e. through a list). When dealing with 
remeshing, however, the number of elements of each set may vary, hence it is 
opportune to use a dynamic description of the sets. 
A.2 Edge Swapping 
The first operation that we describe is the edge swapping (also called edge-
flipping). In the simplest case, let us consider an edge e which is not on the 
boundary and whose incident triangles (i.e. ET(e)) are coplanar. Also, let us 
suppose that these two triangles describe a convex quadrilateral. In such a 
situation, e is nothing but a diagonal of the quadrilateral, and the edge-swapping 
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operation consists of transforming e into the other diagonal, as depicted in Figure 









Figure A. 4: In (a) the quadrilateral is not convex, therefore no swap is possible. In (b) the 
polygon described by the ET(e) is convex but it is not a proper quadrilateral. Finally, in (c) the 
quadrilateral is convex and the swap can be performed. 
The edge-swapping in the planar case is a useful tool for the optimization of flat 
triangle meshes, in particular for the construction of 2D Delaunay triangulations 
[55]. 
If we consider the edge-swapping from a purely topological point of view, the 
convexity of the quadrilateral and the co-planarity of the two incident triangles is 
not an issue. On generally bent triangle meshes, however, such an uncontrolled 
edge-swap may cause the surface to self-intersect or fold over itself, hence it is 
necessary to perform some geometrical tests. Unfortunately, the swapped edge 
may intersect some triangles which are topologically far from it and, since such a 
distance can be arbitrarily large, a trivial intersection test should check all the 
triangles of the mesh. Although some optimizations may be implemented (i.e. 
through hierarchical decompositions of the convex-hull/bounding-box), the 
problem is intrinsically complex. For this reason, most authors and developers 
simply ignore the possibility of an intersection that is far from the swapped edge, 
and perform a limited number of checks in its neighborhood. 
A.3 Edge Collapse 
The edge-collapse (or edge-contraction) operation is a simplification primitive, 
that is, it reduces the number of elements in the mesh. Given an edge e, its 
vertices are moved to a single position, and the resulting degenerate elements (e 
and the triangles belonging to ET(e)) are removed from the mesh (Figure A. 5). 
Thus, the two vertices of e "collapse" to a single position, which may be the mid-
point of e, one of its end-points4, or another position which meets some criteria 
[73]. Clearly, such an operation modifies the local geometry, therefore some of 
the neighboring triangles are stretched in the direction of the collapse. 
                                                 
4 The operation which collapses to one of the end-points is also called half-edge collapse. 
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Figure A. 5: Example of edge-collapse 
As in the case of the edge-swapping, some intersection tests should be performed 
in order to guarantee that the surface resulting from an edge-collapse does not 
intersect itself. Also in this case, however, such tests would be too costly and most 
authors limit the checks in a small neighborhood. 
Before collapsing an edge, however, it is imperative to check the topological 
validity of the mesh that would result. In the tetrahedron of Figure A. 6, for 
example, no edge can be collapsed because, besides the fold-over of the surface, 




Figure A. 6: Collapsing an edge of a tetrahedron produces a topologically invalid triangle mesh. 
In general, before collapsing an edge e it is necessary to look for possible 
duplications of edges and triangles which are adjacent/incident to triangles of 
ET(e). 
A.4 Vertex Removal 
In order to remove a vertex from a triangle mesh, one may use an edge-collapse 
operation. Sometimes, however, the resulting mesh may become too distorted due 
to the stretching of some triangles (Figure A. 7 b). The vertex-removal primitive 
applied to a vertex v is essentially made of two operations: 1) removal of all the 
triangles of VT(v) and 2) re-triangulation of the resulting hole. A good choice of 
the re-triangulation strategy often improves the quality of the resulting mesh when 
compared to the result of an edge-collapse (Figure A. 7 d). 
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Figure A. 7: The vertex v in the original 2D mesh (a) was removed through an edge collapse (b). 
In (c), the triangles of VT(v) has been removed and the hole was patched through a local 
Delaunay triangulation (d). 
Notice that a vertex removal is equivalent to an edge-contraction which collapses 
the edge into one of its end-points followed by a sequence of edge-swaps. For 
example, the mesh depicted in Figure A. 7 d can be obtained by swapping the 





Figure A. 8: A sequence of edge-swaps transforming the result of an edge-collapse into the 
result of a vertex-removal. 
Clearly, the concept of good quality of the resulting mesh depends on the final use 
of the mesh itself. In 2 dimensions, however, the Delaunay triangulation is a fairly 
general good-quality mesh. Conversely, when the triangle mesh is bent one has to 
choose among many possibilities. Some authors, for example, use an extension of 
the Delaunay criterion to bent triangulations (through a plane on which the hole is 
projected and re-triangulated using a 2D scheme [157][177]). In other cases [25], 
one may need the resulting triangulation to have long and thin triangles aligned 
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with the principal curvature directions in order to preserve some shape 
characteristics. 
A.5 Edge and Triangle Splitting 
An edge-split is a refinement operation. Given an edge e and a point p, such a 
primitive splits e into two sub-edges connected by a new vertex with the same 
coordinates as p. Also, the triangles of ET(e) are subdivided in order to maintain 






Figure A. 9: Example of an edge-split. 
Another refinement operation is the triangle-split. In this case, given a triangle t 
and a point p, a new vertex is created with the same coordinates as p, and the 
triangle t is subdivided into three sub-triangles meeting at the new vertex, as 






Figure A. 10: Example of a triangle-split. 
Notice that splitting a triangle with at least one internal edge (i.e. not-boundary 
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B. A Remeshing Toolbox 
Research about geometry processing is often slowed down by the absence of 
suitable models for testing and benchmark purposes. In particular, when dealing 
with triangle meshes, a researcher may need to check the behavior of a new 
algorithm on several particular cases. In most situations, the test model is easily 
conceivable in mind but, at actual design time, its formalization turns out to be a 
much harder task than expected. Also, simple modifications over an existing 
triangle mesh may become a tedious work without a suitable interactive 
environment. 
In order to simplify the remeshing of existing models, we have developed a tool 
to interactively edit manifold triangle meshes, mostly through user friendly 
actions such as mouse clicks and drags. Most of the remeshing primitives 
discussed in appendix A are provided, as well as some of the algorithms presented 
in this thesis. 
The remainder of this appendix describes the main functionalities and facilities 
of the tool, along with some technical details dealing with the underlying data 
structure and operations performed on it. 
B.1 Loading a triangle mesh 
If the tool is launched without any parameter, it automatically starts up with a 
tetrahedron in the working area (the canvas). Otherwise, the first argument of the 
command line is interpreted as the name of the file containing the mesh to work 
with. 
The tool incorporates a wrapper for loading several file formats, including the 
web standards VRML 1.0 and 2.0, the OpenInventor 2.1, and the SWM, which is 
the compressed format produced by the SwingWrapper encoder discussed in 
chapter 7. While loading, a data structure such as the one described in appendix A 
is initialized. Some file formats, however, may represent R-sets which are non-
manifold and/or non-orientable. In this cases one has two possibilities: 1) Report 
an error saying that "the tool cannot manage such a kind of input" or 2) try to 
perform some topological corrections in order to find a manifold and orientable 
approximation of the input that can be encoded by the data structure. We chose 
the second strategy, and used ideas presented in [153] to convert a generic R-set 
into a set of manifold and orientable surfaces possibly with boundary. 
Once the loader is settled with the topology and the structure is properly filled, 
the tool performs various geometrical checks and corrections, as described in 
[38][36]. 
Finally, the graphical user interface (GUI) starts up and shows the model 
encoded in the data structure, some information about the model (number of 
vertices, handles, boundaries, …), and a set of controls and parameters to be used 
for the editing (see Figure B. 1). 
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Figure B. 1: Screenshot of the graphical user interface of the remeshing tool. 
B.2 Navigating the scene 
The graphical part of the toolbox is built upon the SGI Open Inventor toolkit, and 
most of the facilities for navigating the scene have been inherited from it. For self-
containedness, however, we briefly sketch them here. 
The canvas and all of the controls in its window are part of an Examiner viewer 
component of Open Inventor. It allows the user to rotate the view around a point 
of interest using a virtual trackball. This viewer also allows the user to translate 
the camera in the viewer plane, as well as dolly (move forward and backward) to 
get closer to or further away from the point of interest. The viewer also supports 
seek to quickly move the camera to a desired point. 
With reference to Figure B. 1, the three wheels labeled Rotx, Roty and Dolly 
control respectively the rotation around the X axis, the one around the Y axis and 
the dolly. These actions, however, can also be carried out through direct 
interaction of the mouse in the canvas. 
Further navigation parameters can be controlled through the buttons on the right 
of the window. Some aspects of the scene, such as the background color and 
pictorial properties of the surface (material, shading, …), can be selected by 
clicking the button labeled Graphics. 
B.3 Overview of the features 
At start up, the toolbox shows three windows: one containing the canvas, one 
showing some information about the model and one containing some buttons. In 
the latter there are four buttons that, when clicked, pop up new windows with 
 
142 
M. Attene  Appendix B 
additional controls. The Graphics window contains controls for the appearance of 
the scene. The Modeling window provides controls for local tasks. In contrast, the 
Algorithms window allows the user to perform global tasks on the mesh. The 
Check&Repair window contains a number of controls to set tolerances, to check 
the topological coherence of the data structure, to remove possible degenerate 
elements, and so on. 
Besides navigation and visualization tasks, the user can perform a number of 
editing operations, that we conveniently subdivide into two classes. 
B.3.1 Interactive Operations 
Interactive operations can be performed through mouse-clicks directly on the 
surface. Notice that clicks and drags can also be used to navigate the scene. In 
order to establish the behavior of mouse events in the canvas without ambiguity, 
two buttons are provided (the little arrow and the hand on the top-right corner of 
the window) for switching between visualization and interactive modes. At start 
up the mode is set to visualization, the pointer has the shape of a hand and mouse 
events are used for navigating the scene. The user can switch to the interactive 
mode by clicking on the arrow button and can go back to visualization by clicking 
on the little hand. Interactive operations include triangle removal, vertex insertion, 
edge swapping, shell flipping, and many others that can be selected from a list of 
toggle buttons in the Modeling window. Clicking using the middle mouse button 
sets the center of a spherical selection that can be used for processing sub-regions 
of the mesh. 
B.3.2 Other operations 
Besides interactive operations, there are several other actions available for the 
user in which some parameters are required. In such a case, a new dialog-style 
window containing controls on the parameters is shown. For example, if the user 
wants to simplify the mesh, the corresponding dialog shows a slider for the 
selection of the target number of vertices, a toggle button for choosing whether 
the boundary has to be simplified or not, and other controls. When settled with the 
parameters, the user clicks on the OK button to actually perform the 
simplification. Also, non-interactive operations include all of the actions which do 
not require the specification of a particular element of the mesh, such as global 
modifications, or operations which rely on a prior specification of a selection. 
B.4 Example of editing 
Before describing the various functionalities, in this section we show a typical 
example of use of the tool. Our objective is obtaining a nice and smooth version 
of the teapot shown in Figure B. 1, in which we want to shorten the spout and 
remove the cap. The first step of the editing stands at selecting the part of the 
spout to be removed. To do this, the user simply middle-clicks on the tip of the 
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spout and drags a slider. The point of the surface on which the user clicked is the 
center of a semi-transparent sphere (see Figure B. 2) whose radius is interactively 
controlled through the slider labeled Region radius in the Modeling window. 
  
Figure B. 2: Example of spherical selection. The selection includes all of the triangles having 
their three vertices in the sphere. 
Among the controls provided in the Modeling window, there is a button labeled 
Remove Region that, when clicked, eliminates all of the triangles contained in the 
sphere specified above. After this operation, the sphere vanishes and the model 
appears as depicted in Figure B. 3 a. 
Since the user may be unhappy with the zig-zag effect of the new boundary, the 
toolbox provides the possibility to manually remove one triangle at a time, simply 
by clicking on it. So, after the selection of the toggle button labeled Remove 
triangles in the Modeling window, the user starts to click on unwanted triangles 
until the resulting boundary becomes satisfactory (Figure B. 3 b). 
a b 
 
Figure B. 3: (a) Result of removal of a spherical selection. (b) Refinement of the boundary 
through manual removal of some triangles. 
Following a similar procedure, the user middle-clicks on the top of the model and 
selects a new spherical region, removes inner triangles as described above and 
obtains the result depicted in Figure B. 4. 
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Figure B. 4: Removal of the cap from the teapot. 
To smoothen the whole model, the user can perform either subdivision or 
smoothing. In this example we apply both of them in sequence by clicking first on 
the button labeled "M. Butterfly Sub." in the Algorithms window, and then on 
"Laplacian smoothing". This latter button pops up a dialog window with a slider 
to be used to select the number of smoothing iterations. We chose to perform two 
iterations and obtained the final model depicted in Figure B. 5. 
 
Figure B. 5: Final model resulting from subdivision and smoothing. 
B.5 Local Operations 
In this section we describe all of the local operations that can be performed 
interactively on the triangle mesh. Sometimes it is easier to interact with the mesh 
if its edges are explicitly rendered; to switch to such a kind of rendering, the 
Graphics window includes a toggle button labeled hidden-line. To select a local 
operation the user must simply click on the corresponding toggle button in the 
Modeling window; the viewer is automatically switched to the interactive mode. 
The operations provided are: 
1. Select triangles. When this toggle is set, each triangle the user clicks on is 
marked as "selected" and subsequent operations requiring a selection will act 
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only on these triangles. If the user clicks on a previously selected triangle, it 
changes its state to "unselected". In order to display selected triangles using a 
different color it is possible to switch to multicolor mode from the Graphics 
window. 
2. Remove triangles. Each triangle the user clicks on is removed from the mesh. 
The process takes care of maintaining a coherent data-structure, possibly by 
duplicating non-manifold vertices that can be created due to the removal. 
3. Swap edges. When the user clicks on (or nearby) an edge, that edge is 
swapped. Also in this case, the toolbox takes care of not performing illegal 
swaps (i.e. boundary edges or resulting incoherent topology). 
4. Insert vertices. When this toggle is set, a new vertex is inserted in the point of 
the surface the user clicks on. If such a point is inside a triangle, the insertion 
is performed through a triangle-split operation. If it is on (or nearby) an edge, 
an edge-split operation subdivides that edge. If it is on (or nearby) a vertex, 
that vertex is snapped to the position of the point. In all of the cases, the term 
nearby is quantified by the threshold angle chosen by the user in the 
Check&Repair window. Such a threshold prevents the creation of nearly 
degenerate triangles that would be produced by splitting a triangle with a point 
too close to one of its edges (see section B.8 for further details about 
robustness issues). 
5. Triangulate Holes. When this toggle is set, the user can click on a boundary 
edge to start a triangulation routine that tries to fill the corresponding hole. 
The triangulation approach is based on a number of heuristics inspired from 
[157] which try to minimize bad behaviors such as extreme dihedral angles, 
degenerate triangles, and so on. No new vertex is inserted. 
6. Flip shell. When the user clicks on a triangle, that triangle along with all the 
other triangles in the same connected component are reversed, that is, their 
orientations (and, as a consequence, their normals) are inverted. 
7. Remove shell. When this toggle is set, the connected component containing 
the triangle clicked is removed from the mesh. 
8. Tag Sharp Features. When this toggle is set, the behavior of the clicks is 
similar to the case of select triangles, except for the fact that here the user 
selects edges instead of triangles. As for the previous case, to visualize the 
selected edges it is necessary to turn on the multicolor mode from the 
Graphics window. These edges will receive particular treatment during some 
other processes that will be discussed in the following sections. 
B.6 Operations on selected regions 
The toolbox provides the possibility to act on limited regions of the mesh defined 
through spherical selections or triangle by triangle. These operations are: 
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1. Re-triangulate region. This button can be selected from the Modeling window, 
and causes a re-triangulation of the region using a Delaunay-like approach. 
Specifically, a common plane is computed as the average of the planes of the 
triangles selected; then, the vertices of the region are projected on the plane 
and an iterative 2D Delaunay optimization is performed, as described in [55]. 
Finally, the vertices are moved back to their original positions. This operation 
is particularly useful to improve the quality of nearly flat regions. 
2. Remove region. As the above one, this button can be selected from the 
Modeling window, and it causes the removal of all the triangles belonging to 
the selected region. 
B.7 Global operations 
The biggest set of actions provided belongs to the category of global operations. 
Each one of these tasks acts on the whole mesh. 
1. Normalize. This operation computes the bounding box of the model and 
normalizes it. Specifically, it performs a uniform scaling and a translation of 
the mesh, so that it fits into the cube [0,1],[0,1],[0,1]. This operation is 
particularly useful to avoid numerical overflows due to extreme values of the 
original coordinates. 
2. Flip Normals. When the user selects this button, all the triangles of the mesh 
are inverted. 
3. Fill Holes. When selected, this button pops up a dialog where the user can 
select a threshold number n. Then, all the boundary loops made of at most n 
edges are patched using the same strategy as in the local operation Triangulate 
Holes. 
4. Sharp edge tagging. This feature allows the user to automatically tag as sharp 
(see the local operation Tag Sharp Edges) all of the edges having an excessive 
dihedral angle. The threshold value is selected through a dialog as in the above 
Fill Holes. 
5. Split all edges. This button splits all the edges at their middle points. The 
geometry of the mesh does not change but the number of triangles is 
quadruplicated. 
6. Loop subdivide. This button performs a subdivision step using Loop's scheme 
[125]. 
7. M.Butterfly Sub. This button performs a subdivision step using the modified 
Butterfly scheme introduced in [192]. If there are edges tagged as sharp the 
modified rules presented in chapter 8 are used. 
8. Sqrt(3) Subdivide. This button performs a subdivision step based on the sqrt(3) 
scheme introduced in [111]. 
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9. Laplacian Smooth. This button pops up a dialog where the user can select the 
number of Laplacian smoothing iterations to be performed on the mesh. At 
each iteration, each vertex is moved to the center of mass of its neighbors. 
10. Uniform Remesh. This button performs a uniform remeshing of the model 
based on ideas presented in [5]. The number of vertices in the new mesh can 
be specified in a dialog which is automatically popped up. 
11. Flatten. This operation throws away the geometric information of the mesh 
(i.e. the location of the vertices) and re-embeds the connectivity graph on a 
plane. If necessary, the original mesh is cut into a topological disk (see next 
operation). 
12. Open to Disk. This operation performs a topological cut along edges in order 
to make the mesh homeomorphic to a disk. Edges and vertices belonging to 
the cuts are properly duplicated. 
13. Feature Recover. When selecting this button, the Edge-Sharpener filter 
described in chapter 8 is run. A dialog is popped up from which the user can 
select threshold values different from the default. 
14. Simplify. This button pops up a dialog containing a set of parameters for the 
simplification. The user can set the desired number of vertices, choose 
whether boundaries must be simplified or not, choose the quality of the 
simplification (taking into account that as the quality increases the processing 
time grows), prevent mesh inversion (also in this case the process becomes 
slower). It is important to consider that, due to topological constraints, it 
cannot be guaranteed that the target number of vertices is reached. The 
approach used is the one described in [73]. 
15. Marching Cubes. This operation remeshes the model using a marching-cubes 
like approach. The user must select the size of the grid, and the process is 
performed according to [148]. This functionality is particularly useful to find a 
single component approximation of a set of  nearly adjacent meshes. 
16. Semi-regular Remeshing. This operation performs a semi-regular remeshing 
of the model according to ideas presented in [120]. The button pops up a 
dialog where the user can set the number of vertices of the base domain, and 
the number of subdivision steps to be performed. 
17. Normal noise. This operation distributes Gaussian noise over the vertices in 
the normal direction. The amount of noise can be selected by the user in the 
pop-up dialog as a percentage of the model's bounding box diagonal. 
B.8 Checking and Repairing a mesh 
The problem of robustness of geometric algorithms has received a lot of attention 
from more than 15 years [71][72], and it remains a vibrant area of research. When 
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designing a geometric algorithm, in fact, a researcher uses the theory of real 
numbers and their exact arithmetic. Such a framework is often referred to as the 
Real Arithmetic Model or, more compactly, the RAM. At implementation time, 
however, real numbers have to be approximated with finite precision 
representations and the error introduced cannot always be neglected. In the 
context of our remeshing toolbox, such an error may perturb the geometry and 
thus cause the creation of degenerate elements, self-intersecting surfaces, and a 
number of other flaws. Although a slight error in the geometry may be simply 
interpreted as noise, when performing computations such a slight modification 
may cause a wrong branching in the process pipeline and, as a consequence, it 
may cause a topological inconsistence or a failure of the algorithm. 
In order to deal with robustness, we chose to implement a strategy based on the 
Epsilon Geometry introduced in [79]. The toolbox provides the possibility for the 
user to choose a threshold angle ε. In all of the internal computations, including 
the loading step, the toolbox prevents the creation of triangles with angles smaller 
than ε or bigger than π-ε. Such a prevention is carried out through swapping and 
contraction of short edges, according to ideas described in [38]. The default value 
of ε is arcsin(10-5); by experiment, this value proven to be a good compromise 
between precision and robustness for all of the platforms we have tried the toolkit 
on. 
Even if the strategy implemented does not guarantee robustness in all of the 
cases, we have found that it avoids nearly all of the most common problems when 
dealing with remeshing. Furthermore, it is worth to be considered that if the input 
model has many degenerate faces (according to the value of ε) the corrected mesh 
may be strongly distorted. To cope with this cases, the toolbox provides a 
command-line option to set the value of ε to zero, but subsequent processing must 
take into account possible failures. 
All of the check and repairing tasks can be performed by the user after selecting 
a new value for ε. This can be useful when the model being edited is known to 
become the input for a less robust system. At run time, the Check&Repair 
window provides an interactive slider to set the value for ε. The same window 
provides a number of buttons for further operations dealing with robustness 
issues; in particular the following controls are provided: 
1. Check Connectivity. This action performs a sequence of consistency tests on 
the connectivity graph of the mesh. Notice that, in normal conditions, it should 
always pass all of the tests. However, it has been incorporated to help the 
developer of a new plug-in to check the status of the structure at any time. 
2. Check Geometry. This action looks for coincident vertices, coincident edges, 
degenerate triangles and overlapping adjacent triangles, according to the 
current value of ε. If one of these situations is verified, the camera is 
automatically moved to a viewpoint suitable for showing the flaw, so that the 
user can analyze what went wrong, and choose to perform some manual 
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editing for a possible correction. Also, the user can rely on the automatic 
correction approaches provided. 
3. Glue Boundaries. This action looks for coincident edges and, if possible, 
merges them. This is particularly useful to topologically join several 
connected components that are usually created by geometric modeling tools. 
4. Remove Smallest Components. This action scans the data structure and 
removes all of the connected components but the one with the largest number 
of triangles. This is useful for eliminating typical tiny disconnected sheets 
from models coming from marching-cubes or other sorts of polygonization 
algorithms. 
5. Orient Normals. This action scans the data structure and, for each connected 
component orients the triangle normals consistently. If a connected component 
is closed, triangle normals are oriented so that the outer surface is visible (i.e. 
normals point outwards the enclosed solid). 
6. Duplicate non-manifold vertices. This action checks for non-manifold vertices 
and, for each one of them, creates a copy of the vertex for each connected 
component in its original VT. The incidence relations of the neighboring 
edges are then updated with the new vertices so as to have a single component 
VT for each copy. Notice that this operation is purely topological, that is, the 
geometry of the surface is not modified. As for the Check Connectivity button, 
however, this should have no effect in normal conditions. 
7. Remove Degenerate Triangles. This button implements the filtering of 
degeneracies described in [38] followed by a further removal of possibly 
remaining degenerate triangles. According to the current value of ε, all of the 
degenerate triangles are removed from the mesh. Note that in extreme cases 
(very large ε or wire-like cylinders connecting two bodies) this action may 
also cause topological modifications. 
8. Remove Overlapping Triangles. This action removes all of the triangles which 
form an excessive dihedral angle with one of the neighbors. A dihedral angle 
is excessive if it is less than ε of more than π-ε. 
9. Remove Tiny Handles. This action implements the topological noise removal 
strategy introduced in [84]. The threshold size for handles to be removed is 
controlled through the spherical selection tool, which helps the user in having 
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