










































































































処理標準（FIPS）に採用したSHA-1［ 3 ］，その改良版であるSHA-2［ 3 ］が挙げられ
る（表 1 ）。また，これらとは根本的にアルゴリズムの異なるSHA-3が公募を経て現在







໊শ ϋογϡ௕ ϒϩοΫ௕ ࠷େϝοηʔ ϥ΢ϯυ਺
(Ϗοτ) (Ϗοτ) δ௕ (Ϗοτ) (ճ)
MD5 128 512 264 − 1 64
SHA-1 150 512 264 − 1 80
SHA-2 (SHA-256) 256 512 264 − 1 64
SHA-2 (SHA-512) 512 1024 2128 − 1 80
SHA-3 (SHA3-256) 256 1600 ∞ 24
























は，理想値 2 64に比べて 2 20.96まで低下しており［ 5 ］，これは現在の一般的なPCを使え
ば 1 秒未満で衝突を発見できる計算量だ。











































































































































3 ．Hcの先頭から 7 文字と，読み込んだ設定ファイル名に付加された 7 文字が一致し
なければ，以下の処理をスキップして成績を初期化する


















6 ．設定ファイルのファイル名を，Hc'の先頭から 7 文字を付加した「config- VVVVVVV
.json」に変更する
成績ファイルの改ざんをもくろむユーザーが，改ざん検出にSHA-1のハッシュ値が使
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Kt（ 0 ≤ t ≤ 79）
を以下のように設定する。
0x5a827999（ 0 ≤ t ≤ 19）




具体的には， l ビット長のメッセージMの後ろに， 1 個の「 1 」のビットと， k 個の
「 0 」のビットを付加して，合計ビット長の512ビットモジュロが448ビットになるよう
に調整する。このとき， k は，
（ l + 1 + k ）mod 512≡448 （ 3 ）















（ 5 － 1 ）メッセージスケジュールの準備
まず， n ビットの左ローテート（回転）処理を行なう関数を，








（i）（ 0 ≤ t ≤ 15）
ROTL1（Wt－3⊕Wt－8⊕Wt－14⊕Wt－16⊕（16 ≤ t ≤ 79）　（ 5 ）
（ 5 － 2 ）作業変数の初期化
5 個の作業変数 a ，b ，c ，d ，e に対して，直前のメッセージブロックの処理で求めら
れたハッシュ値H0～ H4（最初のメッセージブロックの場合は，ハッシュ値の初期値）
を設定する。
a  ← H0
b  ← H1
c  ← H2
d  ← H3
e  ← H4
学生向けポータブル学習ソフトにおける成績ファイルの改ざん検出
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（ 5 － 3 ）圧縮関数の繰り返し処理
繰り返し用のパラメーター t を 0 から79まで変化させ，ラウンド定数Ktと，メッセー
ジスケジュールWtを切り替えながら，以下に示す処理を繰り返す。
まず，一時変数Tを以下のように設定する。なお，ft は，パラメーター t の範囲に応
じて， 4 つの関数からひとつが選択される。ここで，∧はビット単位の論理積（AND），
￢はビット単位の否定（NOT）を意味する記号とする（⊕は（ 5 － 1 ）で既出）。
T ← ROTL5（a）＋ft（b, c, d）＋e＋Kt＋Wt （ 7 ）
ft（x, y, z）＝｛
（ x ∧ y ）⊕（￢ x ∧ z ）　　　　　（ 0 ≤ t ≤ 19）
　（ 8 ）
　　　　　　 x ⊕ y ⊕ z 　　　　　　　　　　（20 ≤ t ≤ 39）
　　　　　　（ x ∧ y ）⊕（ x ∧ z ）⊕（ y ∧ z ）　（40 ≤ t ≤ 59）
　　　　　　 x ⊕ y ⊕ z 　　　　　　　　　　（60 ≤ t ≤ 79）
一時変数Tを利用して，作業変数 a ～ e を以下に示す順番で更新する。
e ← d
d ← c
c ← ROTL30（b） （ 9 ）
b ← a
a ← T
（ 5 － 4 ）ハッシュ値の更新















public void Load(string hash)
{
IsLoaded = false;




var hashHead = (hash.Length < 7) ? hash : hash.Substring(0, 7);
// ੒੷ϑΝΠϧͷϑΝΠϧ໊Λੜ੒





// ੒੷ϑΝΠϧͷ಺༰શମʹର͢Δ S H Aϋογϡ஋ͷ 1 6ਐදهจࣈྻΛಘΔ
WholeHash = GetSha1Hash(scoreFile);
// ੒੷ϑΝΠϧͷ಺༰Λ J S O NγϦΞϥΠβʔΛར༻ͯ͠ಡΈࠐΉ
var serializer = new DataContractJsonSerializer(typeof(ScoreInfo));
using (var stream = new FileStream(scoreFile , FileMode.Open, FileAccess.Read)) {
var scoreInfo = serializer.ReadObject(stream) as ScoreInfo;











if (UserSettings.Current.IsFirstTime) { // ॳճىಈ࣌
// νΣοΫ͠ͳ͍


































var tmpFile = Path.Combine(_scoreFolder , Path.GetRandomFileName());
using (var stream = new FileStream(tmpFile, FileMode.Create, FileAccess.Write)) {
// είΞ৘ใΛ J S O NγϦΞϥΠβʔΛར༻ͯ͠อଘ




foreach (var file in







































var tmpFile = Path.Combine(_scoreFolder , Path.GetRandomFileName());
using (var stream = new FileStream(tmpFile, FileMode.Create, FileAccess.Write)) {
// είΞ৘ใΛ J S O NγϦΞϥΠβʔΛར༻ͯ͠อଘ




foreach (var file in













ιʔείʔυ 4 ϑΝΠϧͷ಺༰શମʹର͢Δ SHA-1ϋογϡจࣈྻͷऔಘ





using (var stream = new FileStream(filePath, FileMode.Open, FileAccess.Read)) {
var sha1 = SHA1.Create();
// ϑΝΠϧͷ಺༰શମΛಡΈࠐΜͰɺ SHA-1ϋογϡ஋160Ϗοτ(20όΠτ)ΛಘΔ
var bytes = sha1.ComputeHash(stream);
// ϋογϡ஋Λ16ਐදهจࣈྻʹม׵
return bytes.Aggregate(new StringBuilder(),
(sb, x) => sb.Append(x.ToString("x2")), sb => sb.ToString());
}
}
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