The creation of most digital objects occurs solely in interactive graphical user interfaces which were available at the particular time period. Archiving and preservation organizations are posed with large amounts of such objects of various types. At some point they will need to process these automatically to make them available to their users or convert them to a commonly used format. A substantial problem is to provide a wide range of different users with access to ancient environments and to allow using the original environment for a given object. We propose an abstract architecture for emulation services in digital preservation to provide remote user interfaces to emulation over computer networks without the need to install additional software components. Furthermore, we describe how these ideas can be integrated in a framework of web services for common preservation tasks like viewing or migrating digital objects.
INTRODUCTION
Long-term preservation and accessibility of digital objects poses new and diverse requirements. The creation of most digital objects has occurred solely in interactive graphical user interfaces which were available at the particular time period. Archiving and preservation organizations have already accumulated a large quantity of such objects of various types. Thus, these organizations have to make the objects available to their users, but also have to safeguard the digital longevity of these objects.
Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, to republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. A substantial problem is to provide a wide range of different users with access to ancient environments and to allow using the original environment for a given object. Another challenge is to allow migration of digital objects within their original application in an automated and controlled way. For the latter task, a major problem is the availability of suitable tools. In [3] the authors showed the general feasibility of recording and replaying interactive events in an abstract way and thus use an emulated environment to perform document migrations. Until now, these tools and methods have only been available to a small number of specialists due to necessary technical knowledge to install, run and maintain an emulated environment. Further, if no mitigation strategies are taken, the knowledge about past user interfaces will vanish. Hence, it is not sufficient to store the environment and its components, rather the knowledge about using these systems has to be kept and documented in order to safeguard usability for future users. This article describes an abstract architecture for providing emulation services for digital preservation and its prototypical implementation. Furthermore we describe the integration of the developed emulation strategies in long-term preservation into the PLANETS 1 framework[2].
ENABLING ACCESS TO EMULATION
In order to allow non-technical individuals accessing ancient user environments, the tasks of setting up and configuring an emulator, injecting and retrieving digital objects in and from the emulated environment have to be provided as an easy to use service. Implementing such a service web based allows a large and virtually global user base to access and work with emulated systems. In the scope of the PLANETS project the prototype GRATE 2 was developed which allows the wrapping of various software environments within a single networked application. Designed as a general purpose remote access system to emulation services the architecture provides an abstract interface independent of the digital object's type to archive users [1] . Emulators for various computer systems become a crucial component in long-term preservation workflows. Using an abstract emulation layer allows wrapping of a wide range of emulators (e.g. QEMU 3 , MESS 4 , Hatari 5 , Dioscuri 6 ). This approach is only restricted by the availability of suitable emulation software and their capabilities [9] . Screen output and input via mouse or keyboard -which up till now are still the most used methods of human-computer interaction -are handled using an event and transportation layer. Currently events and screen output are transferred by using the open and widely used VNC protocol [4] . Figure  1) shows the general architecture of GRATE and its main building blocks. The access to digital objects does not depend on local reference workstations like in archives and libraries. By separating the emulation part from the archive user's environment, GRATE avoids a number of problems, like a sophisticated local installation of a range of software components in unpredictable user environments of different origins. The user does not need to be a trained specialist of ancient computer platforms, but in contrast he is equipped with an user interface similar to many web 2.0 applications. Furthermore, this approach does not need to transfer proprietary software packages to end user systems and thus might avoid licensing and digital rights management issues. The management of such services could be centralized and several institutions could share the workload or specialize on certain environments and share their expertise with others. Institutions like computer museums could profit as well, because they are able to present their collections in non-traditional ways than just within their own room and can consequently attract more attention. While developing GRATE as a remote web application, we have found several challenges when offering a general service for emulation:
• Transportation -Injecting and retrieving digital objects into and from the runtime environment.
• Software Archive -Most of the digital objects need further software components to be executed, rendered or viewed like applications, operating systems, drivers or components like fonts, codecs or special libraries.
• Knowledge and automation -Preserving specific knowledge about an ancient environment and its applications. This could be done e.g. by recording of required steps and saving this information as additional metadata in the software archive.
Transportation and Object Handling
Every computer platform -from ancient up to current ones -has its own complexities and operational concepts and thus most of the future computer users won't find old user interfaces as easy to use as we might imagine today. The same holds for setup and installation routines of emulators and ancient operating systems. Another challenge arises from the transport of the requested artifact from the current into its original environment. Loading of primary 3 QEMU -Open Source Processor Emulator for various computer architectures http://www.qemu.org. 4 MESS -Multiple Emulator Super System, covering a wide range of machines from the late 70ties to the early 90ties http://www.mess.org. 5 Hatari -An Atari emulator, http://hatari.berlios.de. 6 Dioscuri -The modular X86 emulator, http://dioscuri.sourceforge.net [5] . objects is a major part of any automated processing setup: The objects need to be passed into the emulated environment. This is typically a non-trivial task and depends on the feature-set of the original environment. There are two challenges to face:
• Network transport from the user's site to the emulation web service
• Local transport to the target environment For efficiency, it is desirable to centralize the whole process in specialized units with trained personnel and to offer the services within a framework over the Internet. This eases the complex setup procedures and offers functionality to a user for example through a web-browser. Emulators usually use special container files as virtual harddisk images. Therefore, they offer an option to transport a digital object into the emulated environment by embedding it in the container file, or by creating a secondary one, which is then attached as an additional virtual hard-disk. However, for producing or modifying such containers, exact knowledge of the internal format is required and usually additional tools are necessary. Furthermore, modifying container files usually cannot be done while the emulator is running, since changes to its internal structure might lead to a corrupt container file. In contrast, floppy and ISO-9660 (CD-ROM) disks are typically removable and thus offer a data exchange option while the emulator is running. Some emulators support virtual media loading and ejecting functionality and media changes are noticed by the operating system. Not all hardware platforms and operating systems support optical drives (e.g. ISO-9660 images), but most of them support floppy disks.
Software Archive
In general, it is impossible to open e.g. a PDF document on plain computer hardware. At least a program for viewing is needed, which itself is neither executed directly on the hardware nor has abilities like direct disk or display access. It requires an operating system which controls hardware and offers interfaces for in-and output. At this, point a software archive becomes important.
The reconstruction of ancient digital systems requires not only the software components present at the moment of object production, but should also take care of object transport, the tool-chain like emulators and the automated workflow integration. The actions in preservation workflows could be formalized as view-path, originally defined in [6] and extended in [8] . View-paths or path-ways in other literature describe a software and activity vector from the original object of interest into the actual digital environment of the user accessing this object. The additional software components required depend on factors like the object's composition, the time the object was created in and the preservation strategy deployed [7] . Resolving and instantiating such an abstract description into actual workflows is suggested by using a constructive method deploying an abstract emulation service implemented as a web service.
Automation of Interactive Workflows
Typical applications most of the digital objects were created with are interactive software. The user was required to point and click or type onto the keyboard to open, modify and save an object. Migration steps would require mostly the same type of actions to be executed. If larger quantities of objects are to be handled, a manual procedure would be time consuming, expensive and error-prone.
The traditional approach to help the user to automate interactive tasks to a certain degree is the use of so-called macro-recorders. These are specialized tools or functions of an application or operating system user interface to capture sequences of executed actions. However, this functionality is not standardized in terms of its usability and features. Special software components are needed, but also knowledge of the applications and operating systems is required. The approach suggested in [3] makes a technical and organizational separation between the machine used for workflows and the input/output (c.f. Figure 3) . Hence, emulated or virtualized environments are particularly well suited for in- teractively recording a particular workflow once, such as installing a specific printer driver for PDF output, loading an old Word Perfect document in its original environment and converting it by printing into a PDF file. Such a recording can serve as the base for a deeper analysis and the generation of a machine script for the future completely automated repetition. An interactive workflow is defined as an ordered list of actions which are passed on to the emulated environment through a defined interface. These events may be mouse movements or keystrokes, and each is linked with a precondition and an expected outcome which can be observed as a state of the emulated environment. Until this effect is perceived, the next event cannot occur. Linking events with special preconditions and outcomes is necessary, since a workflow depends on the level of capacity of the emulation environment: programs will take different amounts of time to run depending on the load of the hosting machine, the size of the object being handled or the number of blocks already cached in memory. This can occur in the interactive case for example, through visual control by the user. For an automated run, the definition of expected states and a reliable verification is indispensable. The aforementioned method has shown good results on tasks like migrating text documents.
EMULATION AS A WEB SERVICE
By integrating the main ideas found by developing the GRATE prototype into a service oriented framework for digital preservation, the resulting services should allow
• occasional users to view digital objects and compare digital objects in their original environment,
• occasional users to experience ancient (graphical) interactive user environments,
• documentation and preservation of user interactions and interactive processes in ancient user environments,
• automated migration of files using emulation. Within the PLANETS framework such emulation services can be integrated in more complex workflows of digital preservation. Emulated systems can be used as alternative endpoint of a migration workflow in order to allow an interactive view of the digital object in its original creation environment. Moreover, emulation itself could be used as a migration service in a different workflow. The PLAN-ETS framework offers interfaces for web services for common tasks in digital preservation, like the characterization, validation, viewing, comparing, modifying and migrating digital objects.
Emulation View Services
The PLANETS view web service interface is designed to render a digital object. The service takes a digital object and returns an URI pointing to the rendered result. If the digital object requires a running rendering engine, the service offers methods for querying the engine's state and allows sending commands to it. The emulation view service allows access to already configured and ready-made emulators and software images. The web service accepts a list of digital objects, wraps them into floppy or CD-images and injects them into the running OS. The user is able to explore the environment, to use the digital objects with their original application and compare the result visually with their appearance in current applications or migrated versions of them. Furthermore, the user is able to do manual migrations of the digital objects by saving, exporting or printing them to a more current or sustainable format. This process can also be recorded, generalized and saved for further unattended migrations of the same type. Just as well, users can document their interactions with the system. This is important because the user interfaces tend to age in a rapid manner. Also special knowledge about the system has to be preserved (e.g. connect a Windows 3.11 machine to the internet).
Migration by Emulation Service
The PLANETS migrate web service interface offers the ability to use various services to transform a digital object into a selected output format. The interface expects a digital object as input format and a designated output format accompanied with a list of service specific parameters. The outcome will be either a successfully transformed digital object or an error message. The migration by emulation service retrieves at instantiating time a so called pathway-matrix from the software archive, which describes possible format migrations and then registers itself within the PLANETS framework. If the service is called with a supported pathway, a view-path vector will be requested from the software archive. This vector consists of a pointer to a system emulation engine, an appropriate runtime environment (e.g. a container file already set up with the appropriate operating system and applications) and a recorded interactive migration workflow. The digital object passed by the caller is wrapped into a floppy image and attached to the emulator. After running the recorded workflow, the floppy image contains all files generated during execution. Finally, the service packs all files into a ZIP container and passes it back as digital object.
CONCLUSION AND OUTLOOK
Archiving and preservation institutions are posed with large amounts of digital objects of various types. At some point they will need to automatically process these in order to make them available to their users or alternatively convert them to a commonly used format. One major problem is to improve accessibility for different users to ancient environments and to allow them using the original environment for digital preservation strategies.
With the proposed architecture we provide diverse network based access to emulation services. Further we demonstrated the flexibility of the described approach by integrating it into a digital preservation framework, in order to perform common preservation tasks based on emulation. However, more development is required to provide utilities and operations on view-paths. Also a dedicated framework is necessary to turn recorded workflows into atomic transactions in order to improve reliability further.
