Various methods have been proposed to solve the traveling salesman problem, referred to as the TSP. In order to solve the TSP, the cost metric (e.g., the travel time and distance) between nodes is needed. As we do not always have specific criterion for the cost metric we are proposing using a new computation environment that is used all over the world-Google Maps. We think a cost metric obtained from Google maps is a good, impartial value with little room for variation, making it easier and more efficient to make map information visible. Moreover, a scalable computation environment can be prepared by using cloud computing technology. We can even expand the TSP and calculate routes taken by multiple people. The numerical results show this computation environment to be effective.
Introduction
The traveling salesman problem referred to as the TSP originated in the 20th century and until recently, was the most basic type of combinational optimization problem. However, solving the TSP isn't just about a huge calculation as other factors must be considered. Before trying to solve the TSP, one should prepare the cost metric, the distance and time between nodes. If the person solving the TSP decides the cost metric from a real life situation, the value will vary depending on the person, heightening the possibility that a good evaluation will not be obtained. Moreover, the setting of the cost metric often takes time, causing the number of nodes to increase and the work to increase enormously. Therefore, the problems one must overcome before taking on the TSP are:
(i). Acquiring an accurate cost metric.
(
ii). Standardizing the cost metric. (iii). Presenting the solution visually. (iv).
Creating a scalable environment that can handle large amounts of complex data.
We use Google maps to solve problems (i) ~ (iv). The cost metric between nodes can be easily calculated for (i) and (ii) using the Google Maps API. Google Maps is a tool used worldwide that allows users to extract all sorts of data. We are able to visualize our results through Google Maps for (iii) and using a cloud environment will allow us to handle any size calculation for (iv) (1) .
Although research results of TSP (2) are available, these are observed by the computation time that is defined as the time it takes from after setting cost parameters to displaying the result. We need the TSP system which can be used for business. For that purpose, Google Maps is very effective in terms of the acquisition of the above-mentioned practical parametric information, and visualization for any locations. Moreover, we cannot ignore time, that we refer to set-up time, spent on setting up of the cost parameter between nodes. We suppose the set-up time to get the cost parameter, such as distance and transit time between nodes. We may be about 1 second per 1 combination, in order to acquire parameters effectively. For the calculation method, 60 seconds is about the computation time which can be used for business. After getting the cost parameter between nodes, we perform calculation within this computation time limit, and the result is displayed on the screen. If calculation cannot finish within this time limit, the performance of the server used for calculation is scaled up and calculation is carried out again. We can scale up server performance easily using the technology of cloud computing. Since we should scale up only when computational complexity is large, the operating cost of servers is to a level minimized.
In this paper, we expand the TSP to the multiple traveling salesman problem referred to as m-TSP and calculate it using Google Maps and a cloud environment. We focus on m-TSP because TSP is a special form of m-TSP and m-TSP is applicable to business in many cases. Our calculations show that the environment is effective.
Elements necessary for system

Traveling Salesman Problem
The TSP is given an n by n symmetric matrix of distances between n nodes. Distance obviously isn't the only variable we can use and other notions such as time can be considered. We use both distance and time for the TSP cost metrics in the paper. We find a minimum-length tour that visits each node exactly once using this matrix. As combinatorial optimization problems like the TSP are very hard to solve through algorithms because of their vast solution space, various methods for using this model have been proposed (3)(4) .
Multiple Traveling Salesman Problem
The m-TSP can, in general, be defined as follows: Given a set of nodes, let there be m salesmen located at a single depot node. The remaining nodes, such as cities to be visited, are called intermediate nodes. Then, the m-TSP consists of finding tours for all m salesmen, who all start and end at the depot, as well as making sure that each intermediate node is visited exactly once and that the total cost of visiting all nodes is minimized. The cost metric can be defined in terms of distance and time (5) (6) .
Solution procedures proposed for the m-TSP is the following. In the exact solution approach (7) , Lagrangean relaxation + branch and bound (8) is the first attempt to solve large-scale symmetric m-TSP. In this paper, it is able to solve non-Euclidean problems of sizes up to 500 nodes and m = 2, 4, 6, 8, 10 , and Euclidean problems up to 100 cities and 10 salesmen with this algorithm. Euclidean problems are shown to be harder than non-Euclidean ones. For the heuristic solution procedures (9) , a parallel processing approach to solve the m-TSP using evolutionary programming is proposed by Fogel (10) . Problems with 25 and 50 cities have been solved and it is noted that the evolutionary approach obtained exceedingly good near-optimal solutions. Although these results are satisfactory, the following problems exist. Computation time is too long, or there is no reference about acquisition of the cost parameters, or the expense of servers for computing is huge. Within these in-mind, we try to address these problems in this study. It is decided to use Google maps for the TSP and m-TSP. And because the cost is calculated using Google Maps, it is automatically displayed as can be seen in Table 1 and Fig.1 . 
Cloud computing
The server environment has changed dramatically in recent years due to the development of cloud computing. A user can rent servers and only buy them when absolutely necessary, which has made what was once available only to major research groups and corporations available to almost anyone. Google allots 99.9% of its cloud environment to Google Apps, which is freely accessible to anyone for free. A person who is used to a high spec computation environment can now use a system that meets with their needs. Moreover, as we usually don't have to worry about issues such as power failure and various types of server maintenance, users can work in a safe environment most of the time.
We can improve availability, convenience, and scalability using cloud computing. Because the work is spread amongst several computers, it provides a large-scale environment for solving combination optimized calculations without a high cost (1) . In our view, the primary benefit of this is being able to use of constantly updated map information. We can flexibly operate the system by using information that everyone can use at anytime, anywhere.
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Vol. 6, No. 5, 2012 We choose the scale-up system using Amazon EC2 to the calculation server. In Amazon EC2, the server's capacity can be raised easily. When calculation is not completed to within the predetermined time, we scale up the server capacity, for example, the number of cores of CPU is increased. So the computation time becomes shorter.
TSP system design
Defining the Problem
Before describing our m-TSP, we must define a few critical aspects. The m-TSP is defined on a graph G = (V ,A), where V is the set of n nodes, (i.e. vertices) and A is the set of arcs (i.e. edges). Let C =(c ij ) be a cost, (i.e. distance) matrix associated with A. The matrix C is said to be symmetric when c ij =c ji ,∀(i, j )∈A and asymmetric otherwise.
We first define the following binary variable.
Then, the general scheme of the assignment-noded directed integer linear programming formulation of the m-TSP is as follows.
Constraints Eq. (6) impose connectivity requirements for the solution, i.e. prevent the formation of subtours of cardinality S not including the depot. For details, please refer to Ref. (16) .
We have some problems with the m-TSP. Specifically, both the TSP and the allotment of nodes are NP-complete, so it takes a great amount of time to complete the calculation. We decide the allotment of the nodes by using the following methods (11) .
[Step1] For all nodes, we get a route using a suitable optimization technique. For this paper, we use a genetic algorithm. The route length is referred to as T. The distance between a departure node and the node that is the furthest from it is referred as C Max .
[Step2] For m j < ≤ 1 , the subtour of salesman j is not able to exceed the maximum subtour
Journal of Advanced Mechanical Design, Systems, and Manufacturing 707 Vol. 6, No. 5, 2012 from the departure node. Using the route calculated at Step 1, for salesman j, first he goes to the just next node of one that salesman j-1 ended. Next, he circulates the route up to the limit that does not exceed Eq. (7).
We have adopted this method for the following reason. When solving m-TSP, it will be of enormous computational complexity as salesmen increase in number. This method distributes a route to each salesman, after computing the optimal route of all nodes first. Therefore, the computation time depend on the number of nodes, not the number of salesmen. This method has an inefficient field partially when the salesman returns to the depot node. We may end up with longer distance for the specific salesman. However, this method can also be improved easily if similar methods (12) (13) are used. And this method is extensible to the problem of multiple depot nodes (14) .
System configuration
Next, we describe the TSP system configuration. The system doesn't depend on any specific optimized algorithm. In step 4 for the Fig 2, we need the node allotment for each salesman for m-TSP. Fig.3 shows that the parameter acquisition flow for all nodes. We use the GDirections function of GoogleMapAPI Ver2, we can get the distance and transit time of parameters easily in about 1 second per 1 combination of nodes. Fig.4 show that flow to display each salesman route. We use the directionsService function of GoogleMapAPI Ver3 to display the result. We use PHP, JavaScript and Ajax for programing languages. Such languages can use these functions effectively. It calculates automatically by the use of Google maps API. Refer to Fig.3 for the acquisition method of parameters.
3. Set the model as TSP. Input the number of salesmen.
The value obtained in step 2 is set as the cost metric of our TSP.
4. Calculate by the optimized algorithm.
Display the result.
The shortest route is displayed on the map. Refer to Fig.4 for the display method to the map.
We decide a server's number of cores based CPU, and specify the number of threads.
This m-TSP system is offered on Cloud.
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Numerical examples
We use a Genetic Algorithm (GA) for the optimized algorithm in this paper. The setting of the GA is shown in Table 2 . We have adopted Master-Slave Parallelization for the parallel computing method. Many the parallel computing of GA techniques have been proposed (15) . For Google Map programming, the PHP language is usually used. We choose this parallel method can be easily programmed by the PHP. 
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Vol. 6, No. 5, 2012 We first compute in the case of one salesman. From Table 3 , 30 is the maximum number of calculated nodes. The assumed case is a mail delivery route. This system is effective for delivering things to a certain region at random, as occurs on a delivery route. The map and the route can be made visible through Google Maps; therefore this method is more effective as it can be accessed on the road. 30 nodes may have few nodes for TSP. However, we think that it is suitable as the number of nodes per unit time on business. We may spend much time on the parameter setup of the cost between nodes. In this system, it takes about 1 second for each parameter setup. In case of 10 nodes, we need only about 45 seconds for the parameter set-up time. However, the parameter set-up time and computation time are both needed.
Fig 5 Result after it calculates display (10 nodes)
Next, we compute in the case of multiple salesmen. We calculate under the following conditions. Number of nodes is 15, and the number of salesmen is 2. The setting of GA is the same as Table 2 . The computation time is 31.7sec. We calculate under the following conditions: The number of nodes is 15, the number of salesmen is 3, the setting of GA is the same as Table 2 , and the computation time is 32.2sec. Table 4 and 5 show each salesman's node assignment and total route time. In the case of three salesmen, the round route navigation of the nodes assigned to each salesman is displayed similarly as shown in Fig.5 .
We need to consider the case where there are many nodes. In the case of 100, 200, or 300 nodes, the computation time is shortened by changing the instance type and increasing the number of cores of Amazon EC2. We compute based on the same condition shown in Table 2 . The procedure of calculation is as follows. We first decide the instance type and the number of cores of Amazon EC2. So, we get the number of the maximum threads from the
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server's specification. For example, we get the m1.large of instance types, we can use the maximum of two threads. For each number of nodes, the computation time is measured increasing the number of threads. This numerical computation aims at 60 or less seconds. We call 60 seconds the target time. To each number of nodes, when the computation time exceeds the target time, the instance is stopped and it shifts to the big instance of spec. Using Amazon EC2, the time that the server's scale-up takes can be shortened sharply. It takes about 5 minutes to stop the instance, scale up for the server spec and to start it again. If the auto-scaling function of Amazon EC2 is used, it is possible to increase an instance automatically under a certain restrictions. Since the technology of auto-scaling functions is in the operation situation of servers, such as a CPU usage rate, the evaluation by the computation time is difficult. Moreover, although it can also be made to increase automatically to the number of thread within the target time, environment of the server may be unable to maintain at a good state by calculating continuously. Therefore, we calculate by specifying the number of threads each time.
From Table 6 , 7, and 8, we can compute this case within the target time to scale up the server capacity. We reduce the computation time increasing the number of cores. But it is not so effective in case of using many cores. So, we can improve the other optimization algorithm (15) .
The example of an application to a delivery system
The reason we propose this TSP system using cloud computing is because anyone can use it, even to solve everyday problems. In this section, we introduce a more practical example.
Our calculation will use the data of a company that has delivered lunches to individuals in Hamamatsu-city, Shizuoka. There are 96 customers on its regular delivery list and most of the deliveries are one lunch per delivery. For the purpose of this paper, customers' names have been changed to ID numbers. The delivery time is specified in many cases and established a restriction all the deliveries must be made within a time limit of 180 minutes. We achieve route optimization using the TSP, compute the minimum number required to complete the delivery within our set time, and calculate profits. Table 9 is the delivery information of the lunch delivery company that does business in Hamamatsu-city. In this case, we deliver to 20 of the 96 registered customers and 4 of the 20 deliveries are for 2 lunches. Therefore, we deliver a total of 24 lunches. When this delivery base is used, we obtain the calculation result of 451 minutes, which is much over our time limit. So we increase the number of carriers. We then determine that it takes 3 delivery persons to deliver all the lunches within the required time. The left sequence of the following table expresses customer ID and shows the order of delivery from the top.
Journal of Advanced Mechanical Design, Systems, and Manufacturing
712
Vol. 6, No. 5, 2012 Table 10 Delivery sequence and profits  The route of the first person  ID  The number of orders  Sales of lunch The cost price of lunch  Profits  A：25  1  ¥550  ¥200  ¥350  B：55  1  ¥550  ¥200  ¥350  C：58  1  ¥550  ¥200  ¥350  D：121  2  ¥1,100  ¥400  ¥700  E：67  1  ¥550  ¥200  ¥350  F：6  1  ¥550  ¥200  ¥350  G：20  2 Profits  A：116  1  ¥550  ¥200  ¥350  B：10  1  ¥550  ¥200  ¥350  C：56  1  ¥550  ¥200  ¥350  D：81  1  ¥550  ¥200  ¥350  E：7  1  ¥550  ¥200  ¥350  F：82  1  ¥550  ¥200  ¥350  G：35  2  ¥1,100  ¥400  ¥700   SUM  8  ¥4,400  ¥1,600 ¥2,800 Table 10 shows the number of lunch and delivery sequence which each salesman delivers. In this case, the number of deliveries of almost all cases is 1 per customer. ¥7,500 ¥900 ※1 Three minutes added for each point as the delivery additional time. ※2 Route time includes the time it took to get from the final delivery node back to the starting node ※3 Personnel expenses are the salary of the three deliverymen calculated using the route time. Table 11 shows time and expense required for each delivery person to deliver, and we compute profits from this. From Table 11 , the result is a 900 yen overall profit, but if the cost of gasoline is included, we predict that there will be an overall net loss. The present model is evaluated and an improvement proposal can be devised from the result. 
Conclusion
In considering the TSP, we enabled an automatic calculation and easy method for deciding the criterion of the cost. We can also easily visualize our calculations through Google Maps. It is possible to calculate this at a realistically usable speed using cloud computing. It is of course possible to correspond even if the number of nodes increases by a similar method.
One of the purposes of this research is about the construction of the TSP system which can be used for business. In previous research, only a calculation process attracts attention, and there is no introduction of the calculation method with regard to the parameter and actual directions. We make calculation using the m-TSP model in order to apply this model broadly. We can perform calculation which imposed the time constraint and results show practicality.
We also believe that this method is effective for real-world usage for activities such as mail delivery and sales rounds. Because the time-setting parameters and the optimizing calculations s short, we can correspond to the addition or deletion of base nodes and the application of priority levels. We think that what we have proposed is a new and more effective method for handling the TSP.
