Mobiililaitteiden ryhmäpohjainen tunnistaminen by Mertoniemi, Joni
 Joni Mertoniemi 
 
Mobiililaitteiden ryhmäpohjainen tunnistaminen 
  
 
Metropolia Ammattikorkeakoulu 
Insinööri (AMK) 
Mediatekniikan koulutusohjelma 
Insinöörityö 
20.11.2011 
 Tiivistelmä 
 
Tekijä 
Otsikko 
 
Sivumäärä 
Aika 
Joni Mertoniemi 
Mobiililaitteiden ryhmäpohjainen tunnistaminen 
 
27 sivua + 2 liitettä 
20.11.2011 
Tutkinto insinööri (AMK) 
Koulutusohjelma mediatekniikka 
Suuntautumisvaihtoehto digitaalinen media 
Ohjaajat 
 
yliopettaja Kari Salo 
yliopettaja Petri Vesikivi 
 
Mobiililaitteilla on paljon eroavia ominaisuuksia, joiden vuoksi verkossa olevien sivustojen 
toiminta eri laitteilla saattaa erota paljon toisistaan. Verkkosivua on sovitettava laitteelle 
sopivaksi, jotta sivusto toimisi halutusti. 
 
Insinöörityön tavoitteena oli kehittää sovellus, joka ryhmittelee mobiililaitteet ominaisuuk-
sien mukaan muutamaan ryhmään. Ryhmittely helpottaa suuren laitemäärän hallintaa, 
jolloin verkkosivustoa täytyy sovittaa vain muutamalle ryhmälle.  
 
Kehittäjätukiorganisaatio Forum Nokia toimi työn tilaajana ja organisaatio oli kiinnostunut 
helpommasta tavasta tunnistaa mobiililaitteita. Forum Nokia halusi wikisivulla olevaa mo-
biililaitteiden tunnistamisen ohjetta päivitettävän ja lisättävän siihen esimerkin kehitetystä 
ryhmäpohjaisesta mobiililaitteiden tunnistamisesta. 
 
Kehitetty mobiililaitteiden tunnistaja hyödynsi WURFL-laitekuvaustietokantaa laitteiden 
tunnistamiseen. WURFL-laitekuvaustietokantaan lisättiin päivitystiedosto, joka määrittelee 
laitteille ryhmän, johon ne kuuluvat. Päivitystiedoston ansiosta WURFL
-laitekuvaustietokannan rajapinta antaa tunnistamisen yhteydessä myös laitteelle asetetun 
ryhmän. 
  
WURFL-päivitystiedoston luomista helpottamiseksi luotiin sovellus, jolla pystyy luomaan 
päivitystiedostoja graafisella käyttöliittymällä XML-tiedoston muokkaamisen sijasta. Luo-
mistyökalu helpottaa myös WURFL-laitteiden hierarkian hahmottamista ja mahdollistaa 
oikean laitteen löytämisen laitekuvaustietokannasta. 
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Web sites behave differently on different devices due to the large amount of different fea-
tures on mobile devices. Web sites have to be adapted for mobile devices so the web site 
will function correctly. 
 
The goal of this thesis was to develop an application that categorizes mobile devices by 
their feature into a few groups. Managing a large number of devices is easier due to cate-
gorizing, so web sites have to be adapted for only a few different groups. 
 
This thesis was requested by the Developer support organization Forum Nokia because 
they were interested in finding an easier solution to recognize mobile devices. Forum 
Nokia wanted to update the instructions for mobile device recognition and to add an ex-
ample of a group based mobile device detection solution on their wikipage. 
 
The solution used WURFL device data repository to recognize the mobile devices. Patch 
file which defines groups for different devices was added to WURFL device data repository. 
Due to the patch file, the WURFL device data repository API offers the group of the device 
after recognition. 
 
To ease the creation of the WURFL patch file, an application which allows the user to use 
a graphical user interface instead of modifying XML file was developed. This application 
also visualizes the WURFL devices’ hierarchy and makes it possible to find the right device 
from the device data repository. 
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Lyhenteet, käsitteet ja määritelmät 
CSS Cascading Style Sheets. Tyylikieli, jolla määritellään 
HTML:ssä määriteltyihin elementteihin ulkoasullisia omi-
naisuuksia. 
DDR Device Description Repository. Tietokanta, johon on tal-
lennettu laitteista tietoa. 
HTML Hypertext Markup Language. Kuvauskieli, jolla määritel-
lään web-sivujen rakennetta. 
JavaScript JavaScript on komentosarjakieli, jota käytetään lisäämään 
web-sivuille dynaamista sisältöä. 
UAProf User Agent Profile. Spesifikaatio, jolla kuvataan laitteen 
ominaisuuksia XML-kielen avulla. 
WURFL Wireless Universal Resource File. DDR-tietokanta, jonka 
on kehittänyt Luca Passani. 
XML Extensible Markup Language. Merkintäkieli, jota käytetään 
formaattina järjestelmien välisessä kommunikoinnissa ja 
tiedon tallentamisessa. 
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1 Johdanto 
Mobiililaitteiden kirjo on hyvin laaja, ja laitteilla on eroavia ominaisuuksia, minkä vuoksi 
web-sisällön tarjoaminen jokaiselle laitteelle suunnittelulla tavalla on hankalaa. Laitteis-
sa on erikokoisia näyttöjä ja erilaisia tapoja navigoida sivustolla, jolloin samanlaisen 
sivuston tarjoaminen jokaiselle käyttäjälle ei ole suotavaa. 
Tämän insinöörityön tavoitteena on luoda keino, jolla erityyppiset mobiililaitteet pysty-
tään helposti tunnistamaan ja tarjoamaan niille kohdistettua sisältöä. Web-kehittäjien 
työtä helpotetaan luomalla muutamia ryhmiä eri ominaisuuksia omaaville mobiililaitteil-
le, jolloin tarvitsee luoda vain muutama erilainen versio eri ryhmille. 
Työn tilaaja on Forum Nokia, Nokian maailmanlaajuinen kehittäjäyhteisö, joka auttaa 
kehittäjiä kehittämään mobiililaitteille sovelluksia. Forum Nokia tarjoaa muun muassa 
tietoa Nokian laitteista, mobiiliteollisuuden viimeisimpiä uutisia sekä apua myynti- ja 
jakelukanavien kanssa. 
Forum Nokia haluaa työstä tuotettavan opastuksen, joka neuvoo web-kehittäjiä yksin-
kertaisessa tavassa tunnistaa mobiililaitteet ja tarjota laitteen ominaisuuksien mukaista 
sisältöä. Opastusta varten on toteutettava esimerkkisivusto, josta käy ilmi, kuinka työs-
sä toteutettua mobiililaitteiden tunnistusta voi käyttää. 
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2 Web-sisällön jakaminen eri laitteille 
2.1 Selaimien ja mobiililaitteiden kehitys 
Mobiililaitteilla Internetin selaaminen on hurjassa kasvussa maailmanlaajuisesti, minkä 
vuoksi web-sivustojen optimointi mobiililaitteille on markkinoiden kannalta hyvin tärke-
ää (1). Mobiililaitteiden ominaisuudet kehittyvät ja tuki web-standardeille paranee, jol-
loin sivustoilla voidaan käyttää huoletta työpöytäkoneissa käytettyjä teknologioita. Mo-
biililaitteilla verkon selaamista rajoittavat laitteiden koot ja erilaiset syöttölaitteet, minkä 
vuoksi sivustoa joudutaan sovittamaan mobiililaitteille. 
 
Kaavio 1: Mobiilikäyttäjien osuus verkossa maailmanlaajuisesti (2). 
Mobiilikäyttäjien osuus verkossa on ollut suhteellisen nopeassa kasvussa, vaikkakin 
osuus verkossa on vielä kohtalaisen pieni, kuten kaaviosta 1 nähdään. Mobiililaitteiden 
osuuden kasvuun ovat suuresti vaikuttaneet käyttäjäystävällisemmät mobiililaitteet, 
joista ensimmäinen ja tälläkin hetkellä johtava markkinoilla on iOS-alustan Applen 
iPhone (1). 
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Kaavio 2: Yleisimmät mobiilikäyttöjärjestelmät verkossa Euroopassa (2). 
Android-alustan huokeammin hinnoitellut mobiililaitteet, joiden web-elämys on lähes 
samankaltainen kuin iOS-laitteilla (3, s. 26), ovat onnistuneet valloittamaan markkinoita 
iOS:n kilpailijoilta, kuten kaaviosta 2 nähdään. Android-alustan älypuhelimia on tarjolla 
alle 200 euron hintaluokassa, kun Applen iOS-laitteet ovat hinnoiteltu yli 400 euron 
luokkaan. 
iOS- ja Android-alustan mobiililaitteiden käyttäjät käyttävät laitteitaan enemmän kuin 
muiden älypuhelimien käyttäjät. Suurempi käyttömäärä johtuu suuresta määrästä saa-
tavilla olevia sovelluksia ja keskivertokäyttäjä lataakin yhdeksän uutta sovellusta joka 
kuukausi. (1.) 
2.2 Sisällön sovittaminen mobiililaitteille 
WWW-sivuston tuki mobiililaitteille voidaan toteuttaa kolmella eri tavalla: luomalla yh-
denmukainen sivusto, sopeuttamalla sivusto mobiilikäyttäjille tai luomalla erillinen si-
vusto mobiilikäyttäjille. Tapaa valittaessa on otettava huomioon, kuinka tärkeitä mobii-
likäyttäjät ovat sivustolle ja halutaanko niille tarjota täysin sama sisältö. 
Mobiilikäyttäjille voidaan myös haluta tarjota sivustosta erilaista versiota, jonka käyttö-
tarkoitus painottuu eri asiaan kuin pääsivusto. Mobiilisivusto voi keskittyä jakamaan 
tietoa, joille yleensä on käyttöä liikenteessä, kuten vaikka aikatauluille. 
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Yhdenmukainen sivusto 
Sivusto voidaan toteuttaa näyttämään ja toimimaan samalla lailla työpöytä- ja mobiili-
käyttäjillä. Yhdenmukaisessa toteutuksessa on tärkeää noudattaa web-standardeja, 
jotka toimivat kummassakin ryhmässä moitteetta. 
 
Kuva 1: Metropolian sivusto mobiililaitteella ja työpöytäkoneella. 
Kuvasta 1 nähdään sivusto, joka toimii ja näyttää kummallakin ryhmällä samalta. Mo-
biilikäyttäjille sivuston käyttäminen ei ole niin luontevaa kuin työpöytäkäyttäjille sivus-
ton pääpainon ollessa työpöytäkäyttäjissä.  
Jotta sivusto saadaan näyttämään mobiililaitteilla samalta, on mobiililaitteessa oltava 
kehittynyt selain, joka osaa noudattaa web-standardeja. Yhdenmukaisen sivuston to-
teutuksessa ei tarvitse tunnistaa käyttäjän mobiililaitetta, koska kaikille kävijöille tarjoil-
laan sivusta samanlainen versio. 
Sopeuttaminen 
Sivusto voidaan luoda ensisijaisesti työpöytäkäyttäjille ja sopeuttaa se toimimaan myös 
mobiilikäyttäjillä. Tällöin sivuston visuaalisia elementtejä karsitaan ja yksinkertaistaan, 
jotta ne olisivat nopeammat ladata ja näyttäisivät mobiililaitteessa paremmalta. Sivus-
ton toiminnallisuuksia voidaan myös yksinkertaistaa mobiililaitteille, jotta ne olisivat 
yksinkertaisempia käyttää. 
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Kuva 2: CSS-Tricks sivusto mobiili- ja työpöytäselaimella. 
Kuvasta 2 nähdään sivusto, jonka sisältö on sama kummassakin ryhmässä, mutta si-
vuston ulkoasu on optimoitu mobiilikäyttäjälle yksinkertaisemmaksi. Mobiilikäyttäjän 
kapeamman näytön takia sivustosta on karsittu kaksi oikealla olevaa paneelia, joissa on 
sisältöön liittymättömiä asioita. Sivuston yläosasta on tehty mobiilikäyttäjille huomatta-
vasti yksinkertaisempi, jolloin se näyttää paremmalta ja tärkeät ominaisuudet ovat riit-
tävän suurina elementteinä. 
Eriävät sivustot 
Sivusto voidaan myös jakaa työpöytä- ja mobiilipuolelle, jolloin voidaan kumpaakin 
sivustoa kehittäessä keskittyä vain kohderyhmään. Monet suomalaiset palvelut erotta-
vat mobiilisivuston työpöytäversiosta m-etuliitteellä URL-osoitteessa. Sivustosta voi 
myös luoda erilaiset versiot eri mobiililaitteille, kuten vaikka kosketusnäytöllisille mobii-
lilaitteille, joissa on erilainen tapa navigoida sivustolla. 
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Kuva 3: Helsingin Sanomien sivuston mobiili- ja työpöytäversiot. 
Kuvasta 3 nähdään sivusto, joka on jaettu erikseen mobiili- ja työpöytäsivustoon. Mo-
biilisivustosta löytyy samaa sisältöä kuin työpöytäkäyttäjille tarkoitetusta sivustosta, 
mutta sivuston sisältöä on rajoitettu mobiilikäyttäjille tärkeisiin asioihin.  
Pääsivustolle tehdään yleensä tunnistus, joka tunnistaa mobiilaitteet ja kehottaa käyt-
täjiä siirtymään mobiilisivustolle. Mobiilisivustolta on oltava linkki takaisin pääsivustolle, 
jotta käyttäjä pääsee tarvittaessa takaisin työpöytäkoneille tarkoitettuun versioon. 
3 Sivuston sovittaminen mobiililaitteille 
3.1 Käyttäjän selaimessa tapahtuva sovittaminen 
3.1.1 Tyylitiedostoilla sovittaminen 
Sivuston ulkonäköä voidaan sopeuttaa eri laitetyypeille tyylitiedostojen avulla käyttä-
mällä CSS:n version 2 tarjoamaan mediatyyppiä ja CSS:n versiossa 3 olevaa me-
diakyselyä. Mediatyypin avulla voidaan tyylimääritteet laittaa koskemaan vain tiettyjä 
laitetyyppejä. Käyttäjän selain lataa vain sille kuuluvat CSS-tyylitiedostot, jolloin sivusto 
latautuu nopeammin varsinkin mobiilikäyttäjillä, kun ei tarvitse ladata työpöytäkäyttäjil-
le suunnattua CSS-tyylitiedostoa. 
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 CSS2:n tukemia mediavalitsimia ovat: 
 all, kattaa kaikki laitteet 
 braille, jolloin sivustoa katsotaan pistekirjoitusnäytöllä 
 embossed, jolloin tulostetaan pistekirjoituksella 
 handheld, jolloin sivustoa katsotaan mobiililaitteella 
 print, jolloin sivustoa tulostetaan 
 projection, jolloin sivustoa katsotaan projisoituna 
 screen, jolloin sivustoa katsotaan pöytäkoneelta 
 speech, jolla annetaan ohjeeta puhesyntetisaatiolle 
 tty, jolloin sivustoa katsotaan laitteella, jossa teksti on tasavälistä 
 tv, jolloin sivustoa katsotaan televisiolla. (4.) 
Mediakyselyllä pystytään tarkentamaan mediatyyppejä laitteen näytön ominaisuuksien 
mukaan. Mediakyselyllä tunnistettavia ominaisuuksia ovat näytön koko, näytön tark-
kuus, näytön orientaatio, näytön kuvasuhde ja onko näyttö värillinen. (5.) 
Mediakyselyiden käyttömahdollisuuksia rajoittaa vanhempien mobiililaitteiden huono 
tuki, jolloin niiden ominaisuuksien tunnistamisessa joudutaan käyttämään jotain muuta 
keinoa. Laitteessa, jossa mediakyselyt eivät toimi, voidaan olettaa laitteen olevan huo-
nommin standardeja tukeva, jolloin sivusto voidaan näyttää käyttäen yksinkertaista 
ulkoasua. (6.) 
1 @media handheld { 
2  body { 
3   color: black; 
4   font-size: 10px; 
5  } 
6 } 
7 
8 @media handheld and (min-width:500px) { 
9  body { 
10   font-size: 20px; 
11  } 
12 } 
Koodiesimerkki 1: CSS-mediatyyppien ja -kyselyjen käyttö. 
Yksinkertainen käyttötapaus mediatyypeille ja -kyselyille nähdään koodiesimerkistä 1. 
Ensimmäisissä ”@media”-sarakkeissa riveillä 1–6 määritellään mobiililaitteille käytettä-
väksi musta teksti, jonka koko on 10 pikseliä. Toisessa ”@media”-sarakkeessa riveillä 
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8–12 määritellään laitteet, joiden näytön leveys yli 500 pikseliä käyttämään tekstin ko-
kona 20 pikseliä. 
Mediatyyppien ja -kyselyiden haittapuolena on päätelaitteiden vaihteleva tuki niihin, 
minkä vuoksi sisällön sopeuttaminen eri mobiililaitteille ei onnistu pelkästään yksinker-
taisilla tyypityksillä tai kyselyillä. Tietyt huonosti standardeja tukevat laitteet saadaan 
tunnistettua käyttämällä standardeista poikkeavia keinoja, jollain standardeja noudat-
tavat laitteet eivät kiinnitä huomiota niihin. (7.) 
3.1.2 Laitteen tunnistaminen JavaScriptin avulla  
Sivuston sovittaminen mobiililaitteille JavaScriptin avulla tapahtuu tunnistamalla ja oh-
jaamalla käyttäjä mobiilisivustolle tai vaikuttamalla ladattaviin tyylimääritteisiin. 
JavaScriptin käyttäminen mobiililaitteiden tunnistamiseen vanhemmissa laitteissa saat-
taa epäonnistua huonon JavaScript-tuen vuoksi. Harva laite tukee JavaScriptiä täydelli-
sesti, jolloin JavaScript-ohjelman toimivuus ei ole aina taattu. (8; 3, s. 222–259.) 
1 var regExp = /iphone|ipad|ipod|android|blackberry|mini|windows\sce|palm/i; 
2 var mobile = (regExp.test(navigator.userAgent.toLowerCase()));   
3 if (mobile) {   
4  document.location = "http://www.yoursite.com/mobile.html";   
5 } 
Koodiesimerkki 2: Yksinkertainen JavaScript-tunnistaja. 
JavaScriptillä pystyy suuren osan laitteista tunnistamaan etsimällä laitteen ”user-agent” 
HTTP-otsakkeesta yleisiä mobiililaitteiden nimiä. Koodiesimerkissä 2 rivillä 1 muodoste-
taan säännöllinen lauseke (engl. Regular Expression), jonka avulla voidaan testata on-
ko käyttäjän ”user-agent” HTTP-otsakkeessa jokin seuraavista sanoista: iphone, ipad, 
ipod, android, blackberry, mini, windows ce, palm. Rivillä 2 suoritetaan testi ja rivillä 4 
ohjataan käyttäjä mobiilisivustolle, jos on todettu mobiililaitteen olevan käytössä. (9.) 
3.2 Sivuston sovittaminen välityspalvelimella 
Web-sivusto voidaan saada toimimaan mobiililaitteilla paremmin käyttämällä valmiita 
palveluita, jotka muokkaavat valmista sivustoa yksinkertaisemmaksi. Tämänlaiset pal-
velut toimivat välityspalvelimena käyttäjän ja web-palvelimen välissä. 
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Kaavio 3: Sivuja optimoivan välityspalvelimen toiminta. 
Mobiililaitteille optimoivan välityspalvelimen toiminta nähdään kaaviosta 3. Käyttäjän 
mobiililaite lähettää ensin kutsun halutusta sivusta välityspalvelimelle, jonka jälkeen 
välityspalvelin noutaa halutun sivun. Välityspalvelin tekee sivustosta paremmin mobiili-
laitteilla toimivan poistamalla ja muokkaamalla sisältöä. Välityspalvelin mahdollistaa 
myös monimutkaisten JavaScript-tapahtumien toiminnan mobiililaitteessa yksinkertais-
tamalla niitä. Kun välityspalvelin on optimoinut sivuston, sen jälkeen se toimitetaan 
käyttäjän mobiililaitteeseen, jolla ei pitäisi olla ongelmia sen toistamisessa.  
 
Kuva 5: Helsingin Sanomien sivusto Google Mobilizer ja Skweezer -välityspalvelimilla. 
Sisältöä optimoivia välityspalvelimia mobiililaitteille ovat muun muassa Google Mobilizer 
ja Skweezer. Kuvasta 5 nähdään näiden kahden palvelun versio Helsingin Sanomien 
sivustosta. Palvelut onnistuvat poistamaan sisältöön liittymättömän sisällön hyvin ja 
oleelliset asiat jäävät vain esiin. Sivustoilta poistuu myös tarve liikkua sivustolla vaaka-
suunnassa, jolloin yhtä palstaa on huomattavasti nopeampi selata mobiililaitteella. 
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Opera Mini -selain mobiliilaitteille hyödyntää optimoivia välityspalvelimia, jotka pakkaa-
vat ja yksinkertaistavat sivuja, jolloin sivut latautuvat huomattavasti nopeammin ja 
sopivat paremmin mobiililaitteiden näytöille. Sivujen koko voi jopa pienentyä 90 % riip-
puen sivun sisällöstä. (10.) 
3.3 Palvelinpäässä tapahtuva sovittaminen 
3.3.1 Laitteen tunnistaminen HTTP-otsakkeilla 
Web-sivuja noutaessa palvelimelta päätelaite antaa kutsussa mukana HTTP-otsakkeita, 
joiden avulla palvelin pystyy vaikuttamaan päätelaitteelle sisältöön. Yleisimpiä pääte-
laitteen lähettämiä HTTP-otsakkeita palvelimelle ovat: 
 Accept, joka kertoo minkä muotoista tietoa halutaan 
 Accept-charset, joka kertoo merkistön jota palautuksessa halutaan käytettävän 
 Accept-language, joka kertoo halutun kielen 
 Host, joka kertoo kutsutun verkko-palvelimen 
 User-agent, joka kertoo käytetystä selaimesta ja alustasta. 
Päätelaitteen tunnistaminen palvelimella tapahtuu tutkimalla ”user-agent” HTTP
-otsaketta, josta selviää käytetty selain ja käyttöjärjestelmä. Yleisimmissä mobiililait-
teissa on jokin helposti tunnistettava sana ”user-agent”-otsakkessa. 
Yksinkertainen mobiililaitteen tunnistus tapahtuu etsimällä ”user-agent” HTTP
-otsakkeesta yleisiä tekstejä, jotka löytyvät otsakkeesta mobiililaitteessa. Tälläisiä ylei-
siä sanoja ovat muun muassa: nokia, ipod, iphone, android, blackberry, windows ce. 
3.3.2 Tunnistaminen UAProf-spesifikaation avulla 
Mobiililaitteen voi tunnistaa ja saada selville sen ominaisuuksia UAProf-spesifikaation 
avulla, jonka WWW-osoitteen päätelaite tarjoaa HTTP-kutsussa otsakkeena. Spesifikaa-
tiosta saa hyvin monipuolista tietoa laitteen ominaisuuksista, kuten valmistaja, malli, 
näytön koko, multimediaominaisuudet ja tuetut merkistöt (11). UAProf-spesifikaation 
sijainti verkossa annetaan palvelimelle ”x-wap-profile” HTTP-otsakkeesta, jonka palve-
lin joutuu lataamaan saadakseen laitteen ominaisuudet selville. UAProfin erillinen la-
11 
 
taaminen hidastaa sivuston latautumista, jolloin mobiilikäyttäjä voi joutua odottamaan 
entistäkin kauemmin sivuston latautumista. (12.) 
UAProfin heikkous on sen huono luotettavuus, minkä vuoksi tämän teknologian käyt-
täminen WWW-sivuston tunnistamisessa ei ole suotavaa. Kaikilla laitteilla ei ole UAProf
-spesifikaatiota tai sitä ei löydy annetusta osoitteesta, jolloin sitä ei voida käyttää. 
UAProf-spesifikaation kentät eivät ole myöskään standardoituja, jolloin niistä ei voi 
olettaa aina saavansa samanmuotoista tietoa. Joissakin UAProf-spesifikaatioissa saat-
taa olla epävalidia XML:ää, jonka vuoksi spesifikaatiota ei pysty lukemaan. (3, s. 322–
323.) 
3.3.3 Tunnistaminen laitekuvaustietokantojen avulla 
Mobiililaitteet pystyy tunnistamaan hyödyntämällä laitekuvaustietokantoja (engl. Device 
Data Repository), joista saa myös selville laitteen ominaisuuksia. Laitekuvaustietokan-
nat tunnistavat mobiililaitteet etsimällä tietokannastaan vastaavaa tietuetta, jolla on 
sama ”user-agent” HTTP-otsake kuin etsityllä laitteella. Laitekuvaustietokannat asenne-
taan omalle palvelimelle lisäosaksi tai kutsutaan laitekuvaustietokanta palvelun rajapin-
taa. Omalle palvelimelle asennettavan lisäosan etuna on nopeus, koska tunnistamiseen 
ei tarvitse tehdä ylimääräistä kutsua laitekuvaustietokantaan. Omalle palvelimelle 
asennettavan lisäosan ajantasaisuudesta on pidettävä huolta päivittämällä sitä uusien 
versioiden tullessa saataville. 
Laitekuvaustietokantoja on monia, joista suuri osa on maksullisia, minkä vuoksi niiden 
käyttämistä vältettiin projektissa. Vaihtoehtoina projektissa oli Luca Passanin luoma 
Wireless Universal Resource File (WURFL) ja Device Atlas.  
Device Atlas -laitekuvaustietokannasta on tarjolla maksullinen ja ilmainen versio, joista 
ilmainen versio toimii pilvipalveluna ja maksullinen versio on asennettava lisäosa. Pilvi-
palvelun käyttäminen lisäisi tunnistamiseen kuluvaa aikaa ja Device Atlas -palveluun 
lisätiedon lisääminen on WURFL-laitekuvaustietokantaan verrattuna vaikeampaa. (13.) 
WURFL on omalle palvelimelle asennettava lisäosa, joka tunnistaa laitteet hyödyntäen 
XML-asetustiedostoa, jossa on määritelty kaikki tunnistettavat laitteet. WURFL
-asetustiedoston käyttäminen vaatii rajapinnan, joita on tarjolla Java-, PHP- ja .NET
-ympäristöön. WURFL:n suurena etuna on asetustiedoston laajentaminen omilla päivi-
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tystiedostoilla, jolloin omat lisäykset säilyvät tietokannassa, vaikka asetustiedostosta 
tulee uusia versioita. (14.) 
1 <?xml version="1.0" encoding="UTF-8"?> 
2 <wurfl> 
3  <version> 
4   <ver>db.scientiamobile.com - 2011-07-13 10:24:37</ver> 
5   <last_updated>Wed Jul 13 10:26:10 -0500 2011</last_updated> 
   ... muuta versioon liittyvää tietoa ... 
6  </version> 
7  <devices> 
   ... muita laitteita ... 
8   <device id="nokia_n95_ver1_sub100014" user_agent="Mozilla/5.0 (Symbianos/9.2; U; 
Series60/3.1 NokiaN95/10.0.014; Profile/MIDP-2.0 Configuration/CLDC-1.1) 
AppleWebKit/413 (KHTML, like Gecko) Safari/413" 
fall_back="nokia_n95_ver1_sub100010"> 
9    <group id="product_info"> 
10     <capability name="mobile_browser" value="Safari"/> 
11     <capability name="pointing_method" value="joystick"/> 
12     <capability name="uaprof" value="http://nds1.nds.nokia.com/uaprof/NN95-
1r100.xml"/> 
13     <capability name="model_name" value="N95"/> 
14     <capability name="device_os_version" value="9.2"/> 
15     <capability name="release_date" value="2008_january"/> 
16    </group> 
    ... muita ryhmiä ... 
17   </device> 
   ... muita laitteita ... 
18  </devices> 
19 </wurfl> 
Koodiesimerkki 3: Yksinkertaistettu WURFL:n XML-asetustiedosto. 
WURFL:n XML-asetustiedoston rakenne nähdään koodiesimerkistä 3. XML
-asetustiedoston pääelementin muodostaa ”wurfl”-niminen elementti. Pääelementin 
sisällä on elementit ”version”-elementti (rivit 3–6), jonka sisällä on asetustiedoston 
versioon liittyviä tietoja, ja ”devices”-elementti (rivit 7–18), jonka sisälle on koottu lait-
teet. Laitteen elementin aloittavan tagin (rivillä 8) sisällä on: 
 id, jolla annetaan laitteelle WURFL:n sisäinen tunniste 
 user_agent, joka kertoo laitteen käyttämän ”user-agent” HTTP-otsakkeen 
 fall_back, joka kertoo WURFL-laitetunnisteen, johon kyseinen laite pohjautuu. 
Laitteen elementin sisällä ominaisuudet ovat luokiteltu ryhmiin, jotka helpottavat hah-
mottamaan rakennetta. Riviltä 9 alkaa ryhmäelementti, joka kertoo myös ”id”
-attribuutilla ryhmän nimen. Ryhmän sisällä olevat ominaisuudet (engl. capability) mää-
rittelevät laitteen ominaisuudet nimi- ja arvopareilla. Rivillä 11 määritellään laitteen 
osoitusmenetelmäksi ”joystick”, eli laitteessa on suuntaohjain, jolla navigoidaan. Kysei-
13 
 
sellä laitteella on enemmän ominaisuuksia ryhmässä ”product_info”, mutta ne periyty-
vät ylemmiltä laitteilta. 
WURFL:ssä laitteet ovat hierarkkisesti määritelty, jolloin laitteiden ominaisuudet periy-
tyvät alemmille laitteille. Laitteiden hierarkkinen määrittely helpottaa lisäominaisuuksi-
en lisäämistä WURFL-asetustiedostoon, koska laitteen ominaisuus tarvitsee yleensä 
vain merkitä ylimpään laitteeseen, jossa kyseinen ominaisuus on.  
4 Kategoriapohjainen tunnistamisjärjestelmä 
4.1 Vaatimukset 
Ryhmäpohjaisella tunnistamisella haluttiin helpottaa WWW-sivujen sopeuttamista eri-
tyyppisille mobiililaitteille, ja haluttiin, että kehitetty järjestelmä pysyisi suhteellisen 
pienellä päivittämisellä uusien laitteiden tullessa saataville. Järjestelmälle asetettiin 
seuraavanlaisia vaatimuksia: 
1. Järjestelmän pitää pystyä tunnistamaan suurin osa laitteista. 
2. Järjestelmään pitää olla helposti päivitettävissä tunnistamaan uudet laitteet. 
3. Järjestelmän pitää pystyä erottelemaan laitteet muutamaan selkeään ryhmään. 
4. Järjestelmän pitää pystyä kertomaan onko laitteessa Nokia Web Runtime (WRT) 
ja mikä versio siitä. 
Tunnistamisjärjestelmän tunnistettavien laitteiden pääpainona olivat Nokian laitteet, 
jotka piti luokitella hyvin erilaisiin ryhmiin. Järjestelmän pitää tunnistaa myös muut 
suuret alustat, kuten iOS, Android ja Windows Mobile. 
4.2 WURFL-päivitystiedosto 
4.2.1 Rakenne 
WURFL-päivitystiedostojen rakenne on lähes samanlainen kuin itse WURFL
-asetustiedoston rakenne. Päivitystiedosto on kokonaisuudessaan liitteessä 1. 
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1 <?xml version="1.0" encoding="utf-8"?> 
2 <wurfl_patch> 
3  <devices> 
4   <device id="generic" user_agent="" fall_back="root"> 
5    <group id="dd_group"> 
6     <!-- low_end / mid_range / high_end / touch / desktop --> 
7     <capability name="dd_category" value="low_end" /> 
8     <!-- "" / 1.0 / 1.1 --> 
9     <capability name="dd_nokia_wrt" value="" /> 
10    </group> 
11  </device> 
12 </wurfl_patch> 
Koodiesimerkki 4: WURFL-päivitystiedoston rakenne. 
WURFL-päivitystiedoston pääelementti on ”wurfl_patch”, kuten koodiesimerkin 4 riviltä 
2 nähdään. Pääelementin nimi on ainoa eroavaisuus WURFL-päivitystiedoston raken-
teessa verrattuna WURFL-asetustiedostoon. Jos WURFL-päivitystiedostossa halutaan 
päivittää olemassa olevaa laitetta, silloin on laitteen kenttien ”id” ja ”user_agent” vas-
tattava WURFL-asetustiedostossa olevaa laitetta. Laitteiden hierarkiaa pystytään muut-
tamaan muuttamalla laitteiden ”fall_back”-kenttää, jolloin laite periytyy eri laitteesta. 
WURFL-päivitystiedostolla pystytään lisäämään myös uusia laitteita luomalla uusi uniik-
ki tunniste laitteella ja lisätä siihen haluttuja ominaisuuksia. (15.) 
WURFL-päivitystiedostoon luotiin uusi ryhmä nimeltä ”dd_group” riville 5–10, jonka alle 
lisättiin kaksi uutta ominaisuutta. Ominaisuus ”dd_category” rivillä 7 kertoo laitteen 
ryhmän, johon se kuuluu, johon perehdytään tarkemmin tulevassa kappaleessa. Omi-
naisuus ”dd_nokia_wrt” kertoo Nokian laitteessa olevan WRT-version, jos se löytyy 
laitteesta. 
WURFL-päivitystiedoston luomista vaikeuttaa valmiin työkalun puute, jolla voitaisiin 
helposti napata olemassa olevan laitteen tunniste ja ”user_agent”-kenttä, jotka tarvi-
taan virheettömänä päivitystiedostoon. 
4.2.2 Kategoriat 
Sivustojen luomisen helpottamiseksi määriteltiin neljä erilaista ryhmää, joihin eri mobii-
lilaitteet kuuluvat. Mobiililaitteiden ryhmittely helpottaa sisällön sopeuttamista niille, 
kun voidaan olettaa, että ryhmään kuuluvat laitteet ovat suunnilleen samanlaisia omi-
naisuuksiltaan. 
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Kuva 5: Eri ryhmiin kuuluvia Nokia puhelimia (16). 
Ensimmäinen ryhmä on huonosti tukevat laitteet. Huonosti tukevissa laitteissa on hyvin 
rajallinen näytön koko, lyhyemmän sivun leveys on 128 pikseliä tai vähemmän. Huo-
nosti tukevissa laitteissa on myös hyvin rajallinen suorituskyky ja käytettävissä olevat 
resurssit. Huonosti tukevissa laitteissa selaimet ovat hyvin karsittuja jolloin ne eivät tue 
viimeisimpiä web-standardeja hyvin. Kuvassa 5 oleva Nokia 2610 kuuluu tähän huonos-
ti tukevien ryhmään. 
Seuraava ryhmä on keskiverron tuen omaavat laitteet. Keskivertoisesti tukevissa lait-
teissa on näytön koko vielä hyvin rajallinen, näytön lyhyemmän sivun leveys on vä-
hemmän kuin 240 pikseliä. Keskivertoisen tuen laitteissa web-standardien tuki on jo 
parempi, mutta suurin heikkous web-selaamisessa on näytön koko. Kuvassa 5 näkyvä 
Nokia 6600 kuuluu keskiverron tuen omaaviin laitteisiin. 
Kolmas ryhmä on hyvän tuen omaavat laitteet, jotka ovat jo päteviä ainoana heikkou-
tena syöttölaitteen kömpelyys. Näytön koko on vielä huomattavasti pienempi kuin työ-
pöytäkäyttäjillä jolloin sivustoa pitää optimoida toimimaan paremmin pienellä näytöllä. 
Kuvassa 5 näkyvä Nokian N96 kuuluu hyvän tuen omaavaan ryhmään. 
Viimeinen ryhmä on mobiililaitteet, joissa on kosketusnäyttö. Kosketusnäytölliset mobii-
lilaitteet vaativat erilaiset navigaatioelementit, jotta niitä pystyy käyttämään sormella. 
Kosketusnäytöllisissä mobiililaitteissa on yleisesti myös hyvä web-standardien tuki ja 
riittävän kokoinen näyttö. Kuvassa 5 näkyvä Nokian N8 puhelin kuuluu kosketusnäytöl-
listen mobiililaitteiden ryhmään. 
Laitteet, joille ei ole määritelty mitään ryhmää, kuuluvat automaattisesti heikosti tuke-
vien ryhmään, jolloin jokaista laitetta ei tarvitse erikseen määritellä siihen kuuluvaksi. 
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WURFL:n hierarkkinen rakenne soveltuu laitteiden ryhmittelyyn hyvin, sillä hierarkiassa 
alemmat laitteet kuuluvat samaan ryhmään, jolloin tarvitsee vain määritellä laitteet, 
jossa ryhmä muuttuu. 
WURFL-päivitystiedostossa voidaan myös määrittää ryhmä tarkastettavaksi, jolloin tur-
vaudutaan laitteen ominaisuuksien mukaiseen tunnistamiseen. Jos laitteessa on koske-
tusnäyttö, laite kuuluu kosketusnäytöllisten ryhmään, muuten laitteen ryhmä määritel-
lään sen näytön kapeamman sivun leveyden mukaan. 
Android- ja Apple-alustalla olevat laitteet ovat helppo luokitella ryhmiin, koska jokainen 
kyseisiin alustoihin kuuluva laite on varustettu kosketusnäytöllä ja tukevat web
-standardeja todella hyvin, jolloin tarvitsee määritellä vain Apple- ja Android-laitteet 
kuulumaan kosketusnäytöllisten ryhmään. 
Microsoftin mobiililaitteille ryhmä määritellään tarkastettavaksi, koska laitteiden näytön 
koot ja kosketusnäytön olemassaolo vaihtelevat suuresti alustan sisällä, jolloin joudu-
taan tunnistamaan laitteen ryhmä näytön koon ja kosketusnäytön mukaan. 
 
Kaavio 4: Nokian laitteiden ryhmittely WURFL:n hierarkiassa. 
Nokian laitteiden ryhmittely nähdään kaaviosta 4, jossa on määritelty WURFL
-asetustiedostossa olevat Nokian ryhmät. Nokian Maemo- ja Meego-alustat kuuluvat 
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kosketusnäytöllisten ryhmään, koska kyseisien alustojen kaikissa laitteissa on koske-
tusnäyttö ja hyvä tuki web-standardeille.  
Nokian Series 40 -alustan laitteissa vasta viidennen version (S40 5th) laitteissa näytön 
koko oli riittävän suuri, joka mahdollistaa keskiverron tuen ryhmään kuulumisen. Kuu-
dennessa S40-alustan versiossa näyttöjen kapeamman sivun leveys on jo vähintään 
240 pikseliä, ja laitteissa on hyvä tuki web-standardeille WebKit-pohjaisen selaimen 
myötä. (16.) 
Symbian S60 -alustan laitteissa on alusta lähtien riittävä tuki ja näytön koko keskiver-
ron tuen ryhmään. Kolmannen S60-version laitteissa, joissa on WebKit-pohjainen se-
lain, yltävät hyvän tuen ryhmään. Viidennessä S60-versiossa kosketusnäyttö tuli osaksi 
laitteita, jolloin laitteet kuuluvat kosketusnäytöllisten ryhmään. Nokian uusimmat 
Symbian^3:t kuuluvat myös kosketusnäytöllisten ryhmään, koska ne periytyvät 
WURFL:n hierarkiassa Symbian S60:n viidennestä versiosta. (16.) 
Nokian Symbian S80 -pohjaiset kommunikaattorimallit kuuluvat keskiverron tuen ryh-
mään rajallisten tehojen vuoksi. Toiseen Symbian S80 -versioon kuuluvat jo hyvän tuen 
ryhmään parantuneiden ominaisuuksien vuoksi. Symbian S90 -alustassa on vaatimus 
kosketusnäytölle, jolloin ne kuuluvat kosketusnäytöllisten ryhmään. (16.) 
4.2.3 Nokian Web Runtime 
WURFL-päivitystiedostolla pystyy myös tunnistamaan, onko laitteessa Nokian Web 
Runtime (WRT) ja mikä versio siinä on. Kun tiedetään, mikä WRT-versio laittessa on, 
voidaan sille tarjota oikean version mukainen piensovellus asennettavaksi. 
 
Kaavio 5: Web Runtime Nokian laitteissa. 
Nokian Symbian S60:n kolmannessa versiossa, jossa on WebKit-pohjainen selain, on 
asennettuna WRT:n 1.0 versio, kuten kaaviosta 5 nähdään. Symbian S60:n viidennessä 
versiossa, ja siitä eteenpäin, on asennettuna WRT:n versio 1.1. (16.) 
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4.2.4 Laiteentunnistaja 
Mobiililaitteen tunnistamista helpottamaan luotiin PHP-luokka, jonka avulla pystyy sel-
vittämään ryhmän, johon laite kuuluu, ja laitteessa olevan WRT:n version. Tämä laite-
tunnistaja käyttää apunaan WURFL-rajapintaa, jonka avulla se tunnistaa laitteen ja saa 
kysyttyä laitteelle annetun ryhmän WURFL-päivitystiedostosta.  
1 <?php 
2 $d = new Detector(); 
3 if ($d->group != "desktop") { 
4  header("Location: $d->group"); 
5  die(); 
6 } 
7 ?> 
Koodiesimerkki 5: Yksinkertainen ohjaus mobiilisivustolle laitetunnistajan avulla. 
Laitteen tunnistaminen koodiesimerkissä 5 tapahtuu luomalla instanssi laitetunnistaja 
(engl. Detector) -luokasta, joka keskustelee WURFL-rajapinnan kanssa. Laitetunnista-
jalta kysytään rivillä 3, onko laite mobiililaite vai työpöytätietokone. Laitteen ollessa 
mobiililaite rivillä 4 ohjataan selain mobiililaitteen ryhmän nimen mukaiseen alikansi-
oon. 
1 public function getGroup() { 
2  $group = $this->device->getCapability("dd_category"); 
3  if ($group == "check") { 
4   $input = $this->device->getCapability("pointing_method"); 
5   if ($input == "touchscreen") { 
6    $group = "touch"; 
7   } else { 
8    $width = $this->device->getCapability("resolution_width"); 
9    $height = $this->device->getCapability("resolution_height"); 
10    $shorter = min($width, $height); 
11    if ($shorter >= 240) { 
12     $group = "high_end"; 
13    } else if ($shorter >= 128) { 
14     $group = "mid_range"; 
15    } else { 
16     $group = "low_end"; 
17    } 
18   } 
19  } 
20  return $group; 
21 } 
Koodiesimerkki 6: Mobiililaitteen ryhmän määrittäminen. 
WURFL-päivitystiedostossa mobiililaitteen ryhmäksi voi olla määritetty ”check”, jolloin 
ryhmä on pääteltävä laitteen ominaisuuksien mukaan. Koodiesimerkissä 6 rivillä 4 kysy-
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tään WURFL-rajapinnan laitteelta ominaisuutta ”pointing_method”, joka määrittää lait-
teessa käytettävän osoitinlaitteen. Jos laitteen käytettävä osoitinlaite vastaa kosketus-
näyttöä rivillä 5, tällöin voidaan rivillä 6 määritellä laitteen ryhmäksi kosketusnäytölli-
nen. 
Laitteen osoitinlaitteen ollessa jokin muu kuin kosketusnäyttö joudutaan ryhmä päätte-
lemään näytön kapeamman sivun leveyden mukaan. Riveillä 8 ja 9 kysytään WURFL
-rajapinnalta laitteen näytön leveys ja korkeus pikseleinä, joista rivillä 10 valitaan pie-
nempi arvo. Rivillä 12 määritetään ryhmäksi hyvin tukeva, jos rivillä 11 todetaan näy-
tön kapeamman sivun leveys olevan 240 pikseliä tai enemmän. Jos näytön kapeamman 
sivun leveys on yli 128, voidaan määritellä ryhmäksi keskivertoisesti tukeva ja laitteet, 
jotka eivät kuulu kumpaankaan ylempään ryhmään kuuluvat huonosti tukeviin laittei-
siin. 
4.3 WURFL-päivitystiedoston luomistyökalu 
WURFL-päivitystiedoston luomista helpottamiseksi kehitettiin työkalu, joka nopeuttaa 
huomattavasti päivitystiedoston luomiseen vaadittavaa aikaa ja tekee siitä myös paljon 
helpompaa. WURFL-päivitystiedostoa käsin tehdessä suurimpana vaikeutena on WURFL 
XML-asetustiedoston 15 megatavun koko, joka vaikeuttaa siitä halutun tiedon löytämis-
tä. 
WURFL-päivitystyökaluun kehitettiin myös nopeampi tapa lukea WURFL:n XML
-asetustiedostoa, jotta saataisiin siedettävämmät odotusajat. WURFL:n XML
-asetustiedoston lukeminen WURFL:n omalla ohjelmointirajapinnalla kesti melkein puo-
litoista minuuttia, joka saatiin pudotettua käyttämällä omaa ratkaisua alle 20 sekuntiin. 
WURFL:n oman rajapinnan hitauden syynä on välimuistitiedostojen luominen, joita 
luodaan jokaiselle laitteelle yksi eli noin 15 000 kappaletta. Oma WURFL:n XML-lukija 
pakkaa yhteen välimuistitiedostoon kaikki laitteet, joiden tunnisteen tiivisteen (engl. 
hash) kaksi ensimmäistä merkkiä ovat samoja, jolloin yhteen tiedostoon tulee noin 60 
laitetta ja yhteensä tiedostoja luodaan noin 260. 
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1 while ($reader->read() ) {   
2  $nodeName = $reader->name; 
3  switch ($reader->nodeType) { 
4   case XMLReader::ELEMENT: 
5    switch ($nodeName) { 
6     case 'device': 
7      $deviceID = $reader->getAttribute('id'); 
8      $userAgent = $reader->getAttribute('user_agent'); 
9      $fallBack = $reader->getAttribute('fall_back'); 
10      ... 
11      break 
12     case 'group': 
13      $groupID = $reader->getAttribute('id'); 
14      break; 
15     case 'capability': 
16      $name = $reader->getAttribute('name'); 
17      $value = $reader->getAttribute('value'); 
18      ... 
19      break 
20    } 
21    break; 
22   case XMLReader::END_ELEMENT : 
23    if ($nodeName == 'device') { 
24     $device = null; 
25    } 
26    break; 
27  } 
28 } 
Koodiesimerkki 7: Jäsennin WURFL:n XML:lle. 
Oma XML-asetustiedoston lukija lukee XML:ää virtana, joka vähentää vaadittavia re-
sursseja ja tekee lukemisesta nopeampaa. Koodiesimerkissä 7 rivillä 1 käynnistetään 
toisto, joka lukee XML:ää elementti kerrallaan. Koodiesimerkin rivillä 3 oleva kytkin 
menee riveille 5–20, jos luettavana oleva elementti on aloituselementti, ja menee riveil-
le 23–26, jos kyseessä on lopetuselementti. WURFL:n XML-asetustiedoston oleelliset 
tiedot sijaitsevat kolmen erinimisen elementin sisällä, jotka ovat device, group ja capa-
bility. XML:ää lukiessa laite-elementti tulee ensin, jolloin tiedetään, että seuraavaksi 
tulevat ryhmä- ja ominaisuus-elementit viittaavat tähän laitteeseen. Laite-elementin 
jälkeen tulee ryhmäelementti, joka kertoo tulevien ominaisuuselementtien ryhmän, 
johon ne kuuluvat. Ominaisuuselementissä on kaksi attribuuttia, jotka kertovat ominai-
suuden nimen ja sille annetun arvon. 
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Kuva 6: Kuvankaappaus WURFL-päivitystiedoston luomistyökalusta. 
Kuvasta 6 nähdään näkymä luomistyökalusta laitteen ollessa avattuna. Luomistyökalu 
on toteutettu asynkronisesti hyödyntäen jQuery JavaScript -kirjastoa, joka helpottaa 
elementtien muokkausta ja HTTP-kutsujen lähettämistä. Luomistyökaluun ensin lada-
taan haluttu WURFL-asetustiedosto, jota halutaan päivittää. Luomistyökalu käsittelee 
WURFL-asetustiedoston palvelimella ja tarjoaa rajapinnan asetustiedostoon, jolloin siitä 
luomistyökalu pystyy kysymään tarvittavia tietoja. Luomistyökalulla voi luoda aivan 
uuden päivitystiedoston tai päivittää jo olemassa olevaa päivitystiedostoa. Luomistyö-
kalu lukee ja luo päivitystiedoston JavaScriptin avulla, jolloin ylimääräisiä kutsuja palve-
limelle ei vaadita. Luomistyökalu myös tallentaa välimuistiin palvelimelta haetut tiedot, 
jolloin laitteen tiedonhaku kyselyjä ei tarvitse toistaa. 
Laitteen muokkausnäkymässä ensimmäisessä ryhmässä, kuvassa 5 näkyvä ensimmäi-
nen laatikko, näkyy yleistä tietoa laitteesta, joita ei pysty muokkaamaan. Ensimmäises-
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sä ryhmässä näkyy myös laitteen hierarkkisesti ylemmät ja alemmat laitteet, joita pai-
namalla päästää siirtymään kyseisiin laitteisiin. 
Ensimmäisen ryhmän jälkeen on jokainen WURFL-ominaisuusryhmä omassa ryhmässä, 
joka nopeuttaa halutun ominaisuuden löytämistä. Ominaisuusryhmien sisällä olevissa 
ominaisuuksissa näkee myös laitteen, josta kyseinen ominaisuuden arvo tulee ja linkin 
avulla pystytään siirtymään kyseiseen laitteeseen. Ominaisuudessa näkyy myös, jos se 
on päivitetty johonkin arvoon päivitystiedostossa. 
 
Kuva 7: Päivitystyökalun laite-etsimen valmistaja/malli ja hierarkkinen näkymä. 
Luomistyökalulla pystyy löytämään halutun laitteen hierarkkisesti tai laitteen valmista-
jan mukaan. Kuvasta 7 nähdään vasemmalla eri laitevalmistajia ja valmistajalle kuulu-
via laitteita. Kuvassa 7 oikealla on näkymä hierarkkisesta laite-etsimestä, jolla WURFL:n 
laitteiden hierarkia on helposti nähtävissä. 
4.4 Testiympäristö 
Kategoriapohjaisen tunnistamisjärjestelmän testaamista varten luotiin testaussivusto, 
joka hyödyntää Nokia Web Templateja. Testaussivusto ohjaa käyttäjän mobiililaitteen 
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ryhmää vastaavalle sivustolle ja Nokia WRT:n omaavissa laitteissa ehdottaa WRT
-pienoisohjelman asentamista.  
1 require_once("protected/Detector.php"); 
2 $d = new Detector(); 
3  
4 if ($d->hasWRT && !isset($_GET['no_wrt'])) { 
5  header("Location: wrt.php"); 
6  die(); 
7 } else if ($d->group != "desktop") { 
8  header("Location: $d->group"); 
9  die(); 
10 } 
Koodiesimerkki 8: Testisivuston sisääntulosivun ohjaus. 
Sisääntulosivulle testisivustossa luodaan ohjaus, joka ohjaa mobiililaitteet niiden ryh-
män nimen mukaiseen alihakemistoon. Koodiesimerkin 8 rivillä 4 tarkastetaan, onko 
laitteessa Nokia WRT -tuki ja sen löytyessä rivillä 5 ohjataan käyttäjä sivulle, joka eh-
dottaa WRT-pienoisohjelman asentamista. Rivillä 7 tarkastetaan, onko käyttäjä mobiili-
laitteen käyttäjä ja ohjataan mobiilikäyttäjät rivillä 8 ryhmän mukaiseen alihakemis-
toon. 
1 <?php 
2  require_once("protected/Detector.php"); 
3  $d = new Detector(); 
4 ?> 
5 <html> 
6  <head> 
7   <title>Install WRT widget</title> 
8   <script> 
9   function checkWRT() { 
10    if (confirm("Do you want to install WRT?")) { 
11     window.location = "wrt<?php echo $d->wrtVersion; ?>"; 
12    } else { 
13     window.location = "index.php?no_wrt"; 
14    } 
15   } 
16   </script> 
17  </head> 
18  <body onload="checkWRT()"> 
19  </body> 
20 </html> 
Koodiesimerkki 9: Nokia WRT tarkistaminen. 
Käyttäjän laitteesta WRT:n löytyessä sille ehdotetaan WRT-pienoisohjelman asentamis-
ta JavaScript-kehotteen avulla, joka nähdään koodiesimerkin 9 riviltä 10. Käyttäjän 
haluttaessa asentaa WRT-pienoisohjelman ohjataan selain WRT:n version mukaiseen 
alihakemistoon, jossa sijaitsee WRT-pienoisohjelma. Jos käyttäjä ei halua asentaa WRT
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-pienoisohjelmaa, käyttäjä ohjataan takaisin sisääntulosivulle parametrin ”no_wrt” 
kanssa, joka estää ohjaamasta käyttäjää uudestaan WRT-pienoisohjelman asennussi-
vulle. 
 
Kuva 8: Testisivuston eri versiot eri ryhmille. 
Mobiilikäyttäjän tunnistamisen jälkeen käyttäjä ohjautuu sivustolle, joka näkyy kuvassa 
8. Sivustoilla on sama sisältö kaikille ryhmille, mutta sivuston graafiset elementit ovat 
monipuolisempia riippuen laitteen ryhmästä. Kosketusnäytöllisten sivustolla myös navi-
gaatioelementit ovat helpommin käytettävissä kosketusnäytöllä. 
4.5 Testaus 
Mobiililaitteiden testaus suoritettiin siirtymällä selaimella testaussivuston sisääntu-
losivulle ja katsomalla, minkä version testaussivustosta mobiililaite saa. 
Taulukko 1: Testaustulokset. 
Laite Ryhmä Tunnistettu ryhmä Tulos 
6212 Classic huono tuki huono tuki Läpi 
6131 NFC huono tuki huono tuki Läpi 
N82 hyvä tuki hyvä tuki Läpi 
N97 kosketusnäytöllinen kosketusnäytöllinen Läpi 
iPhone 3 kosketusnäytöllinen kosketusnäytöllinen Läpi 
HTC Hero kosketusnäytöllinen kosketusnäytöllinen Läpi 
Samsung i600 hyvä tuki hyvä tuki Läpi 
HTC Touch hyvä tuki hyvä tuki Läpi 
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Taulukosta 1 nähdään, että kategoriapohjainen tunnistaja on tunnistanut testatut lait-
teet onnistuneesti ja ohjannut ne halutulle sivustolle. Testauksella on todettu järjestel-
män pystyvän tunnistamaan halutut laitteet. 
5 Yhteenveto 
Insinöörityössä toteutettiin menetelmä, jolla pystytään tunnistamaan mobiililaitteita ja 
jaottelemaan ryhmiin ominaisuuksien mukaan. Menetelmän toteutuksessa hyödynnet-
tiin jo olemassa olevaa WURFL-laitekuvaustietokantaa, jonka avulla pystytään tunnis-
tamaan mobiililaitteet luotettavasti. WURFL-laitekuvaustietokantaan luotiin päivitystie-
dosto, joka lisää laitekuvaustietokannassa oleviin laitteisiin tiedon ryhmästä johon ne 
kuuluvat. Päivitystiedoston luomista varten kehitettiin työkalu, joka yksinkertaistaa 
XML-pohjaisen päivitystiedoston luomista. 
Mobiililaitteet jaettiin neljään ryhmään: heikosti tukevat, keskivertoisesti tukevat, hyvin 
tukevat ja kosketusnäytölliset. Ryhmät viittaavat mobiililaitteen kykyyn tukea verkossa 
käytettäviä teknologioita. Neljä erilaista ryhmää selkeyttävät erilaisten mobiililaitteiden 
ominaisuuksia, jolloin web-sivustoa kehittäessä ei tarvitse ajatella tuhansia erilaisia 
laitteita. 
Menetelmän testausta varten luotiin testaussivusto, joka tunnistaa ja ohjaa vierailijan 
mobiililaitteen ryhmän mukaiseen sivustoon. Menetelmää testattiin usealla eri alustan 
mobiililaitteella, jotta todettiin järjestelmän toimivuus. Testauksessa todettiin järjestel-
män tunnistavan laitteet luotettavasti ja ohjaavan ne oikeaan sivustoon. 
Insinöörityön tuloksien perusteella Nokia Forumin wikisivustolla olevaa artikkelia päivi-
tettiin ja lisättiin siihen esimerkki mobiililaitteiden tunnistamiseen ryhmäpohjaisesti. 
Wikisivulla tarjotaan web-kehittäjille erilaisia tapoja tunnistaa mobiililaitteita. Wikisivu 
on kokonaisuudessaan liitteessä 2. 
Kosketusnäyttöjä löytyy nykyään suurimmasta osasta uusia mobiililaitteita, jolloin ryh-
mäpohjaisen tunnistajan pitäisi jatkossa pystyä lajittelemaan erilaisia kosketusnäytölli-
siä laitteita uusiin ryhmiin. Ryhmäpohjaisen tunnistajan ajan tasalla pitämiseksi ryhmiä 
tulee päivittää käytössä olevien mobiililaitteiden eroavaisuuksien mukaan, jolloin jokai-
nen ryhmä saa laitteelleen optimoitua sisältöä.  
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WURFL-päivitystiedosto 
<?xml version="1.0" encoding="UTF-8"?> 
<wurfl_patch> 
 <devices> 
  <device id="generic" user_agent="" fall_back="root"> 
   <group id="dd_group"> 
    <capability name="dd_category" value="low_end"> 
    </capability> 
    <capability name="dd_nokia_wrt" value=""> 
    </capability> 
   </group> 
  </device> 
  <device id="nokia_generic_series40_dp60" user_agent="DO_NOT_MATCH_NOKIA_SERIES40_DP_6_0" 
fall_back="nokia_generic_series40_dp50"> 
   <group id="dd_group"> 
    <capability name="dd_category" value="high_end"> 
    </capability> 
   </group> 
  </device> 
  <device id="nokia_generic_series60_dp50" user_agent="DO_NOT_MATCH_NOKIA_SERIES60_DP_5_0" 
fall_back="nokia_generic_series60_dp30_webkit"> 
   <group id="dd_group"> 
    <capability name="dd_category" value="touch"> 
    </capability> 
    <capability name="dd_nokia_wrt" value="1.1"> 
    </capability> 
   </group> 
  </device> 
  <device id="generic_android" user_agent="DO_NOT_MATCH_GENERIC_ANDROID" 
fall_back="generic_xhtml"> 
   <group id="dd_group"> 
    <capability name="dd_category" value="touch"> 
    </capability> 
   </group> 
  </device> 
  <device id="apple_generic" user_agent="DO_NOT_MATCH_APPLE_GENERIC" 
fall_back="generic_xhtml"> 
   <group id="dd_group"> 
    <capability name="dd_category" value="touch"> 
    </capability> 
   </group> 
  </device> 
  <device id="generic_web_browser" user_agent="DO_NOT_MATCH_GENERIC_WEB_BROWSER" 
fall_back="generic_xhtml"> 
   <group id="dd_group"> 
    <capability name="dd_category" value="desktop"> 
    </capability> 
   </group> 
  </device> 
  <device id="nokia_generic_series60_dp30_webkit" 
user_agent="DO_NOT_MATCH_NOKIA_SERIES60_DP_3_0_WEBKIT" fall_back="nokia_generic_series60_dp30"> 
   <group id="dd_group"> 
    <capability name="dd_nokia_wrt" value="1.0"> 
    </capability> 
    <capability name="dd_category" value="high_end"> 
    </capability> 
   </group> 
  </device> 
  <device id="generic_ms_mobile" user_agent="DO_NOT_MATCH_GENERIC_MS_MOBILE" 
fall_back="generic_xhtml"> 
   <group id="dd_group"> 
    <capability name="dd_category" value="check"> 
    </capability> 
   </group> 
  </device> 
  <device id="generic_ms_phone_os7" user_agent="DO_NOT_MATCH_MS_PHONE_OS7" 
fall_back="generic_xhtml"> 
   <group id="dd_group"> 
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    <capability name="dd_category" value="check"> 
    </capability> 
   </group> 
  </device> 
  <device id="nokia_generic_series40_dp50" user_agent="DO_NOT_MATCH_NOKIA_SERIES40_DP_5_0" 
fall_back="nokia_generic_series40_dp40"> 
   <group id="dd_group"> 
    <capability name="dd_category" value="mid_range"> 
    </capability> 
   </group> 
  </device> 
  <device id="nokia_generic_series60" user_agent="DO_NOT_MATCH_NOKIA_SERIES60" 
fall_back="nokia_generic_series40"> 
   <group id="dd_group"> 
    <capability name="dd_category" value="mid_range"> 
    </capability> 
   </group> 
  </device> 
  <device id="nokia_generic_series80_dp20" user_agent="DO_NOT_MATCH_NOKIA_SERIES80_DP_2_0" 
fall_back="nokia_generic_series80"> 
   <group id="dd_group"> 
    <capability name="dd_category" value="high_end"> 
    </capability> 
   </group> 
  </device> 
  <device id="nokia_generic_series90_dp20" user_agent="DO_NOT_MATCH_NOKIA_SERIES90_DP_2_0" 
fall_back="nokia_generic_series80_dp20"> 
   <group id="dd_group"> 
    <capability name="dd_category" value="touch"> 
    </capability> 
   </group> 
  </device> 
  <device id="nokia_generic_maemo" user_agent="DO_NOT_MATCH_NOKIA_MAEMO" 
fall_back="generic_xhtml"> 
   <group id="dd_group"> 
    <capability name="dd_category" value="touch"> 
    </capability> 
   </group> 
  </device> 
  <device id="nokia_generic_meego" user_agent="DO_NOT_MATCH_MEEGO" 
fall_back="nokia_generic"> 
   <group id="dd_group"> 
    <capability name="dd_category" value="touch"> 
    </capability> 
   </group> 
  </device> 
 </devices> 
</wurfl_patch> 
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Mobiililaitteiden tunnistamisen wikisivu 
http://www.developer.nokia.com/Community/Wiki/Detecting_Mobile_Devices_on_Web
_Services 
Detecting Mobile Devices on Web 
Services 
 
Introduction 
Most of today’s Web sites are laid out for presentation on high resolution desktop displays. Accessing such 
a page on a mobile device often results in a poor user experience. Due to limited screen size, the context 
and overview are lost. Other challenges are limited connectivity, cost of bandwidth, and input method. 
Device detection is the most important step when optimizing Web services for mobile devices. The wide 
variety of hardware and software types makes static mobile pages a poor choice. For example Nokia N900 
has a resolution of 800 x 480 pixels and touch screen as its input method. Nokia N95 has a resolution of 
240 x 320 pixels and keyboard as its input method. Clearly, two devices with this different input and 
screen attributes have different interaction requirements. 
This document will go through some of the currently popular solutions for device and device attributes 
detection, as well as provides few basic optimization examples based on such information retrieved. 
Device detection options 
Devices and their attributes can be identified in many ways, and each has its pros and cons. The solutions 
covered in this document are user agent string, user agent profile, device information database and cate-
gorization patch to WURFL device database. Visual looks can also be changed with CSS media queries, but 
with CSS media query you cannot really change content, you can only change how it is presented. 
Method Pros Cons 
User agent string Easy to implement Good only for detecting if it’s mobile or desktop 
User agent profile Lots of info Causes overhead, because profile must be loaded 
Device information database Common database for all data Requires resources and harder to implement 
Custom categories in WURFL Custom categories in WURFL Requires updates 
CSS media query Simple way choosing CSS file to load Doesn’t save bandwidth as much as other ways 
Table 1: Comparison of different detection methods 
User agent string 
The HTTP header field contains information about the user agent originating the web request. The device 
model is displayed clearly. For example Nokia N95 sends the user agent (UA) string Mozilla/5.0 (Symbi-
anOS/9.2; U; Series60/3.1 NokiaN95/11.0.026; Profile MIDP-2.0 Configuration/CLDC-1.1) AppleWeb-
Kit/413 (KHTML, like Gecko) Safari/413. This clearly identifies Nokia N95 as the device, but no real device 
attributes are stated in the UA string, such as resolution or input method. A list of these has to be built 
separately. If resolution and input method are the category factors, the result looks like Table 2. 
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Resolution Touch Keyboard Both 
240 x 320 Group 1 Group 2 Group 1/2 
320 x 240 Group 3 Group 4 Group 3/4 
360 x 640 Group 5 Group 6 Group 5/6 
800 x 352 Group 7 Group 8 Group 7/8 
Table 2: Example Web service grouping for S60 devices 
There are many devices available, and maintaining such a grouping is an endless and pointless task. The 
number of client devices supported by a Web service is a major factor that determines if the service will 
be a success or failure. 
Pros: 
 Easy to implement 
 Detection is very fast and needs no resources 
 
Cons: 
 No device attributes, one size fits all mentality 
 
The UA string works perfectly for simple services that only need to know if the client is a mobile device or 
not. See Example 1 for implementation in the PHP language. 
Example 1 - detecting mobile devices 
The following is a simple example function (in PHP language) for detecting if a device is mobile or not. The 
function checks the UA string for a large list of manufacturers and if there is a UA profile in the headers. 
The function returns true if the device is mobile and false if it is not. 
function IsMobile() { 
 $devices = array( 
  'acer','alcatel','audiovox','avantgo','blackberry', 
  'blazer','cdm','digital paths','elaine','epoc', 
  'ericsson','handspring','iemobile','kyocera','lg', 
  'midp','mmp','mobile','motorola','nec', 
  'nokia','o2','openwave','opera mini','operamini', 
  'opwv','palm','panasonic','pda','phone', 
  'playstation portable','pocket','psp','qci','sagem', 
  'sanyo','samsung','sec','sendo','sharp', 
  'smartphone','sonyericsson','symbian','telit','tsm', 
  'up-browser','up.browser','up.link','vodafone','wap', 
  'windows ce','xiino','xda','tosh','upg1', 
  'upsi','webc','winw','w3c ','acs-', 
  'alav','amoi','benq','bird','brew', 
  'cell','cldc','cmd-','dang','doco',  
  'hipt','inno','ipaq','jigs','kddi', 
  'keji','leno','lg-c','lg-d','lg-g', 
  'lge-','maui','maxo','midp','mits', 
  'mmef','newt','pant','phil',  
  'prox','qwap','sph-','t-mo','tim-',  
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  'vk-v' 
 ); 
  
 if( isset( $_SERVER['HTTP_USER_AGENT'])) 
 { 
  $agent = strtolower( $_SERVER['HTTP_USER_AGENT']); 
  foreach( $devices as $browser)  
  { 
   if( strpos( $agent, $browser)) 
   { 
    return true; 
   } 
  } 
  return false; 
 } 
} 
UA profile 
Just like the UA string, the UA profile is available in the HTTP headers. There is no standard header field 
for the UA profile, but usually it is x-wap-profile or profile. The UA profile is an RDF document that con-
tains detailed information, which can be used by content providers to produce the appropriate format for a 
specific device. The UA profile provides a good amount of information about a device, for example the 
screen size, multimedia capabilities, and character set. More recent profiles include more detailed infor-
mation, such as video, streaming, and MMS capabilities. The lack of a universal central repository for UA 
profiles and the lack of a guarantee for the validity of the data provided in the files are the major down-
sides of this approach. 
For example Nokia N5800 XpressMusic sends an x-wap-profile header field that contains the document 
at http://nds1.nds.nokia.com/uaprof/Nokia5800d-1r100-3G.xml. From this document, you can parse reso-
lution <prf:ScreenSize>360x640</prf:ScreenSize>, but the input method is not specified in the document. 
Pros: 
 Detailed information resulting in a dynamic site based on individual device properties 
 
Cons: 
 Not all devices have a UA profile 
 No universal central repository 
 Data errors 
 Retrieving and parsing a profile in real time adds a lot of overhead to a Web request 
 
For more information check the UA profile specifications: 
 v1.0: http://www.openmobilealliance.org/tech/affiliates/wap/wap-248-uaprof-20011020-a.pdf 
 v2.0.1: http://www.openmobilealliance.org/technical/release_program/docs/UAProf/V2_0_1-
20070625-A/OMA-TS-UAProf-V2_0-20060206-A.pdf 
Device information databases 
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Device information databases are an alternative source of information to UA profiles. Device information 
databases aim at providing as much information as they can about any given device. Databases provide 
more information and details than UA profiles. There are numerous different database solutions, but this 
document concentrates on introducing an open source solution called WURFL 
(http://wurfl.sourceforge.net). 
WURFL is a free open source project that provides a comprehensive resource of device information and 
contains more than 10 000 device variants. Because WURFL is an open source solution, anyone can con-
tribute to the device information database, and submit new information and corrections. WURFL provides 
the device database in XML format and interface for parsing it in several languages (PHP, Perl, Ruby, Java, 
Python, C++, dotNET). Example 2 shows how to install and request parameters from WURFL with PHP. 
Pros: 
 Detailed information resulting in a dynamic site based on individual device properties 
 More information than in a UA profile 
 Framework for requesting device attributes 
 Local database means less overhead 
 
Cons: 
 Harder to implement 
Device attributes 
Currently, WURFL has offers lots of information about the device. Features that WURFL offer: 
 Basic information about device 
 Information about WML browser, CHTML browser and XHTML browser interface 
 Known CSS issues 
 Ajax support 
 Supported markup languages 
 Browser cache 
 Devices display size and colors 
 Supported image formats 
 Bugs in browser 
 WTA features 
 Security features 
 Network connection options 
 Storage space 
 Downloadable objects 
 Playback features 
 DRM 
 Streaming support 
 WAP Push 
 Supported MMS features 
 Supported SSM features 
 J2ME features 
 Flash lite support 
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 Support for RSS feeds 
 Support for PDF files 
Complete list of information offered by WURFL can be found here. 
As stated, the browsing behavior varies significantly depending on the device used, but also on what kind 
of service is being developed. 
Example 2 - retrieving device attributes 
This example shows how to retrieve device attributes using WURFL. The new WURFL PHP API is very easy 
to use and does not need installation like its predecessor did. The device cache is built from the XML file 
the first time WURFL is initialized. This takes from ten seconds up to few minutes. 
// initialisation code 
require_once "WURFL_Installation/WURFL/WURFLManagerProvider.php"; 
$wurflConfigFile = "WURFL_Installation/resources/wurfl-config.xml": //provide 
the absolute or 
relative path to the config file. 
$wurflManager = WURFL_WURFLManagerProvider::getWURFLManager($wurflConfigFile); 
  
$requestingDevice = $wurflManager->getDeviceForHttpRequest($_SERVER); 
  
// request device attributes 
$width = $requestingDevice->getCapability("resolution_width"); 
$height =  $requestingDevice->getCapability("resolution_height"); 
A fully working example is included in the WURFL package under examples directory. 
Example 3 - optimization based on the device attributes 
Navigation and easily click-able links provide a good basis for the best possible user experience on touch 
devices. 
Illustration 1 (non-optimized) demonstrates the problem. Navigating or clicking such a menu using a finger 
or a touch pen is very difficult, especially if there is any movement, such as when using the device on a 
bus or a train. 
Illustration 2 (optimized) demonstrates an optimized result. The font and margin are scaled based on 
device height in pixels. 
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This following code shows how to use WURFL to achieve this. 
<style> 
<?php 
  
$inputmethod = $requestingDevice->getCapability( 'pointing_method'); 
$mobile = $requestingDevice->getCapability( 'is_wireless_device'); 
  
// mobiles with touchscreen 
if ( $inputmethod == 'touchscreen' && $mobile) 
{ 
 $height =  $requestingDevice->getCapability( 'resolution_height'); 
 $size = round($height / 30); 
 $padding = round($size / 2); 
 echo ' 
 a {      
   margin: '.$padding.'px 0; 
   font-size: '.$size.'px; 
   display: block; 
 } 
 '; 
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} 
// all other mobiles (joystick, wheel) 
else if ( $mobile) 
{ 
} 
// non-mobile 
else 
{ 
} 
  
?> 
</style> 
  
<ul> 
 <li><a href="index.php/home">Home</a></li> 
 <li><a href="index.php/references"References</a></li> 
 <li><a href="index.php/services">Services</a></li> 
 <li><a href="index.php/about-us">About us</a></li> 
</ul> 
Device categorization using WURFL and WURFL patchfiles 
Usage of WURFL can be made easier if devices inside WURFL are assigned to few categories. One possible 
way of categorization is: low-end, mid-range, high-end and touch devices. 
 
Low-end category 
Low-end devices have simple support for web pages and therefore pages must be greatly optimized so 
they work like they are supposed in end device. Low end devices also can’t handle great amount of data, 
so unneeded images and graphics must be removed. Low end devices also usually have very small screen, 
which limits web page layout. 
Mid-range category 
Mid-range devices have better support for web pages, but still cannot handle all web elements that desk-
top browsers can handle. Mid-range devices can handle little bit more data in pages. 
High-end category 
High-end devices almost have same kind of support for web pages than desktop browser. Main limitation 
in high-end devices is the screen size. Also web pages must be optimized so user can easily move in them 
without mouse. 
Touch category 
Touch devices are high-end devices which have touch as their input device. With touch devices the navi-
gation in pages is easier, but sizes of interactive things must be considered, because user must be able to 
click what he wants. 
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Why to use categories rather than just WURFL 
It makes easier to develop pages, because you have to make just few different versions and redirect visi-
tor according to its category to right version. Also WURFL patch is easier to maintain than always coding 
new conditions to your code when new devices appear. 
In WURFL patchfile you can also categorize whole product group to be on specified category. Like you can 
specify that all S60 5th devices are in touch category, and then by only updating WURFL database, all new 
S60 5th devices will belong to your category. 
Implementing categories to WURFL 
Best way to implement categories to WURFL is to make WURFL patchfile which extends WURFL’s data-
base. WURFL patchfile is XML which defines new capabilities, new devices or changes old values. First you 
have to define default values of new capabilities values in generic device. 
<wurfl_patch> 
<device id="generic" user_agent="" fall_back="root"> 
<group id="dd_group"> 
   <!-- low_end / mid_range / high_end / touch / desktop 
--> 
   <capability name="dd_category" value="low_end"/> 
   <!-- "" / 1.0 / 1.1 --> 
   <capability name="dd_nokia_wrt" value=""/> 
  </group> 
</device> 
</wurfl_patch> 
This XML file generates new capability group "dd_group" to WURFL and then adds two new capabilities 
inside it. The "dd_category" capability defines the category in which the device belongs and 
"dd_nokia_wrt" device defines if device has Nokia’s Web Runtime installed. 
Devices are then categorized to their corresponding categories. With this code we can define Nokia S60 
5th to be touch devices with WRT 1.1 installed. 
... 
<device id="nokia_generic_series60_dp50" user_agent="Nokia 60 Developer Plat-
form 5.0" fall_back="nokia_generic_series60_dp30_webkit"> 
 <group id="dd_group"> 
  <capability name="dd_category" value="touch"/> 
  <capability name="dd_nokia_wrt" value="1.1"/> 
 </group> 
</device> 
... 
In WURFL patchfile those "id", "user_agent", "fall_back" attributes must be correctly copied from their 
correspondent in WURFL database. 
Adding new device to patchfile 
First you have to find your device from the wurfl.xml file. 
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… 
<device id="nokia_generic_series60_dp30" user_agent="Nokia 60 Developer Plat-
form 3.0" fall_back="nokia_generic_series60_dp20"> 
… 
Here we are adding information to Nokia S60 3rd devices, so we need "id", "user_agent" and "fall_back" 
strings from wurfl.xml to the patchfile. Then you add to your patchfile same line as in wurfl.xml and add 
your changes inside it. 
<?xml version="1.0" encoding="UTF-8"?> 
<wurfl_patch> 
 <devices> 
 ... 
 <device id="nokia_generic_series60_dp30" user_agent="Nokia 60 Develop-
er Platform 3.0" fall_back="nokia_generic_series60_dp20"> 
  <group id="dd_group"> 
   <capability name="dd_category" value="high_end"/> 
  </group> 
 </device> 
 ... 
 </devices> 
</wurfl_patch> 
Here we added group called "dd_group" and inside it we added capability "dd_category" with value 
"high_end". Now all S60 3rd devices should have this value added in them. 
Enabling WURFL patchfile 
To enable WURFL patchfile in WURFL you only have to add entry to your WURFL configuration. 
<wurfl-config> 
 <wurfl> 
  <main-file>wurfl.xml</main-file>  
  <patches> 
   <patch>dd_patch.xml</patch> 
  </patches> 
 </wurfl> 
 ... 
</wurfl-config> 
Then you just you WURFL like normally, but now you can ask those new capabilities from WURFL and 
make easier decisions in your code when you have only few choices rather than all the data of WURFL. 
<?php 
define("WURFL_DIR", dirname(__FILE__) . '/../WURFL/'); 
require_once WURFL_DIR . 'WURFLManagerProvider.php'; 
$wurfl = WURFL_WURFLManagerProvider::getWURFLManager("config/wurfl-
config.xml"); 
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$device = $wurfl->getDeviceForHttpRequest($_SERVER); 
  
$category = $device->getCapability("dd_category"); 
$wrt = $device->getCapability("dd_nokia_wrt"); 
  
if ($category!="desktop") { 
 if ($wrt != "") { 
  header("Location: wrt.php"); 
 } else { 
  header("Location: $category"); 
 } 
 die(); 
} 
?> 
… desktop browser site 
This example redirects mobile browsers to subdirectory according device’s category or if device has WRT 
features then it will try to install it. Desktop browsers won’t be directed anywhere. 
Online demo of this can be seen here and sources are here. 
 
Steps to enable WURFL categorization 
If you want to start using WURFL categorization in your site, here are few steps which you must do to get 
it working. 
1. Get WURFL and install it http://wurfl.sourceforge.net/. 
2. Download and activate WURFL patchfile to your installation. Patchfile has good base which can be 
easily updated. 
3. Update patchfile if needed. 
4. Now you can get category of accessing device and modify content based on that. 
 
 
