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glede na sorodne rešitve.
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XML eXtensible Markup Language Razširljiv označevalni jezik
Povzetek
Naslov: Vgrajena varnostna zaščita API dostopne točke v Node.js
Avtor: Anže Mur
Na trgu obstaja veliko implementacij za celostno obvladovanje API-jev, ki
poskrbijo za omejevanje dostopa do zalednih sistemov, obvladovanje žetonov
za dostop uporabnikov, avtentikacijo in analitiko nad zalednimi sistemi. Med
njimi so tudi številne odprtokodne rešitve. Cilj diplomske naloge je pregled
obstoječih odprtokodnih rešitev in razvoj ogrodja API-seed v okolju Node.js,
ki se po funkcionalnostih zgleduje po obstoječih rešitvah. Ogrodje poeno-
stavlja tako uporabo, kot vključevanje v obstoječe Express Node.js aplika-
cije. Zajema večino funkcionalnosti različnih obstoječih rešitev, tako da nji-
hova posamezna uporaba ni potrebna. Vgrajeno obvladovanje API-jev, ki ga
omogoča ogrodje API-seed, poenostavlja postavitev arhitekture zalednega
sistema in bolǰsi pregled nad njo, saj je izvorna koda ogrodja del programske
kode našega sistema. Z njegovo uporabo se odrečemo obvladovanju večih za-
lednih sistemov naenkrat, ampak s tem pridobimo samostojnost od zunanjih
ponudnikov storitev.
Ključne besede: varnostna zaščita, API, Node.js, obvladovanje API-jev.

Abstract
Title: Built-in security of API end point in Node.js
Author: Anže Mur
On the market, there are many implementations of API management so-
lutions that limit access to backend systems, allow token management for
user access and provide authentication and analytics over backend systems.
They include many open source solutions. The aim of the diploma thesis
is to review existing open source solutions and to develop a framework in
Node.js environment, based on the functionality of existing solutions. The
framework is easy to use and to integrate into existing Express Node.js ap-
plications. It supports most of the functionalities, implemented by different
existing solutions so that they are individually not required anymore. The
built-in API management provided by the API-seed framework simplifies the
deployment of the backend architecture and provides a better overview since
the source code of the framework is part of our system’s code. By using it we
renounce the control of several back-end systems at once, but thereby gain
independence from external service providers.





Pri pregledu trga obstoječih rešitev za obvladovanje spletnih API-jev smo
ugotovili, da kljub pestri ponudbi odrptokodnih rešitev obstaja vrzel, ki bi jo
bilo s smiselno načrtovano in relativno preprosto rešitvijo mogoče učinkovito
zapolniti. Ugotovili smo, da na trgu prevladujejo predvsem posamezne in
v svoji vlogi specifične rešitve za obvladovanje API-jev (kot na primer za
omejevanje dostopa, obvladovanje žetonov, analitiko, predpomnjenje vsebine,
avtentikacijo itd.). Te skladno s svojo vlogo omogočajo samo določene funk-
cionalnosti, ki jih razvijalec potrebuje pri implementaciji zalednega sistema
(API-ja). To od razvijalca zahteva, da v procesu razvoja rešitve posamezno
vključuje funkcionalnosti, kar ni ekonomično z vidika porabe časa, dodatno
pa vpliva tudi na vǐsjo kompleksnost samega procesa razvoja rešitve. Diplom-
ska naloga poskuša na ta problem učinkovito odgovoriti z razvojem rešitve, ki
bi zajemala vse osnovne funkcionalnosti, ki jih razvijalec običajno potrebuje
pri razvoju zalednih sistemov aplikacij. To bi razvijalcu omogočilo, da večje
število posameznih rešitev nadomesti z eno, ki mu omogoča uporabo vseh
funkcionalnosti naenkrat in po potrebi.
Diplomska naloga bo z razvojem konkretne rešitve pripomogla k časovno
učinkoviteǰsemu in manj zahtevnemu načinu razvoja zalednih sistemov, saj
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bo njihova izdelava z uporabo implementiranega orodja v praksi hitreǰsa in
manj kompleksna.
1.2 Cilj in prispevek diplomskega dela
Namen diplomske naloge je preučiti že obstoječe rešitve in pridobljeno znanje
ter dobre prakse, uporabiti pri razvoju ogrodja API-seed. Temeljni cilj di-
plomske naloge je razviti ogrodje v okolju Node.js, ki bo razvijalcu omogočalo
zaledne sisteme razvijati bolǰse in hitreje. Uporaba ogrodja mora biti razvi-
jalcu čimbolj intuitivna, da bo ta lahko izkoristil vse funkcionalnosti, ki jih
ogrodje ponuja. Ogrodje mora ponujati različne vrste avtentikacije uporab-
nika, omejevanje dostopa uporabnika, analitiko porabe nad zalednim siste-
mom, obvladovanje žetonov za dostop uporabnika in medpomnjenje odgovo-
rov zalednega sistema.
1.3 Uporabljena metodologija za doseg zada-
nih ciljev
Za razvojno okolje smo uporabili Visual Studio Code (VS Code) za pisanje in
testiranje kode. Za delo s podatkovno bazo smo uporabili orodje NoSQLBo-
oster. Programski jezik v katerem je implementirana rešitev je TypeScript,
ki smo ga povezali z okoljem Node.js ter ogrodjem Express. Za glavno podat-
kovno bazo smo uporabili MongoDB, za podatkovno baze za predpomnjenje
pa podatkovno shrambo Redis. Za izbrana orodja smo se odločili, ker sle-
dijo najnoveǰsim smernicam razvoja programske opreme. Kot raziskovalni
metodi smo uporabili metodo prototipa (angl. Pilot Case) in metodo pri-
merjalne študije (angl. Comparative study). Omenjeni raziskovalni metodi
smo izbrali skladno s temeljnim ciljem diplomske naloge, torej z razvojem
prototipa ter njegovo primerjavo z ostalimi že obstoječimi rešitvami.
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1.4 Struktura diplomskega dela
V drugem poglavju diplomskega dela so predstavljene obstoječe rešitve za
celostno obvladovanje API-jev.
V tretjem poglavju je predstavljeno ogrodje API-seed, njegova implementa-
cija, uporabljene tehnologije in možne nadgradnje ogrodja.
V četrtem poglavju je predstavljena primerjava ogrodja API-seed z ostalimi
že obstoječimi rešitvami.





Opravili smo pregled obstoječih rešitev za celostno obvladovanje API-jev.
Med vsemi razpoložljivimi rešitvami, smo izbrali štiri najpogosteje upora-
bljene rešitve, ki so v nadaljevanju bolj podrobno predstavljene.
2.1 API Umbrella
API Umbrellla je odprtokodna platforma za upravljanje API-jev. Glavni cilj
platforme je olaǰsati uporabo in razvoj zalednih sistemov [6]. Platformo v
obstoječi zaledni sistem vključimo v obliki namestnika (angl. proxy). Na-
mestnik sprejme zahtevo, ki gre čez različne plasti platforme z različnimi
funkcionalnostmi, nato pa se zahteva preusmeri na naš zaledni sistem.
2.1.1 Glavne funkcionalnosti platforme
V nadaljevanju so predstavljene glavne funkcionalnosti, ki jih ponuja plat-
forma API Umbrella [6, 7].
Administratorska konzola in REST API
Platforma ponuja administratorsko konzolo, ki se avtomatsko zgradi ob za-
gonu platforme. Ob prvem dostopu do administratorke konzole, si uporabnik
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lahko kreira administratorski uporabnǐski račun. Konzola ponuja upravljanje
z uporabniki (API-ključi), pregled analitike in dodajanje novih zalednih siste-
mov. Platforma ponuja tudi vse funkcionalnosti, ki jih nudi administratorska
konzola, v obliki REST API-ja. Uporabnik jih potem lahko implementira v
svoje aplikacije. V administratorsko konzolo se lahko prijavimo s pomočjo
lokalne ali socialne avtentikacije.
API-ključi
Platforma za dovoljevanje dostopa do zalednih sistemov ponuja API ključe.
API ključ si lahko uporabnik kreira na prijavni spletni strani, ki se avto-
matsko zgradi ob zagonu platforme. Administrator platforme lahko kreira
različne vloge, ki jih potem dodeljuje uporabnikom in tako omejuje dostop
do zalednih sistemov. Administrator lahko tudi blokira dostop določenim
uporabnikom ali pa jim samo onemogoči dostop do specifičnih IP naslovov
zalednih sistemov.
Omejevanje dostopa uporabnika
Platforma omogoča omejevanje dostopa uporabnikov do povezanega zale-
dnega sistema. Dostop se lahko omejuje globalno, čez celoten zaledni sistem
ali pa se omejevanje dostopa definira za specifičnega uporabnika. Administra-
tor ima možnost definirati različne strategije omejevanja dostopa. Nastavi
lahko število zahtev, ki jih uporabnik lahko pošlje v določenem časovnem
oknu in ali naj se dostop omejuje glede na uporabnikov API-ključ ali IP
naslov.
Analitika
Na administratorki konzoli je prisotna stran z analitiko, ki ponuja vpogled
na kakšen način uporabniki uporabljajo povezane zaledne sisteme. Admini-
strator lahko gradi filtre, preko katerih pregleduje koliko zahtev se je poslalo




Platforma ponuja standardno HTTP plast za predpomnjenje zahtev. V pri-
meru, da zaledni sistem hoče uporabljati predpomnjenje, moramo nastaviti
pravilne parametre v glave (angl. headers) odgovorov zalednega sistema
(Cache-Control ali Expires).
Povezovanje različnih zalednih sistemov na eno instanco platforme
Platforma omogoča povezovanje večjega števila zalednih sistemov na eno
instanco platforme. Zaledni sistem na platformo povežemo tako, da nasta-
vimo različne parametre preko katerih je zahteva preusmerjena do našega
zalednega sistema. Uporabnik, ki hoče dostopati do našega zalednega sis-
tema, mora poslati zahtevo na platformo API Umbrella, nato pa ta zahtevo
preusmeri na naš zaledni sistem. V primeru, da je za dostop do zalednega sis-
tema potrebna avtentikacija, mora uporabnik zahtevi priložiti svoj API-ključ.
Prednost povezovanja različnih zalednih sistemov na eno instanco platforme
je, da poenotimo vhodno točko dostopa do naših zalednih sistemov (npr. v
primeru, da je naš zaledni sistem sestavljen iz večjega števila mikrostoritev
na različnih strežnikih, razvitih v različnih programskih jezikih).
2.2 Gravitee.io
Gravitee.io je odprtokodna platforma, ki ponuja dve ločeni rešitvi za obvla-
dovanje API-jev - upravljanje z API-ji (Gravitee.io APIM) ter upravljanje z
dostopom do API-jev (Gravitee.io AM) [15]. V sklopu diplomske naloge je
predstavljena samo rešitev Gravitee.io APIM, saj ta ponuja celostno obvla-
dovanje zalednih sistemov.
2.2.1 Funkcionalnosti rešitve Gravitee.io APIM
Gravitee.io API Management je fleksibilna, odrtokodna in lahka rešitev za
obvladovanje spletnih API-jev, ki uporabnikom omogoča upravljanje s tem,
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kdo in na kakšen način lahko dostopa do njihovih zalednih sistemov [5]. Plat-
forma je zelo prilagodljiva in ponuja veliko funkcionalnosti, ki so predsta-
vljene v nadaljevanju [18].
Spletni uporabnǐski vmesnik
Rešitev ponuja spletni uporabnǐski vmesnik, namenjen razvijalcem, preko
katerega kreiramo in upravljamo zaledne sisteme, ki jih želimo obvladovati
preko platforme. Vmesnik je sestavljen iz administrativnega dela, ki je do-
stopen uporabnikom z administratorskimi pravicami in API galerije (angl.
API gallery), preko katere lahko uporabniki pričnejo uporabljati objavljene
API-je. Vse akcije, ki so dostopne na spletnem uporabnǐskem vmesniku so
dostopne tudi preko REST API-ja.
Povezovanje zalednih sistemov
Administrator lahko v platformo doda več različnih zalednih sistemov, ki
jim določi načine avtentikacije, omejevanje dostopa in doda dokumentacijo
za dostop do zalednega sistema. Po dodajanju zalednega sistema, mora ad-
ministrator ustvariti aplikacije, ki predstavljajo končne odjemalske aplikacije
(npr. mobilne, spletne itd.). Ena aplikacije je lahko povezana na več različnih
zalednih sistemov. Aplikacije definirajo most med zalednim sistemom in upo-
rabniki, ki lahko do njega dostopajo preko API galerije. Da lahko uporabnik
začne uporabljati aplikacijo se mora na njo prijaviti preko vnaprej definira-
nih naročnǐskih načrtov uporabe. V primeru, da je uporabnikova naročnina
odobrena, ta pridobi podatke za dostop do aplikacije. Administrator lahko
pregleduje naročnine in jih prekliče ali pa samo začasno onemogoči. Admi-
nistrator lahko nastavlja tudi veliko parametrov za dostop do posameznih
končnih točk zalednega sistema.
Definiranje naročnǐskih načrtov uporabe aplikacij
Administrator lahko kreira različne naročnǐske načrte za uporabo aplikacij.
Posameznemu načrtu lahko določi način avtetnitkacije (socialna in lokalna
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avtentikacija ter avtentikacije preko API-ključev), omejevanje dostopa, one-
mogoči dostop do posameznih končnih točk zalednega sistema in jim doda
različne vmesnike (npr. validacija telesa zahteve, predpomnjenje, filtriranje
IP naslovov, avtorizacija dostopa itd.)
Upravljanje z uporabniki
Administrator lahko spremlja uporabnike na posamezni aplikaciji in jim določa
uporabnǐske vloge, ki definirajo obseg dostopa uporabnika na platformi. Upo-
rabnikom lahko nastavlja dostop do povezanih zalednih sistemov ali pa jim
dostop do celotne platforme onemogoči. Platforma ponuja tudi sistem obveščanja
uporabnikov in prejemanje določenih sistemskih obvestil na katere se upo-
rabnik lahko naroči.
Analitika
Platforma omogoča pregled analitike uporabe zalednih sistemov in pregled
dostopov uporabnikov do zalednih sistemov. Analitiko lahko pregledujemo
globalno za vse povezane zaledne sisteme ali pa samo za specifičen zaledni
sistem. Uporabnik lahko spremlja tudi porabo sredstev in trenutno stanje
strežnika, na katerem platforma deluje. Platforma hrani revizijsko sled spre-
memb, ki omogoča vpogled v administratorske akcije uporabnikov.
2.3 Kong Gateway
Kong Gateway je odprtokodni API prevajalni vmesnik (angl. API gateway),
ki za svoje delovanje uporablja odprtokodni HTTP namestnǐski strežnik
NGINX [41]. Vmesnik ponuja obvladovanje zalednih sistemov preko REST
API-ja in v brezplačni različici nima administratorskega uporabnǐskega vme-
snika, lahko pa uporabimo različne neuradne brezplačne rešitve, kot sta
Konga [26] in KongDash [27]. Plačljiva rešitev ponuja veliko dodatnih funk-




V nadaljevanju so predstavljene glavne funkcionalnosti, ki jih ponuja vmesnik
Kong Gateway.
Povezovanje zalednih sistemov
Preko vmesnika lahko povežemo več različnih zalednih sistemov. Zalednemu
sistemu določimo vstopno točko na kateri bo ta dostopen preko vmesnika. Po
uspešni povezavi moramo definirati končne točke, ki se skladajo s končnimi
točkami našega zalednega sistema. Potem, ko je povezani zaledni sistem pri-
pravljen za uporabo, moramo kreirati še uporabnike in jim omogočiti dostop
do zalednega sistema.
Vtičniki
Vmesnik ponuja veliko različnih vtičnikov (angl. plugins) za različne na-
mene uporabe npr. avtentikacija, omejevanje dostopa uporabnika, analitika,
beleženje dostopov uporabnika itd. [24]. Vtičnike lahko vključimo globalno
na povezanem zalednem sistemu, na posamezni končni točki zalednega sis-
tema ali na posameznem uporabniku vmesnika. V vmesnik lahko vključimo
tudi vtičnike, ki smo jih razvili sami.
Certifikati
Vmesnik omogoča shranjevanje javnih certifikatov in njihovih privatnih ključev,
ki se uporabljajo za odšifriranje šifrirnih zahtev poslanih preko protokolov
SSL in TLS.
2.4 Tyk Community Edition
Tyk Community Edition je odprtokodni API prevajalni vmesnik, ki ga razvija
razvojna ekipa podjetja Tyk Technologies s pomočjo razvijalske skupnosti
[36]. V brezplačni različici lahko zaledne sisteme obvladujemo samo preko
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REST API-ja. Podjetje Tyk Technologies ponuja veliko plačljivih rešitev, ki
so zgrajene nad vmesnikom:
• Tyk Dashboard - Tyk Dashboard je administratorski uporabnǐski
vmesnik, preko katerega lahko uporabljamo vse funkcionalnosti REST
API-ja in pregledujemo analitiko.
• Tyk Developer Portal - Tyk Developer Portal je uporabnǐski vme-
snik, preko katerega lahko izpostavimo naše povezane zaledne sisteme
drugim uporabnikom.
• Tyk Identity Broker - Tyk Identity Broker je mikrostoritev, preko
katere lahko naše zaledne sisteme povežemo z zunanjimi ponudniki za
upravljanje z identitetami uporabnikov (npr. socialna avtentikacija
preko OAuth protokola).
Podjetje ponuja tudi plačljivo možnost gostovanja storitev v oblaku, ki nam
omogoča, da lahko zaledne sisteme upravljamo preko zunanje platforme in
se nam ni potrebno ukvarjati s strežnǐsko konfiguracijo.
2.4.1 Glavne funkcionalnosti
V nadaljevanju so predstavljene glavne funkcionalnosti, ki jih ponuja vmesnik
Tyk Community Edition preko REST API-ja [37].
Povezovanje zalednih sistemov
Preko vmesnika lahko povežemo več različnih zalednih sistemov. Zalednemu
sistemu nastavimo vstopno točko, na kateri bo dostopen preko vmesnika. Pri
povezovanju zalednega sistema lahko nastavimo tudi dodatne parametre, kot




Vmesnik ponuja dva načina avtentikacije - socialna avtentikacija preko OA-
uth protokola in avtentikacija preko API-ključev. Vsakemu povezanemu zale-
dnemu sistemu lahko nastavimo več različnih načinov avtentikacije, vsakemu
načinu avtentikacije pa lahko nastavimo dodatne politike avtentikacije (npr.
omejevanje dostopa, avtorizacija, blokiranje končnih točk in IP naslovov itd.).
Poglavje 3
Ogrodje API-seed
Namen ogrodja API-seed je razvijalcu omogočiti hiter in učinkovit način im-
plementacije zalednih sistemov, ki so varnostno zaščiteni ter omogočajo ce-
lostno obvladovanje končnih točk. Ogrodje zajema najbolj pomembne funk-
cionalnosti že obstoječih rešitev, njihovo vključevanje v dejansko program-
sko kodo pa je preprosto in intuitivno. Ogrodje omogoča tudi upravljanje
z dostopnimi točkami med dejanskim serviranjem zalednega sistema, preko
administratorske konzole.
API je dostopen na končni točki /api/API VERSION/ kjer je API VERSION
okoljska spremenljivka, ki definira trenutno verzijo aplikacije. Administra-
torska konzola je dostopna na končni točki /admin. Izvorna koda ogrodja je
dostopna na: https://bitbucket.org/anzemur/api-seed/src/master/.




Zaledni del ogrodja je zgrajen v okolju Node.js z uporabo ogrodja Express.
API-seed kot glavno podatkovno bazo uporablja MongoDB, kot podatkovno
bazo za predpomnjenje pa podatkovno shrambo Redis. Administratorska
konzola je zgrajena z uporabo ogrodja Nuxt.js, ki je ogrodje za uporabo
ogrodja Vue.js. Celotna aplikacija pa je napisana v programskem jeziku
TypeScript. V nadaljevanju so omenjene tehnologije predstavljene za lažje
razumevanje celotne strukture aplikacije.
3.1.1 TypeScript
TypeScript je odprtokodni programski jezik, ki ga je razvilo podjetje Micro-
soft [38]. Celotna izvorna koda jezika je javno dostopna na Microsoftovem
GitHub repozitoriju. TypeScript je nadmnožica (angl. superset) jezika Ja-
vaScript kar pomeni, da so vsi obstoječi programi, napisani v programskem
jeziku JavaScript, veljavni tudi v jeziku TypeScript. Programski jezik zah-
teva strogo sintaktično pravilnost in omogoča uporabo podatkovnih tipov
spremenljivk. Ker je jezik napisan statično in ga je treba pred zagonom pro-
grama prevesti, so tipi spremenljivk znani že ob prevajanju jezika. To nam
omogoča odkrivanje napak pred zagonom dejanske aplikacije [39].
3.1.2 Node.js
Node.js je odptokodno JavaScript izvajalno okolje za razvoj strežnǐskih sple-
tnih aplikacij, ki ni omejeno na delovanje samo na določeni platformi (Win-
dows, Linux, Unix, Mac OS X itd.) [3]. Node.js poganja JavaScript kodo
izven brskalnika in pri tem uporablja V8 JavaScript pogon (angl. engine),
ki je del jedra brskalnika Google Chrome [9]. Implementacija okolja Node.js
je v večjem delu napisana v programskih jezikih C in C++, ki omogočata
bolǰso zmogljivost in manǰso porabo pomnilnika [49]. Z uporabo Node.js
okolja rešimo problem obvladovanje vhoda in izhoda, saj omogoča izvajanje
vhodno/izhodnih operacij preko asinhronih vmesnikov, ki jih ponuja njegova
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standardna knjižnica. Proces okolja teče samo v eni niti in ne ustvari nove za
vsako prejeto zahtevo. Ko pride zahteva za izvajanje vhodno/izhodnih ope-
racij, Node.js ne zablokira glavne niti ampak nadaljuje izvajanje programa
med procesiranjem zahteve. Ko je procesiranje zahteve končano ta nadaljuje
z izvajanem programa ob prejetju povratnega klica (angl. callback) zahteve.
To omogoča okolju, da naenkrat procesira veliko sočasnih zahtev [22].
3.1.3 Express
Express ali Express.js je odptokodno ogrodje za razvoj spletnih aplikacij in
zalednih sistemov v okolju Node.js [10]. Express opredeljuje smernice razvoja
spletnih aplikacij in ponuja vsa osnovna orodja, ki jih pri razvoju potrebu-
jemo. Prednost orodja je njegova fleksibilnost, saj ni omejeno s pravili, ki
bi določala zgradbo aplikacije. To razvijalcu, ki zna to lastnost izkoristiti,
omogoča, da zgradi sistem, ki ima lepo modularno strukturo primerno za
vzdrževanje in skaliranje. Ogrodje ponuja tudi možnost uporabe različnih
predlog za ustvarjanje in serviranje HTML vsebine na strani strežnika [11].
Express je trenutno najbolj popularno ogrodje za razvoj spletnih aplikacij v
okolju Node.js [2].
3.1.4 MongoDB
MongoDB je splošno namenska, porazdeljena in dokumentno usmerjena po-
datkovna baza. Podatkovna baza spada pod skupino NoSQL podatkovnih
baz, saj za hranjenje in pridobivanje podatkov ne uporablja relacij med tabe-
lami, ki se uporabljajo v relacijskih podatkovnih bazah [30]. MongoDB hrani
podatke v fleksibilni obliki, ki je zelo podobna zapisu JSON - to omogoča, da
se lahko podatki, podatkovni tipi podatkov ter celotna struktura dokumentov
sčasoma spreminja. JSON zapis uporabimo, ker podatki lahko niso v tako
preprostih oblikah, kot so vrstice in stolpci [45]. Zaradi fleksibilnosti hrambe
podatkov se v praksi velikokrat uporablja razna ODM ali ORM ogrodja za
bolj strukturirano in varno hrambo podatkov. Storitve MongoDB so v osnovi
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brezplačne, dodatno pa ponujajo plačljive storitve gostovanja podatkovnih
baz ter razna orodja za analizo podatkov [42].
3.1.5 Redis
Redis je odprtokodna shramba podatkov, ki se hrani v pomnilniku naprave.
Podobno kot MongoDB tudi Redis spada v skupino NoSQL podatkovnih
baz. Način hranjenja podatkov deluje po principu ključ-vrednost (angl. key-
value) in je trenutno ena najbolj popularnih shramb podatkov, ki deluje
na omenjeni način. Redis ne omogoča kompleksnih poizvedb nad podatki
in indeksiranja podatkov. S tem ohrani preprostost, ki prispeva k hitrosti
izvajanja osnovnih operacij poizvedb [47]. Uporablja se jo kot podatkovno
bazo, za predpomnjenje podatkov ali pa kot posrednik za pošiljanje sporočil.
Redis omogoča shrambo različnih podatkovnih struktur ter omogoča njihovo
poljubno obstojnost. Operacije branja in pisanja so zelo hitre, saj se vsi
podatki nahajajo v delovnem pomnilniku naprave, njihovo obstojnost pa
lahko dosežemo z zapisovanjem podatkov na trdi disk naprave [23].
3.1.6 Vue.js
Vue.js je odprtokodno, progresivno ogrodje za grajenje uporabnǐskih vmesni-
kov in spletnih aplikacij [19]. Ogrodje odlikuje arhitektura, ki je zasnovana
tako, da je razvijalcu postopno osvojljiva - razvijalcu ni potrebno poznati
ogrodja do potankosti, da lahko začne razvijati uporabnǐske vmesnike [44].
To omogoča hitro razvijanje aplikacij in vključevanje ogrodja v že obstoječe
aplikacije. Ogrodje uporablja programski jezik JavaScript izven HTML do-
kumenta in s tem omogoča visoko reaktivnost spletnih aplikacij. V noveǰsih




Nuxt.js je odprotkodno ogrodje za grajenje spletnih aplikacij v ogrodju Vue.js
[20]. Glavni namen ogrodja je abstrakcija programske kode strežnika in odje-
malca, tako da se lahko razvijalec popolnoma osredotoči samo na razvijanje
spletne aplikacije. Ogrodje omogoča razvijalcu razvijanje SPA (single-page
applications) aplikacij, ki se renderirajo v brskalniku odjemalca, kot tudi
razvijanje aplikacij, ki se upodabljajo na strani strežnika [1]. Velika pred-
nost uporabe ogrodja Nuxt.js je lahka konfiguracija in postavitev spletnih
aplikacij na produkcijske strežnike.
3.2 Arhitektura sistema
Arhitektura zalednega sistema sledi arhitekturnemu vzorcu za razvoj pro-
gramske opreme MVC. Sistem je sestavljen iz štirih glavnih delov - admini-
stratorske konzole, API-ja ter podatkovnih baz (Slika 3.2). Komunikacija z
zalednim sistemom in med elementi zalednega sistema poteka preko proto-
kola HTTP. API deluje po arhitekturnem stilu REST, ki je trenutno še vedno
standard izdelave zalednih sistemov v okolju Node.js. Več o vzorcih MVC,
REST in protokolu HTTP sledi v nadaljevanju. Postavitev arhitekture sis-
tema je podprta v okviru diplomske naloge. Dokumentacija za namestitev
se nahaja v README.md datoteki repozitorija.
3.2.1 MVC
MVC (Model-View-Controller) arhitekturni vzorec definira delitev program-
ske opreme na tri glavne komponente - komponenta podatkov (angl. model),
komponenta pogleda (angl. view), in komponenta krmilnika (angl. con-
troller). Uporaba arhitekturnega vzorca omogoča lažji razvoj programske
opreme, saj omogoča paralelno programiranje različnih komponent aplikacije,
poleg tega pa omogoča tudi ponovno uporabo izvorne kode. MVC definira
interakcije med komponentami in poskuša odstraniti nedefinirane povezave
18 Anže Mur
Slika 3.2: Diagram arhitekture sistema.
med njimi [28]. Definirane interakcije med komponentami, ki sledijo arhitek-
turnemu vzorcu (Slika 3.3):
• Komponenta podatkov - Komponenta podatkov je odgovorna za upra-
vljanje s podatki aplikacije, ki jih sprejme iz komponente krmilnika.
Komponenta je zadolžena tudi za vso poslovno logiko aplikacije [48].
• Komponenta pogleda - Komponenta pogleda je odgovorna za predsta-
vitev komponente podatkov uporabniku.
• Komponenta krmilnika - Komponenta krmilnika sprejema in reagira
na vhodne podatke uporabnika. Če so prejeti podatki veljavni jih po-
sreduje komponenti podatkov, ki nad njimi izvrši želene operacije.
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Slika 3.3: Definirane interakcije med komponentami vzorca MVC.
3.2.2 REST
REST (Representational State Transfer) je arhitekturni stil, ki opredeljuje
določene smernice in pravila za razvijanje spletnih storitev. Arhitekturni stil
je definiral Roy Fielding leta 2000 v njegovi doktorski disertaciji. REST te-
melji na protokolu brez stanja (angl. Stateless protocol), torej se ne zaveda
oziroma ne shranjuje zgodovine trenutnega uporabnika. Z uporabo arhi-
tekturnega stila lahko dosežemo hitro delovanje, zanesljivost, skaliranje ter
možnosti nadgradenj spletnih storitev brez, da bi to vplivalo na delovanje
sistema [43]. REST temelji na šestih glavnih smernicah razvoja [46]:
• Način odjemalec-strežnik (angl. Client–server) - Odjemalska in
strežnǐska aplikacija morata biti ločeni in njun razvoj mora biti ne-
odvisen. S tem dosežemo veliko lažji razvoj in prenosljivost odjemalske
aplikacije na več različnih platform.
• Protokol brez stanja (angl. Stateless) - Vsaka prejeta zahteva na
strežniku mora vsebovati vse podatke, ki jih strežnik potrebuje, da
zahtevo razume in pravilno opravi želeno operacijo. Strežnik tako ne
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shranjuje nobene zgodovine o predhodno prejetih zahtevah in vsako
zahtevo obdeluje neodvisno od ostalih. V primeru, da želimo hraniti
sejo komunikacije med odjemalcem in strežnikom, mora za to poskrbeti
odjemalska aplikacija.
• Omogočanje predpomnjenja (angl. Cacheable) - Iz odgovora na
prejeto zahtevo mora biti razvidno ali se prejeti podatki lahko pred-
pomnijo. Če je predpomnjenje omogočeno ima odjemalec pravico, da
prejete podatke ponovno uporabi kasneje, za enake zahteve.
• Splošen vmesnik (angl. Uniform interface) - Z uporabo smernice
splošnega vmesnika, zalednemu sistemu poenostavimo arhitekturo in
izbolǰsamo vidnost interakcij z njim. Da dosežemo splošnost aplikacij-
skega vmesnika, moramo upoštevati določena pravila:
– Identifikacija virov sistema - Glavna abstrakcija informacij v
arhitekturnem stilu je vir. Vsak podatek, ki ga lahko poime-
nujemo je lahko vir. Vir v sistemu mora imeti dodeljen logični
enolični identifikator vira (angl. Uniform Resource Identifier -
URI), preko katerega lahko odjemalec do njega dostopa. Strežnik
odjemalcu ne vrne vira v obliki, ki jo hrani v podatkovni bazi, am-
pak samo predstavitev tega vira v odjemalcu berljivi obliki npr.
JSON ali XML.
– Manipulacija virov preko predstavitve virov - Če ima od-
jemalec predstavitev vira, mora s tem že imeti dovolj informacij,
da lahko manipulira z virom na strežniku. Če strežnik uporablja
protokol HTTP, lahko manipulacije nad viri opǐsemo z uporabo
HTTP metod in enoličnimi identifikatorji virov.
– Samoopisna sporočila - Sporočila so predstavljena kot zahteve
odjemalca in odgovori strežnika. Vsako sporočilo mora vsebovati
dovolj informacij, da obe strani komunikacije vesta, kako ga pro-
cesirati in uspešno opravita nalogo, zapisano v sporočilu.
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– Nadpredstavnost kot vodilo stanja aplikacije (angl. Hyper-
media as the Engine of Application State - HATEOAS) - Nad-
predstavnost (angl. hypermedia) predstavlja vsebine, ki vsebujejo
povezave do drugih oblik medijev (npr. slike, besedila). Arhitek-
turni stil omogoča, da v odgovoru lahko vrnemo nadprestavnostne
povezave, ki jih lahko odjemalec uporabi, da dinamično dostopa
do drugih virov.
• Večplasten sistem (angl. Layered system) - Večplastnost sistema
omogoča, da je sistem zasnovan iz več hierarhičnih komponent, ki de-
lujejo neodvisno ena od druge. Komunikacija med komponentami je
omejena tako, da te lahko komunicirajo samo z določenimi komponen-
tami in se prisotnosti ostalih komponent ne zavedajo. S tem lahko
komponente razvijamo in vzdržujemo neodvisno.
• Koda na zahtevo (angl. Code on demand) - Smernica kode na zah-
tevo se šteje, kot opcijska in ji ni potrebno nujno slediti. Koda na
zahtevo omogoča, da odjemalec pridobi del izvedljive kode iz strežnika.
Pridobljena koda je ponavadi v obliki skript, ki so izvedljive na strani
odjemalca. S tem še večji del poslovne logike prestavimo na strežnik.
3.2.3 Protokol HTTP
Protokol prenosa hiperbesedila (angl. HyperText Transfer Protocol) je eden
izmed osnovnih gradnikov svetovnega spleta [17]. Temelji na principu zah-
tevkov in odzivov med odjemalcem in strežnikom. Odjemalec od strežnika
zahteva vsebino, strežnik pa mu vrne zahtevane podatke. Te podatki so lahko
različnih oblik, med drugim tudi datoteke HTML, multimedijske vsebine,
JSON podatkovne strukture idt. Strežnǐski odziv vsebuje kodo odziva, me-
tapodatke, ki podajo dodatne informacije o odzivu in zahtevku, in podatke,
če so prisotni. Odzivne HTTP status kode zavzemajo določene obsege, med
katerimi ima vsak svoj pomen:
• 1xx pomenijo informacijo,
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• 2xx pomenijo uspeh,
• 3xx pomenijo preusmeritev,
• 4xx pomenijo napako na strani odjemalca,
• 5xx pomenijo napako na strani strežnika.
Protokol HTTP definira metode, ki predstavljajo željeno dejanje v komuni-
kaciji s strežnikom. Strežniki glede na namen podpirajo in omogočajo klice
na končne točke, nabor sprejetih metod pa je za vsako od teh končnih točk
notranje omejen. Definirane metode protokola HTTP:
• GET - Metoda je namenjena pridobivanju podatkov.
• HEAD - Metoda je namenjena enakemu odzivu kot GET, le da je od-
ziv brez telesa - to je uporabno za pridobivanje metapodatkov v glavi
zahtevka.
• POST - Metoda je namenjena pošiljanju podatkov na strežnik.
• PUT - Podobno, kot za metodo POST velja tudi za metodo PUT, le da je
ta namenjena tako kreiranju kot spreminjanju že obstoječih virov.
• PATCH - Metoda je namenjena delnim spremembam virov.
• DELETE - Metoda od strežnika zahteva izbris vsebine.
• TRACE - Z uporabo metode lahko odjemalec preveri, kakšen zahtevek
dobi strežnik in na ta način ugotovi, če je na poti prǐslo do kakšnih
sprememb zahtevka.
• OPTIONS - Metoda je namenjena ugotavljanju podprtih metod na končnih
točkah.
• CONNECT - Metoda je namenjena začetku vzpostavitve šifrirane pove-
zave na strežnik (protokol HTTPS).
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3.3 Implementirane funkcionalnosti
V nadaljevanju so opisane implementirane funkcionalnosti ogrodja ter njihova
uporaba.
3.3.1 Uporabnǐski modul
Uporabnǐski modul vsebuje končne točke in metode za delo z uporabnǐskim
modelom, ki je eden od osnovnih modelov ogrodja. Uporabnǐski model sledi
naslednji shemi:
• id - MongoDB ObjectId (unikatni identifikator) ustvarjen pri zapisu
uporabnika v podatkovno bazo.
• username - Uporabnǐsko ime uporabnika.
• email - E-mail naslov uporabnika.
• password - Zgoščena vrednost gesla uporabnika.
• firstName - Ime uporabnika.
• lastName - Priimek uporabnika.
• roles - Seznam uporabnǐskih vlog uporabnika.
• createdAt - Časovni žig (datum in ura) trenutka, ko je bil uporabnik
ustvarjen v podatkovni bazi.
• updatedAt - Časovni žig trenutka, ko je bil uporabnik posodobljen v
podatkovni bazi.
CRUD operacije
CRUD so osnovne operacije, ki se lahko izvajajo nad uporabnǐskim modelom.
Vse operacije so dostopne na končni točki /users, med njimi pa strežnik
razlikuje po vrsti metode prejete HTTP zahteve (angl. request):
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• Branje uporabnika: Branje uporabnika poteka preko HTTP metode
GET. Če parametrom zahteve (angl. request parameters) priložimo
še unikatni identifikator uporabnika (/users/:userId), bomo pridobili
samo podatke uporabnika s tem unikatnim identifikatorjem. V pri-
meru, da ta parameter ni prisoten, strežnik odgovori s paginiranim
(angl. pagination) seznamom uporabnikov. Zahteva sprejme tudi do-
datne poizvedbene parametre (angl. query parameters), po katerih
lahko filtriramo uporabnike:
– limit - Parameter določa, koliko uporabnikov naj bo prisotnih v
odgovoru zahteve. Privzeta vrednost parametra je 25.
– page - Parameter določa, katero stran uporabnikov zahteva vrne.
Privzeta vrednost parametra je 0. Stran uporabnikov je definirana
tako, da pri branju podatkov iz podatkovne baze izpustimo page
* limit podatkov.
– userId - Parameter predstavlja unikatni identifikator uporabnika.
V primeru, da je parameter prisoten, bo vrnjen samo uporabnik
z enakim unikatnim identifikatorjem.
– email - Parameter predstavlja e-mail naslov uporabnika. V pri-
meru, da je parameter prisoten, bo vrnjen samo uporabnik z ena-
kim email naslovom.
– role - Parameter predstavlja uporabnǐsko vlogo uporabnika. V
primeru, da je parameter prisoten, bodo vrnjeni samo uporabniki,
ki imajo med svojimi uporabnǐskimi vlogami tudi to uporabnǐsko
vlogo.
• Posodabljanje uporabnika: Posodabljanje uporabnika poteka preko
HTTP metode PATCH. Zahtevi moramo priložiti uporabnikov unika-
tni identifikator (/users/:userId), da strežnik ve, nad katerim upo-
rabnikom hočemo izvršiti operacijo posodabljanja. Uporabnik lahko
posodobi samo svoje ime in priimek. Posodobitev uporabnǐskih vlog
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uporabnika pa je dostopna na končni točki /users/:userId/roles, zah-
teva pa jo lahko samo uporabnik, ki ima administratorsko uporabnǐsko
vlogo. Operacijo posodabljanja lahko uporabnik zahteva samo nad
svojimi podatki, zahteva pa jo lahko tudi uporabnik, ki ima admini-
stratorsko uporabnǐsko vlogo.
• Brisanje uporabnika: Brisanje uporabnika poteka preko HTTP me-
tode DELETE. Zahtevi moramo priložiti uporabnikov unikatni iden-
tifikator (/user/:userId), da strežnik ve, katerega uporabnika hočemo
izbrisati iz podatkovne baze. Operacijo brisanja uporabnika lahko zah-
teva samo uporabnik, ki ima administratorsko uporabnǐsko vlogo.
• Kreiranje uporabnika: Kreiranje uporabnika poteka v dveh korakih
preko registracije, ki je opisana v nadaljevanju.
Registracija
Registracija uporabnika poteka v dveh korakih - pošiljanje zahteve za regi-
stracijo in potrjevanje registracije uporabnika.
1. Pošiljanje zahteve za registracijo uporabnika
Končna točka: /auth/registration
Tip zahteve: POST
Telo (angl. body) zahteve:
Polje Opis polja
username Uporabnǐsko ime uporabnika
password Geslo uporabnika




Uporabnik, ki se poskuša registrirati, pošlje zahtevo s podatki, ki so po-
trebni za uspešno registracijo. Če so podatki veljavni preverimo, ali uporab-
nik z istimi edinstvenimi identifikatorji mogoče že obstaja. V našem primeru
sta edinstvena identifikatorja dva - uporabnǐsko ime in e-mail. V primeru,
da uporabnik s temi podatki že obstaja, strežnik odgovori s statusom 409
Konflikt (angl. Conflict). Nato sledi enosmerno šifriranje gesla s pomočjo
ustvarjene naključne vrednosti. Rezultat šifriranja je zgoščena vrednost ge-
sla in naključne vrednosti, ki jo nato skupaj z ostalimi podatki uporabnika
zakodiramo v registracijski žeton po standardu JWT (več o JSON spletnih
žetonih v nadaljevanju pri avtorizaciji uporabnika - 3.3.3). Pomembno je, da
preverimo veljavnost podanega e-mail naslova, saj preko njega registracijski
žeton pošljemo uporabniku. Pošiljanje elektronskih sporočil deluje po proto-
kolu SMTP. Za pravilno delovanje SMTP protokola mora razvijalec nastaviti
potrebne okoljske spremenljivke:
• SMTP HOST: Gostitlej SMTP protokola.
• SMTP PORT: Vrata SMTP protokola.
• SMTP USE SSL: Vrednost, ki pove ali naj SMTP protokol uporablja SSL
protokol.
• SMTP USERNAME: Uporabnǐsko ime ali e-mail za avtentikacijo s SMTP
gostiteljem.
• SMTP PASSWORD: Geslo za avtentikacijo s SMTP gostiteljem.






registrationToken Registracijski žeton uporabnika
V drugem koraku uporabnik prejme elektronsko sporočilo, ki vsebuje regi-
stracijski žeton, ki je veljaven dva dni od njegove kreacije. Uporabnik žeton
v zahtevi pošlje na strežnik, kjer se ga dekodira in preveri njegovo veljav-
nost. Na tem mestu je potrebno ponovno preveriti za obstoj uporabnikov z
istimi edinstvenimi identifikatorji, saj se je v vmesnem času lahko registri-
ral uporabnik, katerega podatki so lahko konfliktni s podatki uporabnika, ki
se poskuša registrirati. Podatkom, ki smo jih dekodirali iz registracijskega
žetona, dodamo privzete podatke (npr. osnovne uporabnǐske vloge), ter jih
zapǐsemo v podatkovno bazo. Če je bil zapis uspešen, strežnik odgovori s







password Uporabnikovo trenutno geslo
newPassword Uporabnikovo novo želeno geslo
Sprememba gesla poteka na preprost način (brez identifikacije uporabnika
preko e-mail naslova), saj se je za uspešno spremembo potrebno vedeti upo-
rabnikovo trenutno geslo. Za spremembo gesla mora biti uporabnik avtenti-
ciran, saj lahko geslo spreminja samo sebi. Dejanska sprememba poteka tako,
da uporabnik v zahtevi pošlje svoje staro geslo in novo geslo, s katerim ga
želi zamenjati. Nato preverimo, če je zgoščena vrednost starega gesla enaka
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zgoščeni vrednosti gesla, ki jo pridobimo iz podatkovne baze. Če se vrednosti
ujemata in je novo geslo ustrezno, ga enosmerno zašifriramo (na isti način
kot pri registraciji uporabnika) ter ga shranimo v podatkovno bazo.
Pozabljeno geslo
Obnavljanje pozabljenega gesla ponovno poteka v dveh korakih saj se mora
uporabnik identificirati preko njegovega e-mail naslova.





email E-mail naslov uporabnika
Pri pozabljenem geslu je postopek drugačen, saj se uporabnik ne more av-
tenticirati in spremeniti svojega gesla. Uporabnik pošlje zahtevo, ki vsebuje
njegov e-mail naslov. Po prejetju zahteve preverimo, če uporabnik s podanim
e-mail naslovom obstaja. V primeru, da uporabnika najdemo v podatkovni
bazi, zakodiramo njegov e-mail naslov v žeton za obnovitev gesla ter mu ga
pošljemo preko elektronskega sporočila.






password Novo geslo uporabnika.
forgottenPasswordToken Žeton za obnovitev gesla
Uporabnik nato prejeti žeton skupaj z novim želenim geslom pošlje na strežnik,
kjer se preveri veljavnost žetona ter zašifrira novo geslo. Če sta žeton in novo
geslo veljavna, posodobimo geslo uporabnika v podatkovni bazi. Žeton je ve-
ljaven dva dni od njegove kreacije.
Sprememba e-mail naslova
Sprememba e-mail naslova poteka v dveh korakih saj se mora uporabnik iden-
tificirati preko njegovega trenutnega e-mail naslova. Identifikacija je nujno
potrebna, saj lahko uporabnik preko svojega e-mail naslova spreminja svoje
geslo in posledično lahko pride do kraje uporabnikovega računa.





email Novi e-mail naslov uporabnika
Uporabnik pošlje zahtevo, ki vsebuje e-mail naslov, s katerim želi zamenjati
svoj trenutni e-mail naslov. Po prejetju zahteve preverimo, če uporabnik z
novim e-mail naslovom mogoče že obstaja, saj je e-mail naslov edinstveni
identifikator uporabnika. V primeru, da uporabnika najdemo, strežnik od-
govori s statusom 409 Konflikt. V nasprotnem primeru novi e-mail naslov
zakodiramo v žeton za spremembo e-mail naslova in ga pošljemo uporabniku
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preko elektronskega sporočila na njegov trenutni e-mail naslov.





changeEmailToken Žeton za spremembo e-mail naslova
Uporabnik prejeti žeton pošlje na strežnik, kjer se preveri veljavnost žetona.
Ponovno je potrebno preveriti, ali obstaja uporabnik z istim e-mail naslovom,
saj se je medtem lahko registriral uporabnik, ki je za registracijo uporabil ta
e-mail naslov. Če je žeton veljaven in konfliktnega uporabnika nismo našli,
posodobimo e-mail naslov uporabnika v podatkovni bazi. Žeton je veljaven
dva dni od njegove kreacije.
Sprememba uporabnǐskega imena
Tudi sprememba uporabnǐskega imena poteka v dveh korakih, saj se mora
uporabnik identificirati preko njegovega e-mail naslova.





username Novo uporabnǐsko ime uporabnika
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Uporabnik pošlje zahtevo, ki vsebuje novo uporabnǐsko ime. Po prejetju
zahteve preverimo, če uporabnik z novim uporabnǐskim imenom mogoče že
obstaja, saj je uporabnǐsko ime edinstveni identifikator uporabnika. V pri-
meru, da uporabnika najdemo, strežnik odgovori s statusom 409 Konflikt.
V nasprotnem primeru novo uporabnǐsko ime zakodiramo v žeton za spre-
membo uporabnǐskega imena in ga pošljemo uporabniku preko elektronskega
sporočila na njegov e-mail naslov.





changeUsernameToken Žeton za spremembo uporabnǐskega
imena
Uporabnik prejeti žeton pošlje na strežnik, kjer se preveri veljavnost žetona.
Ponovno je potrebno preveriti, ali uporabnik z istim uporabnǐskim imenom
že obstaja, saj se je medtem lahko registriral uporabnik, ki je za registracijo
uporabil enako uporabnǐsko ime. Če je žeton veljaven in konfliktnega upo-
rabnika nismo našli, posodobimo uporabnǐsko ime uporabnika v podatkovni
bazi. Žeton je veljaven dva dni od njegove kreacije.
3.3.2 Modul za avtentikacijo uporabnika
Ogrodje omogoča tri različne načine avtentikacije uporabnika. Osnovni način
avtentikacije je z uporabo lokalne avtentikacije, kjer se uporabnik prijavi s
svojim uporabnǐskim imenom ali e-mail naslovom in geslom. Ogrodje pod-
pira tudi dva načina socialne prijave oziroma avtentikacije (angl. social login)
- Facebook in Google avtenitkacija. Socialna avtetnikacija je enkratna pri-
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java (angl. single sign-on) za končne uporabnike - to pomeni, da se lahko
uporabnik prijavi v spletno aplikacijo z uporabo obstoječega računa enega od
ponudnikov socialnih omrežij (npr. Facebook, Google, Twitter, Github itd.)
[34]. Uporabniku tako ni potrebno kreirati novega računa, ki bi ga uporabljal
samo za to specifično spletno aplikacijo in tako bolje kontrolira svojo iden-
titeto na spletu. Z uporabo socialne avtentikacije olaǰsamo postopek prijave
in registracije novih uporabnikov in pridobimo veliko koristi:
• Povečanje števila registracij - V raziskavi izvedeni leta 2011 [35],
je 86% izmed 616 anketirancev odgovorilo, da jih moti, ko morajo kre-
irati nove račune na spletnih straneh. Pri izbiri anketirancev je bilo
zagotovljeno, da so ti aktivni na spletu - v zadnjih 30-ih dneh pred
raziskavo so morali opraviti vsaj en spletni nakup, prebrati članek ali
pa si ogledali video ene večjih medijskih hǐs na spletu. Anketiranci,
ki so odgovorili, da jih kreiranje novega računa moti, bi v primeru, da
spletna stran ne ponuja socialne avtentikacije odreagirali na različne
načine:
– 54% anketirancev bi mogoče zapustilo spletno stran in se ne bi
več vrnili
– 26% anketirancev bi šlo na drugo spletno stran z istimi storitvami,
če je to mogoče
– 14% anketirancev ne bi dokončalo postopka registracije
– 6% anketirancev bi zapustilo ali se izognilo spletni strani
Iz podatka, da je velik delež anketirancev odgovoril, da bi raje zapustili
spletno stran, kot pa opravili postopek registracije, lahko sklepamo, da
se z vpeljavo socialne avtentikacije število registracij poveča oziroma
da ne izgubimo potencialnih uporabnikov. Zanimiv podatek je tudi, da
je 77% vseh anketirancev odgovorilo, da je socialna avtentikacija dobra
rešitev, ki bi se morala uporabljati na vsaki spletni strani. Uporaba
socialne avtentikacije tudi zelo pospeši postopek prijave in registracije.
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• Uporabnikov e-mail je verificiran - Z uporabo socialne avtenti-
kacije, prenesemo del logike in odgovornosti na ponudnike socialnih
omrežij, saj so ti odgovorni za verificiranje uporabnikovega e-mail na-
slova in njegove identitete. S tem tudi izločimo lažne e-mail naslove,
ki bi jih uporabniki lahko uporabili za registracijo. Dodaten del lo-
gike prenesemo tudi tako, da so ponudniki socialnih omrežij odgovorni
za logiko menjave gesel uporabnikov in logiko v primerih pozabljenih
gesel.
• Dostop do uporabnǐskih profilov z več podatki - Od ponudnikov
socialnih omrežij lahko zahtevamo dodatne podatke o uporabniku (npr.
ime, priimek, naslov, lokacijo, interese, rojstni datum, prijatelje itd.).
S pomočjo teh podatkov lahko uporabniku ponudimo personalizirano
vsebino. Uporabniku ni potrebno vnašati dodatnih podatkov, ki bi jih
drugače moral pri registraciji, saj smo te podatke že pridobili.
• Ponovna prijava z enim klikom - Potem, ko je uporabnik uspešno
zaključil registracijo s pomočjo socialne avtentikacije, je uporabnikova
ponovna prijava zelo enostavna. V primeru, da je uporabnik že pri-
javljen v socialno omrežje, je za ponovno prijavo v spletno aplikacijo
dovolj samo en klik. V nasprotnem primeru se mora uporabnik prijaviti
v socialno omrežje.
Zaradi možnosti nezaupanja socialnim omrežjem in možnosti, da nekateri
uporabniki nimajo nobenega socialnega omrežja, s katerim bi lahko opravili
socialno avtentikacijo, je pomembno, da imamo tudi možnost lokalne avten-
tikacije. Uporabnik, ki ima administratorke pravice, lahko vključi ali izključi
različne načine socialne avtentikacije. Implementacija vseh treh načinov av-
tentikacije je predstavljena v nadaljevanju.
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usernameOrEmail Uporabnǐsko ime ali e-mail uporabnika
password Geslo uporabnika
Pogoj za lokalno avtentikacijo je, da je uporabnik že uspešno registriran.
Avtentikacija poteka tako, da uporabnik pošlje svoje prijavne podatke na
strežnik, kjer preverimo, če uporabnik obstaja v podatkovni bazi, ter če se
zgoščena vrednost gesla v prijavnih podatkih ujema z zgoščeno vrednostjo
gesla v podatkovni bazi. Če se vrednosti ujemata, uporabniku zgeneriramo
avtentikacijski žeton, ki je veljaven en dan. Uporabnik lahko kot prijavne
podatke pošlje tako svoj e-mail naslov kot svoje uporabnǐsko ime, saj sta
oba enolična identifikatorja uporabnika. V primeru, da se uporabnikovi pri-
javni podatke ne ujemajo s podatki v podatkovni bazi, strežnik odgovori s
statusom 401 Nepooblaščeno.
Pod lokalno avtentikacijo spada tudi avtentikacija za administratorje, ki je
v osnovi enaka. Edina razlika je to, da dodatno preverimo, če ima uporab-
nik administratorsko uporabnǐsko vlogo. Administratorska avtentikacija je







access token Uporabnikov žeton za dostop
Razvijalec, ki hoče v svoji aplikaciji uporabiti storitve in API-je, ki jih ponuja
Google mora kreirati nov projekt na Google razvijalski konzoli [13]. Ko je
nov projekt kreiran, mora razvijalec ustvariti avtorizacijske podatke odjemal-
ske aplikacije. Podatke potrebujemo zato, da se lahko naše ogrodje uspešno
poveže z Google storitvami. Pridobljene podatke mora razvijalec nastaviti
kot okoljske spremenljivke ogrodja:
• GOOGLE CLIENT ID - ID kreirane odjemalske aplikacije (polje Client
ID na razvijalski konzoli).
• GOOGLE CLIENT SECRET - Skrivni ključ odjemalske aplikacije (polje Client
secret na razvijalski konzoli).
Ko sta okoljski spremenljivki nastavljeni, je ogrodje pripravljeno za avtenti-
kacijo s pomočjo Googla. Pogoj za uspešno avtentikacijo je, da ima uporabnik
že kreiran svoj Google profil. Uporabnik, ki se poskuša avtenticirati mora
ustvariti svoj žeton za dostop - po navadi za to poskrbi odjemalska aplika-
cija, ki uporabniku ponudi modalno okno, kjer se ta lahko poveže s svojim
Google profilom in odobri uporabo njegovih podatkov odjemalski aplikaciji.
Pomembno je, da odjemalska aplikacija zagotovi, da uporabnik sprejme pra-
vilen obseg dostopa do njegovih podatkov. Za pravilno delovanje našega
ogrodja mora uporabnik dovoliti dostop do njegovega profila in e-mail na-
slova (polja profile in email v definiciji obsega dostopa). Uporabnik nato
pridobljeni žeton v zahtevi pošlje na strežnik. Avtentikacija na strežniku
poteka preko OAuth 2.0 odprtega protokola [31], ki omogoča varno avtori-
zacijo in pridobivanje podatkov zunanjih aplikacij. V primeru, da žeton ni
veljaven, strežnik odgovori s posebno napako InternalOAuthError, katere
status je odvisen od tipa napake. V primeru, da je žeton veljaven, iz OAuth
strežnika pridobimo podatke o uporabniku. Najbolj pomemben podatek je
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ID pridobljenega uporabnika (polje googleId na modelu uporabnika), saj je
to enolični identifikator, s katerim povežemo pridobljene podatke s podatki
uporabnika v naši aplikaciji. Glede na pridobljeni ID imamo dva različna
koraka avtentikacije:
1. Uporabnik s pridobljenim ID-jem še ne obstaja
V primeru da uporabnik s pridobljenim ID-jem še ne obstaja najprej pre-
verimo, če mogoče obstaja uporabnik s pridobljenim e-mail naslovom. V
primeru, da takega uporabnika najdemo, povežemo njegov že obstoječi profil
z njegovim Google profilom. To dosežemo tako, da v podatkovni bazi upo-
rabniku posodobimo polje googleId na pridobljeni ID in nadaljujemo z av-
tentikcaijo uporabnika. V nasprotnem primeru ustvarimo novega uporabnika
s pridobljenimi podatki. Ker se pridobljeni podatki direktno ne ujemajo s
shemo našega uporabnǐskega modela, moramo nekatere podatke zgenerirati
(npr. za uporabnǐsko ime zgeneriramo naključni niz). Po uspešni kreaciji
uporabnika nadaljujemo z avtentikacijo.
2. Uporabnik s pridobljenim ID-jem že obstaja
V primeru, da uporabnik s pridobljenim ID-jem že obstaja, mu ustvarimo
avtentikacijski žeton, ki je veljaven en dan. S pridobljenim žetonom lahko






access token Uporabnikov žeton za dostop
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Facebook avtentikacija poteka na zelo podoben način kot Google avtenti-
kacija. Razvijalec, ki hoče v svoji aplikaciji uporabiti storitve in API-je, ki
jih ponuja Facebook, mora kreirati novo aplikacijo na spletni aplikaciji Fa-
cebook za razvijalce [12]. Ko je nova aplikacija kreirana, mora razvijalec v
njo vključiti storitev Facebook prijave (angl. Facebook Login). Avtorizacij-
ski podatki za odjemalske aplikacije se zgenerirajo avtomatično ob kreaciji
nove aplikacije. Avtorizacijske podatke potrebujemo zato, da se lahko naše
ogrodje uspešno poveže s Facebook storitvami. Pridobljene podatke mora
razvijalec nastaviti kot okoljske spremenljivke ogrodja:
• FB CLIENT ID - ID kreirane odjemalske aplikacije (polje App ID v na-
stavitvah aplikacije).
• FB CLIENT SECRET - Skrivni ključ odjemalske aplikacije (polje App Secret
v nastavitvah aplikacije).
Ko sta okoljski spremenljivki nastavljeni, je ogrodje pripravljeno za avten-
tikacijo s pomočjo Facebooka. Pogoj za uspešno avtentikacijo je, da ima
uporabnik že kreiran svoj Facebook profil. Uporabnik, ki se poskuša avtenti-
cirati, mora ustvariti svoj žeton za dostop - po navadi zato poskrbi odjemal-
ska aplikacija, ki uporabniku ponudi modalno okno, kjer se ta lahko poveže
s svojim Facebook profilom in odobri uporabo njegovih podatkov odjemal-
ski aplikaciji. Uporabnik si lahko svoj žeton kreira tudi na enem od orodij
spletne aplikacije Facebook za razvijalce [14]. Pomembno je, da odjemalska
aplikacija zagotovi, da uporabnik sprejme pravilen obseg dostopa do njego-
vih podatkov. Za pravilno delovanje našega ogrodja mora uporabnik dovoliti
dostop do njegovega e-mail naslova (polje email v definiciji obsega dostopa).
Dostopa do ostalih osnovnih podatkov profila ni potrebno dodatno zahtevati.
Uporabnik nato pridobljeni žeton v zahtevi pošlje na strežnik. Avtentikacija
na strežniku ponovno poteka preko OAuth odprtega protokola. V primeru da
žeton ni veljaven strežnik odgovori s posebno napako InternalOAuthError,
katere status je odvisen od tipa napake. V primeru, da je žeton veljaven
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iz OAuth strežnika pridobimo podatke o uporabniku. Najbolj pomemben
podatek je ID pridobljenega uporabnika (polje facebookId na modelu upo-
rabnika), saj je to enolični identifikator, s katerim povežemo pridobljene po-
datke s podatki uporabnika v naši aplikaciji. Glede na pridobljeni ID imamo
ponovno dva različna koraka avtentikacije:
1. Uporabnik s pridobljenim ID-jem še ne obstaja
V primeru, da uporabnik s pridobljenim ID-jem še ne obstaja, najprej pre-
verimo, če mogoče obstaja uporabnik s pridobljenim e-mail naslovom. V
primeru, da takega uporabnika najdemo, povežemo njegov že obstoječi profil
z njegovim Facebook profilom. To dosežemo tako, da v podatkovni bazi upo-
rabniku posodobimo polje facebookId na pridobljeni ID in nadaljujemo z
avtentikcaijo uporabnika. V nasprotnem primeru ustvarimo novega uporab-
nika s pridobljenimi podatki. Ker se pridobljeni podatki direktno ne ujemajo
s shemo našega uporabnǐskega modela, moramo nekatere podatke zgenerirati
(npr. za uporabnǐsko ime zgeneriramo naključni niz). Po uspešni kreaciji
uporabnika nadaljujemo z avtentikacijo.
2. Uporabnik s pridobjlenim ID-jem že obstaja
V primeru, da uporabnik s pridobljenim ID-jem že obstaja, mu ustvarimo
avtentikacijski žeton, ki je veljaven en dan. S pridobljenim žetonom lahko
uporabnik dostopa do zaščitenih končnih točk aplikacije.
3.3.3 Modul za avtorizacijo uporabnika
Avtorizacija uporabnika je implementirana v obliki vmesne opreme (angl.
middleware) in jo lahko poljubno vključimo na posamezno končno točko za-
lednega sistema. Osnovni namen vmesne opreme je identifikacija in avto-
rizacija uporabnika, ki poskuša dostopati do izbrane končne točke. Avto-
rizacija poteka preko avtentikacijskih žetonov, ki se zgenererijo ob uspešni
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prijavi uporabnika. Žetoni so ustvarjeni po standardu JWT (JSON Web
Tokens)[21] in so v obliki JSON objektov, ki so šifrirani v nize z uporabo
Base64 kodiranja. Šifrirani niz je sestavljen iz treh delov ločenih s piko (.).
Uporabnik ne more spreminjati vsebine šifriranega žetona, saj je ta podpi-
san s skrivnim ključem s strani strežnika. Uporabnik mora pridobljeni žeton
poslati na strežnik v glavi (angl. headers) vsake zahteve, strežnik pa prejeti
žeton dekodira in odobri ali zavrne dostop uporabniku. Dekodiran žeton je
sestavljen iz treh delov:
• glave (angl. Header) - tip žetona in uporabljen šifrirni algoritem v
obliki kodiranega JSON objekta
• koristne vsebine (angl. Payload) - dodatni podatki, ki jih zakodiramo
v JWT v obliki kodiranega JSON objekta
• podpisa (angl. Signature) - šifrirana vrednost kodirane glave in kori-
stne vsebine z uporabo skritega gesla
V našem primeru strežnik kot koristno vsebino zakodira uporabnikov ID,
ki je uporabniku dodeljen pri registraciji. Skrivni ključ strežnika je defini-
ran kot okoljska spremenljivka JWT SECRET. Avtorizacijska vmesna oprema
lahko sprejme tudi dodaten poljuben parameter - seznam uporabnǐskih vlog.
Če je ta prisoten, mora uporabnik imeti vsaj eno od vlog, ki se nahajajo v
seznamu - tako lahko omejujemo obseg dostopa uporabnika, glede na nje-
gove uporabnǐske vloge. V primeru, da uporabnik nima nobene od podanih
uporabnǐskih vlog, strežnik odgovori s statusom 403 Prepovedano (angl. For-
bidden), če pa se uporabniku sploh ni uspelo identificirati, strežnik odgovori
s statusom 401 Nepooblaščeno (angl. Unauthorized). Če vmesna oprema ni
vključena v končno točko, je ta nezavarovana in javno dostopna.
Potek avtorizacije uporabnika
Avtorizacija uporabnika se zgodi v petih glavnih korakih:
1. Pridobivanje avtentikacijskega žetona iz glave zahteve.
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2. Dekodiranje avtentikacijskega žetona.
3. Pridobivanje uporabnikovih podatkov glede na uporabnikov ID, deko-
diran iz koristne vsebine žetona.
4. Preverjane prisotnosti podanih uporabnǐskih vlog pri pridobljenem upo-
rabniku.
5. Dodajanje uporabnika na kontekst zahteve - uporabnik je identificiran
in avtoriziran.
Če zahteva uspešno (brez da bi strežnik odgovoril z napako) pride čez vse
korake avtorizacije, je uporabnik uspešno identificiran in avtoriziran. Zah-
teva je nato preusmerjena na naslednjo vmesno opremo ali pa direktno na
zahtevano končno točko.
3.3.4 Modul za omejevanje dostopa uporabnika
Omejevanje dostopa uporabnika (angl. rate limiting) je dodaten nivo zaščite
nad našimi končnimi točkami, ki omogoča, da prejete zahteve zavrnemo,
če niso v skladu s pogoji omejevanja dostopa. Pogoji omejevanja dostopa
nam povejo, kolikokrat lahko uporabnik v določenem časovnem oknu zah-
teva določeno končno točko, preden mu dostop do nje zavrnemo. Z upo-
rabo algoritmov omejevanja dostopa rešimo veliko potencialnih problemov
pri varnostni zaščiti končnih točk. Omejevanje dostopa lahko razdelimo na
dve glavni področji uporabe [32]:
1. Omejevanje dostopa uporabnikom, ki imajo škodoželjne namene
Cilj uporabnikov s škodoželjnimi nameni je pridobiti podatke, do katerih
nimajo dostopa npr. z uporabo surove sile (angl. brute force) ali pa pre-
prečiti nemoteno delovanje našega strežnika z različnimi napadi za zavrnitev
storitve (angl. DoS - Denial-of-service). Z uporabo omejevanja dostopa ta-
kim uporabnikom lahko te napade učinkovito preprečimo, saj njihove zahteve
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zavrnemo že takoj ob prejetju, brez da bi jih procesirali in s tem obreme-
nili naš strežnik. Kot dodaten nivo zaščite lahko napadalcu vrnemo nejasne
podatke (npr. nerazumljive podatke, ki se ujemajo z shemo zahtevanih po-
datkov, nelogično kodo statusa ali pa na zahtevo sploh ne odgovorimo) in ga
s tem dodatno zmedemo.
2. Omejevanje dostopa uporabnikom, z namenom zmanǰsanja obremenitve
strežnika
Omejevanje dostopa je zelo dobra rešitev, ko želimo našo spletno rešitev skali-
rati, ampak nimamo sredstev, da bi to lahko storili. V primeru, da na našem
strežniku pride do povečanja prometa, lahko uporabnikom omejimo dostop in
tako enakovredno razdelimo sredstva med uporabnike in preprečimo zamike
pri pridobivanju podatkov. Pomembno je, da pravilno ocenimo, kako omejiti
končne točke glede na to, koliko procesorske moči te porabijo, da odgovorijo
uporabniku.
Omejevanje dostopa nam pride prav tudi, ko želimo onemogočiti uporabo
spletnih pajkov (angl. web scraper) na naši spletni aplikaciji v primeru, da
bi do naših storitev dostopali preveč agresivno.
Algoritmi omejevanja dostopa uporabnika
Obstaja več različnih algoritmov omejevanja dostopa uporabnika z različnimi
prednostmi in slabostmi [33, 16, 4]:
• Vedro z žetoni (angl. token bucket) - Algoritem temelji na analogiji
vedra z določeno maksimalno kapaciteto, v katerega se žetoni avto-
matično dodajajo na določeno stopnjo (npr. po preteku določenega
časa). Algoritmu moramo nastaviti maksimalno kapaciteto vedra in
stopnjo dodajanja žetonov, prav tako pa moramo vsaki končni točki
nastaviti utež - koliko žetonov končna točka porabi, ko je zahtevana.
Vedro se ustvari za vsakega uporabnika glede na parameter, po kate-
rem omejujemo dostop (npr. IP naslov uporabnika in URL zahteve).
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Za vsako prejeto zahtevo algoritem preveri število žetonov v vedru. V
primeru, da je žetonov v vedru manj, kot je teža zahteve, je zahteva
zavrnjena. Algoritem ima preprosto implementacijo in zasede malo
pomnilnika.
• Puščajoče vedro (angl. leaky bucket) - Algoritem je zelo podoben
algoritmu vedra z žetoni, razlikuje pa se v tem, da omejuje dostop upo-
rabnika glede na število zahtev, ki izkapljajo iz vedra. Vedro definiramo
kot vrsto (angl. queue) z nastavljeno maksimalno dolžino, ki hrani pre-
jete zahteve na strežniku. Vrsta se ustvari za vsakega uporabnika glede
na parameter, po katerem omejujemo dostop. V trenutku, ko je zahteva
prejeta na strežniku, je dodana na konec vrste. V določenem intervalu
strežnik odgovori na prvo zahtevo v vrsti in jo iz vrste odstrani. V pri-
meru, da je ob prejemu nove zahteve vrsta polna, je zahteva zavrnjena.
Prednosti algoritma so, da je implementacija lahka, da zahteve obde-
luje s približno enako povprečno hitrostjo in da zasede malo pomnil-
nika, saj ima vsak uporabnik omejeno velikost vrste. Slabost algoritma
je, da lahko povečanje prometa na strežniku hitro zapolni vrsto s sta-
reǰsimi zahtevami in tako onemogoči procesiranje noveǰsih zahtev. Prav
tako algoritem ne zagotavlja, da bodo zahteve odgovorjene v določenem
časovnem obdobju, saj je to odvisno od strežnika.
• Števci s fiksiranim oknom (angl. fixed window counters) - Algo-
ritmu določimo velikost okna v časovni enoti in koliko zahtev lahko
strežnik sprejme v tem časovnem oknu. Parametri se hranijo za vsa-
kega uporabnika glede na parameter, po katerem omejujemo dostop.
Prav tako za vsakega uporabnika hranimo števec, ki ga na začetku na-
stavimo na 0. Za vsako prejeto zahtevo povečamo števec in preverimo,
če je ta večji od števila zahtev, ki jih strežnik lahko sprejme v tem
časovnem oknu. V primeru, da to drži, zahtevo zavrnemo. Po preteku
časovnega okna, ponastavimo števec uporabnika. Prednost algoritma
je, da zagotavlja procesiranje večjega števila noveǰsih zahtev, saj na
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zahtevo odgovori takoj ob prejetju, če je to mogoče. Slabost algoritma
pa je, da lahko povečanje prometa na strežniku blizu meje časovnega
okna povzroči, da strežnik sprejme dvakrat toliko zahtev, kot jih dovo-
limo, saj sprejme zahteve iz trenutnega in naslednjega časovnega okna.
• Dnevnik drsečega okna (angl. sliding window log) - Algoritem za
vsako prejeto zahtevo shrani časovni žig (angl. timestamp) v ure-
jeno podatkovno strukturo npr. množico (angl. set). Tako lahko iz
množice učinkovito odstranimo vse podatke, ki so stareǰsi od trenu-
tnega drsečega časovnega okna. Velikost dobljene filtrirane množice je
enaka številu zahtev, ki smo jih prejeli v trenutnem drsečem časovnem
oknu. V primeru, da je velikost množice večja kot dovoljeno število pre-
jetih zahtev v časovnem oknu, zahtevo zavrnemo. Prednost algoritma
je, da poveča natančnost omejevanja dostopa, saj popravi omenjeno
slabost algoritma števcev s fiksiranim oknom. Slabost algoritma je, da
za svoje delovanje porabi veliko pomnilnika, saj za vsakega uporabnika
hrani celotno množico podatkov.
• Števci z drsečim oknom (angl. sliding window counters) - Algoritem
je mešanica algoritmov dnevnika drsečega okna in števcev s fiksiranim
oknom. Drseče časovno okno razdelimo v n intervalov velikosti 1/n
originalnega časovnega okna. Na primer, če imamo časovno okno ve-
likosti ene ure in n=60, dobimo 60 intervalov, dolgih po eno minuto.
Števce prejetih zahtev povečujemo tistemu intervalu, v katerega zah-
teva pade glede na njen čas prejetja. V trenutku, ko je zahteva prejeta,
preštejemo število zahtev v zadnji uri in če je število večje od dovo-
ljenega števila zahtev, jo zavrnemo. Pomembno je, da sproti brǐsemo
intervale, ki so stareǰsi od našega časovnega okna. Z uporabo algo-
ritma uspešno rešimo problem prevelike porabe pomnilnika, ki ga ima
algoritem dnevnik drsečega okna.
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Implementacija omejevanja dostopa uporabnika
V ogrodju API-seed je omejevanje dostopa implementirano v obliki vme-
sne opreme, ki jo lahko razvijalec poljubno vključi na želeno končno točko.
Vmesna oprema uporablja algoritem števcev s fiksiranim oknom in deluje po
principu dodeljevanja in odvzemanja točk. Končni točki nastavimo število
točk, ki jih uporabnik lahko porabi v nastavljenem časovnem oknu in število
točk, ki se porabijo ob enem dostopu uporabnika do te končne točke. Na-
stavimo lahko tudi, koliko časa bo uporabniku onemogočen dostop do te
končne točke, v primeru, da je porabil vse točke, ki jih ima na voljo. Vmesna
oprema sprejeme dodaten parameter, s katerim lahko nastavljamo delovanje
omejevanja dostopa za posamezno končno točko:
• limitBy - Parameter pove, ali naj se omejevanje dostopa uporabnika
izvaja glede na uporabnikov IP naslov ali glede na uporabnikov ID.
V primeru, da hočemo omejevati dostop uporabniku glede na njegov
ID, mora biti končna točka obvezno zaščitena z avtentikacijo. Omeje-
vanje dostopa glede na uporabnikov ID omogoči, da uporabniku one-
mogočimo dostop iz vseh naprav.
• maxPoints - Parameter definira število točk, ki jih uporabnik lahko
porabi v nastavljenem časovnem oknu (parameter duration).
• consumePoints - Parameter definira število točk, ki se porabijo ob
enem dostopu uporabnika do posamezne končne točke.
• duration - Parameter definira časovno okno (v sekundah), v katerem
lahko uporabnik porabi število točk (parameter maxPoints), ki jih ima
na voljo na posamezni končni točki.
• blockDuration - Parameter definira, koliko časa (v sekundah) bo upo-
rabniku onemogočen dostop do posamezne končne točke, v primeru, da
je porabil vse točke, ki jih ima na voljo.
Podatki o uporabnikovi porabi točk se hranijo v primarni podatkovni bazi.
V primeru, da je uporabnik porabil vse točke, ki jih ima na voljo, strežnik
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odgovori s statusom 429 Preveč zahtev (angl. Too Many Requests). Uporab-
niku je dostop do končne točke onemogočen do preteka trenutnega časovnega
okna, ali pa do preteka vrednosti parametra, ki definira, koliko časa je upo-
rabniku blokiran dostop do končne točke (parameter blockDuration). V
nasprotnem primeru je zahteva preusmerjena na naslednjo vmesno opremo
ali pa direktno na zahtevano končno točko. V glavo odgovora dodamo doda-
tne parametre, ki uporabniku sporočijo trenutno stanje omejevanja dostopa
za zahtevano končno točko:
• Retry-After - Parameter je prisoten, če je uporabnik porabil vse točke,
ki jih je imel na voljo za dostop do končne točke in uporabniku pove,
čez koliko časa (v sekundah) lahko ponovno zahteva končno točko.
• X-RateLimit-Limit - Parameter pove število točk, ki se porabijo ob
enem dostopu uporabnika do končne točke.
• X-RateLimit-Remaining - Parameter pove število točk, ki jih ima upo-
rabnik še na voljo za dostop do končne točke.
• X-RateLimit-Reset - Parameter pove, kdaj (datum in ura) se bo na-
stavljeno časovno okno omejevanja dostopa ponastavilo.
Uporabnik, ki ima administratorske pravice, lahko nastavlja privzete para-
metre omejevanja dostopa uporabnika, ali pa ga v celoti omogoči/onemogoči.
Privzeti parametri se uporabijo, če parametri, ki jih sprejme vmesna oprema,
niso nastavljeni.
3.3.5 Modul za predpomnjenje odgovorov
Predpomnjenje (angl. caching) je shranjevanje podatkov v predpomnilnik
(angl. cache), ki je dodatna podatkovna plast z zelo hitrimi operacijami
branja in pisanja, v kateri hranimo podmnožico podatkov naše podatkovne
baze. Predpomnjenje uporabljamo zato, da lahko podatke, ki so shranjeni v
predpomnilniku, serviramo hitreje, kot bi jih iz primarne podatkovne baze.
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S tem omogočimo učinkovito ponovno uporabo podatkov, katerih agregacija
traja več časa, kot bi hoteli, saj se podatki pridobijo samo enkrat, potem
pa jih serviramo iz predpomnilnika. Z uporabo predpomnjenja izbolǰsamo
delovanje aplikacije, zmanǰsamo stroške podatkovne baze ter zmanǰsamo do-
datno procesiranje na zalednem sistemu. Poleg tega lahko tudi serviramo
vnaprej pridobljene podatke, ko vemo, da bo obisk na naši aplikaciji porasel
[8].
V našem primeru kot predpomnilnik uporabljamo shrambo podatkov Redis,
ker so operacije branja in pisanja zelo hitre, saj podatke hrani v delovnem po-
mnilniku naprave. Predpomnjenje je v ogrodju implementirano kot vmesna
oprema, ki jo razvijalec poljubno vključi na želeno končno točko. Vmesna
oprema sprejme dva dodatna parametra:
• perUser - Parameter pove, ali naj se predpomnjenje odgovora na zah-
tevo hrani za vsakega upornika posebej ali naj se odgovor hrani globalno
za vse uporabnike. Zahteva mora biti obvezno avtenticirana, če hočemo
omogočiti predpomnjenje za posameznega uporabnika.
• expiration - Parameter pove, koliko časa (v sekundah) naj hranimo
odgovor na zahtevo v predpomnilniku. Po pretečenem času se podatki
samodejno izbrǐsejo iz predpomnilnika.
V primeru, da parametra nista prisotna, se za njuno vrednost uporabijo
privzete vrednoti, ki jih lahko nastavi uporabnik z administratorskimi pra-
vicami. Podatki v predpomnilniku so shranjeni v obliki ključ-vrednost, kjer
za ključ vzamemo URL prejete zahteve, kot vrednost pa shranimo odgovor
na prejeto zahtevo. Če hočemo podatke predpomniti za vsakega uporab-
nika posebej, se vrednosti ključa doda še ID uporabnika. Vmesna oprema
deluje tako, da po prejetju zahteve preveri, če se v predpomnilniku naha-
jajo podatki za ustvarjeni ključ. Če podatke najdemo, jih pretvorimo v
JSON obliko in jih vrnemo uporabniku. V glavo odgovora dodamo dodaten
parameter Cache-Control, ki uporabniku sporoči, kako ravnati s prejetimi
predpomnjenimi podatki. V našem primeru je sestavljen iz dveh parametrov.
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Prvi parameter lahko zavzema dve vrednosti:
• public - Vrednost pove, da se lahko prejeti podatki shranijo v katerikoli
predpomnilnik na odjemalski aplikaciji.
• private - Vrednost pove, da so prejeti podatki namenjeni specifičnemu
uporabniku in da se lahko shranijo samo v privatne predpomnilnike
(npr. uporabnikov brskalnik). Parameter zavzema to vrednost, če je
zahtevana končna točka zaščitena z avtentikacijo.
Drugi parameter pa je max-age in definira, koliko časa (v sekundah) lahko
odjemalec uporabi prejete podatke od trenutka, ko so bili zahtevani. V pri-
meru, da podatki niso prisotni v predpomnilniku, pa jih v predpomnilnik
shranimo in vrnemo uporabniku.
3.3.6 Modul za analitiko nad celotnim API-jem
Za uspešno analitiko nad zalednim sistemom najprej potrebujemo pridobiti
podatke, nad katerimi bomo izvajali poizvedbe analize. V našem primeru
podatke pridobimo z beleženjem dostopov uporabnikov. Beleženje dostopa
se izvaja v obliki vmesne opreme nad celotnim sistemom, saj se ta sproži
pri vsaki zahtevi prejeti na strežniku. V podatkovni bazi ustvarimo zbirko,
ki je namenjena samo za beleženje dostopa. Za vsako prejeto zahtevo v
podatkovno bazo shranimo dokument z naslednjimi podatki:
• requestId - Zgeneirani ID prejete zahteve.
• requestUrl - Osnovni URL prejete zahteve.
• fullRequestUrl - URL prejete zahteve z vsemi parametri.
• statusCode - Status odgovora na prejeto zahtevo.
• statusMessage - Sporočilo odgovora na prejeto zahtevo.
• method - HTTP metoda prejete zahteve.
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• ip - Odjemalčev IP naslov.
• host - Odjemalčev naslov gostitelja.
• httpVersion - Verzija HTTP protokola.
• protocol - Tip protokola, po katerem je bila zahteva poslana.
• userId - Uporabnikov ID (če je zahteva avteniticirana).
• responseTime - Čas v katerem strežnik odgovori na prejeto zahtevo (v
milisekundah).
• clientDevice - Odjemalčev tip naprave.
• userAgent - Uporabnǐski posrednik s podatki odjemalčevega brskal-
nika.
• createdAt - Časovni žig (datum in ura) momenta, ko je bila zahteva
poslana na strežnik.
Zaradi dodatnega nivoja varnosti dostope uporabnika beležimo tudi lokalno v
obliki JSON datotek, ki se nahajajo v direktoriju ./logs. Dodatno beležimo
tudi vse napake, do katerih pride na strežniku, ki niso direktno povezane
s končnimi točkami. S tem si omogočimo vpogled v primeru napak in jih
tako lahko lažje odpravimo. Vse končne točke analitike so dostopne samo
uporabnikom, ki imajo administratorsko uporabnǐsko vlogo. Analitika nad
zalednim sistemom je sestavljena iz šestih končnih točk:




• userId - Parameter predstavlja unikatni identifikator uporabnika. V
primeru, da je parameter prisoten, bodo vrnjene samo prejete zahteve,
ki jih je poslal uporabnik s tem identifikatorjem.
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• page - Parameter določa, katero stran dokumentov prejetih zahtev zah-
teva vrne. Privzeta vrednost parametra je 0. Stran dokumentov je
definirana tako, da pri branju podatkov iz podatkovne baze izpustimo
page * limit podatkov.
• limit - Parameter določa, koliko dokumentov prejetih zahtev naj bo
prisotnih v odgovoru zahteve. Privzeta vrednost parametra je 25.
• statusCode - Parameter predstavlja HTTP status odgovora prejete
zahteve. V primeru, da je parameter prisoten, bodo vrnjene samo pre-
jete zahteve s tem statusom.
• method - Parameter predstavlja HTTP metodo prejete zahteve. V pri-
meru, da je parameter prisoten, bodo vrnjene samo prejete zahteve s
to metodo.
• requestUrl - Parameter predstavlja URL končne točke prejete zahteve.
V primeru, da je parameter prisoten, bodo vrnjene samo prejete zahteve
s tem URL-jem.
Vrnjeni podatki predstavljajo dostope uporabnikov do zalednega sistema.
Administrator lahko iz njih razbere možne vdore v sistem, lažje odkriva na-
pake sistema in spremlja, na kakšen način uporabniki sistem uporabljajo.





startTime Spodnja časovna meja prikaza podatkov.
endTime Zgornja časovna meja prikaza podatkov.
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Končna točka vrne seznam podatkov, ki se ujemajo s podanima časovnima
mejama. Vrnjeni podatki vsebujejo število prejetih zahtev po dnevih. Vsak
element seznama odgovora vsebuje dva parametra:
• date - Datum dneva, za katerega štejemo zahteve.
• count - Število prejetih zahtev v dnevu.
Vrnjeni podatki nam povejo, v katerih dnevih je bil naš zaledni sistem naj-
bolj obremenjen. Tako lahko pridemo do ugotovitev, ali je sistem potrebno
skalirati v določenih časovnih obdobjih ter poskusimo ugotoviti razloge za
porast/upad uporabe sistema.





startTime Spodnja časovna meja prikaza podatkov.
endTime Zgornja časovna meja prikaza podatkov.
Končna točka vrne seznam podatkov, ki se ujemajo s podanima časovnima
mejama. Vrnjeni podatki vsebujejo povprečne čase odgovora za posamezno
končno točko. Vsak element seznama odgovora vsebuje dva parametra:
• requestUrl - URL konče točke.
• responseTime - Povprečen čas odgovora končne točke.
Iz vrnjenih podatkov lahko razberemo, katere operacije porabijo veliko časa
in posledično tudi virov našega strežnika. Te operacije lahko predstavljajo
ozko grlo zalednega sistema, zato je pomembno, da jih znamo že v naprej
identificirati in odpraviti morebitne probleme.
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startTime Spodnja časovna meja prikaza podatkov.
endTime Zgornja časovna meja prikaza podatkov.
Končna točka vrne seznam podatkov, ki se ujemajo s podanima časovnima
mejama. Vrnjeni podatki vsebujejo število prejetih zahtev za posamezno
končno točko. Vsak element seznama odgovora vsebuje dva parametra:
• requestUrl - URL konče točke.
• count - Število prejetih zahtev za končno točko.
Iz podatkov lahko razberemo, katere končne točke zalednega sistema upo-
rabniki najpogosteje zahtevajo. Tako lahko ugotovimo, katere končne točke
našega sistema so najbolj obremenjene in zagotovimo, da je njihovo delovanje
pravilno in optimalno.





startTime Spodnja časovna meja prikaza podatkov.
endTime Zgornja časovna meja prikaza podatkov.
Končna točka vrne seznam podatkov, ki se ujemajo s podanima časovnima
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mejama. Vrnjeni podatki vsebujejo število prejetih zahtev iz različnih na-
prav. Vsak element seznama odgovora vsebuje dva parametra:
• clientDevice - Tip uporabnikove naprave (npr. računalnik, mobilni
telefon tablica itd.).
• count - Število prejetih zahtev iz posameznega tipa naprave.
Vrnjeni podatki nam povedo, katere naprave uporabniki največ uporabljajo
za dostop do našega zalednega sistema. Tako lahko vidimo, ali se nam splača
vložiti sredstva v razvoj naše odjemalske aplikacije, ki ima podporo za več
različnih platform.
Trenutne informacije strežnika in podatkovne baze
Končna točka: /analytics/server-info
Tip zahteve: GET
Končna točka vrne trenutne informacije strežnika in podatkovne baze. Vr-
njeni podatki vsebujejo naslednje podatke strežnika:
• rss - Celoten pomnilnik, ki je dodeljen procesu izvajanja aplikacije.
• heapTotal - Celotna velikost dodeljene kopice.
• heapUsed - Trenutna poraba pomnilnika ob izvajanju aplikacije.
• external - Pomnilnik porabljen iz strani C++ objektov, ki so vezani
na objekte JavaScripta.
• freeMemory - Pomnilnik operacijskega sistema, ki je trenutno na voljo.
• totalMemory - Velikost pomnilnika operacijskega sistema.
• cpus - Podatki o procesorjih operacijskega sistema, ki so na voljo.
• osType - Tip operacijskega sistema.
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• osRelease - Verzija izdaje operacijskega sistema.
• uptime - Čas, pretečen od zagona aplikacije.
Vsi vrnjeni podatki, ki so podani v različnih merskih enotah, so v odgovoru
dostopni tudi v formatirani obliki (predpona formatted pred poljem podatka
v odgovoru). V prejetem odgovoru so tudi naslednji podatki o trenutnem
stanju podatkovne baze:
• avgObjSize - Povprečna velikost dokumenta, shranjenega v podatkovni
bazi.
• collections - Število podatkovnih zbirk v podatkovni bazi.
• dataSize - Velikost dela podatkovne baze, ki ga zasedajo dokumenti.
• db - Ime podatkovne baze.
• fsTotalSize - Skupna velikost diska, na katerem podatkovna baza
shranjuje podatke.
• fsUsedSize - Velikost trenutne porabe diska, na katerem podatkovna
baza shranjuje podatke.
• indexSize - Skupna velikost indeksov, shranjenih v podatkovni bazi.
• indexes - Število indeksov, shranjenih v podatkovni bazi.
• objects - Število dokumentov, shranjenih v podatkovni bazi.
• storageSize - Skupna velikost pomnilnika, namenjena za hranjenje
dokumentov.
Iz vrnjenih podatkov lahko razberemo trenutno stanje strežnika in podat-
kovne baze. Podatke lahko dobro uporabimo za različne vizualizacije z upo-
rabo grafov, ki prikazujejo informacije o strežniku v živo. Z vpogledom v
trenutno stanje strežnika imamo možnost ukrepati v različnih situacijah, ki
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se navezujejo na vire strežnika, še preden nam teh virov zmanjka. Tako pre-
prečimo morebitne izpade in povečamo neprekinjeno delovanje strežnika in
podatkovne baze.
3.3.7 Vmesna oprema za validacijo telesa zahteve
Potrjevanje veljavnosti podatkov, ki jih sprejme strežnik, je zelo pomembno,
saj s tem onemogočimo morebitne napade na naš zaledni sistem (npr. SQL
injection). Dobra praksa je, da validacija (angl. validation) podatkov poteka
na vseh nivojih aplikacije - na odjemalski aplikaciji, na zalednem sistemu
aplikacije ter na podatkovni bazi aplikacije. Ker v primeru ogrodja API-seed
ne moremo zagotoviti obstoja odjemalske aplikacije (ogrodje je samo zale-
dni sistem) in opravljanja potrebne validacije podatkov s strani odjemalske
aplikacije, je pomembno, da je validacija del ogrodja. Validacija na nivoju
podatkovne baze poteka v obliki vnaprej definiranih shem modelov, ki imajo
definirano validiranje vseh lastnosti modela. Za definiranje sheme modela
se uporablja ODM JavaScript knjižnica Mongoose [29]. Validacija na nivoju
zalednega sistema je implementirana v obliki vmesne opreme, ki jo lahko
poljubno vključujemo na končne točke zalednega sistema. Vmesna oprema
sprejme parameter bodySchema, ki predstavlja validacijsko shemo telesa
prejete zahteve. Validacija poteka v dveh korakih. Vmesna oprema naj-
prej preveri, če je telo zahteve prazno in v tem primeru odgovori s statusom
400 Slaba zahteva (angl. Bad request). V nasprotnem primeru validira telo
prejete zahteve z validacijsko shemo. Če telo zahteve ni veljavno, strežnik
odgovori s statusom 422 Neveljavna entiteta (angl. Unprocessable entity).
Poleg tega so v odgovoru prisotni tudi podatki o tem, katera polja v telesu
zahteve manjkajo in katera so neveljavna ter zakaj. V primeru, da je telo
zahteve veljavno, je preusmerjen na naslednjo vmesno opremo ali pa direktno
na zahtevano končno točko.
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3.3.8 Testi
Dobra praksa pri razvoju programske opreme je, da so funkcionalnosti pro-
gramov celostno pokrite s testi. S testiranjem hočemo pokazati, da program
deluje tako, kot smo si zamislili oziroma tako, kot si je to zamislila stranka
in da morebitne napake odkrijemo preden se program začne uporabljati v
produkcijskih okoljih. S testiranjem programske opreme dosežemo bolǰso
kvaliteto naših programov in dvignemo nivo zaupanja naših strank, saj te
vedo, da programska oprema deluje tako, kot mora. Testiranje ne potrjuje,
da je programska oprema brez napak, ampak razkriva njihovo morebitno pri-
sotnost. Testiranje je uporabno tudi pri naknadnem spreminjanju funkcio-
nalnosti programske opreme, kjer spreminjamo samo logiko programa, njegov
način uporabe pa ostane nespremenjen. Če smo spremembe izvedli pravilno,
morajo te biti skladne z obstoječimi testi.
Zaradi naštetih doprinosov testiranja je nujno potrebno, da je ogrodje API-
seed celostno podprto s testi. Za testiranje ogrodja se uporablja metoda
testiranja enot (angl. unit testing). Testiranje enot je metoda, kjer ločeno
testiramo posamezne dele programske opreme - enote. Enota testiranja pred-
stavlja najmanǰsi del programske opreme, ki ga je možno testirati. Enota
ponavadi sprejme več različnih vhodnih podatkov in vrne samo en izhodni
podatek [40]. Pred zagonom testov v ogrodju se ustvarijo umetni podatki, s
pomočjo katerih testiramo končne točke ogrodja (npr. uporabniki, uporabnik
z administratorskimi pravicami itd.). Umetni podatki se ustvarijo v instanci
podatkovne baze, ki je namenjena samo testnim podatkom in se ponastavi
po izvršitvi vsakega sklopa testov. Testi preverjajo pravilno delovanje in
ravnanje končnih točk v primerih, ko so te klicane na nepravilen način (npr.
neveljavni podatki, klic uporabnika brez potrebnih uporabnǐskih vlog itd.).
3.3.9 Administracijski uporabnǐski vmesnik
Administracijski uporabnǐski vmesnik je implementiran kot vmesna oprema,
ki jo lahko vključimo s pomočjo okoljske spremenljivke USE ADMIN CONSOLE.
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Celotna administracijska konzola se zgradi na strani strežnika in se nato
streže uporabniku, ko jo ta zahteva. Prednost upodabljanja na strani strežnika
(angl. server side rendering) je, da se strani zgradijo na strežniku. S tem
prihranimo vire odjemalcu in izbolǰsamo uporabnǐsko izkušnjo. To si v tem
primeru lahko privoščimo, saj sklepamo, da uporabnikov z administrator-
skimi pravicami ne bo veliko. Administracijska konzola je implementirana v
obliki vmesne opreme, zato da lahko na strežniku poženemo samo en proces
in nam ni potrebno zaganjati ločenega procesa samo za uporabnǐski vme-
snik. Uporaba administracijske konzole omogoča lažje celostno obvladovanje
zalednega sistema, saj imamo nad njim grafični pregled, ki je uporabniku
prijazen in intuitiven. Uporabnǐski vmesnik je sestavljen iz šestih glavnih
strani:
Prijavna stran (Slika 3.4)
Prijavna stran je prva stran, ki jo uporabnik vidi, ko vstopi na administrator-
sko konzolo. Uporabnik se lahko v konzolo prijavi samo, če ima administra-
torske pravice. Za prijavo se uporablja lokalna avtentikacija - uporabnǐsko
ime ali e-mail naslov in geslo uporabnika.
Stran z nastavitvami (Slika 3.5)
Po prijavi uporabnik vstopi na stran z nastavitvami. Nastavitve omogočajo
neposredno upravljanje z zalednim sistemom, medtem ko je ta aktiven. Ad-
ministratorju je s tem omogočeno, da sistem upravlja med njegovim delova-
njem, brez da bi bilo sistem potrebno ponovno zagnati. Z uporabo nastavitev
lahko preprečimo morebitne poskuse napadov na zaledni sistem, saj lahko
spremenimo parametre in tako napadalcu onemogočimo dostop do sistema.
Povečamo tudi neprekinjen čas delovanja strežnika (angl. uptime), saj lahko
sistem nastavljamo, brez da bi ga morali ustaviti. Uporabnik ima na voljo
vključiti različne tipe avtentikacije (Google, Facebook) in nastavljati privzete
parametre predpomnjenja in omejevanja dostopa uporabnika.
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Slika 3.4: Prijavna stran administracijske konzole ogrodja API-seed.
Stran z analitiko (Slika 3.6)
Naslednja stran administracijske konzole je stran z analitiko, kjer ima admi-
nistrator urejen pregled nad uporabo zalednega sistema. Uporaba je pred-
stavljena na štirih grafih:
• število dostopov iz različnih vrst naprav,
• število poslanih zahtev po dnevih,
• povprečen čas odgovora strežnika za posamezno končno točko,
• število poslanih zahtev na posamezno končno točko.
Uporabnik ima na voljo nastavljati časovno obdobje prikaza analitike (zgor-
nja in spodnja meja v obliki datuma).
Stran z dostopi do zalednega sistema (Slika 3.7)
Sledi stran s prikazom dostopov uporabnikov do zalednega sistema. Admini-
strator ima na voljo pregledovati vse zahteve poslane na končne točke sistema
in njihovo filtriranje glede na določene parametre:
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Slika 3.5: Stran z nastavitvami administracijske konzole ogrodja API-seed.
• HTTP metoda zahteve,
• status odgovora zahteve,
• uporabnikov ID,
• končna točka/URL zahteve.
S tem mu omogočimo dodaten vpogled v spremljanje uporabnikovih aktiv-
nosti, iz katerih lahko sklepa vzorce premikov uporabnikov po zalednem sis-
temu. Administrator lahko tudi lažje odkriva napake sistema in poskuse
vdora v sistem.
Stran z uporabniki zalednega sistema (Slika 3.8)
Na naslednji strani imamo prikaz vseh uporabnikov, ki so registrirani v za-
ledni sistem. Administrator ima na voljo filtriranje uporabnikov glede na
določene parametre:
• uporabnikov ID,
• uporabnikov e-mail naslov,
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Slika 3.6: Stran z analitiko administracijske konzole ogrodja API-seed.
• uporabnikovo vlogo.
Administrator lahko uporabnika izbrǐse iz sistema in mu tako onemogoči
dostop. Na voljo ima nastavljati uporabnikove vloge in s tem omejiti njegov
dostop do sistema. Sistemu tako dodamo dodaten nivo zaščite, saj lahko
potencialno škodoželjne uporabnike odstranimo ali ustavimo takoj, ko je to
potrebno.
Stran z informacijami o strežniku in podatkovni bazi (Slika 3.9)
Na zadnji strani administracijske konzole so prikazane trenutne informacije
o strežniku in podatkovni bazi, ki se posodabljajo na vsakih pet sekund.
Administrator ima tako vpogled v trenutno stanje strežnika in s tem možnost
ukrepanja, če je to potrebno (npr. skaliranje podatkovne baze v primeru
primanjkovanja pomnilnika).
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Slika 3.7: Stran s prikazi dostopa do zalednega sistema administracijske kon-
zole ogrodja API-seed.
3.4 Možnosti nadgradnje
V nadaljevanju so predstavljene možnosti nadgradnje ogrodja, ki so se poka-
zale ob njegovi implementaciji.
3.4.1 Razveljavitev podatkov predpomnjenja
Predpomnjenje zalednemu sistemu doprinese veliko že omenjenih prednosti.
Pri uporabi predpomnjenja nastane problem, ko se podatki, ki so shranjeni
v predpomnilniku, posodobijo v primarni podatkovni bazi. V taki situaciji
bi moral zaledni sistem izbrisati podatke iz predpomnilnika in servirati po-
sodobljene podatke uporabnikom. Ta problem lahko rešimo z razveljavitvijo
predpomnilnika (angl. cache invalidation). Ker pa je razveljavitev predpo-
mnilnika kompleksna tema, ki ne sodi v problemsko domeno diplomskega
dela, njena implementacija ni nujno potrebna.
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Slika 3.8: Stran z uporabniki zalednega sistema administracijske konzole
ogrodja API-seed.
3.4.2 Podpora različnih tipov podatkovnih baz
Trenutno je v ogrodju podprta samo podatkovna baza MongoDB. S pod-
poro različnih podatkovnih baz bi ogrodju povečali splošno uporabnost, saj
ogrodje ne bi bilo odvisno od ene same podatkovne baze. To bi lahko dose-
gli z abstrahiranjem metod, ki komunicirajo s podatkovno bazo. Abstrahi-
rane metode bi bile definirane v obliki vmesnika, ki bi ga razvijalec razširil,
vključene metode pa implementiral za poljubno podatkovno bazo. Druga
možnost, da bi dosegli zaželeno funkcionalnost je, da bi bila podpora za
različne podatkovne baze implementirana že v samem ogrodju in bi upo-
rabnik samo povedal, katero podatkovno bazo želi uporabiti. Ker pa je za
diplomsko delo potrebna samo implementacija prototipa, ta nadgradnja ni
nujno potrebna za načrtovano delovanje ogrodja.
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Slika 3.9: Stran z informacijami o strežniku in podatkovni bazi administra-




Na začetku primerjave ogrodja z obstoječimi rešitvami moramo izpostaviti,
da ogrodje zaledni sistem obvladuje na drugačen način. Obstoječe rešitve
v večini ponujajo API prevajalne vmesnike, ki obdelujejo in preusmerjajo
prejete zahtevke, implementirano ogrodje API-seed pa je predloga za imple-
mentacijo novega zalednega sistema. Vsak zaledni sistem, ki ga želimo obvla-
dovati s pomočjo ogrodja, potrebuje svojo instanco izvorne kode ogrodja (ali
pa samo posamezno vmesno opremo), v katero poljubno dodajamo končne
točke in poslovno logiko aplikacije. Ogrodje za razliko od ostalih rešitev lahko
obvladuje samo en zaledni sistem naenkrat.
4.1 Primerjava ogrodja
Ogrodje bomo primerjali glede na določene smernice, ki smo si jih zadali v
okviru zahtev diplomskega dela. Smernice bomo ocenjevali na lestvici od 0
do 3, kjer posamezna vrednost lestvice pomeni:
• 0 - Primerjana funkcionalnost ni podprta.
• 1 - Primerjana funkcionalnost je delno podprta.
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• 2 - Primerjana funkcionalnost je podprta, z manǰsimi pomanjkljivostmi.
• 3 - Primerjana funkcionalnost je v celoti podprta.
4.1.1 Avtentikacija končnih uporabnikov
Skoraj vsa ostala ogrodja podpirajo veliko načinov socialne avtentikacije,
API-seed pa vključuje le dva najpogosteǰsa, vendar razvijalcu omogoča im-
plementacijo tudi drugih načinov, ki se lahko zgledujejo po že implementira-
nih. Platforma API Umbrella za razliko od ostalih ponuja socialno avtenti-
kacijo samo za prijavo v administratorski vmesnik, kot avtentikacijo končnih
uporabnikov pa uporablja avtentikacijo preko API-ključev. Analizirane plat-
forme v splošnem ne ponujajo lokalne avtentikacije končnih uporabnikov, saj
ne omogočajo registracije in hranjenja uporabnikov. Nekatere od platform
omogočajo avtentikacijo preko JWT žetonov, ki jih mora ustvariti zunanja
aplikacija (npr. Tyk Community Edition, Gravitee.io, Kong Gateway). Ker
je za uspešno avtentikacijo potrebna zunanja aplikacija, tega ne moremo šteti
kot implementacija lokalne avtentikacije. Vse analizirane obstoječe rešitve
ponujajo avtentikacijo preko API-ključev, ki v nekaterih primerih predsta-
vljajo dejanske uporabnike ogrodja (API Umbrella). API-ključi imajo lahko
v zalednih sistemih tudi druge namene in v splošnem niso namenjeni za av-
tentikacijo posameznih končnih uporabnikov. Po navadi se uporabljajo za
medsebojno povezovanje mikrostoritev in uporabo zunanjih API-jev. Pri ra-
zvoju ogrodja API-seed nismo videli potrebe po vključitvi avtentikacije preko
API-ključev, saj je ogrodje namenjeno grajenju aplikacij, v katerih je pouda-
rek na uporabnǐskem modelu in njegovi avtentikaciji. Analizirane platforme
v splošnem ne ponujajo uporabe in definiranja uporabnǐskih modelov. Tudi
če nam platforma omogoča socialno avtentikacijo, nam dostop do uporab-
nikovih podatkov omogoča samo platforma Gravitee.io, ki jih lahko priloži
podatkom zahteve. V ostalih primerih jih moramo pridobiti sami, s pomočjo
ponudnikov socialnih omrežij. Rezultati primerjave avtentikacije so vidni v
tabeli 4.1 in na grafu 4.1.
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Avtentikacija Socialna Lokalna Uporaba API-ključev
API-seed 2 3 0
Gravitee.io 3 1 3
API Umbrella 0 0 3
Kong Gateway 3 1 3
Tyk 3 1 3
Tabela 4.1: Tabela ocen posamezne smernice avtentikacije primerjanih
rešitev.
4.1.2 Predpomnjenje odgovorov
Vse platforme razen API Umbrella omogočajo predpomnjenje odgovorov na
prejete zahteve v podatkovnih shrambah. Odgovore lahko predpomnimo
glede na različne parametre (npr. API-ključ, parametre zahteve, uporabnikov
ID itd.) in jim nastavimo čas shranjevanja v predpomnilniku. API Umbrella
ne ponuja predpomnjenna v podatkovni shrambi, omogoča pa pošiljanje pa-
rametrov v glavi zahteve, ki odjemalskim aplikacijam povejo ali se podatki
lahko predpomnijo. Ker se odgovori ne predpomnijo v podatkovni shrambi
platforme, tega ne moremo šteti kot celovito implementacijo predpomnjenja
odgovorov. Ogrodje API-seed omogoča predpomnjenje odgovorov za posa-
mezno končno točko. Odgovore pa lahko predpomnimo globalno čez celoten
zaledni sistem ali za vsakega uporabnika posebej. Rezultati primerjave pred-
pomnjenja odgovorov so vidni v tabeli 4.2 in na grafu 4.2.
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Slika 4.1: Prikaz implementiranih funkcionalnosti avtentikacije v primerjanih
rešitvah.
4.1.3 Omejevanje dostopa uporabnika
Vse platforme, vključno z ogrodjem API-seed omogočajo omejevanje dostopa
uporabnika glede na različne parametre. Ogrodje API-seed omogoča omeje-
vanje dostopa glede na uporabnikov IP naslov ali glede na uporabnikov ID, za
vsako končno točko posebej. V ostalih obstoječih rešitvah nastavimo omeje-
vanje dostopa glede na izbrani način avtentikcaije. Dostop omejujemo tako,
da nastavimo koliko zahtev lahko uporabnik pošlje v določenem časovnem
oknu. Omejevanje dostopa lahko nastavljamo globalno čez celoten zaledni
sistem ali glede na uporabnika zalednega sistema. Rezultati primerjave ome-
jevanja dostopa so vidni v tabeli 4.3 in na grafu 4.3.
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Predpomnjenje Za uporabnika Posamezna končna točka Globalno
API-seed 3 3 3
Gravitee.io 3 3 3
API Umbrella 1 1 1
Kong Gateway 3 3 3
Tyk 0 3 3
Tabela 4.2: Tabela ocen posamezne smernice predpomnjenja odgovorov pri-
merjanih rešitev.
Omejevanje dostopa IP naslov Globalno Posamezna končna točka
API-seed 3 3 3
Gravitee.io 3 3 3
API Umbrella 3 0 3
Kong Gateway 3 3 3
Tyk 0 3 0
Tabela 4.3: Tabela ocen posameznega parametra omejevanja dostopa pri-
merjanih rešitev.
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Slika 4.2: Prikaz implementiranih funkcionalnosti predpomnjenja odgovorov
v primerjanih rešitvah.
4.1.4 Administracija
Vse rešitve omogočajo administracijo nad zalednimi sistemi preko admini-
stratorskega REST API-ja. Vmesnika Kong Gateway in Tyk Community
Edition za razliko od ostalih rešitev ne ponujata administratorskega upo-
rabnǐskega vmesnika. Na voljo je le v plačljivih različicah vmesnikov. Admi-
nistratorji so v analiziranih rešitvah v vlogi upravljavcev platform na katere
povežemo zaledne sisteme. V ogrodju API-seed pa je administrator dejanski
uporabnik zalednega sistema. Vse platforme omogočajo upravljanje zale-
dnega sistema med njegovim delovanjem. Rezultati primerjave administra-
cije so vidni v tabeli 4.4 in na grafu 4.4.
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Slika 4.3: Prikaz implementiranih funkcionalnosti omejevanja dostopa v pri-
merjanih rešitvah.
4.1.5 Analitika
Vse rešitve omogočajo pregled nad analitiko uporabe zalednih sistemov, ki
temelji na beleženju dostopov uporabnika. Vmesnika Kong Gateway in Tyk
Community Edition ne ponujata direktnih poizvedb nad podatki analitike,
ampak omogočata izvoz podatkov v zunanja orodja za pregledovanje anali-
tike. Ker so za uspešen pregled analitike potrebna zunanja orodja, imple-
mentacijo štejemo kot delno podrto. Analitika in dostope uporabnikov lahko
na ostalih rešitvah pregledujemo na administracijski konzoli, kjer lahko iz-
vajamo različne poizvedbe analize. Rezultati primerjave analitike so vidni v
tabeli 4.5 in na grafu 4.5.
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Administracija REST API Konzola Med delovanjem sistema
API-seed 3 3 3
Gravitee.io 3 3 3
API Umbrella 3 3 3
Kong Gateway 3 0 3
Tyk 3 0 3
Tabela 4.4: Tabela ocen posamezne smernice administracije primerjanih
rešitev.
Analitika Pregled Dostopi Administracijska konzola
API-seed 3 3 3
Gravitee.io 3 3 3
API Umbrella 3 3 3
Kong Gateway 1 1 0
Tyk 1 1 0
Tabela 4.5: Tabela ocen posamezne smernice analitike primerjanih rešitev.
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Slika 4.4: Prikaz implementiranih funkcionalnosti administracije v primerja-
nih rešitvah.
4.2 Ugotovitve primerjave ogrodja
Ocene vsakega področja primerjava iz preǰsnjih poglavij smo sešteli, da smo
pridobili končne rezultate naše primerjave (Tabela 4.6). Vsoto ocen za po-
samezno področje primerjave smo nato normalizirali med vrednosti 0 in 100






• x = (xi, . . . , xn) = (0, 1, 2, 3, 4, 5, 6, 7, 8, 9) in xi i-ta vsota ocen
• zi = dobljena normalizirana vrednost i-te vsote ocen
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Slika 4.5: Prikaz implementiranih funkcionalnosti analitike v primerjanih
rešitvah.
• min(x) = najmanǰsa možna vrednost vsote ocen (0)
• max(x) = največja možna vrednost vsote ocen (9)
Ocene smo normalizirali za lažje razumevanje pridobljenih rezultatov. Iz
grafa na sliki 4.6 lahko razberemo, da ogrodje API-seed zajema vse funkci-
onalnosti, ki smo si jih zadali pri implementaciji in tako konkurira ostalim
obstoječim rešitvam. Ogrodje je šibko samo na nivoju avtentikacije, saj enega
od primerjanih načinov avtentikacije ne podpira (API-ključi), vendar iz grafa
vidimo, da je ocena ogrodja še vedno blizu ostalim, saj ogrodje edino v ce-
loti ponuja lokalno avtentikacijo. Najmanj funkcionalnosti pokriva rešitev
Tyk Community Edition, saj je samo del rešitve brezplačen in zajema samo
osnovne funkcionalnosti. Največ funkcionalnosti pa ponuja rešitev Gravi-










API-seed 5 9 9 9 9
Gravitee.io 7 9 9 9 9
API Umbrella 3 3 6 9 9
Kong Gateway 7 9 9 6 2
Tyk 7 6 3 6 2









API-seed 55,6 100,0 100,0 100,0 100,0
Gravitee.io 77,8 100,0 100,0 100,0 100,0
API Umbrella 33,3 33,3 66,7 100,0 100,0
Kong Gateway 77,8 100,0 100,0 66,7 22,2
Tyk 77,8 66,7 33,3 66,7 22,2
Tabela 4.7: Tabela normaliziranih vrednosti ocen posameznega področja pri-
merjave rešitev iz tabele 4.6 med 0 in 100.
4.3 Primerjava obvladovanja zalednega siste-
ma s SWOT matriko
Ogrodje smo z obstoječimi rešitvami primerjali samo glede na implementirane
funkcionalnosti, nismo pa ga primerjali na nivoju načina uporabe. Ogrodje je
vgrajeno kot del programske opreme, medtem ko ostale rešitve v naš zaledni
sistem vključujemo izven programske kode kot ločene komponente. Načina
vgrajenega obvladovanja zalednih sistemov in obvladovanja zalednih sistemov
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Slika 4.6: Prikaz pokritosti funkcionalnosti primerjanih rešitev.
preko ločenih komponent, smo primerjali s SWOT matriko. Vsaka izmed celic
matrike predstavlja določene lastnosti primerjave:
• S - Prednosti (angl. Strengths) uporabe vgrajenega obvladovanja za-
lednega sistema.
• W - Slabosti (angl. Weaknesses) uporabe vgrajenega obvladovanja
zalednega sistema.
• O - Priložnosti (angl. Opportunities) uporabe vgrajenega obvladovanja
zalednega sistema.
• T - Grožnje (angl. Threats) uporabe vgrajenega obvladovanja zale-
dnega sistema.
Lastnosti v celicah prednosti in slabosti so notranjega izvora, lastnosti v
celicah priložnosti in groženj pa so zunanjega izvora. Primerjava z uporabo
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SWOT matrike je vidna na sliki 4.7.
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Slika 4.7: SWOT matrika primerjave vgrajenega obvladovanja zalednih sis-
temov in obvladovanja zalednih sistemov z uporabo ločenih komponent.
Poglavje 5
Sklepne ugotovitve
Iz primerjave ogrodja API-seed z obstoječimi rešitvami v poglavju 4, lahko
razberemo, da smo v sklopu diplomske naloge dosegli vse zadane cilje pri
implementaciji ogrodja. Ogrodje API-seed je za razliko od ostalih rešitev
namenjeno specifičnim uporabnikom, saj je napisano v programskem jeziku
TypeScript in je odvisno od okolja Node.js. Uporaba ogrodja je tako pogo-
jena z znanjem uporabljenih tehnologij. Ostale obstoječe rešitve lahko upora-
bljamo z znanjem programiranja v katerem koli programskem jeziku, zaledni
sistem, ki ga želimo upravljati, pa je lahko sestavljen iz poljubnih tehnologij.
Analizirane obstoječe rešitve so bolj primerne za uporabo, kjer želimo upra-
vljati veliko zalednih sistemov ali mikrostoritev naenkrat. Omogočajo tudi
celostno obvladovanje specifičnih sistemov, katerih obvladovanje je zahtevno
zaradi primanjkovanja kadra s potrebnim znanjem.
Implementirano ogrodje razvijalcu omogoča, da zaledni sistem začne razvijati
lažje in hitreje. Razvijalcu se ni potrebno ukvarjati z osnovno arhitekturo
zalednega sistema in postavitvijo infrastrukture, saj je ta že definirana v
ogrodju. Razvijalec ogrodje začne uporabljati tako, da si prenese izvorno
kodo na svoj lokalni računalnik in jo začne dopolnjevati s specifičnimi funk-
cionalnostmi njegovega zalednega sistema. Ogrodje omogoča tudi uporabo
posameznih funkcionalnosti, ki jih razvijalec vključi v obstoječo izvorno kodo.
Pri uporabi drugih obstoječih rešitev mora razvijalec sam poskrbeti za razvoj
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in postavitev infrastrukture zalednega sistema. Poleg zadanih funkcionalno-
sti smo ogrodje dopolnili s splošno uporabnimi funkcionalnostmi, ki sledijo
smernicam dobre prakse razvoja programske opreme npr. testi. Z uporabno
ogrodja smo dosegli, da lahko razvijalec celostno obvladuje njegov zaledni
sistem in ima nadzor nad celotnim sistemom, saj ni odvisen od zunanjih po-
nudnikov storitev. Ogrodje poleg vseh funkcionalnosti določa tudi smernice
razvoja programske opreme, saj je arhitektura ogrodja zasnovana modularno
in podprta s testi. Razvijalec, ki želi v celoti izkoristiti ogrodje, mora tem
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