In this paper, we present PSiS (Personalized Sightseeing Tours Recommendation System) Mobile. PSiS Mobile is our proposal to a mobile recommendation and planning support system, which is designed to provide effective support during the tourist visit with context-aware information and recommendations about places of interest (POI), exploiting tourist preferences and context. We also provide a state of the art on tourism mobile device applications and describe some of the main problems encountered on the development of such applications. Finally, we present a study to discover which is the lightest and fastest way to exchange information between a server and a mobile client in order to minimize the mobile device limitations. evolution of society and expectations, a tourist that uses a system like this expects location-aware information about the destination domain including history, culture, folk, art, economics, environment and nature. Advanced tourists also expect individualized information and services taking into account their own interests and their history of activities and history of information.
Introduction
When a tourist goes to a new location (country, city or region) he would certainly like to have available a user-friendly tool that would help planning his stay according to his objectives, preferences, knowledge, budget and period of stay. It is well known that the task of planning where to go and what to do, in the limited amount of time available, are common problems encountered by tourists when visiting a city for the first time.
In effect, cities are large information spaces, and in order to navigate these spaces visitors often require numerous guide books and maps that provide large amounts of information. Häubl and Dellaert [1] state that this can be both a blessing and a curse. Although the amount of information allows tourists to select more appropriate points of interest, it also turns the process so complex that the tourist might not be able to assimilate all this information adequately.
Mobile devices applications can be used to provide an effective support to tourists in tour planning process. There can be distinguished two types of applications: Guide applications, which only provide information about sights and; recommendation systems that helps the tourist narrow the universe of choice, giving results according to the tourist preferences. This type of system is able to process much more information and points of interest than the tourist could possibly do. With the actual There are already systems that provide tourism recommendations and others that only act as a tourism guide, some of them can be seen on chapter 2, where we also perform a comparison between studied systems.
Subsequently in chapter 3 we will present our case study to find out which is the fastest and lightest way to exchange information between our server and our mobile client and we present our proposal for a tourism recommendation system, the PSiS Mobile, with a special concern in providing good, fast and reliable information to users. Finally on chapter 4 we will conclude and provide information about our future work.
State of the Art
There are many tourist companion systems providing important services to guide a tourist along its travel. On the other hand, recommendation systems allow the tourist to plan and select an appropriate route and set of points of interest. Although these systems can be (and should be) integrated, very little approaches integrate both systems. We select some of these systems and give a small description of them. Finally we compare the functionalities of each other. TIP [4] , which provides recommendation services through mobile devices for tourism, implements algorithms to calculate tourist preferences, using the defined tourist profile and location data (location-aware). It also provides sight related information to the users.
Proximo [5] is a location-aware mobile and recommendation system that fits the pure paradigm approach. It guides users through tours within buildings using Java and Bluetooth technologies. The users' mobile device also tracks the user location and builds a context, providing the system with important information.
Even so, there are systems that only display information about sights, like MultiMundus [6] . MultiMundus has as primary goal to provide multimedia information (texts, images, cards, audio and video sequences) of a sight to the tourist, on his personal mobile device.
With GeoNotes [7] tourists can retrieve notes regarding their current location. These notes are introduced by other tourists that visit the same place, and are retrieved using collaborative filtering algorithms rather than using a content-based approach.
Mobile recommender systems, based on profiles, have the potential to substantially enrich tourist experiences. One of them is the m-ToGuide [8] project. This project is targeted for the European tourism market and offers location-specific multimedia information about major monuments and points of interest.
Deep Map [9] realizes the vision of a future tourist guidance system that works as a mobile guide and as a web-based planning tool in the city of Heidelberg, Germany. Because many types of data are not only spatial but also temporal (e.g., environmental, climate, or city development data), Deep Map handles 4D data, facing questions of tourists standing in front of a historical place like a ruin of a castle asking "how did that look like when it was not destroyed?". In this case, we would like to "turn back in time" and allow the user to go through a virtual time travel displaying a reconstruction of that place as a virtual model. CATIS [10] is a context-aware tourist information system with a Web servicebased architecture. The context elements considered to this project are location, time of day, speed, direction of travel, personal preferences and device type. This system will track the user location providing the user with contextualized location-aware and temporal information.
Although all the described systems are designed to help the tourist on a trip, there are factors that distinguish them. To make a summary of the main features of the studied systems, we present a table with features that we consider to be important in this type of systems, which were:
 Capability to recommend a personalized tour, based on the tourist profile;  Sightseeing Guide Information, that is the support to provide information about a specific sight according to user position;  Systems that store user profiles and perform information filtering according to those profiles, thus supporting personalized information delivery;  Booking, as the functionality to book a restaurant, a hotel and so on;  Personalized recommendations based on history, which states if the system should recommend sights that not only match the user profile, but also their travel history;  System Domain, describes if the system is ready to work in any place of the world and not only in a specific location. 
Analyzing this table, we can conclude that all of them have guiding capabilities, but none of them offer all the described features together. The most complete systems are CATIS and TIP. Both of them can be improved, with some features like booking and augmented reality with 4D representation of sights, like DeepMap.
On the other hand MultiMundus is the simplest described application and it only displays information about nearby sights.
One aspect that is also very important focuses over the capabilities of mobile device, that are very limited, and that none of the described systems take as a main concern. CATIS works on every mobile platform, because it's a web-service based system. On the other hand, the use of a web-browser in a mobile phone is slow (parsing HTTP plus a SOAP header is a very expensive processing task to a mobile device) and imposes some restrictions, so it's preferable to use a standalone application, even though it forces the creation of different applications to every mobile operating system.
PSiS Mobile
PSiS [11] is a tour planning support, it aims to define and adapt a visit plan combining, in a tour, the most adequate tourism products, namely interesting places to visit, attractions, restaurants and accommodations, according to the tourists specific profile (which includes interests, personal values, wishes, constraints and disabilities) and available transportation system between different locations. To ensure a good visit plan, working schedules as well as transportation schedules are considered.
The system gathers knowledge about the tourist's profiles, creating groups and stereotypes with specific interests and features, allowing characteristic inheritance. Tourists travel history is stored, which leads to accumulated knowledge about personal profiles. This knowledge, together with tourist stereotypes offers a mean of learning about general and specific interests of tourists. Also, it is possible for the tourist, to provide feedback on accomplished tours.
Currently, PSiS only interacts with tourists through a web application accessible only from a browser, but it's indispensable to have a tool to assist tourists "on the field". Thus, we are studying and developing a mobile tool to be integrated in the PSiS project, called PSiS Mobile. This tool also takes into account the tourist current context and nearby sights context.
In a preliminary phase, PSIS Mobile will be limited to data from the city of Porto, Portugal. But it will be designed so that no data or user restrictions are imposed. It is composed by two pieces, the server-side and the mobile client. All the main information like user profiles, history and similarity values, is compiled on the server. In other words, all the recommendation aspects are on the server, since it classifies sights with a rate to that specific user. There is a complete database with all information about points of interest in a certain city/region, and a complete portfolio of users as well as their visit history.
The mobile client is a very important piece in all system, because it interacts with the user. With a PDA, the user can see his generated route and provide information about his context with this the system can offer a more effective recommendation about places to visit and can do the re-planning of the original visit, in real time. The system interacts with the user providing information about nearby sights to see, these points of interest are recommended according to user profile and context; Shows trip planning for current day, that can be re-arranged according to current context, for example, if tourist is behind schedule a planning algorithm is executed to do a re-plan; Shows favorite sights stored on the system. With PDA we know user's current context, i.e. its location, day/time information and traveling speed. And with this information we can get even more information, for example, we can know what is the weather forecast for that location at that moment, to refine the recommendation (to not suggest outdoor spaces to visit). With traveling speed, planning can be made more effective, taking that speed and calculate the time that takes to get from one to another point of interest. Besides the already mentioned information, on or behind schedule.
Our mobile application will manage some basic recommendation routines only. What we mean with this is that it will not classify (or rate) points of interest, but only show the results to the user. For example, if a user likes Chinese food, certainly a Chinese restaurant has a higher classification value according to the user preferences (might not happen if classification is given using collaborative filtering, since the restaurant might have a negative classification by similar users).
Our mobile client will show the points of interest, for that user and for a specific category, ordered by classification (downward; higher classification appears first). After visiting some points of interest, the user can provide feedback about the visited place.
A possible use case can be defined like this: a tourist registers on PSiS using the web application, defines his profile (demographic information), and requests a recommendation for a trip that has two days, in a specific city. After that, the tourist loads the generated information into the mobile application. The mobile device connects to the system, for example via Wi-Fi or USB, and receives the needed data to client application. Now, the mobile application has all the information about the places to visit that match the user profile. With this context-aware information we can suggest more effectively points of interest to visit, and re-plan the initially generated trip. Besides, the user can inform the system if whether or not he liked a suggested point of interest.
When the user is going to see a point of interest, the application will show detailed information about it. With this, the tourist knows more about what he is going to see, for example, the history of a museum.
We also want to implement Augmented Reality in our system, meaning that the user will have the options of pointing the PDA to the point of interest direction and access to its detailed information. These details will include information like pictures of the point of interest in other seasons of the year (i.e., covered in snow). This application will offer built-in social networking too, so the user can share his pictures with the community in a matter of seconds. Despite all the features to be implemented in our application, we want a smooth and easy to understand interface to the user. To facilitate navigation throughout the application it is essential that the number of clicks between various features is kept at the minimum.
To conclude, we want to make a real application that really helps people on seeing what they expect to see, or going where they like. It is important to develop an optimized communication mechanism to ensure that a tourist does not waste too much time just to gather the necessary information.
The following topics will describe each aspect of the application.
Communication Protocol
It is clear that current mobile devices still have several limitations compared to traditional computers. It was under those limitations that a question emerged: which is the best way to exchange information between the server and mobile client, in order to minimize the limitations?
To answer this question, we performed a case study. This case study involves the transmission of points of interest present in the servers' database into the mobile device. These points of interest are subsequently written in the mobile local database.
A HTC Hero with Android 1.5 was used to run the client application, and a normal notebook was used as server to perform this test. Both were connected to the same Wi-Fi network, with a speed of 54 Mbps.
To examine what is the best method to perform the actual transmission, we use six metrics: duration of the entire process (server request, data reception, deserialization and record of data on local database); average CPU load; memory used; total bytes sent; and total bytes received.
There are several ways to accomplish the exchange of information between a server and its clients. In this case, we focused in two of the most used exchange protocols: Java Socket API and HTTP (REST, REpresentational State Transfer WebServices). The other types of WebServices were left out because they are too heavy for a mobile environment, i.e. they have bigger headers than the other two previously mentioned methods, thus increasing the amount of traffic used and, with this, lowering battery life.
Sockets
When thinking of exchanging information quickly, we think about raw Sockets. This was the first approach tested. We drew up a communication system with sockets and then we tested it. After choosing the communication protocol, it was necessary to define the information structure in order for the two parties in action to "understand" each other, were we use XML files.
With this system we were able to reduce message sizes. This is because there aren't either any headers (e.g. HTTP and SOAP headers). However, this system poses several problems in the management of sockets. Besides the apparent need to specify a hard-coded and very inflexible communication protocol, raw sockets also need further implementation for error detection and transaction control.
Thus we can conclude that although, in theory, this approach seems to be perfect, in practice it has proved to be a failure. This implementation proved to be error prone and slower than other existent approaches. Doing the math of cost over benefit between this approach and HTTP, it is concluded that the gains of transferred Kb's between the two points the sockets, do not outweigh the associated disadvantages.
HTTP
HTTP is one of today's most popular client-server communication protocols. Being a relatively old and widely used protocol, the errors that were found using raw sockets, no longer emerged with this protocol.
The only downside to the previously described raw socket communication protocol is the size of the data frames sent and received. This happens because the HTTP header is added to the data we are sending and receiving.
The size of the header along with the ACK packages sent and received to validate the transaction of information varies between 6% and 10% of the total file size to be transferred. For example, for a file with 1.875 Mb of size, the client receives 2.048 Mb (9% more than the size of the original file).
As this protocol supports the transfer of various types of files, we chose to test the exchange of data structured in three different formats:
 XML, because it is one of the most popular formats used to store and exchange information in a structured and hierarchical way. In this scenario we used three different XML parsers: DOM, SAX and PULL. The first was chosen because it is one of the most used. Finally, the last two claim to be fastest to do the parsing of XML files;  JSON, which represents a lightweight alternative to XML;  ProtocolBuffers, which is a format for serialization/deserialization developed by Google. In particular, it was designed to be faster than XML so the primary purpose of Protocol Buffers is to facilitate network communication focusing on simplicity and performance.
Results
To ensure more accurate results, we made not one but four different types of tests regarding the exchange of information. The first test consisted of sending information about only one point of interest. The second test consisted in sending 250 points of interest at once. In the third test, were sent all the 461 points of interest present in the database. Finally, a more thorough test was made, consisting in the transmission of four times, all the points of interest. In this paper we will present results in the form of charts, where there is a chart for each metric, but for only one of the test scenarios, the third test. This is because the results were identical in all the test scenarios. The only exception was the fourth test, where all the methods, except HTTP with ProtocolBuffers and HTTP with SAX Parser, gave an "Out of Memory" error due to the PDA lack of memory. With this, we can see that mobile need special considerations regarding memory usage by the client application, and we must have attention to details even if they seem insignificant. As can been seen from the charts, ProtocolBuffers with HTTP was the fastest and lightest way to exchange information between the server and mobile client.
It was concluded early in this study that raw sockets were left behind due to the little advantage that they actually bring, compared to the HTTP protocol. Also, raw sockets are much more complex and hard to work with. It's like reinventing the wheel when it already exists. On the other hand, HTTP is reliable and is able to perform error handling. This is the chosen method for the implementation of PSiS Mobile.
Therefore, and starting with XML, the study showed that after all it isn't so slow to parse a XML file. This method is only slightly behind the others regarding file size, since it includes multiple tags.
Then, and as expected in this field, JSON occupies less space. It is one of its main objectives. However, it demonstrates to be slower than the best XML parser's.
It is noteworthy that DOM is definitely the slowest and most complex to work with method. The SAX ends up having a performance at all similar to ProtocolBuffers, which proved to be the lightest of all and the fastest in all tests. That is, these two are, according to our tests, the best. SAX is overtaken by Protocol Buffers when it comes to speed, thus we conclude that ProtocolBuffers is the best serialization method to be used along with the HTTP Protocol.
System Architecture
For the PSiS mobile application we will use an Android device, chosen for two reasons. First, Android is an open platform, and secondly there are nowadays more and more Android devices on the market. Besides, the perspective of growth for the next few years is very good, because it's an open source system, and nowadays more and more mobile phone companies are adopting this OS (Operating System) in their Smartphone's, expanding this OS to the entire world.
In our case scenario we have Microsoft server side technology, and all the recommendation system is working under .NET framework. The database, that is present in the same physical server, is implemented on SQL Server 2008.
At user side, we have a PDA running the Android OS. The problem is that Android uses Java technology. So, there are two different modules, implemented with different technologies that need to communicate. Another issue is the low RAM memory capacity: only 288MB for the whole system, so we need to be very careful with the mobile application development. On the other hand, this PDA is equipped with HSDPA/WCDMA interface that allows up to 2 Mbps up-link and 7.2 Mbps downlinks speeds.
But, if we want to conserve battery power and decrease latency on these devices, we want to stay off the "radio" as long as possible, download as few bytes as possible and avoid time consuming data parsing routines, since they consume too much battery power. So, we must have a balance between usability and features, and performance.
There are many considerations at the mobile application tier, including data availability, communication with middleware, local resource utilization, and local data storage. In addition, many business factors need to be considered.
Since we have two different technologies communicating with each other, and the base system is already implemented, we must create a middleware that bridges communications between these two technologies. This means that the mobile middleware will play a crucial role on the system. Some of the important features of the middleware include security, data synchronization, device management, and the necessary support for multiple devices.
When extending an application onto mobile devices, the challenges mentioned in the previous section need to be effectively addressed. The architecture needs to consider components that work in tandem to address these challenges.
Because this will be an occasionally connected application (Smart client), a temporary database is used on the mobile device to permit access to parts of the data without constant traffic consumption over the network, and to allow the application to work without internet connection (with multiple limitations, like no access to new points of interest and recommendations).
First of all, after requesting a recommendation for a trip, all the necessary data is transferred from the server and stored on the mobile device. We find this to be necessary, because of the low Internet speed rates on mobile phones and its possible unavailability. When we say necessary data, we mean, the information of all the nearby points of interest that will be on the planning schedule, and other points of interest nearby the first ones. This approach is useful if the tourist wants to re-plan the schedule in real time.
All the collected data, photos, user context and others will be stored on the device, to then be sent to the server. Figure 1 can be summarized saying that:  The existent system will does not need to be changed;
 The middleware application is a component that will reside on the server side and will be developed on .NET Framework, with directives to permit the communication between the existing system and the mobile application;
 The mobile application runs on Android devices and is used to capture/send data from/to the field. The application also has a synchronization component to synchronize the handheld data with the server database;
 Internet connection is used to retrieve/update itinerary information, sites information and personal preferences. Data is uploaded and downloaded automatically without user intervention.
PSiS Mobile will be prepared to preferentially use the mobile device Wi-Fi connection, because it has much less latency than a 3G connection.
Conclusion
We have introduced the main concerns present in the development of a mobile application in a client-server environment, as well as a state of the art in tourism mobile recommendation applications. Until now several applications were developed, but they have important limitations and most of them do not account for the multiple restrictions of mobile devices, thus lacking a solid implementation to be used in the real world. We present a case study to find out which is the fastest and lightest way to exchange information between a server and a mobile client and we describe the PSiS Mobile architecture, and in the future, we will evolve further by exploring new technologies and possibilities. Although mobile devices have many constraints, we want to provide a good user experience, giving tourists a fast and user friendly tool including context-aware adaption, a route planning system, augmented reality and built-in social networking features, to provide the user with important and significant details about what he is seeing or is about to see.
