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ABSTRAKT 
Restaurace a pivnice Pivní burza, je první svého typu na českém trhu. Pivnice funguje 
na principu burzy, kde je cena piva pohyblivá a se zvyšující se poptávkou po jednom 
produktu, se v reálném čase mění i cena nabídky produktů ostatních. Zákazník vývoj 
cen a svoji vlastní objednávku sleduje a realizuje na dotykovém panelu, umístěném na 
stolech v restauraci. Bakalářské práce je zaměřena na analýzu současného stavu, vlastní 
návrh řešení databáze pro tento podnik a návrhy na možná vylepšení do budoucna.  
 
ABSTRACT 
Restaurant and pub Pivní burza is first of its kind on Czech market. The Pub operates on 
the principle of exchange (organized market), where the price of beer is floating and 
with increasing demand for one product, price of the other products is changing in real 
time. Customer can monitor the price developments and realize an order on the touch 
panel, which is located on the restaurant tables. Thesis is focused on the analysis of the 
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 Poslední roky restauracím a hlavně pivnicím ubývají zákazníci, tudíž je na podnikatele 
a hospodské vyvíjen tlak, který má za následek různorodost podniků, rozšiřování 
nabídky a pokusy nalákat zákazníky na netradiční koncepce a nabízené služby. V 
poslední době jsou mezi zákazníky velmi oblíbené tzv. ochutnávkové a zážitkové 
pivnice nebo restaurace, které nabízí nějakou zajímavou, nebo neobvyklou službu.  
Restaurace a pivnice Pivní burza, se zaměřila na tu sortu zákazníků, kteří si rádi 
posedí s přáteli a celý večer pojmou stylem hry a obchodu. V naší republice zcela 
jedinečný typ podniku, kde pivnice funguje na principu burzy. Zákazník svoji 
objednávku nápoje realizuje pomocí dotykového panelu, umístěného na stole. V 
reálném čase může na panelu sledovat ceny jednotlivého nápoje a jejich vývoj, v 
závislosti na poptávce všech nabízených produktů.  
Pivnice je na trhu prvním rokem. Je ve fázi testování a tudíž je pochopitelné, že 
na všech náležitostech a detailech se ještě pracuje a neustále se vylepšují již zavedené 
postupy. Úkolem bakalářské práce je zaměřit se na návrh databáze podniku, která řeší 
objednávky, evidování a efektivní řízení skladových zásob restaurace a návrhy pro 












CÍL A METODIKA PRÁCE 
Cílem této bakalářské práce je navrhnout databázi pro restauraci a pivnici Pivní burza 
fungující na principu burzy, kde jsou ceny nápojů proměnné a závisí na objednávkách 
zákazníků. Databáze by měla tvořit logickou strukturu pro ukládání objednávek nápojů 
a jídel a pro sledování skladových zásob restaurace. 
V první části se budu věnovat teoretickým východiskům, které bylo potřeba 
pochopit pro analýzu současného stavu a samotnou realizaci databáze. Z těchto 
teoretických poznatků budu po celou dobu práce čerpat. Další částí bude analýza 
současného stavu podniku. Zaměřím se na princip fungování Pivní burzy, její 
hardwarové a softwarové vybavení. Třetí část se týká vlastního návrhu databáze, 
realizace ukládání a provádění objednávek nápojů a jídel. Pokusím se nastínit možné 
budoucí změny a vylepšení, pro efektivnější chod podniku.  Poslední částí práce bude 
vyhodnocení v kapitole závěr, kde si celý projekt shrneme a zhodnotíme naplnění 














1 TEORETICKÁ VÝCHODISKA 
V této části bakalářské práce se budu zabývat teorií ohledně databází, jazyka SQL a 
databázových systémů. Z počátku si vysvětlíme, co jsou to vlastně databáze, jejich 
historický vývoj, podíváme se na databázové modely a vysvětlíme si pojmy spjaté 
s databázemi. Seznámíme se s teorií, která bude následně využita pro realizaci vlastního 
návrhu. Nakonec si povíme něco o systému využívaném podnikem, aplikačních 
serverech a třívrstvé architektuře. 
 
1.1 Databáze 
Pojem databáze můžeme chápat jako soubor uspořádaných či neuspořádaných dat, které 
jsou uloženy v nějakém určitém centrálním místě, v dnešní moderní době na nějakém 
médiu nebo v digitální podobě.[3] 
 
1.1.1 Historie databází 
Za prvopočátky databází se dají uvažovat kartotéky např. u lékaře, kde jsou data 
setříděna abecedně, nebo podle jiných kritérií. Dalším typickým příkladem listové 
databáze můžeme uvažovat knihovnu, kde jsou knihy setříděny také podle abecedy, 
žánru, spisovatele. Jedná se tedy o nějaký shluk organizovaných dat, který má ale 
bohužel několik nevýhod.  
Největší nevýhodou je samotné vyhledávání dat v obsáhlé databázi, kde s 
rostoucím počtem dat, roste i čas, který potřebujeme k vyhledání požadované 
informace. Dalším problémem je bezpochyby organizace samotných dat, kdy jsou tyto 
databáze umístěny převážně na jednom místě a nelze s nimi tedy operovat odjinud v 
reálném čase.  
Proto se objevil požadavek na obměnu těchto papírových databází a převedení 
jejich zpracování na stroje. Poprvé se tedy v roce 1890 využili stroje ke sčítání lidu v 
USA, kde data byla uložena na děrném štítku. Zpracování nashromážděných dat 
probíhalo na elektromechanických strojích. Tyto stroje se nadále používali ještě zhruba 
půl století.  
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Při rychlejším rozvoji počítačů v 50. letech 20. století, bylo zjištěno, že 
dosavadní strojový kód procesoru, který byl užívaný pro databázové úlohy, je již 
neefektivní. Tento fakt zapříčinil vznik samostatného vyššího programovacího jazyku 
COBOL, který byl po dlouhou dobu standardem.  
Vývoj šel kupředu mílovými kroky a po síťových a hierarchických modelech, 
přišel model relační, který dá se říct, oba tyto modely propojoval. S jazykem SQL 
(Structured Query Language) se setkáváme v roce 1974. Jazyk byl uváděn ještě pod 
svým dřívějším jménem SEQUEL. Poprvé byl použit v laboratořích IBM a od té doby 
se jazyk začal celosvětově rozšiřovat.[2] 
 
1.1.2 Základní databázové pojmy 
 
 Entita – Základní stavební jednotka databáze. Jedná se o nějaký objekt reálného 
světa, který se dá popsat určitými charakteristikami a vlastnostmi (např. televize, 
počítač, stůl atd.) [3] 
 
 Atribut – Takto se nazývají charakteristiky entit, je to vlastně popis (např. 
název, hmotnost, barva atd.) [5] 
 
 Vazby mezi entitami – Představují logické vztahy mezi entitami, vyjadřuje se 
slovesem. Důležité je i stanovení charakteru vazby (kardinality). Kardinalita 
popisuje vztah mezi výskyty záznamů svázaných entit. Může být následující: 
 
o N:M 
 N výskytů v první entitě je svázáno s M výskyty ve druhé entitě 
 Neexistuje tu žádné omezení, jako příklad se dá uvažovat situace 
studujícího studenta na vysoké škole, kdy si zapíše student 
několik předmětů, ale zároveň ten předmět může být zapsán 






 jeden výskyt v první entitě je svázán s M výskyty ve druhé entitě 
 Příkladem může být vlastník automobilu. Jeden člověk může 
vlastnit několik automobilů, ale jeden automobil může být napsán 
pouze na jednoho majitele. [3;8] 
o 1:1 
 jeden výskyt v první entitě je provázán s jedním výskytem v 
entitě druhé 
 Jako příklad této vazby můžeme uvést občanský průkaz. Jeden 
člověk (občan ČR) může vlastnit pouze jeden platný občanský 
průkaz a zároveň jeden průkaz nemůže být zapsán pro více lidí 
[3;8] 
 
 Databázový model – Vznikl hlavně jako prostředek pro popis databáze. 
Z hlediska způsobu ukládání dat se dělí na základní typy. 
 
o Hierarchický model – jeden z prvních zavedených modelů, který 
databázi uvažuje jako stromovou strukturu, kde každý záznam 
představuje uzel ve stromové struktuře. „Založen na modelování 
hierarchie mezi entitami se vztahy podřízenosti a nadřízenosti.“[3]. Při 
hledání dat v databázi, se musí užít navigace přes záznamy směrem na 
potomka. Nevýhodou zmíněného modelu je složité vkládání a mazání 
dat. [14] 
 




o Síťový model – Dá se říci, že síťový model je takový zobecněný 
hierarchický model, doplněný o několikanásobné vztahy, kterým se říká 
sety. Tyto sety slouží k propojování záznamů stejného, nebo různého 
typu. Spojení může být realizováno na jeden či více záznamů. „Uzly 
v grafu odpovídají entitám a orientované hrany definují vztahy mezi 
entitami“[3]. Mezi nevýhody patří obtížná změna celé struktury modelu 
a jeho celková nepružnost. [14] 
 
 
Obrázek č. 2: Síťový model (zdroj: [14]) 
 
o Relační model – Poté co se ukázaly předcházející databázové modely 
nedostačující, v roce 1970 popsal Edgar F. Codd relační model, který má 
jednoduchou strukturu. Data jsou organizovaná v tabulkách, ve kterých 
se zároveň provádějí veškeré databázové operace. Dodnes je tento model 
používaným standardem. [14] 
 
Obrázek č. 3: Relační model (zdroj: [14]) 
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1.1.3 Relační databáze a základní pojmy 
Základním pojmem relační databáze je relace. Relace je vlastně databázová tabulka, 
skládající se z řádků a sloupců. Sloupce reprezentují jednotlivé vlastnosti dané entity 
(její atributy). Řádky poté jednotlivé záznamy tabulky. Soubor takovýchto relací 
(tabulek) tvoří celou databázi. Jelikož je tabulka základním prvkem a stavebním 
kamenem databáze, je nesmírně důležité, celou tabulku správně navrhnout. Pozdější 
změny databázového schématu nepřichází moc v úvahu a velmi tvrdě zasahují do 
celého chodu databáze.[1; 16] 
 
 Datový typ -  Každý sloupec v tabulce má svůj datový typ. Ten jednoznačně 
určuje, o jaký typ dat se bude jednat (celé číslo, text, znak, datum). [3] 
 
 Kandidátní klíč – množina atributů relace s těmito vlastnostmi 
o Je jednoznačná, neexistují dva stejné záznamy, které mají stejné 
hodnoty. 
o Je minimální, nedělitelná, pro její úplnost nelze nic vypustit, aniž 
bychom porušili pravidlo 1 
o V relaci může být vice kandidátních klíčů, ze kterých se následně vybírá 
jeden primární [1] 
 
 Primární klíč – Jeden z kandidátních klíčů 
 Cizí klíč – Atribut s následujícími vlastnostmi 
o „Každá hodnota je buď zadaná, nebo nezadaná 
o Existuje jiná relace s takovým primárním klíčem, že každá zadaná 
hodnota cizího klíče je identická s hodnotou primárního klíče nějaké      








 Normalizace – vždy je nutné provést dekompozici do vhodnějšího tvaru. Při 
této dekompozici musí zůstat bezztrátovost při zpětném spojení, Musí být 
zachovány všechny závislosti a musí být odstraněno opakovaní informací 
v záznamech (redundance). Této dekompozici se říká normalizace a řídí se podle 
určitých pravidel (normálních forem). Existuje několik normálních forem. [1] 
 
o 1. Normální forma 
„Relace je v první normální formě, pokud jsou všechny její atributy 
definovány nad skalárními obory hodnot (doménami)“ [1] 
Definicí se rozumí, že všechny atributy entity musí být v zásadě 
jednoduché, nesmí být vícehodnotové, např. rozdělení adresy na číslo 
popisné, PSČ, město. [1] 
o 2. Normální forma 
„Relace je ve druhé normální formě, pokud je v první normální formě a 
navíc všechny její atributy jsou závislé na celém kandidátním 
(primárním) klíči.“ [1] 
Z tohoto faktu vyplývá, že 2. Normální formou se budeme zabývat pouze 
v případě složeného primárního klíče. [15] 
o 3. Normální forma 
„Relace je ve třetí normální formě, pokud je ve druhé normální formě a 
navíc všechny její neklíčové atributy jsou vzájemně nezávislé.“ [1] 
 
 
Obrázek č. 4: Normální formy (zdroj: [11]) 
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1.2 Jazyk SQL 
 
Jedná se o standardizovaný, strukturovaný dotazovací jazyk (SQL – Structured Query 
Language), který pracuje s relačními databázemi. Je přímým nástupcem jazyka Sequel. 
Je určený pro manipulaci, správu a organizovaní dat v databázi. Důležité je ale nicméně 
poznamenat, že i přes to že je jazyk SQL primárně používán u relačních databází, 
neexistuje žádné pravidlo, které by říkalo, že každá databáze, která pracuje a rozumí 
SQL, by musela být relační a naopak.[1; 3] 
 
1.2.1 Základní datové typy v SQL 
Datový typ se v SQL uvádí v definici sloupce tabulky. Jedná se o jednoznačné určení 
druhu nebo významu hodnot, které může proměnná nebo konstanta nabývat. Ukažme si 
pár základních používaných datových typů v jazyce SQL. 
 
 INTEGER (INT) - Celá čísla v délce až 11 číslic (včetně znaménka).  
 FLOAT(x) - Čísla v pohyblivé řádové čárce.  
 DECIMAL(m,n) – desetinné číslo, m- počet platných číslic, n – počet 
desetinných míst. 
 CHAR(n) - Znakové řetězce v délce n znaků.  
 VARCHAR(n) - Umožňuje používat řetězců proměnné délky. Dovoluje ukládat 
řetězce různé délky v jednotlivých řádcích. Stanovuje se horní maximálně    
možná délka řetězce. Jinak podobně jako u CHAR(n)    
 DATE- Datum ve formátu dle nastavení: yyyy/mm/dd. 
 TIMESTAMP - Stejně jako datum plus hodina, minuta, vteřina a zlomek 







1.2.2 Základní dotazy SQL jazyka 
Nyní si ukážeme nějaké příklady základních dotazů a příkazů v jazyce SQL 
 
1.2.2.1 CREATE 
Příkaz CREATE  slouží k vytvoření relace (tabulky), databáze, pohledu atd.  
 Syntaxe – uvedeme si syntaxi příkazu pro vytvoření tabulky 
CREATE TABLE <název tabulky> (  
<název proměnné> <datový typ (jeho velikost)> , 
<název proměnné> <datový typ (jeho velikost)> 
) 
 Příklad – jako příklad si uvedeme vytvoření tabulky „adresa“, která 
bude obsahovat informace o názvu ulice, číslu popisném, městě a 
poštovním směrovacím čísle. [3] 
 
CREATE TABLE adresa ( id_adresa INT PRIMARY KEY,  
ulice Varchar(80), 
cislo_popisne INT(6),  
město Varchar(30),  
psc Numeric(5,0) 








Příkazem INSERT vložíme do databázové tabulky jeden či více záznamů.  
 Syntaxe 




INSERT INTO <název tabulky> [(sloupec1, sloupec2, sloupec3)] 
Values (hodnota1, hodnota2, hodnota3) 
V prvním případě se do tabulky ukládají data postupně, sloupec po  
sloupci, přičemž v druhém případě jsou vybrány sloupce, do kterých se 
budou data ukládat a nezadané sloupce se naplní implicitní hodnotou. [3] 
 
 Příklad – jako příklad si uvedeme vkládání do tabulky adresa oběma 
způsoby 
 









Příkazem Update můžeme záznam v tabulce upravit. Umožňuje úpravu sloupců. 
Upravované sloupce se dají zvolit pomocí upravujících podmínek WHERE a sloupce se 
nastavují pomocí příkazu SET [3] 
 Syntaxe 





Update adresa set psc=64209 WHERE ulice=’Úzká‘ 
U tohoto příkladu se změní psc z 61200 na námi požadované 64209 u  
těch záznamů, u kterých je název ulice „Úzká“. 
1.2.2.4 SELECT 
Příkaz SELECT je základním dotazem pro výběr dat (množiny dat) z tabulek databáze. 
 Syntaxe 
Select <název sloupce> from <název tabulky> WHERE <podmínka> 
or 




SELECT ulice FROM adresa WHERE psc=64209 
or 
SELECT * FROM adresa WHERE psc=64209 
U prvního případu dotaz vypíše názvy ulic, které se nachází v tabulce 
adresa a jejich psc=64209. Druhý příklad nám vypíše veškeré informace 
o nalezených záznamech z tabulky adresa a s poštovním směrovacím 
číslem 64209. 
Dotaz SELECT se dá různě upravovat pomocí doplňujících podmínek, 
agregačních funkcí, dá se seřadit podle abecedy, dají se provádět vnořené dotazy, ale ty 






1.3 Microsoft SQL Server 
SQL Server je relační databázový systém vyvinutý společností Microsoft. Je to 
softwarový produkt primárně určený k ukládání a získávání potřebných dat pro ostatní 
aplikace, které tato data vyžadují. Po nainstalování softwaru se z počítače stane 
databázový server. Na takovém serveru může být nainstalováno několik instancí, které 
běží nezávisle a může na nich být provozováno vícero databází. [2; 4] 
Pro realizaci své práce jsem využíval SQL Server 2012 ve verzi Express. Jako 
vývojové prostředí byl využit sdílený produkt SQL Server Management Studio (SSMS) 
dodávaný také bezplatně. 
 
 









1.3.1 Databázové funkce v MS SQL 
Většina funkcí je stejná nebo podobná jako v ostatních databázových systémech, někdy 
pouze s pozměněnou syntaxí. Uvedeme si některé nástroje a funkce, které byly využity 
pro vypracování bakalářské práce.  
 
1.3.1.1 Triggery 
Databázový trigger (spoušť) je nástroj pro automatické spuštění nějakého příkazu, na 
základě nějaké události, např. modifikace záznamu v tabulce. Triggery můžeme 
pomyslně rozdělit na tzv. before triggery a after triggery. Toto rozdělení je závislé na 
tom, pro jakou událost a kdy se trigger spustí. „Můžeme mít trigger, který se vykoná, 
pokud nějakou hodnotu ve sloupci budeme přidávat, modifikovat a, nebo mazat. U všech 
těchto tří akcí můžeme v některých systémech specifikovat, zdali se trigger vyvolá před 
vlastním příkazem, nebo až po vlastním příkazu. Odtud pojmy before triggery a after 
triggery.“ [2; 16] 
 Příklady 
„Pokud bychom v tabulce PLATY chtěli automaticky odstranit záznam 
pracovníka, jehož záznam v tabulce LIDÉ mažeme, pak takový trigger bude 
vypadat následovně: 
 
CREATE TRIGGER aktualizuj_platy 
ON lidé 
FOR DELETE 
AS DELETE FROM platy 
  WHERE platy.osoba_id = lidé_id 
Když pak v databázovém systému dojde ke smazání zaměstnance číslo 12 v 






Vezměme si opačný příklad. Do naší firmy nastoupí nový zaměstnanec, my pro 
něj založíme nový záznam v tabulce LIDÉ a budeme chtít, aby se automaticky 
vytvořil záznam v tabulce PLATY s hodnotou nějaké minimální mzdy, např. 
4000. Trigger zapíšeme takto:“ [16] 
 
CREATE TRIGGER plat_noveho_zam 
ON lidé 
FOR INSERT 
AS INSERT INTO platy VALUES (lide_id, 4000)  
 
1.3.1.2 Proměnné  
Proměnná je lokální databázový objekt, což znamená, že k ní můžeme přistupovat 
pouze z místa, pro které je proměnná nadefinovaná. Např. pro proceduru, trigger, nebo 
prostý kód. Proměnná může nabývat právě jedné hodnoty, jednoho datového typu. 
Proměnnou musíme před použitím deklarovat. To se provádí následovně. [2] 
Declare @promenna int 
Proměnné se často užívají např. jako čítače pro průchod cyklem nebo pro 
uložení vrácené hodnoty z procedury. Pro nastavení hodnoty proměnné používáme 
příkaz „SET“. [2;4] 
SET @promenna = 150 
 
1.3.1.3 Cyklus while 
Cykly se užívají pro několikanásobně provádění stejných dotazů. Můžou se využívat 
např. pro postupné aritmetické úkony, pro procházení většího množství dat, vlastní 
představivosti pro užití se meze nekladou. Cykly jsou velmi užitečným nástrojem pro 
programátory. Cyklus While v SQL jazyku je tvořen podmínkou trvání cyklu, která je 
většinou tvořena nějakou proměnnou. Do doby než podmínka přestane platit, se cyklus 




Declare @id = INT 
Declare @cislo INT 
Set @id = 0 
Set @cislo = 2 
 
While @id < 3 
Begin 
@cislo = @cislo*@cislo 




Takto definovaný cyklus nám spočítá třetí mocninu čísla 2. Po posledním 















1.3.1.4 Uložené procedury 
Jsou to databázové objekty, fyzicky uložené v databázi. Můžeme s nimi tedy operovat 
stejně jako s ostatními objekty. Jsou jasně funkčně odděleny od svého okolí a přes svůj 
interface komunikují s ostatními moduly programu.  Mohou obsahovat vlastní 
proměnné. Tyto proměnné jsou lokální, což znamená, že nejsou viditelné z ostatních 
částí programu.  
 Procedury se hojně využívají v těch částech programu, které jsou složité a 
několikrát se opakují a znovu vypisují. Jednoduše vytvoříme proceduru, která bude 
dotaz vykonávat po každém zavolání funkce. Procedura se volá svým jménem. 
K proceduře se chováme jako k databázovému objektu, čili s ní jde manipulovat stejně 
jako třeba s triggerem, či tabulkou. Lze jí vytvořit, smazat, upravovat, vše dle 
dotazovacího jazyka. [2,4]  
Na jednoduchém názorném příkladu si ukážeme, jak se procedura deklaruje a jak se 
volá. 
CREATE PROCEDURE vypis_zamestnance (@id_zamestnance)  
AS BEGIN 
                  SELECT jmeno, prijmeni from zamestnanci where   
    id_zamestnance=@id_zamestnance 
END 
EXECUTE vypis_zamestnane 4 
go 
 
1.4 Aplikační server 
Aplikační server je server, určený pro provozování nějaké sdílené aplikace. Jedná se 
vlastně o platformu na bázi softwaru, zajišťující základní služby pro provoz samotných 
aplikací. Aplikační server je z pravidla součástí třívrstvé architektury, ve které se stará o 
chod vlastních aplikací, zejména o business logiku. [9] 
1.4.1 JBoss 
Je divize společnosti Red Hat a také open source aplikační server, který funguje na 
J2EE platformě, sloužící pro vývoj a nasazení podnikových Java aplikací, webových 
aplikací a služeb. 
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1.5 Třívrstvá architektura 
Je jedním z typů architektury informačních systémů. Je rozdělen logicky na 3 vrstvy, 
které určují, co bude dostupné a viditelné pro uživatele (prezentační vrstva) a to co se 
děje na straně serveru, na jeho pozadí (datová a aplikační vrstva). 
 Prezentační vrstva – část viditelná uživatelem, která zároveň zajištuje 
uživatelské vstupy a prezentaci výsledků. Vrstva je závislá na platformě 
(Windows aplikace, Android, Linux). Pro různá zařízení může být tedy různá. 
[10] 
 Aplikační vrstva – Je to prostřední vrstva architektury, která zajištuje různé 
operace a výpočty, předávané mezi vstupně-výstupními požadavky a daty. Jedná 
se vlastně o aplikační server. [10] 
 Datová vrstva – Poslední a nejnižší vrstvou architektury je datová vrstva, nebo 
také databázová. Zajištuje práci s daty a databázové operace jako např. agregaci, 
integritu a audit dat a ukládání dat do databáze. [10] 
 
 




2 ANALÝZA SOUČASNÉHO STAVU 
V této části bakalářské práce se budu zabývat základními informacemi o firmě, 
analýzou současného stavu databáze podniku, popisem hardwarového a softwarového 
vybavení firmy, pochopení stávajícího fungování a zhodnocení celkového stavu 
databáze. Tato fakta mi poslouží v další části práce při navrhování vlastního řešení jako 
podklad. 
 
2.1 Základní údaje o firmě 
Pivnice a restaurace Pivní burza byla otevřena v březnu roku 2014 dvěma společníky, 
Jakubem Seďou a Pavlem Binderem.  
Název společnosti: SEBIN CATERING, s.r.o. 
IČ: 02439280 
Sídlo: Veveří 52/21, 602 00 Brno 
 






2.2 Vybavení provozovny 
Přímo v pivnici se nachází 16 stolů vyrobených speciálně na zakázku. 15 z nich je 
opatřeno interaktivním dotykovým displejem, pomocí kterého se realizují objednávky 
nápojů. Poslední stůl je delší, než všechny ostatní a nacházejí se na něm dotykové 
panely dva.  
 
2.2.1 Hardwarové vybavení 
V této části se podíváme na hardwarové vybavení provozovny, zaměříme se především 
na speciální stoly s dotykovými panely, miniaturní počítače obsluhující stůl a také na 
server, ke kterému jsou všechny počítače připojeny a na němž jsou data 
zaznamenávána. 
 
2.5.1.1 Stoly v provozovně a jejich vybavení 
Jak již bylo řečeno, v prostorech pivnice se nachází celkově 16 stolů, které jsou 
obsluhovány pomocí dotykových panelů. 
 Dotykové panely 
Každý stůl je vybaven dotykovým panelem s tvrzeným sklem, které je odolné 
proti nárazům i proti vodě. Odpadá tak možnost rozbití přístroje zákazníkem, 
např. v případě rozlití nápoje.  
 
 Počítače obsluhující jednotlivé stoly 
V každém stole, který je obsluhován pomocí dotykového displeje, je zabudován 
miniaturní počítač Rapsberry Pi (model B) o velikosti platební karty, 
s uspokojujícím výkonem pro využití v provozu. Jeden počítač vždy obsluhuje 






 Rappsberry Pi (model B) 
Mini počítač o velikostech 8,6cm  x 5,34cm  x 1,7cm (Délka, Šířka,Výška), 
který je osazen procesorem o taktu 700 MHz, Pamětí RAM o velikosti 512 
MB, s výstupy na klávesnici, myš a ostatní standardní periferie, které jsou 
používány u stolních PC. Obsahuje dva USB porty, HDMI výstup a 
SD/MMC/SDIO paměťový slot, který slouží zároveň jako jediné datové 
úložiště.  
 




V kanceláři se nachází jeden počítač, blíže nespecifikovaných hardwarových parametrů. 
Který slouží pro zpracovávání a ukládání dat do databáze. Je to hlavní úložiště dat 
celého podniku. Ukládají se zde veškerá data z provozu a zaznamenávají se aktuální i 





2.2.2 Softwarové vybavení  
Nyní se podíváme na softwarové vybavení počítačů v provozu a serveru v kanceláři. 
 Počítače v provozu 
Počítače Rapsberry Pi, které jsou u stolů, podporují operační systémy 
Android a Debian, což je linuxová distribuce. Na počítačích je nainstalován 
operační systém Android verze 4.0, který kvalitně a dostatečně obstarává 
chod a umožňuje grafické zobrazení nabídky nápojů. 
 
 
Obrázek č. 9: Grafické provedení aplikace běžící na dotykovém panelu (zdroj: [13]) 
 
 Server 
Na počítači, je nainstalován aplikační server JBoss, který zajištuje základní 
služby sdílené aplikace, která poté běží na všech počítačích v provozu. Všechna 
data posbíraná za chodu aplikace jsou posílána na server, kde jsou zpracována a 





2.3 Princip fungování burzy 
Celý systém Pivní burzy funguje vlastně na vcelku jednoduchém principu, který se 
odvíjí od určitých proměnných. Tyto proměnné tvoří startovací cena, nastavená marže 
podniku a hodnota tzv. indexu změny. Každý den je v nabídce pivní burzy minimálně 8 
piv, které se po vytočení obměňují za jiné. 
 
2.3.1 Startovací cena 
Před začátkem každé směny, se nastavuje startovací cena. Tato cena je součtem cen 
všech nápojů, které budou ten den nabízeny, plus marže, kterou má podnik na každém 
nápoji nasazenou. Samozřejmě za předpokladu, že se každý den nabídka obměňuje a 
nejsou na čepu tedy stále ta stejná piva. Startovací cena se mění v závislosti na nákupní 
ceně daného nápoje a na nasazené marži. 
 
2.3.2 Index změny 
Indexem změny se rozumí hodnota, kterou si opět nastaví majitelé každý den a volí dle 
aktuálně nabízených nápojů. Po objednání jednoho nápoje, se vynásobí počet 
zbývajících piv aktuálně na čepu (tedy v drtivé většině 7) s hodnotou indexu změny a o 
výslednou hodnotu se zvedne cena u daného objednaného nápoje. Od aktuálních cen 
všech ostatních nápojů se následně odečte právě hodnota indexu změny.  
 V následující tabulce uvádím příklad výpočtu cen na burze v běžném provozu 
při zadání objednávky na nápoj číslo 1. Uvažujme tedy index změny kupříkladu 








Tabulka č. 1: Pohyb cen nápojů při objednávce (zdroj: Vlastní zpracování) 
Nápoj  Aktuální cena  Nápoj  Cena po objednávce  Změna 
1.  28,-  1.  30,17,-  (7x0,31,-) 
2.  29,15,-  2.  28,84,-  0,31,- 
3.  26,-  3.  25,69,-  0,31,- 
4.  31,57,-  4.  31,26,-  0,31,- 
5.  29,03,-  5.  28,72,-  0,31,- 
6.  33,-  6.  32,69,-  0,31,- 
7.  31,25,-  7.  30,94,-  0,31,- 
8.  26,33,-  8.  26,02,-  0,31,- 















3 VLASTNÍ NÁVRH ŘEŠENÍ 
Ve třetí části bakalářské práce se budu zabývat návrhem vlastního možného řešení. 
Úkolem bylo vytvořit databázi, která by vyhovovala situaci v současném provozu 
v restauraci. Na základě analýzy současného stavu, kde jsme se seznámili s chodem 
celého provozovaného systému, jsem vytvořil návrh databáze. Hlavním cílem nebylo 
vytvořit kompletní podnikový systém založený na stylu všeobecně známých pokladních 
systémů, ale zaměřit se na určité části databáze, zejména uchovávání historických a 
analytických dat přímo z provozu a řízení skladových zásob potravin.  
Pro realizaci projektu byl využíván relační, databázový a analytický systém SQL 
Server 2012 od společnosti Microsoft a jeho sdílený nástroj SQL Server Management 
Studio. K realizaci samotné databáze, jsem využil vědomosti nabyté při studiu na 
fakultě a především ze zmíněných teoretických východisek. 
  
3.1 Požadavky na databázi 
Oproti stávajícímu systému, který pracuje na pokladním systému, jsem si jako hlavní cíl 
zvolil uchovávat historická data, ze kterých by mohla společnost čerpat ve svém 
zdokonalování a upevnění pozice na trhu. Ve stávajícím modelu, nemá např. uživatel 
možnost průběžně sledovat stav svých objednávek, což je dle mého názoru na škodu. 
Databáze by dále měla být jednoduchá, srozumitelná a snadno obsluhovatelná.  
Při kladeném důrazu na uchovávání historických dat, se v některých případech 
nepodařilo splnit pro všechny tabulky normální formy, ale to v tomto případě nehraje až 
tak zásadní roli. 
 Databáze má uchovávat údaje o nabízených nápojích, od názvu nápoje, výrobce, 
až po jejich ceny. Aktuální cena pro nápoje, jak již bylo několikrát zmíněno, se v našem 
případě neustále mění, tudíž chceme sledovat i její vývoj v čase, ať už během jednoho 
dne, týdne, nebo jiného časového úseku. Dále potřebujeme zaznamenávat data o jídle, 




3.2 Logické rozvržení databáze 
Celá databáze se skládá z 12 logicky relačně propojených entit, se kterým se dá snadno 
porozumět. V následujících řádcích všechny tabulky popíšu a vysvětlím jejich účel a 
přínos celé databázi. 
 
3.2.1 Tabulka výrobců nápojů 
Mnoho nápojů, ať už alkoholický, či nealkoholický je vyráběno různými výrobci a 
pivovary. Využijeme tzv. číselníku pro uchovávání názvů těchto výrobců pro 
přehlednější práci s daty. V našem případě se jedná pouze o nápoje alkoholické a to 
pivo. Budeme tedy potřebovat pouze atribut „název“, ve kterém uchováme informaci o 
názvu výrobce (např. Starobrno, Pilsner Urquell atd.) 
 
3.2.2 Tabulka nápojů 
Již máme informace o výrobci nápoje. Dále potřebujeme znát přesný druh výrobku, 
který budeme následně nabízet. Každý výrobce nabízí více druhů výrobků (např. 
Starobrno nabízí druhy piva s názvy: Drak, Medium, Tradiční atd.). Dále budeme 
uchovávat údaje o stupňovitosti piva, objemu sudu, ve kterém budeme nápoj kupovat a 
nákupní cenu za tuto položku, která je důležitou součástí celé logiky prodeje, na kterém 
je postavena pivnice Pivní burza.  
Zároveň budou v této tabulce uchovávána analytická, historická data o vývoji 
cen v podobě dnešního a historického minima a maxima. Tato data by mohla být sice 
ukládána v tabulce s historií objednávek, ke které se dostaneme později, ale pro 
přehlednost a rychlost databáze jsem se rozhodl umístit tato data do této tabulky. 






3.2.3 Tabulka skladových zásob nápojů 
Po delším uvažování jsem se rozhodl oddělit skladové zásoby nápojů a skladu pro 
potraviny a to na základě skutečnosti, že každou z těchto částí restaurace, má na starost 
jiná, k tomu pověřená osoba. Také se mi takové rozdělení zdá přehlednější a jednodušší 
pro správu.  
 V relaci skladu nápojů tedy budeme uchovávat pouze množství jednotlivých 
nápojů, které jsou aktuálně k dispozici pro případné vyměnění za jiný nápoj, který je 
zrovna v ten den určený do provozu. Díky této informaci se může podnik v budoucnu 
vyvarovat situace nedostatku určitého nápoje, přebytku skladových zásob, nebo včasné 
doplnění tohoto zboží na sklad.   
 
3.2.4 Tabulka jídel 
Tuto tabulku můžeme uvažovat jako takový jídelní lístek, ve kterém jsou uložena 
veškerá restaurací nabízená jídla. Atributy jsou pouze dva a to název daného pokrmu a 
jeho cena, vycházející z nákupních cen surovin, použitých pro jeho výrobu. 
 
3.2.5 Tabulka surovin 
Zde jsou uchovávány veškeré suroviny, které restaurace používá pro vaření jídel. Budou 
zde ukládány informace o názvu suroviny a hlavně o měrné jednotce, se kterou budou 
kuchaři a správce skladu potravin operovat. Měrné jednotky jsou buď kus (ks), kilogram 
(kg) nebo litr (l). 
 
3.2.6 Spojovací tabulka ingrediencí potřebných k přípravě jídla 
Jelikož z teorie víme, že vztahy mezi entitami a správná kardinalita vztahů je jednou ze 
základů kvalitní a dobře navržené databáze, tak dokážeme určit vztah mezi tabulkou 
jídel a surovin. Tento vztah je označován jako „N:M“ a tudíž musíme vytvořit speciální 
spojovací tabulku, která nám pomůže ve zjednodušení a správné funkčnosti. 
 Tato tabulka obsahuje cizí klíče z obou dvou zmíněných tabulek, v případě 
tabulky jídla je to atribut „id_jidlo“ a v případě tabulky surovin „id_surovina“. Následně 
je ještě uveden atribut „množství“, který nám udává, jaké množství určité suroviny, je 
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potřeba pro uvaření jedné porce nabízeného jídla. Tento atribut nám pomůže sledovat a 
řídit efektivně skladové zásoby a zamezí tvorbě nadbytku, zbytečného vyhazování 
potravin, nebo naopak jejich nedostatku. 
 
3.2.7 Tabulka sklad surovin 
Jak již bylo zmíněno výše, tato tabulka uchovává informace o skladových zásobách 
potravin, pro efektivní řízení kuchyně. Čím lépe jsou tyto zásoby organizovány, tím je i 
zákonitě vyšší výnosnost podniku. 
  
3.2.8 Tabulka zaměstnanec 
Dostáváme se k části, kde už jsou ukládána data jako objednávky jídel a nápojů. 
Předtím je ale důležité definovat relaci zaměstnance.  
 Spíše než pro vedení zaměstnanecké agendy podniku, je tato databáze zamýšlena 
něco trochu jako pokladní systém a proto jsou v této tabulce uloženy pouze data o 
jménech zaměstnanců a jejich kontaktních informacích v podobě telefonního čísla. 
Na place jsou obvykle dva až tři číšníci, kteří objednané nápoje a jídla roznáší. 
Atributy jména a příjmení mohou být následně využita pro tisk účtenky.  
 
3.2.9 Tabulka zákazník 
Zákazník jakožto nejdůležitější částí podnikání v oblasti pohostinství, je přímo napojen 
na zaměstnance. Každému zákazníkovi je přiřazen právě jeden zaměstnanec, který ho 
bude po celý večer obsluhovat. Zákazník je také přiřazen ke svému stolu, od kterého 
bude provádět objednávky pomocí dotykového panelu. 
 
3.2.10 Tabulka objednávky nápoje 
Jelikož hlavní myšlenkou pivnice Pivní burza je obchodování s nápoji, jsou také tabulky 
objednávek rozděleny na objednávku nápojů a objednávku jídel. První zmíněná tabulka 
uchovává informace o tom, co si objednal zákazník za nápoj. Pro pozdější sledování 
vlastní útraty a přehledu o celkové konzumaci, se u každé objednávky uchovává datum 
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a čas objednání. Tento atribut se dá např. využít pro časovou analýzu konzumace 
zákazníka. V jaký čas si objednával jaký nápoj a jaké měl intervaly mezi každým dalším 
objednaným.  
Posledním a vlastně nejdůležitějším atributem celé databáze, je cena 
objednaného nápoje. Ta se odvíjí od zmiňovaného systému, na kterém je celá pivnice 
založena. Dá se říci, že žádný nápoj nekoupíte vícekrát za stejnou cenu. Z historie 
objednávek se pak jednoduše dají dostat během pár sekund data o tom, za jakou cenu si 
zákazník svůj nápoje objednal.  
 
3.2.11 Tabulka objednávky jídla 
Tato relace v sobě bude uchovávat data o objednaném jídle každým zákazníkem, 
opět spolu s časem zadání objednávky. Databáze je navržená pouze pro burzovní 
obchodování s nápoji, tudíž pohyblivá cena jídla nebyla problémem k řešení. 
 
3.2.12 Tabulka s historií všech objednávek 
Úplně poslední tabulku celé databáze tvoří tabulka, která uchovává veškerá 
historická data o objednávkách nápojů a jídel dohromady. Z důvodu možné časté 
obměny jídelních lístků a nabídky piv je v tabulce i mimo identifikátoru jídla a pití, také 









3.3 Funkce databáze 
Zde popíšu různé funkční prvky databáze, jako např. systém uchovávání historických 
dat, ukládání průběžných cen nápojů a sledování jejich cenových extrémů, ať už 
minimálních, nebo maximálních. Pro potřeby sledování průběžných cen, historických 
údajů, průměrných cen a množství objednávaného zboží, nám bude sloužit databázový 
pohled, který si dále v kapitole popíšeme. 
 
3.3.1 Vytváření objednávky jídel a ukládání do historie objednávek 
Jelikož se v restauraci počítá s velkým množstvím objednávek jídel i nápojů, bude lepší 
po nějakém časovém intervalu tabulky s objednávkami promazat a začít od začátku. 
Toto opatření je zavedeno především z důvodu rychlosti a funkčnosti systému 
objednávek. Dohledávání dat v deseti tisících záznamech není totiž zrovna nejrychlejší. 
Byla by ovšem velká chyba a škoda tato data úplně zahodit. Objednávky tedy budou 
průběžně ukládány do tabulky s historií objednávek, se kterou můžeme následně 
kdykoli pracovat bez rizika zatížení běžného provozu pivnice. 
Při každém zadání objednávky jídla se spustí databázový trigger, který po 
vložení objednávky do tabulky „objednavka_jidlo“, spustí proces automatického 
vložení záznamu do tabulky s historií. Nemusíme se tedy o nic starat a databáze sama 
uchová historická data. Trigger si nyní ukážeme a stručně popíšeme. 
create trigger historie_objednavek_jidla on objednavka_jidlo 
after insert 
as begin 
declare @jidlo int 
declare @datum datetime 
declare @cena decimal(5,2) 
declare @obj_jidlo int 
declare @nazev varchar(100) 
 
 
set @jidlo= (select id_jidlo from inserted) 
set @cena= (Select cena from jidlo Where id_jidlo=@jidlo) 
set @datum= (select cas from inserted) 
set @obj_jidlo= (select id_objednavka_j from inserted) 
set @nazev = (select nazev from jidlo where id_jidlo=@jidlo) 
 





 Jedná se o tzv. after trigger, který se spouští až po provedení prvního dotazu a to 
vložení záznamu do tabulky s objednávkami. Uvnitř těla spouště jsou deklarované 
proměnné, se kterými budeme dále pracovat. Uložíme do nich potřebné informace a 
následně vložíme data z proměnných do nového záznamu tabulky „historie_objedavek“.  
První a druhý atribut tabulky s historií, jsou identifikátory jídla a pití. To 
znamená, že pokud vkládáme do databáze jídlo, vkládáme identifikátor pouze u prvního 
atributu. V případě identifikátoru nápoje vkládáme hodnotu NULL. Tímto docílíme 
jednoznačné identifikace při budoucím rozhodování, zdali se jednalo o nápoj nebo jídlo. 
Dále vkládáme název jídla, pouze pro upřesnění. Zřejmě by ho nebylo třeba, ale 
v případě změny tabulky s jídly, bychom se už nikdy nedověděli, o jaké jídlo se jednalo. 
Dále se ukládá datum a čas, kdy byla objednávka realizovaná a nakonec jeho cena. Tato 
tabulka s historickými cenami nám umožní si např. vypsat všechna objednaná jídla za 
měsíc březen, nejvíce prodávané jídlo v únoru a další. 
 
3.3.2 Řízení zásob surovin 
Každé restaurační zařízení, potřebuje kvalitní řízení skladových zásob. V projektu 
nastíním, jak by mohlo takové řízení pracovat.  
Během celého dne a i před každou objednávkou jídla, je zapotřebí kontrolovat, 
zdali je na skladu dostatek surovin k jeho uvaření. Tuto funkci v databázi plní uložená 
procedura „dostupnost_porci“. Po objednání daného jídla se samozřejmě ze skladu 
odečte příslušné množství surovin, které budou pro uvaření jídla potřeba. Tuto funkci 
zastává druhá uložená procedura „odecti_ze_skladu_surovin“. 
 
3.3.2.1 Procedura zjištující dostupnost porcí 
Procedura funguje na principu porovnávání ingrediencí na skladu, s potřebou pro 
uvaření určitého jídla. Vstupním parametrem funkce je proměnná obsahující 
identifikátor jídla „@jidlo“, díky které si určíme, pro jaké jídlo budeme kontrolovat 
dostupnost surovin. Výstupním parametrem je proměnná „pocet_porci“, která udává 
kolik porcí daného jídla je kuchař schopen uvařit v závislosti na skladových zásobách.   




Create procedure dostupnost_jidla (@jidlo int,@pocet_porci int OUTPUT)  
as begin 
 
declare @id int 
declare @zaklad decimal(8,4) 
declare @potreba decimal(8,4) 
declare @prom decimal(8,4) 
declare @max decimal(8,4) = 9999.9999 
 
 
set @id= (Select Count(id_sklad_s) From sklad_surovin) 
 
  while @id>=1 
   begin 
    if @id=(Select ss.id_surovina from sklad_surovin ss,  
     jidlo_surovina js, surovina s,  
     jidlo j  
     Where j.id_jidlo=js.id_jidlo  
     AND js.id_surovina=s.id_surovina  
     AND s.id_surovina=ss.id_surovina  
     AND ss.id_surovina = @id 
     AND js.id_jidlo=@jidlo) 
    begin 
       
  set @zaklad= (Select mnozstvi from    
      sklad_surovin  
     Where id_surovina=@id) 
 
  set @potreba= (Select mnozstvi from  
            jidlo_surovina  
      Where id_jidlo=@jidlo  
            AND id_surovina=@id) 
 
  set @prom = (@zaklad/@potreba) 
 
  if @prom < @max 
   begin 
    set @max = @prom 
   end 
    end 
 
  set @id= (@id-1) 
              end 




V cyklu, který prochází suroviny, porovnáváme, zdali je surovina potřebná pro 
uvaření daného jídla. Pokud ano, vydělíme množství zásob suroviny skladu, 
s množstvím potřebným pro uvaření jedné porce. Výsledek celé číslo, zaokrouhlené 
samozřejmě směrem dolů.  
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3.3.3 Procedura řízení zásob surovin 
Tato procedura má jako jediný vstupní parametr proměnnou s hodnotou identifikátoru 
tabulky jídlo „@jidlo“, dle kterého vyhledáme v databázi recept a od skladových zásob 
odečteme to množství, které bude potřeba pro uvaření tohoto pokrmu. Kód vypadá 
následně. 
create procedure odecti_ze_skladu_surovin (@jidlo int) 
as begin 
 declare @id int 
 
 set @id= (Select Count(id_sklad_s) From sklad_surovin) 
 
 while @id>=1 
  begin 
   if @id=(Select ss.id_surovina from sklad_surovin ss,  
     jidlo_surovina js, surovina s, jidlo j  
     Where j.id_jidlo=js.id_jidlo  
     AND js.id_surovina=s.id_surovina  
     AND s.id_surovina=ss.id_surovina  
     AND ss.id_surovina = @id 
     AND js.id_jidlo=@jidlo) 
    begin 
     update sklad_surovin set mnozstvi=(Select   
       ss.mnozstvi - js.mnozstvi AS mnozstvi  
           
             From sklad_surovin ss, 
jidlo_surovina js,  
           
             surovina s, jidlo j  
           
             Where j.id_jidlo=js.id_jidlo 
           AND 
js.id_surovina=s.id_surovina           
AND s.id_surovina=ss.id_surovina                     
AND ss.id_surovina=@id            
AND js.id_jidlo=@jidlo            ) 
           
         where id_surovina=@id 
    end 
   set @id= (@id-1) 
  end 
end 
Procedura funguje na podobném principu jako předchozí, s tím rozdílem že 
nevrací žádnou hodnotu, ale pouze odečte pomocí dotazu UPDATE ze skladu určené 




3.3.4 Vytváření objednávky nápojů a ukládání do historie objednávek 
Objednávky nápojů jsou realizovány velmi podobným způsobem jako objednávky jídla 
avšak s tím rozdílem, že cena se do objednávky bude vkládat přímo z aplikace a ne 
z tabulky, jak je tomu u předchozího příkladu. 
create trigger historie_objednavek_napoje on objednavka_napoj 
after insert 
as begin 
declare @napoj int 
declare @datum datetime 
declare @cena decimal(5,2) 
declare @obj_napoj int 
declare @nazev varchar(100) 
 
set @napoj= (select id_napoj from inserted) 
set @cena= (Select cena from inserted) 
set @datum= (select cas from inserted) 
set @obj_napoj= (select id_objednavka_n from inserted) 
set @nazev= (Select v.nazev+' '+n.nazev AS nazev from vyrobce v, napoj n    
       Where n.id_napoj=@napoj AND n.id_vyrobce=v.id_vyrobce)  
 




3.3.5 Systém ukládání denních a historických extrémů cen 
Pro analytické účely systému Pivní burzy, využíváme pohyblivou cenu piva. Aktuální 
cena piva není nikde v databázi uchovávána, z důvodu jejího neustálého kolísání. Tento 
výpočet bude probíhat centrálně v aplikaci restaurace. Při každé zadané objednávce, se 
aktuální cena uloží do tabulky s objednávkou nápoje pod atributem „cena“. Tato cena se 
poté porovná s denními a historickými cenami.  
 
3.3.5.1 Resetování denních extrémů cen 
Pro otevírací dobu do 24:00 nebylo potřeba vymýšlet složité resetování cen po konci 
směny. Bylo využito porovnávání data (resp. Pouze „dne“ odděleného od zbytku 
formátu datetime). Bylo využito následujícího kódu. 
if DATEDIFF(day, getdate(), @datum)>0 
   begin 
  update napoj set dnesni_min=100, dnesni_max=0 where id_napoj = @napoj     
   end 
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Funkce DATEDIFF v prvním atributu udává hodnotu „day“, který nám říká, že 
se budou porovnávat dny.  Následující dva atributy jsou „getDate()“ a nadefinovaná 
proměnná „@datum“. Tyto dva atributy udávají, jaká dvě data se budou porovnávat. 
Tento příkaz se provádí vždy při nové objednávce nápoje. Pokud tedy zákazník objedná 
nápoj po půlnoci, budou již denní extrémy cen nastaveny na hodnoty udané v kódu. Pro 
resetování každodenních extrémů jsou zvoleny hodnoty pro max=0 a min=100.  
Funkce DATEDIFF vrací datový typ INT, následně tedy provádíme porovnání, 
zdali jsou data rozdílná. Po porovnání dat např. deset minut po půlnoci, bude funkce 
DATEDIFF vracet hodnotu „1“ a provede se tělo podmínky, čili reset denních 
maximálních a minimálních cen.  
 
3.3.5.2 Porovnávání cen s denními a historickými extrémy 
Pro uchovávání historických a denních údajů o cenách nápojů se využívá tabulka 
„nápoj“, která obsahuje atributy „dnesni_max“ , „dnesni_min“ , „hist_max“ , 
„hist_min“. Tyto atributy se u každého nápoje kontrolují a popřípadě mění, po zadání 
objednávky na určený druh piva. Tato kontrola probíhá po každém zadání objednávky, 
jakýmkoli zákazníkem. Kontrola probíhá následujícím způsobem. 
if @cena>(select dnesni_max from napoj where id_napoj= @napoj) 
 begin 
  update napoj set dnesni_max=@cena where id_napoj = @napoj 
   
  if @cena>(select hist_max from napoj where id_napoj= @napoj) 
   begin 
    update napoj set hist_max=@cena where id_napoj =     
                          @napoj 
   end 
 end 
 
if @cena<(select dnesni_min from napoj where id_napoj= @napoj) 
 begin 
  update napoj set dnesni_min=@cena where id_napoj = @napoj 
   
  if @cena<(select hist_min from napoj where id_napoj= @napoj) 
   begin 
    update napoj set hist_min=@cena where id_napoj =   
                   @napoj 





 Nejdříve se v podmínce testuje, zdali je aktuální cena nápoje větší než dnešní 
maximální cena (atribut „dnesni_max“ z tabulky „napoj“). Pokud tomu tak opravdu je, 
dojde k updatu záznamu v tabulce „napoj“ u atributu „dnesni_max“. V té samé 
podmínce testujeme ještě, zdali není cena také zároveň historickým maximem. 
V případě že ano, opět se updatuje záznam příslušného nápoje v tabulce. 
 To stejné provedeme ještě pro dnešní minimum a popřípadě historické 
minimum. Tato data slouží jako ukázka zákazníkům. Na podobném principu funguje 
s největší pravděpodobností i současný systém restaurace. Na obrázku si ukážeme, jak 











3.4 Návrhy na možná vylepšení 
Princip a koncept fungování této pivnice a restaurace je velmi chytře vymyšlený a 
nabízí se ještě mnoho možných vylepšení stávajícího formátu. Jako zákazníkovi mi při 
návštěvě docela chyběla možnost zkontrolovat v rozhraní na dotykovém panelu, co 
jsem si vše během návštěvy podniku objednal. Podle slov majitelů se už ale touto 
problematikou zabývají a možná už ji i zavedli do provozu.  
Do systému by se mohla zavést např. časová analýza objednávaného sortimentu a 
popřípadě nabídnout zákazníkům pohled do statistik konzumace. Jaký den se vypije 
nejvíce jakého druhu piva, rychlost konzumace v závislosti na počtu objednaných 
nápojů atd. Další vylepšení by mohlo přijít pro efektivnější řízení skladových zásob, 
kde by nám systém mohl vybírat přednostně suroviny, které leží na skladě delší dobu a 
zaručili bychom tak neustálou čerstvost. Samozřejmě mám na mysli takové potraviny, 
které nepodléhají rychlé zkáze, jako je např. maso, zelenina atd.  
Asi hlavní možností vylepšení, která se podniku nabízí, je do systému burzovního 
obchodování implementovat i obchodování s pokrmy. Dle slov jednoho z majitelů je to 
pro podnik v stávající situaci nezvládnutelné, ale do budoucna bych o této teoretické 











Cílem bakalářské práce bylo navrhnout databázi pro pivnici a restauraci Pivní burza 
a následně návrh realizovat. Důraz měl být kladen na uchovávání informací o 
provedených objednávkách, denních i historických cen jednotlivých nápojů a archivace 
těchto dat, pro možné budoucí využití a analýzu. Dalším z úkolů, které jsem si vytyčil, 
bylo zpracovat zaznamenávání skladových zásob a jeho řízení.  
V první části jsme se seznámili s teoretickými východisky, které byly následně 
využity při samotné realizaci projektu. Druhá část se věnovala analýze současného 
stavu podniku, přičemž bylo cíleno na hardwarové a softwarové vybavení podniku. 
Bylo zjištěno, že vybavení provozovny je na vysoké úrovni a odpovídá potřebám 
projektu. Závěr kapitoly byl věnován principu fungování Pivní burzy a jejímu 
celkovému konceptu. 
Po zajištění veškerých potřebných informací a poznatků, jsem zpracoval návrh 
databáze využitelný v provozu, dle stanovených cílů, které jsem si zvolil. Jedním z cílů 
projektu bylo také navrhnout nějaká možná budoucí vylepšení pro databázi a tím 
vylepšit její efektivitu a funkčnost. Zároveň jsem se chtěl pouze okrajově pozastavit u 
samotného konceptu restaurace.  
Zadání a veškeré moje stanovené cíle bakalářské práce byly tedy dle výše 
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PŘÍLOHA Č. 1: ZDROJOVÝ KÓD SQL 
 
create table vyrobce( 
 id_vyrobce INT identity(1,1) primary key, 
 nazev varchar(100) not null 
) 
create table napoj( 
 id_napoj INT identity(1,1) primary key, 
 id_vyrobce INT foreign key references vyrobce(id_vyrobce) not null, 
 nazev varchar(50) not null, 
 stupnovitost tinyint not null, 
 objem_sudu tinyint not null, 
 nakupni_cena smallint not null, 
 dnesni_max decimal(5,2), 
 dnesni_min decimal(5,2), 
 hist_max decimal(5,2), 
 hist_min decimal(5,2) 
) 
create table sklad_napoju( 
 id_sklad_n INT identity(1,1) primary key, 
 id_napoj int foreign key references napoj(id_napoj) not null, 
 mnozstvi decimal(8,4) not null 
) 
create table zamestnanec( 
 id_zamestnanec int identity(1,1) primary key, 
 jmeno varchar(20) not null, 
 prijmeni varchar(30) not null, 
 tel varchar(15) not null 
) 
create table zakaznik( 
 id_zakaznik int identity(1,1) primary key, 
 id_zamestnanec int foreign key references zamestnanec(id_zamestnanec) not 
null, 
 stul tinyint not null 
) 
create table objednavka_napoj( 
 id_objednavka_n INT identity(1,1) primary key, 
 id_napoj int foreign key references napoj(id_napoj) not null, 
 id_zakaznik int foreign key references zakaznik(id_zakaznik) not null, 
 cena decimal(5,2) not null, 
 cas datetime not null 
) 
 
create table jidlo( 
 id_jidlo int identity(1,1) primary key, 
 nazev varchar(100) not null, 
 cena decimal(5,2) not null  
) 
create table surovina( 
 id_surovina int identity(1,1) primary key, 
 nazev varchar(100) not null, 
 jednotka varchar(3) NOT NULL CHECK (jednotka IN('ks', 'kg', 'l')) 
)  
create table sklad_surovin( 
 id_sklad_s int identity(1,1) primary key, 
 id_surovina int foreign key references surovina(id_surovina) not null, 






create table jidlo_surovina( 
 id_js int identity(1,1) primary key, 
 id_jidlo int foreign key references jidlo(id_jidlo) not null, 
 id_surovina int foreign key references surovina(id_surovina) not null, 
 mnozstvi decimal(8,4) not null 
) 
create table objednavka_jidlo( 
 id_objednavka_j int identity(1,1) primary key, 
 id_jidlo int foreign key references jidlo(id_jidlo) not null, 
 id_zakaznik int foreign key references zakaznik(id_zakaznik) not null, 
 cas datetime not null 
) 
create table historie_objednavek( 
 id_historie int identity(1,1) primary key, 
 id_jidlo int foreign key references jidlo(id_jidlo), 
 id_napoj int foreign key references napoj(id_napoj), 
 nazev varchar(100) not null, 
 datum_cas datetime not null, 




-----------------------------NAPLNENI CASTI DATABAZE-------------------------- 
 
Insert into jidlo values ('jídlo 1',200.00) 
Insert into zamestnanec values('Vilas','Pasr','424324234') 
Insert into zakaznik values (1,5) 
Insert into vyrobce values('Starobrno') 
Insert into napoj values (1,'medium',11,50,1350,0,100,0,100), 
(1,'drak',12,50,1550,0,100,0,100), (1,'tradiční',10,50,1150,0,100,0,100)  
 
 insert into surovina values('kren','kg'), 
  ('krkovice','kg'), 
  ('mleko','l') 
 
 
insert into sklad_surovin values(1,40.0000), (2,5.0000), (3,1.3000) 
 
Insert into jidlo_surovina values (1,1,2.0000) 
 




Insert into sklad_surovin values (4,20),(5,20),(6,20),(7,20),(8,20) 
 
Insert into jidlo values ('jídlo 2', 180.3) 
 
















------------Procedura pro odecteni zasob ze skladu---------------- 
 
 
if Object_ID('odecti_ze_skladu_surovin', 'P') IS NOT NULL 
drop procedure odecti_ze_skladu_surovin 
go 
 
create procedure odecti_ze_skladu_surovin (@jidlo int) 
as begin 
 declare @id int 
 
 set @id= (Select Count(id_sklad_s) From sklad_surovin) 
 
 while @id>=1 
  begin 
   if @id=(Select ss.id_surovina from sklad_surovin ss,  
     jidlo_surovina js, surovina s, jidlo j  
     Where j.id_jidlo=js.id_jidlo  
     AND js.id_surovina=s.id_surovina  
     AND s.id_surovina=ss.id_surovina  
     AND ss.id_surovina = @id 
     AND js.id_jidlo=@jidlo) 
    begin 
     update sklad_surovin set mnozstvi=(Select 
ss.mnozstvi - js.mnozstvi AS mnozstvi  
           
     From sklad_surovin ss, jidlo_surovina js,  
           
     surovina s, jidlo j  
           
     Where j.id_jidlo=js.id_jidlo  
           
     AND js.id_surovina=s.id_surovina  
           
     AND s.id_surovina=ss.id_surovina 
           
     AND ss.id_surovina=@id 
           
     AND js.id_jidlo=@jidlo 
           
     ) 
           
     where id_surovina=@id 
    end 
   set @id= (@id-1) 



















-------------------Procedura pro vypocitani dostupnych jidel--------------------- 
 
if Object_ID('dostupnost_jidla') IS NOT NULL 
drop procedure dostupnost_jidla 
go 
 
Create procedure dostupnost_jidla (@jidlo int,@pocet_porci int OUTPUT)  
as begin 
 
declare @id int 
declare @zaklad decimal(8,4) 
declare @potreba decimal(8,4) 
declare @prom decimal(8,4) 
declare @max decimal(8,4) = 9999.9999 
 
 
 set @id= (Select Count(id_sklad_s) From sklad_surovin) 
 
 while @id>=1 
  begin 
   if @id=(Select ss.id_surovina from sklad_surovin ss,  
     jidlo_surovina js, surovina s, jidlo j  
     Where j.id_jidlo=js.id_jidlo  
     AND js.id_surovina=s.id_surovina  
     AND s.id_surovina=ss.id_surovina  
     AND ss.id_surovina = @id 
     AND js.id_jidlo=@jidlo) 
    begin 
       
     set @zaklad= (Select mnozstvi from 
sklad_surovin Where id_surovina=@id) 
     set @potreba= (Select mnozstvi from 
jidlo_surovina Where id_jidlo=@jidlo AND id_surovina=@id) 
     set @prom = (@zaklad/@potreba) 
 
     if @prom < @max 
      begin 
       set @max = @prom 
      end 
    end 
 
   set @id= (@id-1) 
  end 





















------------Trigger pro vytvoreni zaznamu v historii po objednání jídla-------- 
create trigger historie_objednavek_jidla on objednavka_jidlo 
after insert 
as begin 
declare @jidlo int 
declare @datum datetime 
declare @cena decimal(5,2) 
declare @obj_jidlo int 
declare @nazev varchar(100) 
 
 
set @jidlo= (select id_jidlo from inserted) 
set @cena= (Select cena from jidlo Where id_jidlo=@jidlo) 
set @datum= (select cas from inserted) 
set @obj_jidlo= (select id_objednavka_j from inserted) 
set @nazev = (select nazev from jidlo where id_jidlo=@jidlo) 
 
insert into historie_objednavek Values(@jidlo,NULL,@nazev,@datum,@cena) 
 






-----------Trigger pro vytvoreni zaznamu v historii po objednání napoje--------  
 
create trigger historie_objednavek_napoje on objednavka_napoj 
after insert 
as begin 
declare @napoj int 
declare @datum datetime 
declare @cena decimal(5,2) 
declare @obj_napoj int 
declare @nazev varchar(100) 
 
set @napoj= (select id_napoj from inserted) 
set @cena= (Select cena from inserted) 
set @datum= (select cas from inserted) 
set @obj_napoj= (select id_objednavka_n from inserted) 
set @nazev= (Select v.nazev+' '+n.nazev AS nazev from vyrobce v, napoj n Where 
n.id_napoj=@napoj AND n.id_vyrobce=v.id_vyrobce)  
 
if DATEDIFF(day, getdate(), @datum)>0 
 begin 




if @cena>(select dnesni_max from napoj where id_napoj= @napoj) 
 begin 
  update napoj set dnesni_max=@cena where id_napoj = @napoj 
   
  if @cena>(select hist_max from napoj where id_napoj= @napoj) 
   begin 
    update napoj set hist_max=@cena where id_napoj = 
@napoj 
   end 
 end 
 




  update napoj set dnesni_min=@cena where id_napoj = @napoj 
   
  if @cena<(select hist_min from napoj where id_napoj= @napoj) 
   begin 
    update napoj set hist_min=@cena where id_napoj = 
@napoj 








-------------Test procedury poctu porci --------------- 
 
DECLARE @pocet_porci int 







----------------- Objednavka jidla ---------------- 
 
 
insert into objednavka_jidlo values (1,1,Getdate()) 
insert into objednavka_jidlo values (2,1,Getdate()) 
 
insert into objednavka_napoj values(2,1,20.53,Getdate()) 
 
insert into objednavka_napoj values(1,1,30.53,Getdate()) 
 
insert into objednavka_napoj values(1,1,21.53,'2015-07-01 23:07:02.767') 
insert into objednavka_napoj values(3,1,33.53,'2015-07-01 23:07:02.767') 
insert into objednavka_napoj values(2,1,140.53,'2015-08-01 23:07:02.767') 
insert into objednavka_napoj values(3,1,7.53,'2015-08-01 23:07:02.767') 

























id_vyrobce INT  PK AI 
nazev varchar 100  NOT NULL 
 




id_napoj INT  PK AI 
id_vyrobce INT  FK NOT NULL 
nazev varchar 50  NOT NULL 
stupnovitost tinyint   NOT NULL 
objem_sudu tinyint   NOT NULL 
nakupni_cena smallint   NOT NULL 
dnesni_max Decimal 5,2  NULL 
dnesni_min Decimal 5,2  NULL 
hist_max Decimal 5,2  NULL 
hist_min Decimal 5,2  NULL 
 




id_sklad_n INT  PK AI 
id_napoj INT  FK NOT NULL 
množství Decimal 8,4  NOT NULL 
 




id_zamestnanec INT  PK AI 
jmeno varchar 20  NOT NULL 
prijmeni varchar 30  NOT NULL 
telefon varchar 15  NOT NULL 
 




id_zakaznik INT  PK AI 
id_zamestnance INT  FK NOT NULL 








id_objednavka_n INT  PK AI 
id_napoj INT  FK NOT NULL 
id_zakaznik INT  FK NOT NULL 
cena decimal 5,2  NOT NULL 
cas datetime   NOT NULL 
 




id_jidlo INT  PK AI 
nazev varchar 100  NOT NULL 
cena Decimal 5,2  NOT NULL 
 




id_surovina INT  PK AI 
nazev varchar 100  NOT NULL 









id_sklad_s INT  PK AI 
id_surovina INT  FK NOT NULL 
mnozstvi decimal 8,4  NOT NULL 
 




id_js INT  PK AI 
id_jidlo INT  FK NOT NULL 
id_surovina INT  FK NOT NULL 
mnozstvi decimal 8,4  NOT NULL 
 




id_objednavka_j INT  PK AI 
id_jidla INT  FK NOT NULL 
id_zakaznik INT  FK NOT NULL 








id_historie INT  PK AI 
id_jidlo INT  FK NULL 
id_napoj INT  FK NULL 
nazev varchar 100  NOT NULL 
datum_cas datetime   NOT NULL 

















































PŘÍLOHA Č. 3: E-R DIAGRAM DATABÁZE 
 
 
