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ВВЕДЕНИЕ
На сегодняшний день существует  множество различных программных
продуктов  для  разработки  программного  обеспечения,  как  полностью
свободного  для  использования  с  открытым  исходным  кодом,  так  и
проприетарного,  для  использования  которого  пользователю  приходится
приобретать лицензию. Компании-разработчики каждый день предоставляют
все больше и больше потенциала пользователям в своих программах. В связи
с  этим,  память,  занимаемая  ими,  растет  в  быстром темпе,  а  также растет
время, требуемое на установку.
Обучение программированию на машинах с автономным  программным
обеспечением  становится  неудобным  в  ходе  интерактивного  обучения,  и
поэтому  предлагается  проводить  его  в  онлайн  системах,  способных
скомпилировать программный код, запустить программу на стороне сервера и
выдать результат ее выполнения, а также вести учет выполненных работ.
На текущий момент существует множество подобных систем, но ни одна
не позволяет в полной мере применять ее для обучения студентов. Все эти
системы могут только производить какую-либо работу с программным кодом,
будь  то  компиляция,  исполнение  или  выдача  результата,  но  для  обучения
программированию  вдобавок  необходим  список  определенных  для
выполнения студентом задач, а также рейтинг с оценками за их выполнение.
Данный подход к обучению программированию имеет свои достоинства
и недостатки.
Достоинства:
 Отсутствие  необходимости  устанавливать  то  или  иное
специализированное  программное  обеспечение,  ведь  для  работы
такой системы пользователю достаточно иметь браузер с выходом
в сеть Интернет;
 Задания могут выполняться в любое удобное для студента время в
любом удобном для него месте;
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 Студенту нет смысла переживать за свои работы, т.к. они все будут
храниться на сервере;
 Автоматизированная система оценивания работ, экономящая время
преподавателей;
 Недостатки:
 Система  не  позволит  подготовить  студента  к  нормальному
программированию  в  условиях  разработки  программного
обеспечения в больших компаниях;
В  настоящее  время  данный  метод  обучения  студентов
программированию распространен далеко не повсеместно, но развить его не
составит труда. Скорее всего, он не сможет полностью заменить нынешний
подход,  оставив  разработку  программного  обеспечения  в
специализированных  программных  продуктах  манерой  разработчиков,  но
может являться вводным для большинства начинающих студентов.
Целью данной  работы  является  разработка  онлайн  системы  обучения
программированию, в которой студент сможет написать программный код,
отправить его на компиляцию на сервер и получить выходные данные. Все
задания  будут  автоматически  оцениваться  системой  по  нескольким
критериям. В ходе анализа технического задания были определены основные
задачи:
 Изучить информацию о данной предметной области;
 Проанализировать существующие системы;
 Выбрать вариант реализации разрабатываемой системы;
 Поиск  возможного  решения  с  открытым  исходным  кодом  для
последующей доработки;
 Разработка пользовательского интерфейса, удовлетворяющего всем
требуемым функциям;
 Разработать клиентскую часть;
 Разработать серверную часть;
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1 Анализ предметной области
В  ходе  исследования  предметной  области  были  выделены  основные
функции,  которыми  должна  обладать  система.  Она  должна  обеспечивать
удобство  проведения  практических  занятий  во  время  лекций,  как  для
студента, так и для преподавателя, путем их интерактивного взаимодействия,
которое более подробно будет рассмотрено далее.
1.1 Возможности студента в системе
Вход в систему осуществляется со страницы аутентификации. Для входа
в систему используются логин и пароль, которые идентифицируют студента,
что позволяет связать с ним процесс выполнения заданий.
После выполнения входа студентом в систему, на странице появляется
окно с заданием и кнопкой, при нажатии на которую начнется выполнение
задания,  выбранного  преподавателем.  Если  преподаватель  не  установил
задание, кнопка будет неактивна. После нажатия на кнопку, студент попадает
в  свое  рабочее  пространство.  Рабочее  пространство  содержит:  окно  с
заданием;  таймер  обратного  отсчета  времени,  отведенного  на  выполнение
задания; окно редактирования программного кода; окно, для ввода входных
данных для программы;  окно вывода  выполнения программы или ошибки
компиляции,  если  таковые  возникли;  кнопка  отправки  задания  на
компиляцию  и  выполнение  на  стороне  сервера;  кнопка  завершения
выполнения задания; кнопка отказа от выполнения задания.
По  истечении  таймера  обратного  отсчета  появится  модальное  окно,
информирующее студента о завершении времени на выполнение задания, и
система  перенаправит  его  на  начальное  окно  ожидания  выдачи  задания.
Время,  выделенное  на  задание,  указывается  преподавателем  отдельно  на
каждую задачу, в зависимости от ее сложности.
Окно  редактирования  программного  кода  выполнено  с  подсветкой
синтаксиса  языка  программирования.  В  окне  может  содержаться  шаблон
кода, прикрепленный к выполняемому заданию.
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Окно исходных данных, окно вывода программы, кнопка компиляции и
выполнения  задания,  при  нажатии  на  которую  результат  компиляции  и
выполнения программы отобразится в окне вывода программы,  необходимы
студенту для тестирования работоспособности программы. Данная процедура
может повторяться многократно до завершения отладки программы или до
истечения времени, отведенного на выполнение задания.
Если студент  уверен,  что задание выполнено правильно,  он нажимает
кнопку завершения задания. После этого выдается модальное сообщение о
завершении  задании  с  указанием  правильности  его  выполнения,  закрыв
которое  система  автоматически  переводит  студента  в  окно  ожидания
следующего задания. 
Находясь в окне ожидания задания,  студент может выйти из системы,
нажав кнопку выхода. 
В  ходе  работы  студента  ведется  журнал,  в  котором  фиксируется  ход
выполнения заданий.
1.2 Возможности преподавателя в системе
Преподаватель в системе имеет свое  рабочее  пространство,  в котором
ему предоставляется доступ к списку задач в виде заголовков, включающих
номер задания и его название. Все задачи хранятся на сервере в базе данных.
Выбрав  задачу  из  списка,  открывается  ее  условие,  шаблон  кода,
предоставляемый  студентам,  время,  отведенное  на  выполнение  данной
задачи,  а  также кнопка запуска задания на выполнение студентами.  После
нажатия на кнопку для студентов открывается доступ к получению задания, а
у преподавателя отображается окно текущей задачи с запущенным таймером
обратного  отсчета,  кнопкой  экстренного  обнуления  таймера  и  кнопкой
демонстрации правильного решения данной задачи.
После обнуления таймера выдается сообщение в виде модального окна о
том,  что  время  на  выполнение  задачи  истекло,  и  преподаватель  вновь
возвращается к выбору задач для возможного продолжения процесса. 
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Создание  заданий  в  базе  данных  и  регистрация  пользователей
осуществляется  с  помощью интерфейса  доступного  преподавателю  из  его
рабочего пространства. Данный подход избавит от использования сторонних
СУБД для редактирования базы данных.
В ходе работы преподавателя ведется журнал, в который записывается
выдача заданий и вариант их завершения, что обеспечивает дополнительный
контроль  учебного  процесса.  Просмотреть  данный  журнал  преподаватель
может в любой момент из своего рабочего пространства.
1.3 Обработка действий пользователя
Действия, выполняемые преподавателем и студентами, обрабатываются
системой, которая реализуется на основе веб-сервера, развернутого на 
компьютере преподавателя. Процессы системы можно разбить на две группы:
 Процессы, поддерживающие работу преподавателя.
 Процессы, поддерживающие работу студента.
1.4 Поддержка работы студента
Является основной и наиболее трудоемкой задачей сервера, поскольку
самый затратный процесс, процесс компиляции, проходит на стороне сервера.
При запуске задания на выполнение система формирует запись в базе
данных  содержащую  идентификатор  студента,  задачи  и  время  получения
задания. 
При отправке решения на компиляцию формируется новая запись об
успешности  компиляции,  содержащая  идентификатор  студента,  задачи  и
переменную, отвечающую за успешность компиляция программы. Подробная
информация о результатах компиляции отправляется на страницу студента. 
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При отказе от выполнения задания, пришедшего от студента, система
формирует соответствующую запись в базе данных и передает клиенту окно
ожидания следующего задания.
В случае получения сигнала о завершении задания система прогоняет
полученную  программу  с  тестовыми  данными  преподавателя,  сравнивая
каждый раз  результат работы с  эталонным результатом.  При прохождении
всех  тестов  формируется  информация  об  успешном прохождении задания,
которая  передается  студенту.  Если  хотя  бы  один  из  тестов  не  проходит,
студент получает информацию о неудаче. Результаты тестирования заносятся
в базу данных студента и могут в дальнейшем использоваться для анализа и
получения  статистических  данных.  После  отображения  сообщения  о
результате  завершения  в  модальном  окне  сервер  переводит  клиента  в
состояние ожидания следующего задания.
1.5 Поддержка работы преподавателя
При  выборе  задания  преподавателем  сервер  передает  на
соответствующее  рабочее  место  список  заданий  и  их  описания.  Выбор
задания  сопровождается  порождением  и  выдачей  на  рабочее  место
преподавателя окна с условием задания и запущенным таймером обратного
отчета.  Сервер  принимает  сигнал  о  запуске  таймера  на  странице
преподавателя и дублирует его на странице студента. При обнулении таймера
сервер  перенаправляет  пользователей  на  их  первоначальные  страницы,  у
студента это страница ожидания задания, а у преподавателя страница выбора
задания из списка. 
При  создании  задания,  сервер  осуществляет  связь  с  базой  данных  и
вносит в нее новый элемент.
Ведение журнала о действиях преподавателя осуществляется сервером,
через связь с базой данных и занесении в нее отчетов о его действиях.
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1.6 Анализ существующих решений
1.6.1 Инструментальные средства, поддерживающие онлайн 
компиляцию и выполнение
Из  существующих  ИС  было  выделено  несколько  решений,
удовлетворяющих  требованиям.  В их число входят:  C++  Shell,  Compiler
Explorer,  Coding  Ground,  Ideone  и Sonnylab.  Основными  условиями  для
выбора  ИС  служат:  эргономичный  пользовательский  интерфейс  и
функционал,  полностью  соответствующий  поставленной  задаче.  Для
реализации нашей цели, ИС должна обладать следующим набором функций:
текстовое  поле  для  ввода  программного  кода,  предпочтительно  с
использованием  подсветки  синтаксиса;  окно,  предназначенное  для  ввода
исходных  данных  для  программы;  окно,  предназначенное  для  вывода
выполнения  программы,  или  возникших  в  процессе  компиляции
программного  кода  ошибок;  а  также  окно  для  отображения  поставленной
перед студентом задачи, которую требуется выполнить по заданию.
Приступим к рассмотрению предложенных ИС:
Первым в очереди стоит C++ Shell [2].  Функционал данного веб-сервиса
идеально  подходит  для  выполнения  поставленных  целей  с  помощью
доработки.  Он  имеет  простой  и  понятный  интерфейс  с  окном  ввода
программного кода, выбора опций компиляции, таких как стандарт языка C+
+,  уровень  оповещения  ошибок  и  предупреждений  во  время  компиляции,
уровня  оптимизации  кода  и  выбора  типа  ввода  исходных  данных,  что
позволяет выбрать режима: текстовый ввод перед выполнением программы и
интерактивный,  в  стиле  терминала  Unix-подобных  систем,  что  допускает
поэтапно  вводить  требуемые  программой  данные;  вывода  о  процессе.
Единственным  минусом  данного  сервиса  является  то,  что  он  является
системой  без  открытого  исходного  кода,  поэтому  он  не  подходит  для
реализации поставленных целей.
Следующим  является  Compiler Explorer [3].  Интерфейс  данного  веб-
приложения  покажется  очень  неудобным  большинству  студентов,  а  также
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некоторым опытным программистам. Но нельзя не отметить расширенный
функционал  сервиса.  Помимо  стандартного  поля  для  ввода  кода,  сервис
предлагает также большой выбор компиляторов для различных архитектур
для компиляции вашего программного кода, и, в дополнение к этому, окно
для  вывода  программного  кода  на  языке  ассемблер,  что  позволяет  с
легкостью перевести написанный код.
Нельзя  оставить  без  внимания  и  веб-приложение  Coding Ground [4],
который предлагает огромный выбор языков, и при этом имеющий довольно
простой  и  понятный  интерфейс.  Также  на  сайте  есть  поиск,  где  каждый
может  найти  любую  интересующую  его  информацию.  Вдобавок,  сервис
предлагает обучающий материал по любому языку для начинающих. Что же
касается  интересующего  нас  языка  C++,  то  сервис  предлагает  поистине
большой  функционал.  В  него  входят  такие  возможности,  как:  создание  и
компиляция полномасштабных проектов, которые могут содержать несколько
файлов, и нельзя не сказать, что это является большим плюсом для тех, кто
хочет  вести  разработку  в  онлайн  среде,  без  использования  стационарных
средств  разработки;  эмулятор  терминала  для  ввода  и  вывода  данных  в
процессе выполнения программы, а также функции настройки внешнего вида
и возможность поделиться написанным кодом в сети Интернет.
Неплохой  функционал  для  написания  программ  предоставляет  такой
сервис, как  Ideone [5]. Он обладает необходимыми опциями, реализующими
поставленные  цели,  такими как:  подсветка  синтаксиса  и  все  необходимые
окна,  описанные в  анализе  предметной области.  Также позволяет  выбрать
один из более 40 языков программирования.  Но, как и  C++  Shell является
системой  без  открытого  исходного  кода,  поэтому  для  выполнения
поставленных целей он тоже не подходит.
Единственной  из  рассмотренных  ИС  с  открытым  исходным  кодом
является веб-приложение от компании Sonnylab [6]. Оно полностью отвечает
нашим требованиям, таким как: подсветка синтаксиса, все необходимые окна
для  ввода  исходного  текста  и  вывода  компиляции  или  выполнения
программы.  Окно  для  ввода  программного  кода  имеет  также  функцию
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нумерации строк, что способствует удобству при редактировании и отладке
исходного кода. Все окна поддерживают опцию изменения размера, что также
способствует удобству и настройке внешнего вида сервиса под свои нужды.
Минусом  данного  веб-приложения  является  невозможность
использования  в  качестве  обучения,  ввиду  отсутствия  необходимого
функционала.
На основе проведенного анализа, было принято решение взять за основу
серверной  составляющей  тестовый  сервер  ИС  от  компании  «Sonnylab»,
реализованный  на  программной  платформе  Node.js,  с  последующим
расширением функционала  и  доработкой.  Тестовый сервер  необходим для
демонстрации работоспособности клиентской части ИС.
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2  Архитектура разработанной системы
2.1 Общая архитектура приложения
Система реализована в виде трехуровневой архитектурной модели.
Рисунок 2.1.1 – Структура веб-приложения
Слой клиента – та часть приложения, которая доступна пользователю.
Он  должен  иметь  понятный  и  интуитивный  интерфейс.  Главной  задачей
является обеспечение пользователю доступа к функционалу разрабатываемой
системы. Работа слоя осуществляется в среде любого веб-браузера.
Слой логики – то, что скрыто от пользователя. Отвечает за корректную
работу  системы,  обрабатывает  запросы  от  пользователя,  связывает  слой
клиента и слой данных. Релизован в виде веб-сервера.
Слой данных – предназначен для хранения информации,  необходимой
для корректной работы системы. Реализован в виде БД.
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2.2 Средства разработки
Для  разработки  клиентской  части  системы  были  использованы  язык
разметки  HTML5[7] и формальный язык описания внешнего вида  CSS3 [8].
Использование  данных  средств  разработки  сделает  страницы  системы
визуально приятными, и в то же время довольно легковесными, что ускорит
обработку и загрузку страниц веб-браузером.
Для разработки  тестовой  серверной части была выбрана программная
платформа  Node.js [9].  Она  обеспечивает  высокую  производительность
системы и простоту реализации серверной части.
В  качестве  СУБД  используется  SQLite [10]  –  это  компактная
встраиваемая  реляционная  база  данных.  Имеет  открытый  исходный  код,
высокую производительность и надежность, но уступает в функциональности
другим  подобным  реляционным  базам  данных.   В  Node.js имеются
встроенные  модули  для  работы  с  данной  базой  данных,  что  сделает
взаимодействии с сервером в разы проще.
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2.3 Описание прецедентов
Все  пользователи  системы  делятся  на  две  категории:  студент  и
преподаватель.  Это  необходимое  разграничение  для  разделения  прав  для
сокрытия  части  прецедентов  от  студента  во  избежание  непредвиденных
ситуаций, в которых студент может как-либо навредить системе.
Диаграмма  на  рисунке  2.3.1  демонстрирует  иерархию  актеров,
взаимодействующих  с  системой.  Из  диаграммы  видно,  что  преподаватель
помимо своих прецедентов наследует прецеденты студента. Данное решение
позволит преподавателю пользоваться всеми возможностями системы.
Рисунок 2.3.1 – Диаграмма иерархии актеров
Функциональные возможности системы приведены в виде диаграммы
прецедентов на рисунке 2.3.2 и 2.3.3.
Рисунок 2.3.2 – Диаграмма прецедентов преподавателя
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Прецедент  «Просмотр  файлов  студента»  предназначен  для  контроля
успеваемости  студентов  путем  просмотра  файлов,  отправленных  ими  на
сервер.
Прецедент «Создание нового задания» необходим преподавателю для
создания задания для студентов.
Прецедент  «Регистрация  новых  студентов»  используется
преподавателем  для  добавления  студентов  как  категории  пользователей
системы.
Прецедент  «Выбор задания  для  студентов»  позволяет  преподавателю
выбрать  задание  из  списка  имеющихся  и  предоставить  студентам  для
дальнейшего решения.
Рисунок 2.3.3 – Диаграмма прецедентов студента
Прецедент  «Ввод  программного  кода»  позволяет  пользователям
использовать  редактор  программного  кода  с  окном  ввода  с  подсветкой
синтаксиса языка C++ и вводить входные данные для программы.
Прецедент  «Отправка  программного  кода  на  сервер.  Компиляция»
необходим  для  отправки,  компиляции  и  выполнения  программного  кода,
написанного пользователем, а также для вывода результата компиляции.
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Прецедент  «Просмотр  заданий»,  необходим  пользователю  с  правами
студенту для получения задания, созданным пользователем с привилегиями
преподавателя.
Прецедент  «Отправка  задания  на  проверку»  позволит  студенту
произвести  отправку  решения  задания  системе  на  проверку  правильности
работы данного решения. Проверка правильности работы осуществляется в
виде  подмены  ввода  программы  на  тесты,  хранящиеся  в  системе,  с
последующим сравнением выходных данных с теми же тестами.
2.4 Модульная структура приложения
Одним  из  плюсов  Node.js является  обилие  подключаемых  модулей,
благодаря которым не приходится писать сервер с нуля.
Установка модулей осуществляется с помощью стандартного менеджера
пакетов NPM (аббр. Node Package Manager) [11]. 
Модули,  которые  используются  в  написании  системы,  указываются  в
файле «package.json».
После  установки  модули  хранятся  в  папке  «node_modules».
Подключение  модулей  осуществляется  функцией  «require(‘Название
модуля’)».
Express [12]  –  модуль  упрощающий  операции  по  созданию  сервера,
работу с запросами и маршрутизацию.
Passport-local [13] – модуль, который значительно упрощает реализацию
аутентификации пользователей по логину и паролю.
Socket.io [14] – модуль, реализующий коммуникацию сервера и клиента
в реальном времени.
Cloudcmd [15]  –  модуль,  добавляющий  возможность  использования
сервера в роли облачного файлового менеджера.
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Bcrypt [16] – модуль, осуществляющий шифровку пароля пользователя. 
SQLite3[17] – модуль для работы с базой данных SQLite.
2.6 Данные, используемые системой
Файлы, формирующиеся при отправке пользователем решения задачи, 
имеют формат имени «Логин пользователя + Номер попытки» и расширение 
«cpp». Содержимое файлов - программный код, введенный пользователем на 
языке C++ .
Database.sqlite – база данных, содержит в себе таблицу пользователей, 
зарегистрированных в системе, таблицу заданий, добавленных 
преподавателем, таблицу тестов для проверки правильности ответов 
пользователей на задания, таблицу ответов на задания для просмотра 
статистики выполнения заданий пользователями. Структура таблиц баз 
данных приведена в Приложении А на рисунке А.1.
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3 Реализация разрабатываемой системы
3.1 Разработка серверной части
Разработка  серверной  части  является  важной  составляющей  работы
системы,  ведь  она  реализует  связь  между  клиентской  частью  и  БД.  Веб-
сервер  позволяет  принимать  HTTP-запросы  от  клиентов,  обычно  веб-
браузеров и выдает им HTTP-ответы, как правило, с любой информацией или
медиа данными.
В  качестве  тестового  веб-сервера  была  выбрана  программная
платформа  Node.js.  Она  позволяет  создать  полноценную  систему,  но
разработка больших и сложных систем весьма трудоемка, ведь она требует от
разработчика хорошие знания и понимание того, как работает его платформа.
Это увеличивает время и стоимость разработки, в то время как можно взять
более эффективные для таких задач инструменты.
 
3.2 Список функций слоя логики
Ниже представлен список функций, обрабатываемых на сервере.
var child =  child_process.fork(__dirname + '/child-win.js');  - запуск дочернего
процесса для выполнения функции компиляции и выполнения программного
кода, полученного со стороны клиента, на стороне сервера.
process.on('message', function(message) {
    // Process data
    fileName = message.user + message.id; 
    pathToSource = __dirname + "/users/" + message.user + "/";
    if (!fs.existsSync(pathToSource)){
       fs.mkdirSync(pathToSource);
    }
    targetSource = pathToSource + fileName + ".cpp";
    targetExe = "users/exe/" + fileName;
    targetInput = pathToSource + "input/" + fileName + ".txt";
     if (!fs.existsSync(pathToSource + "input/")){
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       fs.mkdirSync(pathToSource + "input/");
    }
    fs.writeFile(targetSource, message.script, function(err) {
        fs.writeFile(targetInput, message.inputs, function(err) {
            var result = sh.exec("g++ " + targetSource + " -o " + targetExe);
            if (result.code == 1) { //error
                process.send({error: result.stdout, success:false, id:message.id});
            } else  { //success
                var start = new Date().getTime();
                var result2 = sh.exec("cd users/exe; ./" + fileName + " < " + 
targetInput);
                if (result2.code == 1) { //error
                    process.send({error: result2.stdout, success:false, 
id:message.id});
                } else  { //success
                    var end = new Date().getTime();
                    var time = end - start;
                    process.send({result: result2.stdout, timeExec: time, 
success:true, id:message.id});
                }
            }
        });
    });
}); - функция для компилирования и выполнения полученного со стороны
клиента программного кода, если сервер на ОС Linux.
process.on('message', function(message) {
    // Process data
    fileName = "test" + message.id;
    targetSource = __dirname+"/users/"+fileName+".cpp";
    targetExe = "users/exe/"+fileName+".exe";
    targetInput = __dirname+"/users/input/" + fileName + ".txt";
    fs.writeFile(targetSource, message.script, function(err) {
        fs.writeFile(targetInput, message.inputs, function(err) {
            var result = sh.exec("g++ " + targetSource + " -o " + targetExe);
            if (result.code == 1) { //error
                console.log('error 1');
                process.send({error: result.stdout, success:false, id:message.id});
            } else  { //success
                var start = new Date().getTime();
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                var result2 = sh.exec("cd users/exe & " + fileName + ".exe < " + 
targetInput);
                if (result2.code == 1) { //error
                    console.log('error 2');
                    process.send({error: result2.stdout, success:false, 
id:message.id});
                } else  { //success
                    console.log('success');
                    var end = new Date().getTime();
                    var time = end - start;
                    process.send({result: result2.stdout, timeExec: time, 
success:true, id:message.id});
                }
            }
        });
    });
}); - функция для компилирования и выполнения полученного со стороны
клиента программного кода, если сервер на ОС Windows.
child.send({
     id: taskId,
     user: data.username,
     script: data.script,
     inputs: data.inputs,
}); – функция для формирования структуры отправляемого задания.
child.on('message', function(message) {
    tasks[message.id](message);
});  - функция для отправки сформированной структуры задания дочернему
процессу.
var server =  http.createServer(app);  - функция для создания и запуска  HTTP
сервера.
server.listen(app.get('port'), function(){
  console.log('compiler active on port ' + app.get('port'));
}); - функция для задания имени сервера.
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4 Функционирование системы
4.1 Вход пользователя в систему
Для того,  чтобы начать  работу с  системой пользователю необходимо
ввести в адресной строке браузера адрес:  «localhost:3000» (ввиду того,  что
разработка велась  на  тестовом сервере Node,  отсутствует  домен второго и
первого  уровней).  После  перехода  по  данному  адресу  система  вызовет
выполнение функции, отвечающей за отображение страницы аутентификации
(рисунок 4.1.1).
Рисунок 4.1.1 – Страница аутентификации пользователя
После верного заполнения полей логина и пароля, система определяет
права доступа пользователя.  Если пользователем является студент, система
перенаправит его на страницу «/compile» (рисунок 4.2.1),  если пользователем
является  преподаватель,  система  перенаправит  его  на  страницу  «/admin»
(рисунок 4.3.1).
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4.2 Рабочее пространство студента
После  того  как  студент  вошел  в  систему  он  попадает  на  страницу
«/compile» (рисунок 4.2.1).
Рисунок 4.2.1 – Страница рабочего пространства студента «/compile»
Переходя  на  страницу  «/compile»,  пользователь  получает  доступ  к
таким функциям системы как: ввод программного кода (функция реализована
в виде окна ввода с подсвечиванием синтаксиса языка C++, расположенного
над  кнопкой  «Скомпилировать»),  просмотр  задания  от  преподавателя
(функция  реализована  в  виде  окна  вывода,  расположенного  под  кнопкой
«Скомпилировать»),  отправка  программного  кода  на  сервер  и  компиляция
(функция  реализована  в  виде  кнопки  «Скомпилировать»,  расположенной
между окном ввода программного кода и окном вывода задания).
После того как пользователь ввел программный код и нажал кнопку
«Скомпилировать»,  система  произвела  компиляцию  программного  кода  и
вывела результат в окно «Вывод программы».
При  необходимости  использования  входных  данных  в   написанном
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программном коде, необходимо ввести данные в поле «Входные данные». 
Возможность отправлять попытки решения заданий продолжаются до
тех пор, пока таймер обратного отсчета, который находится в верхнем правом
углу, не обнулится.
4.3 Рабочее пространство преподавателя
После  того  как  преподаватель  вошел  в  систему  он  попадает  на
страницу «/admin» (рисунок 4.3.1).
Рисунок 4.3.1 – Страница рабочего пространства преподавателя
«/admin»
Переходя  на  страницу  «/admin»,  преподавателю  открывается
возможность  выбора  задания  для  студентов  (реализовано  в  виде
выпадающего  окна).  Рассылка  задания  пользователям  и  запуск  таймера
происходят при нажатии на кнопку «Опубликовать».
Кнопка «Сбросить таймер» отвечает за обнуление таймера обратного
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отсчета, что ведет к завершению выполнения задания. Таймер расположен в
верхнем  правом  углу  экрана,  как  и  на  странице  рабочего  пространства
студента
Для добавления  пользователей  в  систему преподавателю необходимо
перейти  по  нажатию  кнопки  «Регистрация  пользователей»  на  страницу
«/register» (рисунок 4.4.1).
Реализована  возможность  не  используя  сторонние  СУБД  добавить
новое задание в базу данных SQL, для этого необходимо перейти по адресу
«/addtask», нажав на кнопку «Создать задание» (рисунок 4.5).
Благодаря реализованной шапке страницы, легко вернуться обратно в 
рабочее пространство преподавателя, нажав на отображение своего логина.
Поля  «Тестовые  входные  данные»  и  «Тестовые  выходные  данные»
необходимы  для  создания  теста,  проверяющего  корректность  работы
программного кода студента.
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4.4 Регистрация пользователей
На рисунке 4.4.1 представлена страница добавления пользователя с 
последующей записью в БД.
Рисунок 4.4.1 – Создание пользователя «/register»
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4.5 Создание задания
Указав заголовок, условие задачи и время, отведенное на выполнение
данной задачи, преподаватель добавит задание в базу данных.
Для  проверки  системой  отправляемых  заданий,  необходимо  указать
эталон входных данных и данных вывода программы.
Рисунок 4.5.1 – Создание задания «/addtask»
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ЗАКЛЮЧЕНИЕ
В  ходе  выполнения  выпускной  квалификационной  работы  была
разработана  онлайн  система  обучения  программированию.  Функции,
реализованные в полученной системе:
 Разработка  программного  кода  онлайн  с  использованием  веб-
браузера;
 Отправка  выполненного  задания  на  сервер  для  последующей
компиляции и выполнения;
 Возможность  написания  задания  для  студентов  преподавателем
через удобный веб-интерфейс;
Также были выполнены общие требования к системе, а именно:
 Обеспечение  необходимого  уровня  безопасности  и  надёжности,
защиты от несанкционированного повреждения информации;
 Адекватное  поведение  системы  при  одновременной  работе
нескольких пользователей;
 Простой и интуитивно понятный интерфейс;
 Разграничение прав доступа;
Для  достижения  полученного  результата  были  решены  следующие
задачи:
 Изучена информация о данной предметной области;
 Проанализированы существующие системы;
 Выбран вариант реализации разрабатываемой системы;
 Доработана серверная часть;
 Доработана клиентская часть;
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Приложение А
Структура баз данных системы
Рисунок А.1 – Структура баз данных системы
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