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PostgreSQL je relacijska baza podataka sa dugom povijesˇc´u. Krajem sedamdesetih go-
dina prosˇlog stoljec´a na Kalifornijskom sveucˇilisˇtu Berkeleyju zapocˇinje razvoj relacijskih
baza podataka koje su prethodile PostgreSQL bazi. Prva verzija PostgreSQL baze bila
je nazvana Ingres. Relational Technologies pretvorile su Ingres u komercijalni proizvod.
Relational Technologies stoga je postao Ingres Corporation kojeg je kasnije kupio Com-
puter Associates. Oko 1986. godine Michael Stonebraker sa sveucˇilisˇta Berkeley vodio
je tim koji je dodao objektno-relacijske znacˇajke u jezgru Ingres-a te je nova verzija pos-
tala poznata kao Postgres. Postgres je ponovo komercijaliziran, ali ovog put od strane
tvrtke Illustra, koja je postala dio Informix Corporation. Andrew Yu i Jolly Chen dodali
su SQL podrsˇku Postgresu sredinom 90-ih. Prethodne verzije Postgres-a koristile su drugi,
Postgres-specificˇan jezik upita poznat kao Postquel. U 1996. godini dodano je puno no-
vih znacˇajki, ukljucˇujuc´i MVCC transakcijski model, vec´a privrzˇenost SQL92 standardu i
poboljsˇanje performansi. Postgres je ponovo promijenio ime, ovog put u PostgreSQL.
Danas je PostgreSQL razvijen od strane medunarodne skupine zagovaracˇa softvera
otvorenog koda poznatih kao PostgreSQL Global Development Group. PostgreSQL je
proizvod otvorenog koda - besplatan je za korisˇtenje i dostupan je na Windows i Linux
platformama. Red Hat je u meduvremenu komercijalizirao PostgreSQL tako sˇto je stvorio
Red Hat bazu podataka, ali sam PostgreSQL c´e i dalje ostati dostupan i besplatan.
Znacˇajke PostgreSQL-a
PostgreSQL je dobro iskoristio svoju dugu povijest te je danas jedna od najnaprednijih
dostupnih baze podataka. Navedimo nekoliko znacˇajki koje se nalaze u standardnoj Post-
greSQL distribuciji:
• Objektno-relacijska znacˇajka: U PostgreSQL-u, svaka tablica definira klasu. Pos-
tgreSQL implementira nasljedivanje izmedu tablica (ili, ako zˇelite, izmedu klasa).
Funkcije i operatori su polimorfni.
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• Znacˇajke standarda: PostgreSQL sintaksa implementira vec´inu SQL92 standarda
i mnogo znacˇajki SQL99. Razlike koje se pojavljuju u sintaksi su najcˇesˇc´e karakte-
risticˇne za PostgreSQL.
• Otvoreni kod: Medunarodni tim programera odrzˇava PostgreSQL. Cˇlanovi tima
dolaze i odlaze, ali glavni cˇlanovi ostaju i poboljsˇavaju PostgreSQL performanse i
znacˇajke josˇ od 1996. godine. Prednost PostgreSQL-ove prirode otvorenog koda je
ta da se talent i znanje mogu vrbovati prema potrebi. Cˇinjenica da je tim programera
internacionalan osigurava da je PostgreSQL proizvod koji se mozˇe koristi na bilo
kojem jeziku, a ne samo na engleskom.
• Obrada transakcija: PostgreSQL sˇtiti podatke i koordinira visˇe istovremenih ko-
risnika kroz cijelu obradu transakcija. Model transakcije koji koristi PostgreSQL
temelji se na visˇe-verzijskoj kontroli konkurentnosti (multi-version concurrency
control-MVCC). MVCC pruzˇa mnogo bolje performanse nego drugi proizvodi koji
koordiniraju visˇe korisnika zakljucˇavajuc´i ih na razini tablice, stranice ili retka.
• Referencijalni integritet: PostgreSQL implementira cjelovit referencijalni integri-
tet podrzˇa- vanjem odnosa stranog i primarnog kljucˇa kao i okidacˇa, odnosno trigger-
a (SQL procedura koja inicijalizira akciju kada dolazi do dogadaja INSERT, DELETE
ili UPDATE). Poslovna pravila mogu se izraziti unutar baze podataka umjesto da se
oslanjanju na neki od vanjskih alata.
• Podrsˇka za razne procesorske jezike: Okidacˇi i drugi procesi mogu biti napisani
nekim od procesorskih jezika. Kod napisan da bi se izvrsˇavao na strani posluzˇitelja
najcˇesˇc´e je napisan u PL/pgSQL proceduralnom jeziku slicˇnom Oracle-ovom PL/SQL.
Takoder kod napisan da bi se izvrsˇavao na strani posluzˇitelja mozˇe se razviti u Tcl-u,
Perl-u ili cˇak u bash-u (Linux/Unix shell-u otvorenog koda).
• Podrsˇka za visˇe klijentskih API-ja: PostgreSQL podrzˇava razvoj klijentskih apli-
kacija na mnogim jezicima poput C, C++, ODBC, Perl, PHP, Tcl/Tk i Python.
• Jedinstveni tipovi podataka: PostgreSQL sadrzˇi razlicˇite tipove podataka. Osim
uobicˇajenih numericˇkih podataka ili stringova, sadrzˇi i geometrijske tipove podataka,
Boolean te tipove podatake posebno dizajnirane za rad na mrezˇnim adresama.
• Prosˇirivost: Jedna od najvazˇnijih znacˇajki PostgreSQL-a jest moguc´nost prosˇirenja.
Ako ne nadete ono sˇto vam treba, obicˇno to mozˇete dodati sami. Na primjer, moguc´e
je dodati nove tipove podataka, nove funkcije i operatore, cˇak i nove procese i kli-
jentske jezike. Na internetu postoji mnogo dostupnih paketa, kao na primjer, skup
geografskih tipova podataka koji se mogu koristiti za ucˇinkovito modeliranje pros-
tronih podataka, razvijen od tvrtke Refractions Research, Inc.
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U prvom poglavlju obradene su ukratko opc´enite znacˇajke relacijske baze podataka.
Opisan je sustav za upravljanje relacijskom bazom podataka, relacijska algebra te kako
modeliramo podatke u relacijskim bazama.
Drugo poglavlje prolazi kroz terminologiju PostgreSQL baze podataka te predstavlja
tipove podataka koje koristi PostgreSQL baza.
Kao izvor za pisanje prva dva poglavlja korisˇtena je sljedec´a literatura kao izvor [4] [2]
[3] [1].
U trec´em i zadnjem poglavlju opisana je izradena aplikacija zasnovana na PostgreSQL
sustavu. Opisane su tablice i ostali dijelovi baze podataka.
Poglavlje 1
Relacijske baze podataka
Ovo poglavlje pruzˇa pregled tema vezanih za razvoj baza podataka te razumijevanje nji-
hovog osnovnog koncepata. Poglavlje nije ogranicˇeno samo na objektno-relacijski sustav
PostgreSQL, vec´ opc´enito obuhvac´a relacijske baze podataka.
Prvo poglavlje podijeljeno je u tri manja potpoglavlja:
• Sustav za upravljanje bazom podataka: Razumijevanje razlicˇitih kategorija baza
podataka omoguc´uje programeru snalazˇenje u svakom sustavu.
• Relacijska algebra: Razumijevanje relacijske algebre omoguc´ava jednostavnije sav-
ladavanje jezika SQL, a posebno i pisanje SQL koda.
• Modeliranje podataka: Pomoc´u tehnika za modeliranje podataka jednostavnije
mozˇemo komunicirati sa drugim korisnicima baza.
1.1 Sustav za upravljanje bazom podataka
Sustavi za upravljanje bazom podataka (DBMS) podrzˇavaju razlicˇite scenarije primjene,
koriste se u razlicˇitim slucˇajevima te imaju razlicˇite zahtjeve. Kako sustavi za upravljenje
bazom podataka imaju dugu povijest, prvo c´emo istrazˇiti onu noviju, a zatim kategorije
trzˇisˇno dominatnih sustava za upravljanje bazom podataka.
Kratka povijest
Baze podataka mogu se definirati kao zbirka ili spremisˇte podataka, koje ima odredenu
strukturu i kojom upravlja sustav za upravljanje bazom podataka (DBMS). Podaci mogu
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biti strukturirani kao tablicˇni, polu-strukturirani kao XML dokumenti ili nestrukturirani
podaci koji ne odgovaraju unaprijed definiranom modelu podataka.
U pocˇecima, baze podataka su bile usmjerene na podrsˇku poslovnim aplikacijama, sˇto
je dovelo do dobro definirane relacijske algebre i sustava relacijskih baza podataka. Uz
uvodenje objekto orijentiranih jezika, pojavile su se nove paradigme upravljanja bazom
podataka kao sˇto su objektno-relacijske baze podataka i objektno orijentirane baze poda-
taka.
S pojavom web aplikacija poput drusˇtvenih mrezˇa, potrebno je podrzˇati veliki broj zah-
tjeva na distribuirani nacˇin. To je dovelo do druge paradigme baze podataka koja se zove
NoSQL (Not Only SQL) koja zahtjeva performansu prije otpornosti na gresˇke i sposobnost
horizontalnog skaliranja .
Opc´enito, na vremenski slijed razvoja baze podataka uvelike su utjecali sljedec´i cˇimbenici:
• Funkcionalni zahtjevi: priroda aplikacija koje koriste sustav za upravljanje bazom
podataka dovela je do nadogradnje relacijskih baza podataka, poput PostGIS (za
prostorne podatke) ili SCI-DB (za znanstvenu analizu podataka).
• Nefunkcionalni zahtjevi: uspjesi objektno-orijentiranih programskih jezika stvo-
rili su nove trendove kao sˇto su objektno-orijentirane baze podataka. Objektno-
relacijski sustav za upravljanje bazom podataka priblizˇio je relacijske baze poda-
taka sa objektno-orijentiranim programskim jezikom. Eksplozija podataka i nuzˇnost
obrade velike kolicˇine podataka dovela je do stupcˇastih baza podataka koje se lako
mogu zbrajati vodoravno.
Kategorije baze podataka
Mnogi modeli baza podataka pojavili su se i nestali, poput mrezˇnog i hijerarhijskog mo-
dela. Trenutno glavne kategorije baza podataka na trzˇisˇtu su relacijske, objektno-relacijske
i NoSQL baze podataka. NoSQL i SQL baze podataka ne treba dozˇivljavati kao suparnicˇke,
ali su medusobno komplementarne. Koristec´i razlicˇite sustave baza podataka mozˇemo
prevladati mnoga ogranicˇenja i dobiti najbolje od razlicˇitih tehnologija.
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NoSQL baze podataka
Na NoSQL baze podataka utjecˇe CAP teorem, takoder poznat kao Brewer-ov teorem.
CAP teorem
CAP teorem tvrdi kako je nemoguc´e za distribuirani racˇunalni sustav istodobno zadovoljiti
sva tri sljedec´a uvjeta:
• Konzistentnost: Svi klijenti (odmah) vide najnovije podatke, cˇak i u slucˇaju nado-
pune.
• Dostupnost: Svi klijenti mogu pristupiti podacima, cˇak i u slucˇaju pada nekog dijela
sustava.
• Otpornost na particioniranje: Sustav nastavlja raditi bez obzira na gubitke poruka
izmedu mrezˇnih cˇvorova.
Izbor izbacivanja nekog od uvjeta odreduje prirodu sustava. Na primjer, mozˇemo
zˇrtvovati konzistentnost kako bi postigli skalirani i jednostavni sustav za upravljanje ba-
zom podataka sa visokim performansama.
Konzistentnost je cˇesto glavna razika izmedu relacijskih baza podataka i NoSQL baza.
Relacijska baza podataka provodi ACID sˇto je akronim za Atomicity, Consistency, Isola-
tion i Durability, odnosno atomicˇnost, konzistentnost, izolaciju i trajnost. S druge strane,
NoSQL baze podatala usvajaju BASE model (basically available soft-state, eventual- con-
sistency).
NoSQL motivacija
NoSQL baze podataka su ne-relacijske baze podataka koje mogu pohranjivati podatke,
manipulirati njima i pronalaziti ih. NoSQL baze su distribuirane, otvorenog koda i mogu
se vodoravno skalirati. NoSQL vec´inom usvaja BASE model, koji priznaje dostupnost visˇe
od dosljednosti. Neformalno jamcˇi da ako niti jedna nova azˇuriranja nisu napravljena na
podacima, svi podaci koje ispisuje c´e biti oni najnoviji.
Prednosti NoSQL baza su:
• Jednostavnost dizajna
• Horizontalno skaliranje i jednostavno kopiranje
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• Nema shemu
• Podrzˇava ogroman broj podataka
Baze podataka po principu kljucˇ - vrijednost
Pohrana kljucˇa i pridruzˇenih vrijednosti je najjednostavnija pohrana u bazama podataka.
U ovom modelu baza podataka skladisˇtenje podataka temelji se na hash tablicama ili ma-
pama. Neki kljucˇevi i pridruzˇene vrijednosti omoguc´uju pohranjivanje slozˇenih vrijednosti
kao liste ili hash tablice. Kljucˇ i pridruzˇene vrijednosti su izuzetno brze za odredene scena-
rije, ali nemaju podrsˇku za slozˇene upite i agregacije. Neki primjeri takvih baza podataka
su: Riak, Redis, Memebase i MemcacheDB.
Stupcˇaste baze podataka
Stupcˇaste ili stupcˇasto orijentirane baze podataka temelje se, kao sˇto i ime kazˇe, na stup-
cima. Podaci se u pojedinim stupcima dvodimenzionalnih odnosa pohranjuju skupa. Za
razliku od relacijskih baza podataka, dodavanje stupaca je jednostavno, a dodaje se pra-
vilom redak-po-redak. Retci mogu imati razlicˇit skup stupaca. Tablice imaju koristi od
takve strukture tako sˇto se smanjuje memorija za pohranu NULL vrijednosti. Ovaj model je
najprikladniji za distribuirane baze podataka. HBase je jedna od najpoznatijih stupcˇastih
baza podataka. Temelji se na Google-ovom big table sustavu. Stupcˇasto orijentirane baze
podataka usmjerene su prema stupcima i dizajnirane su za veliku kolicˇinu podataka te se
jednostavno mogu povec´avati. HBase nije prikladan za male baze poodataka.
Baze podataka orijentirane ne dokumente
Baze podataka orijentirane na dokumente prikladne su za polustrukturirane podatke i do-
kumente. Sredisˇnjih koncept takvih baza je pojam dokumenta. Dokumenti spremaju i ko-
diraju podatke (ili infomracije) u nekom standardnom formatu ili kodu poput XML, JSON
i BSON. Dokumenti nisu povezani sa standardnom shemom niti imaju istu strukturu te
tako imaju visoki stupanj fleksibilnosti. Za razliku od relacijskih baza podataka, promjena
strukture dokumenta je jednostavna i ne zakljucˇava klijentima pristup podacima.
Baze podataka orijentirane na dokumente spajaju snagu relacijskih baza podataka i
stupcˇasto orijentiranih baza. Pruzˇaju podrsˇku ad-hoc upitima i mogu se jednostavno povec´a-
vati. MongoDB je primjer jedna takve baze podataka koji ucˇinkovito barata velikom
kolicˇinom podataka. S druge strane, CouchDB ima visoku razinu dostupnosti cˇak i u
slucˇaju kvara hardvera.
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Baze podataka orijentirane na grafove
Baze podataka orijentirane na grafove temelje se na teoriji grafova gdje se baza podataka
sastoji od cˇvorova i bridova. Cˇvorovima i bridovima mogu biti pridruzˇeni podaci. Ovakve
baze podataka omoguc´uju prelazak izmedu cˇvorova preko bridova. Buduc´i da je graf ge-
nericˇka struktura podataka, ovakve baze mogu predstavljati razlicˇite podatke. Najpoznatija
takva baza otvorenog koda je Neo4j.
Relacijske i objektno-relacijske baze podataka
Realacijski sustavi za upravljanje bazom podataka jedan su od najcˇesˇc´e korisˇtenih sustava
za upravljanje bazama podataka. Malo je vjerovatno da neka organizacija, institucija ili
osobno racˇunalo nema ili ne koristi program koji se oslanja na relacijski sustav.
Moguc´nosti relacijskih sustava za upravljanje razlikuju se od jednog proizvodacˇa do
drugog, ali vec´ina njih se pridrzˇava ANSI SQL standarda. Relacijske baze podataka su
formalno opisane relacijskom algebrom i modelirane relacijskim modelom. Objektno-
relacijska baza podataka (ORD) slicˇna je relacijskim bazama i podrzˇava objektno orijen-
tirane modele poput: korisnicˇko definiranih i kompleksnih tipova podataka te nasljedivanje.
ACID postavke
U relacijskoj bazi podataka, jedna logicˇka operacija zove se transakcija. Tehnicˇka reali-
zacija transakcije je skup operacija baza podataka koje su stvaranje, cˇitanje, azˇuriranje
i brisanje (CRUD - Create, Read, Update i Delete). U ovom kontekstu ACID svojstva
mozˇemo objasniti na sljedec´i nacˇin:
• Atomicˇnost (Atomicity): Sve ili nisˇta, odnosno ako dio transakcije ne uspije, tada
se transakcija u cjelini nec´e izvrsˇiti.
• Konzistentnost (Consistency): Svaka transakcija prebacuje bazu podataka iz jed-
nog vazˇec´eg stanju u drugo. Konzistentnost baze podataka regulirana je ogranicˇenjima
nad podacima i njihovim medusobnim odnosima.
• Izolacija (Isolation): Istovremeno izvrsˇavanje transakcija u sustavu daje isti rezultat
kao da su se transakcije izvrsˇavale serijski.
• Trajnost (Durability): Transakcije se uspjesˇno odraduju cˇak i uz gubitak struje ili
kod rusˇenja posluzˇitelja. To se radi pomoc´u tehnike nazvane write-ahead log (WAL).
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Jezik SQL
Relacijske baze podataka cˇesto su povezane s SQL-om (Structured Query Language). SQL
je deklarativni programski jezik i standardni jezik relacijskih baza podataka. Americˇki
Nacionalni Standardni Institut (ANSI) i Internacionalna Standardna Organizacija (ISO)
prvi put su objavili SQL standard u 1986, nakon cˇega slijede mnoge verzije kao sˇto su
SQL:1999, SQL:2003, SQL:2006, SQL:2008 i tako dalje.
SQL jezik ima nekoliko dijelova:
• Data definition language (DDL): Jezik za definiranje podataka definira i mijenja
relacijsku strukturu.
• Data manipulation language (DML): Jezik za rukovanje podacima dovodi i izvlacˇi
podatke iz relacija (tablica).
• Data control language (DCL): Jezik za kontrolu nad podacima kontrolira prava
pristupa relacijama (tablicama).
Osnovni koncept
Relacijski model predikatna je logika prvog reda, koju je prvi put uveo Edgar F. Codd. Baza
podataka prikazana je kao zbirka relacija (tablica). Stanje cijele baze podataka definirano je
preko stanja svih relacija u bazi podataka. Razlicˇite informacije mogu se izvuc´i iz relacija
spajanjem i prikupljanjem podataka iz razlicˇitih relacija te primjenom filtera na te podatke.
Nadalje, osnovni pojmovi relacijskog modela uvedeni su odozgo prema dolje pristu-
pom (top-down approach), odnosno prvo opisujemo relacije (tablice), entite, atribute pa
domenu. Pojmovi relacija, entitet, atribut i nepoznanica koji se koriste u formalnom re-
lacijskom modelu, jednaki su pojmovima tablica, redak, stupac i NULL vrijednost u SQL
jeziku.
Relacija
Relaciju mozˇemo zamisliti kao tablicu sa zaglavljem, stupcima i retcima. Naziv tablice
i zaglavlje pomazˇu pri tumacˇenju podataka u retcima. Svaki redak predstavlja skupinu
povezanih podataka koji odredeuju neki objekt. Svaka relacija je predstavljena skupom
entiteta. Entiteti bi trebali imati isti skup atributa. Atributi imaju domenu, odnosno vrstu i
naziv.
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Primjer jedne relacije prikazane preko tablice:
id ime prezime e-mail telefon
1 Ante Antic´ ante-antic@gmail.com 1111-111
2 Baro Baric´ baro-baric@gmail.com 2222-222
3 Mato Matic´ mato-matic@gmail.com NULL
Tablica 1.1: Tablica relacije osoba
Shemu relacije predstavlja naziv relacije te imena atributa. Na primjer, osoba (id, ime,
prezime, e-mail, telefon) je shema relacije za relaciju osobe. Jedan entitet je jedan redak, a
jedan atribut je jedan stupac. Stanje relacije definirano je skupom entiteta. Ako dodajemo,
brisˇemo ili mijenjamo entitete, tada smo promijenili i relaciju. Redoslijed ili polozˇaj enti-
teta u relaciji nije vazˇan, jer relacija nije osjetljiva na redoslijed. Entitete mozˇemo sortirati
preko jednog atributa ili skupa atributa. Bitna cˇinjenica je da ne mozˇemo imati duple retke,
odnosno ne mozˇemo imati dva identicˇna entiteta.
Relacija mozˇe predstavljati entitete u stvarnom svijetu, kao sˇto je kupac, ili se mozˇe ko-
ristit za prikaz drugih povezanih relacija. Razdvajanje podataka u raznim odnosima, kljucˇni
je koncept u modeliranju relacijskih baza podataka. Taj koncept se naziva normalizacija
i on je proces koji organizira odnose stupaca u realcijama radi smanjenja redundancije
podataka.
Entitet
Entitet je skup odredenih atributa. Pisˇu se nabrajanjem elemenata unutat zagrada () i odvo-
jenih zarezima, kao na primjer: (Anto, Antic´, 29). Elementi entiteta se indetificiraju preko
imena atributa. Entiteti imaju sljedec´a svojstva:
• (a1, a2, a3, . . .an) = (b1, b2, b3, . . . , bn) ako i samo ako a1 = b1, a2 = b2, . . .an = bn
• Entitet nije skup i bitan je raspored atributa:
1. (a1, a2) , (a2, a1)
2. (a1, a2) , (a1)
3. Entitet ima konacˇan skup atributa
U formalnom relacijskom modelu, visˇe-vrijednosni atributi kao ni kompozitni atributi
nisu dopusˇteni. To je vazˇno za smanjenje redundancije podataka i za povec´anje dosljed-
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njosti podataka. No, ovo nije strogo tocˇno u suvremenim relacijskim sustavima baza poda-
taka zbog korisˇtenja slozˇenih vrsta podataka kao sˇto su JSON. Vlada velika rasprava oko
upotrebe normalizacije u takvim slucˇajevima: u pravilu se normalizacija primjenjuje, osim
ako ne postoji dobar razlog da se to ne ucˇini.
Druga bitna stvar su nepoznate vrijednosti, odnosno NULL vrijednosti. Predikat u re-
lacijskim bazama podataka koristi tro-vrijednosnu logiku (three-valued logic - 3VL), gdje
postoje tri vrijednosne istine: istinito, lazˇno i nepoznato. U relacijskoj bazi podataka, trec´a
vrijednost, nepoznato, mozˇe se tumacˇiti na visˇe nacˇina, kao sˇto su nepoznati podaci, po-
daci koji nedostaju ili podaci koji nisu primjenjivi. Tro-vrijednosna logika koristi se za
uklanjanje dvosmislenosti.
Atribut
Svaki atribut ima naziv i domenu, a nazivi atributa moraju biti razlicˇiti unutar iste rela-
cije. Domena definira moguc´i skup vrijednosti koje atribut mozˇe imati. Jedan od nacˇina
definiranja domene atributa jest definiranje tipa podataka i ogranicˇenja tih podataka.
Formalni relacijski model stavlja ogrnicˇenje na domenu koje kazˇe da bi vrijednost atri-
buta trebala biti nedjeljiva. Na primjer, ako nam je jedan atribut ime osobe koje se sastoji
od imena i prezimena te osobe, onda je taj atribut djeljiv na ime osobe i na prezime osobe.
Ogranicˇenja
Relacijski model definira mnoga ogranicˇenja kako bi se kontrolirao integritet podataka,
redundancija i valjanost podataka.
• Redundancija: Dupli entiteti nisu dozvoljeni
• Valjanost: Ogranicˇenja na domeni kontroliraju valjanost podataka.
• Integritet: Odnosi unutar jedne baze podataka su medusobno povezani. Azˇuriranja
ili brisanja entiteta mogu poremetiti odnose unutar relacije.
Ogranicˇenja u relacijskoj bazi mozˇemo podijeliti u dvije kategorije:
• Naslijedena ogranicˇenja iz relacijskog modela: integritet domene, integritet enti-
teta i ogranicˇenja integriteta relacija
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• Semanticˇka ogranicˇenja, pravila poslovanja i ogranicˇenja specificˇna za primjenu:
Ova ogranicˇenja se ne mogu eksplicitno izraziti u relacijskom modelu. Medutim,
uvodenjem proceduralnog SQL jezika kao sˇto je PL/pgsql za PostgreSQL, relacijske
baze podataka takoder se mogu koristi za modeliranje tih ogranicˇenja.
Ogranicˇenja integriteta domene
Ova ogranicˇenja osiguravaju valjanost podataka. Prvi korak u definiranju ogranicˇenja in-
tegriteta domene je odredivanje odgovarajuc´eg tipa podataka. Domena tipa podaka mozˇe
biti integer, real, boolean, character, text, inet i tako dalje. Nakon sˇto na-
vedemo tip podataka, moramo navesti ako postoje i neka ogranicˇenja na taj tip.
• Ogranicˇenja provjere: Ogranicˇenja provjere se mogu primjeniti na jedan atribut
ili na kombinaciju visˇe atributa unutar entiteta. Pretpostavimo da neki entitet ima
atribute datum pocetka i datum kraja. Za te atribute mozˇemo uvesti provjeru
(datum pocetka < datum kraja) kako bi osigurali da su datumi ispravno unesˇeni.
• Zadana ogranicˇenja: Atributi mogu imati zadanu vrijednost. Zadana vrijednost
mozˇe biti fiksna ili mozˇe biti dinamicˇna vrijednost koja se temelji na nekoj funkciji
poput random, current time ili date.
• Ogranicˇenja jedinstvenosti: Ogranicˇenje jedinstvenosti jamcˇi da atribut ima razlicˇite
vrijednosti u svakom entitetu. Ono dopusˇta NULL vrijednost. Na primjer, ako imamo
tablicu studenata i jedan od atributa je JMBAG, onda moramo osigurati da je ta vri-
jednost jedinstvena.
• NOT NULL ogranicˇenja: Prema zadanim postavkama atributa on mozˇe poprimati
NULL vrijednost. NOT NULL ogranicˇenje osigurava da atribut ne sadrzˇi NULL vrijed-
nost.
Ogranicˇenja integriteta entiteta
U relacijskom modelu, relacija se definira kao skup entiteta. Prema definiciji svaki ele-
ment skupa je razlicˇit, pa tako i svaki entitet u relaciji mora biti razlicˇit. Ogranicˇenje
integriteta entiteta provodi se nad primarnim kljucˇem koji je atribut ili skup atributa koji
imaju sljedec´a svojstva:
• Primarni kljucˇ bi trebao biti jedinstven
• Primarni kljucˇ nebi smio poprimati NULL vrijednost
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Svaka relacija mora imati samo jedan primarni kljucˇ, ali mozˇe imati puno jedinstvenih
kljucˇeva. Kandidat za kljucˇ je minimalni skup atributa koji mogu indentificirati entitet.
Svi jedinstveni, NOT NULL atributi mogu biti kandidati za kljucˇ. U praksi, cˇesto odabi-
remo samo jedan atribut za primarni kljucˇ, umjesto visˇe njih kako bi smanjili redundanciju
podataka i olaksˇali medusobno povezivanje relacija.
Ako sustav za upravljanje bazom podataka (DBMS) generira primarni kljucˇ, onda se
on naziva zamjenski kljucˇ (surrogat key). Inacˇe se naziva prirodnim kljucˇem (natural key).
Kandidati za zamjenski kljucˇ mogu biti sekvence i univerzalni jedinstveni indentifikatori
(universal unique identifiers - UUID). Zamjenski kljucˇ ima puno prednosti u izvedbi, pri-
hvac´a promjene uvjeta i kompatibilan sa objektnim relacijskim oznakama.
Ogranicˇenja integriteta relacija
Realacije su medusobno povezane zajednicˇkim atributima. Ogranicˇenja integriteta relacija
upravljaju povezivanjem odnosa dvaju ili visˇe relacija te osiguravaju konzistentnost poda-
taka izmedu entiteta. Ako je jedan entitet povezan sa drugim, odnosno ako se jedan entitet
referira na drugi entitet, onda taj drugi entitet mora postojati. Nedostatak ogranicˇenja inte-
griteta relacija mozˇe dovesti do:
• nevazˇec´ih podataka u zajednicˇkim atributima
• nevazˇec´ih informacija tokom spajanja podataka iz razlicˇitih relacija
Ogranicˇenja integriteta relacija postizˇu se pomoc´u stranih kljucˇeva. Strani kljucˇ je
atribut ili skup atributa koji mozˇe indetificirati referirani entitet. Buduc´i da je svrha stra-
nog kljucˇa indetificirati entitet u referiranoj relaciji, strani kljucˇevi su opc´enito primarni
kljucˇevi u referiranoj relaciji, odnosno relaciji na koju se povezujemo. Za razliku od pri-
marnog kljucˇa, strani kljucˇ dopusˇta NULL vrijednosti sˇto omoguc´uje razlicˇita modeliranja
ogranicˇenja kardinalnosti. Ogranicˇenja kardinalnosti definiraju odnose izmedu dvije rela-
cije. Relacija se mozˇe referirati sama na sebe. Takav strani kljucˇ se naziva referentnim ili
rekurzivnim stranim kljucˇem. Primjer takve relacije sa referentnim stranim kljucˇem:
id tvrtke ime tvrtke u vlasnistvu
1 Facebook
2 WhatsApp 1
Tablica 1.2: Tablica relacije tvrtka
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Atribut id tvrtke je primarni kljucˇ u Tablici 1.2, a atribut u vlasnistvu je strani
kljucˇ.
Kako bi osigurali integritet podaka, strani kljucˇevi se mogu koristi za defniranje ne-
koliko ponasˇanja kada se referirani entiteti brisˇu ili azˇuriraju. Takva ponasˇanja nazivamo
referentne akcije:
• Kaskada: Kada se entiteti brisˇu ili azˇuriraju u referiranoj relaciji, takoder se brisˇu ili
azˇuriraju entiteti u pocˇetnoj relaciji.
• Restrikcija: Entitet se ne mozˇe obrisati ili se referetni atribut ne mozˇe azˇurirati ako
se na njega referira neka druga relacija.
• Nema akcije: Slicˇno restrikciji, ali se odgada do kraja transakcije
• Zadano: Kada se brisˇe entitet u referiranom realciji ili se azˇurira referirani atribut,
stranom se kljucˇu dodijeljuje podrazumijevana vrijednost.
• Postavljeno na NULL vrijednost: Vrijednost stranog kljucˇa postavljena je na NULL
vrijednost kada se obrisˇe referirani entitet.
Semanticˇka ogranicˇenja
Semanticˇka ogranicˇenja ili ogranicˇenja poslovne logike opisuju opc´enita ogranicˇenja baze
podataka. Ta ogranicˇenja su provedena od strane poslovne logike ili aplikacijskog pro-
grama ili SQL proceduralnog jezika. Prednosti korisˇtenja SQL proceduralnog jezika:
• Performansa: Relacijski sustavi za upravljenje bazom podataka (RDBMS) cˇesto
imaju kompleksne analizatore za generiranje ucˇinkovitih planova izvrsˇenja. U nekim
slucˇajevima rudarenja podataka, kolicˇina podatka nad kojom radimo je vrlo velika.
Manipuliranje podacima pomoc´u SQL proceduralnog jezika uklanja mrezˇni prijenos
podataka.
• Promjene u zadnjoj minuti: Za SQL proceduralni jezik se mogu implementirati
ispravci gresˇaka bez prekida usluge.
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1.2 Relacijska algebra
Relacijska algebra je formalni jezik relacijskog modela. Odreduje skup zatvorenih ope-
racija nad relacijama, to jest rezultat svake operacije je nova relacija. Relacijska algebra
nasljeduje mnoge operacije iz skupovne algebre. Relacijska algebra mozˇe biti kategorizi-
rana u dvije skupine:
• Prva je skupina operacija koje su naslijedene iz teorije skupova, kao sˇto su: unije,
presjek, skupovna razlika i Kartezijev produkt.
• Druga je skupina operacija koje su specificˇne za relacijski model poput SELECT i
PROJECT
Operacije relacijske algebre mozˇemo klasificirati kao binarne i unarne operacije. Primi-
tivni operatori su: SELECT, PROJECT, CARTESIAN PRODUCT, UNION, DIFFERENCE,
i RENAME.
Pored primitivnih operatora, postoje funkcije agregacije kao sˇto su sum, count, min,
max i average. Primitivni operatori mogu se koristiti za definiranje ostalih relacijskih ope-
ratora poput left join, right join, join i intersection. Relacijska algebra vrlo
je vazˇna zbog izrazˇajne snage u optimizaciji i ponovnom pisanju upita.
SELECT i PROJECT operatori
SELECT(σ) je unarni operator cˇiji je zapis σϕR gdje je ϕ predikat. SELECT vrac´a entitete iz
relacije R u kojima je predikat ϕ istinit.
Dakle, SELECT se koristi za restrikciju entiteta iz relacije. Ako nije naveden predi-
kat, tada se vrac´a cijeli skup entiteta. Na primjer ako zˇelimo osobu cˇiji je id jednak 2, u
relacijskoj algebri imamo zapis:
σid=2osoba
Gdje koristimo relaciju definiranu u tablici 1.1.
SELECT je komutativan operator: upit ”daj mi sve osobe kojima je poznat e-mail, a
njegovo ime je Ante” mozˇemo napisati na tri nacˇina:
σe−mail is not null (σime=Ante osoba)
σime=Ante (σe−mail is not null osoba)
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σime=Ante AND e−mail is not null osoba)
Predikate koje odabiremo su odredeni tipom podataka. Za numericˇke tipove podataka,
operatori usporedbe mogu biti: ,,=, <, >,≤,≥. Predikatni izrazi mogu sadrzˇavati slozˇene
izraze i funkcije.
Ekvivalentni SQL upit relacijskom SELECT je SELECT *, predikat je definiran u WHERE
dijelu upita. * znacˇi da trazˇimo sve atribute iz relacije, no bilo bi dobro izricˇito navesti koje
atribute trazˇimo.
SELECT * FROM osoba WHERE id=2;
PROJECT(pi) je unarna operacija koja se koristi kako bi ”odrezala” relaciiju. Zapis te
operacije glasi pia1,a2,...,anR gdje je a1, a2, ..., an skup atributa.
Operacija PROJECT mogla bi se vizualizirati kao okomito rezanje tablice. Ako iz tablice






Tablica 1.3: Rezultat prethodnog upita
Duplicirani entiteti nisu dopusˇteni u formalnom relacijskom modelu, stoga je broj
vrac´enih entiteta operatora PROJECT uvijek jednak ili manji od ukupnog broja entiteta u
relaciji. Ako se operacija PROJECT odnosi na atribut koji je primarni kljucˇ, tada je broj
vrac´enih entiteta jednak broju entiteta u relaciji.
Ekvivalentni SQL operator za PROJECT je SELECT DISTINCT. DISTINCT je kljucˇna
rijecˇ koja se koristi za ukljanjanje dupliciranih vrijednosti. Stoga prethodni upit u SQL
jezik zapisujemo:
SELECT DISTINCT ime, prezime FROM osoba;
Slijed izvrsˇavanja PROJECT i SELECT operacija mozˇe biti zamjenjiv u nekim slucˇajevima.
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Upit ”ispisˇte ime osobe cˇiji je id jednak 2” mozˇemo zapisati i na sljedec´e nacˇine:
σid=2 (piime,prezime osoba)
piime,prezime (σid=2 osoba)
U drugim slucˇajevima, operatori PROJECT i SELECT moraju imati izricˇit raspored jer
c´emo inacˇe dobiti netocˇan izraz. U slucˇaju kada trazˇimo prezime osobe cˇije je ime Ante,
izraz mora biti zapisan u obliku:
piprezime (σime=Ante osoba)
RENAME operacija
RENAME(ρ) je unarna operacija koja koristi atribute. Ona jednostavno preimenuje neki atri-
but. Ta operacija se vec´inom koristi kod JOIN operacija kako bi mogli razlikovati atribute
sa istim imenom iz razlicˇitih relacija. Zapis je oblika ρ a
b
R
Operaciju RENAME koristimo, dakle, kada zˇelimo promijeniti naziv nekog atributa ili
dati odredeno ime rezulatatu neke relacije. Koristimo ju u slucˇaju kada:
• Zˇelimo ukloniti nejasnoc´u ako dvije ili visˇe relacija imaju atribute istog naziva
• Zˇelimo osgurati korisnicˇka imena za atribute, osobito ako su povezana sa izvjesˇtajima
• Zˇelimo osigurati prikladan nacˇin za promjenu definicije relacije, ali josˇ svejedno
ostati kompatibilni unatrag
Izraz AS je ekvivalentan relacijskoj operaciji RENAME. Sljedec´i primjer kreira relaciju
sa samo jednim entitetom i jednim atributom koji je nazvan PI:
SELECT 3.14::real AS PI;
Skupovne operacije
Skupovne operacije jesu unija, presjek te razlika. Presjek nije osnovni operator relacijske
algebre, zato sˇto mozˇe biti zapisan pomoc´u unije i razlike:
A ∩ B = ((A ∪ B) \ (A \ B)) \ (B \ A)
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Unija i presjek su komutativne operacije:
A ∪ B = B ∪ A
A ∩ B = B ∩ A
CROSS JOIN (Karetezijev produkt)
CARTESIAN PRODUCT ( ) je binarna operacija koja se koristi za generiranje slozˇenijeg
odnosa spajanjem svakog entiteta prvog operanda sa svakim entitetom drugog operanda.
Pretpostavimo da su R i S ta dva operanda, tada: R S = {r1, r2, ..., rn, s1, s2, ..., sn}, gdje
r1, r2, ..., rn ∈ R i s2, ..., sn ∈ S .
CROSS JOIN se koristi za spajanje dviju relacija u jednu. Broj atributa u spojenoj
relaciji jednak je zbroju broja atributa spojenih relacija. Broj entita u spojenoj relaciji
jednak je produktu broja entiteta spojenih relacija.
1.3 Modeliranje podataka
Modeli podataka opisuje entitete u stvarnom svijetu kao sˇto su korisnici, usluge, proizvodi i
veze izmedu tih entiteta. Modeli pomazˇu razvojnim programerima u modeliranju poslovnih
zahtjeva i prevodenju tih poslovnih zahtjeva u relacije u relacijskoj bazi podataka.
U poduzec´ima, modeli podataka igraju vrlo vazˇnu ulogu u postizanju dosljednosti po-
dataka preko interaktivnih sustava. Na primjer, ako entitet nije definiran ili je losˇe definiran,
onda c´e to dovesti do nedosljednih i pogresˇno protumacˇenih podataka u poduzec´u.
Poslovni odjeli u poduzec´ima nebi trebali definirati poslovna pravila koja opisuju rad
na bazama podataka jer to dovodi do kompleksnih struktura podataka. Dakle, poslovni
odjeli trebaju definirati sˇto ucˇiniti, ali ne i kako.
Perspektiva modela podataka
Perspektiva modela podataka je definirana od strane ANSI modela:
• Konceptualni model podataka: Opisuje semantiku domene i koristi se za komu-
nikaciju o glavnim pravilima poslovanja, akterima i konceptima. Opisuje poslovne
zahtjeve na visokoj razini. Konceptualni model je poveznica izmedu programera i
poslovnog dijela tvrtke u razvojnom ciklusu aplikacije.
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• Logicˇki model podataka: Opisuje semanticˇki dio za odredenu tehnologiju, kao na
primjer, UML class dijagram za objektno orijentirane jezike.
• Fizicˇki model podataka: Opisuje kako su podaci zapravo pohranjeni i kako se njima
koristi na razini hardvera.
Prema ANSI modelu, ova perspektiva omoguc´uje promjenu na jednoj razini bez mje-
njanja ostalih dijelova. Dakle, mozˇemo mijenjati model na logicˇkoj i fizicˇkoj razini bez da
ga mjenjamo na konceptualnoj. Na primjer, sortiranje podataka pomoc´u bubble ili quick
sort nacˇina nije od znacˇaja na konceptualnoj razini.
Model entitet-relacija (ER model)
Model entitet-relacija spada u kategoriju konceptualnog modela podataka. ER model se
mozˇe transformirati u relacijski model uz pomoc´ odredenih tehnika. Konceptualno mode-
liranje je dio ciklusa razvoja softvera (Software development life cycle - SDLC). Kon-
ceptualno modeliranje se obicˇno odraduje nakon funkcionalne faze priklupljanja podataka.
U tom trenutku je programer u moguc´nosti napraviti prvi nacrt ER dijagrama i opis funk-
cionalnih zahtjeva pomoc´u dijagrama toka podataka, sljednog dijagrama, korisnicˇkog sce-
narija, korisnicˇke pricˇe i ostalih tehnika.
Tijekom faze projektiranja, razvojni programeri baze podataka trebaju posvetiti veliku
pozornost na dizajn. Programeri koji modeliraju jednostavne sustave mogu ih isprogra-
mirati direktno. Medutim, treba paziti kod izrade dizajna, jer modeliranje podataka ne
ukljucˇuje samo algoritme u modeliranju aplikacije nego i same podatke.
Prilikom izrade sheme baze podataka, treba pripaziti na sljedec´e zamke:
• Redundancija podataka: Losˇ dizajn baze podataka dovodi do suvisˇnih podataka.
Redundantni podaci mogu uzrokovati razne probleme poput nedosljednosti podataka
i degradacije performansi. Prilikom azˇuriranja entiteta koji sadrzˇe suvisˇne podatke,
promjena se treba odraziti na sve entitete koji sadrzˇe te podatke.
• Zasic´enje sa NULL vrijednostima: Po prirodi, neke aplikacije imaju rijetke podatke,
primjerice u medicini. Zamislimo relaciju koja se zove dijagnoza te ima stotine
atributa za simptome neke bolesti poput vruc´ice, glavobolje, kihanja, kasˇljanja i tako
dalje. Vec´ina ih vrijedi opc´enito, ali ne i za odredenu dijagnozu, pa puno stupaca
sadrzˇi NULL vrijednosti. Takav slucˇaj se mozˇe modelirati pomoc´u slozˇenih tipova
poput JSON-a, ili pomoc´u vertikalnog modeliranja entite-atribut-vrijednost (EAV).
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• Cˇvrsta veza (Tight coupling): U nekim slucˇajevima, cˇvrsta veza dovodi do slozˇenih
i kompliciranih struktura podataka. Buduc´i da se poslovni zahtjevi mjenjaju sa vre-
menom, neki zahtjevi mogu postati zastarjeli. Modeliranje generalizacije i specija-
lizacije (na primjer, izvanredni student je student) u cˇvrstim vezama mozˇe izazvati
probleme.
Entiteti, atributi i kljucˇevi
ER dijagram predstavlja entitete, atribute i veze. Entitet je prikaz stvarnog objekta kao sˇto
je automobil ili osoba. Atribut je svojstvo objekta i opisuje ga, a veza predstavlja odnos ili
vezu izmedu dva ili visˇe entieta.
Atributi mogu biti kompozitni ili jednostavni. Kompozitne atribute mozˇemo podijeliti
na manje dijelove. Ti manje dijelovi kompozitnih atributa daju nepotpunu informaciju koja
sama po sebi semanticˇki nije korisna. Na primjer, adresa se sastoji od imena ulice i kuc´nog
broja, ali samo ime ulice i sami kuc´ni broj nisu adresa.
Atributi mogu biti i jednoznacˇni i visˇeznacˇni. Primjerice, atribut boja ptice je visˇeznacˇan
jer je ptica rijetko kad jednobojna. Visˇeznacˇni atributi mogu imati i gornju i donju granicu
koliko vrijednosti dopusˇtaju. Osim toga, neki se atributi mogu izvesti iz drugih, kao sˇto se
dob mozˇe izvesti iz datuma rodenja.
Atributi koji su kandidati za kljucˇ mogu identificirati entitet u stvarnom svijetu. Takvi
atributi trebaju biti jedinstveni, ali ne moraju nuzˇno biti i primarni kljucˇ, kada fizicˇki mo-
deliramo relaciju. Postoje i slozˇeni atributi koji mogu biti formirani od nekoliko tipova
atributa.
Entiteti trebaju imati naziv i skup atributa. Oni su klasificirani na sljedec´i nacˇin:
• Slabi entiteti: Nemaju svoje atribute koji su kandidati za kljucˇ
• Snazˇni ili regularni entiteti: Imaju atribute koji su kandidati za kljucˇ
Slabi entiteti su obicˇno povezani sa drugim snazˇnim, odnosno regularnim entietom. Taj
regularni entitet je onda indentificirajuc´i entitet. Slabi entiteti imaju djelomicˇni kljucˇ, tzv.
”diskriminator”. Diskriminator je atribut koji mozˇe jedinstveno identificirati slabi entitet i
povezan je sa identificirajuc´im entitetom.
Kada se atribut jednog entiteta referira na drugi entitet, tada postoji neka veza izmedu
tih entiteta. U ER modelu te reference ne bi trebale biti modelirane kao atributi, nego kao
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veze ili slabi entiteti. Slicˇno kao kod entiteta, postoje dvije klase veza: slabe i snazˇne.
Slabe veze povezuju slabe entitete sa drugim entitetima. Veze mogu imati atribute kao i
entiteti.
Veze imaju svojstvo kardinalnosti kako bi se ogranicˇile moguc´e kombinacije entiteta
koje sudjeluju u vezi. Kardinalnost u smjeru prvog i drugog entiteta mozˇemo definirati
kao broj primjeraka od drugog entiteta koji mogu biti povezani sa odabranim primjerkom
prvog entieta. Kardinalnost navodimo u obliku intervala gornje i donje granice.
Izrada ER dijagrama i relacija
Osnovna pravila za izradu ER dijagrama:
• Povezivanje regularnih entiteta i veza: Ako entiteti imaju kompozitne atribute, onda
obuhvac´uje i sve njegove manje dijelove. Za primarni kljucˇ odabiremo jedan od
kandidata za kljucˇ.
• Povezivanje slabih entiteta i veza: Ukljucˇuje jednostavne atribute i manje dijelove
kompozitnih atributa. Dodajemo strani kljucˇ koji se referira na identificirajuc´i entitet.
Primarni kljucˇ je tada obicˇno kombinacija parcijalnog kljucˇa i stranog kljucˇa.
• Ako veza ima atribut i funkcionalnost veze je jedan-naprama-jedan (1:1), tada se je-
dan primjerak iz atributa veze mozˇe povezati samo sa jednim primjerkom iz atributa
entiteta.
• Ako veza ima atribut i funkcionalnost veze 1:N, tada se jedan primjerak atributa
mozˇe povezati sa N primjeraka iz vezanog entiteta.
• Ako imamo vezu funkcionalnosti mnogo-naprama-mnogo, dodajemo novi entitet.
Dodajemo strani kljucˇ za referenciranje entiteta koji sudjeluju u vezi. Primarni kljucˇ
je sastavljen od svih stranih kljucˇeva u vezi.
• Ako imamo visˇe-vrijednosne atribute, dodajemo strani kljucˇ za referiranje na enti-
tet koji posjeduje taj atribut. Primarni kljucˇ se sastoji od stranog kljucˇa i tog visˇe-
vrijednosnog atributa.
UML class dijagram
Objedinjeni jezik modeliranja (Unified modeling language - UML) je standard razvijen
od strane Object Management Group (OMG). UML dijagrami imaju sˇiroku primjernu u
modeliranju softverskih rjesˇenja te postoji nekoliko tipova UML dijagrama za razlicˇite
POGLAVLJE 1. RELACIJSKE BAZE PODATAKA 22
svrhe modeliranja, ukljucˇujuc´i UML class dijagram, use case dijagram, activity dijagram i
implementation dijagram.
UML class dijagram mozˇe prikazivati atribute, a isto tako i metode. ER dijagram se
mozˇe jednostavno prevesti u UML class dijagram. UML class dijagram ima nekoliko
prednosti:
• Obrnuto kodiranje: Shema baze podataka mozˇe se lako preokrenuti u generiranje
UML class dijagrama.
• Modeliranje objekata prosˇirene baze podataka: Moderne relacijske baze poda-
taka imaju nekoliko tipova objekata poput sequence, view, indeksa, funkcija i pohra-
njenih procedura. UML class dijagrami imaju sposobnost predstavljanja tih tipova.
Poglavlje 2
Upotreba PostgreSQL sustava za
upravljanje bazom podataka
2.1 Osnove PostgreSQL-a
PostgreSQL je objektno-relacijska baza podataka koja se temelji na modelu klijent-poslu-
zˇitelj. Mozˇemo ju usporediti sa glavnim komercijalnim bazama podataka kao sˇto su Sybase,
Oracle i DB2. Jedna od glavnih znacˇajki PostgreSQL-a jest ta da je otvorenog koda pa
se mozˇe vidjeti izvorni kod za PostgreSQL. Iako PostgreSQL razvija organizacija Post-
greSQL Global Development Group, on nije u njihovom vlasnisˇtvu. Dakle, PostgreSQL
je doborovoljno razvijan, odrzˇavan i popravljan od grupe programera sˇirom svijeta. Pos-
tgreSQL se ne mora kupovati jer je besplatan za korisˇtenje i odrzˇavanja, iako se mogu
pronac´i komercijalni izvori za njegovu tehnicˇku podrsˇku.
PostgreSQL ima sve uobicˇajene znacˇajke relacijskih baza podataka uz nekoliko jedins-
tvenih znacˇajki. PostgreSQL podrzˇava hijerarhijsko svojstvo koje je veoma korisno za
objektno-orijentirane korisnike. Takoder, mozˇete dodati svoj tip podataka, a ne samo do-
dijeliti novo ime postojec´em tipu. Uz PostgreSQL mozˇemo dodavati nove osnovne tipove
podataka. PostgreSQL podrzˇava geometrijske tipove podataka kao sˇto su tocˇka, linija,
poliedar, mnogokut ili kruzˇnica te koristi indeksne strukture koje ubrzavaja te tipove po-
dataka. Nadalje, PostgreSQL se mozˇe prosˇiriti izradom novih fukcija, novih operatora i
novih tipova podataka u odabranom programskom jeziku. Kako je PostgreSQL temeljen
na modelu klijent-posluzˇitelj, klijentske aplikacije se mogu izgraditi u brojnim program-
skim jezicima poput: C, C ++, Java, Python, Perl, TCL/Tk... Sa posluzˇiteljske strane,
PostgreSQL podrzˇava vrlo moc´an proceduralni jezik PL/pgSQL, ali i sami mozˇete doda-
vati druge proceduralne jezike posluzˇitelju. Proceduralni jezici podrzˇavaju Perl, TCL/TK I
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bash shell.
Osnovna terminologija baze podataka
S obzirom da PostgreSQL ima dugu povijest i da se puno toga promijenilo u relacijskim
bazama podataka od 1977. godine, terminologija se stalno nadograduje. Puno pojmova
koje koristi PostgreSQL ima sinonime sa drugim relacijskim modelima na trzˇisˇtu. U ovom
odjeljku c´emo navesti i objasniti neke od termine koji se koriste u PostgreSQL-u:
• Shema
Shema je imenovana zbirka tablica. Ona takoder mozˇe sadrzˇavati poglede, indekse,
sekvence, tipove podataka, operatore i funkcije. Ostale relacijske baze podataka ko-
riste termin katalog. PostgreSQL sustav sadrzˇi shemu pod nazivom
information schema koja sadrzˇi skup pogleda i jednu tablicu koji opisuju objekte
u trenutnoj bazi. INFORMATION SCHEMA automatski postoji u svim bazama u Post-
greSQL sustavu. Da bismo pristupili pogledima u toj shemi vazˇno je staviti prefiks
information schema.ime pogleda. Na primjer sljedec´i upit daje ime baze poda-
taka u kojoj se nalazimo:
SELECT * FROM information schema.information schema catalog name;
• Katalog sustava
PostgreSQL ima katalog sustava gdje mozˇemo pronac´i podatke specificˇne za taj sus-
tav koje ne mozˇemo nac´i u shemi. Katalog sustava PostgreSQL cˇini skup tablica, a
popis tih tablica dan je u pg class tablici:
SELECT * FROM pg class;
• PL/pgSQL
PL/pgSQL je proceduralno prosˇirenje jezika SQL koje se mozˇe koristiti u sustavu
PostgreSQL za kreiranje procedura i funkcija. PL/pgSQL podrzˇava kontrolne struk-
ture, jednostavan je za korisˇtenje te nasljeduje sve (korisnicˇki definirane) tipove,
funkcije i operatore iz jezika SQL. Prednost korisˇtenja PL/pgSQL-a je moguc´nost
grupiranja SQL naredbi te njihovo izvrsˇavanje kao cjelina smanjuje mrezˇni promet
izmedu posluzˇitelja i klijenta.
• Baza podataka
Baza podataka je imenovana kolekcija shema. Kada se klijentska aplikacija spaja na
PostgreSQL posluzˇitelj, ona sama odreduje naziv baze podataka kojoj zˇeli pristupiti.
Klijent ne mozˇe koristiti visˇe baza podataka po jednom povezivanju, ali mozˇe otvoriti
visˇe veza kako bi one istovremeno pristupale vec´em broju baza podataka.
POGLAVLJE 2. UPOTREBA POSTGRESQL-A 25
• Naredba
Naredba ili command je string koji sˇaljete posluzˇitelju u nadi da c´e posluzˇitelj ucˇiniti
nesˇto korisno. Neki ljudi koriste rijecˇ izjava (statement) umjesto naredba.
• Upit
Upit ili query je vrsta naredbe koja vrac´a podatke od posluzˇitelja.
• Tablica
Tablica je zbirka redaka koja obicˇno ima ime, ioako tablice mogu biti i privremene,
odnosno mogu postojati samo za izvodenje naredbi. Svi retci u tablici imaju isti
oblik, odnosno svaki redak u tablici sadrzˇi isti skup stupaca. U drugim sustavima
baza podataka koriste se termini poput relacije, datoteka ili klasa (relation, file,
class).
• Stupac
Stupac je najmanja jedinica pohrane u relacijskoj bazi podataka. On predstavlja
jedan komad informacija o objektu. Svaki stupac ima definirano ime i tip podataka
koji se u njemu nalazi. Stupci su grupirani u retke, a retci su grupirani u tablice.
Termini poput polja i atributa imaju slicˇno znacˇenje kao stupac tablice.
• Redak
Redak je zbirka vrijednosti stupaca. Kao sˇto je navedeno, svaki redak u tablici ima
isti oblik. Ako pokusˇavate modelirati aplikaciju u stvarnom svijetu, tada redak pred-
stavlja stvarni objekt. Zapis ili entitet su termini koji su ekvivalentni terminu retka.
• Kompozitni tipovi podataka
Mogu se stvoriti novi tipovi podataka koji se sastoje od visˇe vrijednosti. Takve tipove
podataka nazivamo kompozitnim tipovima. Na primjer, kada zˇelimo stupac koji
prikazuje adresu neke osobe tada c´emo kombinirati string i znamenke.
• Domena
Domena definira imenovanu specijalizaciju drugog tipa podataka, to jest kada isti tip
podataka zˇelimo u visˇe razlicˇitih tablica.
• Pogled
Pogled ili view je alternativni nacˇin predstavljanja jedne ili visˇe tablica. View se
mozˇe shvatiti kao ”virtualna” tablica. Kada kreirate view visˇe ne spremate podatke,
nego samo kreirate drugi nacˇin pogleda na postojec´e podatke. View je koristan nacˇin
kako bi se imenovao slozˇeni upit koji c´ete morati iznova koristiti.
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• Klijent-posluzˇitelj
Kako je vec´ spomenuto, PostgreSQL je utemeljen na modelu klijent-posluzˇitelj, od-
nosno client-server. U klijent-posluzˇitelj proizvodu, ukljucˇena su najmanje dva pro-
grama, jedan je klijent, a drugi posluzˇitelj. Ti programi mogu postojati na istom
racˇunalu ili na razlicˇitim racˇunalima koji su povezani nekim tipom mrezˇe. U Post-
greSQL slucˇaju, posluzˇitelj nudi uslugu poput pohrane, obnove i promjene podataka.
Klijent sˇalje upit posluzˇitelju za obavljanje nekog zadatka: na primjer klijent trazˇi
posluzˇitelja za posluzˇivanje relacijskih podataka.
• Klijent
Klijent je zapravo aplikacija koja sˇalje zahtjeve PostgreSQL posluzˇitelju. Prije nego
klijentska aplikacija mozˇe ostvariti kontakt sa posluzˇiteljem, mora se spojiti sa post-
masterom i utvrditi svoj identitet. Klijentske aplikacije pruzˇaju korisnicˇko sucˇelje i
mogu biti napisane razlicˇitim programskim jezicima.
• Posluzˇitelj
PostgreSQL posluzˇitelj je program koji odraduje zahtjeve koji su dosˇli od strane
klijentske aplikacije. PostgreSQL server nema korisnicˇko sucˇelje tako da ne mozˇete
izravno komunicirati sa posluzˇiteljom nego samo pomoc´u klijentske aplikacije.
• Postmaster
Buduc´i da je PostgreSQL klijent-posluzˇitelj baza podataka, postoji postmaster koji
”slusˇa” zahtjeve za povezivanjem od klijentske aplikacije. Kada dode zahtjev za
vezu, postmaster stvara novi posluzˇiteljski proces u operacijskom sustavu posluzˇiteljkog
racˇunala..
• Transakcija
Transakacija je skup operacija baza podataka koje se tretiraju zajedno. PostgreSQL
jamcˇi da su izvrsˇene ili sve operacije unutar transakcije ili nije niti jedna. Vazˇno
svojstvo transakcije je to da ako dode do gresˇke u sredini transakcije, operacije prije
gresˇke nec´e biti izvrsˇene. Transakcija obicˇno pocˇinje naradbom BEGIN a zavrsˇava
naredbama COMMIT ili ROLLBACK.
• COMMIT
COMMIT oznacˇava da je transakcija uspjesˇno zavrsˇila i osigurava da sve operacije
napravljene unutar te transakcije budu trajne.
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• ROLLBACK
ROLLBACK oznacˇava neuspjesˇan zavrsˇetak transakcije. Kada transakcije zavrsˇi sa
ROLLBACK naredbom, govorite PostgreSQL-u da odbaci sve promjene izvrsˇene na
bazi od pocˇetka transakcije.
• Indeks
Indeks je struktura podataka koju baza koristi kako bi smanjila kolicˇinu vremena
koja je potrebna za obavljanje odredenih operacija. Indeks takoder osigurava da se
duplicirane vrijednosti ne pojavljuju tamo gdje nisu potrebne.
• Tablespace
Tablespace, odnosno tablicˇni prostor definira alternativno mjesto za pohranu gdje se
mogu stvoriti tablice i indeksi. Kada izradite tablicu ili indeks, mozˇete odrediti naziv
tablicˇnog prostora. Ako ne odredite tablicˇni prostor, PostgreSQL stvara sve objekte
u istom direktoriju. Tablicˇni prostor se mozˇe koristi za raspodjelu opterec´enja na
visˇe diskovnih pogona. Mozˇemo ga kreirati na sljedec´i nacˇin:
CREATE TABLESPACE tablespace name OWNER user name LOCATION
directory path;
Tablespace-u mozˇemo promijeniti naziv ili vlasnika sljedec´im naredbama:
ALTER TABLESPACE tablespace name RENAME TO new name;
ALTER TABLESPACE tablespace name OWNER TO new owner;
Nadalje, kao sˇto brisˇemo tablicu tako mozˇemo izbrisati i tablespace, ali to jedino ako
smo njegov vlasnik ili imamo status superusera:
DROP TABLESPACE [ IF EXISTS ] tablespace name
• Okidacˇ
Okidacˇ ili trigger predstavlja specifikaciju da sustav mora automatski izvrsˇiti odredenu
funkciju kad god se izvrsˇava odredena operacija (naredba) u bazi nad tablicom ili po-
gledom. Okidacˇ kreiramo na sljedec´i nacˇin:
CREATE TRIGGER trigger name
{BEFORE|AFTER|INSTEAD OF}
{event [OR...]} ON table name
[FOR[EACH]{ROW|STATEMENT}]
EXECUTE PROCEDURE trigger function;
Prije kreiranja okidacˇa potrebno je kreirati funkciju koja se izvrsˇava kao reakcija na
nastali dogadaj. Funkcija koja se koristi unutar okidacˇa trigger function nema
POGLAVLJE 2. UPOTREBA POSTGRESQL-A 28
ulaznih argumenata te je povratnog tipa TRIGGER. Ista funkcija se mozˇe koristiti u
nekoliko okidacˇa.
• Skup rezultata
Kada postavite upit u bazu podataka, vratit c´e se skup rezultata. Skup rezultata sadrzˇi
sve retke koji zadovoljavaju postavljeni upit. Skup rezultata mozˇe biti i prazan.
2.2 Rad s podacima u PostgreSQL-u
Kada se izradi tablica u PostgreSQL-u, odredi se i tip podataka koja se pohranjuje u svakom
stupcu. Na primjer, ako zˇelimo tablicu kupaca i ime kupca, potrebni su abecedni znakovi.
Ako spremamo datum rodenja kupca, zˇelimo tip podataka koji se mozˇe interpretirati kao
datum. Dok c´e stanje racˇuna biti znamenke.
Svaka vrijednost u PostgreSQL bazi podataka definirana je unutar tipa podataka, a svaki
tip podataka ima svoj naziv te niz valjanih vrijednosti. PostgreSQL ima definirane funk-
cije koje mogu raditi na pojedinom tipu podataka, ali mogu se definirati i nove funkcije.
Svaki tip podataka ima skup operatora koji mogu biti korisˇteni na vrijednostima toga tipa
podataka. Operator je simbol koji se koristi za izgradnju slozˇeniji izraza iz jednostavnijih.
Neki od aritmeticˇkih operatora koje vec´ znamo su + (zbrajanje) i − (oduzimanje). Operator
predstavlja neku vrstu izracˇuna koji se primjenjuje na jedan ili visˇe operanada. Na primjer,
u izrazu 5 + 3, + je operator, a 5 i 3 su operandi. Operator koji radi na dva operanda zove
se binarni operator, a operator koji radi na samo jednom operandu se zove neoperativni
operator.
Kroz ovo poglavlje biti c´e prikazani tipovi podataka ugradeni u standardnu PostgreSQL
distribuciju. Nadalje, biti c´e opisani procesi koje PostgreSQL koristi za odluku je li neki
operator ili funkcija primjenjiva i ako je, koje vrijednosti zahtjevaju automatsku konverziju
tipa podataka.
NULL vrijednosti
NULL vrijednosti predstavljaju vrijednosti koje nam nedostaju, ili su nam nepoznate ili
neprimjenjive. Naravno, prilikom izrade tablice mozˇemo odrediti da odredeni stupac ne
mozˇe sadrzˇavati NULL vrijednosti (NOT NULL). Time ne utjecˇemo na tip podataka u stupcu,
nego samo naglasˇavamo da NULL nije vrijednost koja dolazi u obzir za taj stupac. Stupac
koji zabranjuje NULL vrijednosti je obavezan, a stupac koji dozvoljava NULL vrijednosti
nije.
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PostgreSQL prepoznaje NULL vrijednosti pregledavajuc´i NULL indikator koji je sprem-
ljen odvojeno od stupca. Ako je NULL indikator za zadani redak ili stupac postavljen na
TRUE, tada su podaci spremljeni u tom retku ili stupcu beznacˇajni. To znacˇi da se podaci u
retku sastoje od vrijednosti za svaki stupac i niza indikatora od jednog bita za svaki stupac
koji daju informaciju dozvoljava li pojedini stupac NULL vrijednost.
Znakovni tip podataka
Postoje tri vrste znakovnog tipa podataka ili stringa koje nudi PostgreSQL. String je niz od
nula ili visˇe znakova. Te tri vrste su: CHARACTER(n), CHARACTER VARYING(n) i TEXT.
Tip CHARACTER(n) sadrzˇi niz od n znakova fiksne duljine. Ako u taj tip pohranimo
vrijednost krac´u od n, tada je vrijednost povec´ana bjelinama do duljine n. CHARACTER(n)
se mozˇe skratiti na CHAR(n). Ako izostavimo (n) kod stvaranja stupca CHARACTER, tada
se pretpostavlja da je duljina jednaka 1.
CHARACTER VARYING(n) definira niz promjenjive duljine od najvisˇe n znakova.
VARCHAR(n) je sinonim za CHARACTER VARYING(n). Ako izostavimo (n) prilikom stva-
ranja stupca CHARACTER VARYING, mozˇemo pohraniti sve duljine u tom stupcu.
Naposljetku, stupac TEXT odgovara VARCHAR stupcu bez odredene duljine - TEXT stu-
pac mozˇe pohraniti niz bilo koje duljine.
Numericˇki tip podataka
PostgreSQL nudi sˇest numericˇkih tipova podataka, od cˇega su cˇetiri precizne vrijednosti
(SMALLINT, INTEGER, BIGINT, NUMERIC(p,s)), a dvije priblizˇne (REAL, DOUBLE
PRECISION)
Tri od cˇetiri precizna numericˇka tipa (SMALLINT, INTEGER i BIGINT) mogu pohra-
niti samo cijele brojeve, dok NUMERIC(p,s) mozˇe precizno pohraniti bilo koji broj koji je
unutar odredenog broja znamenki. (p) predstavlja ukupan broj decimalnih znamenki, a (s)
broj decimala.
S druge strane, priblizˇne numericˇke vrijednosti ne mogu precizno pohraniti sve vrijed-
nosti. Umjesto toga pohranjuju priblizˇnu aproksimaciju realnog broja. DOUBLE PRECISION
tip podataka mozˇe pohraniti ukupno 15 znacˇajnih znamenki, ali kod racˇunanja pomoc´u
DOUBLE PRECISION mozˇe doc´i do pogresˇaka u zaokruzˇivanju.








Tablica 2.1: Alternativna imena za numericˇke tipove podataka
Osim vec´ opisanih numericˇkih tipova podataka, PostgreSQL podrzˇava i dva ”napredna”
numericˇka tipa: SERIAL i BIGSERIAL. SERIAL je zapravo INTEGER bez predznaka cˇija se
vrijednost automatski povec´ava (ili smanjuje) kada dodajemo nove retke. Slicˇno, BIGSERIAL
je BIGINT sa povec´anom vrijednosti. Kada kreiramo stupac koji ima vrijednosti tipa
SERIAL ili BIGSERIAL, PostgreSQL automatski kreira SEQUENCE. SEQUENCE je objekt
koji generira niz brojeva za korisnika.
Vremenski tip podataka
PostgreSQL podrzˇava cˇetiri osnovna vremenska tipa podataka te nekoliko prosˇirenih tipova
koji se bave problematikom vremenskih zona.
DATE se upotrebljava za pohranu datuma, pohranjuje vrijednosti za stoljec´e, godinu,
mjesec i dan.
TIME je vremenski tip podataka koji pohranjuje vrijednosti za sat, minute, sekunde
i mikrosekunde. TIME ne sadrzˇi vremenski zonu, stoga ako zˇelimo ukljucˇiti vremensku
zonu, upotrebljavamo zapis TIME WITH TIME ZONE ili skrac´eno TIMETZ.
Tip podatka TIMESTAMP kombinira prethodna dva DATE i TIME tako sˇto pohranjuje
vrijednosti za stoljec´e, godinu, mjesec, dan, sat, minute, sekunde i mikrosekunde. Za
razliku od TIME, TIMESTAMP ukljucˇuje vremensku zonu. Ako ipak zˇelimo samo datum i
vrijeme bez vremenske zone, tada koristimo zapis TIMESTAMP WITHOUT TIME ZONE.
Naposljetku, INTERVAL je vremenski tip podataka koji predstavlja raspon vremena.
INTERVAL pohranjuje velik broj sekundi koje mozˇemo grupirati u vec´e jedinice radi laksˇeg
korisˇtenje i razumijevanja. Sintaksa za INTERVAL omoguc´uje odredivanje broja sekundi u
razlicˇitim vremenskim jedinicama.
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Boolean ili logicˇki tip podataka
PostgreSQL podrzˇava jednu Boolean ili logicˇku vrstu podataka: BOOLEAN ili skrac´eno
BOOL. BOOLEAN mozˇe sadrzˇavati vrijednosti TRUE, FALSE ili NULL i trosˇi jedan bajt memo-
rije.
Uobicˇajeno ime Sinonim
TRUE true, ’t’, ’y’, ’yes’, 1
FALSE false, ’f’, ’n’, ’no’, 0
Tablica 2.2: BOOLEAN sintaksa
Geometrijski tip podataka
Imamo sˇest podrzˇavanih geometrijskih tipova podataka koji predstavljaju dvodimenzi-
onalne geometrijske objekte. Osnovni tip je POINT koji predstavlja tocˇku unutrar dvo-
dimenzionalne ravnine. POINT se sastoji od x i y koordinate, a svaka ta kordinata je nu-
mericˇki tip DOUBLE PRECISION.
LSEG je geometrijski tip koji predstavlja dvodimenionalnu duzˇinu. LSEG se sastoji od
dvije tocˇke tipa POINT, jedna koja predstavlja pocˇetak, a druga predstavlja kraj duzˇine.
Geometrijski tip BOX koristi se za definiranje pravokutnika - dvije tocˇke koje definiraju
BOX predstavljaju suprotne vrhove.
PATH je skup proizvoljnog broja tocˇaka tipa POINT koji su povezani, odnosno PATH
predstavlja put u dvodimenzionalnoj ravnini. PATH mozˇe biti otvoren ili zatvoren. Kod
zatvorenog puta imamo pocˇetnu i krajnju tocˇku koje su povezane, dok kod otvorenog puta
one nisu povezane. U PostgreSQL-u podstoje dvije funkcije koje definiraju je li put otvoren
ili zatvoren: POPEN() i PCLOSE().
POLYGON je slicˇan tip kao zatvoreni put. Razlika izmedu ta dva tipa je u funkcijama
koje podrzˇavaju.
Tocˇka koja oznacˇava sredisˇte tipa POINT i tocˇka radijusa tipa DOUBLE PRECISION
predstavljaju sljedec´i geometrijski tip CIRCLE.
BLOBs
PostgreSQL sadrzˇi tip podataka koji podrzˇava neobradene podatke. Neobradeni podaci
su oni cˇiju strukturu ili znacˇenje vrijednosti baza podataka ne razumije. S druge strane,
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PostgreSQL razumije strukturu i znacˇenje drugih tipova podataka, pa tako za tip INTEGER
razumije da su to cijeli brojevi nad kojima mozˇe vrsˇiti zbrajanje, mnozˇenje, pretvaranja
u nizove i slicˇno. Dok su neobradeni podaci samo skupina bitova koja nema znacˇenje za
PostgreSQL.
BYTEA je tip podataka koji sluzˇi za pohranu takvih neobradenih podataka. BYTEA je
ogranicˇena na pohranu vrijednosti ne vec´ih od 1GB, ali ako trebamo pohraniti vec´e vrijed-
nosti mozˇemo koristi velike objekte. Veliki objekti se pohranjuju izvan tablice. Na primjer,
ako zˇelimo spremiti fotografiju sa svakim redom u tablici, dodali bismo OID stupac.
Tip podataka za mrezˇne adrese
Postoje tri tipa podataka dizajniranih za podrzˇavanje mrezˇnih adresa u PostgreSQL-u koji
podrzˇavaju i IP (Internet Protocol) logicˇke i MAC (Machine Address Code) fizicˇke adrese.
MACADDR tip je osmisˇljen za odrzˇavanje MAC adrese. MAC adresa je hardverska
adresa, obicˇno adresa ethernet sucˇelja.
CIDR sadrzˇi IP adresu mrezˇe i broj znacˇajnih bitova u toj adresi, nazvan netmask.
INET mozˇe sadrzˇavati IP adresu mrezˇe ili mrezˇnog racˇunala te broj bitnih bitova u toj
adresi, odnosno netmask. Ako je netmask izostavljen, pretpostavlja se da adresa identifi-
cira jednog domac´ina, odnosno ne postoji vidljiva mrezˇna komponenta u toj adresi. INET
vrijednost predstavlja ili mrezˇu ili host, dok je CIDR dizajnira da predstavlja samo adresu
mrezˇe.
SEQUENCE
Kod baza podataka, cˇesto c´emo imati potrebu pohraniti podatke za koje nemamo niti jednu
jedinstvenu oznaku koja bi postala primarni kljucˇ. U tom slucˇaju c´emo dodijeliti jedins-
tveni broj svakom entitetu. Kako bismo rijesˇili problem odabira niza takvih jedinstve-
nih brojeva u PostgreSQL-u postoji objekt koji se naziva SEQUENCE. Dakle, SEQUENCE je
objekt koji automatski generira niz brojeva. Mozˇemo kreirati proizvoljan broj SEQUENCE
objekata i svakom od njih moramo dodijeliti jedinstveno ime.
Sintaksa za CREATE SEQUENCE naredbu:
CREATE SEQUENCE name [INCREMENT increment] [MINVALUE min] [MAXVALUE
max] [START start-value] [CACHE cache-count] [CYCLE];
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Jedino obavezno u naredbi jest ime. Atribut INCREMENT odreduje iznos za generiranje
sljedec´eg broja. Ta vrijednost mozˇe biti pozitivna ili negativna, ali ne i nula. Pozitivna vri-
jednost uzrokuje da se brojevi redoslijeda povec´avaju, a negativni da se smanjuju. Zadana
vrijednost za INCREMENT jest 1.
Atributi MINVALUE i MAXVALUE kontroliraju minimalne i maksimalne vrijednosti za
SEQUENCE. Kada dodemo do kraja raspona minimalne i maksimalne vrijednosti pomoc´u
atributa CYCLE SEQUENCE c´e biti kruzˇna, odnosno ako je minimalna vrijednost 0 a maksi-
malna 3, dobijemo ciklus: 0, 1, 2, 3, 0, 1, 2, 3, 0... Ako ne ukljucˇimo atribut
CYCLE dolazi do poresˇke: 0, 1, 2, 3, error: reached MAXVALUE. Zadana vrijed-
nost za MINVALUE je -2147483647 i za MAXVALUE -1, ako je INCREMENT negativan. Ako je
INCREMENT pozitivan, zadana vrijednost za MAXVALUE jest 2147483647, a za MINVALUE 1.
Atribut START odreduje pocˇetni broj koji generira SEQUENCE. Vrijednost za START
mora biti izmedu MINVALUE i MAXVALUE. Zadana vrijednost za START jest MINVALUE, ako
je INCREMENT pozitivan, a MAXVALUE, ako je INCREMENT negativan.
Atribut CACHE odreduje koliko se slijednih brojeva generira i sprema u memoriju. U
vec´ini slucˇajeva se mozˇe koristiti zadana vrijednost.
Postoje tri funkcije koje mogu izvrsˇavati operacije nad SEQUENCE. Funkcija nextval()
stvara/vrac´a novu vrijednost iz SEQUENCE, currval() dohvac´a najnoviju generiranu vri-
jednost, dok setval()mozˇe resetirati SEQUENCE na bilo koju vrijednost izmedu MINVALUE
i MAXVALUE.
Nizovi
Jedna od jedinstvenih znacˇajki PostgreSQL-a jest da mozˇemo stupac definirati kao niz.
Mozˇemo izraditi stupac koji pohranjuje visˇe vrijednosti istog tipa podataka, dok ostale
komercijalne baze podataka zahtijevaju da jedan stupac unutar zadanog reda ne mozˇe imati
visˇe od jedne vrijednosti istog tipa.
Mozˇemo definirati niz bilo kojeg tipa podataka, cˇak i niz od niza podataka. U tom
slucˇaju smo dobili visˇedimenzionalni niz, koji se mozˇe poistovjetiti sa matricom. Nema
ogranicˇenja kod broja cˇlanova u nizu, niti kod broja dimenzija niza.
Prikazat c´emo kako definirati dvodimenzionalni niz za ukupno 6 cˇlanova:
CREATE TABLE arr (pkey serial, val int[2][3]);
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Redak mozˇemo napuniti vrijednostima na jedan od dva sljedec´a nacˇina:
INSERT INTO arr( val ) VALUES( ’{ {1,2,3}, {4,5,6} }’ );
ili
INSERT INTO arr( val ) VALUES( ARRAY[ [1,2,3], [4,5,6] ] );
Indeks za pocˇetak niza je zadan na 1. Raspon indeksa niza mozˇemo izmijeniti. Takoder,
elemente niza mozˇemo koristit u bilo kojoj situaciji u kojoj mozˇemo upotrijebiti vrijednosti
istog tipa podataka. Na primjer, element niza mozˇemo koristit kod WHERE naredbe.
Postoje tri nacˇina kako mozˇemo promijeniti vrijednosti niza. Ako zˇelimo promijeniti
sve vrijednosti:
UPDATE arr SET val = ’{ {7,8,9}, {10,11,12} }’ WHERE pkey=1;
Ako zˇelimo promijeniti samo jedan element niza:
UPDATE arr SET val[2] = 22;
Ili ako zˇelimo promijeniti dio niza:
UPDATE arr SET val[1:3] = ’{11,22,33}’;
Kada kod kreiranja niza definiramo gornju granicu niza, ona nije fiksna, odnosno ako
smo postavili niz na sˇest elemenata, nema nikakavih ogranicˇenja kod dodavanja sedmog,
osmog ili nekog sljedec´eg cˇlana niza. To vrijedi samo za jednodimenzionalne nizove.
Nadalje, polje niza mozˇe biti NULL vrijednost, ali pojedinacˇni element niza ne mozˇe.
Odnosno, ne mogu neki elementi niza biti NULL, a drugi ne. PostgreSQL c´e zanemariti
naredbu azˇuriranja nekog elementa niza na NULL. Program nec´e izbaciti nikakvu gresˇku,
nego jednostavno to azˇuriranje nec´e promijeniti nisˇta.
Nizovi mogu biti vrlo korisni ako ih se koristi na ispravan nacˇin. Trebali bi ih koristit
samo onda kada je broj elemenata niza fiksiran nekim stvarnim ogranicˇenjima.
Ogranicˇenja stupaca
Kada kreiramo tablicu u PostgreSQL-u, mozˇemo odrediti i ogranicˇenja stupca. Ogranicˇenje
stupca je pravilo koje mora biti zadovoljeno kada unosimo ili azˇuriramo vrijednosti u tom
stupcu. Takoder, mozˇemo definirati posebnu tablicu ogranicˇenja koja se odnosi na pocˇetnu
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tablicu u cjelini, a ne samo na jedan stupac.
Jednom kada definiramo ogranicˇenja stupca, PostgreSQL nec´e nikada dopustiti da ta-
blica bude u stanju u kojem nisu zadovoljena sva definirana ogranicˇenja. Ako pokusˇamo
unjeti vrijednost koja se kosi sa definiranim ogranicˇenjima, tada ju nec´emo moc´i unjeti.
Isto tako ako pokusˇamo azˇurirati tablicu tako da nije u skladu sa ogranicˇenjima, to c´e
azˇuriranje biti odbijeno.
Osnovno ogranicˇenje stupca jest: NULL i NOT NULL. Kao sˇto je vec´ spomenuto, ako
stupac ogranicˇimo sa NOT NULL, onda on ne smije sadrzˇavati NULL vrijednosti. NULL
ogranicˇenje stupaca zapravo i ne funkcionira kao ogranicˇenje, nego samo kazˇe da su NULL
vrijednosti dopusˇtene u odredenom stupcu. Dakle, NUll ne prisiljava stupac da sadrzˇi samo
NULL vrijednosti. Stupac koji je definiran kao NOT NULL stupac je obavezan, dok je NULL
stupac proizvoljan.
UNIQUE ogranicˇenje osigurava da stupac sadrzˇi jedinstvene vrijednosti, to jest nec´e
biti dupliciranih vrijednosti u tom stupcu. To ogranicˇenje cˇesto koristimo u stupcu koji
je definiran kao primarni kljucˇ. Ako pokusˇamo unjeti dupliciranu vrijednost u UNIQUE
stupac, primit c´emo poruku o pogresˇci. Kada definiramo UNIQUE stupac, PostgreSQL c´e
osigurati postojanje indeksa za taj stupac. Ako ga ne stvorimo sami, PostgreSQL c´e ga
samostalno kreirati.
Gotovo svaka tablica koju stvorimo c´e imati jedan stupac (ili mozˇda visˇe njih) koji
jedinstveno indentificira svaki redak. Skup stupaca koji indetificiraju redak naziva se pri-
marni kljucˇ. SQL pruzˇa ogranicˇenje, PRIMARY KEY koje mozˇemo koristiti za definiranje
primarnog kljucˇa za tablicu. Identificiranje stupca (ili skupa stupaca) kao PRIMARY KEY
je isto kao definiranje stupca koji je NOT NULL i UNIQUE. No kada stupac definiramo kao
PRIMARY KEY navodimo da se taj stupac koristi kada trebamo uputiti na pojedini redak u
tablici.
Strani kljucˇ (foreign key) je stupac ili grupa stupaca u jednoj tablici koja se odnosi na
redak u drugoj tablici. Obicˇno, ali ne uvijek, se strani kljucˇ odnosi na primarni kljucˇ druge
tablice. Ogranicˇenje REFERENCES govori da se jedna tablica referira na drugu (tocˇnije:
strani kljucˇ u jednoj tablici se odnosi na primarni kljucˇ u drugoj tablici). Kreiramo tablicu
table2 cˇiji se stupac id odnosi na primarni kljucˇ tablice table1:
CREATE TABLE table2 (id CHARACTER(8) REFERENCES table1, number
INTEGER);
Nadalje, ogranicˇenje REFERENCES ne dopusˇta promjenu u bazi podataka tako da ono
nije zadovoljeno ili je prekrsˇeno. Dakle, ne mozˇemo dodati redak u tablici table2 koji se
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ondosi na nepostojec´i redak u tablici table1.
Definirajuc´i CHECK() ogranicˇenje na stupac, mozˇemo rec´i da sve vrijednosti umetnute
u taj stupac moraju zadovoljiti proizvoljni Booleov izraz. Sintaksa za CHECK() je sljedec´a:
[CONSTRAINT constraint-name] CHECK(boolean-expression)
Izvrednjavanje izraza i konverzija tipa
Nakon sˇto smo prosˇli kroz standardne tipove podataka u PostgreSQL-u, pokazat c´emo kako
se mogu kombinirati vrijednosti razlicˇitog tipa podataka u slozˇenije izraze.
Kompleksan izraz izraden je od dva jednostavna izraza i operatora. Operator je sim-
bol koji predstavlja neke vrste operacija koje se primjenjuje na jedan ili dva operanda. Kod
korisˇtenja operatora, operandi nam mogu biti razlicˇite vrijednosti. Na primjer, mozˇemo
mnozˇiti vrijednosti nekog stupca sa nekom konstantnom vrijednosˇc´u. Dakle, mozˇemo
kombinirati vrijednosti stupaca, doslovne vrijednosti (konstante), rezultate funkcija i ostale
izraze za izgradnju slozˇenih izraza. Ranije je vec´ spomenuto da postoje binarni operatori i
neoperativni operatori.
Za neke izraze, posebno one koji kombiniraju razlicˇite tipove podataka, PostgreSQL
mora obaviti konverziju tipa podataka. Pretvorba tipa koju automatski osigurava Post-
greSQL naziva se prisila (coercion). Pretvorba tipa mozˇe biti odradena i od strane pro-
gramera pomoc´u operatora CAST() ili ::. Na primjer, ne postoji unaprijed odreden ope-
rator koji omoguc´uje zbranje vrijednosti INT2 tipa i vrijednost FLOAT8 tipa. PostgreSQL
mozˇe pretvoriti INT2 u FLOAT8 prije zbrajanja, a postoji i operator koji mozˇe zbrojiti dvije
FLOAT8 vrijednosti. Svaki racˇunalni jezik definira skup pravila koji upravljaju automtskom
pretvorbom tipova podataka, pa tako ni PostgreSQL nije iznimka.
PostgreSQL poprilicˇno jedinstveno podrzˇava korisnicˇki definirane tipove podataka. U
vec´ini relacijskih sustava za upravljanje bazama podataka mozˇemo definirati nove tipove
podataka, ali to je zapravo samo davanje novih imena postojec´im tipovima podataka. U
PostgreSQL-u mozˇemo dodati nove tipove podataka koji nisu nuzˇno povezani sa vec´ pos-
tojec´im tipovima podataka. Kada se definiraju novi tipovi podataka, mozˇemo definirati
i nove operatore za rad nad tim novim tipovima. Svaki operator je implementiran kao
funkcija operatora, obicˇno zapisana u programskom jeziku C.
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Izrada vlastitog tipa podataka
Kreiranje vlastitog tipa podataka u PostgreSQL sustavu nije jedistvena osobina medu re-
lacijskim sustavima baza podataka, ali PostgreSQL-a podrsˇka jest jedinstvena. Dok u dru-
gim relacijskim sustavima baza podataka pod nove tipove podataka spadaju vec´ definirani
tipovi podataka samo ogranicˇeni odredenim vrijednostima, u PostgreSQL sustavu oni spa-
daju u domenu. PostgreSQL mozˇe stvoriti kompozitne tipove podataka, odnosno tipove
podataka koji sadrzˇe visˇe razlicˇitih tipova, Na primjer, adresa: ulica i posˇtanski broj te
grad. Kada se definira kompozitni tip podatka, svaka komponenta ima zasebno ime i tip
podataka.
Uz PostgreSQL mozˇemo izraditi i posve nove tipove koji nemaju veze sa vec´ pos-
tojec´im vrstama. Kada definiramo vlastiti tip podataka, odredujemo sintaksu potrebnu za
doslovne vrijednosti, format za internu pohranu podataka, skup operatora podrzˇanih za
novi tip i skup (unaprijed definiranih) funkcija koje mogu raditi na vrijednostima tog tipa.
Postoje brojni paketi za dodavanje novih tipova podataka u standardnu PostgreSQL
distribuciju. Na primjer, PostGIS projekt dodaje geografske tipove podataka bazirane na
specifikacijma organizacije Open Geospatial Consortium. PostGIS dodaje nove tipove po-
dataka sa funkcijama, operatorima i indeksima koji se primjenjuju na te prostorne tipove.
/contrib je direktorij standardne PostgreSQL distribucije koji sadrzˇi tipove podataka o
kocki, kao i implementaciju ISBN/ISSN (International Standard Book Number / Internati-
onal Standard Serial Number) tipa podataka.
Profinjenje tipova podataka pomoc´u CREATE DOMAIN
Domena je korisnicˇki definirani tip podataka koji profinjava postojec´i tip podataka. Do-
menu obicˇno stvaramo kada trebamo pohraniti isti tip podataka u puno tablica (ili puno
puta unutar iste tablice). Sintaksa za kreiranje domene:
CREATE DOMAIN name [AS] data type [COLLATE collation] [DEFAULT
expression] [CONSTRAINT[ ... ] ];
Gdje je CONSTRAINT izraz oblika:
[ CONSTRAINT constraint name ] {NOT NULL|NULL|CHECK (expression)};
Ako u CREATE DOMAIN naredbu ukljucˇimo DEFAULT, tada navedena vrijednost postaje
zadana za sve stupce koji imaju isti naziv tipa. Drugim rijecˇima, ako izostavimo stupac
name u INSERT naredbi, PostgreSQL c´e umetnuti izraz zadan u expression umjetno
zadane NULL vrijednosti. Zadana vrijednost treba zadovoljiti sva ogranicˇenja koja pri-
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druzˇujemo domeni.
Nakon sˇto izradimo stupac cˇiji je tip podataka definiran pomoc´u domene, tretiramo ga
na isti nacˇin kao i svaki drugi stupac. Mozˇemo kreirati i indekse koji ukljucˇuju vrijednosti
domene.
Takoder, domenu bi bilo dobro definirati i za stupce koji sudjelu u PRIMARY KEY i
FOREIGN KEY odnosu kako bi osigurali da se tipovi podataka tih vrijednosti podudaraju i
da tablice mogu uspostaviti vezu jedna izmedu druge pomoc´u primanog i stranog kljucˇa.
Izrada i upotreba kompozitnog tipa podataka
Kompozitni tip je tip podataka sastavljen od jednog ili visˇe imenovanih polja.
CREATE TYPE name type AS (name1 TYPE1, name2 TYPE2, name3 TYPE3);
Dakle, novi kompozitni tip imenovan je sa name type i sastoji se od polja name1,
name2 i name3 koji su TYPE1, TYPE2, odnosno TYPE3 tipa podataka.
Nakon sˇto smo definirali novi tip podataka, mozˇemo stvarati stupce u tablicama toga
tipa. Kada dodajemo stupac kompozitnog tipa, dodajemo jedno polje koje se mozˇe sastojati
od visˇe polja.
ALTER TABLE table ADD COLUMN column name type;
Postoji nekoliko ogranicˇenja koja se ticˇu kompozitnih tipova podataka. Ne mozˇemo
dodati ogranicˇenje kompozitnom tipu, ali mozˇemo prilozˇiti ogranicˇenje domeni i definirati
kompozitni tip koji koristi tu domenu. Takoder, ne mozˇemo stvoriti domenu cˇiji je tip po-
dataka kompozitni tip, ali mozˇemo stvoriti kompozitni tip koji sadrzˇi domenu. Mozˇemo
izraditi ugnjezˇdene kompozitne tipove, odnosno unutar jednog kompozitnog tipa mozˇemo
definirati drugi, odnosno visˇe njih, ali takve tipove bolje je izbjegavati radi preglednosti
koda. Kada kombiniramo kompozitne tipove i domenu, imamo snazˇan mehanizam za
provodenje ogranicˇenja nad slozˇenim objektima u bazi.
Poglavlje 3
Implementacija baze podataka u
pgAdmin-u
PgAdmin je alat za upravljanje PostgreSQL-om, te se mozˇe koristit na Linuxu, Unixu, Mac
OS X i Windowsu. PgAdmin se mozˇe pokrenuti kao web ili kao dekstop aplikacija. Kao
alat pogodan je i za korisnike sa slabijim znanjima SQL jezika jer omoguc´uje jednostavno
kreiranje i punjenje tablica bez pisanja upita. Na mjesecˇnoj bazi se azˇurira i popravlja, te
se objavljuju nove verzije koje je moguc´e preuzeti ili azˇurirati postojec´e. Verzija korisˇtena
u ovom radu je pgAdmin 4 v3.2., dok je trenutna najnovija verzija 4 v4.1. (objavljena 15.
sijecˇnja 2019).
U pgAdmin alatu kreirana je baza podataka koja se sastoji od: 6 tablica, 1 okidacˇ
funkcije, 2 pogleda, 6 sekvence i 3 tipa podataka. Na slici 3.1 prikazan je izgled pgAdmin
alata. Dok je na slici 3.2 prikazan ER dijagram tablica. Aplikacija koja je izradena kao
prakticˇni dio ovog diplomskog rada prikazuje klijente Banke, proizvode Banke koje klijent
koristi te neke osnovne podatke o klijentima koji su razdvojeni u nekoliko tablica.
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Slika 3.1: PgAdmin
Slika 3.2: ER dijagram
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Okidacˇ
Kreirana je jedna okidacˇ funkcija last update koja je ugradena unutar svake tablice, a
kod je sljedec´i:











Okidacˇ last update zapisuje vrijeme tipa timestamp kada je neki redak unutar tablice
nadodan ili izmjenjen.
Sekvence
Za svaku od 6 kreiranih tablica kreirana je sekvenca za primarne kljucˇeve na sljedec´i nacˇin:
CREATE SEQUENCE public.ime sekvence;
Tablice
Jedna od sˇest tablica navedenih u radu jest tablica drzˇava koja sadrzˇi podatke o drzˇavama,
na kojem se kontinentu nalaze te varijablu eu boolean koja oznacˇava je li pojedina drzˇava




id drzave integer NOT NULL DEFAULT nextval(’drzava id drzave seq’::regclass),
drzava character varying(50) COLLATE pg catalog."default" NOT NULL,
kontinent character varying(50) COLLATE pg catalog."default" NOT NULL,
eu boolean boolean NOT NULL,
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last update timestamp without time zone NOT NULL DEFAULT now(),
CONSTRAINT drzava pkey PRIMARY KEY (id drzave)
) WITH (OIDS = FALSE)
TABLESPACE pg default;
Takoder moramo kreirati i okidacˇ funkciju koji koristimo unutar tablice drzˇava. Sljedec´i
kod moramo analogno kreirati i pokrenuti za svaku tablicu koja koristi okidacˇ funkciju
last update.




EXECUTE PROCEDURE public.last updated();
Sljedec´a tablica cˇiji c´e kod slijediti jest tablica grad.
CREATE TABLE public.grad
(
id grada integer NOT NULL DEFAULT nextval(’grad id grada seq’::regclass),
ime grada character varying(50) COLLATE pg catalog."default" NOT NULL,
id drzave smallint NOT NULL,
last update timestamp without time zone NOT NULL DEFAULT now(),
CONSTRAINT grad pkey PRIMARY KEY (id grada),
CONSTRAINT fk grad FOREIGN KEY (id drzave)
REFERENCES public.drzava (id drzave) MATCH SIMPLE
ON UPDATE NO ACTION
ON DELETE NO ACTION
) WITH (OIDS = FALSE)
TABLESPACE pg default;
Tablica grad sadrzˇi strani kljucˇ id drzave koji se referira na prethodnu tablicu drzˇava.
Primarni kljucˇ tablice grad jest id grada te je isto definiran kao sekvenca kao i primarni
kljucˇ kod prethodne tablice. Primarni kljucˇevi u sljedec´im tablicama su definirani na ana-
logan nacˇin.
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Adresa je naziv sljedec´e tablice:
CREATE TABLE public.adresa
(
id adrese integer NOT NULL DEFAULT nextval(’adresa id adrese seq’::regclass),
adresa character varying(50) COLLATE pg catalog."default" NOT NULL,
kvart character varying(20) COLLATE pg catalog."default" NOT NULL,
id grada smallint NOT NULL,
telefon character varying(20) COLLATE pg catalog."default" NOT NULL,
last update timestamp without time zone NOT NULL DEFAULT now(),
post broj integer NOT NULL,
CONSTRAINT adresa pkey PRIMARY KEY (id adrese),
CONSTRAINT fk adresa FOREIGN KEY (id grada)
ON UPDATE NO ACTION
ON DELETE NO ACTION
) WITH (OIDS = FALSE)
TABLESPACE pg default;
Tablica adresa sadrzˇi podatke o razlicˇitim adresama i telefonskim brojevima klijenata.
Postoji strani kljucˇ unutar tablice id grada koji se referira na tablicu grad. Na analogan




id klijenta integer NOT NULL DEFAULT
nextval(’klijent id klijenta seq’::regclass),
ime character varying(45) COLLATE pg catalog."default" NOT NULL,
prezime character varying(45) COLLATE pg catalog."default" NOT NULL,
email character varying(50) COLLATE pg catalog."default",
id adrese smallint NOT NULL,
aktivnost boolean NOT NULL DEFAULT true,
last update timestamp without time zone DEFAULT now(),
datum rodj date NOT NULL,
otvoren pos odnos date NOT NULL,
zatvoren pos odnos date NOT NULL,
zaposlenik boolean,
redovita primanja boolean,
CONSTRAINT klijent pkey PRIMARY KEY (id klijenta),
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CONSTRAINT klijent id adrese fkey FOREIGN KEY (id adrese)
REFERENCES public.adresa (id adrese) MATCH SIMPLE
ON UPDATE CASCADE
ON DELETE RESTRICT
) WITH (OIDS = FALSE)
TABLESPACE pg default;
Preostale dvije tablice klijent info i proizvod se obje referiraju na tablicu klijent preko
stranog kljucˇa id klijenta. Tablica klijent info sadrzˇi neke dodatne informacije o kli-




id proizvoda integer NOT NULL DEFAULT
nextval(’proizvod id proizvoda seq’::regclass),
id klijenta smallint NOT NULL,
last update timestamp without time zone NOT NULL DEFAULT now(),
naziv proizvoda character varying(30) COLLATE pg catalog."default" NOT
NULL,
kategorija character varying(30) COLLATE pg catalog."default" NOT NULL,
datum otvaranja date NOT NULL,
datum zatvaranja date NOT NULL,
CONSTRAINT proizvod pkey PRIMARY KEY (id proizvoda),
CONSTRAINT proizvod id klijenta fkey FOREIGN KEY (id klijenta)
REFERENCES public.klijent (id klijenta) MATCH SIMPLE
ON UPDATE CASCADE
ON DELETE RESTRICT
) WITH (OIDS = FALSE)
TABLESPACE pg default;
Za posljednju tablicu klijent info su kreirana tri posebna tipa podataka cˇiji c´e kodovi
biti navedeni nakon koda za tablicu:
CREATE TABLE public.klijent info
(
id info integer NOT NULL DEFAULT nextval(’klijent info id info seq’::regclass),
id klijenta smallint NOT NULL,
spol spol DEFAULT ’M’::spol,
kategorija kategorija DEFAULT ’nepoznato’::kategorija,
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bracni status brak DEFAULT ’nepoznato’::brak,
last update timestamp without time zone DEFAULT now(),
broj djece integer,
CONSTRAINT info pkey PRIMARY KEY (id info),
CONSTRAINT info id klijenta fkey FOREIGN KEY (id klijenta)
ON UPDATE CASCADE
ON DELETE RESTRICT
) WITH (OIDS = FALSE)
TABLESPACE pg default;
Tip podataka
U prethodnoj tablici su korisˇtena 3 novo definirana tipa podataka spol, kategorija i
brak. To su jednostavni tipovi podataka definirani na sljedec´i nacˇin:
CREATE TYPE public.spol AS ENUM (’M’, ’Z’);
CREATE TYPE public.kategorija AS ENUM (’maloljetan’, ’umirovljenik’,
’student’, ’zaposlen’, ’nezaposlen’, ’nepoznato’);
CREATE TYPE public.brak AS ENUM (’u braku’, ’nije u braku’, ’razveden’,
’nepoznato’);
Pogled
Od tablica koje su navedene u radu su kreirana dva pogleda klijenti i zaposlenici. Pogled
klijenti sadrzˇi sve podatke o klijentima Banke koji su povucˇeni iz svih 6 tablica:



















LEFT JOIN adresa b ON a.id adrese = b.id adrese
LEFT JOIN grad c ON b.id grada = c.id grada
LEFT JOIN drzava d ON c.id drzave = d.id drzave
LEFT JOIN ( SELECT proizvod.id klijenta,
count(DISTINCT proizvod.id proizvoda) AS br otvorenih proizvoda
FROM proizvod
WHERE proizvod.datum zatvaranja >= now()
GROUP BY proizvod.id klijenta) e ON a.id klijenta = e.id klijenta
LEFT JOIN klijent info f ON a.id klijenta = f.id klijenta
WHERE a.zaposlenik = false OR a.zaposlenik IS NULL;
Pogled zaposlenici sadrzˇi podatke o klijentima koji su ujedno i zaposlenici Banke.

















LEFT JOIN adresa b ON a.id adrese = b.id adrese
LEFT JOIN grad c ON b.id grada = c.id grada
LEFT JOIN drzava d ON c.id drzave = d.id drzave
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LEFT JOIN klijent info e ON a.id klijenta = e.id klijenta
WHERE a.zaposlenik = true;
3.1 Primjer korisˇtenja opisane baze podataka
Analizirati c´emo tablicu proizvod. U poslovnom svijetu c´e nas cˇesto zanimati koji pro-
izvodi su najzastupljeniji, te neke analize nad tim proizvodima i klijentima koji koriste te
proizvode.
Slika 3.3: Tablica proizvod
Slika 3.4: Broj proizvoda i klijenata u tablici proizvod
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Na slici 3.3 prikazano je nekoliko redaka iz tablice proizvod, a na slici 3.4 prikazano
je koliko imamo razlicˇitih proizvoda u bazi. Slijedi josˇ nekoliko primjera koristec´i neke od
tablica koje su prethodno opisane.
Slika 3.5: Kategorija proizvoda
Prethoda slika 3.5 prikazuje koji proizvodi po kategoriji su najzastupljeniji medu kli-
jentima. Stavljen je uvjet where datum zatvaranja>now() kako bi osigurali da su pri-
kazani samo trenutno aktivni proizvodi, odnosno proizvodi koji nisu zatvoreni. Dakle,
mozˇemo zakljucˇiti da od ukupno 48 otvorenih proizvoda, njih 34 su kartice.
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Sljedec´a slika 3.6 prikazuje koliko aktivnih vrsta kartica ima u tablici te koliko ih kli-
jenata koristi. Na primjer, dalje bi nas mogle zanimati neke podjele po proizvodima u
ovisnosti o spolu klijenta ili o bracˇnom statusu klijenta ili kategoriji klijenta, odnosno je li
klijent zaposlen ili nije.
Slika 3.6: Kartice
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Slika 3.7: Zaposleni klijenti i kategorije proizvoda
Slika 3.7 prikazuje koje kategorije proizvoda imaju klijenti koji su zaposleni (ne nuzˇno
u Banci). Na slicˇan nacˇin bi se moglo prikazati koje kategorije proizvoda imaju musˇki
klijenti, a koje zˇenski, odnosno koje kategorije imaju klijenti ovisno o njihovom bracˇnom
statusu.
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Ako nas zanimaju neke analize na klijentima Banke koji nisu zaposlenici, pogled kli-
jenti sadrzˇi sve podatke o klijentima. Zˇelimo vidjeti kakva je podjela klijenta u ovisnosti
koliko proizvoda imaju u Banci. Podijeliti c´emo broj proizvoda u 3 grupe.
Slika 3.8: Broj proizvoda
Prethodna slika 3.8 pokazuje da najvec´i broj klijenta ima u Banci otvoreno 3 ili visˇe
proizvoda. Promatrani su samo klijenti koji nisu zaposlenici Banke, a takvih ima 13.
Ovo su samo neki od primjera kako bi se mogla koristiti opisana baza podataka. U
poslovnom svijetu kako bi laksˇe prepoznali potrebe klijenata, te analizirali prodaju pojedi-
nih proizvoda cˇesto koristimo baze podataka. U velikim firmama i kompanijama ima puno
visˇe tablica i podataka nad kojima se vrsˇe analize.
Zakljucˇak
Na prvi pogled rad u PostgreSQL sustavu, te kreiranje tablica i pisanje kodova u pgAdminu
nije puno drugacˇije od pisanja kodova u Oraclu u jeziku MySQL. U susˇtini je to sve isti
jezik koji se razlikuje u nijansama i nekim pravilima. Kao korisnik Oracla u poslovne
srvhe, kod pisanja upita u PostgreSQL sustavu nisam primjetila puno razlika. Razliku
sam uocˇila kod pgAdmin alata s kojim sam se prvi put susrela kod pisanja ovoga rada.
Pojavili su se neki problemi kod pokretanja programa, s obzirom da sam koristila verziju
koja se pokrec´e kao web aplikacija. Uz malo pretrazˇivanja foruma, pronasˇla sam rjesˇenje
tog problema. Problem koji je program javljao pri pokretanju jest da aplikacijski server ne
mozˇe biti kontaktiran. Do gresˇke je najvjerojatnije dolazilo jer bi prethodna sesija ostala
otvorena ili zapisana pa se nova ne mozˇe otvoriti dok se prethodna ne izbrisˇe iz foldera.
Sve u svemu nisu prepreke koje bi me odvukle od korisˇtenja pgAdmin alata ili PostgreSQL
sustava. Kako sam koristila pgAdmin koji se pokrec´e kao web aplikacija, neophodna je
internet konekcija kako bi se povezali na server.
PostgreSQL sustav vrlo je otporan na pogresˇke i kvarove jer se temelji na ACID (Ato-
micity - Consistency - Isolation - Durability) pravilima, dok MySQL ima nesˇto slabiju
ACID prolaznost. Sve u svemu, mozˇemo zakljucˇiti da je PostgreSQL baza sa nesˇto strozˇim
provjerama i boljom ACID uskladenosˇc´u nego MySQL. Takoder, iz tog razloga Post-
greSQL ima nesˇto bolju ponudu za slozˇenije i zahtjevnije projekte, sˇto je dobar razlog
za neke firme za prihvac´anje PostgreSQL-a kao povoljnog, ali moc´nog rjesˇenja za njihovo
poslovanje. Obje baze se mogu dobro optimizirati ovisno o nasˇim potrebama, ali moglo
bi se rec´i da je MySQL ucˇinkovito rjesˇenje za aplikacije u kojima ima velik broj slozˇenih
upita. Koja baza c´e nam biti bolja, na kraju krajeva dosta ovisi o samom korisniku te o
nacˇinu projektiranja same baze. Ako zˇelimo donjeti neki generalizirani zakljucˇak kada
koristi koju od tih dviju baza, mozˇemo rec´i da bi se organizacije cˇesˇc´e mogle odlucˇiti za
PostgreSQL sustav zbog podrsˇke standardima, stabilnosti i sigurnosti.
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Sazˇetak
Rad opisuje objetkno-relacijski sustav za upravljanje bazom podataka PostgreSQL razvijen
od strane PostgreSQL Global Development Group. PostgreSQL sustav besplatan je za
korisˇtenje i dostupan je Windows i Linux platformama te se cˇesto koristi kao alternativa za
MySQL. U radu su opisane prednosti i mane PostgreSQL sustava te njegova usporedba sa
MySQL sustavom. Prakticˇni dio rada sadrzˇi opis aplikacije izradene u pgAdmin alatu za
upravljanje PostgreSQL-om.
Summary
This thesis describes the PostgreSQL database management system developed by Post-
greSQL Global Development Group. PostgreSQL is an open source database that is ava-
ilabe on Windows and Linux platforms. It is often used as an alternative to MySQL. In
this thesis are described the advantages and disadvantages of the PostgreSQL and its com-
parison with the MySQL. The practical part of the thesis contains the description of the
application that was created in the pgAdmin PostgreSQL Management Tool.
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