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Abstrakt
Tato bakalářská práce se zabývá vytvořením originální softwarové klávesnice určenou pro
platformu Android. První část se zabývá současnými klávesnicemi na trhu a objasní v čem
je moje klávesnice jedinečná. V další kapitole popisuji principy služeb a použité komponenty
při tvorbě aplikace. Poté vysvětluji postup při implementaci a řešení konkrétních problémů.
Nakonec vyvozuji použitelnost, rozšíření klávesnice mezi uživatele a případná vylepšení do
budoucna.
Abstract
The aim of this bachelor thesis is to create a unique software keyboard for Android
framework. First part of the thesis is the overview of current keyboards on the market,
where I also mention a difference between them and my concept. In the next chapter
I describe how the pattern of custom keyboard works and what components I used to build
the application. After that I explain my steps during the process of implementation and how
I solved particular problems. Finally I deduce usability, possible expand of keyboard among
the Android users and potential future features.
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Kapitola 1
Úvod
V této bakalářské práci charakterizuji typy existujících klávesnic, návrh mojí klávesnice,
její implementaci a poznatky při jejím používání různými skupinami lidí a jejich celkových
dojmů.
Platformu Android jsem si vybral, pro její poměrně značnou rozšířenost jako operačního
systému a pro možnost vytvořit pro ni vlastní klávesnici.
Moje prvotní myšlenka byla vytvořit klávesnici s velkými tlačítky a s větším polem
nabízených následujících slov. Aby se vše vešlo na display mobilního telefonu, omezil jsem
počet kláves na šest, kde každá reprezentuje jednu samohlásku. Všechny klávesy (a, e,
i, y, o, u) jsou na spodním řádku. Tabulka s následujícími slovy může zabírat celé čtyři
řádky. Touto tabulkou se může pohybovat horizontálně i vertikálně tažením prstů a zobra-
zovat tak další slova, která se nenacházejí v prvním zobrazením tabulky. Uživatel tedy píše
pouze samohlásky a vybírá slova z tabulky predikcí. Ne vždy bude slovo obsaženo v data-
bázi – v tomto případě lze slovo doplnit souhláskami speciální akcí tlačítek. Speciální akce,
jako vložení symbolu, emulace klávesy shift a caps, smazání písmen, slov, vět a celého textu,
lze vyvolat tažením prstu nahoru nebo dlouhé přidržení nad určitou klávesou samohlásky.
U této klávesnice velmi záleží na databázi pro konkrétní jazyk s co nejvíce spisovnými
i slangovými výrazy a dvojic slov včetně jejich četností, která by měla být nejlépe z kon-
verzace. Tento koncept klávesnice je poněkud odlišný od běžných klávesnic, proto jsem
vytvořil návod pro uživatele, jak s klávesnicí psát. Natočil jsem demonstrační video a sdílel
přes youtube, kde bude zároveň produkt propagovat.
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1.1 Přehled existujících klávesnic
V současné době je na trhu několik druhů klávesnic. Některé jsou známé z jiných platforem
jako Symbian a přepsané pro platformu Android. Většinou se jedná o klasické klávesnice
s QWERTY rozložením tlačítek a přidané nějaké funkce navíc. Princip psaní však zůstává
stejný. Dále lze najít i aplikace s originálním způsobem psaní, ale tyto nejsou tak známé
a rozšířené mezi uživateli. Některé vlastnosti klávesnic však musí zůstat stejné. Například
klávesnice by neměly zabírat více jak polovinu obrazovky. U klasické klávesnice jsou to
většinou čtyři řádky kláves a jeden s predikcí, dohromady kolem pěti řádků textu s velkým
řádkováním.
Všechny klávesnice jsem rozdělil do čtyř kategorií [8].
1.1.1 Běžné
Vypadají jako hardwarová klávesnice od počítače s malými tlačítky. protože každá klá-
vesa reprezentuje jedno písmeno z abecedy, na predikci u těchto kláves zbývá většinou
jeden řádek (obr. 1.1a). Zobrazují se zde většinou pouze tři predikovaná slova. Tento typ
je v základu v každém dotykovém zařízení. Lepší klávesnice navíc umožňují rychlé vkládání
symbolů jako čísla, dlouhým přidržením určité klávesy. Jako zástupce této kategorie jsem
vybral SwiftKeyX, která má výbornou predikci následujících slov a podporuje několik ja-
zyků včetně češtiny. Zde fungují našeptávající slova pouze jako doplňující pomůcka sloužící
ke zrychlení.
1.1.2 Tahové
Existují také velmi populární klávesnice, které vypadají stejně jako předchozí kategorie,
ale umožňují navíc rychlejší psaní tažením prstu z jednoho písmene do druhého, dokud ne-
objedeme všechna písmena psaného slova (obr. 1.1b). Nejznámější klávesnice tohoto typu
je Swype nebo SlideIT. Jejich výhodou je, že na nich lze psát, tak jak je uživatel zvyklý
bez využívání těchto gest. Využívá se táhnutí prstu po obrazovce a zvolení slova z na-
bídky možností. Při využívání této vlastnosti velmi rozhoduje obsáhlost slovníku a přesné
přejíždění prstu nad písmeny.
1.1.3 Maticové
Klávesnice s velkými tlačítky obsahují matici kláves o rozměrech 4 × 4 (obr. 1.1c). Psaní
slova vzniká mačkáním tlačítek, z nich každé zastupuje několik znaků. Dále záleží na pre-
dikci, která musí určit jaká písmena z tlačítek se mají použít k sestavení slova, co chtěl
uživatel napsat. Na zobrazení napovídajících slov připadá také jeden řádek. Funguje to
na podobném principu jako T9 na klasických telefonech. Jako u typu klávesnic v předcho-
zím případě i tady uživatel musí slovo nevyskytující se v databázi napsat celé znovu.
1.1.4 Ostatní
Dalším typem jsou ne tak známé a používané klávesnice, protože vyžadují po uživateli
jiné myšlení a naučení se nového způsobu psaní. Nemusí podporovat predikci slov. Skládání
písmen vzniká různým tažením prstů – diagonálními směry nebo jinými krouživými pohyby.
Jedno písmeno se tedy napíše jedním tahem. Psaní slov u těchto druhů klávesnic je většinou
pomalejší než u běžných.
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(a) Běžná klávesnice (SwiftKey X) (b) Tahová klávesnice (Swype)
(c) Maticová klávesnice (Chinese keyboard) (d) Ostatní klávesnice (W10 keyboard)
Obrázek 1.1: Přehled typů současných klávesnic
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1.2 Popis mého nápadu klávesnice
Valná většina současných klávesnic zobrazují našeptávající slova na jeden řádek a vlastní
tlačítka, kterými se píše na plochu velikosti čtyř řádků textu. Moje idea je zobrazovat, co nej-
více nabízených slov na plochu obrazovky mobilního zařízení. Tohoto lze docílit redukcí
počtu tlačítek. Uživatel filtruje nabízená slova tlačítky jen z jednoho řádku. U mojí kláves-
nice jsem zvolil samohlásky, protože je jich pouze šest. Mohou se použít i jiná písmena, která
budou zabírat pouze jeden řádek a budou dostatečně veliká, aby se dala rychle bez překlepů
stlačit. Při průměrném velikosti displeje 3.7” a poměru stran 16:9 dnešních přístrojů to vy-
chází na pět až šest tlačítek.
Aplikaci jsem pojmenoval Vowels (anglicky samohlásky), protože ty jsou nejvíce zře-
telné na celé aplikaci.
Obrázek 1.2: velikost tlačítka, místo zabírající klávesy a místo pro našeptávající slova
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Kapitola 2
Platforma Android
Android je softwarová platforma založená na Linuxovém jádru. Přednostně je určená pro mo-
bilní zařízení (chytré telefony, PDA, navigace). Vyvinula ji společnost Google a následně
celou platformu i se zdrojovými kódy předala sdružení firem Open Handset Alliance, jíž
je také členem. Vývojová sada pro Android umožňuje vývojářům psát aplikace v jazyce
Java s využitím knihoven vyvinutých společností Google. Od počátku roku 2008, kdy
byla vydána první veřejně dostupná verze platformy, jsou všechny její součásti k dispo-
zici komukoliv pod licencí
”
Apache free-software and open-source license“ [12].
Android přináší kompletní set programů pro mobilní zařízení jako operační systém,
aplikační vrstvu a klíčové mobilní aplikace. Je postaven, aby umožnil vývojářům progra-
movat plnohodnotné mobilní aplikace, které mohou plně využít hardware telefonu. Byl vy-
víjen jako otevřená platforma. Například aplikace mohou volat jakékoliv klíčové vlast-
nosti telefonu, jako jsou volání, posílání zpráv nebo používání fotoaparátu. Android ne-
rozlišuje mezi původními aplikacemi přístroje a aplikacemi třetích stran. Všechny mohou
přistupovat k funkcím zařízení a tím poskytnout uživatelům velké množství výběru [10].
Systém se skládá z:
• aplikační framework umožnuje snadné opakované využití komponent a jejich případ-
nou výměnu
• virtuální stroj Dalvik je JAVA virtual machine optimalizovaná pro mobilní zařízení.
• integrovaný web prohlížeč založený na opensource vykreslovacím jádře WebKit
• optimalizovaná grafika - součásti jsou obecné knihovny pro 2D grafiku (SDL), 3D
grafiku (OpenGL ES 1.0) s možností hardwarové akcelerace
• SQLite, databázový mini server pro uložení a zpracování strukturovaných dat
• podpora multimédií, obvyklých formátů audio, video a obrazu (MPEG4, H.264, MP3,
AAC, AMR, JPG, PNG, GIF)
• GSM telefonie (závislé na hardwarové podpoře)
• Bluetooth, EDGE, 3G, and WiFi (závislé na hardwarové podpoře)
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• plnohodnotné vývojové prostředí - emulátor zařízení, nástroje pro ladění, výkonnostní
a paměťové profilování, prostředí Eclipse pro vývoj android aplikací
Obrázek 2.1: Architektura systému Android
Aplikace se skládá ze čtyř typů komponent [3]:
• Activity representuje obrazovku s uživatelským rozhraním. Volá se při startu běžné
aplikace.
• Service je součást, která běží na pozadí a provádí dlouhou operaci nebo práci pro vzdá-
lený proces. Nezobrazuje uživatelské rozhraní.
• Content provider řídí sdílení dat mezi aplikacemi. Aplikace, která má uložená
data v paměti přístroje, SQL databázi, na webu nebo někde jinde může
přes content provider poskytnout obsah ostatním aplikacím. Ty pak mohou k datům
přistupovat, případně modifikovat.
• Broadcast reciever je komponenta, která naslouchá vysílaným zprávám ze systému
a reaguje na ně.
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Běžně se aplikace vytváří jako potomek Activity, přepíšou se metody, které jsou volány
systémem. Lze vykonat blok kódu v závislosti na spuštění, změně viditelnosti, pozastavení
nebo zavření aplikace. Například metoda onCreate se zavolá, když se má program spustit
a obsah by se měl zobrazit voláním metody setContentView(View).
Zdrojové kódy jsou psány v jazyce Java. Změnu chování komponenty zajišťujeme dědě-
ním a přepsáním rodičovských metod. Přídavné zdroje lze definovat i pomocí XML pro snad-
nější orientaci.
2.1 Nástroje pro vývojáře
Pro vyvíjení aplikaci pro platformu Android je třeba mít nainstalované integrované vý-
vojové prostředí (dále IDE ), rozšíření Android Development Tools (dále ADT ) a balíček
s vývojovou sadou (Android SDK ) určený pro váš operační systém. Oficiálně podporované
je Eclipse, ovšem i na Netbeans a IntelliJ existuje podpora z třetích stran. Všechny tyto
IDE jsou dostupné pro všechny majoritní operační systémy.
Já jsem postupoval standardní cestou a použil Eclipse, proto budu popisovat vyvíjení
a ladění v tomto IDE. Rozšíření ADT v sobě obsahuje další nástroje určené pro vývoj.
V Dalvik Debug Monitor Server (dále DDMS ) lze sledovat, jak dlouho různé operace
trvají a v jakém vláknu se vykonávají. Stačí zapnout Start method profiling, provést akci,
kterou chceme měřit na emulátoru nebo zařízení, a profilování zase vypnout. Na přehledné
ose pro každé vlákno lze vidět posloupnosti prováděných operací.
Další užitečný nástroj je také pohled Hierarchy viewer. Lze v něm sledovat zobrazené
pohledy, kolik zabírají paměti a jak rychle se načetly.
Pro vytváření rozvržení pohledů aplikace se otevře panel s komponentami a obra-
zovka přístroje, do které můžeme tyto součásti vsunout. Je tak vidět celá kompozice kom-
ponent stejně jak v emulátoru. Kód lze editovat i v XML kódu.
Velmi univerzálním nástrojem je konzolová aplikace adb, která může nahradit IDE,
když chcete psát kód v běžném textovém editoru. Adb umí spouštět emulátor, vypisovat
zápisy běhu aplikace (dále log), spustit linuxový terminál, překládat aplikace, instalovat
a odinstalovávat programy ze zařízení, atd.
V AVD manageru lze nastavit jaká verze Androidu se na emulátoru má spouštět. Spou-
štění aplikací v emulátoru má pomalou odezvu. V budoucnu by se to mělo změnit, kdy
bude v emulátorech možnost využití GPU akcelerace a převod některých instrukcí ARM
do nativních s architekturou x86. Já jsem si většinou připojil přes USB kabel svůj telefon
s verzí Androida 2.3 a testoval klávesnici na něm. Gesta jako tažení prstu doprava a do-
leva se za pomoci myši a špatné detekce emulátoru zkoušela na počítači velmi obtížně.
Na stránkách Android developers lze některým funkcím dobře porozumět z názorných
příkladů [4]. Popisy metod jsou stejné jako v JavaDoc, které lze snadněji přečíst rovnou
z vývojového prostředí. Velmi doporučuji stáhnou si zdrojové kódy Androidu do vývojového
prostředí. Při přepisu metod komponent je někdy užitečné se podívat jak jsou některé me-
tody implementovány. O jednoduché stažení těchto kódů se postará rozšíření adt-addons.
2.2 Struktura projektu
V kořenovém adresáři projektu jsou složky src, assets, res a další podstatné jen pro se-
stavení vlastní aplikace. Ve složce src jsou pod vámi definovanou cestou zdrojové soubory
(třídy) psané v jazyce Java. Při exportování aplikace jsou překompilované do Java byte kódu
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a následně do Dalvik byte kódu. Další složka res obsahuje přídavné vizuální zdroje k pro-
jektu, na které se lze odkazovat v kódu aplikace. V adresáři assets mohou být další zdroje,
které se většinou překopírují do interní paměti nebo SD karty zařízení při prvním spuštění
aplikace.
2.2.1 Struktura visuálních přídavných zdrojů
Pro přehlednost projektu je vhodné využívat strukturu složek s XML soubory jako lay-
out, color, style, anim, drawable. Pokud využíváme odkazování se ve vlastních součástech
projektů na tyto elementy s předefinovanými identifikátory, tak si později ušetříme mnoho
času dohledáváním, kde je daný styl či barva použita. Projekt je pak navíc přehlednější.
V souboru styles jsou definovány vizuální vlastnosti rozvržení komponent souboru ve složce
layouts nebo jednotlivého zobrazení ve složce xml. Styles jsou v tomto případě CSS a layout
jako HTML v analogii webových technologií.
2.3 Ladění Aplikací
Aplikace jdou krokovat podobně jako každá jiná Javovská aplikace.
Pro jakoukoliv aplikaci velmi doporučuji vypisovat si záznamy o jejím běhu,
tím že si do každé metody vložíme příkaz Log.d(TAG, "název metody, parametry, atd.").
TAG je statická proměnná uchovávající v textové řetězci název třídy. Takto lze jednoduše
filtrovat nejen zprávy z naší aplikace, ale i jednotlivé třídy. Pro výpis těchto záznamů
lze použít příkaz abdlogcat z terminálu nebo je lze sledovat přímo z logcat okna v Ec-
lipse [2].
Nastavení testování v JUnit je trochu složitější než v J2SE aplikaci. Google pro vývojáře
připravil nástavbu pro testování prvků uživatelského rozhraní. Když chceme otestovat třídu,
která není závislá na knihovnách Androidu dáme na nově vytvořenou testovací třídu run
as → JUnit Test. Při volbě Android Junit Test by se začala aplikace spouštět v emulátoru.
2.4 Přehled použitých komponent
Používá se princip objektově orientovaného programování, kdy použiji standardní třídu
ze základního balíčku Androidu, kterou zdědím a přepíši pro mě klíčové metody, které při-
způsobím mně očekávanému chování.
2.4.1 Input method service
Obsahuje jiné metody než klasická activity, používaná při tvorbě aplikací [5].
V metodě onCreate by se měly načíst všechny zdroje.
Při volání onCreateInputView, kdy uživatel stiskl komponentu, do které lze vkládat
text; načte se zobrazení klávesnice, uloží se do atributu třídy a vrátí ji.
V metodě onStartInput lze detekovat, jaký druh textu je v poli očekáván. Nejběžnější
jsou číslo, datum, telefonní číslo, emailová adresa a url. Zjistit jde
i zda se očekává vložení hesla a neukládat do databáze tento textový řetězec [6]. Při spuštění
metody onFinishInputView, uživatel dokončil psaní a komponenta z textem už není déle
aktivní.
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Zavolání metody onUpdateSelection se provede, pokud se změní pozice kurzoru.
Ta se vyhodnocuje i při vlastním vkládání znaků přes input method service, proto je třeba de-
tekovat, kdy pozici kurzoru změnil uživatel její tažením, či kliknutím na nějaké místo, nebo
se kurzor posunul při přidávání textu vašimi tlačítky přes rozhraní
getCurrentInputConnection().commitText(String, int).
Práva aplikace
Ke každé aplikaci je v projektu uložen dokument s názvem AndroidManifest.xml, ve kterém
jsou napsány funkce, kterých může aplikace využívat. Například přístup k internetu, získání
GPS souřadnic, čtení dat kontaktů atd. Klávesnice potřebují mít nastavené povolení pro
naslouchání uživatelského vstupu (viz. kód níže).
Základ Softwarové klávesnice
Pro použití aplikace jako uživatelský vstup je třeba dopsat pod kořenový element application:
<service android:name="{název třídy, která se~má spustit}"
android:permission="android.permission.BIND_INPUT_METHOD">
<intent-filter>
<action android:name="android.view.InputMethod" />
</intent-filter>
<meta-data~android:name="android.view.im"
android:resource="@xml/method" />
</service>
a do souboru /res/xml/method.xml :
<input-method~xmlns:android="http://schemas.android.com/apk/res/android" />
Dále si v námi zvoleném adresáři balíčku aplikace vytvoříme třídu, která bude dě-
dit ze třídy InputMethodService. Implementujeme její metodu onCreateInputView a další
pro nás potřebné, které budou popsány níže.
2.4.2 Klávesnice
Klávesnice jako aplikace nejsou příliš rozebírány na internetu, chybí uživatelské návody
a příklady použití, které se běžně vyskytují u ostatních druhů aplikací a součástí frameworku
Android. Naštěstí Google připravil ukázkovou aplikaci klávesnice s podrobnými komentáři,
která je k dispozici ke stažení [4].
V tomto programu jsou použity třídy Keyboard a KeyboardView. Keyboard načítá roz-
ložení kláves definovaný v xml souboru. Druhá implementuje standardní chování klávesnice
jako detekce kliknutí, dvojkliku, atd. Jejich použití je velmi striktní a doplnění nové vlast-
nosti je složité. Funkce nepoužité v demo aplikaci totiž nejsou nikde zdokumentované.
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2.4.3 Tabulka s nabízenými slovy
View Pager
Pro zobrazení více sloupců se slovy jsem se rozhodl využít součást ViewPager. Jedná
se o komponentu s několika pohledy roztaženými přes celou obrazovku a umožňující uživa-
teli pohybovat mezi stránkami gesty tažením prstu zprava doleva a obráceně.
Je obsažena spolu s dalšími komponentami v Androidu Honeycomb, určené pro tablety,
v balíčku android.support.v4.apk. Ten zpřístupňuje tyto součásti pro zařízení starší verze a
je k dispozici ke stažení na oficiálních stránkách pro vývojáře. Nemusíte se tak obávat
o cílovou verzi platformy.
Lze nadefinovat popisky stránek, která může uživateli pomoci v orientaci mezi nimi.
Tuto funkci lze vidět v nynější implementaci Google Play (dříve Marketu). V mé aplikaci
se uživatel posouvá ke stránkám se sloupečky nabízených slov s větší (doprava) či menším
počtem slov (doleva).
Pager Adapter
PagerAdapter slouží jako vstupní data pro ViewPager.
Metody, které jsou potřeba pro funkčnost přepsat jsou getCount, destroyItem, isViewFro-
mObject a instantiateItem. Vzorově by měli tyto metody operovat s dynamickým po-
lem ArrayList, který bude uložen jako atribut třídy a bude obsahovat rozložení pohledů,
které chceme na stránkách zobrazovat.
Typy rozložení pohledů
V Androidu lze použít absolutní, rámcové, relativní nebo tabulkové rozložení součástí. Ab-
solutní nastavuje polohu komponent na přesnou souřadnici, na různých velikostech dis-
pleje se zobrazuje nejednotně a neměl by se používat. Rámcové je vhodné pro vrstvení
pohledů za sebe a zobrazování třeba jen některé z nich. U relativního rozložení se uspořá-
dávají komponenty podle sebe samých a umí nahradit kterékoliv jiné rozložení. TableLayout
rozděluje komponenty do tabulky. Pro vložení nového řádku je nutno přidat o jednu hierar-
chii více s to TableRow. Použití tabulkového rozložení je velmi jednoduché, ačkoliv operace
zarovnání všech sloupců a řádku je náročná na zdroje.
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Listview
Listview je v Androidu komponenta, která v sobě obsahuje několik položek stejného typu
seřazených pod sebou. Přiřazuje se mu adaptér, který mu předává tyto položky. Může se jed-
nat o obyčejný ArrayAdapter, který ze vstupních polí textových řetězců vytvoří TextView
komponenty, nebo v mém případě použitý CursorAdapter, který data do jednotlivých po-
ložek vkládá z vráceného dotazu databáze.
Vzhledem k tomu, že se jedná o podobně vypadající položky, tak framework používá
různé optimalizace, aby si nemusel načíst celé pole [7]. Procházení tolika pohledů a následné
zobrazení by bylo velmi neefektivní. Načtou se a zobrazí jen ty předměty, které má uživatel
vidět. Při pohybu v seznamu nahoru a dolů se jen obměňuje obsah těchto položek a pozadí
vykreslení zbytku zůstává stejné.
Rozbor XML souborů za chodu aplikace je složitá operace a snažíme se je volat,
co nejméně to jde. Využívá se třídy Infanter.from(context). Z takto deklarované pro-
měnné můžeme inicializovat všechny zdroje voláním metody
findViewById(<identifikátor pohledu>), ke které samozřejmě potřebujeme mít v roz-
ložení (Layout) takto součást pohledu pojmenovanou. Pokud máme v ListView několik
stovek položek, tak by se musely pokaždé načítat nové a staré by se rušily a zbytečně
by Garbage Collector pracoval. Proto se přepisuje metoda getView, ve které zjišťujeme,
zda je načteno pozadí pohledu a měníme jen její obsah [1].
V komponentách, které v sobě viditelně uchovávají text, lze tento text formátovat mě-
něním barvy, velikosti a stylu jednotlivých písmen.
Cursor Adapter
Použití Cursor Adapteru je složitější než u běžného ArrayAdapteru, je však rychlejší
než si ukládat z databáze slova do pole textových řetězců. Důležité je nezapomenout,
že v SQL dotazu musí být obsažen výsledný sloupec s id, který CursorAdapter potře-
buje pro lepší orientaci v jednotlivých řádcích [9].
Databáze SQLite3
SQLite je implementace databáze z linuxu, která je nativně obsažena v Androidu. Používá
se k ukládaní konzistentního obsahu do paměti. Vyhledávání se používá pomocí dotazu
textového řetězce jazyka SQL při použití metody rawQuery nebo lze využít méně flexibil-
nější metodu query. Ta se postará o konverzi escape sekvencí jazyka SQL a zabrání SQL
injection.
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Obrázek 2.2: Znovupoužití položek v ListView
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Kapitola 3
Implementace Aplikace
Můj program je určen primárně pro Android 2.3, avšak měl by se spustit a běžet od verze 1.6
i v dnešní době nejnovější verzi 4.0.
Program se skládá ze dvou podstatných částí – samotné klávesnice s odposlouchá-
vání gest uživatele nad tlačítky a okna s nabízenými slovy. Komunikují spolu modelem
Master/Slave.
3.1 Input Method Service
Input Method Service předává našeptávacímu oknu aktuální hodnoty předchozího slova a sa-
mohlásek, podle kterých zobrazí relevantní slova do tabulky. Při detekci stisku tlačítka sa-
mohlásky se dává najevo oknu, že se změnili samohlásky. Schéma aplikace znázorňuje ob-
rázek 3.1.
3.1.1 Nastavení předchozího slova a samohlásek
Aplikace má v paměti současný stav samohlásek a slova vyskytujícího se před nimi jako číslo
primárního klíče tohoto slova z databáze. Snažím se minimalizovat měnění těchto stavů
a tím i překreslení celého okna s nabízenými slovy. Pokud například po předchozích sa-
mohláskách nebylo nalezeno v databázi žádné slovo, tak také po přidání dalšího nebílého
znaku bude okno prázdné.
V prázdném poli, kdy uživatel začíná psát, se text považuje za začátek nové věty a před-
chozí slovo v tomto případě je tečka. Po vybrání slova z nabídky kandidátů slov se ono slovo
zvolí jako předchozí. To stejné platí při přidání bílého znaku. Při posunu kurzoru se musí
nalézt předchozí slovo včetně právě psaných samohlásek. Tuto událost detekuji přepsáním
metody onSelectionUpdate z InputMethodService. Metoda se volá po jakékoliv události,
která změní pozici kurzoru. Po vybrání slova z tabulky víme přesně, že předchozí slovo bude
slovo právě zvolené a následující bude zatím prázdný řetězec. V tomto případě by bylo zby-
tečné prohledat regulárním výrazem předešlý text – poznačíme si na jaké pozici kurzor
očekáváme. V metodě onSelectionUpdate, která dostává v argumentech minulou a novou
pozici kurzoru, ji porovnáme. Pokud se shoduje s očekávanou hodnotou, analýza napsaného
textu se neprovede.
V případech kdy se pozice kurzoru změní a nejsme schopni předpovědět následující
stav, hledám v textu pomocí regulárních výrazů. Používám je kvůli jednodušší syntaxi
zapsání, než pomocí nepřehledných cyklů s několika podmínkami. Rychlost analýzy textu
je pak bohužel pomalejší.
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PagerAdapter
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SoftKeyboard
BackgroundCursorLoader
InputMethodServiceAsyncCursorLoader
AsyncTask
ActionWindow PopupWindow[]has-a
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has-a
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ViewPager
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TableLayout[]
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Pages
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handleFingerMoveOutsideKeyboard()
handleFingerRaised()
notifyDataSetChanged()
has-a
has-a
has-a
Obrázek 3.1: Zjednodušený graf závislostí celé aplikace
Při pohybu kurzoru uživatelem se přepočítává předchozí slovo a nynější samohlásky.
Nově vyhledaná slova se zobrazí v tabulce následujících slov. V případě, že je označeno
celé slovo (kliknutím na něj dvakrát rychle za sebou), tak se z tohoto slova vyberou všechny
samohlásky, vypočítá se předchozí slovo a zobrazí se výsledky nalezených slov pro toto
předchozí slovo následující slovy se samohláskami v nich obsažené.
Řešil jsem problém chování klávesnice, při posunu kurzoru za slovo následované mezerou
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a samohláskami. Pokud uživatel přesunul kurzor a jsou před ním jen samé samohlásky,
tak se také tak nastaví a vyhledává se dále předchozí slovo. Pro text
”
How ae“ před kurzorem
nastavím How jako předchozí slovo a ea jako samohlásky. Při tomto očekávaném chování
se po řetězci
”
Am I“ nastaví předchozí slovo na
”
Am“ a souhlásky na
”
i“. Logicky je to
v tomto případě špatně, ale rozbor slov je tak vždy jednoznačný.
3.1.2 Módy vkládání textu
Pro psaní slov do textového pohledu využívám abstrakce pomocné třídy, která v sobě ucho-
vává velikost písmen následných slov a zda má před další znak vložit mezeru. Vyřadí se tím
operace jako přidání mezery a její případné smazání. Pokud si uživatel vybere slovo z ta-
bulky nabízených slov, přidává se před nově napsaný znak mezera. Výjimku tvoří znaky
tečka, otazník, vykřičník, čárka, středník a dvojtečka, které se přidávají hned za konec
slova před kurzorem. Po těchto znacích následuje také mezera. U tečky, otazníku a vykřič-
níku se navíc aktivuje klávesa shift.
3.1.3 Ladění klávesnice
Narozdíl od běžné Activity, se Services ladí poněkud hůře. V metodě, zavolané po spuštění
aplikace – onCreate, vložit příkaz android.os.Debug.waitForDebugger(). Tím dáme vý-
vojovému prostředí najevo ať počká až uživatel aplikaci spustí sám, protože Services se ne-
spustí zvolením volby Debug. I po tomto triku se ladění stává velmi trhavé a nestabilní,
tudíž nepoužitelné. Pokud vývojář není dostatečně rychlý, tak se mu nynější krok zahodí
a kurzor se přesune zpátky k předchozí zarážce.
Z výše zmíněného důvodu jsem projekt rozdělil na dvě části, které jsem ladil odděleně.
První je okno se zobrazením nabízených následujících slov a druhá samotná klávesnice
s podporou dotykových gest a zobrazením pop-up okna se speciálními akcemi na popředí.
Aplikace s tabulkou slov se tedy spouštěla automaticky a bylo jednoduché ji krokovat a sle-
dovat, jaký kód se v které chvíli vykonává. Po přidání implementace AsyncTasku se kroko-
vání znepřehlednilo, kvůli vyvolávání a rušení několika nových vláken.
Využíval jsem také techniky vypisování průběhu provádění každé metody.
Pro lepší kontrolu nad klávesnicí jsem si zobrazoval současné předchozí slovo, samohlásky
a nastavený mód vyhledávání nad tabulku našeptávaných slov a to při každé změně stavu
v aplikaci, kterou měla vyhledat (obr. 3.2).
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Obrázek 3.2: Ladící panel, který zobrazuje hodnotu předchozího slova, aktuálních samohlá-
sek a vyhledávací mód
3.2 Klávesnice
Rozhodl jsem se nevyužít tříd Keyboard a KeyboardView ze vzorové aplikace z oficiál-
ních stránek pro vývojáře pro Android, protože moje klávesnice vypadá a chová se jinak
než ostatní známé softwarové klávesnice pro chytré telefony. Vyvořil jsem si jednoduší verzi
s tlačítky, ze kterých jsem odposlouchával dotyková gesta uživatele.
V ukázkové aplikaci se rozložení tlačítek definuje ve speciálním XML souboru, já jsem
však využil klasického rozložení pohledů.
3.2.1 Implementace tlačítek
Při vytváření vlastních tlačítek jsem postupoval dle oficiální dokumentace, která popi-
suje několik možností vytvoření vlastního pozadí. Lze si vybrat mezi bitmapou, kterou
lze přizpůsobit podle rozlišení obrazovky telefonu, po vektorové geometrické tvary s ani-
macemi přechodů mezi jednotlivými stavy tlačítka (normální, zmáčknuté, zaostřené, . . .).
Pro tlačítka v mojí aplikaci používám Shape drawable a to vektorové zobrazení obdél-
níka s definovaným poloměrem oblouku zaoblení rohů. Dále stanovuji barvu pozadí, barvu
a šířku rámečku. Lze určit i jak bude přeliv barev vypadat. V nabídce jsou lineární (linear),
paprsčité (radial) a mávnutí (sweep). Vlastnost zmáčknutého tlačítka mám definovanou
jako paprsčitou směs dvou odstínů modré, které se pozvolna přelévají (obr. 3.3).
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Obrázek 3.3: Pozadí tlačítek
Naneštěstí neexistuje způsob jak omezit množství souborů popisujících vlastní vzhled
tlačítek nebo alespoň možnost je roztřídit do dalších podsložek v adresáři aplikace
/res/drawable. Pro dlouhá tlačítka mám vytvořené záznamy s kulatými horními okraji
a kulatými spodními okraji. Pro více tlačítek na jeden řádek jsem popsal v XML doku-
mentu prostředí pro levý horní roh, pravý horní roh, levý spodní roh a pravý spodní roh.
Když se tyto soubory vynásobí třemi (dvakrát pro každý stav plus jednou za popis stavů,
které se zobrazí při zmáčknutí), tak je těchto záznamů více než dost a nějaký způsob pa-
rametrizace by byl vhodný. Pokud chci tyto dokumenty roztřídit do složek, tak je vývojové
prostředí nenajde, nezapíše do v resource id souboru, nelze na ně tedy odkazovat a jsou
zbytečná.
3.3 Okno speciálních akcí
Okno speciálních akcí slouží k přidání další funkcionality klávesnice. Je vytvořeno Po-
pUp komponentou. Každé tlačítko samohlásky má přiřazené právě jedno okno s akcemi,
které může vyvolat (obr. 3.4).
(a) akce klávesy A (b) akce klávesy E (c) akce klávesy I
(d) akce klávesy Y (e) akce klávesy O (f) akce klávesy U
Obrázek 3.4: Vysouvací okna se speciálními akcemi
Přiřazení těchto oken klávesám, které je spouští lze jednoduše parametricky přeprogra-
movat dle zvyků a potřeby.
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Okno se speciálními akcemi lze otevřít natrvalo dlouhým přidržením prstu nad kláve-
sou samohlásky (obr. 3.5a) nebo jednorázově přejetím prstu přes horní okraj tlačítka sa-
mohlásky (obr. 3.5b). Pro provedení jednorázové akce jako vložení symbolu nebo smazání
posledního slova je rychlejší druhá varianta a prst pustíme nad tlačítkem akce, kterou
chceme vykonat. Při doplňování slova, které nebylo nalezeno v databázi, o souhlásky je prak-
tičtější si nechat okno otevřené a mačkat na klávesy v tomto okně. Schování akcí lze provést
opět dlouhým přidržením prstu nad kterémkoli tlačítkem samohlásky nebo zmáčknutím čer-
veného křížku vpravo nahoře, který je zároveň indikátorem, že okno je otevřeno napořád.
V případě, že si uživatel nevybere z nabízených následujících slov, pak lze doplnit
mezi právě napsané samohlásky souhlásky za pomoci vysunutí okna se souhláskami. Toto
okno obsahuje také čtyři další tlačítka pro snadnější pohyb kurzoru v uživateli napsaném
textu. Lze se pohybovat o celá slova nebo jen o jednotlivé znaky vpřed a vzad. Pokud chce
například uživatel napsat slovo
”
Mike“ a po napsání samohlásek
”
ie“ se mu tato možnost
v tabulce nezobrazí, otevře si na trvalo dlouhým přidržením prstu nad tlačítkem
”
U“ okno
se souhlásky, posune se na začátek psaných samohlásek tlačítkem se symbolem
”
«“ doplní
”
m“, posune se o jeden znak doprava tlačítkem
”
>“, doplní poslední souhlásku
”
k“ a po-
sune se na konec slova
”
»“. Při příštím použití slova
”
Mike“ v textu se zobrazí v tabulce
nabízených slov se světle zeleném pozadí (viz. podsekci 3.5.2).
Dlouhé stisknutí
(a) Okno otevřené natrvalo
s tlačítkem pro zavření
Tažení prstem
(b) Jednorázově otevřené okno po ta-
žení prstu
Obrázek 3.5: Typy zobrazení vysouvacích oken
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Při zachycení událostí gest uživatel na obrazovce zařízení jsou dvě možnosti. Přepočí-
tat x-ovou a y-ovou osu do pixelových souřadnic celého monitoru z pohledů, nad kterými
se událost odehrála. Druhou možností je odposlouchávat dotyky z plochy, kterou zabírají
všechny komponenty v aplikaci, filtrovat události z komponent, co nás nezajímají a toto
celé vložit jako onTouchListener na nově vytvořenou skrytou FrameLayout. Já jsem si zvolil
první variantu, kde přepočítávám bod do globálního zobrazení a procházím postupně prvky,
které mají na události reagovat, zda na ně neukazuje prst uživatele. Tuto techniku použí-
vám, když si uživatel otevře okno se speciálními akcemi tažením prstem směrem nahoru
přes horní okraj tlačítek se samohlásky. Po přejetí tohoto okraje se zjišťuje, nad kterým
tlačítkem z okna se speciálními akcemi se prst nachází a tlačítko se zvýrazní jako kdyby jej
stiskl. Pokud nad takto zvýrazněném tlačítku uživatel prst zvedne, tlačítko se aktivuje a vy-
koná akci jako při zmáčknutí. V případě, že se prst vyjede mimo oblast okna s akcemi a prst
se přestane dotékat displeje, tak se žádná operace neprovede a okno se zavře.
Aby při zobrazeném okně natrvalo při psaní samohlásek se neměnilo na jiné skupiny
akcí v okně, tak detekuji pohyb doprava nebo doleva tažením prstu po tlačítkách samohlá-
sek až po 400 milisekundách a při běžném stisku tlačítka se žádný jiný pohyb nezazna-
mená. Lze tak psát jako na běžné klávesnici s otevřeným oknem souhlásek a dopisovat i
samohlásky, aniž by se okno překreslovalo. Tento styl psaní nedoporučuji, neboť bychom
se připravili o klíčovou vlastnost klávesnice – predikce slov. Pouze poznamenávám její mož-
nost použití.
3.4 Tabulka s nabízenými slovy
Tabulka ukazuje vždy aktuální a nejrelevantnější slova nalezená v databázi. Sloupce se zob-
razují postupně, až se na pozadí načte kurzor s daty. Pokaždé když uživatel napíše nový
znak, smaže textový řetězec nebo se posune s kurzorem na jinou pozici, předchozí načítání
slov se přeruší a vyhledává se nová dávka slov podle nynějšího stavu.
Snaha je, aby velikost místa zabrané tabulkou s následujícími slovy byla vždy využita.
V databázi se tak vyhledávají slova dle určitého módu. Pokud by okno mělo být prázdné,
tzv. žádná relevantní slova se nenašla, tak nad databází se provedou nové dotazy, které bu-
dou mít benevolentnější filtr.
Jednotlivá slova z tabulky jsou komponenty TextView, která jsou pod sebou zobra-
zena v součásti ListView. Tyto sloupce jsou pak rozestavěny do stránek pomocí View-
Pageru podle své šířky. Tato komponenta je spíše určená pro zobrazování statických po-
hledů do stránek. V reálné situaci by se měly stránky překreslovat pokaždé, když uživatel
stiskne nějakou klávesu. K překreslení ViewPageru je třeba přepsat metodu
getItemPosition(Object), aby vracela POSITION NONE. Poté stačí zavolat
notifyDataSetChanged() a zajistit, aby funkce getCount() vracela aktuální počet strá-
nek. Takto se stránky překreslí s nově vloženými pohledy.
3.4.1 Zobrazení sloupců do stránek
Pro jednodušší orientaci uživatele klávesnice se slova rozdělují do sloupců dle počtu písmen.
Sloupce se řadí do stránky z zleva od minimálního do maximálního počtu písmen obsaže-
ného v nich. Na stránku se zobrazí nejvíce tři sloupce. Při vkládání výsledků SQL dotazů
následujících slov se počítá šířka sloupců zobrazených na stránce a ten sloupec, který pře-
sáhne šířku displeje přístroje se zobrazí na novou stránku a všechny sloupce z předchozí
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stránky se roztáhnou na celou šíři. Díky použitému neproporcionálnímu písmu Monospace
jsou všechna písmena zarovnána pod sebe.
Zvýrazňuji všechny uživatelem napsané samohlásky ve vyhledaných slovech červenou
barvou. Pokud uživatel nějaké slovo v minulosti napsal, je zobrazeno se světle modrém po-
zadí a je posunuto na horní pozici. Slova uživatelem nově vytvořená, neobsažená v původní
databázi jsou zobrazena na světle zeleném pozadí a jsou také později zobrazena ve sloupci
výše.
3.4.2 Automatické zarovnání pohledů
Sloupce, kterých je na stránce málo a jsou úzké, jsem chtěl roztáhnout po celé maximální
šířce. Lépe se takto ve slovech orientuje a rozložení vypadá lépe.
Tohoto efektu lze dosáhnout použitím lineárního horizontálního rozložení pohledů s na-
stavením vah jednotlivých potomků. Bohužel toto nefunguje pro ListView komponenty,
která je asi určena být na stránce jako jediná a zabírat sama celou šíři. Použil jsem proto ta-
bulkového rozložení, kde jsem nastavil stretchableColumn="*" a schrinkableColumn="*".
Hodnota v uvozovkách je místo specifického sloupce, který se má roztáhnout respektive stáh-
nout. V našem případě je to hvězdička, aplikuje se tedy na všechny sloupce.
3.4.3 Animace
Pro přidání efektu plynulosti a pozvolnému měnění zobrazených slov jsem přidal ani-
maci vyblednutí na tabulku slov. Až se načetla nová slova, tak se tabulka znovu objevila.
Aby po postupném zprůhlednění se komponenta znovu neobjevila a zůstala schovaná, nasta-
vím fillEnabled="true" a fillAfter="true". Pohledu tak zůstane po skončení animace
konečná hodnota opacity rovna nule.
Animace v Androidu jsou velmi jednoduché na použití, toto ovšem neplatí o funkčnosti.
Animace se nechovají deterministicky. Musel jsem zjistit z jiných zdrojů, že něco nefunguje,
další funguje jen když se vloží před jiný element. Některé jdou použít pouze z XML nebo
dynamicky, z javovského kódu. Podle návodu vývojářů jak obejít tyto chyby se mi podařilo
zrealizovat vizuální přechod, který jsem chtěl.
3.4.4 Cursor Adapter
Při vytváření jednotlivých polí slov, které vrací metoda bindView, zvýrazňuji všechny sa-
mohlásky červeně. Používám při tom SpannableStringBuilder, který umožňuje formáto-
vat textové řetězce všech pohledů platformy. Lze definovat barvu, velikost a styl jednotlivých
písmen v textu.
3.5 Databáze slov
Potřeboval jsem získat databázi dvojic slov s jejich četností v anglickém jazyce. Chtěl jsem
posloupnosti slov z konverzace i se slangem, nikoli texty odborných článků na internetu.
Nejčastější operací, které aplikace provádí je vyhledávání řádků seřazených slov od nej-
větší četnosti. Pokud je předchozí slovo nalezeno v databázi, tak se provádí i spojování
tabulek a hledají se slova s navázností na předchozí. Při ukládání textu uživatele pro přes-
nější a osobnější predikci při příštím užití, modifikuji a přidávám nové řádky do tabulky.
Před každým spuštění aplikace se kontroluje zda je databáze uložena ve vnitřní paměti
telefonu – pokud není tak se zkopíruje ze zabalené složky z podsložky assets do adresářové
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struktury jedinečné pro tuto aplikaci. Databáze se kopíruje jen při prvním spuštění kláves-
nice.
3.5.1 Formát dat v databázi
V databázi se vyskytují slova, jejich četnost a četnost slov, která mohou za slovem ná-
sledovat. Ukládají se pouze slova obsahující pouze písmena, čísla, pomlčky a apostrov.
Všechny interpunkční znaky jsou zastoupeny v databázi tečkou.
Nechť je příkladem slovníku následující fragment v čitelné podobě JSON formátu:
{
".": {
"i": 8521,
"and": 3112,
...
}
...
"hi": {
"_occurrences": 239,
"all": 5,
"there": 4,
"i": 4,
...
}
...
"give": {
"_occurrences": 57,
"me": 85,
"you": 66,
"them": 28,
"the": 19,
"up": 18,
...
}
...
}
Databáze slov se skládá se dvou tabulek. Tabulka slov (tabulka 3.1) a relace těchto slov
navzájem (tabulka 3.2).
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Sloupce tabulky slov mají tyto atributy:
• id – primární klíč slova
• name – slovo s rozlišením velkých a malých písmen
• aeiyou – samohlásky ve slově obsažené
• length – délka slova (pro rychlejší vyhledávání obsahuje vlastní sloupec a nepoužívám
funkci length)
• occurences – počet výskytu slova celkově
• history – výčtový typ, zda slovo bylo obsaženo v databázi (0), slovo vytvořil uživatel
(1), slovo uživatel alespoň jednou použil (2)
Tabulka relací slov má tyto sloupce:
• id – primární klíč relace
• previous word – id předchozího slova
• next word – id následujícího slova
• occurences – počet výskytů těchto slov za sebou
id name aeiyou length occurences history
26292 give ie 2 415 0
37851 up u 1 2758 0
44504 me e 1 3907 (used by user) 2
61037 , , 1 0 0
314561 Ezekiel eeie 4 600 (created by user) 1
Tabulka 3.1: Řádky tabulky slov
id previous word next word occurences
4356 (give) 26292 (up) 37851 19
90967 (give) 26292 (me) 44504 85
67594 (,) 61037 (Ezekiel) 314561 200
34465 (me) 44504 (up) 37851 41
Tabulka 3.2: Řádky tabulky relací slov
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3.5.2 Ukládání slov
Po zavření klávesnice se předá uživatelem napsaný text databázi, která uloží jednotlivá
slova a vazby mezi nimi. Ukládají se za sebou jdoucí posloupnosti textových řetězců a při-
dává se jim hodnocení, které je při následném vyhledání posune na vyšší příčku ve sloupci
vyhledaných slov.
Slova se začnou ukládat až po zavření klávesnice při volání metody onFinishInputView.
Spojím text před pozicí a za pozicí kurzoru, které získám přes metodou
getCurrentInputConnection(). V ojedinělých případech je text automaticky smazán,
proto si postupně ukládám text před kurzorem v průběhu uživatelova psaní.
Do databáze se neukládají jako slova gramatické členy a, an a the, neboť by zbytečně
tyto relace zabírali místo v databázi a také by slov následujících po těchto slovech bylo
příliš moc a vedlo by to k nepřehlednosti ve výsledné tabulce s výsledky. Relevantnějších
výsledků se dosáhne, když se budou tyto členy ignorovat, jako kdyby je uživatel vůbec
nenapsal a vytvoří se relace až s dalším slovem v pořadí. Text
”
to the party“ vytvoří
pouze relaci to → party.
Neuchovává se ani následnost symbolů. Při posloupnosti
”
xsilha07@stud.fit.vutbr.cz“
se uloží všechny relace mimo xsilha07 → @.
Nové slovo vytvořené uživatelem je hodnoceno jako šest set výskytu slova nepoužitého
z databáze. Relace slov je ohodnocena dvě stě výskyty a použití slova z databáze má
hodnotu čtyři sta výskytů. Takto definované konstanty se mi osvědčily při mém testování,
při ostrém provozu se mohou upravit.
3.5.3 Módy zobrazování následujících slov
Tabulka s nabízenými slovy by neměla být nikdy prázdná a měla by vždy obsahovat, co nej-
relevantnější slova. Například pokud není v databázi nalezeno předchozí slovo, vyhledává
se ve všech slovech s největší četností se stejnými samohláskami. V případě, že žádné sa-
mohlásky nejsou se zobrazí všechna slova, co uživatel kdy použil nebo vytvořil. Detailnější
chování znázorňuje graf 3.6.
3.5.4 Získání databáze posloupností slov
Měl jsem k dispozici velmi obsáhlý archív s posloupnostmi slov v anglickém jazyce poskyt-
nuté panem Doc. RNDr. Pavlem Smržem, Ph.D. získané analýzou článků z webu. Vzhle-
dem k velké kapacitě jsem tento slovník nepoužil. Databáze v platformě Android musí být
uložena v interním úložišti telefonu a dotazy prováděné na takovém množství dat by trvaly
déle. Trend moderních telefonů je mít, co nejmenší interní paměť a rozšiřovat ji pomocí pří-
davných micro SDHC paměťových karet. Nynější databáze zabírá 13 MB paměti a do mého
telefonu se vešla velmi těsně.
Potřeboval jsem získat odlehčenou verzi těchto dat a tak jsem vytvořil skript v Pythonu
na rozbor textu. Našel jsem anglickou verzi stránek lamer.cz, kde jsou uloženy krátké kon-
verzace přes Instant Messaging služby – bash.org. Jsou z. Jednotlivé příspěvky konverzace
jsem rozdělil na věty a z těch jsem ukládal posloupnosti za sebou jdoucích slov. Filtroval
jsem delší slova než je maximálně dlouhé anglické slovo, slova s více než dvou stejných
za sebou jdoucích písmen a obsahující jiné znaky než alfanumerické, apostrofy a pomlčku.
Stáhl jsem volně dostupnou databázi všech anglických slov a posloupnosti slov ohod-
notil hodnotou padesátkrát vyšší než předchozí. Toto opatření jsem udělal, protože toto
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Obrázek 3.6: Rozhodovací algoritmus pro zvolení vyhledávacího módu
je relevantnější a důvěryhodnější zdroj slovních spojení, především spisovných frázových
sloves.
Výstupní formát dat jsem nejprve zvolil JSON, pomocí hashovací mapy jsem si ukládal
průběžně slova v době běhu skriptu. Pro export do relačního zobrazení jsem si vygene-
roval CSV soubory, které jsem manuálně nahrál z terminálu v programu sqlite3 do nově
vytvořených tabulek.
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Pro export databáze určené pro zařízení se systémem Android se musí kvůli kompatibilitě
provést následující:
• sloupce s primárními klíči musí být přejmenovány na
”
id“
• musí se vytvořit tabulka android metadata, ve které je jeden sloupec locale typu
TEXT a jeden řádek s hodnotou sloupce locale rovno en US.
3.6 Optimalizace
V mé aplikaci je podle DDMS nejdelší akcí vyhledávání dotazu v databázi. Pro zrych-
lení jsem vytvořil indexy pro tabulky slov a jejich relací pro sloupce obsažené v dotazech
jako podmínky. Průměrná doba vystavení výsledků se zkrátila na třetinu. Poté jsem ome-
zil počet zobrazených slov v každém sloupci na šestnáct nejčastěji použitých slov, pro-
tože by vyhledávání slova ve sloupci o stu položkách byl pro uživatele zdlouhavý a ne-
přehledný. Zobrazení těchto položek trvalo mnohem kratší dobu.
Pro předejití volání pomalých dotazů nad databází za běhu aplikace jsem vytvořil abs-
traktní datovou strukturu podobné formátu dat v JSON formátu (fragment kódu 3.5.1).
Slova byla nahraná v hashovací tabulce, ve které se vyhledávalo dle textového řetězce slova.
Ty byly namapovány na strukturu slova, která měla stejné atributy jako tabulka slov (ta-
bulka 3.1). Struktura dále obsahovala pole všech slov, které se za tímto slovem vyskytují –
seřazeny od největšího výskytu. Tyto datové typy se měli naplnit z daty z databáze při startu
aplikace. Tato operace trvala desítky minut, tak jsem se vrátil k původnímu řešení.
Pomocí Hierarcy vieweru jsem sledoval pyramidu načtených pohledů. Snaha je, aby strom
těchto zobrazení byl co nejmenší. Při redukci velikosti stromu musíme eliminovat, co nejvíce
zbytečných rozložení pohledů a nahradit je jediným RelativeLayout, který je velmi univer-
zální a částečně může nahradit FrameLayout, LinearLayout a TableLayout. Okno našeptá-
vaných slov by šlo zrychlit jedině použitím vlastního rozložení pohledů místo TableLayout,
který strom zvětšuje o další úroveň kvůli elementu potomku – TableRow. Použití kom-
ponenty ViewGroup není dostatečně zdokumentované a ani vývojáři nepublikovali žádný
návod.
Velmi nepříjemné je, když se u aplikací zobrazí uživateli dialogové okno, že aplikace
nějakou dobu neodpovídá a zda si ji přejete ukončit nebo počkat. To se většinou zobrazí
po pěti sekundách, kdy aplikace nereaguje na dotyky ani hardwarové tlačítka. V androidu
běží activity v jednom vlákně a v tom stejném vlákně reaguje na události vyvolané uživate-
lem jako zmáčknutí na display telefonu. Pokud provádíme nějakou delší akci, tak se události
od uživatele neprovedou včas a nebo se neprovedou vůbec. Aby se takovému chování zabrá-
nilo, tak se dlouhé operace provádějí v odděleném vláknu. Lze použít klasická vlákna známá
z Javy, která pracují na pozadí, ale nemohou pracovat bez synchronizace s hlavním vláknem
s prvky uživatelského rozhraní (dále UI). Pokud chceme při běhu samostatného vlákna mě-
nit komponenty UI, tak lze použít třídu Handler. Pro pohodlné využití kombinace těchto
dvou tříd, lze využít AsyncTask [11].
3.6.1 AsynchTask
Hlavní metoda je doInBackground, která není synchronizována s hlavním UI vláknem
a ze které lze volat metodu onProcessUpdate, která může informovat o průběhu uživatele
modifikováním zobrazovacích prvků.
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Když uživatel zadá další samohlásku, tak předchozí databázové dotazy je zbytečné vy-
hodnocovat pro předchozí samohlásky. Je potřeba toto vlákno zrušit. V ideálním případě
by na pozadí mělo běžet jen jedno takové vlákno. Programátor se musí postarat sám o přeru-
šení běhu vlákna. V hlavním cyklu, který se vykonává mimo UI Thread je třeba kontrolovat
metodou isCancelled, zda li je toto vlákno zvenku či zevnitř zrušeno a proces zastavit –
natvrdo vlákno zastavit nelze. Pokud tedy chceme běh vlákna přerušit, zavoláme na jeho
referenci cancel() a počkáme až zjistí, že se má zastavit. Garbage Collector se časem
postará, aby toto vlákno bylo kompletně zrušeno.
3.6.2 Vyrovnávací paměť s výsledky SQL dotazů
Pro zrychlení zobrazování slov po slovech s častými výskyty se ukládají kurzory těchto SQL
dotazů do paměti. Tímto se omezí provádění těch samých dotazů nad databází a kurzory
již připravené k použití. Uloženy jsou výsledky dotazů po tečce a čárce. Dále jsou pře-
dem načtena slova, která uživatel alespoň jednou použil nebo sám vytvořil. Tyto výsledky
se zobrazují, když neexistuje předchozí slovo a není napsaná žádná samohláska nebo žádné
slovo neobsahuje samohlásky napsané.
3.6.3 Značky
V komponentě, ve které chceme uložit nějaká data nebo si jen komponentu označit, lze vyu-
žít metody pohledů setTag(Object) a později jej zase získat getTag(). V tabulce se slovy
si do každého pole značím číslo primárního klíče slova, aby se po zvolení konkrétního
slova nastavil stav pro předchozí slovo a nemuselo se znovu vyhledávat podle jména.
3.6.4 Využití načtených sloupců
Všechny komponenty ListView se načtou dynamicky do stránky, až když jsou potřeba. Tyto
již načtené součásti se nenačítají znovu, pouze se jim předá nový adaptér z daty. Ty pohledy,
které jsou už načtené a nejsou jim přiřazené nové adaptéry, se schovají a využijí se při dalších
dotazech.
3.6.5 ViewHolder
Procházení DOM stromu při přiřazení pohledu pomocí metody findViewById je náročná
operace na zdroje. Pokud víme, že budeme součást z rozvržení hledat znovu, lze cestu
k ní uložit do pomocné statické třídy a tuto třídu vložit jako tag do rozložení. Při prvním
načtení komponenty ji takto uložíme jako atribut této statické třídy a poté z ní načteme
ViewHolder, který má atributu poznačenou cestu k našemu pohledu.
3.6.6 Přerušení vyhledávání
Když si uživatel otevře speciální okno natrvalo, tak se stránka se slovy schová a veškeré
dotazy nad databází se přestanou vykonávat. Tabulka s nabízenými slovy by nebyla vi-
dět a aplikace nebude tolik zatěžovat výkon procesoru. Když se okno s akcemi schová,
tabulka se slovy se restartuje a zobrazí aktuální slova.
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Kapitola 4
Závěr
4.1 Změny oproti původního návrhu
Pro neoficiální prezentaci bakalářské práce v minulém semestru jsem si vytvořil v grafickém
programu Inkscape, jak má vypadat budoucí aplikace. Porovnat původní návrh s finální
verzí můžete na 4.1.
Na obrázku 4.1a jsou vidět i nějaké samohlásky zvýrazněné modře. V tabulce se měla zob-
razovat i slova, která obsahovala více samohlásek než uživatel napsal. Vzhledem k tomu,
že výsledků na jeden dotaz je opravdu hodně, tak se tato slova nezobrazují. Při použití
původního návrhu by se zde uživatel orientoval hůře. Napsání všech samohlásek co slovo
obsahuje a vyhledání slova v menším počtu výsledků je tak mnohem rychlejší.
V zařízení měly být uloženy dvě databáze. První by měli všichni stejnou a druhá
by byla osobní. Ta by obsahovala pouze ty slova, co uživatel napsal nebo sám vytvořil. Práce
s databází je však velmi pomalá (možná kvůli přepnutí kontextu z virtuálního stroje do na-
tivního kódu) a doba by se zdvojnásobila při hledání slov ve dvou databázích. Dále by se mu-
sela řešit agregace výsledných slov a filtrování duplicit.
4.2 Použitelnost aplikace
Aplikace je shodná jako má původní představa, ale odezva zobrazení následujících slov
z databáze je příliš velká. Je třeba vykonat mnoho složitých SQL dotazů za malý zlomek
času. Uživatel tak musí čekat po dopsání poslední samohlásky. Nebýt této zmíněné pomalé
odezvy aplikace, tak by uživatel psal rychleji. Pro napsání náhodného smysluplného ang-
lického textu je potřeba méně stlačení kláves než u klasické klávesnice. Navíc se uživateli
nabídka slov časem přizpůsobí podle jeho slovní zásoby a při používání těch samých frází
je psaní ještě rychlejší.
4.3 Budoucnost aplikace
Zdrojové kódy po přepsání komentářů do angličtiny budu sdílet na github.com pod něja-
kou licencí založenou na BSD principu, aby sloužila jako návod pro ostatní vývojáře.
V budoucnu by se mohla přidat i synchronizace databází se serverem, kdy od uživatelů
se budou přijímat dvojice slov. Tato data se budou analyzovat a pokud se dvojice slov
budou vyskytovat i u více uživatelů, tak se dle toho všem aktualizuje obecná databáze,
která je pro všechny stejná. Tímto způsobem je možné průběžně zlepšit slovník. Neodešle
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(a) Původní koncept (b) Finální verze
Obrázek 4.1: Porovnání konceptu vytvořeném v grafickém editoru a finální verze
se celý text, co uživatel právě napsal, ale jen neuspořádané posloupnosti a četnosti slov
za určitý časový interval (hesla se vůbec neukládají).
Pro přilákání více zákazníků bych přidal podporu dalších jazyků ve formě stahovatelných
balíčků.
Tlačítka samohlásek se mohou zaměnit za jiná písmena z abecedy. Mohu zjistit simulací
a hledáním optimální kombinace šesti kláves, která zajistí průměrný počet nabízených slov
do všech sloupců.
4.4 Osobní přínos
Díky této práci jsem se dopodrobna seznámil s nejrozšířenějším operačním systémem
pro chytré telefony – Androidem. Naučil jsem se jak se vykreslují jednotlivé grafické kom-
ponenty a vypočítává jejich rozmístění. Při vytváření kompozice těchto komponent už au-
tomaticky dbám na to, aby zabírala co nejméně systémových prostředků.
Umím využít součásti, jejichž použití a chování je rozdílné od obyčejného pohledu,
jako PopupWindow, ListView, pageViewer a různé adaptéry.
Naučil jsem se využívat služeb běžících na pozadí pro plynulý běh aplikace.
Operace s databází je díky použití SQLite stejná jako na unixových strojích. Práce
s kurzory je jednoduchá a intuitivní – když kontrolujete neprázdnost a správně se v něm po-
souváte.
Při vyvíjení nové aplikace bych věděl, co použít, kde co hledat a kam která kompo-
nenta patří do struktury projektu.
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Poznání adresářové struktury systému Android pro mě bylo také přínosem, když jsem
se chtěl ujistit zda je databáze překopírována do vnitřní paměti telefonu. Vyzkoušel jsem
si i z linuxové konzoli SQL příkazy nad těmito daty.
Vyzkoušel jsem si všechny nástroje pro vývojáře, které Google připravil. Hlavní kódo-
vání v Eclipse, ladění pomocí její rozšířeních a někdy bylo nezbytné použít i konzolovou
aplikaci adb. Při potřebě smazat aplikaci, která nemá vlastní aktivitu bylo jednoduší pro-
vést příkaz adb uninstall <název aplikace> než ji hledat v telefonu. Přístup k jádru
Androidu pomocí abd shell bylo někdy také k nezaplacení.
Zjistil jsem, že nebýt vlastníkem vlastního zařízení s Androidem, tak bych aplikaci nikdy
nedokončil. V emulátoru je zkoušení funkčnosti aplikace zdlouhavé. Pro vývoj je velmi dobré
mít na svém telefonu práva root.
Ve vývojovém prostředí Eclipse jsem se naučil mnoho nových klávesových zkratek,
které mi i v budoucnu ušetří velké množství času. Při programování jsem nemusel pou-
žít myš. Zkratky pro přepínání v otevřených třídách projektu, nalezení metody ve třídě,
komentování řádků a mazání řádků bych označil pro jejich efektivitu za nejpřínosnější. Na-
stavení zobrazení automatického okna s nápovědou tříd, metod a proměnných po napsání
kteréhokoli znaku a doplňování středníků a složených závorek na konec řádku mi psaní kódu
také ulehčilo.
4.5 Shrnutí
V této práci jsem čtenáře seznámil s platformou Android a vyjmenoval jsem nezbytné
nástroje pro vytváření aplikací. Popsal jsem základní komponenty pro tvorbu jakékoliv
aplikace a způsob jak je efektivně využívat. Dále jsem se zaměřil na Input Method Service,
která se používá při implementace vlastní klávesnice.
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Příloha A
Obsah CD
Externí médium součástí bakalářské práce obsahuje:
• videoukázku použití klávesnice
• prezentační plakát
• zdrojové kódy k aplikaci
• přeložený balíček programu
• databáze v JSON formátu
• databáze v SQL formátu
• skript pro získání databáze dvojic slov
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Příloha B
Manuál
B.1 Požadavky
Pro nahrání aplikace do vlastního zařízení je třeba mít povoleno instalování aplikací mimo
Google Play (Nastavení → Aplikace → Neznámé zdroje). Velikost volné interní paměti
telefonu by měla být minimálně 20 MB.
B.2 Nahrání aplikace do přístroje
Nejjednodušší cesta jak aplikaci vyzkoušet je nainstalovat zkompilovaný balíček s aplikací
do zařízení.
Pro nahrání balíčku připojte mobil k PC a proveďte jednu z následujících možností:
• Otevřete si konzolu a spusťte adb install vowels.apk
• Přesuňte aplikaci na SD kartu a po odpojení od PC si ji najděte v přístroji za pomocí
aplikace správce souboru a nainstalujte.
Pokud se instalace zdařila pokračujte rovnou na sekci B.4.
B.3 Přeložení projektu a nainstalování aplikace
Pro vlastní kompilaci a nahrání aplikace do mobilu je třeba mít nainstalováno Android
SDK a ADT plugin.
Vytvořte projekt v prostředí Eclipse (New → other → zvolte Android Project).
Zaškrtněte Create project from existing source vyplňte název projektu a stiskněte Finish.
Stiskněte pravým tlačítkem na projekt a vyberte Run As→ Android Application při při-
pojeném telefonu k PC.
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Po úspěšném nainstalování by se mělo v okně Console objevit následující:
Installing Vowels.apk...
Success!
/Vowels/bin/Vowels.apk installed on device
Done!
B.4 Zvolení klávesnice jako výchozí
Klávesnice potřebují zvláštní oprávnění, zaškrtněte v telefonu volbu Nastavení → Jazyk
a klávesnice → Vowels.
Stiskněte prstem komponentu, která vysune klávesnici. Potom co se zobrazí vaše běžná
klávesnice, znovu dlouze stiskněte na komponentu a zvolte Metoda zadávání dat. Nyní
si už jen vyberete z nabídky všech klávesnic – Vowels.
B.5 Použití klávesnice
Nejprve doporučuji shlédnout ukázkové video, které najdete v přiloženém CD.
Klávesnice obsahuje jen anglické slovníky, pište tedy anglické věty.
Pro napsaní slova stiskneme tlačítka podle pořadí všech samohlásek ve slově obsažené.
Poté zvolíme slovo z tabulky nabízených slov. Slova jsou řazena podle sebe do sloupců
se stejným počtem písmen. Sloupce jsou zobrazeny zleva se slovy o nejméně znacích po
nejvíce. Na stránku jsou zobrazeny tři sloupce. Mezi sloupci, které nejsou zobrazeny na ak-
tuální stránce lze listovat gestem swipe zprava doleva a obráceně. při hledání konkrétního
slova lze sloupce lze projíždět nahoru a dolů. Slova jsou v nich seřazeny dle četnosti výskytu.
Nejrelevantnější jsou obsaženy nahoře.
Pokud hledané slovo v tabulce nenajdeme, musíme dopsat mezi právě napsané sa-
mohlásky souhlásky. Stiskneme dlouze tlačítko
”
U“ a vysune se klávesnice se zbylými pís-
meny z abecedy. Pro pohyb o slovo doprava respektive doleva využíváme šipek
”
»“ respek-
tive
”
«“. Doplňujeme souhlásky a samohlásky přeskakujeme jednoduchou šipkou
”
>“.
Aplikace má dohromady šest speciálních oken, které se otevírají dlouhým stisknutím
na tlačítko samohlásky nebo táhnutím prstu přes jejich okraj. Pro vložení pouze jednoho
znaku využíváme gesta tažení, okno se po zvednutí prstu nad klávesou samo zavře.
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Příloha C
Plakat
Vowels
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