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Abstract—Grammatical Evolution (GE) is an evolutionary
method for optimizing a program generated by a one-dimensional
chromosome and grammatical rules. The grammars consist of
terminals, which are items that can appear in the language, and
nonterminals, which can be expanded into one or more terminals
and nonterminals. The genes are translated into a program based
on the grammar. If the genes are used up for generating complete
program, the chromosome is wrapped and reused. GE has an
advantage that illegal individuals are not generated by the genetic
operations. When a certain gene changes, however, the successive
genes might be used for the different production rule from the
rule applied before even if they are not changed. Therefore, it
is difficult to preserve the characteristics of parents. To solve
this problem, we propose GE using multiple chromosomes. In
this method, multiple chromosomes as many as the nonterminal
symbols in the grammatical rules are prepared. A chromosome
correspondent to the expanded non-terminal symbol is selected
and used for mapping. Moreover, a new technique of the
wrapping is also introduced so that the grammatical rules which
increase the number of nonterminal symbols can not be applied
when the wrapping happens. We performed some experiments,
and showed the effectiveness of our proposed method.
I. INTRODUCTION
Genetic Programming (GP)[1], [2], [3] is an evolutionary
method for optimizing the program represented by the tree
structure. To apply GP to a problem, it is necessary to
design the appropriate symbols (terminals and nonterminals)
and genetic operators (crossover, mutation and so on), so
that individuals with illegal representation for solutions can
not be generated in the evolutionary process. Grammatical
Evolution (GE)[4], [5] has been proposed in order to get rid
of the restrictions and to optimize the arbitrary programs.
GE was inspired by the biological process of generating a
protein from DNA. The DNA is the sequence of nucleotides,
and groups of three nucleotides, called codons, are used to
specify the building blocks of proteins. This genotype-to-
phenotype mapping is utilized for automatic programming. In
GE, a binary bit string is used as a genotype. Therefore, GE
is free from the restriction on crossover and mutation. The
grammatical rule represented by the BNF (Backus Naur Form)
notation[6] is used for the translation from the genotype to the
phenotype. The genes are translated into a program based on
the grammar. If the genes are used up for generating complete
program, the chromosome is wrapped and reused. As a result,
it is possible to convert a chromosome into a valid program
grammatically.
However, there are some problems in GE. When an gene
changes by genetic operations, the production rules derived by
the successive genes also change in chain reaction. Therefore,
the effective characteristics of the parent individuals can not
be preserved. Another problem is the occurrence of invalid
individuals. When a genotype of individual is converted into a
phenotype by using the grammatical rules, the translation pro-
cess is finished if all nonterminals are converted into terminals.
However, the process occasionally may not be finished due to
the endless expansion on nonterminals, where a nonterminal
is expanded into two or more nonterminals repeatedly. The
individual can not be evaluated. Such an individual is called
the invalid individual, because it will never undergo a complete
mapping to a set of terminals. The invalid individuals are often
observed in the initial population. The occurrence of invalid
individuals causes ill effect such as degradation of search
performance.
In this research, in order to preserve the characteristics of the
parental individuals, we propose an improved GE, which uses
the individuals with multiple chromosomes. Each individual
has the same number of chromosomes as the kinds of nonter-
minals in the given grammar. Each chromosome is exclusively
for the expansion of the corresponding nonterminal. Therefore,
even if a chromosome for an nonterminal changed by genetic
operations, the change does not affect the expansion of other
nonterminals. Moreover, in order to suppress the generation
of invalid individuals, the handling of the rules also changes
in our proposed method. When the wrapping occurs, rules
which increase the number of nonterminals are eliminated
from the rule set. This modification prevents expressions
from growing continually, and increases the possibility of
generating complete programs. We verify the effectiveness of
our proposed method by comparison to the conventional GE.
The contents of this paper are as follows. Section II de-
scribes the conventional GE. Then, Section III proposes the
multi-chromosomal GE. Section IV shows the experimental
results on three kinds of problems. Finally, Section V describes
the conclusions and future work.
II. GRAMMATICAL EVOLUTION
A. Structure of Individuals in GE
The genotype of an individual in GE is represented by a
variable-length binary string as shown in Fig.1. The binary
string is separated in every eight bits. Each eight-bit group is
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10101010  00010001  00000110  11110000
Codon{
Fig. 1. Individual representation in GE.
10101010  00010001  00000110




Fig. 2. Mapping from genotype to phenotype.
called codon. That is, an individual in GE is composed of the
sequence of the codons.
Each codon represents an integer value. Therefore, the
genotype expressed in a binary string is converted into the
integer values as shown in Fig.2. Then, production rules are
selected based on the integers, and the individual is converted
into the phenotype.
Because the binary string is used as the genotype in GE,
the genetic operators (e.g. crossover, mutation, and selection)
for Genetic Algorithms[7], [8] can be used in GE.
B. Mapping from Genotype to Phenotype
In GE, the grammatical rule expressed by the BNF notation
is used for the genotype-to-phenotype mapping. As a result,
the genotype is converted into the valid program grammati-
cally. A grammar can be represented by the tuple {N,T, P, S},
where N is the set of nonterminals, T is the set of terminals,
P is the set of production rules that maps the elements of N
to T , and S is the start symbol that is a member of N . Below
is an example BNF which generates the numerical expression.
N = {expr, op, var}
T = {+,−, /, ∗, (, ), x, 1}
S = 〈expr〉










The translation from a chromosome to a program is per-
formed by reading codons of eight bits to generate a corre-
sponding integer value. The rule for expanding a nonterminal
is selected based on the integer value and the following
Fig. 3. An example of codon sequence.
<expr>
<expr><op><expr>
12 MOD 3 = 0
<var><op><expr>
  1  <op><expr>
  1   +  <expr>
  1   +  <var>
  1   +   x
5 MOD 3 = 2
3 MOD 2 = 1
200 MOD 4 = 0
11 MOD 3 = 2
12 MOD 2 = 0
wrapping
Fig. 4. An example of mapping in standard GE.
mapping function:
rule = (codon integer value)
MOD
(number of rules for the current nonterminal) (1)
Considering the expansion of the nonterminal <op>, there
are four selectable production rules. If we assume the read
codon produces the integer 6, then (6 MOD 4 = 2) would select
rule (2) ‘/’ from the rule set for <op>. Each time a production
rule has to be selected to map from a nonterminal, successive
codon is read. If there are two or more nonterminals in the pro-
gram, the leftmost nonterminal is dealt with first. For example,
in the case of <var><op><exp>, the expansion of <var>
is performed first. This mapping process is performed until all
the nonterminals are converted into terminals. If an individual
runs out of codons for mapping, the codons are reused from the
head of the chromosome. This technique is called wrapping.
In the biological systems, the gene-overlapping phenomenon
has been observed in many organisms[9].
Consider the individual with codons as shown in Fig.3 for an
example. Fig.4 shows the mapping process of the individual.
The start symbol <expr> is converted into 1+x by mapping.
There may be a case where the same production rule is used
iteratively and the mapping process can not be finished even
after several wrapping events. In this case, the individual with
incomplete mapping is regarded as an invalid individual and
is given the lowest possible fitness value.
Though each codon in GE can represent 256 distinct
integer values, many of these integer values represent the
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same production rule. A similar phenomenon can be observed
in the genetic code of biological organisms, referred to as
degenerate genetic code[9]. This means that subtle changes
in the search space (genotype) may have no effect on the
solution space (phenotype). This phenomenon has an effect
of the maintenance of genotypic diversity throughout a run of
GE[10].
C. Problems in GE
Compared with GP, GE has some merits: the guaranty of
the generation and preservation of valid programs, and genetic
diversity which enables neutral mutation[10]. However, there
are some problems in GE. It is difficult to preserve useful
characteristics of the parental individuals. When the value of
a codon changes by a genetic operator, the production rules
selected by the successive genes also change in chain reaction.
For example, consider the case in Fig.3. The integer value 5
in the second codon is used for expanding the nonterminal
<expr>. When the value of the first codon changes from
12 to 14 by a mutation, however, the second codon is used
for expanding the nonterminal <var>. As described in this
example, the change of a codon value has a great influence on
actions of the successive codons even if they do not change.
Another problem is the occurrence of invalid individuals.
The invalid individuals can not be evaluated properly. It is
considered that the number of actual effective individuals in
population is less than the population size. Therefore, the
invalid individuals have a bad influence on the evolution.
Especially, the invalid individuals are often observed in the
initial population because the initial population is generated at
random. This may cause the decline in the search performance
in the early stage of evolution.
III. MULTI-CHROMOSOMAL GRAMMATICAL EVOLUTION
A. Use of Multiple Chromosomes
In this paper, we propose an improved GE where each
individual has two or more chromosomes. In this method,
each individual has the same number of chromosomes as
nonterminals in a given BNF notation. Consider the case of
the production rule P in the previous section as an example. In
this case, there are three kinds of nonterminals. Therefore, an
individual has three different chromosomes as shown in Fig.5.
The first chromosome among them is utilized for expanding
<expr>. The second chromosome is used for <op>, and the
third one is used for <var>. That is, the chromosomes are
switched according to the current nonterminal. This method
has an effect of preserving the characteristics of the parental
individuals. Fig.6 shows a mapping from the genotype in Fig.5
to phenotype under the grammar P in the previous section.
By using multiple chromosomes, the actions of codons for
<op> and <var> have been preserved even if a codon for
expanding <expr> changed by genetic operators. Therefore,
the issue that the characteristics of the parental individuals are
greatly lost in the conventional GE is solved.
Fig. 5. An individual with multiple chromosomes.
<expr>
<expr><op><expr>
12 MOD 3 = 0
<var><op><expr>
  1  <op><expr>
  1   +  <expr>
  1   +  <var>
  1   +   1
35 MOD 3 = 2
53 MOD 2 = 1
76 MOD 4 = 0
35 MOD 3 = 2
109 MOD 2 = 1
Fig. 6. An example of a mapping in multi-chromosomal GE.
B. Rule Change in Wrapping
An incomplete mapping could arise if the production rules
which increase the number of nonterminals were applied over
and over. For example, consider the individual where all of
codons specify rule (0) of <expr>. In this case, the same
mapping rule is applied over and over again, and the individual
becomes invalid. In order to solve the problem, the rule set is
changed at the occurrence of wrapping so that the rules which
increase the number of nonterminals will not be selectable. As
a result, the wrapping works efficiently, and it becomes more
probable to success the mapping to phenotype. This technique
has an effect to decrease the number of invalid individuals.




If the wrapping occurs, the rules (0) and (1), which increase
the number of nonterminals, are deleted. As a result, the rule
set is changed as follows.
(1)<expr>::=<var> (0)
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Crossover Point Crossover Point
Crossover









Max wrapping in each chromosome 10
Max number of codons in each chromosome 12
in initial individual
Max number of codons in each chromosome 100
Number of bits for one codon 8
Tournament size 5
Number of elite individual 20
C. Genetic Operations for Multiple Chromosomes
In performing a crossover operation, a couple of chro-
mosomes correspondent to the same nonterminal is chosen
at random from two parental individuals. Then, one-point
crossover is performed for the chromosomes. Fig.7 shows the
case where the first chromosome in each individual is chosen
for crossover.
IV. EXPERIMENTS
Three kinds of problems; Symbolic regression, 3 Mul-
tiplexer, and Mastermind are used for experiments. Table
I shows the parameters for our proposed and conventional
methods. These parameter values are based on the previous
researches[4], [5], [11], [12], [13].
A. Symbolic Regression
The aim of this problem is to find mathematical expression
that represents a given set of input and output pairs. The target
function is g(x) = x4+x3+x2+x, and the 20 sample points
(x1, g(x1)), . . . , (x20, g(x20)) in −1 ≤ x ≤ 1 are given for
generating the approximate function h(x). The fitness f is




| (g(xk)− h(xk)) | (2)
The max fitness is f = 0 in the case of g(xk) = h(xk) for all
k.
1) BNF Definition: The grammar used in this problem is
given below:
N = {expr, op, var}
T = {+,−, /, ∗, (, ), x, 1.0}
S = 〈expr〉










2) Experimental results: Fig.8 shows the cumulative fre-
quency measure of success over 50 runs of respective methods.
The cumulative frequency of success means the number of
runs where the optimal solution (target function) can be
acquired up to the respective generations. Fig.9 shows the
number of invalid individuals in each generation averaged
over 50 runs. In these figures, “GE” means the conventional
GE, “GE(new-wrapping)” means the GE in which only the
proposed wrapping technique is introduced, and “newGE”
means the proposed multi-chromosomal GE with the new
wrapping technique.
Fig.8 indicates that the proposed method (newGE) has better
performance than the other two methods in the frequency
of discovering optimal solution. Especially, at the beginning
of search, the proposed method and GE with new wrapping
method are much superior to the conventional GE. This
is because many of individuals can be converted into the
valid programs by the wrapping with rule change, though
they might become invalid programs in the conventional GE.
At initial population, individuals more than the half of the
population were invalid ones in the conventional GE. Many
invalid individuals also exist in the latter generations. On
the other hand, the methods with the proposed wrapping
technique scarcely generated invalid individuals. Furthermore,
the proposed multi-chromosomal GE is superior to the GE
with new wrapping technique in cumulative frequency measure
of success. This difference seems to be due to the effect of
preserving parental characteristics by multiple chromosomes.
B. 3 Multiplexer
The aim of this problem is to discover a boolean expression
that behaves as a 3 Multiplexer. The three inputs (input1,
input2 and input3) are binary variables. The input1 represents
an address which specifies either data A or data B, and
input2 and input3 represent the data respectively. The boolean
expression must output the value of data correspondent to the
specified address. There are eight fitness cases, representing







































Fig. 9. The number of invalid individuals on the symbolic regression.
cases for which the expression returns the correct output.
Therefore, the max value of fitness is eight.
1) BNF Definition: The grammar used is given below:
N = {bexpr, bilop, ulop, input}
T = {and, or, not, input1, input2, input3}
S = 〈bexpr〉










2) Experimental results: Fig.10 and Fig.11 show the results
by 50 runs. In the beginning of search, the proposed method
(newGE) is superior to the conventional GE in the cumulative
frequency of success. In the last stage of search, however,
the conventional method shows better performance than the
proposed method. The population by conventional GE evolves




































Fig. 11. The number of invalid individuals on the 3 multiplexer.
stage is lower than the other methods. The reason why the
evolution by the proposed method stagnated seems to be as
follows: In the proposed method, four chromosomes are used
for four nonterminals in the given grammar. The crossover
operation is applied only to the couple of chromosomes, and
other chromosomes are succeeded to offspring without change.
Therefore, it might be difficult to give the drastic change to
the population when evolution stagnates. In the conventional
GE, more than 50 invalid individuals exist at every generation
as well as the symbolic regression problem. On the other
hand, in the proposed method and the GE with new wrapping
technique, invalid individuals were scarcely generated from
the initial generation.
C. Mastermind
This problem is to find the correct combination of colored
pins. The instance tackled here uses 4 colors and 10 pins
with the following values “4 3 2 4 2 4 3 1 2 4”. Respective
figures represent different colors. The fitness of an individual
is calculated as follows: The individual receives one point
for each pin that has the correct color, regardless of its
position. If the colored pin is at the correct position, one
point is also added. In addition, if the generated sequence
is the completely same as the correct one, a bonus point
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is also added. Therefore, the maximum fitness is equal to
(the number of figures in correct combination) ∗ 2 + 1.
1) BNF Definition: The grammar used is given below:
N = {pin, num}
T = {1, 2, 3, 4}
S = 〈num〉







2) Experimental results: Fig.12 and Fig.13 show the results
of 50 runs. In the cumulative frequency of success, the
proposed method (newGE) is superior to the conventional
GE. In the proposed method, the chromosome for extracting
<num> is preserved even if the chromosome for <pin> has
changed by genetic operators. This effect would yield the good
result. In the conventional GE, more than 100 individuals were
invalid ones at initial population, and more than 20 individuals
exist also in the latter generations. On the other hand, in the
proposed method and the GE with new wrapping technique,
invalid individuals were scarcely generated from the initial
generation.
V. CONCLUSIONS
In this paper, to preserve the characteristics of the parental
individuals, we proposed the multi-chromosomal GE where
each chromosome is exclusively for the corresponding nonter-
minal. Moreover, we proposed new wrapping technique where
the rule set is changed so that rules increasing the number
of nonterminals can not be used. The proposed method was
compared with the conventional GE by the experiments on
Symbolic regression, 3 Multiplexer and Mastermind. In the
Symbolic regression and Mastermind problems, the proposed
method showed faster evolutional speed and higher success
rate than the conventional method. Invalid individuals could
scarcely generated by the new wrapping method. The GE in
which only the new wrapping method was introduced also
could prevent the generation of invalid individuals, but showed
lower performance than the proposed method. This shows the
effect by the use of multiple chromosomes.
Our experimental problems have relatively small number
of nonterminals, at most four nonterminals. From now on,
we have to apply our proposed method to the problems
with many nonterminals and complex optimal solution in
order to examine its generality. In addition, the crossover
used in our proposed method is applied to only a couple of
chromosomes, and other chromosomes do not change. This
might cause the stagnation of evolution because the drastic
change of genotypes does not happen in problems with many
nonterminals. We have to consider the appropriate genetic











































Fig. 13. The number of invalid individuals on the mastermind.
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