This paper proposes a novel technique for 3D mesh segmentation using multiple 2D pose footprints. Such a problem has been targeted many times in the literature, but still requires further development especially in the area of automation. The proposed algorithm applies cognition theory and provides a generic technique to form a 3D bounding contour from a seed vertex on the 3D mesh. Forming the cutlines is done in both 2D and 3D spaces to enrich the available information for the search processes. The main advantage of this technique is the possibility to operate without any object-dependent parameters. The parameters that can be used will only be related to the used cognition theory and the seeds suggestion, which is another advantage as the algorithm can be generic to more than one theory of segmentation or to different criterion. The results are competitive against other algorithms, which use object-dependent or tuning parameters. This plus the autonomy and generality features, provides an efficient and usable approach for segmenting 3D meshes and at the same time to reduce the computation load.
INTRODUCTION
Computer graphics have become one of the major fields of computer science research. 3D scenes have become sophisticated enough to mimic high details of realism and to be able to represent a tremendous amount of information to the user. However, in order to fully utilize a 3D graphics scene, the user needs to have access to individual significant components. Thus, 3D mesh segmentation into meaningful parts, as shown in Figure 1 , plays an important role for the efficient processing and analysis of 3D objects. The output of the segmentation process is small parts that can be then handled easier and can also be given tags for identification and comparison purposes. Shape matching, deformation transfer, parametrization, mesh editing, compression and animation are all examples of applications for 3D mesh segmentation.
There are numerous techniques that targeted the 3D segmentation problem. However, the research is still in its beginning with respect to related areas such as 2D image segmentation [1] . A major problem of the field is that it is application dependent. This means different criterion can be used and different outputs can be valid. A recent work by Chen et al. [2] proposed a set of metrics as tools of benchmark that depends on the comparison between an algorithm output and a human output average sampled from the internet. The human approach is still not easily captured into a systematic theory and that is why some approaches followed the minima rule from the cognitive theory [3] [4] such as the work by Lee et al. [5] and Lai et al. [6] . This rule suggests that a human cuts 3D objects whenever a concave discontinuity is found and that was supported by experimental studies. This also matches the curves generated in [2] when comparing between the human generated results and the computer generated ones from curvature perspective.
Although the literature followed the cognitive theory, still most of the techniques suffer from the parameters problem. Nearly all techniques in the literature require experimental parameters that are sometimes even are dependent on the input 3D mesh [2] . Examples are segment count, segment size threshold and initial seeds on certain vertices. This hinders the concept of an automatic 3D segmentation and makes the usability of the algorithms in question. The ideal case is to avoid parameters at all and if they are inevitable, they need to control the overall behavior of the algorithm and not to be related to the underlying 3D mesh properties.
In this paper we propose a novel algorithm that has many advantages over the literature. First of all it does not need any object specific parameters and the tuning occurs as a global controlling mechanism for the desired output. Secondly, it follows the cognitive theory and the human approach of 3D segmentation as it consider different 2D poses projections of the object which is typically what a human user gets. Thirdly, it is robust to noise and small-scale texture that may be present in real scanned models. Finally, it can be used with different theories other than the cognitive theory and still produce meaningful results. The proposed approach can be generalized help in other applications and not only 3D segmentation such as 3D skeletonisation or skinning which is always closely related to the segmentation problem.
The rest of the paper is organized as follows: section 2 investigates the problem statement. Section 3 goes through the literature and related works. Section 4 is dedicated to the 2D footprints calculations, while section 5 illustrates the calculation methodology for antipodal points. Section 6 shows the implementation details and experimental results. Finally, section 7 is for the conclusions and future extensions.
PROBLEM STATEMENT
The 3D mesh segmentation can be defined over a boundary mesh Μ of {ν, ε} as the process of splitting it into a set Ѕ of segments { , , …, } by a criteria C. ν is the mesh vertices set and ε is the edges one. Another output could be a set of cut lines L of -1 lines { , , …, } and in that case it is called an implicit approach [1] . This is the category that the proposed algorithm belongs to.
As the output is a set of cut lines or more specifically closed contours we define the components of each line as = { , , , }. is a point of nomination to start a cut such as a point of concavity discontinuation if following the cognitive theory.
is the antipodal point of on the 3D mesh as shown in Fig.2b . is a set of vertices that define the shortest path between and using a graph theory algorithm such as Dijkstra popular one [7] .
is also the shortest path between them but after increasing the cost of the edges included in and running the shortest path algorithm for the second time as will be shown in implementation section. Figure 2 shows the components of the cutline as calculation steps go on. The search for these four components of each cut line is required to be as deterministic as possible. While three components, namely the , and can be deterministic as will be seen later on, the search for is harder and requires a set of carefully designed heuristics.
represents the antipodal point of a vertex. The definition of an antipodal is not always clear in all cases. In 2D space it usually refers to the diametrically opposite vertex. This is hard to calculate in 3D space as the tangent plane to the vertex is not unique. Due to this ambiguity, more information is required to be collected before deciding on which vertex qualify as an antipodal one in the 3D space. In the next sections we follow a novel algorithm that makes it clearer to define what an antipodal means.
LITERATURE REVIEW
In this section, we briefly review the literature of the 3D mesh segmentation from the used parameters point of view. For a detailed literature review and methodology classifications, we refer the reader to the excellent survey by Shamir [1] . Because we are focused on the parameters point of view and how to eliminate the dependency on them, we consider the automatic 3D mesh segmentation techniques only. Thus, manual techniques such as [8] and [9] , data-driven techniques such as [10] or model-specific techniques such as [11] for human bodies are not considered as they are out of the paper scope.
The first used sets of parameters are recursion stopping conditions that break the segmentation algorithm when met. Examples are squared error functions and maximum number of segments such as in [12] - [15] . Another set of methods are initial inputs by the user. Examples are initial cut lines; seed points places, and number [6] , [16] , [17] . Other parameters exist such as curvature threshold [13] , [14] , [18] , segment size [15] , [19] , [20] , saliency weights [5] , [14] , [17] , [21] , [22] .
From all the above, we see that many algorithms depend on user interactions by asking for the input of one or more parameters. These question the autonomy of the algorithm and make it less efficient for the designated applications. Getting rid of theses parameters are of great importance and should be prioritized over other algorithm improvements.
2D FOOTPRINTS
The acquisition of a 2D footprint for the 3D object is an essential part of the proposed method. This simply can be viewed, for high resolution 3D meshes, as what a human user preserves if there is no lighting in the 3D environment or the silhouette of the object. This piece of information is essential for the automation approach of segmentation. The calculation of the 2D footprint is done for multiple poses of the object through the rotation around the three Cartesian axes ( , ,
). The more poses to have, the more accurate the results as will be shown in the next sections when calculating antipodal points. In this section we will give more details about the footprint acquisition process. Figure 3 shows a calculated 2D footprint of a 2D projection of a 3D mesh teddy object. As shown in the figure, the 2D projection is dense and hence the 2D footprint is accurately calculated. The footprint of a set of points can be defined as the smallest concave boundary of these points [23] . The naming convention is not settled yet and there are different terminologies that can refer to this definition. Examples include outlines, shapes, hulls, and regions. We will stick here to footprints and the reader can refer to [23] for arguments about this. Dupenois and Galton listed a set of properties of a footprint such as being connected, topologically regular, Polygonal or to be homeomorphism to a circle. For a general set of points, this sometimes can be hard to achieve and needs complex procedures that might not be fully automatic. Fortunately, for the 3D mesh segmentation application the points set that we need to get their footprints are usually easier to handle especially if a proper pre-processing is done.
Literature Review
There are many methods in the literature that attempted to get footprints for a set of points. We will list them briefly as more details can be located in the recent survey [23] . A pioneer work [24] generalized convex hulls and used an α parameter that they did not account for its values and their relation to the output. Chaudhuri et al. [25] proposed two methods based on grid squares of side-length s and union of circles of radius r. For both methods, there were no criteria for the selection of s or r. In [26] used convex hull algorithm as a base and refine it with splitting, isolation and merging algorithms. This still needs the user to have an insight on the expected number footprint sides.
Alani et al. [27] use an algorithm called the Dynamic Spatial Approximation Method (DSAM) which is based on Voronoi Diagrams. In [28] the authors followed Alani et al. work but used Delaunay triangulations. In [29] proposed two methods to approach the problem. The first is based on the Jarvis March algorithm [30] for finding convex hulls. The other starts with the Delaunay triangulation and successively removes the longest external edge. The term concave hull was used by [31] who based their work on Jarvis March but has a difference that they always select the next vertex from the k nearest neighbors of the current vertex.
Input Preprocessing
Going through the literature, it seems that a general purpose footprint generator is not yet possible. However, if the problem is well established this should make an algorithm task achievable more easily. When projecting 3D meshes in 2D space the result is a set of dense points. The density depends on the resolution of the 3D mesh. The higher this density is the easier to get their footprint. That is why the first step in our preprocessing is to increase the resolution of the 3D mesh. This is easily done through multi-level split of the triangles until a desirable triangle size is achieved.
Another pre-processing step is to remove redundant 2D points resulted from having same x and y values. These two procedures ensure that the input to the algorithm is dense enough and easier to get footprints for without any sophisticated parameters.
In this paper, a footprint calculation package called alpha hull [32] that is designed for R project [33] is used. The package has a dependency on a parameter called α for hull formation. However this dependency can be avoided when the input is a high resolution mesh. The number of required footprints is fixed and not object dependent. The 360 rotation space range is divided equally to guarantee coverage. In this paper we divided it to 36 rotation steps for each axis (x, y, and z).
ANTIPODAL CALCULATION
In 2D any two points that admit two parallel supporting lines are called antipodal pairs as shown in Figure 4 . To extend to 3D case, the two 3D points need to admit two parallel planes. The search for a vertex antipodal in a 3D mesh is not an easy problem [34] because the plane that a vertex belongs to in a 3D triangular mesh could be any triangle that the vertex belongs to. The choice needs to approximate these planes into one only. Thus, we transfer the problem into the 2D domain. However, it will be still hard to handle the points if they belong to curves which led to the requirement of the vectorisation of the resultant 2D footprint and transforming it into a set of lines. Every point will then belong to one line unless it is on the corner which is a special case. Mathematically speaking, if we have a vertex of ν that belongs to a boundary mesh Μ and in a certain pose of this mesh, it lies on the footprint, it will be transformed into . This will then belong to a line and we can define as an inward directed normal to from this point. An inward normal is a normal that is directed towards the inside area of the footprint. We will show in the algorithm section how to ensure the normal are inward. This is important as outward normal can produce arboraceous results such as the case of articulated animal legs. The 2D footprints after the vectorisation process will consist of a set of lines { , , …, }The intersection of the normal with the footprint lines except produce a set of points P of intersections that are of size of maximum -1 and can be less in case of parallel ill then be matched with the nearest actual vertex that belongs to the 3D mesh Μ.
IMPLEMENTATION AND RESULTS
The above proposed methods are implemented to produce automated 3D mesh segmentation. The algorithm is currently run offline, but given that some processes are independent, there are high potential of parallelization. This would enable real-time or near real time speed which is useful for many fields such as robotics.
3D Mesh Segmentation Framework
Using the above described algorithms we can locate the antipodal point of the seed vertex of the cut line. However, the algorithm needs first to determine this seed vertex. In this implementation we adopt the minima rule in locating the seed point because it is the closest to human approach. The calculation uses the values of the angles between the mesh neighbor faces. The diagram, as shown in Figure 5 has a dense part and a sparse one. The cut lines seeds lie in the sparse part and the user can have more or less cut lines by considering more or less points respectively Having the two ends of the cut line is not enough. The contour of the cut line needs to be complete. That is why the next step of the algorithm is to transform the 3D mesh into a graph and apply a shortest path algorithm on the two points. The shortest path algorithm produces a half contour. To complete the contour an iterative algorithm can expand one end of the half contour by checking the neighbors of the end points. A point is added to the half contour if it passes a simple test. The test is how close it is to the plane formed by the half contour vertices. Figure 6 shows a data flow diagram of the complete proposed 3D mesh segmentation algorithm. The preprocessing refers to changing the resolution of the mesh while post-processing aims to smooth the cutlines and remove the incorrect ones.
The final step is the post processing. The seeds are split into groups and each group is processed to produce a cutlines set. This is the augmented and smoothed using snake algorithm to represent a unified efficient cutline for the seeds group. 
Results
The proposed algorithms were tested against 3D objects acquired from benchmark database by Chen et al. [2] . The results are competitive against other methods that use one or more parameters. Figure 7 show sample results comparing with random cuts [19] and K means [35] . They are chosen because they are popular and depend on critical parameter which is the number of segments. 
CONCLUSION
This study presents a novel step towards the automation of the 3D mesh segmentation process. Literature current methods suffer from the dependency on the input objects or tuning parameters. The proposed algorithms are generic for any input mesh or segmentation theory. Using fused 2D search results to refine the 3D results provides robust coverage of the input mesh. A drawback of the algorithm is that it is not pose invariant as it is based on the topology changes. Future directions can be towards the parallelization of the algorithm to improve the speed. Other segmentation theories than cognition theory can also be tested against the proposed algorithm.
