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S. Sokolowski, Applicative High Order Programming: The Standard ML Perspective 
(Chapman and Hall, London, 1991), Price f19.95, ISBN O-412-39240-2. 
Don’t be misled by the book’s title into believing that this is a presentation of 
the programming language ML. Readers are expected to have some familiarity with 
lambda calculus and prior experience with functional programming is an advantage. 
The main text is divided into three parts: Advanced Applicative Programming, 
Polymorphism and Modularisation, and Implementation Issues. A fourth part 
contains as appendices solutions to exercises, a guide to the literature, and an index. 
It has evolved from lecture notes for a one-semester university course. 
As I read the book, the first part shows that functions may be used to represent 
what is ordinarily conceived as data structures and values. It uses ML rather than 
(simply typed) lambda calculus for illustration. Furthermore it presents techniques 
to prove properties of recursive functions and offers various opinions upon program- 
ming languages. 
Part two contains a discussion of polymorphism and strives to emphasize the 
restrictions in ML’s concept of polymorphism. It elaborates on the ideas of represent- 
ing structures by functions and introduces recursors for data types. Similarly, ML’s 
concepts of structures and functors are presented with a view to generalizations, 
rather than giving an in-depth description of these concepts. 
The third part describes aspects of implementations to give the reader some idea 
of type inference, interpretation, and compilation-in each case it strives to give an 
informal understanding of the issues with little concern for efficiency and similar 
mundane issues. 
Given the proper context in terms of prerequisite courses this book may be useful. 
However, I have difficulties when I try to imagine the justification for the resulting 
curriculum. Using lambda calculus directly seems to go better with the minimalistic 
attitude that I find in most part of the book. And with the reader’s presumed 
knowledge of lambda calculus it is hard to see the justification for using ML. The 
presentation of ML as a programming language is definitely not satisfactory for any 
serious applications: it is not reliable in the details and important concepts are not 
covered (e.g. currying; the difference between type and data type of definitions; and 
sharing among structures). 
* Review copies of books which might be of interest to the readers of Science ofComputer Programmzng 
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A more consistent attitude would have been to discard knowledge of the lambda 
calculus as a prerequisite in favour of an in-depth knowledge of ML. But then it 
would be hard to justify the minimalistic attitude. 
JDRGEN STEENSGAARD-MADSEN 
Technical University of Denmark 
Lyngby, Denmark 
Leon Stirling, ed., The Practice of Prolog (MIT Press, London, 1990), Price $50.50 
(in Europe), ISBN o-262-19301-9. 
The book, The Practice of Prolog, edited by Leon Sterling comprises a collection 
of eight papers reporting on practising Prolog, originally A. Colmerauer’s language. 
The market for this book are people with a nonnumerical problem who want a 
computer solution, and are willing to first spend some time with a Prolog text book, 
have they not done so already. In fact, I think it would be a good idea to publish 
a few more books on this subject. “The raison d’etre of this book”, writes the editor, 
“is to encourage programmers to use Prolog in their day-to-day work. Personally, 
I also find the language exciting to use, and wish to share the excitement with 
others.” I share this opinion on the better Prolog systems, e.g., D. Warren’s, especially 
where they play the role as a logic programming language following R. Kowalski. 
Unfortunately, Prolog sometimes plays less celebrated roles that can be disappointing 
for its champions. Let us now turn briefly to the individual chapters. 
Chapter 1: Prototyping Databases in Prolog, by T. Kaziac, E. Lusk, R. Olson, R. 
Overbeek, and S. Tuecke. This is a chapter on an area that probably soon will find 
a manifold of applications. There are several good illustrations by programs how 
to build up a database, and the authors make the point that when you have your 
prototype you might just discover your production system. 
Chapter 2: Preditor: A Prolog-based VLSI Editor, by B. Reintjes. In this chapter 
we can find several practical Prolog programs for a VLSI editor. One of the reported 
advantages with Prolog is a “tenfold reduction in source code size with considerable 
expanded capability when compared to traditional CAD tool implementations.” 
Chapter 3: Assisting Register Transfer Level Hardware Design: A Prolog Applica- 
tion, by P.J. Drongowski. Here is a Prolog implementation compared favourably 
with C for hardware design. 
Chapter 4: Developing a Portable Parallelizing Pascal Compiler in Prolog, by E. 
Gabber. It is generally known that Prolog is a good language for writing compilers. 
The author’s main point is that this is still true for a compiler of Pascal to a virtual 
machine for multiprocessors running in C. The main parallelization of the Pascal 
program is to find suitable loops that can be run in a parallel version called single 
program multiple data mode. 
Chapter 5: Promix a Prolog Partial Evaluation System, by A. Lakhotia and L. 
Sterling, is on metaprogramming, in particular partial evaluation. This is still an 
