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Abstract
The current culture surrounding computer science is quite narrow, resulting in a par-
ticipating population that lacks diversity in both gender and interests. The field
of computational textiles has shown promise as a domain for diversifying computer
science culture by drawing a population with broader, less traditional interests and
backgrounds into creating technology; however, little e↵ort has been made to build
resources and communities around computational textiles.
This thesis presents a curriculum that teaches computer science and computer pro-
gramming through a series of lessons for building and programming computational
textile projects, along with systematic considerations that support the real-world im-
plementation of such a curriculum. In 2011-12, we conducted three workshops to
evaluate the impact of our curriculum methods and projects on students’ technologi-
cal self-e cacy. As a result of data obtained from these workshops, we conclude that
working with our curriculum’s structured computational textile projects both draws
a gender-diverse population, and increases students’ comfort with, enjoyment of, and
interest in working with electronics and programming. Accordingly, we are transform-
ing the curriculum into a published book in order to provide educational resources to
support the development of a computer science culture around computational textiles.
Thesis Supervisor: Leah Buechley
Title: Associate Professor of Media Arts and Sciences
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Chapter 1
Introduction
1.1 The widening gender gap in computer science
In 1985, women received 37% of US undergraduate computer science degrees [8]. The
prevalence of computers in society has dramatically increased in the past 27 years,
and strong e↵orts have been made to increase the participation of women in the
Science, Technology, Engineering, and Mathematics (STEM) fields. As a result, we
would expect that the number of women interested in computer science at the college
level should increase, and that participation should move toward 50%.
However, by 2010, only 11% of US undergraduate computer science degrees were
awarded to women, and the number of women choosing to major in computer science
across US universities declined 79% from 2000 to 2008 [8]. Moreover, as one moves up
the academic pipeline from undergraduate students to professors, the participation
rate of women decreases—that is, women drop out at a much higher rate than men
[4].
1.2 Cultural causes for the gender gap
Research on diversity in computer science shows that the reasons for the decreasing
participation of women are culturally-driven: computer science culture has evolved
and solidified in a way that erects cultural barriers to women’s entry [13, 7, 24,
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10]. These barriers fall generally into three categories, discussed below: first, women
more often find the ”intense hacker” image of a typical computer scientist to be
unappealing [7]; second, women have fewer encounters with computers and electronics
during childhood and adolescence [13, 10]; and third, women in computer science face
isolation, and lack peers and role models [7].
At the university level, students and faculty alike view the typical computer sci-
ence student as a very focused, ”hardcore” hacker [7]. Moreover, computer science
is perceived as being exclusively about individuals programming alone, and, impor-
tantly, not seen as being about people, nor seen as being relevant to society. Data
show that hacking alone is a work style that is less likely to appeal to women; however,
institutions of higher learning, whether consciously or unconsciously, tend to idealize
this style of work [7]. Women are also less interested in the perceived notion of com-
puter science careers; computer science is perceived as being purely technical, and
students who go into computer science branded as pursuing purely technical careers,
such as software development [24].
In childhood, women have fewer encounters with electronics and computers than
men, and they have fewer opportunities to join peer groups that center around com-
puter usage, gaming, and programming [13]. Moreover, girls tend not to explore
computers without explicit permission, while boys are more likely to ”jump in” and
experiment with computers on their own [13]. In classroom settings, boys often mo-
nopolize the teacher’s time, and girls are left to figure things out themselves, leading
to frustration and a dislike of computing [10]. The lack of exposure to computer
science harms women at the university level, where undergraduate curricula often
assume prior experience that women are less likely to have [7].
These cultural barriers to the traditional path of entry into computer science
prevent girls from being exposed to computers and computer science in childhood
and adolescence, discourage women from entering computer science at the college
level, and cause women to lose confidence, and subsequently interest, in computer
science at a much higher rate than men.
12
1.3 Previous work addressing diversity in computer
science
Significant work has been done to open up existing computer science culture and curb
the gender gap.
1.3.1 Margolis and Fisher
In 2001, Margolis and Fisher published a revolutionary study on gender issues in the
computer science program at Carnegie Mellon University, illustrating how traditional
computer science culture functions as a ”boys’ club” that promotes the expectation
of male success and continually questions female abilities, thereby driving women out
of computing [19].
They believed that broadening perceptions of computer scientists as being more
multidimensional than ”hackers”; contextualizing computer science with interdisci-
plinary courses and community programs; building student awareness of confidence
issues; and providing multiple points of entry into the computer science curriculum
for students with di↵erent levels of experience would make the existing computer
science culture more accessible to women.
Their changes to the Carnegie Mellon computer science curriculum, addressing
these cultural factors, increased female enrollment in the computer science major
from 7% in 1995 to 42% in 2000 [7].
1.3.2 Rich, Perry, and Guzdial
Rich, Perry, and Guzdial developed an alternative introductory computer science
course for non-majors at the Georgia Institute of Technology to address concerns
among female computer science students regarding the lack of relevance and creativity
in the curriculum [21]. The course taught students to use programming to manipulate
media, such as images, video, and webpages.
In addition to relevance and creativity, the course integrated collaboration (to
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counteract the perception of computing as being antisocial), restricted registration
(to reduce intimidation), and introduced abstract concepts such as primitive types
and data structures as they were needed, in the context of accomplishing a project
goal, such as manipulating pixels.
Registration for the pilot class in Spring of 2003 was 2/3 female, despite Georgia
Tech being 28% female. The student retention rate was twice as high as the traditional
introductory computer science course, and 60% of female students expressed interest
in taking another computational media course, though only 10% expressed interest
in taking a general computer science course, possibly due to stereotypes associated
with traditional computing culture.
1.3.3 Roberts, Kassianidou, and Irani
Roberts, Kassianidou, and Irani addressed barriers facing women considering com-
puter science at Stanford University, identifying problems such as: the lack of role
models and peer communities for female computer scientists; di↵erences in comput-
ing experience of entry-level students; social biases in computing systems; and female
students assessing their own performance more harshly [22].
To address these issues, they implemented a more accessible introductory com-
puter science sequence that incorporated positive female role models and encouraged
all students, rather than weeding out the best, along with providing ”stepping-stone”
role models at all levels in female students’ educational careers.
These cultural changes have led to a significant increase in the enrollment of
women in the introductory course (from 30% to 40%), as well as a small increase in
the percentage of female computer science graduates.
1.3.4 Building New Clubhouses
From these studies, we see consistently that broadening the perception of computer
science to more than just a club of ”boy hackers” a↵ects the number of women inter-
ested in the field. These initiatives are making important incremental improvements
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on existing computer science culture.
However, despite these programs, the gender gap has continued to widen, and
cultural issues preventing girls from delving into computing before college are not
addressed. We believe that the pervasiveness of these cultural issues require a less
incremental, more dramatic shift in computer science culture, targeting children and
adolescents. We propose a complementary approach to improving gender diversity
in computer science—an approach that shifts and considerably expands the culture
surrounding computer science.
Instead of trying to fit young girls into the traditional computer science mold,
we engage them through hands-on activities in the field of computational textiles,
allowing them to create sewable and programmable circuits. We call this approach
to improving diversity in computer science Building New Clubhouses [1].
15
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Chapter 2
Computational Textiles
2.1 Background
Computational textiles, also known as electronic textiles or e-textiles, integrates com-
putation and electronics into soft, flexible materials to create unique objects that are
very di↵erent from traditional computer science artifacts. The process for creating
e-textile objects involves sewing electronic components into fabrics and other ma-
terials using conductive thread in place of wire. In contrast, traditional electronics
manufacturing requires soldering electronic components onto flat, hard, rectangular
green circuit boards.
The resulting e↵ects are two-fold. First, because the process of creating e-textile
objects fits into the traditionally more stereotypically feminine domains, the culture,
values, and demographic makeup of computational textiles communities di↵er dra-
matically from the culture of traditional computer science communities [1]. Second,
the integration of soft materials with electronic components creates finished objects
whose aesthetic is very distinctive from the traditional electronics aesthetic [1, 2].
Computational textiles, supported by the two major points of di↵erentiation
above, naturally lends itself to supporting a new computer science culture—a culture
that integrates computing with design, craft, engineering, and attention to aesthetics.
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2.2 Existing computational textiles toolkits: The
LilyPad Arduino
There are many ways to build e-textile artifacts: Methods range from sewing wires
soldered to bulky electronic and computational components onto clothing, to sewing
with conductive thread as wire and building flexible electronic components almost
entirely out of conductive fabric, conductive thread, and fabric. The wide range of
methods has led to the creation of computational textile toolkits to allow for easy
building of projects.
The LilyPad Arduino is one such toolkit, comprised of a set of electronic com-
ponents that makes creating electronic textiles objects seamless, while maintaining
a beautiful aesthetic. LilyPad components include speakers, lights, accelerometers,
motors, and temperature and motion sensors, allowing for a diverse set of projects
that integrate with many di↵erent media. Components are specifically designed to
be easily sewable and aesthetically pleasing; thus, they are flat and beautiful, incor-
porating large, conductive holes to allow needles and thread to pass through. This
can be seen in Figure 2-1.
Figure 2-1: Electronic components in the LilyPad Arduino toolkit.
In order to build an object, the creator uses conductive thread to sew a micro-
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controller (the LilyPad Arduino Main Board) and the relevant sensors and actuators
to the fabric, and to each other. The conductive thread serves as a wire, allowing
the creation of the circuit while also physically securing the components. The builder
then programs the microcontroller to receive sensor input and send instructions to
the attached actuators.
Similar to how the Lego Mindstorms kit teaches basic programming and elec-
tronics for creating Lego robotics [15], the LilyPad Arduino kit allows students to
learn programming and electronics through crafting with textilesa completely dif-
ferent medium with unique a↵ordances. Because it is structured and easy-to-use,
the LilyPad Arduino is an ideal toolkit for sparking and developing an alternative
computer science culture around computational textiles.
2.3 The LilyPad Arduino’s gender-diverse online
community
In a 2010 study, Buechley and Hill examined the composition of the LilyPad Arduino
online community, and compared it to Arduino, a traditional hobbyist electronics
community with a more traditional aesthetic [1]. An analysis of customers purchasing
the LilyPad and the Arduino indicates that 57% of LilyPad customers were male and
35% were female, while 73% of Arduino customers were male, and 9% were female.
Gender LilyPad Arduino
Male 57% 73%
Female 35% 9%
Unknown 8% 18%
Table 2.1: Gender demographics for purchasers of Arduino versus LilyPad Arduino.
Moreover, when examining LilyPad and Arduino projects posted and documented
online, they found that 25% of LilyPad projects were created by men, and 65% by
women. With Arduino, however, 86% of projects posted online were created by men,
and 2% were created by women.
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Gender LilyPad Arduino
Male 25% 86%
Female 65% 2%
Unknown 10% 12%
Table 2.2: Gender demographics for creators of Arduino versus LilyPad Arduino
projects documented online.
While the demographics of the traditional Arduino customers and online project
community are closer to that of most traditional electronics domains (90% male, 10%
female), the demographics of LilyPad Arduino customers and project community
are skewed toward being slightly more female-dominated, especially with regards to
documenting and posting projects online.
2.4 Computational textiles as an avenue for engag-
ing young women in computer science
Previous research on computational textiles shows that it lowers the barriers of entry
for women to engage in computing, because it di↵ers from traditional computer science
and electronics in appealing to a traditionally feminine process and aesthetic [2, 3, 11].
In the introduction, we discussed that young women face several major obstacles
when considering computer science: it is perceived as being for boys; it is viewed as
hardcore and techy, lacking creativity and societal relevance; and women lack female
role models and peers in the computing community. We will see that computational
textiles addresses all three of these barriers.
Approaching electronics from a textiles and craft perspective allows women to
leverage their confidence in their proficiency with more traditionally feminine skills
when tackling electronics and programming. In a workshop run by Leah Buechley, a
female media arts student commented that knowing how to sew gave her the confi-
dence to engage in electronics and computing [1]:
”LilyPad and the related e-textile field made me brave enough to jump into
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hardware development . . . Before I started this project, I had absolutely
no experience with electronics of any kind. I STILL can’t solder to save
my life, but it doesn’t matter, because I can sew.”
Traditional electronics skills such as soldering, though not inherently di cult, are
strongly associated with ”intense” and ”nerdy” male hacker electronics culture [7].
Thus, many women looking to build interactive objects find electronics unapproach-
able. Because electronic textiles projects can be built without a seemingly ”compli-
cated” process such as soldering, and instead uses more familiar craft methods like
sewing, it is viewed as less di cult. Although expert textile craft requires significant
training and skill, it is culturally perceived as a medium that is easy-to-learn—a point
that gives e-textiles an advantage in electronics education. A student in a LilyPad
workshop run by Deborah Fields and Yasmin Kafai, who initially feared working with
electronics, commented [11]:
”I was in here ... and I was like, I’m not gonna understand this. But when
I saw that they were just cutting felt, I was like ”Oh, I can—Oh, this is
probably easy,” so I did that and then I just sewed it onto felt and then
I was like it’s time for lights and techie stu↵ and then slowly I started to
understand it.”
Computational textiles addresses the tensions between the traditionally masculine
domains of electronics and computer science, and the traditionally feminine domains
of textiles and crafting. Combining the two gendered domains allows electronics and
computer science to be more approachable for women who perhaps were never able
to imagine themselves in such fields.
2.5 Diversifying computer science education with
computational textiles
Because it lowers the barriers for women to engage in computing, e-textiles presents it-
self as an ideal mechanism for introducing computer science to young girls. More than
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being di cult or inaccessible, existing computer science curricula and computing-
related projects for youth are too culturally narrow. Exposure to computer science
stems from a narrow set of interests and aesthetics, ranging from computer games to
robotics kits [13].
But educational theory suggests that students learn best from interest-driven, cul-
turally relevant curricula [9, 14, 20]. A curriculum that is interest-driven builds on
the student’s prior interests and strengths, and then helps students make connections
between those existing interests and new, related domains. In computer science ed-
ucation, this is especially important because student interest is heavily shaped by
sociocultural factors.
In particular, because young women have few female role models in computer
science and no peer community, they are less likely to become exposed to and develop
an interest in computing at a young age, and they are less likely to see themselves
as potential computer scientists [10]. But working with textiles gains us access to
a large set of diverse interests in the realms of craft, art, self-expression, and self-
decoration—interests that are particularly present in young adults. Thus, a computer
science curriculum rooted in computational textiles builds o↵ these diverse interests
to draw students into computer science, allowing students to discover their interest
in and enthusiasm for computing, form peer builder communities with more women,
and, importantly, potentially begin to see themselves as computer scientists.
In addition to sourcing diverse interests, building e-textile projects also provides a
greater opportunity for learners to take into account aesthetics than in a traditional
computer science curriculum. Aesthetics is often ignored in science teaching. Lemke
observed that ”by and large the use of emotionally and aesthetically appealing im-
agery, video, or simulations and games has been excluded from the teaching of science
owing to a misplaced desire to portray science as a body of theory and fact, rather
than as a human activity” [16]. However, aesthetic vision is often a driving factor for
deeper learning.
The existence of an aesthetic component to electronic textiles motivates students
to learn the necessary electronics and computer science to achieve their visions. But
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aesthetics is not only motivating—it provides context for learning concepts, and gives
students a framework for discovering the possibilities and limitations of programming
and circuitry.
Recent research by Kafai and Fields studied student behaviors in workshops build-
ing LED projects with the LilyPad Arduino [11]. They observed that aesthetics played
a role in every step of e-textile object design, from a student’s original ideas to the de-
velopment of circuitry, to the object’s physical construction to the final programming
of behavior. Indeed, aesthetics went beyond simply motivating students—students
often decided to redesign their projects as they realized what aesthetics they could
or could not achieve with circuitry and programming. Moreover, aesthetic consider-
ations played a strong role in creating more e cient and intricate circuitry designs,
as well as more challenging lighting e↵ects. Finally, because of aesthetic motivations,
students sought out additional help, worked through challenges they faced, and spent
extra time outside of the workshops to achieve a project that was satisfying to them.
Indeed, 10 out of 16 students spent extra time outside the workshops to learn addi-
tional programming to achieve more complex lighting e↵ects. These students learned
about conditional statements through the use of sensors, as well as more complex
control flow to fade lights on and o↵ instead of simply blinking them.
From the data above, we conclude that e-textiles and, in particular, the LilyPad
Arduino, is a promising toolkit for culturally contextualizing computer science and
electronics, lowering barriers for women, and motivating student learning. We thus
propose a curriculum for learning computer science through building projects with
the LilyPad Arduino toolkit. We believe that developing and distributing such a cur-
riculum will broaden perceptions of computing culture, increase female participation
and confidence in computer science, and serve as an e↵ective medium for computer
science education.
The following section presents our research process for formulating and testing
this hypothesis.
23
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Chapter 3
Computational Textiles
Curriculum
3.1 Proposed research, process, and evaluation
While previous research indicates that the LilyPad Arduino toolkit shows promise for
educational applications, learning through e-textile projects has remained inaccessible
to educators and potential students. There are three primary reasons for this: tools
in the field lack systematic documentation; there does not exist a set of su ciently
comprehensive step-by-step lessons; and no large-scale attempt has been made to use
e-textile materials to teach computer science and electronics. As a result, e-textiles is
prevalent in the hobbyist community, but has not yet made its way into classrooms,
summer programs, or community centers as educational material.
Because computational textiles is not yet accessible to educators, we propose
developing a structured curriculum to teach computer science through a series of
computational textile projects built on the LilyPad Arduino. The target audience
for the curriculum is middle and high school students, which is around when first
exposure to traditional electronics and computing often happens. The curriculum is
comprised of individual hands-on lessons in which students build specific projects,
each of which teaches particular computer science concepts. Our goal is to pique
more gender-diverse students’ interest in computer science by presenting computer
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science concepts through the lens of e-textiles.
To define whether interest has been ”piqued”, we evaluate whether going through
the curriculum has increased students’:
1. Comfort with building electronics and programming computers on their own
2. Enjoyment of building electronics and programming computers
3. Interest in learning more about electronics and programming
To ensure that the curriculum is practical and implementable, we also evaluate
whether students are able to complete a project to within the allotted time limits.
To evaluate the e↵ectiveness of the curriculum in building a more gender-diverse
computer science community, we host a series of workshops, each based o↵ a project
in the curriculum. The workshops are advertised through the same channels, and
students self-select to participate. We examine three primary metrics:
1. Whether the self-selected workshop participants contain a greater proportion of
females than traditional computer science communities
2. Whether attending the curriculum workshop has generally improved partici-
pants’ perception of computer science and electronics with respect to the above
three criteria
3. Whether female workshop attendees, in particular, experience an improvement
in their perception of computer science and electronics with respect to the above
three criteria
3.2 Establishing a framework for building an ef-
fective curriculum
Before designing or writing the curriculum, we first define an educational framework
within which we can evaluate the e↵ectiveness of the curriculum. We begin with
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the foundational belief that a good curriculum should engage the student and pro-
vide the correct balance of guidance and flexibility, so as to enable the student to
independently create a project, while still allowing the student enough freedom to
personalize it, as creative personalization motivates student learning. Previous re-
search on e-textile tutorials demonstrates that allowing learners to experience early
successes and supporting multiple learning styles promotes engagement and indepen-
dent learning [20, 17].
3.2.1 Learning by doing
Our approach to the curriculum is grounded in constructivism and constructionist
learning theory, which establishes that learners build mental models of the world
around them, and learn most e↵ectively when building tangible, real-world objects
[20, 23]. This is the fundamental basis for using e-textiles in education.
3.2.2 Encouraging early successes
To encourage early successes in each curriculum project before frustrations are en-
countered, we design the curriculum to be completely self-contained. Thus we assume
no prior exposure to sewing, electronics, or programming; all skills and information
needed for understanding and completing projects is explained sequentially in the
curriculum.
3.2.3 Supporting multiple learning styles
The importance of presenting multiple paths for learning stems from Turkle and
Papert’s application of epistemological pluralism to computer science [23]. To support
multiple learning styles, we include a diverse set of examples for each concept. A
circuit, for instance, will be represented in several ways:
1. Conceptual Circuit Representation: As a conceptual diagram of a tradi-
tional electrical circuit.
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2. Physical Circuit Representation: As an illustration with LilyPad compo-
nents and conductive thread.
3. Aesthetic Contextual Circuit Representation: As an illustration in con-
text of the project, showing how the circuit is sewn into the project.
This progression of representations shows the circuit as a conceptual electrical
unit, brings it into the physical world, and then establishes context by showing how
the circuit can be aesthetically and functionally integrated into the project.
By designing for early successes and approaching concepts from multiple perspec-
tives, we aim to build a curriculum that engages students’ interest, and encourages
motivated, independent learning. Having established an overarching framework for
formulating and assessing the curriculum’s e↵ectiveness, we turn to several other key
design decisions.
3.2.4 Target communities
First, we decided to target community organizations, after-school programs, and sum-
mer camps as pilot learning communities. These communities are generally receptive
to experimental curricula, which makes the curriculum more easily adoptable. More-
over, activities in these communities tend to last for several hours at a time, as opposed
to activities in classroom settings, which are necessarily broken into one-hour chunks.
When building computational textile projects, more progress in teaching and learning
is often made when working in chunks spanning several hours [3].
3.2.5 Target educator profile
Second, we envisioned the ideal educator to be a teacher familiar with crafting, rather
than a teacher who has strong technical training. Because the curriculum is designed
to be an introduction to computer science, it does not require deep technical knowl-
edge to implement and teach the computational concepts. On the other hand, due to
the strong emphasis on personalized and aesthetically driven computational projects,
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we believe that a teacher with more craft experience can best support the design,
implementation, and iterative testing of student projects.
3.2.6 Target user audience
Third, we envisioned the educator to be more of a facilitator of semi-independent
learning, rather than a direct instructor who presents to the entire class. Therefore,
we decided to write the curriculum in a voice that directly addresses the end-user,
rather than telling the educator how to teach their students. This gives the curriculum
significant versatility: An interested student could use the curriculum simply as a
book of tutorials, and work through them independently to learn computer science on
her or his own. Furthermore, an educator who is unfamiliar with computer science can
work through the projects as the student and learn the material, and then facilitate
learning with their students.
3.2.7 Publishing as a self-contained book
Fourth, we committed to publishing the curriculum as a self-contained book, as well as
to posting curriculum materials online. Presenting the book as a contained, physical
object lowers barriers for entry by decreasing the number of steps needed to get
started. This allows any educator or child to pick up the book, order materials, and
start building projects. Ideally, in our future work, we will also present the required
materials as kits, available online.
3.3 Curriculum projects, structure, and design
We elected to present the curriculum as series of increasingly complex computational
textiles projects, where each subsequent project builds on knowledge gained from
earlier projects. This allows us to begin with a very simple project, encouraging early
successes, and slowly progress into more di cult projects with more complex elec-
tronics and computer science concepts. As a result, we are able to continually return
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to and review concepts learned in earlier projects while still keeping the concepts
contextually relevant. This places the same concept in several di↵erent contexts, and
improves understanding and memorability.
A series of electronics, programming, and debugging reference sections at the end
review concepts without specific project context and delve into more technical details.
Builders can refer to the references when they want a deeper understanding of any
concept, beyond whatever is necessary for the project.
We approached the process of brainstorming and creating the curriculum’s content
as an iterative design process—develop a project, test the e cacy and feasibility of
the project through an evaluative workshop, and adapt the project’s concept coverage
and structure. There were two steps to consider: First, establish the most important
computer science concepts for beginners to learn; and second, brainstorm projects
that use and illustrate those concepts in an incremental and sensible way.
In order to determine what concepts were ”important” to learn, we revisited the
goals of the curriculum: to increase students’ comfort with, enjoyment of, and interest
in electronics and computer science. Thus, we want to teach concepts that allow
students to:
1. Understand and modify existing code, so as to be able to freely modify the
behavior of existing projects and create new, personalized projects.
2. Develop confidence in their ability to understand computer science, so that they
are willing to approach computing without fear when they encounter it in other
contexts.
3. Gain interest in learning more about electronics and computer science.
To establish important programming concepts for beginners, we examined two in-
troductory computer science texts: Python Programming: An Introduction to Com-
puter Science, by John Zelle [25]; and Practical Programming: An Introduction to
Computer Science using Python, by Campbell, Wilson, Gries, and Montojo [5]. We
also investigated the high school AP Computer Science A curriculum, as well as
college-level introductory computer science courses at MIT (6.00), Harvard, (CS50),
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and Stanford (CS 106A). The following section explores the concepts we distilled from
studying these curricula that will be covered in our computational textiles curriculum.
3.4 Computer science concepts presented in the
curriculum
We separate the most essential computer science concepts into two categories: Higher-
level computing principles, and implementation-level computing concepts. Below, we
list the concepts and explain them in terms of the student’s intended takeaway.
3.4.1 Computing principles
Procedural Thinking
Students should understand the basics of program execution, including sequen-
tial line-by-line program execution and how control flow impacts execution.
Students should also understand how to approach more complex computational
problems by breaking them down into smaller, solvable pieces.
Abstraction and Modularity
Students should understand the powerful idea of abstraction, and the fact that
it allows programmers to abstract away implementation details of lower-level
functions, and focus on higher-level structure, thus making it possible to build
more complex software systems.
Incremental Testing
Students should learn to habitually test incrementally and iteratively. In the
curriculum, students are asked to test and check that a variety of things are
working at multiple steps throughout a single project.
Debugging
Students should understand that debugging is a natural part of electronics and
computer science, and should learn to expect to debug circuitry and code with-
out fear or frustration.
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3.4.2 Computing concepts
Variables
Students should understand that variables are an abstraction that allows the
computer to store values in memory, and that variables are necessary when
values need to be stored for later use. Students should also understand that
variables make code more readable and maintainable. Instead of repeatedly
hardcoding a value, one should store that value into a variable and repeatedly
use that variable.
Decision Structures
Students should understand how to control program flow using if-else statements
and comparisons between variables or values. Included in this understand is an
understanding of Boolean values and how to use them.
Looping
Students should understand how to use loops to control program behavior and
avoid repeated code. They should also understand how to loop over data struc-
tures, such as arrays, in order to sequentially access di↵erent elements of the
data structure.
Data Structures
Students should understand that data structures are ways to store multiple
values in a particular format in a computer’s memory. Students should also
understand how to create, populate, and use arrays.
Data Typing
Students should understand what Integer, String, and Boolean types mean,
and how they are used di↵erently. Ideally, students will also understand that
computers di↵erentiate between data types due to di↵erences in the amount of
memory each requires.
Procedures
Students should understand how to use procedures to package reusable code,
how to use and vary procedure inputs to improve modularity, and how to return
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values from procedures.
3.5 Sequence of projects presented in the curricu-
lum
Given these computer science concepts, we then brainstormed computational textiles
projects that required primary mastery of a single computing concept. We had three
primary criteria for choosing projects. First, the project must implement at least
one computer science concept. Second, the project must allow for extensibility, both
in terms of construction aesthetics and program functionality. Finally, the project
should be fairly gender-neutral, such that it could appeal to both boys and girls.
To maintain consistency, we determined that all projects would be made from felt
or fleece fabric, in simple shapes that are easily modifiable. This is because felt and
fleece are easy fabrics to stitch into. Moreover, since they don’t stretch, there is lower
likelihood of circuits shorting out and conductive threads fraying or breaking.
We chose the best project ideas for presenting the computational concepts, and
then tested them via evaluative workshops in the fall of 2011 and spring of 2012.
In the following section, we describe the projects and the computing concepts they
employ.
3.5.1 Light-up Bookmark
The light-up bookmark is a simple circuit that has no LilyPad board (and therefore no
microcontroller) and requires no programming. The bookmark has a single battery
holder with one coin cell battery and one LED, connected by conductive thread.
When the battery is inserted, the LED lights up. A sample bookmark can be seen in
Figure 3-1.
Students should understand:
1. How to sew a simple running stitch and tie sewing knots to end a trace.
2. The fundamentals of how electricity flows through a circuit.
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Figure 3-1: A sample light-up bookmark project.
3. How to sew circuit components to each other to form a functional circuit.
4. How to debug short circuits, loosely sewn traces, and other electrical issues.
3.5.2 Interactive Monster
The interactive monster is a stu↵ed plush monster with a LilyPad microcontroller
board, a speaker, and an LED. The LilyPad microcontroller board is programmed
using Arduino software to control the behavior of the speaker and LED.
An extension to the basic monster project adds two conductive paws, comprised
of two pieces of aluminum foil (serving as conductive pads). The paws can be pro-
grammed to be touch-sensitive. The extension walks through how to program the
monster so that its behavior is di↵erent when both paws are being touched. We show
a sample monster project in Figure 3-2.
Figure 3-2: A sample interactive monster project.
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Students should understand:
1. The idea of computational thinkingthat code executes line by line, in order,
and that the behavior of electronic components can be changed when code is
changed.
2. How to use variables to avoid duplicating code, and to make code more readable.
3. How to control outputs (such as LEDs and speakers, for example) programmat-
ically.
4. The power of abstraction: How to call pre-written procedures and control their
behavior by passing in di↵erent parameters, without needing to know the im-
plementation details.
5. How to use procedures to make code more modular and maintainable, by avoid-
ing copying and pasting code.
6. Input and response: How to read sensor data as input and use it to control
output behavior (such as how quickly the LED blinks, or what notes the speaker
plays).
7. How serial communication allows the computer and things connected to the
computer (i.e. the LilyPad) to talk to each other, and how externally connected
objects can control things on the computer.
8. How to create condition-dependent behavior and change a program’s execution
flow using if-else statements.
3.5.3 Fabric Piano
The fabric piano has touch-sensitive conductive keys that are each connected with
conductive thread to a pin on the LilyPad main board. Capacitive sensing is used to
make the keys touch-sensitive. The piano can play notes both on a LilyPad speaker
connected to the LilyPad main board, as well as through a Processing piano emulation
program that runs on the computer. A sample fabric piano project can be found in
Figure 3-3.
Students should understand:
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Figure 3-3: A sample touch-sensitive fabric piano project.
1. The reinforced ideas of abstraction and modularity. Students use the readCapacitivePin
Arduino procedure to measure capacitive sensing, which is a user-created pro-
cedure (not built into the included Arduino library). Students will have to
copy-paste the procedure into their code, and use it without fully understanding
the implementation details. This drives home the powerful idea of abstraction,
where programmers can abstract away implementation details of lower-level
functions, and focus on higher-level structure, allowing for complex software
systems.
2. Conditional behavior and if-else statements.
3. Serial communication between the LilyPad and the computer.
4. How to use procedures to avoid repeated code.
5. How to use input parameters to modify a procedure’s behavior without modi-
fying the procedure code.
6. How to control the flow of a program using looping.
7. How to store values in arrays.
8. How to loop over array values using the loop counter and use array elements as
variable inputs to procedures.
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3.5.4 Computer Controller
The computer controller is comprised of a LilyPad main board and a 3-axis accelerom-
eter. The controller communicates with the computer through the serial port, sending
accelerometer data to the computer. We use the accelerometer to detect the tilt of
the controller, and employ that data to play a game. Using Processing, we teach
students to build a simple game that responds to the accelerometer tilt.
Students should understand:
1. How to format text strings and parse them for use as inputs.
2. How to use graphing to understand and visualize data.
3. How to use procedures to structure code in a maintainable, reusable way.
4. How the serial port can be used to interface between LilyPad and a variety of
applications—not just Arduino. In this case, Processing is reading data from
the serial port. This allows the student to use LilyPad data in any program
that reads from the serial port.
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Chapter 4
Curriculum Evaluation
In order to evaluate the potential e↵ectiveness of the curriculum suggested above, we
ran four evaluative workshops in the fall of 2011 and the spring of 2012—three with
students, and the last with educators—each focusing on a di↵erent project. We used
these workshops to iterate on the relevance, appeal, and ease of implementation of
our curriculum projects.
4.1 Tools used in workshops: ModKit and LilyPad
ProtoSnap
In the workshops, we experimented with two tools that have been developed to allow
the LilyPad Arduino to be accessibly used by educators for teaching, in order to see
whether these tools would be practical for the curriculum. Previous research has
shown that, for novice programmers, there was a tremendous di↵erence in di culty
between building a simple circuit project that required no programming, and creat-
ing a project that required computation. Simple circuits—constructed from LEDs,
switches, and conductive thread—can be built in 1-2 hours sessions that do not involve
computers [17].
In contrast, building computational projects takes a full week—five 6-7 hours
days—because it requires that students learn sewing, design, electronics, program-
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ming, and debugging skills; it is di cult to complete a computational project without
acquiring competency in all of these areas [2, 3]. Moreover, Arduino is programmed
using the C programming language, which can be syntactically confusing and frus-
trating for beginners to learn. In order to ease the transition between learning elec-
tronics and learning programming, Ed Baafi developed the ModKit software, and
Leah Buechley developed the LilyPad ProtoSnap board.
4.1.1 LilyPad Arduino ProtoSnap Board
The LilyPad ProtoSnap Board enables students to write programs without building
a physical project. Shown in Figure 4-1, this board allows students to get started
programming without needing to learn sewing, design, or much electronics or circuit
debugging.
Figure 4-1: Left: the LilyPad ProtoSnap. Right: a student programming and exper-
imenting with her board.
The board consists of a collection of inputs (two switches, a temperature sen-
sor, and a light sensor) and outputs (five LEDs, a motor, and a speaker) that are
pre-arranged and pre-connected to a LilyPad Arduino microcontroller board. This
integrated board can be programmed as a stand-alone device, and the pieces can be
snapped apart and stitched together when a student wants to build a physical project.
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4.1.2 ModKit Programming Environment
Research has shown that many people find traditional text-based programming chal-
lenging [6]; in contrast, visual programming languages such as Scratch and Alice have
been highly e↵ective and less frustrating for beginners [6, 12, 18]. The ModKit pro-
gramming environment was developed to address this accessibility issue: it allows
users to program Arduino using a Scratch-like drag-and-drop visual programming
environment.
ModKit contains a hardware view, where users can indicate which hardware com-
ponents are attached to which pins on the LilyPad microcontroller board; a block-
based software view, where users drag, stack, and nest code instructions to create
their program; and a source code view, which displays the C code generated by the
blocks that have been placed. Screenshots of ModKit’s software and hardware view
are shown in Figure 4-2.
When a user attaches a hardware component to the LilyPad in the hardware
view, she can then send output to or read input from that component. For example,
attaching an LED to a LilyPad pin allows the user to control the LED by turning it
on and o↵ in the block view.
4.2 Evaluating the curriculum’s e↵ectiveness through
workshops
We used the workshops to evaluate the potential success of our curriculum in improv-
ing participants’ self-e cacy. Through a pre-workshop survey and a post-workshop
survey, we collected information on the demographics of attendees, as well as their
comfort with, enjoyment of, and interest in craft, electronics, and programming both
before and after the workshops.
The overall workshop participant demographics are consistent with data from
previous research on the community. Out of a total of 35 participants, 22 were
female (63%), and 13 were male (37%). All students self-selected to participate in
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Figure 4-2: The ModKit programming environment. Top: the programming interface
(software view). Bottom left: the hardware view. Bottom right: the opening screen,
displaying di↵erent boards to choose from.
the workshop, knowing ahead of time what the projects were.
To determine how e↵ectively the curriculum achieves our goals of piquing student
interest in computer science, we evaluated students’ comfort with, enjoyment of, and
interest in electronics and programming through the workshops. Both before and
after the workshop, we asked the students whether they Strongly Disagree, Disagree,
Agree, or Strongly Agree with the following statements:
I enjoy crafting.
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I feel comfortable crafting on my own.
I am interested in learning more about crafting.
I enjoy programming computers.
I feel comfortable programming computers on my own.
I am interested in learning more about programming.
I enjoy building electronics.
I feel comfortable building electronics.
I am interested in learning more about building electronics.
We then divided the results by gender, and analyzed the percentage that agreed
with each statement. Results were compiled and analyzed by Wendy DuBow from
the National Center for Women and Information Technology (NCWIT).
4.2.1 First Interactive Monster Workshop
Our first evaluative workshop took place in the fall of 2011 over the course of a week-
end, lasting for 6 hours on both Saturday and Sunday. We recruited participants
through our research group’s mailing list, and through educators we had previously
collaborated with. This session drew 16 participants, ages 13-16. 75% of these partici-
pants (12 students) were female and 6% (1 student) were underrepresented minorities.
Students completed two activities during the workshop:
1. An e-sewing activity with a LilyPad battery holder and LED similar to the
bookmark project in our curriculum
2. The interactive monster project from our curriculum
Students began by programming LilyPad ProtoSnap boards using ModKit, which
allowed them to drag and drop program code. Next, students programmed their
desired monster behavior on the ProtoSnap boards, and then unsnapped the pieces
to attach them to their monsters, securing electrical connections between components
by sewing with conductive thread.
All students completed both interactive projects by the end of the session, though
several students had not finished stu ng and sewing their monsters. In post-workshop
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Figure 4-3: Left: Two students collaborating while programming. Right: Completed
monster project.
surveys, 85% of participants said they had created projects they were happy with.
We also saw significant increases in students’ self-reporting of technological self-
confidence, engagement, and interest—factors that, as we noted earlier, determine
whether student interest in technology and computer science has been ”piqued”—
from the beginning to the end of the workshop session. Before the workshop, 25%
of students agreed or strongly agreed with the statement I feel comfortable program-
ming computers on my own. At the end of the workshop, this percentage jumped to
65%. Similarly, 67% of students agreed or strongly agreed with the statement I enjoy
programming computers at the beginning of the session, and 88% agreed or strongly
agreed at the conclusion.
4.2.2 Second Interactive Monster Workshop
For our second interactive monsters workshop, also held in the fall of 2011, we wanted
to engage with a more diverse group of students to determine e↵ectiveness of the
curriculum across di↵erent educational and cultural backgrounds. We partnered with
a Boston youth organization to recruit students from around the city; as a result, this
workshop was attended by 9 students ages 12-17, with 67% female (6 students), 56%
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Hispanic or Latino (5 students), and 38% Black or African American (3 students).
Students worked on the same two activities as in the first interactive monsters
workshop; as in the first workshop, all students completed both interactive projects,
but several did not finish stu ng and sewing their monsters. However, we mod-
ified the teaching of the curriculum to evaluate whether students could e↵ectively
transition between using ModKit’s drag-and-drop block-based programming to un-
derstanding and generating C code using the regular Arduino programming environ-
ment. On the first day, students used LilyPad ProtoSnap boards and created ModKit
programs that achieved the behaviors they wanted in their monsters. However, on
the second day, we had students reprogram their monsters with similar behaviors by
writing syntactically correct code in the regular Arduino development environment;
students started with the example ”Blink” program that is included with an Arduino
installation, and modified it to produce their monster’s unique behavior.
Figure 4-4: Left: Student programming his monster using ModKit. Right: Completed
monster project.
When examining pre-workshop and post-workshop surveys for this session, we saw
similar patterns of increased engagement and technological self-e cacy. Results for
both interactive monster workshops are shown in Table 4.1.
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LilyPad Arduino
Statement Agree
before
Agree
after
Agree
before
Agree
after
I feel comfortable programming com-
puters on my own.
25% 65% 56% 78%
I feel comfortable building electronics
on my own.
25% 71% 67% 78%
I enjoy programming computers. 67% 88% 90% 100%
I enjoy building electronics. 73% 100% 78% 89%
Table 4.1: Student attitudes toward programming and electronics in both interactive
monster workshops.
4.2.3 Fabric Piano Workshop
Our third evaluative workshop with students took place in the spring of 2012. Like
the previous two workshops, it was held in two days over the course of a weekend,
for 6 hours each day. We recruited students through our research group’s mailing
list, through the MIT K-12 educators’ mailing list, and through educators in Boston’s
Learn2Teach, Teach2Learn program, which aims to foster technological self-e cacy in
minority students. 11 students participated, ages 12-17, with 45% female (5 students),
9% Hispanic or Latino (1 student), and 55% Black or African American (6 students).
Students completed two activities during the workshop:
1. The same e-sewing activity as in the previous two interactive monster workshops
2. The touch-sensitive fabric piano outlined in our computational textiles curricu-
lum.
Images of fabric piano projects built in the workshop are shown in Figure 4-5. In
this workshop, we went one step further in examining the transition between Mod-
Kit and Arduino’s development environment. On the first day, we taught students
how to program blinking LEDs and how to play notes on the LilyPad speaker using
ModKit and the LilyPad ProtoSnap board. This initial program was not directly
related to the final touch-sensitive piano, partly because the ProtoSnap board does
not easily a↵ord capacitive sensing behavior. On the second day, we began again with
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Figure 4-5: Left: Completed fabric piano project. Right: Student testing fabric piano
with LilyPad speaker.
the example Arduino ”Blink” program, and walked students through modifying the
sample code to incorporate an Arduino capacitive sensing library (CapSense), and
then using the library’s API to detect touch and control the piano’s behavior. As
such, students e↵ectively built the entire program’s behavior, with guidance, from
scratch, after having gleaned some basic understanding of programming concepts and
the relationship between software and hardware through working with ModKit and
the ProtoSnap board.
All students were able to create functional versions of both projects by the end of
the workshop. In post-workshop surveys, 92% of participants said they had created
projects they were happy with. Before the workshop, 27% of students agreed or
strongly agreed with the statement ”I feel comfortable programming computers on my
own”. 82% agreed after completing the workshop. Similarly, 18% of students agreed
or strongly agreed with the statement ”I feel comfortable building electronics” before
the workshop, and 73% agreed at the conclusion. Survey results for the workshop are
shown in Table 4.2.
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Statement Agree before Agree after
I feel comfortable programming computers on my own. 27% 82%
I feel comfortable building electronics on my own. 18% 73%
I enjoy programming computers. 73% 91%
I enjoy building electronics. 100% 100%
Table 4.2: Student attitudes toward programming and electronics in fabric piano
workshop.
4.2.4 Game Controller Workshop
In our final workshop, held in spring 2012, we worked with educators instead of
students to solicit feedback on whether they would feel comfortable teaching the cur-
riculum to their students. We recruited teachers by sending announcements about the
workshop through our research groups mailing list. Like with the previous workshops,
this was held for 6 hours over two days in a weekend. 8 educators participated—75%
female (6 educators) and 25% male.
Educators completed two activities during the workshop:
1. The same e-sewing activity as in the previous three workshops.
2. The game controller outlined in our curriculum, which uses an accelerometer,
combined with a LilyPad main board, to detect movement.
We taught educators to graph the accelerometer data, and then use it to detect
when the controller was being tilted. Participants then used the tilt detection to
control a game built in the Processing graphics environment—they had to move a
ball around a screen. Figure 4-6 shows several sample projects that educators built.
In general, educators enjoyed the aesthetic aspect of the projects, and created
projects with elaborate decorations. Instead of using ModKit, we jumped directly into
coding in the Arduino development environment. We also immediately introduced
the program the educators would be working with (which read accelerometer values)
instead of starting them o↵ with a simpler example, such as Blink. As a result, there
was some confusion over syntax and order of execution of statements.
However, we found that educators took initiative in modifying their projects’
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Figure 4-6: Left: Educator using game controller to draw shapes in her Processing
program. Right: Detail stitching on one participant’s project, emphasizing aesthetics.
aesthetics and code once they understood the basics of procedural execution, tilt
sensing, conditional statements, and moving the on-screen ball by programmatically
re-drawing it in di↵erent locations. One participant modified her program to allow
tilting the controller to draw various types and colors of shapes on her screen. Another
modified the ball-moving program to allow the ball to reappear on the left side of the
screen if it went o↵ the right side. Qualitative feedback at the end of the workshop
indicated that most of the educators were interested in implementing some variant of
a computational textiles curriculum with their students.
4.2.5 Conclusions on ModKit and LilyPad ProtoSnap
The workshops indicate that combining ModKit with the LilyPad ProtoSnap board
is helpful in introducing computer science concepts to programming novices quickly
and without frustration, and confirm that students can successfully transition from
building programs in ModKit to writing C code.
However, in the end, we decided not to include either ModKit or the LilyPad
ProtoSnap in our curriculum lessons. Two primary reasons exist for this: accessibility
to these two technologies, and consistency and continuity of teaching method.
Although ModKit is an e↵ective way to avoid syntax errors and other code for-
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matting concerns, it is not free to the public; thus, the curriculum, if it required
ModKit, would be less publicly accessible. Moreover, the ModKit interface is more
likely to change over time, which may render the curriculum book out-of-date and
the instructions confusing. Finally, ModKit does not support procedures or variables;
thus, any project that works with those concepts would require the regular Arduino
development environment and C code. Simply teaching the curriculum using Arduino
and C from the very beginning addresses all three of these issues.
Similarly, the LilyPad ProtoSnap is useful for introducing novices to programming
without requiring them to first build and understand the electronics. However, the
ProtoSnap board, priced at $60 per board, is often too expensive for teachers and
schools to purchase for their classrooms, and thus inaccessible. Moreover, lessons
that introduce programming through the ProtoSnap are less directly relevant to and
driven by projects in the curriculum.
As a result of our workshop observations and experiments, we decided to include
a brief Blink-based programming lesson in the curriculum. Instead of using the Mod-
Kit and ProtoSnap tools, we instead introduce programming with only the LilyPad
microcontroller board and the Blink example program that comes with downloading
Arduino. Blink, when run on the LilyPad, causes the built-in LED on the LilyPad
to blink on and o↵ with a one-second delay. By prompting the student to look at
the code and change portions (such as the length of delay, blinking pattern, etc.), we
are able to introduce programming concepts such as comments, simple statements,
procedural thinking, and variables. We also familiarize the student with the C pro-
gramming syntax.
4.3 Evaluating project design via workshops
In addition to analyzing workshop participants’ technological self-e cacy, we also
used these workshops to evaluate and iterate on the relevance, appeal, and ease of
implementation of our projects. Below, we discuss what we learned about each project
in turn.
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4.3.1 Light-up Bookmark
We had a simple sewing project at the beginning of every workshop, where students
sewed a battery holder and LED together on a square piece of felt. Thus, the project
is the same as the curriculum’s bookmark project, but without using the bookmark
concept as a physical design constraint. We found that this project was an e↵ective
way to introduce students to electronics and sewing e-textiles.
Figure 4-7: Left: Simple sewing project with battery and LED created by educator.
Right: Simple sewing project created by student.
Students readily personalized and decorated their projects with additional pieces
of felt; some students even added more LEDs. Several examples of projects can be
seen in Figure 4-7. Students became comfortable with avoiding short circuits, sewing
tight and secure connections to LilyPad components, and the idea of electricity flowing
from power to ground as a result of this project.
4.3.2 Interactive Monster
We taught two workshops in the fall of 2011 where students built the interactive mon-
ster. The first iteration of our monster lesson only included a switch and a vibrating
motor, though we allowed students to experiment with a variety of sensors and actu-
ators. However, during the first workshop we discovered that students found working
with the touch-sensitive conductive pads and the LilyPad speaker most appealing,
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possibly because they allowed the most behavioral variety. Additionally, they opened
the doors for introducing various programming concepts such as variables, conditional
statements, and procedures. As a result, our final curriculum monster has an LED, a
speaker, and aluminum foil conductive pads. Two student-built monsters are shown
in Figure 4-8.
Figure 4-8: Monsters designed by workshop participants. Left: Monster’s eye and
heart light up. Right: Monster’s heart lights up and sings when its paws are touched.
Students, when encouraged to design their own monster with a few circuitry con-
straints, built beautiful, personalized objects that showed attention to aesthetics. The
shape and design of student monsters did not match that of the example, suggesting
that the project allowed room for personalization. Students also customized the code
to fit their needs. One participant programmed his monster to play ”Ode to Joy”
when someone touched both the monster’s paws.
4.3.3 Fabric Piano
From the fabric piano workshop, we learned that to encourage early successes, it is
important to develop a project that has as few external dependencies and require-
ments (such as downloading external files) as possible. We initially used the CapSense
library to implement capacitive sensing on the piano keys, but discovered during the
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workshop that having students download an Arduino library and then using its func-
tions as a black box was frustrating and confusing. Downloading the library often
resulted in errors and confusion about where to place files, and calling library pro-
cedures didn’t make sense because students couldn’t see the code for the procedure
they were using—there was too much black magic. This defeated the feeling of early
success, since capacitive sensing is required before any aspect of the piano functions.
Figure 4-9: Functional, personalized, touch-sensitive fabric piano projects built by
workshop students.
In response to workshop results, we found an alternative procedure (readCapacitivePin)
that uses the Arduino’s internal pull-up resistor for capacitive sensing. Students sim-
ply copy and paste this procedure into their Arduino code, and call it like any normal
procedure. We also included a physical speaker on the piano itself, in response to stu-
dent feedback, so that students could get immediate audio feedback once capacitive
sensing worked, before having to open and set up another application. Two sample
projects created by students can be in seen in Figure 4-9. Even though the piano
application that ran on the computer played cleaner tones, students wanted to have
a physical object that could be detached from the computer.
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4.3.4 Computer Controller
Because this is a more di cult project requiring some previous experience, the game
controller workshop we taught was for educators only. Through the workshop, we
also wanted to learn how teachers needed to be taught so that they could e↵ectively
teach their students.
We learned that it is important for projects, especially one as undefined as the
computer controller, to start with some constraints. The initial plan for the workshop
was to have teachers graph their accelerometer data, and then make some game with
it in Processing. This, along with needing to learn C syntax and basic programming
concepts, confused the educators, and many found the task of coming up with a game
daunting.
Figure 4-10: Two accelerometer projects created by educators. Left: A bracelet game
controller. Right: Game controller made from and sewn onto a glove.
Given this feedback on the first day, we built a simple Processing game for the
second day that used accelerometer input to move a ball around on a screen. Given
this base game, the educators built much more creatively, modifying the game to
improve the ball’s behavior, expanding the game to include other functionalities,
and even fixing some bugs. Figure 4-10 shows several projects that participants
built. One workshop participant created an accelerometer-controlled drawing game.
To incorporate these findings into our curriculum, we provide the student with a
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modifiable and extensible simple starter game in the final curriculum.
4.4 Global Evaluation Conclusions
We combined the qualitative workshop survey data across all three of our student
workshops. Table 4.3 shows the pre- and post-workshop results for all statements,
with statistically significant results highlighted in bold.
Statement Female
% Agree
Before
Female
% Agree
After
Male %
Agree
Before
Male %
Agree
After
I enjoy crafting. 100% 96% 85% 85%
I feel comfortable crafting on my
own.
91% 91% 77% 92%
I am interested in learning more
about crafting.
96% 91% 92% 92%
I enjoy programming comput-
ers.
73% 96% 77% 92%
I feel comfortable programming
computers on my own.
36% 73% 31% 77%
I am interested in learning more
about programming.
91% 96% 100% 100%
I enjoy building electronics. 82% 96% 85% 100%
I feel comfortable building elec-
tronics on my own.
23% 68% 54% 85%
I am interested in learning more
about building electronics.
100% 96% 100% 100%
Table 4.3: Comparison of student attitudes toward craft, programming, and electron-
ics before and after building computational textile projects, divided by gender.
These results demonstrate that for both young women and young men, engaging
with computational textiles increases their perceived enjoyment of and comfort with
programming computers and building electronics. Moreover, working with computa-
tional textiles has the added benefit of increasing young mens comfort with crafting
on their own.
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From these workshop results, we conclude that there is promising potential for
a computer science curriculum taught through computational textile projects. The
resulting data shows that building the projects in our structured curriculum strongly
impacts builders’ technological self-e cacy, leading to in an increase in students’
comfort with, enjoyment of, and interest in programming and electronics.
Moreover, students were able to successfully complete functional projects, and
most reported having a positive overall experience. Finally, the students who self-
selected to our workshops were 63% female (22 students), comprising a significantly
higher percentage than in traditional electronics communities, which hover at around
10% female [1, 8]. This reveals the incredible potential of the field of computational
textiles to diversify both the culture and population of existing computer science
communities.
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Chapter 5
Reflection and Future Work
5.1 Translating the curriculum into a robust re-
source
In light of the positive results from our workshops, we are now working to translate
the curriculum content and principles presented here into a published book. As an
example, the draft of the current monster tutorial can be found in Appendix A.
Illustrations and layout were created by Sonja de Boer.
In writing the curriculum, we continue to emphasize the values of learning by
doing, encouraging early successes, and supporting multiple learning styles [14, 20].
As a result, we are careful in our writing to strike a balance between delving into
technical details and teaching concepts only in contexts in which they are needed,
in order to maintain student interest. To this end, we have added several projects
and a programming and electronics reference section in order to avoid cramming
irrelevant technical material into project-building lessons, while still providing support
for students who are interested in deeper learning.
To reduce confusion for novices, we ensure that any field-specific jargon we use
is defined the first time the student encounters the world, and consistently used
throughout the book—for example, we talk about ”programming” and ”coding” as
referring to the same thing, and about ”code” as a way to describe the language used
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to write a computer program.
5.2 Challenges of deploying curriculum in the real
world
We realize the di culties inherent in translating our research into a curriculum that
can be feasibly implemented in the real world by educators who are less experienced
with the LilyPad Arduino toolkit. Since we designed and controlled our workshops,
it was easier to ensure that each student received enough individual attention to
overcome their bugs and frustrations, and to understand the material. In the real
world, educators may be working with a full classroom of students, and the educators
themselves may not have much electronics or programming experience, and may be
learning alongside the students.
As such, it is important to be thoughtful about the constraints that educators
operate by when designing the book. We encourage that in a classroom setting, every
student will have a copy (or printout) of the book, and be able to follow along in
class and read explanations and check up references on their own while working. In
our workshops, while we had the benefit of having experienced instructors, we had
no reference materials for students who were stuck or confused—the instructors were
the limiting factor, and this caused much frustration. We are optimistic that the
curriculum will have an even more positive impact when students are able to be more
proactive about their learning and problem-solving by using the book.
There are a few other potential challenges that we have taken into account. For
example, educators:
1. Are often restricted to teaching lessons in several 1-2 hour chunks.
2. May be teaching students with di↵erent levels of experience in a single class-
room.
3. May be learning programming and electronics themselves.
4. May have di culty locating and acquiring all the materials necessary for a single
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project.
5. Have limited access to funding for project materials.
To address these concerns, we:
1. Aim to provide time estimates for sections in each activity.
2. Have structured our projects to consist of a basic, core project with optional ex-
tensions so that students with more experience can complete more complicated
parts of the activity.
3. Write the book to speak directly to the end-user, be it student or educator.
4. Provide a materials reference section with detailed descriptions on what each
object is, and where to acquire it.
5. Hope to set up sources of funding for teachers in need to receive subsidized
materials.
5.3 Next steps: Deploying and distributing
We plan to publish the curriculum as a self-contained book in 2013; we also intend to
provide the full curriculum materials and additional support for the lessons online. In
doing so, we aim to maximize the resources available for educators in the real world
to teach computer science using computational textiles.
5.3.1 Distribution through NCWIT
To aid distribution, we are partnering with the National Center for Women and Infor-
mation Technology (NCWIT) to release ”E-textiles In-a-Box” kits for the bookmark,
programming, and monster projects. These kits give educators access to our curricu-
lum, as well as providing an introductory PowerPoint presentation on e-textiles to
help educators familiarize their students with the field.
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5.3.2 Implementation in i2 STEM summer camp
The i2 STEM (Science, Technology, Engineering, Mathematics) summer camp is held
at two schools in New York City (The Chapin School) and Massachusetts (The Rox-
bury Latin School). The camp will be implementing the bookmark, programming,
monster, and fabric piano projects from our computational textiles curriculum, teach-
ing students over the course of two weeks for 6 hours each day. The camp will support
4 sections of 20 students each, for a total of 80 students engaging in our curriculum
projects.
5.3.3 Future work: Building an online community
We hope to continue our e↵orts to bring our curriculum into new schools and new
communities, and begin to build a non-traditional computer science culture around
electronic textiles. The more balanced gender ratios in this non-traditional culture
show promise in facilitating the development of peer groups and peer communities
that support the idea of women building and innovating in electronics, computer
science, and technology in general.
To support this culture, we would like to create an online community where
builders can share completed projects and instructions for novel projects, and post
to a forum to discuss debugging, new ideas, and various other topics with other
builders. This would allow builders—especially female builders—to feel that they are
surrounded by peers in their endeavors, thus removing much of the loneliness associ-
ated with programming as a young adult and allowing for support, engagement, and
confidence among young women approaching computer science.
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Appendix A
Monster Lesson Draft
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I n t e r a c t i v e 
m o n s t e r
Now that you know how to sew, put circuits together, 
and program the LilyPad, we can combine those 
skills to create a soft interactive project. 
In our circuit with a battery and an LED we could turn 
an LED on, or off—that’s it.  By adding a LilyPad Ar-
duino to a project, we can make that LED blink by 
itself.  We can also control other electronic compo-
nents like speakers and sensors.
This lesson will help you build a singing monster with 
a blinking eye that responds to touch.
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basic design
First you want to design a shape for your 
monster and draw it out on a piece of pa-
per. Here’s the sample monster we’ll be 
building in this lesson. Cut out your shape 
to use as a template.
On a blank sheet of paper, use the 
template to trace out two copies of the 
monster right next to each other. Label 
one as the front of the monster and one 
as the back.
Give your monster some personality. 
What will its eyes and mouth look like? 
Will it have claws? Toenails? Sketch these 
details on your design.
Front Back
DESIGN YOUR MONSTER
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circuit design
Once you’ve created your monster char-
acter, decide where you want to put your 
LilyPad, LED, and speaker and add these 
components to your design. We decided to 
put the Protoboard that the LilyPad snaps 
onto on the back of the monster, and the 
LED and speaker on the front. The LED is 
under the monster’s eye and the speaker 
is under the tooth:            
It’s now useful to remove the character 
elements from our sketch so that we can 
focus on the electrical diagram. You can 
make your electrical diagram on your 
character sketch, or make a new drawing 
for the electrical elements. Do whatever 
you think will be most helpful. Now that 
we know where the components will go on 
the monster, we need to figure out how to 
connect them. 
You may have noticed that, in our draw-
ing, instead of connecting the (–) side of 
the speaker to (–) on the LilyPad, we have 
connected it to the (–) side of the LED. We 
could also connect the (–) tab of the speak-
er anywhere along the trace from (–) on 
the LilyPad to (–) on the LED. Electrically, 
all of these points are connected. It doesn’t 
matter where we attach the (–) side of the 
speaker as long as its somewhere along 
the (–) trace.
It is important that the trace connecting the 
(+) side of the LED to the LilyPad (the pink 
line in our diagram) and the trace connect-
ing the (+) side of the speaker to the Lily-
Pad (the green line) do not touch or cross 
one another. We want two separate elec-
trical connections for these components. 
If you haven’t already, finish drawing the 
electrical connections for your monster.
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Front Back
Front Back
The (–) tab on the speaker also needs to be attached to the (–) tab on the 
LilyPad and the (+) tab on the speaker, like the (+) tab on the LED, should be 
attached to another tab on the LilyPad—any tab except (–) or (–) will do. We’ve 
chosen to connect the (+) tab of the speaker to pin 5. 
The (-) pin on the LED should be attached to the (-) pin on the LilyPad. The (+) 
pin on the LED should be at tached to one of the numbered pins on the LilyPad. 
(Remember that each of these connections is called a “trace” in the universe 
of electronics.) We connected our LED like so, with the (+) pin going to pin A4 
on the LilyPad. 
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cut out your fabric
First, we need to cut out the fabric for the
front and back of the monster. Trace your 
cardstock template onto a piece of fabric 
with a piece of chalk or a marker. Make 
two copies of the monster shape and cut 
out both pieces – one for the front and one 
for the back of the monster.
GLUE LED AND PROTOBOARD
Using your design sketch as a guide, glue 
your LilyPad Protoboard and LED onto the 
fabric monster pieces by putting a dab of 
fabric glue on the backside of each com-
ponent. 
SEw one side of your your 
monster
Using (non-conductive) embroidery 
thread, sew one side of your monster 
together. In our example, we sewed the 
monster together on the right arm. This 
is important if you have components on 
the front and back of the monster because 
you want to be able to easily stitch from 
the front to the back of the monster.
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sew in the led
Now we’re ready to begin stitching the 
LED to the LilyPad Protoboard. With con-
ductive thread, make a knot and sew sev-
eral times through the holes of the (–) pin 
of the LilyPad Protoboard. Be careful not 
to let your conductive thread touch any of 
the other holes on the Protoboard. Doing 
so could create a short circuit. 
Continue sewing from the Protoboard to 
the (–) side of the LED using a running 
stitch. Sew across the area you’ve stitched 
together with embroidery thread. When 
you reach the LED, sew at least 3 loops 
through the hole on the (–) side of the LED. 
Then, pull your thread tight, and tie a knot 
on the back. Cut the tails of the knots on 
both the Protoboard and the LED, until the 
tails are less than 3 millimeters (about 1⁄4”) 
long. This will help you avoid shorts. Put a 
dab of fabric glue or nail polish on each of 
these knots to keep them from unraveling. 
Now connect the (+) side of the LED to the 
appropriate pin on the LilyPad. For our ex-
ample, we will connect pin A4 on the Pro-
toboard to the (+) side of the LED. Here’s 
an inside view of our monster with both the 
(+) and (-) LED connections stitched in:
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With conductive thread, make a knot and sew several times through the holes 
of the (–) pin of the LilyPad Protoboard.
Continue sewing from the Protoboard to the (–) side of the LED using a running 
stitch. Sew across the area you’ve stitched together with embroidery thread. 
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int led = A4;
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Program your monster
Now we’ll write code to make the LED 
sparkle and blink and test it out. Get out 
your computer, open up the Arduino soft-
ware, and attach your LilyPad SimpleSnap 
to your computer. Snap the SimpleSnap 
onto the LilyPad Protoboard on your mon-
ster. 
In the Arduino software, open up the 
“Blink” example. (For help with any of 
these steps, see the programming tuto-
rial.) Upload this example to your LilyPad. 
A green LED on the LilyPad should begin 
to blink on and off. 
We want to use this program to control 
the LED we’ve stitched into our monster, 
not the LED on the LilyPad. To do this we’ll 
need to make a few edits to the code. No-
tice that at the beginning of the code, we 
set the variable led to the value 13. This 
line tells the LilyPad which pin on the Lily-
Pad the LED is attached to. When the vari-
able led is set to 13, the code in the rest 
of the program will control the green LED 
that is on the LilyPad board. This is be-
cause the green LED on the LilyPad board 
is connected to the hidden pin number 13 
on the LilyPad. To get the LED on our mon-
ster to blink instead, we need to change 
this number. 
Snap your LilyPad onto the Protoboard 
you glued onto your monster.  The LED 
you’ve sewn to your monster should begin 
to blink.
Change the first 
line of the 
The Blink program:
  
The (+) side of the LED on our monster is attached to pin A4. To get our monster 
LED to blink, we should change the first line code to match our design. Make 
this change to the code and upload it to your LilyPad:
int led = 13;
// the setup routine runs once when you press reset:
void setup() {                
  pinMode(led, OUTPUT);     
}
// the loop routine runs over and over again forever:
void loop() {
  digitalWrite(led, HIGH);    // turn the LED on 
  delay(1000);               // wait for a second
  digitalWrite(led, LOW);     // turn the LED off 
  delay(1000);               // wait for a second
}
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Making sense of the code: 
setup section and pinMode
Let’s now take a moment to explore the 
code more closely, beginning with the 
code in the setup section. There is one line 
in the setup section pinMode(led, 
OUTPUT); This line tells the LilyPad 
whether a particular pin will be used to 
control either an output device or an input 
device. Outputs are things like lights, mo-
tors, and speakers. Inputs are things like 
switches and sensors. Any time you add a 
component to your design —an additional 
LED light or a speaker—you need to in-
clude a pinMode statement in the setup 
part of the program to tell the LilyPad that 
the component is either an input or an out-
put device. 
pinMode is a procedure. The procedure 
pinMode takes two inputs. One specifies 
the pin number that is being controlled and 
one specifies whether that pin will be an 
input or an output. 
For our example, our pin number is the 
variable led (which we set to pin A4 at the 
beginning of the program). Since we’re 
controlling an LED light with this pin, we 
want it to be an output. Our LED won’t 
turn on unless  the line pinMode(led, 
OUTPUT); is included in the setup part 
of our program. 
Making sense of the code: 
loop section, digitalWrite, 
HIGH, and LOW
Now let’s examine the statements in the 
loop section of the program. There are 
four statements here. Let’s investigate 
the first one: digitalWrite(led, 
HIGH); 
  Prodedure name                  input1                              input2
pinMode(             pinnumber,        INPUT or OUTPUT);
// the loop routine runs over and over again forever:
void loop() {
  digitalWrite(led, HIGH);    // turn the LED on 
  delay(1000);               // wait for a second
  digitalWrite(led, LOW);     // turn the LED off 
  delay(1000);               // wait for a second
}
int led = A4;
// the setup routine runs once when you press reset:
void setup() {                
  pinMode(led, OUTPUT);     
}
// the loop routine runs over and over again forever:
void loop() {
  digitalWrite(led, HIGH);    // turn the LED on 
  delay(1000);               // wait for a second
  digitalWrite(led, LOW);     // turn the LED off 
  delay(1000);               // wait for a second
}
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The digitalWrite procedure is what turns 
our LED on and off. It takes two inputs, one 
that specifies which pin that is being con-
trolled and one that tells the LilyPad what 
to do with the pin. digitalWrite sets a pin to 
be either HIGH or LOW.
What do HIGH and LOW mean? These are 
code words that the Arduino language uses 
to talk about electricity. When the LilyPad 
encounters a digitalWrite(led, 
HIGH); statement in the program it sets 
the specified pin to (+). When the LilyPad en-
counters the a digitalWrite(led, 
LOW); statement in the program it sets 
the specified pin to (–). 
These statements are what allow us to 
control electrical signals with code. It’s 
worth stopping to think about how impor-
tant and, well, magical this is. The LilyPad 
and the Arduino programming environ-
ment can turn text that you write on your 
computer into behavior that happens in 
the real world. Here’s how the text that we 
write relates to electricity:
Now, let’s look at our monster de-
sign sketch to understand why the 
digitalWrite(led, HIGH); 
statement turns the LED on the monster 
on and the digitalWrite(led, 
LOW); statement turns the LED off. 
symbol               voltage              other name 
code name 
electrical value 
HIGH
LOW
+                  3.7 volts                  power
-                    0 volts                   ground
+ A4 A3 A2
11
10
9
65
+
-
A5
+ A4 A3 A2
11
10
9
65
+
-
A5
A4 
  Prodedure name                  input1                             input2
digitalWrite(         pinnumber,         HIGH or LOW);
HIGH: When we set the led pin (A4) HIGH with the statement 
digitalWrite(led, HIGH); pin A4 gets set to (+). Since elec-
tricity runs from (+) to (–), electricity runs through the LED, lighting it up:
LOW: When we set the led pin (A4) LOW with the statement 
digitalWrite(led, LOW); pin A4 gets set to (–). Since electricity 
does not flow from (–) to (–), the flow of electricity stops:
A4 
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T R O U B L E
S H O O T I N G 
If the led doesn’t turn on:
1. When you uploaded the program, did it compile and 
upload successfully, or were there red error messages? If 
you received error messages, this means that there is a 
problem you need to correct in your code. Carefully com-
pare your code to the example, looking especially for miss-
ing parentheses and semicolons. Fix any problems and try 
uploading again.
2. Check your program code. Did you set the led variable 
to the correct pin number? The correct pin number is the 
one that you sewed the (+) side of your LED to via conduc-
tive thread.
3. Look at where you tied your conductive thread knots. 
Are any stray knot ends touching each other where they 
shouldn’t be? Make sure that all knots are neatly trimmed 
and sealed with glue or nail polish.
4. Check the two traces of conductive thread you sewed. 
Do they cross or touch where they shouldn’t? Do they go 
all the way from the Protoboard to the LED? Are there tight 
loops of thread at every connection on the Protoboard and 
LED?
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MAKE YOUR MONSTER SING
GLUE
Now that you’ve got the LED working, you’re ready to add the speaker. First, 
glue the speaker onto your monster where you’ve decided it should go in your 
design.
Now, sew the traces you drew in your design. Stitch the (–) tab of the speaker 
to the (–) tab of the LED or anywhere along the (–) trace you’ve already sewn. 
Stitch the (+) tab of the speaker to the appropriate pin on the LilyPad Proto-
board. In our example, we attached the (+) side of the speaker to pin 5 on the 
LilyPad. 
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Writing a program to 
generate sound
Now we’ll write the code to generate 
sound with our speaker. Before we can 
write and make sense of this code, it’s 
useful to understand how a speaker cre-
ates sound.
Making sound: 
How does it work?
All of the sound we hear is due to vibrations 
of molecules in the air. These vibrations 
hit our eardrum, and we hear a particular 
pitch. When the molecules vibrate really 
fast, the pitch we hear is higher; when the 
molecules vibrate more slowly, we hear 
a lower pitch. All the different sounds we 
hear come from fast and slow air vibra-
tions. A speaker makes sound by making 
the air vibrate at a particular speed, called 
a frequency. Inside the speaker is a mate-
rial that moves in response to electricity. 
The movements cause vibrations in the 
nearby air, creating sound. In order to 
create sounds audible to the human ear, 
we have to move the material inside the 
speaker very quickly—hundreds to thou-
sands of times every second. In Arduino, 
we do this by setting the pin connected 
to the (+) side of the speaker to HIGH and 
then to LOW, and alternating between 
these two states very quickly. 
Making sound: Writing the code
Open the code you wrote in the LED sec-
tion and get set up to program your Lily-
Pad.  For this section, you will want to have 
your LilyPad SimpleSnap board snapped 
onto your monster as you program so that 
you can hear the sounds you’re generat-
ing. We’re going to use Arduino’s built-in 
tone procedure for creating the vibrations. 
We’re telling the Arduino tone procedure 
that our speaker is connected to pin 5, and 
we want to play sound at a frequency of 
1760 Hertz for 2000 milliseconds, or 2 
seconds.
tone(5, 1760, 2000); // play note for 2 seconds
  Prodedure name           input 1            input 2             input 3
tone(          pinnumber    frequency    duration);
c D E F G A B c D
1046 1175 1319 1397 1568 1760 1976 2093
Here are some common notes and their frequencies:
The three numbers in parentheses after tone are the inputs to the tone proce-
dure.  Each of the three numbers changes the behavior of the tone procedure. 
This input is the pin number that the (+) end of your speaker is attached to.
The frequency (pitch) of the sound you want to play; the frequency is measured in Hertz (pulses per second).  See 
the table below for a chart of frequencies for one scale. 
This input all
ows you 
to specify h
ow long 
to hold a sou
nd. The 
unit of time 
is in mil-
liseconds.
This is what the tone procedure looks like:
tone(5, 1760, 2000); // play note for 2 seconds
Here is how you would use the tone procedure to play the note A:
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Using the tone procedure
Now we’re going to use the tone proce-
dure to make our monster sing. First, add 
a variable called speaker to the code you 
wrote earlier to tell the LilyPad what pin 
number your speaker is attached to. Since 
the (+) side of our speaker is attached to 
pin 5 on the LilyPad, we set that variable 
to 5:
Also set the pinMode for the speaker un-
der the setup section. A speaker, like an 
LED, is an output. We’re sending sound 
out into the world. So, we need to set the 
speaker pin to be an output:
Here is what the above two lines of code 
look like when added to our earlier pro-
gram:
Upload this code to your LilyPad. All we’ve 
done so far is add a variable to our pro-
gram, so your speaker won’t produce any 
sounds yet. 
Now, let’s use the tone procedure to make 
some sounds. Add a “call” to the tone pro-
cedure to the end of the loop section of 
your code:
When this program runs on the LilyPad, 
the LED will turn on for a second, turn off 
for a second, and stay off while the speak-
er plays the note A for two seconds. Then, 
the LED will turn on again for a second, it 
will turn off again for a second, the speaker 
will play note A for two seconds... and this 
will continue forever. 
int speaker = 5; // speaker is attached to pin 5
pinMode(speaker, OUTPUT); // sets speaker pin to OUTPUT
int led = A4;
int speaker = 5; // speaker is attached to pin 5
// the setup routine runs once when you press reset: 
void setup() {
  pinMode(led, OUTPUT);     
  pinMode(speaker, OUTPUT);  
}
// the loop routine runs over and over again forever:
void loop() {
  digitalWrite(led, HIGH);
  delay(1000);
  digitalWrite(led, LOW);
  delay(1000);
}
// turn the LED on 
// wait for a second 
// turn the LED off 
// wait for a second
// sets led pin to OUTPUT
// sets speaker pin to OUTPUT
void loop() {
  digitalWrite(led, HIGH);
  delay(1000);
  digitalWrite(led, LOW);
  delay(1000);
  tone (speaker,1760,2000);
}
// turn the LED on 
// wait for a second 
// turn the LED off 
// wait for a second
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Upload this code onto your LilyPad. If your 
LilyPad is snapped onto the Protoboard on 
your monster, you should be able to hear 
an audible beep from your speaker. If no 
sound comes out of your speaker, see the 
“speaker doesn’t work as expected” sec-
tion below. Play around with the tone pro-
cedure until you’re happy with the sound 
the speaker is making. To change the note 
that the speaker plays adjust the frequen-
cy input. Refer to the table above to look 
up the frequencies for different notes, or 
find a wider range of note frequencies on 
the Internet. For example:
See if you can write code to get your 
speaker to play a short song. Hint: here’s 
code we wrote to generate a simple scale:
We can also use variables to make work-
ing with tone easier. We can map the table 
above to the names of different notes at 
the top of our code. Try adding these vari-
ables to your code right before the setup 
section:
Now the loop section of our scale program 
looks like this:
void loop() {
  digitalWrite(led, HIGH); 
  delay(1000); 
  digitalWrite(led, LOW); 
  delay(1000);
  tone(speaker, 1046, 2000); 
  tone(speaker, 1175, 2000); 
  tone(speaker, 1319, 2000); 
  tone(speaker, 1397, 2000); 
  tone(speaker, 1568, 2000); 
  tone(speaker, 1760, 2000); 
  tone(speaker, 1976, 2000); 
  tone(speaker, 2093, 2000);
}
// turn the LED on 
// wait for a second 
// turn the LED off 
// wait for a second 
//C
//D
//E
//F
//G
//A
//B
//C
int D = 1175; 
int E = 1319; 
int F = 1397; 
int G = 1598; 
int A = 1760; 
int B = 1976; 
int C2 = 2093; 
void loop() {
  digitalWrite(led, HIGH); 
  delay(1000); 
  digitalWrite(led, LOW); 
  delay(1000);
  tone(speaker, C, 2000); 
  tone(speaker, D, 2000); 
  tone(speaker, E, 2000); 
  tone(speaker, F, 2000); 
  tone(speaker, G, 2000); 
  tone(speaker, A, 2000); 
  tone(speaker, B, 2000); 
  tone(speaker, C, 2000);
}
// turn the LED on 
// wait for a second 
// turn the LED off 
// wait for a second 
tone(5, 1760, 2000); // play note A for 2 seconds 
tone(5, 1976, 2000); // play note B for 2 seconds
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int speaker = 5; // speaker is attached to pin 5
pinMode(speaker, OUTPUT); // sets speaker pin to OUTPUT
int led = A4;
int speaker = 5; // speaker is attached to pin 5
// the setup routine runs once when you press reset: 
void setup() {
  pinMode(led, OUTPUT);     
  pinMode(speaker, OUTPUT);  
}
// the loop routine runs over and over again forever:
void loop() {
  digitalWrite(led, HIGH);
  delay(1000);
  digitalWrite(led, LOW);
  delay(1000);
}
// turn the LED on 
// wait for a second 
// turn the LED off 
// wait for a second
// sets led pin to OUTPUT
// sets speaker pin to OUTPUT
Using the tone procedure
Now we’re going to use the tone procedure to make our monster sing. First, 
add a variable called speaker to the code you wrote earlier to tell the LilyPad 
what pin number your speaker is attached to. Since the (+) side of our speaker 
is attached to pin 5 on the LilyPad, we set that variable to 5:
Also set the pinMode for the speaker under the setup section. A speaker, like 
an LED, is an output. We’re sending sound out into the world. So, we need to 
set the speaker pin to be an output:
Here is what the above two lines of code look like when added to our earlier 
program:
Upload this code to your LilyPad. All we’ve done so far is add a variable to our 
program, so your speaker won’t produce any sounds yet. Now, let’s use the 
tone procedure to make some sounds. Add a “call” to the tone procedure to 
the end of the loop section of your code:
When this program runs on the LilyPad, the LED will turn on for a second, 
turn off for a second, and stay off while the speaker plays the note A for two 
seconds. Then, the LED will turn on again for a second, it will turn off again for 
a second, the speaker will play note A for two seconds... and this will continue 
forever. 
void loop() {
  digitalWrite(led, HIGH);
  delay(1000);
  digitalWrite(led, LOW);
  delay(1000);
  tone (speaker,1760,2000);
}
// turn the LED on 
// wait for a second 
// turn the LED off 
// wait for a second
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For example:
tone(5, 1760, 2000); // play note A for 2 seconds 
tone(5, 1976, 2000); // play note B for 2 seconds
See if you can write code to get your speaker to play a short song. Hint: here’s 
code we wrote to generate a simple scale:
void loop() {
  digitalWrite(led, HIGH); 
  delay(1000); 
  digitalWrite(led, LOW); 
  delay(1000);
  tone(speaker, 1046, 2000); 
  tone(speaker, 1175, 2000); 
  tone(speaker, 1319, 2000); 
  tone(speaker, 1397, 2000); 
  tone(speaker, 1568, 2000); 
  tone(speaker, 1760, 2000); 
  tone(speaker, 1976, 2000); 
  tone(speaker, 2093, 2000);
}
// turn the LED on 
// wait for a second 
// turn the LED off 
// wait for a second 
//C
//D
//E
//F
//G
//A
//B
//C
We can also use variables to make working with tone easier. We can map the 
table above to the names of different notes at the top of our code. Try adding 
these variables to your code right before the setup section:
int D = 1175; 
int E = 1319; 
int F = 1397; 
int G = 1598; 
int A = 1760; 
int B = 1976; 
int C2 = 2093; 
Upload this code onto your LilyPad. If your 
LilyPad is snapped onto the Protoboard on 
your monster, you should be able to hear 
an audible beep from your speaker. If no 
sound comes out of your speaker, see the 
“speaker doesn’t work as expected” sec-
tion below. Play around with the tone pro-
cedure until you’re happy with the sound 
the speaker is making. To change the note 
that the speaker plays adjust the frequen-
cy input. Refer to the table above to look 
up the frequencies for different notes, or 
find a wider range of note frequencies on 
the Internet. 
Now the loop section of our scale program looks like this
void loop() {
  digitalWrite(led, HIGH); 
  delay(1000); 
  digitalWrite(led, LOW); 
  delay(1000);
  tone(speaker, C, 2000); 
  tone(speaker, D, 2000); 
  tone(speaker, E, 2000); 
  tone(speaker, F, 2000); 
  tone(speaker, G, 2000); 
  tone(speaker, A, 2000); 
  tone(speaker, B, 2000); 
  tone(speaker, C, 2000);
}
// turn the LED on 
// wait for a second 
// turn the LED off 
// wait for a second 
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void loop() {
  digitalWrite(led, HIGH); 
  delay(1000); 
  digitalWrite(led, LOW); 
  delay(1000);
  tone(speaker, E, 2000); 
  tone(speaker, D, 2000); 
  tone(speaker, C, 2000);
  delay(2000);        
  tone(speaker, E, 2000); 
  tone(speaker, D, 2000); 
  tone(speaker, C, 2000);
  delay(2000);                   
}
// turn the LED on 
// wait for a second 
// turn the LED off 
// wait for a second
// rest
// rest   
Creating a procedure 
to play a song
So far we’ve used built-in procedures like 
digitalWrite and tone to control our
components. Now we’re going to explore 
writing our own procedures. We’re going 
to use a new procedure to make our mon-
ster sing the first part of “Hot Cross Buns”. 
Inside loop, we can have the monster sing 
the first two verses of “Hot Cross Buns” 
like this:
The verses consists of three notes fol-
lowed by a pause. This phrase is repeated 
twice. We can create a custom procedure 
to shorten and simplify this code. To create 
a procedure called song. add the following 
code to the very end of your program (af-
ter the closing bracket of the loop section):
This is the basic template for a procedure. 
Right now this procedure doesn’t do any-
thing because there’s no code inside it’s 
curly brackets. Inside the brackets of the 
procedure (the “body”), let’s add four lines:
Try compiling and uploading your code 
with this new addition.
Writing the procedure doesn’t change the 
behavior of the program. We need to use 
the name of the procedure, song, some-
where else in the program to “call” the 
procedure. Edit your code so that the loop 
section looks like this:
Compile and upload this code. The behav-
ior of your monster should be the same as 
it was before. We’ve replaced eight lines 
of code with two “calls” to our song pro-
cedure.
This example illustrates one way that pro-
cedures are powerful: they allow us to give 
a name to pieces of code that are repeat-
ed. Then, instead of rewriting the repeated 
code, we can just call the procedure. Pro-
cedures are powerful in other ways too. 
What if we wanted to make our song play 
faster? Say, hold each note for 1000 mil-
liseconds instead of 2000 milliseconds.
void song() {
}
void song() {
  tone(speaker, E, 2000);
  tone(speaker, D, 2000);
  tone(speaker, C, 2000);
  delay(2000);    // rest
 
}
void loop() {
  digitalWrite(led, HIGH); 
  delay(1000); 
  digitalWrite(led, LOW); 
  delay(1000);
  song();
  song();
}
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void fast_song() {
  tone(speaker, E, 1000);
  tone(speaker, D, 1000);
  tone(speaker, C, 1000);
  delay(2000);    // rest
 
}
We could write a new procedure called, 
say, fast_song that looks like this:
But, what if we wanted to then make the 
song even faster, holding each note for 
500 milliseconds? Then we’d need a third 
procedure. And if we wanted to go faster 
still, we’d need a fourth! This seems pretty 
crazy—especially since the basic behavior 
we want to get, the three notes played in a 
row stays basically the same. All we want 
to do is adjust how quickly they’re played.
We can use another powerful feature 
of code to capture this range of possible 
speeds in a single procedure. We can add 
an input variable to our procedure that 
controls how long the notes are played.
Let’s change the song procedure to take 
an input called duration:
The (int duration) addition in the first line 
tells Arduino that the procedure song re-
quires an input called duration. When we 
“call” song we now need to include a num-
ber for duration. Here’s how we’d get our 
original slow song:
When song runs, every instance of dura-
tion will be replaced by the number we 
pass along. In the case above, every du-
ration in the song procedure would be 
replaced by 2000. Let’s rewrite the loop 
section of our code to take advantage of 
our new song procedure:
Now that we know how to write proce-
dures with inputs, try experimenting with 
making your monster sing:
J\\`]pflZXedXb\k_\]`ijkm\ij\gcXp
faster, and the second verse play more 
slowly.
J\\`]pflZXegcXpk_\i\jkf]È?fk:ifjj
Buns”.
J\\`]pflZXelj\gifZ\[li\jkfdXb\
longer songs with repeated verses, with-
out repeating too much code.
song (2000);
// turn the LED on 
// wait for a second 
// turn the LED off 
// wait for a second
// play the song slowly
// play the song faster
// and even faster
void loop() {
  digitalWrite(led, HIGH); 
  delay(1000); 
  digitalWrite(led, LOW); 
  delay(1000);
  song(2000);
  song(1000);
  song(500);
}
void song(int duration) {
  tone(speaker, E, duration);
  tone(speaker, D, duration);
  tone(speaker, C, duration);
  delay(2000);    // rest
 
}
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t r o u b l e s h o o t i n g 
If the speaker doesn’t work as expected:
1. When you uploaded the program, did it compile and upload 
successfully, or were there red error messages? If you received 
error messages, this means that there is a problem you need to 
correct in your code. Carefully compare your code to the exam-
ple, looking especially for missing parentheses and semicolons. 
Fix any problems and try uploading again.
2. Check your program code. Did you set the speaker variable to 
the correct pin number? The correct pin number is the one that 
you sewed the (+) side of your speaker to via conductive thread.
3. Look at where you tied your conductive thread knots. Are 
any stray knot ends touching each other where they shouldn’t 
be? Make sure that all knots are neatly trimmed and sealed with 
glue or nail polish.
4. Check the traces of conductive thread that you have sewn. Do 
they cross anywhere where they shouldn’t? Do they go all the 
way from the Protoboard to the speaker? Are there tight loops 
of thread on every connection to the Protoboard and speaker?
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This section will describe how to make 
a simple touch sensor and add it to your 
monster. By adding this sensor to the 
monster we can make it respond to inter-
action. That is, we can make it blink and 
play songs only when we hold its paws or 
squeeze it. If you are not adding a sensor 
to your monster, you can skip this section 
and jump to the section on sewing and 
stuffing your monster. 
We’re going to create a touch sensor us-
ing aluminum foil and an iron- on adhesive. 
First we’ll build the sensor and experiment 
with it. Then we’ll investigate how it works.
Design your sensor
The sensor we are building consists of
two aluminum foil patches. These patches 
will detect when a person touches them. 
A person has to touch both patches at the 
same time for the sensor to detect the 
touch. We’re putting patches on the mon-
ster’s paws so that the monster can detect 
when we hold its hands. 
For the sensor to function electrically, one 
patch needs to be attached to (–) on the 
LilyPad and one patch needs to be at-
tached to either pin A2, A3, A4, or A5. 
get your monster to responsd to touch 
A4
-
-
+
+
-
A4
A3
A2
11
10
96
5
+
-
A5
A2
Let’s add these patches to our design sketch. Though it looks like there are 4 
sensors on our monster, note that when we stitch the monster together we’ll 
only have 2: one on each paw
A4
-
-
+
+
-
5
A4
A3
A2
11
10
96
5
+
-
A5
We’re using pin A2 for our monster. Let’s add these connection to our sketch.
Now that we’ve planned everything out, we’re ready to start making the sen-
sor.
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Make your sensor and 
attach it to your monster
Get out your aluminum foil, iron -on adhe-
sive, and iron. Place a piece of aluminum 
foil on your ironing board. Iron a match-
ing piece of iron-on adhesive on to the 
aluminum foil by placing the adhesive with 
rough, shiny, adhesive side facing down.
Make sure that the adhesive is firmly at-
tached to the foil by peeling up one edge of 
the paper. It should peel away easily, leav-
ing behind a noticeable layer of adhesive.
On the sheet of aluminum foil, draw the 
shapes for your sensor. The monster tem-
plate you made may be useful for this step. 
Now cut  out your sensor patches and iron 
them onto your monster.
Now, we need to sew the connections be-
tween the patches we just ironed on and 
our LilyPad. Follow the design you created 
above. On the back of your monster, sew 
from pin A2 on the LilyPad Protoboard to 
one patch. Make a few stitches through 
the aluminum foil patch to ensure a good 
electrical connection between the patch 
and the conductive thread. On the front 
of the monster sew from the (–) trace 
near your LED to the other patch.
Frontside of 
the paw with 
stitches 
through the 
aluminum 
aluminum sensor patch
aluminum foil
A2 _
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int led = A4;
int aluminiumFoil = A2;
void setup() {                
  pinMode(led, OUTPUT);     // sets the led pin to OUTPUT  
  pinMode(led, INPUT); // sets aluminum foil pin to INPUT     
}
void loop() {
  digitalWrite(led, HIGH);    // turn the LED on 
}
Writing a program to 
detect touch
Now we’re going to write code to detect 
when our sensor is being touched. Open 
the Arduino software and get set up to pro-
gram your LilyPad. For this section, you 
will want to have your LilyPad snapped 
onto your monster as you program so that 
you can interact with the sensor that you 
just created.
Let’s begin by opening up the Blink ex-
ample program. (We’ll combine our sen-
sor code with the code we wrote earlier in 
a moment.) Let’s delete some of the code 
in the blink example so that we’re starting 
with a very simple program. 
Upload this code to your LilyPad to make 
sure you didn’t introduce any errors by 
editing it. The green LED on the LilyPad 
should turn on.
Before we begin to add sensor code, let’s 
edit the value of the led variable so that in-
stead of the LED on the LilyPad turning on, 
the LED on the monster turns on. For our 
monster that means changing the state-
ment int led = 13; to int led 
= A4; Make this change in the code and 
upload the edited version to the LilyPad to 
make sure it works.
Now, we’ll start to write the program to 
read information from the sensor. Let’s be-
gin by adding a variable called aluminum-
Foil to the top of the program. This will tell 
the LilyPad which pin the aluminum foil 
patch is connected to.
We also need to add some code to the set-
up section of our program. We need a pin-
Mode statement like pinMode(led, 
OUTPUT); for our sensor. But, a sensor 
is an input, not an output, so the state-
ment is slightly different; we say INPUT 
instead of OUTPUT. Upload this updated 
program to make sure it doesn’t have any 
errors.   
int led = 13;
void setup() {                
  pinMode(led, OUTPUT);     // sets the led pin to OUTPUT     
}
void loop() {
  digitalWrite(led, HIGH);    // turn the LED on 
}
Edit the blink code so that it looks like the following:
int led = A4;
void setup() {                
  pinMode(led, OUTPUT);     // sets the led pin to OUTPUT     
}
void loop() {
  digitalWrite(led, HIGH);    // turn the LED on 
}
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Now we’re going to add several lines of 
code to our program. We’ll explore what 
each line does shortly. For now, edit your 
code so that it looks like the following:
Try uploading this code. If you encounter 
compile errors, read through your code 
carefully to make sure it matches the ex-
ample. Look especially for missing or mis-
placed parentheses “(“ “)”, brackets “{“ “}”, 
and semicolons “;”.
Once this new code is successfully upload-
ed to your LilyPad, click on the magnifying 
glass icon in the upper right hand corner 
of the Arduino window. A small window 
called the “Serial Monitor” will pop up. 
Any values your LilyPad’s program sends 
back to the computer while it’s running will 
appear in this window. You should see a 
steady stream of numbers. These values 
should be close to 1000.  
Now, with your LilyPad snapped into the 
Protoboard, try touching your aluminum 
foil patches. See what happens to the val-
ues in the serial monitor. Try squeezing the 
pads and then loosening your grip. Notice 
what happens to the stream of numbers. 
If you don’t see any changes, this means 
that something is wrong either with your 
code or your construction or they way 
you’re touching the sensors. First, make 
sure you’re touching one hand to each of 
the sewn patches of your sensor (like in the 
illustration on the rigth). 
If this still doesn’t work, see the “if the sen-
sor doesn’t work as expected” section of 
this tutorial for troubleshooting advice.
sketch_001
serial monitor
A4
A3 A2
11
10
9
65
+
-
A5
Autoscroll
1003
/dev/tty.usbserial-A900J10A
send
1004
1007
1016
1019
1012
1023
1018
1023
1023
int led = A4;
int aluminiumFoil = A2;
int sensorValue; //variable stores readings from the sensor
void setup() {                
  pinMode(led, OUTPUT);     // sets the led pin to OUTPUT  
  pinMode(led, INPUT); // sets aluminum foil pin to INPUT
  digitalWrite(aluminumFoil, HIGH);// initializes the sensor 
  Serial.begin(9600); // initializes the communication
}
void loop() {
  digitalWrite(led, HIGH);    // turn the LED on
 sensorValue = analogRead(aluminumFoil);
 Serial.println(sensorValue);
 delay(100);                 //delay for 1/10 of a second
}
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Making sense of the code: 
analogRead
Now let’s look at the code to understand 
what’s happening. Let’s begin by looking 
at the heart of the code, the loop section:
The first highlighted line is: sensor-
Value = analogRead (alu-
minumFoil);
This statement tells the LilyPad to read 
the value of our touch sensor and store 
that value into the variable called sensor-
Value. The analogRead procedure reads 
sensor data from a pin on the LilyPad. It 
takes one input, the pin number that your 
sensor is attached to, and gives back or 
“returns” a number that corresponds to 
the sensor reading. We want to read infor-
mation from our aluminum foil sensor (pin 
A2), which is why we use the statement 
analogRead(aluminumFoil); in 
our program.
Returning to our sensor and the numbers 
that we’re seeing in the Serial Monitor: 
why do the readings from the sensor 
change when we touch the sensor? Or, 
to put it a different way, why do the volt-
ages measured at pin A2 change when we 
touch the sensor?
 2 These voltages assume that the LilyPad 
Simple Snap is being powered from its 3.7 volt 
battery.
  Prodedure returns              Prodedure name                  input 1
Value read from sensor      analogRead(         pin number);
512                                         0    volts         
  
symbol                voltage                 other name 
number returned 
by analogRead 
electrical value 
1023                   (+)                 3.7 volts                power
0                       -                    0    volts                ground
0         LOW               -              0    volts             ground
 
symbol         voltage           other name 
(analog) 
number 
returned by 
analogRead 
electrical value 
 1023        HIGH              +             3.7 volts             power
(digital)
code name 
You may be wondering what kind of reading the analogRead procedure takes 
from the sensor and what kind of values it returns. The analogRead procedure 
measures the voltage level on a pin and returns a number between 0 and 1023 
that corresponds to the voltage. This table shows how a few of the numbers 
correspond to voltages:
This chart may remind you of a similar one we saw earlier, explaining how 
the terms HIGH and LOW and the statements digitalWrite(pin, 
HIGH); and digitalWrite(pin, LOW); related to voltages. We 
can now add another column to that table to relate all of these ideas:
void loop() {
  digitalWrite(led, HIGH);    // turn the LED on
 sensorValue = analogRead(aluminumFoil);
 Serial.println(sensorValue);
 delay(100);                 //delay for 1/10 of a second 
}
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In the setup section of our program we set 
the sensor’s value to HIGH or 3.7 volts 
with this line:
This is why we see very high numbers, 
numbers close to 1023, in the Serial Moni-
tor when we’re not touching the sensor. 
When we’re not touching the sensor it 
returns its default value of HIGH, or close 
to 1023. When we touch the aluminum foil 
patches, one of our hands is connected to 
the (–) pin (or 0 volts) and one of our hands 
is connected to pin A2. Our body, which 
is slightly conductive, thereby creates 
an electrical connection between – and 
the sensing pin A2. This has the effect of 
lowering the voltage on pin A2, bringing it 
closer to 0 volts. This is why the numbers 
in the Serial Monitor go down when we 
touch the sensor. The harder you squeeze 
on the sensor, the stronger the connection 
is between your body and the aluminum 
foil, and the better the electrical connec-
tion is between – and A2. This is why you 
see lower numbers as you squeeze harder. 
This is also why you see very low numbers 
(close to 0) when you touch the two paws 
directly together.
Making sense of the code: 
sending data back to the 
computer with Serial.println
This code is doing another important thing 
that we haven’t really examined yet: send-
ing information from the LilyPad back to 
the computer where it is displayed in the 
Serial Monitor. Let’s look at the parts of 
our program that take care of this impor-
tant communication function.
There are two important pieces to the 
communication code. First, in the setup 
section, we need to tell the LilyPad that 
somewhere in the program it will be com-
municating back to the computer. We also 
need to tell the LilyPad how fast it should 
talk to the computer (The LilyPad and the 
computer can “talk” at different speeds. 
They need to be talking at the same speed 
to understand each other.) This is accom-
plished with the Serial.begin procedure. 
 digitalWrite(aluminumFoil, HIGH); // initializes the sensor
- A2
A4
A3
A2
11
10
96
5
+
-
A5
If we folded our monster in half & looked at it from the back, this is what things 
would look like:
int led = A4;
int aluminiumFoil = A2;
int sensorValue; //variable stores readings from the sensor
void setup() {                
  pinMode(led, OUTPUT);     // sets the led pin to OUTPUT  
  pinMode(led, INPUT); // sets aluminum foil pin to OUTPUT
  digitalWrite(aluminumFoil, HIGH); // initializes sensor 
  Serial.begin(9600); // initializes the communication
}
void loop() {
  digitalWrite(led, HIGH);    // turn the LED on
 sensorValue = analogRead(aluminumFoil);
 Serial.println(sensorValue);
 delay(100);                 //delay for 1/10 of a second 
}
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The number in parentheses tells the Lily-
Pad what speed to talk at. The entire state-
ment tells the LilyPad to be prepared to 
talk to the computer.
The second important piece of commu-
nication code is in the loop section. It’s 
in loop that we actually send information 
from the LilyPad to the computer. In this 
program, we’re sending the readings we 
took from our sensor back to the comput-
er. The lines that do this are:
The Serial.println procedure tells the 
LilyPad to send information back to the 
computer through the USB (serial) cable. 
The value in the parentheses is what gets 
sent back to the computer. In the case of 
our code the sensor readings, stored in the 
variable sensorValue, get sent back to the 
computer.
 
There is one last important piece of the 
communication code, the statement de-
lay(100); This short delay gives the 
computer time to process and display the 
information that the LilyPad is sending. 
Without this delay, the computer will be-
come overloaded with information from 
the LilyPad and crash. Whenever you have 
a Serial.println statement in your code, it 
should be followed by a delay statement.
Controlling the monster with 
your sensor: if else
Now that we know how to read informa-
tion from a sensor, let’s use it to control 
our monster’s behavior. To begin with, 
let’s say we want the LED to turn on if our 
hands are touching the aluminum foil sen-
sor, and to turn off otherwise. The way we 
describe this situation in code is similar to 
the way we’d say it in a sentence. We use 
what’s called a conditional statement to 
say:
If our hands are touching the aluminum 
foil sensor the LED should turn on.
Otherwise the LED should turn off.
  Prodedure name                input
Serial.begin(         communication speed);
Serial.println(sensorValue);
delay(100);                 //delay for 1/10 of a second
  Prodedure name                input
Serial.begin(         value to send);
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Except, in our program we replace the 
word “otherwise” with the word “else”. 
Here’s what the if else conditional state-
ment looks like (in 1⁄2 code 1⁄2 written 
English):
The if else statement requires a condi-
tion, and then checks whether the condi-
tion is true or not. Let’s talk a little more 
about how conditions work. A condition is 
any statement that is either true or false. 
For example, “3 is greater than 5” or 3>5 
is a false statement. The computer will see 
the statement 3>5 and say “ah, that’s not 
true!”, and return false when it evaluates 
this statement. If we used this as the condi-
tion in the if- else statement, the code in the 
brackets after if would never be executed, 
because 3 > 5 is never true. 
On the other hand, if we replaced 3>5 with 
a statement that is always true (say 5>3), 
you would get the opposite behavior:
Now let’s return to our original goal of get-
ting the LED to turn on when our hands 
are touching the aluminum foil paws. We 
saw earlier, from the numbers in the Serial 
Monitor, that we get sensor values around 
1023 when we aren’t touching the mon-
ster, and that these values decrease when 
we squeeze the paws. Let’s try translat-
ing this behavior into an if else statement. 
Here’s the program we’ve been working 
with:
Before we make any edits, make sure that 
this program uploads to your LilyPad. Also 
make sure that you get a stream of num-
bers when you click on the Serial Monitor 
icon after uploading the program and that 
these numbers change when you touch 
your sensor.
if (condition) 
{
  Do stuff here, inside the two curly brackets after if,
  only when the condition is true.
  Skip to “else” if it’s not true.
}
else
{
  Do stuff here, inside the two curly brackets after else,
  only when the condition is not true.
}
if (3 > 5) 
{
  //Nothing inside these brackets will ever be executed.
}
else
{
  //Whatever is inside these brackets will always be ex-
ecuted.
}
if (5 > 3) 
{
  //Whatever is inside these brackets will always be ex-
ecuted.
}
else
{
  // Nothing inside these brackets will ever be executed.
}
int led = A4;
int aluminiumFoil = A2;
int sensorValue; //variable stores readings from the sensor
void setup() {                
  pinMode(led, OUTPUT);     // sets the led pin to OUTPUT  
  pinMode(led, INPUT); // sets aluminum foil pin to INPUT
  digitalWrite(aluminumFoil, HIGH); //initializes the sensor 
  Serial.begin(9600); // initializes the communication
}
void loop() {
  digitalWrite(led, HIGH);    // turn the LED on
 sensorValue = analogRead(aluminumFoil);
 Serial.println(sensorValue);
 delay(100);                 //delay for 1/10 of a second 
}
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void loop() {
  digitalWrite(led, HIGH);    // turn the LED on
 sensorValue = analogRead(aluminumFoil);
 Serial.println(sensorValue);
 delay(100);                 //delay for 1/10 of a second
  if (sensorValue < 1000) // if touching sensor 
  {
    digitalWrite(led, HIGH); // turn the LED on 
  } 
}
Now, let’s make a few adjustments to the 
program’s loop section:
Make this adjustment to your code and 
upload it to your LilyPad. What happens 
to your LED when you touch your sensor 
now? What happens to the LED when you 
let go of the sensor?
Let’s see if we can make the behavior a 
little more interesting by finishing our if 
else statement:
Try uploading this new code to your Lily-
Pad and see what happens now when you 
touch and let go of the sensor.
Adjust your threshold (yours might not be 
1000 like ours) until it can clearly distin-
guish between touching and not touching, 
and upload your code. Now you should 
be able to control the monster’s LED by 
touching the aluminum foil pads!
Putting it all together: 
controlling the LED and speaker 
with the sensor
Let’s now return to the earlier code we 
were working on and see if we can com-
bine it with our sensor code. In the Arduino 
software, click “New” under the file menu 
to open up a new program window. In this 
window, open up your old monster pro-
gram - the one that plays a song and blink 
the monster’s eye. Here’s what our old 
program looks like. Note: yours will prob-
ably be a little bit different:
int led = A4;  // LED is attached to pin A4 
int speaker = 5;  // speaker is attached to pin 5 
int C = 1046; 
int D = 1175; 
int E = 1319; 
int F = 1397; 
int G = 1598; 
int A = 1760; 
int B = 1976; 
int C2 = 2093;
void setup() {
  pinMode(led, OUTPUT);   // sets the led pin to OUTPUT 
  pinMode(speaker, OUTPUT); // sets the speaker pin to 
OUTPUT
}
void loop() { 
  digitalWrite(led, HIGH);// turn the LED on 
  delay(1000);   // wait for a second
  digitalWrite(led, LOW); // turn the LED off
  delay(1000);  // wait for a second
  song(2000);  // play the song slowly
  song(1000);  // play the song faster
  song(500);  // and even faster
}
void loop() {
 sensorValue = analogRead(aluminumFoil);
 Serial.println(sensorValue);
 delay(100);              //delay for 1/10 of a second
  if (sensorValue < 1000) // if touching sensor 
  {
    digitalWrite(led, HIGH); // turn the LED on 
  }
  else   // if NOT touching sensor
  {
    digitalWrite(led, LOW); // turn the LED off   
  }
}
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Let’s try to combine this program with 
our new sensor program. The first thing 
we need to do is add the variables for our 
sensor and edit the setup section of the 
code to initialize the sensor and tell the 
LilyPad we’ll be sending data back to the 
computer:
Make these changes and try uploading the 
new code to your LilyPad to make sure you 
haven’t added any errors to your code by 
editing it. Make sure your code success-
fully uploads before moving on to the next 
step. Since we haven’t changed anything 
in the loop section of the code we haven’t 
changed any of the actual behavior yet.
To change the behavior, let’s start by 
copying and pasting the loop section of our 
sensor code into the loop section of our 
original code:
Try uploading this code to your LilyPad and 
see what happens.
void loop() { 
  digitalWrite(led, HIGH);// turn the LED on 
  delay(1000);   // wait for a second
  digitalWrite(led, LOW); // turn the LED off
  delay(1000);  // wait for a second
  song(2000);  // play the song slowly
  song(1000);  // play the song faster
  song(500);  // and even faster
  sensorValue = analogRead(aluminumFoil);
 Serial.println(sensorValue);
 delay(100);                //delay for 1/10 of a second
  if (sensorValue < 1000)    // if touching sensor 
  {
    digitalWrite(led, HIGH); // turn the LED on 
  }
  else      // if NOT touching sensor
  {
    digitalWrite(led, LOW); // turn the LED off   
  }
}
int led = A4;  // LED is attached to pin A4 
int speaker = 5;  // speaker is attached to pin 5 
int aluminumFoil = A2;
int sensorValue; //variable stores readings from the sensor
int C = 1046; 
int D = 1175; 
int E = 1319; 
int F = 1397; 
int G = 1598; 
int A = 1760; 
int B = 1976; 
int C2 = 2093;
void setup() {
  pinMode(led, OUTPUT); // sets the led pin to OUTPUT 
  pinMode(speaker, OUTPUT); // sets speaker pin to OUTPUT
   pinMode(aluminumFoil, INPUT); // sets aluminum foil to INPUT
 digitalWrite(aluminumFoil, HIGH); // initializes the sensor
 Serial.begin(9600);
}
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What if we want our song to play only 
when we touch the sensor? What if we 
want our LED to blink only when we touch 
the sensor? We’ll want to move those be-
haviors under the if and else statements. 
Let’s try a new and more integrated ver-
sion of the code:
Now experiment with your code to get the 
behavior you want. Here are few things to 
try:
J\\`]pflZXe_Xm\k_\C<;Yc`ebn_\e
you’re not touching the sensor and the 
song play when you are touching the sen-
sor.
J\\`]pflZXe_Xm\k_\C<;Yc`ebXkfe\
speed when you’re touch the sensor and 
another when you’re not touching it.
 J\\ `] pfl ZXe ^\k k_\ jfle[ k_Xk k_\
speaker makes to change in pitch depend-
ing on the values you’re getting back from 
void loop() { 
  
  sensorValue = analogRead(aluminumFoil);
  Serial.println(sensorValue);
  delay(100);              //delay for 1/10 of a second
  if (sensorValue < 1000) // if touching sensor 
  {
    digitalWrite(led, HIGH); // turn the LED on
    delay(1000);     // wait for a second  
    digitalWrite(led, LOW); // turn the LED on
    delay(1000);    // wait for a second
    song(2000);   // play the song slowly 
  }
  else   // if NOT touching sensor
  {
    digitalWrite(led, LOW); // turn the LED off   
  }
}
t r o u b l e s h o o t i n g 
If the sensor doesn’t work as expected:
1. When you uploaded the program, did it compile and upload successfully, or were there red error messages? If you re-
ceived error messages, this means that there is a problem you need to correct in your code. Carefully compare your code 
to the example, looking especially for missing parentheses and semicolons. Fix any problems and try uploading again.
2. Check your program code. Did you set the aluminumFoil variable to the correct pin number? The correct pin number 
is the one that you sewed one of your aluminum foil patches to (not (- ) ).
3. Look at where you tied your conductive thread knots. Are any stray knot ends touching each other where they 
shouldn’t be? Make sure that all knots are neatly trimmed and sealed with glue or nail polish.
4. Check the traces of conductive thread that you have sewn. Do they cross anywhere where they shouldn’t? Do they 
go all the way from the Protoboard to the aluminum foil patches?
5. Are there tight loops of thread on every connection to the Protoboard and aluminum foil patches?
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Now that all of your monster’s electronics 
are sewn on and tested, we can stitch the 
monster together. Using the (non conduc-
tive) embroidery thread, continue stitching 
the monster’s two sides together along the 
outside edge of the monster until about 2 
inches of space remain open. Leave your 
embroidery thread uncut.
Stuff the inside of the monster with poly-
ester filling until it’s full. Stitch up the rest 
of the seam, so that your monster is com-
pletely enclosed. Tie off the embroidery 
thread, and snip the ends off. Then glue on 
the decorations — the eyes, mouth, etc.
SEW and stuff your monster
Glue on the decorations—
the eyes, mouth, etc.
GL
UE
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Your monster is now complete!
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