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Resumen
En el testing basado en modelos (MBT), se busca generar casos de prueba
para testear un programa utilizando u´nicamente un modelo del sistema en
cuestio´n. El Test Template Framework (TTF) es un me´todo de MBT que
permite obtener casos de prueba abstractos a partir de una especificacio´n
Z del sistema. Para esto, define ta´cticas de testing que se aplican sobre el
espacio de entrada de una operacio´n de la especificacio´n, particiona´ndolo de
distintas maneras segu´n como sean aplicadas. Esto genera clases de prueba
de las cuales se derivan los casos de prueba abstractos a utilizar en el testing.
Fastest es una herramienta que automatiza gran parte del proceso de tes-
ting descripto por el TTF, pero no realiza de forma automa´tica la generacio´n
de las clases de prueba, es decir, es el usuario quien debe aplicar manual y
sucesivamente las ta´cticas a fin de dar forma y orientar el testing a las a´reas
deseadas. Este proceso requiere no so´lo de un esfuerzo considerable por parte
del usuario, sino tambie´n un gran conocimiento de los detalles de la especifi-
cacio´n. En este trabajo se definen estrategias de testing las cuales combinan
y aplican de forma automa´tica las ta´cticas definidas en el TTF y Fastest con
el fin de automatizar en mayor medida el proceso de generacio´n de casos de
prueba. Adema´s, se define un lenguaje para la definicio´n de estrategias de
testing en Fastest.
Parte de esta tesina fue publicada en el siguiente art´ıculo:
Maximiliano Cristia´, Joaqu´ın Cuenca and Claudia Frydman: Coverage Crite-
ria for Logical Specifications. In 8th Brazilian Workshop on Systematic and
Automated Software Testing (SAST 2014) affiliated to the Brazilian Confe-
rence on Software: Theory and Practice (CBSoft).
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Cap´ıtulo 1
Introduccio´n
A lo largo del tiempo, el testing ha demostrado su importancia como
parte del proceso de desarrollo de software. Muchos autores han marcado las
limitaciones del testing, bajo las cuales so´lo es posible encontrar errores en
el programa, y no demostrar su correccio´n. Pero ma´s alla´ de esta limitacio´n,
el testing ha ganado su lugar en la industria del software como la te´cnica de
verificacio´n ma´s utilizada. Adema´s ha demostrado que puede ser realmente
efectivo si se lo practica de forma rigurosa y ordenada.
Cuando se empezo´ a conformar una comunidad del software, la cantidad
de personas abocadas a cada proyecto de desarrollo no era mucha y los sis-
temas no contaban con los niveles de complejidad que se observan hoy en
d´ıa, por lo que muchas veces era el mismo programador quien desarrollaba
el co´digo y quien lo controlaba.
A medida que la complejidad de los sistemas fue en aumento, tambie´n lo
hizo la cantidad de personas involucradas en los proyectos. Este crecimiento
marco´ la necesidad de te´cnicas que otorgaran mayor seguridad sobre si los
productos desarrollados se comportaban de la manera pensada. En 1979,
Glenford J. Myers [1] introduce el concepto de testing de software como se lo
conoce hoy en d´ıa, adema´s de otras cuestiones relacionadas. Esto genero´ una
separacio´n en las te´cnicas de control utilizadas, la cual logro´ encasillar y aislar
las actividades propias del desarrollo de aquellas propias de la verificacio´n.
Con el paso del tiempo, se comenzaron a utilizar me´todos formales pa-
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ra especificar y disen˜ar. Si bien fueron introducidos con el objetivo de lograr
pruebas de correccio´n (entre otras cosas), las especificaciones formales comen-
zaron a destacarse dentro del testing de software. Esto se debio´ al alcance
reducido que lograban tener por ese momento las especificaciones informales,
las cuales si bien demostraron ser necesarias, tienen una utilidad limitada.
Es en este per´ıodo donde surge la idea de la imposibilidad de hacer testing
sin contar con una especificacio´n, cualquiera sea su tipo.
El testing basado en modelos (MBT) es una coleccio´n de me´todos orien-
tados a la generacio´n de casos de testing a partir del ana´lisis de un modelo
del sistema que se desea testear [2]. Los me´todos de MBT han conseguido
muy buenos resultados tanto en la teor´ıa como en la pra´ctica en los u´ltimos
an˜os [3, 4, 5, 6, 7].
Phil Stocks y David Carrington definieron el Test Template Framework
(TTF) [9], un me´todo de MBT que genera casos de prueba a partir de es-
pecificaciones Z [11]. El TTF brinda una serie de mecanismos que permiten
analizar la especificacio´n para obtener casos de prueba con los que realizar
el testing de la implementacio´n. Si bien las publicaciones originalmente utili-
zaron el lenguaje formal de especificaciones Z, fue pensado para trabajar de
forma independiente al lenguaje.
Desde hace ya varios, an˜os la comunidad de testing trabaja en la auto-
matizacio´n del proceso de testing como una medida para reducir sus costos
y mejorar su eficiencia. Fastest, es una herramienta que contribuye a este
asunto al implementar la teor´ıa del TTF [13]. Actualmente permite gene-
rar casos de prueba de forma casi totalmente automa´tica partiendo de una
especificacio´n formal Z.
Este trabajo intenta automatizar en mayor medida una de las etapas del
proceso de testing definido en el TTF e implementado ma´s tarde en Fastest.
La herramienta permite la aplicacio´n de las ta´cticas de testing, de forma
tal que el usuario debe indicar que´ ta´cticas aplicar y con que´ argumentos, y
estas son computadas. Sin embargo, la determinacio´n de estos valores y la
eleccio´n de las ta´cticas a usar requiere de quien realiza la tarea que posea
conocimientos tanto del lenguaje Z como del TTF y sus ta´cticas de testing,
adema´s del tiempo que conlleva realizar esta tarea manualmente. Entonces
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proponemos la unio´n de ta´cticas de testing en lo que llamamos estrategias
de testing; las cuales aplican las ta´cticas, con las que fueron definidas, de
forma completamente automa´tica. El propo´sito de las estrategias no es solo
proveer un nuevo nivel de automatizacio´n, sino, fundamentalmente, darle a
los usuarios una forma ma´s abstracta y orientada al testing para la generacio´n
de casos de prueba. En parte logramos esto mediante la organizacio´n de las
estrategias de testing de acuerdo a un orden parcial. Por otro lado, creamos
un lenguaje para definir estrategias en Fastest.
El concepto de estrategia de testing requiere primero que se introduzca
el TTF haciendo e´nfasis en el trabajo manual que los usuarios de Fastest
necesitan realizar para aplicar las ta´cticas de testing (Cap´ıtulo 2). Tambie´n
requiere de la descripcio´n de las ta´cticas disponibles (Cap´ıtulo 3). Con estos
elementos, las estrategias de testing son introducidas en el Cap´ıtulo 4 y se
presenta un lenguaje para definirlas en el Cap´ıtulo 5. Finalmente, damos una
pequen˜a conclusio´n en el Cap´ıtulo 6.
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Cap´ıtulo 2
Sobre la notacio´n Z, el Test
Template Framework y Fastest
En este cap´ıtulo seguiremos un ejemplo que nos permitira´ introducir los
conceptos necesarios para comprender el trabajo que debe realizar el usuario
de Fastest para generar casos de prueba. De esta forma podremos explicar
nuestro aporte en los cap´ıtulos posteriores. En particular, queremos enfocar-
nos en el proceso de aplicacio´n de ta´cticas de testing, pero para eso debemos
introducir primero la notacio´n Z y el TTF.
2.1. La notacio´n Z
Z es un lenguaje formal de especificaciones basado en la lo´gica de primer
orden, el ca´lculo lambda y la teor´ıa de conjuntos de Zermelo-Fraenkel, que
ha sido utilizado en una gran cantidad de sistemas de software. Actualmente
hay dos versiones del lenguaje, la primera fue descripta por Spivey [11], la
cual fue ma´s tarde estandarizada por los procesos de las normas ISO dando
lugar a la versio´n que se conoce como esta´ndar [12]. Como Fastest utiliza
esta u´ltima, nos enfocaremos en ella en el siguiente ejemplo introductorio.
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2.1.1. Especificando en Z
En su presentacio´n original, Stocks y Carrington introdujeron el TTF uti-
lizando como ejemplo la especificacio´n formal de una tabla de s´ımbolos [9].
Nosotros utilizaremos como ejemplo una pequen˜a lista de reservas, como par-
te del sistema de administracio´n de un negocio, la cual nos permitira´ mostrar
en detalle el tipo de trabajo manual que debe realizar el usuario.
Especificaremos un pequen˜o sistema para almacenar informacio´n sobre los
productos disponibles en un negocio, y operaciones para que un cliente pueda
reservar alguno de ellos. Debemos administrar una tabla de reservas, donde
se almacenan referencias entre productos y algunos datos correspondientes a
los mismos, como ser, su estado (de reserva), su precio y la informacio´n del
cliente que lo ha reservado. Adema´s, especificaremos operaciones para modi-
ficar estos datos. Una especificacio´n ma´s completa, propondr´ıa operaciones
tanto para modificar la informacio´n almacenada, como tambie´n operaciones
para consultarla, pero en este caso nos centraremos u´nicamente en una ope-
racio´n de modificacio´n, ya que es suficiente para introducir los conceptos que
necesitaremos ma´s adelante.
Para empezar, necesitamos una manera de identificar cada producto. Co-
mo los utilizaremos u´nicamente como identificadores para obtener ciertos
datos, los podemos abstraer, sin preocuparnos por su estructura interna. De
la misma manera, definiremos los identificadores que utilizaremos para re-
presentar a los clientes. Para estos casos, Z provee los llamados tipos ba´sicos,
donde la sintaxis para definirlos es la siguiente:
[PRODUCTO ]
[CLIENTE ]
De esta manera, es posible declarar una variable de tipo PRODUCTO o
CLIENTE y es posible tambie´n definir tipos ma´s complejos a partir de ellos.
Por otro lado, como deseamos almacenar informacio´n sobre el costo de cada
uno de los productos, definiremos el tipo donde se alojara´n estos valores.
Para ello utilizaremos los nu´meros enteros:
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VALOR == Z
Entonces, podemos definir nuestra tabla, o mejor dicho, una estructura
que concentrara´ toda la informacio´n del sistema, de la siguiente manera:
Reservas
precio : PRODUCTO 7→ VALOR
contacto : PRODUCTO 7→ CLIENTE
Este tipo de definiciones se denominan esquemas. Cada esquema tiene un
nombre, como Reservas , los cuales pueden ser utilizados en las construcciones
de otros esquemas. En este caso en particular, el esquema es de estado, ya
que solo define variables de estado. En el ejemplo son precio y contacto.
De esta manera, cada estado del sistema corresponde a un valor para estas
variables. El constructor 7→ define funciones parciales, entonces, precio es una
funcio´n parcial, tal que recibe como argumento un elemento de PRODUCTO
y devuelve un elemento de VALOR, y de la misma manera contacto es una
funcio´n parcial de PRODUCTO a CLIENTE .
Podemos ahora definir el estado inicial del sistema:
InitReservas
Reservas
precio = ∅
contacto = ∅
InitReservas es un nuevo esquema, el cual definimos en dos partes. La
parte superior es la declaracio´n y la inferior el predicado. En la seccio´n de
declaracio´n podemos tanto definir variables como incluir esquemas. En este
caso incluimos el esquema Reservas definido previamente. De esta manera,
las variables definidas en este u´ltimo, se encuentran presentes en el nuevo
esquema. El predicado indica que las variables son iguales al conjunto vac´ıo.
El s´ımbolo = hace referencia a la igualdad lo´gica y no al concepto de asig-
9
nacio´n presente en los lenguajes imperativos, ya que en Z no se manejan
los conceptos de control de flujo. En Z, las funciones son conjuntos de pares
ordenados, por lo tanto pueden ser comparadas con el conjunto vac´ıo.
Definimos, tambie´n, el tipo de los mensajes que reportara´n las operacio-
nes, los cuales usaremos para indicar si una operacio´n determinada se pudo
realizar o si se encontro´ un inconveniente. Las variables de este tipo, podra´n
tener so´lo los valores, ok , productoNoExistente o productoNoDisponible:
MENSAJE ::= ok | productoNoExistente | productoNoDisponible
Ahora que tenemos las definiciones necesarias y el estado inicial del siste-
ma, podemos crear las operaciones para modificarlo. De esta forma definimos
ReservarOk , que especifica el comportamiento del sistema cuando un deter-
minado cliente realiza correctamente la reserva de un producto:
ReservarOk
∆Reservas
p? : PRODUCTO
c? : CLIENTE
msg ! : MENSAJE
p? ∈ dom precio
p? /∈ dom contacto
contacto ′ = contacto ∪ {p? 7→ c?}
precio ′ = precio
msg ! = ok
La primera expresio´n, ∆Reservas , es una abreviacio´n para incluir los
esquemas Reservas y Reservas ′. Como vimos anteriormente, incluir Reservas
equivale a definir las variables precio y contacto, y de la misma manera,
incluir Reservas ′ es definir las variables de Reservas , pero decoradas con
una comilla simple. De esta manera el esquema define tambie´n las variables
precio ′ y contacto ′, que representan el estado de las variables posterior a la
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aplicacio´n de la operacio´n. Entonces, utilizamos el s´ımbolo ∆ como sino´nimo
de que la operacio´n realiza una modificacio´n de estado.
Luego definimos las variables p y c, decoradas con el s´ımbolo ?, lo que
indica que son variables de entrada. En este caso, tienen tipo PRODUCTO
y CLIENTE respectivamente, es decir, la entrada de la operacio´n consta de
un producto y un cliente, que indican quie´n reservara´ que´ producto. Y la
variable msg , indicada con !, representa el mensaje de salida emitido por la
operacio´n.
El predicado consta de cinco predicados ato´micos. En Z, cuando los pre-
dicados esta´n escritos en l´ıneas separadas, se asume que esta´n conjugados, es
decir que el predicado:
p? ∈ dom precio
p? /∈ dom contacto
contacto ′ = contacto ∪ {p? 7→ c?}
precio ′ = precio
msg ! = ok
es equivalente a:
p? ∈ dom precio ∧ p? /∈ dom contacto ∧
contacto ′ = contacto ∪ {p? 7→ c?} ∧ precio ′ = precio ∧ msg ! = ok
Este predicado especifica, primero, que el producto p? se encuentra en
el dominio de la funcio´n precio, lo cual es un indicador de que p? es un
producto va´lido. Adema´s, e´ste no pertenece al dominio de contacto, lo que
determina que el producto no fue previamente reservado por otro cliente.
Estos predicados indican que la operacio´n ReservarOk no es una operacio´n
total, sino parcial, ya que no se especifica el comportamiento de la operacio´n
cuando no se verifican las condiciones establecidas. Luego se define co´mo
debe reaccionar el sistema si las condiciones anteriores se cumplen. De esta
manera, se define que se agrega a la funcio´n contacto el par ordenado que
comienza con el producto p? y tiene como segundo elemento el cliente c?, es
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decir, se agrega una reserva. El valor de precio no se modifica, ya que no es
el objetivo de la operacio´n. Por u´ltimo, se emite el mensaje ok indicando que
se realizo´ una reserva.
Como en ReservarOk no se especifica el comportamiento de la operacio´n
cuando p? /∈ dom precio o cuando p? ∈ dom contacto, definimos dos opera-
ciones que tengan en cuenta estos casos, y luego definimos la operacio´n total
Reservar , como la disyuncio´n de las dema´s:
ReservarE1 ==
[ΞReservas ; p? : PRODUCTO ; msg ! : MENSAJE |
p? /∈ dom precio ∧ msg ! = productoNoExistente]
ReservarE2 ==
[ΞReservas ; p? : PRODUCTO ; msg ! : MENSAJE |
p? ∈ dom contacto ∧ msg ! = productoNoDisponible]
Reservar == ReservarOk ∨ ReservarE1 ∨ ReservarE2
En este caso utilizamos la notacio´n comprimida de Z, que nos permite
definir pequen˜os esquemas de forma ma´s simple. El nombre se indica primero,
y luego, entre corchetes, se define el esquema de la misma forma que antes,
con la u´nica excepcio´n que se utiliza el s´ımbolo | para separar la declaracio´n
del predicado. Estas nuevas operaciones hacen uso del operador Ξ, el cual
define las mismas variables que ∆, pero indica que e´stas no modifican su
valor al aplicar la operacio´n. Entonces, estas operaciones emiten como salida
el mensaje indicado, pero contacto y precio no son modificadas.
Por u´ltimo, definimos Reservar mediante una expresio´n de esquemas. Es-
te tipo de expresiones permiten definir esquemas mediante el uso de otros
esquemas y algunos conectores lo´gicos. Si bien pueden ser complejas, para
este ejemplo nos alcanza con explicar que la operacio´n comparte la seccio´n
de declaracio´n de las tres operaciones ya definidas y tiene como predicado la
disyuncio´n de los predicados de ellas. Queda as´ı entonces definida la opera-
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cio´n total Reservar , la cual utilizaremos a continuacio´n como ejemplo para
introducir el TTF y Fastest.
2.2. El Test Template Framework
En esta seccio´n veremos brevemente el alcance del TTF, para ma´s deta-
lles se puede consultar [8] [9] [10]. Hemos mencionado anteriormente que el
TTF es un me´todo que permite generar casos de prueba como parte de un
proceso de MBT, el cual ha sido mayormente utilizado con especificaciones
Z. Cada operacio´n dentro de la especificacio´n es analizada para derivar casos
de prueba abstractos acordes a ella siguiendo los pasos a continuacio´n:
Obtener el Espacio de Entrada Va´lido (VIS) de cada operacio´n Z
Aplicar ta´cticas de testing en pos de particionar el VIS de cada opera-
cio´n
Construir un a´rbol de clases de prueba
Eliminar las clases de prueba insatisfacibles del a´rbol
Obtener un caso de prueba para cada clase de prueba en el a´rbol
Antes de realizar el primer paso, hay que elegir los esquemas de ope-
racio´n sobre los cuales queremos realizar el proceso. En nuestro ejemplo,
tanto Reservar como ReservarOk y las operaciones de error son esquemas de
operacio´n, pero como las u´ltimas se utilizaron para definir la primera, solo
elegiremos Reservar , ya que as´ı generaremos casos tambie´n para las dema´s.
2.2.1. Generando el Espacio de Entrada Va´lido de una
operacio´n Z
El VIS de una operacio´n se deriva de su espacio de entrada (IS). El IS de
una operacio´n es el esquema que declara todas sus variables de estado y de
entrada. Por ejemplo, el IS de la operacio´n Reservar es:
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Reservar IS ==
[precio : PRODUCTO 7→ VALOR;
contacto : PRODUCTO 7→ CLIENTE ;
p? : PRODUCTO ; c? : CLIENTE ]
El VIS de una operacio´n es el esquema que restringe el IS a verificar su
precondicio´n:
OpVIS == [OpIS | pre Op]
La precondicio´n de una operacio´n es la parte de su predicado que no
contiene variables primadas ni de salida. En Z, esto se indica como: pre Op.
Como Reservar es una operacio´n total, su precondicio´n es true, por lo tanto,
su VIS es igual a su IS:
ReservarVIS == Reservar IS
2.2.2. Aplicando ta´cticas de testing
En el TTF se particiona el VIS de cada operacio´n en clases de equivalen-
cia, mediante la aplicacio´n de distintas ta´cticas de testing. De estas clases de
equivalencia, llamadas clases de prueba, ma´s adelante sera´n derivados los ca-
sos de prueba. Formalmente, una clase de prueba S de una operacio´n Op, es
un conjunto tal que S ⊆ OpVIS . El aspecto clave es que la sucesiva aplicacio´n
de ta´cticas sobre las clases de prueba genera clases cada vez ma´s restrictivas
y detalladas. Este proceso continu´a hasta que la persona a cargo de la tarea
decida que ha obtenido ya el nivel de precisio´n deseado para revelar errores
en la implementacio´n. Esta etapa es crucial dentro del proceso de generacio´n
de casos de prueba ya que determina tanto el tipo de situaciones en las que
se ejercitara´ el co´digo como el nivel de rigurosidad con el que se realizara´ el
testing.
Una ta´ctica determina co´mo una clase de prueba (o el VIS) de una opera-
cio´n debe ser particionada, mediante la definicio´n de una serie de predicados,
los cuales son conjugados al predicado de la clase cuando la ta´ctica es aplica-
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da. Dado que cada uno de estos predicados caracteriza una clase de prueba,
se los denomina predicados caracter´ısticos. Cada ta´ctica de testing definira´ los
predicados caracter´ısticos de forma que las clases de prueba generadas por
ellos orientan el testing a distintos aspectos del programa.
Cuando se propuso el TTF, los autores definieron algunas ta´cticas y al-
gunas ma´s fueron definidas ma´s tarde por Cristia´ [19]. A continuacio´n aplica-
remos en nuestro ejemplo algunas de las originales, y veremos ma´s en detalle
cada una de ellas en el Cap´ıtulo 3. Comenzaremos aplicando primero Forma
Normal Disyuntiva (DNF), la cual fue presentada incluso antes que el TTF.
El primer paso para su aplicacio´n es escribir el predicado de la operacio´n en
DNF. Esto es, enunciar el predicado como una disyuncio´n de conjunciones
de predicados ato´micos o negaciones de predicados ato´micos. Luego, hay que
seleccionar la precondicio´n de cada una de las disyunciones y utilizar estos
predicados como los predicados caracter´ısticos de la particio´n.
El primer paso en la aplicacio´n de esta ta´ctica en nuestro ejemplo, sobre
la operacio´n Reservar , es sencilla debido a que e´sta ya se encuentra en DNF.
Se obtienen las siguientes clases de prueba:
ReservarDNF1 == [ReservarVIS | p? ∈ dom precio ∧ p? /∈ dom contacto]
ReservarDNF2 == [ReservarVIS | p? /∈ dom precio]
ReservarDNF3 == [ReservarVIS | p? ∈ dom contacto]
Esta ta´ctica es realmente u´til ya que genera casos de prueba que ejecu-
tara´n el programa en sus principales alternativas funcionales. Sin embargo,
no se testeara´, por ejemplo, la implementacio´n de los operadores matema´ti-
cos utilizados. Algunos operadores matema´ticos complejos que ofrece Z, como
ser ∪, pueden no tener una implementacio´n simple y directa, por lo cual es
importante ponerlos a prueba. El TTF ofrece para estos casos, la ta´ctica lla-
mada Particiones Esta´ndar (SP). Esta ta´ctica propone distintas particiones
para cada uno de los operadores matema´ticos utilizados en Z. Por ejemplo,
podemos ver en la Figura 2.1, la particio´n para los operadores ∪, ∩ y \ [8].
De esta manera, la ta´ctica, parametrizada por un operador matema´tico, de-
termina los predicados caracter´ısticos para realizar la particio´n de las clases
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A = {},B = {}
A = {},B 6= {}
A 6= {},B = {}
A 6= {},B 6= {},A ∩ B = {}
A 6= {},B 6= {},A ⊂ B
A 6= {},B 6= {},B ⊂ A
A 6= {},B 6= {},B = A
A 6= {},B 6= {},A ∩ B 6= {},¬ (A ⊆ B),¬ (B ⊆ A),B 6= A
Figura 2.1: Particio´n esta´ndar para A ∪ B , A ∩ B y A \ B
de prueba.
Entonces, la persona encargada de aplicar las ta´cticas de testing de-
bera´ primero seleccionar un operador matema´tico que considere que puede
tener una implementacio´n dificultosa. Y en caso que este operador se utilice
en distintas ocasiones dentro de la misma clase de prueba, debera´ elegir una
de las apariciones. Con esa informacio´n se pueden generar, a partir de la
particio´n propuesta para el operador, las nuevas clases de prueba. Luego de
eso, el usuario, puede volver a aplicar la ta´ctica, por ejemplo, sobre las otras
apariciones del mismo operador o sobre otros operadores si as´ı lo desea.
Vamos a aplicar SP en nuestro ejemplo sobre el operador ∪ presente en
contacto ∪ {p? 7→ c?}. So´lo aplicaremos la ta´ctica sobre ReservarDNF1 ya
que, muy posiblemente, se utilizara´ la implementacio´n del operador en ese
caso y no cuando no se pueda realizar la reserva, como en ReservarDNF2 y
ReservarDNF3 . La particio´n para contacto∪{p? 7→ c?} propuesta genera ocho
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nuevas clases:
ReservarSP1 == [Reservar
DNF
1 | contacto = {} ∧ {p? 7→ c?} = {}]
ReservarSP2 == [Reservar
DNF
1 | contacto = {} ∧ {p? 7→ c?} 6= {}]
ReservarSP3 == [Reservar
DNF
1 | contacto 6= {} ∧ {p? 7→ c?} = {}]
ReservarSP4 == [Reservar
DNF
1 | contacto 6= {} ∧ {p? 7→ c?} 6= {} ∧
contacto ∩ {p? 7→ c?} = {}]
ReservarSP5 == [Reservar
DNF
1 | contacto 6= {} ∧ {p? 7→ c?} 6= {} ∧
contacto ⊂ {p? 7→ c?}]
ReservarSP6 == [Reservar
DNF
1 | contacto 6= {} ∧ {p? 7→ c?} 6= {} ∧
{p? 7→ c?} ⊂ contacto]
ReservarSP7 == [Reservar
DNF
1 | contacto 6= {} ∧ {p? 7→ c?} 6= {} ∧
{p? 7→ c?} = contacto]
ReservarSP8 == [Reservar
DNF
1 | contacto 6= {} ∧ {p? 7→ c?} 6= {} ∧
contacto ∩ {p? 7→ c?} 6= {} ∧ ¬ contacto ⊆ {p? 7→ c?} ∧
¬ {p? 7→ c?} ⊆ contacto ∧ {p? 7→ c?} 6= contacto]
Como se puede notar, la aplicacio´n de la ta´ctica se reduce a reemplazar
los para´metros formales en la particio´n por los reales encontrados en el es-
quema seleccionado. En este ejemplo, tambie´n puede aplicarse SP en otras
expresiones, pero no lo haremos para mantener el ejemplo sencillo, aunque
en la pra´ctica real deber´ıa hacerse. Veremos la aplicacio´n de otras ta´cticas
en detalle en el Cap´ıtulo 3.
2.2.3. Construccio´n del a´rbol de clases
El TTF ordena las clases de prueba de una determinada operacio´n, en
lo que se denomina un a´rbol de clases de prueba. La construccio´n de este
a´rbol comienza por el VIS de la operacio´n como su ra´ız. La aplicacio´n de
una ta´ctica sobre un nodo, genera nuevas clases que sera´n nodos hijos del
mismo. Entonces, la sucesiva aplicacio´n de ta´cticas aumenta nivel por nivel
el taman˜o del a´rbol. El predicado de cada nuevo nodo es construido como
la conjuncio´n del predicado de su padre y el predicado caracter´ıstico de la
ta´ctica aplicada. En la Figura 2.2a podemos ver el a´rbol para la operacio´n
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ReservarVIS
ReservarDNF1
ReservarSP1
ReservarSP2
ReservarSP3
ReservarSP4
ReservarSP5
ReservarSP6
ReservarSP7
ReservarSP8
ReservarDNF2
ReservarDNF3
(a) Original
ReservarVIS
ReservarDNF1
ReservarSP2
ReservarSP4
ReservarDNF2
ReservarDNF3
(b) Podado
Figura 2.2: A´rboles de clases original y podado de Reservar
Reservar construido anteriormente como ejemplo.
Esta forma de ordenar las clases de prueba permite limitar la bu´squeda
de casos de prueba a las hojas del a´rbol, dado que si un caso determinado
satisface un nodo, tambie´n lo hara´ para su padre.
2.2.4. Podando el a´rbol
Algunas de las clases de prueba del a´rbol pueden resultar vac´ıas porque
sus predicados no son satisfacibles. En estos casos, hay que podar estos nodos,
ya que no es posible encontrar casos de prueba para ellos. En la Figura 2.2b, la
mayor´ıa de las hojas fueron podadas del a´rbol, como por ejemplo, ReservarSP1 ,
ya que el conjunto con el elemento p? 7→ c? no es vac´ıo, o en ReservarSP7 ,
{p? 7→ c?} = contacto no puede verificarse si p? /∈ dom contacto.
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2.2.5. Derivando casos de prueba
El u´ltimo paso propuesto por el TTF es encontrar valores para las va-
riables que satisfagan las clases de prueba. Estos valores toman el nombre
de casos de prueba abstractos, y son los que se utilizan para generar los
casos con los que testear la implementacio´n. En nuestro ejemplo podemos
encontrar los siguientes:
ReservarTC1 == [Reservar
SP
2 | p? = producto1 ∧
precio = {(producto1 7→ 2)} ∧ c? = cliente3 ∧ contacto = ∅]
ReservarTC2 == [Reservar
SP
4 | p? = producto1 ∧
precio = {(producto1 7→ 2)} ∧ c? = cliente5 ∧
contacto = {(producto3 7→ cliente4)}]
ReservarTC3 == [Reservar
DNF
2 | p? = producto2 ∧
precio = ∅ ∧ c? = cliente1 ∧ contacto = ∅]
ReservarTC4 == [Reservar
DNF
3 | p? = producto1 ∧
precio = ∅ ∧ c? = cliente3 ∧ contacto = {(producto1 7→ cliente2)}]
Notar co´mo los casos de prueba tambie´n se relacionan con las clases de
prueba mediante la inclusio´n de esquemas.
2.3. Sobre Fastest
Fastest es una herramienta que implementa gran parte del proceso de ge-
neracio´n de casos de prueba propuesto por el TTF. Fue concebida por Cris-
tia´ y desarrollada en Java, en su mayor´ıa por Monetti y Albertengo [14] [15]
[16]. Actualmente implementa las etapas del TTF enunciadas en las secciones
anteriores, pero el proyecto tambie´n incluye el refinamiento y abstraccio´n de
los casos de prueba, para poder luego ejecutar el programa en esas situaciones
y verificar los resultados de forma automa´tica. La herramienta se ha logrado
usar exitosamente en algunos casos de estudio de nivel industrial [17].
Previamente vimos co´mo generar los casos de prueba siguiendo los pro-
cedimientos descriptos por el TTF. A continuacio´n, tomaremos el mismo
ejemplo en Z, y generaremos los casos de prueba utilizando la herramien-
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ta. El primer paso a realizar, luego de ejecutar la herramienta, es cargar la
especificacio´n Z:
loadspec sistemaDeReservas.tex
El comando loadspec se utiliza para indicar a Fastest el nombre del archi-
vo que contiene la especificacio´n a utilizar, en este caso, sistemaDeReservas.
tex. Esta especificacio´n debe estar escrita en LATEX utilizando el paquete z-
eves y siguiendo el esta´ndar ISO. Fastest realizara´ un chequeo sinta´ctico y
de tipos una vez que se cargue la especificacio´n, indicando si hay errores. Si
la especificacio´n es correcta, debemos entonces seleccionar los esquemas de
operacio´n para los cuales buscaremos los casos de prueba:
selop Reservar
En este ejemplo, buscamos casos u´nicamente para la operacio´n Reservar .
Esto lo indicamos mediante el comando selop. En caso de querer buscar casos
de prueba para varias operaciones, se pueden invocar varios comandos selop.
Una vez indicada la operacio´n, podemos comenzar a aplicar las ta´cticas de
testing. Fastest aplica, siempre, DNF como primera ta´ctica. Por lo tanto, si
no indicamos ninguna ta´ctica a aplicar, se utilizara´ u´nicamente DNF:
genalltt
La aplicacio´n de ta´cticas en Fastest consta de dos pasos ba´sicos, el primero
es la eleccio´n de las ta´cticas y sus argumentos, y el segundo la generacio´n del
a´rbol de clases usando esas ta´cticas. genalltt es el comando que construye
el a´rbol. Como en nuestro caso no seleccionamos ninguna ta´ctica, obtenemos
so´lo la aplicacio´n de DNF sobre Reservar . El resultado puede ser observado
mediante el comando showtt:
Reservar VIS
Reservar DNF 1
Reservar DNF 2
Reservar DNF 3
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En nuestro ejemplo, queremos aplicar la ta´ctica SP u´nicamente sobre
Reservar DNF 1. Para ello, utilizamos el comando addtactic:
addtactic Reservar_DNF_1 SP \cup contacto \cup \{p? \mapsto c?\}
Este comando toma como entrada cuatro para´metros. El primero, en este
caso Reservar DNF 1, es el nombre de la clase sobre la cual queremos aplicar
la ta´ctica. El segundo para´metro es el nombre de la ta´ctica, SP. El siguiente
argumento indica el operador Z sobre el que se quiere trabajar. De esta
manera Fastest puede determinar la particio´n a utilizar. Por u´ltimo, se indica
la expresio´n Z sobre la que se aplica la ta´ctica, de manera que se pueden
determinar los argumentos de la particio´n. Notar que los u´ltimos argumentos
deben ser indicados utilizando la notacio´n Z en LATEX. Una vez indicada la
ta´ctica, podemos generar el resto del a´rbol usando nuevamente genalltt.
Como vimos anteriormente, algunas de las clases generadas no sera´n sa-
tisfacibles. Fastest permite podar los nodos del a´rbol de forma manual, o se
puede usar el comando prunett para que intente hacerlo de forma automa´ti-
ca. Utilizamos entonces este comando, lo que deja como resultado el siguiente
a´rbol del cual algunas hojas fueron podadas:
Reservar VIS
Reservar DNF 1
Reservar SP 2
Reservar SP 4
Reservar DNF 2
Reservar DNF 3
Como u´ltimo paso, debemos derivar los casos de prueba. Fastest intenta
encontrar un caso para cada clase utilizando el comando genalltca. Este,
buscara´ un caso para cada una de las clases que sean hojas en el a´rbol. Si
no logra encontrar un caso, el usuario podra´ especificarlo manualmente si
as´ı lo desea. No explicaremos co´mo la herramienta busca casos de prueba
ya que no esta´ relacionado con el aporte de este trabajo, adema´s ya ha sido
explicado [13] [14] [18]. Para nuestro ejemplo, Fastest encuentra los siguientes:
21
Reservar VIS
Reservar DNF 1
Reservar SP 2
Reservar SP 2 TCASE
Reservar SP 4
Reservar SP 4 TCASE
Reservar DNF 2
Reservar DNF 2 TCASE
Reservar DNF 3
Reservar DNF 3 TCASE
No los mostraremos en detalle ya que son los que vimos anteriormente al
describir el TTF.
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Cap´ıtulo 3
Ta´cticas de Testing
En este cap´ıtulo veremos en detalle las ta´cticas disponibles en Fastest,
con el fin de analizar los casos en los que se debe aplicar cada una y la
forma en que hay que hacerlo. Si bien en el TTF se definen ma´s ta´cticas, nos
centraremos u´nicamente en algunas de las que fueron implementadas por la
herramienta, ya que son las que utilizaremos luego para definir las estrategias
de testing. Para ma´s informacio´n pueden verse [13] [19].
3.1. Forma Normal Disyuntiva
Esta ta´ctica fue definida originalmente por Stocks y Carrington, aunque
proviene en realidad del concepto de la lo´gica que le aporta su nombre. En
Fastest es la primer ta´ctica que se utiliza para construir el a´rbol. Para eso,
primero debe definir la forma normal disyuntiva del predicado de la operacio´n
a testear, esto es, expresar el predicado como una disyuncio´n de conjunciones
de literales. Se entiende por literal a un predicado ato´mico o la negacio´n de
un predicado ato´mico. El primer paso para llevar cualquier predicado a DNF
es transformar todas las equivalencias de la forma a ⇔ b en el predicado
(a ⇒ b) ∧ (b ⇒ a). Modificadas todas las equivalencias, debemos transfor-
mar las implicaciones, expresando los predicados a ⇒ b de la forma ¬ a ∨ b.
Como tercer paso, se deben distribuir las negaciones ( ¬ ) de forma de gene-
rar u´nicamente negaciones de predicados ato´micos. Para ello se utilizan las
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siguientes reglas:
¬ ¬ a ⇔ a
¬ (a ∨ b)⇔ ¬ a ∧ ¬ b
¬ (a ∧ b)⇔ ¬ a ∨ ¬ b
Por u´ltimo, debemos distribuir las conjunciones sobre las disyunciones.
Como resultado obtenemos el predicado original expresado en DNF. Enton-
ces, podemos tomar cada una de las disyunciones que formen parte de la
precondicio´n de la operacio´n y generar una nueva clase de prueba con ca-
da una de ellas. En el Cap´ıtulo 2, aplicamos esta ta´ctica sobre un ejemplo
sencillo, sobre la operacio´n Reservar . En ese caso, como la operacio´n se de-
fine a partir de la disyuncio´n de los esquemas ReservarOk , ReservarE1 y
ReservarE2, y como estos esquemas ya esta´n expresados en DNF, la opera-
cio´n total ya se encuentra expresada en DNF. Por lo tanto, la aplicacio´n de
la ta´ctica se reduce a generar una clase por cada una de estas operaciones.
El objetivo de esta ta´ctica es generar casos de test para cada una de las
alternativas lo´gicas especificadas para las operaciones. Por ejemplo, para las
operacio´n Reservar , se genera un caso para cuando el producto que se desea
reservar no es un producto del negocio; otro caso cuando el producto ya se
encuentra reservado y un tercer caso para cuando se puede realizar la reserva.
Estos casos de prueba son propensos a encontrar errores en la implementacio´n
bajo la suposicio´n que en el co´digo se tratan de manera distinta estos casos,
as´ı como se lo hizo en la especificacio´n. De esta manera, se ejercitan ambas
secciones del co´digo, tanto la que maneja los casos exitosos como la que lo
hace para los erro´neos. Una posible implementacio´n, podr´ıa ser por ejemplo:
if (p? ∈ dom precio ∧ p? /∈ dom contacto) then
contacto ′ = contacto ∪ {p? 7→ c?}
msg ! = ok
else if (p? /∈ dom precio)
msg ! = productoNoExistente
else
msg ! = productoNoDisponible
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de manera que se testear´ıa el co´digo en cada una de las tres situaciones
posibles.
Un punto a notar es que esta ta´ctica puede no generar una particio´n. Eso
dependera´ de co´mo se haya definido la operacio´n en cuestio´n. Si bien este no
es un comportamiento deseable, en el sentido que se pueden generar casos
de prueba repetidos u orientados al testing de la misma situacio´n, podemos
asegurarnos que habra´ al menos un caso por cada una de ellas.
En Fastest la aplicacio´n de esta ta´ctica se consigue utilizando el comando
genalltt. Como se ha indicado antes, este comando adema´s realiza la apli-
cacio´n de otras ta´cticas si es que hay alguna seleccionada. Entonces, DNF es
aplicada de forma distinta al resto de las ta´cticas en Fastest. Mientras todas
las ta´cticas deben ser seleccionadas previamente para ser aplicadas luego con
genalltt, DNF es aplicada automa´ticamente la primera vez que se llama al
comando.
3.2. Particiones Esta´ndar
Debido a que las especificaciones Z no son u´nicamente una fo´rmula lo´gica,
sino que hacen fuerte uso de operadores matema´ticos (especialmente aquellos
de la teor´ıa de conjuntos), la aplicacio´n de DNF no es suficiente para crear
casos de prueba complejos. El TTF introduce entonces la ta´ctica Particiones
Esta´ndar (SP, de Standard Partitions en ingle´s).
Muchas veces los desarrolladores prefieren utilizar, por ejemplo, listas
como representacio´n de conjuntos finitos, en vez de utilizar estructuras de
datos ya provistas por lenguajes como Java (como HashSet). Debido a esto,
la implementacio´n de algunos operadores matema´ticos puede no ser trivial.
Para estos casos, es recomendable utilizar la ta´ctica SP, la cual, como vi-
mos anteriormente, fue pensada para generar casos de prueba orientados a
testear el co´digo en las distintas situaciones en las que se ve involucrada la
implementacio´n de este tipo de operadores.
Para esto, el TTF define distintas particiones del dominio de una ope-
racio´n, en funcio´n del operador que se quiera analizar. Fastest, a su vez,
define estas particiones y agrega algunas nuevas. Estas particiones fueron
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pensadas para ser modificadas por el usuario segu´n sus necesidades, dando
la posibilidad de generar nuevas particiones para otros operadores tambie´n.
Actualmente se proveen particiones para operadores como /∈, C, ⊕, \, ∪ y
#, entre otros tantos.
Si tenemos por ejemplo, el predicado A′ = A∪B como parte del predicado
de nuestra operacio´n, la particio´n definida para el operador ∪ determina que
se generara´n clases para los siguientes casos:
Tanto A como B son conjuntos vac´ıos
A es vac´ıo, pero B no lo es
A no es vac´ıo, pero lo es B
Ninguno es vac´ıo, pero su interseccio´n lo es
Ninguno es vac´ıo y A es un subconjunto de B
Ninguno es vac´ıo y B es un subconjunto de A
Ninguno es vac´ıo y A es igual a B
A y B tienen elementos en comu´n, pero ninguno es un subconjunto del
otro
Para aplicar esta ta´ctica en Fastest, el usuario debera´ utilizar el comando
addtactic indicando algunos argumentos:
Nombre del esquema o nodo, por ejemplo Reservar
Nombre de la ta´ctica (en este caso SP)
Nombre del operador en LATEX, por ejemplo \cup (∪)
Expresio´n objetivo en LATEX, por ejemplo A \cup B (A ∪ B)
Los primeros dos argumentos son requeridos en la aplicacio´n de cualquiera
de las ta´cticas (excepto DNF que se aplica automa´ticamente). El nombre
del esquema o nodo, indica sobre que´ clase de prueba se aplica la ta´ctica.
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Si se utiliza el nombre de una operacio´n, como ser Reservar , la ta´ctica se
aplicara´ sobre todas las hojas del a´rbol; en cambio, si se selecciona un nodo
del a´rbol, la ta´ctica sera´ aplicada sobre las hojas del suba´rbol que tiene por
ra´ız el nodo en cuestio´n. El otro argumento en comu´n es el nombre de la
ta´ctica a utilizar, en este caso se indica con SP.
El resto de los para´metros son particulares de la ta´ctica seleccionada. Al
aplicar SP debemos indicar, tanto el operador matema´tico a utilizar, como la
expresio´n donde aparece. Ambos argumentos debera´n expresarse en LATEX,
tal como aparecen en la especificacio´n Z. Fastest buscara´ entonces la parti-
cio´n correspondiente para el operador, y reemplazara´ en e´sta los argumentos
utilizados por las expresiones reales. De esta manera obtiene los predicados
caracter´ısticos con los que genera las nuevas clases de prueba. Estas sera´n
agregadas al a´rbol de clases como hijos de cada uno de los nodos hoja sobre
los que se aplico´ la ta´ctica. De esta manera, se crean nuevos nodos hoja,
aumentando la profundidad del a´rbol en el proceso.
3.3. Rangos Nume´ricos
Si bien DNF y SP proporcionan una buena variedad de casos de prue-
ba, algunos casos interesantes au´n quedan por fuera. Por este motivo, en
Fastest, se definio´ la ta´ctica Rangos Nume´ricos (NR, del ingle´s Numeric
Ranges). Esta ta´ctica tiene como para´metro una expresio´n nume´rica expr
y un rango de valores nume´ricos de la forma 〈v1, ..., vn〉, donde se verifica
v1 < ... < vi < ... < vn . La ta´ctica toma estos valores y genera las siguientes
particiones:
expr < v1
vi < expr < vi+1, para cada i entre 1 y n − 1
vn < expr
expr = vi , para cada i entre 1 y n
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Esta ta´ctica es muy u´til, por ejemplo, para testear co´mo se comportan los
programas cuando sus variables nume´ricas se encuentran dentro o fuera de
los l´ımites creados por su implementacio´n. Por ejemplo, una variable del tipo
short en C, puede adoptar valores en el rango [SHRT MIN , SHRT MAX ].
Entonces, es razonable querer testear el programa con valores mayores, me-
nores e iguales a SHRT MIN y SHRT MAX , para aquellas variables de
estado o de entrada que han sido implementadas bajo esas limitaciones.
Aquellas variables definidas en Z utilizando el tipo N, muy probablemente
sean luego representadas en la implementacio´n utilizando un tipo nume´rico
como short o int, entre otros, los cuales presentan l´ımites tanto superiores
como inferiores en los valores que pueden adoptar las variables.
Si observamos el ejemplo definido en el cap´ıtulo anterior, una posible
implementacio´n en C para nuestra funcio´n de precios es utilizar una lista
simplemente enlazada como:
struct precio_nodo
{char* producto;
short valor;
struct precio_nodo* proximo}
Por otro lado, podemos definir una operacio´n simple para modificar el
precio de un producto:
ModificarValorOk
∆Reservas
p? : PRODUCTO
v? : VALOR
p? ∈ dom precio
precio ′ = precio ⊕ {p? 7→ v?}
Entonces, si se desea observar el comportamiento de la operacio´n cuando
un producto tiene un valor en los l´ımites del rango de valores de short, se
puede aplicar la ta´ctica NR, por ejemplo sobre ModificarValorOk :
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addtactic ModificarValorOk NR v? [-32768, 32767]
la cual generara´ las siguientes clases de prueba:
ModificarValorOkNR1 == [ModificarValorOk
DNF
1 | v? < −32768]
ModificarValorOkNR2 == [ModificarValorOk
DNF
1 | v? = −32768]
ModificarValorOkNR3 == [ModificarValorOk
DNF
1 | v? > −32768 ∧ v? < 32767]
ModificarValorOkNR4 == [ModificarValorOk
DNF
1 | v? = 32767]
ModificarValorOkNR5 == [ModificarValorOk
DNF
1 | v? > 32767]
Notar que para lograr una o´ptima aplicacio´n de la ta´ctica, algunos detalles
de la implementacio´n son requeridos. Este tema es abordado con ma´s detalle
en el Cap´ıtulo 4.
3.4. Tipos Libres
Tipos Libres (FT, del ingle´s Free Types) es una ta´ctica de testing pensada
para las situaciones donde se utilizan variables de tipo libre. Los tipos libres
en Z son aquellos tipos donde se especifican exactamente los valores que
puede tomar una variable del tipo. Si se selecciona una de estas variables
para utilizar la ta´ctica, e´sta generara´ una clase por cada uno de los posibles
valores en el tipo.
Por ejemplo, podemos definir el tipo ESTADO que utilizaremos para
determinar si el producto debe ser enviado o si el cliente lo retirara´ en el
comercio:
ESTADO ::= enviar | retirar
Para esto, podemos agregar la funcio´n envio en el esquema Reservas :
Reservas
precio : PRODUCTO 7→ VALOR
contacto : PRODUCTO 7→ CLIENTE
envio : PRODUCTO 7→ ESTADO
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y debemos agregar tambie´n una variable e?, como variable de entrada en
el esquema ReservarOk , donde el cliente indicara´ co´mo desea coordinar la
entrega:
ReservarOk
∆Reservas
e? : ESTADO
...
contacto ′ = contacto ∪ {p? 7→ c?}
envio ′ = envio ∪ {p? 7→ e?}
...
De esta manera, podr´ıamos querer ver el comportamiento del sistema
cuando se realiza la reserva de un producto que se debe enviar, o cuando
no. Entonces la ta´ctica generara´ una clase de prueba para cada uno de los
posibles valores de ESTADO :
ReservarOkFT1 == [ReservarOk
DNF
1 | e? = enviar ]
ReservarOkFT2 == [ReservarOk
DNF
1 | e? = retirar ]
Quedan as´ı generados casos que cubrira´n el testing tanto en las situaciones
donde el producto se retirara´ por el negocio, como cuando debe ser enviado a
la direccio´n del cliente. En Fastest, para aplicar la ta´ctica se debe especificar
u´nicamente el nombre de la variable, adema´s de los para´metros necesarios
del comando:
addtactic ReservarOk_DNF_1 FT e?
3.5. Conjuntos por Extensio´n
Esta ta´ctica fue definida en Fastest, bajo el nombre en ingle´s de In Set
Extension (ISE), y puede aplicarse sobre los esquemas de operacio´n que in-
cluyen, en su precondicio´n, predicados de la forma:
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expr ∈ {expr1, ..., exprn}
En este caso genera n + 1 clases de prueba con las condiciones siguientes:
expr /∈ {expr1, ..., exprn}
expr = expri , para cada i entre 1 y n
Para la utilizacio´n en Fastest de la ta´ctica, el u´nico para´metro que se debe
proporcionar es la expresio´n con el predicado de esa forma:
addtactic Op ISE expr \in \{expr_1, ..., expr_n\}
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Cap´ıtulo 4
Estrategias de Testing
La aplicacio´n de ta´cticas de testing no es una actividad dificultosa, pero
requiere que el usuario tenga conocimientos del TTF para determinar las
ta´cticas que desea aplicar y conocimientos de Z para poder analizar la espe-
cificacio´n y buscar los para´metros que se utilizara´n en ellas. A su vez, au´n
cuando se tengan estos conocimientos, esta actividad puede demandar mucho
tiempo cuando se trabaja con especificaciones de taman˜o considerable.
En el Cap´ıtulo 2 vimos un pequen˜o ejemplo, donde la construccio´n del
a´rbol de clases de prueba se limitaba a la aplicacio´n de dos ta´cticas de testing.
En el mismo escenario, si el usuario quisiera realizar un testing ma´s exhaus-
tivo de la operacio´n, se ver´ıa obligado a aplicar SP en ma´s situaciones, por
ejemplo, podr´ıa haber utilizado los siguientes comandos en Fastest:
genalltt
addtactic Reservar_DNF_1 SP \cup contacto \cup \{p?\mapstoc?\}
addtactic Reservar_DNF_1 SP \in p? \in \dom precio
addtactic Reservar_DNF_1 SP \notin p? \notin \dom contacto
addtactic Reservar_DNF_2 SP \notin p? \notin \dom precio
addtactic Reservar_DNF_3 SP \in p? \in \dom contacto
genalltt
donde el primero construye el a´rbol inicial aplicando DNF y el resto aplica
SP sobre las distintas expresiones encontradas en cada operacio´n.
32
Estrategias Ta´cticas
FUNCIONALIDAD BASICA DNF
ENUMERACIONES DNF FT
LIMITES DE IMPLEMENTACION DNF NR
VALORES IMPORTANTES DNF ISE
MATEMATICA DNF SP
TODA FUNCIONALIDAD DNF SP FT
MATEMATICA Y LIMITES DNF SP NR
BUEN TESTING DNF SP NR ISE
TESTING FUERTE DNF SP NR FT
TESTING COMPLETO DNF SP NR FT ISE
Figura 4.1: Ta´cticas de testing usadas en las estrategias de testing
Queremos que los usuarios tengan la posibilidad de omitir el ana´lisis re-
querido para utilizar esos comandos. Entonces, proponemos la definicio´n e
implementacio´n en Fastest de lo que llamamos estrategias de testing, las cua-
les permiten, por ejemplo, reemplazar la lista de comandos anterior por la
utilizacio´n de una sola directiva notablemente ma´s simple:
applystrategy Enumeraciones Reservar [intensidad]
Una estrategia de testing combina diferentes ta´cticas de testing para ser
aplicadas de forma automa´tica, con la menor interaccio´n posible por parte
del usuario. Lo que permite que el trabajo de e´ste se limite a la eleccio´n
de la estrategia que desea aplicar. Siguiendo el ejemplo, el usuario indica
u´nicamente que desea aplicar la estrategia ENUMERACIONES sobre la operacio´n
Reservar y Fastest aplica las ta´cticas DNF y SP toda las veces que puede1.
A continuacio´n enumeramos las estrategias que hemos definido en Fastest,
con una pequen˜a descripcio´n de cada una de ellas en base al tipo de testing
y casos de prueba que generan. En la tabla 4.1 se puede ver el conjunto de
ta´cticas de testing que aplica cada una.
1La cantidad de veces que se aplica cada ta´ctica depende de la intensidad de testing
elegida. Este para´metro es opcional y sera´ explicado ma´s adelante.
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FUNCIONALIDAD BASICA
Esta es la ma´s simple de las estrategias y la que genera la menor can-
tidad de casos de prueba. U´nicamente genera casos en base a las alter-
nativas lo´gicas presentes en la operacio´n.
ENUMERACIONES
Como lo indica su nombre, esta estrategia se centra en la generacio´n de
casos de prueba en base a los posibles valores de las variables de tipo
enumerado encontradas en la operacio´n.
LIMITES DE IMPLEMENTACION
Cuando los aspectos del co´digo que se desean testear son las limita-
ciones inducidas por el uso de variables de tipo nume´rico, esta es la
estrategia recomendada.
VALORES IMPORTANTES
Algunas operaciones indican expl´ıcitamente los valores que puede tener
una determinada variable. Cuando se desea testear la operacio´n en
cuestio´n con todos estos valores se debe usar esta estrategia.
MATEMATICA
Esta es una de las estrategias ma´s utilizadas, ya que genera casos de
prueba orientados al testing de la implementacio´n de ciertos operadores
matema´ticos.
TODA FUNCIONALIDAD
Esta estrategia combina las estrategias MATEMATICA y ENUMERACIONES.
De esta manera, genera clases de prueba tanto para el testing de la im-
plementacio´n de operadores matema´ticos, como para verificar el com-
portamiento de la operacio´n cuando las variables de tipo enumerado
toman distintos valores.
MATEMATICA Y LIMITES
En este caso se combinan MATEMATICA y LIMITES DE IMPLEMENTACION,
generando casos tanto para el testing de la implementacio´n de opera-
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dores matema´ticos, como para ejercitar la implementacio´n cuando las
variables de tipo nume´rico adquieran valores por fuera de sus l´ımites.
BUEN TESTING
Esta estrategia agrupa las principales ta´cticas utilizadas, lo que genera
un buen cubrimiento de testing en una gran cantidad de situaciones.
Debido a que puede generar una gran cantidad de clases de prueba, se
recomienda utilizarla para el testing de operaciones cr´ıticas o utilizar
una intensidad de testing relativamente baja. Al igual que MATEMATICA
Y LIMITES se centra en testear la operacio´n haciendo foco en la implemen-
tacio´n de los operadores matema´ticos y los tipos nume´ricos utilizados.
Adema´s, busca generar casos para los principales valores que pueden
tomar ciertas variables.
TESTING FUERTE
Al igual que BUEN TESTING, esta estrategia genera un buen cubrimiento
de testing. La u´nica diferencia es que esta estrategia utiliza los valo-
res propuestos para las variables de tipo enumerado presentes en la
operacio´n, lo que suele generar casos ma´s u´tiles a los generados por la
estrategia BUEN TESTING.
TESTING COMPLETO
En este caso se aplican todas las ta´cticas, lo que resulta en el mejor cu-
brimiento posible para la operacio´n si se utiliza con la mayor intensidad
de testing.
Como es posible notar, intentamos nombrar las estrategias con identifi-
cadores que sen˜alen el tipo de testing que producira´n, en vez del conjunto de
ta´cticas que utiliza cada una. Esto se debe a que nuestra intencio´n es esconder
al usuario estos detalles, pero a su vez, permitirle a los usuarios avanzados
aprender la composicio´n de cada una al explorar la documentacio´n.
Desde la perspectiva del usuario, las estrategias de testing se diferencian
unas de otras por las clases de prueba que generan. Tomando el trabajo
de Rapps y Weyuker [20] como inspiracio´n, organizamos las estrategias de
testing de acuerdo a un orden parcial como se muestra en el diagrama de
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FUNCIONALIDAD BASICA
VALORES
IMPORTANTES
ENUMERACIONES
LIMITES DE
IMPLEMENTACION
MATEMATICA
MATEMATICA Y LIMITES TODA FUNCIONALIDAD
BUEN TESTING TESTING FUERTE
TESTING COMPLETO
Figura 4.2: Orden parcial entre estrategias
Hasse representado en la figura 4.2. Las estrategias ma´s cercanas a la parte
superior del diagrama son las que producen una mejor cobertura y aquellas
ma´s pro´ximas al mı´nimo producen una peor cobertura.
Debido a la manera en que las ta´cticas de testing se combinan para cons-
truir el a´rbol de clases de prueba en el TTF (por ejemplo mediante la inclusio´n
de esquemas, lo cual es una forma de conjuncio´n lo´gica), no es importante
el orden en el cual se aplican las ta´cticas. Consideremos la aplicacio´n de dos
ta´cticas cualesquiera T 1 y T 2 sobre una determinada operacio´n Op, donde la
aplicacio´n de cada una de ellas produce n y m nodos respectivamente si son
aplicadas de forma individual. Entonces, si ambas ta´cticas se aplican sobre
Op, sin importar el orden en que se realice, se generara´n n ·m nuevos nodos.
Esto tambie´n explica el orden parcial utilizado para construir el diagrama
de la figura 4.2. En efecto, si E1 y E2 son dos estrategias de testing tales
que hay una arista ascendente de E1 a E2, entonces E2 puede producir al
menos el mismo conjunto de clases de prueba que E1. Esto se debe a que
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todas las ta´cticas de testing que son aplicadas en E1 son aplicadas tambie´n
en E2, ma´s algunas ma´s. Estas ta´cticas extras no necesariamente producira´n
nuevas clases de prueba, aunque s´ı lo hara´n en muchos casos. Por ejemplo,
TODA FUNCIONALIDAD no producira´ resultados diferentes a MATEMATICA si no
hay variables de tipo enumerados en la operacio´n, pero si las hay, entonces
producira´ ma´s clases de prueba. Si hay una arista que asciende de E1 a E2
decimos que E2 es ma´s fuerte que E1 o que E1 es ma´s de´bil que E2.
Las l´ıneas de puntos que rodean un nodo en el diagrama, indican estra-
tegias que pueden ser definidas pero pueden no ser muy u´tiles. Por ejemplo,
LIMITES DE IMPLEMENTACION aplica NR que prueba caracter´ısticas de la imple-
mentacio´n que usualmente no son tan importantes como aquellas probadas
por FT o SP. Por lo tanto, no tiene demasiado sentido utilizar LIMITES DE
IMPLEMENTACION en vez de, por ejemplo, MATEMATICA Y LIMITES o´ simplemente
MATEMATICA.
Todas las estrategias de testing reciben un para´metro que llamamos in-
tensidad de testing. La intensidad de testing es un nu´mero natural positivo,
el cual tiene por defecto el valor 1. Si los usuarios, cuando llaman a una
determinada estrategia, utilizan un valor ma´s grande, entonces la estrategia
puede generar ma´s clases de prueba. La cantidad de clases de prueba depende
del nu´mero de expresiones de un tipo particular que esta´n presentes en la
operacio´n Z a particionar. En la tabla 4.3 se muestran el tipo de expresio-
nes a considerar en cada una de las ta´cticas de testing. Si una estrategia es
definida por ma´s de una ta´ctica, el producto de la cantidad de expresiones
de cada una define la ma´xima intensidad de testing para la estrategia. Por
ejemplo, si Op es una operacio´n Z que tiene n expresiones con un operador
matema´tico para el cual SP esta definida, y m variables de tipo enumerado,
entonces la ma´xima intensidad de testing para TODA FUNCIONALIDAD cuando
es aplicada a Op es m + n. Entonces, si el usuario llama a TODA FUNCIONA-
LIDAD para ser aplicada sobre Op con una intensidad de testing k (donde
1 < k ≤ n + m), Fastest aplicara´ SP y FT, k veces cada una (en diferentes
expresiones y en diferentes variables de tipo enumerado), si es posible (sino,
aplicara´ ma´s veces una ta´ctica hasta sumar k aplicaciones). Por otro lado,
si TODA FUNCIONALIDAD se llama con una intensidad de 1, Fastest aplicara´ SP
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Ta´ctica Expresiones
FT variables de tipo enumerado
SP operadores matema´ticos y expresiones donde aparecen
NR expresiones aritme´ticas
ISE expresiones de la forma expr ∈ {expr1, ..., exprn}
Figura 4.3: Expresiones consideradas en las ta´cticas de testing
y FT una vez cada una, para dos expresiones elegidas entre las disponibles.
Estas expresiones son elegidas en base a nuestros conocimientos emp´ıricos
sobre la efectividad de las ta´cticas para encontrar errores. De esta mane-
ra, se sugiere que operadores tales como ⊕ y −C deben ser favorecidos sobre
otros como ∪ y ∩, que expresiones que involucran subexpresiones ma´s lar-
gas se deben elegir antes que aquellas con subexpresiones ma´s simples, que
tipos enumerados ma´s grandes o conjuntos por extensiones ma´s grandes de-
ben ganar sobre los ma´s pequen˜os y as´ı sucesivamente. Los usuarios pueden
consultar la ma´xima intensidad con respecto a una determinada operacio´n
Z.
Como puede verse, para lograr aplicar las estrategias, Fastest realiza un
ana´lisis esta´tico de la operacio´n seleccionada. Luego de la descripcio´n de las
ta´cticas de testing vistas en el Cap´ıtulo 3 esta´ claro que toda la informacio´n
necesaria para aplicarlas puede ser encontrada en la especificacio´n, con ex-
cepcio´n de NR. En efecto, si la intencio´n es utilizar NR para testear co´mo
se comporta la implementacio´n cuando algunas variables alcanzan los l´ımites
de su tipo, entonces Fastest necesita un poco de informacio´n sobre la im-
plementacio´n, la cual no es, y no deber´ıa ser, parte de la especificacio´n Z.
Algunos de los datos que Fastest podr´ıa necesitar para aplicar NR incluyen
(pero no esta´n limitados a) el lenguaje de programacio´n, la plataforma donde
la implementacio´n va a correr, el compilador, la cantidad de memoria f´ısica
que se tendra´ disponible, etc. En [21] se describe un lenguaje especial que
tiene como objetivo ayudar a refinar casos de prueba generados por Fastest
a los lenguajes de programacio´n de la implementacio´n. Usuarios de este len-
guaje definen las llamadas reglas de refinamiento, donde indican co´mo las
variables de la especificacio´n son implementadas. De esta manera, cuando
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una estrategia de testing necesita aplicar NR, mira la regla de refinamiento
correspondiente y obtiene el tipo (de implementacio´n) de la estructura de
datos utilizada en la implementacio´n de la operacio´n Z. Con esta informa-
cio´n, ma´s el co´digo fuente y algunos archivos de configuracio´n que brinda el
usuario2, la estrategia puede realizar una implementacio´n inteligente de NR.
Consideremos el ejemplo visto anteriormente en el Cap´ıtulo 2 y el ejemplo
elaborado cuando se introdujo NR en el Cap´ıtulo 3. La regla de refinamiento
determina que cada elemento en el rango de precio tiene un campo llamado
valor en un nodo de la lista simplemente enlazada. Entonces, de la informa-
cio´n de configuracio´n completada por el usuario, el lenguaje de programacio´n
y la plataforma utilizada son encontradas (C y Linux de 32-bit, por ejemplo).
Del co´digo fuente se obtiene el tipo de valor (short en este caso). Finalmen-
te, los l´ımites para el tipo short para el lenguaje de programacio´n C y para
la plataforma Linux de 32-bit pueden ser buscados en la base de datos y se
aplica la ta´ctica con estos valores.
Otro aspecto del ana´lisis realizado para automatizar la aplicacio´n de las
ta´cticas de testing refiere a la seleccio´n del mejor nodo del a´rbol de testing
desde el cual la ta´ctica debe aplicarse. Si bien todas las ta´cticas podr´ıan
aplicarse sobre la ra´ız del a´rbol de clases para cada operacio´n, en la mayor´ıa
de los casos se producir´ıan clases vac´ıas o clases que no mejorar´ıan sustan-
cialmente la cobertura obtenida. Entonces, Fastest implementa un ana´lisis
diferente para cada ta´ctica, en pos de encontrar los nodos donde tiene senti-
do aplicar cada ta´ctica y evitar la generacio´n de clases no deseadas:
SP Si la expresio´n es parte de la precondicio´n de la operacio´n, en-
tonces la ta´ctica se aplica a todas las clases de prueba donde
la expresio´n esta´ presente. Cuando la expresio´n es parte de la
postcondicio´n, entonces la ta´ctica se aplica a todas las clases de
prueba, cuyos predicados son equivalentes a las precondiciones
que llevan a la postcondicio´n (esto se resuelve mediante el uso de
DNF).
2Incluyendo informacio´n tales como la plataforma objetivo, el lenguaje de programa-
cio´n, etc.
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FT Esta ta´ctica se aplica a todas las clases de prueba donde la variable
considerada se encuentra presente.
NR Esta ta´ctica se aplica a todas las clases de prueba donde la expre-
sio´n considerada se encuentra presente.
ISE Esta ta´ctica se aplica a todas las clases de prueba donde alguno
de expr , epxr1, ..., exprn esta´ presente.
Finalmente, cada estrategia de testing llama automa´ticamente a prunett
luego de que cada ta´ctica ha sido aplicada. De hecho, la presencia de casos
de prueba insatisfacibles es otra de la razones por las cuales, estrategias de
testing ma´s fuertes no producen necesariamente ma´s casos de prueba que las
ma´s de´biles.
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Cap´ıtulo 5
Lenguaje de Estrategias
En el cap´ıtulo anterior introdujimos la definicio´n del concepto de estra-
tegia de testing y definimos algunas de ellas, de forma que el usuario sin
conocimientos del TTF o de la especificacio´n en particular las puede utilizar.
A continuacio´n definiremos el Fastest Testing Strategies Definition Language
(FTSDL), un lenguaje de scripting que permite definir tanto las estrategias
vistas como otras nuevas, y el cual permitira´ a los usuarios avanzados tener
un mayor control sobre la manera en la que se forman las clases de prueba.
Este lenguaje es de alto nivel y no requiere conocimientos de Java, por lo que
resulta simple de usar.
5.1. Construyendo una Estrategia
Introduciremos FTSDL a medida que definimos una de las estrategias
vistas en el cap´ıtulo anterior utilizando el lenguaje. Pero para eso empeza-
remos por definir una estrategia ma´s simple, la cual iremos modificando. La
llamaremos SPCompleta, ya que aplica la ta´ctica SP toda las veces que puede
sobre todos los nodos del a´rbol:
1 STRATEGY SPCompleta
2 FOREACH( e : getSPExpressions(OP) )
3 addtactic OP SP e.op e
4 END
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5 genalltt
6 prunett
7 END
La primera l´ınea indica tanto el comienzo de la definicio´n de una estra-
tegia como el nombre de la misma, en este caso, SPCompleta. El indicador
STRATEGY, seguido del nombre que deseamos asignarle, determina el inicio de
la definicio´n de la estrategia, la cual realizara´ el trabajo comprendido entre
esta l´ınea y la palabra END correspondiente (en este ejemplo en la l´ınea 7). El
usuario puede separar la definicio´n de varias estrategias dentro de un mismo
archivo indicando el inicio de cada una con la sentencia STRATEGY y delimi-
tando su contenido con la palabra clave END. Luego, puede cargar el archivo
con las estrategias en Fastest y utilizar cualquiera de ellas para generar las
clases de prueba de una determinada operacio´n.
En el cuerpo de la estrategia definimos el comportamiento que esperamos
para la misma, mediante la utilizacio´n de distintas sentencias. En nuestro
ejemplo, la primera de ellas es una sentencia FOREACH, la cual nos permite
definir bucles en el lenguaje. Este tipo de sentencias consta de dos partes.
La primera, entre pare´ntesis, define una variable, en este caso e, la cual
tomara´ distintos valores del conjunto getSPExpressions(OP) en cada ciclo
del bucle. La segunda parte indica lo que se realizara´ cada vez que e tome
uno de esos valores. Por ahora, simplemente aplicara´ una ta´ctica.
getSPExpressions es un operador del lenguaje que permite obtener las
expresiones con las que se puede aplicar la ta´ctica SP sobre una determinada
operacio´n. Este operador tiene como para´metro el nombre de una operacio´n
(OP en este ejemplo) y retorna el conjunto de expresiones que pertenecen a
esa operacio´n y utilizan un operador de Z para el cual hay una particio´n
esta´ndar definida. De esta manera, el bucle realizara´ una iteracio´n para cada
uno de estos elementos. OP es un indicador provisto por el lenguaje que hace
referencia al esquema sobre el que se aplica la estrategia, por ejemplo, si la
estrategia se aplica sobre el esquema Reservar , OP tomara´ este valor durante
la ejecucio´n y getSPExpressions(OP) obtendra´ las expresiones disponibles
para aplicar SP encontradas en ese esquema.
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La sentencia addtactic OP SP e.op e indica a Fastest que debe selec-
cionar la ta´ctica SP sobre la operacio´n OP, utilizando la expresio´n e y su
operador. La variable e cambiara´ su valor en cada iteracio´n, pasando por
todas las expresiones sobre las que es posible aplicar SP.
Entonces, la estrategia primero buscara´ las posibles expresiones (y el ope-
rador utilizado) para aplicar SP sobre una determinada operacio´n. Luego, por
cada uno de estos valores, ejecutara´ el comando addtactic.
En las l´ıneas 5 y 6 se introducen dos nuevas sentencias, las cuales se
ejecutara´n una vez que el bucle haya terminado. genalltt y prunett indican
a Fastest que debe generar el a´rbol de clases con las ta´cticas seleccionadas
previamente y podar los nodos vac´ıos, respectivamente, dando por terminada
la estrategia.
La estrategia recie´n definida es una versio´n aproximada a la estrategia
MATEMATICA vista en el cap´ıtulo anterior. La diferencia principal es que en
SPCompleta se aplica SP sobre todos los nodos, de hecho, primero se se-
leccionan todas las ta´cticas a aplicar y recie´n al final se genera el a´rbol
utiliza´ndolas. De esta manera, el comando genalltt aplicara´ DNF sobre el
VIS de la operacio´n y sobre todos los nodos DNF generados se aplicara´ cada
ta´ctica, produciendo entonces una gran cantidad de nodos vac´ıos y ca´lculos
innecesarios.
La idea entonces es modificar esta estrategia para que se comporte como
MATEMATICA, la cual, aplica SP con una expresio´n so´lo sobre los nodos donde
esta´ presente (o la precondicio´n que lleva a la expresio´n esta´ presente). Para
ello, incluimos en el lenguaje una manera de determinar si una expresio´n e
se encuentra (o si la precondicio´n necesaria lo hace) en un determinado nodo
n:
e IN n
Entonces podemos aplicar la ta´ctica so´lo en los casos donde se verifique
esta condicio´n. Para esto, utilizamos la sentencia IF:
IF ( e IN n )
addtactic n SP e.op e
END
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La sentencia IF ejecutara´ entonces el comando addtactic solo cuando la
expresio´n e IN n se verifique, y no realizara´ nada cuando no.
Recordemos que la estrategia MATEMATICA aplica primero DNF y luego SP
todas las veces que puede (o debe), sobre los nodos generados por DNF. En-
tonces, en nuestra implementacio´n de esta estrategia necesitamos una manera
de obtener los nodos generados por DNF. Para eso, utilizamos la expresio´n:
treeRoot(OP).leaves()
La primera expresio´n, treeRoot(OP), determina la ra´ız del a´rbol de cla-
ses de la operacio´n, y la segunda expresio´n obtiene las hojas del a´rbol. De
esta manera, si al comienzo de la operacio´n incluimos la sentencia genalltt,
Fastest antes que nada generara´ el a´rbol para la operacio´n aplicando DNF y
creando as´ı las primeras hojas. Luego la expresio´n treeRoot(OP).leaves()
tendra´ como valor el conjunto de hojas generadas por DNF. Como hicimos an-
teriormente, podemos iterar sobre este conjunto con una sentencia FOREACH,
donde la variable n representara´ cada uno de estos nodos:
FOREACH( n : treeRoot(OP).leaves() )
IF ( e IN n )
addtactic n SP e.op e
END
END
Podemos utilizar los identificadores predefinidos TI y APPLIED para de-
terminar cuantas ta´cticas de testing debemos aplicar. TI indica la intensidad
de testing que el usuario eligio´ al ejecutar la estrategia, mientras que APPLIED
lleva la cuenta de la cantidad de ta´cticas que se han aplicado desde el co-
mienzo de la ejecucio´n. En ese momento, el inte´rprete inicializa su valor en 0,
y cada vez que una ta´ctica es aplicada, aumenta su valor. Entonces podemos
hacer uso de estos identificadores para verificar si hemos alcanzado la canti-
dad suficiente de ta´cticas aplicadas. Si esto ocurre, damos por terminada la
ejecucio´n mediante la sentencia exit luego de usar los comandos genalltt
y prunett:
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IF (APPLIED == TI)
genalltt
prunett
exit
END
Nos resta entonces encontrar las expresiones para la ta´ctica como hicimos
anteriormente y obtenemos la estrategia MATEMATICA:
STRATEGY Matematica
genalltt
FOREACH( e : getSPExpressions(OP) )
FOREACH( n : treeRoot(OP).leaves() )
IF( e IN n )
addtactic n SP e.op e
IF(APPLIED == TI)
genalltt
prunett
exit
END
END
END
END
genalltt
prunett
END
Se puede notar que podr´ıamos invertir el orden de las sentencias FOREACH,
iterando primero sobre las hojas del a´rbol y buscando las expresiones SP
para cada una de ellas. El problema con esta forma de hacerlo es que si
buscamos la expresiones utilizando la expresio´n getSPExpressions(n), solo
encontraremos expresiones definidas en las hojas, y no aquellas que formen
parte de la postcondicio´n de la operacio´n.
La estrategia MATEMATICA Y LIMITES puede ser definida utilizando como
base la estrategia recie´n definida, lo u´nico que falta es aplicar la ta´ctica NR
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cuando se pueda de la misma forma que se hizo con SP. En vez de utili-
zar getSPExpressions, deberemos utilizar getNRExpressions como podr´ıa
imaginarse y podemos iterar sobre este conjunto como hicimos anteriormen-
te. Un punto a notar es que ambas expresiones devuelven conjuntos, pero,
internamente, los tipos de estos conjuntos son distintos en el inte´rprete. En
el primer caso, los elementos del conjunto son de tipo SPExpr, mientras que
en el segundo tienen el tipo NRExpr. No hay grandes diferencias en estas
estructuras, simplemente podemos realizar distintas operaciones sobre ellas,
como obtener el operador involucrado (e.op) si es de tipo SPExpr o el rango
de valores a utilizar (e.ran) para NRExpr.
Cuando no podamos determinar automa´ticamente el tipo en el lenguaje
de implementacio´n de la variable o expresio´n, debido a la falta de documen-
tos de refinamiento, cuando se aplique la ta´ctica NR, Fastest preguntara´ al
usuario cua´l es el tipo con el que fue implementada la expresio´n, para concluir
de esta manera los valores con los que debe generar las clases.
Otra diferencia que podemos marcar entre las estructuras internas como
SPExpr y NRExpr es el comportamiento que tendra´ la expresio´n e IN n.
Como vimos en el Cap´ıtulo 4, cada ta´ctica debe aplicarse sobre un nodo n en
distintas situaciones. Entonces, cuando la expresio´n e sea de tipo NRExpr,
el operador IN determinara´ si la expresio´n se encuentra presente en el nodo
n, mientras que para SPExpr, debera´ indicar si la expresio´n es parte de la
precondicio´n o de la postcondicio´n de la operacio´n, y en base a do´nde se
encuentre, sen˜alar si el nodo n debe ser objetivo de la ta´ctica. Para los casos
donde se busquen expresiones para las ta´cticas ISE y FT, se generara´n expre-
siones de tipo ISEExpr y FTExpr respectivamente, las cuales se comportan
de forma similar a las ya mencionadas.
En el Ape´ndice B se pueden ver las definiciones de las estrategias pro-
puestas en este trabajo. All´ı, las estrategias hacen uso de la invocacio´n de
otras estrategias en su definicio´n, por lo tanto, la definicio´n de la estrate-
gia MATEMATICA recie´n vista difiere levemente de la presente en el ape´ndice,
aunque su comportamiento es el mismo.
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5.2. Grama´tica y Sema´ntica del Lenguaje
En esta seccio´n del cap´ıtulo veremos la grama´tica de las construcciones
del lenguaje de estrategias, as´ı como su sema´ntica. Para definir la grama´tica
utilizaremos la notacio´n de Backus-Naur (BNF). La grama´tica completa pue-
de verse en el Ape´ndice A. Explicaremos la sema´ntica en base al co´digo Java
generado, ya que es con este lenguaje con el que se implemento´ tanto Fas-
test como el inte´rprete de FTSDL. El inte´rprete toma como entrada co´digo
escrito en este lenguaje, y ejecuta una serie de comandos Fastest (genalltt,
prunett o´ addtactic) como salida, a medida que computa los argumentos
de estos comandos.
Las dos primeras reglas en la definicio´n de la grama´tica son strategy docu-
ment y strategy :
〈strategy document〉 ::= {〈strategy〉 {eol}}
〈strategy〉 ::= ‘STRATREGY’ 〈identifier〉 eol
{〈statement〉}
‘END’
strategy document es la regla de inicio del parser y ba´sicamente indica
que la entrada del inte´rprete puede contener la definicio´n de varias estrategias
de testing. Esto se indica encerrando la expresio´n entre llaves ({ y }) como
muestra la grama´tica, lo que determina que la regla puede aparecer 0 o
ma´s veces. Esta regla se utiliza porque en Fastest se utilizara´ el comando
loadstrategy document, donde document puede ser cualquier archivo que
contenga la definicio´n de estrategias en este lenguaje. Entonces, se puede
concentrar la definicio´n de muchas estrategias en el mismo documento:
STRATEGY A
...
cuerpo de la estrategia A
...
END
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STRATEGY B
...
cuerpo de la estrategia B
...
END
Cada estrategia es parseada bajo la regla strategy , y determina que debe
comenzar por la palabra STRATREGY seguida del nombre y fin de l´ınea (eol),
luego el contenido de la estrategia, y finalmente la palabra END para indicar
que se termina su definicio´n. El nombre de la estrategia es un identificador,
que se utiliza en Fastest para determinar que´ estrategia aplicar cuando se
han definido muchas de ellas. El comando de Fastest:
applystrategy name operation intensity
aplicara´ entonces la estrategia cuyo nombre sea name sobre el esquema de
operacio´n o nodo operation con una intensidad de testing intensity.
El cuerpo de la estrategia se define mediante la utilizacio´n de uno o varios
statement separados por eol . La regla correspondiente en la grama´tica es la
siguiente:
〈statement〉 ::= 〈expression〉 eol
| 〈variable assignment〉 eol
| ‘exit’ eol
| 〈if statement〉
| 〈while statement〉
| 〈for statement〉
| 〈foreach statement〉
Un statement puede ser una sentencia de control de flujo, como if state-
ment , for statement , while statement o foreach statement :
〈if statement〉 ::= ‘IF’ ‘(’ 〈expression〉 ‘)’ [eol] {〈statement〉}
[ ‘ELSE’ [eol] {〈statement〉} ] ‘END’ eol
48
〈for statement〉 ::= ‘FOR’ ‘(’ (〈variable assignment〉 | [〈expression〉]) ‘;’
[〈expression〉] ‘;’ [〈expression〉] ‘)’ [eol] {〈statement〉}
‘END’ eol
〈while statement〉 ::= ‘WHILE’ ‘(’ 〈expression〉 ‘)’ [eol]
{〈statement〉} ‘END’ eol
〈foreach statement〉 ::= ‘FOREACH’ ‘(’ 〈identifier〉 ‘:’ 〈expression〉 ‘)’ [eol]
{〈statement〉} ‘END’ eol
Estas sentencias son utilizadas como en la mayor´ıa de los lenguajes de
programacio´n imperativos, tanto para verificar si se cumplen ciertas condi-
ciones durante la ejecucio´n del co´digo, como para realizar bucles, es decir,
ejecutar varias veces distintas l´ıneas de co´digo. Estas sentencias sera´n le´ıdas
por el inte´rprete y ejecutadas utilizando co´digo Java, con la misma sema´nti-
ca en ambos lenguajes. Ba´sicamente se traducira´ de la grama´tica utilizada
aqu´ı para generar un bucle o un condicional en Java segu´n corresponda. Es
decir, cuando el inte´rprete lea una sentencia if statement , generara´ en Java
una sentencia if, donde la condicio´n a cumplir sera´ el resultado de traducir
la expression en la definicio´n de la regla, y como cuerpo del condicional se
incluira´ el resultado de traducir las sentencias statement . De la misma mane-
ra se traducira´n las sentencias while statement a un while en Java y tanto
for statement como foreach statement traducen a un for en Java. Para la
sentencia en foreach statement en particular, se utilizara´ una forma especial
de for, disponible a partir de Java 1.5, la cual permite definir un bucle para
recorrer una estructura iterable de forma muy simple.
Una de las sentencias utilizadas comu´nmente es variable assignment , la
cual nos permite definir una variable de nuestro lenguaje y asignarle un valor.
Luego podemos acceder (y modificar) este valor utilizando el nombre de la
variable, como en todos los lenguajes de programacio´n imperativos:
〈variable assignment〉 ::= 〈identifier〉 ‘=’ 〈expression〉
Podemos por ejemplo, definir una variable tactica, la cual podr´ıamos
utilizar en una estrategia para determinar la ta´ctica a aplicar. Y podemos
asignarle el valor SP, que representa la ta´ctica particiones esta´ndar:
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tactic = SP
de esta manera, podremos luego utilizar esta variable en representacio´n de
una ta´ctica como argumento para el comando addtactic, o podremos cam-
biar su valor, por ejemplo, dentro de una sentencia if. En este lenguaje no
es necesario definir el tipo de la variable, y podra´ ser utilizada en distintas
situaciones con expresiones de diferente tipo. El inte´rprete creara´ en Java
una variable con el mismo nombre, utilizando una clase definida para ello,
la cual internamente puede almacenar valores de varios tipos (String, Inte-
ger, Node, etc). A su vez, cada vez que un valor sea asignado a la variable,
se determinara´ el tipo de la expresio´n y se almacenara´ debidamente en la
variable. De forma que, cuando se necesite usar el valor de la variable, se
puede utilizar el me´todo correspondiente de la clase para obtener el valor
del tipo correspondiente. Entonces permitimos que el usuario defina y utilice
variables sin pensar en el tipo correspondiente con la que se definira´ en Java.
Las reglas vistas hacen constante uso de expression, regla que se utiliza
para calcular valores, llamar a funciones o invocar comandos de Fastest:
〈expression〉 ::= 〈numeric expression〉
| 〈testing expression〉
| 〈logical expression〉
| 〈literal expression〉
| 〈tactic〉
| 〈z operator〉
| 〈identifier〉
| ‘(’ 〈expression〉 ‘)’
| 〈command〉
| 〈function〉 ‘(’ [〈arglist〉] ‘)’
| 〈expression〉 ‘(’ [〈arglist〉] ‘)’
| 〈expression〉 ‘.’ 〈expression〉
| ‘OP’
| ‘TI’
| ‘APPLIED’
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Como podemos ver, expression representa una gran cantidad de construc-
ciones, entre las cuales encontramos command . Esta es una de las reglas ma´s
importantes, ya que es la que se utiliza para invocar comandos de Fastest y
por ende, define el comportamiento de la estrategia:
〈command〉 ::= ‘genalltt’
| ‘prunett’
| ‘addtactic’ 〈expression〉 〈expression〉 〈expression〉 [〈expression〉]
| ‘applystrategy’ 〈expression〉 〈expression〉
| ‘exit’ [〈expression〉]
El inte´rprete traducira´ estos comandos a Java, como una llamada a las
funciones de Fastest que definen el comportamiento de los comandos. Tanto
genalltt como prunett, no utilizan argumentos, por lo tanto se traducen
directamente a las funciones correspondientes. En el caso de addtactic, es
necesario primero determinar los para´metros. La grama´tica establece que
deben ser cuatro expresiones (con algunas ta´cticas 3), las cuales se utilizara´n
para determinar el nodo u operacio´n sobre la que se aplicara´ la ta´ctica,
que´ ta´ctica aplicar, y luego los dos (o uno) argumentos espec´ıficos de la
ta´ctica (como ser el operador y la expresio´n donde aparece si utilizamos SP,
por ejemplo). Entonces, el inte´rprete traducira´ primero estos para´metros y
luego invocara´ la funcio´n de Fastest con las traducciones correspondientes.
El caso de applystrategy se utiliza de la misma manera, con la diferencia
de que en vez de aplicar un ta´ctica, aplicara´ un estrategia completa.
El comando exit no es un comando propio de Fastest, pero fue an˜adido en
el lenguaje para poder dar por finalizada una estrategia cuando as´ı se desee.
En los ejemplos vistos anteriormente fue utilizado para dar por terminada
una estrategia cuando se alcanza la intensidad de testing. La aplicacio´n de
una estrategia se da por terminada tanto cuando se encuentra la ejecucio´n del
comando exit como cuando se termina de recorrer el co´digo que la define.
En ambos casos, la estrategia retorna como valor la cantidad de ta´cticas
que se aplicaron durante su ejecucio´n. Para ello, durante la ejecucio´n de
una estrategia, el inte´rprete lleva la cuenta de la cantidad de aplicaciones
de ta´cticas realizas. Este valor puede ser accedido en FTSDL utilizando la
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expresio´n APPLIED.
expression adema´s puede ser alguna de las siguientes construcciones:
numeric expression: son construcciones nume´ricas, que nos permiten
utilizar operadores como +, ++, ∗ entre otros. Expresiones de este tipo
se comportan de la misma manera en este lenguaje como en Java. El
inte´rprete las traducira´ a este u´ltimo utilizando los mismos operadores,
ya que todos ellos se encuentran definidos. Estos operadores, pueden
ser aplicados a cualquier expresio´n, ya sean variables, el resultado de
funciones u otras expresiones, teniendo en cuenta que siempre deben
ser nume´ricas. De no ser as´ı, cuando el inte´rprete realiza la traduccio´n
a Java, intentara´ aplicar operadores matema´ticos sobre expresiones que
no tienen el tipo correspondiente, resultando en un error. La grama´tica
para esta regla (y para cualquier otra) se puede ver en el ape´ndice A.
testing expression: estas expresiones son utilizadas mayormente en cons-
trucciones como if, for y while, ya que permiten comparar expre-
siones, dando como resultado valores booleanos, y utilizar estos como
condicionales en las construcciones mencionadas. Esta regla define ope-
radores para ser utilizados entre expresiones como <, ≥, 6= entre otras
similares. El inte´rprete traducira´ estas expresiones a Java utilizando
los mismo operadores en ambos lenguajes, tal como se describe para
numeric expression. La u´nica excepcio´n es cuando se utiliza el opera-
dor IN. En este caso el inte´rprete debera´ invocar una funcio´n en Java la
cual determina si una expresio´n se encuentra en un nodo como explica-
mos anteriormente. Esta funcio´n es definida como parte de Fastest, y se
comporta de manera diferente en base al tipo de expresio´n que recibe
como argumento. Por ejemplo, si buscamos las expresiones a utilizar
en la ta´ctica NR, utilizamos getNRExpressions, donde cada elemen-
to tendra´ el tipo NRExp en Java. Entonces, si tomamos uno de estos
elementos como parte de la sentencia IN, el inte´rprete determinara´ que
deseamos ver si la expresio´n se encuentra en un determinado nodo y
que deseamos corroborar esto porque aplicaremos la ta´ctica NR. De
esta manera, se invoca el me´todo correspondiente para esta ta´ctica.
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logical expression: de forma similar a las anteriores reglas, se definen
aqu´ı operadores lo´gicos como ∧ (&&) y ∨ (||). Estos son traducidos de
la misma manera que los anteriores, es decir, de forma directa a Java.
tactic: hace referencia a las ta´cticas que podemos usar para definir nues-
tra estrategia. Actualmente podemos utilizar SP, NR, ISE o FT. DNF
se aplicara´ so´lo cuando utilicemos el comando genalltt. Expresiones
de este tipo son manejadas como String en Java.
z operator : estos son los operadores de Z, los cuales son utilizados como
argumento para la ta´ctica SP. Al igual que las ta´cticas, se manejan como
String en Java.
identifier : representa una variable. Esta expresio´n puede ser utilizada
tanto para cuando queremos asignarle un valor a la variable, como
cuando querramos utilizar el valor que fue almacenado en la misma.
Como vimos anteriormente, en el primer caso, en Java se creara´ una
variable con el mismo nombre, si au´n no fue creada, y se almacenara´ su
valor. En el segundo caso, se debera´ determinar el contexto donde es
utilizada la expresio´n para determinar as´ı su tipo y obtener el valor
correspondiente en Java.
function: definimos una variedad de funciones o me´todos los cuales
pueden ser utilizados para definir las estrategias. Algunos de estas fun-
ciones se utilizan para acceder a cierta informacio´n de Fastest, como
ser el a´rbol de clases de prueba, o informacio´n que debe ser obtenida
de la especificacio´n, como los posibles argumentos de una ta´ctica. En
cualquiera de estos casos, el inte´rprete simplemente debera´ invocar a
los me´todos correspondientes en Java, algunos de los cuales hemos de-
finido nosotros y otros son simplemente me´todos de los tipos utilizados
ya provistos. Como parte de este proceso, debera´ primero traducir las
expresiones que se utilizan como argumentos. Por ejemplo, si el usua-
rio utiliza node.isLeaf, el inte´rprete debera´ llamar al me´todo isLeaf
definido por nosotros, el cual utiliza el me´todo hasChildNodes propio
de la clase Node, para determinar si el elemento node es una hoja.
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OP: el usuario puede acceder al nombre de la operacio´n a la cual se le
aplica la ta´ctica utilizando esta expresio´n. En Fastest, se utiliza el co-
mando applytactic donde uno de los argumentos es el nombre de una
operacio´n de la especificacio´n (o un nodo si el a´rbol ya fue creado). En
Java, este nombre es almacenado en esta variable, la cual sera´ utilizada
cada vez que se necesite traducir esta expresio´n.
TI: este identificador hace referencia a la intensidad de testing con la
que se invoco´ la estrategia. Su valor puede ser accedido dentro de la es-
trategia, generalmente, para determinar si en un determinado momento
se han aplicado la cantidad requerida de ta´cticas.
APPLIED: ana´logamente a la intensidad de testing, este identificador
permite ver la cantidad de ta´cticas que se aplicaron durante la ejecucio´n
de la estrategia.
El resto de las reglas en la grama´tica definen los detalles de la sintaxis,
como las cadenas de caracteres aceptadas como identificadores para las va-
riables, o los nu´meros que se pueden utilizar. Estas reglas pueden verse en
el Ape´ndice A ya que no aportan ninguna complejidad al lenguaje ni a la
manera en que debe traducirse el mismo.
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Cap´ıtulo 6
Conclusio´n y Trabajos Futuros
El TTF no es el u´nico me´todo de MBT que trabaja con la notacio´n Z
[22] [23] [24] [25] [26] [27] [28]. Algunos de estos me´todos tambie´n hacen uso
de ta´cticas de testing o conceptos similares. Sin embargo, ninguno de ellos
ofrece todas las ta´cticas de testing mostradas en esta tesina; no combinan las
ta´cticas como lo hace el TTF; y tampoco ofrecen el nivel de automatizacio´n
alcanzado por Fastest luego de la definicio´n de las estrategias de testing. Por
otro lado, algunos de estos me´todos [24] [25] describen los casos de prueba co-
mo secuencias de operaciones que ejecuta la implementacio´n. Esta es la forma
en la que trabajan muchos me´todos de MBT para otras notaciones. En estos
casos, los usuarios pueden extraer las secuencias al recorrer un auto´mata. De
hecho, pueden aplicar diferentes criterios de testing para recorrer el auto´mata
de diferentes maneras, lo que genera diferentes conjuntos de secuencias. Este
concepto es similar a las estrategias de testing propuestas en este trabajo,
aunque creemos que las estrategias brindan una idea ma´s cercana sobre co´mo
la implementacio´n sera´ testeada.
Los resultados presentados en este trabajo son otra indicacio´n de que el
TTF puede ser automatizado como cualquier otro me´todo de MBT, tanto
para la notacio´n Z como para otros lenguajes [13] [29]. Antes de obtener
estos resultados, Fastest prove´ıa un nivel de automatizacio´n similar a otras
herramientas de MBT en cuanto a la generacio´n de casos de prueba, elimina-
cio´n de condiciones de prueba insatisfacibles, traduccio´n de casos de prueba
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a lenguaje natural [30] y refinamiento y abstraccio´n de casos de prueba [21].
Entonces, el concepto de estrategia de testing viene de notar que la aplica-
cio´n de ta´cticas de testing au´n requer´ıa cierto trabajo manual que podr´ıa
no ser el adecuado para algunos grupos de usuarios. Adema´s, las estrategias
de testing propuestas provienen de la experiencia y conocimiento obtenidos
luego de aplicar Fastest a varios proyectos y casos de estudio [31] [17]. En
este sentido, nuestra idea de estrategia de testing no es so´lo la unio´n de al-
gunos comandos en forma de script, sino que realmente ayudan al usuario a
evitar realizar un ana´lisis no trivial mediante la implementacio´n de algunas
heur´ısticas de testing.
Las estrategias de testing so´lo contribuyen a la automatizacio´n del proceso
de testing basado en el TTF y Fastest. Lo que significa que no cambian
la teor´ıa subyacente ni las te´cnicas ba´sicas. De hecho, los usuarios pueden
combinar estrategias y ta´cticas para dar forma al a´rbol de testing como ellos
deseen. Por ejemplo, luego de aplicar una estrategia de testing, los usuarios
pueden aplicar ma´s ta´cticas en diferentes suba´rboles del a´rbol de testing y
podar manualmente aquellos nodos que no deseen por alguna razo´n. El orden
parcial que las organiza puede ser extendido o modificado a medida que se
crean nuevas ta´cticas o se modifican las existentes. De hecho, Fastest ofrece
algunas ta´cticas que no han sido consideradas en esta tesina [32], algunas de
las cuales pueden ser utilizadas en nuevas y ma´s fuertes estrategias.
Aunque la Figura 4.2 deber´ıa ayudar a los usuarios a elegir la estrategia
correcta para cada operacio´n Z, cada estrategia de testing debe ser acom-
pan˜ada de una descripcio´n listando sus caracter´ısticas principales en te´rmi-
nos del cubrimiento que ofrecen, estilo de los casos de prueba que generan o
aspectos que ejercitan. El vocabulario de estas descripciones debe ser acorde
al de la comunidad de testing, en vez de aquel de Z, el TTF o las comunidad
de MBT. Ma´s informacio´n te´cnica puede ser provista para usuarios avanza-
dos, quienes adema´s pueden definir o modificar estrategias en los casos donde
se necesita generar casos de prueba de forma particular.
Entonces, la conclusio´n principal que obtenemos de este trabajo es que,
con respecto a los me´todos de MBT, la particio´n de dominios puede ser
realizada de forma automa´tica desde un nivel de abstraccio´n bastante alto y
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con un vocabulario ma´s orientado al testing. Adema´s, el orden parcial que
puede ser definido entre las estrategias permite a los testers elegir la correcta a
partir de lo que sera´ testeado a niveles de implementacio´n en vez de por co´mo
se particiona el dominio de entrada. Este orden parcial puede ser modificado
y extendido con nuevas estrategias a medida que se definen y mejoran.
En el futuro planeamos terminar con la implementacio´n total del lenguaje
FTSDL; pensamos escribir tarjetas descriptivas que ayuden a los testers a
entender de forma informal lo que cada estrategia va a testear y la relacio´n
que hay entre ellas; y deseamos explorar si algunas ta´cticas de testing que
no han sido consideradas todav´ıa, pueden ser utilizadas para definir nuevas
estrategias de testing.
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Ape´ndice A
Grama´tica del lenguaje FTSDL
Lenguaje para la definicio´n de Estrategias en Fastest
〈strategy document〉 ::= {〈strategy〉 {eol}}
〈strategy〉 ::= ‘STRATREGY’ 〈identifier〉 eol
{〈statement〉}
‘END’
〈statement〉 ::= 〈expression〉 eol
| 〈variable assignment〉 eol
| 〈if statement〉
| 〈while statement〉
| 〈for statement〉
| 〈foreach statement〉
〈if statement〉 ::= ‘IF’ ‘(’ 〈expression〉 ‘)’ [eol] {〈statement〉}
[ ‘ELSE’ [eol] {〈statement〉} ] ‘END’ eol
〈while statement〉 ::= ‘WHILE’ ‘(’ 〈expression〉 ‘)’ [eol]
{〈statement〉} ‘END’ eol
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〈for statement〉 ::= ‘FOR’ ‘(’ (〈variable assignment〉 | [〈expression〉]) ‘;’
[〈expression〉] ‘;’ [〈expression〉] ‘)’ [eol]
{〈statement〉} ‘END’ eol
〈foreach statement〉 ::= ‘FOREACH’ ‘(’ 〈identifier〉 ‘:’ 〈expression〉 ‘)’ [eol]
{〈statement〉} ‘END’ eol
〈expression〉 ::= 〈numeric expression〉
| 〈testing expression〉
| 〈logical expression〉
| 〈literal expression〉
| 〈tactic〉
| 〈z operator〉
| 〈identifier〉
| ‘(’ 〈expression〉 ‘)’
| 〈command〉
| 〈function〉 ‘(’ [〈arglist〉] ‘)’
| 〈expression〉 ‘(’ [〈arglist〉] ‘)’
| 〈expression〉 ‘.’ 〈expression〉
| ‘OP’
| ‘TI’
| ‘APPLIED’
〈numeric expression〉 ::= ‘-’ 〈expression〉
| ‘++’ 〈expression〉
| ‘--’ 〈expression〉
| 〈expression〉 ‘++’
| 〈expression〉 ‘--’
| 〈expression〉 ‘+’ 〈expression〉
| 〈expression〉 ‘-’ 〈expression〉
| 〈expression〉 ‘*’ 〈expression〉
| 〈expression〉 ‘/’ 〈expression〉
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〈testing expression〉 ::= 〈expression〉 ‘>’ 〈expression〉
| 〈expression〉 ‘<’ 〈expression〉
| 〈expression〉 ‘>=’ 〈expression〉
| 〈expression〉 ‘<=’ 〈expression〉
| 〈expression〉 ‘==’ 〈expression〉
| 〈expression〉 ‘!=’ 〈expression〉
| 〈expression〉 IN 〈expression〉
〈logical expression〉 ::= ‘!’ 〈expression〉
| 〈expression〉 ‘&&’ 〈expression〉
| 〈expression〉 ‘||’ 〈expression〉
| ‘true’
| ‘false’
〈variable assignment〉 ::= 〈identifier〉 ‘=’ 〈expression〉
〈command〉 ::= ‘genalltt’
| ‘prunett’
| ‘addtactic’ 〈expression〉 〈expression〉 〈expression〉
[ 〈expression〉 ]
| ‘applystrategy’ 〈expression〉 〈expression〉
| ‘exit’ [ 〈expression〉 ]
〈function〉 ::= 〈tree funct〉
| 〈parameters funct〉
| 〈expression funct〉
| 〈string funct〉
| 〈enumeration funct〉
| 〈tactic funct〉
〈tree funct〉 ::= ‘treeRoot’
| ‘leaves’
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| ‘getName’
| ‘children’
| ‘getParent’
| ‘isLeaf’
〈parameters funct〉 ::= ‘getSPOperators’
| ‘getSPExpressions’
| ‘getNRExpressions’
| ‘getFTVariables’
| ‘getISEExpressions’
〈tactic funct〉 ::= ‘expressionSPAppearsIn’
| ‘expressionNRAppearsIn’
| ‘variableFTAppearsIn’
| ‘expressionISEAppearsIn’
〈expression funct〉 ::= ‘getOperator’
| ‘getString’
〈string funct〉 ::= ‘compare’
〈enumeration funct〉 ::= ‘hasMore’
| ‘next’
〈tactic〉 ::= ‘SP’
| ‘NR’
| ‘FT’
| ‘ISE’
〈z operator〉 ::= ‘\cup’
| ‘\cap’
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| ‘\setminus’
| ‘<’
| ‘\leq’
| ‘>’
| ‘\geq’
| ‘=’
| ‘\neq’
| ‘\oplus’
| ‘\dres’
| ‘\ndres’
| ‘\rres’
| ‘+’
| ‘\in’
| ‘\notin’
| ‘\#’
| ‘\extract’
〈arglist〉 ::= 〈expression〉 { ‘,’ 〈expression〉 }
〈literal expression〉 ::= 〈integer〉
| 〈string〉
| 〈char〉
〈identifier〉 ::= (‘a’..‘z’|‘A’..‘Z’) { (‘a’..‘z’|‘A’..‘Z’|‘0’..‘9’|‘_’) }
〈integer〉 ::= (‘0’..‘9’) { (‘0’..‘9’) }
〈string〉 ::= ‘"’ { 〈char〉 } ‘"’
〈char〉 ::= cualquier caracter va´lido
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Ape´ndice B
Estrategias de testing
Antes de poder definir las estrategias de testing presentadas anteriormente
y utilizadas en Fastest, debemos definir cuatro estrategias auxiliares. Estas
estrategias se centran u´nicamente en la seleccio´n de las diferentes ta´cticas
utilizadas, a fin de facilitar luego la definicio´n de las estrategias propuestas.
STRATEGY FTOnly
FOREACH(v:getFTVariables(OP))
addtactic OP FT v
IF(APPLIED == TI)
exit
END
END
END
STRATEGY SPOnly
FOREACH(e:getSPExpressions(OP))
FOREACH(n:treeRoot(OP).leaves())
IF(e IN n)
addtactic n SP e.op e
IF(APPLIED == TI)
exit
END
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END
END
END
END
STRATEGY NROnly
FOREACH(e:getNRExpressions(OP))
FOREACH(n:treeRoot(OP).leaves())
IF(e IN n)
addtactic n NR e e.ran
IF(APPLIED == TI)
exit
END
END
END
END
END
STRATEGY ISEOnly
FOREACH(e:getISExpressions(OP))
FOREACH(n:treeRoot(OP).leaves())
IF(e IN n)
addtactic n ISE e
IF(APPLIED == TI)
exit
END
END
END
END
END
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Ahora podemos definir las ta´cticas presentadas en el trabajo utilizando
las definiciones auxiliares anteriores.
STRATEGY FuncionalidadBasica
genalltt
prunett
END
STRATEGY Enumeraciones
genalltt
applystrategy FTOnly TI
genalltt
prunett
END
STRATEGY LimitesDeImplementacion
genalltt
applystrategy NROnly TI
genalltt
prunett
END
STRATEGY ValoresImportantes
genalltt
applystrategy ISEOnly TI
genalltt
prunett
END
STRATEGY Matematica
genalltt
applystrategy SPOnly TI
genalltt
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prunett
END
STRATEGY TodaFuncionalidad
genalltt
applystrategy SPOnly TI
IF(TI == APPLIED)
applystrategy FTOnly TI
ELSE
applystrategy FTOnly (TI-APPLIED)
END
genalltt
prunett
END
STRATEGY MatematicaYLimites
genalltt
applystrategy SPOnly TI
IF(TI == APPLIED)
applystrategy NROnly TI
ELSE
applystrategy NROnly (TI-APPLIED)
END
genalltt
prunett
END
STRATEGY BuenTesting
genalltt
applystrategy SPOnly TI
IF(TI == APPLIED)
applystrategy NROnly TI
ELSE
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applystrategy NROnly (TI-APPLIED)
END
IF(TI == 2*APPLIED)
applystrategy ISEOnly TI
ELSE IF(TI > APPLIED)
applystrategy ISEOnly (TI-APPLIED)
END
genalltt
prunett
END
STRATEGY TestingFuerte
genalltt
applystrategy SPOnly TI
IF(TI == APPLIED)
applystrategy NROnly TI
ELSE
applystrategy NROnly (TI-APPLIED)
END
IF(TI == 2*APPLIED)
applystrategy FTOnly TI
ELSE IF(TI > APPLIED)
applystrategy FTOnly (TI-APPLIED)
END
genalltt
prunett
END
STRATEGY TestingCompleto
genalltt
applystrategy SPOnly TI
IF(TI == APPLIED)
applystrategy NROnly TI
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ELSE
applystrategy NROnly (TI-APPLIED)
END
IF(TI == 2*APPLIED)
applystrategy FTOnly TI
ELSE IF(TI > APPLIED)
applystrategy FTOnly (TI-APPLIED)
END
IF(TI == 3*APPLIED)
applystrategy ISEOnly TI
ELSE IF(TI > APPLIED)
applystrategy ISEOnly (TI-APPLIED)
END
genalltt
prunett
END
72
