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Opinnäytetyön aiheena oli suunnitella riistakolmiolaskenta-sovellus mobiililait-
teelle. Sovelluksella kerätään riistakolmiolaskennan aikana tehdyt riistaeläinha-
vainnot ja lähetetään ne tietokantaan. 
 
Suunnitelmana sovelluksen toteutukselle oli käyttää apuna yrityksen toteutta-
maa Scatman-tiedonkeruujärjestelmää, jonka rinnalla riistakolmiolaskenta tulee 
toimimaan. Sovellukselle tuli toteuttaa tietokanta, palvelin sekä mobiilikäyttöliit-
tymä.  
 
Opinnäytetyö alkoi perehtymisellä riistakolmiolaskentaan, jonka jälkeen tehtiin 
määrittely sovelluskokonaisuudelle. Sovellukselle suunniteltiin tietokanta sekä 
palvelimen rajapinta, jonka avulla käyttöliittymän ja tietokannan välille saatiin 
tietoyhteys. Lopuksi toteutettiin sovelluksen tietokanta, rajapintafunktioita sekä 
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SANASTO  
AJAX Lyhenne sanoista  Asynchronous Ja-
vaScript And XML. Joukko web-sovellus-
kehityksen tekniikoita, joiden avulla web-
sovelluksista voi tehdä vuorovaikutteisem-
pia 
Back End Taustalla toimiva osa ohjelmasta, jonka 
kanssa käyttäjä ei ole suoraan tekemisissä 
CSS Lyhenne sanoista Cascading Style Sheets. 
On erityisesti WWW-dokumenteille kehi-
tetty tyyliohjeiden laji 
C#   Ohjemointikieli 
Deserialisointi Ohjelmassa olevan datan purkaminen 
merkkijonosta 
HTML Lyhenne sanoista Hypertext Markup Lan-
guage. Web-sivujen kehityksessä käytet-
tävä kuvauskieli 
HTTP Lyhenne sanoista Hypertext Transfer Pro-
tocol. Selaimien ja WWW-palvelimien tie-
donsiirrossa käyttämä protokolla 
 




  8 
JSON Lyhenne sanoista JavaScript Object Nota-
tion. Yksinkertainen avoimen standardin 
tiedostomuoto tiedonvälitykseen 
Karttatiili Englanniksi maptile. Esimerkiksi Maanmit-
tauslaitoksen internetissä julkaisemia kart-
tasivuja, joita käytetään karttasovelluk-
sissa. Karttatiili sisältää yhden karttasivun 
 
Serialisointi Ohjelmassa olevan datan muuttaminen 
merkkijonoksi 
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1 JOHDANTO 
Opinnäytetyöni lähtökohtana oli lähteä kehittämään mobiilisovellusta helpotta-
maan riistakolmiolaskennassa suoritettavaa tiedonkeruuta. Projektin tilaajana 
toimi Scatman Oy, jonka tarkoituksena on tulevaisuudessa jatkokehittää ja pilo-
toida kokonaisuutta maastoympäristössä. 
Scatman Oy:n kehittämällä Scatman-järjestelmällä kartoitetaan öljyvahingon 
seurauksia rannoilla tai muualla maastossa. Suunnitelmana oli toteuttaa riista-
kolmiolaskenta-sovellus, joka tulisi toimimaan osakokonaisuutena Scatman-jär-
jestelmässä. Riistakolmiolaskenta-sovellukseen käytettäisiin Scatman-järjestel-
mää kehittäessä hyväksi todettuja menetelmiä. Tällä mobiilisovelluksella riista-
kolmiolaskennan tiedonkeruu pystyttäisiin suorittamaan maastossa laskentaa 
suorittaessa. Lisäksi tiedot voidaan siirtää ja tallentaa palvelimelle automaatti-
sesti. Sähköinen tiedonkeruu ja tallentaminen mahdollistavat nopeamman tilas-
toinnin ja raportoinnin riistatilanteesta.  
Projektiin kokonaisuuteen sisältyy tämän opinnäytetyövaiheen aikana riistakol-
miolaskenta-mobiilisovellus, web service -rajapinta sekä tietokanta. Järjestel-
mään on mahdollista lisätä myöhemmin ominaisuutena muita riistaeläinten kar-
toituksia, kuten esimerkiksi petohavainto- ja hirvilaskennat. Tulevaisuudessa so-
vellukseen voidaan toteuttaa web-sivusto tallennettujen tietojen tarkastelua var-
ten. 
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2 RIISTAKOLMIOLASKENTA 
2.1 Riistakolmiolaskennan perusteet  
Riistakolmiolaskenta on 1980-luvulla kehitetty riistan laskentamuoto, jolla pide-
tään lukua erityisesti maamme metsäkanalintujen kannoista, sekä niiden muu-
toksista. Tämä on tärkeää riistakantojen tutkimisen, sekä sopivien saaliskiintiöi-
den suunnittelun takia. Laskennan järjestää Riista- ja kalatalouden tutkimuslai-
tos (RKTL) yhdessä Metsästäjäin Keskusjärjestön kanssa. Riistakolmiolasken-
noilla on kolme ensiarvoisen tärkeää päämäärää: 
- metsästyksen suunnittelun parantaminen määrittämällä saaliskiintiöitä 
laskennan tulosten perusteella 
- tiedon hankkiminen riistaeläinten elinympäristövaatimuksista sekä 
elinympäristömuutosten vaikutuksista 
- riistaeläinseurantojen kokoaminen saman runsausseurannan piiriin. 
Olennaista on kerätä tietoja useista lajeista samalla alueella, että ymmär-
retään niiden vaikutus toisiinsa. (1, linkit Kolmiolaskenta -> Mitä on kol-
miolaskenta.)  
Riistakantojen tunteminen on välttämätön edellytys kestävän metsästysverotuk-
sen suunnittelussa. Pitkältä aikaväliltä tehdyt laskelmat antavat ymmärryksen 
eläinkantojen luontaisesta vuosivaihtelusta, ja mahdollistavat pitkäaikaismuu-
tosten havaitsemisen. (1, linkit Kolmiolaskenta -> Mitä on kolmiolaskenta.) 
2.1.1 Historiaa 
Riistantutkimus on tehnyt vuodesta 1945 lähtien ns. riistatiedustelun, jossa noin 
500 havainnoitsijaa kerää havaintoja maamme riistaeläinten kannoista, sekä 
kantojen muutoksista edellisvuoteen verrattuna. Vielä 1980-luvun lopulla oltiin 
huonosti perillä aivan tavallistenkin riistalajien runsaudesta ja runsauden vaihte-
lusta. (1, linkit Kolmiolaskenta -> Mitä on kolmiolaskenta.) 
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1980-luvulla pyrittiin löytämään menetelmä, jolla saataisiin mahdollisimman mo-
nesta riistalajista kattava laskentatulos yhdellä laskentakerralla. Päädyttiin las-
kentamuotoon, jossa yhdelle karttasivulle piirretyllä kolmioalueella suoritettiin 
kolmion linjoja pitkin kuljettava riistalaskenta. (1, linkit Kolmiolaskenta -> Mitä on 
kolmiolaskenta.). 
2.1.2 Riistakolmio 
Riistakolmio on yhdelle karttasivulle piirretty tasasivuinen kolmio. Yhden kol-
mion sivun pituus on 4 km, ja siten yhdessä laskennassa kuljettava etäisyys on 
12 km (kuva 1). Kolmioiden ideana on ollut alusta pitäen, että niiden paikat py-
syvät muuttumattomina vuodesta toiseen. Vaikka alue muuttuisi sille tehtyjen 
metsähakkuiden tai rakentamisen takia, tulisi silti kulkea alkuperäistä riistakol-
mion reittiä. (9, s. 2.) 
  
KUVA 1. Riistakolmio karttapohjalla (9, s. 3.) 
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2.1.3 Riistakolmioverkostot 
Kolmiolaskennan suunnitteluvaiheessa arvioitiin noin 1200 riistakolmion riittä-
vän koko maamme alueella takaamaan riittävän tietouden riistalajien kannan-
vaihtelusta. Alkuvuosina tavoite täyttyi, mutta nykypäivään mennessä riistakol-
mioita on autioitunut jonkin verran. Edelleenkin painotetaan riistakolmioiden py-
syvyyttä. Vaikka riistakolmion maasto muuttuisi, on pyrittävä silti tekemään las-
kenta juuri samalla alueella vuodesta toiseen. Tällä saadaan tietoutta metsä-
hakkuiden sekä muiden alueellisten muutosten vaikutuksesta riistaeläinkan-
toihimme. Kaikkiaan riistakolmioita maahamme on perustettu noin 1650 kappa-
letta (kuva 2), joista viimevuosina on laskettu noin 800, mikä on jäänyt jonkin 
verran alkuperäisestä tavoitteesta (kuva 3). (9, s. 4.) 
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KUVA 2. Riistakolmiot maassamme (9, s. 5.) 
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KUVA 3. Riistakolmiolaskennat maassamme (9, s. 6.) 
2.2 Laskentamuodot 
Riistakolmiolaskenta jaetaan kesä- sekä talvilaskentoihin, joita tässä luvussa 
käsitellään. 
2.2.1 Kesälaskenta 
Kesälaskenta suoritetaan aikavälillä 26.7–10.8, mutta mieluiten 4.8. mennessä. 
Laskenta tehdään yhden päivän aikana päiväsaikaan, mutta pyritään välttä-
mään ääreviä säätiloja kuten kylmää, hellettä, voimakasta sadetta tai voima-
kasta tuulta. Laskennassa lasketaan näköhavainnot seuraavista metsäkanalin-
nuista: metso, teeri, riekko ja pyy. Lisäksi lasketaan havainnot metsäjäniksestä 
ja lehtokurpasta. (1, linkit Laskentaohjeet -> Kesälaskentaohje.)   
Laskennassa edetään kolmen hengen rintamassa siten, että keskimmäinen 
henkilöistä suunnistaa ja pyrkii kulkemaan tarkasti kartalle merkittyä riistakol-
mion sivua pitkin. Laskijoiden rintamaketju laskee linnut yhteensä 60 metriä le-
veältä pääkaistalta. Tämä onnistuu parhaiten siten, että molemmat henkilöt 
suunnistajan lisäksi pitävät 20 metrin etäisyyden tähän hänen molemmin puolin, 
ja laskevat lentoon lähtevät linnut 10 metrin etäisyydeltä itsestään. Myös suun-
nistaja laskee 10 metrin etäisyydeltä molemmin puolin havaitut linnut. Tiheän 
metsän sekä maastonmuotojen takia etäisyys keskimieheen on usein vaikeaa 
pitää tarkalleen 20 metrissä. Tällöin on oleellista tarkistaa, lähtivätkö linnut len-
toon 60 metrin pääkaistalta. Jos linnut lähtivät lentoon pääkaistan ulkopuolelta, 
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merkitään niiden havainto omalle sarakkeelleen lomakkeella (liite 1). Jos kol-
miolinjalle osuu järvi, lampi tai pelto, ne kierretään, eikä kierron aikana tehtyjä 
havaintoja kirjata ylös. (1, linkit Laskentaohjeet -> Kesälaskentaohje.)   
Kirjattavat havainnot jaetaan kahteen ryhmään: 60 metrin pääkaistalta havaitut 
linnut ja pääkaistan ulkopuolelta havaitut linnut, jotka kirjataan ylös omille sarak-
keilleen. Tarkka havaintopaikka merkitään kartalle juoksevalla numerosarjalla, 
joka tulee olla sama kuin havaintolomakkeen rivinumero. Aikuisista linnuista 
käytetään havaintoa kirjatessa tunnuksia: N = naaras, K = koiras ja O = suku-
puoli tuntematon. Poikasista käytetään tunnusta p. Täten esimerkiksi naaras-
puolinen teeri ja kolme poikasta merkitään: teeri N + 3p. Jos poikasten luku-
määrästä ollaan epävarmoja, kirjataan poikasten havainto sulkeisiin. Havainto 
kirjataan tällöin: teeri N + (3p). Jos osa poikasista on pääkaistan ulkopuolella ja 
osa sisäpuolella, merkitään havainto emolinnun havaintopaikan mukaisesti. 
Metso- ja teerikukot eivät osallistu poikueen hoitamiseen, mutta pyyn ja riekon 
molemmat emolinnut voivat olla poikueen läheisyydessä. Tässä tilanteessa 
merkintä kirjataan: riekko NK + 5p. Jos emolintua ei havaita ollenkaan, merkintä 
kirjataan: riekko 3p. (1, linkit Laskentaohjeet -> Kesälaskentaohje.).   
2.2.2 Talvilaskenta  
Talvilaskennassa keskitytään enimmäkseen lumijälkien laskemiseen. Kolmiolin-
jan ylittävät jäljet lasketaan seuraavista lajeista: metsäjänis, rusakko, orava, 
liito-orava, majava, piisami, susi, kettu, naali, supikoira, karhu, kärppä, lumikko, 
minkki, hilleri, näätä, ahma, mäyrä, saukko, ilves, villisika, valkohäntäpeura, 
hirvi, metsäpeura ja metsäkauris. Lisäksi lasketaan näköhavainnot seuraavista 
lajeista: metso, teeri, riekko, pyy, peltopyy, fasaani, kanahaukka ja korppi. (1, 
linkit Laskentaohjeet -> Talvilaskentaohje.) 
Kolmion laskenta suoritetaan yhtenä päivänä, johon voi osallistua useita laski-
joita. Laskennan tuloksiin vaikuttavat merkittävästi sen ajan säätilanne ja lumiti-
lanne, jolloin jäljet ovat syntyneet. Varsinaista laskentaa ennen tehdään ns. kol-
mion esikierto, jossa lumeen merkataan näkyvästi jokainen kolmiolinjan ylittävä 
jälkihavainto. Varsinainen laskenta suoritetaan vuorokauden jälkeen esikier-
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rosta, jonka aikana kirjataan ylös kaikki esikierron jälkeen syntyneet jälkihavain-
not. Jos esikiertoa ei tehdä, laskenta tulee suorittaa 1–2 vrk:n kuluttua sellai-
sesta lumisateesta, joka on peittänyt siihen asti syntyneet jäljet. Talvilasken-
nassa kolmiolinjalla olevat järvet, lammet ja pellot pyritään ylittämään ja laske-
maan jäljet niiltäkin osuuksilta. Mikäli alue joudutaan kiertämään, kierron aikana 
havaittuja jälkiä tai näköhavaintoja ei kirjata. (1, linkit Laskentaohjeet -> Talvi-
laskentaohje.)  
Jälki -sekä näköhavainnot merkitään kartan kolmiolinjalle lyhyillä poikkiviivoilla, 
numeroidaan ja selitetään havaintolomakkeella (liite 2). Jos samassa kohdassa 
havaitaan useita jälkiä, merkitään ne ainoastaan yhdellä poikkiviivalla sekä tar-
vittavalla määrällä numeroita. Jokainen numero kirjataan havaintolomakkeelle 
silti omalle rivilleen. Laskennassa kirjataan ainoastaan jäljet jotka risteävät 
kulku-uran kanssa. Poikkeuksena susi ja kettu, joiden jäljet voidaan kirjata ylös, 
mikäli nämä ovat selvästi varoneet ylittämästä esikiertouraa. (1, linkit Laskenta-
ohjeet -> Talvilaskentaohje.). 
2.3 Riistakolmiolaskennan tulokset 
Ainutlaatuiset riistakolmioaineistot ovat nostaneet suomen riistatutkimuksen 
kansainväliseen kärkeen. Tietoisuus on kasvanut riistavarojen ja metsästyksen 
välisestä suhteesta. Tällä tarkoitetaan metsästyksen ekologista kestävyyttä, eli 
riistalajien monimuotoisuuden säilyvyyttä. (1, linkit Kolmiolaskenta -> Mitä on 
kolmiolaskenta.) 
Riistakolmiolaskentojen tulokset ovat antaneet hyvät edellytyksen riistalajien 
kannanvaihteluiden tutkimiseen. Esimerkiksi metsäkanalintujen kannanvaihtelut 
ovat osoittautuneet jaksottaisiksi. Kantojen huiput ja aallonpohjat ovat seuran-
neet toisiaan keskimäärin 6–7 vuoden välein. (1, linkit Kolmiolaskenta -> Mitä 
on kolmiolaskenta.) 
Saadusta aineistosta on myös pystytty tutkimaan petojen ja saaliseläinten vä-
listä vuorovaikutusta eripuolella maata. Esimerkiksi on pystytty tutkimaan pe-
toeläinten käyttäytymistä alueilla, joilla saaliseläimiä on niukemmin saatavilla. 
Metsästäminen lasketaan myös saalistukseksi, ja tähän riistakolmiolaskentojen 
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tulokset ovat vaikuttaneet saaliskiintiömuutoksilla, metsästysrajoituksilla ja met-
sästyspoliittisilla muutoksilla. (1, linkit Kolmiolaskenta -> Mitä on kolmiolas-
kenta.) 
Kolmiolaskentojen tuloksista ovat hyötyneet sekä EU, maa- ja metsätalousmi-
nisteriö että metsästysseurat. Tietoja käytetään myös ympäristöhallinnossa 
sekä maa- ja metsävarojen käytön suunnittelussa. (1, linkit Kolmiolaskenta -> 
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3 SOVELLUKSEN SUUNNITTELU 
Tässä pääluvussa esitetään vaatimusmäärittely sovellukselle sekä kuvataan so-
velluksen pääosilta vaadittavat toiminnot. 
3.1 Vaatimusmäärittely 
3.1.1 Käyttäjävaatimukset 
Käyttäjävaatimuksilla tarkoitetaan toimia, jotka käyttäjän tulee pystyä toteutta-
maan sovellusta käyttäessä. Mobiilikäyttöliittymän käyttäjävaatimuksia ovat 
- sovellukseen kirjautuminen 
- riistakolmion lataaminen 
- pääsy kaikkiin käyttäjän organisaation riistakolmioihin 
- oman sijainnin näkeminen kartalla 
- havainnon lisääminen  
- havaintojen lähettäminen palvelimelle. 
3.1.2 Toiminnalliset vaatimukset 
Toiminnalliset vaatimukset ovat sovelluksen toimimiseen edellytettäviä vaati-
muksia järjestelmältä. Toiminnallisia vaatimuksia ovat 
- tiedon tallentaminen tietokantaan 
- tiedon lukeminen tietokannasta 
- kaksisuuntainen ja tietosuojattu tiedonsiirto mobiililaitteen ja palvelimen 
välillä 
- mobiililaitteen paikkatiedon (GPS) käyttäminen 
- mobiililaitteen paikallisen tallennustilan käyttäminen. 
3.1.3 Ei-toiminnalliset vaatimukset 
Ei-toiminnalliset vaatimukset liittyvät sovelluksen käytettävyyteen. Ei-toiminnalli-
sia vaatimuksia ovat 
- sovelluksen helppo käytettävyys maasto-olosuhteissa 
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- sovelluksen tulee toimia mahdollisimman monella mobiililaitteella 
- sovellus tulee suojata sisäänkirjautumisella käyttäjätunnuksen ja salasa-
nan avulla. 
3.2 Tietokannan määrittely 
Sovelluksessa käytettävä data sijaitsee tietokannassa (liite 3) olevissa tau-
luissa. Tietokannasta tulee löytyä tallennusmahdollisuus seuraaville tiedoille: 
- käyttäjätiedot 
- havaitun riistaeläimen tiedot 
- riistakolmion paikkatiedot 
- organisaation tiedot 







User-taulu sisältää käyttäjän perustiedot, sekä tämän kirjautumistiedot sovelluk-
seen. Organization-taulu sisältää tiedot eri organisaatioista. Näitä voivat olla 
esimerkiksi eri yritykset tai riistanhoitoyhdistykset. Tämä taulu mahdollistaa or-
ganisaatiolle määrättyjen riistakolmioiden tietojen linkittymisen käyttäjälle, joka 
kuuluu tähän organisaatioon. Sighting-taulu sisältää tiedot riistaeläimistä teh-
dyistä havainnoista. SightingType-taulu sisältää eri havaintotyypit, esimerkiksi 
kesä- ja talvihavainnot. Tämä taulu antaa mahdollisuuden lisätä sovellukseen 
uusiä havaintotyyppejä ilman muutosten tekemistä käyttöliittymäkoodiin. Or-
ganizationTriangle-taulu määrittää mitkä riistakolmiot kuuluvat millekkin organi-
saatiolle. Triangle-taulu sisältää tiedon riistakolmion paikkatiedoista. Opinnäyte-
työn liitteet osioista löytyy tarkka kuvaus tietokannan rakenteesta (liite 3). 
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3.3 Palvelimen rajapinnan määrittely 
Palvelimen rajapinta toimii tiedonkäsittelijänä mobiilikäyttöliittymän ja tietokan-
nan välillä. Tässä sovelluksessa palvelimen rajapinnalta vaaditaan vähintään 
seuraavat kolme toimintoa: 
- sisäänkirjautumisessa rajapinnan on pystyttävä tunnistamaan käyttäjä ja 
palauttamaan tälle tietoa. 
- havainnon lisäämisessä rajapinnan on pystyttävä tallentamaan käyttäjän 
havaitsemat tiedot 
- havainnon päivittämisessä rajapinnan on pystyttävä hakemaan tietokan-
nassa jo oleva havaintotieto ja päivittää se 
3.4 Mobiilikäyttöliittymän määrittely 
Mobiilikäyttöliittymältä vaaditaan seuraavat toiminnot: 
- sisäänkirjautuminen 
- riistakolmion valinta 
- kartan näyttäminen 
- paikkatiedon määrittäminen 
- riistakolmion piirtäminen kartalle 
- käyttäjän paikan piirtäminen kartalle 
- havaintojen merkkaus kartalle 
- tiedon tallennus paikallisesti 
- tiedonsiirto palvelimelle 
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4 SOVELLUKSEN TOIMINNAN KUVAUS 
Kuva 4 antaa peruskäsityksen sovelluksen rakenteesta. 
 
KUVA 4. Sovelluksen rakenne 
 
4.1 Sovelluksen toiminta yleisesti 
Alussa sovellus kysyy käyttäjätunnuksen ja salasanan. Käyttäjän syöttämät tie-
dot välitetään palvelimelle, jossa tunnuksen ja salasanan oikeellisuus varmiste-
taan. Käyttäjän organisaation riistakolmiotiedot ja niiden karttatiilet välitetään 
palvelimelta mobiililaitteelle, joka tallentaa tiedot paikalliseen muistiin. Kirjautu-
misvaihe vaatii toimivan tietoliikenneyhteyden palvelimeen, mutta kun tiedot on 
kertaalleen haettu mobiililaitteeseen, voidaan riistakolmiolaskenta suorittaa of-
fline-tilassa. Palvelimelta haetut riistakolmion tiedot mahdollistavat nyt riistakol-
mion piirtämisen karttatiilistä muodustuneen kartan päälle. Mobiililaitteen gps-
toiminto määrittää tämän jälkeen laskennan suorittajan oman paikan kartalle. 
Kun laskennan suorittaja liikkuu, sovellus piirtää tämän kulkeman reitin mobiili-
laitteen kartalle. Tällä tavalla käyttäjän on helppo suunnistaa pitkin riistakolmion 
sivua. Sovellus tallentaa käyttäjän tekemien havaintojen paikkatiedot, ajan sekä 
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käyttäjän tekemät valinnat mobiililaitteen paikalliseen muistiin. Tallennettu ha-
vainto jää näkymään omana merkkinä kartalle. Laskenta suoritetaan tällä ta-
valla loppuun, jonka jälkeen käyttäjä voi lähettää paikalliseen muistiin tallenne-
tut havaintotiedot palvelimen tietokantaan. Myös tähän vaiheeseen vaaditaan 
tietoliikenneyhteys. 
4.2 Palvelimen rajapinta 
Palvelimen rajapinnan tehtävänä sovelluksessa on käsitellä sekä välittää tietoa 
mobiililaitteen ja tietokannan välillä. Tässä järjestelmässä rajapintatoimintoja 
tarvitaan vähintään kolme, jotta sovelluksen toiminta on mahdollista. 
Kirjautumisvaiheessa verrataan mobiililaitteen lähettämiä kirjautumistietoja tieto-
kannassa oleviin tietoihin. Mikäli kirjautumistiedot täsmäävät, palautetaan mobii-
lilaitteelle käyttäjän organisaation tiedot. Kirjautuminen epäonnistuu mikäli tiedot 
poikkeavat. 
Havainnon lisäyksessä tarkistetaan vielä käyttäjätiedot, eli tunnistetaan mobiili-
laitteen käyttäjä. Seuraavaksi tarkistetaan havainnon tietojen oikeellisuus. Lo-
puksi rajapintatoiminto tallentaa havaintotiedon tietokantaan. 
Havaintojen päivittäminen toimii hyvin samankaltaisesti kuin havainnon lisäys. 
Päivitystoiminto hakee tietokannasta havainnon avaintiedolla olemassa olevan 
havainnon. Sitten se korvaa olemassa olevan havainnon tiedot uusilla ja tallen-
taa muutokset tietokantaan. 
4.3 Käyttöliittymä 
Tässä osiossa kuvataan mobiilikäyttöliittymän toiminta askel askeleelta.   
4.3.1 Sisäänkirjautuminen 
Sovelluksen käynnistyessä ensimmäisen kerran käyttäjä ohjataan sisäänkirjau-
tumiseen (kuva 5). Käyttäjä syöttää käyttäjätunnuksensa sekä salasanansa. 
Onnistuneen sisäänkirjautumisen jälkeen käyttäjä ohjataan riistakolmion valinta-
näytölle. Tässä vaiheessa sovellus on hakenut käyttäjän organisaation tiedot 
tietokannasta ja tallentanut ne laitteen paikalliseen muistiin. Tämä mahdollistaa 
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laitteen käytön offline-tilassa. Mikäli käyttäjä ei kirjaudu ulos palvelusta, niin so-
velluksen käynnistyessä seuraavan kerran käyttäjä ohjataan suoraan riistakol-
mion valintanäytölle. 
 
KUVA 5. Sisäänkirjautuminen mobiilikäyttöliittymässä 
4.3.2 Riistakolmion valinta 
Seuraavana näkymänä aukeaa riistakolmion valintasivu (kuva 6). Tältä sivulta 
löytyy alasvetovalikko, jonka vaihtoehtoina on tietokannasta haetut riistakolmio-
tiedot. Mikäli käyttäjän organisaation tiedoista löytyy useampi kuin yksi riistakol-
mio, tulee käyttäjän tässä vaiheessa valita, minkä niistä haluaa laskea. Valinnan 
tehtyä riistakolmiolaskenta alkaa ja käyttäjä ohjataan karttanäkymään. 
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 KUVA 6. Riistakolmion valinta mobiilikäyttöliittymässä 
4.3.3 Karttanäkymä 
Karttanäkymässä (kuva 7) näkyy kartalle piirrettynä riistakolmion sivut sekä 
käyttäjän sijainti. Käyttäjä lähtee suunnistamaan pitkin riistakolmion sivua, ja mi-
käli hän poikkeaa linjalta, on hänen helppo palata takaisin kävelemään oikealle 
kohdalle. Kun käyttäjä havaitsee riistaeläimen hän painaa Lisää-painiketta ja 
hänet ohjataan havainnon lisäyssivulle. Karttanäkymästä selviää myös käyttä-
jän tekemät riistaeläinhavainnot, jotka näkyvät kartalla omina merkkeinä. Merk-
kiä painamalla käyttäjä pääsee takaisin kyseisen havainnon lisäykseen, jossa 
hän voi tarvittaessa muokata virheelliset tiedot oikeiksi. 
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KUVA 7. Karttanäkymä 
4.3.4 Havainnon lisääminen 
Havainnon lisäyssivulla (kuva 8) käyttäjä valitsee sivulla näkyvistä alasvetovali-
koista oikeat riistaeläimen tiedot sekä mahdollisten poikasten lukumäärän. Va-
linnat tehtyä hän tallentaa tiedot mobiililaitteen paikalliseen muistiin. Tässä vai-
heessa käyttäjä ohjataan takaisin karttanäkymään, ja juuri tehty havainto näkyy 
karttanäkymässä omana merkkinä. 
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KUVA 8. Havainnon lisääminen mobiilikäyttöliittymässä 
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5 TOTEUTUS 
5.1 ASP.NET MVC 
Sovelluksen toteutuksessa työkaluna käytettiin Microsoft Visual Studio-ohjelmis-
tokehitysympäristöä. Sovellus tehtiin web-sovelluksena käyttäen ASP.NET 
MVC -ohjelmistokehystä. Sovelluksen graafisen ulkoasun rakenteen ja tyylitte-
lyn toteutukseen käytettiin HTML-kuvauskieltä (Hyper Text Markup Language) 
ja CSS-tyylisääntöjä (Cascading Style Sheets). Käyttöliittymän dynaaminen toi-
minta toteutettiin JavaScript-ohjelmointikielellä ja palvelimen rajapinta ohjelmoi-
tiin C#-kielellä.  
 
KUVA 9. MVC-toiminta (3.) 
ASP.NET MVC -ohjelmistokehys on Microsoftin tekemä ja sitä käytetään erityi-
sesti web-sovellusten käyttöliittymien toteutuksessa. MVC tulee sanoista Model, 
View, Controller eli malli, näkymä ja ohjain (kuva 9). Mallit hallitsevat sovelluk-
sen dataa ja ilmoittavat näkymille ja ohjaimille, mikäli sen tilassa havaitaan 
muutosta. Näkymät pyytävät tietoa malleilta ja toteuttavat käyttäjälle näkyvän 
osan sovelluksesta. Ohjaimet ottavat vastaan käyttäjän komentoja ja muuntavat 
ne komennoiksi näkymille tai malleille.   
5.2 Tietokanta 
Sovelluksen tietokannan hallintaan käytettiin Microsoftin SQL Server -sovel-
lusta, joka on RDBMS-tyyppinen (relational database management system). 
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Sitä käytettiin tämän projektin aikana, kun haluttiin nähdä mitä muutoksia tieto-
kantaan oli todellisuudessa syntynyt. 
Tässä sovelluksessa tietokanta on luotu code first -menetelmällä, missä tieto-
kanta määritellään model-luokkina ja varsinainen tietokanta luodaan näiden 
pohjalta automaattisesti (2). Käytännössä koodin model-luokka vastaa siis tieto-
kannan taulua ja kuvaa sen avaimet ja relaatiot muihin tauluihin. Seuraavaksi 
esitetään prosessi tietokannan User-taulun toteutusvaiheista. Kaikki sovelluk-
sen tietokannan taulut on luotu käyttäen samaa periaatetta. 
Ensimmäisenä vaiheena luodaan käyttäjätiedoille model-luokka, johon tulee 
kaikki käyttäjälle tarvittavat tiedot. Kuva 10 esittää sovelluksen UserModel-luo-
kan. 
 
KUVA 10. Käyttäjätietojen model-luokka 
Toisena vaiheena luodaan DataContext-luokka, joka määrittelee sovelluksen 
muistiin model-luokkien avulla tietokantaa vastaavan rakenteen. Se myös gene-
roi valmiiksi yhteyskoodin tietokantaan, mikä sallii sovelluksesta tehdyt tietokan-
takyselyt. DataContext seuraa automaattisesti sovelluksen tekemiä muutoksia 
muistissa oleviin model-ilmentymiin ja välittää muutokset transaktioina varsinai-
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seen tietokantaan. Luokka vaatii toimiakseen Entity Framework -luokkakirjas-
ton. Entity Framework vähentää kirjoitettavan koodin määrää merkittävästi tieto-
kantakyselyiden toteutusta tehdessä.  
Koodirivi, jossa käsitellään UserModel-luokkaa, löytyy kuvasta 11 tummennet-
tuna kohtana.  
 
KUVA 11. DataContext-luokka 
Kun tietokanta halutaan luoda tai mallin tietoja muutetaan, ajetaan migraatio. 
Migraatio on kokoelma muutoksia verrattuna jo olemassa olevaan tietokantaan. 
Migraatiot antavat mahdollisuuden muokata tietokantaa vaiheittain muutos muu-
tokselta. Seuraavassa kuvassa (kuva 12) oleva koodi on otettu migraatiotiedos-
tosta, ja se luo tietokantaan User-taulun tarvittavine tietoineen. 
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KUVA 12. Migraatio User-taululle 
5.3 Palvelimen rajapinta 
Palvelimen rajapinta (web service) muodostuu ohjaimista (controller), jotka kä-
sittelevät mobiililaitteelta tulevia http-kyselyitä ja palauttavat http-vastauksia. 
Seuraavaksi esitetään rajapinnan toteutusta vaihe vaiheelta, koodia avuksi 
käyttäen. 
Sisäänkirjautumisessa kutsutaan ohjaimesta löytyvää login-funktiota (kuva 13), 
joka ottaa vastaan mobiililaitteen lähettämän JSON (JavaScript Object Notation) 
-muotoisen merkkijonon. Merkkijono eli data-muuttuja sisältää käyttäjän syöttä-
mät kirjautumistiedot. JSON-muotoinen merkkijono täytyy deserialisoida rajapin-
nan funktiossa koodiluokkien ilmentymiksi, jotta sen sisältämiä tietoja voidaan 
käyttää. Login-funktion tapauksessa merkkijono deserialisoidaan UserModel-
luokan ilmentymäksi. GetUserprofileByUsernameAndPassword-funktio ottaa 
parametrina data-muuttujasta deserialisoidun UserModel-ilmentymän ja palaut-
taa uuden ilmentymän, joka asetetaan user-muuttujaan. Funktio hakee tietokan-
nasta käyttäjän syöttämiä tietoja vastaavat käyttäjätiedot ja palauttaa ne. Palau-
tusarvo on null, mikäli kirjautumistiedoilla ei löydy käyttäjätietoja. Onnistuneen 
käyttäjätietojen haun jälkeen haetaan käyttäjän organisaatiotiedot GetOrganiza-
tionDataByUser-funktiolla (kuva 14). JSON-apufunktio serialisoi tiedot JSON-
muotoiseksi merkkijonoksi ja ne palautetaan takaisin mobiililaitteelle. Virhetilan-
teessa palautetaan JSON-muotoinen virheviesti.  
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KUVA 13. Login-rajapintafunktio 
 
GetOrganizationDataByUser-funktio (kuva 14) tekee varsinaiset tietokantaky-
selyt. Funktio ottaa parametrina vastaan UserModel-tyyppisen ilmentymän user. 
Tässä vaiheessa luodaan dataContext-muuttuja, jolla voidaan ottaa yhteys tie-
tokantaan. Ensimmäinen tietokantakysely hakee käyttäjän käyttäjätiedot sekä 
organisaation tiedot, ja ne tallennetaan organizationData-ilmentymään. Toinen 
tietokantakysely hakee käyttäjän organisaatiolle kuuluvat riistakolmiotiedot tal-
lentaen ne listana organizationData-ilmentymään. Lopuksi funktio palauttaa or-
ganizationData-ilmentymän login-funktiolle. 
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KUVA 14. GetOrganizationDataByUser-funktio 
Havainnon lisäämisen tietokantaan suorittava insertSighting-funktio (kuva 15) 
toimii pääpiirteittäin samalla tavalla login-funktion kanssa. Kuvan 15 koodi ku-
vaa funktion toiminnan. 
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KUVA 15. insertSighting-funktio 
5.4 Käyttöliittymä 
5.4.1 Single-page application 
Sovelluksen käyttöliittymä toimii SPA (Single-page application) -tyyppisenä 
web-sovelluksena. SPA:n ideana on sovelluksen toimiminen käyttäen ainoas-
taan yhtä web-sivua. Tavoitteena on saada sulavampi käyttäjäkokemus verrat-
tuna perinteiseen monisivuiseen applikaatioon. SPA-tyyppisessä sovelluksessa 
kaikki tarvittava koodi ladataan joko yhdellä sivunlatauksella, tai sovelluksen 
vaatimat resurssit ladataan dynaamisesti ja käytetään myöhemmin sivulla. (4.) 
5.4.2 Paikallinen muisti sivunvaihdossa 
Tässä sovelluksessa käyttöliittymä lataa näytettävien sivujen HTML-koodit mo-
biililaitteen paikalliseen muistiin (Local storage). Paikallinen muisti pitää sisäl-
lään tiedon (value) sekä viiteavaimen (key), jolla tietoon pystytään viittaamaan. 
Paikallisen muistin toimintoihin tarvitaan tässä sovelluksessa tiedonhaku- sekä 
tiedontallennusfunktio (kuva 16). Funktiot on toteutettu käyttäen JavaScript-koo-
dikieltä. Tiedonhaku tapahtuu käyttäen getFromLocalStorage-funktiota. Funktio 
ottaa vastaan viiteavaimen, jonka perusteella se hakee paikallisesta muistista 
viiteavainta vastaavan tiedon. Tiedon tallentaminen taas tapahtuu saveToLo-
calStorage-funktion avulla. Tämä ottaa vastaan sekä viiteavaimen että tiedon, ja 
tallentaa molemmat paikalliseen muistiin. Olemassa olevat tiedot ylikirjoitetaan 
mikäli, viiteavaimella löytyy aiemmin tallennettua tietoa.   
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KUVA 16. Local storage-funktiot 
MainPage-sivu (kuva 17) toimii tässä sovelluksessa SPA-tyylisesti ainoana näy-
tettävänä sivuna. Sivu on toteutettu käyttäen HTML-kuvauskieltä sekä CSS-tyy-
lisääntöjä. Sivun content-area-säiliöön ladataan paikallisesta muistista kulloinkin 
näytettävän toiminnon HTML-koodit. Alla olevan koodin head-osiossa määritetty 
ClientScripts.js-tiedosto sisältää käyttöliittymään toteutetut JavaScript-koodit. 
ClientStyles.css-tiedosto sisältää toteutetut CSS-tyylisäännöt. Tiedostot määri-
teltyä MainPage-sivu ymmärtää käyttää ClientScripts.js-tiedostoa sekä ClientS-
tyles.css-tiedostoa. 
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KUVA 17. MainPage-sivu 
Kun mobiilikäyttöliittymän sivua vaihdetaan, kutsutaan JavaScript-funktiota 
changePage (kuva 18). Funktio ottaa vastaan viiteavaimen (key), jonka perus-
teella mobiililaitteen paikallisesta muistista haetaan sitä vastaava tieto. Haettu 
tieto sisältää sivun HTML-koodin ja se asetetaan MainPage-sivun content-area-
säiliöön.  
 
KUVA 18. changePage-funktio 
5.4.3 Käyttöliittymän yhteys palvelimen rajapintaan 
Käyttöliittymä tarvitsee tietokannasta löytyvää tietoa sisäänkirjautumisessa sekä 
havainnon lähettämisessä. Käyttöliittymä kommunikoi palvelimen rajapinnan 
kanssa käyttäen JavaScript-kielellä toteutettuja funktioita (kuva 19). 
Sisäänkirjautumisessa käyttöliittymän login-funktion AJAX-käsky lähettää palve-
limen rajapinnan login-funktiolle (kuva 13) kirjautumistiedot JSON-muodossa. 
Onnistuneen kirjautumistietojen tarkistuksen jälkeen funktio ottaa vastaan käyt-
täjän organisaatiolle kuuluvat tiedot ja tallentaa ne mobiililaitteen paikalliseen 
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muistiin. Virhetilanteissa käyttäjälle näytetään joko kirjautumisen epäonnistumi-
sesta tai yhteysvirheestä johtuvat virheviestit. 
Havainnon lähettämisessä käyttöliittymä suorittaa sendSighting-funktion. Funk-
tion AJAX-käsky lähettää rajapinnan insertSighting-funktiolle (kuva 15) käyttäjä-




KUVA 19. Käyttöliittymän rajapintafunktiot 
5.4.4 PhoneGap 
Erilaisten mobiilikäyttöjärjestelmien vuoksi on kehitetty useita ohjelmistokehyk-
siä ja kirjastoja, jotka mahdollistavat saman sovelluskoodin kääntämisen usealle 
eri käyttöjärjestelmälle. Käyttämällä näitä ratkaisuja vältytään koodin uudelleen-
kirjoittamiselta, kun halutaan sovelluksen toimivan uudella alustalla. Tosin tässä 
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menetetään jonkin verran suorituskykyä verrattuna täysin natiiviin sovellukseen. 
Tällaisten sovellusten kehityksessä yksi ratkaisuista on PhoneGap. (6.) 
PhoneGap on kehitysalusta mobiililaitteille, jonka ideana on voida kehittää so-
velluksia riippumatta laitteen käyttöjärjestelmästä. PhoneGap antaa kehittäjälle 
mahdollisuuden kehittää sovelluksia käyttäen JavaScriptia, HTML5:tä ja 
CSS:ää sen sijaan, että tämä kehittäisi sovellusta suoraan tietyn käyttöjärjestel-
män natiivikoodikielellä. (5.) 
PhoneGap-kehitysalustaa ei vielä sovellettu riistakolmiolaskenta-sovellukseen. 
Scatman Oy on käyttänyt sitä aiemmissa sovelluksissaan, ja se on yksi vaihto-
ehdoista riistakolmiolaskennan jatkokehityksessä.   
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6 YHTEENVETO 
Mobiililaitteet yleistyvät kaikenlaisessa toiminnassa. Tehtäviä sekä toimia, jotka 
on aikaisemmin hoidettu käyttäen paperia ja kynää, pyritään nykyään toteutta-
maan erilaisilla sovellusratkaisuilla. Tällaisilla ratkaisuilla säästetään ensinnäkin 
valtavat määrät luonnonvaroja sekä nopeutetaan tiedon liikkumista. Scatman 
Oy:n toteuttama Scatman-järjestelmä kehitettiin ensisijaisesti öljyvahinkojen 
kartoitukseen ja puhdistustöiden organisointiin. Se nopeuttaa merkittävästi tie-
don liikkumista tapahtumapaikalta komentokeskukseen. 
Yrityksen johto oli suunnitellut toteuttaa tiedonkeruujärjestelmän riistaeläinten 
havainnointiin Scatman-järjestelmän pohjalta. Käytyämme läpi opinnäytetöiden 
vaihtoehtoja riistakolmiolaskenta-sovellus vaikutti itselleni henkilökohtaisesti 
mielenkiintoisimmalta. Olen pienestä asti harrastanut aktiivisesti metsästystä 
sekä luonnossa liikkumista. Käytössäni on ollut muutamia erilaisia karttasovel-
luksia metsästyksessä, joiden toimintojen tietämisestä oli paljon apua tätä so-
vellusta suunnitellessa. 
Alkuperäisenä tavoitteena oli saada toteutettua toimiva versio järjestelmästä. 
Käytännön työn edetessä tuli todettua asetettu tavoite lähes mahdottomaksi, 
sillä uusien menetelmien opiskelussa meni ajateltua kauemmin aikaa. Aikaa ku-
lui myös paljon sivujen ulkonäön suunnittelussa ja toteutuksessa, sillä HTML 
sekä CSS olivat minulle ennestään tuntemattomia. Raportin kirjoittamisessa 
lähdinkin keskittymään kokonaisuuden esittämiseen lukijalle. Mikäli mahdollinen 
jatkokehittäjä yrityksessä tai sen ulkopuolella lukee raportin, on hänen helppo 
lähteä kehittämään sovellusta eteenpäin valmiin suunnitelman perusteella. Esi-
merkkinä keskeneräisyydestä näkyy sovelluksessa esitettävien riistakolmiolas-
kennan tietojen ja kenttien virheellisyys verrattuna paperiseen riistakolmiolas-
kenta-lomakkeeseen. 
Jatkokehitysmahdollisuuksina sovellukselle olisi ensimmäisenä sovelluksen to-
teutuksen loppuun vienti. Myös mahdollisuus peto- ja hirvihavaintojen laskemi-
selle mainittakoon jatkokehitysmahdollisuutena. Scatman Oy on toteuttanut 
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aiemmin opinnäytetyönä karttatoiminnon, jonka käyttämistä tässä työssä voi-
daan myös harkita jatkokehityksessä (10). Riistakolmiolaskenta-sovellusta 
suunnitellessa tarkoituksena on koko ajan ollut, että se tullaan kääntämään tule-
vaisuudessa PhoneGap-sovellukseksi. Käytännössä kääntäminen olisi ollut sen 
verran suuri ja aikaa vievä työ, että se jätettiin pois tästä opinnäytetyöstä. Sen 
sijaan keskityttiin sovelluksen suunnitteluun ja back-end-puolen toteutuksiin.  
Opinnäytetyö kokonaisuudessaan antoi hyvän kuvan ASP.NET MVC-tyyppisen 
sovelluksen suunnittelusta ja toteutuksesta. Koulussa oppimani tiedot ohjel-
moinnista auttoivat paljon kokonaisuuden ymmärtämisessä, vaikka suurin osa 
käytetyistä menetelmistä olivat minulle täysin entuudestaan vieraita.   
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