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Fakulteta za racˇunalniˇstvo in informatiko
Janez Erzˇen
Agilen razvoj vnosnih form za potrebe shranjevanja podatkov
pacientov na osnovi OpenEHR specifikacij
V danasˇnjem svetu se v zdravstvu sˇe vedno uporablja kar nekaj papirnatih dokumentov,
kar predstavlja veliko tezˇav. Tudi kjer se zˇe uporabljajo programske resˇitve, so sˇe vedno
prisotne tezˇave s souporabo teh dokumentov in podatkov na splosˇno. Slovenski nacionalni
projekt e-Zdravje z uvedbo interoperabilne hrbtenice resˇuje ravno ta problem.
V pricˇujocˇem diplomskem delu smo se dodobra seznanili s specifikacijo OpenEHR, ki
je temelj arhitekturnega razvoja interoperabilne hrbtenice ter hkrati platforme Think!Ehr
PlatformTM. Seznanili smo se tudi z omenjeno platformo in aplikacijo Think!Clinical ,
znotraj katere smo implementirali arhetipsko vezane vnosne forme na podrocˇju opazovanj
stanja pacienta, shranjevanje podatkov vnesenih s temi formami, ter podatke uporabili
za preprosto analizo pacientovega stanja telesnega razvoja na podlagi indeksa telesne
mase, ki je v pomocˇ zdravnikom na Pediatricˇni kliniki ljubljanskega UKC. Pomagali smo
si z orodjema “form builder” in “form renderer”.
Pri tem smo ugotovili, kako hitro je mogocˇe vkljucˇiti preprosto vnosno formo znotraj
tako obsezˇne zdravstvene aplikacije. Spoznali smo, kako pomembno je, da so programski
produkti zasnovani cˇimbolj splosˇno, da jih je mogocˇe uporabiti v kombinaciji s poljubno
programsko, kot tudi strojno opremo. Ta lastnost velja predvsem za pregledne API-je
platforme Think!Ehr PlatformTM ter “form renderer”, skupaj pa tudi za nasˇo implemen-
tacijo vnosnih form, ki po novem delujejo tako v namizni, kot tudi v spletni aplikaciji
Think!Clinical .
Kljucˇne besede: e-Zdravje, OpenEHR, Think!Clinical , Think!Ehr PlatformTM, arhe-
tip, predloga, vnosna forma, klinicˇni podatki
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abstract
University of Ljubljana
Faculty of Computer and Information Science
Janez Erzˇen
Agile development of entry forms for the needs of saving patient
data using OpenEHR specification
Nowadays, a lot of documents in healthcare are still hard copies, which cause many issues
during use. There are cases in which software solutions are used, but general issues with
sharing those documents and data still occur. Slovenian national project e-Health with
interoperable spine tries to resolve those issues.
In this thesis, one learns about OpenEHR specification, which is the base for architec-
tural development of interoperable spine and for the Think!Ehr PlatformTM. Introduc-
tion includes the mentioned platform and application Think!Clinical , which implements
archetypically connected entry forms regarding patient observation, saving data, which
was entered with those forms, and uses the collected data for a simple analysis of the
patient’s state based on the body mass index, which is of great help to doctors in the
Pediatric Clinic of Ljubljana University Medical Centre. For easier work, tools such as
“form builder” and “form renderer” were used.
In the development process, it can be noticed how quick one can embed a simple entry
form in such a large healthcare application. It has come to knowledge, how important it
is to make software products as broad as possible, so they can be used in combination
with different software and hardware. This feature applies mostly to clear API-s on
Think!Ehr PlatformTM and “form renderer” as well as to our implementation of forms,
which now works in the desktop and also web application Think!Clinical .
Key words: e-Health, OpenEHR, Think!Clinical , Think!Ehr PlatformTM, archetype,
template, entry form, clinical data
iii

zahvala
Iskreno se zahvaljujem svojemu mentorju, prof. dr. Mihi Mrazu za vso pomocˇ pri iz-
vedbi diplomske naloge, iskanju kvalitetnih virov ter za zanimive pogovore o problematikah
informatizacije zdravstva v Sloveniji. Zahvalil bi se tudi mentorju na podjetju Marand
d.o.o Anzˇetu Droljcu za pomocˇ ter nasvete pri pisanju, ter sodelavcem na podjetju Ma-
teju Poklukarju, Igorju Horvatu, Bosˇtjanu Lahu ter Matjazˇu Hirsˇmanu za pomocˇ pri
implementaciji.
Poleg tega bi se na tem mestu rad zahvalil tudi svoji druzˇini za podporo tekom sˇtudija ter
med izdelavo tega diplomskega dela.
— Janez Erzˇen, Ljubljana, avgust 2017.
v

kazalo
Povzetek i
Abstract iii
Zahvala v
1 Uvod 1
2 Opis problema 3
2.1 Uvod . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3
2.2 Nacionalni projekt e-Zdravje . . . . . . . . . . . . . . . . . . . . . . . . . 4
2.3 Interoperabilna hrbtenica . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
2.4 Vloga podjetja Marand v informatizaciji slovenskega zdravstva . . . . . . 5
2.5 Vnosne forme kot osnova za shranjevanje podatkov . . . . . . . . . . . . . 7
2.5.1 Postopek razvoja vnosne forme . . . . . . . . . . . . . . . . . . . . 9
2.5.2 Glavni izzivi pri razvoju vnosnih form . . . . . . . . . . . . . . . . 9
3 Standardi za zapis zdravstvenih podatkov 11
3.1 Zgodovina . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
3.2 ISO13606 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
3.3 HL7 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
3.4 OpenEHR . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
3.4.1 Osnovni koncepti . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
3.4.2 Referencˇni model . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
3.4.3 Arhetipi . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.4.4 Predloge . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
3.4.5 EZZ, EMR in PHR . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
vii
viii Kazalo
3.4.6 Podatkovni zapisi . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
3.4.7 AQL . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
3.4.8 Primerjava z HL7 . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
4 Postopek razvoja vnosnih form 27
4.1 Cilji razvoja . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
4.2 Uporabljene tehnologije . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
4.2.1 AngularJS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
4.2.2 Nacˇrtovalec vnosnih form - “form builder” . . . . . . . . . . . . . . 29
4.2.3 Generator vnosnih form - “form renderer” . . . . . . . . . . . . . . 31
4.3 Razvoj vnosne forme vitalnih znakov . . . . . . . . . . . . . . . . . . . . . 33
4.3.1 Specialne funkcije . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
4.3.2 Posebne komponente . . . . . . . . . . . . . . . . . . . . . . . . . . 38
4.4 Shranjevanje form . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
4.5 Ocena stanja ustne sluznice - izdelava vnosne forme . . . . . . . . . . . . 41
4.5.1 Implementacija logike vnosne forme . . . . . . . . . . . . . . . . . 41
4.5.2 Design forme . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
4.6 Uporaba EHR podatkov - rastne krivulje . . . . . . . . . . . . . . . . . . 43
4.6.1 Problem obstojecˇe kategorizacije . . . . . . . . . . . . . . . . . . . 43
4.6.2 Pridobivanje podatkov vitalnih znakov iz Think!Ehr PlatformTM . 44
4.6.3 Implementacija kategorizacije z uporabo percentila ITM . . . . . . 46
5 Zakljucˇek 49
1 Uvod
Zdravstvo je ena od najpomembnejˇsih dobrin ter pravic za cˇloveka. V zadnjih dvajsetih
letih prejˇsnjega stoletja so se zdravstvene storitve mocˇno razvile. Zaradi potrebe po
opravljanju velikih kolicˇin meritev in raziskav, je bila uvedba informatizacije v zdravstvo
zelo pomemben korak naprej za razvoj zdravstvenih storitev.
V osemdesetih letih prejˇsnjega stoletja so se zacˇele pojavljati prve aplikacije name-
njene predvsem vodenju administracije, kadrov ter financ [1] v zdravstvu. Kasneje v
devetdesetih letih se je vse vecˇ pozornosti zacˇelo posvecˇati tudi shranjevanju klinicˇnih
podatkov, ki so kljucˇni v zdravstvu.
Tudi s strani Evropske unije je na prelomu tisocˇletja prihajalo veliko pobud za uvedbo
enotnosti in povezovanja v zdravstvu. Zasnovali so vecˇ akcijskih programov, ki so pred-
pisovali, v katero smer naj se razvija zdravstvo ter njegova informatizacija v drzˇavah
cˇlanicah [2].
Na podlagi vizije EU ter s pomocˇjo njenih financˇnih sredstev so se koncem prvega
desetletja enaindvajsetega stoletja zacˇeli razvijati nacionalni projekti, kot na primer tudi
slovensko e-Zdravje. Slednji projekt vkljucˇuje zˇe 17 aplikacij, ki vecˇinoma zˇe kazˇejo
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pozitivne rezultate [3].
Pricˇujocˇe diplomsko delo obravnava problematiko vnasˇanja ter posledicˇno tudi shra-
njevanja klinicˇnih podatkov pacientov v zdravstveni informacijski sistem. V poglavju 2 je
predstavljen razvoj informacijskih sistemov v zdravstvu skozi cˇas, usmerjen na podrocˇje
Republike Slovenije. V prvem delu je opisan razvoj nacionalnega projekta e-Zdravje.
Sledi opis “interoperabilne hrbtenice”, osrednjega dela informacijske infrastrukture sis-
tema e-Zdravje (oz. eZIS), ki predstavlja osnovo za izvedbo istoimenskega projekta. V
naslednjem razdelkih je opisana vloga podjetja Marand inzˇeniring, ki je bilo izbrano za
enega od glavnih realizatorjev, pri izgradnji interoperabilne hrbtenice. Kasneje se v raz-
delku 2.4 osredotocˇimo na aplikacijo Think!Clinical ter spoznamo z osnovnimi principi
delovanja vnosnih form (razdelek 2.5).
Sledecˇe poglavje 3 opisuje razvoj standardov za zapis zdravstvenih podatkov od sa-
mih zacˇetkov do danasˇnjih dni. Kasneje se usmerimo na specifikacije OpenEHR, ki so
osnova za razvoj platforme Think!Ehr PlatformTM, prav tako produkt podjetja Marand
d.o.o. Na podlagi te platforme je implementirana logika za vnasˇanje ter shranjevanje
strukturiranih zdravstvenih podatkov v prakticˇnem delu pricˇujocˇega diplomskega dela.
Poglavje 4 opiˇse glavne implementacijske cilje tega diplomskega dela, orodji “form
builder” ter “form renderer” in programske jezike uporabljene pri implementaciji. Sledi
opis postopka implementacije naprednih vnosnih form. V prvem delu se osredotocˇamo
na delo s formami na splosˇno, v drugem pa na konkretni postopek razvoja vnosnih
form za vnos “ocene stanja pacienta” ter “oceno ustne sluznice”. Naslednje podpoglavje
opisuje implementacijo kategorizacije pacientovega stanja debelosti na podlagi podatkov
o njegovem indeksu telesne mase, ki ga izracˇunamo na formi za oceno stanja pacientov
iz podatkov o pacientovi tezˇi in viˇsini.
2 Opis problema
2.1 Uvod
Podrocˇje informatizacije zdravstva je v danasˇnjih cˇasih v hitrem vzponu. Glede na
preostale panoge, kot sta na primer bancˇniˇstvo in administracija, se je informatizacija
zdravstva zacˇela odvijati dokaj pozno in je sˇe v velikem porastu. Do tega je priˇslo
najbrzˇ predvsem zaradi kompleksnosti zdravstva, ki poleg administrativnih, kadrovskih
in organizacijskih problemov resˇuje predvsem klinicˇne probleme pacientov.
Zametki razvoja prvih zdravstvenih informacijskih sistemov segajo v osemdeseta leta
prejˇsnjega stoletja [1]. V zacˇetku so zacˇeli z informatizacijo administracije, financ in
kadrovskih zadev. Zaradi zagotavljanja kakovostnih zdravstvenih storitev se je informa-
tizacija kasneje razsˇirila tudi na upravljanje s klinicˇnimi podatki pacientov. Tovrstni
klinicˇni podatki morajo biti shranjeni v obliki, ki je prenosljiva, dostop do njih pa naj bi
bil mozˇen iz razlicˇnih naprav in lokacij.
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2.2 Nacionalni projekt e-Zdravje
V Sloveniji se je v letu 2008 zacˇelo izvajanje manjˇsih podprojektov, ki spadajo pod
nacionalni projekt e-Zdravje [3]. Zacˇel se je na pobudo Evropske unije, ki stremi k
dostopnosti in izmenjavi podatkov med drzˇavami v njej, hkrati pa od vsake drzˇave cˇlanice
zahteva urejeno informatizacijo v zdravstvu. Ker je izgradnja tovrstne informacijske
resˇitve tehnicˇno zelo kompleksna, je izvedba planirana postopno in v vecˇ fazah. Projekt
je sofinanciran s strani EU. Konec leta 2015 je upravljanje z resˇitvami razvitimi v okviru
projekta e-Zdravje (2.1) prevzel Nacionalni insˇtitut za javno zdravje (NIJZ) [4].
Sistem e-Zdravje naj bi omogocˇal maksimalno interoperabilnost zdravstvenih klinicˇnih
podatkov, kakovostnejˇse zdravstvene storitve in olajˇseval delo zdravstvenemu osebju. In-
tegriran naj bi bil v vecˇino zdravstvenih aplikacij, njegovi pozitivni ucˇinki pa so zˇe vidni
v praksi.
Slika 2.1 Resˇitve projekta e-Zdravje [3].
2.3 Interoperabilna hrbtenica
Osrednji del informacijske infrastrukture sistema e-Zdravja predstavlja interoperabilna
hrbtenica (krajˇse IH) [5]. Njen glavni namen je povezati mnozˇico manjˇsih informacij-
skih sistemov v enoten, centraliziran informacijski sistem. Cilji takega sistema so iz-
boljˇsanje splosˇne dostopnosti do informacij, vpeljava boljˇsih in nadgradnja obstojecˇih
zdravstvenih aplikacij na viˇsjo raven, povecˇanje efektivnosti celotnega zdravstvenega
sistema, zmanjˇsanje cˇakalnih vrst, izboljˇsanje varnosti podatkov ter na podlagi zbra-
nih informacij pomagati in voditi zdravnika do boljˇsih odlocˇitev. IH tako funkcionalno
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omogocˇa izvajanje poizvedb nad zdravstvenimi dokumenti pacientov [6].
Ob vzpostavitvi sistema e-Zdravje se Ministrstvo za zdravje RS soocˇa s sˇtevilnimi
problematikami. Glede na njihove tipe tudi interoperabilnost delimo na vecˇ podtipov.
Glavna sta semanticˇna in tehnicˇna interoperabilnost. Semanticˇna se ukvarja predvsem
z nacˇinom predstavitve informacij. Podatki morajo biti predstavljeni v obliki, ki je
razumljiva vsem uporabnikom IH, zapis pa mora biti enoten in uporabljen s strani vseh.
Stremijo tudi k enotnosti na evropski ravni, a do te tocˇke je sˇe veliko dela.
Druga, tehnicˇna interoperabilnost, se ukvarja s tehnicˇno platjo problema in sicer s
tem, kako povezati mnozˇico razlicˇnih IS v enoten sistem. Potrebno je definirati standarde,
vmesnike in protokole, ki bodo dolocˇali nacˇin komunikacije. Tezˇava starega sistema je
namrecˇ v tem, da v primeru, da se oseba zdravi najprej pri enem izvajalcu zdravstvenih
storitev, drugi izvajalci o tem nimajo dostopnih vseh podatkov. Ker pa pri tem prihaja do
sˇtevilnih tezˇav pri zdruzˇevanju podatkov iz razlicˇnih virov, v veliko primerih komunikacija
sˇe vedno poteka v fizicˇni obliki, kot npr. pri moji lastni izkusˇnji, ko je bilo po slikanju na
zobnem rentgenu potrebno slike fizicˇno odnesti do zobozdravnice na zgosˇcˇenki. Celotna
storitev bi morala biti usmerjena v pacienta in ne v izvajalca zdravstvenih storitev, kar
je ena od kljucˇnih prednosti interoperabilnosti.
Tehnicˇno tu obstajata dve mozˇni resˇitvi problema. Prva je uporaba infrastrukture, ki
omogocˇa skupno hrambo gradiv, v katero vsi izvajalci zdravstvenih storitev shranjujejo
tako strukturirane, kot tudi nestrukturirane (npr. zdravstvene dokumente) zdravstvene
podatke. V Sloveniji se shranjujejo v centralni register podatkov o pacientih (CRPP). Za-
pisu v omenjenem registru pravimo “Povzetek Podatkov o Pacientu” (PPoP) [7]. Drugi
mozˇni nacˇin izmenjave informacij med dvema zdravstvenima ustanovama je direktna
“Point-to-Point” komunikacija, vzpostavljena preko VPN (angl. Virtual Private Ne-
twork).
2.4 Vloga podjetja Marand v informatizaciji slovenskega zdra-
vstva
Pomemben prispevek k izgradnji interoperabilne hrbtenice je prispevalo podjetje Marand
d.o.o. s svojo platformo Think!Ehr PlatformTM, ki skrbi za trajno in strukturirano
shranjevanje zdravstvenih podatkov. Platforma temelji na OpenEHR specifikaciji, ki je
napisana v skladu z nacˇeli o semanticˇni interoperabilnosti in zato omogocˇa prenosljivost
6 2 Opis problema
Slika 2.2 Vsebinska shema aplikacije Think!Clinical se deli na tri glavne dele in sicer na administrativni del, organizacijski
del in obravnavo pacientov.
podatkov med razlicˇnimi aplikacijami, ustanovami ali celo med drzˇavami.
Eden od produktov omenjenega podjetja, ki temelji na tej platformi, je klinicˇni in-
formacijski sistem Think!Clinical . Trenutno se uporablja na Pediatricˇni kliniki Univer-
zitetnega klinicˇnega centra Ljubljana in na Onkolosˇkem insˇtitutu v Ljubljani. Sistem je
sestavljen iz zalednega dela, ki povezuje razlicˇne zunanje storitve in skrbi za upravljanje
s podatki ter iz uporabniˇske aplikacije. Aplikacija uporabnike vodi cˇez proces dela s pa-
cienti, administracijo, obracˇun, omogocˇa pregled stanja pacientov, vnasˇanje meritev in
vitalnih znakov, predpisovanje zdravil itd. Think!Clinical je le ena od mnogih aplikacij,
ki svoje podatke shranjujejo preko te platforme.
Aplikacija se deli na tri glavne dele. Prvi je administrativni del, ki skrbi za ureja-
nje urnikov zdravnikov, uporabnike in pravice, obracˇun opravljenih storitev in nadzor
delovanja aplikacije ter sistemske nastavitve. Drugi del obravnava delo z zdravstvenimi
procesi na ravni organizacij in oddelkov, ter omogocˇa pregled pacientov in njihovo nadalj-
njo obravnavo. Tretji del skrbi za pacienta samega in njegov celotni proces zdravljenja,
od sprejema, ambulantne obravnave, obiska laboratorija, predpisovanja terapij in zdra-
vil, izpisa dokumentacije, pa do samih klinicˇnih meritev in opazovanj vitalnih znakov.
Prav na ta del aplikacije se bomo osredotocˇili v pricˇujocˇem diplomskem delu. Graficˇna
ponazoritev sheme aplikacije je predstavljena na sliki 2.2.
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Kot zˇe omenjeno aplikacija Think!Clinical za shranjevanje klinicˇnih podatkov upora-
blja platformo Think!Ehr PlatformTM, kar je glavni razlog za interoperabilnost sistema.
Aplikacija namrecˇ za shranjevanje klinicˇnih podatkov uporablja locˇen strezˇnik platforme,
ki je dostopen tudi drugim aplikacijam. Do njega lahko dostopa direktno preko RPC-ja
(angl. Remote Procedure Call) ali z uporabo API-ja, ki ga platforma ponuja, torej po
protokolu HTTP.
S fizicˇnega vidika je aplikacija sestavljena iz vecˇ manjˇsih strezˇnikov, od katerih vsak
opravlja tocˇno dolocˇeno nalogo (npr. integracijo zunanjih aplikacij, upravljanje s poslov-
nimi procesi in urniki, predpomnjenje podatkov), vsi pa komunicirajo in nudijo podatke
glavnemu aplikacijskemu strezˇniku. Glavni strezˇnik je hkrati tudi posrednik med apli-
kacijo in platformo. Vecˇina klicev na slednjo gre namrecˇ preko njega. Think!Clinical
uporablja eno instanco “Oracle” podatkovne baze, v kateri so narejene razlicˇne sheme
za razlicˇne sklope podatkov. Vanjo uporabniˇske aplikacije shranjujejo administrativne
in kontekstne podatke za aplikacijo. V Oracle podatkovnih bazah shema predstavlja
uporabniˇski racˇun ter zbirko tabel, pravic in ostalih metapodatkov. Ni pa nujno, da
shema vsebuje vse tabele v podatkovni bazi. Think!Ehr PlatformTM uporablja popol-
noma locˇeno podatkovno bazo.
Uporabniˇska aplikacija je dostopna kot namizna, spletna ali mobilna (iOS) aplikacija.
Na aplikacijski strezˇnik se povezuje direktno preko RPC-ja (namizna aplikacija) ter preko
HTTP zahtevkov. Vecˇ podrobnosti arhitekture aplikacije je predstavljenih na sliki 2.3.
2.5 Vnosne forme kot osnova za shranjevanje podatkov
Klinicˇne podatke v aplikacije, pa najsi bodo spletne ali namizne, obicˇajno vnasˇamo preko
vnosnih form. Pri obicˇajnem razvoju aplikacij analitik najprej dolocˇi, kateri podatki
so zahtevani na dolocˇeni vnosni maski v aplikaciji, razvijalec pa se nato loti izdelave
uporabniˇskega vmesnika. Na neko risalno povrsˇino umesti vnosna polja in njihove oznake.
Forma se validira ob spremembi vrednosti v polju ali pa ob koncˇni oddaji forme, ko
uporabnik pritisne gumb za shranjevanje. Ob shranitvi forme in uspesˇni validaciji je
potrebno podatke preko neke storitve (lahko gre za REST API, ali direkten klic) shraniti
v podatkovno bazo. Sˇe pred tem jih je potrebno s polj na formi prevesti v ustrezno
obliko. Cˇe se pojavi zahteva po novem polju na formi, mora razvijalec dodati novo polje,
popraviti validacijo ter shranjevanje.
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Slika 2.3 Fizicˇna shema resˇitve sistema Think!Clinical . Cas strezˇnik sluzˇi za varno komunikacijo z zunanjimi sistemi, ter
ponekod tudi znotraj aplikacije.
Tudi podjetje Marand je imelo vecˇino form narejenih po tem principu. V zadnjih letih
pa se je zacˇela prenova na novo, moderno, lahko spletno tehnologijo, saj to narekujejo
smernice razvoja aplikacij. Poleg tega so dandanes vedno vecˇje potrebe po dostopu do
aplikacij od koderkoli. Podjetje Marand se zato poleg razvoja namizne aplikacije nagiba
k temu, da bi vecˇji del funkcionalnosti aplikacije Think!Clinical prenesli tudi v njihovo
spletno aplikacijo Think!Clinical Web.
Prakticˇni del pricˇujocˇe diplomske naloge obsega predelavo vecˇine modula opazovanj
znotraj aplikacije Think!Clinical v moderne spletne tehnologije. Modul vsebuje vecˇinoma
vnosne maske namenjene spremljanju vitalnih znakov pacientov, sprememb na kozˇi, v
sklepih, ocenjevanju bolecˇin, ter sˇe nekaterim preostalim ocenjevalnim lestvicam.
Glavna orodja pri razvoju vnosnih form so nacˇrtovalec vsebine form (angl. form bu-
ilder), “form renderer”, ki generira “AngularJS” vnosne forme glede na opis zgrajen z
“builderjem” ter Think!Ehr PlatformTM, ki s svojimi API-ji omogocˇa preprosto shranje-
vanje podatkov.
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2.5.1 Postopek razvoja vnosne forme
Postopek razvoja vnosne forme poteka v sledecˇih korakih:
1. S spletnim urejevalnikom (angl. form builder) zgradimo vnosno formo:
(a) v “form builder”-ju se izbere ustrezno predlogo, ki predstavlja nabor vseh
mozˇnih polj;
(b) izbrana polja prenesemo na formo po principu “drag&drop”;
(c) po potrebi nastavimo dodatno validacijo na formi, polja stilsko oblikujemo in
dodamo zunanje terminologije, cˇe je to potrebno;
(d) formo shranimo (shrani se v JSON obliki);
(e) formo nalozˇimo na ustrezni strezˇnik;
2. V aplikaciji na akcijo uporabnika (npr. klik) odpremo vnosno formo:
(a) poklicˇemo ustrezen REST klic, ki pridobi JSON opis forme;
(b) ta opis podamo “form renderer”-ju, ki glede na opis v podani HTML element
izriˇse vnosno formo;
(c) “renderer” poskrbi tudi za ustrezno validacijo forme;
3. Formo, ki ne vsebuje kompleksnejˇsih podatkov shranimo tako, da najprej na formi s
klicem ustrezne funkcije pridobimo v JSON zapisane podatke, nato pa jih shranimo
s POST klicem na REST API.
2.5.2 Glavni izzivi pri razvoju vnosnih form
Opis v prejˇsnjem razdelku deluje za najbolj preproste forme, seveda pa v praksi vse skupaj
ni tako preprosto. Sledi opis nekaterih realnih izzivov, ki se pojavljajo ob implementaciji
form:
V realnosti se pogosto srecˇamo s povezavami med razlicˇnimi atributi in vrednostmi.
Preprost primer je npr. soodvisnost vrednosti indeksa telesne mase od tezˇe in viˇsine.
V primeru, da se spremeni ena od teh treh vrednosti, se morata preracˇunati ostali
dve. V praksi smo to resˇevali z uporabo “JavaScript” funkcij.
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Pri izdelavi vecˇ povezanih form lahko prihaja do soodvisnosti med polji dveh
razlicˇnih form, zato je treba vrednosti z ustreznimi funkcijami, ki se klicˇejo na
ustrezen dogodek, prenasˇati in zdruzˇevati.
Vecˇkrat se stvar zaplete pri validaciji, saj lahko prisotnost ene vrednosti zahteva,
da je prisotna tudi neka druga. Take probleme smo resˇevali pred koncˇnim REST
klicem.
Ker aplikacija omogocˇa spremljanje klinicˇnega stanja pacienta v realnem cˇasu, je
potrebno v nekaterih primerih podatke pridobiti direktno iz medicinskih naprav,
jih vnesti v formo in shraniti v sistem.
Pogosto za izracˇun neke vrednosti na formi oz. le za prikaz potrebujemo pacientove
klinicˇne ali pa osebne podatke, ki jih pred inicializacijo pridobimo s klicem na
REST, ki vracˇa podatke iz podatkovne baze in jih nato uporabimo na formi.
Ker sta videz vmesnikov in uporabniˇska izkusˇnja zelo pomembna, je v nekaterih
primerih za boljˇso predstavo uporabnika nekatere izracˇunane vrednosti ali polja
za izbiro smiselno prikazati z graficˇno obogatenimi komponentami. To so razni
animirani drsniki, “imagemap”-i in podobno. Tudi ta scenarij je pokrit s funkcio-
nalnostmi “form renderer”-ja. Vsak element na formi lahko poljubno oblikujemo s
kaskadnimi slogi, mu dodajamo nove elemente, ali pa ga zamenjamo s povsem drugo
komponento, njegov “logicˇni” model pa s tem ohranimo. Primer take komponente
je predstavljen na sliki 2.4.
Slika 2.4 Obogatena graficˇna komponenta prikazuje oceno stanja agresivnosti pacienta glede na vnesene vrednosti, v osnovi
pa je ta ocena le navadno sˇtevilsko polje.
3 Standardi za zapis zdravstvenih
podatkov
3.1 Zgodovina
Koncem devetdesetih let je organizacija MEDIX, ustanovljena s strani Toma Rutt-a, stro-
kovnjaka za standarde, razvila prvi koncept podatkovnega modela v zdravstvu za splosˇno
rabo [8]. Ideja je nastala na konferenci MEDINFO leta 1986, ko so mednarodni strokov-
njaki, raziskovalci in razvijalci sistemov priˇsli do spoznanja, da je zaradi heterogenosti
v delovanju zdravstvenih sistemov potrebna sistemizacija in nacˇrtovana informatizacija.
Svetovno znana organizacija IEEE, ki se ukvarja z izobrazˇevanjem, standardizacijo in
tehnicˇnim napredkom na podrocˇju tehnologije, je sˇe istega leta ustanovila komite ME-
DIX. Zˇe v prvi fazi so predvideli, da mora biti standard zasnovan na mednarodni ravni in
pokrivati razlicˇne dejavnike odvisne od okolja in sicer razlicˇne tipe, protokole, strukturo
podatkov ter fizicˇna omrezˇja. Zacˇeli so s pripravo konceptualne sheme, ki je kasneje pre-
rasla v informacijski model. Vsakovrstna komunikacija naj bi potekala po predpisanih
protokolih z uposˇtevanjem te informacijske sheme.
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Slika 3.1 Infrastrukturni model organizacije MEDIX [8].
Leta 1988 je bila v Evropski uniji vzpostavljena iniciativa za napredno informatiko
v medicini (Advanced Informatics in Medicine - AIM). Njena naloga je bila okrepiti in
povezati skupnost, ter uvesti znanstveno in tehnicˇno enotnost. Na podlagi te iniciative
je leta 1992 nastal projekt GEHR (The Good European Health Record) [9]. Njegovi
cˇlani so s svojimi izkusˇnjami ter predanostjo bili boj z razlicˇnimi izzivi in z dolgotraj-
nim prototipiranjem in testiranjem konceptov pocˇasi gradili objektno naravnano EHR
arhitekturo, ki je temeljila predvsem na izkusˇnjah in problemih zdravstva cˇlanic EU.
Kot rezultat hitrega razvoja podjetij, ki so razvijala svoje standarde za interopera-
bilnost v zdravstvu, je bilo ustanovljenih vecˇ organizacij, ki so skrbele za komunikacijo
in sinhronizacijo teh podjetij med seboj.
MEDIX je zˇe takoj na zacˇetku uvedel objektno usmerjen referencˇni model, kar je za
takratne cˇase pomenilo velik korak naprej. Leta 1993 je Sigurd From s svojo razvojno
ekipo razvil projekt CEN, ki je bil glavni predhodnik standarda HL7. Cˇlani njegove ekipe
so v sodelovanju z udelezˇenci GEHR sestavili predlog standarda CEN (ENV 12265), ki
je s tem objavil jasno predstavljene rezultate raziskav ekipe GEHR. Leta 1994 se je
projekt GEHR koncˇal, z naslednjim letom pa je njegov nadaljni razvoj prevzel CHIME
(Centre for Health Informatics and Multi-Professional Education) ustanovljen s strani
UCL (University College London). Razvoj se je zaradi nenaklonjenosti Evrope projektu
GEHR v naslednjih letih preselil v Avstralijo.
IEEE je oblikovala zdruzˇenje “Joint Working Group for Common Data Model” oz.
JWG-CDM, ki je v letih od 1992-96 zdruzˇevalo glavne akterje v razvoju zdravstva in se
na koncu odlocˇilo, da za glavno organizacijo v razvoju skupnega zdravstvenega modela
izbere organizacijo HL7, ki je takrat kazala najvecˇ interesa za razvoj [10]. Omenjeno
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zdruzˇenje je razvilo CDM (angl. Common Data Model), ki je opisoval dobre prakse in
priporocˇljive procedure za razvoj komponent za izmenjavo zdravstvenih podatkov. S
procesom harmonizacije naj bi poskrbel za podatke (njihovo strukturo) iz podsistemov,
da bi se prenesli v skupni podatkovni model predstavljen na sliki 3.2.
Slika 3.2 Infrastrukturni model organizacije JWG-CDM [8].
Sestanki zdruzˇenja JWG-CDM so bili pogosto v gosteh pri HL7, saj so sˇtevilni raz-
vijalci HL7 podpirali koncepte standarda CDM, katerega meta-model je predstavljen na
sliki 3.2. Leta 1996 se je, ko je bil narejen osnutek standarda HL7 verzije 3, zacˇel razvoj
standarda HL7 RIM. Glavni pobudnik in zacˇetnik je bil Abdul-Malik Shakir. Slednji
standard je uporabljal obstojecˇe modele iz razlicˇnih virov, tako iz starejˇsih standardov
HL7, kot tudi MEDIX in ostalih podatkovnih modelov. Vse te modele je s postopkom
harmonizacije zdruzˇil v enotno obliko.
Leta 1998 v ospredje kot poenostavitev modela RIM stopi standard USAM (Unified
service Action Model), ki je zaradi velikega sˇtevila razredov in atributov v modelu stre-
mel k generalizaciji, zdruzˇevanju ter abstrakciji razredov, cˇez dve leti pa je sledila sˇe
verzija 2. Razredi so postali bolj splosˇni in se jih je specializiralo z uporabo razlicˇnih
terminologij, njihovo sˇtevilo pa je tako drasticˇno upadlo. Velikokrat je obravnavan le
kot razsˇiritev standarda RIM. Zdruzˇeni standard je navdusˇil veliko sˇtevilo prostovoljcev
za HL7, da so poustvarili obstojecˇe modele in specifikacije. Julija 2003 je bil priznan
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s strani organizacije ANSI, kasneje med leti 2005 in 2007 pa sˇe kot ISO standard [11].
Standard RIM verzije 2 trenutno predstavlja osnovo za vse nacˇine modeliranja z HL7.
3.2 ISO13606
Standard ISO13606 oz. zˇe prej imenovani CEN je normativ na podrocˇju Evrope. Njegov
glavni namen je dosecˇi interoperabilnost v komunikaciji z EZZ (elektronskimi zdravstve-
nimi zapisi) [12]. Definiral naj bi nacˇin komunikacije z EZZ med informacijskimi sistemi
ter podatkovnimi repozitoriji. Standard locˇuje informacijsko plat in znanje, zato arhitek-
turi narejeni po njegovih predpisih pravimo, da je dualna. Informacijsko plat dolocˇajo
entitete vsebovane v referencˇnem modelu, ki hranijo informacije iz EZZ. Semantiko in
podatke nosijo arhetipi, ki znanje formalno definirajo in omejijo nabor mozˇnih vrednosti.
Primer arhetipa bi bil lahko na primer “druzˇinska zgodovina” ali “meritev glukoze”. Ar-
hetipi omogocˇajo trajno shranjevanje in odpornost podatkov na spremembe. Standard
je bil kasneje uporabljen kot glavna osnova za OpenEHR. Verzija ISO 13606-2 sˇe vedno
predstavlja specifikacijo za arhetipe v OpenEHR.
3.3 HL7
Standarde nastale pod okriljem globalne organizacije Health Level Seven International,
katerih razvoj je opisan v razdelku 3.1, razvrsˇcˇamo v vecˇ razlicˇnih kategorij. Za primer-
javo s standardom OpenEHR bo dovolj, cˇe na tem mestu omenim le primarne [13]. Za
standardizacijo transakcij in sporocˇanje v zdravstvenih informacijskih sistemih se upo-
rabljata dve glavni verziji (2.x in 3) standardov HL7. Primer takega zapisa (verzije 2),
meritev ravni glukoze v krvi, je predstavljen v zapisu 7.
MSH|ˆ˜\&|CERNER| | Pr io r i tyHea l th | | | |ORUˆR01 |Q479004375T431430612 |P | 2 . 3 |
PID | | |001677980 | |SMITHˆCURTIS | |19680219 |M| | | | | | | | | | 9 2 9 6 4 5 1 5 6 3 1 8 | 1 2 3 4 5 6 7 8 9 |
PD1 | | | |1234567890ˆLASTˆFIRSTˆMˆˆˆˆˆNPI |
OBR|1 |341856649ˆHNAMORDERID|000002006326002362 |648088ˆ Basic Metabol ic Panel | | | 2 0 0 6 1 1 2 2 1 5 1 6 0 0 | | | | | | | | |
1620ˆHookerˆRobertˆL | | | | | | 2 0 0 6 1 1 2 2 1 5 4 7 3 3 | | |F | | | | | | | | | | | 2 0 0 6 1 1 2 2 1 4 0 0 0 0 |
OBX| 1 |NM|GLUˆGlucose Lvl |59 |mg/dL |65−99ˆ65ˆ99|L | | |F | | |20061122154733 |
Zapis 3.1 Primer HL7 zapisa po standardu verzije 2
HL7 s CDA (angl. Clinical Document Architecture) predpisuje model klinicˇnih doku-
mentov, ki temeljijo na standardu za sporocˇanje verzije 3. Specificira kodiranje, strukturo
ter tudi semantiko klinicˇnih dokumentov za izmenjavo [14]. ZDA so CDA razsˇirile s stan-
dardom CCD (angl. Continuity of Care Document) za izmenjavo porocˇil. SPL (angl.
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Structured Product Labeling) definira predpisano obliko informacij, s katerimi so opre-
mljena zdravila. Eden od standardov definira celo vizualno podobo HL7 vmesnikov za
shranjevanje medicinskih podatkov v aplikacijah za koncˇne uporabnike. Vsi omenjeni
standardi so opisani v notaciji XML, ki je bila v devetdesetih letih prejˇsnjega stoletja
zelo popularna na vseh podrocˇjih informatizacije in je sˇe danes.
3.4 OpenEHR
Odprta skupnost OpenEHR skrbi za interoperabilnost pri prenosu zdravstvenih podatkov
iz stvarnega sveta v elektronsko obliko. Nastala je na podlagi zahteve Davida Ingrama,
cˇlana CHIME-ja, po ustanovitvi fundacije, ki bi bila usmerjena v upravljanje s klinicˇnimi
podatki. Temelji na zˇe predhodno definiranih standardih ISO-13606 (CEN) ter GEHR.
Glavna prednost OpenEHR je strukturiran zapis zdravstvenih podatkov [15]. Omogocˇa
klinicˇno podporo odlocˇanju (angl. decision support), izboljˇsuje varnost pacientov, omogocˇa
zapis podatkov v registre, zdravstveni pregled nad populacijami ljudi, poslovno inteli-
genco, zdravstvene raziskave, personalizacijo zdravstva itd. S svojim poizvedovalnim
jezikom AQL (angl. Archetype Query Language) in strukturiranim zapisom podatkov,
kjer je vsak podatek dostopen na tocˇno dolocˇenem mestu, preko dolocˇene poti (angl.
path) dopusˇcˇa brezmejne mozˇnosti za razvijalce.
3.4.1 Osnovni koncepti
OpenEHR pristop temelji na storitveno orientirani arhitekturi, katere klinicˇni modeli
podatkov so nacˇrtovani s strani strokovnjakov z medicinskega podrocˇja v sodelovanju z
informatiki. Modeli naj bi bili nacˇrtovani na svetovni ravni in sprejeti s strani vecˇine
zdravstvenih organizacij. Principi OpenEHR so definirani v zbirki specifikacij, narejenih
s strani istoimenske fundacije.
Kot vsi ostali principi za razvoj zdravstvenih informacijskih sistemov tudi OpenEHR
temelji na EHR. EHR (angl. Electronic Health Record) je elektronski zdravstveni za-
pis posameznega pacienta, ki vkljucˇuje razlicˇne klinicˇne podatke in karakteristike paci-
enta. V slovenskem prostoru uporabljamo kratico EZZ (elektronski zdravstveni zapis).
Predstavlja nekaksˇen osnovni okvir, znotraj katerega so shranjeni vsi podatki obravnav
posameznega pacienta.
V grobem delimo OpenEHR specifikacijo na tri glavne sklope (slika 3.3):
servisni model (angl. Service Model - SM );
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arhetipski model (angl. Archetype Model - AM );
referencˇni model (angl. Reference Model - RM );
Reference 
Model
Archetype 
Model
Service
model
Slika 3.3 Globalna OpenEHR paketna struktura [16].
V praksi se srecˇujemo s petimi glavnimi deli principa OpenEHR, ki so sledecˇi:
referencˇni model;
arhetipi;
template-i;
poizvedovalni jezik AQL [17];
API fizicˇne platforme;
Predhodno navedeni principi so predstavljeni na sliki 3.4. Prvi sˇtirje, prikazani na
levi strani slike (na sliki manjka AQL) predstavljajo koncepte, ki so del specifikacije, de-
sna stran slike pa je stvar implementacije posameznega informacijskega sistema. S takim
konceptualnim pristopom specifikacija OpenEHR omogocˇa implementacijo v poljubnem
programskem jeziku, z razlicˇnimi nacˇini izpostavljanja storitev (REST, SOAP...), neod-
visno od strojne opreme in operacijskega sistema.
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Slika 3.4 Konceptualni model OpenEHR [18].
3.4.2 Referencˇni model
Referencˇni model dolocˇa logicˇno strukturo za shranjevanje v obliki EZZ in demografskih
podatkov (generalije). Pojem demografski podatki v okviru OpenEHR predstavlja vse
pacientove osebne podatke - generalije. Omenjeni model predstavlja napotke in dobre
prakse, kako naj bi bile stvari narejene, ne pa dejanske sheme modela uporabljenega v
praksi. Definira osnovne podatkovne tipe, njihove omejitve, osnovne podatkovne struk-
ture, ki se jih nato uporablja za gradnjo arhetipov, dolocˇa proces upravljanja z verzijami,
identifikacijo, dostop do podatkovnih virov itd.
Osnovne podatkovne tipe, ki so v koncˇnih aplikacijah predstavljeni na vnosnih formah,
delimo na sˇtiri glavne skupine. V razlagi podatkovnega tipa je pripisan tudi prakticˇni
prikaz na vnosni formi, ki seveda ne spada pod referencˇni model in je stvar same imple-
mentacije. Glavne skupine podatkovnih tipov so sledecˇe:
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tekstovni podatki:
DV TEXT - prosti tekst, predstavljen s tekstovnim poljem;
DV CODED TEXT - nabor mozˇnih vrednosti; vsaka ima svojo unikatno kodo
in tekstovno vrednost; tip je obicˇajno predstavljen s spustnim menijem; pogo-
sto je prisotna tudi dodatna opcija “drugo”, ki poleg izbire vrednosti iz nabora
omogocˇa vnos prostega teksta;
DV BOOLEAN - omogocˇa izbor dveh vrednosti in sicer drzˇi ali ne drzˇi; v praksi se
prikazuje s potrditvenim poljem (angl. checkbox ), v nekaterih primerih pa potre-
bujemo tudi nedefinirano vrednost (angl. null), zato posledicˇno polje predstavimo
s tremi “radio button”-i;
cˇasovni podatki:
DV DATE - vnos datuma predstavljen z izbiralcem datuma (angl. date-
picker);
DV TIME - vnos cˇasa;
DV DATETIME - vnos kombinacije cˇasa in datuma;
kolicˇinski podatki:
DV COUNT - vnos sˇtevnosti, npr. sˇtevilo odmerkov dolocˇenega zdravila na
cˇasovno enoto; predstavljeni so s sˇtevilskim poljem;
DV PROPORTION - vnos delezˇa, npr. zasicˇenosti izdihanega zraka s kisikom;
predstavljeni so z dvema poljema, kjer eno predstavlja delezˇ, drugo pa celoto
oz. kolicˇnik; cˇe gledamo delezˇ v procentih, se drugo polje obicˇajno izpusti;
DV QUANTITY - vnos kolicˇine dolocˇene snovi s pripadajocˇo enoto; predsta-
vljeni so z dvema poljema in sicer s sˇtevilskim za vnos kolicˇine ter dodatnim
poljem DV CODED TEXT, ki uporabniku omogocˇa izbiro enote, s katero so
bili izmerjeni vneseni podatki.
DV DURATION - vnos trajanja necˇesa, npr. trajne infuzije; predstavimo jih
z vecˇ sˇtevilskimi polji ali preracˇunamo v datume;
Poleg omenjenega referencˇni model definira tudi osnovne kontejnerje za shranjevanje po-
datkov. Dolocˇa strukturo osnovnega EZZ zapisa, demografskih podatkov, podatkovnega
zapisa (angl. composition) ter ostalih podatkovnih struktur.
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3.4.3 Arhetipi
Kot je zˇe omenjeno v predhodnem razdelku, referencˇni model dolocˇa le definicijo struk-
ture podatkov. OpenEHR temelji na pristopu dvonivojskega modeliranja, torej locˇuje
jezikovna in vsebinska pravila. Nad referencˇnim modelom je zato definiran arhetipski
model ali mnozˇica arhetipov. Slednji predstavljajo najˇsirsˇo mozˇno definicijo podatkov,
ki so zanimivi za klinicˇno analizo posameznih primerov uporabe. Uporabljeni naj bi bili
na globalni ravni, dostopni pa so na CKM (angl. Clinical Knowlede Manager) strezˇnikih,
tako globalnem, kot tudi na nacionalnih. Nacˇrtovani so s strani mednarodnih klinicˇnih
strokovnjakov, ki imajo tudi tehnicˇno znanje o EZZ sistemih. Definicija arhetipov je
omejena s specifikacijo jezika ADL, v katerem so narejeni. Fundacija hkrati ponuja tudi
nacˇrtovalska orodja za razvoj arhetipov. Na sliki 3.5 je prikazan in opisan primer arhe-
tipa.
Slika 3.5 Primer arhetipa za krvni pritisk. Arhetip je sestavljen iz vecˇ tipov podatkov. Podatkovna sekcija (angl. data)
vsebuje izmerljive podatke, ki jih vnese zdravnik. Protokol opisuje na kaksˇen nacˇin, po kateri metodi in s katero
napravo smo podatek pridobili. Stanje (angl. state) opisuje stanje pacienta ob opazovanju. Dogodki (angl. events)
opisujejo neko ponavljajocˇe se dogajanje/meritev, vezano na cˇas. Prisotna je tudi sekcija za opis (angl. description),
ki omogocˇa vnos prostega teksta [19].
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3.4.4 Predloge
Naslednji viˇsji nivo nad arhetipi so predloge (angl. template). Predloga je nabor podatkov
iz razlicˇnih arhetipov, pripravljen za posamezni primer uporabe. To je lahko vnosna
forma, sporocˇilo, dokument ali pa skupina med sabo povezanih podatkovnih skupin.
Obicˇajno so izdelana na podjetju, ki izdeluje svoj produkt, ponekod pa uporabljajo
tudi skupne nacionalne predloge za dolocˇene scenarije. V predlogah nacˇrtovalec dolocˇi,
katere podatke iz arhetipov mora predloga vsebovati in jim na ravni predloge tudi omeji
sˇtevnost, dovoljene meje, nabor vrednosti, dolocˇimo pa lahko tudi zunanje terminologije
itd.
Predloge so obicˇajno sestavljene s strani analitika in zdravstvenega osebja. Njihov
razvoj poteka v vecˇ iteracijah. Zdravniki pogosto niso povsem vesˇcˇi OpenEHR sistemov
in v posameznih primerih uporabe jih vcˇasih analitik z informiranjem o tem, kateri vsi
podatki so mozˇni za dolocˇeno podrocˇje, opomni na pomembne koncepte, ki bi bili mogocˇe
tudi uporabni za raziskave. Proces razvoja poteka tako, da analitik za primer uporabe v
predlogo vkljucˇi ustrezne arhetipe, glede na to, katere informacije ga zanimajo. Nato se z
zdravstvenim osebjem dogovori, kateri podatki so zanj sploh potrebni in nepotrebne izlocˇi
iz predloge. Nato sledi dolocˇitev dodatnih omejitev ter po potrebi dodajanje zunanjih
terminologij za specificˇne probleme. Tak proces obicˇajno traja nekaj iteracij, da pride
do koncˇnega konsenza med zdravnikom in analitikom.
Predloga je tekom razvoja zapisana v datoteki tipa “.oet” v XML obliki. Obicˇajno
se take datoteke ureja z graficˇnimi urejevalniki. Omenjena datoteka vsebuje povezave na
razlicˇne arhetipe (zunanje datoteke) in omejitve nad njimi ter nekatere druge metapo-
datke. Preden bo predloga pripravljena za uporabo v produkcijskem okolju, jo je treba
pretovoriti v operativno predlogo (angl. operational template - OPT). Slednja je sa-
mostojna in vsebuje vse podatke o arhetipih, podatkovnih tipih, terminologije s prevodi,
torej vse kar predloga potrebuje za samostojno delovanje. Kot primer, predloga “Diabe-
tes mesecˇni pregled” v razvojni verziji vsebuje okoli 200 vrstic dolgi XML dokument, ob
pretvorbi v operativno predlogo pa ta velikost naraste na okoli 25.000 vrstic.
3.4.5 EZZ, EMR in PHR
Kot zˇe omenjeno se vsi klinicˇni zapisi za posameznega pacienta vpisujejo v njegov EZZ.
Slednji poleg shranjevanja klinicˇnih podatkov podpira tudi shranjevanje podatkov, ki se
ticˇejo placˇevanja, upravljanja kakovosti storitev, planiranja virov ter nadzora in statistike,
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torej na kratko administrativnih podatkov. Namen EZZ je namrecˇ omogocˇiti celovito
zdravstveno oskrbo pacienta [20].
Slika 3.6 Struktura EZZ zapisa [21].
EZZ zapis pacienta naj ne bi vseboval nobenih demografskih podatkov (generalij) [22].
Eden od osnovnih principov OpenEHR je locˇitev demografskih od ostalih podatkov, kar
naj bi zagotavljalo tezˇjo sledljivost in manjˇso mozˇnost kraje podatkov. OpenEHR pred-
postavlja uporabo fizicˇno locˇenih demografskih repozitorijev in tudi predpisuje strukturo
demografskih podatkov z arhetipi.
V praksi so demografski podatki pogosto shranjeni v locˇenih bazah. Za povezavo
EHR podatkov z zunanjimi sistemi se uporablja enotni identifikator Ehr id. Osnovni
zapis lahko poleg enolicˇnega identifikatorja vsebuje tudi identifikator zunanjega sistema,
ki je zapis ustvaril, ter cˇasovni zˇig, ko je bil zapis narejen. Teh treh podatkov po vnosu
ni vecˇ mogocˇe spreminjati. Kot je vidno iz slike 3.6, EZZ zapis vsebuje podatke o:
EZZ dostopu (angl. access), ki definira pravice in nastavitve dostopa do zapisa
(torej privzeti nacˇin ter dovoljenja posameznim uporabnikom);
EZZ statusu, ki vsebuje trenutno stanje in kontrolne informacije o EZZ med kate-
rimi je tudi eksterni identifikator pacienta, ki je povezan s trenutnim EZZ, lastniˇstvo
zapisa, zadnja posodobitev itd.;
strukturi map (angl. directory), ki opisuje hierarhicˇno strukturo organizacije za-
pisov pacienta po mapah, s tem, da se lahko en zapis za razliko od obicˇajnih
direktorijskih struktur pojavlja v vecˇ mapah naenkrat;
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podatkovnih zapisih (angl. composition), ki vsebujejo vse klinicˇne in administra-
tivne vnose podatkov za pacienta; tudi za administrativne vnose so definirani spe-
cializirani arhetipi;
prispevkih (angl. contribution), ki belezˇijo vse spremembe v pacientovem EZZ;
vse predhodno nasˇtete strukture so namrecˇ verzionirane; noben zapis se torej ne
posodobi direktno, ampak se vedno naredi nova verzija obstojecˇega zapisa, da noben
podatek ne mora biti izgubljen;
V zdravstvu se pogosto uporablja tudi pojem EMR (angl. Electronic Medical Re-
cord), ki se ga pogosto mesˇa s pojmom EZZ (EHR). EMR se namrecˇ osredotocˇa izkljucˇno
na medicinske podatke, podatke namenjene za diagnosticiranje in zdravljenje, za razliko
od EZZ, ki vsebuje tudi druge podatke, npr. podatke o pacientovem telesnem stanju
(telesna viˇsina). EMR predstavlja digitalno verzijo pacientovih medicinskih podatkov
v ordinaciji zdravstvenega delavca [23]. Podatki iz EMR so dostopni le znotraj ene
zdravstvene ordinacije in ni preprostega nacˇina za njihov prenos k zdravniku z druge
organizacije. Najpogosteje se, ko se pojavi potreba po prenosu podatkov iz EMR, le-te
posreduje kar v tiskani obliki.
Pojem PHR (angl. Personal Health Record) je sistem, s katerim si posamezniki
belezˇijo in med seboj delijo informacije o svojem zdravju ali zdravju oskrbovanca [24].
PHR sistem ni le staticˇna podatkovna zbirka, ampak omogocˇa tudi zdruzˇevanje in deljenje
podatkov, ter uporabo skupnih programskih orodij [25]. Vsak posameznik je odgovoren
za natancˇnost in verodostojnost svojih meritev. Mozˇnost ima izbirati komu so njegove
zdravstvene informacije dostopne. PHR se seveda locˇuje od uradnih zdravstvenih kar-
tonov, kreiranih s strani zdravstvenega osebja, je pa osebju v pomocˇ pri zdravstvenih
preiskavah.
3.4.6 Podatkovni zapisi
Podatkovni zapisi (angl. composition) so neke vrste instance predlog. Vsak tak zapis je
tudi validiran s pomocˇjo korespondencˇne predloge. To pomeni, da se vsak podatek pred
shranjevanjem v platformo obicˇajno preko nekega API-ja (angl. Application Program-
ming Interface) primerja, cˇe je njegova vrednost ustrezna glede na omejitve nastavljene
v referencˇnem polju predloge in v primeru da ni, se vnos ne shrani. V tem primeru se
na aplikacijo, ki je poslala zahtevo za shranitev zapisa, posˇlje povratni HTTP zahtevek,
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da je priˇslo do napake pri shranjevanju in se uporabniku pokazˇe katere od podatkov je
vnesel napacˇno. V nasprotnem primeru aplikacija od EHR strezˇnika prejme nov identi-
fikator podatkovnega zapisa, ki ga lahko uporablja za nadaljnje delo v aplikaciji, oz. si
ga shrani v podatkovno bazo. Slika 3.7 prikazuje zgradbo takega vnosa. Struktura vseh
podatkovnih gradnikov na shemi je definirana na ravni referencˇnega modela.
Slika 3.7 Struktura podatkovnega vnosa v EHR (angl. composition) [26].
Shemo s slike 3.7 je najlazˇje razlozˇiti na podlagi primera (slika 3.8). Za primer smo
vzeli predlogo vitalnih znakov. Prvi del predloge vsebuje obvezne kontekstne informa-
cije. To so jezik vnosa, teritorij, cˇasovni zˇig vnosa ter podatke o avtorju tega zapisa.
Sledi vsebina vnosa. Znotraj te je sekcija (angl. section) vitalni znaki (angl. vital si-
gns), ki vsebuje listo vecˇ meritev. Ena od njih je opazovanje (angl. observation) telesne
temperature (angl. body temperature). Omenjeno opazovanje je zapisano v svojem ar-
hetipu in predstavlja en zakljucˇen primer uporabe. Znotraj enega opazovanja imamo
lahko vecˇ izmerkov ali dogodkov (angl. event). Vsak od teh vsebuje izmerjene podatke
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in stanje v katerem so bili ti podatki izmerjeni. Element telesna temperatura je tipa
DV QUANTITY (definiran v RM), ki vsebuje podatek o kolicˇini ter enoto merjenja.
Opazovanje opiˇse tudi protokol na kaksˇen nacˇin smo opravili meritev, kje smo merili, s
katero napravo itd.
Slika 3.8 Primer predloge (Vital Functions Encounter.oet) v urejevalniku Template designer podjetja Ocean Informatics.
3.4.7 AQL
Poizvedovalni jezik AQL (angl. Archetype Query Language) omogocˇa poizvedovanje po
EZZ-jih. Temelji na poizvedovalnem jeziku SQL in pa na XPath-u (angl. XML path lan-
guage). Njegova mocˇ ne dosega mocˇi jezika SQL, se mu pa vse bolj priblizˇuje. Omogocˇa
izbiro rezultatov glede na OpenEHR strukturo, sortiranje, izbiranje glede na dolocˇen
pogoj, paginacijo, omejevanje sˇtevila rezultatov in podobno. Omogocˇa tudi uporabo
osnovnih agregacijskih funkcij za izracˇun minimalne, maksimalne in povprecˇne vrednosti
ter sˇtetje rezultatov (MIN,MAX,AVG,COUNT).
V pogojnem delu (WHERE) omogocˇa uporabo standardnih primerjalnih operatorjev
(=, <, >, <=, >=, !=). Podpira tudi operatorja za obstoj dolocˇenega gradnika (EXISTS)
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in za ujemanje vrednosti navedenega polja z vrednostjo iz seznama (MATCHES).
Za naslavljanje dolocˇenega elementa znotraj podatkovnega zapisa uporabljamo dolge
XPath poti. Ker so te dokaj neberljive in jih je skoraj nemogocˇe sestaviti na pamet, si pri
gradnji poizvedb pomagamo z orodji, s katerimi konstruiramo poizvedbe v uporabniku
bolj razumljivi obliki, kasneje pa jih prevedemo v obliko z XPath-i, ki jo razumejo AQL
procesorji.
Druga opazna razlika med SQL in AQL (vidna z zapisa 3.2) je uporaba izjave vsebo-
vanja (CONTAINS). Izjava pomeni, da cˇe katerikoli naslednik od trenutnega elementa
vsebuje podatkovno strukturo, ki se ujema s podanim XPath-om, je zapis vrnjen in po-
slan v vnaprejˇsnjo obdelavo. S pomocˇjo te izjave lahko omejimo zapise na zelo splosˇen
nacˇin, npr. glede na tip podatkovne strukture iz referencˇnega modela ali pa zelo spe-
cificˇno npr. na konkretni arhetip. Tako v pogojnih stavkih, kot tudi v izjavi vsebovanja
je mozˇna uporaba logicˇnih operatorjev (AND, OR).
1 SELECT TOP 1 c
2 FROM EHR e[ehr_id/value=’5beffd4a -287b-4922 -88da -574 bcf50318a ’]
3 CONTAINS COMPOSITION c[openEHR -EHR -COMPOSITION.encounter.v1]
4 CONTAINS SECTION sVitals[openEHR -EHR -SECTION.ispek_dialog.v1]
5 WHERE
6 c/name/value=’Vital functions ’ AND (
7 EXISTS sVitals/items[openEHR -EHR -OBSERVATION.body_temperature -zn.v1] AND
8 sVitals/items[openEHR -EHR -OBSERVATION.body_temperature -zn.v1]/ protocol[at0020]
9 /items[at0021 .1]/ value matches {’Ear canal’, ’Skin’})
Zapis 3.2 Primer preproste AQL poizvedbe. TOP omeji sˇtevilo rezultatov na ena. V FROM delu povemo, da izbiramo
podatke z navedenim EHR identifikatorjem. WHERE pogoj podatke omeji glede na tip zapisa na meritve vitalnih
znakov. V tej poizvedbi torej izbiramo zapis meritve vitalnih znakov, ki vsebuje meritev telesne temerature (EXISTS
del), katere lokacija meritve je bila opravljena na kozˇi ali v usˇesu (MATCHES del).
3.4.8 Primerjava z HL7
Za razliko od standarda HL7 je sistem postavljen po principih OpenEHR zelo sˇibko sklo-
pljen, zmozˇnosti sistema pa so jasno znane [27]. OpenEHR specifikacija namrecˇ dolocˇa
kreiranje, shranjevanje in preiskovanje EHR podatkov in s tem omejuje razvijalce, kar je
vcˇasih ustrezno, vcˇasih pa ne. Prav zaradi tega so mu nekateri naklonjeni, drugi pa ne.
Podpira tako funkcionalno (dostopnost podatkov vsem), kot tudi semanticˇno interopera-
bilnost (razumljivost podatkov za vse, tudi za racˇunalnike), kar posledicˇno pomeni, da je
mozˇno take podatke uporabiti za strojno ucˇenje, odlocˇitvene sisteme, planiranje, lokali-
zacijo itd. Standard HL7 se vecˇinoma uporablja za sporocˇanje med klinicˇnim sistemom
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in skupnimi centralnimi EHR sistemi. S prihodom verzije 3 tudi HL7 omogocˇa EHR in
PHR (angl. Personal Health Record) interoperabilnost, saj tako kot OpenEHR uporablja
referencˇni model. Oba “standarda” potrebujeta podrobno definicijo klinicˇnih modelov.
Ti vsebujejo kombinacijo terminologij, medicinskega znanja in strukture podatkov. V
pripravi so zˇe tudi orodja za pretvorbo OpenEHR arhetipov v predloge HL7 verzije tri.
4 Postopek razvoja vnosnih form
4.1 Cilji razvoja
Kot zˇe omenjeno je cilj pricˇujocˇe diplomske naloge izdelava vnosnih form s pomocˇjo temu
namenjenih orodij, implementacija le-teh v klinicˇni informacijski sistem Think!Clinical
ter prikaz uporabe podatkov, vnesenih s temi formami, na prakticˇnem problemu. Po-
sredni cilj je prikazati kako hiter je lahko razvoj preprostih polno-funkcionalnih vnosnih
form z ustreznimi orodji ter platformo Think!Clinical , ter kaksˇne napredne opcije ponu-
jajo ta orodja in platforma. V danasˇnjem svetu je namrecˇ agilni razvoj ter hitra odzivnost
podjetij na zahteve uporabnikov kljucˇnega pomena.
Jim Highsmith je v svoji knjigi leta 2000 zapisal, da biti agilen pomeni, da lahko hitro
dostavljasˇ produkte ter jih hitro in pogosto spreminjasˇ [28]. Agilne metode razvoja se
obicˇajno precej razlikujejo v nacˇinih izvedbe agilnih metod, a si delijo skupne lastnosti,
kot na primer iterativni razvoj, interakcijo ter komunikacijo med narocˇnikom in razvojno
ekipo ter minimizacijo strosˇkov. Iterativni razvoj z majhnimi iteracijami omogocˇa ra-
zvojni ekipi hitro prilagajanje in spreminjanje zahtevanih funkcionalnosti. Delo v manjˇsih
ekipah z rednimi dnevnimi sestanki omogocˇa dobro komunikacijo znotraj ekipe in s tem
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pospesˇi delo ter zmanjˇsa mozˇnost nesporazumov. Poznamo veliko agilnih metod razvoja,
kot na primer “scrum”, ekstremno programiranje, programiranje v parih, a na tem mestu
se ne bi spusˇcˇali v podrobnosti le-teh metod.
Vnosne forme izdelane v sklopu pricˇujocˇega diplomskega dela obsegajo podrocˇje opa-
zovanj stanja pacienta. Gre za vnosne forme vitalnih znakov, oceno dihalnega statusa,
ocˇi, zavesti, psihicˇnega stanja, bolecˇine, oceno stanja ustne sluznice, napadov in krcˇev,
krvnega sladkorja, oceno ogrozˇenosti pacienta (angl. waterlow), oceno stanja pacienta
ob umetnem predihavanju ter lestvico nujnosti (angl. TISS28 ). Ker je teh vnosnih form
kar precej, se v pricˇujocˇem diplomskem delu osredotocˇamo na tiste zahtevnejˇse za imple-
mentacijo. To so forme vitalnih znakov, ocene dihanja ter ocena stanja ustne sluznice.
Drugi prakticˇni del pricˇujocˇega diplomskega dela je nadgradnja funkcionalnosti ka-
tegorizacije debelosti mladostnikov. To je funkcionalnost, ki zdravnikom omogocˇa spre-
mljanje razvoja otrok mlajˇsih od dvajset let, ter jih opozarja na mozˇne nepravilnosti.
V sklopu diplomskega dela je bila razvita tudi funkcionalnost izvoza podatkov vnesenih
z vnosnimi formami vitalnih znakov ter ocene zavesti v PDF dokumente za porocˇanje.
Prikaz celotnega prispevka diplomskega dela je viden na sliki 4.1, na kateri je prispevek
diplomskega dela oznacˇen z rdecˇo barvo.
Slika 4.1 Prikaz prispevka (oznacˇeno z rdecˇo barvo) v klinicˇni informacijski sistem Think!Clinical opravljenega v okviru
pricˇujocˇega diplomskega dela.
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4.2 Uporabljene tehnologije
Med izdelavo prakticˇnega dela te diplome smo se spoznavali z razlicˇnimi tehnologijami,
programskimi jeziki in orodji za razvoj. Nekatera od teh so zˇe bila delezˇna opisa v
prejˇsnjih razdelkih. Prav je, da se na tem mestu spoznamo sˇe z ostalimi.
4.2.1 AngularJS
AngularJS je ogrodje za razvoj spletnih aplikacij, zasnovan po principu MVC (angl.
Model View Controller). Funkcionalnosti AngularJS aplikacije so razbite na vecˇ razlicˇnih
komponent. Aplikacija se deli na tri osnovne dele:
model (angl. model), ki nosi podatke in logiko;
pogled (angl. view), ki nosi vizualno predstavitev podatkov;
“controller”, ki povezuje oba zgornja dela.
Model aplikacije skrbi za upravljanje s podatki posamezne komponente. Vrednosti z
modela so direktno vezane na HTML DOM elemente v pogledu. Ob spremembi modela
se tako spremeni tudi vrednost na pogledu. Temu strokovno recˇemo “data binding”. Ob
spremembi modela obicˇajno zˇelimo izvesti dolocˇeno akcijo. Za spremljanje sprememb
dolocˇene spremenljivke uporabljamo poslusˇalce (angl. watcher). Ko le-ta zazna spre-
membo na modelu poklicˇe funkcijo, ki smo jo dolocˇili za poslusˇalca in izvede zˇeljeno
akcijo (preracˇun podatkov, validacija itd.).
4.2.2 Nacˇrtovalec vnosnih form - “form builder”
Kot je vidno iz slike 4.2, je nacˇrtovalec vnosnih form (angl. form builder) namenjen
izdelavi vnosnih form. Eden on njih je tudi “EHR Explorer”, produkt podjetja Marand,
tako kot tudi “form renderer”, ki skrbi za izris forme, narejene s tem orodjem. Nabor
podatkov na formi je omejen na podatke, ki so prisotni na operativni predlogi, ki jo
nacˇrtovalec izbere, ko zacˇne z izdelavo. Postopek razvoja vnosne forme je opisan v
razdelku 2.5.1.
Ko vnosno formo v urejevalniku shranimo, se ustvarijo sˇtiri JSON datoteke. Prvi in
najpomembnejˇsi je opis forme (angl. form description). Ker ima vnosna forma nacˇin za
prikaz ter nacˇin za urejanje podatkov, sta opisa forme dva, za vsakega od tipov eden.
Poleg tega ena JSON datoteka vsebuje tudi opis postavitve polj na formi, ki pa se v
30 4 Postopek razvoja vnosnih form
Slika 4.2 Razvojni krog razvoja vnosne forme od arhetipov do uporabniˇskega vmesnika [29].
trenutni verziji generatorja sˇe ne uposˇtevajo. V zadnji datoteki so “form dependancies”,
ki omogocˇajo implementacijo preproste logike kar z graficˇnim urejevalnikom. Omogocˇajo
izvedbo vecˇ akcij na dolocˇen pogoj. Pogoji so prazna vrednost, izbrana vrednost, enakost
ter neenakost vrednosti v polju. Na izpolnjen pogoj lahko prozˇimo akcije prikazˇi/skrij,
omogocˇi/onemogocˇi ter nastavi/izbriˇsi oz. ponastavi vrednost na privzeto.
Anotacija
Anotacije so pari kljucˇa in vrednosti, ki sluzˇijo, da lahko na ravni predloge dodajamo
dodatne metapodatke na posamezna polja. Dodamo jih lahko na poljuben element [30].
S pomocˇjo anotacij lahko npr. dodajamo dodatne prevode, ki jih nato uporabimo za
prikaz na vnosni formi.
Anotacije so kljucˇne za grajenje naprednih vnosnih form. Ideja je, da bi s pomocˇjo
anotacij nadomestili dolocˇena oznacˇena polja s poljubno obogateno vsebino, oz. jih
razsˇirili z dodatno vsebino. Na polje, ki ga zˇelimo obdelati, dodamo anotacijo, ki nam
pove, katera funkcija naj se poklicˇe ob generiranju vnosne forme in zamenja oz. razsˇiri
vsebino izbrane komponente na formi. Glede na to, kaksˇne vrste je ta funkcija, jih delimo
na razsˇiritve (angl. extension) in posebne komponente (angl. custom component). Tak
nacˇin dela bi moral omogocˇati, da bi lahko razvijalci vecˇkrat uporabljali iste skupne
funkcije zbrane v nekem skupnem repozitoriju ter s tem pospesˇilo razvoj tovrstnih form.
Ni pa nujno, da te funkcije spreminjajo le izgled vnosnih form, ampak lahko le njihovo
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funkcionalnost. Primer take uporabe funkcij bi bil, cˇe bi razvijalec na vsebnik, ki vsebuje
polja tezˇa, viˇsina in ITM (indeks telesne mase), dodal anotacijo “funkcija” z vrednostjo
“izracunajBMI” in ta funkcija bi poskrbela za poslusˇanje sprememb vrednosti v poljih
viˇsine in mase, ter vrednost zapisala v polje ITM.
Oznaka
Oznake (angl. tags) imajo podobno vlogo kot anotacije, a ne vsebujejo dvojic kljucˇ
vrednost, temvecˇ le vrednosti. V “form builderju” sluzˇijo oznacˇevanju polj, da jih lahko
potem na generirani formi preprosteje najdemo s pomocˇjo te oznake. Poleg tega sluzˇijo
tudi oznacˇevanju polja z razlicˇnimi stanji in posebnostmi. Primeri oznak so sledecˇi:
Oznaka “multi”: polje bo na generirani formi imelo omogocˇeno dodajanje vecˇ in-
stanc;
Oznaka “ignoreForContainsValue”: polje se ne uposˇteva pri preverjanju, cˇe ima
forma vnesene vrednosti;
Oznaka “noRender”: za polje se ne ustvari DOM element, ampak se ustvari le
njegov podatkovni model;
Oznaka “viewMode”: polje se prikazˇe v prikazovalnem nacˇinu, cˇeprav je forma v
nacˇinu urejanja.
4.2.3 Generator vnosnih form - “form renderer”
Generator vnosnih form skrbi za dinamicˇno grajenje vnosnih form glede na vhodne po-
datke v JSON obliki. Kot vhodne podatke sprejema opis forme (angl. form description),
ki je zgrajen z “form builder-jem”. Omenjeno datoteko prebere in se iterativno premika
skozi seznam elementov v njej. Za vsakega prebere njegov tip in ga prikazˇe z ustreznim
graficˇnim elementom. Za prikaz uporablja zunanjo knjizˇnico graficˇnih gradnikov.
Zapis 4.1 predstavlja primer predstavitve polja na formi (del opisa forme (angl. form
description)). Poleg tipa elementa ta opis vsebuje tudi oznako, kaj element predstavlja,
ki jo obicˇajno uporabimo kot “labelo” pred poljem. Definirana je sˇtevnost polja, ki nam
pove minimalno in maksimalno koliko vnosov enega podatka imamo lahko na isti formi.
Sledijo anotacije ter oznake. Prisotna sta tudi dva identifikatorja, da lahko polje lazˇje
najdemo. V polju “inputs” so podatki, ki opisujejo delovanje posameznega vnosnega
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polja (za vrednost ali enoto). Tu so prisotni tip polja, podatki za validacijo posameznega
polja (minimum, maksimum), natancˇnost podatka (za sˇtevilcˇne), nabor vseh mozˇnih
vrednosti itd. V opisu polja je specificirana tudi njegova privzeta vrednost (cˇe je ta
dolocˇena). Opis vsebuje konfiguracijo pogleda (angl. view config), ki nosi podatke o
velikosti, umestitvi polja, posebnih oznakah, zunanjih sˇifrantih itd.
Vse te podatke “form renderer”uposˇteva in jih uporabi pri graficˇni predstavitvi. Za
vsak element v opisu forme kreira njegovo HTML predstavitev in “angular” model, mu
dolocˇi validacijo, privzete vrednosti in enote, velikost ter vse druge potrebne parametre.
Kot zˇe omenjeno v predhodnem razdelku 4.2.2, “form renderer”omogocˇa tudi uporabo
posebnih in razsˇirjenih komponent. Cˇe je na elementu z anotacijo navedena funkcija,
jo “form renderer”poklicˇe in nato funkcija poskrbi, da se pogled razsˇiri oz. zamenja
s posebno komponento. “form renderer” funkciji posreduje “formApi”, ki ponuja na-
bor osnovnih funkcij s katerimi manipuliramo s formo in jo spreminjamo. Te funkcije
omogocˇajo spreminjanje AngularJS modela posamezne komponente, ki se nato odrazˇa
na spremembi prikaza vnosne forme.
1 {
2 "name": "Heart rate",
3 "localizedName": "Heart rate",
4 "rmType": "DV_QUANTITY",
5 "nodeId": "at0004",
6 "min": 0,
7 "max": 1,
8 "localizedNames": {
9 "en": "Heart rate",
10 "sl": "Pulz"
11 },
12 "localizedDescriptions": {
13 "en": "The rate of the heart in beats per minute .",
14 "sl": "Stevilo s r n i h utripov na minuto"
15 },
16 "annotations": {
17 "default": "L10n={sl=Pulz}"
18 },
19 "aqlPath": "/ content[openEHR -EHR -SECTION.ispek_dialog.v1,’Vital signs ’]/items[
openEHR -EHR -OBSERVATION.heart_rate -pulse -zn.v1]/data[at0002]/events[at0003]/
data[at0001]/items[at0004,’Heart rate ’]/value",
20 "inputs": [2],
21 "formId": "vital_functions/vital_signs/pulse/any_event/heart_rate",
22 "viewConfig": {
23 object
24 }
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25 }
Zapis 4.1 Primer JSON opisa za polje na formi. Zaradi dolzˇine zapisa sta polji “viewConfig” in“inputs” skrcˇeni.
4.3 Razvoj vnosne forme vitalnih znakov
Razvoj se je zacˇel z nalaganjem operativne predloge na ustrezni EHR strezˇnik. Ta korak
je obvezen, kajti celotna logika forme, od shranjevanja, validacije in prikaza, temelji na
omejitvah navedenih v operativni predlogi. Sledilo je dodajanje ustreznih polj na formo.
Nasˇa naloga je bila prenoviti stare forme narejene v “javanski” knjizˇnici “Swing”. Tako
smo lahko ustrezni nabor polj izbrali kar iz stare forme oz. iz kode v Javi. Ker se
za prikaz na razlicˇnih produkcijskih okoljih uporablja razlicˇen nabor polj in nekoliko
drugacˇna logika, smo izdelalo dve razlicˇni osnovni formi in sicer eno bolj podrobno za
klinicˇni oddelek za otrosˇko kirurgijo in intenzivno terapijo (KOOKIT) ter eno za preostala
okolja.
Ker se iz osnovne vnosne forme preko gumbov odpirajo druge forme, ki omogocˇajo
izbiro in vnos dodatne razsˇirjene vsebine osnovne forme, smo se v drugem koraku lotili
izdelave le-teh. Gre za forme vitalnih znakov (razsˇirjena forma z zavihki), formo za vnos
dihalnega statusa, formo za vnos stanja zavesti, ter formo za oceno stanja ocˇi. Za vsakega
od polj na vnosni formi je bilo potrebno nastaviti privzeto velikost, urediti prevode, po
potrebi urediti omejitve nabora vrednosti, nekatera izracˇunljiva polja (npr. indeks telesne
mase ali povrsˇino kozˇe) oznacˇiti kot le za branje (“readonly” nastavitev) itd.
Naslednji korak je bil na forme dodati pravila - “form dependancies”. To so prepro-
sta navodila za generator, ki omogocˇajo izvedbo enostavne logike na vnosni formi (vecˇ
v razdelku 4.2.2) in s tem programer prihrani pri sˇtevilu vrstic kode. Primer uporabe
teh pravil bi bil sledecˇi scenarij: Vnos telesne temperature poleg vnosa izmerjene viˇsine
omogocˇa tudi vnos lokacije meritve. Validacija vnosa telesne temperature je taka, da je v
primeru vnesene lokacije le-ta obvezen podatek. Lokacija meritve namrecˇ spada pod tip
vnosa “protocol”, zato zahteva prisoten vsaj en podatek iz podatkovne sekcije. Omenjeni
scenarij resˇimo precej preprosto. Ko je vrednost v polju temperature prazna, je polje
lokacije onemogocˇeno. V primeru vnosa se omogocˇi polje lokacije. Cˇe se vrednost tem-
perature ponovno briˇse, je potrebno vrednost v polju lokacije pobrisati in polje ponovno
onemogocˇiti. Podobno velja tudi za polje “dodaten opis”, ki tudi spada k meritvi telesne
temperature. Vse to smo resˇili z uporabo dveh pogojnih stavkov v pravilih na formi.
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Prikaz, kako se nastavlja tovrstna pravila, je viden na sliki 4.3.
Slika 4.3 Prikaz urejanja pravil v orodju “form builder”.
4.3.1 Specialne funkcije
Sledila je implementacija glavne logike. Na krovni element forme smo dodali anotacijo
“function” in ji kot vrednost dodali ustrezno ime. Vsaka kompleksna vnosna forma je v
aplikaciji Think!Clinical predstavljena kot samostojni Javascript razred - “view”. To je
Javascript objekt s spremenljivkami in funkcijami, ki podpira dedovanje ter abstrakcijo,
definiran s pomocˇjo ogrodja, ki je last podjetja. Primer takega razreda je prikazan v
zapisu 4.2.
1 Class.define(’app.views.ehrform.plugins.vitals.VitalsEhrFormView ’,
2 ’app.views.ehrform.plugins.common.AbstractEhrFormView ’, {
3 Constructor: function ()
4 {
5 this.callSuper ();
6 },
7 /**
8 * @Override
9 * @returns {[]}
10 */
11 getDefaultCustomFunctionConfigs: function ()
12 {
13 var namespace = this.getBindingFunctionNamespace ();
14 return [
15 {
16 bindingFunctionNamespace: namespace ,
17 bindingFunctionName: "VitalsRoot",
18 bindingFunctionClass: app.views.ehrform.plugins.vitals.VitalsCustomFunction ,
19 bindingFunctionClassConfig: null
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20 },
21 {
22 bindingFunctionNamespace: namespace ,
23 bindingFunctionName: "VitalsWeightIcuCustomFunction",
24 bindingFunctionClass: app.views.ehrform.plugins.vitals.
VitalsWeightCustomFunction ,
25 bindingFunctionClassConfig: {view: this , data: {showPercentile: true ,
showOpenDetailsButton: false}}
26 }
27 ];
28 }
29 });
Zapis 4.2 Primer Javascript razreda, ki predstavlja samostojno zaslonsko masko. Kot tipicˇni razredi v kateremkoli objektnem
jeziku ima ta razred tudi konstruktor. V primeru ta konstruktor klicˇe konstruktor razreda, ki ga razsˇirja (angl.
extends) (v Javi this.super()). Funkcija getDefaultCustomFunctionConfigs() vsebuje konfiguracijo funkcij za
posamezno formo. Ta konfiguracija povezuje anotacijo na formi z ustrezno “javascript” funkcijo, ki se izvrˇsi
ob inicializaciji forme. Preko konfiguracije lahko v funkcijo nesemo dodatne podatke (npr. trenutni “view” ter
ostale kontrolne podatke).
Vsak tak razred poskrbi, da se ob inicializaciji registrirajo vse funkcije, ki jih forme
potrebujejo. Te funkcije lahko razsˇirjajo logiko delovanja vnosnih form (izracˇuni raznih
ocen stanja), ali pa spreminjajo privzeti izgled vnosne forme (v tem primeru jim recˇemo
posebne komponente). Funkcije se registrirajo na globalni “window” objekt v spletnem
brskalniku in sicer z ustrezno imensko domeno (angl. namespace) kateri sledi ime funkcije.
Ogrodje nato ob inicializaciji forme glede na vrednost anotacije “function” na formi
izvede ustrezno funkcijo, ki dobi kot vhodni podatek “form API” ter “form model”, ki
omogocˇata popolno manipulacijo nad objekti na vnosni formi. Obicˇajno je, da v podjetju
uporabljamo eno glavno funkcijo, ki skrbi za logiko na celotni formi in vecˇ posebnih
komponent. Glavni del pricˇujocˇe diplomske naloge je implementacija teh funkcij, ki so
“mozˇgani” vnosne forme.
Za krajˇsi prikaz, kako take funkcije delujejo, smo si izbrali del krovne funkcije na formi
vitalnih znakov, ki preracˇunava povrsˇino kozˇe. Primer je prikazan v zapisu 4.3. Kot je
obicˇajno pri razredih, ki so razsˇirjeni z drugim razredom, se najprej poklicˇe konstruktor
starsˇevskega razreda. Form API se pridobi s pomocˇjo “getter” funkcije, ki je definirana
v starsˇevskem razredu. Ker so poti do polj (oz. drugacˇe recˇeno njihovi identifikatorji)
shranjene v drugem razredu, si jih shranimo v spremenljivko. EhrFormHelpers (9. vr-
stica zapisa 4.3) je razred splosˇnih funkcij za delo s polji na formah in je nastajal tekom
razvoja HTML vnosnih form. Omogocˇa dodajanje poslusˇalcev sprememb na polja, is-
kanje elementa po identifikatorju, pridobivanje vrednosti glede na tip polja, skrivanje,
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onemogocˇanje in podobno.
Funkcija “watchMagnitudePoint” (11. vrstica zapisa 4.3) nastavi na polje telesne
viˇsine poslusˇalec (angl. watcher) v AngularJS okolju in ob vsaki spremembi izvede
navedeno funkcijo. Ker je potrebno vrednost izracˇunati v primeru, da se spremeni viˇsina,
tezˇa ali formula za izracˇun, se poslusˇalec nastavi na vsa tri polja. Nato preko “helpers”
funkcije pridobimo vrednosti iz polj, ter preverimo, cˇe so vse tri definirane in cˇe so,
izracˇunamo novo vrednost, v nasprotnem primeru pa vrednost pobriˇsemo. Funkcija za
izracˇun povrsˇine kozˇe uporablja skupni razred (MedicalKnowledgeUtils.js - 19. vrstica
zapisa 4.3), ki vsebuje razlicˇne formule ter splosˇne metode za razlicˇne izracˇune, kot so
npr. indeks telesne mase, idealno telesno tezˇo, povrsˇino kozˇe, kolicˇino izdihanega zraka
in podobne.
1 Class.define(’app.views.ehrform.plugins.vitals.VitalsCustomFunction ’,
2 ’app.views.common.ehrform.AppEhrFormCustomFunction ’, {
3 Constructor: function ()
4 {
5 this.callSuper ();
6 var formApi = this.getFormApi ();
7
8 var PATHS = app.views.ehrform.plugins.vitals.Paths.getPaths ();
9 var EhrFormHelpers = app.views.ehrform.Helpers;
10
11 EhrFormHelpers.watchMagnitudePoint(formApi , PATHS.HEIGHT , this.
recalculateSkinSurface);
12 EhrFormHelpers.watchMagnitudePoint(formApi , PATHS.WEIGHT , this.
recalculateSkinSurface);
13 EhrFormHelpers.watchCodePoint(formApi , PATHS.FORMULA_NAME , this.
recalculateSkinSurface);
14 this.recalculateSkinSurface ();
15 },
16 recalculateSkinSurface: function ()
17 {
18 var EhrFormHelpers = app.views.ehrform.Helpers;
19 var MedicalKnowledgeUtils = app.views.ehrform.plugins.common.MedicalKnowledgeUtils
;
20 var PATHS = app.views.ehrform.plugins.vitals.Paths.getPaths ();
21
22 var weightKg = EhrFormHelpers.getMagnitudeValueOrZero(formApi , PATHS.WEIGHT);
23 var heightCm = EhrFormHelpers.getMagnitudeValueOrZero(formApi , PATHS.HEIGHT);
24 var formulaVal = EhrFormHelpers.getCodeValueOrNull(formApi , PATHS.FORMULA_NAME);
25
26 if (weightKg > 0 && heightCm > 0 && formulaVal !== null)
27 {
28 var formula = PATHS.FORMULA_MAP[formulaVal ];
29 var surface = MedicalKnowledgeUtils.calcBSA(formula , heightCm , weightKg);
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30 EhrFormHelpers.setMagnitudeValue(formApi , PATHS.BODY_SURFACE , surface);
31 }
32 else
33 {
34 EhrFormHelpers.setMagnitudeValue(formApi , PATHS.BODY_SURFACE , null);
35 }
36 }
37 });
Zapis 4.3 Okrnjena funkcija z logiko za formo vitalnih znakov.
Na podoben nacˇin je potrebno preracˇunati tudi indeks telesne mase, idealno telesno
tezˇo, pusto telesno maso, pulzni in srednji krvni pritisk ter izvajati dodatno logiko skri-
vanja in onemogocˇanja na nekaterih poljih, kjer tega ni mogocˇe izvesti s pomocˇjo “form
dependency”-jev. Primer so polja z vecˇ mozˇnimi vrednostmi (oznaka “multi”), ki glede
na izbrano opcijo prikazujejo, ali skrivajo druga polja.
Podobni preracˇuni so potrebni tudi na vnosni formi za oceno dihalnega statusa. Tu
je potreben izracˇun predvidene kolicˇine izdihanega zraka (angl. Peak Expiratory Flow
- PEF). Ko se za pacienta vnese kolicˇino izdihanega zraka, se mu vrednost izracˇuna na
podlagi te meritve in njegove telesne viˇsine. Le-te pacientu ni potrebno vnesti v sklopu
istega vnosa, zato se iz aplikacijskega strezˇnika pridobi zadnja meritev (vecˇ v zapisu 4.4).
1 Class.define(’app.views.ehrform.plugins.respiration.RespirationHelpers ’, ’app.views.
ehrform.Helpers ’, {
2 statics: {
3 receivePatientHeightRespirationData: function(view , callback)
4 {
5 var observationsParams = {
6 patientid: view.getActivePatientId ()
7 };
8 var observationsUrl = view.getViewContextUrl () + "/patient/state";
9 view.sendGetRequest(observationsUrl , observationsParams ,
10 function(data)
11 {
12 callback(data);
13 });
14 }
15 }
16 });
Zapis 4.4 Staticˇna funkcija se poklicˇe ob inicializaciji pogleda za oceno dihalnega statusa in s pomocˇjo pacientovega
identifikatorja vrne zadnje podatke o njegovem stanju (tezˇa, viˇsina), ki nato v podani “callback” funkciji nastavi
vrednost viˇsine, ki se nato uporablja pri izracˇunih.
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4.3.2 Posebne komponente
Ker se iz osnovne forme vitalnih znakov odpirajo druge forme ob kliku na gumb ob
strani (slika 4.4), je bilo potrebno implementirati “custom extended component”-o, ki
to funkcionalnost omogocˇa. Funkcija, ki je z anotacijo vezana na element forme, dobi
referenco na ta element, in mu doda vsebino na desni (v tem primeru gumb). Element
ima tudi anotacijo, katere vrednost pove, katero podformo je potrebno odpreti, ter kateri
zavihek na formi naj bo izbran, ko se forma odpre. Na krovnem pogledu vitalnih znakov
je funkcija, ki mapira anotacijo v podatke potrebne za odpiranje razsˇirjene forme. Ta
funkcija je podana kot vhodni parameter te posebne komponente, zato jo lahko ob kliku
na gumb uporabi ter odpre ustrezno podformo.
Slika 4.4 Gumbi za odpiranje razsˇirjenih vnosnih form predstavljajo primer razsˇirjene komponente na formi. Na sliki sta vidni
dve posebni komponenti. Prva preprostejˇsa je na polju telesna temperatura in polje razsˇirja z gumbom za odpiranje
podrobnejˇse forme. Druga posebna komponenta na polju telesna tezˇa vsebuje razsˇirjeno polje tezˇa v gramih, ki
omogocˇa natancˇnejˇsi vnos ter hkrati prikazuje percentil tezˇe (100P na desni). Percentil tezˇe za posameznika pove,
kaksˇna je tezˇa otroka (starost do 20 let) glede na ostalo populacijo. Petdeset procentov tako predstavlja povprecˇje
glede na njegovo starostno skupino. Tudi izracˇun izdelava izracˇuna percentilov na strani odjemalca je bil del nasˇe
naloge. Percentile se racˇuna za telesno tezˇo, viˇsino, indeks telesne mase ter obseg glave. Za vsako od teh se
iz mnozˇice zbranih podatkov s pomocˇjo linearne interpolacije ter podatka o meritvi ter starosti pacienta (na dan
meritve) izracˇuna, cˇe je pod ali nadpovprecˇen glede na starost.
Vsaka forma nosi podatke, ki so trenutno zapisani v modelu forme. Ti podatki
so strukturirani v obliki JSON. Osnovna forma seveda ne vsebuje vseh podatkov, ki
jih vsebujejo razsˇirjene. Zato je potrebno na nivoju osnovne forme hraniti zdruzˇene
vrednosti vseh polj. Ob vsakem prehodu med razsˇirjeno in osnovno formo je potrebno
prenesti spremenjene vrednosti oz. dodati nove v skupni objekt vrednosti ter jih nastaviti
na polja vnosne forme. Prav tako se ob vsakem prehodu izvede validacija na formi, ki
jo izvede funkcija na generatorju form (ki jo poklicˇemo) in vracˇa dve vrednosti: veljavna
oz. neveljavna forma. Glede na to uporabnika ustrezno opozorimo, da so vrednosti
napacˇno vnesene, polja na katerih pade validacija pa generator avtomatsko obarva rdecˇe.
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Validacijo je potrebno obvezno izvajati na vsakem koraku, da ne bi uporabnik na koncu
ob shranjevanju na glavni vnosni formi naletel na pokvarjene podatke, ki jih niti ne bi
mogel vecˇ popraviti.
4.4 Shranjevanje form
Obicˇajna vnosna forma se shrani na tak nacˇin, da se s funkcijo, ki jo ponuja generator
form, pridobi JSON objekt vrednosti, se jih validira, ter po potrebi sˇe preveri, cˇe je
sploh kaksˇna vrednost vnesena, saj nocˇemo podpirati shranjevanja praznih podatkovnih
zapisov. Forma ocene stanja vitalnih znakov zahteva nekoliko vecˇ logike ob shranjevanju,
od preprostih eno-nivojskih form.
Ob shranjevanju najprej izvedemo dodatno logiko, ki poskrbi, da se bodo vrednosti
pravilno shranile. Spet so tezˇave zaradi razlicˇnih tipov podatkovnih vnosov (state/data
tipa). Validacija ob shranjevanju namrecˇ pada, cˇe shranimo neko vrednost sekcije v
“state”, ne shranimo pa nobenega podatkovnega vnosa tipa “data”, saj OpenEHR speci-
fikacija ne dopusˇcˇa shranjevanja stanja brez podatkovnih vnosov (tak primer je opisan v
opisu sliki 3.5). Zˇe v podpoglavju 4.3.1 smo opisali, kako se racˇuna povrsˇina kozˇe (forma
na sliki 4.5). Problem nastane, cˇe shranjujemo le formulo za izracˇun povrsˇine kozˇe, ne pa
izracˇunane vrednosti povrsˇine. Tezˇava se pojavlja v primerih, cˇe uporabnik vnese svojo
tezˇo, viˇsino ter izbere formulo, nato pa pobriˇse tezˇo ali viˇsino oz. oboje. V tem primeru
uporabniku formule nocˇemo takoj izbrisati, saj se je mogocˇe le zmotil pri vpisovanju in
vseeno hocˇe izvesti izracˇun. Izbris formule bi bil v tem primeru zanj zelo motecˇ. Ta
korak zato raje storimo ob shranjevanju, torej preverimo cˇe obstaja vrednost povrsˇine
kozˇe in v primeru da ne, vrednost formule izbriˇsemo.
Kot smo zˇe omenili v sklopu 4.3.2, se ob vsakem prehodu med osnovno in razsˇirjeno
formo izvede validacija, ob tem pa tudi nastavimo vrednost v poseben objekt, ki za vsako
razsˇirjeno formo nosi podatek, cˇe forma vsebuje vrednosti. Ob tem se hkrati prenesejo
vrednosti aktivne forme v skupni objekt vrednosti na krovni formi. Pred shranjevanjem
se ponovno prenesejo vrednosti z osnovne forme v zdruzˇen objekt vrednosti. Nato sledi
validacija. Ker je forma zasnovana kot “plugin view”, kar omogocˇa, da jo vkljucˇimo zno-
traj poljubnega pogleda v aplikaciji, lahko s podanim argumentom povemo, cˇe hocˇemo
omogocˇati shranjevanje praznih vrednosti. Cˇe je ta vrednost omogocˇena, formo shranimo
v vsakem primeru, drugacˇe pa le v primeru, cˇe katera od razsˇirjenih form vsebuje vredno-
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Slika 4.5 Zaslonski posnetek vnosne forme vitalnih znakov (razsˇirjena forma z zavihki) odprte na zavihku tezˇa in viˇsina.
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sti, ali cˇe so vrednosti prisotne na osnovni formi. Sledi sˇe zakljucˇna validacija osnovne
forme (razsˇirjene smo validirali sproti) ter posˇiljanje POST zahtevka na strezˇnik, ki vse-
buje celotni objekt zdruzˇenih vrednosti. Podatki se nato na API-ju platforme validirajo
in uporabniku je ob uspesˇnem vnosu poslan identifikator vnosa “compositionUid”, ki ga
nato uporablja za spreminjanje oz. pregledovanje vnosa, v primeru napake pri validaciji
pa dobi ustrezno napako.
4.5 Ocena stanja ustne sluznice - izdelava vnosne forme
Podobno kot pri formi za oceno stanja vitalnih znakov pacienta, se je tudi razvoj forme
za oceno stanja ustne sluznice zacˇel z razvojem forme v “form builder”-ju. Na vnosno
formo smo dodali polja, ki so bila zˇe prisotna na stari “swing” formi. Na krovni element
forme smo ponovno dodali anotacijo, ki je ob inicializaciji forme nastavila funkcijo za
izracˇun ocene.
4.5.1 Implementacija logike vnosne forme
Prvo od polj na formi je polje, s katerim si uporabnik izbere, katero oceno zˇeli izracˇunati.
Tako oceno “stomatitisa”, kot tudi oceno “radiostomatitisa” racˇunamo po isti formuli.
Kot je vidno iz slike 4.6, je forma razdeljena v vecˇ skupin podatkov (jezik, sluznica, dlesni,
ustnice, zobje, slina, drugo). Vsaka od skupin jezik, sluznica, dlesni in ustnice vkljucˇuje
polja ocene rdecˇine, razjed in obcˇutka pekocˇega oz. zbadanja. Vseh teh dvanajst polj se
uporablja za izracˇun ocene stomatitisa ali radiostomatitisa. Na vsakega od teh polj se
ob inicializaciji nastavi poslusˇalca, ki ob spremembi preracˇuna vrednost ocene, le-ta pa
se nato shrani v EZZ pacienta.
4.5.2 Design forme
Kot je vidno iz slike 4.6, je forma ustne sluznice razdeljena na vecˇ skupin podatkov, ki jih
prikazujemo z “accordion”-om. Ker “form renderer” ne podpira prikaza z “accordionom”,
je bilo potrebno ta problem resˇiti s posebnimi komponentami. Vsaka od skupin podatkov
je predstavljena s svojim vsebnikom, kot obicˇajno. Ta kontejner vsebuje oznako skupine,
katere podatke nosi. Za vsako od teh skupin je na formo dodano posebno polje, ki na
vnosni formi predstavlja zgornjo pasico vsake od skupin. Skrbi za zapiranje in odpiranje
vsake od skupin podatkov ter prikazovanje stanja, cˇe je kateri od podatkov v skupini zˇe
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Slika 4.6 Zaslonski posnetek vnosne forme za vnos stanja ustne sluznice. Iz forme je vidno, da je zˇe vnesen eden od podatkov
iz sklopa ocene jezika in ustrezno izracˇunana ocena stomatitisa.
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vnesen. Vsako od posebnih polj ima na formi dodano anotacijo, ki mu pove, kateri od
skupin pripada.
Posebno polje je privzeto predstavljeno kot vsako izmed vnosnih polj. To polje je
nato nadomesˇcˇeno s posebno komponento, ki je definirana preko anotacije na formi. Ta
posebna komponenta spremeni prikaz posebnega polja in ga prikazˇe kot zgornjo pasico
skupine.
V “javascript” kodi posebne komponente najprej preberemo anotacijo, ki pove kateri
skupini pripada posebna komponenta. Iz modela skupine preberemo njeno ime in ga
izpiˇsemo na levi strani, na desno stran pa dodamo indikator, ki prikazuje ali je skupina
odprta ali zaprta. Postavitev resˇimo z dodajanjem novih DOM elementov, ter kaska-
dnimi slogi (CSS). Na “form model” skupine dodamo poslusˇalca sprememb, ki nam ob
vsaki spremembi vrednosti v izbrani skupini klicˇe funkcijo, ki preveri, cˇe skupina vsebuje
vrednosti in glede na to nastavi slog pisave besedila skupine na krepko (cˇe je katera od
vrednosti vnesena), ali na obicˇajno debelino. S to ne prevecˇ kompleksno resˇitvijo smo
razsˇirili funkcionalnost “form renderer”-ja in za ta specificˇni primer formo zelo polepsˇali.
4.6 Uporaba EHR podatkov - rastne krivulje
Drugi prakticˇni del pricˇujocˇega diplomskega dela je implementacija logike za kategoriza-
cijo “posameznikove debelosti”. Dana funkcionalnost je bila predhodno zˇe implementi-
rana v aplikaciji Think!Clinical , a ni vracˇala zadovoljivih rezultatov. Kategorizacijo je
izvajala na podlagi percentila tezˇe posameznika.
Percentil je mera, ki prikazuje kaksˇen je razvoj posameznika, glede na ostale vrstnike.
Racˇuna se ga za osebe mlajˇse od dvajset let, za telesne karakteristike tezˇe, viˇsine, indeksa
telesne mase ter obsega glave. Cˇe je posameznikov percentil enak 50% to pomeni, da je
povprecˇen gleda na svoje vrstnike. Bolj kot odstopa od svojih vrstnikov, bolj se vrednost
percentila oddaljuje od petdeset.
4.6.1 Problem obstojecˇe kategorizacije
Tezˇava obstojecˇe kategorizacije je bila, da je v primeru, cˇe je bil pacient viˇsje rasti od
povprecˇja in imel posledicˇno tudi vecˇ kilogramov od povprecˇja, ga je sistem opredelil kot
predebelega. Enako velja tudi za osebe nizˇje rasti, katerim je sistem napovedal podhra-
njenost. Nov nacˇin kategorizacije na podlagi percentila ITM, ki uposˇteva razmerje med
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tezˇo in viˇsino, je to tezˇavo v vecˇini primerov resˇil, pojavili pa so se novi implementacijski
izzivi.
Vrednost indeksa telesne mase je izracˇunljiv podatek. Obicˇajno takih podatkov ne
shranjujemo, ampak jih izracˇunamo ob poizvedbi. Kljub temu ga, zaradi lazˇjega iska-
nja po podatkih z AQL poizvedbami, ob hkratnem vnosu meritev telesne viˇsine in tezˇe
izracˇunamo in shranimo v EZZ. A izracˇun ter shranjevanje podatka o ITM nista bila
implementirana na vseh mestih v aplikaciji, kjer je mozˇen vnos teh dveh kolicˇin, zato je
bilo potrebno za stare zapise podatke pred uporabo za kategorizacijo dopolniti. Hkrati
se pojavlja problem, da kar naenkrat za kategorizacijo potrebujemo dva vnesena podatka
(tezˇo ter viˇsino) in ne le enega. To privede do tega, da lahko za izracˇun uporabljamo le
podatke, ko sta bila za pacienta vnesena podatka tezˇe in viˇsine na isti dan. To pomeni,
da je za izracˇun primernih manj ustreznih podatkov, zato je mozˇno, da so ti manj ak-
tualni. Pojavlja se vprasˇanje, cˇe bi bilo podatka tezˇe in viˇsine smiselno zdruzˇevati na
dolocˇen interval (teden, mesec) in iz njiju izracˇunati ITM na ravni tega intervala (torej
npr.: vnesena tezˇa pred enim tednom in viˇsina na danasˇnji dan; iz teh dveh podatkov
izracˇunamo ITM in mu dodamo cˇasovni zˇig, ki je povprecˇje cˇasovnih zˇigov meritev za
izracˇun).
4.6.2 Pridobivanje podatkov vitalnih znakov iz Think!Ehr PlatformTM
Prvi del implementacije je obsegal pridobivanje podatke z EHR platforme. Za vsakega
od podatkov je bilo potrebno poklicati storitev, ki nam vracˇa podatke iz EZZ-a. Pri-
dobimo jih z AQL-om (primer predstavljen v zapisu 4.5), ter jih shranimo v listo objektov.
1 SELECT c/context/start_time , o/data[at0001 ]/ events[at0002 ]/data[at0003 ]/ items[at0004 ]/
value , o/provider
2 FROM EHR[ehr_id/value=’<ehrId >’]
3 CONTAINS COMPOSITION c CONTAINS Observation o[openEHR -EHR -OBSERVATION.height.v1]
4 WHERE o/name/value = ’Height/Length ’ AND EXISTS c/context/start_time
Zapis 4.5 Podatki se pridobijo s preprosto AQL poizvedbo. Vrednost “ehrId”, ki dolocˇa, za katerega pacienta se pridobivajo
podatki, se zamenja z ustreznim ID-jem.
Pridobljeni seznam podatkov sestavljajo pari cˇasovnega zˇiga in meritve. Zaokrozˇeni
so na dan natancˇno in sortirani po cˇasu padajocˇe. Za namen izracˇuna indeksa telesne
mase v primeru, cˇe ta ni bil ustrezno shranjen v EZZ, smo nato podatke shranili v javanski
objekt imenovan “PatientVitalsDto”, ki vsebuje sˇtiri kolicˇinska polja tipa “DvQuantity”.
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Sprehodili smo se cˇez vsakega od sˇtirih seznamov vrednosti in v primeru, da datuma sˇe
ni bilo v mapi smo ga dodali, ter nato nastavili vrednost ustrezne meritve (zapis 4.6).
1 SortedMap <LocalDate , PatientVitalsDto > vitalsMap = new TreeMap <>();
2 List <Pair <DateTime , DvQuantity >> heightData = growthDataService.getHeightData(
patientId);
3 for (final Pair <DateTime , DvQuantity > heightPair : heightData)
4 {
5 final LocalDate entryDate = heightPair.getFirst ().toLocalDate ();
6 vitalsMap.computeIfAbsent(entryDate , d -> new PatientVitalsDto ());
7 vitalsMap.get(entryDate).setHeight(heightPair.getSecond ());
8 }
Zapis 4.6 Podatki izmerjeni na isti datum se shranijo v skupni Javanski objekt.
Naslednji korak je priprava podatkov za posˇiljanje na odjemalca. Ker le-ta zahteva
serije podatkov za vsak tip meritve posebej, je bilo podatke treba ponovno razdruzˇiti
in pretvoriti v nove sezname objektov “GrowChartVitalsDataPair” – uporaba “Pair”
objekta za serializacijo v Javi ni dobra praksa. Na tem mestu je potrebno izracˇunati
tudi manjkajocˇe izracˇune ITM. Postopek je predstavljen v zapisu 4.7.
1 final List <GrowChartVitalsDataPair > bmiData = vitalsDataMap.entrySet ().stream ()
2 .filter(v -> v.getValue ().getBmi () != null ||
3 (v.getValue ().getHeight () != null && v.getValue ().getWeight () != null))
4 .map(
5 v ->
6 {
7 final PatientVitalsDto dto = v.getValue ();
8 final DvQuantity bmi;
9 if (dto.getBmi () != null)
10 {
11 bmi = dto.getBmi ();
12 }
13 else
14 {
15 DecimalFormat df = new DecimalFormat("0.000");
16 df.setDecimalFormatSymbols(new DecimalFormatSymbols(Locale.ENGLISH));
17 double bmiValue = dto.getWeight ().getMagnitude () / Math.pow(dto.
getHeight ().getMagnitude () / 100, 2);
18
19 bmi = new DvQuantity ();
20 bmi.setMagnitude(Double.valueOf(df.format(bmiValue)));
21 bmi.setUnits("kg/m2");
22 }
23 return new GrowChartVitalsDataPair(
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24 formatter.print(v.getKey ()),
25 convertUnits(
26 bmi.getMagnitude (),
27 bmi.getUnits (),
28 "kg/m2"
29 ));
30 }
31 )
32 .collect(Collectors.toList ());
Zapis 4.7 Izracˇun manjkajocˇe vrednosti ITM. Racˇunamo le v primeru, ko vrednost sˇe ni izracˇunana. Zaradi izracˇuna je
potrebno izracˇunano vrednost formatirati, saj drugacˇe pri serializaciji prihaja do tezˇav. Preden podatke pretvorimo
v novi objekt, poskrbimo sˇe za morebitno pretvorbo enot. Funkcija za pretvorbo enot “convertUnits” sprejema
podatek o vrednosti meritve ter vhodno in izhodno enoto - v tem primeru se pretvorba ne izvede, ker so podatki
shranjeni v enakih enotah.
4.6.3 Implementacija kategorizacije z uporabo percentila ITM
Sledila je implementacija same kategorizacije. Aplikacija Think!Clinical za prikaz rastnih
krivulj uporablja knjizˇnico “Growth Charts” narejeno s strani podjetja “MedAppTech”.
V okviru pricˇujocˇega diplomskega dela je bila za namen boljˇsega izracˇuna posodo-
bljena funkcionalnost kategorizacije posameznika glede na telesno tezˇo. Prikaz kategori-
zacije je viden na sliki. 4.7.
Slika 4.7 Prikaz kategorizacije posameznika. V zgornji pasici so prikazane zadnje meritve osnovnih razvojnih vitalnih znakov.
V spodnjem delu je izpisan rezultat kategorizacije za posameznika, interval ustrezne telesne tezˇe glede na njegovo
viˇsino ter starost in podatek o tem, ali se pacientu stanje izboljˇsuje ali slabsˇa.
Prvi korak je bila implementacija funkcije, ki izracˇuna hevristiko z ITM-a. Najprej
smo v funkciji pridobili zadnji vnos indeksa telesne mase. Ker so zapisi (podobno kot
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v zalednem delu aplikacije) zdruzˇeni na podlagi datuma, ta vnos vsebuje tudi meritve
tezˇe in viˇsine, ki ju potrebujemo za izracˇun. V primeru, da ITM ne obstaja, vrnemo
obvestilo, da ni dovolj podatkov za izracˇun. Nato izracˇunamo percentil indeksa telesne
mase s funkcijo, ki jo ponuja knjizˇnica. Ta sprejema poleg osnovnih parametrov vrednosti
ITM, starosti in spola tudi zbirko staticˇnih podatkov za izracˇun, ki so zapisani v locˇeni
datoteki. Postopek ponovimo sˇe za predhodno vrednost ITM. Le tega bomo kasneje
potrebovali za napoved ali se stanje slabsˇa, ali izboljˇsuje glede na prejˇsnjo meritev. S
pomocˇjo knjizˇnice izracˇunamo sˇe spodnjo in zgornjo mejo ITM. Minimalni percentil je
pet procentov, maksimalni pa petinosemdeset. Iz podatka za minimalni in maksimalni
ITM z obrnjeno ITM formulo izracˇunamo minimalno in maksimalno zdravo telesno tezˇo
za prikaz. Nato izvedemo logiko odlocˇanja. Intervali odlocˇanja so sledecˇi:
percentil ITM < 5% - podhranjenost;
5% < percentil ITM > 85% - zdrava telesna tezˇa;
85% < percentil ITM > 95% - debelost;
percentil ITM > 95% - huda debelost.
Na vsaki stopnji je prisotna sˇe dodatna logika, ki dolocˇa trend, kako se stanje pacienta
spreminja s cˇasom. Tu se uposˇtevata razlika med trenutnim in prejˇsnjim izracˇunom ITM
ter sama vrednost trenutnega indeksa telesne mase. Vsakega od teh izracˇunanih podatkov
se doda v “javascript” objekt, da lahko funkcija, ki klicˇe hevristiko, nato ustrezno pokazˇe
izracˇunane podatke.
V sklopu nadgradnje je bilo potrebno popraviti tudi funkcijo, ki pridobiva podatke
za prikaz zgornje pasice podatkov o tezˇi, viˇsini, obsegu glave in ITM, prikazane na sliki
4.7. Potrebno je prikazati meritve viˇsine ter tezˇe, iz katerih je bil izracˇunan ITM in s
katerima je bila kasneje narejena kategorizacija, in ne zadnjih razpolozˇljivih meritev, kot
je bilo narejeno pred nadgradnjo, da ne prihaja do zmede.

5 Zakljucˇek
Informatizacija je za razvoj zdravstva kljucˇnega pomena. Zaradi vse vecˇje kolicˇine
klinicˇnih podatkov je potrebno z njimi skrbno ravnati. Z vzpostavitvijo interoperabilne
hrbtenice je slovensko zdravstvo naredilo velik korak naprej. Strukturirani, standar-
dizirani podatki zbrani v skupnem repozitoriju, zasnovanem na podlagi mednarodnih
standardov IHE, HL7 CDA ter OpenEHR, ki omogocˇajo souporabo ter moderne klinicˇne
raziskave, so zˇe dolgo cˇasa v planu, sedaj pa le-ti plani pocˇasi prehajajo v prakso.
Eno od glavnih podjetij pri vzpostavitvi IH je tudi podjetje Marand d.o.o. V sklopu
pricˇujocˇega diplomskega dela je bil izdelan pomemben prispevek k njihovi aplikaciji
Think!Clinical . Izdelane so bile arhetipsko vezane vnosne forme za vnasˇanje podatkov o
oceni stanja, ter nadgrajen modul za oceno stanja debelosti mladostnikov.
Prikazan je bil eden od nacˇinov za agilen razvoj vnosnih form. Ker so splosˇne predloge
in arhetipi zˇe vnaprej izdelane in dostopne v centralnem registru CKM, je mozˇno razviti
preprosto vnosno masko brez posebnih funkcionalnosti v roku nekaj ur ali sˇe prej. V
prvi fazi je potrebno izdelati predlogo oz. vsaj zˇe narejeni predlogi dodati omejitve ter
prevode za ustrezni jezik. Nato z nacˇrtovalcem vnosnih form zgradimo njen opis, ki ga
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nato podamo generatorju form, ki nam avtomatsko generira vnosno formo. Potreben je
le sˇe zadnji korak in sicer shranjevanje. Vrednosti, ki nam jih ponuja generator, posˇljemo
na ustrezen “endpoint” in osnovni scenarij je izveden. Tovrstni razvoj je bistveno hitrejˇsi
od klasicˇnega razvoja vnosnih form, saj je pri njem potrebno vsako polje rocˇno dodati na
zaslonsko masko, zanj implementirati ustrezno validacijo, ob koncu pa zbrati vrednosti
vseh polj ter jih shraniti, nato pa sˇe resˇevati mozˇne napake pri strezˇniˇski validaciji.
Seveda pa ima vsak uspesˇen produkt tudi svoje pomanjkljivosti. Generator form
trenutno ne podpira prikazovanja vsebine v vecˇ stolpcih. Prav tako na primer nima pod-
pore za pogled “accordion”-a. Vsako tovrstno dopolnitev je mozˇno resˇiti z dodajanjem
kaskadnih slogov in s tem razsˇiriti njegovo delovanje. Prav tako je sliˇsati veliko razlicˇnih
odzivov na sam vizualni izgled generatorja. Mnogi, predvsem starejˇsi uporabniki, se ne
strinjajo, da le-ta z novim oblikovanjem prinasˇa napredek v razvoju vnosnih mask na-
pram starim vnosnim formam implementiranih v javanskem ogrodju “Swing”. Tudi ta
problem smo resˇevali v sklopu te diplomske naloge. Lep primer je popravek na slogih
za prikaz zavihkov, ki v osnovi sploh sˇe niso bili definirani, saj je sˇlo za novo, sˇe nikjer
uporabljeno funkcionalnost. Poleg tega se pojavljajo sˇe tezˇave s hitrostjo delovanja tovr-
stnih form, ki delujejo kvecˇjemu nekoliko pocˇasneje kot klasicˇne javanske forme. Prostor
za izboljˇsave sˇe vedno obstaja, je pa vseskozi tezˇava v pomanjkanju delovnega kadra ter
nenehnem razvoju tehnologij. V demo fazi je namrecˇ zˇe novi generator razvit z ogrodjem
“Angular2”, ki naj bi odpravil tudi pomanjkljivosti starega generatorja.
Izzivi in vizije ostajajo tudi pri sami implementaciji form v Think!Clinical opravljeni
v sklopu pricˇujocˇega diplomskega dela. Najvecˇ vprasˇanj se poraja predvsem pri formi
za vnos ocene stanja pacienta (vitalni znaki - povzeta forma). Glavna tezˇava tukaj je
dvostopenjska validacija in potrjevanje form.
Ob prenovi form se namrecˇ ni kaj prevecˇ razmiˇsljalo o nadgradnji uporabniˇske izkusˇnje,
ampak predvsem o prehodu na nove, modernejˇse tehnologije. Dvostopenjska validacija
namrecˇ precej hitro zbega uporabnika. Nekateri od arhitektov aplikacije so mnenja, da
je forma povzetek odvecˇ, ter, da bi bilo potrebno formo razbiti na vecˇ podform, ki bi
neodvisno od drugih skrbele za shranjevanje podatkov. S tem bi predvsem razbili kom-
pleksnost vnasˇanja podatkov. Tezˇava je tudi glede samega nabora podatkov na formah.
Razsˇirjena forma vitalnih znakov po mnenju nekaterih ne vsebuje le polj za vnos vitalnih
znakov pacienta, ampak sˇe mnogo drugih (npr.: oceno izlocˇenih tekocˇin, urina, blata,
bruhanja...), ki bi morali biti tudi locˇeni na svoji samostojni vnosni maski.
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Spet drugi zagovarjajo formo povzetek ocene stanja, cˇesˇ da omogocˇa hiter vnos iz-
merjenih kolicˇin z vecˇ razlicˇnih podrocˇij na skupni formi in tako pospesˇuje delovni proces
vnosa, kar dejansko je njena prednost. Na tej tocˇki se je potrebno zavedati tudi tega,
da uporabniki aplikacije niso prevecˇ odporni na vecˇje spremembe v delovanju aplikacije
in bi jih prevelike spremembe zmedle pri njihovem delu, ter ga s tem upocˇasnile. Vsako
spremembo je zato potrebno izvesti v manjˇsih postopnih korakih.
Izboljˇsava na prikazu izracˇuna kategorizacije mladostnikov je za realne vnesene po-
datke kar precejˇsnja, saj zelo dobro kategorizira poleg povprecˇnih tudi ekstremnejˇse pri-
mere (visoke ter tezˇje oz. nizˇje ter lazˇje od povprecˇja), ki so bili prej obravnavani kot
predebeli ali presuhi. V teh primerih so morali pred popravkom zdravniki sami presoditi,
zakaj je priˇslo do take kategorizacije. Z novo funkcionalnostjo bo takih primerov manj,
je pa res, da je koncˇna odlocˇitev sˇe vedno zdravnikova in edino pravilno je tako. Vecˇ pa
bo pokazala dolgotrajna uporaba v produkcijskem okolju.
Povedano na kratko, agilen razvoj arhetipsko vezanih form z ustreznimi orodji ima
veliko prednosti pred klasicˇnim razvojem. Kot vsako obicˇajno ogrodje tudi generator
form zahteva ustrezno integracijo v poljubno (spletno) aplikacijo. Za zahtevnejˇse kom-
ponente in poglede je potrebno smotrno presoditi, ali nalogo izpeljati na tak nacˇin, ali
po obicˇajnih postopkih. Vsekakor so taka orodja velik doprinos k hitremu razvoju in
sˇiritvi (zdravstvenih) informacijskih sistemov, ki se bodo v prihodnosti sˇe nekaj cˇasa
hitro razvijali.
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