Introduction
This supplementary material, for the paper 'Ten Simple Rules for Effective Computational Research', is designed to provide more detailed guides to getting started with the rules specified in the paper.
It is broken up into sections, which map onto the rules. Each section contains the following information: a short guide/tips for 'Getting started'; 'Useful links' to articles and websites of interest for the general reader to help with getting started; and a list of more in-depth references for 'Further reading'.
While we have strived to be as complete as possible we could not hope to provide an exhaustive list of software and links. From our varied interests we have compiled a set of links and references that should serve as a solid starting point.
Rule 1: Look before you leap Getting started
• Talk to other people in your group to discover the sorts of software they use and whether you can make use of it.
• Be aware of licensing restrictions on software you want to use; the Open Source Initiative (http://opensource.org/licenses/category) and OSS Watch (http://www.oss-watch.ac.uk/) are good websites to consult.
• An article on conducting systematic literature reviews in software engineering:
○ P. 
Rule 3: Make your code understandable to others (and yourself)
Getting started
• Making your code easily understood will help you, and others, maintain and debug it. This involves not just the code itself, but also descriptive comments. Consider what you would want to find if you were looking at someone else's code for the first time: your code should tell you how something is done and your comments should tell you why.
• Start with the basics: name and date each section of code you write (or consider using the date it was last edited). You'll surprise yourself at how useful a date can be. Rule 4: Don't underestimate the complexity of your task
Getting started
There are some basic computational tools that will pay dividends if they are learnt early, some of which are more specific to coding practices, but some are also useful for the presentation of work:
• The Linux command line, as well as a command line text editor such as emacs or vi.
• Simple text file processing tools, such as sed and awk, and grep for searching for phrases in files (useful when you are debugging).
• Scripting languages such as bash (or more usefully perl or python).
• A build utility such as make, CMake or SCons.
• A job scheduler (if you don't want to be sat at your computer overnight!) such as cron.
• LaTeX for presenting mathematics in written documents.
• A literature reference (bibliography) manager.
• And of course the appropriate manual and help pages for the packages you are using.
Useful links
• List of useful Linux command lines: http://www.pixelbeat.org/cmdline.html.
• A useful introduction to LaTeX for beginners: http://www.andy-roberts.net/writing/latex.
Further reading
• The act of reviewing your code, looking for repeated functionality, and moving it into useful functions is commonly known as 
Rule 5: Understand the mathematical, numerical and computational methods underpinning your work Getting started
The development of any computational method should involve a number of important issues:
• Ensure that your scientific approach is sound (modelling assumptions, suitability of analyses)
• Ensure that your chosen methods are accurate and stable • Ensure that your implementation is efficient and bug free While balancing these can be time-consuming and tricky, these issues underpin the 'correctness' of your approach and you should be aware of them in the development of your models and programs. For example, testing (Rule 8) can be useful for checking that you've implemented an algorithm correctly (or the library you're using has) by validating results with some known solutions.
Useful links
• • Investing more time and effort in visualisation and graphics can enhance everything you dofrom exploring data and debugging code/models all the way to conference presentations -so reassess the amount of effort and time you will invest. Find some galleries of useful visualisations/graphics and reconsider what you could achieve.
• From the outset think about what you want to achieve and what the visualizations purpose is.
Who is it for? What is the key message? Writing a design brief (even quickly) can formalise these goals and provide a set of requirements that you can evaluate your visualisation by. Consider the audience and end-users at the start.
• Understand your workflow and what role your visualisations and graphics will have. Is it a throw-away graph to check for outliers in the data? Or will it really serve a purpose later on as well, e.g. in a presentation, software, a publication, or tutorial? • Start with pen and paper before you start coding a visualisation and try different variations for the main axes of the figure, and the secondary axes. Understanding and thinking about the visual encodings you will use will save time later. If you can't say way you have made one design choice over another then go back to the drawing board.
• When implementing your design ensure that you write the visualisation as a function so that it can be re-used with any data set, and so any changes are easy to implement. For instance, if you are editing a paper and want to change the colour of some points you don't want to have to run all your models again. You should be able to supply all the data and code for a publication's figures as independent units.
• Treat you visualisations in the same way as you would text and test it out on your colleagues, friends and family. If it requires a PhD to read and understand your visualisations then you may need to go back to the drawing board. 'Cool' graphics serve a different purpose to 'informative' graphics so make sure that you are true to your design brief.
Give your training in visualisation a reboot and read:
• A recent perspective on visualisation for biological data: S. 
