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Resumen
En este trabajo se presenta la integración de un
nuevo planificador reactivo de movimiento den-
tro de la arquitectura robótica ROS. Este plan-
ificador, desarrollado originalmente como parte
de la libreŕıa MRPT y basado en el Espa-
cio de Trayectorias Parametrizado (TP-Space),
amplia las posibilidades de navegación de las
plataformas robóticas actuales mediante la gen-
eración de trayectorias tanto circulares como no-
circulares, aśı como la posibilidad de contem-
plar la geometŕıa 3D del robot (no restringiéndose
a formas prismáticas). La integración se ha
realizado garantizando la compatibilidad con el
stack de navegación autónoma más popular de
la plataforma ROS, adaptando el funcionamiento
de dicho reactivo a la interfaz de comunicación
estándar de ROS, siendo este compatible con los
planificadores globales existentes. Para validar
este trabajo, se han realizado múltiples pruebas de
navegación en entornos de interior (tanto simu-
lados como reales), con presencia de obstáculos y
dónde la plataforma robótica es equipada con di-
versas cámaras RGB-D y un escáner láser.
Palabras clave: Robótica móvil, MRPT, TP-
Space, ROS, Navegación autónoma, Evitación de
obstáculos, Generación de Trayectorias, Planifi-
cador Reactivo.
1 Introducción
En la actualidad, existe una gran variedad de
veh́ıculos que pueden navegar sin necesidad de
intervención humana, entre los que destacan los
coches autónomos [2], en pleno proceso de ex-
pansión, los veh́ıculos aéreos no tripulados (UAVs)
como, por ejemplo, los drones utilizados para la-
bores de mapeado 3D de superficies [19], los trans-
portadores autónomos (AGVs), de uso extensivo
en la industria [24], y los robots móviles asisten-
ciales [6].
Uno de los problemas más exigentes a los que
se enfrentan los veh́ıculos autónomos es la plan-
ificación del movimiento, la cual conlleva una
Figura 1: Caso favorable para la navegación de
TP-Space 3D. [12] Enfoque 2D: base proyectada
en altura, forma prismática. Enfoque 3D: com-
posición de prismas, forma no prismática.
alta complejidad, incluso en escenarios simplifi-
cados [11], debido a la variedad de situaciones a
las que debe hacer frente, especialmente en en-
tornos dinámicos compartidos con personas. Por
esto, tener a disposición un conjunto versátil de
algoritmos de planificación capaces de adaptarse
al entorno resulta de especial interés.
En los últimos años se han desarrollado diferentes
alternativas de planificadores de movimiento para
robots [3, 8, 1], algunos de los cuales se han im-
plementado como módulos de arquitecturas soft-
ware robóticas entre los que destaca el paquete
move base en ROS1, que se ha convertido en un
estándar de facto en la comunidad robótica móvil.
Este paquete ofrece una estructura robusta di-
vidida en dos partes: estática o deliberativa y
dinámica o reactiva, los cuales comparten infor-
mación para generar trayectorias óptimas de nave-
gación según el algoritmo implementado. La parte
estática tiene en cuenta factores como el mapa del
entorno y la situación de los obstáculos la última
vez que se vieron, mientras que la dinámica actual-
iza esta información con los valores actuales de los
sensores. Esta separación aumenta la versatilidad
del sistema ya que permite sustituir cada parte
1https://www.ros.org/
de manera independiente por otro submódulo que
modifique el comportamiento del planificador. De-
bido a esto, el paquete move basese ha utilizado
en numerosos proyectos ofreciendo resultados muy
positivos [15, 17].
Sin embargo, no existe entre estos algoritmos im-
plementados en ROS uno que incorpore infor-
mación sobre la forma tridimensional del robot y
adapte la navegación en función de ésta. En su lu-
gar, habitualmente se utiliza un poĺıgono o circun-
ferencia (denominado footprint) cuya extrusión
vertical incluya toda la forma del robot. Esta
simplificación limita habitualmente el número de
trayectorias generadas, incluso impidiendo el paso
del robot por zonas que, aun siendo f́ısicamente
transitables, no son tenidas en cuenta al ser de
un tamaño inferior al footprint del robot. En
la Figura 1, se muestra un ejemplo de este caso,
donde un robot debe desplazarse entre dos mesas
alineadas y dicha zona es demasiado estrecha para
su base. Si se tiene en cuenta la forma en 3D del
robot, la navegación śı seŕıa posible.
Una excepción es el planificador reactivo prop-
uesto como parte de la libreŕıa Mobile Robot Pro-
gramming Toolkit (MRPT)2, formada por con-
junto de paquetes y aplicaciones software multi-
plataforma para robótica móvil. Este planifi-
cador de trayectorias, además de tener en cuenta
la forma real en 3D del robot (aproximada en
forma de múltiple bloques 2D), permite la gen-
eración de trayectorias no circulares, ofreciendo
un mayor abanico de posibilidades a la hora de
seleccionar el tipo de camino a seguir para alcan-
zar el destino deseado. Para ello hace uso del de-
nominado Espacio de Trayectorias Parametrizado
(TP-Space) [3], cuyo funcionamiento queda de-
scrito en la sección 2. No obstante, y a pesar de
los continuos esfuerzos en la integración de esta
libreŕıa con la arquitectura robótica ROS (véase
por ejemplo [20] dónde Rodŕıguez et. al realizaron
una primera aproximación a este problema), dicho
planificador de trayectorias no es compatible con
la arquitectura de planificación de caminos prop-
uesta en el paquete estándar navigation, sino
que opera de manera independiente. Este aspecto
limita considerablemente su implantación en sis-
temas robóticos que usen ROS, siendo por tanto
una opción no considerada en la mayoŕıa de los
casos prácticos.
Este trabajo contribuye con la integración del re-
activo 3D de la MRPT como módulo compatible
con el paquete de navegación estándar de ROS, de
manera que el planificador estático calcule trayec-
torias de navegación y el nuevo planificador reac-
tivo genere los comandos de movimiento necesar-
2https://www.mrpt.org/
ios para efectuar la navegación teniendo en cuenta
la forma real en 3D del robot. Esta integración
permite, por ejemplo, cambiar de manera sencilla
entre diferentes planificadores estáticos de ROS,
modificar el tipo de sensores a utilizar o la fuente
de la odometŕıa manteniendo las virtudes del re-
activo 3D de la libreŕıa MRPT.
Más concretamente, este trabajo contribuye con:
i) la integración del módulo con el planificador
global de ROS, ii) la corrección del ángulo final
del robot al llegar a la meta y iii) el diezmado de
las nubes de puntos capturadas por los sensores
para optimizar el procesamiento. El código desar-
rollado se ofrecerá como software libre para su uso
para la comunidad robótica.
El módulo creado se ha validado mediante una
serie de experimentos utilizando el modelo de un
robot con forma no prismática (Fig. 1) equipado
con 2 cámaras de profundidad a diferentes al-
turas y un escáner láser. Este modelo se ha uti-
lizado tanto en un conjunto de experimentos con
obstáculos y mediciones simuladas como en ex-
perimentos en el mundo real. Los resultados de-
muestran que la solución implementada permite
la navegación con ROS de robots no prismáticos
evitando las posibles colisiones durante la trayec-
toria.
2 Trabajos Relacionados
La planificación de movimiento consiste en, dado
un escenario o entorno de trabajo, una pose ini-
cial y una pose final, encontrar una sucesión de
comandos de velocidad que logren una navegación
desde la pose inicial a la final en ausencia de col-
isiones. El enfoque más relevante y difundido
para afrontar este problema es el paradigma de
planificación h́ıbrido introducido por Brooks [5].
Este aúna conocimiento estático y conocimiento
dinámico del entorno para ofrecer una arquitec-
tura robusta y apropiada para la navegación de
plataformas robóticas.
En el terreno de arquitecturas destacadas que im-
plementen este paradigma, el stack navigation
de ROS, compuesto por diferentes módulos en-
cargados de la información sensorial, la gestión
del mapa de ocupación, o la localización del
robot entre otros, ofrece en su núcleo el paquete
move base3. Se trata de un servidor aśıncrono ca-
paz de computar los comandos de velocidad nece-
sarios para alcanzar una meta objetivo, dividiendo
el problema en dos niveles: global y local. El nivel
global, por una parte, utilizando la información
que provee el servidor del mapa e información sen-
sorial, entre otras cosas, crea un mapa de celdas
3http://wiki.ros.org/move base
Figura 2: Jerarqúıa existente en las representa-
ciones del espacio empleadas en los algoritmos de
planificación de movimiento. [4]
asignando un valor de coste a cada una de ellas.
Sobre este mapa se genera una ruta de navegación
utilizando un algoritmo de búsqueda de caminos
y se transmite al nivel local. El nivel local, a su
vez, crea otro mapa de costes solo empleando el
rango de visión del robot. En función de este mapa
y la ruta recibida del nivel global se computa el
comando de velocidad necesario para alcanzar la
meta a tenor del algoritmo de planificación selec-
cionado.
Los planificadores de movimiento reactivos
(i.e. planificadores locales en move base) más uti-
lizados en la actualidad emplean métodos de
muestreo para elegir el comando de velocidad ade-
cuado en cada momento de entre un abanico finito
de posibilidades [8, 10]. Dichos comandos de ve-
locidad están restringidos por la cinemática del
veh́ıculo en cuestión, su geometŕıa, grados de lib-
ertad, aśı como por las caracteŕısticas del esce-
nario en el que la navegación toma lugar. Para
atender a todas estas restricciones a la hora de
planificar posibles trayectorias se emplea una ab-
stracción denominada espacio de configuraciones
o C-Space [16]. Esta abstracción eleva la di-
mensionalidad del problema de navegación aten-
diendo a las caracteŕısticas del robot, siendo por
lo general necesario aplicar algún tipo de simpli-
ficación o condicionante para hacer el problema
computacionalmente eficiente. De entre las difer-
entes propuestas, limitar los posibles movimien-
tos del veh́ıculo utilizando solo trayectorias circu-
lares (de fácil caracterización) es a d́ıa de hoy una
de las opciones más empleadas. Este nuevo sub-
espacio, denominado V-Space (Fig. 2), es de gran
relevancia para la comunidad al estar presente
en los módulos más importantes de ROS para la
planificación reactiva del movimiento: Dynamic
Window Approach (DWA) y Trajectory Rollout
(TR) [8, 10].
Pese a la eficiencia y gran difusión de los métodos
basados en el V-Space, estos reducen grande-
mente el espacio de búsqueda de trayectorias,
rechazando zonas de navegación válidas y se-
guras. Con la máxima de conseguir alcanzar estas
zonas, surge TP-Space [3]. Este nuevo sub-espacio
de trabajo se basa en aplicar transformaciones
paramétricas al espacio general C-Space mediante
las denominadas Parameter Trajectory Generators
(PTGs) [12]. Gracias a esta parametrización, el
TP-Space contempla múltiples modelos de trayec-
torias, incluyendo los comúnmente usados mode-
los circulares y atendiendo a la geometŕıa 3D del
robot. En este sentido se puede considerar una
generalización del V-Space tal y como se aprecia
en la Fig. 2, y representa el principal motivo por
el que en este trabajo se propone la integración
de dicho planificador reactivo en la arquitectura
robótica ROS.
3 Planteamiento del Sistema de
Navegación
La arquitectura robótica ROS, y más concre-
tamente el stack navigation, ofrece una inter-
faz común para la definición e integración de
nuevos planificadores, tanto globales como lo-
cales. No obstante, el planificador de trayectorias
parametrizado en el que estamos interesados en
este trabajo no se adapta a esta interfaz, sino que
emplea directamente la información sensorial para
generar los comandos de movimiento, no haciendo
uso, por ejemplo, de los resultados del planificador
global. Por resolver este problema se ha imple-
mentado un nodo auxiliar o envoltorio que encap-
sula el reactivo nativo de la MRPT y traduce sus
mensajes para adaptarlos a dicha interfaz. Las
diferentes adaptaciones y problemas resueltos son
detallados a continuación.
3.1 Mapas de Coste VS Mapas de
Ocupación
El paquete ROS navigation hace uso de los de-
nominados mapas de coste en los que a cada punto
del espacio se asigna un valor numérico que repre-
senta su riesgo de navegación. De esta manera se
pueden generar trayectorias óptimas (con mı́nimo
coste) tanto en velocidad como en seguridad, pe-
nalizando ciertos movimientos con una reducción
en su módulo. Este sistema, además, está com-
puesto de diferentes capas superpuestas. En cada
capa se reproduce información que puede ser de
diferente carácter semántico como, por ejemplo, la
zona de seguridad y aproximación del robot a las
personas (costes sociales y proxémicos [22]). Sin
embargo, MRPT es incompatible con este tipo de
mapas, ya que realiza la navegación sobre esce-
Figura 3: Visualización en RViz del diezmado de nube de puntos. Tres ejecuciones con distintos conjuntos
valores de diezmado. Respectivamente (cámaras, láser): (1,1), (100,4) y (1000,8). Color nube de puntos:
componente Z (menor-amarillo, mayor-rojo).
narios en forma de mapas de ocupación [18]. La
información semántica de estos mapas solo hace
referencia a la ocupación de las celdas, por lo que
no existe una forma sencilla de traducir mapas
de coste a mapas de ocupación sin perder infor-
mación semántica. Recalcar que este problema no
se ha resuelto, en su lugar, en este trabajo se ha
propuesto la utilización de uno de los nodos in-
cluidos dentro del paquete mrpt navigation, de-
nominado mrpt local obstacles que está dedi-
cado a recopilar la información sensorial que el
robot recibe durante un intervalo de tiempo en
un buffer. Este buffer permite la posibilidad de
recordar obstáculos observados en el pasado pero
que se encuentran fuera del campo de visión del
robot en el instante actual, generando una repre-
sentación tridimensional de la escena de utilidad.
No se cuenta con la semántica de los mapas de
coste.
3.2 Comunicación entre planificador
global, local y MRPT
Tal y como se mencionó en la introducción,
move base ofrece una estructura robusta dividida
en dos capas: reactiva y deliberativa. Una de las
misiones de este trabajo es hacer compatible TP-
Space con la capa reactiva de move base asegu-
rando la comunicación con la capa deliberativa.
El funcionamiento del sistema comienza con la
generación por parte del planificador global de una
trayectoria de navegación, la cual es dividida de
forma regular en puntos de paso o waypoints, por
los que el robot va a navegar secuencialmente y
de manera reactiva usando el planificador local de
la MRPT. Una vez alcanzado un waypoint, se de-
termina el siguiente en la secuencia y se continua
navegando hasta alcanzar el objetivo final.
En el caso probable de que durante la ejecución
de una navegación reactiva llegue una nueva ruta
global, la anterior se desecha y se actualiza el ob-
jetivo local, permitiendo de esta forma una nave-
gación flexible ante cambios en el plan global.
La selección del siguiente waypoint se realiza en
función de un parámetro configurable que permite
muestrear la secuencia de puntos de paso a una de-
terminada distancia, permitiendo que se seleccio-
nen puntos más cercanos o más lejanos los unos
de los otros. Este aspecto es importante para
el uso de las trayectorias parametrizadas del TP-
Space ya que la velocidad máxima de navegación
depende de la distancia entre puntos de paso, lle-
gando a hacerse imposible la navegación si estos
están demasiado cerca entre śı.
Finalmente, una vez alcanzado el último waypoint,
se procede a alinear la orientación del veh́ıculo
con la de la pose final, ya que el reactivo de
la MRPT adopta como objetivo para la nave-
gación únicamente la posición de la meta y no la
orientación, al contrario de los planificadores lo-
cales más populares de ROS. Aśı, para conseguir
diseñar un planificador local que ofrezca las mis-
mas prestaciones que el resto, es necesario corregir
la orientación del robot cuando la posición de la
meta se haya alcanzado, de forma que el ángulo
del robot se alinee con el ángulo deseado en el
destino. Para ello, se determinará el sentido de
giro apropiado en función de los ángulos actual y
objetivo, girando posteriormente a velocidad con-
stante hasta conseguir el alineado.
3.3 Diezmado de las Nubes de Puntos
Para obtener una navegación que tenga en cuenta
la forma 3D del robot es necesario utilizar sen-
sores que capturen información no solo de un
plano (como los escáneres láser) sino del espacio
tridimensional, como los láseres 3D o las cámaras
RGB-D. Como se mencionó en la sección 3.2, el
nodo desarrollado utiliza un buffer para almace-
nar la información de los sensores, en este caso en
forma de nubes de puntos. Sin embargo, debido a
la densidad de puntos que se capturan, el cómputo
se ralentiza tanto que se hace imposible navegar.
Para solucionarlo se ha utilizado la PointCloud li-
brary [21] para diezmar la nube de puntos antes
Figura 4: Visualización del simulador Stage.
Modelo del robot (de frente) como conjunto de
prismas naranja. Equipado con: 3 cámaras
RGB-D (prismas rojos superpuestos), 1 escáner
láser (plano azul, base del robot). Dos tipos de
obstáculos: mesas unipata (rojo), cajas (negro).
Paredes (gris).
de la inserción en el buffer. El diezmado ha sido
realizado con un filtro de ı́ndices con parámetros
ajustados de forma experimental pero que pueden
ser modificados por el usuario según sus requisitos
(Fig. 3). Para evitar problemas de sincronización
entre los datos 3D y 2D obtenidos, estos últimos
también se diezman aunque en distinta medida.
Finalmente hay dos aspectos a tener en cuenta
relacionados con este tema: i) dado que la repre-
sentación de los obstáculos detectados en el TP-
Space (denominados TP-Obstacles) se basa en
aplicar a los puntos detectados la forma del robot
y la trayectoria elegida, este diezmado no afecta
significativamente a la precisión de la navegación,
y ii) el diezmado de los datos 2D solo se aplica al
reactivo de la MRPT y no en el resto de nodos de
ROS que utilizan los escáneres láser (como el lo-
calizador), ya que se perdeŕıa robustez al navegar.
4 Experimentos y Conclusiones
Para evaluar la integración de este novedoso plan-
ificador reactivo dentro de la arquitectura ROS,
se presentan a continuación resultados de pruebas
realizadas tanto en un ambiente simulado como en
el mundo real.
4.1 Experimentos Simulados
El entorno de simulación escogido para esta evalu-
ación ha sido Stage [23]. Este simulador robótico
ofrece interesantes caracteŕısticas como la simu-
lación de sensores láser y cámaras RGB-D, aśı
como la posibilidad de modelar escenarios 3D de
superficie plana de forma sencilla. Tareas impre-
a b c
Figura 5: Vista superior de tres escenarios de
prueba simulados en Stage. (Lineas azules:
metas)
scindibles para la navegación autónoma como son
la localización del robot y el mapeado del en-
torno [7] se consideran resueltas y no forman parte
de esta evaluación.
El escenario de simulación utilizado está com-
puesto por varias habitaciones interconexas que
asemejan una oficina (Fig. 5) . Se han incor-
porado dos tipos diferentes de obstáculos: mesas,
para probar la capacidad de procesar el espacio
tridimensional del reactivo, y cajas, fácilmente de-
tectadas por el sensor láser con la finalidad de
eliminar posibles caminos alternativos y, por otra
parte, aliviar la divergencia entre ruta global y
trayectoria local. Además, se ha simulado el mod-
elo de un robot no prismático equipado con 3
cámaras de profundidad situadas: la primera de
ellas situada sobre la cabeza del robot con una in-
clinación de 60o de pitch, las demás mirando hacia
los lados con un yaw y pitch de ±90o, 50o respec-
tivamente. También se le ha equipado un sensor
láser situado en la base del veh́ıculo. (véase Fig. 4)
Para evaluar de forma seria y objetiva los re-
sultados del la integración del planificador de
movimientos considerado en este trabajo se hace
necesario una comparativa con otros planifi-
cadores de movimiento en diferentes entornos.
Concretamente, en este trabajo proponemos una
comparativa entre: (i) Dynamic Window Planner
(DWA), configurado de tal forma que se penaliza
severamente trayectorias que difieran mucho de
la ruta global previamente computada, (ii) Tra-
jectory Rollout Planner (TR) [10], un algoritmo
de muestreo básico de comandos de velocidad,
y (iii) dos versiones del reactivo basado en TP-
Space, operando solo con información del escáner
láser 2D (TP) y añadiendo información 3D de las
cámaras RGB-D (TP3D).
Cada uno de los escenarios (Fig. 5) se plantea
para recabar información con diferente finalidad:
(a) Se utiliza para evaluar la correcta detección de
una mesa y el impacto que tiene la contradicción
entre planificador global y local. (b) Se utiliza
para comprobar si el planificador consigue atrav-
esar un pasillo estrecho formado por mesas. (c) Es
un escenario genérico estándar donde se plantean
diferentes alternativas para alcanzar la meta pero
todas conllevan un correcto uso de la tridimen-
sionalidad.
La ejecución de cada prueba consiste en la nave-
gación desde una pose fija en cada escenario (Pose
A) hasta un conjunto de poses meta (Pose B).
La pose A se toma como A = [−2.56, 0, π/2], La
pose B se extrae de la recta B = [x, 4, 0] con
x ∈ [−3.5,−1], seleccionando 6 valores equidis-
tantes. Estas pruebas se replican un total de 10
veces, dando como resultado un total de 180 sim-
ulaciones.
Tabla 1: Resultados de navegación. B: Bloqueo,
E: Éxito, C: Choque (Fig. 5)
DWA TR TP TP3D
a B E C E
b B B C E
c B B C E
La Tabla 1 muestra los resultados obtenidos,
donde se puede apreciar como, a excepción del
planificador TR en el escenario (a), para los
tres primeros algoritmos el robot no superó los
obstáculos (ya sea por colisionar con algún ele-
mento del entorno o por caer en un mı́nimo local
durante la generación de trayectorias, quedando
este bloqueado). Tan solo el planificador TP con
información 3D fue capaz de gestionar exitosa-
mente este tipo de situación. Para este último,
la Tabla 2 muestra los valores de velocidad lin-
eal y angular medias, tiempo de navegación y er-
rores en la pose final (posición y yaw por sepa-
rado). Se observa que la desviación de los resul-
tados en velocidad es amplia en relación a su me-
dia, concordando con los resultados de Rodŕıguez
et al. [20]. El tiempo de navegación medio es cer-
cano al obtenido en una habitación sin obstáculos,
aproximadamente de 18 segundos, aunque con una
desviación amplia, puesto que a menudo se eligen
caminos diferentes dependiendo de la pose final
y de los obstáculos, que pueden ser subóptimos.
Afinar los parámetros de generación de trayecto-
rias es determinante para mejorar este resultado.
Mencionar que el campo de visión usualmente re-
stringido de las cámaras RGBD y el número lim-
itado de ellas, dificultan encontrar una configu-
ración de las mismas libre de ángulos muertos. Se
observó un 2% de colisiones para cada caso debido
a esto, todas ellas causadas por esquinas muy cer-
canas al cuello del robot.
4.2 Experimentos con Robot Real
Para realizar un recorrido en una habitación
poblada con obstáculos en el mundo real, se ha
utilizado la plataforma robótica motorizada Gi-
Tabla 2: Observaciones en las replicaciones de TP-
Space en 3 dimensiones. Vm (m/s): Velocidad lin.
media, Wm (rad/s): Velocidad ang. media. T (s):
Media de tiempo de navegación. Pe (m): Error
medio de posición final. Θe (rad): Error medio de
orientación final.
(a) (b) (c)
Vm 0.20± 0.13 0.19± 0.14 0.20± 0.14
Wm 0.22± 0.21 0.25± 0.24 0.27± 0.25
T 20.45± 4.00 22.41± 3.68 23.25± 12.66
Pe 0.19± 0.01 0.19± 0.01 0.19± 0.01
Θe 0.16± 0.02 0.16± 0.02 0.16± 0.01
raff [17].Toda la funcionalidad que antes ofrećıa el
simulador Stage es ahora provista por dicho robot
valiéndose de drivers OpenNI en forma de nodos
ROS. Como equipo de sensores fueron elegidos
tres ligeras cámaras RGB-D ASUS Xtion Pro. La
primera situada en la cabeza del robot, la segunda
situada a su izquierda y la otra sobre su derecha.
Las tres con una leve inclinación para visualizar
el suelo. Además, se equipó al robot con un láser
Hokuyo sobre su base.
A pesar de contar con una representación estática
del escenario de navegación, la necesidad de lo-
calizarse dentro de este mapa conocido conlleva el
uso de odometŕıa. Giraff-Plus posee encoders en
sus ruedas, sin embargo, debido al estado actual
de la plataforma móvil, resulta más efectivo en-
contrar otras v́ıas para computar su odometŕıa.
La elegida, para este caso, se basa en el uso
de información sensorial láser recibida del esce-
nario. [14, 13] Para conseguir una localización más
robusta, se aplica además AMCL. [9]
En cuanto a la planificación reactiva, sucesivos ex-
perimentos mostraron que, cuando se eligen pun-
tos intermedios de la ruta global cercanos al robot,
una velocidad lineal máxima adecuada para el uso
de PTGs ronda los 0.3 m/s.
El robot es comandado recorrer una habitación
sorteando obstáculos tridimensionales, cruzar una
puerta y alinearse con la pose final. Los obstáculos
utilizados son una mesa de cuatro patas (Ims. 1-2)
y unas cajas de cartón sobre una plataforma más
estrecha (Ims. 2-3). Nótese cómo los obstáculos se
sitúan tratando de obstaculizar la puerta. En (a)
se representa un momento previo a (1), en él, el
robot tuvo que girar sobre śı mismo para alejarse
de la mesa. En (b) se representa un momento an-
terior a (3), en la nube de puntos aparece abajo a
la izquierda la torre de cajas y puede observarse
cómo el giro a la derecha es elegido porque el es-
pacio libre parece mayor en esa dirección. (Fig.
6)
En la Figura 7, se muestra la odometŕıa com-
1 2 3 4 5
(a) (b)
Figura 6: (1-5) Fotograf́ıas del recorrido realizado por el robot Giraff-Plus en una habitación. (a-b) Nubes
de puntos visualizadas en los puntos 1 y 2 (aprox.). Coloreado según componente Z. (Amarillo: menor,
Verde: mayor)
Figura 7: Recorrido del robot Giraff-Plus durante
la prueba documentada. Representación del esce-
nario: Costmap global. Ocre: Odometŕıa.
putada por el robot para cada instante del recor-
rido. Dada la presencia de obstáculos, puede ob-
servarse un recorrido sinuoso que se traduce en
mayor tiempo hasta alcanzar la meta. (52.54 s)
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English summary
Integration of a Parametric Trajec-
tory Planner in the ROS Robotic Ar-
chitecture
Abstract.This paper presents a new reactive
movement planner integration within ROS robotic
architecture. Said planner, originally developed as
a part of MRPT library and based on Trajectory
Parameter Space (TP-Space), broadens current
robotic platforms’ navigation possibilities through
both circular and non-circular trajectories gener-
ation, as well as an option to contemplate the
robot’s 3D geometry (not being restricted to pris-
matic forms alone). This integration has been car-
ried out guaranteeing compatibility with the most
popular autonomous navigation stack in the ROS
platform, fitting reactive operation to the standard
ROS communication interface, while being com-
patible with existing global planners also. As val-
idation, multiple navigation tests have been per-
formed in obstacle-populated indoor environments
(both simulated and real) by a robotic platform
equipped with various RGB-D cameras and a laser
scanner.
Keywords: Mobile Robotics, MRPT, TP- Space,
ROS, Autonomous Navigation, Obstacle Avoid-
ance, Trajectory Generation, Reactive Planner.
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Antonio Fernández-Madrigal. Extending obstacle
avoidance methods through multiple parameter-
space transformations. Autonomous Robots,
24(1):29–48, Jan 2008.
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