ABSTRACT: This paper describes a software maintenance (SM) knowledge based system ealled SOFTM, serving the three following purposes: (1) assisting a software programmer or analyst in his application code maintenFce tasks, (2) generating and updating automatically sonware correction documentation, (3) helping the end user register, and possibly interpret, observed errors on the successive application code versions. The knowledge based system SOFTM is written in PROLOG 11, and is largely applicable to application codes written in different programming languages, provided code descriptors can be retrieved. SOFTM does not address any of the syntactic, input-output, or procedural errors normally detected by the syntactic analyzer, compiler, or by the operating system environment. SOFTM is relying on a unique ATN network based code description, on diagnostic inference procedure based on context based pattern classification, on maintenance log report generators, and on interfacing capabilities of PROLOG I1 to a variety of other languages.
INTRODUCTION

1)
The current concern about software maintenance is justified by the cost and quality of code repair and updates, while at least maintaining software reliability and performances. The estimated productivity gains expected from software maintenance are, according to Barry However, little work has dealt so far with knowledge based software maintenance, incorporating some of the relevant approaches and tools mentioned above in 1): see [10,11,17,20,21,30,421. It is the purpose of this paper to describe the structure of a software maintenance expert system SOFI'M, written in Prolog I1 1493 , and operating on the source code of a diversity of programming languages.
On a specific piece of application code C(L), written in a programming language L for which there is an interpretor, compiler, linker, and editor, the actual knowledge based software maintenance system SOFTM carries out essentially error diagnosis and provides for the propagation of corrective changes (see Figure 2 6. automatic generation of code maintenance logs, to be incorporated into the C(L) code documentation.
This obeys the diagnostic strategies described in 1291 and using context based pattern classification. This is essentially a backward chaining process where root error ceusdcorrection goals are found from their consequences and partially known attributes C501.
The knowledge base of SOFTM is divided into three parts:
KB-1: Facts in predicate form, about error types, error localizations, diagnostic classes, the environment, and observables. Observable8 are passive if measured without modifying code execution, and active if external perturbations are necessary.
KB-2
Code independent kernel rules, applying to the general software maintenance task. KB-S: ,Symbolic descriptors of C(L), derived by rewriting in predicate form C(L) features provided by the compiler, the specification language, or the data flow model, in an augmented transition network (ATN) form.
All three part are assigned to different sub-worlds in Prolog, for separation and decomposition; they are edited each by a knowledge base editor specific to each of the three parts. The knowledge base KB-3 is interfaced to other tools as indicated.
Regarding inferences and queries, the access is as follows:
-the code developper, can query and update KB-1 alone, and update C(L) thru the editor of that L language; he can also execute C(L)
-the code user, can query KB-1 and run C(L)
-the code maintenance programmer, can query and update KB-1, query KB-3, and update KB-2.
APPLICATION DEPENDENT CODE KNOWLEDGE RE-PRESENTATION
The code representation is treated as fact predicates in a specific knowledge base world. It consists of: a) code structure: it describes the information flows between code modules and arguments, stressing the call order during execution. The representation is an augmented transition network (ATN) with attributes, written in predicate logic. The node labels are provided by the linker, and the attributes by a standard run of the code (altematively by a Petri-net based simulator).
module structure: each module of the application code is represented by a frame, attached to the corresponding ATN node. The frame fields are: pointers to U0 arguments, pointers to internal arguments, ordered textual description of the functional purpose of each successive block in the module (as specified e.g. in structured or functional programming). These frame fields are provided by the linker or compiler, and by the module documentation located in "Comments". 
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The facts in K33-1 are described by the following Prolcg data structures:
Observables: passive( Y-P) or active Cy-A) . nil >-->;
7.l"cEpRocEDuREs
They consist of (see Figure 2) : a) control structure: i t is the Prolog I1 depth first backtracking with top-to-bottom and left-to-right clause deletian, supplemented by verification and domain dependent pvedicates; these predicates are supplemented by contc xt sensitive control predicates such as diffx,y) and freeze(x,p), which implement truth maintenance a i d conditional propagation [491 b) explicit inference procedures: they include both a forward and backward chaining, with an observatiodgc a1 restriction phase followed by pattem matching on the scts of rules in (e) below, and then by action clauses. The tiction clauses consist in addinddeleting facts with likc lihoods, and by automatically logging them in the SM documentation file; c) domain dependent inference rules: this rule base contains in predicate form, with a list syntax: The combination of a) b) and c) allows for the automatic propagation of maintenance changes, by asserting into &e fact base KB-3 these changes. If new types of errors or locations or corrections are entered into KB-1 through the proper editors, they are automatically accounted for thanks to the Prolog declarative form. Thus the inference procedure in SOFTM uses fully propagation mechanisms and analysis.
ENVIRONMENTAND IMPLEMENTATION
The SOFTM knowledge based software maintenance environment in Prolog I1 [491 has been supplemented, besides the interfaces to the operating system, compiler, and higher level utilities (specification language output, simulator input), by: -optional interface to a text database management system containing the full software documentation (e.g. BASIS)
The current implementation is on VAXNMS for application code written in either COBOL, FORTRAN or ADA, and Prolog itself. Specialized application code languages are also considered, e.g. image processing language, test language, and expert systems [391.
KNOWLEDGE EXIEMSIONS
The basic information has been collected, although not yet implemented, to enhance the application independent knowledge basis (KB-2) with respect to:
- 
