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V diplomskem delu je predstavljen razvoj univerzalnega regulatorja ogrevanja, namenjenega 
krmiljenju zahtevnejših ogrevalnih sistemov, ki vključujejo več virov energije in večje število 
vremensko vodenih ogrevalnih krogov. Univerzalni regulator ogrevanja je bil poimenovan 
Davit XL in temelji na programirljivem logičnem krmilniku Trovis 5571 proizvajalca Samson 
in štirih razširitvenih I/O enotah. Regulator je bil razvit tako, da že vsebuje 115 pred 
programiranih shem ogrevanja, med katerimi lahko uporabnik izbira. Sheme so sestavljene iz 
kombinacij štirih virov energije, zalogovnika tople vode, hranilnika sanitarne tople vode in 
petih vremensko vodenih ogrevalnih krogov. 
V glavnem delu je predstavljen potek programiranja v programskem okolju Isagraf in glavni 
elementi, ki sestavljajo programsko kodo regulatorja. Pri tem je posebej izpostavljeno 
programiranje uporabniškega vmesnika in odpravljanje težav, ki nastanejo na račun šibke 
strojne opreme krmilnika in velikega števila pred programiranih shem. 
Na koncu je predstavljena še nadgradnja regulatorja s Scada sistemom in možnostjo 
oddaljenega upravljanja ogrevalnega sistema. Za opravljanje nalog Scada sistema je bil izbran 
Web modul Trovis 5590. Opisan je tudi potek programiranja Web modula v programskem 
okolju Web-Modul-Editor. 
 





The thesis presents development of a universal heating controller designed for controlling 
sophisticated heating systems with several different energy sources and large number of 
weather-compensated heating circuits. The controller was named Davit XL. It is based on a 
Samson’s Trovis 5571 programmable logic controller and four I/O modules. The controller was 
developed to include 115 pre-programmed hydraulic schematics between which the user can 
choose. The hydraulic schematics are combinations of four energy sources, hot water buffer 
tank, domestic hot water circuit and five weather-compensated heating circuits. 
The main part of thesis presents the process of developing in Isagraf programming environment 
and the main components of the controller’s program code. The emphasis is on user interface 
development and solving problems, which occur as a result of weak hardware specifications 
relative to the large number of a pre-programed hydraulic schematics. 
The last part of the thesis presents an upgrade of the heating controller with Scada system and 
the possibility of remote control. For this purpose, the Web module Trovis 5571 was selected. 
The development of a Web module application with software Web-Modul-Editor is also 
presented. 
 





Kakovostna regulacija ogrevalnega sistema omogoča, da le-ta deluje prilagojeno zunanjim 
pogojem in željam uporabnika prostorov. Danes praktično vsak sistem ogrevanja vsebuje 
nekakšno obliko regulacije, ki usklajuje delovanje različnih komponent sistema. Za regulacijo 
ogrevalnega sistema se v praksi uporabljajo sobni termostati, vse več pa regulatorji ogrevanja 
z vremensko regulacijo temperature dvižnega voda, ki poleg udobja omogočajo tudi 
gospodarno rabo energije in s tem znatne prihranke energije. Princip delovanja regulatorja je 
zasnovan na merjenju zunanje temperature, temperature v prostoru in primerjavo z želeno 
temperaturo. Na ta način se sistem prilagaja potrebam in želenim temperaturam uporabnika. 
Dobra toplotna zaščita objekta in sodobna ogrevalna naprava nista dovolj, če potrebe po toploti 
ne moremo prilagoditi trenutnim potrebam v prostorih, kjer prebivamo. Pravilno izbran in 
nastavljen regulator lahko občutno izboljša izkoristek celotnega ogrevalnega sistema [1].  
Enostavno in statično upravljanje z ogrevalnim sistemom danes ni več dovolj. Z vse splošno 
uporabo interneta in pametnih telefonov se odpirajo povsem nove možnosti pri nadzoru 
delovanja ogrevalnega sistema. S povezavo regulatorja ogrevanja v internet dobi reguliran 
sistem čisto novo dimenzijo z vidika udobja in optimalnega delovanja ogrevalnih naprav. 
Mnogo stvari v našem vsakdanjem življenju že urejamo s pomočjo mobilnih naprav in raznih 
aplikacij kar med preživljanjem časa izven doma. Oddaljeno upravljanje z ogrevanjem preko 
mobilnih naprav ali internetnega brskalnika postaja tako ena izmed funkcionalnosti, ki jih 













2. Opis problema 
Pri povpraševanjih po avtomatizaciji ogrevalnih sistemov v podjetju Gia-S, d.o.o., se je večkrat 
pojavila zahteva po krmiljenju bolj zahtevnih hišnih postrojenj. Glavna zahteva tovrstnih 
sistemov je, da elementi ogrevalnega sistema med seboj delujejo usklajeno, z željo doseganja 
čim večjih energetskih izkoristkov. V preteklosti se je podobne probleme reševalo s 
kombinacijo več različnih regulatorjev ali diferencialnih termostatov, predvsem pa z veliko 
ročnih preklopov. S takimi rešitvami je težje doseči dobro in učinkovito delovanje brez pogostih 
posegov v sistem, saj je tak sistem zahtevnejši za upravljanje in vzdrževanje. Za stranke, ki 
nimajo tehnične izobrazbe, to velikokrat predstavlja težavo.  
Ena od možnih rešitev omenjenega problema je programiranje programirljivega logičnega 
krmilnika za vsak ogrevalni sistem posebej. Programiranje takega sistema je časovno precej 
potratno, zahteva veliko znanja o ogrevalnih sistemih, treba je veliko medsebojnega 
usklajevanja med stranko in programerjem, vedno je treba napisati nova navodila za delovanje 
in opraviti tudi zagon na samem objektu. To je z vidika krmiljenja sistema sicer najboljša možna 
rešitev, vendar vse to precej dvigne ceno izdelka, kar posledično zmanjša konkurenčnost 
izdelka oz. podjetja v primerjavi z bolj preprostimi rešitvami.  
2.1  Razvoj ideje 
Kot rešitev za omenjene probleme se je porodila zamisel o razvoju enotnega regulatorja 
ogrevanja na osnovi programirljivega logičnega krmilnika, ki bi pokril vse segmente 
ogrevalnega sistema in nudil tudi oddaljen dostop za nastavitve in upravljanje. Regulator je 
dobil ime Davit XL, saj predstavlja nadgradnjo že obstoječi seriji Davit – pred programiranih 
krmilnikov ogrevanja hišnih postrojenj.  
Regulatorji nižje serije Davit se uporabljajo za bolj preproste sisteme ogrevanja z največ tremi 
regulacijskimi krogi in pripravo sanitarne tople vode. Regulacijski krogi so lahko uporabljeni 
za krmiljenje vira ogrevanja ali pa ogrevalnega kroga. Regulatorje je mogoče povezovati skupaj 
in tako sestaviti tudi bolj kompleksne sheme, z več ogrevalnimi krogi.  
Namen regulatorja Davit XL pa je pokriti zahtevnejše sisteme ogrevanja, ki vključujejo več 
različnih virov energije in več ogrevalnih krogov oz. porabnikov. 
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2.2  Princip delovanja 
Kot osnova za delovanje regulatorja je bilo izbranih 23 različnih kombinacij vezave virov 
ogrevanja  in sanitarne tople vode. Pri vsaki kombinaciji je mogoče dodati še do maksimalno 5 
mešalnih ogrevalnih krogov. Za vsako kombinacijo virov tako obstaja 5 različnih variant, ki se 
razlikujejo samo v številu ogrevalnih krogov. Vse skupaj to torej znese 115 pred programiranih 
shem, med katerimi bo uporabnik lahko izbiral.  
Na sliki 2.1 je podana shema regulatorja, ki vsebuje vse elemente ogrevalnega sistema, ki jih 
regulator podpira. Shema je sestavljena iz štirih različnih virov energije: kotel na ročni vžig (5, 
npr. kotel na drva) z regulacijo temperature povratnega voda (8), kotel na avtomatski vžig (4, 
npr. oljni kotel, plinski kotel, peletni kotel), toplotna črpalka (6) z opcijo regulacije moči in 
sončni kolektorji (2). Večina shem vključuje zalogovnik tople vode (1), saj to omogoča 
shranjevanje odvečne proizvedene toplote s kotlom na ročni vžig in sončnimi kolektorji. 
 
Slika 2.1: Največja shema regulatorja Davit XL 
Kot že omenjeno, sheme vključujejo največ 5 vremensko vodenih ogrevalnih oz. porabniških 
krogov (7). Vsak ogrevalni krog je mogoče uporabiti na več načinov. Predstavlja lahko npr. 
krog radiatorskega, talnega, stenskega ali stropnega ogrevanja. Kot porabniški krog je treba 
omeniti še ogrevanje sanitarne tople vode s cirkulacijo (3).  
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2.3  Zahteve pri programiranju 
Sheme regulatorja so bile izbrane tako, da se dopolnjujejo s shemami obstoječih pred 
programiranih regulatorjev. Glavni cilj izbora shem je bil dobro pokriti postrojenja, ki jih je 
težko rešiti z obstoječimi regulatorji in hkrati pokrivajo rešitve, ki so najpogosteje uporabljene 
v ogrevalnih sistemih v Sloveniji. 
Glavne zahteve pri razvoju novega regulatorja znamke Davit so bile:  
 olajšati delo inštalaterjem pri montaži in zagonu ogrevalnega sistema, 
 zmanjšati število ročnih posegov v sistem, 
 izboljšati izrabo energentov in s tem znižati strošek ogrevanja, 
 modularna zasnova in enostavno dograjevanje ogrevalnega sistema brez večjih 
predelav, 
 znižati ceno vgradnje krmilne opreme za končnega uporabnika, 
 enostavno upravljanje sistema preko uporabniškega vmesnika v slovenskem jeziku. 
Ena od zahtev pri razvoju je bila tudi možnost upravljanja ogrevalnega sistema na daljavo in 
dostop do vseh nastavitev. To še dodatno olajša upravljanje s sistemom, saj lahko nadziramo 
ogrevanje praktično iz kjerkoli in kadarkoli.  
Z vgradnjo SCADA sistema se poenostavi tudi servis in zmanjša čas serviserja na objektu. 
Določene težave pri delovanju se namreč lahko odkrije že pred samim prihodom na teren in se 
nanje tudi ustrezno pripravi z nadomestnimi deli. Ena od prednosti oddaljenega dostopa je tudi 
beleženje zgodovine merjenih temperatur in ostalih informacij. Takšna funkcija omogoča 
analizo delovanja ogrevanja in posledično boljši izbor nastavitev. S tem se še dodatno poveča 
izkoristek delovanja in izboljša udobje. Možno je tudi predčasno odkriti določene težave in 
preventivno zamenjati dotrajane dele. 
Pred začetkom programiranja je bilo treba natančno definirati principe delovanja. Znanje  o 
delovanju izhaja iz več kot 30-letnih izkušenj pri vodenju ogrevalnih sistemov zaposlenih v 
podjetju GIA-S d.o.o. Najprej je bilo treba natančno opredeliti medsebojne vplive elementov 
ogrevalnega sistema in določiti prioritete vklopov virov ogrevanja za optimalno izrabo energije. 
Definirati je bilo treba tudi ustrezne parametre, ki jih bo mogoče nastavljati in poskrbeti za 
varnost sistema z obvestili in alarmi o okvarah ali nepravilnem delovanju. 
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3. Princip delovanja PLK 
3.1  Zgradba programirljivega krmilnika 
Programirljivi logični krmilnik je specializirani digitalni računalnik s posebno arhitekturo ter 
programsko opremo, tipično uporabljen za krmiljenje strojev in industrijskih procesov. Glavna 
naloga krmilnika je kontinuiran nadzor stanja fizičnih vhodov, izvajanje operacij glede na 
naloženo uporabniško logiko in s tem krmiljenje izhodnih naprav. PLK je sestavljen iz večine 
enot, ki jih srečamo pri ostalih računalnikih (slika 3.1): centralno procesorska enota, napajalnik, 
pomnilnik, vhodna enota, izhodna enota in programirna naprava (samo v fazi razvoja in 
preizkušanja programa) [3]. 
 
Slika 3.1: Zgradba programirljivih krmilnikov 
CPU oz. centralno procesorska enota predstavlja možgane PLK sistema. Procesorji se lahko 
zelo razlikujejo po svojih zmožnostih. Nekateri zmorejo krmiliti zelo malo fizičnih izhodov, 
drugi pa lahko obdelujejo npr. tudi do 40,000 ali več vhodnih in izhodnih signalov. Glavna 
naloga procesorske enote je izvajanje programa, ki ga sestavljata operacijski sistem in 
uporabniški program. Poleg obdelave podatkov in izvajanja logičnih in matematičnih funkcij 
mora CPU skrbeti še za sinhronizacijo delovanja z ostalimi enotami, ki sestavljajo PLK. Skrbeti 
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mora za osveževanje statusa vhodnih in izhodnih signalov, brati in vpisovati podatke v 
pomnilnik in komunicirati s programirno napravo ali z napravami, ki so povezane preko raznih 
komunikacijskih vmesnikov [3]. 
V PLK-ju običajno obstajata dva tipa pomnilnika. Bralni pomnilnik (ROM, angl. Read Only 
Memory) je načeloma mogoče samo brati. Glede na način branja oziroma vpisovanja vsebin 
razlikujemo nekaj različic ROM pomnilnika. Običajno se na navadnem ROM pomnilniku 
nahaja operacijski sistem (t.i. firmware). Vsebino ROM pomnilnika vpisuje proizvajalec PLK. 
Njegove vsebine ni mogoče izbrisati. Pri sodobnih krmilnikih največkrat srečamo EEPROM 
(angl. Electrically Erasable Programmable ROM) različico pomnilnika. Še posebej se je 
uveljavil Flash EEPROM, ki omogoča hitro in sprotno spreminjanje vsebine po delih [3].  
Bralno pisalni pomnilnik (RAM, angl. Random Access Memory) je delovni pomnilnik, 
katerega vsebino lahko spreminjamo (vpisujemo, beremo ali brišemo). V njega se običajno 
shranjujejo spremenljivke in uporabniški program, ki ga pogosto spreminjamo (npr. pri razvoju 
programa). Glavna pomanjkljivost RAM pomnilnika je potreba po stalnem napajanju. Ob 
izpadu napajanja se njegova vsebina izbriše. V preteklosti se je zaradi tega uporabljala podporna 
baterija, ki je zagotavljala napajanje RAM pomnilniku tudi ob izpadu napajanja. Pri novejših 
PLK pa se uporabniški program nahaja v Flash EEPROM pomnilniku, zato potrebe po dodatni 
bateriji ni [3]. 
Vhodne enote služijo za povezavo med PLK in zunanjimi dajalniki in aktuatorji. Njihova naloga 
je pretvoriti vhodni signal v vrsto signala, ki ga bo PLK zmožen obdelati. Vhodni signali so 
lahko različne vrste (npr. nizkonapetostni/visokonapetostni, digitalni/analogni). Vhodne 
signale najpogosteje predstavljajo naprave, kot so tipke, končna stikala, relejski kontakti, 
temperaturna tipala, itd. Naloga izhodnih enot je pretvorba signalov iz nizke enosmerne 
napetosti PLK-ja v napetostni ali tokovni nivo, ki ga zahteva krmiljena naprava. Tipične 
krmiljene naprave so npr. releji, alarmi, luči, ventilatorji, elektromagnetni ventili, motorni 
pogoni, itd. [3, 5]. 
Obstajata dve osnovni različici izvedbe vhodnih in izhodnih enot: kompaktna in modularna. 
Kompaktni krmilniki vsebujejo vse komponente v enem ohišju in so predvideni za izvajanje 
manj zahtevnih nalog, ki so običajno omejene na manjše število vhodov in izhodov. Prednost 
kompaktne izvedbe je predvsem nižja cena. Število vhodov in izhodov se lahko razlikuje in je 
po navadi nadgradljivo z dodatnimi kompaktnimi enotami. Glavna slabost kompaktnih PLK-
jev je nefleksibilnost [3]. 
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Modularni PLK-ji so sestavljeni iz več ločenih modulov. To zelo poveča možnosti širjenja 
sistema in samo fleksibilnost. Najbolj osnovna kombinacija modulov je tračnica za nameščanje 
modulov, napajalna enota, procesorska enota, uporabniški vmesnik za nadzor delovanja 
programa in vhodne ter izhodne enote. 
PLK-ji so najpogosteje napajani z izmenično napetostjo. CPU in ostale komponente za 
delovanje potrebujejo nizko enosmerno napetost, zato je naloga napajalne enote pretvorba 
izmenične napetosti v ustrezen nivo enosmerne napetosti [3]. 
Za programiranje in nalaganje uporabniškega programa na PLK je potrebna programirna 
naprava. Najpogosteje je to osebni računalnik, naložen z ustrezno programsko opremo. 
Programirna naprava služi za razvoj in nalaganje uporabniškega programa. Lahko je 
uporabljena tudi za nadzor delovanja PLK-ja v realnem času. 
3.2  Struktura programa v programirljivem krmilniku 
Notranje delovanje PLK se lahko razlikuje od proizvajalca do proizvajalca, vendar se pri vseh 
program izvaja ciklično [3]. Posamezen cikel je sestavljen iz štirih osnovnih korakov, ki se 
ciklično ponavljajo. Zaporedje korakov je prikazano na sliki 3.2.  
 
Slika 3.2: Struktura programa programirljivih krmilnikov 
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Na začetku vsakega cikla se najprej osvežijo vrednosti izhodnih signalov. Stanje vhodov se na 
začetku vsakega cikla vpiše v tabelo vhodnih vrednosti in se do konca cikla ne spremeni več. 
To zagotavlja, da ostanejo vrednosti vhodov enake v času izvajanja posameznega cikla [4, 5]. 
Za krmiljenje oz. regulacijo samega procesa skrbi uporabniški program, ki ga napiše uporabnik 
s pomočjo programske opreme, ki jo ponuja proizvajalec. Uporabniški program se obdeluje 
element za elementom, vrstico za vrstico, dokler se izračunane vrednosti ne vpišejo v tabelo 
izhodnih spremenljivk [4, 5]. 
Operacijski sistem je zadolžen za upravljanje medsebojno odvisnih internih funkcij kot npr. 
diagnostika, izvajanje uporabniškega programa, komunikacija. Zelo pomembna naloga 
operacijskega sistema je izvajanje časovne straže (angl. watchdog). Funkcija preprečuje 
nastanek neskončne zanke v uporabniškem programu, ki bi preprečila ciklično izvajanje 
programa. Na začetku vsakega cikla se zato vedno sproži časovnik. Če se po določenem času 
ne začne nov cikel, se generira napaka in izvedejo ustrezni ukrepi [3]. 
Osvežitev vrednosti fizičnih izhodov predstavlja zadnji korak v ciklu. Vrednosti fizičnih 
izhodov se osvežijo iz tabele izhodnih spremenljivk. Takšno izvajanje programa zagotavlja, da 
se vrednosti izhodnih signalov osvežijo samo enkrat na posamezen cikel [4, 5].  
Čas za izvajanje celotnega cikla se imenuje čas cikla. Čas cikla je odvisen od več parametrov: 
velikosti uporabniškega programa (število in tip ukazov), števila fizičnih vhodov in izhodov, 
števila časovnih funkcij, obsega komunikacije (komunikacija med notranjimi enotami in 
zunanja komunikacija kot npr. povezava z nadzornim sistemom ali s podrejenimi enotami). Čas 
cikla ima običajno fiksno določeno zgornjo mejo. V kolikor je čas cikla večji od te zgornje meje 







4. Modbus komunikacija 
Modbus je asinhronski serijski komunikacijski protokol za prenos informacij med 
elektronskimi napravami, razvit za potrebe industrijske avtomatike leta 1979. Od takrat se je 
Modbus protokol uveljavil kot standard za potrebe industrijskih komunikacij. Največja 
prednost protokola, zaradi katerih je postal tako uveljavljen je brezplačna raba, saj v nasprotju 
z nekaterimi ostalimi protokoli za uporabo ni treba plačati licence in preprostost za 
implementacijo ter uporabo. Obstaja več različic Modbus protokola. Različice, ki so se najbolj 
uveljavile, so [10, 11]: 
 Modbus RTU – je serijski protokol, RS-232 ali RS-485 kot fizičen nivo 
 Modbus ASCII – za komunikacijo uporablja ASCII znake 
 Modbus TCP/IP – komunikacija poteka preko TCP/IP omrežja, Ethernet kot fizičen 
nivo 
Modbus naprave uporabljajo gospodar-suženj način komunikacije, kjer ima ena naprava v 
omrežju vlogo gospodarja oz. nadrejene naprave, ostale naprave v omrežju pa vlogo sužnjev  
oz. podrejenih naprav. Nadrejena naprava lahko drugim podrejenim napravam pošilja ukaze oz. 
vpisuje vrednosti v naslovljene registre ali pa od njih zahteva informacije o vsebini naslovljenih 
registrov. Naslovljeni podrejene naprave se odzovejo s pošiljanjem zahtevane informacije svoji 
nadrejeni napravi ali pa izvedejo prejete ukaze. Na sliki 4.1 je prikazan princip Modbus 
komunikacije [11].  
 
Slika 4.1: Princip Modbus komunikacije 
Standardno Modbus omrežje je sestavljeno iz ene nadrejene naprave in največ 247 podrejenih 
naprav, vsaka s svojim unikatnim Modbus naslovom (1 do 247). Tipično je modbus uporabljen 
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za prenos signalov iz merilnih in kontrolnih naprav do glavnega krmilnika ali za zbiranje 
podatkov (npr. za povezavo nadzornega računalnika in RTU enot v SCADA sistemih) [11]. 
Vse pomembne informacije so shranjene v Modbus registrih naprave. Vsak register ima svoj 
unikaten naslov. Obstajajo štiri vrste registrov, ki jih naprava lahko vsebuje (tabela 4.1) [10]. 
Tabela 4.1: Tabela Modbus registrov 
 
Coil registri so 1-bitni registri, uporabljeni za shranjevanje bitnih informacij in kontrolo 
binarnih izhodov, z omogočenim branjem in pisanjem. Discrete input so 1-bitni registri, 
uporabljeni za shranjevanje informacije o stanju digitalnih fizičnih vhodov in jih lahko samo 
beremo. Input registri so 16-bitni registri, uporabljeni za shranjevanje informacij o stanju 
analognih fizičnih vhodov in so lahko samo brani. Holding registri so najbolj univerzalni 
registri, omogočeno imajo branje in pisanje. Uporabljajo se za shranjevanje stanja spremenljivk 
in informacij o sami napravi oz. procesu. Katere vrste registrov bodo v napravi, je odvisno od 
proizvajalca naprave. Najpogosteje se »Discrete Input« in »Input registri« ne uporabljajo, saj 






Tip registra Dovoljene operacije Velikost Začetni naslov
Coil Read-Write 1-bit 00001
Discrete Input Read-Only 1-bit 10001
Input Register Read-Only 16-bits 30001
Holding Register Read-Write 16-bits 40001
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5. Izbira opreme 
5.1  Krmilnik Trovis 5571 
Regulator Davit XL je zasnovan na kompaktnem krmilniku Trovis 5571  podjetja 
SAMSON (slika 5.1), katerega zastopnik v Sloveniji je GIA-S d.o.o. Krmilnik je primarno 
namenjen za avtomatizacijo sistemov ogrevanja, prezračevanja in hlajenja.  
 
Slika 5.1: Regulator Davit XL 
Za upravljanje naložene aplikacije ima osvetljen grafični zaslon s preprostim tekstovnim 
prikazom. Na zaslonu je možno prikazovati tudi slike v Monochrome Bitmap formatu. To 
omogoča prikaz npr. sheme postrojenja ali logotipa stranke. Število slik, ki se lahko uporabi, je 
omejeno s pomnilnikom krmilnika (skupno 128 kB za aplikacijo in slike). 
S tremi tipkami za upravljanje (»GOR«, »DOL«, »POTRDI«)  lahko preklapljamo med 
različnimi nivoji uporabniškega vmesnika, pregledujemo trenutna stanja aplikacije ter 
spreminjamo parametre krmiljenega procesa. Ključne tehnične specifikacije krmilnika so 







Tabela 5.1: Tehnični podatki krmilnika Trovis 5571 
Vhodi 17 univerzalnih vhodov z možnostjo posamičnega konfiguriranja kot 
- uporovni vhod (Pt 100, Pt 500, Pt 1000, Pt 2000, Ni 200, Ni 1000, Ni 
2000, PTC, NTC, 1–2 kΩ) 
- tokovni vhod (0/4 do 20 mA) z vzporednim uporom 50 Ω 
- napetostni vhod 0–10 V 
- binarni vhod, brezpotencialen 
Izhodi 10 binarnih stikalnih izhodov, paroma potencialno vezani, 2 A/250 V AC 
2 binarna izhoda majhne moči, 100 mA/50 V AC 
4 analogni izhodi (0 do 10 V), maks. breme > 4,7 k 
Vmesniki  
   MODBUS podrejeni 
vmesnik 
RS-232 za modem ali povezavo točka-točka s PC (priključna vtičnica RJ 12 na 
zadnji strani) 
opcija: Modbus-vmesnik RS-485 s kabelskim pretvornikom 1400-7308  
   MODBUS nadrejeni 
vmesnik 
RS-485 za komunikacijo z drugimi Modbus-napravami (priključek na sponki 
1/2) 
   Števčno vodilo priključek na sponke 48/49/50 
   Programirni vmesnik Za namestitev aplikacij, izdelanih v IsaGraf® , beleženje podatkov 
(priključna vtičnica RJ 45 na prednji strani) 
Napajanje 230 V AC, 48 do 62 Hz 
Električna priključna moč 8 VA 
Dovoljena temperatura okolica: 0 do 40 °C    skladišče: -20 do 60 °C 
Stopnja zaščite IP 40 
Varnostni razred II 
Stopnja onesnaženosti 2 
Prenapetostna kategorija II 
Razred vlažnosti F 
Oddajanje EM motenj skladno EN 61000-6-3 
Odpornost na EM motnje skladno EN 61000-6-1 
Odpravljanje motenj skladno DIN VDE 0875 
Masa ca. 0,6 kg 
 
Krmilnik Trovis 5571 lahko deluje kot podrejeni ali nadrejeni krmilnik. Preko RS-232 Modbus 
vmesnika lahko komunicira z nadrejenim centralno nadzornim sistemom. Z drugimi 
podrejenimi Modbus napravami komunicira preko RS-485 Modbus vmesnika. Oba vmesnika 
imata možnost izbire hitrosti prenosa: 9600 bit/s ali 19200 bit/s. Na sliki 5.2 so prikazane 
možnosti komunikacije krmilnika Trovis 5571. Na voljo je tudi števčno vodilo – Mbus protokol 




Slika 5.2: Shema povezav krmilnika in razširitvenih enot 
Krmilnik Trovis 5571 spada v kategorijo kompaktnih PLK-jev, saj ima vse komponente v enem 
ohišju. Za razliko od modularnih krmilnikov, ki imajo običajno ločen CPU modul ter izhodne 
in vhodne module, ima Trovis 5571 določeno število vhodov in izhodov kar v istem ohišju kot 
CPU. Ohišje je sestavljeno iz elektronskega dela in plastičnega ohišja s pripravljenimi 
sponkami in uvodnicami za priklop tipal in krmiljenih naprav. Na sliki 5.3 je shema električnega 
priklopa za krmilnik Trovis 5571 , na sliki 5.4 pa shema električnega priklopa za regulator Davit 
XL skupaj z vsemi razširitvenimi enotami. 
 




Slika 5.4: Električni priklop elementov sistema Davit XL 
5.2  Razširitvena enota Modbus I/O 
Čeprav je  krmilnik Trovis 5571 kompakten PLK z omejenim številom vhodov in izhodov je 
mogoče njihovo število povečati s dodajanjem razširitvenih enot (slika 5.5). Razširitvena enota 
je samostojna enota, ki se s krmilnikom Trovis 5571 poveže kot podrejena enota preko Modbus 
RS-485 vmesnika. Razširitvena enota ima šest dodatnih univerzalnih vhodov ter štiri binarne 
izhode. Priključiti je mogoče maksimalno štiri enote. Ključne tehnične specifikacije 
razširitvene enote so zbrane v tabeli 5.2 [8]. 
 
Slika 5.5: Razširitvena enota Modbus I/O 
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Tabela 5.2: Tehnični podatki Modbus I/O enota 
Vhodi  
   Binarni vhodi 6 – nastavljivi tudi kot 
- vhod 0 do 10 V (vhodi 1, 2, 5, 6) 
- vhod Pt 1000 (vhoda 3, 4) 
- vhod 0 do 1000 Ω (vhoda 3, 4) 
- števčni vhodi, maks. 1 kHz (vhoda 1, 2) 
- izhodi 0 do 10 V (vhoda 5, 6) 
Izhodi  
   Binarni izhodi 4 – Maks. 250 V AC/100 V DC, 2 A (rele) 
Vmesniki Modbus RS-485  
Delavna napetost 230 V AC 
Mere [mm]  
   Širina 94 
   Višina 96 

















6. Programiranje  
Programiranje uporabniškega programa za krmilnik Trovis 5571 poteka v programskem okolju 
Isagraf. V pomnilniku krmilnika je za namen Isagraf uporabniškega programa rezervirano 128 
kB prostora. Uporabniški program je v programskem okolju preveden v TIC kodo za Isagraf 
operacijske sisteme in nato preko programirnega vmesnika prenesen v pomnilnik krmilnika.  
6.1  Programski jeziki 
Uporabniški program je mogoče izdelovati v enem od petih programskih jezikov, ki so 
definirani v  mednarodnem standardu za programiranje programirljivih krmilnikov 
IEC 61131-3. Trije izmed njih so grafični jeziki: lestvični diagram (LD), diagram funkcijskih 
blokov (FBD) in sekvenčni diagram poteka (SFC). Preostala dva jezika sta v tekstovni obliki: 
strukturiran tekst (ST) in nabor ukazov (IL) [6]. 
Za programiranje aplikacije Davit XL je bil v veliki večini uporabljen FBD jezik, v določenih 
primerih pa tudi ST jezik, saj je določene funkcije lažje in bolj pregledno programirati v 
tekstovni obliki. 
6.1.1  Lestvični diagram 
Lestvični diagram (LD) je najpogosteje uporabljen programski jezik. Razvil se je iz relejnih 
shem, ki so se v preteklosti uporabljale za načrtovanje elektromehanskih krmilnih sistemov. Ta 
način programiranja se je ohranil, ker je industrijskim elektrotehnikom in tehnikom starejše 
generacije, ki so navajeni na električne sheme, tak način preglednejši. Uporablja se za reševanje 
preprostejših krmilnih problemov, saj je relejna shema namenjena predvsem risanju osnovnih 
binarnih logičnih povezav. Za reševanje zapletenih matematičnih operacij je namreč treba v 
shemo dodajati prirejene funkcijske bloke, ki je jih s simboli relejne sheme težje realizirati [3].  
Lestvični diagram omejujeta dve prečni črti, ki predstavljata vir napajanja in ponor. Primer 




 normalno odprto ali normalno zaprto stikalo (vhodni signali: stikala, tipke, notranji 
vhodni pogoji oz. biti, itd.) 
 normalno aktivna ali normalno neaktivna tuljava (izhodni signali: luči, releji, motorji, 
itd.) 
 posebni funkcijski bloki (časovniki, števci, računske in ostale funkcije) 
 
Slika 6.1: Primer programa v LD jeziku 
6.1.2  Funkcijski blokovni diagram 
Funkcijski blokovni diagram (FBD) izvira iz načrtovanja logičnih diagramov za elektronska 
vezja. Glavna prednost programiranja v FBD jeziku je preglednost, saj je samo delovanje 
programa in logične povezave med spremenljivkami zelo nazorno prikazano. Krmilje je 
predstavljeno kot digitalno vezje (funkcijska shema). Osnovni gradniki so funkcijski bloki in 
spremenljivke. Funkcijski bloki so predstavljeni kot pravokotniki različne velikosti. Vhodni 
signali v funkcijski blok vstopajo z leve, izhodni signali pa iz bloka izstopajo z desne. Izhod 
funkcijskega bloka je lahko povezan tudi na vhod drugega funkcijskega bloka. Velikost bloka 
je odvisna od števila vhodnih in izhodnih spremenljivk. Število vhodov in izhodov se določi pri 
ustvarjanju funkcijskega bloka. Vsak vhod in izhod funkcijskega bloka ima točno določen tip 
spremenljivke, ki se lahko poveže nanj. Vsi vhodni parametri funkcijskega bloka morajo imeti 
povezane vhodne signale, sicer se pri preverjanju sintakse generira napaka. Primer kode FBD 
jezika je prikazan na sliki 6.2. 
Knjižnica razvojnega okolja običajno že vsebuje osnovne funkcijske bloke kot npr.: 
 IN, ALI, NEG funkcijski bloki 
 Časovniki, komparatorji, števci 




Slika 6.2: Primer programa v FBD jeziku 
6.1.3  Sekvenčni funkcijski diagram 
Sekvenčni funkcijski diagram (SFC) je grafični programski jezik, običajno uporabljen za 
avtomatizacijo procesov, ki jih je mogoče razdeliti na posamezne korake. Krmilje je 
predstavljeno v koračni verigi. Običajno je uporabljen v kombinaciji z ostalimi jeziki. Primer 





Slika 6.3: Primer programa v SFC jeziku 
6.1.4  Strukturiran tekst 
Strukturiran tekst (ST) je višje nivojski programski jezik v tekstovni obliki, ki po sintaksi 
spominja na Pascal. Primeren je za izkušenejše programerje [3]. Uporabljen je lahko v 
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kombinaciji z drugimi jeziki. Funkcijski bloki FBD jezika so npr. lahko napisani v ST. Jezik 
podpira večino elementov, ki jih je mogoče najti v višjih programskih jezikih. Primer kode ST 
jezika je prikazan na sliki 6.4. Osnovni elementi so: 
 Zanke (FOR, REPEAT-UNTIL, WHILE-DO) 
 Pogojni stavki (IF-ELSE, CASE) 
 Funkcije (SQRT(), SIN()) 
 Matematični operatorji (<,>,=,+) 
 
Slika 6.4: Primer programa v ST jeziku 
6.1.5  Nabor ukazov 
Nabor ukazov (IL) je nižje nivojski jezik in po sintaksi spominja na zbirni jezik. Kot je razvidno 
že iz imena, je IL program sestavljen iz serije ukazov. Vsak ukaz uporablja ali spreminja 
vsebino akumulatorja. Glavna pomanjkljivost jezika je manjša preglednost delovanja programa. 
Tudi programiranje v tem jeziku je primerno za bolj izkušenejše programerje. Primer kode IL 
jezika je prikazan na sliki 6.5. 
 
Slika 6.5: Primer programa v IL jeziku 
22 
 
6.2  Struktura Isagraf projekta 
Isagraf aplikacija oz. projekt je razdeljen v več ločenih enot, ki se imenujejo programi. To so 
logične programske enote, ki opisujejo operacije med spremenljivkami procesa. Programi so 
skupaj povezani v zaključeno celoto, ki spominja na drevesno strukturo. Programi najvišjega 
nivoja so razdeljeni na tri dele: »Begin«, »Sequential« in »End«. Programi pod »Begin« in 
»End« vsebujejo ciklične operacije, katerih potek ni odvisen od časa. Izvedejo se na začetku 
oz. na koncu vsakega cikla. Programi pod »Sequential« sledijo pravilom SFC in FC jezika. 
Opisujejo koračne operacije, kjer čas kot parameter skrbi za pravilen red izvajanja operacij. 
Programi pod »Sequential« so lahko napisani samo v SFC ali FC jeziku, medtem ko programi 
pod »Begin« in »End« ne smejo biti napisani s tema dvema jezikoma. V istem programu ne 
moremo uporabiti dveh različnih jezikov. Edina izjema je kombiniranje FBD in LD jezika. Na 
sliki 6.6 je prikazan primer strukture Isagraf projekta. 
 
Slika 6.6: Struktura Isagraf projekta in ustvarjanje novega programa 
6.2.1  Programi in podprogrami 
V Isagraf projektu obstajata dve vrsti programov. Izvajanje »Parent« programov se aktivira 
avtomatično s strani sistema. V projektu so razvrščeni povsem na levi strani. Podprogrami oz. 
»Child« programi so programske enote, ki so podrejene svojim »Parent« programom. Vsak 
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»Child« program ima lahko dodatno še svoje nadaljnje podrejene programe. »Child« programi 
so v Isagraf uporabniškem vmesniku s svojim nadrejenim »Parent« programom povezani s črto 
in zamaknjeni za en nivo v desno. Za njihovo izvajanje je odgovoren nadrejeni »Parent« 
program. Med izvajanjem podprograma je delovanje nadrejenega programa začasno ustavljeno, 
dokler se izvajanje »Child« programa ne konča. Po končanem izvajanju podprograma se 
delovanje nadrejenega programa nadaljuje (slika 6.7). Vsak podprogram ima lahko tudi svoje 
lokalne spremenljivke. 
 
Slika 6.7: Programi in podprogrami 
6.2.2  Funkcije in funkcijski bloki 
Funkcije so podprogrami, ki so lahko klicani iz kateregakoli drugega programa v projektu. Za 
razliko od drugih programov niso dodeljeni samo enemu programu. Vhodni in izhodni 
parametri funkcije morajo biti pravilno definirani. Definirati je treba ime vhodnega parametra 
in tip spremenljivke, ki se lahko poveže na ta vhodni parameter. Izhodni parameter je pri 
funkciji samo en. Vsaka funkcija mora imeti svoje unikatno ime in ne sme biti napisana v SFC 




Slika 6.8: Preprosta funkcija za izbiro minimalne vrednosti in definicija vhodnih in izhodnih signalov 
Funkcijski bloki se od funkcij razlikujejo v tem, da se pri vsakem klicu oz. uporabi funkcijskega 
bloka ustvari nova »kopija« (slika 6.9). Pri vsaki kopiji se hkrati kopirajo tudi njene lokalne 
spremenljivke, ki svojo vrednost ohranjajo do začetka novega cikla. To pomeni, da se pri klicu 
funkcijskega bloka vedno kliče ista koda, spremenljivke, ki so bili dodeljene tej kopiji 
funkcijskega bloka pa so lastne samo svoji kopiji. Funkcijski blok ne more klicati drugega 
funkcijske bloka, saj mehanizem kopiranja lokalnih spremenljivk deluje samo za lokalne 
spremenljivke, ki so v samem funkcijskem bloku. 
 
Slika 6.9: Uporaba funkcijskih blokov 
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Vsaka uporaba funkcijskega bloka v ST ali IL jeziku mora biti definirana posebej, saj vsak 
funkcijski blok vsebuje svoje »skrite« podatke (slika 6.10). Tako deklarirani funkcijski bloki 
so vedno le lokalni – veljavni so samo v uporabljenem programu. Vsaka kopija mora imeti 
svoje unikatno ime. Funkcijskih blokov, ki so uporabljeni v FBD in LD jeziku, ni treba 
definirati, saj to avtomatsko izvaja že Isagraf. 
 
Slika 6.10: Primer definicije funkcijskega bloka za detekcijo pozitivne spremembe in uporaba v ST jeziku 
6.3  Spremenljivke 
6.3.1  Deklaracija spremenljivk 
Isagraf dictionary oz. slovar je orodje za deklaracijo in urejanje internih spremenljivk, I/O 
spremenljivk, funkcijskih blokov in definiranih besed uporabniškega programa. Pred uporabo 
v programski kodi morajo biti vse spremenljivke, funkcijski bloki in definirane besede obvezno 
definirane v slovarju. Spremenljivke se v osnovi delijo glede na tip in področje uporabe. Na 





Glede na področje uporabe spremenljivke delimo na: 
 GLOBALNE….uporabljene so lahko v kateremkoli programu projekta 
 LOKALNE……. uporabljene so lahko samo v programu, pod katerim so definirane 
Glede na tip se spremenljivke delijo na: 
 BINARNE.......true ali false binarne vrednosti 
 ANALOGNE…real ali integer vrednosti 
 ČASOVNIKE...časovne vrednosti 
 TEKSTOVNE...nizi ASCII znakov 
Spremenljivki je pri deklaraciji treba določiti unikatno ime, mrežni naslov in preostale atribute, 
ki definirajo, na kakšen način je lahko spremenljivka uporabljena v programu. Vsaki 
spremenljivki se lahko doda tudi komentar. 
Osnovni atributi spremenljivke so: 
 INTERNA ………..notranja spremenljivka 
 VHOD…………spremenljivka povezana na kartico vhodov 
 IZHOD………..spremenljivka povezana na kartico izhodov 
 KONSTANTA…… »read only« notranja spremenljivka 
Analogne spremenljivke se dodatno delijo še na realne oz. integer spremenljivke. 
 
Slika 6.11: Deklaracija nove spremenljivke 
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6.3.2  Mrežni naslov 
Za povezavo z nadzornim sistemom prek Modbus komunikacije je treba spremenljivkam 
določiti mrežne naslove. Nadzorni sistem v tem primeru deluje kot Modbus nadrejena enota, 
krmilnik z Isagraf aplikacijo pa kot Modbus podrejena enota. Spremenljivka, ki ima vpisan 
mrežni naslov, lahko nadzorni sistem bere ali vanjo piše v realnem času. V krmilniku Trovis 
5571 je za mrežne naslove integer spremenljivk predvideno območje Holding registrov od 
naslova 42001 naprej. Za shranjevanje bitnih informacij pa se uporablja območje Coil registrov 
od naslova 2001 naprej. 
Ker Modbus komunikacija ne omogoča prenosa realnih spremenljivk, je treba le-te najprej 
pretvoriti v integer obliko. Realne spremenljivke so sestavljene iz celega dela in decimalnega 
dela. Za pretvorbo števil v integer obliko se uporablja funkcija »Ana«. Funkcija pretvori realno 
število v integer obliko tako, da preprosto odreže decimalni del. Pri tem se izgubi del 
informacije, zato je pred pretvorbo realno spremenljivko treba množiti z večkratnikom 
števila 10. Na sliki 6.12 je prikazana pretvorba realne spremenljivke v obliko za prenos 
informacije po Modbus komunikaciji.   
 
Slika 6.12: Pretvorba spremenljivk v Modbus obliko 
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6.3.3  Retain spremenljivke 
Vsaka interna spremenljivka, razen I/O spremenljivk, ima možnost uporabe »Retain« atributa. 
Po koncu vsakega cikla se vrednosti retain spremenljivk shranijo v posebej dodeljen del 
spomina, ki po izpadu napajanja ohrani nazadnje shranjene vrednosti »retain« spremenljivk. 
Če v projektu obstaja vsaj ena »retain« spremenljivka, se pri vsakem novem startu 
operacijskega sistema najprej poišče shranjene vrednosti »retain« spremenljivk. Isagraf 
prepozna shranjene vrednosti v spominu in jih dodeli ustreznim »retain« spremenljivkam, če je 
bila ista verzija projekta vsaj enkrat v obratovanju. Če je verzija projekta različna ali če je 
projekt prvič zagnan, Isagraf prepozna, da so shranjene vrednosti v spominu neveljavne in 
posledično resetira njihove vrednosti. 
Za pravilno upravljanje z »retain« spremenljivkami je treba v nastavitvah projekta definirati 
razdelitev spomina, namenjenega za shranjevanje »retain« spremenljivk (slika 6.13). 
Razdelitev spomina se specificira z nizom v sledečem formatu: 
 
Slika 6.13: Specifikacija pomnilnika retain spremenljivk 
Spomin je treba razdeliti na štiri dele: binarne spremenljivke, analogne spremenljivke, 
časovniki in tekstovne spremenljivke. Definirani morajo biti vsi štirje deli, tudi če je rezervirana 
vrednost nič. Vsi parametri niza so v heksadecimalni obliki. Prvi parameter definira začetni 
naslov, drugi pa število rezerviranih spremenljivk izbranega tipa. 
Krmilnik Trovis 5571 ima za »retain« spremenljivke namenjeno 2 kB spomina (naslovi od 
$FE800 do $FEFFF). Za rezervacijo sledečih spremenljivk: 20 binarnih, 10 analognih, 5 
časovnikov, 1 tekstovna, bi bilo treba vpisati naslednji niz: FE800,14,FE814,2C, 
FE840,19,FE859,100. Pri tem je treba paziti, da ni presežen rezerviran del spomina (2 kB). 
Spomin za shranjevanje »retain« spremenljivk je v krmilniku Trovis 5571 razdeljen na dva 
dela (slika 6.14). Vsak shranjuje vrednosti z različno hitrostjo. V prvi del spomina (RAM 
pomnilnik) se vrednosti shranjujejo ob koncu vsakega cikla, v drugi del spomina (EEPROM 
pomnilnik) pa na vsaki 2 uri. Pri krajšem izpadu napajanja se vrednosti »retain« spremenljivk 
obnovijo iz RAM spomina. Pri prekinitvah napajanja, daljših od 24 ur, pa se vrednosti preberejo 




Slika 6.14: Princip delovanja pomnilnika retain spremenljivk 
6.3.4  I/O spremenljivke 
Za pravilno delovanje spremenljivk, ki so definirane kot vhod oz. izhod, je treba najprej določiti 
ustrezne I/O kartice krmilnika (slika 6.15). Šele nato je mogoče spremenljivke povezati na 
izbrane fizične vhode ali izhode. 
 
Slika 6.15: Deklaracija vhodnih in izhodnih kartic 
Za vzpostavitev logične povezave med I/O spremenljivkami in dejanskimi fizičnimi vhodi 
krmilnika Trovis 5571 se uporablja orodje »I/O connection editor« (slika 6.16). V posebnem 
oknu se nahajajo vse razpoložljive I/O spremenljivke. Na levi strani okna najprej izberemo 
želeno kartico in nato še želen kanal, na katerega bomo povezali I/O spremenljivko. V primeru, 
da ena od I/O spremenljivk ni povezana na noben kanal, Isagraf javi napako in prekine 




Slika 6.16: Povezava I/O spremenljivk na fizične kanale 
V Isagrafu je kot vhod ali izhod mogoče definirati največ 32 spremenljivk. Za uporabo večjega 
števila I/O spremenljivk bi bilo treba kupiti dodatno licenco za Isagraf. Krmilnik Davit XL je 
sestavljen iz enega krmilnika Trovis 5571 in štirih dodatnih razširitvenih enot. Vse skupaj to 
predstavlja 73 I/O spremenljivk. Omejitev I/O spremenljivk lahko obidemo na dva načina. Ena 
možnost je, da uporabljamo spremenljivke, ki jih Isagraf avtomatično definira za vsak kanal 
kartic. Spremenljivke niso vidne v Isagraf slovarju, uporabiti jih je mogoče samo pri kreiranju 
nove spremenljivke v enem od programov (slika 6.17). 
 
Slika 6.17: Spremenljivke vhodov in izhodov 
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Druga možnost je, da s funkcijskima blokoma »mb_hreg« in »mb_coil« preprosto beremo 
lastne holding in coil registre krmilnika, ki vsebujejo informacije o stanju vhodov. Bloku je kot 
vhodne parametre treba definirati modbus naslov naprave, naslov registra in interval 
branja (slika 6.18). 
 
Slika 6.18: Branje statusa vhodov iz Holding registrov 
Kot rezultat branja registra dobimo 16-bitno integer vrednost brez predznaka. Ker so merjene 
temperature lahko tudi negativne, je treba rezultat branja pretvoriti v ustrezno obliko. V primeru 





Slika 6.19: Pretvorba vsebine registrov za negativne temperature 
6.4  Definicija slik 
Resource opcija uporabniku dovoljuje, da v programu uporabi zunanje datoteke. Datoteka je 
lahko v lokalni mapi projekta shranjena v katerikoli obliki (slika, seznam vrednosti,…). 
Datoteka je pri generaciji kode združena z generirano kodo in prenesena v krmilnik. Za 
definicijo resource datoteke se uporablja sintakso s podobni pravili kot jih ima ST jezik 
(slika 6.20). V primeru Davit XL projekta se resource datoteke uporabljajo izključno za 
implementacijo slik na prikazovalnik krmilnika. Slike so shranjene v datoteki projekta kot 
»Bitmap image« v velikosti 240x160 ali manj. 
 
Slika 6.20: Definicija slik 
6.5  Uporabniški vmesnik 
Za programiranje uporabniškega vmesnika krmilnika Trovis 5571 obstajajo štirje nestandardni 
funkcijski bloki, ki so v knjižnico funkcijskih blokov dodani s strani proizvajalca krmilnika. 
Uporabniški vmesnik je sestavljen iz menijev in podmenijev, ki so podobno kot drevesna 
struktura lahko razvejani na več globljih nivojev. Njihovi elementi so prikazani v preprosti 
tekstovni obliki. Element menija je lahko npr. vhod v nov podmeni, prikaz trenutne vrednosti 
spremenljivke ali parameter, s katerim lahko spremenimo delovanje krmiljenega procesa. Za 
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prehajanje med različnimi nivoji in elementi so na voljo tri tipke za upravljanje. Primer 
uporabniškega vmesnika regulatorja Davit XL je prikazan na sliki 6.21. 
 
Slika 6.21: Glavni meni regulatorja Davit XL 
6.5.1  Funkcijski blok d_anz 
Funkcijski blok »d_anz« je lahko uporabljen na štiri različne načine. Lahko predstavlja začetek 
novega menija, vhod v podmeni, prikazuje slikovno datoteko definirano v »resource« orodju 
ali pa služi za prikaz vrednosti posamezne spremenljivke. Prikaz elementov menija je enak 
vrstnemu redu funkcijskih blokov v programu. Naenkrat je lahko prikazano največ šest 
elementov. Če ima meni več elementov, se nanje lahko pomaknemo s tipkama »GOR«, »DOL«. 




Slika 6.22: Preprosta menijska struktura 
Prvi d_anz blok služi kot naslovni element in obenem krmilniku signalizira začetek novega 
menija. Naslednji trije bloki so elementi menija in hkrati tudi vhodi v podmenije. 
Za prikaz vrednosti spremenljivke z blokom d_anz je treba vrednost spremenljivke pretvoriti v 
tekst, saj d_anz blok nima posebnega vhodnega signala za ta namen. V primeru realne 
spremenljivke se za to uporablja funkcija z imenom d_r_s. Funkcija združi tri različne vhodne 
signale v en skupen signal tekstovne oblike. Primer uporabe d_anz bloka skupaj z d_r_s blokom 
za prikaz vrednosti spremenljivke je prikazan na sliki 6.23, na sliki 6.24 pa je prikazana koda 





Slika 6.23: Prikaz vrednosti spremenljivke 
Na vhod Text povežemo besedilo, ki bo služilo kot predpona vrednosti realne spremenljivke. 
Vhod Einh služi za prikaz enote, na vhod Wert pa povežemo dejansko spremenljivko, katere 
vrednost želimo prikazati. Izhod bloka d_r_s povežemo na vhod d_anz bloka. Na podoben način 
se prikazuje tudi spremenljivke binarne in integer oblike. 
 
Slika 6.24: Pretvorba vrednosti spremenljivke v tekst 
 
Slika 6.25: Meni temperatur 
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6.5.2  Funkcijski blok d_par 
Za spreminjanje vrednosti spremenljivke preko uporabniškega vmesnika se uporablja 
funkcijski blok d_par. Blok omogoča prikaz spremenljivke in spreminjanje njene vrednosti s 
tipkama »GOR« in »DOL«. Vsak blok predstavlja nov element menija. Primer uporabe d_par 
bloka je prikazan na sliki 6.26. 
 
Slika 6.26: Meni parametrov z d_par funkcijskimi bloki 
Funkcijskemu bloku se z vhodnimi signali definira, katero vrsto spremenljivke bo prikazoval, 
na kakšen način bo prikazana, kakšen je korak spremembe parametra ter njegovo zgornjo in 
spodnjo mejo. Blok omogoča tudi pretvorbo spremenljivke z desetiškim množenjem ali 
deljenjem.  
6.5.3  Funkcijski blok d_spot 
Za prikaz vrednosti spremenljivk ali manjših slik na obstoječi grafiki se uporablja funkcijski 
blok d_spot. Z blokom definiramo način prikaza spremenljivke oz. grafike in njene koordinate 




Slika 6.27: Prikaz temperatur na sliki z d_spot funkcijskimi bloki 
6.5.4  Funkcijski blok d_zeitpg 
Funkcijski blok d_zeitpg služi za prikaz in spremembo časovnih programov. Uporabimo lahko 
največ 12 različnih časovnih programov. Za pravilen prikaz je treba blok kombinirati s d_anz 




Slika 6.28: Meni časovnih programov z d_zeitpg funkcijskimi bloki 
 







6.6  Sheme  
6.6.1  Izbira sheme 
Aplikacija Davit XL ima kot že omenjeno 115 pred programiranih shem. Uporabnik lahko 
shemo izbere v posebnem meniju uporabniškega vmesnika (slika 6.30). Vstop v meni za izbiro 
sheme je zaradi pomembnosti nastavitve zaščiten s posebnim geslom. S tem preprečujemo 
nepooblaščeno spremembo nastavljene sheme. Delovanje sistema in električna vezava 
elementov se namreč pri določenih shemah razlikuje, zato bi napačna nastavitev sheme lahko 
povzročila materialno škodo. Vse pred programirane sheme so zbrane v posebnem priročniku. 
S pomočjo priročnika se uporabnik odloči, katera shema je primerna za njegov ogrevalni sistem 
in kakšna je njena izbirna koda. Nato izbere še število ogrevalnih krogov in z izhodom iz menija 
potrdi izbiro. Po potrditvi sheme se glede na izbiro aktivirajo ustrezni meniji uporabniškega 
vmesnika. Vsi parametri dobijo svoje tovarniške vrednosti, nato se aktivirajo še fizični izhodi 
in vhodi. 
 
Slika 6.30: Izbira sheme 
6.6.2  Zasnova programa 
Krmilnik Trovis 5571 je starejše izvedbe, zato je njegova strojna oprema šibkejša. Ker 
aplikacija Davit XL vsebuje veliko število shem, je bilo treba pri programiranju zelo paziti na 
velikost kode. V pomnilniku je namreč za program rezervirano samo 128 kB prostora. Pri tem 
je poleg kode programa treba upoštevati še vse slike, ki so definirane v resource orodju. Zaradi 
omejitve v pomnilniku je program zastavljen tako, da so vsi možni sestavni deli ogrevalnega 
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sistema sprogramirani kot samostojne enote, ki se glede na izbrano shemo ustrezno povežejo 
skupaj (slika 6.31). Če bi imela vsaka shema različno kodo, bi v pomnilniku krmilnika zelo 
hitro zmanjkalo prostora. 
 
Slika 6.31: Posamezni deli aplikacije 
6.6.3  Čas cikla 
Zaradi same obsežnosti kode se je pojavil problem s prevelikim časom cikla. Kritični čas cikla, 
pri katerem se začnejo pojavljati težave v delovanju krmilnika, je okoli 700 ms. Tako velik čas 
cikla je pri večini programirljivih krmilnikov nesprejemljiv, a ker je Trovis 5571 namenjen 
regulaciji ogrevalnih sistemov, kjer je običajno časovna konstanta procesov daljša, to ne 
predstavlja večje ovire. Če je kritični čas cikla presežen, se najprej začnejo pojavljati napake v 
uporabniškem vmesniku, nato pa še v sami logiki delovanja procesa. Največji prispevek k 
velikemu času cikla ima uporabniški vmesnik. Problematična sta predvsem funkcijska bloka 
»d_anz« ter »d_par« in bloki za pretvorbo spremenljivk v tekst »d_r_s«, »d_b_s«, »d_i_s«.  
Prvi ukrep za zmanjšanje časa cikla je izklapljanje programskih delov, ki glede na izbrano 
shemo nimajo nobene funkcije. Glede na nastavljeno kodo sheme in število ogrevalnih krogov 
lahko določimo, katere elemente ogrevalnega sistema potrebujemo (slika 6.32). V primeru 
izbire ene od manjših shem, ki ima npr. samo dva ogrevalna kroga, ni smiselno izvajati kode 
programa, ki v izbrani shemi ne bo uporabljena. Zato moramo za enote brez funkcije izklopiti 
obdelovanje ustreznega dela uporabniškega vmesnika in logike delovanja enote. Zaradi 
velikega števila shem in kombinacij programskih enot je treba biti pri tem posebno pazljiv, saj 




Slika 6.32: Definicija uporabljenih delov sheme 
Najboljši način za izklop delov programa je uporaba programskih skokov. Del programa brez 
funkcije preprosto preskočimo in ga s tem izklopimo iz obdelovanja. Programski skok je 
sestavljen iz skoka in oznake. Ko ima vhodna povezava v skok vrednost »true«, program 
preskoči na določeno oznako. Na sliki 6.33 je prikazan primer uporabe programskih skokov. 
 
Slika 6.33: Programski skok 
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Drugi ukrep za zmanjšanje časa cikla je izklapljanje delov uporabniškega vmesnika, ki so glede 
na izbrano shemo v funkciji. Uporabniški vmesnik ima veliko različnih nivojev oz. podmenijev, 
ki jih ne prikazujemo hkrati. Če vemo, v katerem delu uporabniškega vmesnika se nahajamo, 
lahko podmenije, ki se trenutno ne prikazujejo, izklopimo. Izklopimo lahko samo podmenije, 
ki prikazujejo vrednost spremenljivk (funkcijski blok »d_anz«). Izklopiti ne smemo 
podmenijev, ki se uporabljajo za spremembo parametrov, ker bi pri tem prihajalo do napak pri 
upravljanju prek Web modula (funkcijski bloki »d_par«). Funkcijski blok »d_anz« ima za ta 
namen izhodni signal, ki daje informacijo o tem ali je podmeni aktiven oz. ali se element 
trenutno prikazuje na uporabniškem vmesniku. Glede na informacije o aktivnosti iz menijev 
višjega nivoja lahko nato nižje ležeče podmenije izklopimo iz obdelovanja s programskimi 
skoki. 
Tretji ukrep je delitev menijev z velikim številom elementov. Določene sheme vsebujejo npr. 
veliko število podatkov o temperaturah, zato postane meni za pregled temperatur zelo obsežen. 
Zaradi večjega števila elementov, ki so hkrati aktivni, se čas cikla zelo poveča. Zato so takšni 
meniji razdeljeni na posamezne podstrani, ki se aktivirajo samo pri prehodu na naslednjo stran.  
6.6.4  Izris sheme 
Pri izhodu iz glavnega menija se na prikazovalniku avtomatično izriše izbrana shema 
(slika 6.34). Shema je opremljena s podatki o vseh merjenih temperaturah in indikacijo 
delovanja črpalk. Črpalka, ki je v delovanju, ima v simbolu »piko«. Za prikaz slik in temperatur 
se uporablja funkcijski blok »d_spot«. Iz podatka o nastavljeni shemi moramo funkcijske bloke, 
ki prikazujejo temperature neaktivnih delov prav tako izklopiti iz obdelovanja.  
 
Slika 6.34: Izris sheme 
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Zaradi omejitve v spominu krmilnika za izris shem ne moremo uporabiti 115 različnih slik. 
Izris sheme je zato sestavljen iz osnovne slike, skupne večini shem, in večjega števila manjših 
slik. Osnovna slika je uporabljena kot podlaga, na to sliko pa se nato doda še kombinacija 
manjših slik, ki se aktivirajo glede na podatek o nastavljeni shemi. Za izris vseh možnih 
kombinacij shem je bilo uporabljenih 39 različnih slik. Na sliki 6.35 so prikazani nekatere slike, 
ki so bile uporabljene za izris sheme. 
 
Slika 6.35: Nekateri sestavni deli sheme 
6.7  Nalaganje aplikacije v krmilnik 
6.7.1  Generiranje kode 
Z ukazom »Make application code« sprožimo proces generiranja kode celotnega projekta. Pred 
začetkom generiranja kode se najprej začne preverjanje sintakse deklaracij in programov. Če 
napaka ni odkrita pri preverjanju posameznega programa, se odkrije pri generiranju kode. V 
primeru odkrite napake se generiranje kode prekine. Pred ponovnim začetkom morajo biti vse 
napake odpravljene. Programi, pri katerih je bila koda pred odkrito napako že pravilno 
generirana in v vmesnem času niso bili spremenjeni, se ne generirajo še enkrat. Preverjanje 




Slika 6.36: Preverjanje kode 
6.7.2  Povezava krmilnika in računalnika 
Za povezavo s PC-jem in nalaganje novega projekta je potreben programirni kabel. Za uspešno 
povezavo je treba definirati pravilne parametre RS-232 serijske povezave  (hitrost, naslov, 
port). Parametri se morajo ujemati z nastavitvami komunikacije v krmilniku (naslov, hitrost 
prenosa, pariteta, število podatkovnih bitov in število stop bitov). Nastavitev parametrov 




Slika 6.37: Nastavitve komunikacije krmilnika in računalnika 
6.7.3  Razhroščevanje 
Isagraf vsebuje kompleten grafični in simbolni »debugger«. Debug ukaz zažene posebno okno, 
ki upravlja s projektom, naloženim v PLK (slika 6.38). Komunikacija računalnika in krmilnika 
poteka prek programirnega kabla. V kolikor je verzija projekta v krmilniku enaka kot trenutna 
verzija v razvojnem okolju, lahko Isagraf upravlja s projektom v realnem času. To pomeni, da 
je možno odpreti vse programe, vendar z onemogočenimi ukazi za urejanje kode. Prikazane so 
vse enote programa (spremenljivke, povezave, koraki,…) s svojim trenutnim statusom 
(slika 6.40). Možno je tudi spreminjanje vrednosti spremenljivkam in na tak način testiranje 
delovanja. V »debugger« orodju je prikazan še trenutni status aplikacije, čas, potreben za 
eksekucijo enega cikla in trenutne napake (slika 6.39). 
 




Slika 6.39: Povezava s krmilnikom v realnem času 
 










7. Nadgradnja krmilnika s SCADA sistemom 
SCADA (angl., Supervisory Control And Data Acquisition) je ime sistemov, ki so namenjeni 
nadzoru in krmiljenju tehnoloških procesov. SCADA sistem je sestavljen iz  več strojnih in 
programskih elementov, ki skupaj omogočajo [7]: 
 nadzor, zbiranje in obdelavo podatkov v realnem času, 
 krmiljenje in interakcijo prek uporabniškega vmesnika z napravami kot npr. črpalke, 
ventili, motorji, 
 shranjevanje dogodkov in merjenih vrednosti v zgodovino,   
 obveščanje operaterjev o dogodkih in alarmih prek SMS ali e-mail sporočil in 
 dostop do uporabniškega vmesnika od kjerkoli na svetu. 
Programirljivi krmilniki in regulatorji imajo vlogo RTU enote (angl., remote terminal unit), ki 
zbirajo podatke od senzorjev in jih nato pošiljajo do računalnikov z nameščeno Scada 
programsko opremo. Programska oprema nato obdela, analizira in prikaže podatke z namenom 
pomagati operatorjem procesa povečati izkoristek in znižati ceno proizvodnega procesa. 
Učinkoviti Scada sistemi lahko prinesejo velike prihranke v času in denarju [7]. 
V primeru regulatorja Davit XL je za opravljanje nalog Scade izbran Web modul Trovis 5590 
(slika 7.1), prav tako izdelek proizvajalca Samson. 
 
Slika 7.1: Web modul 
Web modul je internetni strežnik, ki kot Modbus nadrejena naprava komunicira z RTU enotami. 
Uporabljen je za vizualizacijo procesa ogrevanja. Nanj je preko Modbus RS-485 povezave 
mogoče priključiti večje število regulatorjev. Posamezen regulator se lahko priključi na RS-232 
vhod. Za dostop do interneta ja na voljo Ethernet priključek. Web modul ima vgrajen 
pomnilnik, v katerega se vsako minuto ciklično shranjujejo izbrane podatkovne točke. 
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Shranjene podatkovne točke so nato v uporabniškem vmesniku prikazane kot graf.  Omogoča 
tudi obveščanje prek e-maila o različnih dogodkih in alarmih. Za dostop do uporabniškega 
vmesnika je potreben računalnik z naloženo Javo in internetni brskalnik. To pomeni, da lahko 
do uporabniškega vmesnika in samega procesa dostopamo od kjerkoli na svetu. Potrebno je 
poznati le IP naslov, ki je dodeljen Web modulu. Web modul obenem deluje tudi kot Modbus 
TCP prehod, ki preko vrat 502 omogoča direkten dostop do priključenih regulatorjev. To 
omogoča komunikacijo dodatnemu Scada sistemu ali pa pametnemu telefonu z naloženo 
aplikacijo Trovis Home. Dostop do uporabniškega vmesnika je zaščiten z geslom [9]. Na sliki 
7.2 je prikazana shema povezav celotnega sistema. 
 
Slika 7.2: Shema povezav sistema 
Za programiranje Web modula je potreben računalnik s programsko opremo Web-Modul-
Editor. Za grafično podlago, na kateri želimo prikazati podatkovne točke, se lahko uporabi štiri 
različne slike (slika 7.3). Slike morajo biti v formatu (*.gif, *.jpg, *.png), velikosti 800x555 




Slika 7.3: Uporabniški vmesnik Web modula 
V Web-Modul-Editorju je mogoče definirati do 256 podatkovnih točk. Prebrane vrednosti 
spremenljivk se shranijo v notranje registre Web modula. Za prikaz vrednosti podatkovnih točk 
v uporabniškem vmesniku se uporabljajo vrednosti, ki so zapisane v teh notranjih registrih. Za 
vnos podatkovnih točk je treba imeti seznam spremenljivk v Isagraf projektu. Za vsako 
spremenljivko je treba vedeti mrežni naslov, tip spremenljivke, število uporabljenih decimalnih 
mest ter možnost branja oz. pisanja. Podatkovne točke so lahko v uporabniškem vmesniku 





Slika 7.4: Uporabniški vmesnik Web-Modul-Editorja 
Za pravilen prikaz vsake točke se v programu definira njihove lastnosti. Najprej je treba določiti 
tip podatkovne točke (slika 7.5). Binarne spremenljivke so lahko npr. prikazane kot tekst, 
črpalka ali ventil. V primeru, da ima binarna spremenljivka vrednost »true«, je tako prikazana 
črpalka v obratovanju (zelena barva, slika 7.3) oz. odprt ventil in obratno pri vrednosti »false«. 
Analogne spremenljivke so prav tako lahko prikazane kot tekst oz. številska vrednost. 






Slika 7.5: Tip podatkovne točke 
Za vsako podatkovno točko se posebej določi Modbus naslov krmilnika in naslov registra 
(slika 7.6). Ker Modbus protokol ne pozna decimalnih mest, ima vsaka podatkovna točka 
možnost deljenja prebrane vrednosti. Na Web modul je mogoče priključiti več tipov 
komunikacije naenkrat, zato je treba pri vsaki podatkovni točki definirati tudi prek katerega 
vhoda bo potekala komunikacija. 
 
Slika 7.6: Definicija podatkovne točke 
Do uporabniškega vmesnika lahko dostopa več oseb naenkrat. Ustvariti je mogoče štiri različne 
uporabniške profile, vsak ima lahko različno uporabniško ime in geslo. Pri vsaki podatkovni 
točki se za vsak uporabniški profil izbere možnost ogleda in spreminjanja podatkovne točke 





Slika 7.7: Prikaz in uporaba podatkovne točke 
                        
Pri spremenljivkah, ki v krmilniku predstavljajo parametre procesa, se z nizko in visoko limito 
določi območje nastavljanja (slika 7.8). To območje se mora ujemati z območjem v krmilniku, 
ki je spremenljivki določeno s funkcijskim blokom d_par. Nizka in visoka limita lahko v 
primeru izbire opcije »Alarmiranje« služita tudi za proženje alarmov. Sporočilo o sproženem 
alarmu je mogoče poslati na štiri različne e-mail naslove. 
 
Slika 7.8: Nastavitve alarmiranja 





Slika 7.9: Grafičen prikaz zgodovine podatkov 
 





Cilj diplomske naloge je bil razvoj univerzalnega regulatorja ogrevanja, ki bi lahko smiselno 
povezal delovanje več virov energije in s tem predvsem izboljšal izkoristek delovanja 
ogrevalnega sistema. 
V več primerih zamenjave starejših obstoječih krmilnikov ogrevanja in vgradnjo regulatorja 
Davit XL se je upravljanje z ogrevalnim sistemom zelo poenostavilo. Predvsem se je zmanjšalo 
število ročnih preklopov in s tem čas, potreben za vzdrževanje sistema. Kot posebno uporabna 
funkcija sistema se je izkazalo shranjevanje zgodovine in grafični prikaz delovanja sistema pri 
nadgradnji regulatorja z Web modulom. Funkcija je omogočila analizo in optimiranje delovanja 
ogrevalnega sistema z nastavitvijo najbolj ustreznih parametrov regulatorja. S tem se je strošek 
ogrevanja v več primerih občutno zmanjšal. 
Večina izzivov pri programiranju, kot npr. prevelik čas cikla,  je izhajala iz relativno šibke 
strojne opreme krmilnika Trovis 5571. Za tako velik projekt bi bil morda bolj primeren 
programirljiv krmilnik z močnejšo strojno opremo in sodobnejša programska oprema za 
programiranje uporabniškega programa. Verzija Isagraf programske opreme, v kateri je bil 
izdelan uporabniški program, namreč spada med starejše izvedbe Isagraf programske opreme. 
Programska oprema za programiranje novejše serije krmilnikov Trovis ima veliko funkcij, ki 
jih je treba v Isagrafu izvajati ročno, že avtomatiziranih. 
V teku programiranja krmilnika sem pridobil veliko novih znanj o programiranju in samem 
delovanju programirljivih krmilnikov ter tudi o delovanju in medsebojnem vplivu med elementi 
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