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Capitolo 1
Introduzione
Il termine “Cooperazione Applicativa” fa riferimento alla capacita` di due o
piu` sistemi informativi (per esempio appartenenti alla Pubblica Amministra-
zione) connessi in rete di interagire affinche´ un’applicazione operante in uno
dei sistemi coinvolti sia in grado di disporre in maniera automatica, per le
proprie finalita` applicative, dei dati e dei servizi che sono resi disponibili dal-
le applicazioni operanti negli altri sistemi informativi [113]. La cooperazione
applicativa suggerisce dunque scenari in cui un’applicazione possa sfruttare
informazioni reperibili in maniera elettronica e fornite da altre applicazioni.
In particolare, il nostro scenario di riferimento e` quello del progetto RUPOS
(Ricerca sull’Usabilita` delle Piattaforme Orientate ai Servizi), volto alla rea-
lizzazione di una piattaforma di nuova generazione per lo sviluppo, la gestione
e l’erogazione di servizi composti nell’ambito della cooperazione applicativa.
RUPOS propone l’adozione di tecniche innovative per l’analisi, la progetta-
zione, lo sviluppo e la verifica di architetture orientate ai servizi in grado di
supportare in maniera efficace processi di business in scenari B2B (Business-
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to-Business), in cui i processi ed i servizi di ciascun dominio si integrano
con quelli dei partner interagendo su una scala sempre piu` vasta. Uno degli
obiettivi di RUPOS e` dimostrare come l’introduzione di metodologie basate
da una parte sull’uso di pattern per la modellazione degli scenari di coopera-
zione, dall’altra sull’integrazione di metodi formali favorisca la realizzazione
di nuovi strumenti software a valore aggiunto idonei per le esigenze tipiche
degli scenari propri delle “Internetworked Enterprise” superando i limiti delle
soluzioni software oggi disponibili.
Le metodologie formali introdotte dovrebbero costituire la base per associare
alla modellazione opportuni strumenti per la verifica di proprieta` dei processi
di business.
Negli ultimi anni stiamo assistendo all’affermarsi di una tendenza alla compo-
sizione di servizi eterogenei e alla creazione di nuove applicazioni distribuite.
Tale tendenza alla composizione di servizi eterogenei e` guidata dal paradigma
Service-Oriented Computing, che in qualche modo sta cambiando il modo in
cui vengono create le applicazioni, facendo sentire la sua influenza in tutto il
processo di sviluppo.
I Web Service sono programmi autonomi progettati per supportare l’intero-
perabilita` macchina-macchina attraverso una rete e costituiscono il mezzo per
eccellenza per la realizzazione di calcolo basato sul modello Service-Oriented
Architecture (SOA). Esempi di Web Service stanno venendo alla luce per
offrire le funzionalita` piu` disparate, dalle previsioni meteo alla prenotazione
di servizi alberghieri. Con l’aumento del livello di automazione, tali servi-
zi iniziano ad essere utilizzati direttamente da applicazioni piuttosto che da
utenti umani, pertanto sotto quest’ottica, un servizio Web inizia ad essere
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visto come un’interfaccia che rende possibile la comunicazione applicazione-
applicazione. Inoltre recentemente anche le imprese hanno iniziato a mani-
festare interesse nei confronti dei mashup di servizi, iniziando a considerare
l’idea di incorporare servizi esterni alle applicazioni che implementano le loro
business logic.
Tuttavia, per quanto l’idea possa risultare interessante, la sua effettiva ap-
plicazione introduce inevitabilmente dei problemi, ad esempio riguardo l’e-
terogeneita` dei servizi coinvolti. Come vedremo in seguito, uno dei punti
chiave della ricerca degli ultimi anni, e` stata proprio l’intenzione di gestire
tale eterogeneita` dei servizi in modo da riuscire ad organizzarli in proces-
si che riescano a sfruttarne appieno le potenzialita`. In un simile contesto e`
sicuramente auspicabile l’automatizzazione del processo di reperimento di in-
formazioni e di utilizzo di opportuni servizi per raggiungere obiettivi specifici.
Il nostro percorso di tesi nasce dall’idea di associare il mondo della com-
posizione automatica di servizi a quello della cooperazione applicativa, il che
ci ha portato a occuparci di tre temi chiave:
• creazione automatica di servizi composti;
• verifica di servizi composti;
• cooperazione applicativa.
Ovviamente tratteremo ciascuno dei tre concetti chiave ed estenderemo il
nostro studio alle tematiche ad essi correlate. Ci introdurremo nel mondo
della creazione automatica di servizi composti e quello affine dei mashup di
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servizi Web, illustrando le principali metodologie e tecnologie. Sara` logico
introdurre il tema delle architetture orientate ai servizi (SOA), che sono stret-
tamente legate sia al mondo della cooperazione applicativa che a quello della
composizione di servizi.
Il tema della cooperazione applicativa ci portera` a studiare la gestione di pro-
cessi di business ed il coordinamento di servizi, assieme ad alcuni formalismi
e tecnologie relative.
Ricordiamo infine che il nostro scopo e` l’introduzione della composizione au-
tomatica nell’ambito della cooperazione applicativa, in particolare nell’am-
bito del progetto RUPOS, che ci portera` ad analizzare l’applicabilita` dei
formalismi utilizzati per la realizzazione di verifiche formali di opportune
proprieta`.
1.1 Obiettivi
L’obiettivo principale della nostra tesi e` lo studio della creazione automatica
di servizi composti, che verra` analizzato nell’ottica di un’eventuale applicazio-
ne all’ambito della cooperazione applicativa. Il progetto RUPOS rappresenta
lo scenario di base per il nostro studio, infatti restringe il generico ambito
della cooperazione applicativa imponendo dei requisiti espliciti per la sua
realizzazione. Il fine ultimo del progetto RUPOS e` la creazione di una piat-
taforma di nuova generazione per la creazione di servizi composti in ambito di
cooperazione applicativa. RUPOS aspira alla possibilita` di adottare metodi
formali sia per assistere il processo di composizione, sia per specificare e ve-
rificare proprieta` relative ai servizi composti che si desiderano implementare.
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Dunque il nostro studio sara` finalizzato a fondere opportunamente i due
mondi della composizione di servizi e della cooperazione applicativa, tenendo
presenti i requisiti espressi dal progetto RUPOS. A tale scopo si renderanno
necessari i seguenti passi:
• Analizzare il processo di composizione automatica di servizi.
• Isolare formalismi o tecnologie particolarmente rilevanti nell’ottica del
progetto RUPOS.
• Studiare l’applicabilita` in ambito RUPOS degli strumenti selezionati.
• Proporre delle linee guida per riuscire a realizzare composizioni auto-
matiche e verifiche di proprieta` di servizi.
Durante il nostro precorso di tesi abbiamo seguito i punti appena men-
zionati, che ci hanno portato a:
• Realizzare un lavoro di rassegna sul processo di composizione automa-
tica di servizi.
• Studiare i formalismi di coordinamento BPMN e Reo ed organizzare le
considerazioni elaborate in un’analisi comparata finalizzata a valutare le
loro potenzialita` nell’ottica di una loro eventuale applicazione in ambito
RUPOS.
• Convogliare le conoscenze acquisite nella progettazione di un framework
concettuale per la creazione, la verifica e l’esecuzione di servizi compo-
sti.
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Il resto del presente documento esporra` i risultati derivanti dal lavoro che
abbiamo svolto al fine di raggiungere gli obiettivi elencati.
1.2 Organizzazione del Documento
Abbiamo specificato in precedenza che i tre temi chiave trattati durante il
nostro percorso di tesi sono stati: la creazione automatica di servizi, la loro
verifica e la cooperazione applicativa.
Il concetto di cooperazione applicativa ed altri ad esso correlati (ad esempio
le architetture SOA) individuano il nostro contesto di riferimento, che presen-
teremo, assieme alle motivazioni che hanno spinto il nostro lavoro, all’interno
del capitolo 2.
La creazione automatica di servizi composti e` uno dei temi alla base del
nostro percorso di tesi, e lo abbiamo studiato nell’ottica di un’eventuale ap-
plicazione al progetto RUPOS. Le conoscenze principali derivanti da tale
studio sono riassunte nel capitolo 3. L’applicazione di strumenti tipici della
creazione automatica di servizi al mondo della cooperazione applicativa e` un
compito tutt’altro che semplice. Per avvicinarci alla fusione di questi due
contesti, abbiamo eseguito un’analisi comparata di BPMN e Reo, due forma-
lismi utilizzabili per il coordinamento di servizi. Tale analisi e` finalizzata a
trarre conclusioni sulla capacita` di ciascuno dei due formalismi di soddisfare
i requisiti RUPOS e dunque di essere utilizzato per la composizione di servizi
in ambito di cooperazione applicativa. Le osservazioni principali derivanti
dall’analisi comparata sono presentate nel capitolo 4.
La verifica di servizi composti, ultimo tema chiave, rappresenta un elemento
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trasversale del quale tratteremo aspetti diversi nei capitoli 4 e 5.
Nel capitolo 5 ci occuperemo sia di composizione automatica che di verifica,
descrivendo come sia possibile applicare Reo e BPMN per coprire i requisiti
RUPOS. Inoltre per chiarire in che modo si possano sfruttare le capacita` dei
due formalismi per i nostri scopi, presenteremo nello stesso capitolo 5 un
framework concettuale che permette di raggiungere gli obiettivi di creazione
automatica e verifica formale in ambito di cooperazione applicativa. Per il
framework presentato proporremo un’architettura di massima.
Nel capitolo 6 indicheremo alcuni possibili sviluppi futuri del lavoro svolto.
Concluderemo infine il documento riassumendo, nel capitolo 7, l’iter seguito
durante il nostro percorso e presentando i principali risultati ottenuti.
Capitolo 2
Contesto e Motivazioni
Nel corso del presente capitolo e` nostra intenzione esporre le motivazioni che
hanno portato alla realizzazione del nostro percorso di tesi e alla conseguente
stesura del presente documento. Parleremo dunque nel corso della sezione 2.3
del progetto RUPOS, che rappresenta l’ambiente di riferimento per il nostro
studio. Cercheremo di fornire una visione generale del progetto presentando-
ne gli aspetti principali e specificando, nel corso della sezione 2.4, alcuni dei
requisiti e degli obiettivi che hanno influenzato il nostro lavoro.
Dovendoci occupare di composizione automatica e verifica di servizi com-
posti, abbiamo ritenuto opportuno introdurre brevemente il contesto a cui
facciamo riferimento, ovvero quello delle Architetture Orientate ai Servizi
(SOA). I concetti principali del paradigma SOA verranno presentati nella
sezione 2.1.
Infine, come avremo modo di discutere, il progetto RUPOS e, di conseguenza,
il nostro studio, nascono con l’obiettivo di essere applicati all’ambito della
cooperazione applicativa, che introdurremo brevemente nella sezione 2.2.
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2.1 Il Paradigma SOA
L’elevato dinamismo che caratterizza la nostra societa`, definita sempre piu`
spesso“Societa` dell’Informazione”, pone una notevole enfasi sull’informazione
stessa, attribuendole il ruolo di risorsa strategica che condiziona l’efficienza
dei sistemi, divenendo fattore di sviluppo economico, di crescita e di ricchezza
culturale [93]. E’ proprio a questa visione della societa` moderna che guarda-
no e si rivolgono le attivita` dei piani strategici dei nostri organi di governo,
a partire dalle Regioni fino all’Unione Europea. Il fine ultimo sembra essere
lo sviluppo di applicazioni e contenuti “che incoraggino gli europei a trarre
vantaggio dalla societa` dell’informazione e consentano loro di parteciparvi”
[94].
Gli intenti appena citati incoraggiano la visione di uno scenario di rinnova-
mento tecnologico che permetterebbe una maggiore integrazione delle infor-
mazioni e delle procedure accessibili sulla Rete. E’ ragionevole pensare che
una maggiore e piu` semplice accessibilita` ai flussi documentali e procedurali
comporterebbe un conseguente incremento sia della competitivita` delle im-
prese che dell’efficienza della pubblica amministrazione. Tuttavia il requisito
principale per l’attuabilita` di tale scenario e` che le parti coinvolte, in partico-
lare istituzioni, aziende ed enti pubblici e privati, offrano la disponibilita` ed
interoperabilita` dei propri servizi sulla Rete. In questo modo l’integrazione
di servizi offerti da parti diverse si prospetterebbe quanto meno concepibile.
Ad esempio, il sito Web di un’azienda che abbia intenzione di diventare par-
te attiva del mercato globale, dovra` costituire il punto di accesso ai processi
attraverso i quali avviene l’integrazione con i processi e i servizi di partner,
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fornitori e clienti [171]. Per far fronte ad un contesto caratterizzato dalla
volonta` di integrare servizi appartenenti a domini diversi e dei quali si cono-
sce solo la modalita` con cui accedervi, e` stato introdotto il paradigma SOA
(Service Oriented Architecture), che promuove uno scenario in cui i servizi
vengono in qualche modo pubblicati, sono dotati di una descrizione e possono
essere utilizzati e composti attraverso applicazioni distribuite che toccano un
numero virtualmente arbitrario di punti di accesso aziendali sulla Rete.
Con Service Oriented Architecture si indica un’architettura software mira-
ta all’utilizzo di servizi Web in modo tale da garantire l’interoperabilita` tra
sistemi e consentire l’utilizzo di componenti per soddisfare le richieste degli
utenti in modo integrato e trasparente [95].
In realta` la visione proposta dalla SOA e` basata su un concetto piuttosto
naturale secondo il quale le persone creano strumenti o acquisiscono capacita`
che permettono loro di risolvere i problemi che incontrano nel corso delle loro
normali attivita`. Molto spesso le capacita` necessarie alla risoluzione di un
problema possono essere offerte da un altro individuo, o da un insieme piu` o
meno grande di individui.
Questo stesso principio puo` essere applicato a contesti aziendali e organiz-
zativi, in cui le esigenze che si presentano in un certo momento potrebbero
essere soddisfatte da una combinazione di funzionalita` esistenti e messe a
disposizione da altre aziende o organizzazioni.
La visione SOA si basa su alcuni concetti fondamentali finalizzati alla realiz-
zazione di applicazioni che riescano a soddisfare specifiche necessita` attraver-
so la combinazione di un numero opportuno di capacita`. SOA definisce una
prospettiva di architettura software che prevede l’utilizzo di servizi software
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tra loro disaccoppiati per realizzare soluzioni a requisiti specifici attraverso
processi di business piu` o meno articolati.
OASIS [96] definisce la SOA come:
“Un paradigma per l’organizzazione e l’utilizzo delle risorse distribuite che
possono appartenere a domini differenti. Fornisce un mezzo uniforme per
offrire, scoprire, interagire ed usare risorse per produrre gli effetti desiderati
coerentemente con precondizioni e aspettative quantificabili.” [86]
L’elemento strutturale di un’architettura SOA, su cui vengono costruite
le applicazioni, e` il concetto di servizio, visto come un’entita` descritta da
un’interfaccia, in grado di offrire una specifica funzionalita` di business. SOA
raccoglie un insieme di linee guida, principi e best practice indipendenti dalle
specifiche tecnologie e sancisce alcuni principi per implementare la riusabilita`
e l’integrazione di componenti in ambienti eterogenei:
• i servizi devono poter essere cercati dinamicamente;
• i servizi devono essere modulari, stateless e autocontenuti (self-contained)
[52];
• i servizi devono definire delle interfacce esplicite e indipendenti dall’im-
plementazione;
• i servizi devono avere preferibilmente un’interfaccia coarse-grained [54],
ovvero implementare delle funzionalita` di business piuttosto che delle
operazioni “troppo elementari”;
• i servizi devono poter essere organizzati in processi di business.
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Pertanto un servizio deve essere adeguatamente descritto, deve poter essere
pubblicato, reperito e invocato in maniera indipendente dalla specifica tec-
nologia utilizzata.
Il paradigma SOA puo` risultare specialmente adeguato ai contesti azien-
dali in cui i processi di business sono particolarmente complessi, dal momen-
to che l’interazione con altri domini e l’utilizzo delle loro risorse permette di
alleggerire sensibilmente l’implementazione dei processi. Come risultato si
hanno dei processi di business efficienti e flessibili.
L’adozione di un’architettura SOA ha un impatto su aspetti molto diver-
si nella definizione di un’applicazione, da quelli metodologici a quelli pura-
mente organizzativi. Pensiamo ed esempio che i requisiti richiesti ai servizi
(self-contained, stateless e coarse-grained) spingono verso una progettazione
che associ il servizio a funzionalita` di business concrete. In questo modo
ciascun servizio rappresenta una funzionalita` offerta dal dominio in cui e`
inserito, pertanto gli esperti funzionali potranno vedere il componente non
come un semplice elemento architetturale ma come l’implementazione di una
funzionalita` “concreta”. Allo stesso tempo il servizio potra` essere facilmente
riutilizzabile. Dunque la concezione dei servizi come implementazioni di fun-
zionalita` di business favorisce un naturale coinvolgimento nella progettazione
anche di chi tradizionalmente e` al di fuori delle problematiche architetturali.
I requisiti che abbiamo elencato e che vengono richiesti ai servizi in un’ar-
chitettura SOA, suggeriscono la definizione di ruoli tipici su cui basare la
progettazione di un’applicazione:
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• Service Consumer: richiede il servizio.
• Service Provider: fornisce il servizio ed espone la relativa interfaccia
pubblica.
• Service Contract: definisce il formato per la richiesta di un servizio
e della relativa risposta.
• Service Registry: directory dei servizi consultabili in rete.
Come abbiamo specificato, i servizi devono poter essere cercati e utilizzati
dinamicamente, pertanto e` necessario che il Service Contract venga reso pub-
blico. La sua pubblicazione avviene all’interno del Service Registry, che, su
richiesta del Consumer, fornisce il contratto pubblico del servizio. Il Consu-
mer potra` utilizzare il servizio attraverso le modalita` specificate all’interno
del contratto.
I ruoli descritti e l’applicazione dei principi SOA contribuiscono a conferire
alle applicazioni le seguenti caratteristiche:
• Astrazione. E’ una delle conseguenze “fisiologiche” dell’applicazione
dei principi di progettazione orientata ai servizi. L’astrazione e` intro-
dotta dall’esistenza delle interfacce viste come unici punti di accesso
alle funzionalita` offerte dai singoli servizi. In questo senso i servizi
esportano delle capacita` astraendo dalle specifiche logiche di business
e dalle tecnologie che le implementano.
• Accoppiamento lasco. E’ uno dei benefici principali di cui gode
un’applicazione progettata seguendo i principi SOA e si basa sull’in-
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dipendenza reciproca dei servizi, che permette loro di evolvere senza
che i cambiamenti dell’uno influiscano direttamente sull’altro. E’ im-
mediato notare come questa proprieta` favorisca un’evoluzione agile e
indipendente dei componenti, caratteristica estremamente apprezzabi-
le dal momento che ciascun dominio (dunque anche i relativi servizi)
tende ad evolvere in maniera autonoma.
• Interoperabilita`. Il concetto di interoperabilita` non e` nuovo agli ar-
chitetti software, tuttavia acquista una rinnovata enfasi nell’ambito del-
le architetture orientate ai servizi. La stessa natura delle architetture
SOA si basa su componenti riutilizzabili, dunque un componente in-
teroperabile favorisce l’integrazione e quindi promuove lo spirito fon-
dante delle applicazioni orientate ai servizi. Inoltre l’interoperabilita`
puo` comportare un significativo decremento dei costi all’interno di un
dominio.
• Autonomia. Nel contesto che stiamo descrivendo, l’autonomia fa ri-
ferimento alla caratteristica dei servizi di essere autocontenuti e il piu`
possibile indipendenti gli uni dagli altri rispetto alla logica che imple-
mentano. Inoltre tale concetto e` fortemente legato a quello di accoppia-
mento lasco, infatti l’autonomia dei servizi permette loro di cambiare
in maniera totalmente indipendente dalle relazioni fruitore-erogatore
eventualmente esistenti con altri servizi. I servizi evolvono autonoma-
mente e possono essere riscritti senza determinare effetti negativi sui
loro consumatori. La realizzazione del concetto di autonomia si basa
dunque sulla creazione di servizi intercambiabili, debolmente accoppiati
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e indipendenti dall’effettiva implementazione.
• Limiti espliciti. La definizione di servizi rappresentati da interfacce
ed esportati all’esterno di un dominio costituisce dei punti d’accesso al
dominio stesso che esporta tali funzionalita`. Allo stesso tempo i punti
di accesso costituiscono dei limiti, dei confini espliciti nei confronti della
realta` che si trova dietro il servizio. L’esistenza di confini espliciti si
concretizza nelle modalita` di interazione tra servizi. Due domini diversi
hanno una visione superficiale l’uno dell’altro, l’unica parte chiaramen-
te nota e` quella pubblicamente visibile dei servizi esportati, ovvero le
funzionalita` esportate e la modalita` di interazione. Lo scambio di mes-
saggi costituisce la modalita` standard di comunicazione tra i servizi, e
attraverso delle convenzioni precise definite nei Service Contract per-
mette di implementare comunicazioni che rispettano i confini di ciascun
dominio.
Riassumendo, i vantaggi principali del paradigma SOA sono: un approccio
ragionato al design di servizi orientato al riutilizzo e all’integrazione, l’in-
dipendenza da una particolare tecnologia (non e` necessario impiegare una
tecnologia in particolare per riuscire ad implementare le linee guida presen-
tate).
In realta` i principi architetturali proposti non sono particolarmente nuovi,
piuttosto possono essere visti come una rivisitazione di concetti gia` adottati
in passato in contesti diversi (ad es. Corba, J2EE e EAI). Questo tipo di
approccio alla progettazione favorisce la creazione di servizi con un conside-
revole valore aggiunto.
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Fig. 2.1: Struttura a livelli di un sistema SOA
La Figura 2.1 schematizza la struttura di massima di un sistema SOA,
presentando tale struttura secondo una visione a livelli [90]:
• Bottom layer. Comprende le applicazioni ed i sistemi esistenti. L’ar-
chitettura a livelli di un sistema SOA permette infatti l’integrazione di
componenti preesistenti.
• Component layer. Utilizza tecnologie tipiche dello sviluppo basato
su componenti.
• Service Layer. Fornisce servizi al livello superiore. I servizi vengo-
no implementati attraverso la combinazione di componenti degli strati
sottostanti.
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• Business Process Choreography. Rappresenta l’evoluzione dei ser-
vizi in flussi di lavoro e coreografie di servizi che si comportano come
un’unica applicazione. Tipicamente i flussi di lavoro implementano
specifici casi d’uso e processi di business.
• Presentation. Non e` strettamente legato all’architettura SOA e tipi-
camente e` disaccoppiato dai servizi. In un’applicazione SOA rappre-
senta lo strato che si occupa della presentazione visuale dei contenuti
derivanti dall’esecuzione dei processi del livello sottostante.
• Integration Architecture. Permette l’accesso ai servizi e la loro inte-
grazione attraverso l’introduzione di politiche di routing intelligenti (ed
eventualmente affidabili), mediazione di protocolli e altri meccanismi
di trasformazione.
• Quality of Service, Security, Management, Monitoring. Si oc-
cupa di assicurare un certo livello della qualita` dei servizi attraver-
so l’utilizzo di meccanismi e strumenti che monitorano il comporta-
mento delle applicazioni SOA con particolare attenzione alle speci-
fiche caratteristiche di tipo Quality of Service (QoS) che si vogliono
analizzare.
Dunque il paradigma SOA sembra promettere dei miglioramenti considerevoli
nell’ambito dello sviluppo di applicazioni modulari riusabili ed interoperabi-
li. Tuttavia l’effettiva implementazione e manutenzione di applicazioni SOA
comporta delle sfide importanti tanto a livello metodologico quanto tecnologi-
co, che possono rendere faticosi i processi di progettazione, implementazione
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e manutenzione dei sistemi. Nello specifico sembra influire particolarmente
nello sviluppo e nella manutenzione a lungo termine dei servizi, l’esigenza
di riuscire ad adattare, modificare, far evolvere dinamicamente i servizi in
seguito a cambiamenti di tipo normativo o organizzativo, all’interno di un
quadro tecnologico che sta diventando particolarmente confuso (ad esempio
l’ambito degli standard e degli strumenti per WS-*).
[115], in cui vengono menzionate intorno a ottanta proposte, puo` fornire un’i-
dea di quanto siano numerosi gli standard legati al mondo dei servizi Web.
L’alto numero di proposte, associato alla crescente complessita` degli stan-
dard e dunque degli strumenti software di supporto, prospetta uno scenario
estremamente attivo e in continua evoluzione.
Come discuteremo nella sezione 2.4, uno degli obiettivi principali del pro-
getto RUPOS e` proprio far s`ı che un progetto SOA possa essere realizzato
come un componente “chiavi in mano” [171], limitando al massimo le compe-
tenze tecniche necessarie per lo sviluppo di applicazioni in grado di soddisfare
esigenze specifiche.
2.2 Cooperazione Applicativa
Il termine “Cooperazione Applicativa” fa riferimento alla capacita` di due o
piu` sistemi informativi (per esempio appartenenti alla Pubblica Amministra-
zione) connessi in rete di interagire affinche´ un’applicazione operante in uno
dei sistemi coinvolti sia in grado di disporre in maniera automatica, per le
proprie finalita` applicative, dei dati e dei servizi che sono resi disponibili dalle
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applicazioni operanti negli altri sistemi informativi [97].
La cooperazione applicativa suggerisce dunque scenari in cui un’applicazio-
ne possa sfruttare informazioni reperibili in maniera automatica e fornite da
altre applicazioni (ad esempio un’applicazione sanitaria potrebbe richiedere
i dati anagrafici al sistema di anagrafe civile del comune opportuno).
La definizione che abbiamo fornito mette fortemente in risalto l’aspetto re-
lativo all’interazione automatica per lo scambio di servizi e informazioni.
Notiamo come tale concetto si possa associare in maniera naturale a quello
di interoperabilita`, che permette la cooperazione pur concedendo alle realta`
coinvolte di effettuare diverse scelte implementative per le proprie applica-
zioni. Un approccio in grado di garantire interoperabilita` e` quello ben noto
dell’impiego di un formato comune di scambio dei dati e di un preciso proto-
collo di comunicazione.
Riuscire a realizzare cooperazione applicativa attraverso sistemi interopera-
bili vuol dire riuscire ad offrire nuove funzionalita`, nuovi servizi, riuscendo
comunque a mantenere operativi i sistemi gia` esistenti.
Illustriamo in Figura 2.2 un esempio tipico di cooperazione applicativa. Nello
scenario rappresentato vengono considerati tre domini distinti, ciascuno con
un proprio sistema informativo al suo interno. Supponiamo che l’ammini-
strazione del dominio A abbia bisogno di informazioni di competenza sia
dell’amministrazione B che dell’ASL che si trova nel dominio C. Pertanto
dovra` inoltrare una richiesta a ciascuno dei due sistemi informativi. L’ASL e`
in grado di soddisfare la richiesta autonomamente, mentre l’amministrazione
B ha bisogno di interagire anche con il dominio C.
Garantire l’interoperabilita` e la cooperazione applicativa tra i sistemi infor-
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Fig. 2.2: Esempio di cooperazione applicativa
mativi delle diverse pubbliche amministrazioni, siano esse locali, regionali o
centrali, e` divenuto un requisito di primaria importanza al fine di mettere in
pratica una realizzazione massiccia del cosiddetto e-government.
L’introduzione dell’informatica nelle pubbliche amministrazioni risale ai
primi anni ’90. Il processo di informatizzazione e` stato lungo ed e` tuttora in
corso, tuttavia l’automatizzazione di molti processi tradizionalmente svolti
da attori umani, seppur faticosa, apporta innegabili vantaggi [91]:
• maggiore velocita` nei processi: l’automatizzazione dovrebbe ridurre il
ciclo di vita di un iter burocratico;
• aumento della privacy: la distribuzione di documenti ed informazioni
tra attori umani viene limitata all’essenziale;
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• minore influenza degli attori umani nei processi burocratici, con conse-
guente aumento dell’efficienza (ed eliminazione di comportamenti cor-
rotti o inappropriati);
• separazione dell’interazione con l’utente finale (front-end), ovvero il cit-
tadino, dalla gestione dei processi amministrativi effettivi (back-end);
• unificazione dei servizi offerti da una pubblica amministrazione in un
unico sportello di competenza (reale o virtuale), che implementa l’inol-
tro delle richieste al back-end opportuno.
L’obiettivo finale sembra essere quello di riuscire a garantire al cittadino la
possibilita` di rivolgersi ad un unico sportello (possibilmente on-line) per la
fruizione di un servizio, senza che egli debba avere la percezione del coinvol-
gimento di piu` enti o amministrazioni nell’erogazione del servizio richiesto.
La prospettiva di creazione di un unico punto di riferimento attraverso
il quale accedere ai servizi della relativa pubblica amministrazione ha porta-
to alla luce alcune questioni legate al coordinamento tra le amministrazioni
locali e quella centrale. Alcuni problemi sorti sono ad esempio la necessita`
di attribuire valore legale alle comunicazioni, l’omogeneita` dei protocolli di
comunicazione, l’esigenza di sincronizzazione delle informazioni sui processi
tra gli enti coinvolti (gli enti coinvolti in un processo devono poter ottenere
in qualsiasi momento informazioni sullo stato dello stesso ed opportuni dati
di contesto).
Per riuscire a fronteggiare i problemi legati all’attuazione dell’e-government,
le pubbliche amministrazioni devono adottare un approccio cooperativo con-
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diviso che permetta l’evoluzione congiunta dei rispettivi sistemi informativi
verso tale direzione. Nasce quindi a monte l’esigenza di realizzare infrastrut-
ture che permettano ai sistemi di cooperare in base alle specifiche esigenze
dei domini di applicazione.
In quest’ottica il CNIPA (Centro Nazionale per l’Informatica nella Pubblica
Amministrazione) [114], assieme alle pubbliche amministrazioni locali e cen-
trali, ha promosso la creazione di gruppi di lavoro finalizzati alla definizione
di standard per la connettivita`, l’interoperabilita` e la cooperazione applicati-
va in rete. Tale iniziativa e` risultata, tra le altre cose, nel concepimento delle
linee guida per la realizzazione del Sistema Pubblico di Connettivita` (SPC),
finalizzato all’interconnessione sicura delle pubbliche amministrazioni e alla
definizione dei servizi di cooperazione applicativa.
Nel 2005 il CNIPA ha pubblicato un insieme di documenti che costituisce
il riferimento tecnico per la cooperazione applicativa fra le amministrazioni
pubbliche e che, insieme alle specifiche della busta e-Gov, ha tracciato il qua-
dro tecnico del Sistema Pubblico di Cooperazione (SPCoop) [98].
Il “Sistema Pubblico di Cooperazione Applicativa”, meglio conosciuto come
SPCoop, costituisce la piu` grande architettura di servizi realizzata nel nostro
Paese. SPCoop e` composto da un insieme di standard, servizi infrastrutturali
e procedure volti a definire l’infrastruttura di cooperazione applicativa neces-
saria per la realizzazione di servizi elettronici che siano in grado di garantire
sicurezza e confidenzialita` dei dati, riuscendo allo stesso tempo a mantenere
l’autonomia di ciascuna delle amministrazioni coinvolte. SPCoop e` l’ultimo
prodotto di un lungo processo passato attraverso un insieme di strategie po-
litiche, impianti normativi, direttive organizzative ed infine architetturali, il
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cui fine ultimo e` quello di affrontare l’esigenza dell’interoperabilita` e dell’in-
tegrazione delle pubbliche amministrazioni.
Le specifiche contenute in SPCoop fanno riferimento ad un’architettura orien-
tata ai servizi, in cui le tecnologie e gli standard per i Web Service costitui-
scono uno dei punti saldi del progetto. Tuttavia, indipendentemente dalle
scelte tecnologiche fatte in tale contesto, SPCoop si e` avvalso di un modello
concettuale ed architetturale chiaro e robusto. Gli elementi strutturali fonda-
mentali di SPCoop sono: la Busta di eGov e l’Accordo di Servizio, gestiti da
specifici “Servizi Infrastrutturali di Cooperazione Applicativa” (SICA): il Re-
gistro Servizi e la Porta di Dominio. Una schematizzazione dell’architettura
appena descritta si puo` osservare in Figura 2.3. OpenSPCoop e` un’imple-
Fig. 2.3: Architettura di OpenSPCoop
mentazione open source di successo e in costante evoluzione delle specifiche
SPCoop. Attualmente OpenSPCoop e` la piattaforma di cooperazione appli-
cativa su cui e` veicolato il maggior numero di servizi eGov in Italia, il che
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fa di tale piattaforma lo standard di fatto per la realizzazione di infrastrut-
ture orientate ai servizi nell’ambito del Sistema Pubblico di Cooperazione in
Italia. OpenSPCoop viene utilizzato come gateway SOA sia per l’Ammini-
strazione Centrale che per le Amministrazioni Locali.
Nel caso di OpenSPCoop, le specifiche in questione (SPCoop) sono basate su
un’architettura SOA fortemente basata sui Web Service, ma allo stesso tem-
po caratterizzata da un quadro concettuale stabile. La stabilita` del progetto
e` conferita in gran parte dalle solide basi imposte dagli elementi architetturali
(la Porta di Dominio, il Registro SICA, etc.) e dai pattern di comunicazio-
ne (la Busta di eGov) imposti dai requisiti in gioco, che hanno permesso di
creare uno strato concettuale compatto in grado di far fronte alla complessita`
dell’ambito della cooperazione applicativa tra le pubbliche amministrazioni.
Dunque un modello concettuale ed architetturale solido ha costituito indub-
biamente per OpenSPCoop un consistente valore aggiunto che ha contribuito
al successo del progetto. Un ulteriore fattore che ha influenzato positivamente
i risultati raggiunti da OpenSPCoop e` da ricercare nell’utilizzo di strumenti
di monitoraggio e gestione che permettono da un lato il controllo dello stato
delle comunicazioni SPCoop, dall’altro la verifica in tempo reale del funzio-
namento di tutti gli elementi del sistema.
2.3 RUPOS
Il progetto RUPOS (Ricerca sull’Usabilita` delle Piattaforme Orientate ai Ser-
vizi) si ispira al successo del progetto OpenSPCoop [99], attraverso il quale
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la societa` Link.it ha realizzato un’implementazione open source della specifi-
ca SPCoop per la Cooperazione Applicativa nella pubblica amministrazione
italiana. L’esperienza accumulata durante lo sviluppo di OpenSPCoop ha
reso evidente l’insufficienza degli standard per l’integrazione di applicazioni
eterogenee al fine di raggiungere risultati efficaci in ambienti fortemente di-
stribuiti. Il problema a monte non puo` essere attaccato solo dal punto di
vista tecnologico, dunque degli standard, dei framework di sviluppo o delle
infrastrutture di cooperazione, bens`ı si intravede la necessita` di elementi fon-
danti piu` stabili.
L’idea da cui parte RUPOS e` quella che esista la possibilita` di estrapolare
alcuni principi che hanno guidato la realizzazione di OpenSPCoop, in modo
da poter essere riapplicati anche a contesti non strettamente legati allo stan-
dard SPCoop. In particolare si ipotizza che l’approccio seguito possa guidare
una realizzazione ragionata di una piattaforma SOA che faccia riferimento
ad un modello architetturale sviluppato seguendo principi analoghi a quelli
di SPCoop.
Il contesto a cui guarda RUPOS e` quello della “societa` dell’informazione”,
fondata sulla gestione automatizzata degli iter burocratici, dei flussi di do-
cumenti e informazioni e sull’integrazione delle procedure via software. Gli
organi di governo, a partire da quelli locali fino all’Unione Europea stanno
fomentando in maniera piuttosto attiva lo sviluppo della societa` dell’informa-
zione, fiduciosi che questo quadro comporti l’ottimizzazione dei processi, la
velocizzazione e l’innovazione dei servizi, e permetta il conseguente incremen-
to sensibile della competitivita` delle imprese e dell’efficienza della pubblica
amministrazione.
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L’attuabilita` dello scenario di rinnovamento appena descritto presuppone un
impegno concreto da parte delle organizzazioni e delle istituzioni, volto a
rendere disponibili i propri servizi sulla rete, ma principalmente a rendere in-
teroperabili i propri sistemi. Si tende quindi verso il cosiddetto contesto delle
“Internetworked Enterprise”, ovvero delle strutture organizzative dai confini
fluidi i cui processi si trasformano e si integrano con quelli dei partner. Per
organizzazioni con queste caratteristiche non e` piu` plausibile l’applicazione
di soluzioni di tipo EAI (Enterprise Application Integration), dal momento
che lo scenario in cui nascono le Internetworked Enterprise e` caratterizzato
da entita` appartenenti a domini distinti, autonomi e fortemente distribuiti,
in cui non e` pensabile dunque un approccio basato su soluzioni middleware
omogenee e centralizzate.
Non e` un caso che l’approccio piu` appropriato per far fronte a problemi del
genere sia quello dettato dal paradigma SOA (si veda la sezione 2.1), in cui
l’interoperabilita` dei servizi e la loro natura distribuita sono alcuni dei suoi
principi fondanti.
Come riportato all’inizio di questa sezione, nella realizzazione del progetto
RUPOS sarebbe auspicabile l’applicazione di alcuni principi gia` messi in at-
to in OpenSPCoop, un progetto che ha dimostrato i vantaggi che si possono
ottenere dalla combinazione dall’accostamento dei seguenti elementi [171]:
• un modello di interoperabilita` opportunamente ed esaustivamente for-
malizzato, in cui vengono specificate le funzionalita` offerte da ciascuna
componente, le sue interfacce e i protocolli supportati;
• una notazione standard che renda le descrizioni di cui al punto pre-
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cedente universalmente comprensibili e facilmente implementabili (nel
caso di OpenSPCoop tale notazione e` rappresentata dall’accordo di
servizio);
• un insieme di processi comuni validi per tutti gli attori coinvolti nella
cooperazione;
• la disponibilita` di soluzioni che permettano di supportare in modo
efficace, e ad un livello di astrazione sufficientemente alto, gli utenti
responsabili di attuare i processi di cui al punto precedente.
E’ dunque a questi elementi che vorrebbe ispirarsi il progetto RUPOS, il
cui obiettivo generale e` la ricerca, la realizzazione e la sperimentazione di
tecniche innovative per l’analisi, la progettazione, lo sviluppo e la verifica di
architetture orientate ai servizi. Tali architetture dovranno essere in grado di
supportare in maniera efficace processi di business contestualizzati all’interno
di realta` aziendali ed organizzative autonome, aperte, non centralmente con-
trollabili, dunque in uno scenario di tipo B2B (Business-to-Business), in cui
i processi ed i servizi di ciascun dominio si integrano con quelli dei partner
interagendo su una scala sempre piu` vasta.
La complessita` delle dinamiche che molto spesso caratterizzano i sistemi di
cooperazione, in particolar modo in ambiente B2B, ha reso evidente la neces-
sita` di sviluppo di un’ulteriore tematica all’interno del progetto. In RUPOS
infatti verra` studiata la possibilita` di utilizzare metodi formali al fine di ana-
lizzare alcuni aspetti dei processi di business che verranno supportati. Una
simile analisi conferirebbe al progetto un orientamento formale che rimpiaz-
zerebbe il tipico approccio sperimentale che, per via della sua mancanza di
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sistematicita`, sembra non essere piu` in grado di reggere il passo con l’aumen-
to di complessita` dei sistemi attuali. Cio` consentirebbe di “approdare ad una
piattaforma di nuova generazione, in cui esiste una corrispondenza diretta
fra i costrutti utilizzati per la modellazione dei sistemi distribuiti (pattern,
stereotipi, etc.), i servizi infrastrutturali che ne forniscono l’implementazione
ed i modelli formali di riferimento” [172].
Come e` ragionevole pensare, nella realizzazione di un progetto di questo tipo,
gli strumenti sviluppati devono essere in qualche modo essere messi all’opera
nei contesti per cui sono stati pensati. Dunque la sola realizzazione della
piattaforma RUPOS non puo` bastare alla buona riuscita del progetto, sara`
dunque necessario individuare degli scenari di applicazione in cui la piatta-
forma dovra` operare.
Pertanto su un fronte il progetto richiama l’esperienza di OpenSPCoop, su
un altro incoraggia la ricerca di metodi formali da applicare ai processi di
business ed un ultimo fronte e` quello su cui si individuano e si descrivono gli
scenari concreti di cooperazione. Ciascuno dei partecipanti al progetto si oc-
cupera` prevalentemente di uno dei fronti citati, comunque all’insegna di uno
spirito di collaborazione che permetta la fusione delle conoscenze specifiche
di ciascuno dei partner.
Al progetto parteciperanno le societa` Link.it [100] e Hyperborea [101], e il
Dipartimento di Informatica dell’Universita` di Pisa [102]. In particolare:
• Link.it, una societa` giovane che da sempre cerca di combinare architet-
ture SOA e software open source, si e` occupata della realizzazione del
progetto OpenSPCoop che piu` volte abbiamo citato. Pertanto Link.it
potra` contribuire con le esperienze acquisite grazie allo sviluppo di que-
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sto progetto di successo. Al successo di OpenSPCoop va aggiunta la
partecipazione ai progetti CART (“Cooperazione Applicativa Regione
Toscana”) e ICAR (“Interoperabilita` e Cooperazione Applicativa in rete
tra le Regioni”), nei quali Link.it ha preso parte alla progettazione del-
l’architettura ed allo sviluppo dei middleware utilizzati per la gestione
dell’infrastruttura SOA.
• La societa` Hyperborea, in seguito alle molteplici esperienze maturate
nell’ambito dei sistemi informativi ambientali, potra` contribuire ap-
portando le competenze ed i requisiti propri del dominio ambientale.
Il suo compito principale sara` la partecipazione alla progettazione dei
pattern di riferimento, la definizione dei requisiti funzionali del sistema
e lo sviluppo di applicazioni pilota.
• Il Dipartimento di Informatica dell’Universita` di Pisa, impegnato atti-
vamente nell’ambito della ricerca scientifica, giochera` un ruolo chiave
nel trasferimento delle conoscenze e competenze scientifiche verso i due
partner tecnologici, con particolare attenzione alle tecniche formali per
la progettazione, lo sviluppo e la verifica di applicazioni SOA.
Dunque gli obiettivi del progetto RUPOS, che verranno specificati in maniera
dettagliata nella sezione 2.4, trovano nella collaborazione tra Link.it, il Di-
partimento di Informatica dell’Universita` di Pisa e Hyperborea, un ambiente
sicuramente promettente per essere perseguiti con successo ed essere messi
in pratica in contesti reali.
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2.4 Requisiti
Come gia` riportato nella sezione 2.3, l’esito estremamente positivo del pro-
getto OpenSPCoop ha manifestato i vantaggi che e` possibile ottenere dalla
combinazione di un modello di interoperabilita` formale, una notazione stan-
dard per la descrizione dei servizi, dei precisi protocolli di cooperazione e
degli strumenti efficaci e ad alto livello a supporto degli utenti.
Per la realizzazione del progetto RUPOS, ci si propone di applicare tali ele-
menti ad un contesto di cooperazione che non si limiti alla pubblica ammi-
nistrazione, e che di conseguenza non sia soggetto a specifiche fortemente
stringenti. Nello specifico, ci si auspica di dimostrare come l’impiego di tec-
niche di modellazione basate su pattern e metodi di verifica con solide basi
formali costituisca un considerevole valore aggiunto nel processo di sviluppo
di strumenti software innovativi. Questo approccio permetterebbe una pro-
gettazione notevolmente piu` agile di architetture di integrazione tipicamente
complesse, aggiungendo allo stesso tempo la possibilita` di effettuare delle ve-
rifiche formali sia delle interazioni tra i servizi che delle proprieta` di sicurezza
e transazionalita` degli stessi.
Gli scenari tipici in cui si applicherebbero gli strumenti realizzati sono quelli
delle Internetworked Enterprise, caratterizzate dalla necessita` di supporto di
un modello di cooperazione tra componenti eterogenei e fortemente distribui-
ti. Per riuscire a far fronte ai problemi legati alla cooperazione applicativa
in questi scenari, attraverso una sinergia tra i partecipanti e l’unione delle
rispettive competenze, si intende porre le basi per lo sviluppo di una nuova
piattaforma di cooperazione open source che sia in grado di far fronte alle
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sfide lanciate dalla crescente complessita` dei requisiti imposti dai servizi di
prossima generazione.
Abbiamo gia` commentato come la cooperazione applicativa abbracci in ma-
niera piuttosto naturale il mondo delle architetture orientate ai servizi. Per-
tanto e` naturale pensare che nel contesto del progetto RUPOS si prevedano
dei requisiti legati al paradigma SOA. Con questa prospettiva si intende rea-
lizzare una piattaforma che sia in grado di superare i limiti delle soluzioni
esistenti attraverso un opportuno insieme di metodologie e strumenti innova-
tivi che si riesca ad adattare alle architetture SOA. In particolare, lo sviluppo
della piattaforma in questione dovrebbe essere guidato dai seguenti requisiti
[171]:
• supportare in maniera semplice ed efficace gli utenti nel definire, met-
tere in pratica e gestire i processi di business, mettendo a disposizione
strumenti che permettano un livello di astrazione sufficientemente alto;
• definire in modo formale (a tempo di progettazione), eseguire in modo
efficiente (tempo di esecuzione) e gestire in modo efficace (manutenzio-
ne) i servizi erogati e/o utilizzati da ciascun attore del sistema, i flussi
di dati ed i flussi di controllo delle interazioni;
• definire (a tempo di progettazione) e gestire (a tempo di esecuzione)
l’integrazione dei sistemi applicativi con i servizi erogati e fruiti tramite
le interfacce esposte dall’infrastruttura di cooperazione;
• definire (a tempo di progettazione) e gestire (a tempo di esecuzione)
i vincoli di sicurezza, affidabilita`, transazionalita` di tutte le comunica-
zioni;
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• definire (a tempo di progettazione) e gestire (a tempo di esecuzione) i
vari tipi di eccezioni che si possono verificare durante il funzionamento
del sistema;
• analizzare (a tempo di progettazione) e controllare (a tempo di esecu-
zione) le principali proprieta` statiche e dinamiche del sistema;
• analizzare (a tempo di progettazione) e gestire (a tempo di deployment)
le modifiche all’implementazione dei servizi e delle applicazioni;
• controllare e ridurre i costi di acquisizione, sviluppo e gestione (total
cost of ownership), nel breve e nel lungo periodo.
Una delle fasi del progetto sara` dunque volta allo studio degli strumenti
esistenti nell’ambito delle piattaforme SOA e alla loro analisi nell’ottica del-
l’utilizzo all’interno del progetto. Un’opportuna attivita` di sperimentazione
tecnologica permettera` di valutare i limiti delle soluzioni esistenti, di quelle
proposte ed aprire eventuali nuovi percorsi di ricerca. Questo tipo di attivita`
e` da contestualizzare nel processo di orientamento all’innovazione industria-
le, in cui metodologie e strumenti sviluppati nei progetti di ricerca possono
essere impiegati per soddisfare le esigenze esistenti. Si vogliono ad esempio
individuare gli strumenti e le metodologie adeguate per il consolidamento
e possibilmente il potenziamento delle capacita` espressive della piattaforma
OpenSPCoop. Una porzione dell’attivita` di ricerca industriale deve essere
dunque mirata ad “identificare quali linguaggi di cattura della conoscenza
possano abilitare una modellazione dei servizi sufficientemente formale da
guidare il ciclo di vita della tecnologia ma allo stesso tempo sufficientemente
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semplice da poter essere utilizzata con efficacia dagli esperti di business e
dai gestori delle infrastrutture SOA, nei confronti dei quali non e` realistico
pretendere che siano dotati di particolari conoscenze scientifiche” [172].
Nel corso del progetto RUPOS, il raggiungimento degli obiettivi prefissati
sara` pianificato nei tempi e nei modi attraverso delle linee di azione e per
mezzo di specifici obiettivi operativi (OO):
• OO1 - Analisi ed Identificazione degli Obiettivi Tecnologici: ha lo scopo
di definire un modello architetturale innovativo ed una notazione grafica
di riferimento per la rappresentazione delle applicazioni SOA.
• OO2 - Progettazione Formalismi SOA: studio dei metodi formali a sup-
porto dei processi di specifica, implementazione, validazione e manu-
tenzione (change management) delle applicazioni SOA.
• OO3 e OO4 - Progettazione e Realizzazione della Piattaforma SOA.
• OO5 - Sperimentazione Applicativa.
• OO6 - Disseminazione dei Risultati.
Gran parte del contributo della presente tesi si contestualizza all’interno dei
requisiti espressi dagli Obiettivi Operativi OO1 e OO2, che descriviamo piu`
in dettaglio di seguito, come riportato nel Piano di Progetto Esecutivo di
RUPOS.
OO1 - Analisi ed Identificazione degli Obiettivi Tecnologici
Scopo dell’attivita` e` definire l’architettura della nuova infrastruttura SOA
da realizzare e la notazione grafica impiegata per specificare le applicazioni
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pilota. La notazione grafica dovra` permettere di rappresentare gli scenari di
cooperazione per mezzo di un formalismo astratto ma semanticamente ric-
co, in grado di consentire una definizione formale dei servizi ma allo stesso
tempo abbastanza semplice per essere utilizzata con efficacia dagli analisti
di processo, ovvero esperti in possesso delle competenze tecniche necessarie
per tradurre in forma di processi IT i requisiti di business pur senza essere
dotati di particolari conoscenze scientifiche.
OO2 - Progettazione Formalismi SOA
BPMN e` un linguaggio di cattura della conoscenza che consente da una parte
una descrizione formale dei servizi e quindi di definire in modo esaustivo tut-
ti gli aspetti tecnici necessari per la loro implementazione, dall’altra risulta
abbastanza semplice da poter essere utilizzato con efficacia dagli analisti di
processo e dai gestori delle infrastrutture SOA, nei confronti dei quali non e`
realistico pretendere particolari conoscenze scientifiche. Tuttavia l’obiettivo
del progetto non e` fornire un sistema di flow chart per descrivere in astratto
i processi di business. Il limite di questi strumenti e` che i modelli prodotti
non possono essere direttamente tradotti in processi eseguibili in quanto non
completamente specificati, il che comporta una pericolosa discontinuita` fra
analisi e implementazione, spesso difficile da colmare. [...] Inoltre occorre
approntare un serie di strumenti sia per consentire la validazione formale dei
modelli, sia per supportare in modo efficace il passaggio al formato eseguibile,
che deve essere il piu` possibile automatico eliminando la necessita` di scrivere
codice e, soprattutto, di introdurre scelte architetturali che non siano diretta-
mente rappresentate o derivabili dal modello stesso. [...] Lo scopo di questa
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attivita` e` ricercare soluzioni specifiche per l’ambito di utilizzo del progetto,
ovvero facendo riferimento non al caso generale ma allo specifico modello di
cooperazione applicativa ed ai pattern identificati in OO1.
Riassumendo il contenuto dei due obiettivi operativi nell’ottica degli obiet-
tivi della nostra tesi, mettiamo in evidenza i seguenti punti:
• Nell’obiettivo OO1 si richiede l’individuazione di una notazione grafica
che presenti un livello di astrazione sufficientemente alto da risultare
friendly agli esperti di business e che sia caratterizzata da una semantica
sufficientemente ricca da riuscire ad eseguire la validazione dei modelli.
Inoltre la notazione adottata dovrebbe permettere il passaggio automa-
tico all’esecuzione dei modelli definiti. Tale notazione verra` utilizzata
per la specifica degli scenari di cooperazione.
• Nell’obiettivo OO2 si esprime la necessita` di un linguaggio con caratte-
ristiche precise rispetto alle capacita` espressive, all’usabilita` e alle basi
formali. In tal senso si esprime l’intenzione di analizzare il linguag-
gio BPMN e verificarne l’eventuale adeguatezza rispetto alla necessita`
di realizzare specifica, composizione automatica e verifica formale di
servizi composti.
Per riuscire a perseguire in maniera adeguata i nostri obiettivi, abbiamo ri-
tenuto opportuno analizzare al meglio il processo di composizione di servizi.
Il periodo iniziale e` stato speso a ricercare i lavori precedenti sull’argomento,
tuttavia i riferimenti alla letteratura incontrati non erano successivi al 2006.
Per questo motivo, dal momento che il tema trattato e` in continua evoluzio-
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ne, abbiamo ritenuto opportuno realizzare un nostro lavoro di rassegna sui
meccanismi per la creazione automatica di servizi composti, che presentere-
mo nel capitolo 3.
Avendo chiara la visione dei requisiti (interessanti ai fini del nostro percorso
di tesi) del progetto RUPOS, e degli obiettivi che ci siamo proposti, descritti
nella sezione 1.1, nel seguito del presente documento passeremo a presentare
lo studio realizzato per conseguire i nostri obiettivi.
Dopo aver presentato il lavoro svolto ed i risultati raggiunti, nel capitolo 7
potremo effettuare un’analisi a posteriori degli obiettivi conseguiti rispetto a
quelli prefissati ed ai requisiti espressi in questa sezione.
Capitolo 3
Composizione Automatica di
Servizi
Negli ultimi anni stiamo assistendo all’affermarsi di una tendenza nell’ambito
delle applicazioni Web, ovvero la composizione di servizi eterogenei e la crea-
zione dei cosiddetti “mashup”. Il termine mashup e` stato preso in prestito dal
mondo della musica, in cui un mashup definisce una nuova canzone creata
attraverso il mixaggio di tracce appartenenti a brani diversi, potenzialmente
di generi diversi tra loro. Nell’ambito informatico, per analogia, si parla di
mashup riferendosi a una composizione innovativa di contenuti ottenuta da
sorgenti di dati spesso non relazionate tra loro e pensata per essere utilizzata
da utenti (umani) [125].
La tendenza alla composizione di servizi eterogenei e` guidata dal paradigma
Service-Oriented Computing (SOC), che in qualche modo sta cambiando il
modo in cui vengono create le applicazioni, facendo sentire la sua influenza
in tutto il processo di sviluppo.
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I Web Service sono programmi autonomi progettati per supportare l’intero-
perabilita` macchina-macchina attraverso una rete e costituiscono il mezzo per
eccellenza per la realizzazione di calcolo basato sul modello Service-Oriented
Architecture (SOA). Esempi di Web Service includono servizi di noleggio di
automobili, biglietti aerei, hotel [163] o controlli di dispositivi come sensori
o satelliti. Con l’aumento del livello di automazione, tali servizi iniziano ad
essere utilizzati direttamente da applicazioni piuttosto che da utenti umani,
pertanto sotto quest’ottica, un servizio Web puo` essere visto come un’in-
terfaccia che rende possibile la comunicazione applicazione-applicazione [62].
Inoltre recentemente anche le imprese hanno iniziato a manifestare interesse
nei confronti dei mashup di servizi, iniziando a considerare l’idea di associare
servizi esterni alle applicazioni che implementano le loro business logic.
Parallelamente al concetto di SOC si e` sviluppato quello di Task-Oriented
Computing (TOC) basato sulla creazione di un mondo “a portata di utente”
in cui il raggiungimento di un obiettivo e` reso possibile dalla composizione di
risorse disponibili in un certo ambiente [17]. Non stupisce dunque che negli
ultimi anni un problema che ha destato molto interesse nell’ambito della ri-
cerca e` la composizione automatica (senza intervento umano) di servizi Web.
Tuttavia, per quanto l’approccio possa risultare interessante, introduce ine-
vitabilmente dei problemi legati all’eterogeneita` dei servizi coinvolti. Come
vedremo in seguito, uno dei punti chiave della ricerca degli ultimi anni, e`
stata proprio l’intenzione di risolvere le incompatibilita` tra i servizi in modo
da riuscire ad organizzarli in processi che riescano a sfruttarne appieno le
potenzialita`.
Lo scopo di questo capitolo e` presentare il problema della creazione di ma-
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shup e composizione automatica di servizi e presentare lo stato dell’arte con
particolare attenzione alla tendenze della ricerca. Verranno discusse le ca-
ratteristiche principali dei maggiori progetti che hanno contributo all’avan-
zamento del settore, assieme ad alcune considerazioni sulle motivazioni che
hanno spinto la ricerca in tale direzione.
Nella sezione 3.1 daremo una visione generale del tema mashup e com-
posizione di servizi, descrivendo il contesto in cui si immerge l’argomento
e le motivazioni che ne hanno favorito la nascita e lo sviluppo. Discutere-
mo quindi brevemente l’architettura generale di un mashup, il processo di
creazione e le tecnologie e metodologie che intervengono. Nella sezione 3.2
commenteremo alcuni degli studi piu` interessanti che abbiamo avuto modo
di analizzare.
3.1 Mashup e Dintorni
Nella presente sezione forniremo una panoramica generale sulla composizione
automatica di servizi e la creazione di mashup. Inizieremo presentando nella
sezione 3.1.1 una visione del contesto che circonda il mondo dei mashup e
proporremo alcune delle motivazioni che ne hanno favorito la nascita e lo
sviluppo. Passeremo quindi a discutere nella sezione 3.1.2 i principali tipi di
mashup, classificati sommariamente in base al tipo di dati trattati e intro-
durremo brevemente alcuni dei mashup storicamente piu` rilevanti. Quindi,
per iniziare ad addentrarci un po’ nei dettagli dell’argomento, la sezione 3.1.3
ci permettera` di farci un’idea sommaria su quella che possiamo considerare
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l’architettura di massima di un mashup e presenteremo in seguito, nella se-
zione 3.1.4 alcune delle metodologie che hanno ispirato il settore dei mashup
e della composizione di servizi, menzionando inoltre alcune delle evoluzioni
piu` significative nell’ambito dei servizi Web. Infine concluderemo la sezione
addentrandoci nel vero e proprio processo di creazione di un mashup. Nella
sezione 3.1.5 proporremo una classificazione delle fasi che intervengono nel
processo di creazione di un mashup, introducendo per ciascuna fase alcuni
dei problemi piu` significativi che ci si ritrova a dover affrontare. Menzione-
remo inoltre alcuni degli approcci alla creazione di mashup e composizione
di servizi incontrati in letteratura (analizzati piu` in dettaglio nella sezione
3.2.1) ed introdurremo alcune delle tecnologie piu` utilizzate.
3.1.1 Contesto
Negli ultimi anni il Web e` stato lo scenario di due fenomeni che hanno appor-
tato alcuni cambiamenti nella realizzazione di applicazioni Web: la nascita
di un numero apprezzabile di API Web e il crescente utilizzo di framework e
linguaggi di programmazione dinamici per la creazione di applicazioni Web
[77]. Effettivamente ormai e` possibile servirsi di una considerevole quantita`
di API e servizi Web disponibili in diverse forme, che permettono ad ap-
plicazioni esterne di incorporare dati e processi dei fornitori di tali servizi
nelle proprie applicazioni. Complice dell’aumento di API e servizi e` stata
la comparsa di nuovi paradigmi e standard per la creazione e distribuzione
di funzionalita` e contenuti, ad esempio la nascita di servizi non piu` basati
su SOAP [134] ma sul nuovo stile REST [142] e la diffusione di formati e
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protocolli per la Web Syndication, come RSS [131] ed ATOM [135]. In un
certo senso il nuovo paradigma REST per la creazione di servizi Web ha
permesso uno sviluppo piu` agile dei servizi (discuteremo le differenze tra i
servizi SOAP e REST nella sezione 3.1.4) ed ha comportato in ogni caso un
aumento dei servizi disponibili sul Web. I protocolli per la Web Syndication,
d’altro canto, hanno apportato una significativa crescita di informazioni e
una loro diffusione massiccia attraverso dei mezzi che possono essere sfrutta-
ti anche da agenti software. L’altro fenomeno che abbiamo accennato e` legato
all’utilizzo di framework e linguaggi dinamici per lo sviluppo di applicazioni
Web (JavaScript e AJAX, Ruby e Ruby on Rails, ...), che consentono di svi-
luppare e testare rapidamente le applicazioni, mettendo allo stesso tempo a
disposizione astrazioni ad alto livello che permettono una rappresentazione
efficace del dominio in questione. Lo scenario che abbiamo descritto contri-
buisce a realizzare la visione di un “Web programmabile” [77] ed ha favorito
la comparsa di molteplici servizi compositi o mashup, come risposta a pro-
blemi e necessita` specifiche, basati su servizi e dati potenzialmente eterogenei
che richiedono un processo non banale di composizione e trasformazione (o
“adattamento”, come vedremo in seguito).
Per avere un’idea di un possibile scenario in cui intervenga la composizio-
ne di servizi riportiamo di seguito un esempio [57]. Si vuole implementare un
servizio di acquisto e consegna di articoli di arredamento (P&S) attraverso la
composizione di due servizi esistenti, uno di vendita di articoli di arredamen-
to (Producer) e uno di spedizioni (Shipper). Come possiamo immaginare, il
servizio P&S deve permettere all’utente di scegliere un numero di prodotti a
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Fig. 3.1: Servizio di acquisto e spedizione
sua scelta ed indicare un indirizzo per la spedizione. Una rappresentazione
dell’interazione tra i servizi e l’utente e` data in Figura 3.1.
Non e` nostra intenzione entrare nei dettagli dell’esempio ma ci sembra appro-
priato specificare che i servizi non sono atomici (non possono essere eseguiti
in un unico passo) ma inglobano uno stato, pertanto richiedono che venga
seguito un opportuno protocollo di interazione. Dunque il servizio P&S do-
vra` interagire sia con l’utente che con i servizi e dovra` seguire un protocollo
opportuno per evitare di creare situazioni di stallo. Inoltre e` possibile che i
dati manipolati dai servizi siano diversi, ad esempio per formato, e richiedano
dunque un qualche tipo di manipolazione. Questo semplice caso di applica-
zione composita ci puo` aiutare a iniziare a capire che la composizione di
servizi introduce inevitabilmente dei problemi legati al loro coordinamento e
dovuti alla loro eterogeneita`. Nella sezione 3.1.5 entreremo maggiormente nel
dettaglio dei problemi da affrontare nel processo di creazione di un servizio
composito.
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3.1.2 Tipi di Mashup
Come accennato, recentemente sono comparsi molteplici mashup di servizi,
ciascuno dei quali mirato a risolvere delle specifiche esigenze. Alcune delle
tipologie piu` comuni di mashup sono [125]:
• mashup geografici;
• mashup di foto;
• mashup di ricerca e acquisti;
• mashup di notizie.
I mashup geografici comprendono quei mashup che rappresentano informazio-
ni a cui viene associata una posizione geografica, si pensi ad esempio ad eventi
sportivi, concerti, manifestazioni e quant’altro. Questa categoria di mashup
e` stata ampiamente favorita, oltre che dalla notevole praticita` apportata dal-
la rappresentazione geografica di informazioni che per loro natura inglobano
tale caratteristica, dall’introduzione delle API di Google Maps [148] e succes-
sivamente da servizi simili quali Yahoo Maps [161] e AOL MapQuest [162].
Uno degli incentivi piu` importanti per la creazione di mashup di foto e` stato
dato dalla comparsa di siti di reti sociali e di hosting di foto (con relative
API) quali Flicker, che inoltre spesso associano metadati alle foto che espon-
gono. E’ naturale pensare che mashup che includono foto siano estremamente
popolari, dal momento che l’associazione di immagini a concetti si puo` appli-
care nei contesti piu` disparati. Si pensi a titolo di esempio che sfruttando i
metadati associati, che ne descrivono il contenuto, immagini e foto si possono
associare a canzoni, poesie, articoli, notizie e un’ampia varieta` di testi.
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Probabilmente le applicazioni di ricerca e acquisti online sono quelle con cui
gli utenti hanno piu` familiarita`, in parte perche´ queste applicazioni esistono
da parecchio tempo (sicuramente da prima che si iniziasse a parlare del con-
cetto di mashup). Si pensi a strumenti per il confronto di prezzi di articoli
in vendita sul Web quali Google Product Search. Nonostante esistano da
diverso tempo, applicazioni di shopping online quali eBay e Amazon hanno
contribuito a nutrire la famiglia dei mashup attraverso il rilascio di API che
consentono l’accesso programmatico ai loro contenuti.
Una grossa famiglia di mashup e` quella legata alle notizie e la sua importan-
za e` giustificata in parte dalla considerevole varieta` di fonti di notizie (basta
pensare a testate giornalistiche e televisive di tutto il mondo), in parte dal
fatto che tali fonti usano ormai da diversi anni e in maniera massiccia tecno-
logie di Web syndication per distribuire contenuti agli utenti sotto forma di
feed.
Ovviamente le categorie di mashup riportate sono solo alcune e non pre-
tendono di raggruppare la totalita` dei mashup attualmente esistenti, anche
perche´ per loro natura i mashup possono utilizzare servizi e fonti di dati in
qualsiasi campo applicativo. Tuttavia crediamo che le categorie discusse sia-
no un sottoinsieme significativo che permette di dare una visione del tipo di
applicazioni a cui si fa riferimento.
Per dare un’idea piu` precisa dei mashup che possiamo incontrare sul Web,
passiamo a descrivere alcuni dei mashup storicamente piu` rilevanti. Podbob
[129], nato nel 2006, e` un mashup che mette insieme l’API e i dati recupe-
rati da Eventful [146] con MySpace [147] e altre basi di dati di mp3, al fine
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di creare una pagina in cui gli utenti possono conoscere gli eventi musicali
nella citta` scelta ed eventualmente ascoltare dei brani degli artisti in pro-
grammazione. Housing Maps [122] e` uno dei mashup piu` famosi nell’ambito
del mercato immobiliare. E’ basato sull’integrazione di dati del mondo im-
mobiliare estratti da Craigslist [145] con il servizio di localizzazione fornito
da Google Maps [148]. La pagina ChicagoCrime.org e` stata la realizzazione
di uno dei primi mashup a guadagnare popolarita`. Il sito combinava dati
estratti dal database online del Chicago Police Department con il servizio
di localizzazione di Google Maps. Attualmente la pagina e` accessibile all’in-
dirizzo [121] e non si limita a raccogliere notizie su crimini ma comprende
aggiornamenti di vario genere sulla citta`: notizie di cronaca, pubblicazioni su
blog, recensioni di attivita` commerciali, foto della citta`, annunci di oggetti
smarriti e molto altro. Il mashup e` stato esteso a un progetto piu` ampio
[149] che attualmente fornisce informazioni relative a sedici delle maggiori
citta` degli Stati Uniti.
E’ opportuno sottolineare che un grosso contributo alla creazione di ma-
shup e` stato dato da pagine come Programmable Web [119], ovvero directory
Web che memorizzano API Web pubbliche offrendo molteplici metodi intui-
tivi ed efficienti di ricerca. Si pensi che ad oggi Programmable Web espone
piu` di 2000 API e quasi 5000 mashup.
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3.1.3 Architettura Generale
Sebbene i mashup presentino una grande varieta` rispetto al tipo di interfaccia
utente e alle sorgenti di dati che utilizzano, e` possibile estrarre delle carat-
teristiche comuni che ci permettono di definire l’architettura di massima di
un mashup, cos`ı come illustrato in Figura 3.2. L’architettura di un mashup
comprende tre componenti logici tipicamente disgiunti:
• sorgenti di dati e servizi;
• applicazione mashup;
• applicazione client.
Le sorgenti di dati e di funzionalita` che contribuiscono alla creazione del
mashup possono essere molteplici. In effetti in Figura 3.2 [144] possiamo os-
servare che i dati possono provenire da servizi Web, feed RSS o altre fonti e
analogamente le funzionalita` che dovessero essere necessarie (ad esempio per
la trasformazione di dati) possono essere fornite da servizi Web o da altri tipi
di servizi.
Per via della loro stessa natura, i mashup hanno come nucleo i dati, che
vengono aggregati e presentati all’utente. Al fine di rendere semplice il recu-
pero delle informazioni, i servizi si possono accedere in stile REST, in stile
SOAP o e` possibile che alcuni servizi siano accessibili con entrambi i metodi.
Come accennato, oltre a fornire nuovi dati, i servizi Web spesso forniscono
funzionalita` di manipolazione di dati. Un’ulteriore sorgente di dati sono i
feed, Atom [135] o RSS [131], il cui vantaggio e` la semplicita` di utilizzo, dal
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Fig. 3.2: Architettura generale di un mashup
momento che si presentano sotto forma di documenti XML ed ormai esi-
ste una nutrita collezione di librerie per la loro manipolazione. Esiste infine
una fonte di dati meno canonica, rappresentata principalmente dalle pagine
Web, ad esempio pagine di testate giornalistiche, siti governativi e quant’al-
tro. L’approccio di estrazione di informazioni da tali pagine e` detto “screen
scraping”e si riferisce al processo in cui uno strumento tenta di estrarre infor-
mazione destinata all’utente umano attraverso meccanismi di parsing. Infine
eventuali funzionalita` aggiuntive possono essere svolte da servizi che vanno
oltre il modello di interazione a richiesta/risposta tipico dei Web service, in-
dicati in Figura 3.2 con il nome di “Platform Services”.
L’applicazione che realizza effettivamente il mashup puo` essere pensata come
una combinazione di servizi intermedi e una logica “leggera” [144]. Tipica-
mente i mashup vengono implementati da applicazioni accessibili dagli utenti
attraverso siti Web e realizzati per mezzo di tecnologie orientate al Web (e`
tipico il caso dei linguaggi di scripting e dei framework per applicazioni Web).
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E’ possibile che la logica del mashup venga realizzata attraverso la generazio-
ne dinamica di contenuti lato server utilizzando tecnologie come Java Servlet,
PHP o ASP, o in alternativa il contenuto potrebbe essere generato lato client
attraverso delle applet o degli script (ad es. JavaScript). Quest’ultimo ap-
proccio e` caratteristico di applicazioni definite Rich Internet Applications
(RIA) e i suoi principali vantaggi sono legati alla diminuzione dell’overhead
sul server che ospita il mashup, dal momento che i dati possono essere re-
cuperati direttamente dalla sorgente dei dati. D’altro canto alcuni mashup
richiedono calcolo complesso che non sarebbe possibile eseguire all’interno del
browser cliente. Pertanto spesso i mashup sono caratterizzati da una combi-
nazione dei due approcci, ovvero il calcolo necessario per l’implementazione
della logica e l’aggregazione dei dati viene diviso opportunamente tra il client
e il server.
L’applicazione client rappresenta il mezzo che consente all’utente di ricevere
e visualizzare il mashup, nonche´ di interagire con l’applicazione. Nell’am-
bito dell’architettura del mashup questo componente e` probabilmente il piu`
standard, dal momento che nella maggior parte dei casi coincide con il Web
browser, che riceve il contenuto da un Web server via HTTP. Nel caso di
RIA e` possibile che ci sia bisogno di plug-in aggiuntivi e l’applicazione puo`
addirittura incaricarsi di eseguire parte del calcolo necessario.
3.1.4 Metodologie e Tecnologie
La composizione di servizi e la creazione di mashup possono essere visti co-
me un’evoluzione naturale di concetti preesistenti alla luce dell’evoluzione
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del Web e delle tecnologie correlate, assieme alla richiesta sempre crescente
di nuove applicazioni complesse e che interessano domini sempre piu` ampi.
Uno dei concetti a cui in questione e` quello di Ingegneria del Software Basata
su Componenti (CBSE). Nell’ambito dei servizi Web il concetto di CBSE e`
stato applicato all’Architettura Orientata ai Servizi (SOA). La stessa CBSE
e` una disciplina piuttosto nuova [28] la cui nascita e` in qualche modo radicata
nell’evoluzione del paradigma object-oriented e nello sviluppo di piattaforme
quali CORBA/CCM [136], COM [151], J2EE (ora JAVAEE) [152] o .NET
[153].
Ad ogni modo, nonostante l’ispirazione proveniente da temi e tecnologie esi-
stenti, l’approccio utilizzato nello sviluppo basato su componenti e` innovativo
per diversi aspetti:
• i componenti non sono specifiche o codice sorgente ma moduli eseguibili;
• il processo di sviluppo, dalla ricerca dei componenti all’effettiva com-
posizione e deployment deve essere il piu` possibile automatizzato;
• la composizione dei componenti e` imprevedibile, dunque non possono
essere fatte assunzioni sul loro utilizzo;
• i componenti devono poter essere riutilizzati, pertanto le loro interfac-
ce devono essere in grado di fornire una specifica esaustiva delle loro
caratteristiche.
Il fine ultimo della CBSE e` la creazione di un mercato basato su componenti
COTS (Commercial-Off-The-Shelf), ovvero completamente implementati e
pronti per l’utilizzo [28]. Questo tipo di approccio porta a un nuovo livello
3.1. Mashup e Dintorni 50
la creazione di applicazioni, che si traduce nella composizione di componenti
esistenti, tipicamente sviluppati da terze parti, in cui il lavoro di sviluppo si
concentra essenzialmente nell’integrazione di tali componenti nelle applica-
zioni.
Al giorno d’oggi la visione della CBSE si traduce nel Service-Oriented Com-
puting (SOC), un paradigma basato su concetti, principi e metodi in cui il
calcolo ha luogo in un ambiente caratterizzato da un’architettura orientata
ai servizi (SOA). Nel SOC la visione delle applicazioni come integrazioni di
componenti fa riferimento a componenti di natura diversa, tipicamente Web
service. Notiamo che nonostante il SOC si basi su componenti diverse ri-
spetto alla CBSE, lo spirito di fondo rimane intatto, ovvero la separazione
dell’ingegneria del software dalla programmazione nel processo di creazione
di un’applicazione. Il SOC e` alla base della realizzazione della visione fornita
dal Task-Oriented Computing (TOC), in cui lo sviluppo e` guidato dalla rea-
lizzazione di un obiettivo specifico, che tipicamente si pretende raggiungere
attraverso la creazione di una nuova applicazione ottenuta dalla composizio-
ne di servizi esistenti. Come abbiamo sottolineato, la CBSE e il TOC sono
legate da uno spirito di fondo comune, il riutilizzo di componenti esistenti
per la creazione di nuove applicazioni. Non stupisce dunque che approcci e
metodologie tipiche dello sviluppo basato su componenti vengano riutilizza-
te nell’ottica del SOC. Effettivamente molti studi precedenti alla ricerca sul
SOC (ad esempio [190], [28] e [185]) hanno costituito una base concettuale di
partenza per lo sviluppo di nuove metodologie e tecnologie orientate esclusi-
vamente al SOC.
In alcuni casi abbiamo assistito anche a fenomeni in controtendenza, ovve-
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ro in cui strumenti tipicamente dedicati al SOC, siano stati riadattati per
l’utilizzo nell’ottica piu` generale della CBSE. Un esempio e` lo studio con-
dotto da Carlson et al. [30], in cui si impiegano annotazioni semantiche per
servizi Web (SAWSDL) [133] su componenti diverse da servizi Web al fine
di modellare caratteristiche non funzionali, ad esempio informazioni sul tipo
di interfaccia utente. La motivazione di tale studio si basa sull’idea che i
framework per l’integrazione di servizi Web richiedono un eccessivo sforzo di
programmazione per l’integrazione di componenti di natura diversa. Inoltre
la comparsa di nuovi standard quali OSGi [154] sta introducendo nuove sfide
sull’integrazione non solo di servizi Web ma anche di componenti di altra na-
tura, estratti ad esempio da applicazioni Web, portlet, widget, sistemi legacy
e Java Beans. Inoltre, altri elementi chiave che hanno motivato il lavoro di
Carlson sono una ricerca automatizzata ed efficace dei componenti presen-
ti in un catalogo (possibilmente guidata da informazioni semantiche) e una
composizione semplice per l’utente finale. In sintesi, in [30] si introduce un
approccio che mostra come algoritmi usati per la ricerca ed il matching di
servizi Web possano essere riutilizzati, attraverso cambiamenti minimi, per
la ricerca di componenti compatibili di altra natura. Componenti generici
potrebbero essere dotati di interfaccia grafica, diversamente dai servizi Web,
pertanto si sfrutta SAWSDL per modellare tali informazioni aggiuntive, il
che permette una ricerca notevolmente piu` accurata.
A fianco dell’evoluzione delle tecnologie e delle metodologie per l’integra-
zione di componenti, si e` assistito ad un’evoluzione degli stessi servizi ogget-
to di composizione, probabilmente spinta anche dai progressi nell’ambito del
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Web 2.0. Negli ultimi anni, il Web e` stato lo scenario della nascita di un nuovo
paradigma per la creazione di servizi Web, il Representational State Transfer
(REST), il cui concetto cardine e` la rappresentazione di servizi come entita`
che mettono a disposizione delle risorse, identificate da URI, a cui e` possibile
accedere attraverso un protocollo di interazione di tipo domanda-risposta.
REST e` spesso considerato l’evoluzione o meglio, la risposta, al tradizionale
protocollo SOAP [134], alla base dei servizi Web “tradizionali”, ovvero basati
su WSDL [138]. Molto probabilmente cio` che ha conferito fascino allo stile
REST e` stata la sua semplicita` e la mancanza di un’apparenza rigorosa, il che
lo ha differenziato notevolmente da SOAP [125]. Fondamentalmente REST
supporta poche operazioni, tipicamente POST, GET, PUT, DELETE, che
devono essere applicabili a tutte le risorse esposte dai servizi.
L’apparizione del paradigma REST ha suscitato una considerevole quantita`
di discussioni, la maggior parte delle quali mirate a paragonare gli stili per
lo sviluppo di servizi Web. Pautasso et al. in [89] forniscono un interessante
confronto quantitativo tra i servizi WS-* e REST, mettendo in evidenza le
decisioni architettoniche implicate da ciascuno dei due approcci. La comples-
sita` dei due paradigmi e` misurata in base a tre criteri: il numero di decisioni
che bisogna prendere, il numero di alternative disponibili, il costo relativo
in termini di sforzo richiesto per lo sviluppo e rischi tecnici coinvolti. Nello
studio svolto vengono esposti i principi generali di entrambi i paradigmi, le
tecnologie utilizzate e i relativi punti forti e deboli. Quindi viene realizzato
un confronto basato su quattro livelli: principi architettonici, decisioni con-
cettuali, decisioni tecnologiche, strumenti esistenti.
Un assaggio della metodologia utilizzata nel confrontare i paradigmi WS-* e
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REST si puo` apprezzare in Figura 3.3, in cui si riassume il confronto basa-
to sulle tecnologie riportando il numero di decisioni richieste e il numero di
possibili alternative (AAs).
Fig. 3.3: Confronto tecnologico tra servizi WS-* e REST
L’interesse crescente nei confronti del paradigma REST ha favorito lo
sviluppo di metodologie e tecnologie per la creazione di mashup a partire da
servizi espressamente REST. Un esempio di questa tendenza si puo` osservare
in [66], in cui si propone l’aggiunta di annotazioni semantiche ai servizi REST,
nell’ambito della creazione di mashup semantici, al fine di risolvere alcuni
limiti degli strumenti esistenti per la composizione di servizi. Discuteremo
piu` in dettaglio la soluzione proposta nella sezione 3.2.2.1.
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3.1.4.1 BPEL
Nella sezione 2.1 abbiamo sottolineato la rilevanza che ha assunto negli ulti-
mi anni il paradigma SOA nello sviluppo di applicazioni composte, complice
anche il ruolo dei servizi Web nel rendere piu` agevole e funzionale la realiz-
zazione di servizi che implementano specifici processi di business. Tali pro-
cessi sono implementati da flussi di lavoro (workflow) costruiti attorno ad un
componente logico che si occupa del coordinamento di entita` che realizzano
attivita` atomiche, attraverso due possibili modalita`:
• Orchestrazione (Orchestration).
• Coreografia (Choreography).
Il primo approccio prevede che il componente logico preposto al coordinamen-
to sia l’unico a mantenere il controllo del flusso di lavoro, e dunque l’unico ad
interagire con i servizi che intervengono nel processo di business, siano essi
esterni o interni al dominio.
La coreografia di servizi costituisce invece un approccio fondato su una vi-
sione piu` “collettiva”, in cui non esiste un componente centrale che gestisce
il processo: ciascun servizio si comporta in maniera indipendente dagli altri.
Pertanto, anziche´ specificare un protocollo che verrebbe eseguito da un sin-
golo componente, si tiene traccia delle sequenze di messaggi scambiate tra i
servizi coinvolti.
Orchestrazione e coreografia rappresentano in un certo senso due prospettive
diverse sul processo di coordinamento di servizi, la prima fornisce una visio-
ne centralizzata del flusso di lavoro, l’altra invece e` incentrata su una visione
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d’insieme delle interazioni tra servizi.
L’orchestrazione di un processo puo` essere vista come analoga alla defi-
nizione di workflow, in cui i task sono rappresentati dai servizi, e il flusso e`
implementato dall’entita` centrale preposta al coordinamento e della gestione
dei dati e dello stato. Non a caso spesso succede che i linguaggi di workflow
vengono impiegati per descrivere orchestrazioni di servizi [17].
BPEL (Business Process Execution Language) e` un linguaggio basato su
XML, che nasce dall’esigenza di uno strumento standardizzato in grado di
specificare orchestrazioni di servizi messi a disposizione da fornitori diversi. Il
fine ultimo per cui e` stato concepito e` la creazione di nuovi servizi attraverso
la composizione di servizi esistenti. BPEL, per via della sua stessa natura,
trova la propria naturale collocazione nelle architetture SOA, dunque in con-
testi basati su servizi Web. Uno dei maggiori vantaggi di tale linguaggio e` la
sua capacita` di integrare servizi creandone di nuovi, mantenendo allo stesso
tempo le (tanto desiderate) caratteristiche di modularita` e scalabilita` [164].
BPEL e` nato nel 2002 dall’unione delle esperienze di IBM e Microsoft su
WSFL (Web Service Flow Language) e XLANG. Nell’aprile del 2003 BPEL
e` stato preso in carico da OASIS che ne ha realizzato la standardizzazione
e che, nel successivo settembre 2004, ha rilasciato la versione 2.0, corrente-
mente utilizzata. BPEL si e` guadagnato con il tempo il ruolo di linguaggio
leader per l’orchestrazione di servizi Web e per la definizione di processi di
business. Lo standard che definisce l’uso di BPEL nelle interazioni tra Web
Service e` chiamato BPEL4WS o WS-BPEL.
BPEL permette di specificare processi di business partendo dall’assunzio-
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ne che le componenti (servizi) coinvolte siano descritte attraverso interfacce
WSDL [138] (eventualmente memorizzate in un registro UDDI [137]) e che
sia possibile interagire con esse attraverso invocazioni di servizio sincrone o
asincrone. Gli stessi processi di business descritti in BPEL sono descritti da
interfacce WSDL, il che fornisce un meccanismo di astrazione che permette di
definire ricorsivamente processi composti da processi. Come e` noto, WSDL
permette di specificare l’interfaccia pubblica dei servizi, ovvero le funzionalita`
offerte dagli stessi, che si possono invocare in puro stile stateless (l’erogatore
del servizio non memorizza informazioni sullo stato del fruitore). Tuttavia
BPEL introduce il concetto di stato locale al processo permettendo di memo-
rizzare variabili che persistono durante tutta l’esecuzione del flusso di lavoro.
La descrizione di un processo di business in BPEL avviene attraverso un
insieme di attivita`. Si possono specificare attivita` semplici (che esprimo-
no azioni elementari quali l’invocazione di un servizio o l’assegnamento di
una variabile) o strutturate (normalmente impiegate per raggruppare attivi-
ta` semplici).
Gli elementi principali di un diagramma BPEL sono:
• servizi Web, rappresentati attraverso le operazioni di invocazione, rice-
zione e risposta;
• attivita` semplici: assegnamento, attesa, lancio di un errore o eccezione,
terminazione dell’esecuzione;
• attivita` strutturate: condizioni, cicli, attese di eventi, parallelismo.
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Il comportamento di massima che ci si puo` aspettare da un servizio composto
specificato in BPEL comprende l’invocazione (eventualmente anche paralle-
la) di servizi, il passaggio di dati ai servizi, l’elaborazione di dati attraverso
funzioni XPath [165], la verifica di condizioni locali al processo, l’esecuzione
di costrutti di controllo.
Un flusso di lavoro BPEL puo` specificare un processo eseguibile o astratto.
La differenza tra i due tipi di processo e` un processo eseguibile puo` essere
effettivamente eseguito in un opportuno ambiente di esecuzione, mentre un
processo astratto (o protocollo di business) si limita a specificare l’insieme
visibile di messaggi che vengono scambiati tra le parti coinvolte nell’intera-
zione, senza specificare il loro comportamento interno.
Una caratteristica interessante del linguaggio e` che mette a disposizione dei
costrutti per esprimere transazioni e in particolare Long Running Transac-
tions (LRT) [166], ovvero transazioni di lunga durata. La possibilita` di spe-
cificare LRT e` particolarmente utile in contesti come quello ambientale di
cui si occupa RUPOS, in cui esistono attivita` tipicamente collegate a iter
burocratici o giudiziari, che si protraggono per tempi piuttosto lunghi.
Un servizio composto specificato in BPEL viene visto dall’esterno come
un servizio Web ed interagisce con l’esterno esclusivamente attraverso l’in-
vocazione di altri servizi Web. I processi BPEL vengono eseguiti all’interno
di appositi ambienti di esecuzione detti engine (motori) BPEL. Attualmente
esiste un’ampia varieta` di engine BPEL, i piu` noti sono: ActiveVOS [167],
Apache ODE [168], BizTalk Server [169] e Oracle BPEL Process Manager
[170].
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3.1.5 Creazione di un Mashup
La creazione di mashup e la piu` generale composizione di servizi costituisco-
no un’area di ricerca notevolmente attiva negli ultimi tempi, sia nel mondo
accademico che in quello aziendale. Come abbiamo accennato in precedenza,
l’approccio allo sviluppo di software basato su servizi e` alla base del SOC, la
cui diffusione ha messo in risalto l’importanza dell’automatizzazione del pro-
cesso di creazione di mashup. E’ facile intuire che al fine di rendere l’utilizzo
dei servizi Web accessibile ad un pubblico piu` vasto, e` necessaria un’infra-
struttura che consenta all’utente medio (sprovvisto di competenze tecniche)
di reperire, sintetizzare e comporre servizi in maniera automatica. Dunque,
in maniera informale, il problema si riduce al seguente: a partire da una
query che specifica i requisiti desiderati e da un repository di servizi, l’utente
deve essere in grado di reperire in maniera automatica l’insieme di servizi
che gli consentano di raggiungere l’obiettivo desiderato. Il processo che va
dalla specifica dell’obiettivo all’esecuzione del servizio composito e` piuttosto
articolato. Tradizionalmente, la composizione automatica di servizi e` stata
divisa in quattro fasi [62]: Pianificazione, Scoperta, Selezione ed Esecuzione.
La fase di pianificazione fa riferimento alla generazione (manuale, automatica
o semiautomatica) di un piano, ovvero l’insieme dei generici servizi e l’ordine
in cui devono essere composti. La fase di scoperta e` mirata a individuare
i servizi necessari al piano, e puo` essere combinata in un unico passo insie-
me alla fase di pianificazione. La terza fase, quella di selezione, realizza la
scelta di una soluzione tra tutte le possibili candidate in base a proprieta`
non funzionali, ad esempio di tipo Quality of Service (QoS). Infine l’ultima
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fase e` quella di esecuzione dei servizi in accordo con il piano, con eventuale
esecuzione di servizi alternativi nel caso in cui uno o piu` servizi non siano
disponibili.
Quella appena riportata e` una tipica divisione del processo di composizione
di servizi. Per quanto sia esplicativa, nel presente documento considerere-
mo il problema della creazione di un mashup (cos`ı come la composizione di
servizi) come composto dalle seguenti fasi:
• Specifica del mashup.
• Ricerca e matching dei servizi.
• Adattamento dei componenti.
• Generazione del flusso di controllo.
• Generazione del codice.
Nonostante le fasi elencate siano alquanto auto esplicative, per ulteriore chia-
rezza descriviamo brevemente i contributi apportati da ciascuna di esse. La
fase di specifica e` quella in cui l’utente esprime l’obiettivo o i requisiti richiesti
al mashup che si intende creare. In base all’approccio adottato, tale speci-
fica puo` essere data in termini di input e output, in un formalismo in stile
linguaggio di programmazione e in diversi altri modi. A partire dalla descri-
zione dei requisiti che il mashup deve soddisfare, bisogna essere in grado di
cercare l’insieme di servizi necessari e verificare che siano in grado di realizza-
re le funzionalita` che si desiderano. Una volta individuati i servizi necessari,
dal momento che in uno scenario tipico del SOC e` ragionevole supporre che
i servizi siano eterogenei (per tipo, per struttura, per tecnologia utilizzata,
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ecc...), e` necessario riuscire a livellare le differenze esistenti per riuscire a far
comunicare opportunamente i servizi. Questa fase e` detta di adattamento
ed e` uno dei punti su cui la ricerca si e` soffermata maggiormente. La fase
di generazione del flusso di controllo e` quella in cui si coordinano i servizi in
una logica finalizzata al raggiungimento dell’obiettivo specificato dall’utente.
Infine la fase conclusiva e` quella di generazione del codice effettivo del ma-
shup, anche se in molti degli studi di ricerca condotti, questa fase e` assente o
si limita alla traduzione del flusso di controllo in linguaggi stile BPEL [120].
Gli studi in letteratura si concentrano su una o piu` fasi tra quelle che ab-
biamo individuato nel processo di creazione di mashup. Tuttavia, che venga
affrontata una sola fase o il problema intero, gli approcci incontrati sono stati
molteplici ed i piu` interessanti sono basati sui seguenti elementi:
• Planning e tecniche di intelligenza artificiale.
• Strumenti esistenti.
• Pipe.
• Grafi.
Nella sezione 3.2.1 proveremo a giustificare queste tendenze ed introdurremo
alcuni degli studi piu` rilevanti incontrati.
Ora che abbiamo un’idea generale di come si articola il processo di crea-
zione di un mashup, possiamo immaginare che esista un certo numero di
tecnologie coinvolte che intervengono in una o piu` delle fasi elencate, varia-
bile in base al tipo di approccio adottato. Tali tecnologie intervengono in
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punti molto diversi del processo, dalla definizione delle interfacce dei servizi,
alla descrizione dei protocolli di interazione, alla distribuzione di dati, alla
creazione di ontologie e cos`ı via. Di seguito descriviamo brevemente alcune
delle tecnologie comunemente impiegate. Visto che il contesto in cui ci muo-
viamo e` quello dei servizi Web, e` quasi obbligatorio l’intervento di WSDL
[138], SOAP [134] e UDDI [137].
WSDL e` un linguaggio basato su XML per la descrizione delle interfacce dei
servizi, che descrivono le funzionalita` offerte e` il modo in cui queste possono
essere invocate. Uno dei suoi limiti e` che non permette di definire informa-
zioni semantiche o di aggiungere informazioni funzionali o comportamentali
per descrivere il servizio. Le informazioni mancanti sono purtroppo altamen-
te desiderabili nel processo di composizione si servizi, in particolar modo in
fase di adattamento, pertanto con il tempo e` nato un certo numero di tecni-
che, estensioni e varianti di WSDL, finalizzate a colmare le sue lacune. Un
esempio su tutti e` SAWSDL [133], acronimo per “Semantic Annotations for
WSDL”, che permette l’aggiunta di informazioni semantiche alle descrizioni
di servizi Web. “SAWSDL non specifica un linguaggio per la rappresenta-
zione di modelli semantici, come ad esempio le ontologie. Bens`ı fornisce
meccanismi grazie ai quali all’interno di componenti WSDL e` possibile riferi-
re, attraverso annotazioni, concetti relativi a modelli semantici che possono
trovarsi sia all’interno che all’esterno del documento WSDL.” [133]. SOAP
e` un protocollo basato su XML che definisce uno standard per lo scambio
di messaggi tra applicazioni attraverso HTTP. Infine UDDI (Universal De-
scription, Discovery and Integration) permette di definire registri globali in
cui vengono pubblicate informazioni relative a servizi. Attualmente UDDI e`
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l’unico standard universalmente accettato per la scoperta di servizi Web.
Oltre a quelle appena descritte, esistono delle altre tecnologie ricorrenti in
letteratura. Le piu` frequenti sono deputate alla definizione di flussi di lavoro
(workflow), comportamenti dei servizi, coordinamento di servizi e definizione
di ontologie. Introduciamo brevemente alcune delle tecnologie piu` usate.
Il (Web Services) Business Process Execution Language (BPEL o WS-BPEL)
[120] e` sicuramente uno degli strumenti piu` utilizzati nel processo di creazio-
ne di mashup. BPEL e` un linguaggio che permette di descrivere processi di
business (business process) e nell’ambito della composizione di servizi viene
impiegato per descrivere il comportamento di singoli servizi o di composizioni
di servizi [189], [29], [75], [27]. Altri esempi di linguaggi per descrivere intera-
zioni tra servizi sono: WS-CDL [155], Reo [130] e YAWL [141]. WS-BPEL e
WS-CDL sono orientati alla descrizione di coreografie di servizi, tipiche nella
descrizione della logica di un mashup. Reo e` un linguaggio basato su canali
che supporta il coordinamento di singoli servizi nonche´ di processi compositi.
Anche Reo viene impiegato per modellare la logica dei mashup. Un altro
linguaggio simile ai precedenti, mirato alla definizione di flussi di lavoro, e`
YAWL, che spesso viene utilizzato come alternativa a BPEL.
Un altro strumento particolarmente utilizzato nella creazione di mashup e` il
Web Ontology Language (OWL) [156], un linguaggio per la definizione di on-
tologie, definizioni formali di concetti e di relazioni tra concetti diversi. OWL
viene impiegato per specificare informazioni semantiche sui servizi. OWL-S
[127] e` un’ontologia per la descrizione semantica di servizi Web costruita sul
linguaggio OWL.
Nella famiglia di tecnologie e protocolli piu` utilizzati nella creazione di ma-
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shup e` opportuno menzionare RSS [131] e Atom [135], che stanno prendendo
sempre piu` piede nell’ambito della Web syndication. Il concetto di Web syn-
dication si riferisce a tecniche che permettono di distribuire in maniera mas-
siccia informazioni su aggiornamenti di contenuti, ad esempio in una pagina
Web, sotto forma di “feed”. RSS e` una famiglia di formati per syndication
Web basati su XML. Un tipico client RSS controlla periodicamente la presen-
za di aggiornamenti in una fonte di dati e reagisce opportunamente. Atom
e` un formato piu` recente ma simile, nato essenzialmente come antagonista
di RSS con l’intenzione di colmare alcune delle lacune del suo predecessore,
ad esempio mantenendo una quantita` maggiore di metadati e fornendo una
documentazione piu` rigorosa. Un uso caratteristico di tecnologie per la Web
syndication e` nel recupero di dati per mashup che eseguono aggregazione di
contenuti.
Abbiamo introdotto precedentemente le fasi che possiamo generalmente
incontrare nel processo di creazione di un mashup. Ciascuna fase ha una
complessita` a se´ stante e in ognuna possiamo individuare dei punti critici che
incrementano le difficolta`. Tali punti critici sono quelli che guidano in qualche
modo la direzione della ricerca. Ad esempio, la fase di specifica, tipicamente
legata all’interazione con l’utente finale, presenta la complessita` intrinseca
legata al trade-off tra un formato di specifica ad alto livello (piu` vicino al-
l’utente) ed un formato di specifica meno ambiguo possibile (piu` semplice
da elaborare automaticamente). Spesso gli studi condotti a riguardo hanno
proteso verso una specifica troppo complessa o, al contrario, una troppo poco
espressiva, pertanto la sfida principale in questo settore e` la creazione di un
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meccanismo che consenta un giusto equilibrio tra i due aspetti. In [17] si
parla di “incompatibilita` verticale” (vertical mismatch) riferendosi all’asim-
metria di informazione tra la visione dell’utente e quella del sistema: l’utente
ha in mente una visione ad alto livello delle proprie esigenze mentre il sistema
ha bisogno di informazioni concrete sulle funzionalita` dei servizi e sui dati da
scambiare. Il concetto di incompatibilita` verticale tra la visione dell’utente
e le descrizioni dei servizi riassume in maniera efficace il problema centrale
della fase di specifica.
Una volta fornita la specifica bisogna essere in grado di reperire i servizi ne-
cessari ed essere ragionevolmente sicuri che le funzionalita` che offrono siano
quelle che stiamo cercando. Oltre ad automatizzare la ricerca dei servizi,
bisogna essere in grado di individuare un insieme di servizi completo e cor-
retto. In questo contesto la completezza si riferisce al fatto che i servizi
scelti dovranno essere in grado di fornire tutto l’output desiderato, mentre la
correttezza esprime la garanzia che l’output risultante e` esattamente quello
desiderato, ovvero che i servizi offrono delle funzionalita` che sono quelle di
cui la composizione ha bisogno. E’ facile intuire che in questo caso bisognera`
introdurre dei confronti semantici tra i servizi (fase di matching), che per-
mettano di stabilire se le funzionalita` offerte da un servizio sono compatibili
o meno con l’obiettivo specificato.
La generazione del flusso di controllo e` solitamente accoppiata alla fase di
adattamento, per lo meno nei casi in cui ci sia la necessita` di adattare i pro-
tocolli dei componenti. Questa fase richiede uno sforzo relativamente conte-
nuto, dal momento che una volta risolte le incompatibilita` tra i componenti,
il lavoro restante e` piu` che altro di “orchestrazione” tra i servizi. Tuttavia in
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generale potrebbe essere possibile ritrovarsi a dover affrontare trasformazioni
e aggregazioni non banali di dati per riuscire a risolvere le dipendenze di
input e output tra i servizi e riuscire a soddisfare le specifiche del mashup.
La fase di generazione del codice e` quella tendenzialmente meno trattata in
letteratura, o sicuramente meno approfondita, probabilmente poiche´, come
abbiamo gia` specificato, gli sforzi piu` importanti sono rivolti all’adattamento.
In un certo senso quest’ultima fase puo` essere vista come una traduzione di
una struttura che modella un flusso di controllo (grafo, STS, FSM, ...) in un
flusso eseguibile (BPEL e simili) o in codice vero e proprio.
L’adattamento dei componenti e` forse la fase su cui piu` si e` concentrata
la ricerca. La necessita` di adattare componenti nasce dall’eterogeneita` de-
gli stessi, intrinseca nella natura dei mashup e piu` in generale del calcolo
orientato ai servizi. La complessita` di questa fase e` aggravata dal fatto che
l’adattamento puo` essere necessario a molteplici livelli e richiede un qualche
sforzo mirato ad uniformare la rappresentazione dei servizi al fine di indivi-
duare le incompatibilita` tra gli stessi e il conseguente tipo di adattamento
necessario. Il concetto di “incompatibilita` orizzontale” (horizontal mismatch)
[17] e` relativo al tipico scenario in cui i servizi, dal punto di vista dei dati
di input/output non possono essere eseguiti senza interventi di adattamen-
to sul protocollo di comunicazione e/o sul flusso di dati. In un certo senso
il concetto di incompatibilita` orizzontale e` al centro dell’adattamento. Nel
1997, Yellin e Strom [190] definiscono una delle prime nozioni di compatibili-
ta` tra componenti, ma soprattutto danno una definizione, seppur primitiva,
di adattatore: “Un adattatore e` un frammento di codice che si interpone tra
due componenti e compensa le differenze tra le loro interfacce”. Gli autori
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specificano che un adattatore puo` essere visto come la realizzazione del con-
cetto di “mediatore”, cos`ı come lo aveva definito Wiederhold nel 1991 [185].
Sebbene immerso in un contesto diverso da quello che noi stiamo conside-
rando, il lavoro di Yellin e Strom e` stato preso come riferimento da molti
studi successivi sul tema dell’adattamento. Un esempio e` [28], in cui ven-
gono definite in dettaglio le incompatibilita` e i livelli di interoperabilita` che
si possono presentare nella composizione di componenti eterogenei. In base
al tipo di informazione offerta dalla descrizione di un servizio, si possono
verificare incompatibilita` ai seguenti livelli:
• livello di firma;
• livello comportamentale;
• livello semantico;
• livello di servizio.
Le incompatibilita` a livello di firma si devono al fatto che tipicamente le in-
terfacce specificano solo il nome del servizio, il tipo degli argomenti di input
e di output e le possibili eccezioni sollevate. Dunque a questo livello l’uni-
co intervento possibile e` ad esempio sulla disponibilita` e sui tipi dei dati di
input/output. A livello comportamentale le interfacce non si limitano alla
descrizione delle firme ma includono informazioni sul comportamento del ser-
vizio, ad esempio l’ordine di messaggi inviati e richiesti. La conoscenza di
un componente a questo livello puo` aiutare ad evitare incompatibilita` legate
ai protocolli dei componenti. A livello semantico la descrizione si arricchisce
di informazioni dettagliate sulle funzionalita` offerte da un componente, che
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permettono di stabilire se l’interazione tra i componenti fornisce il risultato
atteso. In effetti e` possibile che due componenti siano compatibili sia a livello
di firma che comportamentale, ma le operazioni eseguite sui messaggi siano
semanticamente diverse da quelle desiderate. L’ultimo livello di compatibili-
ta`, il livello di servizio, fa riferimento a componenti perfettamente compatibili
che potrebbero presentare incompatibilita` in base a criteri legati a proprieta`
non funzionali quali requisiti temporali, affidabilita`, accuratezza, costi e cos`ı
via. E’ opportuno specificare che questo livello di compatibilita` e` raramente
studiato in letteratura.
Dunque le incompatibilita` possono presentarsi a livelli molto diversi tra loro,
che richiedono diversi linguaggi di specifica e diverse tecniche di risoluzione.
[28] suggerisce una tecnica generale per affrontare il problema dell’adattamen-
to, basata su tre ingredienti: specifica delle interfacce, specifica dell’adatta-
tore e derivazione dell’adattatore. La specifica deve essere sufficientemente
estesa da consentire il livello di interoperabilita` desiderato. E’ necessario de-
scrivere le incompatibilita` tra i componenti cos`ı da poter ricavare, in maniera
il piu` possibile automatizzata, la specifica dell’adattatore. Infine e` necessario
generare in maniera automatica un adattatore concreto a partire dalle inter-
facce dei componenti e dalla specifica ricavata. Al termine di quest’ultima
fase l’adattatore dovrebbe essere in grado di garantire la corretta interazione
tra i componenti rispettando appieno la specifica.
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3.2 Stato della Ricerca
In questa sezione passeremo ad analizzare alcuni degli studi piu` interessanti
condotti sulla composizione di servizi e creazione di mashup. Nella sezione
3.2.1 presenteremo alcuni dei risultati incontrati in letteratura distinguendoli
in base all’approccio seguito per il processo di composizione, giustificando
brevemente il motivo della popolarita` di ciascuno degli approcci presentati.
Nella sezione 3.2.2 invece introdurremo degli ulteriori studi differenziandoli
questa volta in base alla fase del processo di creazione di un mashup (si veda
la sezione 3.1.5) a cui fanno riferimento.
3.2.1 Approcci
Dai primi studi sulla composizione di servizi ad oggi, sono stati impiega-
ti svariati approcci al problema, alcuni con maggiore successo di altri. Da
un’analisi degli studi che abbiamo preso in considerazione, come gia` spe-
cificato in precedenza, abbiamo potuto osservare che alcuni degli approcci
piu` interessati e piu` adottati erano centrati sui seguenti concetti: planning
e tecniche dell’IA, strumenti esistenti, pipe e grafi. Passiamo ad analizzare
alcuni degli studi piu` interessanti incontrati in letteratura contestualizzandoli
rispetto al tipo di approccio che seguono.
3.2.1.1 Approcci Basati su Soluzioni Esistenti
Il tema della creazione di mashup e della composizione di servizi e` una pre-
senza forte nell’ambito della ricerca degli ultimi anni. E’ dunque naturale che
col tempo sia sorto un certo numero di soluzioni commerciali e non, che col
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tempo si sono evolute, mantenute o hanno finito per scomparire. Alcune del-
le soluzioni complete e funzionanti piu` interessanti sono: Yahoo Pipes [128],
Google Mashup Editor (ormai scomparso), Intel Mash Maker [124], Mash-o-
matic [126], IBM Mashup Center [123]. Gli ambienti software appena citate
spaziano dal mondo dei Web mashup a quello delle applicazioni enterprise,
dunque fanno riferimento a contesti situati su piani concettuali diversi; tutta-
via ai fini del nostro studio possono essere ricondotti al denominatore comune
della composizione di servizi, siano essi componenti eterogenee necessarie al-
la realizzazione di un processo di business o pagine Web combinate in un
mashup. L’esistenza di tali strumenti non ha bloccato la ricerca, in primis
perche´ ciascuno degli strumenti esistenti presenta dei limiti non trascurabili,
ad esempio alcuni sono poco user-friendly, altri forniscono poca flessibilita`
rispetto ai tipi di dati supportati, altri ancora limitano la composizione di
servizi eterogenei e cos`ı via. Inoltre, da un altro punto di vista, la comparsa di
questi strumenti ha favorito la nascita di nuove direzioni della ricerca, infatti
diversi degli studi che si possono incontrare in letteratura partono proprio da
soluzioni esistenti, siano esse strumenti completi per la creazione di mashup,
linguaggi di specifica, piattaforme per l’adattamento o quant’altro. Questa
tendenza e` piu` che comprensibile, dal momento che partire da una soluzione
funzionante o standard fornisce in qualche modo una garanzia sullo strumen-
to che si sta utilizzando, pertanto gli sforzi saranno finalizzati a estendere,
completare, automatizzare o semplificare lo strumento a cui ci si e` ispirati.
Un esempio di questo filone della ricerca e` “Wishful Search: Interactive Com-
position of Data Mashups” [92], uno studio sulla composizione automatica di
feed e flussi di servizi ispirato da Yahoo Pipes e sfociato nella creazione di
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MARIO (Mashup Automation with Runtime Orchestration and Invocation).
Lo studio parte da una critica a Yahoo Pipes. Nello specifico si osserva
che per quanto sia friendly l’ambiente di programmazione visuale offerto da
Yahoo Pipes, richiede ancora un’attenta composizione manuale dei flussi da
parte dell’utente, il che e` piuttosto lontano dalla consueta interazione dell’u-
tente finale con un sistema visuale, tipicamente basata sul drag and drop.
Dunque MARIO nasce dal proposito di accrescere la possibilita` di utilizzo
dei mashup da parte degli utenti finali e dall’idea che il modo migliore per
un utente di iniziare a creare un mashup e` iniziare da un flusso esistente che
si avvicini (in maniera approssimativa) alle sue esigenze. L’idea sviluppata
in [92] e` estremamente interessante e sebbene non sia nostra intenzione ad-
dentrarci nei dettagli di questo studio, riportiamo di seguito le linee guida
dell’approccio seguito.
La modalita` di interazione di MARIO con l’utente si fonda sul principio che
l’utente viene assistito nell’esprimere i requisiti desiderati in base al tipo di
requisiti supportati dal sistema. In particolare l’utente esprime i requisiti se-
lezionandoli e raffinandoli attraverso una ricerca, basata su tag organizzati in
una tassonomia, nello spazio dei flussi esistenti e generati. In seguito all’or-
ganizzazione dei tag in tassonomie, la ricerca di un tag comporta l’inclusione
dei risultati relativi a tutti i tag appartenenti a categorie di livello inferiore.
In seguito ad una ricerca, all’utente viene presentato il risultato di un flusso
ed alcune delle possibili alternative.
La Figura 3.4 [92] fornisce una visione ad alto livello dei componenti che
intervengono in seguito all’interazione dell’utente con l’interfaccia. Notiamo
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Fig. 3.4: Architettura di MARIO
che l’esecuzione di un flusso coinvolge servizi esterni che permettono di ela-
borare i feed e produrre i risultati.
L’interazione con MARIO avviene attraverso un browser Web e l’utente puo`
selezionare un tag da un certo insieme per specificare il risultato desiderato.
I tag sono organizzati in una “nuovola di tag” e differenziati graficamente in
base alla categoria a cui appartengono: i tag di dimensione maggiore rap-
presentano categorie di alto livello. Come possiamo osservare in Figura 3.5,
l’interfaccia con cui l’utente interagisce comprende l’insieme dei tag, il flusso
corrente, alcune alternative e l’output del flusso corrente. Dunque MARIO
rappresenta uno strumento per la composizione automatica di mashup di
dati, che realizza un’interazione con l’utente basata su una ricerca guidata
dal desiderio dell’utente (“wishful search”). In seguito alla ricerca, il sistema
presenta i feed esistenti che soddisfano i criteri specificati o ne crea di nuovi
componendo automaticamente i flussi esistenti. Il testing di MARIO e` stato
eseguito collegandolo ad un componente che simula le funzionalita` di Yahoo
Pipes.
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Fig. 3.5: Interfaccia utente di MARIO
Abbiamo discusso un approccio alla creazione di mashup basato su uno
strumento di composizione di servizi completo e funzionante, tuttavia le ri-
cerche sull’argomento possono prendere piede o ispirarsi anche a soluzioni o
standard limitati a una porzione del problema. Un punto di partenza interes-
sante per gli studi sull’argomento mashup possono essere ad esempio linguag-
gi e tecnologie esistenti per esprimere composizioni di servizi. Un esempio
di questa categoria di strumenti e` Reo [130], un linguaggio per esprimere
composizioni di componenti software e servizi, dunque spesso utilizzato per
orchestrare il comportamento di servizi in applicazioni composite. Tra gli
studi che abbiamo analizzato, [71] e [79] fanno di Reo il loro nucleo per spe-
cificare composizioni di servizi. Passiamo a discutere brevemente i principali
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risultati raggiunti dai due studi.
L’approccio alla composizione seguito dallo strumento SABRE (Situational
Applications Based on Reo) [71] e` guidato dall’idea che i mashup e la composi-
zione di servizi, rappresentata dal SOC, hanno dei punti di vista relativamen-
te diversi. Pertanto l’intento e` quello di riuscire a coniugare l’impostazione
formale del SOC all’approccio guidato dai dati dei mashup. SABRE sfrutta
Reo per definire graficamente la logica del mashup, ovvero manipolazioni di
dati ma anche vincoli sull’interazione tra i servizi. Cos`ı come in Yahoo Pipes,
e` possibile comporre canali Reo per crearne di piu` complessi, tuttavia il van-
taggio e` che grazie alla composizionalita` della semantica di Reo, e` possibile
comporre logiche con precise semantiche formali. La logica del mashup viene
dunque codificata in Reo che impone delle regole di coordinamento pur igno-
rando la composizione interna dei servizi che sta coordinando e senza che i
componenti si rendano conto del coordinamento, il che lo rende adatto ad un
approccio centrato sui dati. Uno dei vantaggi derivanti dall’utilizzo di Reo e`
che oltre a poter esprimere composizioni coordinate tra servizi, permette di
esprimere anche composizioni tra processi di business complessi. Inoltre ai
mashup creati possono essere associate delle semantiche formali precise. SA-
BRE rappresenta dunque un framework per la composizione di dati e servizi
eterogenei sul Web che promuove un approccio al coordinamento dei servizi
centrato sui dati, che sostituisce la tradizionale prospettiva basata sul flusso
di controllo.
Attualmente e` in crescita la tendenza che porta gli ambienti aziendali a
sfruttare applicazioni e servizi presenti su Internet per l’integrazione con le
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loro logiche di base. Dunque e` cruciale essere in grado di selezionare ed in-
tegrare in maniera efficace ed efficiente servizi eterogenei sul Web. Spinti da
questa motivazione, Meng e Arbab nel loro studio “Web Services Choreogra-
phy and Orchestration in Reo and Constraint Automata” [79] si concentrano
sulle due facce della composizione: orchestrazione e coreografia di servizi e
presentano un framework per la costruzione di composizioni di servizi Web
basato sull’utilizzo di Reo e di automi con vincoli. Effettivamente l’utilizzo
di Reo e` piu` che logico, si pensi infatti che i servizi sono entita` che possono
essere eseguite in maniera totalmente indipendente l’uno dall’altro, pertan-
to possono essere visti in maniera piuttosto naturale come componenti in
un linguaggio orientato al coordinamento. I servizi vengono modellati come
componenti black box e gli automi con vincoli vengono utilizzati per descrive-
re la loro interazione. Il fine ultimo del lavoro di Meng e Arbab e` raggiungere
un formalismo che unifichi la rappresentazione di orchestrazioni e coreografie
di servizi, e stabilire una relazione tra le due, in modo da riuscire a definire in
maniera rigorosa sia il comportamento dei singoli servizi che quello dell’intero
sistema.
3.2.1.2 Approcci Basati su Pipe
Un’altra famiglia di approcci particolarmente popolare e` quella degli approcci
basati su pipe. La sua popolarita` puo` essere spiegata in diversi modi, pos-
siamo ipotizzare ad esempio che sia dovuta in parte alla popolarita` di Yahoo
Pipes, che abbiamo menzionato precedentemente e che ha ispirato diversi
studi sulla creazione di mashup. Inoltre e` opportuno ricordare che i mashup
nascono come uno strumento innovativo per mescolare e manipolare dati at-
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traverso la concatenazione (sequenziale) di servizi. Dunque la propria ragion
d’essere dei mashup e` estremamente simile al concetto generale di pipe (ad
esempio nello stile architettonico “pipes and filters”), che fa riferimento a una
catena di operatori in cui il risultato di un operatore viene mandato in input
all’operatore successivo.
Nella sezione 3.2.1.1 abbiamo gia` discusso [92] un approccio alla creazio-
ne di mashup basato su flussi di dati manipolati da servizi, che riprende il
concetto di pipe adottato da Yahoo Pipes. Passiamo quindi ad introdurre un
ulteriore approccio basato su pipe, quello descritto in [19]. Nel loro studio
Bio¨rnstad e Pautasso propongono un approccio allo sviluppo ed esecuzione
di mashup basato su pipeline per l’elaborazione di dati. Il concetto di flusso
e` al centro dell’ambiente per la composizione di mashup e viene utilizzato
per rappresentare graficamente pipeline di servizi e di integrazione di da-
ti. L’approccio utilizzato viene dimostrato su un caso di studio che realizza
Fig. 3.6: Let it Flow - Caso di studio
essenzialmente un mashup che a partire dalle informazioni recuperate dal
registro di accessi di un server Web, le integra con un servizio di georefe-
renziazione che fornisce le coordinate relative a ciascun indirizzo IP fornendo
3.2. Stato della Ricerca 76
una visualizzazione aggiornata in tempo reale. Una schematizzazione del ma-
shup e` illustrata in Figura 3.6 [19]. L’utente puo` interagire con l’applicazione
cliccando ad esempio su una posizione per avere informazioni sul relativo in-
dirizzo IP e modificare il numero di punti visibili contemporaneamente sulla
mappa.
Inoltre in [19] viene adottato un approccio a strati alla progettazione del
mashup. Il fine e` la separazione della logica del mashup, che si occupa della
parte di integrazione, dalla presentazione dell’applicazione. Una motivazione
che ha spinto all’adozione di un simile approccio e` legata alla convinzione
che una progettazione a strati di un mashup possa aiutare ad affrontare in
maniera piu` efficace l’evoluzione e la manutenzione del mashup stesso. Ad
esempio la logica di presentazione non subira` gli effetti relativi ad eventuali
cambiamenti nella logica di integrazione. Analogamente le pipeline deputate
all’integrazione dovrebbero essere influenzate solo da cambiamenti nelle API
dei servizi utilizzati e nelle sorgenti di dati.
3.2.1.3 Approcci Basati su Planning e IA
Il planning si e` rivelato una delle tecniche piu` promettenti nell’ambito del-
la composizione automatica di servizi Web, per questo motivo una quantita`
notevole delle ultime ricerche ha descritto la composizione di servizi come un
problema di planning. In particolare, i servizi disponibili sul Web vengono
utilizzati per costruire il dominio, mentre i requisiti della composizione ven-
gono espressi formalmente come obiettivi della pianificazione. In quest’ottica
algoritmi specifici del planning possono essere utilizzati per la creazione di
piani sul dominio in questione, ovvero per creare servizi compositi.
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[57], [17] e [189] sono solo alcuni esempi di studi che si basano su planning
per risolvere il problema della composizione automatica di servizi. Vediamo
rapidamente come vengono riadattate per il contesto analizzato alcune tec-
niche tipiche del planning.
In [57] viene proposto un framework per la composizione automatica di ser-
vizi Web basata su tecniche di planning. L’approccio che viene utilizzato e`
mirato a ricondurre la composizione di servizi ad un problema di ricerca in
un preciso spazio, il che fornisce quindi la possibilita` di utilizzare tecniche
automatizzate di planning. Con questa visione del problema possiamo fa-
cilmente immaginare che il risultato, ottenuto nella forma di un particolare
piano d’azione, corrisponde dunque alla scoperta di una particolare compo-
sizione.
Analizzando un livello piu` basso notiamo che le operazioni atomiche relative
a chiamate ad un servizio Web sono descritte utilizzando il linguaggio WSDL.
Le operazioni atomiche vengono combinate per descrivere il comportamento
di un servizio con stato, questa volta utilizzando il linguaggio WS-BPEL, sia
per i servizi singoli che composti. Il problema della composizione di servizi
viene decritto nel seguente modo: “dato un insieme di specifiche in WS-
BPEL astratto che descrivono (l’interazione tra) i servizi componenti, e dati
dei requisiti per la composizione che descrivono le funzionalita` desiderate di
un servizio composito, costruire il WS-BPEL eseguibile che implementa un
servizio composito che, se eseguito, e` in grado di soddisfare i requisiti” [57].
Notiamo che nella definizione precedente, viene effettuata una distinzione tra
WS-BPEL astratto ed eseguibile, e` opportuno spiegare che le specifiche in
WS-BPEL astratto vengono utilizzate per rappresentare l’interazione di un
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componente con servizi Web esterni, mentre i programmi in WS-BPEL ese-
guibile vengono usati per implementare il processo che definisce uno specifico
servizio e possono essere eseguiti su motori standard. L’approccio seguito
in questo studio, utilizza una rappresentazione ad alto livello dei componen-
ti (servizi Web) basata su Sistemi a Transizione di Stato (STS), ricavati a
partire dai servizi Web e successivamente utilizzati per costruire il dominio,
all’interno del quale l’obiettivo che deve essere raggiunto modella le proprieta`
desiderate del servizio composito. Il piano d’azione che viene ricavato e` mo-
dellato attraverso un automa (deterministico) il cui comportamento e` basato
sull’elaborazione dei dati ricevuti e l’invio di messaggi tanto ai componenti
quanto all’utente. Come gia` specificato, tale piano rappresenta il servizio
composito che si desiderava sviluppare, pertanto l’ultimo passo del processo
sara` la conversione dell’automa in un STS e successivamente in un servizio
Web eseguibile.
Abbiamo introdotto nella sezione 3.1.5 il concetto di incompatibilita` ver-
ticali ed orizzontali. Questi due concetti sono stati introdotti in [17], in cui
viene affrontato il problema della composizione automatica di servizi utiliz-
zando tecniche di planning. In particolare, tali tecniche vengono combina-
te con altre tipiche dell’adattamento, mirate a risolvere le incompatibilita`
orizzontali e verticali, ovvero mirate a realizzare adattamento orizzontale e
verticale. L’adattamento orizzontale e` supportato da una struttura chiamata
Struttura Semantica dei Dati (DSS), che modella un insieme di relazioni in
un’ontologia di tipi di dato. In questa struttura i concetti sono legati da
una relazione di composizione (che supporta la composizione e decomposi-
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zione dei dati) e una relazione di simulazione (che supporta la sostituzione
di dati). D’altro canto l’adattamento verticale si appoggia a una Struttura
Semantica delle Competenze (CSS), una struttura gerarchica ad albero che
esprime relazioni di composizione e decomposizione tra funzionalita` astratte
e concrete, e restrizioni sull’ordinamento tra le funzionalita` dei servizi. Il
nucleo di questo studio e` l’estensione della tecnica di planning gerarchico
GraphHTN e l’adattamento si basa sulle strutture DSS e CSS che abbiamo
commentato. In particolare, a partire da un obiettivo definito dall’utente e
un insieme di servizi, vengono ricavate sia la DSS che la CSS, che vengono
utilizzate nel seguente modo:
• la CSS si utilizza per selezionare i servizi che potrebbero intervenire
nella composizione, scelti in base alle funzionalita` che offrono;
• la struttura CSS viene modificata con l’aggiunta delle etichette dei ser-
vizi selezionati al passo precedente. La nuova struttura verra` denomi-
nata l-CSS;
• viene costruita una struttura detta graphplan che costruisce una catena
di servizi in base alle dipendenze di input/output e tiene in considera-
zione anche i vincoli imposti dalla l-CSS;
• infine viene eseguita un’analisi del graphplan che restituisce tutte le
possibili composizioni di servizi che realizzano l’obiettivo specificato
dall’utente.
Notiamo che, sebbene non compaia esplicitamente nel processo di risoluzione
del problema, la DSS viene utilizzata per capire quali dati e` possibile otte-
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nere attraverso composizione, decomposizione e sostituzione dei dati di cui
si dispone. Questo passo e` fondamentale quando si lavora con servizi in cui
non esiste un dominio unificato dei nomi. Il processo che abbiamo descritto e`
completamente automatizzato ed e` implementato nel prototipo GraphAdap-
tor, che restituisce in output un file YAWL per ogni possibile composizione
di servizi che soddisfa i requisiti specificati. Dunque l’obiettivo finale, ov-
vero la composizione di servizi viene raggiunto attraverso un procedimento
basato su planning gerarchico e descrizioni semantiche. L’output prodotto
e` un insieme di composizioni non bloccanti che soddisfano i requisiti richiesti.
“Il modo per misurare la flessibilita` di una soluzione e` vedere la quantita`
di sforzo umano necessario nel momento in cui cambia lo scenario. La no-
stra soluzione richiede uno sforzo umano minimo. L’unico elemento a dover
essere cambiato e` la specifica, ovvero lo stato iniziale e l’obiettivo da raggiun-
gere” [189]. E’ questa la frase che caratterizza “Automatic Composition of
Semantic Web Services using Process and Data Mediation” [189], uno studio
in cui si propone un approccio basato su planning per risolvere incompa-
tibilita` nei dati e nei processi nel contesto della composizione automatica
di servizi Web semantici. L’approccio e` incentrato sull’estensione dell’algo-
ritmo di pianificazione GraphPlan per la generazione automatica del flusso
di controllo di un processo Web. Un punto chiave di questo studio e` che
accanto alla generazione del flusso che modella la composizione dei servizi,
viene affrontato il problema della manipolazione dei dati. Questo aspetto e`
critico nella risoluzione delle diversita` dei dati dei servizi e rappresenta un
requisito imprescindibile per la generazione di flussi eseguibili che risolvono
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problemi reali. Tipiche diversita` nei dati sono legate ad esempio al fatto che
uno stesso concetto possa essere riferito da termini diversi o simmetricamen-
te che termini uguali si riferiscano a concetti semanticamente diversi. Come
spesso succede questo problema viene affrontato aggiungendo informazioni
semantiche agli schemi dei messaggi scambiati dai servizi attraverso concetti
relativi ad ontologie. Il fine ultimo e` raggiungere una terminologia unificata
che permetta di risolvere le diversita` dei servizi relative al livello dei messag-
gi. Il sistema sviluppato, a partire da una specifica iniziale dell’obiettivo, uno
stato iniziale e delle descrizioni semantiche di servizi, restituisce un processo
eseguibile BPEL che modella la composizione richiesta. Per esprimere la se-
mantica delle funzionalita` e dei dati viene utilizzato SAWSDL, che dunque
rappresenta il mezzo per la risoluzione dei problemi della scoperta semanti-
ca e della manipolazione dei dati. SAWSDL viene esteso con precondizioni
ed effetti delle operazioni, al fine di realizzare l’adattamento dei processi dei
servizi. La scelta viene motivata dal fatto che in alcuni casi i servizi non
possono essere rappresentati in modo completo attraverso i loro messaggi
(si pensi al caso in cui una risposta positiva o negativa puo` determinare lo
stato di un servizio). L’algoritmo di planning utilizzato, GraphPlan, prende
in considerazione la struttura sintattica e semantica dei messaggi, nonche´
le precondizioni e gli effetti delle operazioni. Questa estensione permette di
ridurre lo spazio di ricerca eliminando i piani che contemplano al loro inter-
no messaggi incompatibili. GraphPlan viene eseguito parallelamente ad un
modulo che si occupa della manipolazione dei dati e al termine restituisce un
processo BPEL che implementa l’obiettivo specificato.
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Ma poiche´ non si vive di solo planning, altri studi recenti hanno puntato
ad includere nelle loro soluzioni un approccio basato su planning affiancato
da tecniche di natura diversa. Ad esempio [47] basa il nucleo del proprio stru-
mento, “MashupAdvisor”, su un approccio che associa al planning tecniche
probabilistiche e di ranking. Una delle sfide principali della creazione di un
editor di mashup per utenti che non abbiano competenze di programmazione
e` riuscire a rendere l’editor quanto piu` semplice possibile, nel caso ottimo
addirittura evitare che l’utente debba aver bisogno di programmare. Mashu-
pAdvisor viene creato con l’idea di assistere l’utente nella fase di progetta-
zione del mashup. Il concetto che guida l’interazione e` che, in base al tipo di
risorse che l’utente ha incluso nella creazione del mashup, il sistema, appog-
giandosi ad un repository di mashup sviluppati da una community di utenti,
genera alcune raccomandazioni. Nel caso in cui l’utente accetti i suggeri-
menti proposti, MashupAdvisor seleziona e configura in maniera opportuna
le sorgenti di dati ed i servizi necessari per produrre il risultato desiderato.
In questo scenario viene utilizzato un modello probabilistico che ordina gli
output dei mashup del repository in base al loro livello di popolarita` al fine di
generare le raccomandazioni per l’utente. A questo punto intervengono delle
tecniche di planning, che vengono utilizzate per selezionare la combinazione
“migliore” (vengono prese in considerazione la popolarita` dei singoli servizi
e la somiglianza semantica tra i nomi degli attributi) di servizi in grado di
soddisfare l’output richiesto. Lo strumento e` organizzato in quattro compo-
nenti: un repository manager, un semantic matcher, un output ranker e un
planner. Il repository manager provvede a tener traccia dei mashup, servizi e
output di servizi del repository, inoltre calcola informazioni statistiche sugli
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elementi del repository. Il semantic matcher utilizza un thesaurus e delle
ontologie per trovare la migliore corrispondenza per un determinato concetto
attraverso il calcolo di un punteggio di similarita`. L’output ranker si occupa
della generazione di una lista di possibili output che possono essere aggiunti
al mashup parziale dell’utente e calcola un punteggio di rilevanza per ciascun
elemento generato. Infine il planner si occupa della ricerca della combina-
zione migliore di servizi che riesca a generare l’output selezionato a partire
dal mashup parziale che l’utente ha creato. Secondo quanto asserito in [47],
MashupAdvisor permette di: risparmiare tempo di sviluppo, suggerire piani
(mashup) di alta qualita` per l’output desiderato, suggerire agli utenti output
interessanti e rilevanti che altrimenti non prenderebbero in considerazione.
Anche [29] introduce un approccio che include tecniche tipiche dell’IA,
come l’utilizzo dell’algoritmo A* e di un sistema esperto. Viene proposto un
approccio per la generazione automatica di contratti di adattamento mirati
a risolvere incompatibilita` a livello di firma e di comportamento a partire da
descrizioni comportamentali dei servizi. Questo studio si propone nel con-
testo di lavori precedenti sull’adattamento automatico di componenti, che
richiedevano la generazione manuale dei contratti di adattamento. Pertanto
affiancato ai risultati ottenuti da tali studi, [29] permette l’automatizzazio-
ne totale del processo di adattamento. Il comportamento dei servizi viene
modellato attraverso un sottoinsieme del linguaggio abstract BPEL. Le in-
formazioni modellate sono sufficienti per permettere l’estrazione di un’inter-
faccia comportamentale che viene modellata attraverso una macchina a stati
finiti (FSM), che rappresenta un metodo graficamente piu` efficace rispetto
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al BPEL per visualizzare il comportamento di un componente e definire la
semantica operazionale del modello estratto. I contratti vengono generati
incrementalmente a partire da un contratto di adattamento vuoto. L’esplo-
razione del comportamento dei servizi viene realizzata attraverso l’aggiunta
di messaggi nel contratto in tutti i possibili modi. Tuttavia per evitare la
crescita incontrollata dei contratti dovuta all’aggiunta di un numero eccessi-
vo di messaggi, la ricerca viene guidata da un algoritmo euristico che riduce
il numero di contratti da esplorare, mentre l’esplorazione viene eseguita da
un algoritmo informato (A*) e la validazione viene delegata ad un sistema
esperto. L’approccio e` implementato nello strumento Dinapter, che riceve
in input l’insieme di descrizioni comportamentali dei servizi da adattare (in
BPEL) e produce in output un insieme di contratti di adattamento per i
servizi. L’approccio utilizzato e` in grado di risolvere in maniera efficace pro-
blemi di incompatibilita` sia a livello di firma che di comportamento. Inoltre
i contratti generati risolvono problemi relativi a messaggi mancanti oltre ad
essere in grado all’occorrenza di dividere e fondere messaggi in base ai loro
argomenti.
Sulla base dei risultati ottenuti, lo studio appena descritto e` stato successi-
vamente ampliato in [75], per essere infine adottato all’interno del sistema
ITACA [27], un toolbox che supporta l’adattamento automatico di compo-
nenti, impiegando lo strumento Dinapter per la generazione automatica di
specifiche di adattatori comportamentali.
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3.2.1.4 Approcci Basati su Grafi
In precedenza abbiamo introdotto le pipe e commentato brevemente alcu-
ni studi basati su tale concetto. Nel contesto della composizione di servizi
Web e creazione di mashup, possiamo immaginare che le dipendenze di in-
put/output esistenti tra gli elementi di un modello a pipe possano essere
modellate come un particolare grafo orientato in cui ciascun arco collega un
nodo al suo successore (una catena di nodi). In un caso simile, in qualche
modo si sta assumendo che un servizio sia in grado di soddisfare totalmente
le richieste del suo successore. Tuttavia possiamo pensare di estendere il caso
appena descritto ad uno scenario (tipico nella composizione di servizi) in cui
l’input di un servizio venga soddisfatto da piu` servizi o addirittura in cui il
risultato di un servizio rappresenti l’input di piu` servizi. Analogamente a
quanto fatto in precedenza, e` naturale pensare di modellare una situazione
del genere con un grafo orientato, stavolta con un numero maggiore di archi
rispetto al caso precedente e con una struttura generica, dunque diversa dalla
struttura a catena descritta in precedenza.
“Dato un repository di descrizioni di servizi e una query con i requisiti
del servizio richiesto, nel caso in cui non esista un servizio corrispondente, il
problema della composizione coinvolge la creazione automatica di un grafo
aciclico diretto di servizi che possono essere composti per ottenere il servizio
desiderato” [62]. La precedente affermazione lascia intuire come i grafi sia-
no alla base dell’approccio adottato in [62]. In particolare il problema della
composizione viene affrontato avvalendosi di grafi diretti aciclici (DAG) che
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possono includere delle pre e post-condizioni. Una particolarita` di questo
studio e` che la fase di scoperta di servizi viene vista come un caso particolare
di composizione (composizione di un unico servizio) e dunque viene affronta-
ta usando la stessa metodologia utilizzata per la composizione.
Lo studio in questione pertanto basa il suo approccio su DAG con condizio-
ni, risolve il problema della composizione attraverso un algoritmo efficiente
e scalabile che scopre e seleziona automaticamente servizi (semantici) per
soddisfare i requisiti espressi. Inoltre, una volta trovata la composizione ap-
propriata, viene generata in maniera automatica una descrizione OWL per il
nuovo servizio in modo da poterlo riutilizzare in ricerche future senza doverlo
creare nuovamente da zero.
L’algoritmo che crea il grafo che modella il servizio composito si basa sull’e-
liminazione progressiva dei servizi che non vengono ritenuti utili ai fini della
composizione. La struttura generale dell’algoritmo e` la seguente:
• si inizia prendendo in considerazione i parametri espressi nella specifica
della composizione;
• si selezionano tutti e soli i servizi presenti nel repository che prendono in
input un sottoinsieme dei parametri disponibili fino a questo momento
(parametri della specifica);
• l’input disponibile a questo passo e` dato dall’unione dei parametri della
specifica e degli output dei servizi selezionati. Quindi si selezionano
degli altri servizi considerando la disponibilita` di input corrente;
• il procedimento continua finche´ l’output espresso nella specifica non e`
completamente soddisfatto;
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• l’ultimo passo e` finalizzato alla rimozione di servizi ridondanti, ovvero
che non contribuiscono alla costruzione dell’output richiesto.
Come accennato, una volta ottenuta la composizione di servizi si provvede a
produrre una descrizione semantica in OWL del nuovo servizio, che permet-
tera` di eseguire il servizio stesso e pubblicarlo nel repository per futuri utilizzi
e ricerche. La metodologia elaborata e` implementata in uno strumento per la
composizione di servizi, che e` stato utilizzato per la generazione automatica
di flussi di lavoro nell’ambito della bioinformatica.
Un ulteriore studio in cui i grafi costituiscono l’elemento centrale della
metodologia adottata e` [50], in cui viene definito il concetto di “Enhanced
Service Dependency Graph” (SDG+). [50] e` stato concepito nell’ambito della
risoluzione del problema della composizione automatica di servizi della WS-
Challenge, una competizione sulla composizione automatica di servizi orga-
nizzata dalla conferenza annuale CEC/EEE. L’approccio parte dal concetto
(sviluppato in uno studio precedente) di Grafo delle Dipendenze tra Servizi
(SDG), un grafo che modella tutte le possibili dipendenze di input/output
di un insieme di servizi. Dunque attraverso l’analisi di un grafo cos`ı costrui-
to e` possibile individuare rapidamente quali servizi sono in grado di fornire
l’input a un servizio dato e analogamente a quali servizi potra` essere inviato
l’output di un servizio dato. Una struttura di questo tipo e` estremamente
utile nell’ambito della composizione di servizi, sia per la sua immediatezza,
sia per la completezza di informazione, infatti ricordiamo che molto spesso
l’obiettivo di un mashup o di un servizio composito e` espresso proprio in
termini dell’input fornito e dell’output richiesto. L’idea di espandere il con-
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cetto di SDG nasce dall’osservazione che l’espressivita` di un simile grafo e`
limitata da diversi aspetti quali l’impossibilita` di rappresentare dipendenze
tra interfacce di servizi e istanze, la mancanza di quantificatori per esprimere
relazioni tra attributi o la rappresentazione di tutte le dipendenze in maniera
implicita. Il primo passo dello studio in questione e` dunque l’estensione degli
SDG attraverso i seguenti meccanismi:
• aggiunta di quantificatori che permettano di esprimere relazioni tra gli
attributi (del tipo uno a uno, uno a molti, ecc...);
• aggiunta di un meccanismo per la rappresentazione esplicita di dipen-
denze;
• introduzione di due livelli di dipendenze: a livello astratto e a livello di
istanza.
Una volta costruito il SDG+ relativo ad un insieme di servizi, la ricerca di
una composizione che soddisfi i requisiti richiesti equivale alla ricerca di una
catena di servizi nel SDG+. Per individuare tale catena viene utilizzato un
algoritmo basato su quello originalmente utilizzato sugli SDG.
3.2.2 Fasi Trattate
Come abbiamo gia` avuto modo di capire, la creazione di mashup e la com-
posizione di servizi sono il frutto di un processo piuttosto complesso, che ab-
biamo precedentemente suddiviso nelle seguenti fasi: specifica del mashup,
ricerca e matching dei servizi, adattamento di componenti, generazione del
flusso di controllo e generazione del codice. Abbiamo inoltre discusso in ma-
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niera sommaria alcuni dei problemi piu` importanti con cui ci si scontra nel
momento in cui si decide di affrontare una qualsiasi delle fasi elencate. In
letteratura pochi studi sono stati diretti alla risoluzione dei problemi di tutte
le fasi del processo di creazione di un mashup, infatti la maggior parte si
occupa di problemi circoscritti ad un sottoinsieme o addirittura ad una sola
fase del processo. Nella nostra esperienza abbiamo avuto modo di osservare
che una percentuale notevolmente alta degli studi analizzati sono rivolti al
problema dell’adattamento di componenti. Per questo motivo nella sezio-
ne 3.2.2.1 introdurremo alcuni studi sull’adattamento, mentre nella sezione
3.2.2.2 discuteremo brevemente alcuni risultati relativi ad altre fasi.
3.2.2.1 Approcci alla Fase di Adattamento
Come abbiamo gia` accennato in precedenza, il concetto di adattamento e`
precedente a quello di mashup, infatti ricordiamo che gia` nel 1997 in [190]
viene data una nozione di adattatore, definito come “un frammento di codi-
ce che si interpone tra due componenti e compensa le differenze tra le loro
interfacce”. Gli autori specificano che in un certo senso questa definizione di
adattatore si puo` considerare una realizzazione del concetto di “mediatore”,
cos`ı come lo aveva definito Wiederhold nel 1991 [185]. Dunque l’idea di adat-
tamento risale a diversi anni fa, sebbene sia stata riadattata successivamente
al contesto dei mashup e della composizione di servizi Web. In effetti molti
dei lavori che abbiamo avuto modo di analizzare ([23], [179], [29], [75], [28],
[14]) partono da concetti sull’adattamento sviluppati in [190].
Con il tempo oltre al cambiamento del contesto e delle tecnologie, si e`
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assistito al susseguirsi di diversi approcci al problema dell’adattamento. Ad
esempio un approccio formale all’adattamento e` quello seguito in [23], che for-
nisce una metodologia formale per l’adattamento di componenti con incom-
patibilita` comportamentali. Questo studio sottolinea l’importanza dell’adat-
tamento dei protocolli dei componenti, spesso trascurata in favore dell’adat-
tamento a livello di firma. Ricordiamo che incompatibilita` comportamentali
possono verificarsi ad esempio per via dell’ordine in cui vengono scambiati
i messaggi, il che potrebbe portare a condizioni bloccanti che sarebbe pre-
feribile riuscire a determinare a priori, in modo da facilitare il processo di
sviluppo. Per individuare a priori eventuali incompatibilita` tra componenti
che interagiscono dinamicamente ed essere in grado di verificare in maniera
rigorosa alcune proprieta`, e` necessaria una descrizione formale dell’interazio-
ne dei componenti. A tale scopo si propone un’estensione delle interfacce con
descrizioni comportamentali che descrivano il protocollo dei singoli compo-
nenti. Le interfacce vengono descritte per mezzo di Linguaggi di Descrizione
di Interfacce (IDL) tradizionali in cui verranno specificati sia i servizi che un
componente offre, sia quelli che richiede all’ambiente in cui e` immerso. A tali
descrizioni verra` affiancato un formalismo ricavato da un sottoinsieme del
pi-calcolo, per esprimere le specifiche comportamentali. A partire da infor-
mazioni sull’interfaccia e il comportamento dei componenti, sara` necessario
individuare un metodo per adattare i componenti. In questo contesto viene
introdotta una notazione per esprimere specifiche di adattatori, nella forma di
un insieme di corrispondenze tra azioni e parametri di coppie di componenti.
Data una specifica per l’adattatore e una descrizione dell’interazione tra due
componenti, il procedimento di sintesi dell’adattatore e` automatizzato e pro-
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duce un componente che garantisce l’esecuzione parallela non bloccante dei
due servizi adattati e che soddisfa tutte le specifiche di adattamento stabilite.
L’approccio formale all’adattamento definito in [23] e` stato ripreso in di-
versi studi successivi sullo stesso argomento ([17], [29], [75], [27], [28]).
Un’ulteriore tendenza nell’ambito dell’adattamento di componenti che si af-
fermata col tempo e` quella relativa all’aggiunta di informazioni semantiche
per guidare il processo di adattamento. Questa tendenza e` stata rafforza-
ta ulteriormente dalla nascita di linguaggi mirati ad estendere i tradizionali
metodi di definizione delle interfacce di servizi Web al fine di riuscire ad in-
cludere informazioni semantiche. Si pensi ad esempio a SAWSDL [133], nato
per poter permettere l’aggiunta di annotazioni semantiche all’interno di com-
ponenti WSDL. L’importanza delle informazioni semantiche nella descrizione
dei servizi e` il nucleo di [66], che affronta il problema con un’ottica rivolta in
particolar modo ai servizi REST.
L’approccio utilizzato nasce da un parallelismo con SAWSDL, che utilizza
frammenti XML inseriti nelle descrizioni WSDL dei servizi. Tuttavia il pro-
blema dei servizi REST e` che non sono descritti attraverso WSDL, pertanto
la strategia utilizzata da SAWSDL non puo` essere applicata. Proprio per
questo motivo viene introdotto l’approccio SA-REST motivato dal fatto che
l’aggiunta di informazioni semantiche ai servizi REST puo` aiutare a risol-
vere diversi problemi tipici di questa categoria di servizi. Ad esempio uno
dei punti chiave e` che l’aggiunta di annotazioni agli input ed output dei ser-
vizi facilita la manipolazione di dati, dal momento che per i servizi REST
non esiste un metodo per specificare il formato di input/output del servizio.
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La manipolazione di dati viene realizzata in SA-REST non solo specificando
il concetto (all’interno di un’ontologia) che un certo messaggio rappresenta,
ma soprattutto specificando uno schema di “lifting” e uno di “lowering” che
traducono strutture dati al livello dell’ontologia. Facendo un parallelo al pa-
radigma object-oriented, “lo schema di lifting puo` essere considerato un cast
in su mentre lo schema di lowering rappresenta un cast in giu`, in un contesto
in cui l’ontologia rappresenta l’oggetto padre e gli input ed output del ser-
vizio rappresentano l’oggetto figlio” [66]. Inoltre le annotazioni semantiche
aiutano a determinare in che modo il servizio deve essere invocato. Come
gia` detto, i servizi Web tradizionali possono sfruttare WSDL per includere
informazioni semantiche, mentre nel caso dei servizi REST si assumera` che
ciascun servizio disponga di una pagina che lo descrive e tale pagina verra`
arricchita con annotazioni semantiche. In uno scenario simile si affronta la
creazione di SMashup, ovvero mashup di servizi REST semantici.
Come e` naturale che sia, col tempo sono aumentati gli studi mirati all’au-
tomatizzazione completa del processo di adattamento e una notevole quantita`
di questi studi ha confermato l’idoneita` dell’utilizzo di adattatori come so-
luzione alle incompatibilita` tra componenti. E’ opportuno sottolineare che
in un ambiente distribuito non e` sempre possibile o conveniente introdurre
adattatori centralizzati. In [14] viene descritto SYNTHESIS, uno strumento
che, attraverso un approccio decentralizzato e basato sulla specifica, permet-
te la generazione automatica di adattatori distribuiti per la composizione
di componenti black box. In Figura 3.7 viene schematizzata la struttura di
SYNTHESIS. A partire dalla specifica delle interfacce dei componenti e della
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Fig. 3.7: Struttura di SYNTHESIS
loro interazione, e del comportamento desiderato del sistema, viene costruito
il modello comportamentale di un adattatore centralizzato, modellato nella
forma di un Sistema di Transizione Etichettato (LTS). Il LTS cos`ı ottenuto
viene successivamente raffinato in modo da eliminare possibili stati bloccan-
ti o comportamenti che esulano dalla specifica richiesta. A partire dal LTS
modificato si ricavano automaticamente dei wrapper per i componenti, che
implementano la versione distribuita e senza possibilita` di stallo dell’adatta-
tore centralizzato. SYNTHESIS offre la possibilita` di produrre in output il
codice per l’adattatore distribuito sia utilizzando la tecnologia COM/DCOM
che Enterprise Java Beans.
3.2.2.2 Approcci ad Altre Fasi
Nella sezione precedente abbiamo discusso alcuni degli studi principali sul-
l’adattamento di componenti. Sebbene, come abbiamo gia` accennato, l’adat-
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tamento sia forse la fase piu` importante nel processo di creazione di mashup
e composizione di servizi, non dimentichiamo che la ricerca e` diretta verso
l’automatizzazione completa dell’intero processo. Per riuscire a raggiungere
quest’obiettivo, uno dei punti cruciali e` l’individuazione di un insieme oppor-
tuno di servizi, senza il quale non si potrebbe nemmeno accedere alla fase di
adattamento. Alla luce di questa considerazione riteniamo opportuno pre-
sentare alcuni studi che interessano la fase che avevamo definito di “Ricerca
e matching dei servizi”.
Uno degli studi che presentiamo e` “Automatic Mash Up of Composite Appli-
cations” [30], in cui si propone un approccio basato su tecniche tipicamente
utilizzate per i servizi Web per riuscire a realizzare la ricerca di componenti
non strettamente basati su servizi Web. Una delle motivazioni che hanno
portato a questo studio e` legata alla tendenza a comporre componenti sem-
pre piu` eterogenei, che non si limitano ai servizi Web, ma spaziano a portlet,
widget e altri tipi ancora, che spesso sono provvisti di interfacce grafiche,
elementi tipicamente assenti nell’ambito dei servizi Web. Inoltre, se da un
lato si pone il problema dell’integrazione, dall’altro si pone quello della ri-
cerca e catalogazione automatizzata di un elevato numero di componenti. In
[30], si mostra come sia possibile riadattare tecniche, tecnologie ed algoritmi
tipici della ricerca e il matching di servizi Web (basati su WSDL) per il loro
utilizzo in un contesto non necessariamente legato a servizi Web. Inoltre si
dimostra come sia possibile modellare caratteristiche aggiuntive di compo-
nenti, in particolare, interfacce grafiche, attraverso l’utilizzo di annotazioni
semantiche con SAWSDL. Queste nuove caratteristiche possono essere ogget-
to di ricerca e matching cos`ı come pero i componenti basati su servizi Web.
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Queste informazioni aggiuntive oltre a contribuire ad aumentare i criteri di
ricerca e matching utilizzati, permettono dei risultati piu` precisi nella ricerca
di componenti compatibili.
Le linee guida dell’algoritmo di matching utilizzato sono le seguenti:
• a partire dalla specifica di un’interfaccia e un insieme di interfacce tra
cui cercare, viene calcolato un punteggio per ciascuna delle interfacce
candidate in base al numero di termini corrispondenti tra l’interfaccia
di input e ciascuna candidata;
• viene eseguita una seconda ricerca in cui si tiene conto anche delle anno-
tazioni semantiche. Il confronto viene eseguito grazie ad un algoritmo
di matching di ontologie;
• viene calcolato il punteggio finale come combinazione dei punteggi dei
passi precedenti.
L’approccio descritto e` stato testato attraverso l’utilizzo della piattaforma
IBM Lotus Expeditor.
Un altro studio che si occupa del problema della ricerca di servizi e` [24], in
cui si presenta un sistema per la scoperta e la composizione di servizi basato
su reti di Petri. Nello studio in questione si sfruttano informazioni semanti-
che e comportamentali presenti in descrizioni OWL-S, che vengono tradotte
in reti di Petri ed eventualmente memorizzate assieme alle stesse descrizioni
OWL-S. Il sistema che viene proposto e` costituito da tre moduli indipenden-
ti: un traduttore da OWL-S a reti di Petri, un analizzatore funzionale ed
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un analizzatore comportamentale. Si assume l’esistenza di un repository in
cui sono memorizzate le descrizioni OWL-S e le rappresentazioni dei servizi
come reti di Petri, che viene aggiornato, ogni volta che si aggiunge un servi-
zio, con l’inserimento della descrizione OWL-S e della relativa rete di Petri.
A questo punto l’analizzatore funzionale, a partire dalla specifica dell’utente,
analizzando le capacita` funzionali dei singoli servizi, calcola un punteggio per
ciascuno dei servizi del repository e restituisce una lista contenente i servizi
che potrebbero intervenire nella composizione. Quindi l’analizzatore com-
portamentale, dopo aver fuso le reti di Petri dei servizi candidati ed aver
ottenuto una rete unica, verifica che i servizi siano in grado di soddisfare la
richiesta dell’utente e in tal caso genera l’ouput della richiesta evitando gli
stati che porterebbero a situazioni di stallo.
Diversamente dagli studi che abbiamo discusso in questa sezione, in un
certo senso [77] approccia in maniera trasversale diverse fasi del processo
di composizione di servizi, dal momento che l’approccio proposto potrebbe
avere delle ripercussioni in diverse fasi. Viene proposto un modello che attra-
verso un Linguaggio Domain-Specific (DSL) unifica la rappresentazione delle
interfacce dei diversi tipi di servizi, realizzato attraverso la creazione del-
la piattaforma Swashup, nata dall’estensione del framework Ruby on Rails
(RoR) [132] con il DSL proposto. L’esigenza di uniformare in qualche mo-
do le interfacce dei servizi e` effettivamente forte, dal momento che da un
lato i servizi espongono in maniera estremamente diversa le loro interfacce
e dall’altro esistono servizi che non hanno alcun modo per esporre le pro-
prie interfacce [77]. Il framework RoR permette l’implementazione efficiente
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di applicazioni Web che rispettano il pattern Model-View-Controller, inoltre
include strumenti per l’invocazione di servizi Web SOAP e per l’accesso a
risorse remote. Tuttavia RoR presenta alcuni limiti considerevoli quali la
mancanza di una rappresentazione uniforme per tipi di servizio diversi, la
mancanza di supporto per l’invocazione di operazioni asincrone tra tipi di
servizi diversi e la mancanza di risorse per manipolazioni complesse di dati
XML. Parte del lavoro svolto e` mirato proprio a colmare alcune di queste
lacune. In ogni caso il DSL proposto rappresenta un forte contributo con-
cettuale ad una visione astratta dei servizi, permettendo la rappresentazione
uniforme delle interfacce di servizi eterogenei, oltre a fornire un modello uni-
forme per i dati e le interazioni tra i servizi. Il DSL permette di rappresentare
a livello sintattico le informazioni sugli aspetti principali di un modello con-
cettuale per mashup: dati e manipolazione di dati, API dei servizi, protocolli
e coreografie, strumenti per la generazione di applicazioni Web per i mashup
creati. Swashup e` la piattaforma che estende l’architettura RoR con il DSL
definito. L’utente finale interagisce direttamente con l’interfaccia utente di
Swashup, che gli permette di creare, modificare ed eseguire progetti Swa-
shup, che descrivono i servizi componenti e il mashup che si vuole creare. I
progetti creati vengono automaticamente caricati su RoR per essere eseguiti
come applicazioni Web.
Capitolo 4
Analisi Comparata di BPMN e
Reo
In questo capitolo ci occuperemo di due formalismi in grado di specificare
modelli di coordinamento tra componenti: BPMN e Reo. Su di essi abbia-
mo condotto uno studio volto a determinare la loro capacita` di soddisfare i
requisiti RUPOS specificati nella sezione 2.4.
L’analisi comparata che verra` presentata nel corso del presente capitolo sara`
organizzata nel seguente modo:
• nelle sezioni 4.1 e 4.2 ci occuperemo di BPMN e Reo rispettivamente.
Per ciascuno dei due formalismi descriveremo le caratteristiche princi-
pali, introdurremo alcuni strumenti e proporremo delle considerazioni
sui punti di forza e le rispettive debolezze;
• concluderemo con la sezione 4.3, in cui riporteremo un confronto diretto
tra BPMN e Reo rispetto alle loro capacita` di soddisfare ciascuno dei
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requisiti desiderati.
L’analisi condotta ci ha permesso di determinare che ne´ BPMN ne´ Reo
risultano adeguati per il soddisfacimento di tutti i requisiti. Allo stesso tempo
pero` e` stata messa in risalto la complementarieta` dei due formalismi, che ha
suggerito un approccio basato su un’opportuna combinazione dei due. Nel
capitolo 5 mostreremo come tale approccio ci permetta di soddisfare per
intero i requisiti RUPOS.
4.1 BPMN
Nel corso della presente sezione introdurremo BPMN (Business Process Mo-
del and Notation), una notazione standard per la modellazione di processi di
business.
BPMN e` stato portato alla nostra attenzione attraverso la documentazione
tecnica del progetto RUPOS, in cui tra gli obiettivi auspicati compariva l’in-
dividuazione di un formalismo con specifiche caratteristiche e si suggeriva lo
studio delle potenzialita` di BPMN. Seguendo questo suggerimento ci siamo
dedicati ad analizzare questa notazione, cercando di capire se fosse plausi-
bile la sua adozione come formalismo per la piattaforma RUPOS, ovvero se
BPMN e gli strumenti a supporto riuscissero a soddisfare i requisiti presen-
tati nella sezione 2.4.
L’ultima versione esistente di BPMN e` la 2.0 beta 2, rilasciata nel giugno
2010. Tuttavia la versione a cui faremo riferimento, in particolare presen-
tando gli elementi grafici, e` la 1.2. In effetti a livello di notazione non si
apprezzano differenze sostanziali significative tra le due versioni e BPMN 1.2
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e` ancora la versione ufficialmente supportata dalla maggior parte degli stru-
menti di modellazione.
Nella sezione 4.1.1 presenteremo le caratteristiche principali di BPMN, de-
scrivendo gli elementi grafici fondamentali e fornendo un esempio di model-
lazione. Nella sezione 4.1.2 introdurremo brevemente alcuni degli strumenti
di modellazione e concluderemo esponendo nella sezione 4.1.3 alcune consi-
derazioni sui vantaggi e gli inconvenienti derivanti dall’utilizzo di BPMN per
i nostri scopi.
4.1.1 BPMN: Concetti Base
La BPMN (Business Process Model and Notation) e` una notazione standard
per la modellazione di processi di business. Le specifiche della BPMN 1.0 (na-
ta con il nome di Business Process Modeling Notation) sono state rilasciate
nel maggio del 2004 ad opera del BPMI [104] come risultato di un progetto
portato avanti per oltre due anni dal BPMI Notation Working Group. La
sua gestione e` passata al gruppo OMG (Object Management Group) [105]
in seguito alla fusione di quest’ultimo con BPMI, avvenuta nel 2005. Nel
febbraio del 2006 il BPMN 1.0 diviene uno standard OMG. Nel febbraio del
2008 viene approvata la versione 1.1 e a distanza di un anno viene presentata
la successiva versione 1.2. Nell’agosto del 2009 nasce BPMN 2.0 beta 1 e
quasi un anno dopo, nel giugno del 2010, si raggiunge la versione beta 2,
che rappresenta la versione attuale della notazione. Ad oggi BPMN vanta 71
implementazioni, il che conferma come esso si sia definitivamente affermato
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come strumento principe per la modellazione dei processi di business.
La modellazione di un processo puo` essere vista come “la cattura di una se-
quenza ordinata di attivita` e delle informazioni a supporto della stessa” [65].
Un processo puo` essere modellato a livelli diversi, ad esempio in base al tipo
di informazioni che si vogliono specificare o mettere in risalto:
• Mappatura dei processi. Semplice diagramma del flusso dei proces-
si.
• Descrizione dei processi. Diagramma di flusso esteso con infor-
mazioni addizionali non sufficientemente dettagliate per poter essere
eseguito.
• Modellazione dei processi. Diagramma di flusso esteso con informa-
zioni addizionali tali da permettere ai processi di poter essere analizzati,
simulati ed eseguiti.
Uno dei vantaggi di BPMN e` proprio quello di fornire elementi per ca-
ratterizzare i processi a diversi livelli di astrazione, approccio estremamente
conveniente nel momento in cui lo stesso processo viene modellato da tipo-
logie distinte di utenti con competenze, visioni e livelli di astrazione diversi.
Questa proprieta` verra` ulteriormente discussa e chiarita con esempi concreti
nella sezione 4.1.3. BPMN inoltre presenta un modello interno che, con la
specifica di opportune informazioni sui servizi e sui dati, permette la gene-
razione di codice BPEL eseguibile, il che permette alla notazione di colmare
il salto tra gli strumenti di design e quelli di implementazione dei processi di
business. Anche questo aspetto sara` discusso nelle sezioni successive.
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Attraverso l’utilizzo della notazione BPMN e` possibile definire Diagrammi di
Processi di Business (BPD) che, per mezzo di tecniche di tipo flowcharting,
permettono di modellare graficamente complessi processi di business. Un
modello di processo di business puo` essere visto come un insieme di elementi
grafici che rappresentano attivita` del processo, organizzate in una struttura
a rete attraverso la quale e` possibile specificare il loro ordine di esecuzione.
Di seguito presenteremo le linee generali della notazione BPMN nella sua
versione 1.2. Questa scelta e` motivata dal fatto che gli strumenti analizzati
si basano su BPMN 1.2 e inoltre le variazioni relative alla notazione grafica
introdotte dalla versione 2.0 sono relativamente contenute e comunque non
sostanziali. In ogni caso, per una questione di completezza, al termine di
questa sezione riassumeremo le differenze principali tra BPMN 1.2 e BPMN
2.0.
Gli elementi grafici che compongono un diagramma BPD (per un elenco com-
pleto degli elementi grafici di BPMN si faccia riferimento a [56]) consentono
di creare in maniera rapida e intuitiva diagrammi di processo. Uno degli
aspetti che rende i diagrammi notevolmente intuitivi e` legato alla rappresen-
tazione visuale degli stessi, essi infatti si basano su nozioni tipiche dei ben
noti diagrammi di flusso e gli elementi grafici sono stati scelti in modo da
risultare familiari alla maggior parte degli utenti. Ricordiamo che il fine ul-
timo dell’utilizzo della notazione BPMN e` la creazione di modelli di processi
di business e a tale proposito l’insieme ristretto di simboli semplifica notevol-
mente all’utente il riconoscimento degli elementi grafici di base. Allo stesso
tempo pero` l’utilizzo di opportune varianti degli elementi di base permette
di specificare processi piu` complessi senza la necessita` di cambiare drastica-
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mente l’aspetto del diagramma.
Le quattro categorie basilari di elementi BPMN sono:
• Flow Objects.
• Connecting Objects.
• Swimlanes.
• Artifacts.
Introduciamo di seguito le caratteristiche principali di ciascuna categoria.
Flow Objects
I Flow Objects costituiscono il nucleo di un diagramma di processo di busi-
ness. L’insieme degli elementi di base e` volutamente ristretto, in modo da
facilitare all’utente il compito di memorizzare e riconoscere elementi grafici
diversi. I tre elementi che costituiscono i Flow Objects sono: Event, Activity,
Gateway.
Event
Gli eventi, come e` facile intuire, sono gli elementi che rappresentano qualcosa
che accade nell’ambito di un processo e che ha rilevanza per la sua modella-
zione. Gli eventi sono tipicamente legati ad una causa che li scatena (trigger)
o ad un effetto (result) e possono iniziare ed interrompere il flusso di un pro-
cesso. Gli eventi vengono rappresentati attraverso dei simboli circolari ed
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Fig. 4.1: Notazione BPMN - Eventi
esistono tre tipologie di eventi, che si differenziano graficamente per via del
tipo di bordo, cos`ı come rappresentato in Figura 4.1:
• Start Event (evento di inizio), indica il punto di partenza di un processo.
• Intermediate Event (evento intermedio), puo` verificarsi tra l’evento
iniziale e quello finale.
• End Event (evento finale), conclude il processo.
In Figura 4.2 sono rappresentati alcuni trigger, che indicano sotto quali con-
Fig. 4.2: Notazione BPMN - Trigger di eventi
dizioni un evento puo` accadere.
Activity
Un’attivita` rappresenta un lavoro svolto all’interno del processo. Le attivita`
possono modellare unita` di lavoro atomiche (Task) o composte (Sub-Process,
che possono contenere altre attivita` al loro interno). Come possiamo osser-
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Fig. 4.3: Notazione BPMN - Attivita`
vare in Figura 4.3, la loro rappresentazione grafica e` un rettangolo smussato,
al quale eventualmente e` possibile aggiungere dei marcatori per specificare
proprieta` aggiuntive (attivita` cicliche, parallele, manuali, etc.).
Gateway
Un gateway e` rappresentato da una forma romboidale ed e` utilizzato per
controllare in che modo un flusso si sviluppa, ovvero converge o diverge al-
l’interno di un processo. Un gateway puo` determinare decisioni, biforcazioni
Fig. 4.4: Notazione BPMN - Gateway
e congiunzioni di cammini diversi. I diversi tipi di gateway esistenti sono
rappresentati in Figura 4.4.
Connecting Objects
I connettori sono elementi utilizzati per plasmare la struttura di massima del
processo connettendo tra loro gli elementi di tipo Flow Objects. Esistono tre
tipi di connettori, illustrati in Figura 4.5, ciascuno dei quali indica un tipo
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Fig. 4.5: Notazione BPMN - Connecting Objects
di associazione differente tra elementi del diagramma.
Sequence Flow
Una sequenza di flusso tra due attivita` indica l’ordine in cui queste vengono
eseguite all’interno del processo di cui fanno parte. Il simbolo utilizzato per
rappresentare sequenze di flusso e` una linea continua che termina con una
freccia. Eventuali varianti del simbolo di base vengono utilizzate per espri-
mere flussi condizionali o di default.
Message Flow
Un flusso di messaggi, rappresentato attraverso una linea tratteggiata che
termina con una freccia, mostra il flusso di messaggi tra due diversi parte-
cipanti (Process Participants) al processo. I flussi di messaggi sono dunque
ammessi esclusivamente tra oggetti appartenenti a Pool (che definiremo in
seguito) distinti.
Association
Un’associazione e` un connettore che puo` essere utilizzato per tutti gli altri
legami tra elementi del diagramma. Ad esempio puo` essere usata per asso-
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ciare dati, informazioni o artefatti agli oggetti specificati. Spesso vengono
impiegate associazioni per esplicitare input e output delle attivita`.
Swimlanes
Il concetto di swimlane e` comune a varie metodologie di modellazione, in
quanto risulta notevolmente pratico per organizzare le attivita` in categorie
graficamente separate, al fine di rappresentare capacita` e responsabilita` dif-
ferenti. In BPMN il concetto di swimlane si concretizza negli elementi Pool
Fig. 4.6: Notazione BPMN - Swimlanes
e Lane, delle quali riportiamo la rappresentazione grafica in Figura 4.6.
Pool
Un Pool (piscina) rappresenta un partecipante al processo, che puo` modellare
un ruolo, un attore o un’entita` del processo di business (ad es. un fornitore,
una divisione di un’impresa o un sistema software). Un Pool funge da “con-
tenitore” e viene utilizzato per partizionare logicamente le attivita` in base al
contesto in cui vengono realizzate.
Lane
Una Lane (corsia) e` una partizione all’interno di un Pool e si estende per
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l’intera lunghezza. Le Lane vengono utilizzate tipicamente per attribuire le
attivita` con maggiore precisione. Una Lane puo` rappresentare una qualsiasi
caratteristica del processo di business, mantenendo comunque una posizione
gerarchicamente inferiore rispetto al Pool che la contiene. Un esempio tipico
e` l’impiego di Pool per rappresentare ruoli all’interno di un’organizzazione.
Artifacts
BPMN permette di aggiungere ai diagrammi un numero arbitrario di arte-
Fig. 4.7: Notazione BPMN - Artifacts
fatti, per aggiungere informazioni opportune relative al contesto che si sta
modellando. BPMN prevede tre diversi tipi di artefatti (si veda la Figura
4.7).
Data Objects
I Data Objects sono tipicamente utilizzati per modellare dipendenze di ti-
po input/output con le attivita` di un processo. In particolare, un artefatto
da cui parte un connettore di tipo associazione che termina in un’attivita`
modella una dipendenza di input, mentre un connettore di tipo associazione
che parte da un’attivita` e termina su un artefatto indica che quest’ultimo e`
prodotto in output dall’attivita` a cui e` collegato.
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Annotations
Le annotazioni di testo permettono a chi modella il processo di fornire infor-
mazioni addizionali sul processo stesso. Tipicamente vengono utilizzate per
esprimere commenti o qualsiasi altro tipo di informazione che non e` possibile
modellare altrimenti. E’ possibile connettere le annotazioni ad uno specifico
oggetto del diagramma tramite le associazioni.
Groups
Un gruppo e` un elemento BPMN che permette di raggruppare attivita` lo-
gicamente correlate, tipicamente appartenenti ad uno stesso procedimento.
Viene rappresentato attraverso un rettangolo arrotondato con il contorno
tratteggiato. E’ opportuno sottolineare che un gruppo e` un elemento pura-
mente logico, che non influenza il flusso delle attivita`.
Riportiamo in Figura 4.8 un esempio di diagramma contenente i princi-
pali elementi BPMN che abbiamo presentato. Il diagramma rappresenta il
processo di ordinazione di una pizza a domicilio. Notiamo che il cliente e il
venditore sono rappresentati in due Pool separati, in particolare quello del
venditore contiene tre Lane, una per il ragazzo delle consegne, una per lo
chef e una per l’addetto agli ordini. Lo scambio di messaggi avviene solo
tra un Pool e l’altro mentre il flusso di controllo passa da un Lane all’altro
dello stesso Pool. Il processo e` iniziato dal cliente, che avverte la fame, e che
attraverso l’ordinazione attiva il processo presso del venditore. Il processo
non termina finche´ il venditore non ha consegnato la ricevuta e il cliente non
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Fig. 4.8: Notazione BPMN - Esempio: Pizza a domicilio
ha terminato di mangiare la pizza.
Come gia` anticipato in precedenza, concludiamo la sezione riassumendo
in maniera schematica le differenze tra BPMN 1.2 e BPMN 2.0. I principali
aspetti innovativi introdotti da BPMN 2.0 sono stati i seguenti:
• supporto per la modellazione di coreografie, collaborazioni e conversa-
zioni;
• arricchita la collezione degli eventi;
• creazione di un formato di scambio;
• serializzazione a XML;
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• aggiunti nuovi Data Object;
• aggiunto un mapping a BPEL.
Per ulteriori informazioni sulle differenze tra le due versioni si faccia riferi-
mento a [173].
4.1.2 BPMN: Strumenti
Nel corso di questa sezione presenteremo brevemente alcuni strumenti esi-
stenti per la modellazione di processi di business in BPMN, descrivendo le
caratteristiche principali e gli aspetti piu` interessanti di ciascuno degli stru-
menti menzionati.
Il primo strumento che presentiamo e` il BPMN Modeler [106]. BPMN
Modeler viene creato nel 2006 per opera della societa` Intalio [107] e nasce
come una ramificazione del SOA Tools Platform Project (STP) [180], un pro-
getto nato nell’ambito della piattaforma Eclipse con l’intenzione di costituire
uno strumento integrato per la realizzazione di software orientato ai servi-
zi. Successivamente, nell’anno 2008, BPMN Modeler evolve da componente
di STP a progetto indipendente. Attualmente viene distribuito come com-
ponente aggiuntivo per Eclipse. BPMN Modeler (illustrato in Figura 4.9)
mette a disposizione dell’utente un ambiente grafico e degli strumenti per la
creazione di diagrammi di processi di business (BPD) in notazione BPMN.
Le funzionalita` offerte dallo strumento sono essenzialmente relative alla crea-
zione e modifica di diagrammi di processo, infatti l’eventuale interpretazione
di tali diagrammi o la loro trasformazione in codice eseguibile (ad esempio
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Fig. 4.9: Screenshot di BPMN Modeler
BPEL) e` delegata ad altri strumenti. L’introduzione di un formato comune di
scambio di diagrammi BPD introdotto con la versione 2.0 di BPMN riesce ad
intervenire sul problema dell’eseguibilita`, dal momento che diagrammi creati
con il BPMN Modeler possono essere importati in ambienti per la successiva
esecuzione.
Uno dei vantaggi offerti dal BPMN Modeler e` legato alla sua integrazione
nella piattaforma Eclipse. L’editor grafico di creazione di BPD fornisce un
ambiente piuttosto friendly, la cui facilita` di utilizzo e` sicuramente incremen-
tata dal fatto che la piattaforma Eclipse e` tutt’altro che una novita` per gli
utenti IT, che quindi saranno facilitati nell’utilizzo di questo strumento. In
realta` anche gli utenti meno esperti o che non abbiano familiarita` con Eclipse
potranno utilizzare l’ambiente grafico con notevole facilita`.
Sebbene l’utilizzo semplice e intuitivo dell’editor grafico costituisca una nota
decisamente positiva sulla valutazione di BPMN Modeler, d’altro canto non
si puo` dire che il suo utilizzo risulti libero da inconvenienti. Ci si ritrova piu`
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o meno spesso a doversi scontrare con bug dello strumento che rallentano a
volte in maniera sostanziale l’attivita` dell’utente. Inoltre il livello di informa-
zione e di aggiornamento della documentazione di riferimento e dei mezzi di
discussione sullo strumento (blog, forum, etc.) non danno l’impressione che
il progetto sia particolarmente attivo, forse perche´ l’ampliamento del BPMN
Modeler e` stato uno dei progetti portati avanti dalla Intalio Inc., che ha crea-
to una suite piuttosto valida per la gestione di processi e la modellazione in
notazione BPMN.
Lo strumento per BPM creato da Intalio e` quello che passiamo a presentare.
Intalio Inc. [107] e` la compagnia che ha sviluppato Intalio|BPMS [108], “il
sistema di gestione di processi di business piu` utilizzato al mondo”. In effet-
ti e` difficile cercare informazioni sugli strumenti per la modellazione BPMN
senza incontrare dei riferimenti alla suite di Intalio. Intalio|BPMS e` una suite
Fig. 4.10: Screenshot di Intalio|BPMS Designer
open source per la gestione di processi di business basata su STP BPMN Mo-
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deler e Apache ODE BPEL Engine [168], entrambi progetti che hanno visto
il coinvolgimento di Intalio, ed e` disponibile in versione Community, Enter-
prise, Business o Developer. La suite offre il supporto alla progettazione,
realizzazione e gestione di processi di business complessi grazie al contributo
delle due componenti piu` significative del BPMS: Intalio|BPMS Designer e
Intalio|BPMS Server.
Il Designer (rappresentato in Figura 4.10) e` il componente grafico con cui
l’utente interagisce per la modellazione di processi dei business. Questo com-
ponente e` pensato per offrire in un singolo strumento il supporto adeguato
a diverse categorie di utenti: analisti di business, ingegneri software e am-
ministratori di sistema. Sono evidenti i vantaggi ottenuti dall’impiego di un
unico ambiente utilizzato per le diverse fasi di realizzazione di un business
process.
Il Designer effettivamente permette un’interazione molto intuitiva che si con-
cretizza in una modellazione agevole dei diagrammi. Una caratteristica piut-
tosto utile e` l’analisi on the fly dei diagrammi modellati, che permette di
verificare la correttezza dei propri diagrammi rispetto alle specifiche dello
standard BPMN. Le incongruenze vengono segnalate con degli errori (o dei
semplici avvertimenti) e vengono proposti degli eventuali suggerimenti per la
risoluzione automatica dei problemi (si veda Figura 4.11).
Se si ha intenzione di specificare proprieta` dei diagrammi particolarmente
dettagliate o di basso livello, sono richieste delle competenze piu` specifiche.
Per rendere effettivamente eseguibile un processo puo` dover essere necessario
specificare ad esempio i WSDL che definiscono le interfacce dei servizi utiliz-
zati o dei file XSD che definiscano la struttura dei dati utilizzati. Dunque in
4.1. BPMN 115
Fig. 4.11: Segnalazione di errori in Intalio|BPMS Designer
questo senso il Designer puo` supportare tipologie diverse di utenti, con livelli
di competenze tecniche variabili.
Uno dei punti principali enfatizzati dalla stessa Intalio e` la realizzazione di un
approccio “zero-code writing”, ovvero la possibilita` di ottenere soluzioni fun-
zionanti senza la scrittura esplicita di codice. Il Designer in effetti permette la
traduzione automatica dei modelli BPMN in processi BPEL completamente
eseguibili senza il bisogno di scrivere codice aggiuntivo. I processi modellati
attraverso il Designer vengono eseguiti su Intalio|BPMS Server.
Il Server e` progettato su un nucleo costituito dall’engine BPEL Apache ODE
e permette il deployment e l’esecuzione di processi BPEL. Questo componen-
te consente di eseguire processi BPEL specificati in versioni diverse (dalla 1.0
alla 2.0) e supporta il loro trasferimento su altri engine quali Oracle BPEL
Process Manager [170].
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4.1.3 BPMN: Pro e Contro
Nella presente sezione riassumeremo i vantaggi maggiori ed i limiti principali
della notazione BPMN.
Indubbiamente una delle proprieta` piu` apprezzate di BPMN e` la possibilita`
di definire livelli di astrazione molto diversi per uno stesso processo di busi-
ness.
BPMN nasce con l’intento di costituire uno strumento comprensibile a tutti
gli utenti coinvolti nella modellazione e realizzazione dei processi, rappresen-
tati sinteticamente dalle seguenti categorie:
• analisti di business, preposti alla modellazione iniziale dei processi,
tipicamente per mezzo di formalismi ad alto livello;
• sviluppatori, responsabili dell’implementazione dei processi di business
specificati, attraverso l’utilizzo delle tecnologie adeguate;
• utenti responsabili della gestione e del monitoraggio dei processi messi
in esecuzione.
In effetti la modellazione di un business process molto spesso inizia con la
rappresentazione di attivita` di livello piuttosto alto, che racchiudono un in-
sieme piu` o meno esteso di funzionalita`. Solo in un momento successivo le
macro-attivita` vengono dettagliate a grana piu` fine ed eventualmente model-
late in diagrammi separati. Consideriamo ad esempio un generico processo di
e-mail voting cos`ı come presentato in [87]. La modellazione potrebbe inizia-
re con una rappresentazione delle attivita` principali cos`ı come rappresentato
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in Figura 4.12. Una prima approssimazione (a) specifica solo le due macro-
Fig. 4.12: Diagramma BPMN e-mail voting
attivita` di discussione e votazione, mentre un diagramma leggermente piu`
espressivo (b) puo` indicare ad esempio che il processo viene attivato un gior-
no specifico della settimana (“Friday”) e che puo` essere ripetuto per diversi
temi di discussione (“New discussion required”).
In base alle esigenze e al livello di dettaglio che si vuole esprimere, e` pos-
Fig. 4.13: Diagramma BPMN e-mail voting - Discussione
sibile raffinare ulteriormente i diagrammi, ad esempio inserendo annotazioni
di carattere informativo, associando degli artefatti che specifichino il tipo di
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file che intervengono o semplicemente espandendo i sottoprocessi. Le Figure
4.13 e 4.14 modellano rispettivamente il sottoprocesso di discussione (Discus-
sion) e votazione (Voting). Per una questione di spazio evitiamo di riportare
il diagramma completo del processo di e-mail Voting, tuttavia dagli esempi
forniti si intuisce quanto possa cambiare il livello di dettaglio di un processo
e come quindi lo stesso diagramma possa assumere capacita` espressive estre-
mamente diverse. Oltre ad essere piuttosto potente, BPMN e` caratterizzato
Fig. 4.14: Diagramma BPMN e-mail voting - Votazione
da una notazione friendly ed espressiva, in parte grazie alla modellazione in
stile flow chart, che riutilizza simboli ed elementi noti al modellatore.
Come abbiamo gia` specificato, BPMN e` attualmente gestito dal gruppo OMG
[105] e rappresenta la notazione standard per la modellazione di processi di
business. La standardizzazione di BPMN costituisce un altro punto a suo
favore dal momento che, come in molti altri contesti, l’utilizzo di meccanismi
standardizzati permette lo scambio agile di informazioni tra entita` diverse
(gruppo di lavoro, dipartimenti o organizzazioni esterne).
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Che BPMN sia il formalismo principe nell’ambito della modellazione di busi-
ness process e` confermato dal successo riscosso sia tra gli utilizzatori che tra
gli sviluppatori, infatti ad oggi si contano piu` di 70 implementazioni. Inoltre
non e` da escludere che la spinta competitiva fornita dal considerevole numero
di implementazioni possa accelerare lo sviluppo di sistemi per la gestione di
processi di business (BPMS) via via piu` efficienti e potenti.
Gli strumenti software attualmente esistenti in grado di supportare la
notazione BPMN sono molteplici ed offrono funzionalita` che spaziano dalla
modellazione alla gestione di processi. Nella sezione 4.1.2 abbiamo intro-
dotto Intalio|BPMS, uno strumento che testimonia la possibilita` di riuscire
ad ottenere processi di business (BPEL) completamente ed automaticamente
eseguibili a partire da diagrammi BPMN.
BPMN mette a disposizione un meccanismo per generare ed eseguire processi
di business (BPEL) a partire da diagrammi BPD. Un processo sviluppato da
un analista di business puo` essere trattato direttamente da un engine BPM
senza la necessita` di essere interpretato da esseri umani e convertito in altri
linguaggi. Questo aspetto puo` costituire un fattore fondamentale per il su-
peramento del cosiddetto business-IT gap [78].
Dunque i punti a favore di BPMN sono vari e alcuni di loro hanno un
peso notevole nell’ottica dello sviluppo rapido ed efficiente di software. E’
pero` opportuno passare ad analizzare l’altra faccia della medaglia, ovvero i
punti che, a nostro parere, rappresentano delle limitazioni. Precisiamo che
alcune delle considerazioni che esprimeremo sono legate agli obiettivi che in-
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tendiamo perseguire (in primis il soddisfacimento dei requisiti RUPOS).
Per quanto l’impatto con BPMN possa essere positivo, ci sono alcuni aspetti
della notazione che non e` opportuno ignorare. Ricordiamo a tal proposito
che allo stato attuale l’ultima versione stabile della notazione BPMN e` la 1.2,
mentre la 2.0 si trova ancora nello stato di versione beta, e non sono state
diffuse informazioni chiare sulla durata della situazione attuale. Cos`ı come
non e` possibile fare previsioni sull’evoluzione a breve termine, per la stessa
ragione non e` chiaro in che misura differira` la prossima versione ufficiale dalla
versione beta corrente e che impatto avranno gli eventuali cambiamenti.
La mancanza di una versione ufficialmente stabile di BPMN e di previsioni
a breve termine e` probabilmente una della cause per la particolare pruden-
za adottata dalle aziende che si occupano di soluzioni software per il BPM.
Infatti molti dei BPMS e degli strumenti di modellazioni per BPMN non
supportano ancora BPMN 2.0, precludendo dunque all’utente l’utilizzo del-
le nuove caratteristiche messe a disposizione dalla nuova versione (supporto
delle conversazioni, formato di scambio, etc.).
Una delle caratteristiche che limita maggiormente BPMN per i nostri pro-
positi e` legato agli aspetti formali della notazione. Come specificato nella
sezione 2.4, uno degli obiettivi del progetto RUPOS e` l’individuazione di una
notazione grafica con specifiche caratteristiche formali che consentano l’as-
sociazione di una precisa semantica ai modelli rappresentati, la realizzazione
di controlli su tali modelli e la verifica di proprieta`. Per quanto riguarda
BPMN, nel corso degli ultimi anni, probabilmente in seguito alla notevole
popolarita` acquisita, sono stati condotti alcuni studi volti alla cattura della
semantica della notazione. Alcuni di questi studi si sono concentrati su un
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sottoinsieme degli elementi [188], altri ancora stanno venendo alla luce in
questi ultimi mesi ([44], [26]). In definitiva l’impressione che abbiamo rice-
vuto ci ha portato a pensare che allo stato attuale manchino degli approcci e
degli strumenti consolidati per l’analisi semantica e la verifica formale della
notazione.
Le limitazioni riscontrate ci hanno portato alla conclusione che nonostante
BPMN non sia in grado di coprire interamente i requisiti necessari per rag-
giungere i nostri obiettivi, e` comunque possibile utilizzare il suo contributo
nell’ambito del progetto; infatti crediamo che attraverso un’opportuna inte-
grazione con altri strumenti sia possibile sfruttare al meglio le sue potenzialita`
e colmare le carenze evidenziate.
4.2 Reo
Nel corso della presente sezione introdurremo Reo Coordination Language,
un linguaggio di coordinamento di componenti distribuite basato sulla nozio-
ne di canale. L’incontro con il linguaggio Reo e` avvenuto durante lo studio
del mondo dei mashup e della composizione automatica di servizi, riassunto
nel capitolo 3. Reo e` il risultato di diversi anni di ricerca portata avanti dal
gruppo SEN3 del Centro per la Matematica e l’Informatica [103] ed e` stato
citato e integrato in diversi degli studi che abbiamo analizzato.
Pertanto, conclusa l’analisi di BPMN, che ci aveva portato a stabilire la sua
inadeguatezza ai nostri scopi, Reo e` sembrato un candidato piu` che valido
per un’analisi analoga a quella gia` condotta su BPMN.
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Nella sezione 4.2.1 presenteremo le caratteristiche principali di Reo, de-
scrivendone gli elementi grafici fondamentali e fornendo alcuni esempi di mo-
dellazione. Nella sezione 4.2.2 introdurremo brevemente alcuni dei principali
fondamenti teorici legati al linguaggio e degli strumenti per il suo utiliz-
zo. Concluderemo esponendo nella sezione 4.2.3 alcune considerazioni sui
vantaggi e gli inconvenienti derivanti dall’utilizzo di Reo per i nostri scopi.
4.2.1 Reo: Concetti Base
Reo Coordination Language [130] costituisce uno dei temi di ricerca piu` at-
tivi del gruppo SEN3 del Centro per la Matematica e l’Informatica [103].
Le prime pubblicazioni sul linguaggio risalgono approssimativamente al 2002
[10] e la ricerca su Reo viene tuttora portata avanti.
Reo e` un linguaggio di coordinamento “esogeno” basato su canali, in cui e`
possibile modellare coordinatori complessi, detti connettori, in maniera com-
posizionale a partire da coordinatori piu` semplici [5]. L’aggettivo “esogeno”
(exogenous) si riferisce al fatto che il linguaggio modella coordinamenti tra
componenti, senza alcuna conoscenza della loro struttura interna e senza che
i componenti stessi abbiano visione del coordinamento che si sta realizzando.
Questa caratteristica permette di concentrarsi su una prospettiva incentrata
sui dati.
Reo inoltre e` “channel-based”, nel senso che i canali, come discuteremo in
seguito, costituiscono gli elementi di base del linguaggio per la realizzazione
di modelli di coordinamento dei componenti.
I designer di applicazioni possono utilizzare Reo come “glue code” [4], ovve-
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ro come linguaggio per “incollare” insieme componenti diverse e costruire in
maniera composizionale connettori addetti all’orchestrazione di componenti
o servizi ad esempio in un’applicazione orientata ai servizi.
Vediamo alcune delle caratteristiche principali offerte dal linguaggio Reo:
• Accoppiamento lasco tra componenti e servizi.
• Supporto alla distribuzione e mobilita` di componenti eterogenei.
• Coordinamento esogeno, dunque realizzato da terze parti.
• Modellazione composizionale.
• Modellazione mista di comunicazioni sincrone e asincrone.
• Possibilita` per l’utente di definire nuove primitive.
• Notazione grafica analoga ai circuiti elettrici.
• Semantica formale basata su Constraint Automata (CA).
• Metodi di specifica e verifica basati su programmazione logica.
Il risultato derivante dall’utilizzo di Reo per la modellazione di sistemi di
coordinamento e` il connettore. In terminologia Reo, un connettore e` un
coordinatore esogeno che si occupa dell’orchestrazione dei componenti che
fanno parte del sistema composto che si sta modellando. Un connettore e`
costituito da un opportuno insieme di canali, che rappresentano dunque gli
elementi di base per la creazione di coordinatori complessi. I canali possono
essere visti come dei connettori elementari, di fatto sono gli unici connettori
primitivi in Reo e rappresentano un mezzo di comunicazione punto a punto
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tra due distinte entita`. Reo mette a disposizione un insieme di comuni tipolo-
gie di canali, ai quali e` possibile affiancare eventuali canali definiti dall’utente
in base al comportamento desiderato. La creazione di connettori complessi
avviene attraverso la composizione di canali abbinata all’utilizzo di nodi (che
descriveremo piu` avanti).
Di per se´ un canale non ha una direzione associata, ma comprende due estre-
mita` dirette (directed ends), attraverso le quali i componenti possono effet-
tuare operazioni sul canale e sui dati che eventualmente contiene. Infatti i
canali in Reo vengono utilizzati esclusivamente per trasferire dati attraverso
le operazioni di input/output realizzate sulle loro estremita` (channel ends).
I canali possono avere due tipi di estremita`: sorgenti e pozzi. Una sorgen-
te (source channel end) accetta dati da trasmettere all’interno del proprio
canale, mentre un pozzo (sink channel end) distribuisce dati all’esterno del
canale.
In Figura 4.15 sono rappresentati i principali canali di base presenti in Reo:
Fig. 4.15: Principali tipologie di canali Reo
• Sync. Un canale di tipo Sync e` caratterizzato dalla presenza di un’e-
stremita` sorgente, un’estremita` pozzo e non contiene buffer per la me-
morizzazione dei dati. Il suo comportamento e` definito nel seguente
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modo: accetta di ricevere dati attraverso l’estremita` sorgente solo se al-
lo stesso tempo e` in grado di inoltrarli all’esterno attraverso l’estremita`
pozzo. L’estremita` pozzo e` quella indicata con la freccia.
• LossySync. Un canale di tipo LossySync esibisce un comportamento
analogo a quello del canale Sync. La differenza che li distingue e` che
in un canale LossySync, nel caso in cui non sia possibile inoltrare i
dati all’esterno, ovvero nel caso in cui l’elemento collegato al pozzo non
sia pronto ad accettare informazioni, i dati presenti nel canale vengono
perduti.
• FIFO1. Un canale di tipo FIFO1 e` un canale asincrono con una sorgen-
te ed un pozzo, dotato di una cella di memoria nella quale (compatibil-
mente con la disponibilita` all’interno della cella) vengono memorizzati
i dati che arrivano alla sorgente.
• SyncDrain. Un canale di tipo SyncDrain e` caratterizzato da due sor-
genti, pertanto il suo comportamento e` quello di accettare dati da en-
trambe le estremita`. Il flusso di dati e` possibile solo se entrambe le
estremita` sono pronte a trasmettere. Dal momento che il canale non
presenta alcun pozzo, i dati che transitano all’interno vengono perduti.
• AsyncDrain. Un canale di tipo AsyncDrain ha le stesse estremita` di
un canale SyncDrain, ma il suo comportamento si differenzia per via
della caratteristica che lo porta ad accettare dati solo da una delle due
estremita` allo stesso tempo. Dunque non si puo` verificare il passaggio
di dati contemporaneo da entrambe le sorgenti.
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• Filter(P). Un canale di tipo Filter effettua una selezione sui dati che
transitano attraverso le sue estremita`. In particolare, per mezzo del pat-
tern P che gli e` associato, e` possibile specificare quali dei dati ricevuti
saranno trasmessi all’estremita` pozzo e dunque fluiranno all’esterno. I
dati che non soddisfano la condizione espressa da P verranno comun-
que accettati attraverso la sorgente ma verranno persi all’interno del
canale.
• SyncSpout(P). Un canale di tipo SyncSpout e` caratterizzato da due
pozzi, pertanto il suo comportamento e` quello di dispensare dati da
entrambe le estremita`. Ciascun pozzo produce una quantita` illimitata
di dati che rispettano il pattern P associato al canale. Il flusso di dati
e` possibile solo simultaneamente da entrambe le estremita`.
• AsyncSpout(P). Un canale di tipo AsyncSpout ha le stesse estremita`
di un canale SyncSpout, ma il suo comportamento si differenzia per via
della caratteristica che lo porta a dispensare dati solo da una delle due
estremita` allo stesso tempo. Dunque non si puo` verificare il passaggio
di dati contemporaneo da entrambi i pozzi. Anche in questo caso i dati
prodotti soddisfano il pattern P associato al canale.
L’operazione di composizione dei canali, siano essi di base o definiti dall’u-
tente, avviene congiungendo le loro estremita` che vengono in questo modo a
formare dei nodi. Un nodo dunque rappresenta la convergenza di un insieme
di estremita` di canali. Un nodo puo` raggruppare un numero arbitrario di
estremita` di canali e la sua struttura ha delle implicazioni dirette su come il
flusso viene diretto e ripartito tra i canali che fanno capo al nodo in questio-
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ne.
In base alla tipologia di estremita` che convergono su di essi, i nodi possono
essere classificati in tre diverse categorie:
• Nodi sorgente. Un nodo sorgente o di input (source/input node)
e` determinato dal congiungimento di sole estremita` sorgente. I com-
ponenti possono collegarsi a nodi sorgente per eseguire operazioni di
input. Un’operazione di scrittura eseguita da un componente connesso
ad un nodo sorgente puo` essere realizzata con successo solo se tutte le
estremita` raggruppate sono pronte a ricevere dati. In tal caso le infor-
mazioni inviate dal componente vengono replicate su tutte le sorgenti
che fanno capo al nodo. Dunque di fatto un nodo sorgente si comporta
come un “replicatore” di dati (replicator).
• Nodi pozzo. Un nodo pozzo o di output (sink/output node) e` determi-
nato dal congiungimento di sole estremita` pozzo. I componenti possono
collegarsi a nodi pozzo per eseguire operazioni di output. Un’operazio-
ne di lettura eseguita da un componente connesso ad un nodo pozzo
puo` essere realizzata con successo solo se almeno una delle estremita`
raggruppate e` pronta ad inviare dati. Nel caso in cui piu` di un’estre-
mita` fosse disposta ad inviare dati, ne viene selezionata una in maniera
nondeterministica. Dunque di fatto un nodo pozzo esegue una fusione
nondeterministica dei dati ricevuti (nondeterministic merge).
• Nodi misti. Un nodo misto (mixed node) e` determinato dal congiun-
gimento di entrambi i tipi di estremita`, dunque combina le funzionalita`
di un nodo sorgente con quelle di un nodo pozzo. Il comportamento
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osservato e` il seguente: seleziona in maniera nondeterministica un’e-
stremita` pozzo pronta ad inviare dati, esegue l’operazione di lettura e
replica il contenuto dei dati su ciascuna delle estremita` sorgente. Un
dato proveniente da un’estremita` pozzo puo` essere letto e inoltrato solo
se tutte le estremita` sorgente che fanno capo al nodo sono disposte ad
accettarlo.
La Figura 4.16 illustra i diversi tipi di nodo esistenti in Reo. Come gia` ac-
Fig. 4.16: Nodi Reo: sorgenti (a, b), pozzi (c, d), misti (e)
cennato, e` possibile utilizzare connettori semplici per costruirne degli altri
piu` complessi attraverso una modalita` di tipo composizionale. La creazione
di un nuovo connettore avviene per mezzo dell’operazione di unione (join)
[4]. L’unione di due nodi provoca la distruzione di entrambi e la conseguente
creazione di un nuovo nodo sul quale convergono tutte le estremita` preceden-
temente connesse ai due nodi di partenza.
Un connettore e` definito come un insieme di estremita` di canali organizzate
in una struttura a grafo. La struttura risultante contiene un insieme di nodi
ed archi che rispettano le seguenti proprieta`:
• su ciascun nodo del grafo convergono zero o piu` estremita` di canali;
• ciascuna estremita` di canale converge su esattamente un nodo;
4.2. Reo 129
• un arco tra due nodi puo` esistere se e solo se esiste un canale tale che
ciascuna delle estremita` converge su uno dei due nodi (il canale unisce
i due nodi).
Presentiamo di seguito alcuni esempi di connettori Reo. Il connettore in Fi-
Fig. 4.17: Router esclusivo (a) e notazione alternativa (b)
gura 4.17 illustra la rete Reo che modella un instradatore esclusivo (exclusive
router), che implementa una politica in stile XOR sul flusso in entrata. La
rete e` composta da canali Sync, LossySync ed un canale di tipo SyncDrain.
Il connettore router esclusivo inoltra i dati resi disponibili dal nodo sorgente
A ad esattamente uno dei nodi pozzo B e C, in base alla loro disponibilita` di
accettare dati o meno. Dunque se solo uno dei due nodi e` pronto a ricevere, i
dati ricevuti dal nodo A verranno inoltrati al nodo in questione. Se entram-
bi i nodi pozzo B e C sono disposti a ricevere i dati, allora attraverso l’uso
del nodo S verra` scelto in maniera nondeterministica il nodo a cui verranno
inoltrati i dati, mentre l’ulteriore copia dei dati verra` assorbita dal canale
LossySync.
E’ opportuno specificare che il riquadro che circonda il router esclusivo il-
lustrato in Figura 4.17 rappresenta graficamente la cosiddetta operazione di
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“hide” (occultamento), attraverso la quale e` possibile occultare i dettagli re-
lativi ai nodi di un connettore e alla topologia dei canali. In questo modo
sara` possibile connettersi ai nodi di input/output A, B e C, ma tutte le altre
informazioni sulla struttura interna del connettore verranno nascoste. L’ope-
razione di hide fornisce un potente e importante meccanismo di astrazione:
nascondendo uno o piu` nodi si assicura che la topologia di tali nodi non potra`
essere modificata in alcun modo e allo stesso tempo si continua a garantire
l’utilizzo del connettore attraverso le altre operazioni.
In Figura 4.17 e` rappresentata anche una notazione alternativa per il con-
nettore router esclusivo, che viene raffigurato con un simbolo simile a quello
utilizzato per i nodi. Visto il frequente utilizzo del connettore router esclu-
sivo si e` resa necessaria una notazione alternativa che permettesse una sua
rappresentazione agile, risparmiando al modellatore l’onere di riscriverlo ad
ogni utilizzo. Come si puo` osservare in figura, il connettore XOR puo` essere
esteso ad un numero arbitrario di nodi pozzo.
Proponiamo un altro esempio di connettore, ovvero il “sequencer” (sequenzia-
lizzatore), illustrato in Figura 4.18, utilizzato per imporre un preciso proto-
collo di sequenzializzazione. Notiamo che il connettore e` costituito da cinque
Fig. 4.18: Connettore Reo “sequencer” (sequenzializzatore)
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nodi, tre dei quali sono nodi di output (indicati in figura come A, B e C).
Diciamo che il sequencer esprime un protocollo di sequenzializzazione poiche´
le operazioni di ricezione dei dati da parte dei nodi pozzo, possono essere ese-
guite con successo solo nell’ordine da sinistra a destra, ovvero A per primo,
quindi B ed infine C. Osserviamo che la presenza di un token all’interno del
canale FIFO1 a estrema sinistra indica che il buffer e` inizializzato con dei
dati.
Anche il sequencer, cos`ı come il router esclusivo, puo` essere esteso ad un
numero arbitrario di nodi di output. In questo caso e` sufficiente estendere
il connettore con ulteriori coppie di canali FIFO1 e Sync da agganciare al
connettore.
4.2.2 Reo: Strumenti
Di seguito presenteremo gli approcci formali alla semantica del linguaggio Reo
e gli strumenti principali per il suo utilizzo. Introdurremo nella sezione 4.2.2.1
i principali modelli semantici forniti per la descrizione formale di connettori
Reo, mentre nella sezione 4.2.2.2 discuteremo l’Eclipse Coordination Tools
(ECT), un toolbox per la creazione e la verifica di connettori.
4.2.2.1 CA e Connector Coloring
Dalla creazione di Reo ad oggi, sono stati sviluppati diversi modelli formali
volti a catturarne la semantica, ad esempio [5], [12] e [43], ciascuno concepito
per un preciso scopo. Nel corso della presente sezione presenteremo due dei
modelli semantici principali che definiscono la semantica del linguaggio di
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coordinamento Reo: la Connector Coloring (colorazione di connettori) [33]
ed i Constraint Automata (includendo alcune varianti) [16].
Entrambi i modelli che descriveremo riescono a catturare correttamente la
semantica del linguaggio, concentrandosi sugli aspetti specifici per cui sono
stati concepiti.
Connector Coloring
Il modello semantico basato su colorazione di connettori, e` stato presentato
per la prima volta nel 2006 [33]. La creazione di questo modello e` stata ispi-
rata dall’idea di creare uno schema che permettesse di illustrare in maniera
relativamente semplice le alternative di instradamento di un flusso all’interno
di un connettore Reo.
Effettivamente, se si astrae dalla direzione del flusso (che e` comunque deduci-
bile dai vincoli imposti da ciascun canale) e dalle trasformazioni che vengono
realizzate sui dati che circolano all’interno del connettore, allora la semanti-
ca di un circuito Reo puo` essere modellata attraverso le possibili alternative
di instradamento del flusso di dati. Dunque la colorazione di connettori si
presenta come un adeguato meccanismo per specificare in quali parti di un
connettore esista flusso in un certo istante.
La colorazione viene definita a partire dagli elementi base del linguaggio:
i canali. La semantica di un connettore verra` ottenuta attraverso un ap-
proccio composizionale, dunque in base alla semantica degli elementi che lo
costituiscono. In Figura 4.19 viene illustrato il connettore router esclusivo,
che abbiamo gia` introdotto in precedenza, composto da tre diverse tipologie
di canali: Sync, LossySync e SyncDrain.
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Fig. 4.19: Connettore Reo per instradamento esclusivo
Ricordiamo che il router esclusivo implementa uno XOR sul flusso in entrata,
dunque instrada il flusso ricevuto dal nodo di input A esclusivamente ad uno
dei due nodi di output F e G. In caso di conflitto, i canali Sync in entrata
al nodo E ed il canale SyncDrain garantiscono che il flusso verra` indirizzato
ad esattamente uno dei nodi C o D, e di conseguenza potra` confluire solo su
uno dei due nodi di output.
Il concetto di colorazione di connettori e` descritto in maniera estremamente
intuitiva se associato ad un’opportuna rappresentazione visuale. Ad esempio,
un modo informale per esprimere il possibile instradamento del flusso e` rap-
presentare graficamente la colorazione delle parti in cui il flusso puo` scorrere
(cioe` quelle parti che soddisfano i vincoli imposti dai canali). In Figura 4.20
Fig. 4.20: Tavola delle colorazioni di un connettore XOR
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si illustra la “Tavola delle Colorazioni” di un connettore XOR, ovvero l’insie-
me delle sue possibili colorazioni: le porzioni marcate con una linea spessa
indicano le parti in cui il flusso puo` scorrere, mentre le porzioni che non ven-
gono marcate sono quelle in cui non puo` esserci passaggio di flusso. Come
abbiamo gia` commentato, il flusso di dati puo` essere instradato in maniera
esclusiva verso F (caso “a” della Figura 4.20) o verso G (caso “b”), in base alla
disponibilita` di ciascuno dei due nodi a ricevere il flusso. In realta` la tavola
per il connettore XOR comprende tre diverse colorazioni, una delle quali non
e` rappresentata in figura. La colorazione mancante e` quella in cui l’intero
connettore non viene marcato dalla linea solida, che modella il caso in cui i
nodi di input/output non siano disposti ad inviare o accettare il flusso, che
di conseguenza non potra` essere instradato in alcun canale del connettore.
Il modello si basa sull’utilizzo di colori diversi per esprimere la presenza o
l’assenza di flusso, dunque ciascuna colorazione completa di un connettore
rappresenta una possibile soluzione ai vincoli di sincronizzazione imposti dai
canali e dai nodi.
La semantica basata su colorazione viene impiegata per la creazione di ani-
mazioni di connettori Reo, implementata in uno strumento integrato nella
toolbox ECT, che descriveremo nella sezione 4.2.2.2.
Constraint Automata
Un Constraint Automaton (automa con vincoli) [16] e` un particolare automa
a stati finiti in cui le transizioni rappresentano un insieme di operazioni di
input/output realizzate su un insieme di porte. La modalita` con cui i dati
fluiscono tra le porte viene specificata attraverso delle condizioni guardia e lo
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scorrimento del flusso e` regolato dalle transizioni dell’automa, che vengono
innescate nel momento in cui le porte coinvolte diventano “attive”, ovvero
sono pronte ad eseguire operazioni di input/output. Se i dati presenti in una
determinata porta non innescano alcuna transizione, allora i dati in questione
vengono rifiutati.
I Constraint Automata (CA), costituiscono un formalismo per la cattura del
comportamento e dell’instradamento del flusso di dati all’interno di un mo-
dello di coordinamento tra componenti blackbox. [16] propone un modello
Fig. 4.21: Constraint Automata di alcuni canali Reo
operazionale per catturare la semantica del linguaggio Reo attraverso un ap-
proccio composizionale: vengono definiti i CA relativi agli elementi primitivi
del linguaggio e degli operatori per CA che implementano le operazioni di
join e hide (a cui abbiamo accennato nella sezione 4.2.1). In questo modo,
utilizzando l’approccio composizionale usato per la creazione di connettori
attraverso gli elementi primitivi e le operazioni di base, e` possibile creare i
CA equivalenti con strumenti formali analoghi.
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Fig. 4.22: Connettore Reo per la successione di Fibonacci
La teoria dei CA costituisce una base per verifiche formali di modelli di coor-
dinamento di componenti. In effetti la trasformazione di connettori Reo in
CA viene utilizzata per verifiche quali model checking via LTL o equivalence
checking, implementate in tool che discuteremo nella sezione 4.2.2.2.
La semantica operazionale di Reo puo` quindi essere definita per mezzo di
CA con le seguenti caratteristiche: gli stati dell’automa modellano le possi-
bili configurazioni (ad esempio il contenuto dei buffer), mentre le transizioni
rappresentano il cambiamento del flusso di dati (da un certo istante a quello
successivo) e i suoi effetti sulla configurazione attuale. In Figura 4.21 vengono
Fig. 4.23: CA per la successione di Fibonacci
presentati gli automi corrispondenti ad alcuni dei canali elementari disponi-
bili in Reo. Come abbiamo specificato in precedenza, una transizione di stato
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viene innescata solo se i dati osservati sulle porte coinvolte soddisfano i vin-
coli sui dati. In tal caso la transizione puo` alterare lo stato dell’automa.
Un esempio non banale, tratto da [16], mostra un connettore (si veda la Fi-
gura 4.22) che implementa la Successione di Fibonacci ed il CA equivalente
(si veda la Figura 4.23).
Quantitative Constraint Automata
I CA rappresentano un valido modello per esprimere la semantica dei connet-
tori Reo, tuttavia non sono sufficientemente potenti da riuscire a rappresen-
tare alcune caratteristiche tipiche dei sistemi reali. In particolare, attraverso
l’utilizzo di un CA non e` possibile catturare informazioni relative alla qualita`
dei canali quali il livello di affidabilita`, il ritardo di trasmissione dei dati, th-
roughput, etc. Per riuscire ad ovviare a questo inconveniente, in [7] vengono
presentati i Quantitative Constraint Automata (QCA), un’estensione dei CA
creata per poter specificare e discutere questioni di tipo QoS di connettori
Reo.
In un QCA, ciascun arco e` etichettato con una tripla (P, g, C) i cui elementi
hanno il seguente significato:
• P e` l’insieme di porte su cui e` presente flusso nello stesso istante;
• g e` la guardia che stabilisce la condizione sui dati presenti sulle porte;
• C e` l’insieme dei costi, ovvero dei valori delle metriche QoS che si
vogliono studiare.
Dunque la principale differenza di notazione rispetto ai CA e` data dalla pre-
senza dei valori che modellano le caratteristiche QoS interessanti. In Figura
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Fig. 4.24: Connettore Reo di ordinamento (a) e relativo QCA (b)
4.24 possiamo osservare un connettore che impone un ordinamento sul flusso
di dati (che viene inviato al nodo C) ed il relativo QCA. Nell’esempio le me-
triche modellate sono: tempo minimo di trasmissione dei dati (t), costo della
memoria allocata per la trasmissione dei dati (c) e probabilita` di trasmissione
corretta dei dati (p).
Notiamo che il canale FIFO utilizzato e` caratterizzato da due triple di valori
QoS, una relativa all’operazione di memorizzazione dei dati nel buffer, l’altra
relativa all’operazione di recupero dei dati dal buffer.
Quantitative Intentional Automata
L’adozione dei QCA permette di catturare aspetti non strettamente legati al
coordinamento imposto da un connettore. Tali aspetti qualitativi, tuttavia,
non sono l’unico fattore che puo` influenzare la performance di un sistema, in-
fatti essa puo` dipendere da fattori di contesto che non riguardano la struttura
interna del connettore o dei componenti. Dunque, sebbene i QCA forniscano
un strumento ricco per la modellazione di servizi composti, non prendono in
considerazione informazioni contestuali spesso molto rilevanti quali ad esem-
pio la frequenza delle richieste di I/O. I cosiddetti Quantitative Intentional
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Automata (QIA) [8] nascono come estensione dei CA e sono concepiti per
riuscire a prendere in considerazione tanto i dettagli interni di un sistema
quanto l’influenza esercitata dall’ambiente esterno.
Se nei CA le transizioni descrivevano cambiamenti di configurazioni del siste-
ma, con i QIA alle transizioni vengono aggiunte informazioni sullo stato delle
operazioni pendenti nel sistema. Lo stato delle operazioni pendenti viene mo-
dificato in seguito all’arrivo di dati o richieste di dati, o alla sincronizzazione
di nodi.
I QIA costituiscono un modello per catturare la semantica di una versione
stocastica di Reo (Stochastic Reo), in cui i canali e le loro estremita` so-
no arricchiti con delle annotazioni relative a proprieta` stocastiche quali le
frequenze di arrivo o di richiesta di dati alle estremita`, o il ritardo di elabo-
razione nei canali. I canali Reo (in versione stocastica) possono contenere
annotazioni di due tipi:
• ritardi dei canali: i tempi necessari perche´ un canale inoltri o perda i
dati;
• arrivi ai nodi: l’intervallo tra due richieste consecutive di lettura o
scrittura alle estremita` dei nodi dipende dai processi stocastici associati
ai connettori.
In Figura 4.25 possiamo osservare alcuni canali primitivi di Stochastic Reo.
Il modello semantico costituito dai QIA conserva le proprieta` composizionali
che erano state introdotte con i CA, dunque anche il QIA associato ad un
connettore e` ottenibile attraverso la composizione dei QIA associati ai canali
che compongono il connettore.
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Fig. 4.25: Canali principali Reo in versione stocastica
Come discuteremo nella sezione 4.2.2.2, i QIA rappresentano uno degli stru-
menti impiegati per la realizzazione di simulazioni di connettori Reo, fina-
lizzati all’analisi di specifiche proprieta` non funzionali, ad esempio di tipo
Quality of Service.
4.2.2.2 Eclipse Coordination Tools
Lo strumento principale per l’utilizzo del linguaggio Reo per il coordinamento
di componenti e` l’Eclipse Coordination Tools [110]. L’Eclipse Coordination
Tools (ECT) e` un toolbox che comprende un insieme di strumenti integrati
ed e` disponibile come plugin per la piattaforma Eclipse [111]. ECT supporta
l’utente nel processo di creazione, animazione, verifica e simulazione di con-
nettori Reo.
In particolare, ECT raggruppa al suo interno degli strumenti che, tra le altre
cose, mettono a disposizione le seguenti funzionalita`:
• creazione e modifica di connettori ed automi con vincoli (CA) in un
ambiente visuale;
• animazione di connettori attraverso la generazione on-the-fly di anima-
zioni Flash;
• generazione di codice a partire da connettori o CA;
• model checking di connettori;
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• conversione di modelli BPMN e BPEL in connettori Reo.
La principale modalita` di interazione dell’utente con l’ECT e` quella che passa
per l’editor grafico. ECT infatti mette a disposizione un ambiente visuale per
la creazione di connettori Reo. L’ambiente permette agli utenti uno svilup-
po relativamente agile di elementi Reo, complice l’integrazione nell’ambiente
Eclipse, con il quale molti sviluppatori hanno una discreta familiarita`. Uno
dei ruoli fondamentali dell’editor grafico e` quello di fungere da “intermedia-
rio”nei confronti di altre funzionalita` integrate in ECT quali la generazione di
animazioni e di codice. La Figura 4.26 ci permette di farci un’idea su come si
Fig. 4.26: ECT - Editor grafico e animatore di connettori Reo
presenta l’editor di connettori Reo. L’interazione con l’ambiente grafico non
e` l’unico modo per creare nuovi connettori, ECT infatti mette a disposizione
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alcuni strumenti per la creazione di circuiti Reo a partire da rappresentazioni
fornite in altri linguaggi. BPEL2Reo ad esempio e` uno strumento che per-
mette la conversione di processi BPEL in circuiti Reo [178]. Il convertitore,
che implementa un mapping del nucleo del linguaggio [178], e` stato realizza-
to dall’Universita` di Teheran e successivamente integrato nel toolbox. ECT
include un altro convertitore, che permette la creazione di connettori Reo a
partire da diagrammi espressi in un opportuno sottoinsieme di elementi della
popolare notazione BPMN [9], di cui ci siamo occupati nella sezione 4.1. Il
convertitore e` realizzato per mezzo di un insieme di regole di trasformazione e
di pattern matching implementate in Atlas Transformation Language (ATL).
Uno degli accessori piu` utili del toolbox e` sicuramente lo strumento di ani-
mazione di connettori, che genera animazioni Flash on the fly a partire da
diagrammi di connettori. La generazione di animazioni utilizza la semanti-
ca basata su colorazione di connettori (che abbiamo presentato nella sezione
4.2.2.1). In particolare, lo strumento che realizza l’animazione utilizza il sim-
bolo per indicare la presenza di flusso in un certo istante, ed i simboli
e per l’assenza di flusso.
La Figura 4.27 mostra due stati dell’animazione di un messenger con due
client. La parte sinistra della figura modella il momento in cui il client sini-
stro invia un messaggio, che viene memorizzato nel buffer. Il secondo passo
dell’animazione, raffigurato nella parte destra, il messaggio raggiunge il mixed
node e viene replicato per essere quindi inviato al client destro e al mittente
stesso.
Le animazioni dipendono dallo stato dei componenti e degli elementi del
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Fig. 4.27: Animazione di un connettore Reo
connettore. Lo strumento di animazione genera tutto lo spazio degli stati
e produce le animazioni possibili. Nel caso in cui siano specificati dei ci-
cli (che comportano un numero potenzialmente infinito di possibili stati), lo
strumento seleziona gli scenari “interessanti”. L’utente puo` inoltre scegliere
di eseguire l’animazione un passo alla volta, scegliendo manualmente tra le
possibili alternative di instradamento del flusso.
Abbiamo introdotto nella sezione 4.2.2.1 il concetto di Constraint Au-
tomaton (automa con vincoli) e abbiamo specificato che questi particolari
automi sono uno dei metodi utilizzati per catturare la semantica del linguag-
gio Reo.
All’interno del toolbox ECT e` presente anche uno strumento per la creazione
di automi a partire da connettori Reo. Tale strumento, oltre che per dare
una visione formale dei connettori, serve da connessione con altri strumenti
quali il generatore di codice, il model checker ed il simulatore. La genera-
zione di un CA a partire da un connettore sfrutta la composizionalita` della
semantica, infatti prima vengono generati i CA relativi ai canali (ed ai nodi)
e successivamente dagli automi di base viene ricavato il CA finale attraverso
l’applicazione del prodotto, che riproduce l’operazione di join.
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Un ulteriore strumento contenuto in ECT e` il generatore di codice per con-
nettori Reo. La generazione di codice avviene a partire dal CA che modella
il connettore che si vuole implementare. Il CA viene utilizzato per la gene-
razione di codice da dare in pasto ad una macchina a stati eseguibile, che
implementa il coordinamento dei componenti, che devono comunque essere
noti a priori. Nel momento in cui viene innescata una transizione, puo` av-
venire il passaggio di dati tra due punti di sincronizzazione corrispondenti
a due porte. I meccanismi utilizzati per la sincronizzazione dipendono dalle
primitive messe a disposizione dal linguaggio. Attualmente il componente in
questione produce codice Java e i componenti devono implementare l’inter-
faccia cwi.ea.runtime.ReoComponent.
Abbiamo discusso in precedenza come i Quantitative Intentional Auto-
mata (QIA) [8], che estendono i Constraint Automata (CA) con proprieta`
QoS, costituiscano un modello semantico per i connettori Reo. Attraverso
l’utilizzo dei QIA e` possibile specificare modelli di coordinamento prenden-
do in considerazione il costo dei componenti e del loro coordinamento. Per
supportare l’analisi delle prestazioni dei connettori, in ECT e` stato integrato
uno strumento di simulazione che permette di utilizzare varie distribuzioni
di probabilita` sui canali. Alcune delle opzioni che e` possibile specificare per
l’esecuzione della simulazione sono:
• Terminazione della simulazione: basata su eventi o a tempo.
• Durata del periodo di warm-up: tempo o numero di eventi prima che
si inizino le statistiche.
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• Durata della simulazione: tempo o eventi prima del termine della si-
mulazione.
• Individuazione di deadlock/livelock: la simulazione si interrompe ap-
pena si individua un deadlock o un livelock.
Alcuni dei dati proposti in output al termine della simulazione sono i seguenti:
• Richieste perse: percentuale di richieste perse in canali LossySync ri-
spetto al numero totale.
• Tempo medio di attesa: tempo medio di attesa delle richieste che non
vengono bloccate.
• Utilizzo dei buffer: percentuale di tempo in cui il buffer FIFO e` pieno.
• Utilizzo del canale: percentuale di tempo in cui il canale e` in uso.
• Ritardo punto a punto: ritardo medio totale tra due punti.
• Tempo di arrivo: tempo medio tra due arrivi consecutivi in un punto
finale a partire da un certo punto iniziale.
Accanto all’analisi a posteriori offerta dallo strumento di simulazione, ECT
permette di eseguire analisi statiche sui connettori. Reo offre meccanismi
relativamente semplici per la creazione di connettori, tuttavia man mano
che aumenta la complessita` dei connettori, cresce la difficolta` di interpretar-
li. Dunque l’applicazione di Reo a scenari complessi richiede la presenza di
strumenti che supportino l’analisi dei meccanismi di coordinamento [58].
L’esecuzione di model checking sui connettori parte dalla conversione degli
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stessi in Constraint Automata, che piu` volte abbiamo menzionato. Attra-
verso l’uso di un modello simbolico e di una logica in stile CTL, e` possibile
specificare e verificare proprieta`.
Vereofy e` un model checker per il linguaggio Reo che e` stato implementato
presso la Technische Universita¨t di Dresden e permette di eseguire il model
checking con Logica Temporale Lineare e Branching, e il controllo di equiva-
lenza di connettori. Vereofy puo` essere utilizzato come strumento stand-alone
o come componente del toolbox ECT.
4.2.3 Reo: Pro e Contro
Nella presente sezione riassumeremo i vantaggi maggiori ed i limiti principali
del linguaggio di coordinamento Reo.
Reo e` un linguaggio che permette di esprimere coordinamento “esogeno” [4]
di componenti delle quali tipicamente non si conosce la struttura interna ma
solo le interfacce. Per le sue caratteristiche Reo e` particolarmente adatto a
modellare coreografie di servizi, ed e` proprio per questo tipo di coordinamen-
to che e` stato studiato. In effetti Reo e` comparso in una consistente porzione
degli studi che abbiamo analizzato, sia come meccanismo per esprimere com-
posizioni di servizi ([71], [67], [43], [174], [81]), sia come ponte verso altri
scenari quali il model checking ([20], [20]) o la verifica di proprieta` QoS ([7],
[8]).
La possibilita` di utilizzare Reo per diversi scopi, ha portato alla definizione
di un certo numero di modelli semantici per il linguaggio (si veda la sezione
4.2.2.1). Sono stati inoltre sviluppati degli strumenti finalizzati all’integra-
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zione di Reo con altri modelli, linguaggi o tecnologie, e` il caso ad esempio dei
convertitori realizzati per la traduzione da/verso Reo.
Nel contesto dei requisiti RUPOS, Reo presenta l’importante vantaggio legato
all’esistenza di diversi modelli formali a lui associati. Da un lato il linguaggio
presenta delle solide basi formali, dall’altro la possibilita` di far corrispondere
ad un connettore vari modelli semantici permette di scegliere quello piu` ap-
propriato alle proprie necessita`. In effetti in ambito Reo modelli semantici
diversi sono stati utilizzati per scopi diversi: un esempio e` la semantica Reo
basata su colorazione di connettori, che costituisce la base per l’animazione
dei connettori.
Abbiamo introdotto nella sezione 4.2.2.2 lo strumento di animazione, che
permette di visualizzare graficamente i possibili instradamenti del flusso di
dati all’interno del connettore. La visualizzazione del “comportamento” di
un connettore fornisce un notevole supporto all’utente durante la creazio-
ne di connettori attraverso l’editor grafico. In un linguaggio come Reo, la
cui caratteristica principale non e` sicuramente l’intuitivita` della notazione,
la possibilita` di avere un riscontro concreto immediato sul comportamento
del modello di coordinamento che si sta progettando rappresenta un notevole
vantaggio.
Nella sezione 4.2.2.1 abbiamo introdotto il concetto di Constraint Automata
e le loro varianti (QCA e QIA). I CA, assieme ai QCA e ai QIA, costituiscono
probabilmente il modello semantico piu` utilizzato e vengono impiegati, tra
le altre cose, per la verifica formale di proprieta` statiche e dinamiche. Un
esempio e` il model checking dei connettori creati, che permette di verifica-
re staticamente proprieta` che si desiderano imporre ai flussi di lavoro. Ad
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esempio, tra le altre cose, e` possibile controllare la presenza di deadlock e l’e-
quivalenza di connettori. A tale proposito e` stato sviluppato Vereofy [112],
che esegue model checking basato su formule in stile CTL (Computation Tree
Logic).
I connettori Reo possono essere sottoposti anche ad altri tipi di verifica, ad
esempio l’analisi di proprieta` non funzionali. Sono stati infatti sviluppati dei
metodi per la specifica e la verifica di requisiti di tipo QoS nei connettori:
Reo (in versione stocastica) permette di catturare aspetti legati al contesto in
cui vengono eseguiti i connettori e che ne influenzano la performance. Il tool-
box ECT include uno strumento per la simulazione di connettori finalizzato
all’analisi delle loro prestazioni: un convertitore di connettori Reo produce
Catene di Markov a Tempo Continuo (CTMC) che vengono date in pasto
a Prism, uno strumento per l’analisi di sistemi probabilistici, utilizzato per
l’analisi delle prestazioni del modello di coordinamento specificato.
Accanto a Reo2MC, lo strumento di conversione di connettori Reo in CTMC,
compaiono vari altri convertitori, impiegati nell’integrazione di Reo con altri
strumenti:
• Reo2CA, Reo2QIA e Reo2QCA, utilizzati per la conversione di connet-
tori in Constraint Automata e varianti, che definiscono la loro semantica
e permettono l’integrazione con i tool per il model checking, l’analisi
delle prestazioni e la generazione di codice.
• BPMN2Reo e BPEL2Reo, che permettono l’importazione di modelli di
coordinamento definiti in notazione BPMN e BPEL.
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Dunque l’utilizzo di Reo e` supportato da una serie di strumenti che con-
sentono di creare connettori in maniera grafica o automatica, visualizzarne
il comportamento, eseguire un certo numero di verifiche formali su di essi ed
eventualmente generare il codice relativo al modello di coordinamento.
Sotto queste ipotesi sarebbe lecito pensare che Reo, con l’ausilio degli stru-
menti associati, potrebbe riuscire a soddisfare i requisiti RUPOS, che abbia-
mo specificato nella sezione 2.4, portando al raggiungimento degli obiettivi
desiderati.
In realta`, l’analisi e l’utilizzo del linguaggio ci hanno portato a concludere
che, come spesso succede, accanto ai vantaggi che abbiamo presentato, il
linguaggio presenta anche delle limitazioni piuttosto importanti. La notazio-
ne legata al linguaggio e` forse uno dei primi elementi di Reo che vengono
percepiti come poco intuitivi. In effetti non si puo` dire che la notazione sia
particolarmente user friendly, gli elementi sono in numero ristretto, il che e` un
vantaggio nel momento in cui si devono utilizzare e riconoscere, ma d’altro
canto non rappresentano concetti familiari all’utente. Cerchiamo di essere
piu` specifici: gli elementi essenziali di un connettore Reo sono i canali, che
rappresentano entita` piuttosto primitive, che probabilmente un utente senza
competenze tecniche non e` in grado di ricondurre ad elementi che conosce.
Dunque la modellazione anche di semplici pattern di flussi di lavoro diviene
un compito assolutamente non banale per utenti non addestrati. Inoltre se
il contesto in cui si vuole utilizzare il linguaggio e` quello della modellazione
di flussi di lavoro, e` probabile che la notazione basata su canali non fornisca
un livello di astrazione sufficientemente alto.
Alcune semplici considerazioni di carattere generale possono essere fatte sul-
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l’ECT che, come sappiamo, racchiude i principali strumenti per l’utilizzo di
Reo. Gli strumenti compresi nel toolbox non sono ancora stabilissimi (du-
rante il loro utilizzo abbiamo avuto modo di notare e segnalare alcuni com-
portamenti anomali) e l’interazione con gli stessi non e` assolutamente banale.
In questo senso si sente la necessita` di una documentazione tecnica completa
e aggiornata. Il documento di riferimento, l’ECT User Manual [59] risale al
2008, per cui risulta ormai piuttosto obsoleto, non include una guida all’uso
dei componenti (a nostro avviso) sufficientemente completa, ma si concentra
sulla descrizione degli strumenti.
Un ulteriore aspetto che limita seriamente le potenzialita` del linguaggio Reo
e` legato all’automatizzazione dei modelli di coordinamento specificati. Nel
contesto della modellazione di business process o anche in quello piu` spe-
cifico della composizione di servizi, uno dei concetti chiave sta nel riuscire
ad automatizzare il piu` possibile il processo che porta all’esecuzione delle
composizioni specificate. Dunque una delle caratteristiche sicuramente piu`
apprezzate e` la generazione automatica di codice eseguibile. Nel caso di Reo,
il toolbox ECT, che raggruppa i principali strumenti per la creazione e ge-
stione di connettori, comprende un’utility per la generazione automatica di
codice Java a partire dal CA associato ad un connettore. In realta` ci sono
diversi aspetti da non trascurare rispetto alle capacita` di questo strumento:
• il generatore di codice produce una classe per il connettore e si aspetta
che esso interagisca con componenti che implementano una specifica
interfaccia;
• non e` possibile eseguire direttamente il codice generato automatica-
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mente, men che meno invocare direttamente servizi Web;
• l’utente e` obbligato a scrivere a mano il codice che implementa i com-
ponenti utilizzati nella modellazione;
• l’utente senza competenze tecniche non e` in grado di creare soluzioni
funzionanti.
Come risultato da una nostra discussione con gli stessi sviluppatori di Reo,
sarebbe auspicabile la creazione di uno strumento che, attraverso l’imple-
mentazione automatica di componenti astratte e l’interazione con il codice
del connettore, fosse in grado di realizzare comunicazioni per l’invocazione
di servizi Web. Inoltre, anche nell’ipotetico scenario in cui l’utente imple-
menti manualmente i componenti di cui ha bisogno, sorgerebbe un ulteriore
inconveniente. Secondo quanto riferitoci dall’ideatore della piattaforma SA-
BRE basata su Reo [71], anche in circuiti molto semplici, dovendo scrivendo
manualmente il codice per i componenti sarebbe necessario un ulteriore in-
tervento manuale sul codice prodotto automaticamente per riuscire a gestire
valori di ritorno e situazioni eccezionali o di errore.
A differenza di altri linguaggi per il coordinamento, Reo e` utilizzato princi-
palmente in ambito di ricerca accademica, per cui l’incentivo allo sviluppo
potrebbe risultare piu` debole rispetto a linguaggi standard che rientrano nei
settori di ricerca e sviluppo di varie organizzazioni. Questo si manifesta in
un’evoluzione scandita da ritmi necessariamente piu` lenti.
Infine, come avremo modo di ribadire nel capitolo 6, per consentire una mag-
giore integrazione con standard nell’ambito della modellazione ed esecuzione
di processi di business, sarebbe conveniente l’implementazione di strumenti
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di conversione a BPMN e a BPEL, che aumenterebbero sensibilmente il po-
tenziale del linguaggio e degli strumenti esistenti.
In seguito alle considerazioni riportate, possiamo concludere che le limitazio-
ni riscontrate non permettono al linguaggio di coordinamento Reo di coprire
tutti i requisiti necessari al raggiungimento dei nostri obiettivi. Tuttavia, ana-
logamente a quanto evidenziato per BPMN, anche in questo caso crediamo
che i punti di forza di Reo possano essere sfruttati al meglio affiancandolo ad
uno strumento che riesca a sopperire alle sue mancanze, riuscendo in questo
modo a soddisfare completamente i requisiti RUPOS.
4.3 Confronto tra BPMN e Reo
Nella presente sezione riportiamo un confronto diretto tra BPMN e Reo. Le
considerazioni principali tratte durante l’analisi dei due formalismi e l’utiliz-
zo dei relativi strumenti di supporto, ci hanno permesso di valutare la reale
utilita` di BPMN e Reo nel raggiungimento dei nostri obiettivi. Per un richia-
mo agli obiettivi e ai requisiti del progetto RUPOS si puo` fare riferimento
alla sezione 2.4.
I criteri che hanno guidati l’analisi dei due formalismi si sono basati sui
seguenti requisiti:
• R1. Supportare in maniera semplice ed efficace gli utenti nel definire
le composizioni, mettendo a disposizione strumenti che permettano un
alto livello di astrazione.
• R2. Definire in modo formale i flussi di controllo delle interazioni.
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• R3. Eseguire e gestire in modo efficace i processi definiti.
• R4. Definire e gestire i vari tipi di eccezioni che si possono verificare
durante il funzionamento del sistema.
• R5. Gestire le modifiche all’implementazione dei servizi e delle appli-
cazioni.
• R6. Analizzare le principali proprieta` del sistema.
Come abbiamo spiegato nelle sezioni 4.1.3 e 4.2.3, ne´ Reo, ne´ BPMN sono
in grado di soddisfare completamente le nostre esigenze, infatti ne´ l’uno ne´
l’altro incontrano tutti quanti i requisiti che abbiamo appena elencato.
In ogni caso di seguito riportiamo un confronto di BPMN e Reo rispetto a
ciascuno dei requisiti specificati.
R1. Supportare in maniera semplice ed efficace gli utenti nel de-
finire le composizioni, mettendo a disposizione strumenti che per-
mettano un alto livello di astrazione
BPMN e` caratterizzato da una notazione friendly ed espressiva, in parte gra-
zie alla modellazione in stile flow chart, che riutilizza simboli ed elementi
generalmente noti agli utenti. Inoltre una delle proprieta` piu` apprezzate di
BPMN e` proprio la possibilita` di definire livelli di astrazione diversi per uno
stesso processo di business, che puo` essere descritto in maniera estremamente
generica fino al livello di dettaglio che si preferisce.
La rappresentazione grafica di connettori Reo invece non e` sicuramente molto
intuitiva. Gli elementi di base sono in numero ristretto, il che e` un vantaggio
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nel momento in cui si devono utilizzare e riconoscere, ma d’altro canto non
rappresentano concetti familiari all’utente. La modellazione anche di sem-
plici pattern diviene un compito assolutamente non banale per utenti non
addestrati. Dunque, se il contesto in cui si vuole utilizzare il linguaggio e`
quello della modellazione di flussi di lavoro, e` probabile che la notazione ba-
sata su canali di Reo non fornisca un livello di astrazione sufficientemente
alto.
R2. Definire in modo formale i flussi di controllo delle interazioni
Reo presenta l’importante vantaggio legato all’esistenza di diversi modelli
semantici a lui associati. Da un lato il linguaggio presenta delle solide basi
formali, dall’altro la possibilita` di far corrispondere ad un connettore vari
modelli semantici permette di scegliere quello piu` appropriato alle proprie
necessita`. In effetti, in ambito Reo modelli semantici diversi sono stati utiliz-
zati per scopi diversi ed in particolare come base implementativa di strumenti
diversi.
Sull’altro fronte, una delle caratteristiche che limita maggiormente BPMN
per i nostri propositi e` legato proprio agli aspetti formali della notazione.
Nel corso degli ultimi anni sono stati condotti alcuni studi volti alla cattura
della semantica della notazione, alcuni dei quali si sono concentrati su un
sottoinsieme degli elementi della notazione, altri ancora stanno venendo alla
luce in questi ultimi mesi, tuttavia siamo portati a pensare che allo stato
attuale manchino degli approcci e degli strumenti consolidati a supporto di
definizioni formali di processi BPMN.
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R3. Eseguire e gestire in modo efficace i processi definiti
Un aspetto che limita seriamente le potenzialita` del linguaggio Reo e` legato
all’impossibilita` di un’esecuzione automatica dei modelli di coordinamento
specificati. Nell’ambito della creazione di servizi composti, uno dei concetti
chiave sta nel riuscire ad automatizzare il piu` possibile il processo, pertanto
caratteristica sicuramente molto apprezzata e` la generazione automatica di
artefatti eseguibili. Nel caso di Reo il codice che implementa il coordinamento
viene prodotto automaticamente, ma si aspetta di interagire con componenti
per le quali il codice non viene prodotto. L’utente e` obbligato a scrivere a
mano il codice che implementa i componenti, pertanto l’esecuzione automa-
tica dei connettori non e` possibile. Inoltre anche scrivendo manualmente il
codice per i componenti, sarebbe necessario un ulteriore intervento sul codice
prodotto automaticamente per riuscire a gestire valori di ritorno e situazioni
eccezionali o di errore.
Per BPMN e strumenti relativi lo scenario e` molto diverso. Gli strumenti
software attualmente esistenti in grado di supportare la notazione BPMN
sono molteplici ed offrono funzionalita` che spaziano dalla modellazione alla
gestione di processi. Uno dei punti maggiormente enfatizzati dalla Intalio Inc.
relativamente a Intalio|BPMS (che abbiamo introdotto nella sezione 4.1.2) e`
la realizzazione di un approccio “zero-code writing”, ovvero la possibilita` di
ottenere soluzioni funzionanti senza la scrittura esplicita di codice. Il compo-
nente Designer infatti permette la traduzione automatica dei modelli BPMN
in processi BPEL completamente eseguibili senza il bisogno di scrivere codi-
ce aggiuntivo. I processi modellati attraverso il Designer vengono eseguiti su
Intalio|BPMS Server.
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R4. Definire e gestire i vari tipi di eccezioni che si possono verifi-
care durante il funzionamento del sistema
Reo non comprende meccanismi nativi per la definizione di eccezioni, che di
conseguenza dovranno essere esplicitamente modellate con gli strumenti di
base. Inoltre, come gia` specificato in precedenza, la gestione di situazioni
eccezionali o di errore implica l’intervento manuale dell’utente al fine di mo-
dificare il codice prodotto per la realizzazione del coordinamento.
Per quanto riguarda BPMN invece, la rappresentazione nativa di situazioni
di errore nel normale flusso di controllo o all’interno di transazioni e` suppor-
tata a partire dalla versione 1.0, dunque la gestione di eventi eccezionali o
di errori viene eseguita dal relativo codice BPEL prodotto o dall’eventuale
interprete BPMN su cui viene eseguito il processo.
R5. Gestire le modifiche all’implementazione dei servizi e delle ap-
plicazioni
Questo specifico requisito dovrebbe risultare intrinsecamente rispettato da
entrambi i formalismi. In particolare dovrebbe essere garantito dal principio
di Astrazione, che abbiamo discusso nella sezione 2.1. Una delle caratteristi-
che dei sistemi SOA infatti e` proprio l’astrazione dalle implementazioni inter-
ne dei servizi utilizzati, che vengono rappresentati invece dalle loro interfacce.
Pertanto anche nell’ambito della cooperazione applicativa, i cambiamenti dei
processi di business che implementano determinate funzionalita` non devono
riguardare gli attori che utilizzano i servizi. Diversamente, eventuali cambia-
menti delle interfacce potrebbero richiedere delle modifiche anche dei servizi
fruitori.
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R6. Analizzare le principali proprieta` del sistema
Come discusso in precedenza, negli anni sono stati sviluppati molteplici mo-
delli semantici associati al linguaggio Reo. I CA (e le varianti QCA e QIA)
sono uno dei modelli proposti e vengono utilizzati per la verifica formale di
proprieta` statiche e dinamiche. Un esempio e` il model checking dei connet-
tori, che permette di verificare a tempo di progettazione proprieta` quali ad
esempio la presenza di deadlock o l’equivalenza di connettori. Vereofy e` uno
strumento che puo` essere utilizzato per l’esecuzione di model checking basato
su formule in un formalismo ispirato alle logiche temporali. I connettori Reo
possono anche essere sottoposti a verifiche di proprieta` dinamiche, ad esem-
pio relative a requisiti non funzionali di tipo QoS. Il toolbox ECT include uno
strumento di simulazione che converte i connettori Reo in Catene di Markov
a Tempo Continuo (CTMC), che vengono date in pasto a Prism, un tool per
l’analisi di sistemi probabilistici utilizzato per analizzare le prestazioni del
modello di coordinamento specificato.
Al contrario, a nostro avviso le possibilita` di verifiche formali di processi mo-
dellati in BPMN sono piuttosto limitate. Sebbene esistano degli studi volti
a definire corrispondenze semantiche formali per i modelli BPMN, l’impres-
sione e` che allo stato attuale manchino degli strumenti consolidati per la
conduzione di verifiche formali.
Avendo presentato le capacita` di BPMN e Reo, “incrociandole” con i
requisiti che abbiamo bisogno di soddisfare risulta chiaro che ne´ BPMN ne´
Reo sono in grado di fornirci una copertura di tali requisiti. Tuttavia le
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osservazioni presentate permettono di determinare quali requisiti possono
essere soddisfatti da ciascuno dei due formalismi e possono servire da punto
di partenza per considerazioni ulteriori, nel nostro caso, quelle che hanno
portato alla creazione del framework concettuale, come vedremo nel capitolo
5.
Capitolo 5
Un Framework Concettuale per
RUPOS
L’analisi comparata di BPMN e Reo proposta nel capitolo 4 ci ha permesso di
concludere che nessuno dei due formalismi e` idoneo per i nostri fini. Tuttavia
le conoscenze acquisite riguardo le effettive potenzialita` dei due formalismi
hanno suggerito uno studio sulla possibilita` di fondere le capacita` di BPMN
e Reo. Abbiamo valutato le capacita` complessive di BPMN e Reo, riassunte
nelle sezioni 5.1 e 5.2, il che ci ha permesso di progettare un framework
concettuale che propone delle linee di interazione per il raggiungimento degli
obiettivi RUPOS. L’architettura del framework e` proposta nella sezione 5.3.
Infine nella sezione 5.4 viene specificato in che modo il framework concettuale
proposto riesce a soddisfare i requisiti RUPOS.
159
5.1. Composizione 160
5.1 Composizione
Nel nostro lavoro di tesi, oltre alla cooperazione applicativa, che rappresenta
il contesto di applicazione, l’enfasi e` posta da una parte sulla composizio-
ne automatica, dall’altra sulla verifica di proprieta` di servizi. Nel corso di
questa sezione e della successiva, riassumeremo le capacita` di BPMN e Reo,
il primo nell’ottica della composizione di servizi, il secondo come strumento
per la verifica dei modelli di coordinamento.
Nel capitolo 4 abbiamo discusso sotto vari aspetti la composizione automa-
tica di servizi. In realta` il nostro caso si discosta in una certa misura dal
processo classico di composizione automatica: l’ambito della cooperazione
applicativa, nel quale si contestualizza il progetto RUPOS (e quindi il no-
stro lavoro), fa riferimento ad un insieme tipicamente limitato di domini, che
offrono un insieme normalmente noto di servizi. Pertanto in prima approssi-
mazione possiamo assumere di conoscere l’insieme di servizi su cui possiamo
fare affidamento, il che ci risparmia l’oneroso quanto complesso compito di
ricerca automatica e matching dei servizi. Inoltre il nostro contesto ci forni-
sce un ulteriore vantaggio, determinato dal fatto che la definizione dei servizi
e` statica, dunque la specifica di composizioni a tempo di progettazione per-
mette di intervenire manualmente su questioni quali l’adattamento dei dati.
Il processo di composizione automatica, adattato ai nostri scopi, si concentra
dunque sulle seguenti fasi:
• Specifica dell’obiettivo.
• Modellazione del processo di business.
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• Generazione di un formato eseguibile.
• Esecuzione del servizio.
BPMN nasce con l’intento di costituire uno strumento comprensibile a tutti
gli utenti coinvolti nella modellazione e realizzazione dei processi. BPMN
e` uno strumento potente per la modellazione di processi di business ed e`
caratterizzato da una notazione friendly ed espressiva, in parte grazie alla
modellazione in stile flow chart, che riutilizza simboli ed elementi spesso noti
al modellatore. Una delle sue proprieta` piu` apprezzate e` la possibilita` di
definire livelli di astrazione molto diversi per uno stesso processo di business.
BPMN vanta ormai piu` di settanta implementazioni, il che conferma come si
sia definitivamente affermato come standard per la modellazione dei processi
di business.
Viste le sue proprieta` espressive e la rilevanza che sta continuando ad as-
sumere nell’ambito della modellazione di business process, abbiamo ritenuto
opportuno adottare BPMN come notazione di riferimento per la specifica dei
servizi composti. La nostra scelta e` stata motivata sia dalle proprieta` intrin-
seche della notazione, sia dal valido supporto fornito dagli ambienti software
per il suo utilizzo.
Notiamo infatti come l’impiego di BPMN, associato ad opportuni strumenti
di modellazione ed esecuzione di processi di business ci permetta di realizzare
composizione automatica di servizi secondo le fasi che abbiamo specificato.
Specifica dell’obiettivo
La specifica dell’obiettivo puo` essere vista come una descrizione piu` o meno
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informale data in linguaggio naturale o in un qualche formalismo, attraverso
la quale gli analisti di business descrivono le funzionalita` richieste al servizio
composto. Vista in questi termini, la fase di specifica non coinvolge diretta-
mente gli strumenti di modellazione. E’ possibile far coincidere la specifica
direttamente con la modellazione del processo, in tal caso la descrizione delle
funzionalita` offerte dal nuovo servizio verra` fornita direttamente in termini
del flusso di lavoro che si implementa e dei servizi che vengono utilizzati.
Modellazione del processo di business
La modellazione del processo di business e` la fase principale della composi-
zione, in cui e` possibile sfruttare appieno le potenzialita` del linguaggio. Nella
sezione 4.1.3 abbiamo illustrato un esempio di processo di business modellato
a livelli di astrazione diversi. Effettivamente BPMN puo` essere utilizzato per
descrivere aspetti e livelli di dettaglio molto diversi, in base alla prospettiva
che guida il diagramma. Questo aspetto e` perfettamente in linea con il re-
quisito di una notazione semplice e ad alto livello.
La possibilita` di definire allo stesso tempo aspetti puramente legati al pro-
Fig. 5.1: Modello di collaborazione tradizionale
cesso di business ed aspetti prettamente tecnici con la stessa notazione e
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all’interno dello stesso ambiente di modellazione, costituisce una rottura dei
vecchi standard tradizionali di cooperazione tra il personale IT e quello di
business.
In Figura 5.1 e` rappresentata una schematizzazione del “vecchio” stile di col-
laborazione, mentre la Figura 5.2 illustra il modello di cooperazione a cui
facciamo riferimento. Uno scenario tipico in cui viene messa in pratica la
Fig. 5.2: Modello di collaborazione ad ambiente condiviso
collaborazione di personale con competenze diverse su un ambiente BPMN e`
il seguente:
• Gli analisti di business definiscono (ad esempio attraverso un diagram-
ma di flusso) l’obiettivo del servizio composto che si desidera definire.
• L’obiettivo viene modellato in notazione BPMN astraendo dagli specifi-
ci servizi che saranno utilizzati: vengono specificate solo le funzionalita`
richieste.
• In un momento successivo verranno specificati i servizi reali a cui ri-
chiedere le funzionalita` necessarie.
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• Il personale IT specifichera` i dettagli relativi ai servizi coinvolti quali:
dati di localizzazione dei servizi, specifica delle interfacce, insieme delle
funzionalita` fornite, formato dei dati.
• Verranno specificate eventuali trasformazioni sui dati forniti o richiesti
dai servizi.
Notiamo come utenti che operano su livelli molto distanti possano ugualmen-
te condividere lo stesso ambiente di modellazione.
Generazione di un formato eseguibile
Una volta conclusa la fase di modellazione, il processo di business e` com-
pletamente specificato in BPMN. Normalmente a questo punto sono stati
descritti anche i dettagli meramente tecnici. In alcuni sistemi di gestione
di processi di business e` possibile ad esempio includere nei diagrammi BPD
dei file in formato standard, ad esempio WSDL, per specificare in maniera
completa le caratteristiche del servizio. Gli strumenti di modellazione BPMN
normalmente supportano anche tipici meccanismi di trasformazione dei dati,
per i quali potranno essere necessari dei passi di adattamento per rispettare
le strutture richieste dai servizi.
A questo punto un tipico BPMS permette la generazione del codice che im-
plementa il processo modellato (o l’eventuale interpretazione del relativo dia-
gramma BPD).
Esecuzione del servizio
Una volta prodotto il codice per l’esecuzione del processo di business, tipica-
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mente in linguaggi standard quali BPEL, tale codice potra` essere sottoposto
a deployment su un opportuno ambiente di esecuzione. Molti sistemi di ge-
stione di business process producono in output codice BPEL che puo` quindi
successivamente essere eseguito su engine BPEL quali Apache ODE [168] e
Oracle BPEL Process Manager [170].
Abbiamo visto come BPMN possegga le capacita` necessarie per esprimere
e realizzare composizioni di servizi, per questo motivo decidiamo di adottarlo
come strumento per la realizzazione di servizi composti nel nostro framework
concettuale. Nella sezione 5.4 vedremo come i requisiti RUPOS sulla compo-
sizione vengano soddisfatti dall’integrazione di BPMN e dei relativi strumenti
di supporto all’interno del framework.
5.2 Verifica
Nel processo di creazione di applicazioni SOA, la fase di progettazione e` la
piu` importante per la creazione di orchestrazioni o coreografie. Diventa dun-
que fondamentale la validazione e la verifica dei flussi di lavoro per riuscire
a dimostrarne la correttezza e per riuscire a dimostrare specifiche proprieta`
dei modelli di coordinamento specificati. Nell’ambito del nostro studio, l’ap-
plicazione di meccanismi e strumenti di verifica al progetto RUPOS ci porta
a distinguere due tipologie di verifiche:
• Verifiche di correttezza, realizzabili staticamente.
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• Verifica di proprieta` non funzionali, tipicamente legate all’esecuzione
dei servizi coinvolti.
E’ sempre piu` diffusa l’opinione secondo la quale l’utilizzo di metodi formali
rigorosi possa apportare un valore aggiunto significativo alla creazione di ap-
plicazioni orientate ai servizi. Tali metodi permettono di analizzare i modelli
di interazione tra i componenti e verificare opportune proprieta` di interesse.
Inoltre i protocolli di coordinamento tra componenti impongono modelli di
comunicazione spesso complessi, normalmente concorrenti ed asincroni. Na-
scono cos`ı numerosi problemi, tipici degli ambienti concorrenti, legati ad
esempio alla sincronizzazione, alla correttezza e alla presenza di deadlock
[182]. Ovviamente all’aumentare della complessita`, anche i modellatori piu`
esperti non sono in grado di analizzare a fondo i modelli di coordinamento.
In sistemi con caratteristiche simili a quelle che abbiamo descritto ci si affida
a tecniche di verifica formale (come il model checking) per individuare pro-
blemi e verificare alcune proprieta`.
L’obiettivo ultimo e` dunque la creazione di servizi “corretti” (che rispettino
determinate proprieta`) attraverso l’impiego di tecniche formali.
Accanto alle caratteristiche di correttezza, un servizio dovrebbe mirare
ad essere efficiente, ad esempio in termini di tempo di servizio. In ambiti
come il nostro, caratterizzati da composizione di servizi a tempo di progetta-
zione (composizione statica), e` plausibile pensare di dover scegliere i servizi
da utilizzare in base a proprieta` non funzionali (tempo di servizio, costi, af-
fidabilita`, ...) o scegliere di progettare servizi composti con specifici requisiti
non funzionali.
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La simulazione e` uno strumento notoriamente utile per valutare il livello di
qualita` di un processo [31] e permette di evitare il testing reale sotto par-
ticolari condizioni, che potrebbe risultare costoso o complesso da realizzare.
In particolare, nei contesti orientati ai servizi, le prestazioni di un singolo
processo possono influire potenzialmente su tutto il modello di coordinamen-
to, dunque risulta piuttosto pratico riuscire a valutare i singoli servizi prima
di eseguire realmente le orchestrazioni. L’analisi dei risultati di una simu-
lazione puo` essere utilizzata per avere un riscontro sulle prestazioni generali
di un servizio composto ed eventualmente permettere al progettista di rim-
piazzare i servizi o modificare adeguatamente la struttura dell’orchestrazione.
Reo e` un linguaggio per la specifica di modelli di coordinamento per il
quale negli ultimi anni sono stati sviluppati diversi modelli formali ([5], [12]
e [43]).
Abbiamo introdotto nella sezione 4.2.2.1 alcuni dei modelli semantici asso-
ciati: colorazione di connettori, Constraint Automata (CA), Quantitative
Constraint Automata (QCA) e Quantitative Intentional Automata (QIA).
I CA (e le varianti QCA e QIA), costituiscono probabilmente il modello se-
mantico piu` utilizzato e vengono impiegati per eseguire verifiche di proprieta`
statiche e dinamiche dei connettori. La trasformazione di connettori Reo in
CA viene utilizzata per model checking o controllo di equivalenza tra con-
nettori. L’approccio alla verifica e` implementato negli strumenti di supporto
a Reo. ECT offre meccanismi relativamente semplici per la creazione di con-
nettori, tuttavia man mano che aumenta la complessita` dei connettori, cresce
la difficolta` di interpretarli. Dunque l’applicazione di Reo a scenari complessi
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richiede la presenza di strumenti che supportino l’analisi dei meccanismi di
coordinamento. Il model checking dei connettori viene eseguito attraverso
lo strumento Vereofy, che consente di verificare proprieta` espresse in Logica
Temporale Lineare e Branching, e di controllare l’equivalenza tra connettori.
I connettori Reo possono essere sottoposti anche ad altri tipi di verifica, ad
esempio l’analisi di proprieta` non funzionali. Sono stati ad esempio sviluppa-
ti dei metodi per la verifica di connettori specificati in Stochastic Reo (Reo
in versione stocastica), che permette di catturare aspetti legati al contesto in
cui vengono eseguiti i connettori e che ne influenzano la performance.
I CA non sono in grado di catturare informazioni relative alla qualita` dei
canali e per ovviare a questo inconveniente sono stati introdotti i Quantita-
tive Constraint Automata (QCA), che permettono di specificare e discutere
proprieta` di tipo QoS di connettori Reo. Tuttavia, sebbene i QCA forniscano
uno strumento ricco per la modellazione di servizi composti, non prendono in
considerazione informazioni sull’ambiente di esecuzione, che possono incidere
sulle prestazioni del sistema. I cosiddetti Quantitative Intentional Automata
(QIA) nascono per modellare tanto i dettagli interni di un sistema quanto
l’influenza esercitata dall’ambiente esterno e costituiscono un modello seman-
tico per Reo in versione stocastica. Attraverso l’utilizzo dei QIA e` possibile
specificare modelli di coordinamento prendendo in considerazione il costo dei
componenti, del loro coordinamento e l’incidenza di fattori esterni (frequen-
za di arrivo delle richieste, ritardi dei canali, etc.). I QIA vengono usati per
la realizzazione di simulazioni di connettori Reo: in ECT viene eseguita la
conversione dei QIA in CTMC (Catene di Markov a Tempo Continuo), che
vengono date in pasto a PRISM, uno strumento per analisi stocastiche. Al-
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cuni dei dati proposti in output al termine della simulazione sono: richieste
perse, tempo medio di attesa, utilizzo dei buffer, utilizzo dei canali, ritardo
punto a punto.
Indipendentemente dallo specifico utilizzo che si abbia in mente, e` eviden-
te che Reo e` uno strumento con delle solide basi formali. L’esistenza di diversi
modelli semantici a lui associati permette di scegliere quello piu` appropriato
in base alle specifiche necessita`. In base alle seguenti considerazioni abbiamo
deciso di impiegare Reo nel nostro framework concettuale come strumento
principale per la realizzazione di verifiche sui servizi composti. Nella sezio-
ne 5.4 vedremo come i requisiti RUPOS sulla verifica vengano soddisfatti
dall’integrazione nel framework di Reo e degli strumenti associati.
5.3 Architettura
Avendo riassunto le capacita` che e` possibile sfruttare attraverso l’impiego di
BPMN e Reo, e` nostra intenzione presentare una possibile architettura per
un framework concettuale in grado di integrare i due formalismi e gli stru-
menti per il loro utilizzo.
La progettazione di una piattaforma in grado di permettere la definizione,
la verifica e l’esecuzione di servizi composti puo` essere realizzata pensando
intuitivamente ad un’architettura ad alto livello come quella rappresentata in
Figura 5.3. La figura illustra la struttura di massima necessaria per la realiz-
zazione dei casi d’uso RUPOS. Le diverse tipologie di utenti si interfacciano
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Fig. 5.3: Architettura di massima
con un ambiente di modellazione che permette di specificare graficamente il
processo di business da implementare. Il modello cos`ı creato dovra` essere
sottoposto a deployment su un ambiente in cui avverra` l’effettiva esecuzio-
ne. Inoltre, come specificato nei requisiti, dovra` essere possibile la verifica di
proprieta` statiche e dinamiche del business process. Per questo motivo un
componente di verifica dovra` interagire con l’ambiente di modellazione (per
le verifiche statiche sul modello) e con quello di esecuzione (per le verifiche
dinamiche).
La struttura rappresentata pero` non aggiunge informazioni sostanziali rispet-
to a quella che potrebbe essere l’architettura di qualsiasi piattaforma SOA,
senza contare inoltre che sarebbe utile avere un’idea degli strumenti che in-
terverranno per la realizzazione dei casi d’uso.
Il passo successivo ci porta dunque a considerare i macrocomponenti pro-
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posti nell’architettura in Figura 5.3 e cercare di “specializzarli” nell’ottica
dell’utilizzo di BPMN e Reo.
Alla luce dalle informazioni acquisite, e` naturale immaginare che, per via
delle loro caratteristiche, i due formalismi interverranno in percentuali molto
diverse nelle fasi del processo di creazione di servizi: BPMN verra` integrato
prevalentemente nei componenti di modellazione ed esecuzione, mentre Reo
verra` introdotto prevalentemente nel componente di verifica.
Raffiniamo quindi l’architettura di massima ed aggiungiamo nuovi elementi
che modellino l’introduzione di BPMN e Reo nei componenti opportuni. L’ar-
chitettura risultante sara` quella mostrata in Figura 5.4. Osserviamo come
Fig. 5.4: Architettura del framework concettuale - 1
l’architettura proposta comprenda un insieme di componenti a noi familiari
e sia basata sulla fusione di strumenti per la modellazione e la verifica in
BPMN e Reo. I componenti proposti, assieme ad opportuni meccanismi di
interazione che descriveremo a breve, costituiscono un framework unificato
per la modellazione, la verifica e l’esecuzione di servizi composti. Come si
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puo` notare in figura, il framework dovra` interagire con i servizi di base uti-
lizzati nella composizione e con alcuni strumenti esterni che parteciperanno
nel processo di verifica.
Passiamo a descrivere brevemente i componenti presenti nel nostro framework.
Ambiente di modellazione
L’ambiente di modellazione e` il componente principale con cui gli utenti inte-
ragiscono. L’utilizzo di un ambiente visuale permette di sfruttare una nota-
zione intuitiva e ad alto livello come BPMN per la modellazione di processi di
business all’interno di un ambiente condiviso con gli altri utenti coinvolti nel-
la progettazione. L’esistenza di un simile componente permette al framework
di supportare in maniera semplice la creazione di processi di business di com-
plessita` arbitraria a diversi livelli di astrazione.
L’ambiente di modellazione del nostro framework potrebbe essere costituito
ad esempio da Intalio|BPMS Designer [108], il che permetterebbe l’integra-
zione del componente all’interno di un sistema di gestione di processi di
business, Intalio|BPMS, che metterebbe inoltre a disposizione un ambiente
per l’esecuzione.
La funzionalita` principale offerta dal componente e` la modellazione grafica
del servizio composto in notazione BPMN. E’ possibile che siano disponibili
funzionalita` aggiuntive quali la verifica di conformita` agli standard BPMN,
ma questo dipendera` dallo specifico prodotto che si intenda utilizzare.
In generale e` possibile istanziare il componente in questione su un qualsiasi
ambiente di modellazione che supporti la notazione BPMN.
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Modello intermedio
Questo componente si occupa della gestione del modello intermedio, che in
questo caso e` rappresentato dal linguaggio Reo. In questo componente ven-
gono mantenute le rappresentazioni formali dei modelli semantici associati ai
processi di business creati nell’ambiente di modellazione. Nel caso di Reo, il
componente costituira` un ambiente per la visualizzazione e la modifica dei
connettori Reo. A livello funzionale dunque sara` possibile:
• visualizzare il processo di business modellato in BPMN attraverso una
sua rappresentazione come connettore Reo;
• visualizzare e modificare graficamente la rappresentazione semantica
del processo sotto forma di Constraint Automata;
• visualizzare i possibili flussi di esecuzione del connettore attraverso
animazioni basate sulla colorazione di connettori.
Il componente verra` istanziato sul Reo editor contenuto nel toolbox ECT
(Eclipse Coordination Tools), descritto nella sezione 4.2.2.2.
Ambiente di esecuzione
L’ambiente di esecuzione rappresenta il componente di piu` basso livello del
framework. E’ il livello a cui viene effettivamente eseguito il servizio composto
definito e che si interfaccia con i servizi di base specificati nel modello di
coordinamento definito dall’utente. Un’opzione per l’ambiente di esecuzione
potrebbe essere Intalio|BPMS Server [108], ma in generale potrebbe essere
adottato un qualsiasi motore BPEL.
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Questo componente permette l’esecuzione del processo BPEL corrispondente
al modello di coordinamento espresso in BPMN.
Eventuali funzioni accessorie dipenderanno dallo specifico prodotto software
utilizzato come ambiente di esecuzione.
Ambiente di verifica
L’ambiente di verifica, come e` possibile osservare in Figura 5.4, e` basato
su una rappresentazione del servizio composto nel formalismo intermedio,
nel nostro caso Reo. Tale componente e` rappresentato dagli strumenti di
model checking e di simulazione messi a disposizione dal toolbox ECT. A
partire da un connettore Reo che modella il servizio composto, e` possibile
utilizzare l’ambiente grafico di simulazione per inserire i valori relativi alle
proprieta` non funzionali interessanti, impostare i parametri della simulazione
e visualizzarne i risultati. Alcune delle statistiche osservabili sono:
• livello di utilizzo dei canali;
• livello di utilizzo di uno specifico percorso;
• richieste soddisfatte senza attesa;
• tempo medio di attesa su un nodo;
• richieste in arrivo da una specifica sorgente;
• ritardo punto a punto;
• tempo medio di esecuzione di un processo.
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L’altro strumento utilizzato per la verifica e` il model checker integrato nel-
l’ECT. Analogamente a quanto succede per il simulatore, l’utente puo` in-
teragire con l’ambiente grafico per la verifica di correttezza sui connettori.
L’utente puo` inserire le formule da verificare (indicate nell’architettura con
P1, P2, ..., Pn), visualizzare i risultati del model checking ed eventuali con-
troesempi per le formule non verificate. Il formalismo utilizzato per esprimere
le formule dipende dallo specifico strumento usato per la verifica (ad es. Pri-
sm o mcrl2), tuttavia alcune delle tipiche proprieta` che e` possibile verificare
sono:
• presenza di deadlock;
• precedenze tra attivita`;
• relazione di implicazioni tra attivita`;
• sincronizzazione di attivita`;
• imposizione di una proprieta` in seguito ad una particolare condizione.
Il componente di verifica offre nel complesso le seguenti funzionalita`:
• esecuzione di simulazioni sul connettore in base ai valori specificati per
ciascun canale;
• individuazione di stati di deadlock o livelock;
• controllo di equivalenza tra connettori;
• controllo di correttezza in base alle formule specificate.
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Notiamo che, come e` possibile osservare in Figura 5.4, l’ambiente di verifica
non permette la traduzione di connettori ad una versione eseguibile. Que-
sta funzionalita` era stata implementata in un primo momento nel toolbox
ECT e prevedeva la conversione da Reo a BPEL, ma il progetto e` stato in
seguito abbandonato. Come ribadiremo nel capitolo 6, l’implementazione di
uno strumento di traduzione automatica a un formato eseguibile sarebbe un
interessante sviluppo nel contesto del nostro framework.
Come riportato nella rappresentazione dell’architettura, il framework inte-
ragisce con due componenti esterni, Prism [116] e Vereofy [112], utilizzati
rispettivamente per il supporto all’analisi delle prestazioni e per l’esecuzione
delle verifiche di correttezza sui connettori. Nelle ultime release del toolbox
ECT e` stato integrato mcrl2 [117], un ulteriore tool per l’esecuzione di model
checking basato su µ-calcolo.
Le possibili interazioni tra i componenti sono modellate nell’architettu-
ra raffigurata in Figura 5.5, tuttavia per maggiore chiarezza, in Figura 5.5
vengono rappresentati anche i componenti che implementano le conversioni
tra i vari modelli formali utilizzati. Tali convertitori permettono l’interazione
tra i componenti attraverso la conversione del modello di coordinamento dei
servizi nei formalismi richiesti da ciascuno dei componenti.
In particolare, in Figura 5.5 abbiamo introdotto i seguenti componenti:
BPMN2Reo
Realizza la conversione del diagramma di business process (BPD) definito
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Fig. 5.5: Architettura del framework concettuale - 2
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all’interno dell’ambiente di modellazione BPMN nell’equivalente connettore
Reo. La conversione viene realizzata ai fini di un eventuale utilizzo dei mec-
canismi di verifica offerti dal framework. Una volta prodotto il connettore e`
possibile visualizzarlo e modificarlo in base alle funzionalita` dell’editor Reo.
BPMN2BPEL
E’ il componente che implementa il passaggio del diagramma BPD ad un
formato eseguibile, in questo caso BPEL. Normalmente, se l’ambiente di
modellazione BPMN utilizzato e` sufficientemente potente, lo strumento di
conversione a BPEL e` integrato direttamente nell’ambiente. Uno scenario
alternativo e` quello in cui l’editor BPMN permetta solo l’esportazione del
BPD, nel qual caso bisognera` impiegare un componente esterno di conversio-
ne o adottare un ambiente di esecuzione in grado di eseguire la traduzione a
BPEL.
Reo2CA
Questo componente realizza la conversione di connettori Reo nei relativi Con-
straint Automata (CA) o Quantitative Intentional Automata (QIA), in base
alle informazioni che sono state aggiunte ai connettori. Nel caso di conver-
sione a CA, lo scenario di utilizzo e` quello delle verifiche di correttezza, nel
qual caso sara` necessario fornire in input un insieme di formule da verificare
specificate in un opportuno formalismo. La conversione di un connettore nel
relativo QIA prevede che allo stesso siano stati aggiunti i dati sulla perfor-
mance dei canali.
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QIA2MC
Il componente di conversione in questione esegue la traduzione di un Quan-
titative Intentional Automaton (QIA) in una Catena di Markov a Tempo
Continuo (CTMC). Questa traduzione del connettore viene effettuata ai fini
della simulazione: la rappresentazione in CTMC permette infatti l’utilizzo di
Prism, uno strumento per l’analisi di sistemi con comportamento probabili-
stico.
BPEL2Reo
Il componente permette di tradurre un processo BPEL (modellato per mezzo
di un opportuno sottoinsieme di elementi del linguaggio) in un connettore
Reo. Questo convertitore, integrato nell’Eclipse Coordination Tool per Reo,
e` rappresentato in Figura 5.5 con una linea tratteggiata, ad indicare che im-
plementa una funzionalita` che non faceva parte dei requisiti. Un possibile
utilizzo potrebbe essere l’analisi a posteriori di servizi gia` in funzione, per i
quali dunque non si dispone di un modello BPMN ma solo del relativo pro-
cesso BPEL.
5.4 Soddisfacimento dei Requisiti
Il framework proposto nella sezione 5.3 e` composto dai seguenti componenti
principali:
• un ambiente per la modellazione ad alto livello;
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• un ambiente di manipolazione del modello intermedio;
• un ambiente di esecuzione;
• un ambiente di verifica.
Tali componenti manipolano il modello di coordinamento del servizio com-
posto, opportunamente tradotto per mezzo di un insieme di convertitori.
Per riuscire a raggiungere gli obiettivi RUPOS, che abbiamo introdotto nella
sezione 2.4, dobbiamo essere in grado di combinare le funzionalita` di BPMN
e Reo in una soluzione integrata in grado di sfruttare al meglio le potenzialita`
di entrambi.
Ricordiamo che il raggiungimento degli obiettivi RUPOS e` condizionato dal
soddisfacimento dei seguenti requisiti:
• R1. Supportare in maniera semplice ed efficace gli utenti nel definire le
composizioni ad un alto livello di astrazione.
• R2. Definire in modo formale i flussi di controllo delle interazioni.
• R3. Eseguire e gestire in modo efficace i processi definiti.
• R4. Definire e gestire i vari tipi di eccezioni che si possono verificare.
• R5. Gestire le modifiche all’implementazione dei servizi e delle appli-
cazioni.
• R6. Analizzare le principali proprieta` del sistema.
Mostreremo in seguito come il framework proposto sia in grado di implemen-
tare tutte le funzionalita` necessarie per il soddisfacimento dei requisiti.
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Le funzionalita` principali offerte complessivamente dal framework sono le se-
guenti:
F1. Progettazione di modelli di coordinamento di servizi in BPMN
Questa funzionalita` e` offerta dall’ambiente di modellazione e permette la crea-
zione grafica di diagrammi BPMN a diversi livelli di astrazione.
F2. Progettazione di modelli di coordinamento di servizi in Reo
Il componente di gestione del modello intermedio permette la progettazione
di orchestrazioni in Reo, mentre l’interazione con l’ambiente di modellazione
BPMN e il convertitore BPMN2Reo permette la modifica di modelli di coor-
dinamento originariamente specificati in BPMN.
F3. Creazione e modifica di modelli di coordinamento in Reo a
partire da diagrammi BPD in BPMN
Diagrammi di modellazione di processi di business possono essere tradotti in
connettori Reo attraverso l’opportuno componente di conversione. L’utilizzo
del componente di gestione del modello intermedio permette la successiva
modifica dei connettori.
F4. Creazione e modifica di modelli di coordinamento in Reo a
partire da processi BPEL
Processi BPEL esistenti possono essere tradotti in connettori Reo attraverso
l’opportuno componente di conversione. L’utilizzo del componente di gestio-
ne del modello intermedio permette la successiva modifica dei connettori.
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F5. Animazione di modelli di coordinamento specificati in Reo
Modelli di coordinamento specificati in Reo o importati attraverso i compo-
nenti di conversione possono essere animati dal componente di gestione del
modello intermedio al fine di visualizzare l’andamento del flusso di controllo.
F6. Verifica di proprieta` dei modelli di coordinamento
Il componente preposto al model checking, assieme allo strumento di con-
versione di connettori Reo in Constraint Automata, permette la verifica di
proprieta` specificate in un opportuno formalismo.
F7. Analisi delle prestazioni dei modelli di coordinamento via si-
mulazione
I modelli di coordinamento espressi dai connettori Reo possono essere sotto-
posti a simulazione per l’analisi di alcune proprieta` non funzionali. I compo-
nenti coinvolti sono il simulatore, lo strumento esterno Prism ed i convertitori
Reo2CA e QIA2MC.
F8. Esecuzione di modelli di coordinamento a partire da diagram-
mi BPD in notazione BPMN
Questa funzionalita` permette di passare da una modellazione grafica dei servi-
zi composti alla loro esecuzione previa un’eventuale conversione in un formato
eseguibile. Il componente di conversione BPMN2BPEL traduce i diagrammi
in processi BPEL, che potranno essere eseguiti nell’ambiente di esecuzione.
F9. Conversioni BPMN-Reo, Reo-CA, BPEL-Reo, BPMN-BPEL,
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QIA-MC
Le funzioni di conversione tra formalismi giocano un ruolo fondamentale nel-
la realizzazione delle funzionalita` che abbiamo menzionato. I convertitori
potrebbero essere usati anche per eventuali integrazioni di altri strumenti
esterni.
In Figura 5.6 viene specificato in che modo ciascun requisito viene realizzato
Fig. 5.6: Corrispondenza tra requisiti e funzionalita`
dalle funzionalita` offerte (con l’asterisco vengono indicate le funzionalita` che
non corrispondono in maniera stretta al requisito in questione):
Il requisito R1 viene soddisfatto dalla funzionalita` F1, che consente di proget-
tare graficamente modelli BPMN. Anche la funzionalita` F2 potrebbe essere
associata a questo requisito poiche´ parte della modellazione potrebbe essere
eseguita direttamente in Reo.
Il requisito R2 viene soddisfatto dalle funzionalita` F2 e F3, che permettono
di specificare in modo formale i flussi di controllo, attraverso connettori Reo
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creati dall’utente o a partire da diagrammi in BPMN. La funzionalita` F4
permetterebbe di descrivere modelli di coordinamento direttamente in Reo,
sfruttando i modelli formali ad esso associati. La funzionalita` F5 puo` esse-
re connessa a questo requisito nel senso che le animazioni costituiscono una
rappresentazione grafica della semantica dei connettori. La funzionalita` F9
permette di creare un modello formale (in Reo e modelli semantici a lui as-
sociati) attraverso la conversione dalla notazione BPMN.
Il requisito R3 viene soddisfatto dalla funzionalita` F8 di esecuzione di modelli
di coordinamento BPMN.
Il requisito R4 viene soddisfatto grazie alle funzionalita` F1 e F8 che permetto-
no di implementare la gestione delle eccezioni prima a livello di progettazione
e quindi a livello di esecuzione.
Il requisito R5 e` implementato dalle funzionalita` F1 e F8, che permettono di
gestire le modifiche ai servizi, se necessario, rimodellando la composizione ed
effettuando nuovamente il deployment e l’esecuzione.
Il requisito R6 viene soddisfatto dalle funzionalita` F6 e F7 che, attraverso
model checking e simulazioni permettono la verifica di proprieta` (invarianti,
non funzionali, ...) dei modelli di coordinamento.
Possiamo quindi concludere che effettivamente la fusione delle capacita` di
BPMN e Reo in un unico strumento integrato permette di soddisfare appieno
i requisiti del progetto RUPOS.
Capitolo 6
Sviluppi Futuri
I requisiti del progetto RUPOS, l’analisi dei formalismi per il coordinamento
di servizi e dei relativi strumenti ci hanno guidato verso alcune scelte pro-
gettuali che si sono concretizzate nel framework proposto. Allo stesso tempo
pero` abbiamo avuto modo di considerare alcuni miglioramenti del lavoro
proposto ed eventuali sviluppi futuri, che discuteremo nel presente capitolo.
6.1 Potenziamento delle Funzionalita`
Alcuni dei possibili sviluppi futuri della tesi che abbiamo presentato, sono
legati all’estensione dell’architettura introdotta nella sezione 5.3 con l’obiet-
tivo di aumentare l’integrazione dei componenti esistenti e introdurre nuove
interessanti funzionalita`.
Come abbiamo discusso, Reo editor permette di eseguire modifiche ai modelli
di coordinamento in formato Reo. Inoltre a partire da tale formato vengono
realizzate le verifiche di correttezza e le simulazioni. E’ ragionevole pensare
185
6.1. Potenziamento delle Funzionalita` 186
che le analisi dei modelli possano suggerire delle modifiche o mettere in evi-
denza dei problemi. Con l’architettura proposta nella sezione 5.3 avremmo
davanti due opzioni:
• in prospettiva del deployment del servizio, sarebbe necessario apportare
le modifiche a livello di notazione BPMN e quindi eseguire nuovamente
la conversione al modello intermedio e le analisi desiderate;
• il modello di coordinamento potrebbe essere modificato anche diretta-
mente a livello intermedio, il che eviterebbe la necessita` di convertirlo
prima di eseguire le analisi di proprieta`. Tuttavia il modello modificato
non potrebbe essere sottoposto a deployment, a meno che nell’archi-
tettura non venga aggiunto un componente che permetta di passare da
Reo a BPEL.
Lo scenario descritto mette in evidenza due possibili sviluppi:
• il primo legato all’introduzione di un componente che implementi la
traduzione da Reo a BPMN, in modo tale che le modifiche apportate al
livello intermedio si possano riflettere anche sulla definizione ad alto li-
vello (BPMN), in modo da poter successivamente eseguire il deployment
del servizio composto opportunamente corretto;
• il secondo sviluppo introduce l’idea di un componente che eviti il round-
trip BPMN-Reo, ma faccia comunque in modo che le modifiche appor-
tate al livello intermedio di ripercuotano sul servizio composto effetti-
vamente realizzato. Sarebbe necessario un traduttore che permettesse
la conversione di Reo ad un formato eseguibile, per uniformita` con la
nostra architettura sarebbe preferibile un convertitore Reo-BPEL.
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Infine l’analisi del linguaggio di coordinamento Reo aveva suggerito un altro
possibile sviluppo, finalizzato a rendere automaticamente eseguibili i connet-
tori. La mancanza di una concreta automatizzazione dei modelli di coordi-
namento specificati e` uno dei limiti principali del linguaggio: la generazione
automatica di codice Java non produce il codice necessario all’implementa-
zione dei componenti, per cui l’utente (che deve essere dotato di competenze
tecniche) deve scrivere a mano il codice necessario. Come risultato anche da
una nostra discussione con gli stessi sviluppatori di Reo, sarebbe auspicabile
la creazione di uno strumento che, attraverso l’implementazione automati-
ca di componenti astratte e l’interazione con il codice del connettore, fosse
in grado di realizzare comunicazioni per l’invocazione di servizi Web. Inol-
tre sarebbe necessario modificare la produzione del codice per il connettore
in modo da includere anche la gestione dei valori di ritorno e di situazioni
eccezionali o di errore.
6.2 Nuove Caratteristiche
Un’altra direzione per degli eventuali sviluppi della nostra tesi e` l’amplia-
mento delle funzionalita` offerte dal framework.
Uno dei principi che guida la realizzazione del progetto RUPOS e` la con-
vinzione che, come dimostrato dal successo di OpenSPCoop, l’impiego di un
insieme consolidato di pattern possa essere particolarmente efficace in tut-
te le fasi della realizzazione di un’infrastruttura SOA: nella modellazione di
scenari di integrazione e collaborazione, nell’implementazione delle logiche di
cooperazione, nel testing e nella manutenzione [172].
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Poiche´ nell’ambito del progetto l’approccio alla modellazione tende ad essere
basato su pattern, potrebbe essere integrata nella piattaforma una funziona-
lita` finalizzata a verificare che gli schemi di cooperazione modellati soddisfino
un insieme di pattern noto a priori.
Un’ulteriore interessante estensione e` legata all’analisi ex-post dei modelli
di cooperazione. Si potrebbe pensare ad esempio di realizzare delle analisi
a posteriori dei servizi sfruttando opportunamente informazioni su eventi e
messaggi tracciati nella piattaforma. Si potrebbe voler analizzare proprieta`
quali:
• statistiche sulla durata dei percorsi;
• statistiche sull’attesa di eventi;
• carico dei percorsi;
• utilizzo dei singoli servizi;
• percentuali dei diversi esiti dei processi.
In particolare, potrebbe essere estremamente utile eseguire dei confronti tra i
modelli di cooperazione progettati e il funzionamento osservato dei processi.
Attraverso l’utilizzo di strumenti di process mining quali PROM [118], che a
partire da log in opportuni formati consente di estrarre molteplici informa-
zioni sull’effettivo funzionamento dei processi di business.
Questa funzionalita` richiederebbe di estendere la piattaforma con un com-
ponente “di osservazione” preposto al logging in formato standard (MXML),
tuttavia la questione richiede un approfondimento non indifferente. Uno dei
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problemi e` che in un ambiente SOA i log tipicamente sono indipendenti dal
processo a cui si riferiscono, dunque bisognera` risolvere problemi legati alla
correlazione dei messaggi per riuscire ad associare messaggi ed eventi all’op-
portuno processo di business e mantenere dei log che conservino informazioni
sufficientemente dettagliate.
6.3 Implementazione del Framework
Allo stato attuale l’architettura della piattaforma RUPOS non e` stata de-
finita, tuttavia guardando come esempio a OpenSPCoop e` possibile pensa-
re che vengano inseriti componenti analoghi ai seguenti, presenti nella sua
architettura:
• Registro servizi, un componente preposto a mantenere informazioni
sui soggetti erogatori dei servizi, l’elenco dei servizi erogati e relative
descrizioni.
• Porta di dominio, che funge da componente in-the-middle tra i sistemi
interni ed i servizi esterni con cui interagiscono.
• Servizio di gestione eventi, per la diffusione di messaggi relativi agli
eventi che si verificano nella piattaforma.
E’ ragionevole pensare che il framework possa essere integrato in un’archi-
tettura piu` ampia, che contenga i componenti che abbiamo menzionato e che
riesca ad implementare integralmente le funzionalita` ed i protocolli RUPOS.
L’implementazione ed il testing del framework concettuale, eventualmente
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con le modifiche suggerite in questo capitolo, costituiscono uno sviluppo na-
turale del lavoro proposto, nonche´ un passo coerente con l’avanzamento del
progetto RUPOS.
Capitolo 7
Conclusioni
“La cooperazione applicativa attiene alla capacita` di uno o piu` sistemi infor-
mativi di avvalersi, ciascuno nella propria logica applicativa, dell’interscam-
bio automatico di informazioni con gli altri sistemi, per le proprie finalita`
applicative” [97].
La definizione che abbiamo fornito mette fortemente in risalto l’aspetto del-
l’interazione automatica per lo scambio di servizi e informazioni. Riuscire a
realizzare cooperazione applicativa attraverso sistemi interoperabili vuol dire
riuscire ad offrire nuove funzionalita`, nuovi servizi, riuscendo comunque a
mantenere operativi i sistemi esistenti.
L’informatizzazione delle pubbliche amministrazioni, iniziata nei primi an-
ni ’90 e tuttora in corso, e` caratterizzata da un processo lungo e tutt’altro
che semplice, tuttavia il costo della sua realizzazione viene compensato dagli
innegabili vantaggi derivanti dall’automatizzazione di molti processi tradizio-
nalmente svolti da attori umani. L’obiettivo finale sembra essere quello di
riuscire a garantire al cittadino la possibilita` di rivolgersi ad un unico spor-
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tello (possibilmente on-line) per la fruizione di un servizio, senza che egli
debba avere la percezione del coinvolgimento di piu` enti o amministrazioni
nell’erogazione del servizio richiesto.
Il progetto RUPOS (Ricerca sull’Usabilita` delle Piattaforme Orientate ai Ser-
vizi), che ha costituito lo scenario di base del nostro studio, si ispira al suc-
cesso del progetto OpenSPCoop [99], attraverso il quale e` stata realizzata
un’implementazione open source della specifica SPCoop [98] per la Coope-
razione Applicativa nella pubblica amministrazione italiana. RUPOS parte
dall’idea di estrapolare alcuni principi che hanno guidato la realizzazione di
OpenSPCoop e riapplicarli anche a contesti non strettamente legati allo stan-
dard SPCoop. Il fine ultimo del progetto RUPOS e` la realizzazione di una
piattaforma di nuova generazione per la creazione, la gestione e l’erogazione
di servizi composti in ambito di cooperazione applicativa.
In un simile contesto e` sicuramente auspicabile l’automatizzazione del pro-
cesso di reperimento di informazioni e di utilizzo di opportuni servizi per
raggiungere obiettivi specifici.
Il nostro percorso di tesi nasce proprio dall’idea di introdurre il mondo della
composizione automatica di servizi in quello della cooperazione applicativa,
il che ci ha spinto ad occuparci di tre temi chiave: creazione automatica di
servizi composti, verifica di servizi composti, cooperazione applicativa.
Lo studio dei tre concetti chiave appena menzionati e il raggiungimento dei
nostri obiettivi ci hanno portato a realizzare un lavoro principalmente di
rassegna sulla composizione automatica di servizi e sui formalismi in grado
di supportare il processo, dalla modellazione all’esecuzione, permettendo al
contempo opportune verifiche formali. La fase di rassegna ha permesso la
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successiva progettazione di un framework concettuale per il quale abbiamo
fornito una possibile architettura; la progettazione del framework e` stata
intervallata da una fase di sperimentazione purtroppo sospesa in stadio rela-
tivamente precoce.
Riassumiamo di seguito il percorso seguito nel corso della nostra tesi.
La creazione automatica di servizi composti e` alla base del nostro percorso
di tesi, pertanto abbiamo ritenuto opportuno uno studio preliminare nell’ot-
tica di un’eventuale applicazione del tema al progetto RUPOS. Tale studio
ha portato alla realizzazione di un lavoro di rassegna sulla composizione au-
tomatica di servizi e la creazione di mashup, nel quale abbiamo offerto una
panoramica dei concetti, delle metodologie e degli strumenti principali im-
piegati e abbiamo presentato le linee guida dominanti che stanno guidando la
ricerca in questo settore. Lo stimolo per un simile lavoro e` stato determinato
da due fattori diversi:
• l’esigenza di acquisire una ragionevole familiarita` con il tema della
composizione automatica, in vista di una sua applicazione al progetto
RUPOS;
• la necessita` di una rassegna aggiornata sul tema, dal momento che gli
ultimi lavori sullo stato dell’arte in ambito di composizione automatica
e mashup risalivano a diversi anni fa.
Il passo successivo e` stato quello dell’analisi comparata di due formalismi per
la specifica di modelli di coordinamento di componenti: BPMN e Reo. L’a-
nalisi condotta ci ha permesso di acquisire le conoscenze necessarie per matu-
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rare delle considerazioni ponderate rispetto all’utilizzo dei due formalismi nel
progetto RUPOS ed ha guidato la successiva progettazione del framework. I
benefici derivanti dalla nostra analisi comparata sono stati diversi:
• abbiamo avuto la possibilita` di scoprire l’effettivo potenziale di BPMN e
Reo nell’applicazione al processo di composizione automatica e verifica
di servizi;
• siamo riusciti ad individuare le limitazioni principali dei due formalismi
(rispetto ai nostri scopi) e concepire delle possibili soluzioni;
• abbiamo potuto valutare empiricamente gli strumenti di supporto dei
due formalismi;
• l’analisi comparata condotta potrebbe essere usata per un confronto di-
retto delle effettive potenzialita` di ciascuno dei due formalismi rispetto
ad altri linguaggi di coordinamento.
Assieme alla rassegna sulla composizione automatica di servizi, l’analisi com-
parata di BPMN e Reo ha permesso di determinare l’effettivo contributo che
essi avrebbero potuto apportare al progetto RUPOS ed ha dunque guidato
la progettazione del framework concettuale.
Il passo finale della nostra tesi e` stato finalizzato alla progettazione di un
framework che fosse in grado di riunire le potenzialita` di BPMN e Reo in un
unico strumento integrato che riuscisse al contempo a colmare le mancanze
di entrambi, che erano state messe in evidenza al passo precedente.
Il framework concettuale in questione, per il quale abbiamo proposto una
possibile architettura, permette la modellazione, la creazione automatica,
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l’esecuzione e la verifica di servizi composti in un ambiente SOA orienta-
to alla cooperazione applicativa, riuscendo a soddisfare i requisiti richiesti
e rappresentando dunque un possibile nucleo per l’architettura della futura
piattaforma RUPOS.
Passiamo infine a confrontare gli obiettivi che ci eravamo proposti di raggiun-
gere durante la realizzazione della tesi con i risultati ottenuti. Gli obiettivi
previsti erano i seguenti:
• O1. Analizzare il processo di composizione automatica di servizi.
• O2. Isolare formalismi o tecnologie particolarmente rilevanti nell’ottica
del progetto RUPOS.
• O3. Studiare l’applicabilita` in ambito RUPOS degli strumenti selezio-
nati.
• O4. Proporre delle linee guida per riuscire a realizzare composizioni
automatiche e verifiche di proprieta` di servizi.
L’obiettivo O1 e` stato raggiunto grazie alla creazione del lavoro di rassegna
sulla composizione automatica di servizi. L’individuazione di BPMN, Reo
e relativi strumenti di supporto ha permesso la copertura dell’obiettivo O2
e ha comportato la realizzazione dell’analisi comparata di BPMN e Reo ed
il conseguente raggiungimento dell’obiettivo O3. Infine il framework concet-
tuale progettato fornisce le funzionalita` necessarie alla creazione automatica,
esecuzione e verifica di servizi composti, soddisfacendo i requisiti RUPOS e
permettendoci infine di raggiungere l’obiettivo O4.
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Concludiamo sottolineando che, oltre alla realizzazione del progetto RU-
POS, un’interessante prosecuzione del nostro lavoro potrebbe essere deter-
minata dalla realizzazione degli sviluppi futuri presentati nel capitolo 6, che
permetterebbero una considerevole estensione delle potenzialita` del nostro
framework e quindi della piattaforma RUPOS.
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