Deep unfolding methods-for example, the learned iterative shrinkage thresholding algorithm (LISTA)-design deep neural networks as learned variations of optimization methods. These networks have been shown to achieve faster convergence and higher accuracy than the original optimization methods. In this line of research, this paper develops a novel deep recurrent neural network (coined reweighted-RNN) by the unfolding of a reweighted 1-1 minimization algorithm and applies it to the task of sequential signal reconstruction. To the best of our knowledge, this is the first deep unfolding method that explores reweighted minimization. Due to the underlying reweighted minimization model, our RNN has a different soft-thresholding function (alias, different activation function) for each hidden unit in each layer. Furthermore, it has higher network expressivity than existing deep unfolding RNN models due to the over-parameterizing weights. Importantly, we establish theoretical generalization error bounds for the proposed reweighted-RNN model by means of Rademacher complexity. The bounds reveal that the parameterization of the proposed reweighted-RNN ensures good generalization. We apply the proposed reweighted-RNN to the problem of video frame reconstruction from low-dimensional measurements, that is, sequential frame reconstruction. The experimental results on the moving MNIST dataset demonstrate that the proposed deep reweighted-RNN significantly outperforms existing RNN models.
I. INTRODUCTION
T HE problem of reconstructing sequential signals from low-dimensional measurements across time is of great importance for a number of applications such as time-series data analysis, future-frame prediction, and compressive video sensing. Specifically, we consider the problem of reconstructing a sequence of signals s t ∈ R n0 , t = 1, 2, . . . , T , from low-dimensional measurements x t = As t , where A ∈ R n×n0 (n n 0 ) is a sensing matrix. We assume that s t has a sparse representation h t ∈ R h in a dictionary D ∈ R n0×h , that is, s t = Dh t . At each time step t, the signal s t can be independently reconstructed using the measurements x t by solving [1] :
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(ISTA) [2] solves (1) by iterating over h
, where l is the iteration counter, φ γ (u) = sign(u)[0, |u| − γ] + is the soft-thresholding operator, γ = λ c , and c is an upper bound on the Lipschitz constant of the gradient of 1 2 x t − ADh t 2 2 . Under the assumption that sequential signal instances are correlated, we consider the following sequential signal reconstruction problem:
where λ 1 , λ 2 > 0 are regularization parameters and R(h t , h t−1 ) is an added regularization term that expresses the similarity of the representations h t and h t−1 of two consecutive signals. [3] proposed an RNN design (coined Sista-RNN) by unfolding the sequential version of ISTA. That study assumed that two consecutive signals are close in the 2 -norm sense, formally, R(h t , h t−1 ) = 1 2 Dh t − FDh t−1 2 2 , where F ∈ R n0×n0 is a correlation matrix between s t and s t−1 . More recently, the study by [4] designed the 1 -1 -RNN, which stems from unfolding an algorithm that solves the 1 -1 minimization problem [5] , [6] . This is a version of Problem (2) with R(h t , h t−1 ) = h t − Gh t−1 1 , where G ∈ R h×h is an affine transformation that promotes the correlation between h t and h t−1 . Both studies [3] , [4] have shown that carefullydesigned deep RNN models outperform the generic RNN model and ISTA [2] in the task of sequential frame reconstruction.
Deep neural networks (DNN) have achieved state-of-theart performance in solving 1 for individual signals, both in terms of accuracy and inference speed [7] . However, these models are often criticized for their lack of interpretability and theoretical guarantees [8] . Motivated by this, several studies focus on designing DNNs that incorporate domain knowledge, namely, signal priors. These include deep unfolding methods which design neural networks to learn approximations of iterative optimization algorithms. Examples of this approach are LISTA [9] and its variants, including ADMM-Net [10] , AMP [11] , and an unfolded version of the iterative hard thresholding algorithm [12] .
LISTA [9] unrolls the iterations of ISTA into a feed-forward neural network with weights, where each layer implements an iteration: h (l) t = φ γ (l) (W (l) h (l−1) t iterations (i.e., number of layers). Recent studies [14] , [15] have found that exploiting dependencies between W (l) and U (l) leads to reducing the number of trainable parameters while retaining the performance of LISTA. These works provided theoretical insights to the convergence conditions of LISTA. However, the problem of designing deep unfolding methods for dealing with sequential signals is significantly less explored. In this work, we will consider a deep RNN for solving Problem 2 that outputs a sequence,ŝ 1 , . . . ,ŝ T from an input measurement sequence, x 1 , . . . , x T , as following: In this section, we describe a reweighted 1 -1 minimization problem for sequential signal reconstruction and propose an iterative algorithm based on the proximal method. We then design a deep RNN architecture by unfolding this algorithm.
The proposed reweighted 1 -1 minimization. We introduce the following problem:
where "•" denotes element-wise multiplication, g ∈ R h is a vector of positive weights, Z ∈ R h×h is a reweighting matrix, and G ∈ R h×h is an affine transformation that promotes the correlation between h t−1 and h t . Intuitively, Z is adopted to transform h t to Zh t ∈ R h , producing a reweighted version of it. Thereafter, g aims to reweight each transformed component of Zh t and Zh t − Gh t−1 in the 1 -norm regularization terms.
Because of applying reweighting [16] , the solution of Problem (4) is a more accurate sparse representation compared to the solution of the 1 -1 minimization problem in [4] (where Z = I and g = I). Furthermore, the use of the reweighting matrix Z to transform h t to Zh t differentiates Problem (4) from the reweighted 1 -1 minimization problem in [17] where Z = I. The objective function in (4) consists of the differentiable fidelity term f (Zh t ) = 1 2 x t − ADZh t 2 2 and the non-smooth term g(Zh t ) = λ 1 g • Zh t 1 + λ 2 g • (Zh t − Gh t−1 ) 1 . We use a proximal gradient method [27] to solve (4): At iteration l, we first update h (l−1) t -after being multiplied by Z l -with a gradient descent step on the fidelity term as u = Z l h
where the proximal operator Φ λ 1
with = Gh t−1 . Since the minimization problem is separable, we can minimize (6) independently for each of the elements g l , , u of the corresponding g l , , u vectors. After solving (6), we obtain Φ λ 1 c g l , λ 2 c g l , (u) [for solving (6) , we refer to Proposition A.1 in Appendix A]. For ≥ 0: Observe that different values of g l lead to different shapes of the proximal functions Φ λ 1 c g l , λ 2 c g l , (u) for each element u of u. Our iterative algorithm is given in Algorithm 1. We reconstruct a sequence h 1 , . . . , h T from a sequence of measurements x 1 , . . . , x T . For each time step t, Step 6 applies a gradient descent update for f (Zh t−1 ) and Step 7 applies the proximal operator Φ λ 1
element-wise to the result. Let us compare the proposed method against the algorithm in [4] -which resulted in the 1 -1 -RNN-that solves the 1 -1 minimization in [6] (where Z l = I and g l = I). In that algorithm, the update terms in Step 6, namely I − 1 c D T A T AD and 1 c D T A T , and the proximal operator in Step 7 are the same for all iterations of l. In contrast, Algorithm 1 uses a different Z l matrix per iteration to reparameterize the update terms (Step 6) and, through updating g l , it applies a different proximal operator to each element u (in Step 7) per iteration l.
The proposed reweighted-RNN. We now describe the proposed architecture for sequential signal recovery, designed by unrolling the steps of Algorithm 1 across the iterations l = 1, . . . , d (yielding the hidden layers) and time steps t = 1, . . . , T . Specifically, the l-th hidden layer is given by
and the reconstructed signal at time step t is given byŝ t = Dh
The activation function is the proximal operator Φ λ 1 c g l , λ 2 c g l , (u) with learnable parameters λ 1 , λ 2 , c, g l (see Fig. 1 for the shapes of the activation functions). Fig. 2 (a) depicts the architecture of the proposed reweighted-RNN. Input vectors s t , t = 1, . . . , T are compressed by a linear measurement layer A, resulting in compressive measurements x t . The reconstructed vectorsŝ t , t = 1, . . . , T , are obtained by multiplying linearly the hidden representation h (d) t with the dictionary D. We train our network in an end-to-end fashion. During training, we minimize the loss function L(Θ) = E s1,··· ,s T T t=1 s t −ŝ t 2 2 using stochastic gradient descent on mini-batches, where the trainable parame-
We now compare the proposed reweighted-RNN [ Fig. 2 
(13) The proposed model has the following advantages over
c , (u) as activation function, whose learnable parameters λ 1 , λ 2 are fixed across the network. Conversely, the corresponding parameters λ1 c g l and λ2 c g l [see (7) , (8), and Fig.  1 ] in our proximal operator, Φ λ 1 c g l , λ 2 c g l , (u), are learned for each hidden layer due to the reweighting vector g l ; hence, the proposed model has a different activation function for each unit per layer. The second difference comes from the set of Copy of Copy of Copy of deepRNN.drawio (a) The proposed reweighted-RNN. parameters {W l , U l } in (13) and (9). The 1 -1 -RNN model uses the same {W 2 , U 1 } for the second and higher layers. In contrast, our reweighted-RNN has different sets of {W l , U l } per hidden layer due to the reweighting matrix Z l . These two aspects [which are schematically highlighted in blue fonts in Fig. 2(a) ] can lead to an increase in the learning capability of the proposed reweighted-RNN, especially when the depth of the model increases.
In comparison to a generic stacked RNN [22] [ Fig. 2(c) ], reweighted-RNN promotes the inherent data structure, that is, each vector s t has a sparse representation h t and consecutive h t 's are correlated. This design characteristic of the reweighted-RNN leads to residual connections which reduce the risk of vanishing gradients during training [the same idea has been shown in several works [18] , [20] in deep neural network literature]. Furthermore, in (10) and (12), we see a weight coupling of W l and U l (due to the shared components of A, D and Z). This coupling satisfies the necessary condition of the convergence in [14] (Theorem 1). Using Theorem 2 in [14] , it can be shown that reweighted-RNN, in theory, needs a smaller number of iterations (i.e., d in Algorithm 1) to reach convergence, compared to ISTA [2] and FISTA [27] .
III. GENERALIZATION ANALYSIS
While increasing the network expressivity, the overparameterization of reweighted-RNN raises the question of whether our network ensures good generalization. In this section, we derive and analyze the generalization properties of the proposed reweighted-RNN model in comparison to state-of-the-art RNN architectures. We provide bounds on the Rademacher complexity [28] for functional classes of the considered deep RNNs, which are used to derive generalization error bounds for evaluating their generalization properties A. Rademacher complexity and generalization error bound
We define the true loss and the empirical (training) loss by L D (f ) and L S (f ), respectively, as follows:
and
Generalization error that is defined as a measure of how accurately a learned algorithm is able to predict outcome values for unseen data is calculated by
Rademacher complexity. Let F be a hypothesis set of functions (neural networks). The empirical Rademacher complexity of F [28] for a training sample set S is defined as follows:
The generalization error bound [28] is derived based on the Rademacher complexity in the following theorem:
Theorem III.1. [28, Theorem 26.5] Assume that | (f, z)| ≤ η for all f ∈ F and z. Then, for any δ > 0, with probability at least 1 − δ,
It can be remarked that the bound in (17) depends on the training set S, which is able to be applied to a number of learning problems, e.g., regression and classification, given a loss function .
B. Generalization error bounds for reweighted-RNN
Theorem III.2 (Generalization error bound for reweighted-RNN). Let F d,T : R h × R n → R h denote the functional class of reweighted-RNN with T time steps, where W l 1,∞ ≤ α l , U l 1,∞ ≤ β l , and 1 ≤ l ≤ d. Assume that the input data X t 2,∞ ≤ √ mB x , initial hidden state h 0 , and the loss function is 1-Lipschitz and bounded by η. Then, for f ∈ F d,T and any δ > 0, with probability at least 1 − δ over a training set S of size m,
where
with Λ l defined as follows:
Proof. The proof is given in Appendix D.
The generalization error in (18) is bounded by the Rademacher complexity, which depends on the training set S. If the Rademacher complexity is small, the network can be learned with a small generalization error. The bound in (19) is in the order of the square root of the network depth d multiplied by the number of time steps T . The bound depends on the logarithm of the number of measurements n and the number of hidden units h. It is worth mentioning that the second square root in (19) only depends on the norm constraints and the input training data, and it is independent of the network depth d and the number of time steps T under the appropriate norm constraints.
To compare our model with 1 -1 -RNN [4] and Sista-RNN [3] , we derive bounds on their Rademacher complexities for a time step t. The definitions of a functional class F d,t for the t th time step of reweighted-RNN, 1 -1 -RNN, and Sista-RNN are given in Appendix B. Let H t−1 ∈ R h×m denote a matrix with columns the vectors of the previous hidden state
Corollary III.2.1. The empirical Rademacher complexity of F d,t for reweighted-RNN is bounded as:
with m the number of training samples and Λ l given by
Proof. The proof is a special case of Theorem III.2 for time step t.
Following the proof of Theorem III.2, we can easily obtain the following Rademacher complexities for the 1 -1 -RNN and Sista-RNN models.
Corollary III.2.2. The empirical Rademacher complexity of F d,t for 1 -1 -RNN is bounded as:
Corollary III.2.3. The empirical Rademacher complexity of F d,t for Sista-RNN is bounded as:
By contrasting (20) with (21) and (22), we see that the complexities of 1 -1 -RNN and Sista-RNN have a polynomial dependence on α 1 , β 1 and α 2 , β 2 (the norms of first two layers), whereas the complexity of reweighted-RNN has a polynomial dependence on α 1 , . . . , α d and β 1 , . . . , β d (the norms of all layers). This over-parameterization offers a flexible way to control the generalization error of reweighted-RNN. We derive empirical generalization errors in Fig. 6 demonstrating that increasing the depth of reweighted-RNN still ensures the low generalization error.
C. Comparison with existing generalization bounds
Recent works have established generalization bounds for RNN models with a single recurrent layer (d = 1) using Rademacher complexity (see FastRNN in [26] ) or PAC-Bayes theory (see SpectralRNN in [25] ). We re-state these generalization bounds below and apply Theorem III.2 with d = 1 to compare with our bound for reweighted-RNN.
FastRNN [26] . The hidden state h t of FastRNN is updated as follows:h
where 0 ≤ a, b ≤ 1 are trainable parameters parameterized by the sigmoid function. Under the assumption that a + b = 1, the Rademacher complexity R S (F T ) of the class F T of FastRNN [26] , with W F ≤ α F , U F ≤ β F , and x t 2 ≤ B, is given by
Alternatively, under the additional assumption that a ≤ 1 2(2α F −1)T , the bound in [26] becomes:
SpectralRNN [25] . The hidden state h t and output y t ∈ R ny of SpectralRNN are computed as:
where Y ∈ R ny×h . The generalization error in [25] is derived for a classification problem. For any δ > 0, γ > 0, with probability ≥ 1 − δ over a training set S of size m, the generalization error [25] of SpectralRNN is bounded by
where ζ = max{ W 2T −2
2
, 1} max{ U 2 2 , 1} max{ Y 2 2 , 1} and ξ = max{n, n y , h}.
Reweighted-RNN. Based on Theorem III.2, under the assumption that the initial hidden state h 0 = 0, the Rademacher complexity of reweighted-RNN with d = 1 is bounded as
We observe that the bound of SpectralRNN in (27) depends on T 2 , whereas the bound of FastRNN either grows exponentially with T (24) or is proportional to T (25). Our bound (28) depends on √ T , given that the second factor in (28) is only dependent on the norm constraints α 1 , β 1 and the input training data; meaning that it is tighter than those of SpectralRNN and FastRNN in terms of the number of time steps.
IV. EXPERIMENTAL RESULTS

A. Video frame reconstruction from compressive measurements
We assess the proposed RNN model in the task of videoframe reconstruction from compressive measurements. The performance is measured using the peak signal-to-noise ratio (PSNR) between the reconstructedŝ t and the original frame s t . We use the moving MNIST dataset [29] , which contains 10K video sequences of equal length (20 frames per sequence). Similar to the setup in [4] , the dataset is split into training, validation, and test sets of 8K, 1K, and 1K sequences, respectively. In order to reduce the training time and memory requirements, we downscale the frames from 64×64 to 16×16 pixels using bilinear decimation. After vectorizing, we obtain sequences of s 1 , . . . , s T ∈ R 256 . Per sequence, we obtain measurements x 1 , . . . , x T ∈ R n using a trainable linear sensing matrix A ∈ R n×n0 , with T = 20, n 0 = 256 and n < n 0 .
We compare the reconstruction performance of the proposed reweighted-RNN model against deep-unfolding RNN models, namely, 1 -1 -RNN [4] , Sista-RNN [3] , and stacked-RNN models, that is, sRNN [30] , LSTM [31] , GRU [32] , FastRNN [26] 1 , IndRNN [23] and SpectralRNN [25] . For the vanilla RNN, LSTM and GRU, the native Pytorch cell implementations were used. The unfolding-based methods were implemented in Pytorch, with Sista-RNN and 1 -1 -RNN tested by reproducing the experiments in [3] , [4] . For FastRNN, In-dRNN, and SpectralRNN cells, we use the publically available Tensorflow implementations. While Sista-RNN, 1 -1 -RNN and reweighted-RNN have their own layer-stacking schemes derived from unfolding minimization algorithms, we use the stacking rule in [33] [see Fig 2(c) ] to build deep networks for other RNN architectures.
Our default settings are: a compressed sensing (CS) rate of n/n 0 = 0.2, d = 3 hidden layers 2 with h = 2 10 hidden units per layer. In each set of experiments, we vary each of these hyper-parameters while keeping the other two fixed. For the unfolding methods, the overcomplete dictionary D ∈ R n0×h is initialized with the discrete cosine transform (DCT) with varying dictionary sizes of h = {2 7 , 2 8 , 2 9 , 2 10 , 2 11 , 2 12 } (corresponding to a number of hidden neurons in the other methods). For initializing λ 1 , λ 2 [see (2) , (4)], we perform a random search in the range of [10 −5 , 3.0] in the validation set. To avoid the problem of exploding gradients, we clip the gradients during backpropagation such that the 2 -norms are less than or equal to 0.25. We do not apply weight decay regularization as we found it often leads to worse performance, especially since gradient clipping is already used for training stability. We train the networks for 200 epochs using the Adam optimizer with an initial learning rate of 0.0003, and a batch size of 32. During training, if the validation loss does not decrease for 5 epochs, we reduce the learning rate to 0.3 of its current value. Table I summarizes the reconstruction results for different CS rates n/n 0 . The reweighted-RNN model systematically outperforms the other models, often by a large margin. Table II shows similar improvements for various dimensions of hidden units. Table III shows that IndRNN delivers higher reconstruction performance than our model when a small number of hidden layers (d = 1, 2) is used. Moreover, when the depth increases, reweighted-RNN surpasses all other models. Our network also has fewer trainable parameters compared to the popular variants of RNN. At the default settings, reweighted-RNN, the stacked vanilla RNN, the stacked LSTM, and the stacked GRU have 4.47M, 5.58M, 21.48M, and 16.18M parameters, respectively.
In our experiments, we use the publically available Tensorflow implementations for FastRNN 3 , IndRNN 4 , and Spectral-RNN 5 cells. While Sista-RNN, 1 -1 -RNN and reweighted-RNN have their own layer-stacking schemes derived from unfolding minimization algorithms, we use the stacking rule in [33] [see Fig 2( c)] to build deep networks for other RNN models. Figure 3 shows the learning curves of all methods under the default setting. It can be seen that reweighted-RNN achieves the lowest mean square error on both the training and validation sets. It can also be observed that the unfolding methods converge faster than the stacked RNNs, with the proposed reweighted-RNN being the fastest. More experimental results for the proposed reweighted-RNN are provided to illustrate the learning curves, which measure the average mean square error vs. the training epochs between the original frames and their reconstructed counterparts, with different CS rates [ Fig.  4 ], different network depths d [ Fig. 6 ], and different network widths h [ Fig. 5 ].
Since we use different frameworks to implement the RNNs used in our benchmarks, we do not report and compare the computational time for training of the models. Specifically, we rely on the Tensorflow implementations from the authors of Independent-RNN, Fast-RNN and Spectral RNN, while the rest is written in Pytorch. Furthermore, even among Pytorch models, the vanilla RNN, LSTM, and GRU cells are written in CuDNN (default Pytorch implementations), so that they are significantly faster in training than the others. This does not mean that these networks have better runtime complexities, but rather more efficient implementations. However, an important comparison could be made between 1 -1 -RNN [4] (as the baseline method) and Reweighted-RNN due to their similarities in implementations. At the default settings, it takes 3,521 seconds and 2,985 seconds to train Reweighted-RNN and 1 -1 -RNN [4] , respectively.
B. Additional tasks
We test our model on three popular tasks for RNNs, namely the sequential pixel MNIST classification, the adding task, and the copy task [34] , [35] , [25] .
Sequential pixel MNIST and permuted pixel MNIST classification. This task aims to classify MNIST images to a class label. MNIST images are formed by a 28×28 gray-scale image with a label from 0 to 9. We use the reweighted-RNN along with a softmax for category classification. We set d = 5 layers and h = 256 hidden units for the reweighted-RNN. We consider two scenarios: the first one where the pixels of each MNIST image are read in the order from left-to-right and bottom-to-top and the second one where the pixels of each MNIST image are randomly permuted. The classification accuracy results are shown in Fig. 7 (a) (for pixel MNIST) and Fig. 7 (b) (for permuted pixel MNIST). Adding Task. The task inputs two sequences of length T . The first sequence consists of entries that are uniformly sampled from [0, 1]. The second sequence comprises two entries of 1 and the remaining entries of 0, in which the first entry of 1 is randomly located in the first half of the sequence and the second entry of 1 is randomly located in the second half. The output is the sum of the two entrie of the first sequence, where are located in the same posisions of the entries of 1 in the second sequence. We also use the reweighted-RNN with d = 5 layers and h = 256 hidden units for the input sequences of length T = 300. Fig. 8(a) shows the mean square error versus training epoches on the validation set.
Copy task. We consider an input sequence x ∈ A T +20 [25] , where A = {a 0 , · · · , a 9 }. x 0 , · · · , x 9 are uniformly sampled from {a 0 , · · · , a 7 }, x T +10 = a 9 , and the remaining x i are set to a 8 . The purpose of this task is to copy x 0 , · · · , x 9 to the end of the output sequence y ∈ A T +20 given a time lag T , i.e., {y T +10 , · · · , y T +19 } ≡ {x 0 , · · · , x 9 } and the remaining y i are equal to a 8 . We set the reweighted-RNN d = 5 layers and h = 256 hidden units for the input sequences of a time lag T = 100. Fig. 8(b) shows the cross entropy versus training epoches on the validation set.
V. CONCLUSIONS
We designed a novel deep RNN by unfolding an algorithm that solves a reweighted 1 -1 minimization problem. The proposed reweighted-RNN model has high network expressivity due to per-unit learnable activation functions and overparameterized weights. We also established the generalization error bound for the proposed model via Rademacher complexity. We showed that reweighted-RNN has good generalization properties and its error bound is tighter than existing ones concerning the number of time steps. Experimentation on the task of sequential video frame reconstruction suggests that our model (i) outperforms various state-of-the-art RNNs in terms where α l , β l are nonnegative hyper-parameters for layer l, where 1 < l ≤ d. In layer l = 1, the real-valued family of functions, F 1,t : R h × R n → R, for the functions f (1) W,U is defined by:
where α 1 , β 1 are nonnegative hyper-parameters. We denote the input layer as f t is updated as shown in (13) . The real-valued family of functions, F d,t : R h × R n → R, for the function f (d) W,U in layer d is defined by:
where α 2 , β 1 are nonnegative hyper-parameters for layer l, where 1 < l ≤ d. In layer l = 1, the real-valued family of functions, F 1,t : R h × R n → R, for the functions f
W,U is defined by:
where α 1 , β 1 are nonnegative hyper-parameters. Sista-RNN. The hidden state h 
where α 2 , β 1 , β 2 are nonnegative hyper-parameters. In layer l = 1,
where α 1 , β 1 are nonnegative hyper-parameters.
APPENDIX C SUPPORTS FOR RADEMACHER COMPLEXITY CALCULUS
The contraction lemma in [28] shows the Rademacher complexity of the composition of a class of functions with ρ-Lipschitz functions.
Lemma C.1. [28, Lemma 26.9-Contraction lemma] Let F be a set of functions, F = {f : X → R}, and Φ 1 , ..., Φ m , ρ-Lipschitz functions, namely, |Φ i (α) − Φ i (β)| ≤ ρ|α − β| for all α, β ∈ R for some ρ > 0. For any sample set S of m points x 1 , ..., x m ∈ X , let (Φ • f )(x i ) = Φ(f (x i )). Then,
alternatively, R S (Φ • F) ≤ ρR S (F), where Φ denotes Φ 1 (x 1 ), ..., Φ m (x m ) for S. 
with the equality when |y i | = |x i | p−1 for all i ∈ [1, n].
Supported inequalities: (i) If A, B are sets of positive real numbers, then: sup(AB) = sup(A) · sup(B).
(47) (ii) Given x ∈ R, we have:
(iii) Let X and Y be random variables, the Cauchy-Bunyakovsky-Schwarz inequality gives:
(iv) If ψ is a convex function, the Jensen's inequality gives:
