In engineering design courses, many problems have a specification that the student's implementation must meet, but give the student a broad range of freedom for the internal design of that implementation. There may be several distinct, correct strategies for solving them, some of which may be unknown to the teaching staff or intelligent tutor designer. Visualizing and classifying the multiple solutions that students generate in response to assigned engineering design problems will improve hints and answers to students' questions, whether they are provided by peers, staff, or automation. I log incremental snapshots of students' solutions as they progress toward correct and incorrect solutions. Initial investigations demonstrate that the choice of features to represent solutions is critical, and may be domain-or problem-dependent.
RESEARCH SITUATION
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In engineering design courses, many problems have a specification that the student's implementation must meet, but give the student a broad range of freedom for the internal design of that implementation. There may be several distinct, correct solutions, some of which may be unknown to the teaching staff or intelligent tutor designer. This raises problems for helping students and giving feedback. In faceto-face situations, if a teaching assistant doesn't recognize the student's solution path, then they may redirect the student completely, costing them work and possibly derailing a novel, valid solution. In an intelligent tutor or massively open online course (MOOC), the automated hint generators may not recognize the unexpected solution paths, and will generate unhelpful hints.
A first step toward discovering these alternate correct solution paths is visualizing many student solutions together, so that the teaching staff can understand the space of paths leading to correct solutions. I have taken this approach in 6.004, an undergraduate computer architecture (CompArch) course. I have also observed this approach in a collaborator's work on an online Matlab programming challenge. Plotting dynamic behavior or static features such as parse tree size is enough, in these initial examples, to separate students' solutions into clear clusters representing different strategies. In the Matlab challenge, visualizing code size provides insight into common strategies as well as successful and unsuccessful outliers. In CompArch, this led to better education of the teaching staff. Some now ask a simple question to identify the student's approach before trying to help them.
CONTEXT AND MOTIVATION
I am an instructor for an undergraduate introductory course on computer architecture (CompArch). Roughly two hundred students enroll per semester.
One mid-semester lab assignment in this course requires that students create state-transition rules for a Turing machine. Many distinct sets of state-transition rules behave identically, given the same input tape.
The dynamic behavior of students' Turing machines has recurring patterns. I visualized this dynamic behavior for 148 students' two-state Turing machines, and by visual inspection of the Turing machine's movement across a common input tape, identified strategies [1] . The majority (88%) of the solutions employed one of two mutually exclusive strategies: (1) matching the innermost open parenthesis with the innermost closed parenthesis and (2) matching the n th open parenthesis with the n th closed parenthesis.
The fact that there were two correct solutions to the Turing machine assignment came as a surprise. I now ask struggling students a question first, to determine the solution they are aiming for. I can then suggest edits that preserve the chosen solution, if I recognize it as correct. Common solution identification also allows me to recognize novel alternative solutions. This is one example of an engineering design problem where a small number of common, distinct, correct solutions are distinguishable once an appropriate representation of the data is found. My thesis research explores the generality of this phenomenon, with a focus on scaling up to online environments with thousands of students.
BACKGROUND & RELATED WORK
Helminen et al. [2] introduced interactive graphs for examining the problem solving process of students working on small programming-like problems. In contrast to our work, problems with multiple solutions were outside the scope of their investigation.
Taherkhani et al. [4] demonstrated the practicality of differentiating between multiple solutions, i.e., different sorting algorithms, in students' solutions to a particular engineering design problem using a supervised machine learning method.
My thesis work complements the work of Piech et al. [3] . They found distinct development paths to solutions by putting students' incremental solution attempts into a pipeline involving classification, milestone discovery, Hidden Markov Modeling of the students' process, and clustering of solution paths. Evaluation focused on predicting midterm exam grades and detecting milestone difficulty. It is not used to help new students through the same lab exercise, in the absence of staff assistance.
Peer-pairing can stand in place of staff assistance. Weld et al. speculate about peer-pairing in MOOCs based on student competency measures [5] .
STATEMENT OF THESIS/PROBLEM
My thesis statement is: Visualization and automated classification of the multiple solutions that students generate in response to assigned engineering design problems will improve hints and answers to students' questions, whether they are provided by peers, staff, or automation.
I plan to explore the following aspects of this claim:
• What features are useful for visualizing or automatically clustering engineering design solution paths? For programming domains, for example, features could include measures of program complexity, stack depth, and runtime characteristics. For digital logic and analog circuit domains, features could include graph metrics and voltage traces on intermediate nodes.
• How can teaching staff be trained to quickly recognize the solution path of a given student, in order to give tailored feedback?
• If teaching staff are in short supply (as in a MOOC), how can peers help each other in a space where there are multiple good solution paths?
• If peer help is not feasible, then how can we provide automated help based on solution path recognition in a design space where multiple correct paths are possible?
RESEARCH GOALS & METHODS
I will design an interactive data visualization environment for teaching staff. By interacting with representations of many student solutions at once, staff can visually identify and investigate patterns. If staff independently find similar meaningful, persistent patterns in their students' solutions using the tool, I will consider it a success.
For peer-pairing, there are a variety of solution pathdependent pairing strategies. One could pair students on the same solution path: students who have implemented a recognized solution or fixed a particular bug would be paired with another student who is struggling to implement the same solution or fix the same bug. By comparing metrics, e.g., grades, of students paired based on solution paths, relative to random pairing and no pairing, I can measure the interventions' educational value.
In CompArch, we capture snapshots of students' intermediate code as they work. These snapshot sequences are solution paths ready for analysis. One semester's data has been collected already. I hope to demonstrate generality on similar datasets from other engineering domains.
EXPECTED CONTRIBUTIONS
This research may be particularly helpful to staff who focus on helping each student reach their own envisioned solution. The algorithms, tools, visualizations, and resulting insights from this work are intended to support this constructivist approach to teaching, facilitate students helping each other, and inform automated feedback.
