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El origen de este proyecto se basa en una colaboración de las empresas A3Software y 
Raona para el desarrollo de un software de planificación  de recursos empresariales (o ERP por 
sus siglas en inglés); y parte de una propuesta por parte de Raona para el desarrollo de un 
nuevo módulo integrado con el objetivo de aumentar el grado de personalización que un 
usuario puede darle a dicho software. 
1.1. Contexto 
1.1.1. Que es un ERP? 
Un ERP (siglas en inglés) es un sistema de planificación de recursos 
empresariales. Sirve para que una compañía almacene y gestione la información de las 
diferentes actividades comerciales que pueda realizar. Al intentar abarcar todas las 
actividades comerciales de una empresa cuentan con módulos que van desde la 
facturación hasta el inventariado o los recursos humanos. 
 
Con un ERP logramos unificar los diferentes hilos de información por un único 
flujo que comunica todos los módulos del ERP y habitualmente almacenara la 
información en un único punto. Esto nos permite tener en todo momento una imagen 
global del negocio. A su vez el ERP procesará dicha información y será capaz de 
distribuírsela a quien proceda para facilitar y mejorar la toma de decisiones gracias a 
esta imagen global que nos podemos hacer. 
 
Antes de los ERP las empresas disponían de software específico de gestión 
para cada una de sus áreas de negocio. La implantación de los ERP ha aportado una 
unificación de dicho software en uno solo lo que hace que los usuarios solo deban 
aprender a usar una herramienta. Además y por extraño que parezca dado su elevado 
coste los ERP han ayudado a reducir costes en el mundo empresarial ya que el 
mantenimiento de diversos softwares de gestión y las diferentes formaciones a 
empleados necesarias para usarlos eran en general más elevadas que el coste del ERP. 
 
 Los sistemas de planificación empresarial se han convertido una herramienta 
vital para muchas empresas y constituyen su columna vertebral en muchos casos. Por 







mueve miles de millones de dólares al año y ha provocado que grandes empresas se 
interesen por este mercado. 
 
1.1.2. ERPs más importantes 
A continuación una breve explicación de las compañías desarrolladoras o 
distribuidoras de ERPs más importantes que hay hoy en día en el mercado. 
 
 Microsoft: 
Sus más de 83.000 clientes convierten a Microsoft en uno de los más importantes 
desarrolladores de ERPs. Basándose únicamente en tecnología Microsoft, su gran 
apuesta para marcar diferencia es la comercialización de múltiples ERPs con una gama 




30 años de experiencia en el negocio han avalado a Oracle para convertirse en el 
segundo vendedor de ERPs más importante del mundo. La apuesta por una 
arquitectura SOA1, que dota sus productos de una gran versatilidad es su gran baza. 
 
 SAP: 
Es el mayor vendedor de ERPs del mundo y su sistema es el más extendido entre las 
mil mayores empresas (por facturación). SAP ha apostado por la especialización de su 
producto dotándolo de mayor profundidad en áreas como la contabilidad con respecto 
a sus competidores. Además ha incorporado una gama de distintos productos que 
pueden combinarse con su ERP. 
  









Seguidamente mostramos algunas de las tendencias que comienzan a aplicarse a los 
ERP y que en un futuro cercano pueden ser indispensables: 
 La nube: 
A pesar de que muchos clientes y también algunos desarrolladores han sido reticentes 
en emplear la nube para el almacenamiento de la información por importancia y 
sensibilidad de la misma el empleo de la nube está empezando a extenderse, sobre 
todo entre los distribuidores de ERPs a pequeñas y medianas empresas. El motivo, el 
abaratamiento de los costes al poder tener un sistema único desde donde se da 
servicio a varios clientes. 
 Personalización: 
La poca personalización de los ERP ha sido uno de sus problemas principales, sobre 
todo para su implantación en pequeñas y medianas empresas donde los 
procedimientos están menos estandarizados y existen más peculiaridades. 
 Móvil: 
Como hemos dicho anteriormente el acceso rápido a toda la información en una de las 
características principales de los ERP, por tanto algunos desarrolladores han 
comenzado a incluir clientes móviles en sus soluciones, al menos para el acceso a parte 
de la información. 
 
1.2. Motivación 
La relación entre Raona y A3Software en lo referente al desarrollo de este ERP ha sido 
extensa y fructífera para ambas partes. Con el planteamiento de este proyecto Raona 
pretende incorporar un valor añadido y diferencial al ERP ya existente. 
Hasta el momento el grado de personalización del ERP era medio y no destacaba 
frente a sus competidores en el mercado. Con este módulo de personalización se pretende 
cambiar esa dinámica aportando un elemento diferenciador. 
Con la realización del proyecto se pretende a su vez abrir un nicho de mercado de 
empresas a las que les gustaría incorporar un ERP para su gestión pero que por peculiaridades 








Los principales objetivos del proyecto son los siguientes: 
Como parte del módulo desarrollado integrar en el proyecto una carga dinámica de las 
fichas  de modo que dejen de ser algo fijo de la aplicación. 
Diseñar e implementar un sistema que permita a un determinado usuario de la 
aplicación la personalización de ciertos elementos de la interfaz gráfica destinados a la 
presentación de datos presentes en el ERP desarrollado por Raona. 
El desarrollo de este módulo de personalización deberá llevarse a cabo teniendo en 
cuenta la estructura piramidal de la empresa compuesta por roles y usuarios, permitiendo que 
cada nivel de esta jerarquía pueda crear su personalización. 
Permitir al usuario añadir o eliminar la información que se le presenta y como se le 
presenta, poniendo a su disposición los componentes desarrollados previamente en el ERP, en 
forma de catálogo. 
Realizar un desarrollo incremental basado en metodologías ágiles que permita ir 
disponiendo de diferentes versiones del software que puedan ser presentadas al cliente. 
Proporcionar al cliente A3Software una base sobre la que poder seguir desarrollando 









2. Estado del arte 
Dado que el modulo desarrollado trata de ahondar y potencias la personalización del 
nuestro ERP en el “state of the art” trataremos de hablar sobre la personalización de ERP’s, sus 
ventajas y desventajas. 
Originalmente solo existían ERPs estándares o ERPs a medida pero a través de los años 
la tendencia ha sido la de crear todo un abanico de niveles de personalización dejando ambos 
extremos (estándar y a medida) como grupos minoritarios. 
A continuación podemos ver un gráfico extraído del estudio2 realizado por la 
consultora Panorama en el 2012: 
1 Grados de personalización 
Como podemos observar los grupos de personalización extrema o a medida son 
residuales y representan entre los dos un 9% del mercado global de ERPs. Esto se debe a su 
elevado coste y otra serie de desventajas que veremos más adelante. 
Además de los grados de personalización podemos distinguir dos categorías separadas 
y cada una de ellas nos aportara unas ventajas e inconvenientes: 
 





















2.1. Personalización estática 
La personalización estática es aquella en la que el cliente plantea unas necesidades y 
requisitos particulares concretos, y la empresa productora o distribuidora los implementa o 
bien en la fase de desarrollo del producto o a posterior (bien integrándolos dentro del ERP o 
bien creando módulos independientes nuevos).  
Este tipo de personalización busca adaptarse a las peculiaridades del modelo de 
negocio del cliente o a unos requisitos muy concretos. 
Podemos a su vez diferenciar las personalizaciones estáticas en dos grupos: 
 Profundas:  
Son aquellas que requieren más cambios sobre la base original del ERP, y que estos 
cambios sean de más profundidad sobre la estructura principal del sistema.  
Esto evidentemente implica un mayor coste y que los encargados de realizar dichos 
cambios deban conocer en profundidad el ERP descartando en muchos casos a las 
empresas distribuidoras. 
Normalmente implican cambios importantes en el modelo o en la forma de trabajar de 
la aplicación cliente y servidor. 
 
 Moderadas: 
Son modificaciones de menor calado en la aplicación pero que a pesar de ello 
requieren modificaciones en el código. 
La mayoría de grandes desarrolladores o distribuidores de ERPs tienen tarifas fijas para 
este tipo de personalizaciones ya que son más comunes y normalmente solo requieren 
cambios en la parte cliente de la aplicación. 
Por ejemplo pueden consistir en modificar un formulario de entrada de datos para que 
incluya nuevos campos o simplificar una tarea que requiere varios pasos en un único. 
 
Ventajas  
 La principal ventaja es adaptarse a los requerimientos y funcionalidades 
demandadas por el cliente. 
 La experiencia de usuario puede ser óptima, adaptándose al tipo de usuario y 







 Se ahorran costes de adaptación al nuevo ERP ya que al cumplir más con los 
requerimientos y expectativas del cliente el aprendizaje a realizar será menor. 
 Si el ERP desarrollado no está debidamente modulado el cliente puede tener la 
sensación de estar pagando por funcionalidades que no usará. 
Inconvenientes 
 Personalizar un ERP supone un coste económico, técnico, humano y temporal que 
puede llegar a ser muy elevado. Además de que el coste temporal implicara una 
más tardía implantación. 
 Las secciones o módulos personalizados ofrecerán por norma general una menor 
garantía a fallos y problemas ya que no habrá podido ser tan testado salvo 
incrementando el coste enormemente. 
 La personalización de un ERP implica normalmente una implantación más cara, 
lenta y susceptible a problemas. 
 El desarrollo futuro se vuelve mucho más complejo si deben mantenerse varias 
versiones del ERP cada una con sus personalizaciones. 
 En ocasiones una alta personalización es sinónimo de haber escogido un producto 
equivocado para las necesidades existentes. 
  
2.2. Personalización dinámica 
La personalización dinámica es aquella que puede ser realizada sin necesidad de 
modificar el código de la solución.  
Algunas de estas personalizaciones pueden requerir reiniciar la aplicación, esto se da 
normalmente cuando dichas personalizaciones tienen relación con ficheros de configuración 
que son cargados al inicio de la ejecución de la aplicación. Otras, sin embargo, son aplicadas 
durante la ejecución y pasan a estar reflejadas de inmediato. 
Este tipo de personalización ha de ser prevista en el desarrollo del ERP y tenida en 
consideración en su diseño e implementación, cosa que incrementa el coste de desarrollo. 
Evidentemente a la vez que suponen un mayor coste también aportan un valor al ERP y 







Este tipo de personalizaciones van desde el poder cambiar el idioma de la aplicación a 
modificaciones más profundas como modificaciones en la interfaz del usuario o de la 
información mostrada.  
En esta categoría se engloba este proyecto a desarrollar ya que tiene como objetivo la 
modificación del aspecto visual de la aplicación en tiempo real. 
Ventajas 
 La principal ventaja es adaptarse a los requerimientos y funcionalidades 
demandadas por el cliente. 
 La sensación del cliente será que obtiene un producto de mayor calidad y más 
completo. Podemos decir que este tipo de personalización añade valor al producto 
en sí. 
 Se mejora la experiencia del usuario y la satisfacción del cliente. 
 Al permitir personalizaciones podemos llegar a cumplir con futuras necesidades 
que algún cliente requiera. 
 Si la personalización llega a ser demandada por muchos clientes se obtiene un 
menor coste que desarrollando varias personalizaciones estáticas concretas. 
Inconvenientes 
 Crear un software personalizable implicará siempre unos mayores costes tanto 
económicos como técnicos. 
 La complejidad de un software personalizable siempre será más alta y será por 
tanto más susceptible de errores. 
 Por lo general la personalización dinámica es más limitada que la estática en 









A3ERP es el ERP desarrollado por Raona y A3Software, el ERP sobre el que crearemos 
nuestro módulo de personalización. En esta sección haremos un breve resumen sobre el 
mismo y explicaremos algunos conceptos básicos para facilitar la comprensión del resto del 
documento. 
 
3.1. Características principales 
A3ERP es un software de gestión destinado a pequeñas y medianas empresas con un 
alto grado de personalización que lo hace más atractivo para muchas empresas que los ERP  
genéricos que podemos encontrar en el mercado. 
Además de dicho grado de personalización cuenta con un precio más asequible 
marcado principalmente por su objetivo comercial. En contrapunto es un ERP menos genérico 
y que por tanto puede abarcar un segmento comercial menor, por ejemplo su sistema de 
facturación  está pensado para España y puede encontrar limitaciones o incompatibilidades al 
operar en otros países. 
 
3.2. Aportación del proyecto 
El módulo que desarrollamos en este proyecto de final de carrera intenta ahondar en 
la personalización que se ofrece a los clientes, en este caso sin necesidad de realizar ningún 
tipo de programación a medida. 
Ya existen en el mercado ERPs (incluido el A3ERP) que permiten realizar ciertas 
personalizaciones para cada cliente, pero este proyecto intenta ir un paso más allá llevando la 
personalización del ERP a nivel de departamento de la empresa cliente e incluso de trabajador. 
Con este nivel de personalización se pretende que cada empleado tenga la mejor 
experiencia posible al usar el software, se maneje con mayor soltura sin verse abrumado por 
funciones o formularios interminables que no necesita, y a su vez pueda organizar todas las 








3.3. Conceptos básicos previos 
A continuación expondremos algunos de los conceptos básicos presentes en el 
software previamente y que serán recurrentes durante la memoria del proyecto.  
3.3.1. Ficha 
El ERP actual se basa en fichas, bien de visualización o bien de edición. Estas fichas 
contienen la información de las entidades del sistema y nos permiten crear nuevas instancias 
de las mismas, eliminarlas o editarlas. Son por ejemplo clientes, facturas, compra-ventas, 
almacenes,…. 
Las fichas son mostradas en una ventana independiente donde se muestra toda la 
información de la entidad y las acciones que podemos realizar sobre esta. Existen permisos 
para abrir fichas y editar el contenido interior pero obviaremos estos aspectos para este 
proyecto. 
Como para el desarrollo de este módulo trabajaremos exclusivamente sobre la ficha de 
edición de un cliente de la aplicación omitiremos el resto de funcionalidades o elementos que 
podemos encontrar fuera de dicha edición. 
 










Una ficha está formada por tres elementos principales: 
 Barra de herramientas. 
 MetroMenu 
 Vista(s) 
La barra de herramientas es donde se encuentran los botones para interactuar con la 
ficha. En una ficha de edición siempre tendremos opciones como guardar o cancelar los 
cambios realizados a la entidad y otros botones que pueden ser concretos de dicha entidad. 
Esta barra no será personalizable en el nuevo sistema. 
El MetroMenu es un menú basado en pestañas y sub-pestañas que nos permite 
navegar entre las diferentes vistas de la ficha. Llamaremos TabItem a estas pestañas y sub-
pestañas del menú. 
3.3.2. Vista(s) 
Las vistas son el elemento principal que verá el usuario dentro de la ficha de edición. 
Como veremos a continuación existen dos tipos de vistas, de sumario (imagen 2) o de datos 
(imagen 3).  
La vista de sumario será la encargada de mostrarnos un primer resumen del cliente y 
contendrá indicadores y elementos gráficos más complejos que las vistas de datos pero, 
ningún elemento que permita la entrada de datos. Cada ficha tendrá una única vista de 
sumario. 
Las vistas de datos son las encargadas de la entrada de datos, puede haber varias de 
ellas en la ficha, clasificadas en diferentes pestañas del MetroMenu. Mayoritariamente 








3 Ficha con vista de datos 
Las vistas están formadas por bloques. Cuando la vista es de datos estos bloques se 
agruparan de forma secuencial, uno al lado del otro hasta llegar al final de la pantalla. Sin 
embargo las vistas de datos son algo llamado “panel balanceado”, en estos paneles se tiene en 
cuenta el tamaño del bloque para su colocación y con ello  
3.3.3. Bloque 
Las vistas están formadas por bloques, que no son más que agrupaciones de controles 
o elementos y una cabecera.  
Los elementos contenidos en un bloque de datos serán de edición de datos mientras 
que los elementos contenidos en un bloque de sumario estarán destinados a mostrar datos y 
gráficos al usuario. 
 







Un bloque de datos será siempre de tipo “stack” esto quiere decir que sus elementos 
se agruparán de forma vertical de uno en uno. Sin embargo en los bloques de sumario existen 
diferentes tipos de agrupaciones: 
 “Stack”: Los elementos se agrupan de forma vertical de uno en uno. 
 
5 Bloque de sumario tipo "Stack" 
  “Wrap”: Los elementos se agrupan en líneas uno detrás del otro de forma 
horizontal hasta ocupar la anchura del bloque y después continúan en la siguiente 
línea. 
 








4. Especificación del proyecto 
En este apartado analizaremos los requisitos y funcionalidades de la aplicación a 
construir. 
4.1. Requisitos-Funcionalidades 
Los requisitos funcionales vienen especificados a nivel de ficha ya que no existe 
interacción entre las diferentes fichas del sistema. 
4.1.1. Definir personalización jerárquicamente 
El sistema actual funciona con una estructura de usuarios jerárquica que el módulo a 
implementar deberá tener en consideración. 
La aplicación nos obliga a crear una o varias empresas con las que trabajar. Cada una 









La aplicación deberá contener una base sobre la que los actores realizaran la 
personalización, que llamaremos “de sistema” común para todas las empresas y que 
definiremos nosotros en la implementación. En concreto partiremos de la ficha ya existente y 
la adaptaremos al nuevo sistema como base a personalizar. 
El sistema jerárquico nos proporciona a su vez un sistema de herencia en el que 
cualquiera de los actores que no tenga una personalización propia heredará la personalización 
de su predecesor en la jerarquía, hasta llegar a la definición de sistema si ninguno de los otros 
actores ha realizado una personalización.  




 PERFIL 1 
Usuario P 
ROL 2 ROL N … 
Usuario 1 … 







 Personalizar la ficha para él mismo (la ficha que verá al trabajar con la aplicación) 
 Personalizar la ficha para otro usuario. 
 Personalizar la ficha para un rol concreto. 
 Personalizar la ficha a nivel de empresa. 
Mientras el actor esté realizando la personalización deberá indicarse claramente en la 
parte superior derecha de la vista, la ficha de qué usuario perfil o empresa se está 
personalizando, y en caso de estar configurando un rol o un usuario deberá indicarse el 
nombre del mismo. 
 
8 Indicadores de personalización 
                     
4.1.1.1. Romper herencia 
La herencia se rompe cuando uno de los actores decide realizar su propia 
personalización de un cierto elemento. A partir de ese momento el actor tendrá su propia 
versión del elemento que podrá modificar a su gusto. 
A la hora de personalizar un elemento, si el actor en cuestión tiene otros actores por 
debajo de su nivel jerárquico que no tengan dicho elemento personalizado, los actores de 
menor nivel verán el elemento modificado. Si por el contrario tienen dicho elemento 
personalizado, el actor deberá poder decidir si aplica dichos cambios también a los actores que 
se encuentran por debajo en la jerarquía o no. 
Al personalizar un elemento la herencia sólo se romperá sobre dicho elemento y se 
mantendrá en el resto. Por ejemplo, si un actor personaliza una vista, verá dicha vista alterada 
y, si un actor por encima de él en el árbol jerárquico modifica otra vista que él no tenga 
personalizada, verá dichas modificaciones. 
 
4.1.2. Reubicar bloques 
Mientras estemos en el modo de personalización se debe permitir mover los bloques 







vistas del mismo tipo. Se entiende que al mover un bloque todos los elementos contenidos en 
el bloque se moverán con él. 
La reubicación de bloques se realizará de dos maneras. Existirá un panel izquierdo 
vertical que indicará el orden en el que deseamos que los elementos sean visualizados, en 
dicho panel habrá representaciones en miniatura de los bloques que podremos arrastrar arriba 
y abajo para fijar el orden. 
La otra forma de reubicarlo será arrastrando el bloque directamente a través de la 
vista, en este caso también se empleará el panel lateral izquierdo como sistema de 
ordenación. En concreto cuando comencemos a arrastrar el bloque aparecerá una línea 
horizontal que indicará la posición del bloque y, al mover el bloque arriba y abajo los cambios 
se irán viendo reflejados en el panel izquierdo. 
 
 
9 Prueba conceptual de reubicar bloque 
4.1.3. Crear y eliminar bloques 
Mientras el actor esté en modo personalización tendrá dos formas de crear bloques. La 
primera haciendo clic directamente en un botón que habrá en la vista que tendrá la forma de 








La otra forma de crear un bloque será a través de la barra de herramientas, allí 
tendremos un botón que nos dejará seleccionar el tipo de bloque que deseamos insertar y tras 
seleccionarlo insertará el nuevo bloque en la última posición. 
En las vistas de tipo datos podremos únicamente crear bloques de tipo stack; en las 
vistas de sumario sin embargo podremos crear bloques tanto de tipo stack como wrap. 
Del mismo modo debemos poder eliminar cualquier bloque. Con la eliminación del 
bloque, los elementos contenidos dejarán de aparecer y el resto de bloques deberán 
reordenarse teniendo en cuenta el tipo de vista en el que se encuentran. 
4.1.4. Modificar bloques 
Los bloques contienen una cabecera (o header) que debe ser editable. Debemos poder 
editar el texto que contiene dicha cabecera o borrarlo por completo. 
En el caso de los bloques de sumario se debe permitir cambiar su tipo a stack o wrap. 
Los elementos que contenga el bloque deberán reordenarse adecuadamente. 
Estas modificaciones se realizarán situando el cursor sobre la parte superior de los 
bloques, tras lo cual aparecerán dos botones, uno dedicado a la edición de la cabecera del 
bloque y otro a la del tipo de bloque. 
4.1.5. Reubicar y eliminar componentes  
Mientras estemos en modo personalización podremos reubicar los componentes de un 
bloque dentro del mismo (alterar su orden) así como moverlos a otro bloque haciendo clic en 
el componente y arrastrándolo. 
 El componente podrá ser reubicado estando el bloque destino en la misma vista o en 
una diferente, siempre y cuando la vista del bloque destino sea del mismo tipo que la del 
origen. 
A su vez podremos eliminar cualquier componente de un bloque haciendo clic sobre 
un icono en forma de “x” que aparecerá al ponernos sobre él, al apartar el ratón del 
componente el símbolo deberá desaparecer. 
4.1.6. Crear pestañas del MetroMenu 
Un actor del sistema que se encuentre en modo personalización deberá poder 







Aparecerán dos botones en la barra de herramientas para tal fin que tendrán un 
aspecto parecido a este: 
 
10 Botones de creación de pestañas 
En el caso de hacer clic en el de crear nuevo SubTab la sub-pestaña se creará como hija 
de la pestaña que tengamos seleccionado actualmente. 
Como hemos explicado anteriormente, sólo existe una pestaña de sumario, con lo que 
el botón para crear sub- pestañas sólo estará activo si nos encontramos en una pestaña que 
contenga vistas de datos. 
En el caso de crear una nueva pestaña, ésta se añadirá a la lista de pestañas en última 
posición, con una nueva vista de datos vacía asociada.  
En el caso de querer crear una sub- pestaña tendremos dos escenarios. El primero en 
el que la pestaña principal ya tiene más sub- pestañas, con lo que simplemente deberá crearse 
una nueva sub- pestaña con una vista vacía y colocarla como la última de las sub- pestañas. 
El otro escenario se da cuando intentamos crear una sub- pestaña en una pestaña que 
no tiene ninguna sub-pestaña sino que tiene una vista directamente. En este caso al crear la 
sub- pestaña deberemos asignarle la vista que contenía la pestaña principal, que dejará de 
contenerla. 
Tanto las pestañas como las sub- pestañas se crearán con cabeceras por defecto que 
podrán ser modificadas más adelante. 
4.1.7. Modificar y Eliminar pestañas 
En el caso de querer modificar o eliminar una pestaña o un sub- pestaña simplemente 
deberemos situar el cursor sobre el elemento en cuestión tras lo cual aparecerán dos botones, 
uno para la edición de la cabecera y otro para la eliminación del elemento. 








Como no existen restricciones a la hora de crear pestañas o sub-pestañas, el borrado o 
modificación de estas es diferente. Sólo podremos cambiar la cabecera o eliminar una pestaña 
o sub-pestaña si ésta no proviene de la personalización base (“de sistema”). 
4.1.8. Catálogos de componentes 
Mientras un actor esté en modo personalización dispondrá de dos catálogos de 
componentes que añadir a la ficha que este personalizando, el catálogo de datos y el de 
sumario. Estos catálogos se abrirán haciendo clic en botones situados en la barra de 
herramientas.  
En las vistas de datos dispondremos exclusivamente del catálogo de datos mientras 
que en las vistas de sumario dispondremos de ambos catálogos. 
Podemos considerar el catálogo de datos como algo estático ya que contendrá los 
elementos necesarios para editar las propiedades de la entidad visualizada, que no cambiarán 
con el tiempo. Sin embargo el catálogo de sumario dado que está dedicado a mostrar 
elementos gráficos debe ser más dinámico, en concreto deberá alimentarse de una base de 
datos para que así, nuevos elementos puedan ser añadidos al catálogo. 
4.1.8.1. Catálogo de datos 
En el caso de la vista de datos, el catálogo permitirá añadir a la vista componentes para 
la edición de las propiedades de la entidad que va relacionada con las vistas. Sin embargo, al 
añadir componentes del catálogo a la vista de sumario, estos componentes deberán ser de 
visualización de la propiedad que representan y no de edición. 
El catálogo de datos será un árbol desde el que el usuario podrá arrastrar 
componentes a la ficha, el componente deberá crearse al hacer clic y arrastrar alguna de las 
propiedades de la lista.  
El primer nivel del árbol nos mostrará la entidad con la que están relacionadas las 
propiedades a listar, algunas serán propiedades directamente de la entidad relacionada con la 
ficha, otras sin embargo de entidades relacionadas con ésta.  
El segundo nivel serán las categorías dentro de las que se engloban las propiedades y, 
en tercer y último lugar, las propiedades en sí, representadas por su nombre. 
Pueden existir en el catálogo de datos componentes que estén formados por varias 
propiedades. Estos componentes deberán marcarse de una manera especial en el catálogo de 







El catálogo de datos contará, además, con un buscador que nos permitirá buscar entre 
los nombres de las propiedades o sus categorías, ocultando los elementos del árbol que no 
cumplan con el criterio de búsqueda. 
 
11 Catálogo de datos 
4.1.8.2. Catálogo de sumario 
En las vistas de sumario se dispondrá, además, de un catálogo adicional de 
componentes exclusivamente de sumario. Este catálogo funcionará como un repositorio online 
de contenidos  desde el cual, el usuario que está personalizando sus vistas, podrá añadir 
componentes a las mismas. 
El catálogo de sumario, además de mostrarnos la lista completa de componentes a 
añadir, nos permitirá filtrar de varias maneras. 
 Por entidad relacionada: 
 
12 Menú de selección de entidad relacionada 
 Si ya están instalados o no. 











El catálogo de sumario tendrá un vista general dónde se encontrarán los filtros antes 
mencionados y, se presentarán los componentes en forma de tarjetas con una pequeña 
imagen, su nombre, el autor, y un indicador para saber si el componente está ya presente o en 
caso contrario, un botón rápido para añadirlo. 
 
13 Vista en forma de ficha de los elementos del catálogo 
Si hacemos doble clic en cualquier bloque se accederá a su vista de detalle, que 
muestra, además de los campos anteriores, su descripción y nos permite añadirlo también a la 
ficha. 
 







4.1.9. Eliminar personalización 
Cuando un actor esté personalizando una ficha podrá borrar la personalización 
haciendo clic en el botón correspondiente de la barra de herramientas. El actor podrá borrar 
tanto una configuración de usuario como una de rol o empresa. 
Una vez borrada la personalización el actor volverá a heredar del árbol herencia, con lo 
que verá las vistas como las ve el actor que esté directamente por encima de él en la jerarquía. 
4.1.10. Guardar y cancelar personalización 
Todos los cambios realizados durante el proceso de personalización (reubicar bloques, 
añadir componentes,…) son cambios volátiles, y no será hasta que hagamos clic en el botón de 
guardar de la barra de herramientas, que se aplicarán. 
Si por el contrario deseamos dejar la vista tal y como estaba antes de comenzar la 
personalización, podremos hacer clic en un botón que restaurará la vista y nos sacará del 
modo personalización, restaurando las funcionalidades habituales sobre la ficha. 
 
4.2. Requisitos no funcionales 
Los requisitos no funcionales de la aplicación serán los siguientes: 
 Aplicación de escritorio: 
Existe el requisito de que la aplicación sea de escritorio, por las decisiones tecnológicas 
que tomaremos más adelante, el usuario cliente deberá tener el .NET Framework (al 
menos versión 4.0) instalado. 
 SQL Server 2008 o superior 
 Windows Server 2008 
4.3. Casos de uso 
A continuación listaremos los casos de uso de la aplicación, al haber un número 
elevado, los dividiremos en diferentes imágenes. Para simplificar los casos de uso 
consideraremos que el actor de los mismos, en este caso un usuario, ya está registrado en la 








15 Casos de uso (1ra parte) 
4.3.1. Personalización 
Iniciar Personalización 
Descripción Inicia el modo personalización activando los botones de la barra de 
herramientas necesarios y el panel de ordenación lateral izquierdo. 
Actores -Usuario. 
Pre-Condiciones -Ficha de edición cargada. 
Acciones -Activar el modo personalización. 
-Hacer visibles y activar los botones de la barra de herramientas. 
-Mostrar el panel izquierdo de ordenación. 
Post-Condiciones -Modo personalización activado. 
-Panel izquierdo de ordenación visible. 










Descripción Se guardan los cambios realizados por el usuario en la ficha cargada. 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado 
-El usuario ha realizado algún cambio. 
Acciones -Se guardan los cambios realizados por el usuario. 
Post-Condiciones -Los cambios realizados por el usuario se han guardado y se verán 
reflejados al cargar la ficha. 
 
Cancelar Personalización 
Descripción Se cancelan los cambios realizados por el usuario durante la 
personalización. 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado 
Acciones -Se desactiva el modo personalización ocultando botones y la barra 
lateral izquierda. 
-Si ha habido cambios se recarga la ficha. 
Post-Condiciones -La ficha de edición queda exactamente igual que antes de comenzar 









16 Casos de uso (2da parte) 
 











Descripción Se inicia la creación de un bloque, el actor debe seleccionar el 
tipo y por último se creará el bloque del tipo seleccionado. 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado 
Acciones -Se despliega un menú para la selección del tipo de bloque. 
-Se crea el nuevo bloque. 
 
Post-Condiciones -Se añade un bloque del tipo seleccionado por el actor. 
 
Crear Bloque Stack 
Descripción Se crea un bloque de tipo Stack. 
Actores -Usuario. 
Pre-Condiciones - 
Acciones - Se asigna el tipo Stack al nuevo bloque que se está creando. 
Post-Condiciones - El bloque creado es de tipo Stack. 
 
Crear Bloque Wrap 
Descripción Se crea un bloque de tipo Wrap. 
Actores -Usuario. 
Pre-Condiciones -El actor se encuentra en una vista de tipo sumario. 
Acciones - Se asigna el tipo Wrap al nuevo bloque que se está creando. 
 










Descripción Se modifica un bloque según los criterios del actor. 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado 
Acciones -Se aplican los cambios que el actor ha realizado. 
-Si se ha realizado un cambio de tipo de bloque los elementos del 
bloque son re-ordenados. 
 




Descripción Un bloque es arrastrado por el usuario de una posición a otra. 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado 
Acciones -Se mueve el bloque a la posición indicada por el usuario. 
-Si la posición es diferente a la original se informa de dicho 
cambio. 
-Se re-calcula el orden de todos los bloques. 
-Se actualiza el panel izquierdo. 
Post-Condiciones -El bloque aparece en la posición destino tanto en la vista como 
en el panel lateral izquierdo de ordenación. 
 
Eliminar Bloque 
Descripción Se elimina el bloque indicado por el usuario. 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado. 
-Hay un bloque seleccionado 
Acciones -Se elimina el bloque seleccionado. 
-Se re-ordenan el resto de bloques posteriores al eliminado. 
Post-Condiciones -El bloque seleccionado por el actor se ha eliminado y el resto de 








4.3.3. MetroMenu (pestañas) 
Crear Pestaña 
Descripción Permite al usuario crear una pestaña en el MetroMenu. 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado 
Acciones -Se crea una nueva pestaña. 
-Se crea una vista de datos y se asigna a la nueva pestaña. 
-Se asigna un nombre por defecto a la nueva pestaña. 
Post-Condiciones -Hay una nueva pestaña en el MetroMenu con una vista de datos 
asociada y un nombre por defecto. 
 
Eliminar Pestaña 
Descripción Permite al usuario eliminar una pestaña del MetroMenu. 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado 
-Se ha seleccionado una pestaña 
Acciones -Se elimina la pestaña del MetroMenu y todas las sub-pestañas. 
 
Post-Condiciones -El MetroMenu ya no muestra la pestaña eliminada. 
 
Modificar Pestaña 
Descripción Permite al usuario modificar el nombre de una pestaña del 
MetroMenu. 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado 
- Se ha seleccionado una pestaña 
Acciones -Se cambia el nombre de la pestaña al indicado por el usuario. 
 










18 Casos de uso (3ra parte) 
  
4.3.4. MetroMenu (sub-pestañas) 
Crear sub-Pestaña 
Descripción Permite al usuario crear una sub-pestaña dentro de una pestaña 
del MetroMenu. 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado. 
-El actor se encuentra en una pestaña que contiene vista(s) de 
datos. 
Acciones -Si la pestaña padre no contiene sub-pestañas se crea una sub-
pestaña para ésta, que contendrá la vista que la pestaña padre 
contenía. 
-Si la pestaña padre contiene sub-pestañas se crea una sub-
pestaña en la última posición con una vista de datos vacía. 
-Se le asigna un nombre por defecto a la sub-pestaña. 
Post-Condiciones -Una nueva sub-pestaña es creada como hijo de la pestaña en la 










Descripción Permite al usuario eliminar una sub-pestaña del MetroMenu. 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado 
-Se ha seleccionado una sub-pestaña 
Acciones -Si la sub-pestaña es la única sub-pestaña en la pestaña actual se 
elimina tanto la sub-pestaña como la pestaña y la vista. 
-Si no lo es, se elimina la sub-pestaña y la vista contenida en esta. 
Post-Condiciones -El MetroMenu ya no muestra la sub-pestaña eliminada. 
-Si era la única hija de la pestaña actual en el MetroMenu 
tampoco existirá la pestaña padre. 
 
Modificar sub-Pestaña 
Descripción Permite al usuario modificar el nombre de una sub-pestaña del 
MetroMenu. 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado 
- Se ha seleccionado una sub-pestaña 
Acciones -Se cambia el nombre de la sub-pestaña al indicado por el 
usuario. 










4.3.5. Componentes de bloque 
Mover Componente 
Descripción Un componente es arrastrado por el usuario de una posición a 
otra. 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado. 
Acciones -Se mueve el componente a la posición indicada del bloque 
indicado por el usuario. 
-Se re-calcula el orden de los componentes del bloque destino si 
es necesario. 
-Se actualiza el panel izquierdo. 




Descripción Permite eliminar un componente concreto de un bloque. 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado. 
-Se ha seleccionado un componente. 
Acciones -Se elimina el componente seleccionado. 
-Se re-calcula el orden del resto de componentes del bloque. 
-Se actualiza el panel izquierdo. 














19 Casos de uso (4ta parte) 
4.3.6. Eliminar Personalización 
Descripción Permite eliminar la personalización el actor que se encuentre en 
modo personalización 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado 
Acciones -Borrar todos los componentes personalizados por el actor. 
Post-Condiciones -El actor y aquellos por debajo de él en el orden jerárquico dejan 









4.3.7. Catálogo de Datos 
Catálogo de Datos 
Descripción Abre el catálogo de datos 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado 
Acciones -Se despliega un panel lateral derecho. 
-Se rellena dicho panel con las propiedades de la entidad 
clasificadas a modo de árbol. 
 
Post-Condiciones -Se despliega el catálogo de datos con las propiedades de la 
entidad. 
 
Añadir Componente de Datos 
Descripción Permite añadir componentes de datos a la vista actual. 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado 
-El catálogo de datos está desplegado. 
-El Actor ha comenzado a arrastrar una propiedad. 
Acciones -Al arrastrar la propiedad se crea un componente de datos de 
lectura, si el actor se encuentra en una vista de sumario y, de 
edición, si es una vista de datos. 
-Se añade el componente dónde el actor realiza el drop.  










4.3.8. Catálogo de Sumario 
Catálogo de Sumario 
Descripción Abre el catálogo de sumario 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado 
-El actor se encuentra en una vista de sumario. 
Acciones -Se abre una ventana que bloquea la ficha. 
-La ventana de catálogo se conecta a servidor para obtener los 
componentes. 
-Se rellena el catálogo con la vista de fichas en miniatura de los 
componentes. 
Post-Condiciones -Se muestra el catálogo de sumario con la lista de componentes 
de sumario. 
 
Añadir Componente de Sumario 
Descripción Permite añadir componentes de sumario a la vista de sumario 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado 
-El actor se encuentra en una vista de sumario. 
-El catálogo de sumario está desplegado. 
-El actor ha seleccionado un componente. 
Acciones -Se crea un nuevo bloque vacío en la vista de datos. 
-Se añade el componente al bloque vacío recién creado. 
Post-Condiciones -La vista pasa a contener el componente del catálogo en un 









Abrir Detalle de Componente 
Descripción Permite ver los detalles de un cierto componente. 
Actores -Usuario. 
Pre-Condiciones -El modo personalización está activado 
-El actor se encuentra en una vista de sumario. 
-El catálogo de sumario está desplegado. 
-El actor ha seleccionado un componente. 
Acciones -Se abre la vista de detalles del componente. 









Para el desarrollo de este proyecto se ha decidido emplear metodologías ágiles de 
desarrollo de software en concreto SCRUM. 
5.1. SCRUM 
SCRUM es una metodología ágil de trabajo que nos ayuda a trabajar 
colaborativamente en equipo y obtener el mejor resultado posible, tanto a nivel del 
rendimiento del equipo cómo de forma individual. 
Esta metodología se basa en la realización de iteraciones relativamente cortas 
llamadas sprints, que acaban con una entrega parcial del proyecto. Esto resulta una gran 
ventaja cuando el desarrollo que estamos realizando es para un cliente externo a nuestra 
empresa, ya que nos permite mostrarle avances en el proyecto regularmente. 
En este proyecto se ha decidido realizar las iteraciones o sprints de 15 días, tras los 
cuales se realiza una versión estable del código y se planifica el próximo sprint teniendo en 
cuenta la disponibilidad de los desarrolladores y la dependencia entre tareas. Será entonces 
cuando se añadan nuevas tareas al proyecto si se cree necesario. 
Como herramienta para llevar a cabo esta metodología hemos empleado “Microsoft 
Visual Studio Online Agile Software Development”3  
En esta herramienta se nos permite definir las funcionalidades a implementar. Estas 
funcionalidades estarán compuestas por “Backlogs”, que son conjuntos de requisitos de alto 
nivel que definen un trabajo concreto a realizar dentro de la funcionalidad. A su vez, los 
“Backlogs” están compuestos por tareas.  
Las tareas son el elemento más pequeño y concreto de SCRUM, definen un trabajo 
específico a realizar, se asignan a una única persona y, se define un número de horas en las 
que dicha tarea deberá ser realizada. 
  








Como hemos explicado primero definiríamos las funcionalidades: 
 
20 Lista de funcionalidades 
A continuación añadimos los “Backlogs”: 
 
21 Lista de "Backlogs" 
Y por último añadiríamos las tareas a los “BackLogs”: 
 
22 Lista de "Backlogs" con tareas anidadas 
Como vemos tenemos las tareas creadas y asignadas. Al haber completado ya las 
tareas, la columna “Remaining work” está en blanco, de otro modo indicaría el número de 
horas que hemos estimado que quedan para finalizar la tarea. 
 La dinámica de trabajo consistirá en ir cambiando las tareas de estado desde 
“Pendiente” pasando por “En progreso” hasta “Completada”. Cuando todas las tareas de un 
“Backlog” han sido completadas, validaremos éste y lo pasaremos a “Completado” si cumple 
los requisitos. 
Durante el transcurso del sprint podremos ver nuestro progreso y comprarlo con un 
progreso “ideal” para conseguir completar dicho sprint con éxito. La representación gráfica de 








23 Burndown chart 
Como podemos ver en el gráfico anterior el sprint 4 fue bastante bien. Se puede 
observar cómo algunas tareas llevaron más de lo planificado mientras que otras pudieron 
realizarse en menor tiempo. También podemos observar que al final del sprint quedó algo de 
trabajo pendiente que debió pasarse al siguiente sprint. 
Conclusión  
La experiencia de trabajar con SCRUM ha sido muy positiva. Desde el primer momento, 
el hecho de tener que crear las funcionalidades, backlogs y tareas nos ha aportado una visión 
global de proyecto pero sobre todo una visión sobre los puntos más conflictivos o que, 
claramente, crearían más problemas. 
Con esta visión se ha podido realizar una planificación más acertada de las tareas a 
realizar y el orden en el que llevarlas a cabo. Esto ha aportado un mayor grado de organización 
personal a cada uno de los miembros del equipo y al equipo como conjunto. 
A pesar de esta organización, el hecho de realizar una reunión cada dos semanas para 
planificar el próximo sprint, así como para comentar el anterior, aporta un grado de 
dinamismo al equipo que le permite afrontar imprevistos o problemas que puedan salir sobre 
la marcha. 
El único contrapunto que podría ponerle a la metodología es la necesidad de planificar 
muy bien el sprint a realizar y las tareas contenidas en él, valorando correctamente su peso. 
Ésto es a su vez un punto fuerte de SCRUM pero es también una debilidad, ya que restringe el 







6. Diseño e implementación 
      En este apartado propondremos una solución tecnológica a los requisitos existentes y 
seguiremos el desarrollo de la misma. 
6.1. Tecnología empleada 
Una vez han quedado claros los requisitos y funcionalidades de la aplicación a llevar a 
cabo, propondremos una tecnología para el desarrollo de la aplicación. 
6.1.1. Arquitectura de la solución 
Dividiremos la arquitectura de la solución en dos partes. Por un lado tendremos una 
parte servidora, orientada a servicios (SOA4).  
En conjunto con la parte servidora tendremos una parte cliente que será la encargada 
de conectarse a la parte servidora para consumir datos y mostrárselos al usuario. 
 
24 Arquitectura de la solución 








6.1.2. Raona Framework 
Con la arquitectura ya definida en mente y, para ayudarnos en su implementación, 
hemos empleado el Raona Framework: un framework desarrollado por Raona y basado en el 
.NET Framework. El Raona Framework se divide en tres partes: 
 Raona Project Model:  
Un editor visual para diseñar el diagrama de clases 
 Raona WPF: 
Entorno de trabajo basado en WPF para construcción de aplicaciones 
 Raona Data: 
Entorno para el tratamiento de datos en bases de datos relacionales 
 
6.1.2.1. Raona Project Model 
El Raona Project Model es un editor visual para diseñar el diagrama de clases que nos 
permite definir las entidades de la aplicación y sus relaciones entre ellas. Para cada entidad 
nos permite definir sus propiedades, especificando el tipo, si permite o no valores nulos, si ha 
de ser única y si es o forma parte de la clave primaria. 
Una vez diseñado el modelo, cuenta con un generador de código que nos permite 
generar los ficheros del modelo de entidades de la aplicación, teniendo en cuenta unos 
criterios sobre buenas prácticas. Además, nos permite generar el esquema de la base de datos 
correspondiente en modo de scripts SQL, que ejecutaremos en el servidor SQL. 
 
6.1.3. Cliente 
La parte cliente contiene la mínima lógica de negocio posible, consumirá esta 
información de los servicios web. En el caso de este proyecto, será la encargada de manejar el 
drag&drop para la personalización de la pantalla. El código de cliente lo desarrollaremos 
basándonos en la tecnología WPF5, en concreto en una personalización de la misma que 
llamaremos Raona WPF. 










Windows Presentation Foundation es un sistema para el desarrollo de interfaces 
graficas que parte del .NET Framework 3.0 de Microsoft, su objetivo principal es permitirnos 
que dichas interfaces sean potentes y atractivas para el usuario. Para ello, separa la 
programación de la capa gráfica de una capa de control, que habitualmente se conoce como 
code-behind. 
Para el desarrollo de la interfaz en sí, WPF pone a nuestra disposición un lenguaje 
basado en XML llamado XAML6, que nos permite definir los elementos que aparecerán en la 
interfaz, dotarles de un estilo determinado y definir sus binding’s y eventos. Para el code-
behind de estos elementos gráficos y para implementar el resto de los aspectos de la 
aplicación, se emplea el lenguaje C#. 
En lo que respecta a la forma de programar, podríamos destacar dos cosas que 
diferencian WPF de los lenguajes “tradicionales” 
 
 Programación orientada a eventos: 
Además de ser un lenguaje orientado a objetos, C# es un lenguaje orientado a eventos, 
esto implica que el flujo de ejecución de la aplicación viene determinado por eventos. 
Eventos que pueden ser originados por el usuario al interactuar con elementos 
gráficos, o programados y disparados por el usuario. 
 
 Bindings: 
Un Binding es un enlace lógico entre dos propiedades, de modo que una muestre el 
valor de la otra. Esto nos es especialmente útil para enlazar entidades del modelo con 
la interfaz gráfica, ya que nos evita controlar muchas cosas. Hay cuatro tipos de 
bindings: 
o OneTime:  
Los datos se enlazan una vez pero el destino ignora los cambios en origen. 
o OneWay: 








Los datos sólo pueden ser leídos en el destino del binding pero no 
modificados. 
o TwoWay: 
Los datos pueden ser modificados tanto en origen como en destino. 
o OneWayToSource: 
Los datos pueden ser modificados en el destino del binding pero si son 
modificados por otra fuente no se verá reflejado. 
 
6.1.3.2. RAONA WPF 
Raona WPF es un desarrollo propio de Raona a partir de WPF que nos proporciona una 
implementación del patrón modelo vista presentador, una serie de clases y utilidades que nos 
harán el trabajo más fácil a la hora de programar y un EventManager encargado de los eventos 
para simplificar su creación, suscripción y uso. 
 
6.1.3.3. Patrón Modelo-Vista-Presentador 
El patrón empleado para el desarrollo de esta aplicación será el de modelo vista 
presentador, una variante del patrón modelo vista controlador con la diferencia de que la vista 
ya no se comunica con el modelo salvo a través del presentador. 
Se intenta de esta forma, que la vista se encargue solamente de mostrar los datos e 
interactuar con el usuario y, que el modelo no necesite saber cómo dicha información es 
mostrada. Como nexo de unión entre las acciones de la vista y el modelo tendremos el 
presentador. 
 








La parte servidora es la encargada de la lógica de negocio y se basa en la tecnología 
“Windows Communications Foundation”(WCF7) para las comunicaciones y, el Raona Data 
como base para el desarrollo y conexión con datos. 
 
26 Arquitectura servidor 
6.1.4.1. Windows Communication Foundation 
Windows Communication Foundation es una herramienta creada por Microsoft para la 
creación de aplicaciones orientadas a servicios. Permite a los desarrolladores generar 
transacciones seguras que se integren en diferentes plataformas (aunque normalmente se 
emplea para aplicaciones de escritorio). 
 Microsoft ha integrado la API8 de Windows Communication Foundation en Microsoft 
Visual Studio9 aunque también la ha liberado para que los desarrolladores no tengan 
necesidad de adquirir Visual Studio para la creación de servicios en WCF. 
Windows Communication Foundation nos brinda las siguientes características: 
 Control sobre los metadatos publicados por cada servicio. 
 Añadir funcionalidades de seguridad a los servicios, como autorizaciones o gestión de 
tokens. 
 Auditoria automática de los servicios: Logs, históricos, trazas,…. 
 Validación de parámetros. 










6.1.4.2. Raona Data 
El Raona Data forma parte del "Raona framework” y nos sirve de entorno de trabajo 
para la parte servidora de la solución. 
Su característica principal es que nos ofrece transparencia en la persistencia y 
tratamiento de los datos, gracias a: 
 Abstracción del lenguaje especifico de gestión de datos y su almacenamiento. 
 Mapeo entre las entidades de negocio y los modelos relacionados de almacenamiento 
de datos. 
 Generación automática de las sentencias y relaciones para gestionar las entidades de 
negocio. 
 Aislamiento de las capas de presentación y negocio de la persistencia de datos y, la 
tecnología de comunicación con la capa servidora. 
Para poder llevar a cabo estas funcionalidades necesita: 
 Decoración de las entidades de negocio: 
Debemos decorar las entidades con atributos personalizados que contienen la 
información necesaria para que el framework realice el mapeo. 
 Lenguaje de gestión de datos independiente: 
Definición lógica de los datos a obtener, insertar, modificar o eliminar mediante un 
lenguaje independiente del sistema de almacenamiento de datos. 
 
6.1.4.2.1. Decoración de entidades 
A continuación se adjunta un fragmento de código de una entidad, donde podemos 
ver de qué forma se configura el mapeo entre las entidades del modelo y las tablas de la base 
de datos.  
En primer lugar vemos que la clase está decorada con el atributo PersistentEntity, que 
especifica que es una entidad persistente de la base de datos y además indica el nombre de la 
tabla donde se almacenará. Las propiedades por otro lado, tienen el atributo 
PersistentProperty donde el parámetro que le pasaremos será el nombre del campo dentro de 











public partial class Cliente : BaseRuleDependency, IRuleDependency 
{ 
[XProperty] 
 [PersistentProperty("CodCli", true)] 
 public string Codigo 
 { 
  get 
  { 
   // 
  } 
  set 
  { 
   // 
  } 
 } 
} 
6.1.4.2.2. Gestión de datos 
Para la gestión de datos el objetivo es realizar consultas sin conocer el sistema de 
almacenamiento de los mismos. Para conseguirlo se define un modelo de datos propio 
formado básicamente por: 
 Propiedades: 
Nos permiten definir las propiedades a consultar, insertar o modificar de una entidad. En 
concreto el framework de Raona espera una PropertyCollection para construir la sentencia. 
Una PropertyCollection  no es más que una lista de propiedades donde cada elemento 
representa una propiedad de la entidad de negocio. 
 Filtros: 
Nos permiten definir filtros lógicos independientes al sistema de almacenamiento. El Raona 
Data espera una FilterCollection que es una lista de FilterValue. Cada FilterValue define una 
condición para una propiedad presente en la entidad y la relaciona con un valor dado. 
Un FilterValue cuenta con un FilterOperator que actuará de operador lógico para la 
comparación que estamos definiendo. FilterOperator puede tener los siguientes valores: 
o Equal: Igualdad. 
o NotEqual: Diferente. 







o GreaterEqual: Mayor o igual. 
o Less: Menos. 
o LessEqual: Menor o igual. 
o Like: Contiene. 
o BeginLike: Comienza por. 
o EndLike: Acaba en. 
o In: Está contenido en la lista pasada como valor. 
o NotIn: No está contenido en la lista. 
Los FilterValue que añadimos a una FIlterCollection podrán tener además un LogicOperator 
que servirá para indicar si las condiciones son inclusivas o exclusivas y así poder hacer filtros 
más complejos. Sus valores podrán ser “And” u “Or”. 
 
 Ordenación: 
Permite definir un orden lógico para los datos. El framework trabaja con OrderCollection, que 
son listas de Order que a su vez definen una propiedad de la entidad de negocio y un tipo de 
order, que puede ser: 
o Ascending: Ascendente. 
o Descending: Descendente. 
A continuación se muestra un ejemplo del uso de estas características en la obtención de las 
vistas de un usuario o rol determinado: 
Definimos las propiedades que queremos obtener de la vista: 




return PropertyCollection.GetProperties(typeof(View), "Id", 










Un filtro que filtrara por las vistas de un cierto usuario o de un rol: 
public static FilterCollection GetCustomizationFilter(Rol rol, Usuario usuario) 
{ 
FilterCollection filter = new FilterCollection(); 
 
filter.Add(new ValueFilter("Usuario.Id", typeof (View), 
FilterOperator.Equal, usuario.Id)); 
filter.Add(new ValueFilter("Rol.Id", typeof(View), FilterOperator.Equal, 
rol.Id, LogicOperator.Or)); 
             
return filter; 
} 
Y los ordenaremos por fecha de creación: 








Una vez tenemos todos los elementos obtener las vistas sería tan sencillo como llamar al 
servicio correspondiente pasándole los diferentes parámetros: 
ObtenerViews(View.EditProperties, View.GetCustomizationFilter(rol, user), 
View.CustomizationOrder); 
6.1.5. Base de datos 
Para la gestión de la base de datos hemos empleado Microsoft SQL Server que se basa 
en un modelo de bases de datos relacional y emplea los lenguajes T-SQL10 y SQL para las 
consultas y demás interacción con la base de datos.  
El motivo de esta decisión es que es la plataforma con la que más experiencia 
tenemos, además de que cumple perfectamente con nuestros requisitos.  
6.1.6. Control de versiones 
Para el manejo del control de versiones hemos empleado Microsoft Team Foundation 
Server 11un producto de Microsoft que nos proporciona un servicio de control de versiones a 
través de su Team Foundation Version Control. 









Hemos escogido TFS ya que su integración con Visual Studio es total y el desarrollo 
previo ya se estaba realizando con este producto. Esto nos permite crear fácilmente una rama 
de desarrollo para este nuevo módulo mientras el desarrollo del ERP continúa. Al final 
deberemos hacer una integración de los códigos en una única rama para la construcción de 
una versión definitiva del ERP. 
Al escoger este producto de Microsoft tendremos disponible a su vez Visual Studio 
online12 que, como explicaremos más adelante, emplearemos para poder aplicar la 
metodología ágil SCRUM de manera más eficiente ya que al estar ambos productos integrados, 
podremos relacionar elementos del control de versiones con los de SCRUM. 
6.1.7. Telerik 
Telerik es una compañía tecnológica dedicada al desarrollo de herramientas para 
aplicaciones móviles y de escritorio (.NET y en concreto WPF). Raona tiene una larga 
experiencia con componentes y herramientas de Telerik y acostumbra a emplearlas por su 
calidad y la posibilidad de adaptación que tienen. 
Para el desarrollo de este proyecto en concreto, hemos empleado la tecnología de 
drag&drop de Telerik, que nos ayuda a gestionar los eventos de una manera más sencilla para 
la implementación del arrastrado de los bloques y controles. 
Así mismo, hemos tenido en cuenta que pueden aparecer componentes de Telerik 
como elementos dentro de los bloques de sumario (normalmente gráficos). 
Telerik pone a nuestra disposición un DragDropManager que será el encargado de 
gestionar dichos eventos aunque, como veremos más adelante sus funciones son limitadas. 
Afortunadamente Telerik nos permite extenderlo y añadir las funcionalidades que deseemos. 
 
6.2. Diseño de la estructura de datos y diagrama de clases 
Lo primero que haremos será diseñar la estructura de datos y el diagrama de clases 
que emplearemos. Debemos plantear un sistema que pueda implementar la jerarquía de 
herencia y a partir de allí generaremos un diagrama de clases acorde, empleando el Raona 
Project Model. 








6.2.1. El modelo de datos 
Como hemos visto en los requerimientos, debemos lograr que los diferentes actores 
del sistema puedan guardar su personalización y que, posteriormente la ficha y sus vistas 
puedan ser reconstruidas como el usuario ha personalizado. Para ello debemos pensar en la 







Este es un árbol de los elementos que cualquier actor del sistema puede alterar de 
alguna manera. Debemos tener en cuenta que los bloques de las vistas de datos (en verde en 
la imagen) sólo pueden contener propiedades de la entidad, mientras que, los bloques de 
sumario pueden contener tanto propiedades de la entidad como elementos gráficos. 
Teniendo todo esto en cuenta, en la base de datos existirán tablas que representan los 
diferentes elementos del árbol y, a su vez, tablas para las relaciones entre ellos y sus hijos. 
En las tablas de elementos personalizables almacenaremos el GUID, un identificador 
generado cuando el elemento se crea, de modo que podremos identificarlo en todo momento. 
A su vez almacenaremos qué empresa, rol o usuario ha creado o modificado dicho elemento, si 
es un elemento de sistema dicha información estará en blanco. Entiéndase por modificar, 
alterar de alguna forma el aspecto del mismo; por ejemplo añadir un nuevo control a un 
bloque o alterar el orden de los que ya contiene. 
En las tablas de relación entre elementos guardaremos la posición del elemento hijo 
dentro del elemento padre. En estas tablas relacionaremos el ID del elemento padre con los 
GUID de los elementos hijo. 
A continuación mostramos un ejemplo, donde podemos ver una vista V1 que contiene 
los bloques B1,B2 y B3. La primera columna de la tablas Vista y Bloque es el ID del elemento y 





 PERFIL 1 
Bloque B 
Vista de datos 1 Vista de datos N … 
Bloque 1 … Bloque 1 Bloque B … 







Vista Vista_Bloques Bloque 
(1,V1) (1,B1,1) (1,B1) 
 (1,B2,2) (2,B2) 
 (1,B3,3) (3,B3) 
 
6.2.1.1. Uso de las tablas 
En primera instancia las tablas tendrán los datos para la construcción del árbol de 
sistema, definido en la creación del ERP. Estas entradas en las tablas no podrán modificarse.  
Cuando un actor modifique un elemento, dicho elemento se duplicará con el mismo 
GUID (el ID cambiará al ser generado por la base de datos) y se le añadirá el identificador del 
actor. Al duplicar el elemento, duplicaremos las relaciones con sus hijos y aplicaremos los 
cambios realizados por el actor. 
Sobre el ejemplo anterior, añadimos los campos para identificar una empresa, rol o 
usuario de modo que:  
(1(ID vista), V1(GUID vista))  
Pasa a ser:  
((1(ID vista), V1 (GUID vista), -(ID Empresa), -(ID Rol), (ID Usuario)) 
Imaginemos que el rol de ventas decide  crear un nuevo bloque para la vista V1, la 
tabla quedaría de la siguiente manera: 
Vista Vista_Bloques Bloque 
(1,V1) (1,B1,1) (1,B1,-,-,-) 
 (1,B2,2) (2,B2,-,-,-) 
 (1,B3,3) (3,B3,-,-,-) 
(2,V1,-,ventas,-) (2,B1,1)  
 (2,B2,2)  
 (2,B3,3)  








Como podemos observar se ha duplicado la vista V1 con el identificador del rol ventas, 
la próxima vez que se deba construir el árbol, el sistema escogerá la nueva vista si el actor es el 
rol de ventas o un usuario que pertenece a dicho rol. 
También hemos duplicado las relaciones de la vista y añadido la nueva relación y 
nuevo bloque que sólo será visible si accedemos desde la nueva vista. Si el rol de ventas 
volviese a modificar la vista V1, modificaríamos la que acabamos de insertar sin necesidad de 
duplicar más información. 
Para más ejemplos del funcionamiento de la tablas y el algoritmo de guardado de 
cambios consultar el anexo 2.-Ejemplos del modelo de datos.  
6.2.1.2. Construcción del árbol 
Para construir el árbol de la ficha lo único que debemos hacer es ir seleccionando los 
elementos teniendo en cuenta el actor para el que lo estamos construyendo y su situación 
dentro del árbol de jerarquía de la empresa. 
Teniendo en cuenta el ejemplo anterior si un usuario del rol ventas necesitase la vista 
V1 escogeríamos la 2(ID) y, si fuese otro usuario de la aplicación, la 1. Del mismo modo, si el 
usuario tuviese una personalización propia de la vista tendríamos una entrada (2, V1, Usuario,-
,-) que sería la vista a cargar. 
 Como podemos observar, este modelo ha sido diseñado pensando en primar una 
rápida construcción del árbol sacrificando cierta duplicidad de los datos. Debemos recordar 
que la velocidad a la que construimos el árbol tendrá un impacto directo en el rendimiento de 
la aplicación y por tanto en la experiencia del usuario con la misma. 
 
6.2.1.3. Borrar personalización 
El borrado de la personalización de un actor del sistema será algo trivial que 
simplemente requerirá recorrer todas las tablas que almacenan elementos personalizables 
borrando los que pertenezcan al actor que desea borrar su personalización y las relaciones 
hacia sus hijos. 
Los datos se borrarán permanentemente de la base de datos y será imposible volver a 







6.2.2. Diagrama de clases 
Una vez pensado el modelo de datos pasamos a modelar el diagrama de clases en el 
Raona Project Model. En el modelo que veremos a continuación sólo están representadas las 




28 Diagrama de clases 
A continuación se detallan algunas de las propiedades más importantes de las 
entidades del diagrama de clases. No se detallan las propiedades referentes a filtros o que se 









Ficha: Representa una ficha 
 GUID: Identificador de la ficha. 
 Usuario: Usuario que ha creado o modificado la ficha, vacío de otro modo. 
 Rol: Rol que ha creado o modificado la ficha, vacío de otro modo. 
 Empresa: Empresa que ha creado o modificado la ficha, vacío de otro modo. 
 
Ficha_TabItem: Hace de unión entre la Ficha y los TabItem, que son los elementos del 
MetroMenu. 
 Ficha: Ficha 
 TabItemGUID: GUID del TabItem 
 Posición: Posicion que ocupará el TabItem en el MetroMenu de la ficha 
TabItem: Elemento del MetroMenu que representa las pestañas y sub-pestañas. Puede tener 
otros TabItem anidados o directamente apuntar a una vista. Si un TabItem tiene un padre no 
podrá tener hijos sino que tendrá directamente una vista. 
 Header: string que indica el nombre del tabitem 
 Usuario: Usuario que ha creado o modificado el TabItem, vacío de otro modo. 
 Rol: Rol que ha creado o modificado el TabItem, vacío de otro modo. 
 Empresa: Empresa que ha creado o modificado el TabItem, vacío de otro modo. 
 Vista: La vista del TabItem null si en vez de vista tiene hijos. 
 TabItemGUID: GUID del TabItem. 
TabItemTabitem: Relacion entre TabItems padre e hijos se encarga de guardar el orden de los 
hijos. 
 Posición: Posición del TabItem hijo dentro del padre 
 Padre: TabItem padre de la relación 
 TabItemChildGUID: GUID del hijo de la relación. 
Vista: La vista contenida en un TabItem. 
 ViewGUID: GUID de la vista. 
 Usuario: Usuario que ha creado o modificado la ficha, vacío de otro modo. 
 Rol: Rol que ha creado o modificado la ficha, vacío de otro modo. 







 ViewType: string que nos ayuda a identificar de que tipo sera la vista. Nos sirve a la 
hora de construir el árbol para evitar mirar en varias tablas. 
VistaSumario: Representa una vista de sumario. 
 BloquesDeSumario: Una lista de VistaSumarioBloquesSUmario con los bloques que 
contiene la vista de sumario. 
VistaSumarioBloquesSumario: Relación entre la vista de sumario y los bloques de sumario. 
 Prioridad: Prioridad que tendrá el bloque en la vista en lo referente al orden. 
 Vista: Vista de sumario que contiene el bloque 
 BloqueGUID: GUID del bloque apuntado. 
BloqueSumario: Bloque de sumario. 
 BlockType: Typo de bloque, puede terner los valores Stack o Wrap. 
 Header: string que indica la cabecera o título del bloque. 
 BlockOrientation: Orientación del bloque en el caso de que sea de tipo StackPanel, 
puede ser horizontal o vertical. 
 ImagenUri: Uri de la imagen que un bloque puede tener asociada para que aparezca 
en el catálogo. 
 Descripción: Una breve descripción del bloque para que aparezca en el catálogo. 
 Autor: Autor del bloque para que aparezca en el catálogo. 
 BloqueGUID: GUID del bloque de sumario. 
 Usuario: Usuario que ha creado o modificado el bloque, vacío de otro modo. 
 Rol: Rol que ha creado o modificado el bloque, vacío de otro modo. 
 Empresa: Empresa que ha creado o modificado el bloque, vacío de otro modo. 
 EntidadRelacionada: Entidad a la que podemos relacionar el bloque, útil para el 
catálogo. 
BloqueSumarioControlSumario: Representa la relación entre el bloque de sumario y los 
elementos que este contiene, estos pueden ser o controles o propiedades de la entidad. 
 ControlSumario: Control de sumario contenido en el bloque. 
 EntityProperty: EntityProperty. 
 Posición: Posición que ocupara el elemento en el bloque. 








 ClassName: Clase externa para generar el control. 
 Configuration: XML con parámetros de configuración para el control. 
 ImagenUri: Uri de la imagen que un bloque puede tener asociada para que aparezca 
en el catálogo. 
 Descripción: Una breve descripción del bloque para que aparezca en el catálogo. 
 Autor: Autor del bloque para que aparezca en el catálogo. 
 EntidadRelacionada: Entidad a la que podemos relacionar el bloque, útil para el 
catálogo. 
 Nombre: Nombre que el autor le ha dado al control. 
VistaDatos: Una vista de datos. 
 BloquesDeDatos: Una lista de VistaDatosBloquesDatos con los bloques que contiene la 
vista de datos. 
VistaDatosBloquesDatos:  
 Posición: Indica la posición del bloque dentro de la vista. 
 Vista: Vista de datos que contiene el bloque 
 BloqueGUID: GUID del bloque de datos. 
BloqueDatos: Bloque de datos. 
 Header: string que indica la cabecera o título del bloque. 
 ImagenUri: Uri de la imagen que un bloque puede tener asociada para que aparezca 
en el catálogo. 
 Descripción: Una breve descripción del bloque para que aparezca en el catálogo. 
 Autor: Autor del bloque para que aparezca en el catálogo. 
 BloqueGUID: GUID del bloque de datos. 
 Usuario: Usuario que ha creado o modificado el bloque, vacío de otro modo. 
 Rol: Rol que ha creado o modificado el bloque, vacío de otro modo. 
 Empresa: Empresa que ha creado o modificado el bloque, vacío de otro modo. 









BloqueDatosEntityProperty: Relación entre un bloque de datos y una EntityProperty. 
 BloqueDatos: Bloque de datos 
 EntityProperty: EntityProperty. 
 Posición: Posición del elemento dentro del bloque. 
EntityProperty: Entidad que representa una propiedad de una entidad y los controles y 
propiedades para su visualización y edición en diferentes lugares de la aplicación. 
 Nombre: Nombre de la propiedad en la entidad. 
 Categoría: Categoría de la propiedad en el catálogo de datos. 
 Tags: Tags asociados a la propiedad para su búsqueda y clasificación en el catálogo. 
 EditControl: Control determinado para la edición de la propiedad. 
 ViewControl: Control para la visualización de la propiedad. 
 SelectionControl: Control para listas la aplicación. 
 IsGroupedProperty: Indica si la propiedad es una propiedad agrupada por otras. 
 IsMandatory: Indica si la propiedad puede o no ser nula. 
 ResourceKey: Clave del fichero de recursos que representa el nombre de la propiedad 
en diferentes idiomas. 
 Categoria: Categoria a la que pertenece la propiedad, es un campo de texto libre. 
 EntidadRelacionada: Nombre de la entidad a la que pertenece la propiedad. 
 
6.3. Componentes principales 
A continuación una explicación general sobre algunos de los componentes más 
importantes que han sido desarrollados para el proyecto. 
6.3.1. Construcción de las fichas 
El primer cambio que introducimos es la forma de cargar las fichas. Antes, las fichas 
estaban en la parte cliente de la aplicación y siempre eran iguales, ahora sin embargo, al estar 
almacenadas en la base de datos podemos encontrarnos con ciertos problemas de 
rendimiento.  
Tenemos que tener en cuenta que el personalizar pantallas es una acción que el 
usuario no realizará muy habitualmente en la aplicación y por tanto este nuevo módulo debe 







El ERP almacena un registro de las últimas fichas abiertas de modo que las puede 
presentar en una lista de frecuentes como un acceso rápido para el usuario. 
Emplearemos esta funcionalidad para saber cuáles han sido las 5 últimas fichas 
(diferentes) que ha abierto el usuario. Al inicio de la aplicación tendremos un proceso que de 
forma asíncrona irá llamando al servidor para obtener las fichas en cuestión. El servidor 
construirá las fichas según el usuario y se las enviará a la aplicación cliente. 
Cuando un usuario intente visualizar una ficha que no esté en la lista de frecuentes se 
hará la llamada al servidor para cargar dicha ficha del modo habitual y tras la carga, se añadirá 
a la lista de frecuentes. 
6.3.2. DragDropManager 
Como hemos comentado anteriormente nos hemos ayudado de las librerías 
desarrolladas por Telerik para lo referente al drag&drop. Nos ha sido de ayuda principalmente 
a nivel gráfico, pero hemos encontrado ciertas limitaciones que no podían ser solucionadas 
salvo desarrollando un componente propio. 
En concreto encontramos limitaciones en el componente de Telerik llamado 
DragDropManager encargado de los eventos del drag&drop y sus propiedades. Por ello, hemos 
pasado a extender este componente y desarrollar nuestro propio DragDropManager. 
Para empezar haremos que nuestro control DragDropManager sea una entidad 
estática. Cuando estamos en una ficha en modo personalización tenemos varios elementos 
que interactúan con los elementos que están siendo arrastrados: la vista, los bloques, el panel 
izquierdo de ordenación y si está desplegado, el catálogo de datos.  
Nos interesa pues, que todos estos elementos se puedan comunicar y puedan 
alimentarse de forma fácil de un único componente dónde centralizar toda la información 
referente al drag&drop, y es por ello que lo haremos estático. 
También extenderemos el funcionamiento del evento que indica que el arrastrado ha 
finalizado, ya que el que incorpora Telerik es muy limitado. Entre otras cosas nosotros 
necesitamos saber si el elemento ha sido depositado en un lugar correcto (el drag&drop ha 
finalizado correctamente) o si por el contrario ha sido depositado en un lugar incorrecto. 









Esto nos interesa por varios motivos: 
 El contenedor origen del drag&drop debe saber si el evento ha acabado con éxito para 
poder borrar definitivamente el elemento de su interior, o volverlo a mostrar si no ha 
sido depositado en un lugar válido. 
 En el caso de las vistas de sumario, el panel izquierdo lateral que contiene una imagen 
en miniatura de cada uno de los bloques debe saber qué bloques deben ser dibujados 
nuevamente. 
6.3.3. ItemsPanel (Panel de elementos) 
Uno de los componentes más importantes desarrollados en este módulo es el 
ItemsPanel, ya que sirve como base para construir tanto los bloques cómo las vistas. 
El ItemsPanel o panel de elementos es un contenedor al que podemos añadir los 
elementos que deseemos siempre y cuando hereden de la clase FrameworkElement13, una 
clase base de WPF para la representación de elementos gráficos. 
El panel tendrá un modo de personalización activada y otro desactivada. En el modo 
desactivada, funcionará como un panel normal cómo los que ya existían previamente. 
 Al activar la personalización, sin embargo, se permitirá la interacción mediante 
drag&drop de los elementos contenidos en él. El panel deberá también propagar la señal de 
activación del modo personalización a los elementos en él contenidos, de esta forma, si alguno 
de ellos tiene un comportamiento especial podrá activarse también. 
Esta clase deberá comunicarse con el DragDropManager para comunicarle los eventos 
de drag&drop que se inicien o finalicen en ella, para que el DragDropManager pueda realizar 
sus tareas. 
Hemos dotado al ItemsPanel de los siguientes eventos públicos: 
 ElementsLoaded: Indica que todos los elementos del panel han sido cargados y 
dibujados correctamente. 
 IsDraggingEnabledChanged: Indica un cambio en el modo de personalización, se 
dispara cuando éste pasa de activado a desactivado o viceversa. 









 ElementAdded: Se dispara cuando un elemento ha sido añadido al panel, se indica en 
los parámetros el elemento añadido. 
 ElementMoved: Se dispara cuando un elemento ha cambiado su posición en el panel, 
indicando qué elemento ha sido el movido. 
 ElementRemoved: Se dispara cuando un elemento es eliminado de la colección. 
 ElementDragStarted: Se dispara cuando un elemento comienza a ser arrastrado por un 
actor del sistema. 
 ElementDragCompleted: Se dispara cuando el elemento que se está arrastrando es 
depositado. Indica a su vez si ha sido depositado en un lugar correcto o no. 
La clave del ItemsPanel es que al aceptar cualquier elemento del tipo 
FrameworkElement podemos emplearlo para crear la vista y que cada uno de los bloques sea 
también un ItemsPanel. Con esto logramos que, al activar el modo personalización de la vista, 
se active a su vez la personalización de los bloques. 
En el caso de las vistas, empleando el ItemsPanel nos encargaremos de notificar al 
DragDropManager sobre los eventos que tengan implicaciones en el panel de ordenación 
izquierdo, para que éste pueda realizar las acciones pertinentes, como por ejemplo el 







7. Planificación del proyecto 
A continuación se muestra el diagrama temporal con la planificación del proyecto. La 
planificación del proyecto nos permite analizar la carga de trabajo, planificar las tareas 
teniendo en cuenta las dependencias que puedan existir entre cada una de ellas y con ello 
realizar una planificación óptima.  
Una planificación adecuada nos permitirá también realizar un cálculo sobre el coste del 
proyecto, algo indispensable para poder firmar el contrato con la empresa que ha requerido 
nuestros servicios y no desviarnos ni económica ni temporalmente del contrato a firmar por 
ambas partes. 
 
Como podemos observar la planificación del proyecto ha diferido de la planteada 
inicialmente en el informe previo que era demasiado optimista. 
Destacan las dos franjas rojas que representan los períodos dónde el proyecto ha 
estado paralizado. La primera de ellas debida a problemas administrativos, y la segunda 
debido a un desvío del esfuerzo hacia otro proyecto sumado a las vacaciones de verano. 
Se ha intentado minimizar las dependencias entre tareas del proyecto, pero como 
podemos observar en la fase inicial ha sido imposible ya que es cuando se llevaron a cabo las 
tareas de migración a la nueva forma de trabajar de las fichas. 







Al intentar reducir al máximo las dependencias entre tareas creamos la posibilidad de 
que varias de ellas sean desarrolladas en paralelo. Esto nos habría permitido reaccionar ante 
una posible desviación temporal del proyecto y añadir algún recurso humano más para poder 
paliar dicha desviación. 
Con este método también logramos que si ciertas tareas requieren una validación por 
parte del arquitecto del proyecto o del diseñador e incluso la colaboración de alguno de ellos, 
el desarrollo no se detenga y pueda continuar en tareas paralelas. 
Resultado final 
La desviación sobre la planificación de las tareas del proyecto ha sido muy leve. La 
tarea que más se ha desviado ha sido el guardado de la personalización ya que incluía la 
implementación de los procesos que trabajan con el modelo de datos y estos han sido más 
complejos y complicados de probar de lo que originalmente se pensó. 
Duración planificación Inicial (h) Duración final (h) 
48h 80h (+36h) 
 
Por suerte dicha desviación ha sido paliada con la pronta finalización de otras tareas 
que han llevado ligeramente menos tiempo de lo planeado. 
La tarea de redacción de la memoria a diferencia del resto de tareas del proyecto no 
ha sido realizada de la forma planificada, es decir de una forma incremental desde los inicios 
del proyecto y por tanto no ha cumplido con la planificación. 
 Fecha de inicio Fecha finalización 
Planificación inicial 17/03/2014 20/11/2014 
Realización 01/09/2014 07/12/2014 
 
Como podemos observar no existe ni en la planificación inicial ni a posteriori una fase 
para la realización de tests ya que dicha fase comienza una vez entregada esta primera fase del 
proyecto y es responsabilidad de la empresa A3Software, que a su vez realizará una validación 







8. Estimación del coste y viabilidad económica 
Para la estimación del coste del proyecto tendremos en cuenta por un lado el coste 
humano de realización del proyecto y el coste en licencias para su desarrollo, obviaremos los 
costes de mobiliario y material (portátil) ya que vienen amortizados por el precio/hora del 
desarrollo. 
Como Raona colabora habitualmente con Telerik ya tiene las licencias adquiridas y 
normalmente no se suman al coste del proyecto, en este caso sin embargo, como A3Software 
desea continuar con el desarrollo y mantenimiento del proyecto incluiremos dichos costes al 
igual que los de las licencias de Visual Studio. 
A estas licencias tendríamos que incluir el coste del servidor de versiones (Team 
Foundation Server 2013) y del servidor de la base de datos (Microsoft SQL Server R2). En este 
proyecto ha sido la empresa A3Software la que se ha hecho cargo de dichas licencias ya que 
las tenía adquiridas previamente, de todas formas las incluiremos al presupuesto para poder 
tener una noción más realista del coste del mismo. 
Coste de licencias  
Microsoft Visual Studio Professional 1.283,65€ 
Telerik DevCraft Complete 1.220,00€ 
Visual Studio Team Foundation Server 406,97€ 
SQL Server 2008 R2 Standard 2.196,81€ 
TOTAL 5.107,43€ 
 
Para calcular los costes humanos del proyecto en primer lugar debemos tomar como 
referencia el gráfico de la planificación temporal del proyecto y, extraer de allí el número de 
horas invertidas en el desarrollo del programa. 
A esas horas sumaremos el coste de la propuesta inicial realizada al cliente, redacción 
del funcional y gestión del contrato. 
Como coste humano deberemos también tener en consideración la asistencia de un 
arquitecto de Raona en el proyecto, que ha colaborado en las tareas de diseño de la solución y 
de gestión del proyecto adoptando también el papel de SCRUM master.  
Además de un arquitecto, se ha contado con la colaboración de un experto en diseño y 
experiencia de usuario, que ha sido el responsable de los diseños funcionales presentados al 









Rol / Tarea Número de horas Precio hora (€) Total 
Desarrollo 1232 40 49.280€ 
Propuesta inicial / Funcional 32 60 1.920€ 
Arquitecto / SCRUM master / Gestión 282 60 16.920€ 
Diseñador 492 60 25.920€ 
TOTAL   94.040€ 
 
El esfuerzo llevado a cabo por el alumno para la realización del proyecto se 
corresponde por prácticamente la totalidad de las horas de desarrollo.  
Esto supera ligeramente el número de horas de dedicación exigidas por la facultad, 
que para esta modalidad de trabajo de final de carrera es de aproximadamente unas 750. Este 
sobre-esfuerzo sin embargo no ha sido un problema dada la disposición de la empresa a que el 
alumno hiciese uso de toda su jornada laboral para la realización del proyecto, y así fue 
acordado por ambas partes. 
El resumen del presupuesto total del proyecto: 
Costes totales 
Coste de licencias 5.107,43€ 











Finalizado el desarrollo del proyecto podemos decir que se han cumplido todos los 
objetivos del proyecto de forma satisfactoria. 
 Ahora las fichas de datos y sumario son cargadas de forma dinámica según el usuario 
que desea visualizarlas y el rol de éste. 
 Se ha creado un sistema de jerarquía basado en el existente en el ERP que permite que 
cada empresa, rol y usuario personalice las fichas a su propia manera. Se ha 
implementado también un sistema de herencia siguiendo la lógica de jerarquía de la 
aplicación. 
 El usuario puede ahora personalizar la apariencia de las vistas de sumario y datos 
además de añadir nueva información o controles para editar la información existente 
en la entidad relacionada con la ficha en la que se encuentran las vistas. El usuario 
podrá también eliminar la información que desee. 
 Todo el desarrollo se ha realizado aplicando la metodología ágil SCRUM que ha dado 
muy buenos resultados. 
 Se ha construido una base sólida sobre la que, o bien el cliente A3Software o bien 
Raona podrá seguir desarrollando y evolucionando, como puede observarse en la 
sección “Desarrollo futuro” de este documento. 
 
Además de los objetivos propios del proyecto se han cumplido los objetivos 
personales: aprender la metodología ágil SCRUM y emplearla en un proyecto. Objetivo que se 
ha hecho con gran éxito. 
Con todo esto se ha constatado que el planteamiento funcional era acertado ya que se 
han cubierto todas y cada una de las funcionalidades planteadas al cliente que, a falta de la 
fase de testing, está muy satisfecho con el producto adquirido. 
Por tanto, hemos podido crear un módulo que otorgará un valor añadido muy 
importante al ERP existente en el campo de la personalización de ERPs y que como hemos 
visto es una línea de evolución muy presente en los ERPs de hoy en día y que está en auge. 
Es por esto que podemos considerar el proyecto un éxito rotundo en el que sólo queda 








10. Desarrollo futuro 
Este nuevo módulo de personalización abre diversas opciones de desarrollo futuro, en 
este apartado haremos un breve resumen de algunas de las que se han planteado. 
Ampliación del catálogo de sumario 
Componentes de terceros 
Uno de los desarrollos futuros planteados es el abrir el catálogo de sumario a terceros 
para que estos desarrollen componentes. 
Dichos desarrolladores, ajenos a A3Software y basándose en unos requisitos, deberían 
poder desarrollar componentes de sumario. Para el correcto funcionamiento de estos 
componentes y su interacción con el sistema de personalización, sería necesario crear unas 
directivas a seguir. 
Una vez desarrollado un componente, éste sería introducido en la base de datos y, la 
próxima vez que un usuario abriese el catálogo aparecería el nuevo componente. En ocasiones 
estos componentes podrían necesitar librerías externas almacenadas en “.dll”s, será necesario 
almacenarlas y lograr que el usuario se las pueda descargar e inyectar en el sistema. 
El propósito final es que el susodicho catálogo de sumario pueda funcionar como una 
tienda virtual de aplicaciones de un modo similar a “Google play” o “App Store” de Apple. 
Añadir bloques 
Otra de las propuestas para desarrollo futuro que se ha planteado desde Raona a 
A3Software y que ha tenido muy buena aceptación es la de ampliar el catálogo de sumario 
para poder añadir bloques. Bloques de sumario para comenzar, y posteriormente ampliarlo a 
bloques de datos si la prueba con bloques de sumario funciona y es satisfactoria. 
La idea consiste en que el catálogo contendrá bloques creados previamente con sus 
correspondientes componentes. De esta forma varios componentes podrán ser añadidos al 
mismo tiempo. 
En el caso de los bloques de datos el principal motivo para querer incorporar esta 
funcionalidad sería crear bloques con conjuntos de componentes que tienen relación entre sí. 
El usuario, entonces, podría añadir estos bloques desde el catálogo y evitar tener que crearlos 







En el caso de los bloques de datos habría que modificar el botón de añadir del 
catálogo, y hacer que de alguna forma nos dejase escoger en qué vista de datos deseamos 
insertar el bloque seleccionado. 
Adaptación a otros dispositivos 
Se ha considerado la posibilidad de adaptación del ERP a nuevos dispositivos como 
móviles o tablets y por tanto se ha valorado las implicaciones de adaptar el módulo de 
personalización desarrollado en este proyecto a estas nuevas plataformas. 
El desarrollo de aplicaciones dedicadas en Android, IOS y Windows Phone se descartó 
de inmediato dado su elevado coste en relación al uso que se haría de las mismas. Además la 
empresa propietaria del ERP desea tener una única aplicación y no varias que elevarían 
muchos los costes de mantenimiento. 
Una vez descartado el desarrollo de aplicaciones dedicadas y viendo igualmente 
inviable la adaptación de todo el ERP a HTML5 para así funcionar como una única aplicación 
multiplataforma, la única alternativa es la adaptación a las tablets de Microsoft. 
La adaptación a las tablets Microsoft del tipo “Surface” o “Surface Pro” es totalmente 
viable ya que pueden ejecutar aplicaciones realizadas en WPF de forma nativa. La única 
barrera a superar sería la re-implementación del Drag&Drop. 
Por suerte la empresa Telerik, con la que ya existe un contrato para el uso de sus 
componentes en la última versión de sus librerías, ya ha incorporado mejoras y ha extendido 
sus funcionalidades para hacer esto posible. Con lo que el único cambio a realizar sería la 
adaptación de la nueva versión de las librerías de Telerik a la solución. 
Falta únicamente analizar los costes de esta migración y los potenciales beneficios que 
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Raona es una consultora tecnológica fundada el año 2003 especializada en el 
desarrollo de soluciones basadas en tecnologías Microsoft, de la cual es “Gold Partner”. 
Entre sus diferentes ámbitos se encuentra especializada en intranets sociales y 
corporativas, integración de servicios con el cloud, movilidad y desarrollo de aplicaciones 
móviles  y desarrollo de software “a medida”. Es dentro de este último campo donde se sitúa 
este proyecto. 
Tecnológicamente, como se ha mencionado trabaja con tecnologías Microsoft como 
SharePoint, Yammer, ASP.NET, WPF, Silverlight, WCF y SQL Server. 
Los comienzos de Raona fueron en Igualada, pero 11 años más tarde cuenta con 
oficinas en Barcelona, Madrid, Andorra, Londres y Buenos Aires y una plantilla que ronda los 
140 ingenieros. 
Algunos de sus clientes más destacados son: A3Software (Wolters Kluwer), Bayer, 
Ecoembres, Catalana Occidente, Telefónica, Microsoft, ESADE, Roche Diagnostics, Vueling, 
Iberia, Repsol, Grupo Ferrovial, Union Fenosa o GAES. 
 
12.2. Ejemplos del modelo de datos 
A continuación detallaremos algunos ejemplos del comportamiento del algoritmo para 
el guardado de cambios mostrando los cambios que se realizarían en la base de datos. 
Lo primero será detallar un escenario inicial sobre el que realizaremos los cambios. 
Para estos ejemplos no distinguiremos si las vistas y bloques son de sumario o de datos ya que 
el objetivo es simplificar los ejemplos para un mejor entendimiento. 
A continuación las tablas que intervendrán y las propiedades implicadas en los 
ejemplos: 
 Ficha(ID, GUID, UsuarioID, RolID, EmpresaID) 
 FichaTabiTems(FichaID, TabItemID, Posición) 
 TabItem(ID, GUID, VistaGUID, UsuarioID, RolID, EmpresaID) 
 TabItemTabitem(TabItemID, TabItemGUID, Posición) 







 VistaBloques(VIstaID, BloqueGUID, Posición) 
 Bloque(ID, GUID, UsuarioID, RolID, EmpresaID) 
 BloqueControles(BloqueID, ControlID, Posición) 
 Control(ID) 
 
Como podemos observar tenemos una ficha que contiene dos TabItems (T1 y T2) que 
no tienen ningún hijo sino que directamente apuntan respectivamente a las vistas V1 y V2. La 
vista V1 contiene dos bloques el B1 y B2 y la vista V2 contiene el bloque B3. A su vez el Bloque 
B1 contiene los controles 1 y 2, el bloque B2 el control 3 y el bloque B3 el control 4. 
Hemos omitido la tabla TabItemTabitem ya que estaría vacía en este ejemplo. 
12.2.1. Mover bloque 
El usuario con ID 5 intercambiara el orden de los bloques B1 y B2 de la vista V1. 
 
 
Ficha FichaTabItems TabItem Vista VistaBloques Bloque BloqueControles Control 
(1,Cliente,-,-,-) (1,T1,1) (1,T1,V1,-,-,-) (1,V1,-,-,-) (1,B1,1) (1,B1,-,-,-) (1,1,1) 1 
 (1,T2,2) (2,T2,V2,-,-,-) (2,V2,-,-,-) (1,B2,2) (2,B2,-,-,-) (1,2,2) 2 
    (2,B3,1) (3,B3,-,-,-) (2,3,1) 3 
      (3,4,1) 4 
TabItem Vista VistaBloques Bloque 
(1,T1,V1,-,-,-) (1,V1,-,-,-) (1,B1,1) (1,B1,-,-,-) 
(2,T2,V2,-,-,-) (2,V2,-,-,-) (1,B2,2) (2,B2,-,-,-) 
  (2,B3,1) (3,B3,-,-,-) 
    
 (3,V1,5,-,-) (3,B1, 2)  







Como podemos observar la vista V1 se ha duplicado ya que es el elemento que 
visualmente ha cambiado, y ahora contiene el identificador del usuario que la ha modificado. A 
su vez se han duplicado sus relaciones con los bloques y se han modificado las posiciones de 
estos. 
SI en vez de un bloque el usuario hubiese movido un control habría ocurrido algo muy 
similar pero involucrando las tablas Bloque y BloqueControles. 
12.2.2. Añadir bloque nuevo 
Un usuario con ID 5 añade un nuevo bloque con dos controles a la vista V1. 
 
Como podemos observar al haber insertado un nuevo bloque en la vista V1 esta es 
duplicada con el ID del usuario, se duplican las relaciones con los Bloques y se crea el nuevo 
bloque con el ID del usuario que lo ha creado. 
Cuando dicho usuario cargue la vista V1 se reconstruirá el árbol de modo que verá los 
bloques B1 y B2 como cualquier otro usuario que no los tenga personalizados y además vera el 
bloque que el añadió. 
12.2.3. Mover un bloque a otra vista 
El Rol con ID 5 decide mover el bloque B3 de la vista V2 a la vista V1. 
TabItem Vista VistaBloques Bloque BloqueControles Control 
(1,T1,V1,-,-,-) (1,V1,-,-,-) (1,B1,1) (1,B1,-,-,-) (1,1,1) 1 
(2,T2,V2,-,-,-) (2,V2,-,-,-) (1,B2,2) (2,B2,-,-,-) (1,2,2) 2 
  (2,B3,1) (3,B3,-,-,-) (2,3,1) 3 
    (3,4,1) 4 
 (3,V1,5,-,-) (3,B1,1)    
  (2,B2,2) 
 
   
  (3,B4,3) (4,B4,5,-,-,) (4,4,1)  







Ambas vistas V1 y V2 son modificadas y por tanto ambas son duplicadas. A 
continuación se modifican los bloques a los que apunta cada una de ellas. 
12.2.4. Añadir pestaña 







TabItem Vista VistaBloques Bloque BloqueControles 
(1,T1,V1,-,-,-) (1,V1,-,-,-) (1,B1,1) (1,B1,-,-,-) (1,1,1) 
(2,T2,V2,-,-,-) (2,V2,-,-,-) (1,B2,2) (2,B2,-,-,-) (1,2,2) 
  (2,B3,1) (3,B3,-,-,-) (2,3,1) 
    (3,4,1) 
 (3,V1,-,5,-) (3,B1,1)   
 (3,V2,-,5,-) (3,B2,2)   
  (3,B3,3)   
Ficha FichaTabItems TabItem Vista 
(1,Cliente,-,-,-) (1,T1,1) (1,T1,V1,-,-,-) (1,V1,-,-,-) 
 (1,T2,2) (2,T2,V2,-,-,-) (2,V2,-,-,-) 
(2,Cliente,-,8,-) (1,T1,1)   
 (2,T2,2)   







12.2.5. Borrar pestaña 
Sobre el ejemplo anterior (ya que de otra manera los TabItem serian de sistema y no 




Se ha duplicado la ficha del rol con sus respectivas relaciones y después se ha eliminado la 
relación a al TabItem T3. Como podemos observar el usuario tiene la misma personalización 
que la de sistema pero debemos crear la suya ya que al pertenecer al rol 8 al construir el árbol 
no sabríamos que ha cortado la herencia con dicho rol. 
12.2.6. Añadir Sub-pestaña 
El usuario con ID 5 decide crear un sub-TabItem en en T1.  
 
Ficha FichaTabItems TabItem Vista 
(1,Cliente,-,-,-) (1,T1,1) (1,T1,V1,-,-,-) (1,V1,-,-,-) 
 (1,T2,2) (2,T2,V2,-,-,-) (2,V2,-,-,-) 
(2,Cliente,-,8,-) (2,T1,1)   
 (2,T2,2)   
 (2,T3,3) (3,T3,V3,-,8,-) (3,V3,-,8,-) 
(3,Cliente, 5,-,-,) (3,T1,1)   
 (3,T2,2)   
Ficha FichaTabItems TabItem TabItemTabitem Vista 
(1,Cliente,-,-,-) (1,T1,1) (1,T1,V1,-,-,-)  (1,V1,-,-,-) 
 (1,T2,2) (2,T2,V2,-,-,-)  (2,V2,-,-,-) 
  (3,T1,-,5,-,-) (3,ST1,1)  







Como el Tabitem T1 apuntaba directamente a la vista V1 esta referencia es transferida 
al nuevo sub-Tab ST1 que es ahora quien apunta a la vista V1, también se ha creado la relación 
entre T1 y ST1. 
Si el usuario quisiese seguir añadiendo sub-TabItems a T1 simplemtente crearíamos 
dichos TabItem con su respectiva vista y actualizaríamos la tabla de referencias entre el 
TabItem T1 con ID 3 y los nuevos sub-Tabs 
