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Abstract: Die sta¨ndig wachsende Flut der in einem Netzwerk anfallenden sicherheits-
relevanten Daten macht in zunehmendem Maße neue Darstellungsformen notwendig.
Nur so ko¨nnen diese Daten ausreichend schnell und in angemessenem Umfang er-
fassbar und beherrschbar bleiben. Wesentlich schneller und intuitiver als reinen Text
ko¨nnen wir den Inhalt von Bildern erfassen, grafische Darstellungen machen Gescheh-
nisse in der Regel leichter erfassbar. Informationen ko¨nnen zusa¨tzlich sta¨rker verdich-
tet dargestellt werden, ohne dass der transportierte Inhalt darunter leidet. Die Darstel-
lung von Sicherheitsdaten in grafischer Form steht derzeit noch sehr am Anfang, es
gibt wenig Erfahrung, welche Darstellungen mehr und welche weniger geeignet sind.
V-IDS soll Grundlagen legen fu¨r eine dynamische, dreidimensionale Darstellung sol-
cher Daten. Es soll ein einfaches Experimentieren mit verschiedenen und neuartigen
Darstellungen ermo¨glichen. Damit ko¨nnen dann vorhandene und zuku¨nftige Ideen ein-
fach und ohne la¨ngere Entwicklungszeit prototypisch umgesetzt und bewertet werden.
1 Motivation
”Man muss zum Auge reden, will man verstanden werden“(Johann Gottfried Herder)
In den letzten Jahren hat sich der Bereich Informationstechnik stetig weiterentwickelt. Ei-
ne Ver¤anderung tritt sicher mit am st¤arksten hervor: die Wandlung von kleinen Systemen,
Insell¤osungen zu weitr¤aumigen, weltweit miteinander vernetzten Systemen. Damit einher
geht das Aufkommen v¤ollig neuer Risiken, die Gefahr aus dem Netz ist real.
Durch diese ver¤anderte Situation wird es immer schwieriger, die Netze zu administrieren,
zu kontrollieren und zu sichern. Netzwerkadministratoren stehen vor einer immer gr ¤oßer
und umfangreicher werdenden Aufgabe: In der teilweise sehr un ¤ubersichtlichen Datenut
m¤ussen sie das f¤ur Ihre Belange Wesentliche rechtzeitig und genau erkennen und richtig
einordnen.
Dies ist deshalb so wichtig, da der Mensch als urteilende und gegebenenfalls reagierende
Instanz unabdingbar ist. Gerade bei neuartigen Vorkommnissen muss der Mensch erken-
nen und / oder entscheiden, wie ein Ereignis zu bewerten ist und ob es eine potentielle
Gefahr bedeutet. Aktuelle Sicherheitssysteme leisten hier einen erheblichen und wertvol-
len Beitrag. Sie konzentrieren sich aber in aller Regel auf das zuverl ¤assige Erkennen von
sicherheitsrelevanten Ereignissen und das Aggregieren von Daten aus unterschiedlichen
Quellen. Die ¤Ubermittlung dieser Daten an den oder die Systembetreuer ist hier nicht als
prim¤ares Ziel vorgesehen. Die Meldungen erfolgen meist rein textbasiert, eine visuelle
¤Ubermittlung ist nicht oder nur eingeschr¤ankt m¤oglich.
Textbasierte Informationen lassen sich zwar pr¤agnant und unmissverst¤andlich weiterge-
ben, der Mensch ist jedoch kaum f¤ahig, gr¤oßere Mengen Text oder Tabellen in kurzer Zeit
aufzunehmen und auszuwerten. Wesentlich leichter und intuitiver als Text kann man Bilder
erfassen. Grasche Darstellungen machen Geschehnisse leichter erkennbar und erfassbar,
dreidimensionale Modelle machen sie sogar im wahrsten Sinne des Wortes

f¤uhlbar, wie
mehrere Studien verschiedener Fachrichtungen belegen. Hierbei spielt die Art der Darstel-
lung (Form, Farbe,. . . ) eine wesentliche Rolle [Ja90, Ja94].
Die Fortschritte in der Technik zum Erzeugen von Bildern in dreidimensionalen, k ¤unstli-
chen Welten und zur Navigation in diesen sind  auch durch die Spieleindustrie  un ¤uber-
sehbar. Es liegt daher nahe, diese F¤ahigkeiten aktueller Technologie zum Veranschaulichen
und Begreifbar-Machen abstrakter Ereignisse im Sicherheitsbereich zu nutzen.
Erg¤anzend tr¤agt eine solche Darstellung zur L¤osung einer anderen oft undankbaren Aufga-
be von IT-Sicherheitsverantwortlichen bei. Denn diese m¤ussen Kollegen und Vorgesetzten
die Notwendigkeit von Einschr¤ankungen vermitteln, die f¤ur die Sicherheit wichtig sind,
aber als l¤astig empfunden werden. Nicht zuletzt m¤ussen sie auch nanzielle Aufwendun-
gen durchsetzen, um die Sicherheit im Netzwerk zu gew¤ahrleisten. In beiden Bereichen





der ist es schwer nachzuvollziehen, warum bestimmte Beschr¤ankungen bestehen oder
weshalb nanzielle Aufwendungen zum Erhalt und zur Verbesserung der Sicherheit not-
wendig sind.
2 Verwandte Arbeiten
Viele der Grundlagen, auf denen V-IDS basiert, waren und sind Gegenstand vielf ¤altiger
Forschungsarbeiten. Sie wurden jedoch, soweit wir das wissen, bislang noch nicht in die-
ser Weise miteinander kombiniert. Im Bereich der Erkennung, (teil-)automatisierten Be-
wertung und Klassizierung von sicherheitsrelevanten Ereignissen existiert eine un ¤uber-
schaubare F¤ulle von Projekten. Zumindest zu denjenigen, die eine gewisse Verbreitung im
praktischen Einsatz erreicht haben, gibt es oft auch Analyse- und Auswertungswerkzeuge.
Diese erlauben es, mehr oder weniger exibel, Anfragen in bestimmten Formen darzustel-
len, nach Bedarf aggregierte Darstellungen zu erzeugen und Vergleiche vorzunehmen. In
der ¤uberwiegenden Mehrheit der F¤alle sind dies tabellarische Auswertungsschemata oder
zweidimensionale bildliche Darstellungen.
Dass grasche Darstellungen prinzipiell das Erkennen von Strukturen in Logdaten erleich-
tern bzw. gar erst erm¤oglichen k¤onnen, zeigen die von Axelsson in [Ax03] dokumentierten
Erfahrungen mit der Auswertung von Webserver-Logs ¤uber Trellis-Graphen.
Auch im Bereich der allgemeinen graschen Datenvisualisierung  in zwei oder drei Di-
mensionen  existieren bereits einige viel versprechende Ans¤atze. Diese verzichten jedoch,
zugunsten der Gr¤oße der zu verarbeitenden Datenmengen, fast immer auf dynamische und
interaktive Elemente. Sie sind daher zur Visualisierung aktueller Vorg¤ange in Echtzeit un-
geeignet, oder es fehlen wichtige Funktionen, die die Darstellung diskreter Ereignisse f ¤ur
die angestrebte Anwendung ausreichend erleichtern.
Beispielhaft seien hier der IBM Open Visualization Data Explorer (exemplarische Anwen-
dungen z.B. in [IBM96]) oder auch die Visualisierungs-Tools Tulip (speziell f ¤ur sehr große
Graphen, [Da01]) und WilmaScope [DE01] genannt.
Mit der Darstellung von Graphen, speziell auch von Daten zur Struktur und Leistungs-
merkmalen von Rechnernetzen, haben sich bereits mehrere Projekte der AT&T Labs be-
sch¤aftigt. Aber auch hier liegt der Fokus haupts¤achlich auf zweidimensionalen und stati-
schen Darstellungen [ATT].
Das thematisch verwandte NIVA-Projekt [NCSLO02] m¤ochte ebenfalls IDS-Daten drei-
dimensional aufbereiten. Hier steht die Integration von haptischem Feedback mit im Vor-
dergrund. Es wurden einige Ans¤atze f¤ur konkrete Darstellungsformen entwickelt. NIVA
ist jedoch auf die vorgegebenen graschen Umsetzungen beschr¤ankt.
3 Entwurfsprinzipien von V-IDS
Nach unserer Vorstellung soll mit V-IDS ein Werkzeug entstehen, das die Meldungen und
Aufzeichnungen der Sicherheitssysteme in einer aussagekr¤aftigen dreidimensionalen Dar-
stellung vermittelt. Der Anwender soll die M¤oglichkeit haben, zu bestimmen, in welcher
graschen Form die Ereignisse dargestellt werden. Idealerweise mit dem Anspruch, keine
unerw¤unschten Verluste bzgl. des Informationsgehaltes der Daten zu erzeugen.
Die Zielsetzung von V-IDS ist es, die t¤agliche Praxis des Erkennens von Netzwerkproble-
men und auch deren sp¤atere Analyse wirksam zu unterst ¤utzen. Auftretende Unregelm¤aßig-
keiten sollen leichter und effektiver erkannt und erfasst werden, als positiver Nebeneffekt
soll auf diese Weise auch ein besseres Verst¤andnis f¤ur Abl¤aufe in einem Netzwerk erreicht
werden.
Es fallen eine Vielzahl unterschiedlicher Daten an, deren Menge, Form und Zusammen-
setzung zus¤atzlich im Einzelfall stark variiert. Ebenso erfordert die Praxis je nach gege-
bener Situation v¤ollig unterschiedliche Zusammenstellungen und Auswertungen der vor-
handenen Daten. Daher bedarf es eines extrem hohen Grades an Individualisierbarkeit der
Darstellung. Eine derarige Flexibilit¤at kann durchaus ganz allgemein als wichtige Anfor-
derung an Visualisierungs-Toolkits angesehen werden [TFC+89].
Um viele unterschiedliche, auch gegenw¤artig noch gar nicht in Betracht gezogene Ein-
satzm¤oglichkeiten unterst¤utzen zu k¤onnen, besteht V-IDS aus einer daten- und datenquel-
lenunabh¤angigen Visualisierungs-Engine (VE) mit einer Schnittstelle f ¤ur modulare Einga-
belter. Letztere stellen die Verbindung zu einer Datenquelle her und bringen deren Daten











Abbildung 1: V-IDS-Architektur, hier exemplarisch mit einem Snort-IDS und zwei Firewall-
Systemen als verwendete Datenquellen
ten zu k¤onnen, umfasst die VE mit Abstand den gr¤oßten Teil des Projektes. F¤ur V-IDS
kann so eine neue Datenquelle allein durch das Schreiben eines passenden Eingabelters
 oft nicht mehr als einige Zeilen in einer g¤angigen Skriptsprache  erschlossen werden.
Eine ¤Ubersicht der Architektur zeigt Abb. 1.
Wie die Daten letztlich dann in einer 3D-Szene dargestellt werden, ist ebenfalls nicht
vordeniert. Stattdessen erfolgt die Umsetzung anhand einer Szenenbeschreibung. Eine
solche Szenenbeschreibung ist in der speziell zu diesem Zweck entwickelten Sprache V-
QL formuliert. Ein V-QL-Skript bestimmt, welche eingehenden Nachrichten welche Ob-
jekte und Eigenschaften der Darstellung wie betreffen. Die VE interpretiert die V-QL-
Szenenbeschreibung und setzt die eingehenden Daten entsprechend um. Eine aus einem
mehr oder weniger komplexen V-QL-Skript bestehende Anweisung zur Auswertung l ¤asst
sich so mit beliebigen Daten kombinieren, z. B. mit den Protokolleintr ¤agen aus einem x
denierten Zeitfenster oder mit Echtzeitdaten.
V-IDS kann aufgrund dieser Architektur zun¤achst einen praktischen Einsatz bei der Echt-
zeitanalyse zur Problemerkennung nden und sp¤ater auch bei der gezielten Auswertung
und Beurteilung von Protokolldateien. Die Eingabelter m¤ussten nur im ersten Falle Echt-
zeitdaten, im zweiten die Eintr¤age einer Logdatei an die VE ¤ubermitteln. Ebenso denkbar
ist die M¤oglichkeit, V-IDS zu Demonstrations- und Dokumentationszwecken einzusetzen,
mit dem Ziel, auch Nicht-Fachleuten die Ereignisse und Vorg¤ange zu veranschaulichen.
V-QL und die VE sind so angelegt, dass sie die h¤aug anfallenden Routineaufgaben ¤uber-
nehmen und den Anwender von Aspekten wie Datenhaltung- und -repr¤asentation oder
Algorithmenwahl in hohem Maße abstrahieren lassen. Der Autor von Szenenbeschreibun-
gen hat die Aufgabe, die Wahl f¤ur eine geeignete Darstellung zu treffen, deshalb ben¤otigt




Der exible Ansatz mit der per Skript frei kongurierbaren VE zeigt gegen ¤uber einer Her-
angehensweise mit einem statisch vordenierten Satz von Darstellungen mehrere Vorteile:
• Darstellungen zum leichteren Aufnden bestimmter Regelm¤aßigkeiten sind beim
Aufkommen von Verdachtsmomenten im Bedarfsfall schnell erstellt.
• Angreifern wird ein gezieltes Erzeugen von Fehlalarmen zur Verschleierung er-
schwert, ebenso das Umgehen von Aufmerksamkeit erregenden, auff¤alligen Dar-
stellungen.
• Der Austausch bew¤ahrter Darstellungen zwischen V-IDS-Nutzern bietet sich an.
Gerade f¤ur Anwender, die sich nicht in die Details der Konguration f ¤ur die Auswertungen
einarbeiten k¤onnen oder m¤ochten, w¤urde es eine aus vorgefertigten Darstellungsschemata
bestehende Bibliothek erm¤oglichen, V-IDS dennoch gezielt einzusetzen. Vergleichbar ist
dies mit dem derzeit g¤angigen Austausch von Signaturen zwischen Anwendern signatur-
basierter IDS-Systeme. Auf diese Weise lassen sich die Vorteile eines g¤anzlich frei kon-
gurierbaren Darstellungssystems mit denen eines fertigen Satzes von graschen Aufberei-
tungen der Daten kombinieren.
4 Die Szenenbeschreibungssprache V-QL
V-QL ist die Beschreibungssprache, in der der Anwender von V-IDS der VE mitteilt, wel-
che Arten von Eingangsdaten sie zu erwarten hat und wie diese in eine dreidimensionale
Szene umzusetzen sind. F¤ur eine umfassende Darstellung von V-QL reicht der hier zur
Verf¤ugung stehende Platz nicht aus.
Szenenbeschreibungen werden nicht wie in einer imperativen Programmiersprache Zeile
f¤ur Zeile abgearbeitet. Vielmehr besteht ein typisches Skript vorwiegend aus Denitio-
nen von Zusammenh¤angen. Bei der Auswertung durch die VE entscheidet diese, welche
Berechnungen wann tats¤achlich durchgef¤uhrt werden. Ein Beispiel, das hier Schritt f ¤ur
Schritt aufgebaut wird, soll diesen Ansatz verdeutlichen.
In V-QL werden neben den grundlegenden Datentypen wie Ganz- und Fließkommazahlen,
booleschen Werten und Strings auch Vektoren und spezielle Datentypen f ¤ur die Grakdar-
stellung (Texturen, Transformationen,. . . ) direkt mit Sprachkonstrukten unterst ¤utzt. Das
zentrale Element sind jedoch Mengen. Eine Menge in V-QL ist eine Denition f ¤ur den
Aufbau, die Eigenschaften, das Verhalten und nicht zuletzt das Aussehen einer Gruppe

gleichartiger Objekte. Alle Objekte einer Menge enthalten die gleichen Datenfelder und
deren Abh¤angigkeiten sind gleich deniert. Die konkreten Werte k ¤onnen sich jedoch zwi-
schen den einzelnen Mengenelementen unterscheiden.
Beispielsweise w¤urden alle Hosts in einem Netzwerk, die auf die gleiche Art und Weise
dargestellt werden sollen, eine Menge bilden. Jeder dieser Hosts hat Eigenschaften wie





rotAngle := Pi/3 * hostNr;
hostTrans := Rotate([0,1,0], rotAngle) * Translate([0, 0, <innerRad]);
SHOW(Box, Color([1.0, 0.2, 0.0]), hostTrans);
};
Abbildung 2: Eine einfache V-QL-Szenenbeschreibung
Im ersten Beispielskript (Abb. 2) wird dies deutlich. Zu Beginn wird eine Menge hosts
deniert, die hier der Einfachheit halber konstant sechs Elemente enthalten soll. Zun¤achst
sind diese Elemente alle gleich und haben keinerlei Eigenschaften, da sie nicht auf irgend-
welche Eingabedaten zur¤uckgehen. Um sie unterscheiden zu k¤onnen, soll eine eindeutige
Nummer vergeben werden. Mit dem EnumID-Statement geschieht genau das: Die Ele-
mente der Menge hosts erhalten nun ein Attribut hostNr, das die VE mit den Werten
0 bis 5 belegen wird. Somit ist es nun m¤oglich, innerhalb von hosts neue Eigenschaften
 wie im Beispiel die Position  zu denieren, deren Werte sich in Abh¤angigkeit dieser
eindeutigen ID berechnen. Um dies zu tun, kann wie im Beispiellisting mittels des IN-
Statements in den Kontext einer bestimmten Menge gewechselt werden.
Zentraler Punkt dieses einf¤uhrenden Beipiels ist die SHOW-Anweisung. Sie legt fest, dass
und wie die Elemente der Menge, in deren Kontext SHOW auftaucht, angezeigt werden. Ih-
re drei Parameter legen die geometrische Form (hier: ein W¤urfel), die Ober¤achenbeschaf-
fenheit (einfarbig in einem kr¤aftigen Rot, der Vektor [1.0, 0.2, 0.0] repr¤asentiert
eine Farbe in RGB-Darstellung) sowie eine geometrische Transformation fest, die Position
und Gr¤oße bestimmt.
V-QL unterst¤utzt g¤angige Transformationen wie Rotation (im Beispiel in Achse-Winkel-
Repr¤asentation), Skalierung, Translation in verschiedenen Varianten direkt. Außerdem las-
sen sich Transformationen verketten, wobei von rechts nach links ausgewertet wird.
In der Denition der Translation im Beispiel f¤allt eine weitere Besonderheit auf: Der Ver-
schiebungsvektor nimmt Bezug auf den Wert innerRad, der jedoch nicht im Kontext
der Menge hosts, sondern im ¤ubergeordneten Kontext deniert ist. F¤ur den Zugriff auf
solche Werte aus

h¤oheren Ebenen kommt der <-Operator zum Einsatz.
Ein Screenshot der erzeugten Szene ndet sich in Abb. 3.
Dieses Beispiel verarbeitet noch keine dynamischen Daten. Um dies zu erm ¤oglichen, ist
die Denition einer Eingabemenge n¤otig. Sie stellt die Verbindung zu einem Input-Filter
her, der dann zur Laufzeit Elemente hinzuzuf ¤ugen oder entfernen kann. Dazu muss der VE
mitgeteilt werden, welche Eigenschaften die eingehenden Datens¤atze haben. Wie das be-
trachtete Beispiel entsprechend erweitert werden kann, zeigt das zweite Listing in Abb. 4.
Abbildung 3: Screenshot der mit dem Skript aus Abb. 2 erzeugten Szene
Mit dem INPUT-Statement werden hier die Eingabemenge und ihre Attribute deklariert.
So weiß die VE, dass sie zur Laufzeit Datens¤atze aus einer externen Quelle erh¤alt, die
sie als Elemente der Menge snortIn speichern wird. Die f ¤ur sourceIP, destIP und
severityCode angegebenen Werte sind lediglich Standardwerte, die nur angenommen
werden, falls ein eintreffender Datensatz unvollst¤andig speziziert wurde.
IPv4-Adressen werden in V-QL als vierdimensionale Ganzzahl-Vektoren behandelt; auf
diese Weise ist f¤ur diesen h¤aug auftretenden Datentyp keine Sonderbehandlung notwen-
dig.
Die vom Input-Filter in die Eingabe-Menge snortIn ¤ubergebenen Datens¤atze k¤onnen
nun als Grundlage f¤ur eine Darstellung dienen. Dazu sollen zun¤achst die eintreffenden
Meldungen auf die sechs im Beispiel betrachteten Hosts aufgeteilt werden. Dies geschieht
mit der SELECT-Anweisung, die aus der Eingabemenge die zum jeweiligen Host geh ¤oren-
den Meldungen heraussucht. F¤ur jeden Host enth¤alt die Menge specificDatens¤atze mit
der passenden destIP.
Jedes Element aus der Teilmenge specific entspricht einer Meldung, die aus einer Da-
tenquelle von aussen in die VE eingegangen ist und angezeigt werden soll. Wiederum
mittels eines IN-Statements kann nun noch eine Ebene tiefer in den Kontext dieser Menge
abgestiegen werden, um dort Denitonen vorzunehmen. Position und Farbe f ¤ur jede ein-
zelne dieser Meldungen werden auf diese Weise bestimmt, ebenso wie ihre Darstellung
(hier als Kugeln). Diese Eigenschaften sind f ¤ur jede einzelne Meldung verschieden, da sie
aufgrund unterschiedlicher Eingangsdaten berechnet wurden. So bekamen zum Beispiel
alle Elemente eine eindeutige, fortlaufende Nummer id, die sp¤ater in der Denition der
Position Verwendung ndet.
Startet man die VE mit dem Skript aus dem Beispiel und einem Input-Filter, der Daten im
erwarteten Format bereitstellt, wird unmittelbar der statische Teil der Szene  bestehend
hier aus den sechs W¤urfeln  aufgebaut. Sobald der Input-Filter nun Datens¤atze einf¤ugt,
// Deklaration des Eingabeformats
INPUT snortIn {
sourceIP = [127, 0, 0, 1];







sphereRad := innerRad + sphereDist;
outerRad := 4.0;
IN hosts {
rotAngle := Pi/3 * hostNr;
hostTrans := Rotate([0,1,0], rotAngle) * Translate([0, 0, <innerRad]);
// W¤urfel f¤ur die Hosts anzeigen
SHOW(Box, Color([1.0, 0.2, 0.0]), hostTrans * Scale(2));
// Host-spezifische Daten suchen
specific := SELECT FROM <snortIn WHERE destIP == [192,168,0,<hostNr+1];
EnumID hostSpecific->id;
IN specific {
// Farben f¤ur die Kugeln in Abh. von severityCode w¤ahlen
color := IF severityCode > 5 THEN [1, (10-severityCode)/5, 0]
ELSE [severityCode/5, 1, 0];
// Position der Kugeln festlegen
spherePos := [Sin(Pi/5*id), Cos(Pi/5*id), 0.0] * <<outerRad +
[0.0, 0.0, <<sphereRad + id/3];
SHOW(Sphere, Color(color), <hostTrans * Translate(spherePos));
// Verbindende Zylinder anzeigen
SHOW(Cylinder, Color([0.2, 0.7, 1.0]), <hostTrans *
FromTo([0, 0, 0], spherePos) * Scale([0.2, 1.0, 0.2]));
};
};
Abbildung 4: Die Beispiel-Szenebeschreibung in der erweiterten Fassung
Abbildung 5: Screenshot der erweiterten Beispiels aus Abb. 4 nach U¨bergabe einiger Beispieldaten
ver¤andert oder l¤oscht, wird die Darstellung entsprechend aktualisiert. Die Ereignis-Verwal-
tung, die Ermittlung, welche Teile der Szene aktualisiert werden m ¤ussen usw., ¤ubernimmt
die VE. Einen Screenshot zeigt Abb. 5.
Das hier gezeigte Beispiel kann bei weitem nicht alle F¤ahigkeiten von V-QL und der VE
demonstrieren, auch ist eine Darstellung wie die gezeigte nat ¤urlich noch sehr rudiment¤ar.
Viele weitere Funktionen, die unter anderem Unterst ¤utzung f¤ur stetige Bewegungsabl¤aufe,
automatisches Layout von Elementen, komplexere Objekte, Aggregatfunktionen usw. be-
reitstellen, sind vorhanden und einsatzbereit. Ihre detaillierte Beschreibung w ¤urde jedoch
diesen Rahmen sprengen.
5 Projektstatus und zuku¨nftige Arbeit
Es existiert eine grundlegende Implementation der VE. Des Weiteren sind einige Eingabe-
lter einsatzbereit, unter anderem f¤ur die ¤Ubergabe von Snort2-Meldungen in Echtzeit.
Ein Schwerpunkt der gegenw¤artigen Arbeit ist die Darstellung textueller Informationen
in der 3D-Szene. So sollen erg¤anzende Informationen auf oder an den 3D-Objekten dar-
gestellt bzw. interaktiv abrufbar gemacht werden. Dies ist ein Ber ¤uhrungspunkt mit dem
zweiten Bereich, der momentan erweitert wird: der direkten Interaktion des Benutzers mit
der 3D-Szene. Dies betrifft insbesondere Mechanismen, um die Behandlung von Benut-
zereingaben in V-QL formulieren zu k¤onnen.
6 Schlussbetrachtung
Vieles deutet darauf hin, dass sich die Art der Darstellung von Abl¤aufen in einem Netz-
werk und das Auftreten sicherheitsrelevanter Ereignisse gegen ¤uber den momentan g¤angi-
gen und eingesetzten Verfahren noch deutlich verbessern l¤asst. Bislang sind die Erfahrung-
en hinsichtlich besser geeigneter, grascher Darstellungsformen noch sehr eingeschr ¤ankt.
Ein exibel kongurierbares Darstellungssystem wie V-IDS kann daher dazu dienen, hier
mehr Praxiserfahrung zu sammeln und realistische Einsatzszenarien in gr ¤oßerem Kontext
zu entwickeln.
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