INTRODUCTION

Motivation
In this article we focus on the unfold/fold transformation system proposed by Tamaki and Sato [1984] . nl. Permission to copy without fee all or part of this material is granted provided that the copies are not made or distributed for direct commercial advantage, the ACM copyright notice and the title of the publication and its date appear, and notice is given that copying is by permission of the As the literature shows, a lot of research has been devoted to proving the correctness of the system with respect to the various semantics proposed for logic programs (e.g., see Aravidan and Dung [ 1993] , Kawamura and Kanamori [ 1988] , Seki [1990; 1991; 1993] , and Tamaki and Sato [1984] Let P be a definite program; then P is terminating iff P is acyclic.
From the procedural point of view, acyclic programs enjoy the following important property: the two most prominent approaches, namely, the SLDNF-resolution (see Lloyd [ 1987] and Apt [1990] ) and the SLS resolution from Przymusinski [ 1989] , coincide when applied to acyclic programs. For the semantic properties of acyclic programs refer to Section 5.
UNFOLD/ FOLD TRANSFORMATIONS
We give now the definition of the unfold/fold transformation sequence that was first given by Tamaki and Sato [1984] for definite programs and then used by Seki [ 1990; 1993] (11) PO is divided into two disjoint sets PO = P~,K, U Pol~;
(12) All the predicates which are defined in P.,,,, occur neither in pal~nor in the bodies of the clauses in P.,,,,. nf + Z~.lnf"maxbodynJ < nf + nf. k .maxbodysuPInJ1
Since k < maxbody < nf + nf. (rrzaxbody -1) . maxbody'"p(nd} = nf + nf. maxbodysuP{nJl+ 1 -nf" maxbodysup{nj}.
Since maxbody >0 and n > sup{nJ}, < nf. naaxbocly n + nf -nf. maxbody 'up{nJ} = nf" maxbodyn + nf" (1 -maxbodysup{n~}).
Since all integers are nonzero and maxbody > 1, we have 1 -maxbodys'p{n]) < 0. This proves the lemma. 
Induction
Step P,,~. For those clauses that P, and P,.~have in common, the result follows from the inductive hypothesis and the fact that nfl,~< nf,. Hence we can focus on those clauses that were introduced or modified in the last transformation step (from P, to P,,~). We distinguish won the operation that has been used for going from P, to P,,~. 
Unfolding
PO = { cl: d(X) -h(X), q(X). C2: p + q(X), h(X).
C3: q(s(o)).
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