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A DIGISET SIMULATOR 
by 
P. ten Hagen & H. Noot 
ABSTRACT 
In this report, it is shown, that the Digiset-4O Tl photo-typesetter 
can be used with good resu~ts as a device for producing two dimensional 
hard-copy output generated by a computer program. 
The hardware characteristics and instruction set of the Digiset 
are described in sufficient detail, to enable the use of this report as a 
Digiset manual. 
A Digiset simulation program is given, which translates "shorthand" 
Digiset code in machine code, performs a syntactical analysis of this code 
and produces papertape output that can be used as input to the Digiset. The 
program has some possibilities for the simulation of Digiset output on a 
line printer or plotter. 
A character set is designed in order to use the Digiset as a line-
drawingmachine. Examples of line drawings made with the simulator and/or 
with the real Digiset, are shown and discussed.· 













Survey of the functioning of the Digiset 
Storage of characters and microprograms 
The coding of the characters 
The instruction set of the Digiset 
Direct instructions 
1.4.2 Indirect instructions 
1.4.2.1 Data transfer instructions 
1.4.2.2 Layout instructions 







2. 5. I 
2.5.2 
THE SIMULATOR 
Input to the simulator 
Simulator output 
Specification of simulator properties 
Errors 
Description of the simulator 
Level 
Level 2 
2.5.2.1 Auxiliary procedures 
2.5.2.2 Digiset instruction procedures 
2.5.2.3 Input translation 
2.5.3 Level 3 
3. EXERCISES 
3. I Exercise 
3.2 Exercise 2 
3.3 Exercise 3 
3.4 Exercise 4 
3.4.1 The alphabet 

































The Digiset simulator in ALGOL 60 
APPENDIX B 
I. Syntax of the Digiset machine code 
2. Syntax of the shorthand code 





after L. Geurts and L. Meertens, 
produced on the Digiset. 
f, 
O. INTRODUCTION 
The underlying report contains a description of an ALGOL 60 program 
that simulates most of the behaviour of a Digiset-40 Tl electronic photo-
typesetter. 
The writing of the program is part of a careful study of the possibil-
ities of the photo-typesetter for on-line computer applications (computer 
graphics). The program in its present state is used to execute programs 
written or generated in Digiset code. This allows us to continue our study, 
without using the real apparatus, or alternatively, using it with better 
results, in th_e following ways: 
- The design of standard Digiset programs (e.g. characters or microprograms) 
for on-line applications, like the production of line drawings, grayscale 
pictures and other computer graphics. 
- To provide a testing facility for software that generates Digiset programs. 
- The program checks the syntactic (and some of the semantic) correctness 
of Digiset programs. This is necessary because the Digiset itself does 
not provide any error detection whatsoever. 
The report is divided in three parts: 
In the first part (chapter 1) a short description of the Digiset-
functions and internal organisation is given. The description is meant to 
allow further reading of the report, as well as the use of the Digiset and 
the Digiset simulator, without knowledge of the rather technical manuals. 
In the second part (chapter 2) the simulator is discussed. First the 
set of input/output specifications is given. This information is sufficient 
for any programmer who wants to run an exercise on the simulator. The sec-
tion also describes how the output is to be interpreted in order to get an 
idea about the real Digiset performance. The next section gives a sketch 
of the structure of the ALGOL 60 program (which is added as appendix A). 
Discussion of the simulator follows in three levels of detail. At each 
level there exists an error detection mechanism that gets full attention. 
In the third part (chapter 3), a selection of exercises is given as 
an illustration of the possibilities of both simulator and simulated 
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machine. The collection of exercises will extend far beyond the contents 
of this report since every step in the development of the computer graphics 
project will be accompanied, and partly described by such a set of exer-
cises. 
The reader should be aware of the following typographic conventions 
throughout the report: Notions that are used to describe the Digiset are 
underlined at first occurence. Usually some kind of definition is then 
contained in the context (e.g. typefount). Names of Digiset instructions 
are denoted in capital letters (e.g. KUR, SEQ, UAr), and are the same as 
those from the official manuals (german mnemonics!). Names of identifiers 
from the ALGOL 60 program are. denoted in a different type (e.g. lnpeo~e, 
6illt wh-Ue eLement). 
I . THE DIGISET 
I.I. Survey of the functioning of the Digiset 
The Digiset photo-typesetter generates hard-copy representation of 
graphical information by displaying drawings on the screen of a cathode 
ray tube, which are recorded on photographic paper of film. For a general 
overview of the Digiset hardware, see fig. I.I.I. 
function __ ...,,,,_, 













The dimensions of the area of photographic material that can be ex-
posed without transporting it, the usable record1ng ~, are shown in 
fig. 1.1.2. In the same figure, the screen coordinates are shown, which 
will be used in this report. The unit of length, is the point: 






--- _....normal position type base li'iie l 
fig. 1.1.2. Usabie recording area. 
point 
The width w of the recording area depends on the photographic material 
used: w ~ 310 Ii:nn. 
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The recording takes place with a camera which can rewind the photo-
graphic material it contains. This offers the possibility of repeated ex-
posure of the same piece of film, alternated with exposure of different 
pieces. The recording of drawings which are larger then the usable record-
ing area is made quite easy this way. 
The Digiset is equipped with a~ store of 32 to 64 segments of 
256 words. A word consists of 3 bytes of 8 bits each. The disc store of 
the Digiset is divided into 3247 addressable sectors, containing 744 non 
addressable words. 
Drawings are composed from elementary characters like lines, text 
symbols etc. which are stored in the core- or disc store. Only characters 
stored in core can immediately be displayed, characters stored on the disc 
have to be transferred to core first. The input of the core address of a 
character (a character call) causes this character to be displayed. 
Positioning and transformation of characters are brought about by instruc-
tions which enter the Digiset through its input point. The Digiset permits 
the use of another programming unit for describing and drawing pictures, 
the microprograms. These are sequences of character calls and instructions 
which are stored and can be called like characters. 
1.2. Storage of characters and microprograms 
In order to be able to call characters and microprograms from core 
with a single one byte instruction, indirect addressing is necessary. 
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Therefore, the core store is divided into segments which can be addressed 
as a whole by a segment instruction which remains valid until replaced by 
a different one. Words in a segment thus selected, can be addressed by a 
one byte word address, the primary address. To make use of this mechanism, 
microprograms and characters (which must be defined on the same recording 
grid, see 1.3.) are grouped together in typefounts of atmost 251 elements. 
These elements are stored in the image~ of core, which may consist of 
several parts of different segments. The data of single characters or 
microprograms have to be loaded in contiguous parts of the image area how-
ever. The segment- and word address of the beginning of such an area 
are each stored in one word (the secondary address word) of a selected 
core segment, the address area of the typefount. A character thus stored, 
can be addressed by the word address of its secondary address, its so 
called primary address, as long as the appropr:ate segment instruction is 
valid. 









0,1 or 32 
2 
table 1.2.1. The secondary address word. 
character 
microprogram 
The first byte of the secondary address word contains the word address 
of the beginning of the character data in the image area. 
The second byte contains the relative segment address of the character. 
This address has to be added to the segment address of the address area to 
find the segment address of the beginning of the character (or microprogram) 
data. The relative segment address has to be positive or zero. In the last 
case the first byte of the secondary address word has to be greater than 
62, i.e. if the image area lies in the same segment as the address area, 
it has to lie above the word with address 62 (and above the address area). 
The third byte of the secondary address word has value 2, if the ad-
dressed element is a microprogram. In the other case, it has the values 
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0,1 or 32 (see 1.3). 
A special role is reserved for the secondary address word with primary 
address 62. This word contains the typeface constant which specifies among 
other things the dimensions of the recording grid on which the character 
1s displayed (see 1.3). 
The disc can only be loaded with complete typefounts i.e. a typeface 
constant followed by characters and/or microprograms. If elements of these 
typefounts are needed for typesetting, they have to be transported to core 
first. It is possible to transport typefounts as a whole as well as single 
characters or microprograms. While the disc is loaded with typefounts, the 
first core segment serves as an input buffer. 
1.3. The coding of characters 
Characters are defined on a square, in which a recording grid composed 
of rectangular cells is inscribed (see fig. 1.3.la.) 
cells usable recording 
area 
1 
VBS 0 type p 
¾ill.. I 16 l 
VBS I base 
line 
VBS II VBS 0 VBS II 
fig. 1.3.la. Recording grid. fig. 1.3.lb. Character position. 
In this square, three different character base lines (denoted by VBSII, I 
and 0) are defined which lie at the base of the square, at 3/16 1 and 
1/4 1 above this base respectively, if 1 is the length of an edge of the 
square. If a character is displayed it is positioned in such a way, that 
the VBS Oline coincides with the current position of the type base line 
on the screen. This type base line intersects the current beam position 
and runs parallel to the x-axis of the screen coordinate system. 
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When a character is displayed, the current beam position moves from point 
P to point Qin fig. 1.3.16. The amount by which a character can extend 
below the type base line is determined by its character base line (see 
fig. 1. 3. 16. ) • 
The cells, and hence the g,ids are classified according to their size 












table 1.3.1. Cell types and cell sizes. 
According to the length of an edge of the square, recording grids are 
distinguished in grid types I, II, III, IV, and V. 
The size of these grids is given in table 1.3.2. below. 
B C D cell type 
grid type X y X y X y 
I 50 120 50 60 25 60 number of cells 
II 100 240 100 120 50 120 
in x- and y 
direction 
III 200 480 200 240 100 240 
IV 400 960 400 480 200 480 
V 800 1920 800 960 400 960 
table I.3.2. Size of recording grids. 
The distance (expressed in numbers of cells) from the base of the square 
to the character base lines, for different cell- and grid types is given 
in table 1.3.3. below. 
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B C, D cell type 
character 
base line I II III IV V I II III IV V grid type 
VBS II 0 0 0 0 0 0 0 0 0 0 distance of charac-
VBS I 22 45 90 180 360 l l 22 45 90 180 ter base line above base of recording grid 
VBS 0 30 60 120 240 480 15 30 60 120 240 in number of cells 
Table 1.3.3. Position of character base lines. 
Which character line is used in the definition of a character by its char-
acter data, is specified in the third byte of its secondary address word, 
see table 1.3.4. 
decimal value of third byte of 
secondary address word: 





Table 1.3.4. Secondary address word and character base line. 
Remark: The data of tables 1.3.l. through 1.3.3. are only valid when the 
GROa instruction has been given, otherwise they must be multiplied by the 
appropriate enlargement factors (see GRO and DAN instructions: 1.4.). 
Although characters are defined on a rectangular grid, they can be 
displayed as italics. In this case, the recording grid is deformed to a 
parallelogram, as shown in fig. 1.3.2. 
type base line 
fig. J.3.2. Italic characters. 
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Their exist three italic positions, corresponding with values of a (fig. 
0 0 0 
1.3.2.) of 22.5 , 25 and 27.5. 
The cell type, grid type and italicity of a character are specified 
in the typeface constant. This constant consists of one word, the second 
and third byte of which are zero. The value of the first byte is given 
by the following formula: 
by~e I typeface constant= NO+ 4NI + N2 
in which NO specifies the cell type, NI the grid type and N2 the italicity 
of the character. NO, NI and N2 can have the values listed in table 1.3.5. 
NO cell type NI grid type N2 italicity 
0 
0 B 0 I 0 0 
32 C II 1 22.5° 
64 p 2 III 2 25° 
0 
3 IV 3 27.5 
4 V 
Table 1.3.5. Constants, defining the typeface constant. 
We only give a short description of the Digiset machine code for char-
acters, since as input to the simulator, a much simpler, but just as power-
ful code can be used (see 2.1.), that will be translated in machine code 
before the simulation starts. This translated machine code can be used as 
input to the real Digiset. 
Characters are coded as a sequence consisting of image lines, empty 
image line comm.ands (LBL conunands) and image line repetition conunands 
(BLW conunands). An image line is a column of the recording grid, in which 
for each cell it is defined whether it is black or white. An empty image 
line contains only white cells. The specification of the white and black 
elements in a non-empty image line consists of a sequence of alternating 
white and black elements. These elements are integer values, which denote 
the length of the pieces of the same colour in cell units (see fig. 1.3.3.). 
An image line has to start with a white element and to end with a black 
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element. An image line is displayed by alternately recording white- and 
black elements, starting from the character base line. However, the re-
corded length of the first white element, is one less than its coded length. 
This makes it possible to define characters that begin at the character 








character base line 
Fig. 1.3.3. Character coding. 
The height of line elements can be specified in one byte if it is 
7 smaller than 2, otherwise two bytes can be used. In this coding one bit 
(of the first byte) is used to indicate whether the line element is the 
last one of an image line or not. In case of two byte coding a second bit 
of the first byte indicates whether both available bytes are really used, 
or only the first one. This last possibility can be used for line elements 
shorter than 26 cell units enclosed by lines longer than 27-1 units. In 
table 1.3.6. the modes in which line elements of different length can be 
coded, are shown. 
length of 
element 
in cell units 
1 > 127 
63 < 1:;;; 127 
1:;;; 63 
element can be coded 
in one byte 
yes 
yes 
element can be coded in two bytes 
both bytes used 
yes 
yes 
second byte zero 
yes 
Table 1.3.6. Coding modes for line elements. 
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The LBL- and BLW commands have parameter parts in which the number of empty 
lin~s that have to be recorded, re~pectively the number of times the image 
line following the command has to be repeated, is specified. This parameter 
( 
part can have values between O and 255. In addition, one bit in these com-
mands is used to indicate the mode in which the image lines following the 
command are coded, i.e. to indicate, whether they are coded in one- or two-
byte mode. In order to change the coding mode without introducing empty 
lines or repetitions, the LBL- or BLW commands with zero-valued parameter 
parts are used. 
The ambiguity in the coding possibilities for line elements gives 
rise to the problem of finding the shortest possible coding for a character. 
If for instance, a character contains both lines with some long elements, 
as well as lines with only medium elements, everytime these latter lines 
occur, the question arises if the coding mode has to be changed in order 
to minimize the memory area occupied by the character. 
The answer to this question depends on: 
1) The number of medium lines not separated by long lines. 
2) The position of LBL-and BLW commands (if present) relative to the 
position of the medium lines in the coding sequence. 
3) The position of the medium lines with respect to the beginning or end 
of the coding sequence. 
The translation of the character code used as input to the simulator in the 
representation of machine code used during simulation, is such that the 
shortest possible code is generated. 
1.4. The instruction set of the Digiset 
The term instruction is used in this report, to denote all commands 
that control the functioning of the Digiset, with the exlusion of charac-
ter data. Instructions enter the Digiset through its input point, or they 
are elements of microprograms. In the first case they are executed on-line, 
in the second, when the microprogram is activated. Instructions can be 
devided in direct instructions (consisting of one byte) and indirect in-
structions (of up to three bytes). 
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1.4. I. Direct instructions 
The direct instructions are: NUL, KEN, UAK, ZWR and UAT. 
NUL: This instruction does not cause any action of the Digiset. 
KEN: The KEN instruction causes the three bytes following it to be ignored. 
These bytes may not contain the instruction sequences UAK SPE or KEN 
KEN KEN however. In the simulator input, KEN may not occur in charac-
ter- or microporgram data. The KEN instruction is only of use, when 
a magnetic tape unit provides the input, a situation not discussed 
here. 
UAK: This instruction must precede every indirect instruction. 
ZWR: The ZWR instruction is a spacing instruction. It causes the recording 
position to be shifted in the+ x direction by an amount that must 
have been devised with the indirect instruction ZWQ. 
UAT: This instruction serves as an end marker for character- and micro-
program data, and for instruction sequences controlling data transfer 
from disc to core. It has always to be given twice in succession. 
All other one byte connnands are interpreted as primary addresses and cause 
the character or microprogram thus addressed, to be displayed or executed. 
The existence of this 5 direct instructions explains, why a typefount can 
have at most 251 elements although a core segment has room for 256 second-
ary addresses. The five values O, 28, 62, 252 and 255 denote direct in-
structions and hence can not be used as primary addresses, without causing 
ambiguities. 
1.4.2. Indirect instructions 
The indirect instructions which are preceded by the UAK instruction 
can be devided in the following categories: 
- Instructions which control data transfer in the Digiset and between the 
Digiset and the outside world. 
- Layout instructions 
- The START and STOP instructions. 
1.4.2.1. Data transfer instructions 
The data transfer instructions are: UBL, SEG-, SPE, PLA , PLE and TRE. 
UBL: The UBL instruction causes the Digiset to ignore all input until the 
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instruction sequence UAK START is encountered in the input. When the 
simulator is used, UBL may not occur in microprogram- or character 
data in the input stream. 
SEG: By means of the SEG instruction, a core segment is addressed. This 
address is given in the quantification byte following the instruction, 
which can have values between O and 64. All word addresses that occur 
in the input or in microprograms refer to the segment, last addressed 
with SEG. There is, however, one exception to this rule. If a segment 
instruction SO is followed by a different segment instruction SI, 
which itself precedes a microprogram call, which is not separated from 
SI by a character call, it is only used for the selection of the micro-
program. Inside the microprogram SO is valid again, until other SEG 
instructions are given there. ·After the execution of the microprogram, 
SO becomes active again, regardless of the SEG instruction given with-
in the microprogram. If one wishes SI to remain active during and 
after the microprogram call it has to be given twice in succession. 
SPE: This instruction is used in two ways: 
In the first place, it has to precede the indirect instructions PLA, 
PLE and TRE (see below), In the second place, it causes the input in 
core of the character, microporgram or type-face constant (with pri-
mary address 62) that follows the SPE instruction. 
The instruction sequences are in these cases: 
<UAK> <SPE> <62> <type-face constant> <UAT> <UAT> 
<UAK> <SPE> <primary address> <secondary address> 
<character data> <UAT> <UAT> 
<UAK> <SPE> <primary address> <secondary address> 




PLA: These instructions control the data transfer from the input point to 
the disc and from the disc to the core store respectively. 
TRE: If we denote seq. 1.4.1. by TC and seq. 1.4.2a,b. by CM, a typefount 
is defined as: 
<typefount>:: = <TC> <alphabet> 
<alphabet> :: = <CM> I <alphabet> <CM> 
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The instruction sequence for the transfer of a typefount from the in-
put point to the disc is: 
<UAK> <SPE> <UAK> <PLE> <disc address> <UAT> <UAT> 
<typefount> <UAK> <SPE> <UAK> <TRE> <UAT> <UAT> seq. I. 4. 3. 
This is the only way in which the instructions PLE and TRE can be 
used. It should be noticed, that during the input of data to the disc, 
segment O of core store is used as a buffer. Thus a PLE instruction 
causes the loss of the data stored there. 
The ~ransfer of a typefount from disc to core is brought about 
by the following instruction sequence. 
<UAK> <SPE> <UAK> <PLA> <disc address> <UAT> <UAT> seq. 1.4.4. 
The disc address that always occupies two bytes specifies the number 
of the disc sector where the typefount begins. Typefounts are always 
stored without gaps on the disc. For the format of the disc address 
see fig. 1.4.1. 
byte 2 byte I 
<---------------------> 
sector number 
fig. 1.4.1. The disc address. 
The bit D serves to distinguish the two discs that can be simultanuous-
ly used. In the simulator only one disc is simulated and bit Dis al-
ways set zero. In seq. 1.4.3. bit Tis always set to zero. If bit T 
is set in the disc address of seq. 1.4.4., this sequence causes the 
transfer of only the disc addresses of the elements of the typefount 
to the selected address area in core. Every time such an element is 
called up for typesetting it is transferred from the disc to the seg-
ment of core, that lies ilillllediately above the segment that contains 
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the address area with disc addresses. After this transfer it is dis-
played or executed. Data transfer from disc to core is the only data 
transfer possible during the execution of microprograms. 
1.4.2.2. Layout instructions 
The layout instructions that are part of the Digiset machine code are: 
VERA, VERO, VERU, ZWQ, RUCK, TAB, ZEV, KURI, KURZ, KUR3, NOR, DAN, GROa 
through GROm, W~D, SCHN and DREHO. The last two instructions are not in-
corporated in the Digiset simulator and will not be discussed here. Some 
of the instructions can be followed by at most two quantification bytes. 
In this case, the first byte always contains the least significant bits. 
VERO: The instructions VERO and VERU cause the type base line to move up 
VERU: and down respectively, by an amount specified in the next two quanti-
fication bytes. The unit in which this displacement is measured is 
1/32 point. The VERA instruction cuases the type base line to move 
back to its neutral position (see fig. I. 1.2.). For reasons to be 
explained later, the VERA instruction has in the simulator the effect, 
of moving the type base line to the centre of the usable recording 
area. 
ZWQ: The instruction ZWQ fixes the amount of spacing in the+ x direction 
caused by the direct instruction ZWR. It is followed by two quantifi-
cation bytes, which specify the displacement in units of 1/50 point. 
RUCK: The RUCK instruction cuases displacement in the - x direction of the 
recording beam. It has two quantification bytes, which specify the 
displacement in units of 1/50 point. 
TAB: By means of the TAB instruction a line perpendicular to the x - axis 
is defined in absolute screen coordinates. The two quantification 
bytes specify the constant C in the line equation x = C, in units of 
1/50 point. 
ZEV: The ZEV and ZER instructions displace the type base line in the same 
ZER: way and have the same quantification bytes as the instructions VERO 
respectively VERU. In addition, the recording beam is moved to the 
point of intersection of the displaced type base line and the line 
defined by TAB. 
KUR]: The instructions KURl, KURZ and KUR3 cause the image lines to be 
KUR2: rotated clockwise round the points of intersection of these lines 
KUR3: with the type base line. The rotation takes place over angles of 
0 0 0 
27.5, 25 and 22.5 respectively. A KUR instruction remains valid 
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until replaced by a different one, or a NOR instruction. When this 
last instruction is given, the italicity of the displayed character 
becomes the one, specified by the typeface constant. 
GRO: These instructions cause the elementary rectangles of the recording 
DAN: grid to be-enlarged by a definite factor. When a GRO instruction is 
used enlargement takes place both in the x- and y direction. In case 
of a DAN instruction, enlargement in the x direction is defined, 
while the enlargement in they direction remains the one, defined by 
the GRO instruction last given. The enlargement factor is fixed by 
selecting a particular GRO instruction, or hy the quantification 
byte of the DAN instruction, according to table 1.47. 
GRO instruction DAN quantification enlargement factor 
GROa 8 I. 
GROb 9 I. 125 
GROc 10 I. 25 
GROd I I 1.275 
GROe 12 1.5 
GROf 14 I. 75 
GROg 16 2 
GROh 18 2.25 
GROi 20 2.50 
GROj 22 2.75 
GROk 24 3 
GROl 28 3.5 
GROm 32 4 
Table 1.4.7. Enlargement factors. 
An enlargement remains valid until a new GRO or DAN instruction occurs. 
When a GRO instruction is given, the typeface constant stored in the 
segment addressed at this time, is evaluated. This typeface constant 
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will be used for the display of characters called after the GRO in-
struction. From, this it follows that, before the first character call 
a GRO instruction has to be given and before the first GRO instruc-
tion, a SEG instruction. 
WID: The WID instruction causes a character call or microprogram call fol-
lowing it, to be repeated the number of times specified in the two 
quantification bytes of the instruction. 
Remark: Th~ character is displayed (or the microprogram executed) 
once more, than the number of times it is repeated. 
A microprogram that contains a WID instruction may not be repeated 
itself by a WID instruction. 
1~4.2.3. Start and stop instructions. 
START: A Digiset program has to begin with the instruction sequence: UAK 
STOP : START and ends with UAK STOP. In addition, the START instruction is 
used to terminate the effect of the UBL instruction (see 1.4.2. 1.). 
2. THE SIMULATOR 
2. 1. Input to the simulator 
The input to the simulator has the following form: 
<parameter setting> <Digiset code representation> 
The first part of this sequence will be discussed in section 2.3. after 
the description of the simulator output. 
A sequence of Digiset instructions and parameters is recognized by the 
simulator if: 
- The represenation of a byte is separated from the representation of an-
other one by a semicolon. 
- Instructions are represented by their names (see 1.4.). 
- Microprogram data are enclosed between square brackets. 
- Parameters and addresses are represented by decimal numbers. 
Examples: 
- UAK; START; UAK; DAN; 8; UAK. ZWQ; 10; 0; ••. 
- UAK; SPE; UAK; PLA; 21; O; DAT; UAT; 63; 68; 112; 
UAK; UBL; byte; ..••. byte; UAK; START; ••.. 
The instruction sequences of microprograms are coded in the same way. 
Character data, as defined in seq. l.4.2a., are coded as follows: 
<character data>::= <character body>; 
<character body>:.:= <char element> I <char element> <char body> 
<char element>::= ( repeated empty line>) I (<repeated line>) 
<repeated empty line>::= <number of empty lines> 
<repeated line>::= <number of lines>, <first white element>, 
<black white list>, <last black element> 
<black white list>::= <black element>, <white element> I 
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<black element>, <white element>, <black white list> 
<first white element>::= <positive integer> 
<last black element>::= <positive integer> 
<white element>::= <positive integer> 
<black element>::= <positive integer> 
<number of lines::= <positive integer> 
<number of empty lines>::= <non zero integer> 
<number of lines> (respectively <number of empty lines>) denotes the number 
of times the line (respectively the empty line) has to be displayed in suc-
cession. If <number of empty lines> is positive the empty lines are dis-
played in the recording direction, otherwise in the opposite direction. 
Thus an empty line connnand with a negative parameter gives backspacing 
within a character. The value of <first white element> is the length in 
cell units plus~ of the first white element of the image line. All other 
white or black elements denote exactly the length of the corresponding 
parts of an image line in cell units. 
Example: (3) (4,2,1); 
This character is built up out of three empty image lines, followed by 4 
image lines each consisting of a white element of length one followed by 
a black element of length one. Characters coded this way, are translated 
by the simulator in a representation of Digiset machine code (see 1.3.). 
This translation takes place in such a way, that the resulting code is the 
shortest possible one. Hence there is no need to consider the "shortest 
code problem" (see 1. 3.) while using the simulator. 
Characters and microprograms from a single typefount that is loaded 
without being interrupted by the input of elements from a different type-
fount, can be coded in shorthand code, without specifying secondary word 
addresses and relative segment addresses. These two addresses must then be 
replaced by the single pseudo address 256. In this case, the data are 
loaded consecutively, starting at word address O of the segment, following 
the address area of the typefount. The secondary word addresses and segment 
addresses are. then calculated by the simulator. 
2.2. Simulator output 
The simulator can produce its output on the plotter, on the line-
printer and on paper tape. When the lineprinter is used, every cell of a 
C type recording grid corresponds to one print position on the lineprinter 
paper. This situation fixes the scale of lineprinter drawings. The C type 
grid has been chosen, because its cells are almost square. It is not pos- • 
sible to display characters coded on B- or D type grids with the line-
printer. This would not make sense anyhow, for it would change the scale 
of characters, while the scale of layout instructions would remain the 
same. The height of the part of the usable recording area that is simulated 
on the lineprinter is 144 C type cell units, while the height of the real 
recording area is 1440 units (see fig. 2.2.1.). However, the length can be 
chosen freely. (see 2.3). 
The instructions GRO, KUR, NOR and DAN cannot be used in lineprinter 
drawings. In addition, italic characters are displayed upright. 
When using the plotter, every C type cell is displayed as a rectangle 
of 12 x Imm, B- and D type cells can be used too, and are displayed on the 
same scale. (B type cell 12 x 0.5mm, D type 2.4 x 1mm). Black elements are 
displayed black, by shading them. 
The maximal height of a plotter drawing is 275 C type cell units, the 
maximal length 1250 units. The length of the real usable recording area is 
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Fig. 2.2.1. Simulated recording area. 
Units: C type cell units. 
When using the plotter, every instruction described in this report, can be 
used. The range of the parameters of the positioning instructions that can 
be simulated is much smaller than the range for the real Digiset, because 
of the smaller recording areas. For the same reason the effect of the VERA 
instruction is changed into positioning the type base line as a line, that 
lies halfway between ~he base·and the top of the simulated recording area. 
Apart from drawings, the output contains a numbered listing of all 
input elements. This listing is used for error identification (see 2.4.). 
Furthermore, the simulator can produce a paper tape with the Digiset 
machine code that corresponds to the short hand code used as input. In this 
way, tapes that can directly be used as input to the Digiset are produced. 
2.3. Specification of simulator properties 
The input to the simulator has to be preceded by some simulation para-
meters. For most simulations it is not necessary to supply the full capac-
ity of the real machine. Program time and space can be saved by specifying 
the smallest possible configuration. Output time can be reduced by direct-
ing output to the lineprinter instead of to the plotter for small exercises. 
The format of the specification is: 
<N >· <N >· <N >· <N >· <N >• <N >· 
I ' 2 ' 3 ' 4 ' 5 ' 6 ' 
in which N1, ••. ,N5 are integers. 
N
1 
specifies the number of core segments (l~N1~64), N2 





is an upper bound for the number of image lines 
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that can occur in a character (l~N3~ISOOO) and N4 is an upper bound for the 




If NS= I, the output is plotted, else it is displayed on the lineprinter. 
In the latter case, the simulated recording area has a length of NS image 
lines (I~ NS~ISOOO). 





> = p, a papertape with Digiset machine code is produced. 
2.4. Errors 
If the input to the simulator contains syntactic errors or semantic 
errors that are discovered during simulation (an attempt to draw outside 
the recording area, for example), an error message is given. The same 
happens if the sinrulation parameter setting contains errors. 
The error detecting mechanism has the property that input errors are 
discovered before they can cause the simulation program to be stopped by 
the machine on which it runs. In this way it is possible to localize errors, 
without knowledge of the functioning of the simulation program. 
Errors can be classified in three types: 
I) Parameter setting errors. 
2) Errors discovered during translation of the input in Digiset machine 
code. 
3) Errors discovered during execution of the translated Digiset program. 
All errors of type I or 2 are discovered in one scan, after which they are 
listed, and the simulation stops. If a type 3 error occurs, an error mes-
sage is given, and the output which has already been generated is displayed, 
after which the program stops. 
An error message for type 2 or type 3 errors consists of: 
- A description of the error. 
- The number of the input element that causes the error. This number 
21 
corresponds to the number of the element in the listing of the input. 
- If the error is caused by a microprogram instruction, the number of this 
instruction, relative to the beginning of the microprogram, is also 
given. 
- If the error is caused by character data, the number of the image line 
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If a parameter setting error occurs, the error message consists only of a 
description of the error. 
There is one important semantic error which does not always cause an 
error message. If a core area is addressed that has not been loaded with 
correct character or microprogram data, it is nevertheless possible that 
the data present can be interpreted as microprogram or character data. 
Only if this is not the case, an error message will be given. 
2.5. Description of the simulator 
The simulation program will be discussed with the aid of fig. 2.5.1. 
In this figure, the block structure of the program is shown by rectangles. 
If a block is a procedure body, this fact is indicated by the text in the 
block. In fig. 2.5.1. from left to right three levets of detail can be 
seen. We will describe the program by discussing these levels in the same 
order. 
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2.5.1. Level 1 
The simulator consists of the simulation parameter setting followed 
by the simulation program proper. In the parameter setting part the out-
put mode is specified, as well as upper bounds for some array indices. 
This part contains the procedure pMame:teJl.. eJUr..on, which gives error mes-
sages in case of errors in the specification parameters of the input. 
The block that contains the real simulator, begins with the declara-
tion of the integer arrays dtape, eone, fue and the boolean array line-
pJunteJl.. output. Array dtape will be filled with the input in a representa-
tion of Digiset machine code. This representation, which is a result of 
translation of the input will be used throughout the simulation. It is de-
fined as follows: 
Every instruction or character byte is coded as a decimal number of at most 
eight digits. Each digit corresponds to one bit of machine code and can 
have the values zero or one. Instruction quantification bytes and addres-
ses, which occur in the simulator input as decimal numbers with values be-
tween 0 and 255, are left unchanged, however. The arrays fue and eone 
simulate the disc and core memory of the Digiset. The boolean array line-
p!unteJl.. output represents the usable recording area, in case the output has 
to be displayed on the lineprinter. Every array element corresponds to one 
cell of a C type grid. It gets the value "true" when a cell is found to 
be part of the output drawing, otherwise the value "false". At the end of 
the simulation for every element with value "true", a$ sign is printed. 
The procedures which follow the array declarations can be classified 
as auxiliary procedures and procedures that bear the names of Digiset in-
structions and simulate them. 
The machine code table links the names of the instructions with the 
representation of their machine code, while the enlargement factor table 
contains factors used in the GRO and DAN instructions. 
The simulation starts with the translation of the input into machine 
code and the storage of this code in the arra dtape. Thereafter this trans-
lated input is processed by the procedure interpret (see 2.5.2.1.). 
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2.5.2. Level 2 
2.5.2. I. Auxiliary procedures 
The integer procedures 4ead dtape, 4ead eo4e and nead dLoe read one 
byte from dtape, eo4e or fue respectively, every time they are called. 
They increase array indices in such a way, that the next time they are 
called they will read the next byte (unless indices are reinitialized be-
tween calls). The integer procedures 4dtod (~e), 4dtoe (ml.e) and 
4dtodoe (b4ddi.-6e) read from dtape or fue, from dtape or eo4e and from 
dtape or fue or eo4e respectively, depending on the values of their bool-
ean parameters. They are used in procedures that must have access to dif-
ferent data sources. 
The procedure ~4 (-0.tJung, mie, ehM, -0top) prints its string para-
meter when it is called. This string contains the description of the error 
which caused the procedure call. In addition, the number of the input ele-
ment that caused the error is printed. If the boolean parameters mie and/ 
or ehM are "true" the number of the microprogram instruction and/or the 
number of the image line which contains the error is/are also printed. If the 
parameter Jtop is "true", the simulation stops and the output sofar ob~ 
tained is printed, otherwise the simulation continues. 
The procedure p!U..nt 4ela:ti.-ve (,.i_n,U linenwnbeJL, ,i_n,i_,,t p!U..ntpo-0, deJ'..,t,ax, 
de,,lt,ay, linenwnbe4 max, p!U..nt) is used to store drawings in the array Une 
p!U..nt.e4 output. If ,i_n,U linenumbe4 and/or ,i.,n,U p!U..nt.po-0 are "false" deltax 
and/or deltay are absolute screen coordinates, otherwise they are relative 
to the point of the drawing that is defined by the previous execution of 
p!U..nt. 4ela:uve. If the boolean p!U..nt has the value "true" the array element 
corresponding to the point of the drawing defined by the parameters of 
p!U..nt. 4ela:ti.-ve gets the value "true". The variable linenumbe4 max is used 
to check whether the print lies inside or outside the usable recording 
area. In the last case, an error message is given. 
Procedure plot4ela:uve (,i_n,lt,i.,al value, deltax, deltay, ipen, kU11-n) 
is analogous to p!U..nt 4ela:ti.-ve. However, it causes direct movements of the 
plotter pen instead of storing the output. The coordinates deltax and 
deltay are absolute or relative simultanuously depending on the value of 
the boolean l~ value. The integer ipen is used to indicate, whether 
24 
the pen movement has to take place with pen up or down. The value of the 
integer kUll.n indicates which of the KUR or NOR instructions is valid at the 
time of the procedure call. If this is a KUR instruction, movements in the 
y direction occuring during character display are changed into sloped move-
ments. In addition an error message is given if pen movements are towards 
points outside the recording area. 
Procedure intell.plLe:t (,i,nJ.i:tJU.Lc.tion, bool ILdfuc., mlc., plo.ttell.) 1.s used 
to interpret machine code bytes, not belonging to character data. It inter-
prets d:t.a.pe data, microprogram data from c.oll.e and fuc. data during execu-
tion of the PLA instruction. The procedure is called with the decimal value 
of an instru~tion or address byte as value of its parameter inJ.i.tfLuc.tion. 
If this value is the coding for UAK, another byte is read from dtape, fuc. 
or C.OILe depending on the values of the booleans bool!Ldfuc. and mic.. This 
reading takes place with procedure ILdtodoc. (bool!Ldfuc., mic.). This second 
byte will cause a call from the procedure that corresponds with the in-
struction that is coded by it. If the value of ,i,nJ.,.tfLuc.tion does not de-
signate the UAK instruction, a direct instruction is executed, or a charac-
ter or microprogram is called. The boolean plo:ttell., which has the value 
"true" when the output has to be plotted, is passed to the instruction 
simulating procedures. 
2.5.2.2. Digiset instruction procedures 
The procedures ✓.se.g, da.n, gfLo, kW!, nail., ken, ubl, hilt, ZWIL, ILuc.k, 
vell.o, veil.a, veil.a, Zell., zev, zwq and :tab simulate the effect of the Digiset 
instructions with the same name. This simulation is straightforward, and 
will not be discussed here. 
The procedure ✓.stop stops the simulation. If line printer output has 
been generated, ✓.stop causes a print-out of the array UnepM.nteJl. output. 
The procedure inpc.ofLe stores typefount elements in c.oll.e. It reads the 
data from d:t.a.pe or fuc. with procedure ILdtod (bool!Ldfuc.). These data are 
stored in c.oll.e by the local procedure ✓.stotLec. (x). Data are read and stored 
until the first UAT UAT instruction sequence not belonging to UAK PLA byte 
byte UAT UAT is recognized. During storage, the values of secondary address 
word bytes and typeface constant bytes are checked. If these bytes have 
non allowed values an error message is given. Procedure inpc.ofLe is used 
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for direct storage into cone, during execution of the PLA instruction and 
when a typefount element is addressed that has to be brought in from fuc 
by the single character transfer method. 
The procedure -0pe first reads the next byte from dtape, fuc (during 
execution of pfu) or cone (during execution of a microprogram). If this 
byte is not an UAK byte, procedure inpcone is called, otherwise the next 
instruction byte is read, to determine whether procedure pf.a., ple or .tJLe 
has to be called. In case of non allowed data transfer instruction (for 
instance, PLE within a microprogram) an error message is printed. 
The procedure ca..U. type6oun.t element is used, whenever interpret en-
counters a byt~, which is a core address. In this procedure, first it is 
determined whether the data of the addressed element still have to be 
brought in from fuc (single character transfer) and whether the element 
is a character or a microprogram. In the last case, the data are read by 
procedure int~pnet which causes the execution of the microprogram. If the 
element is a character, the position of the character base line is calcu-
lated first. It is determined by the typeface constant and the third byte 
of the secondary address word. They coordinate of the character base line 
is stored in the variable y po-0.ltlan. Then the character data are read 
which cause calls of the procedures lbl, blw and ,image Une. Procedure 
lbl causes the appropriate number of empty image lines to be displayed, 
while blw assigns values to nepeat (the number of repetitions) and to 
Une nepetLti.,on ("true"). Procedure ,image Une displays the line a number 
of times equal to the value of nepeat. If the addressed data cannot be in-
terpreted as character data clearly a wrong core area is addressed. In this 
case, the procedure addJiu-0 ~an prints an error message. 
2.5.2.3. Input translation 
In the block labelled input translation (fig. 2.5.1.), the input is 
translated into the representation of Digiset machine code, already dis-
cussed. This is done by procedure code -0wlich. The input is read symbol-
wise by integer procedure -0fup, which delivers different values for dif-
ferent symbols read and which skips blanks and "new, card" symbols. As a 
side effect, -0fup produces a listing of the input. 
The procedure nead input element scans input strings enclosed between 
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semicolons, by successive calls of -0k.ip. These strings can contain a 
quantification byte, an address, an instruction name or a character defini-
tion (which is recognized by an opening parenthesis). In case of a quanti-
fication byte or an address, the corresponding numerical value is stored 
in dta.pe. If an instruction name is read, its machine representation is 
stored in dta.pe as an integer consisting of only zeros and ones. A charac-
ter definition is processed by the procedure eh.aJta.eteJt (see 2.5.3.), which 
delivers a sequence of bytes stored in dta.pe. As a side effect of ~ea.d 
input: e.lemen.:t, all strings are enumerated. The procedure futin.gn.wnbeJt 
prints the number of each input string on a new line, prior to its listing 
by -0k.ip. Inpu_t strings that cannot be recognized or processed in this way 
(because of the occurence of non allowed symbols, for instance), cause 
error messages. The translation continues, until the STOP instruction is 
recognized in the input. 
2.5.3. Level 3 
Procedure p.la., which is called from -0pe, transfers a typefount from 
fue to eo~e. First the disc address of the typefount is evaluated, and 
from its first ad~ress byte it is determined whether the transfer mode is 
single character or not. In the last case, procedure in.teJtpll.et scans the 
typefount data in cliJ.ie, which results in the transfer of the typefount to 
eo~e, by -0pe calls, causing inpeo~e calls. When the instruction sequence 
UAK SPE UAK TRE UAT UAT is recognized, the transfer stops. In the case of 
single character transfer, p.la. scans the typefount for UAK SPE instructions. 
If these instructions are not followed by UAK, they mark the beginning of 
a typefount element and are followed by a primary address. The sector ad-
dress (for the first character) or the sector address -1 for every other 
character), is then copied in the secondary address word of eo~e that has 
the primary address just found. 
Procedure ple checkes typefount data, after which they are stored in 
cliJ.ie, or an error message is given and the simulation stops. Data are 
stored bytewise by the local procedure -0to~ed (X), which is called with 
the machine code representation of the byte to be'stored as value of x. 
Procedure ple starts with evaluating the disc address and checking whether 
the typefount begins with a correct typeface constant. Then procedure 
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element onto fue is called. In this procedure, it is checked (by procedure 
eheek) if the next instructions are U.AK SPE and whether the fol\owing in-
structions are U.AK TRE UAT UAT or a legitimate primary and secondary ad-
dress. If the TRE sequence is found, the transfer is ended. The secondary 
address is used to assign value "true" or "false" to the boolean mlCJLo-
pnoglLam, which determines whether the following data are interpreted as 
microprogram or character data. Then procedure ua.:t.ua.t f mlCJLopnoglLam), 
which is local to element into fue, is called. If mlCJLopnog/Lam is "false", 
all subsequent data are store, until the first UAT UAT instructions are 
encountered, otherwise all data are stored until the first occurence of 
UAT UAT not being part of U.AK PLA byte byte UAT UAT. Finally, uatuat 
calls element into fue again. 
The procedure image line (ee.Uwidth, eelthught, .6hacilng, nemainden, 
nepeat, y po.6-ltlon, plot.ten, line nepeti.,ti,on, kWLn) is used to display an 
image line of a character. The parameters ee.1.1.wid;th and ee.ttheight. specify 
the size of the recording grid, taking into account the GRO and DAN in-
structions last given. The integers .6hading and nemainden specify the way 
in which black elements are shaded. These parameters, which are only used 
when the output is plotted, are calculated using the typeface constant 
evaluated during the last call of gno. The integer nepeat and the boolean 
line nepe,tltlon obtain their values from procedure b..ew. The integer kWLn 
which specifies the italicity of a character, gets its value from procedure 
kWLn or from the typeface constant. The boolean plot.ten specifies, whether 
the output is on the plotter or the lineprinter. Finally, the real variable 
y po.6ilion, specifies the position of the character base line. It is cal-
culated by procedure call type6ount element, which is global to image line. 
The data defining an image line are read element by element from core by 
the integer procedure nead line element. These data are decoded into the 
length of successive line elements and are displayed by alternating calls 
of the procedures black and wlute. These procedures use the auxiliary 
procedures plotnei.alive or p~~ei.ative (see 2.5.1). If a line has to be 
repeated, the length of its elements are stored at the same time by proce-
dure .6tone nepeated line (x) in the integer array nepeated line. The in-
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ment of the line is encountered, procedure ble is called. This procedure 
displays the last element and repeats the whole line as many times as re-
quired. When repetition has to take place, ble uses the data from the array 
nepea:ted line, which it reads with integer procedure nea.d nepea:ted line. 
Every time an image line is displayed, procedure eh.a.fta.ete/1. bcv.ie is called 
from ble, which changes the recording position to the point on the charac-
ter base line where the next image line has to begin. 
Procedure eha.Jw..ete/1. (k., ht:altt) is used to translate character input 
into the shortest possible machine code. For this purpose image lines of 
the character to be coded, are split by the procedure into possibly empty 
groups of short lines, followed by one long line. These groups can be 
coded independently from each other, because of the fact that their short 
lines for which coding is ambiguous, are enclosed between long lines, that 
have to be coded in two-byte mode. This process proceeds as follows (see 
fig. 2.5.2.). Procedure eha.Jl.aete/1. (k, -0t:a!tt:) reads the k-th line of a se-
quence of the type just described and stores the length of the line ele-
ments and the number of times the line has to be repeated in array AA. 
Number of repetitions is stored in array element AA [k,7] and the length 
of the j-th line element in AA [k,j]. This reading and storage is done by 
the local procedure nea.d eha.JL element (k,j) which recursively calls itself, 
thereby increasing j by one. If the line just read is a long line or the 
last line of the character, the sequence of k lines (whose data are stores 
in AA) is coded by procedure eode -0ho/t.t long wt (k, -0t:a!tt:). We will not 
discuss this procedure here because of the fact that this would require 
detailed knowledge of Digiset machine code. After execution of eode -0ho/t.t 
long wt, it is checked whether there are still lines to be coded. If 
this is the case, eha.Jl.aete/1. (7,Kme") is called, and the whole process 
starts all over agaian, otherwise eha.Jl.aete/1. is left. If the last line read 
by ehaJLaete/1. (k, -0ta'1..t) is a short line or an empty line however, ehaJLae-
teJl. (k~J, -0ta/t.t) is called and hence the next line is read. The translation 
starts with a call of ehaJw..ete/1. (7, ":tJtu.e"). The value "true" of the bool-
ean -0t:a!tt: indicates that the coding of the character still has to begin, 
and hence, that the coding mode is still undefined. 
Furthermore, eh.a.fta.ete/1. contains the procedure 6nee eone (wond pointeJl., 
Jeg poin-teJL), which is used to calculate the secondary word address and 
relative segment address of typefount elements, that are input without 
specified addresses (see 2.1.). 
3. EXERCISES 
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All exercises are generated in shorthand code, either by hand or by 
computer programs. 
Although the syntax of Digiset programs is very simple (cf. appendix B), 
most exercises have past the simulator several times before the input was 
syntactically accepted. This convinced us of the fact that a syntactic 
check on hand written code is necessary, and that a syntactic check on 
computer generated code is a very useful testing facility for that com-
puter program. Nevertheless we only give as examples simulator output pro-
duced by correct input. 
Exercises on the lineprinter serve mainly to study single characters 
and alphabets. The mutual connection, transformation and positioning of 
characters can be judged on a plotter simulation. 
After a succesful run on the simulator, most exercises have also been 
carried out on the Digiset itself. These pretested exercises proved to be 
failsafe: each run on the Digiset was faultless. For comparision both re-
sults are published here. 
The exercises are instructive as: 
- examples of Digiset programs 
- illustrations of the working principles of the Digiset 
- illustrations of the performance of simulator and Digiset 
- an illustration of the capacity needed for storage of pictures as well 
as alphabets. 
3. 1. Exercise 1: 
Define an alphabet containing one character, and display the character. 
The character chosen is an alto clef taken from music notation. 
Each Digiset (sub)program contains the following possibly empty, 
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sequences of instructions: 
- initialisation 
- input of character data 
- display of characters, mixed with lay out instructions (positioning etc.). 








/ begin of program 
/ select segment 0 
/ select base line 
UAK; 
SPE; 









/ address of typeface constant· 
/;) typeface definition 





/ input to pa 63 
/ word address 






I image line information 
I # of lines followed 
I pairs of white and 





























I now the alto clef is defined 
I as character #63 in segment 
I position below base line, 
I into usable recording 
I area. 
/ define space width 
/ define enlargement factor 
/ display character 
/ end of program 
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(/). 
The result of this program for the lineprinter is given in fig. 3.1.1. 
Each line on the printer corresponds with one image line. Fig. 3.1.2. is 
the plotter simulation. Its shape is exactly equal to the character on the 
first line of the Digiset result (see fig. 3.1.3). The plotter simulation 
and the first character of the Digiset output have the same enlargement 
factor. For the Digiset exercise we have repeated the character over the 
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range of width enlargements with constant maximal vertical enlargement 
(second line), followed by enlargement factor 2 (GROg) combined with the 
four available italicities. 
The complete program o~ the lineprinter exercise takes about 300 
bytes in Digiset code, namely: 20 bytes for initialisation, 270 bytes for 
character definition and 10 bytes for positioning and display. 
3.2. Exercise 2 
The chemical formula 
H H H 
I ! I 
HO - C - C - C - Cl. 
* * k2 
The formula is built up with the following alphabet: 
- characters: O, H, N, C, 2, L, - , I ; 
- microprogram: - CH2 (namely: 
Although the smallest possible charactersize was chosen, the lineprinter 
result still extends over 5 pages. Therefore only a part of the result is 
shown here (see fig. 3.2.1.). The plotter simulation takes a considerable 
amount of plottime. This is about the size of the largest picture one can 
produce on the plotter (see fig. 3.2.2.). 
As far as actual drawing is concerned, the usefulness of the simu-
lator lies mainly in the field of judging individual characters and charac-
ter connections. Apart from this the best profit from the simulator is ob-
tained by using it for syntactic pre-checking of the Digiset input, and 
for semantic checking by monitoring the Digiset reactions on the input 
without actually drawing. This produces error messages of the type: out-
side recording area, non existent character called, etc. 
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I I I 
H □ C C C CL 
I I I 
H H N H2 
Bfig. 3.2.2b, Digiset output fig. 3.2.2a. Chemical formula, 





The Digiset program takes about 350 bytes, this includes the charac-
ter definitions (150 bytes) and the microprogram (50 bytes). The micro-
program is called twice in succession by means of the WID command. Note 
that the chemical formulae HO - (CH2)n - C~ - CL, with n = 1,2, •.. , 2 tl6 
could have been drawn with a program that differs from the one listed be-
low by not more than two bytes. 
UAK; START; 
UAK; SEG ;. 0; 
UAK; TAB; 0; 
UAK; VERA; 
UAK; ZEV· . . 0; 
UAK; SPE; 62; 
32; 0; 0; 
UAT; UAT; 
UAK; SPE; 63; 












UAK; SPE; 65; 
10; l; l; 
(4)(2,5,20)(1,22,2) 
(I , 2(/j , 2 ) (I , I 8 , 2 ) (I , I 7 , 2 ) 
(1,15,2)(1,14,2)(1,12,2) 




/ begin of program 
/ define core segment 
/ define tab position 
/ select type base line (y=0) 
/ select tab position (x=0) 
/ define typeface constant: 
/ grid CI= 50 * 60 
/ end of typeface data. 
I #63 = letter 0 
/address+ character base line 
/ 24 image lines 
/ #64 = letter H 
I #65 = letter N 
UAK; SPE; 66; 




UAK; SPE; 67; 






UAK; SPE; 68; 
36; I ; I ; 
(I) (20,14,2)(1); 
UAT; UAT; 
UAK; SPE; 69; 
41; I; I; 
(2,1,20); 
UAT; UAT; 
UAK; SPE; 70; 
43; l; 2; 
[ 
64; 
UAK; VERO; 60; 0; 
UAK·; RUCK; 52; 0; 
66; 
UAK; VERO; 60; 0; 
UAK; RUCK; 52; 0; 
69; 
UAK; VERO; 42; 0; 
UAK; RUCK; 52; 0; 
64; 
I #66 = letter C 
I #67 = cipher 2 
I #69 = 
I #70 = microporgram 
/ for - CH2 
/address+ code for microp~ogram 
I start of microprogram 
/ display H 
/ t (move) 
I+ (move) 






/ display H 
41 
42 
UAK; VERU; 102; 0; 
68; 




UAK; SPE; 71; 




UAK; VERU; 30; 0; 
64; 63; 68; 
UAK; VERU; 102; 0; 
UAK; WID; l; 0; 
70; 
65; 64; 67; 
UAK; VERO; 60; 0; 
UAK; RUCK; 188; 0; 
69; 
UAK; RUCK; 52; 0; 
UAK; VERO; 4 2; 0 ; 
66; 
UAK; VERO; 60; 0; 
UAK; RUCK; 52; 0; 
69; 
UAK; VERO; 42; 0; 
UAK; RUCK; 52; 0; 
64; 
UAK; VERU; 102; 0; 





/ end of program 
/ end of microprogram input 
/ letter L 
/ end of text data 
/ start of actual program 
/ define size+ typeface 
/ position in common recordi~g 
/ area for lineprinter, plotter 
/ and Digiset. 
/ display HO -
I + 














/ display H 
I + 
/ display - CL 
/ end of program 
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3.3. Exercise 3; a characterset for a table of prime numbers 
There exists a table of all prime numbers below 107 (see LEHMER [ * ]) . 
One could produce a table of primes up to 109 in a volume of the same size, 
by making use of a special characterset. 
The idea for this dense notation for the distribution of prime num-
bers originates with A. VAN WIJNGAARDEN. 
A sequence of 5 consecutive numbers beginning with a 5-fold contains 
at most 2 primes (except for the sequence 0, I, 2, 3, 4). Moreover, the 
only candidates are the 2nd and 4th number or the 3rd and 5th number, 
depending on whether or not the first number is even. Therefore, it 
takes two bits to characterise a prime distribution in such a quintuple. 
Let: 0 0, denoted by - ' 
indicate no primes; 
0, denoted by \ ' 
indicate the left candidate is prime; 
0 I ' denoted by I ' 
indicate the right candidate is prime; 
I ' denoted by ' 
indicate both candidates are prime. 
Next, consider all characters that one obtains by taking all combinations 
of 4 elements from the set { -, \ , / , I }. This produces 256 characters. 
Each character can be interpreted in the obvious way as a notation for a 
prime distribution in a sequence of 20 consecutive numbers. By leaving out 
all 3-folds, one obtains 165 valid characters. 
For a correct interpretation it is still necessary to know whether 
the first number in the sequence is even or not. It is possible to con-
struct the table in such a way that each character represents a sequence 
that starts with a 20-fold (which implies an even five fold!). 
We can for instance form blocks of 5 characters for each hundred. 
e.g. : ' I \ I 
\ 
\ - \ -
- I I \ 
- I I -
fig. 3.3. I. 
[*] P.N. LEHMER, list of prime numbers from I to 10.006.721, Hafner ,, 
Publishing Co., New York 1956. 
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The size of these blocks can be reduced to a square of 2 by 2 mm. inclu-
ding spaces, and we would still have good readability. On a page in A4 -
format we can write down 104 of these blocks, that is the distribution in 
a sequence of 106 numbers. Hence for the primes up to 109 we would need a 
volume of 1000 pages. 
We will now as an illustration compare two ways of building up a 
character set for this book. 
First solution: Observe that each character is build up from elements 
of the set: 
- , \ , I and I. 
We will define these four shapes as Digiset characters. The 165 valid 
characters for the 20-folds will be defined as microporgrams. Each micro-
program will contain four character calls to one of the four primitive 
shapes. Since we intend to group five characters in a column (see fig. 
3.2.1.), we can include in the microprogram the movement of the recording 
beam down to the beginning of the next row. For each block we need 5 
microprogram calls followed by a move to the beginning of the next block. 
The grouping of the blocks can be done in the same way for both solu-
tions, and will not be discussed here. 
The program fragment listed below contains the character definition 
of the four ha.sic shapes, and two of the 165 microprograms. 
UAK; START; I begin of program 
UAK; SEG; 0; I core address 
UAK; SPE; 62; I store typeface constant 
0; 0; 0; I 4-pt grid, 50 * 120 lines (type BJ 
UAT; UAT; 
UAK; SPE; I ; I #1 = basic shape: -
I ; l ; 1 ; I word # l in segment # l 
(1)(8,7,5)(1); I 10 image lines 
UAT; UAT; 
UAK; SPE; 2; I #2 = basic shape \ 






UAK; SPE; 3; 
40; 1 ; 1 ; 
(1)(1,2,4)(1,2,6)(1,4,6) 
(1,6,6)(1,8,6)(1,10,6) 
(1, 12,6) (I, 14,4) (I); 
UAT; UAT; 
UAK; SPE; 4; 
60; 1; 1; 
(4) (2,2, 16) (4); 
UAT; UAT; 
UAK; SPE; 6; 
80; 1 ; 2; 
[ 
1 ; 1 ; 1 ; 1 ; 
UAK; RUCK; 160; 
UAK; VERU; 43; 
]; 
UAT; UAT; 
UAK; SPE; pa; 
wa; sa; 2; 
[ 
3; 3; 4; 2; 
0; 
0; 
UAK; RUCK; 160; 0; 
/ #3 = basic shape I 
/ #4 = basic shape 
/byway of example we only give 
/ two of the 165 microprograms. 
/ microprogram for: 
I - - - -
/ (i.e. no primes). 
/ display: - (4*) 
I move to the beginning of 
/ the next row 
/ end of microprogram 
/ other definitions 
/ microprogram for: 
I I I \ . 
45 
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UAK; VERU; 43; 0; 
]; 
UAT; UAT; / 20 bytes 
It follows that for the coding of the alphabet about 3500 bytes are 
needed. The actual program takes 6 bytes for each hundred numbers, that 
is 60.000 bytes/ page (1 page covers 106 numbers). One page would take 
about I minute Digiset time. 
Second solution: The set of 165 characters is directly coded. This takes 
an average of 40 bytes a character, or ca. 7000 bytes for the alphabet. 
By displaying the characters "upright", 
e.g. I , 
\ 
I 
each block of 100 also takes 6 calls. 
Except for the alfabet, both solutions require an equal amount of 
coding space. However, the second solution may be faster, due to the fact, 
that a character contains less image lines and displaying of a character 
requires only one microprogram call. This gain in speed blances the much 
simpler coding of the alfabet of the first solution. 
As an example we will now give the coding for two of the characters. 
UAK; SPE; I; 




/ character for: 
/address+ type 
UAT; UAT; 
UAK; SPE; n; 
wa; sa; I ; 
(1) 
(I,21,2,12,5, 
( 1, 18,5, 12,5, 








/ character for: / 
\ 
36,2 







This exercise has been run on the plotter (see fig. 3.3.2.), and on 




///// ///// "'''' ''''' , , , , , ---------- -- I I I I . I · I I I I 
✓,,,, I I / ✓, , I I I I / / / ✓, 
-- I ✓,-- I / I / I / I ✓,-- I ✓,-- I 
''''' ''''' ''''' ''''' I I I I I I I / / / / / / / / / / / ✓,
, , ,--~ ---- I I I / / /', ,------ I 
✓,-- I / , .. I ✓, I /' I / , I ✓, I 
fig. 3.3.2. A character set for a table 
of prime numbers, plotter 











fig. 3.3.3. A character set for a 
table of prime numbers. 
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3.4. Exercise 4; an alphabet for line drawings 
This exercise proves that the Digiset can be used as a machine that 
generates line drawings. 
First the set up of the alphabet and the way in which a vector is 
drawn is outlined. Next an ALGOL 60 program is given, that actually gene-
ates a sub alphabet in hand code. 
The second part of the exercise shows some line drawings produced 
by ALGOL 60 programs that use character calls as primitive actions. 
3.4.1. The alphabet 
Each Digiset character must be defined within a square, the so-called 
reference square or unit square. The description of the character in the 
unit square is then transformed into a description on an existing square 
raster (the recording grid). The size of the recording grid and the dis-
tance of the grid points in x- and y direction can be chosen from a fixed 
list of alternatives. The reference point of the raster, that is the grid 
point that will coincide with the actual position of the recording beam 
when the character is displayed, also must be specified in the definition. 
A character consists of a piece of straight line, that enters and 
leaves the unit square entirely through the vertical or entirely through 




type 1 R type 2 type 3 type 4 
fig. 3.4.1. character types. 
Each line piece starts in the lower left- or upper left corner. Hence 
there are four types of characters, namely two for,each quadrant. Each 
type has a different reference point, at the position marked R. In case 
a line is cut at the corner diagonal to R, the square is a little extended 
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in one direction, such that a straight cut off can be made, e.g.: 
in stead of 
The straight cuts enables the connection of two characters of the same 
type without gaps or overlaps. Both would be visible and give poor quality. 
We propose to draw an arbitrary straight line by approximating it 
with the two ch.aracters with the closest direction. The method of approxi-
mating is called threading. Due to some overlap in the directions, covered 
by the different types, each threading can be obtained of characters from 
one type only. (So we have no gaps there). Moreover, the threading is cal-
culated, that gives the best approximation. 
In order to make straight lines of arbitrary length, we must have 
at our disposal a sequence of charactersets which contain line pieces of 
decreasing length. 
The alphabet chosen contains the following charactersets: 
- The area between -n/2 and+ n/2 is divided into 60 directions. There 
exist 60 line pieces, one for each direction, so that the mutual dif-
o 
ference is less than or equal to 3 . The line pieces are defined as 8 
point characters with a line width of .8 point (=0.03 nun). This means 
that the overlap of two adjacent line pieces is about .5 line width: 
R 
overlap 
Each type contains 16 characters: 15 to cover all directions and one 
type overlapping character. 
- A set of 34 characters consisting of: 
30 4-point characters, each one consisting of a line piece differing 
0 
from its neighbour by 6, but with the same line width of 0.03 mm; 
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4 type-overlapping characters. 
- A set containing: 
0 
15 2-point characters, differing 12 and 4 overlapping characters. 
- A set with 4 I-point characters and 2 overlapping characters. 
- I .5-point character (the square point). 
The complete characterset thus contains 124 characters. For each 
character a miGroprogram is added, that contains the character call fol-
lowed by a positioning of the recording beam at the end of the line piece. 
Now one can draw a line simply by calling the appropriate microprograms 
one after another. 
The 124 characters together with the 124 microprograms can be con-
tained in one typefount. In this way a typefount can be defined for each 
line width desired. 
In appendix Can ALGOL 60 program is listed that generates the 64 
8-point line pieces mentioned above, together with the microprograms. This 
part of the typefount suffices for our testing purposes. The code for a 
line piece is shown for a few characters only (the complete set takes 18 
pages). 
~ 
__ ..,.,,,,,,,,,,,,,-////////////////11. --...: __________ ..,...,.,,,,,,,,-/////// //////////1
1111
,,,,,,,,, ~ ......._,....._....._,,-.----- I\\~~,,,,,,,,, ............................. - ' ~\\\\\'\'\'-''''' 
_ _ _ _ _ _ _ ..,. ..,. ,,,,- ,,,, / / / / / / / I I I I I I I I I I I I I I I I I \ \ \ \ \ \ \ \ \ \ \ \ ·, \ \ ......._ ......._ ....._ ....._ ....._ ....._ -. 
---------✓✓//////////11/llll\i~\\.\\\,~,,,,,,,,,, ___ _ 
---.---------/✓/ / //// / / /// ////////j 
I\\\\\\\\\"""-"'<',''''''"'-.._-..- -- -
fig. 3.4 .• 2. A character set for line 
drawings (line alfabet). u, w 
' 
fig. 3.4.3. The line alfabet microprograms 









~"'"'" "'-, '-............................ ___ -
Vt 
~ 
In figure 3.4.2 the result of the printout of the alphabet on the 
Digiset is given in the following ways: 
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- on the first line the characterset is printed twice in real size (GROa) 
- on the second line the characterset is printed once with a space after 
each character 
- on the third line the characterset is enlarged by a factor 2 
- on the 4th and 5th line the set is enlarged by a factor 4. 
In figure 3.4 .• 3. the characterset is printed twice by calling the 
microporgram for each character. This is repeated once on the second line 
with enlargement factor 2. 
3.4.2. The line drawings 
Each "sundown"-like drawing of figure 3.4.4. is the result of the 
program listed below, executed once for each character in the alphabet. 
The characters are called through their microprograms. In this way, one 
execution of 6 instructions produces a line consisting of 10 equal line 
pieces. 
UAK; WID; 9; 0; 
mp; 
org; 
/ repeat microprogram* 10 times 
/ primary address of microprogram 
/ move back to the starting point 
The microprogram "org" stands for the sequence: 
UAK; ZEV; 0 ; 0; 
UAK; VERA; 
/ move to 0 x position 
/ move to 0 y position 
Each one of the five subpictures shows the directions available within the 
alphabet. The black kernel at the origin has a radius of about two line 
pieces. Moreover, the shape of the kernel is exactly equal for all sub-
pictures. Hence the shape is determined by the overlap only, and is not 
visibly infuenced by inaccuracies. 
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fig. 3.4.4. Repeated microprograms 
57 
fig. 3.4.5. Diamonds. 
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The "diamond" shapes of figure 3.4.5. are obtained by combining two 
different characters of the alphabet as follows: 
The length of the sides is five line 
pieces, hence nowhere inside the diamond, 
the connection between two pieces is 
covered by a crossing line. 
None of the diamonds shows any irregularity caused by an improper connec -
tion or improper positioning of its constituing pieces. The precision ob-
tained, indeed equals the theoretical precision of the addressable points. 
The ALGOL 60 program that generated this figure is also listed in 
appendix C. It is an example of the programming effort necessary for 
drawing on the Digiset. One should remember that the characterset needs 
to be generated only once. Hence we can say that the program listed is 
really all that is needed for this line drawing. 
The short hand code program for one diamond is listed below. The x-
and y direction are n/4 and n/2 respectively~ 
UAK; TAB; a 1; a2; I define new origin 
org; I move to origin 
UAK; WID; 4; 0; X· , I draw "X" 5 times (first line) 
org; 
UAK; VERU; 32; l • ' I 
move to start of 2nd line 
UAK; WID; 4; 0; X; I second line 
org; 
UAK; VERU; 64; 2· 
' I 
start of 3rd line 
UAK; WID; 4; 0; X; I third line 
org; 
UAK; VERU; 96; 3; 
UAK; WID; 4; 0; X; / fourth line 
org; 
UAK; VERU; 128; 4· ,
UAK; WID; 4; 0; x· , / fifth line 
,. 
org; 
UAK; WID; 4; 0; Y; 
org; 
UAK; ZWQ; 194; 1; ZWR; 
UAK; VERU; 32; 1; 
UAK; WID; 4; 0; Y; 
org; 
UAK; WID;. 4; 0; Y; 
org; 
/ draw "Y" 5 times (first line) 
/ change x position 
/ change y position 
/ second line 
/ fifth line 




The Digiset simulator in ALGOL 60. 
,, 
270674- 59' B 2665f,001 NOOTTENHAGEN 1 
B2665F,001,NOOTTENHAGEN ,R100 
1 BEGIN' 
1 1 1NTEGER 1 CORESEGMENTS, DISCSECTORS, MAXLINENUMBERCHAR, 
2 DTAPELENGTH, LINENUMBERMAX,AJ 
3 1 B00LEAN 1 PLOTTER, BOOLERROR, PUNCHj 
4 
5 'PROCEDURE I PARAMETER ERROR (STRING); 1 STRING' STR 1 NG J 
6 1 BEGIN' PRINTTEXT ("PARAMETER ERROR")l SPACE (5)J 
7 PRINTTEXT (STRING); NLCRJ BOOLERROR:: 1 TRUE 1 
8 1 END 1 PARAMETER ERRORJ 
9 
10 BOOLERROR:: •fALSE 1 J CORESEGMENTS:: READJ 
11 'lf 1 CORESEGMENTS < 1 v CORESEGMENTS > 64 
12 'THEN• PA~AkETER ERROR . . 
13 ("NUMBER OF SEGMENTS OUTSIDE ADMISSIBLE RANGE")J 
14 DISCSECTORS:: READJ 
15 9 If' DISCSECTORS < l V DISCSECTORS ·> 3274 
16 1 THENi PARAMETER ERROR ("NUMBER OF DISCSECTORS OUTSIOt RANGE")J 
17 MAXLINENUMBERCHAR(: READ; 
18 'If' MAXLINENUMBERCHAR > 15000 
19 1 THEN 1 PARAMETER ERROR 
20 ("MAX.NUMBER OF IMAGE•LINES OUTSIDE ADMISSJBLE RANGE")J 
21 OTAPELENGTH:: REAOJ LINENUMBERMAX:= READJ 
22 1 If' L,NENUMBERMAX < 1 v LINENUMBERMAX > 15000 
23 1 THEN 1 PARAMETER ERROR 
24 ("SIMULATED RECORDING AREA NOT CONTAINED IN REAL 
25 RECORDING AREA")J 
26 PLOTTER:= LINENUMBERMAX: 11 
27 A:: RESVMJ PUNCH:: A: 25J 
28 1 1P' "(PUNCH v A: 91) 
29 1 THEN 1 PARAMETER ERROR 
30 ("NON-ALLOWED PUNCH OPTION") 
31 1 ELSE' ' If I PUNCH 'THEN 1 
32 1 BEGIN, 
33 'IF' ~(RESVM = 91 A RESVM ·q 91) 
;4 'THEN' PARAMETER ERROR 
35 {"WRONG NUMBER OF SPECIFICATION•PARAMETER!~)J 
36 tFOR•A:c RESVM 'WHILE' A: 93 1 D0 1 J 
37 1 If' A 1 NE' 119 
38 1 THEN 1 PARAMETER ERROR 
39 ("PARAMETERS NOT ON SEPARATE CARD") 
40 1 END'J 
41 1 BEGIN 1 
42 'INTEGER• COO, COAN, CGROA, CGROB, CGROC, CGROD, CGROE, CGROF, 
43 CGROG, CGROH, CGROI, CGROJ, CGROK, CGROL, CGROM, CKEN, 
4t. CKUR1, CKUR2, CKUR3, C·NOR, .CNUL, CPLA, CPLE, CRUCK, CSCHN, 
45 CSEG, CSPE, CSTART, CTAB, CTRE, CUAK, CUAT, CUBL, CVERA, 
46 CVERO, CVERU, CWIO, CZER, CZEV, CZWQ, CZWR, CSTOP, 
47 ZWQ QUANTIFICATION, TAB QUANTIFICATION, KURN, SECTADOR, 
48 PA, SEGM, SEGMf, SECSEG, SECPA, THIRDBVTE, BVTE, SHADING, 
49 REMAINDER, GRIDTYPE, PRINTPOSITION, LINENUMBER, SECTBYTE, 
50 INSTR NUMBER r,,IC, INSTR NUMBER, LINECOUNT, 
51 BYTENUMBER INPUT, A, B, I, J, N, R, S, T; 
52 1 REAL 1 CELLWIOT~, CELLHEIGHT, WIDTH, HE!GHit FACTORJ 
53 'BOOLEAN• MIC, BUFFERSEG, BOOL RDDISC, BOOL WIO, CHAR, 
54 BOOL INPCORE, BOOL CHAR TO DISC, JOOL ZWQJ 






























































B 2665F,001 NOOTTENHAGEN 2 
CORE [O : CORESEGMENiS, 0 : 255, 1 : 3J, 
DISC [1 : OISCSECTORS, 1 : 744]1 
'REAL' 1 ARRAY 1 ENLARGEMENT FACTOR [O 12]J 
1 B00LEAN 1 1 ARRAY 9 L!NEPRINTEROUiPUT 
[1 l t!NENUMBERMAX, 1 : 144]; 
'f NiEGER 1 1 PROCEDURE' READ Di APE; 
1BEGIN 1 READ DiAPE:= DTAPE (BVTENUMBER INPUTJJ 
BYTENUMBER INPUT:= BVTENUMBER INPUT+ 1J 
1 1F 1 ·~ BOOL INPCORE A-~ BOOL CHAR TO DISC· 
1 THEN 1 INSTR NUMBER:zi INSTR NUMBER +· :I.I 
1 EN0 1 READ DTAPE; 
1 INTEGER 1 'PROCEDURE' READ DI SC, 
*BEGIN' 
'IF 1 SECTADDR > DISCSECTORS 
•THEN' ERROR 
("INSTRUCTION CAUSES ADDRESSING OF NONqEXISTENT 
OISC•SECTOR 11 , MIC, 1 FALSE•, •'l'RUE')J 
READ DISC:: DISC [SECTADDR, SECTBYTE]; 
tff 1 SECTBVTE < 744 •THENt SECTBVTE:: SECTBYTE + 1 1 ELSE• 
1 BEG1N1 SECTADDR:: SECTAODR + 1J SECTBViE;• 1 'END' 
'END 1 READ DISC! 
1 1NTEGER 9 1 PROCEDURE 1 READ COREJ 
'BEGIN' · 
•IF' SECSEG > CORESEGMENTS 
1 THEN' ERROR 
("NON-EXISTENT CORE•SEGM.AODRESSED", 
MIC, IFALSE 1 , •TRUE')J 
tjfl MIC A - CHAR 
1 THEN' INSTR NUMBER MIC:: INSTR NUMBER MIC• 1J 
READ CORE:~ CORE (SECSEG, SECPA, BVTE)J 
1 IF 1 BYTE c 3 9 THEN 1 BYTE:: BYTE• 1 1 ELSE' 
1 1F 1 SECPA < 255 'THEN' 
1 BEGIN 1 SECPA:: SECPA + 1; 6VTE:: 1 1 END 1 
1 ELSE 9 
1 BEGtN1 SECSEG:: SECSEG + 1J SECPAJ: 01 BVTEI•· 1 •EN0 1 
'END 1 READ COREJ 
1 INTEGER• •PROCEDURE• ROTOO (BOOL RDOISC)J 
1 6001.EAN' BOOL RDDISCJ 
1 IF' 8001. RODI SC rTHENI RDTOO:: READ DISC 
1 ELSE 1 RoTOD:: READ DTAPEJ 
1 INTEGER• •PROCEDURE' RDiOC (MIC); 1 B001.EAN' MICJ 
'BEGIN' 
'IF 1 MIC ITHEN 1 ROTOCt= READ CORE 
1 ELSE 1 RDTOC:: READ DTAPE 
1 END' ROroq 
1 INTEGER' 'PROCEDURE' ROTODOC (BOOL RODI SC, MIC)J 
1 BOOLEAN 1 MIC, Boot. RDDISCB 
RDTOOOC!: 
1 lf 1 BOOL RDDISC ITHEN 1 READ DISC 'ELSE• RDTOC (MIC)J 
'PROCEDURE' ERROR (STRING, MIC, CHAR, SiOP); 1 SiRING 1 STRINGJ 
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1 8EGIN 1 • INTEGER• N, M; 
NLCR; PRINTTEXT (STRING); NLCRJ 
PRINTTEXT ("NUMBER INPUT~ELEMENT")J SPACE (33)J 
PRINT (INSTR NUMBER• 1)J NLCR; 
t IF I MIC 'THEN' 
1 BEG!N 1 PRINTTEXT ("INSTRUCTION-NUMBER MICROPROGRAM")J 
SPACE (22)S PRINT (INSTR NUMBER MIC); NLCRJ 
9 END 1 J 
t IF' CHAR tTHEN' 
9 8EGIN' PRINTTEXT ("LINENUMBER CHARACTER")J SPACE (33)J 
PRINT (LINECOUNT)J NLCRJ 
'ENOtJ 
1 1F 1 STOP !THEN' 
1 BEG1N1 NEW PAGE; 
, IF' ,.., PLOTTER •THEN' 
•BEGIN• 
•FOR• Nt: 1 'STEP• .1 1 UNTIL' LINENUMBERMAX '00t 
•FOR• M:: 1 •STEP• .1 1 UNTIL' 144 tDOt 
1 IF 1 LINEPRINTEROUTPUT (N, MJ 1 THEN 1 PRSVM (133) 
•ELSE• SPACE (1) 
I END' I 
EXIT 
'ENO• 
'ELSE' BOOLERROR:= tTRUE' 
1 EN0 1 ERRORJ 
1 PROCEDURE 1 PRINTRELATIVE 
(!NIT LINENUMBER, !NIT PRINTPOS, DELTAX, OELTAV, 
LINENUMBER~AX, PRINT)J 
1 INTEGER• DELTAX, DELTAV, L.INENUMBERMAXJ 
1 BOOL.EAN 1 PRINT, !NIT LINENUMBER, !NIT PRINTPOSJ 
'COMMENT• THE GLOBAL PARAMETERS LINENUMBER ANO PRINTPOSITION 
ARE CHANGED; 
•BEGIN• 
'IF' INIT LINENUMBER •THEN' LINENUMBERI= DELTAX 
'ELSE' LINENUMBER:: LINENUMBER • OELTAXJ 
'If' INIT PR!NTPOS 'THEN' PRINTPOSITION:: OELTAY 
1 ELSE 1 PRINTPOSITIONI: PRINTPOSIT!ON • DELTAVB 
'IF' PRINTPOS!TION < 1 v PRINTPOSITION > 144 
1 THEN 1 ERROR ("V 00TSIDE PRINT-RANGE", MIC, CHAR, •TRUE 9 )J 
1 If' LINENU~BER < 1 v LINENUMBER > LINENUMBERMAX 
9 THEN 1 ERROR ("X OUTSIDEPRINT•RANGE», MIC, CHAR, 1 TRUEt)J 
1 1F'' PRINT 
'THEN' LINEPRtNTEROUTPUT [LINENUMBER, PR!NTPOSJTION)i~ 
1 TRUE' 
'END' PRINTRELATIVEJ 
1 PROCEOURE' PLOTRELATIVE. 
(INITIAL VALUE, DELTAX, DELTAV, !PEN, l<URNH 
'INTEGER• DELTAX, DEL.TAY, !PEN, KURN; 'BOOLEAN' INITIAL VALUE'.; 
'BEGIN' •OWN' 'INTEGER• X, Y; 1 REAL 1 TG: 
'IF' INITIAL VALUE 1 THEN 1 'BEGIN' x:i:i o; v:i= 1375 tfND 1 
'ELSE' 
1 1F 1 KURN ~ 0 Y DELTAY = 0 9 THEN 1 
1 BEGIN 1 x:: X • DELTAXJ v:u V • DELTAVJ 1 END 1 
'EL.SE 1 
1 BEGIN' 
1 1f' KURN: 1 1 THEN 1 TG:: 0,5205671 •ELSEI 
1 IF 1 KURN: 2 1 THEN' TGI: 0,4663077 
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v:: V + DELTAY1 X:= X + TG * Oft.TAY; 
1 EN0 1 ; 
1 1F 1 , ... (0 'LE 1 X" X 1 1.E' 15000) 
'THEN• ERROR ("X OUTSIDE PLOTRANGE", MIC, CHAR, 1 TRUE 1 )J 
1 IF',.., (0 9 LE' Y" Y tLE 9 2750) 
1 THEN' ERROR ("Y OUTSIDE PLOTRANGE", MIC, CHAR, 'TRUE 1 )J 
PLOT (X, V, IPEN) 
1 EN0 1 PLOTRELATIVEJ 
1 PROCEDURE 1 INTERPRET (S, MIC, ·BOOL RODISC, PLOTT!::R)J 
1 INTEGER• SJ 'BOOLEAN' MIC, BOOL RDOISC, PLOTTERJ 
1 BEGIN 1 1 INTEGER 1 R, SECPAMIC, SECSEGMlC, BYTEM!C, N, MJ 
1 IF' S: CUAK 1 THEN 9 
1 BEG1N1 R:: RDiODOC (BOOL RDDISC, MIC)J 
•If' R:: CSPE 'iHEN' SPE (MIC) •Et.SE 1 
1ff1 R: CSTOP 'THEN' STOP (PLOTTER) 'ELS[t 
tlf• R::: CSEG •THEN' SEG (RDTOC (MIC), SEGM, SEGMF') 
1 El.SE' 
I I F' I R :: COAN 
1 THEN 9 DAN 




I IF' R 
1 THEN' 
1 EL.SE 1 
• IP R 
•THEN' 
1 ELSE 9 






I IF I R 
ITHEN 1 
1 ELSE 1 
(ROTOC (MIC), REMAINDER, SHADING, rACTOR, 
CELLWIOTH, WIDTH, CELLHEIGHT, HEIGHT, PLOTTER) 
::: CGROA 
GRO 
(0, REMAINDER, SHADING, GRIDTVPE, KURN, FACTOR, 
CELL.WIDTH, ~IDTH, CELL.HEIGHT, HEIGHT, PLOTTER) 
i:: CGROB 
GRO . 
(1, REMAINDER, SHADING, GRIDTVPE, KURN, FACTOR, 
CELL.WIDTH, ~IDiH, CELL.HEIGHT, HEIGHT. PLOTTER) 
:: CGROC .... ························ 
GRO 
(2, REMAINDER, SHADING, GRIOTVPE, KURN, FACTOR, 
CELLWIOTH, WIDTH, CELL.HEIGHT, HEIGHT, PLOTTER) 
:: CGROO 
GRO 
(3, REMAINDER, SHADING, GRIOTVPE, KURN, FACTOR, 
CELLWIDTH, WIDTH, CELLHEIGHT, HEIGHT, PLOTTER) 
:: CGROE-
GRO 
(4, REMAINDER, SHADING, GRIOTYPE, KURN, FACTOR, 
CELLWIDTH, WIDTH, CELL.HEIGHT, HEIGHT, PLOTTER) 
:: CGROF 
GRO 
(5, REMAINDER, SHADING, GRIDTVPE, KURN, FACTOR, 
CELLWIDTH, WIDTH, CELLHEIGHT, HEIGHT, PLOTTER) 
I If I R a: CGROG 
ITHEN' GRO 
(6, REMAINDER, SHADING, GR!DTVPE, KURN, FACTOR, 
CELLWIDTH, WIDTH, CELLHEIGHT, HEIGHT, PI..OTTER) 
I E!..SE' 
11ft R :: CGROH 
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(7, REM.AINOER, SHADING, GRIDTYPE, KURN, FACTOR, 
CELLWIDTH, WIDTH, C~LLHEIGHT, HEIGHT, PLOTTER) 
1 ELSE' 
ilfl R = CGROI 
1 THEN 1 GRO 
(8, REMAINDER, SHADING, GRIOTYPE, KURN, FACTOR, 
CELLWIOTH, WIDTH, CELLHEIGHT, HEIGHT, PLOTTER) 
1 EL.SE 1 
tffl R: CGROJ 
1 THEN' GRO 
(9, REMAINDER, SHADING, GRIDTyPE, KURN, FACTOR, 
CELLWIOTH, WIDTH, CELLHEIGHT, HEIGHT, PLOTTER) 
tEL.SE• 
1 I F • R :: CGROI< 
!THEN' GRO 
(10, REMAINDER, SHADING, GRIDTVPE, KURN, 
FACTOR, CELL.WIDTH, WIDTH, CELL.HEIGHT, HEIGHT, 
PLOTTER) 
•ELSE 1 
1 I f , R : CGROL 
•THEN' GRO 
(11, REMAINDER, SHADING, GRIDTVPE, KURN, 
FACTOR, CELL.WIDTH, WIDTH, CELLHEIGHT, HEIGHT, 
PLOTTER) 
•ELSE• 
•If• R i:: CGROM 
•THEN' GRO 
(12, REMAINDER, SHADING, GRIDTVPE, KURN, 
FACTOR, CELLWIOTH, WIDTH, CELL.HEIGHT, HEIGHT, 
PLOTTER) . 
tELSE• 
tlft R: CNOR •THEN' KURNOR (O, KURN, PLOTTER) 1 ELSE 1 
•IF 1 R i:: CKUR1 1 THEN 1 KURNOR (1, KURN, PLOTTER) tELSE• 
tlf' R = CKUR2 1 THEN 1 KURNOR (2, KURN, PLOTTER) 1 ELSE' 
•IF• R: CKUR3 1 THEN 1 KURNOR (3, KURN, PLOTTER) 1 ELSE 9 
•lft R: CUBL •THEN' 
•BEGIN• 
1 11' 1 MIC 
'THEN• ERROR 
("UBL IN MIC", 'TRUE•, tfALSEt, 1 TRUE') 
1 ELSE• UBL 
•END' 
•ELSE' 
I IF I R 
1 THEN 1 
1 ELSE 1 
I IF' R 
•THEN' 
1 ELSE 1 
, If' R 
•THEN' 










RDToC (MIC), PL.OTTER) 
RDTOC (MIC), PL.OTTER) 
RDTOC (MIC), PLOTTER) 
'IF' R: CVERA 1 THEN' VERA (PLOTTER) 1 ELSE 1 
tlf' R = CZWQ 
•THEN' ZWQ 
(ROTOC (~IC), ROTOC (MIC), ZWQ QUANTIFICATION, 
BOOLZWQ) 
1 ELSE 1 
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(ROTOC (MtC), RDTOC (MIC), TAB QUANTIFICATION, 
MIC) 
tEL.SE' 
I If'' R = CZER 
!THEN' ZER 
(ROTOC (MLC), ROTOC (MIC), TAB 0UANTIFICATION, 
PLOTTER) 
1 Et..SE' 
I IF' R = CZEV 
'THEN I .:ZEV 
(RDTOC (MIC), ROTOC (MIC), TAB QUANTIFICATION, 
PL.OTTER) 
9 ELSE 1 
I I F' R = cw ID 
•THEN 1 WIO (ROTOC (MIC), ROTOC (MIC), MIC, BOOL \111D) 
•El.Sf' 
I IF• R =CPI.A¥ R ~ CPLE V R = CTRE 
1 THEN' ERROR 
("PLA,PLE ·OR TRE NOT PRECEDED av UAKJSPEJ", 
MIC, 1 F'M.SE', 9 TRUE 1 ) 
'ELSE' ERROR 
("INSTRUCTION CANNOT BE PRECEDED av UAK", MIC, 
lfAI..SE 9 , 'TRUE') 
'ENO• 
1 ELSE' 
' IF'' S :.:: CZWR 
9 THEN 1 ZIIIR (PLOTTER, .aoot.zwr.:i, :ZWQ CIUANTH'ICATION) 
1 EL5E' 
•IF' S:: CKEN ITHEN• 
'8EG1Nt 
tlf'' MIC 
•THEN' ERROR ("KEN IN MIC", tTRUE•, 1 FALSE', t'fRUfl) 
1 ELSE 1 KEN 
'END• 
1 EL5E' 
' IF' 9 S ::: CNUL 
'THEN' ERROR 
("NUL-1NSTRUCT10N NOT SIMULATED", MIC, 9 F'ALSE 1 , 
1 TRUE1) 
1 EL5E' 
I IF' s ·:: CUAT 
'THEN' ERROR 
1 ELSE 1 
1 BEGJNI 
("UAT•INSTRUCTION NOT ALLOWED IN THIS PLACE", MIC, 
I FALSE I, 1 TRUE I) 
tlf'' MIC •THEl'P 
'BEGIN' SECPAMICJ ■ -SECPAJ SECSEGMIC:: SECSEG; 
BYTEM IC::: BYTE I. 
CALL TVPEF'OUNT ELEMENT 
(S, PLOTTER, CELL.HEIGHT, CELLWIDTH, SHADING, 
R~MAINOER, GRIDTYPE, KURN)J 
SECSEG::: SECSEGMICJ SECPA:::: SECPAMICJ 
BYTE::: BVTEMICJ 
1 END' 
9 ELSE 1 .CALL TYPEFOUNT ELEMENT 
1 END' 
(S, PLOTTER, CELI.HEIGHT, CELLWIDTH, SHADING, 
REMAINDER, -GRIOTYPE, KURN) 
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'PROCEDURE I STOP (PLOTTER) I I BOOLEAN' PLOTTER J 
'BEGIN• •INTEGER' N, MJ 
I If I .... Pl.OTTER •THEN' 
1 BEGIN' 
•FOR 1 N::: 1 1 STEP• 1 tUNTIL' LINENUMBERMAX' 1 DOI 
•FOR 1 M::: 1 tSTEP' 1 1 UNTIL 1 144 1001 
•IF 1 LINEPRINTEROUTPUT (N, M] 1 THEN' PRSVM (133) 
1 ELSE 1 SPACE (1)J 
I ENO' J 
EXIT 
1 EN0 1 STOP} 
1 PROCEDURE 1 SEG (BYTE, SEGM, -SEGMF)J 
1 INTEGER• BYTE, SEGM, SEGMFJ 
1 BEGIN 1 SEGMF:a SEGM; SEGMI= BYTEJ 
'IF 1 SEGM > CORESEGMENTS 
'THEN' ERROR 
( 11 NQN .. EXISTENT C0RE .. SEGMENT 11 , MIC, 1 FALSE.•, 1 TRUE') 
1 EN0 1 SEGJ 
'PROCEDURE' DAN 
ca,TE, REMAINDER, SHADING, FACTOR~ .CELLWIOTH, WIDTH, 
CELLHEIGTH, HEIGTH, PLOTTER); 
t INTEGER• BYTE, REMAINDER, SHAPINGJ 
'REAL' FACTOR, CELLWIOTM, WIDTH, CELLHEtGTH, HEIGTHJ 
1 BOOLEAN 1 PLOTTERJ 
1 BEGIN 1 1 REAL 1 fACTOROANJ 
1 IF 9 , ... PLOTTER tTHEN • 
•BEGIN' 
I IF'' MIC 
rTHEN 1 INSTR NUMBER MIC:: INSTR NUMBER MIC 9 1· 
'Et.SE' INSTR NUMBEIU a INSTR NUMBER ,. 1J . 
ERROR 
(ADAN INSTRUCTION AND LINEPRINTEROUTPUT", MIC• 
'FALSE', •TRUE')J 
'ENO' J 
'If' 7 < BVTE A BYTE:( 1~ 
1 THEN 9 FACTOROAN:a ENLARGEMENT FACTOR (BVTE ~ 8J 
1 ELSE' 
1 1F 1 13 < BYTE A BYTE c 25 
•THEN 1 FACTOROAN:: ENLARGEMENT FACTOR [BVTE / 2 • 2J 
'ELSE' 
1 1F 9 BVTE = 28 'THEN' FACTOROANt: ENLARGEMENT FACTOR t11J 
'ELSE' 
•IF' BYTE: 32 'THENt FACTORDAN:= ENLARGEMENT FACTOR (12l 
9 ELSE 1 ERROR ( 11 QUANTIFICATION DAN 11 , MIC, 1 PALSE 9 , tTRUE')l 
FACioR:: 1J CELLWIOTH:: WIDTH* fACTORDANJ 
CELLHEIGHT::: HEIGTHJ SHADING::: ~NTIER (CELLWIDTH / 4)1 
REMAINDER:: CELLWIDTH • 4 ·* SHAOINGJ . 
I IF 1 REMAINDER= 4 1 THEN 1 
'BEG1N1 SHADING:= SHADING·• 1J REMAINDER:= 0 9 END' 
9 END 1 DANI 
1 PROCEDURE 1 GRO 
(N, REMAINDER, SHADING, GRIOTYPE, KURN, FACTOR, CELl.WIOTH, 
WIDTH, CELLHEIGiH, HEIGTH, PLOTTER);. 
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'REAL' FACTOR, CELLWIDTH, WIDTH, CELLHEIGTH, HEIGTH; 
1 BOO~EANt PLOTTER; 
•BEGIN! t INTEGER' RJ 
, lf"I SEGM :a .. 1 
1 THEN' ERROR 
( 11 GR0 NOT PRECEDED BY sEG 11 , MIC, tf'ALSE', 'TRUE'); 
R::i CORE [SEGM, 62, 1JJ 
1 If"' .... ((0 'LE' R,. R 1 LE• :1.9) . .., (32 1 LE' R ,. R 'LE' 51) .,. 
(64 •LEV R ,. R tl.E• 83)) 
ITHEN 1 ERROR 
( 11 TVPEFACE•CONST, HAS NON•ALLOWED VALUE", 
MIC, tf'Al.SEt, 1.TRUE')J 
1 IF' PLOTTER tiHEN' , 
1 6EG1N 9 KURN:= R • 4 ·* ENTIER CR/ 4)J 
• lft O 'LE' R" R 'LE• .19 'THEN' 
1 BEGIN' WIDTH!: 121 HE~GTH:= 5 1 END 9 
1 ELSE 1 
tff'I 32 •LE• R.A R 'LE' 51 •THEN' 
•BEGIN' WIDTH!: 12J HEIGTH:: 10; R:: R • 32 9 END 1 
1 EL.SE' 
I ff"I 64 1 LE 1 R ,. R 1 LE 1 83 'THEN• 
•BEGIN 1 WIDTH!: 24J HEl,GTH:1: 10J RI= R .. 64 1 EN0' 
1 ELSE 1 ERROR 
("TVPEF'ACECONSTANT", MIC, 9 1"ALSE•, 9 TRUf 1 )J 
FACTORf: ENLARGEMENT FACTOR [N)J 
CELLWIDTH;: WIDTH* f"ACiORJ 
CELLHEIGHT:: HEIGiH * FACTORS 
SHADING:: ENilER (CELLWIDTH / 4)J 
REMAINDER:: CELLWIDTH • 4 * SHADINGJ 
tff 1 RE~AINOER: 4 1 THEN• 
1 BEGIN' SHADING!= SHADING• 11 REMAINDER!: 0 lfND• 




1 THEN' ERROR 
("NOT GROA AND LINEPRINTEROUTPUT", 
f'AIC, 1 F'ALSE 1 , 1 TRUEt) 
•El.SE 1 KURN::: OJ 
,1,, 32 1 LE 1 RA R 1 l.E 1 51 'THEN' R:= R • 32 
•ELSE 1 ERROR 
("B-OR D•GRID ANO LINEPRINTEROUTPUT 11 , 
IF AL.SE I, I TRUE I) 
1 EN0 1 1 
GRIDiYPE:: 2 ** ENilER (R / 4)i 
1 EN0 1 GROJ 
'PROCEDURE' KURNOR (N, KURN, PLOTTER); •INTEGER• N, KURNJ 
1 800LEAN 1 PLOTTERJ 
1 BEGIN' 
1 IF I PLOTTER I THEN t KURN: :z ;f\j 
'ELSE 1 ERROR 
("KUR/NOR-INSTRUCTION AND LINEPRINTEROUTPUTtt, MIC, 
IF ALSE', I TRUE I ) 
'EN0 1 KURNORJ 
'PROCEDURE' KEN; 
'COMMENT• THE KEN-INSTRUCTION tS ONLY SIMULATED IN 
TEXT"DATA,NCT IN CHARACTER~OR MICROPROGRAM-DATAJ 






























































B 2665F,001 NOOTTENHAGEN 9 
R::: READ DTAPEJ SI:: READ DTAPE; T::: READ DTAPEJ 
I IF' ((R:: .CUAK) " (S:: CSPE)) V ((S = CUAK) A (T = CSPE)) 
y (R:: CKEN As= CKEN AT:: CKEN) 
1 THEN 1 ERROR 
("UAK SPE OR KEN KEN KEN IN KEN", ,rAt.SE', tfA!..SE 1 , 
1'TRUE I) 
1 ENP 1 KEN$ 
'PROCEDURE' UBLJ 
'COMMENT• THE UBL-INSTRUCTION lS ONLY SIMULATED IN 
TEXT-DATA,NOT IN CHARACTER•OR MICROPROGRAM~DATAJ 
1 BEGIN 1 '1NTEGER• V, ZJ 
VI:: READ D'TAPE! 
'FOR• Z::: READ DTAPE 'WHILE' ~ ((Y:: CUAK) r. (Z:: CSTART)) 
· 1 D0 1 Y::: ·z 
tEND 1 U8LJ 
1 PROCEDURE 1 WID (BVTE1, 6YTE2, ~IC, BOOLWID); 
1 INTEGER• BVTE1, BVTE2; 1 B00LEAN 1 BOOLWIO, M1CJ 
'.BEGIN' 1 INTEGER 1 N, M, PAI 
1 I F' ' BOOL W ID 
1 THEN 9 ERROR 
("REPEATED MICROPROGRAM CONTAINS WID•INSTRUCTION", 
1 TRUEt, •FALSE', 1 TRUE'); 
BOOLWID:: 1 TRUE'; NI= BYTE1 + 2~6 * BVTE2J 
PA:: RDTOC (MIC)J 
•1F' PA< 1 •y PA: 28 v PA·= 62 v PA= 251 v PA> 254 
1 THEN' ERROR 
("INSTRUCTION NOT ALLOWED AS WORD-ADDRESS", M~C, 
1 fALSE', 1 TRUE 9 )J 
1 FoR 1 M:= o •sTEPi 1 •UNTIL' N 
1 00• CALL TYPEfOUNT ELEMENT 
(PA, PLOTTER, CELLHEtGHi, CELLWIDTH, SHADING, 
REMAINDER, GRIDTYPE, .KURN)J 
BOOLWID:: IF'ALSE 1 
1 EN0 1 WIDJ 
•PROCEDURE• ZWQ (BVTE1, BYTE2, ZWQ QUANT1F'ICATION, BOOLZWQ)J 
1 INTEGER• BVTE1, BYTE2, ZW0 0UANilFICATIONJ 1 BOOLEAN 1 BOOLZWQJ 
1 BEGtN 1 
ZWQ QUANTIFICATION:: .J • RDTOC (MIC) + 768 ~ RDTOC (M.IC)Z 
BOOLZWQt: ITRUE'J 
., 1 END 1 ZWQJ 
'PROCEDURE' ZWR (PLOTTER, BOOLZWQ, ZWQ QUANTIFICAT10N)J 
'BOOLEAN• PLOTTER, BOOLZWQJ I INTEGER' ZWQ QUANTIPICAilONJ 
I BEGIN I I I NT EGER I IH 
1 IF'' ,.., BOOLZWQ 
1 THEN' ERROR 
("ZWR-tNSTRUCT!ON BEFORE FIRST ZWQ•INSTRUCTION", 
MIC, tFAI.SE', ITRUE'); 
1 If t PLOTTE:R 
'THEN' PLOTR~LATIV£ 
( 1 FALSE 1 , ZWQ QUANTIFICATION, 0, • 2, 0) 
1 ELSE 1 PRINTRELATIVE 
1 END' ZWR J 
('FALSE', 1 FALSE 1 , ZWQ QUANTIFICATION f 12, Os 
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' INTEGER I BYTE1, BVTE2; I BOOLEAN I PLOTTER J 
1 6EGIN' 'INTEGER' RU; 
RU:= 3 * BYTE1 • 768 * BVTE2; 
1 IF I PLOTTER 
1 THEN 1 PLOTRELATIVE ('FALSE',.., RU, 0, .. 2, 0) 
9 ELSE 1 PRINTRELATIVE 
( 1 fALSE 1 , 1 fALSE 1 , ~ RU ( 12, 0, LINENUMBERMAX, 
'FALSE') 
1 PROCEDURE 1 VERO (BYTE1, BVTE2, PLOTTER)$ 
1 INTEGER' BYTE1, BYTE2; I BOOLEAN t PLOTTER J 
1 B~GIN 1 1 REAL 1 VEJ 
VE:: 4,6875 * BYTE1 + 1200 * BYTE2B 
1 1F 1 PLOTTER tTHEN' Pl.,OTRELATIVE ('FALSE•, 0, VE, ffl 2, 0) 
'ELSE' PRINiRELATIVE 
( 1 FALSE 1 1 1 FALSE 1 , 0, VE/ 10, LINENUMBERMAX, 
'FALSE!) 
1 PR0CEDURE 1 VERU (BYTE1, BVTE2, PLOTTER)J 
1 INTEGER' BVTE1, BViE2; 'BOOLEAl'P PLOTTER J 
1 BEGIN 1 'REAL' VE; 'INTEGER' RI 
VE:= 4,6875 * BVTE1 + 1200 * BVTE2J. 
1 IF 1 PLOTTER 
1 THEN 1 PLOTRELATIVE ( 1 FALSE 1 , 0, • VE, •· 2, 0) 
1 ELSE 1 PRINTRELATIVE 
('FALSE', 1 FALSE 1 ·, 0, •VE/ 10, LtNENUMBERMAXa 
1 fALSE 1 ) 
1 PROCEDURE' VERA (PLOTTER)i 1 B00LEAN 1 PLOTTERJ 
1 BEGIN• 
I IF' I PLOTTER 
•THEN' PLOTRELATIVE 
('FALSE', 0, 1375 "PLOT· <O• O. 16), "'2, 0) 
1 ELSE 1 PRINTRELATIVE 
( 1 FALSE 1 , 1 TRUE', 0, 73, LINENUMBERMAX, 'FALSE') 
1 EN0 1 VERAJ 
'PROCEDURE• TAB (BYTE1, BVTE2, TAB QUANT1FICATION 1 MIC)! 
1 INTEGER• BVTE1, BVTE2, TAB 0UANTIFICATIONJ 1 BOOLEAN1 MICJ 
TAB QUANTIFICATION!= 3 * RDTOC (MIC) • 768 * ROTOC (MIC)I 
1 PROCEDURE' ZER (BVTEl, BYTE2, TAB QUANTIFICATION, PLOiTER)J 
1 INTEGER' BYTE!, BVTE2, TAB 0UANTlflCATIONJ 1 BOOLEAN 1 PLOTTERJ 
1 BEGIN' •REAL 1 ZEJ 
ZE:i: 4,6875 * BVTEi + 1200 •-it BVTE2J 
'If' PLOTTER tiHEN* 
'6EG1Nt PLOTRELATIVE ( 9 FALSE 1 , 0, -~ ZE, - 2, 0)1 
PLOTRELATIVE 
( 1 1"AL.SE', 'TAB QUANTIFICATION"' PL.OT (0, 0, 15), 0, 
2, 0 > 
'END 1 
1 ELSE' PRINTRELATIVE 
( 1 TRUE', 'FALSE 1, TAB QUANTIFICATION I 12 • 1, 
ZE / 10, LINENUMBERMAX, 'FALSE') 
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1 INTEGER• BYiE1, BYTE2, TAB QUANTlflCATIONJ !BOOLEAN• PLOTTER; 
'BEGIN' 1 REAL 1 ZEJ 
ZE:~ 4,6875 *BYTE!+ 1200 * BYTE2J 
t If' PLOTTER •THEN• 
•BEG1N 1 PLOTRELATIVE ('FALSE•, 0, ,. ZE, ~ 2, Q)J 
PLOTRELATIVE 
('fALSE', 'TAB QUANTIFICATION• PLOT (0, 0, 15), 0, 
• 2, 0) . 
'END 1 
'ELSE' PRINTRELATIV! 
1 EN0 1 ZEVJ 
(!TRUE•, 1 FALSE', TAB QUANTIFICATION/ 12 + 1, 
~ ZE / 10, LINENUMBERMAX, 1 FALSE 1 ) 
1 PR'OCEDURE I I NPCORE (SINGLE CHARACTER) J 
•BOOLEAN• SINGLE CHARACTERJ 
'BEGIN' 1 INTEGER' SECSEG, SECPA, BYTE, R, S, T, U, V, W, NJ 
'PROCEDURE' STOREC (X)J I INTEGER' XJ 
1 BEGIN' 
1 1F 1 SECSEG 'LE' .CORESEGMENTS 
•THEN' CORE [SECSEG, SECPA, BVTEJl~ X. 
9 ELSE 1 ERROR 
("TYPEF,ELEMENT INTO NON-EXISTENT CORE•SEGM,", 
MIC, 1 FALSE 1., 1 TRUE 1 )J 
'IF' BVTE < 3 1 THEN 1 BYTE:= BVTE • 1 1 ELSE 1 
1 1F' 1 ·SECPA < 255 !THEN' 
1 BEGIN 1 SECPA:: SECPA + 1J BYTE:: 1 'END• 
1 ELSE 1 
•BEGIN' SECSEG:: SECSEG • lJ SECPA:: 01 BVTE1=· 1 
'ENO 1 
1 EN0 1 STOREC; 
SEGMr:= SEGMJ 9 1F' 1 SEGM = 0 'THEN 1 BUFF'ERSEGs= 1 FALSE'J 
•IF' PA: 62 ,- -~ SINGLE CHARACTER •THEN 1 
1 BEGIN' SECSEG:: SEGMJ SECPA;: 62J BYTE:: 11 
RS: RDTOO (BOOL ROOISC)J s:: RDTOD (BOOL RDDISC)J 
·r:: ROTOO (BOOL ROOISC)J 
t If" t .... BOOL ROD I SC 'THEN I 
•BEGIN' 
1 IF' .... ((0 'LE' R " R 1 LE 1 19) v 
(32 1 LE' R A R 1 LE 1 51) v· 
(64 1 LE 1 R ,- R 'LE' 83)) 
•THEN• ERROR 
("BYTE ONE TYPEf,CONST, NON ALLOWED VALUE", 
1 F'ALSE 1 , 1 FALSE 1 , •TRUE 1 ); 
1 1F' 1 S 'NE' 0 
1 THEN• ERROR 
("SEC.BYTE TVPEFACECONST,NOT EQUAL ZERO", 
1 FALSE 1 , 1 F'AL.SE 1 , 1 TRUE 1 H 
1 1F 1 T 1 NE 1 0 
•·THEN• ERROR 
("THIRD BYTE TVPEFACECONST,NOT EQUAL ZERO", 
1 FALSE 1 , •FALSE', 1 TRUE 1 ) 
lfN0 1 J 
STOREC. (R); STOREC (5) l STOREC (T); 
1 IF t ,.., ( ( RDTOD ( BOOL ROD I SC) : CUA T) ,. 
(RDTOD (BOOL RDOISC) : CUAT)) 
1 THEN 1 ERROR 
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'FALSE I' 'ff ALSE I. I TRUE' ) 
1 END 1 
1 ELSE 1 
1 8EGIN• BYTE:: 1; 
I IF 1 SINGLE CHARACTER 'THEN 1 
•BEGIN' SECPA;: OJ SECSEG:: SEGM + 1; 'END' 
•ELSE• 
•BEGINt 
CORE [SEGM, PA, 1J:: SECPA:: ROTOO (BOOL RDDISC)J 
CORE [SEGM, PA, 2):: ROTOD (BOOL RDDISC)J 
SECSEG:: CORE [SEGM, PA, 21 + SEGMJ 
•IP 1 SECSEG > CORESEGMENTS 
1 THEN• ERROR 
( 11 TYPEF. EL. INTO NoN~Ex I STENT COREotSEGMII, 
MIC, IFALSEI, •iRUE')J 
CORE [SEGM, PA, 3]:e THIROBVTEC: 
ROTOD (BOOL RDDISC)J 
9 1F' -~ BOOL ROOISC 'THEN• 
1 BEGIN' 
'IF'-~ (THIROBVTE: 0 v THIRDBVTE ~ 1 w 
THIRDBYTE = 2 v T~IRDBYTE m 32) 
•THEN 1 ERROR 
( 11 THIRDBVTE SEC,ADORESS•WORD", IFA~SE', 
•FALSE', •TRUEl)j 
1 Ir' SECSEG: SEGM A SECPA < 63 vTHEN' 
'BEGIN• INSTR NUMBER:i: INSTR NUMBER "' 21 
ERROR 
( 11 1MAGE•AREA BELOW TVPEFACECONSTANT", 
'f'AL.SE', 1 f'At..SE•, •TRUE') 
1 EN0 1 . . . 
9 EN0 9 
I END' J 
'IF 1 THIROBVTE = 1 v 'THIRDBVTE = 0 v THIRDBYTE::: 32 
1 THEN' 
'BEGIN' R:= RDTOD (BOOL RODISC)J BOOLINPCORE:= 1 TRUE'J 
•FORt S::ROTOO(BOOL RDOISC) 
•WHILE' - ((R: CUAT) A (S: CUAT)) 
•DO' tBEGIN• STOREC CR); R:::: S •ENO•& 
STOREC (R); BOOLINPCORE:: •FALSE 1 J 
t If''-~ 8001.. RODI SC 
1 THEN I INSTR NUMBER:::: INSTR NUMBER + 2J 
'lf' 1 RDTOO (BOOL RODISC) = CUAT 
•THEN' STCREC (CUAT) 
1 ELSE• 
• IF' BOOL RDOISC @THEN' 
1 BEGIN' 
1 If' SECTBVTE > 1 
1 THEN 1 SECTBVTEI::: SECTBVTE ~ 1 
1 ELSE' 
•eEG!Nt SECiBVTE:: 744J 
SECTAODR:::: SECTADDR •· 1 
•END' 
9 EN0 9 
'ELSE' 
1 BEG!N 1 BVTENUMBER INPUT:::: BVTENUMBER INPUT~· 11 
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1 FOR 1 S ·-. 
RDTOD (BOOL RDDISC) 
'WHILE'~ R: CUAT v ~· S: CUAT 
1 DO' 
•BEGIN' 
•1F• R = CUAK As= CPLA 1THEN' 
15EGINI STOREC (R>; STOREC (S)J 
•FOR' N&111 1 1 STEP 1 1 1 UNTIL' 4 
'00 1 STOREC (RDToo (BOOL RDDISC))j 
R:~ ROTOD (BOOL RDOISC)J 
1 END 9 






'PROCEDURE' SPE (MIC)J 'BOOLEAN~ MICJ 
1.BEG IN 1 
1 PR0CEDURE 1 PLA (MIC); 1 BOOLEAN 1 MICJ 
1 BEGIN 1 
1 1NTEGER 1 BVTE1 SECTADOR, BVTE2 SECTADDR, 
REMEMBERSECTAODR, R, S, NJ 
•BOOLEAN' SINGLE CHARACTER! 
SINGLE CHARACTER:: 1 FALSE 1 J 
BVTE1 SECTADDR:= ROTOC (MIC); 
BYiE2 SECTADOR:= RDTOC (MIC)J 
•IF 9 BVTE2 SECTADOR > 127 'THEN• 
•BEGIN' 
1 IF 1 SEGM = CORESEGMENTS 
•THEN• ERROR 
("SINGLE•CHAR,TRANSFER TO LAST CORE•SEGM.", 
MIC, 'FALSE I , I TRUE I ) B 
8VTE2 SECTADORZ: BVTE2 SECTADOR • 1281 
SINGLE CHARACTER:: 1 TRUE 1 
t ENO I ; 
REMEMBERSECTAODRt= SECTAODR:: 
BVTE1 SECTADDR + 256 * evTE2 sECTAODRJ 
•IF 1 SECTADDR > DISCSECTORS 
•THEN' ERROR 
("NON-EXISTENT DISC-SECTOR ADDRESSED", MIC, 
•FALSE•, tTRUE'); 
"'' .... (ROTOC one> = CUAT) " .... (RDTOC (MIC) :J CUAT) 
VTHEN' 
1 BEGIN' 
I IF' I MIC 
1 THENt INSTR NUMBER MtC:: INSTR NUMBER MIC: .. 1 
'ELSE• INSTR NUMBER:: INSTR NUMBER ,. 1J 
ERROR 
("PLA NOT FOLLOWED av UAT;UATJ", M!C, 1 F'A~se,, 
'TRUE') 
1 END 1 J 
SECTBVTE:: 3; BOOL RDOISC:: 1 TRUEtJ 
1 1f 1 SINGLECHARACTER ITHEN 9 
•BEGIN 1 • tF' 1 SEGM ~ 0 1 THEN' BUrfERSEG:: Vf'ALSE 1 J 
SECTBVTE:;: 6J 
1 FOR 1 NI: 1, 2, 3 
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'COMMENT' iYPEFACECONSTANiJ 
1 FOR 1 N:: 1, N + 1 1 WHILE 1 BOOL RDDISC 1 D0 1 
1 BEGIN 1 R:: READ OISCJ 
1 F0R' S;:READ DISC 
1 WHILE 1 .~ (R = CUAK ft• S: CSPE) 
1001 R::: SJ 
R:= READ otsc, 
I IF 1 ·~ R ~ CUAK 'THENI 
'BEGIN• 
1 1ft RfMEMBERSECTADDR ~ SECTADDR 
1 THEN 1 CORE [SEGM, R, 1]:: SECTADOR 
1 ELSE' CORE [SEGM, R, 11:= SECTAOOR M• 1J 
CORE [SEGM, R, 2]:m • 1J 
1 EN0 1 




•FOR' SI: READ PISC 'WHILE' BOOL RDDISC 
, Do, 1 NTERPRET cs, 1 F' Al.SE 1 , 1 TRUE 1 , PLOTTER> 
'END' PLAJ 
1 PR0CEDURE 1 PLE; 
1 BEG1N1 'INTEGER 1 SECTBYTESJ 
•PROCEDURE' STORED. (X)J 
1 BEGINI 
1 IF' SECTADDR > DISCSECTORS 
'iHENt ERROR 
("NON•EXISTENT OISC•SECTOR ADDRESSED", 
•FALSE', •FALSE', 1 TRUE 9 )J 
DISC [SECTAODR, SECTBYTES]i: XJ 
'IF 1 SECTBVTES < 744 
1 THEN 1 SECTBYTES:: SECTBVTES • 1 
1 ELSE 1 
1 BEGIN 1 SECTAOOR:u SECTADOR • 11 SECTBVTESJ~ 1J 
•END' 
1 END 1 STORED}. 
1 PROCEDURE 1 CHECK; 
•BEGIN' R;: READ OTAPEJ S;: READ OTAPES 
1 IF'' ,.. (R : CUAK) ., (-, (S !l8 CSPE)) 
9 THEN 9 ERROR 
("TYPEF'.EL. DOES NOT BEGIN WITH UAK SPE», 
MIC, 1 FALSE 1 , 1 TRuE•) 
1 ELSEt 1 BEGIN 1 STORED (R); STORED (S)J 'END 7 
I END I j 
1 PROCEDURE 1 ELEMENT ONTO OISCJ 
1BEGIN' 'INTEGER' R, S, T, N; 1 BOOI..EAN 1 MICROPROGRAM; 
1 PR0CEOURE 9 UATUAT (MICROPROGRAM)J 
'BOOLEAN' MICROPROGRAMJ 
1 BEGIN 1 'INTEGER' R, S, T, UJ 
R:= READ OiAPEJ STORED (R)J 
1 IF'·~ R: CUAT 1 THEN• UATUAT (MICROPROGRAM) 
1 ELSE 1 
'BEGIN' R:u READ DTAPEJ STORED (R); 
'IF'' ,..·R: CUAT 
tTHEN' UATUAT (MICROPROGRAM) 
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1 ELSE 9 
1 BEGIN 1 
1 I I" 1 ,.., MICROPROGRAM t THEN f 
•BEGIN' 
1 If' READ OTAPE = CUAT 
'THEN 1 STORED (CUAT) 
'ELSE• BVTENUMBER INPUT!= 
BYTENUMBER INPUT• 11 
BOOL CHAR TO DISC:= IPALSEIJ 
INSTR NUMBER!: INSTR NUMBER+ 2J 




'11" 1 SECTBVTES > 6 1 THEN 1 
'BEGIN' R:: T:: SECTADDRJ 
s:= SECTBVTEs N 6J 
u:: SECTBYTES •· 5J 
9.END I 
'ELSE• 
'BEGIN' R:: SECTADDR • 1J 
s:: 744 + SECTBYTES • 61 
t tf 1 sECTBYTES > 5 'THEN 1 
1 BEGtN 1 T:: SECTA00RJ 
U:111 SECTBYTES • 5 
'EN0 1 
I ELSE' 
'BEGIN' T:= SECTAOOR • 1J 
U Z Ill 
1 END 1 
9 END• J 
744 + SECTBVTES •· 5 
1 1f" 1 ~ (DISC [T, U] : CPLA ~-
DISC [R, SJ : CUAK) 
'THEN• ELEMENT ONTO DISC 





CHECKJ R:: READ DTAPEJ STORED (R)J 
I IF' R: CUAK ITHEN' 
'BEGIN 1 Rt:: READ OTAPEJ S:= READ DTAPfJ 
T::: READ OTAPEJ 
1 1f 1 ~ (R lll CTRE) Y ~ (S: CUAT) y, 
,.. (T lll CUAT) 
'THEN 1 ERROR 
. I ELSE' 
("SPE UAK NOT FOLLOWED BY TRE UAT UAT", 
t f AI.SE' , IF Al.SE I , 'TRUE') 




1 8EGIN 1 
1 If' R ·c 1 ·v R ,: 28 v R =· 62 ~ R =· 251: ~ 
R > 254 
1 THEN' ERROR 
(~INSTR, NOT ALLOWED AS WORD•ADORESS", 






























































B 2665f,001 NOOiTENHAGEN 16 
Rt:: READ DTAPEI 
STORED (R); S::: READ OTAPEJ 
1 IF' s:: O • R .c 63 
VTHEN 1 ERROR 
("IMAGE•AREA BELOW TYPEFACECONSTANTn, 
tF'ALSEI' •F'ALSEI, 1 TRUE 1 H 
•IF• S > :CORESEGMENTS 
9 THEN 1 ERROR 
("REL.SEG,ADD~ESS TOO LARGf", 
tf'ALSE', 1fALSE•, ITRUE')J 
STORED (S)J T;: READ OTAPEJ 
11r• .... (T 1:1 o ... T = 1-., r·=-2" T n 32) 
•THEN' ERROR 
("THIRDBYTE SECONDARY ADDR~SS-WORD", 
if' ALSE I , IF' ALSE', I TRUE I) J 
STORED (T)J MICROPROGRAM::: T 1:1 2J 
BOOL CHAR TO DISC:::~ MICROPROGRAMS 
1 lf 1 BOOL CHAR TO DISC 
•THEN' INSTR NUMBER::: INSTR NUMBER,• 1J 
UATUAT (MICROPROGRAM) 
1 END 1 
1 ENO' ELEMENT ONTO DISCS 
SECTADDR::: READ OTAPE • 256 * READ OTAPEJ 
11,, SECTADDR > OISCSECTORS 
ITHEN' ERROR 
("NON-EilSTENT DISC•SECTORADDRESSED", trALSE', 
1 FALSE 1 , •TRUE'); 
SECTBVTESr= 1J eurrERSEG::.: 1 TRUE 9 $ 
tf'OR 1 N:: 1, 2 1 00 9 
•BEG1NI R:= READ OTAPEJ 
•tr• R c CUAT •THEN' STORED (R) 
1 ELSE• ERROR 
( 11 PLE NOT FOLL.OWED B'l'UAT UAT 1•a 9 F'ALSE 1 , 
1 FALSE 1 , tTRUE') 
I END I J 
CHECKJ R:~ READ DTAPEJ 
• IF' R :.: 62 •THENt 
•BEGIN' STORED (R)J R::: READ DiAPEJ S:= READ DTAPEJ 
, n III READ DTAPE J 
'IF' 1 .... ((0 'LE 1 R "R 'LE• 19)" 
(32 'LE 1 RA R 1 LE 1 51) v 
(64 1 LE 1 RA R 1 LE 1 83)) 
1 THEN' ERROR 
("BYTE ONE TVPEF,CONST.NON•ALLOWED VALUE", 
1 FALSE 1 , 1 rALSE', rTRUE')J 
1 1 r, s , NE, o 
'THEN' ERROR 
("SEC.BYTE TYPEF'ACECONST,NOT EQUAL ZERO", 
lfALSE', lf'ALSE', 'TRUE 1 )J 
I IF' T I NE I 0 
1 THEN 1 ERROR 
("THIRD BYTE TVPEFACECONST 0 NOT EQUAL ZERO", 
•FALSE 1 , lfALSE•, 'TRUE 1 )J 
STORED (R); STORED (S)J STORED (T)J 
•ENO' 
1 El.SE 1 ERROR 
("TVPEFOUNT WITHOUT-TYPEFACE-CONSTANT", 
1 PALSE 1 , 'FALSE', 1 TRUE')J 
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•BEGIN' R:= READ OTAPEJ 
1 1F 1 R = CUAT 1 THEN 1 STORED (R) 
'ELSE• ERROR 
•END'; 
("TVPEFACECONSTANT NOT FOLLOWED BY ~AT UAT", 
•FALSE', 1 F'ALSE•, 1 TRUE') 
ELEMENT ONTO DISCJ 
1 EN0 1 PLE; 
1 PROCEDURE' TREJ BOOL RDDISC:: 1 fALSEtJ 
PA:: RDTODOC (BOOL RDOISC, MIC)J 
1 IF 1 PA: CUAK 'THEN! 
•BEG1N1 R:: RDTODOC (BOOL ROOISC, MIC)J 
•IF• R: CPLA 1 THEN 1 PLA (MIC) •ELSE• 
'If I MIC 
•THEN' ERROR 
("INSTRUCTION NOT PERMITTED IN MICROPROGRAM", 
'TRUE', •FALSE', •TRUE') 
•ELSE' 
•lf 1 R: CPLE 'THEN' PLE 9 ELSE 9 
I IF' I R = CTRE 'THEN I ·TfaE 
•.Et.SE I ERROR 
("INSTRUCTION FOLLOWING SPE NOT PERMITTtD", 
MI.C, 1 F'ALSE 1 , •·TRUE') 
I END' . 
'ELSE' 
'IF'' MIC 
1 THEN 1 ERROR 
("INSTRUCTION NOT 
1 TRUE•, 1 F'ALSE 1 , 
PERMITTED IN MICROPROGRAM~, 
•TRUE') 
1 ELSE' 
'IF' PA< 1 v PA• 28 v PA ,a 251 v PA> 254 
1 THEN 9 ERROR . . 
("INSTRUCTION NOT ALLOWED AS WORD-ADDRESS", 
MIC, 'FALSE', •TRUE') . 
1 ELSE 1 INPCORE ( 1 FALSE') 
'EN0 1 SPEJ 
'PROCEDURE' CALL TVPEFOUNT ELEMENT 
(PRIMARY ADDRESS, PLOTTER, CELLHEIGHT, CELLWIDTH, SHADING1 
REMAINDER, GRIDiVPE, ~URN)J 
1 INTEGER• PRIMARY ADDRESS, SHADING, REMAINDER, GRIDTYPE, KURNJ 
1 REAL 1 CELLWIOTH, .CELLHEI.GHTI 1 BOOLEAN' PLOTTERS 
•BEGIN' 
1 1NTEGER 1 BO, 81, B2, 83, .B4, B5, B6, 87, INDEX, REPEAT, 
sECPAMIC, SECSEGMIC, .aYTEMIC, LINESTART, N, R, s, TJ 
1 REAL 1 YPOSITIONJ . 
1 B00LEAN' SINGLE BYTE, LINE REPETITION, BOOLUAT, 
FIRST WHITE .ELEMENTJ . 
'INTEGERt •PROCEDURE• READ -BVTEJ 
1 BEG1N• 'INTEGER' N, MJ 'INTEGER' 1 ARRAYt BB CO 1 1Ji 
M:r: READ COREJ 
•FOR• NI= 7 •STEP'·• 1 1 UNTIL' 0 '00' 
•BEGIN' BB [NJ:= ENTIER (M / 10 ** N)J 
• IF'' BB [NJ •NE 1 O _,. aa· [NJ 'NE' 1 
•THEN• ADDRESS ERRJ 
M:a M -~ BB [NJ* 10 ** N 
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' I F' ' BB [ 7 J = 0 •THEN 1 B7:: 0 'El.SE' B7:~ 1281 
I I F' ' BB [ 6 J = 0 'iHEN 1 86:::: 0 1 EL.SE 1 B6he 64; 
I If I ea [5] = 0 ITHENt B5::: 0 1 ELSE 1 B5 I 11 32J 
I I F' I BB C 4 l = 0 i'iHENt B4:::: 0 'ELSE' 8411:!1 16J 
I I F' I BB C3l :::: 0 !·THEN I 83:= 0 1 ELSEt B3 J a; 81 
I I F' ' BB [2) ::: 0 t·THEN' 82:= 0 1 EL.SE 1 B2la 41 
I I F' I BB ( 1 J = 0 t·rHEN, :a1 := 0 1 ELSE 1 B1 S l!I 2J 
' I F' I BB [OJ = 0 tTHEN 1 ea:= 0 'El.SE' BO 31.1 1J 
READ BVTE:i: BO • 1:11 • 62 + 63 ·• 64 +· B5 + 66 <II· 87 J 
1 END' READ ,BViE J 
•INTEGER' •PROCEDURE' READ .LINE ELEMENTJ 
1 BEGIN 9 9 INTEGER' BBJ 
BB:::: BS• 84 • 83 ·• 62 ·• 81 • B0J 
tlf'I .s1NGL.E BYTE •THEN 1 READ LINE ELEMENT!~ BB• 86 
lfl.SE' 
,,,, 86 = 64 'THEN' READ LINE ELEMENT:~ es 
'ELSE' READ LINE ELEMENT:: READ. BYTE* 64 • BB 
1 EN0 1 READ LINE ELEMENTI 
'PROCEDURE' LBL ( ONE BYTE, .CELL.WI 0TH); t BOOLEAN I ONE BYTE J 
1 REAL' CELLWIDTH; 
'BEGIN I ' INTEGER I R, SJ 
SINGLE BYTE::: BO= O; 
•IF• B6 = 64 •THEN' S::: .. 1 'ELSE• S:z: U 
1 1F' 1 ONE BYTE 1 THEN 1 Ri= (85 • 84 • 83) I 8 
1 EL.SE 1 R:: READ BYTE; . 
•IF'• R > 0 1 THEN1 1..INECOUNT:: LINECOUNT+ :I.$ 
1 1F 1 PL.OTTER 
rTHEN' PL.OTRELATIVE 
( 1 1"ALSE', .CELL.WIDTH·* R *·S, 0, • 2, 0) 
•ELSE• PR1NTRELATl¥E 
('FALSE', lfALS£ 1 , R * S, 0, LINENUM6ERMAX, 
•FALSE') ...... . 
1 PROCEDURE' BLW (ONE ,BYTE, REPEAT)J lfNTEGEFP REPEATJ 
1 800LEAN 1 ONE BVTEJ 
1 BEGIN' SINGLE BVTE:~ BO·= OJ 
1 1F• ONE .BYTE •THEN' REPEAT;m (86 • 85 • 84 • 83) / a· 
tfLSE 1 REPEAT:: READ BVTEJ 
LINE REPETITION:~ 1 TRUE 9 
'END I BL\U 
1 PROCEDURE' !~AGE LINE 
(CELLWIOTH, CELLHEIGHT, SHADING, REMAINDER, REPEAT, 
VPOSITION, PLOTTER, LINE REPET1TION, KURN)J 
'INTEGER' SHADING, REMAINDER, REPEAT~ KURNS 
1 REAL 1 CELLWIOTH, CELL~EIGHT, VPOSITIONJ 
9 B00L.EAN 1 PLOTTER, LINE REPETITIONJ 
1 BEGIN 1 1 1NTEGER. 1 INDEX, NJ 1 REAL• VT01'AL. 1 XPOSITION, VJ 
1BOOLEAN' WHITE ELEMENTJ 
'INTEGER' 1 ARRAV' REPEATED LINE £1 ; 276JZ 
•PROCEDURE' STORE REPEATED LINE (X)J 'INTEGER' XJ 
vSEGIN' REPEATED LINE [INDEX]p11 X; INDEX!~ INDEX.·oi> 1 
I END I J 
tPROCEOURE' WHrTE 
·(Y 1 CELL.HEIGHT, PLOTTER, FIRST WHITE ELEMENT, KURN)J 
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9 VALUE 1 VJ 1 REAL 1 V, CEL.LHEIGHTJ 
•BOOLEAN• PLOTTER, FIRST WHITE EL.EMENiJ 
'INTEGER I KURNJ 
1BEGIN 1 
1 1F 1 FIRST WHITE .ELEMENT rTHENI 
1 BEGIN' V:: Y • 1J FIRST WHITE ELEMENTi= •FALSE' 
•ENO•; 
'If'' PLOTTER •THEN' 
9 BEGIN' ·v:: Y * CELLHEIGHTJ YTOTAL.l= YTOTAL +· VJ 
PLOTREL.ATIVE ( 1 FALSE 1 , 0, Y, "2, KURN) 
1 END• 
1 EL.SE' PRINTRELATIVE 




(Y, SHADING, REMAINDER, XPOSITION, CELL.HEIGHT, 
PLOTTER, KURN)i 
•VALUE' Y: 1 REAL' Y, XPOSfTION, CELLHEIGHTJ 
1 INTEGER I SHAD I NG, REMA t NOER, KURN J I BOOLEAN' Pl.OTTER J 
•BEGIN' •tNiEGERt NI 
9 1f 1 PLOTTER tTHEN 1 
tBEGIN 1 Y::· Y * CELLHEIGHTJ VTOTAL&m YTOiAL •· VJ 
PLOTRELATIVE ( 1 fALSE1, 1~ 0, • 1, KURN)J 






I ENO I J 
('FALSE', 
( 1 f'ALSE 1 , 
('FALSE', 
('FALSE', 
'IF 1 REMAINDER m O 'THEN' 
•BEGIN' 
0, V, .,, 1, KURN) J 
2, 0, .... 1, KURNH 
0, .. V, .. 1, KURN)J 
2, 0, ... 1, KURN) 
PLOTRELATIVE ('FALSE', 0, Y, ... 2, KURN)J 
PLOTRELATIVE 
( 1 FALSE 1 , • 4 * SHADING - 1, 0, ~ 2, 0) 
'1!:ND I 
'ELSE' 
•tF 1 REMAINDER.: 1 'THEN 1 
•BEGINI 
PLOTRELATIVE ( 1 FALSE' • .. 1, 0, .. 1, 0)J 
PLOTRELATIVE ( 1 FALSE 1 , 0, V, ~- 1, KURN)J 
PI..OTRELATIVE 
( 1 FALSE 1 , • 4 * SHADING, 0, ~ 2, 0) 
1 END 9 . 
1 ELSE 1 
1 IF' REMAINDER·= 2 1 THEN 1 
•BEGIN' 
PLOTRELAT!VE ('FALSE', 0, V, •· 1, KURN)J 
F1..0TRELATIVE 
( 1 FA!..SE 1 , ·• 4·* SHADING~ 1, 0, .. 2, 0) 
'END 1 
'ELSE 1 






( I FALSE I, 
( 9 FA1.SE 1 , 
( 1 FAt.SE'. 1 , 
( 'FALSE' I 
0, Y, .,. 1, KURN); 
1, 0, .... 1, OH. 
o, 
o, 
.. V, .. 1, KURN); 
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PL.OTFIEL.ATtVE 
( 1 FALSE', ~ 4 ~SHADING~ 2, 0, ~ 2, 0) 
•END• 
•END• 
1 ELSE 1 
•FOR• N:: 1 'SiEP 1 1 1 UNTIL' V 
1 D0 1 PRINTRELATIVE 
('FALSE•, 'FALSE', O, 1, L.INENUMBERMAX, 
1 iRUE 1 ) 
'EN0' BLACIO 
•PROCEDURE' CHARACTER BASE 
(PL.OTTER, YPOSITI0N, VT0TAL, KURN)i 
'RE AL' VP0S l'T I ON, VTOi AL J I INTEGER' KURNS 
1BOOLEAN 1 PL.OTTERS 
t BEGIN I . 
11r 1 PLOTTER rTHEN' 
IBEGINI - . . 
PLOTRELATIVE 
(•FALSE 1 , 0, VPOSfTION •· ViOTAL, • 2, KURN)J 
PLOTRELATIVE ( 1 fALSE 1 , CELI.WIDTH; 0, • 2, 0) 
•END• 
•ELSE 1 PRlNTRELATIVE 
( 1 FALSE 1 , 1 iRUE 1 , 1• VPOSITION, 
LI NENUMBERMAX, 1 F'ALSE t); 
FIRST WHITE ELEMENT;~ 'TRUE'J 
1 EN0' CHARACTER BASEJ 
•PROCEDURE' BLE 
(CELLWIDTH, CELLHEIGHT, SHADING, REMAINDER, REPEAT, 
YPOSITION, VT0TAL, PLOTTER, LINE REPETITION, KURN)J 
1 INTEGER• SHADING, REMAINDtR, REPEAT, KURNJ 
•REAL' CELI.WIDTH, CELLHEIGHi, VP0SITI0N, VTOTALJ 
1 8001.EAN• PLOTTER, LINE REPETrTIONJ 
1 BEGIN t I I N'l'EGER t NS I BOOLEAN I WHITE EL.EMl!;NT J 
1 1NTEGER 1 1 PR0CEDURE' READ REPEATED LINEJ 
1 BEGIN' 
READ REPEATED L.INE:= REPEATED LINf (INDEX)$ 
INDEX: ::a INDEX ·+ 1 
I END' J 
R:~ READ LINE ELEMENTJ 
1 IF' L.INE REPETITION 1 THEN' 
*BEGIN' STORE REPEATED LINE (R)J 
STORE REPEATED .LI NE ("' 1) 
IENDIJ 
BLACK 
(R, SHADING, REMAINDER, XP0SITION, CtLLHErGHT~ 
PLOTTER, KURN)B 
CHARACTER BASE (PLOTTER, VPOSfTION, VTOTAL, KURN)J 
'IF' LINE REPETITION 'THEN' 
'BEGIN' 
'F0R 1 NI~ 1 1 SiEP' 1 tUNTIL 1 REPEAT 1 00 1 
tBEGINt INDEX:: lJ WHITE ELEMENTJ~ 1 TRUEIJ 
1 lr' PLOTTER 'THEN' 
tBEGlN 1 XP0SITI0Nl= PLOT (0, 0, 15)J 
YTOTAL!= VP-OSITI0N 
1 END'J 
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1 00' 
1 BEGIN' 
I !P 1 WHITE ELEMENT 
f"THEN 1 \l/H rTE 
(R, CELLHE!GHT, PLOTTER, 
FIRST WHITE ELEMENT, KURN) 
'EL.SE 1 -BLACK 
(R, SHADING, REMAINDER, 
XPOSITION, CELL.HEIGHT, 
PLOTTER, KURN)J 
WHITE ELEMENT: i= ... WHITE ELEMENT; 
I END I J 
CHARACTER BASE 
(PLOTTER, VPOSITION, ViOTAL, KURN) 
I END I J 
LINE REPETITION!= 9 FALSE 1 J 
9 END 1 
•END' BLEJ 
LINECOUNT:= LINECOUNT :+ 1J 
1 1F 1 PLOTTER 1 THEN' 
1 BEGIN' XPOSITION:e PLOT (0, 0, 15)J 
VTOTAL:= YPOSITION 
1 EN0 1 J 
WHITE ELEMENT!= 'FALSE 1 J 
1 1F' LINE REPETITION 1 THEN' 
1 FOR 9 INDEX:= 1 •STEP 1 1 1 UNTIL' 276 
1 00 1 REPEATED LINE [INOEXJ:111 03 
INOEX:11 1J 
1 FOR 1 N:r: 1, N + 1 1 WHILE 1 87 111 0 9 00 1 
1 BEGIN 1 WHITE ELEMENT:=~ WHITE ELEMENTJ 
V:a READ LINE ELEMENTJ 
1 IF' LINE REPETITION 
1 THEN 1 STORE REPEATED LINE (Vli 
1 1F 1 WHITE ELEMENT 
•THEN• WHITE 
(V, CELLHEIGHT, PLOTTER, 
FIRST WHITEELEMENT, KURN) 
'ELSE• BLACK 
(Y, SHADING, REMAINDER, XPOSITION, 




(CELL.WIDTH, CELLHEIGHT, SHADING, REMAINDER, REPEAT, 
VPOSITION, VTOTAL, PLOTTER, LINE REPETITION, KURN) 
'END' IMAGE LINE; 
1 PR0CEDURE 1 ADDRESS ERRJ 
ERROR 
("ADDRESSED COR~•AREA NOT LOADED WITH ERROR•FREE 
CHARACTER .. OATA", MIC, •F'ALSE•, 1 TRUEl)J 
1 1F' 1 -BUFFERSEG A SEGM ~ 0 
1 THEN 1 ERROR 
("CHAR,CALL FROM SEG,Q WHICH HAS BEEN USED AS 
BUFF'ER FOR OISC ... INPUT 11 , MIC, 1 FALSE', 9 TRUE')J 
1 1F 1 SEGM a., 1 
1 THEN 1 ERROR 
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1 FALSE', 'FALSE', 9 TRUE 1 )J 
1 IF' CORE [SEGM, PRIMARY ADDRESS, 21 ~ • 1 1 THEN• 
1 BEGIN 1 SECTADDR:: CORE [SEGM, PRIMARY ADDRESS, 1]1 
SECTBVTE:: 1; R:: READ DISCJ SI=· READ DISCJ 
•FOR 1 i::READ DISC 1 WHILE 1 
-~ (R: CUAK ft S: CSPE AT: PRIMARY ADDRESS) 
•DO• •BEGIN' R;::: SJ Sp: 1' 1 END'; 
SECiBVTE:: SECTBVTE + 2; THIRDBVTEg: READ DISCJ 
B00L RDDISC!: 'TRUE': INPCORE ( 1 TRUE 1 )J 
B00L RDDISC:: 'FALSE 1 ; SECPA:: Q; SECSEG:~ SEGM •· lJ 
'END• 
'ELSE' 
1 BEGIN1 SECPAt= CORE [SEGM, PRIMARY ADDRESS, l]J 
SECSEG:: CORE [SEGM, PRIMARY ADDRESS, 2) • SEGMJ 
tlF' SECSEG > CORESEGMENTS 1 THENt ADDRESS ERRJ 
THIRDBVTE:: CORE [SEGM, PRIMARY ADDRESS, 3JJ 
tfF'' .... (THIROBVTE Ill O v THIRDBV'l'E Iii 1 v THIRDBVTE :1 2 
v THIRDBVTE = 32) 
•THEN' ADDRESS ERR 
I END' J 
FIRST WHITE ELEMENT:= tTRUE'; 
BYTE:: :I,; LINE REPETITION:= IFALSE'B 
1 IF' THIRDBYTE: 2 9 THEN 1 




•THEN' ERROR . 
("MICROPROGRAM CONTAINS MICROPROGRAM•CALL", 
1 TRUE', tfALSE', •TRUE')J 
MIC::: •TRUE'; INSTR NUMBER MIC!i:: OJ 
•FOR• Sl: READ CORE 1 WHILE 1 ~ S :1 CUAT 
1 D0 1 INTCRPRET (S, 1 TRUE 1 , 'FALSE 1 , PLOTTl!:R)J 
MIC:: 1 F'ALSE•J SEGMf:: SEGM:: REMEMBERSEGMFJ 
1 ENP 9 
1 ELSE 9 
1 BEG1Nt 
SEGMF:::SEGMJ 
I IF I KURN ::: ,. :I,' 
•THEN' ERROR 
("CHARACTER•CALL BEFORE FIRST GRO.fNSTRUCTION", 
MIC, 1 FALSE', 1 TRUE 1 )J 
CHAR:: 1 TRUE 1 J LINECOUNT:: OJ 
fU1:1 
( 1 IF 1 ThlRDBYTE: 0 'THEN' 3.75 1 ELSE 1 15) * GRIDTYPEI 
•COMMENT• ROUNDING orr; 
LI NESTART:: 
•1F 1 THIRDBVTE: 1 1 iHEN1 0 
1 ELSE 1 (' lf 1 PLOTTER 1 THEN' 10 * FACTOR 'ELSE 1 1) * R; 
,1p1 PLOTTER 1THEN' 
9 BEGIN 1 YPOSITION:= PLOT (0, 0, 16) • LINESTARTJ 
PLOTRELATIVE ( 1 fALSE', 0, P LINESTART, • 2~ KURN) 
1 END 1 
1 EL.SE 1 
•BEGIN' YPOSITION:= PRINTPOSITION ~ LINESTARTJ 
PR.I NiRELA'I' I VE 
('FALSE', 1 fALSE 1 , 0, LINESiART, LINENUMBERMAX, 
1 PAL.SE') 
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1 FOR' N:: 1, N ·+ 1 1 WHILE 1 -~ BOOLUAT 100, 
1 8EGIN 1 READ BYTEJ 
'IF'' 87:: 128 1 THEN 1 
'BEGIN' 
1 IF 9 82 m: -4 1 THEN' 
'BEGIN• 
1 1F' 1 ;fl1 = 0 1 THEN 1 L.BL (1TRUE 1 , CELLl!IIDTH) 
1 ELSE'. 
1 1F' 9 Bl= 2 A B3 = 0 A 64- = 0 A B5 = 0 
1 THEN 1 .LBL ( 9 FALSE1, CELLWIDTH) 




1 1F't ,81 = 0 1 THEN• BL.W (ITRUEI, REPEAT) 
1 EL.SE• 
•BEGIN' 
1 IF' 1 B3 = 0 A 84: 0 A B5 = 0 A B6: 0 
rrHEN• BLW ( 1 FAL.st1, REPEAT) 
•El.SE• 
¥1F' 1 B3 = 8 A 84:: 16 A 65 ~ 32 A• 
86 i:i 64 
ljHENt 
•BEGIN' 
I IF'' PLOTTER 
'THEN' PLOTRELATIVE 
('FALSE', 0, L.INESTART, 
.. 2, KURN) 
'ELSE' PRtNTRELATlVE 









'EL.SE 1 1 MAGE LI NE 
(CEL.LWlDTH, CELL.HEIGHT, SHADING, REMAINDER, 
REPEAT, YPOSITION, PLOTTER, 
LINE RfPETrT10N, KURN) 
1 EN0 1 J 
CHAR:s:: 'F'ALSE'S 
1 END 1 










CSPE: = 001010111 
CUAI< :: 00011100; 
CVERA:: 00111011! 
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FACTOR [7] :z:2, 25J 
FACTOR[9J::2,75J 
FACTOR[11] S=3,5; 
•COMMENT' IN THIS BLOCK,THE INPUT 
DIGISET MACHINE-coDE,WHICH IS 
DTAPEJ 
IS TRANSLATED INTO 
STORED IN THE ARRAY 
•INTEGER• MEDIUM LINES, NM, BEFORE LEFT. COMMAND, 
BEFORE RIGHT COMMAND, AFTER RIGHi COMMAND, 
LEFT COMMAND, RIGHT COMMAND, 1, J, INSTR COUNT', 
KENBVTES, WORD POINTER, SEG POINTER, EL STARTJ 
1 REAL' /q 
1 1NTEGER' •ARRAY' AA (1 : MAXLINENUMBERCHAR, 1 : 20]; 
•BOOLEAN' BOOLSTOP, NUMBER, BOOLKEN, BOOLUBL, MICEND,ADRCAL; 
•INTEGER• tPROCEDURE* SKIP (INITIAL VALUE)J 
1 B00LEAN 1 INITIAL VALUEJ 
•COMMENT• ·T~E GLOBAL PARAMETER INSTR NUMBER IS CHANGEOJ 
'BEGIN 1 1 INTEGER I SJ 
• IF' INITIAL VALUE 9 THEN 9 
•BEGIN' INSTR NUMBER:= 2; SKIP:: OJ NEW PAGEJ 








1 8EGIN 9 





'PROCEDURE' FILL DTAPE (X); •VALUEt XJ 'INTEGER' XS 
1 BEGIN' 
'IF" INSTR COUNT·> DiAPELENGTH 
1 THEN 1 ERROR 
("INPUT CAUSES DTAPE-OVERFLOW", 
'f ALSE', CHAR, •·TRUE 9 ) J 
DTAPE [INSTR COUNT]I: XJ INSTR COUNT:= INSTR COUNT·• 11 
'IF' PUNCH tTHEN' 
VflEGIN' 
'IP' CHAR v X IGEI 10 ·•* 3 tTHEN' 
1 BEGIN 1 'INTEGER' A, B, NJ 
AJ: BS: 0; 
1 FOR' N:: 7 1 STEP 1 •@1 1 UNTIL' 0 1 00' 
'BEGII-P 
a:: ENTIER(X / 10 **· N)J 
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Al:i A + (' 11" 1 B :: 1 'THEN' 2 ** N lfl.SE 1 0) 




I END t; 
1 END1 FILL DTAPEJ 
9 PR0CEOURE 1 CHARACTER (K, START); 1 VALUE 1 K, STARTJ 
1 INTEGER' K; 1 8001..EAN' START; 
•BEG1N1 1 INTEGER' J; !BOOLEAN' SINGLE BYTE, UAT, L127J 
•PROCEDURE' CODE SHORT LONG LIST (K, START); 
'INTEGER• K; 'BOOLEAN• STARn 
t BEGIN 1 ' INTEGER' NJ 
1 BOCLEAN 1 FIRST COMMAND, LAST EMPTY LINE, 
LAST REPETITION) 
1 PR0CEDURE 1 CODE CHAR ELEMENT (K)J I INTEGER' l<J 
'BEGIN' 1 1NTEGER 1 BITO, BrT6J 
1 PROCEDURE I CODE I MAGEL I NE (K) j I INTEGER I I< J 
1 BEGIN' 'INTEGER 1 J, BYTE1, BVTE2J 
1 PROCEOURE 1 LINE BViES (A)J *VAl.U!::;1 Al 
1 1NTEGER 1 AJ 
1 BEGIN 1 
'IF' ~ SINGLE BYTE 'THEN• 
'BEGIN' 
1 tF 1 A> 63 1 THEN1 
'BEGIN' 
6ViE2:= FORM BYTE (13, 6, A)J 
BViE1:n FORM BVTE (5, 0, A)J 
1 END• 
1 ELSE 1 
1 BEGIN 1 BYTE2:= OJ 
6VTE11t.: 




•BEGIN 1 BViE1:= FORM BYTE (6, 0, A)J 
BV'fE2:= 0 
'END' 
1 ENOV LINE -BYTES; 
1 I' OFP .J : :i 2, 
J + i 'WHILE' AA (K, J +· 1) INE 1 0 
1001 
1 BEGIN 9 LINE BYTES (AA [K, JJ); 
FILL OTAPE (BVTEi)J 
' IF' ... BVTE2 i: 0 
tTHEN 1 FILL DTAPE (BViE2) 
1 END 1 J 
LINE BYTES (AA (K, J])I 
FILL D'fAPE (BYTE1 + 10000000)1 
'IF' 1 .... BYTE2 = 0 liHEN 1 FILL. OTAPE: (BYTE2) 
1 END 1 CODE IMAGELINEJ 
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'VALUE' AJ 9 1NiEGER 1 NB, NO, AJ 




ENTlER (A/ 2 •• (NB• 1)) * 
2 -u (NB • 1H 
1 FOR' Nl= Ne 1 SiEP' .. 1 1 UNTIL. 1 NO 1 D0 9 
1 BEGIN' AA:: ENTIER (A/ 2 ** N); 
A;~ A• AA• 2 •• Nj 
B:= B •AA• 10 •• (N ~ NO) 
I ENO I J . 
FORM BYTE:= BJ 
1 END 1 F'ORM BYTE$ 
11ft SINGLE BVTE •THEN' BITO:= 0 
9 EL.SE 1 BITO:: 1B 
9 1F' 1 AA Cl<, 2) i: O •THEN' 
IBEGINI 
1 lf't AA CK, 11 > 0 1 THEl'!I. BIT6!&11 0 
•EL.SE• BIT6t= 1000000} 
'IF"• ASS (AA [K, 11> < 8 
•THEN! F'IL.L DTA~E 
(10000100 • BITO •· BIT6 • 
9 fl.SE• 
'BEGIN' 
FORM BYTE (2, 0, ABS (AA [I,<, 1J)) 
* 1000>. 
FILL DTAPE (10000110 + BlTO + 81T6)J 
f' I LL OTAPE 
(FORM BYTE (7, 0, ABS (AA ti<, iJ>)) 
1 END* 
1 END 1 
•ELSE 1 
'IF' 9 AA (K, 1] ·> 1 9 THEt-P 
'BEGIN• 
1IF' 1 AA Cl<, 1] < 16 
tTHEN' FILL OTAPE 
(10000000 +SITO+ 
1 ELSE® 
FORM BYTE (3: 0, AA fK, 1J ~- 1) * 
1000) 
'BEGIN' FILL DTAPE (10000010 •· BITO)J 
Fl LL OTAPE 
(F'ORM BVTE (7, 0, AA CK, 1) "'1)) 
I END I J 
CODE IMAGELINE (K) 
'ENDi 
1 EI.SE' CODE IMAGELINE (K) 
'END' CODE CHAR ELEMENT; 
1 PROCEDURE• CODE LIST (IC, JC)J 1 1NTEGERt IC, JCJ 
1 BEGIN' 1 INTEGER' HC$ 
1 FOR 1 HCZ• IC 1 STEP 1 1 1 UNTILl JC 
1 00' CODE CHAR ELEMENT (HC) 
9 ENO• CODE LISTJ 
t PROCEDURE I CODE i A I I. ("N); ' I NT EGER 9 NJ 
1 BEGIN 1 SINGLE BViE!= 1 TRUE 1 ; 
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1 If' LAST EMPTY LINE vTHEN' 
•BEGIN' CODE LIST (N, K ~ 2); 
SINGLE BYTE:: lfALSEIJ 
CODE L~ST (K • i, K) 
1 END• 
'ELSE' 
'If' LAST REPETITION •THEN' 
1 BEGINt CODE LIST (N, K ~ l)J 
SINGLE BVTEt: 1 FALSE 1 J 
CODE CHAR ELEMENT (K) 
tEND 1 
'ELSE' 
tff 1 AFTER .RIGHT COMMAND> 1 tTHENJ 
•BEGIN• CODE LIST (N, Kw l)J 
FILL DTAPE (10000101)1 
SINGLE BYTE:: tfALSE'J 
.CODE CHAR ELEMENT (K) 
•END• 
1 ELSE 1 
1 BEGIN' CODE LIST (N, RIGHT COMMAND• i)J 
SINGLE ,BYTE I: 1 f ALSE I J 
CODE LIST (RIGHT COMMAND, K) 
1 END• 
•END• CODE TAILS 
FIRST COMMAND:~ AA [1, il > 1 Y AA ti, 2] ~ 0$ 
1 1F' 1 K > 1 1 THEN 1 
'BEGIN' LAST EMPTV LINE:= AA [I(~ 1, 2J : OJ 
LAST REPETITION:= AA [K, 1J > 1 
'ENO' 
'ELSE• LAST EMPTY LINE:= LAST REPETITION:= 
7 f' AL.SE I J. 
1 1P' f'IRST COMMAND 'THEN' CODE TAIL (1) 'ELSE' 
1 IF' LEFT COMMAND> 1 9 THEN• 
'BEGIN' 
11ft BEFORE LEFT COMMAND> 1 v START 9THENt 
•BEGIN' SINGLE BYTE:= 'TRUE'J 
FILL DTAPE (10000100) 
•ENDq 
CODE LIST (1, LEFT COMMAND• l)J 
CODE TAIL (LEFT COMMAND) 
1 END 1 
'ELSE• 
,,,, MEDIUM LINES> 1 A 
(UAT Y LAST EMPTY LINE Y LAST REPETIT10N) 
1 THEN• 
lBEGIN 1 SINGLE BVTEJ: 1 TRUEIJ 
FILL DTAPE c100001oo)J 
'IF 1 UAi 1 THEN 1 CODE LIST (1, K) 1 ELSE' 
1 If' LAST EMPTY LINE tTHENI 
1 BEGIN 1 CODE LIST (1, K • 2); 
SINGLE BYTEl: 1 FALSE'J 
CODE LIST (K ~ 1• K) 
•END' 
1 ELSE 9 
• IF 1 LAST REPETITION ITHEN' 
'BEGIN' CODE LIST (1, K • 1)J 
SINGLE BYTE:: 1 fALSE'J 
CODE .CHAR ELEMENT.(!<) 
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1 END 1 
1 ELSE 1 
28 
'IF 1 MEDIUM LINES> 2 'THEN• 
9 BEGIN 1 FILL DTAPE (10000i00)J 
SINGLE BYTEI= 1 TRuE•; CODE LIST (1, K • 1); 
FILL DTAPE (10000101)J SINGLE BYTE:= 1FALSE 1 ; 
CODE CHAR ELEMENT (K) 
1 END• 
'ELSE• 
1 BEGIN 1 
I tF' START 'iHfNI 
'BEGIN• SINGLE BYTE:: 9 FALSE 1 J 
FILL OTAPE (10000101) · 
'END'$ . 
CODE LIST (1, K) 
•EN0 1 
•ENO' CODE SHORT LONG LISTJ 
1PROCEDURE• READ CHAR ELEMENT (K, J); 'INTEGER' K, J; 
•BEGIN' 1 INTEGER' R, SJ 
s:: SKIP ( 1 FALSE 1 )J 
1 1F 1 S = 65 •THEN• 
•BEGIN' s:: RESYM; PRSVM (5); S:: • S 'ENOIJ 
1 1ft s < 10 ITHENV 
1 BEGIN 1 RI::: SJ 
lfQRt S:: SKIP (tfALSEI) •WHlLE 1 S. < 10 
'00 1 R:: R * 10 + SJ 
AA tK, JJ UI RJ 
'lf" 1 R11:10 
1 THEN 1 ERROR 
("ZERO-VALUED LINE•fLEMtNT", •PALSE•, 
tTRUE•, •FALSE')! 
I IF" 1 J 11 1 'THEN• 
1 BEGIN' L127:::: UAT:: •FALSE', NMa= 0 1 fN0 1 
1 ELSE 1 
'IF' 1 AA [Ki JJ > 127 1 '1'HEN 1 L1271= 1 TRUE 1 
1 ELSE 1 'IF' AA [K, J] > 63 'iHEN 1 NM:" NM+ 11 
• 1 F • s :::: 87 
•THEN' READ CHAR ELEMENT (K, J • 1) 
1 ELSE 1 
, 1 F' 1 s :: 99 'THEN 1 
'BEGIN' AA [I(. J + 1 J : 111 AA [KI J ,I, 2] Pl OJ 
' IF' . .., J ... 2 * ENT I ER ( J / 2) : i 
'THEN' ERROR 
("EVEN NUMBER OF LINE~ELEMENTS", 
1 FALSE 1 , ITRUE', IFALSE 1 ) 
1 END 1 
1 ELSE 1 ERROR 
1 END 1 
1 ELSE 9 
("LINE-ELEMENT NOT FOLLOWED av ) OR ,", 
•FALSE', 'TRUE', 9 FALSE 9 ) 
•tF 1 S: 98 •THEN1 READ CHA~ ELEMENT (K, 1) 1 ELSE' 
'IF' S::: 91 ITHEN• UAT:::: •TRUE 1 
'ELSE 1 ERROR 
("SV~BOL FOLLOWING LINE~ELEMENT NOT ALLOWED", 
lf'ALSE', ITRUE 9 ' 1 f'ALSE') J 
' IF I BOOLERROR "' ,.., UAT I THEN t 
9 BEGIN 1 .LINECOUNTt= LINECOUNT • 11 
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1 END' 
1 EN0 1 READ CHAR ELEMENiJ 
CHAR:= 1 iRUE 1 S SINGLE BYTE:: 'FALSE'; 
•IF' K::: 1 •THEN• 
tBEGIN• 
BEFORE LEFT COMMAND:: BEFORE RIGHT COMMAND!= OJ 
MEDIUM LINES:::OJ 
LEFT COMMAND&: RIGHT COMMAND:: 1 
1 END•; . 
READ CHAR ELEMENT CK, 1); LINECOUNT:: LINECOUNT + 1J 
•IF• .... BooLERROR •THEN' 
•BEGIN' 
I IF• UAT 'THEN'. 
•BEGIN' 
AFTER RIGHT COMMAND:: 
MEDIUM LINES• -BEFORE RIGHT COMMAND} 
CODE SHORT LONG LIST (K - 1, START)J 
•END• 
'ELSE' 
1 1F 1 L127 1 THEN' 
•BEGIN' 
AFTER RIGHT COMMAND::. 
MEDIUM LINES• BEFORE RLGHT COMMAND; 
CODE SHORT LONG LIST (K, START)J 
K:= 11 START:: 1 FALSE•J 
CHARACTER (1, 1 f'AL.SE 1 ) 
1 END 1 
1 ELSE 9 
1 1F 1 AA CK, 2J = 0 'THEN• 
9 BEGIN 1 
1 IF' K > 1 'THEN 1 
IBEGIN• 
9 If° 1 AA t K ... 1, 2] i:: 0 1 THEN! 
1 BEGIN 9 
AA [ K .. 1, 1 l I= 
AA t K .. 1, :1. l + AA [ K, 1 lJ 
l(pl I( .., 1 
1 ENO' J 
• If' LEFT COMMAND= 1 1 THEN 9 
•BEGIN' LEfT COMMAND:: RIGHT COMMAND:e K; 
BEFORE RIGHT COMMAND:: 




BEPORE RIGHT COMMAND:: MEDIUM LINESJ 
RIGHT COMMAND:= K 
1 END' 
I ENO f J 
CHARACTER (K + 1, START) 
1 END 1 
1 ELSE 9 
9 BEGiN 1 
9 1F'' AA [K, 1J·> 1 "'K > 1 9 THEN 1 
'BE(INt . 
1 IF' LEFT COMMAND: 1 1 THEN 1 
1 BEGIN 1 LEFT COMMAND:: RIGHT COMMAND:: K; 
BEFORE ~IGHT COMMAND:: 
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BEPORE RIGHT COMMAND:= MEDIUM LINES; 
RIGHT COMMAND:: K 
•END• 
9 1::NO'; 
MEDIUM LINES:: ·MEDIUM LINES• NMJ 
CHARACTER (K • 1, START) 
•EN0 1 
1 ENO'J 
CHAR::: 1 f AL.SE t J 
1 END 1 CHARACTER; 
1 PROCEDURE' LISTINGNUMBERJ 
1 BEGIN' NLCRJ PRINT (INSTR NUMBER)J SPACE (40 ~ PRINTPOS)J 
INSTR NUMBER:: INSTR NUMBER• iJ 
1 EN0 1 LISTINGNUMBERJ 
•PROCEDURE' fREE CORE(WORO POINTER, SEG POINTER)J 
1 1NTEGER• WORD POINTER, SfG POINTERJ · 
1 BEGIN 1 'INTEGER' LENGTH! 
LENGTH:= (INSTR COUNT+ 1 • EL START) / 31 
WORD POINTER:: WORD POINTER+ . 
( 1 IF• LENGTH= ENTIER(LENGTH) *THEN' LENGTH 
9 ELSE 9 LENGTH• 1)J -· . 
9 1F' WORD POINTER> 255 tTHENt 
•BEGIN• 
WORD POINTER);: WORD POINTER•· 256J 
SEG POINTER:: SEG POINTER·• 1 
1ENO• 
9 END• fREE COREf" ... 
•PROCEDURE' UATT .CHECK(NUMBER, BOOLSTOP)J 
1 BOOLEAN• NUMBER, BOOLSTOPJ 
1 BEGIN• 'INTEGER• NJ 1 REAL 1 1 ARRAV 1 AA(1:2JJ 
•f'OR 1 Nii= 1, 2 'DOI 
•BEGINI 
NUMBER:: 9 TRUE 1 ; LISTINGNUMBERJ 
READ INPUT Et.EMENTB AA[NJp::: AJ A:: OJ 
'END'J 
9 1F 1 AA[l]: 39269 -n AA[2l : 39269 'THEN• 
9 BEGIN' 
FILL OTAPE(CUAT); FILL. OiAPE(CUAT)J 
1 EN0 1 
1 ELSE' ERROR("TYPEFOUNT EL, NOT FOLL.OWED av UATJUATJ", 
lf'ALSE', 1 FAL.SE 1 , 1 F'ALSE 1 H 
B00LSTOP:: AA[ll : 39260 A AA[2) : 1344841· 
'END' UATT CHECK$ 
'PROCEDURE' READ INPUT ELEMENT$ 
1 BEGIN 1 1 INiEGER' S$ 
s:: SKIP ('fALSEt)J 
'If' S = 98 'THEN' .. 
1 BEGIN' 
' I F' A i: 0 1 THEN 1 
1 BEGIN' A:: SJ NUMBER:: 1 FALSE'I 1 ENO' 
I ELSE I ERROR 
("INSTRUCTION CONTAINS NON-ALLOWED SVM60L", 
tf'ALSE', 9 FALSE', "F'AI.SE 1 ) 
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9 END' 
1 ELSE 1 
1 lF 1 -S: 100 1 1'HEN' 
tBEGINt . 
1 11" 1 A 1 NE• 0 tTHEN' 
31 
ERROR("INSTRUCTION CONTAINS NON•ALLOWED SYMBOL", 
•FALSEi, 'FALSE•, 1 FALSE 1 )J 
READ INPUT ELEMENT 
•END' 
•ELSE 1 . 
9 1F 9 S: 101 9 THEN 9 
•BEGIN• 
'IF' 1 S1<1P('FALSE') •NE• 91 1 THEN• 
ERROR("INSTRUCTION CONTArNS NciN-ALLOWED SYMBOL", 
•FALSE•, 1 F'ALSE•, 'FALSE•); 
I IF' I NUMBER V THEN I •. 








'IF' ADRCAL •THEN' 
1 BE:GIN 1 
FREE CORE( WORD POINTER, SEG POIN1'ER)J 
ADRCAL: 111 'F Al.Sf t 
I END'. 





•IF 9 S = 91 •THEN' 
•SEGINI 
•IF' NUMBER •THEN• 
'BEGIN' 
'fr' A 1 NE' 256 9 THEN' FILL DTAPE(A)J 
LISTINGNUMBERJ 
•tr' A: 62 ~ DTAPE[INSTR COUNT-2J ~ CSPE 
A DTAPE[INSTR COUNT•3J : CUAK 1 THEN' 
•BEGIN• WORD POINTER:: O; SEG POINTER:;: 1· •END• 
1 EL5E' 'IF' A;: 256 1 THEN• 





EL START:: INSTR COUNT• 2B 
·rtLL OTAPE(WORD POINTER); 
FILL DiAPE(SEG POINTER) 
'END q 
'lf 1 BOOLKEN 9 THEN 9 
'BEGIN' KfNBVTES:: KENBVTES •· 11 
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1 IP' s < 10 A NUMBER •THEN' 
1BEGIN 1 A:= A* 10 + SJ 
• t F I A > 256 
ITHEN 1 ERROR 
32 
("INTEGER CANNOT BE CODED IN ONE BVTE", 
•FALSE', 1 FALSE 9 , 1 FALSE 1 )J 
READ INPUT ELEMENT 
'END' 
I EL.SE I 
1BEGIN' NUMBER:: IFALSE'J A:: A* 36 + SJ 
READ INPUT ELEMENT 
•END 1 
'END' READ INPUT ELEMENTS 
•PROCEDURE' CODE SWITCHJ 
1 BEGIN 9 
•IF' A - 468 •THEN' FILL DTAPE (COO) 1 ELSE' 
9 11" 1 A= 17231 9 THENt FILL DTAPE (COAN) 'ELSE 1 
'IF' A: 782362 1 THEN 1 FILL DTAPE (CGROA) 1 ELSE 1 
11p1 A: 782363 1 THEN 1 FILL DTAPE (CGROB) 1ELSE 1 
IIF 1 A: 782364 1 THEN 1 FILL DTAPE (CGROC) 1 ELSE' 
1 1F 1 A: 782365 1 THEN 1 FILL DTAPE (CGROD) 1ELSE 1 
'IF 1 A= 782366 1 THEN 1 FILL DTAPE (CGROE) •ELSE' 
'IF' A: 782367 1 THEN 1 FILL DTAPE (CGROF) 1ELSE 1 
1 1F 1 A: 782368 1 THEN• FILL DTAPE (CGROG) YEL.SE 1 
•IF' A: 782369 1 iHEN 1 FILL DTAPE (CGROH) •ELSE' 
lfF' A: 782370 'THEN 1 FILL DTAPE (CGROI) 1 ELSE 1 
9 tF 1 A: 782371 'THEN 1 FILL DTAPE (CGROJ) tELSE 1 
'IF 9 A: 782372 1 THEN 1 FILL DTAPE (CGROK) •ELSE' 
1 IF 1 A: 782373 1 THEN' FILL DTAPE (CGROL) 'ELSE' 
•tF' A: 782374 1 iHEN' FILL DTAPE (CGROM) •ELSE 1 
1 11' 1 A= 26447 1 THEN 1 
1 B!GIN 9 FILL OiAPE (CKEN)J 
9 1F 1 ~ BOOLKEN 1 THEN 1 
1 8EGINI BOOLKEN:: 1 TRUE'J KENBVTESl: 0 1 END 1 
1 ENO• 
1 ELSE• 
'IF' A= 972973 1 THEN• FILL OTAPE (CKUR1) IELSE' 
1 IF 1 A: 972974 1 THEN 1 FILL DTAPE (CKUR2) 9 ELSE' 
1 1F' A: 972975 1 THEN 1 FILL DTAPE (CKvR3) IELSr.• 
'IF' A: 30699 1 iHEN' FIL.L DTAPE (CNOR) 1 ELSE 1 
1 1F' 1 A: 30909 1 THEN 1 FILL. DTAPE (CNUL.) 1 Et...SE 1 
'IF' A: 33166 'THEN' FILL DTAPE (CPLA) 1 ELSE 1 
'Ir' A: 33170 9 THEN 1 FILL DTAPE (CPLE) 1 ELSE' 
1 IF' A= 1299044 1 THEN 1 PILL DTAPE (CP.UCK) 'ELSE' 
'IF 1 A: 1322555 1 THEN 1 FILL OiAPE (CSCHN) 1 ELSE 1 
'IF' A: 36808 1 iHEN 1 PILL DTAPE (CSEG) 1 ELSE 1 
'IF' A= 37202 1 THEN• FILL DTAPE (CSPE) 1 EI..SE' 
'IF' A: 48396233 1 THEN' 
1 BEGIN 1 FILL DTAPE (CSiART)g BOOLUBLJ: 1 FALSE 1 1ENDI 
'ELSE• 
1 Ir' A: 37955 'THEN 1 FILL 
1 1P 1 A: 38570 'THEN' FILL 
1 1F' A: 39260 1 THEN 1 FILL 
111" 1 A: 39269 'THEN' FILL 









1 ELSE 1 
1 ELSE' 
I EL.SE I 
1 EL.SE 1 
•BEGIN 1 FILL OTAPE (CUBL)J 8001.UBLl= 1 iRUE' 1 END 1 
1 ELSE• 
111" 1 A : 1465462 'THEN' FILL D'l'APE (CVERA) 1 EI..SE' 






























































B 2665f,001 NOOTTENHAGEN 33 
' If 9 A :: 1465482 1 THEN' FILL Oi'APE (CVERU) 'EL.SE' 
' I f' I A :: 42133 1 iHEN• FILL DTAPE (CWID) 1 EL.SE 1 
I IF I A : 45891 'THEN 1 FILL DTAPE (CZER) 1 ELSEt 
I I fl' I A :: 45895 9 THEN 1 FILL DTAPE (CZEV) 'ELSE• 
I Ip I A ::: 46538 1 THEN• F'ILL DTAPE (CZWQ) 1 EI..SEt 
t 11" I A = 46539 •THEN1 FILL DTAPE (CZWR) 1 EL.SE• 
' I fl' I A= 1344841 1 Tt1EN 9 
'8EGIN 1 F'IL.L OTAPE (CSTOP)J BOOLSTOPg~ 1 TRUE1 •END• 
1 EL.SE 9 
1 1F'' A:: 9~ ~THEN~ 
•BEGIN' 
LINECOUNT;:: 1J CHARACTER (1, 1 TRUE')J A::: OJ 
•1f1 AORCAL 1 THENt 
•BEGIN• 
FREE CORE(WORD POINTER, SEG POINTER); 
ADRCAL.:::: •FALSE 1 
•ENDIJ 
UATT CHECK(NUMBER, BOOLSTOP) 
•ENO• 
9 ELSE• 
•If' BOOLKEN tTHENt 
•BEGIN' KENevrEs:: KENBVTES + 1; F'ILL DTAPE (A)J 
BOOLKENs: KENBVTES < 3 
•END• 
•Et.SE• 
9 1F' BOOLUBL •THEN' PILL DTAPE (A) 
9 ELSE• ERROR 
("INSTRUCTION DOES NOT EXIST", 9 FAL.Sft, 
•FALSE', •fALSE')J 
''fl'' eooLSTOP •THEN' NEW PAGE 
'ELSE• 
9 IF' 1 .... MICENO •THEN' LISTINGNUMBER 
1 EN0 1 C00E SWITCHJ 
SK IP ('TRUE'): 1 NSTR COUNT 1 i:: U 
BOOLSTOP:: BOOLKEN:: BOOLUBL:: ADRCAL:g lfALSE'J 
'FOR• 1:::::: 1, I + 1 1 WHILE• ,,.. BOOLSiOP '00' 
'BEGIN' A:: OJ NUMBER:: 1 TRUE 9 ; READ INPUT ELEMENTi 
1 1f 9 ~ NUMBER 9 THEN 1 CODE SWITCH 
'END 1 $ 
9 1F 1 BOOLERROR 1 THEN' EXliJ 
•ENO• THE INPUT IS TRANSLATED INTO DIGISET MACHINE•COOEJ 
BOOLWIDl:: MIC:= BOOL Roo,sc:= BOOL INPCOREJ= 
BOOL CHAR TO o,sc:= BUFFERSEG:= BOOLZW0:= CHAR!= 1 FALSE 1 J 
SEGM:= SECT8YTE!: KURN;: • 11 
BVTENUMBER INPUT:: INSTR NUMBER:: 1J 
•FOR' Rl::::: 1 1 STEP' 1 'UNTIL' CORESEGMENTS tOQi 
'FOR' s&= o 1 srEP 1 1 'UNT11. 1 255 •oo• 
9 FOR 1 Tl: 1, 2, 3 1 D0' CORE [R, S, T)p: 03 
1 COMMENT 1 THIS INITIALISATION IS NEEDED FOR ADDRESS•ERROR 
CHECKSJ 
I If' PLOTTER FTHEN' 
1 BEGIN 1 PLOTRELATIVE ('TRUE', 0, 0, O, 0); 
PLOTFRA~E (0, 0, 15000, 2750, 15000, 2750)3 
9 EN0 9 
1 ELSE' 
1 8EGIN' 
1 FOR• LINENUMBER:= 1 1 STEP 1 1 1 UNTIL 1 LINENUMBERMAX 1 00 1 













B 2665r,001 NOOiTENHAGEN 34 
'DO' LINEPRINTEROUTPUT [LINENUMBER, PRINTPOS!T10N]I ■ 
1 FALSE 1 ; 
PRINTRELAilVE 
('TRUE•, •TRUE', 1, 73 1 LtNENUMBERMAX, 'FALSE!) 
I ENO' J 
1 1r 1 ~ READ OTAPE: CUAK w - READ DTAPE = CSTART 
'THEN 1 -ERROR 
("PROGRAM DOES NOT BEGIN wrTH UAK START", lfALSf', 
1 FALSE', 1 FALSE 1 )J 
'FOR 1 SI= READ OTAPE 1 WHll,,E 9 tTRUE' 
1 00 1 INTERPRET (S, 'FALSE•, 'FALSE', PLO'l"iER) 
1 END 1 1987 
1988 lfND' 
APPENDIX B 
I. Syntax of the Digiset machine code 
The rules of the syntax listed below should be interpreted as follows: 
Non terminals are denoted in small letters, terminals begin with capital 
letters. 
The notation is in Backus normal form. 
meta characters are: 
"G II for "is defined as" . 
II II for "followed by", , 
II II for "end of rule", . 
II I " for "or". 
- In each rule, the first occurence of a non-terminal (except the one 
defined by that rule) is followed by the number of its defining rule be-
tween < and >. 
To emphasize the byte structure of the code, the following redundant 
notation is used: 
"byte ("should not be read as part of the syntax, but as a connnent, that 
gives information about the byte-structure;")" stands for ", 11 • 
N.B. "byte" not followed by "("is the nonterminal for a number between 0 
and 255 in binairy notation. 
Each term in capitals followed by a 
8-bit code of the Digiset. 
2. Syntax of the shorthand code 
" . " , stands for a unique value in the 
The differences between the shorthand code and the Digiset code are 
the following: 
The numerical values are given in decimal notation followed by a semi-
colon; for example rule 27: 
pa 62: byte (0,0,I,I,I,l,l,0), should be read as 
pa 62: 62;. 
- The definition of single characters is simplified. This is accomplished 
by dropping the byte structure and putting image lines between brackets. 
The divergence starts with rule 35. The alternative definitions are 
marked with an asterisk. 
- Each microprogram is embraced by two brackets, in order to improve error 
recovery. This can be seen from the definition of rule 71 (see rule 71*). 











11 core elmt 
12 disc 
start <2>, body <4>, stop <3>. 
UAK;, START;. 
UAK; , STOP; . 
inortx <5> I inortx, body. 
input <7> I text <73> I neglect <6>. 
UAK;, UBL;, <"everything except start">, start <2>. 
segopt <8>, core <1(/J> I disc <12> I segopt, disc to core 
<13>. 
I seg <9>. 
UAK;, SEG;, byte <93>. 
core elmt <II> I core elmt, core. 
typeface <26> I char <34> I NUL; I KEN;, byte <93>, byte, 
byte. 
uspe <14>, uple <17>, alf <25>, uspe, utre <15>, uatt <16>. 
13 disctocore: uspe <14>, upla <18>. 
14 uspe UAK;, SPE;. 
15 utre UAK;, TRE;. 
16 uatt UAT;, UAT;. 
17 uple UAK;, PLE;, discad <19>, uatt <16>. 
18 upla UAK;, PLA;, discad <19>, uatt <16>. 
19 discad byte (cyll <20>, k <22>, sekt <24>), byte (alforch <23>, (/J, 
(/J' cylh <21>). 
20 cyll BIT 4. 
21 cylh BIT 5. 
22 k BIT. 
23 alfo,rch . BIT • . 
24 sekt BIT 3. 
25 alf typeface <26>, characterset <33>. 
26 typeface uspe <14>, pa 62 <27>, tfword <28>, uatt <16>. 
27 pa 62 byte ((11,(11,I,1,l,l,l,0), 
28 tfword zbyte <94>, zbyte, byte (!11, tftype <29>). 
29 tftype grid <30>, seize <31>, angle <32>. 
30 grid BIT 2. 
31 seize BIT 3. 
32 angle BIT 3. 
33 character-
set I char <34>, characterset. 
34 char : micropr <4!11> I properchar <35>. 






















: segad <42>, byte (0,0,VSI <38>, 0, 0, 0, VS2 <39>). 
BIT. 
BIT. 
uspe <14>, pa <36>, mpword <41>, comlist <71>, uatt <16>. 
segad <42>, byte (!11, !11, !11, !11, !11, !11, 1, (11). 
byte (!11, (11, BIT 6), byte <93>. 
I lspack <44> 
longpack <46> 
slpack <45>. 
longpack, slpack <45>. 
shortpack <47> I shortpack, lspack <44>. 
long <48> I long, longpack. 
short <49> I short, shortpack. 
lbll <53>, lo <51> 





blwl <55>, lo <51>. 
blws <54>, sh. 
lbl <56> + spack <58>. 
lbl <56> + lpack <59>. 
blw <57> + spack <58>. 
blw <57> + lpack <59>. 
56 lbl + pack: byte (I, dir <60>, num 3 <61>, 0, 1, pack) 
byte (I,dir, 0, !11, (11, I, I, pack), byte <93>. 




61 num 3 
































swz <67>, s. 
lwz <68>, 1. 
: byte (0, BIT 7), byte (I, BIT 7). 
ww <69>, byte (1,0, BIT 6) I ww, byte (1,1, BIT 6), byte 
<93>. 
byte (0, BIT 7), byte (0, BIT 7). 
WW <69>, ZZ <70>. 
byte (0, 0 BIT 6) I byte (0, I, BIT 6), byte <93>. 
byte (0, 0, BIT 6) I byte (0, I, BIT 6), byte <93>. 
comlelmt <72> I comlelmt, comlist. 
segopt <8>, disc to core <13> I setchar <75> I 
layout <78> 
texdat <74> 
seg <9> I iter <77>. 
texdat, text. 
setchar <75> I domic <76> I layout <78> I seg <9> I iter <77>. 
pa <36>. 
pa <36>. 
UAK;, WID;, byte <93>, byte, domic I UAK;, WID;, byte <93>, 
byte, setchar. 
relseize <79> unsquare <81> I italic <82> I position <84> I 
UAK; , SCHN; I UAK; , D0; • 







UAK;, DAN;, byte <93>. 
UAK;, knor <83>. 
GROd; 
GROk; 
NOR; I KUR I; I KUR 2; I KUR 3;. 
GROe; 
GROl; 
GROf; I GROg; I 
GROm. 















ZWR; I UAK;, RUCK;, byte <93>, byte. 
UAK;, VERA; I UAK;, VERO;, tilt I UAK;, VERU;, tilt. 
byte (0, 0, 0, 0, BIT 4), byte <93>. 
UAK;, ZER;, shift <89> I UAK;, ZEV;, shift. 
byte (m <90>, sv <91>), byte <93>. 
BIT 3. 
BIT 5. 
UAK;, ZWQ;, byte <93>, byte I UAK;, TAB;, byte, byte. 
BIT 8 
byte (0, 0, 0, 0, 0, 0, 0, 0). 
uspe <14>, pa <36>, chword <37*>, linelist <43*>, 
uatt < 16>. 




; I image line <95*>, linelist. 
[, actual comlist <96>, ]. 
undefined <97*> I segad <42>. 
empty line <98*> I nonempty line <99*>. 









(, <signed integer>,). 
(, <unsigned integer>, wzpack <100*>,). 
wz <101*> I wz, wzpack. 





I. An ALGOL 60 program for the generation of a character set for line 
drawings (fig. 3.4.2). 
2. Main program for the generation of fig. 3.4.5. 

250674- 3 D 2665F,U01 NOOTT~NHAGEN 1 
D2665F,OJ1,NOOTTENHAGEN,T300,R300,K5 
'BEG1N•'COMMENT'2665F,PT[NHAGEN,HNOOT,GENEREREN VAN LIJNALFABET; 
1 • INT'H,V,PUT,PA,WID,ALFe; 
2 •REAL'VD,hD,D,STEP,fRAC,VFAC,HFAC; 
3 1 ARRAV 1 ALFTA8{1l256,1:3]; 
4 
5 •PR0C'PRCSYM(S);•BEGiNIPRSYM(S); 1 lf'PUT:::1•THEN 1 CSVM(S} 1 EN0 1 I 
6 
7 •PR0C 1 ABSFIXTC(N,M,V)l'VAL'V;'REAL'V; 
8 • BEG I N t A 13 SF. I X T ( N , M , V ) ; I I F I PUT::: l I THEN I ABS F I X C ( N , M , V ) ' END I J 
9 
10 •PR0C 1 FIXTC(N 1 M,V);•VAL'V;•REAL'VJ 
11 •6EG1Ntf1XT(N,M,V); 1 1f 1 PUT:1 1 THEN 1 FIXC(N,M~V)'END 1 J 
12 
13 •PR0C 1 PRCTEXT(S);'BEGIN'PRINTTEXT(S);t1f" 9 PUT:1 1 THEN'CTEXT(S) 1 END 1 J 
14 
15 •PR0C'CTEXT(S); 1 STRINGtS;. 
16 '6E~IN 1 '1NT'K,SVM;K::::0; 
17 •FOR 1 SVM::::STRfNGSVMBOL(K,S)'WHtLE 1 SYM•NE'25~•oo• 
18 •8EGINtC5YM(SYM);K:=K•1'END 1 
19 'END'; 
20 
21 1 INT• 1 PROC 1 NEXTPAZNEXTPA1:PA:: 9 !F 1 PA 1 LE'QvPA•GE•ALFB•THEN'1'ELSEt 
22 PA+(t1FIPA=27vpA:61vPA=123vPA=127'THEN 1 2'ELSE 9 1)J 
23 
24 •PROC'GENTYPEFOUNT(CELLTYPE);'STRING'CELLTVPE; 
25 'BEGtN• 1 :N"1" 1 CELL; ....... . 
;:>6 •REAL' iNCR,LWB,UPB,/lNGLE,PI; 
27 CELL::::sTRt!JGSVMBOL(O,CELLiVPE); 
28 PRCTEXT("UAK;SPE;62;"}J 
29 1 IF'CELL=11 1 THEN 19 8EGIN 1 H::4QO;V::960;PRCTEXT("12J")'EN0 11 ELS~t 
30 1 IF'CELL=12'THEN• 1 9EGIH'H::4QO;V::480;PRCTEXT("44J")'END 91 ELSE 8 
31 • IF' CELL=:!. 3 1 THEN• 1 BEGIN I t1: =200; V ::,:480; PRC TEXT ( 11 76; '') 1 END e I ELSE• 
~2 1 B[GIN•NLCRlPRINTTEXT("GRIDTVPE ERROR 11 );EXIT 1 EN~ 1 J 
33 ALFB!:256; 
14 ·iF ,\C: =H•FR,,C; STEP: ::!_/1-ifAC; 
35 PRCTEXT("D;O;UAT;UATl")J 
36 Pl :=3.:!.415926535898; !~CR::P 1/60lUPB:=Pl/4+u•4$ 
37 •FOR 1 ANGLE!:0 1 STEP'•NCR 1 UNT 1L'UPB'D0'GEN LINE C~AR PLUS MIC(ANGLE,1); 
.38 ~wa::::UPB-io-4lUPB::pi/?+u-41 
39 •FOR'ANGLE:=LWB 1 STEP' •NCR 1 UNTtL 1 UPB 1 00 1 GEN LINE CHAR PLUS MIC(ANGLE,2)J 
40 ; NCR:=- I ti CR; LWB: :L\118-io-4; UPB: :UP 6=10•4; 
41 1 FOR 1 ANGL[::UPB'STEP' lt~CR•UNT 1 L 1 LWB'DO 1 GEN LINE CHAR PLUS MIC(ANGLE,3)J 
42 UP8::Pi/4;LW6::•io•4: 




47 •PROC•GEN L'NE CHAR PLUS MIC(ANGLE,TVPE);'VALfANGLE 1 TVPEJ 1 REAL 1 ANGLE; 
48 1 INT'TVPE; 
4~ •BEG1N•'REAL 1 TGA,COSA,S'NA,8,P1,P2, l,DH,DVi 
50 '1NT•01SPL,DISPL1,DISPL2; . 
51 SI ~lA: :SI tl ( ;.t·!<.iLf.); COSA: :COS (ANGLE}; TGA: :SI NA(COSA J 
52 'IF 1 TYPE:1vTYPE=4'T~EN 1 
53 •BEGJNtVD::TGA;Ho::1;A:=l•.1•STEP; 
54 DV:=D/COSA; 
55 ~EN CHAR HEAD(TVPE); 














































•FOR• I ::STEP 1 STEP 1 STEP•Urn1L 1 8 1 DO• 
.;EN c3L2(' IF'TYPE:1 1 THEN'VD• 1 -.5•DV 1 ELSE' 1-1 !!-V!:>-.5*DV, 
DV, l>B-STEP,TYPE,0) 
•EN0 1 'ELSE' 
•BEGIN• VD: =i; DH: :D/S t NA; liD: =1/TGA; B: =HD+DH+, 1«.STEP; 
:> 1 SPL!:DH<1tHFAC; 
v;SPL1:=DrSPL2:=oJSPL'/'2J 
1 lfiO!SPL•2*ENTIER(DiSPL/2)=1'TH£N1DISPL2:=DISPL2+1: 
GEN CHAR HEAD(TYPE);GEN LBL( - DISPL1/hFA(J; 
•FOR 1 1 :=ST!.:P 1 STEP 1 STEP'UNT!L 1 6 1 00' 
•BEG!N•Pi::• IF• I •LE 1 DHITHEN•0 1 ELSE'( l•D1-!)ll-'f'GA; 
P~:=• iF I l 1LE 1 HD•THEN 1 HtTGA 1 CLSE'. 1 1; 
GEN BL2(' IF 1 TYPE=2'THEN 1 P1'ELSE'i•P2,P2-P1, l>B-SiEP,iYPE,DISPL2/HfAC) 
•ENO•; . 
I END t; 
GEN LMIC(VD,TYPE)J INALfTASLE(ANGLE,HD,VD)J 
•END 1 ; 
•PROC 1 GEN LBL(WID);•VAL'Wl0; 1 REAL 1 WID; 
•BEGiN 1 ~RCSYM(98);f1XTC(3,0,HFAC*W•D);PRCSVM(99) 9 END 1 J 
•PROC•GEN BL2(W,Z,F,TVPE,O,SPL);•REAL•~,Z,DtSPL; 1 B00L 1 Fi11NT 9 TVPEJ 
t BEGIN•• OWN I t I NT• OBL, C\1/11; t i NT I BL, Wl1; 
.. ··• ··•. . 
1 PROC 'CODE ( WH, 6L); 1 I NT 9 tlM, BL; 
•BEG1N•PRCSVM(98)ZAPSFIXTC(3,0~WIO);PRCSVM(B7)JABSFIXTC(3 1 0 1 \I/H)J 
PRCSVM(87);ABSFIXTC(3,0,B1.)JPRCSVM(99); 
1 1f'PR1NTPOS>(' IF 1 PUT=1'iHEN*61'EL.SE 1 125) 1 THEN 1 PRCSVM(119)J 
•END t; 
~H:=(FRAC•W+(fJF•TVPE:1 1 THEN•,0625'ELSE 11 1F•TvPE:2 1 THEN'0 1 ELSE 1 ,025))* 
V+1f 
3L: =z•V*fRAC; 
, , F •BL= o •THEN, 1 BEG IN, et.: ='.I.; wH: ::w11 .. 1 •END, ; • 
1 IF 1 WID=O•THEN' 1 G0iO'NEW; 




1 IF'f'Tl1t::N• 1 8EGINt 
CODE(WH,eL); 
1 tF•TVPE::2vTvPE:3•THEN'GEN l.6L( - DISPL)J 
PRCTEXT("JUATJUAT;") 
1 END 1 ; 
iOl 1 PROC•GEN LHIC(VD,TVPE); 1 REAL'VD;•1NT•TVPE; 




106 • IF'TYPE'LE 1 2'THEN 1 PRCTEXT("UAK:VER0;") 1 ELSE 9 PRCTEXT("UAK;VERUJ")J 
107 VOi l:VD*VFAC;t iF•VOl'GE 1 256•THEN' 
108 ·~EGtN•Vo1R::vo1 '/'256JABSFIXTC(3,0,VOI-VDIR*256)JPRCSVM(91); 
i09 A8SFtXTC(3,0,VOIR) 
110 1 END 1 'ELSE 1 




115 •PROC'GEN CHAR AEAD(TYPE)J 
250674- 3 D 2665F, 001 MOOiTENHAGE'--1 3 
!16 •8EGIN'PRCSYM(119);PRCTEXT("UAKJSPEl");ABSFlXTC{3,0,NEXTPA); 
lt7 PRCTEXT(";256;");ABSFiXTC(3,0,' i~•TVPE=1'TH~N•0•ELSE• 




12~ •PROC 9 1NALFTABLE(A,H,V)J'VAL'A,~,v; 1 REAL 1 A,H,Vi 




127 •PRDC'DUMP ALFTAB; 
128 •BEGIN'' INT'L,u;u:=PA;PA::-!; 
i29 NLCR;PRINTTEXT{ 11 PA JlflGLE HD VD"); 
130 1 FOR'L:=1,L+1'WHILE 1 L 1 LE 1 66 9 D0 1 
131 •SEGIN 1 NLCR;ABSFiXT(3,0,L)iABSFIXT(3,2,ALFTAB[L,1J)J 
132 ABSfiXT(3,2,ALFTAe[L,2l)IABSFIXT(3,2,ALFTA~[L,3J)I 
:!.33 •END' 
:34 •END 1 ; 
135 
136 1 PR0C'BYTC(X); 1 VAL 1 X; 1 1NT 1 X; 
137 'SEGIN'ABSFIXTC(3,0,X);PRCSYM{91)'END 9 J 
138 
~39 'PR0C 1 BBYTE(X)J'VAL 9 X,'REAL 1 XS 
14() 'BE.:Glt-:P'1NTEGER 1 X1,X2J 
141 X1:=ENilER(X/256)J 
142 x2:=x-x1•256; 




14 7 • P Ro c I BB.co r 1 < s , v ) ; ' v AL I v J • s TR I NG • s ; 1 RE AL ' v t 






15 4 • BEG I N • 1 1 F • N> 1 • THE ~p ae.cC,'1( "UAK; WI D; ", N .. 1) ; BVTE (PA) 'END I J 
155 
:56 'PROC 1 GENZWQR(X); 1 VAL'X; 1 REAL'X, 
157 1 IF'X>.01 1 THEN' 1 BEGtN'BBCOM("UAKJZWQ; 11 ,X*50)JPRCTEXT("ZWRJ")'END 11 fLSE• 
158 1 IF 1 X<-~01'iHEN'B8COM("UAK;RUCKl",•X*50); 
159 
160 1 PR0C 1 GEN VD(X);•VAL 1 X;'REAL'X; 
:.61 •IF'X::::0 1 THEN' •ELSE 91 1f'X>0'TH£N 9 BBCOM(11 UAK;VER0; 11 ,X•32)1ELSE 1 
162 BBCOM( 11 UAK;VERUJ 11 ,-X*32): 
1.63 
164 •PROC'MOV(XP,YP);'VAL'XP,yp;•REAL•XP,vP; 
165 1 3EGIN 1 GEN ZWQR(XP);GEN VD(VP)•ENO'; 
166 
167 •PROC 9 REPOSET; 
:68 'BEGIN•' lr'PRINTpOS>(' lr•PUT:1•THEN 1 59'ELSE'123) 1 THEN 1 PRCSVM(119)3 
169 ?RCTEXT("UAK;VERAIUAK;ZEVJ0101 11 ) 
170 .•END 1 1 
171 
172 • INT' 1 PROC'NEWPA(X); 'VAL 1 XI I INT'X; 
:73 1 BEGINtPA::X;NEWpA::NEXTPA 1 END 1 J 
:;_74 
175 pur::::o; 





18C GEN TYPE FnUNT("C"); 
181 )UMP ALFTAB; . 
182 • EtW • 
4 
~82 •BEG1N 1 'COMMENT 1 EXERCISE4; 
183 1 INTEGER 1 PX,PY, t,J,T,T8,AX:S;'REAL 11 ARRAV 1 HD,VD[ll66]; 
184 •REAL•DX,DY; 
i85 '1HTEGER' 1 PROCEDURE 1 REMA,NDER(A,3);' INTEGER'A,8; 
:86 REMAINDER::A-B*ENT•ER(A/8); 
187 1 INTEGER' 1 PROCEDURE 1 NEXT AX1SJ 
188 NEXTAX1S:: 1 1f 1 AX1S:65 1 T~EN 1 1 9 ELSE• 
::.89 ( 
190 1 tf 1 AX!S=15vAXIS:27vAXIS:48vAX1S:::61•THEN 1 AXIS+2 
191 'ELSE' AX I 5+1 




1q6 •FoR• I :=1 1 STEP 1 1•UNT1L 1 66•D0 1 
'...97 1 BEG1NtHD[1 ]::::ALFTAB(l,2]; 
:..98 VD[' J :: 1 lf 1 !<34'TMEN 1 ALFTA8[ I ,3] 1E!..SE 1 .. ALFTA8[ 1,311 
199 •ENDt; 
200 PX:=34;Pv::50; 
201 •FoR 1 T:=1 1 sTEP 1 1 1 UNT1Lt46•DO• 
202 •BEGIN' 
203 1 lf'RtMAINDER(T,5):::1•THEN 1 
2n4 1 BEGlN 1 T6:=72;uecoM("UAK;ZEV;",32*144)'END 9 •ELSE•Ta::TB+144: 
205 BBC0~("UAK;TAB;",50•Te); 
206 vx:=1.2~*~D[PX]iDY::1.25*VD[PX]; 
207 •FoR• 1 :=o,:,2,3,4'DC••BEGIN 1 REPCSCT;MOV(DX*l,DV*l);GEN WID(5,PY+127)'EN0 1 J 
208 DX:=1,25*~D[PYJ;DY:=l.25*VD[PY]i 
209 1 foR 1 1:=0,1,2,3,4 1 DC'•BEGIN 1 REPCSET;MoV(DX*l,DV•l);GEN WI0(5,PX+127)'ENO'f ... 
210 AXIS::::pX;Px:=NEXTAXIS;AX s:=PV;Pv:=NEXTAXIS 
211 •END'; 
212 BBCOM("UAK;ZEV;",450*32};PRCTEXT("UAK;STOP;")J 
213 •END 1 
c::14 •END 1 

