Dry friction between hair fibers plays a major role in the collective hair dynamic behavior as it accounts for typical nonsmooth features such as stick-slip instabilities. However, due the challenges posed by the modeling of nonsmooth friction, previous mechanical models for hair either neglect friction or use an approximate smooth friction model, thus losing important visual features. In this paper we present a new generic robust solver for capturing Coulomb friction in large assemblies of tightly packed fibers such as hair. Our method is based on an iterative algorithm where each single contact problem is efficiently and robustly solved by introducing a hybrid strategy that combines a new zero-finding formulation of (exact) Coulomb friction together with an analytical solver as a fail-safe. Our global solver turns out to be very robust and highly scalable as it can handle up to a few thousand densely packed fibers subject to tens of thousands frictional contacts at a reasonable computational cost. It can be conveniently combined to any fiber model with various rest shapes, from smooth to curly. Our results, visually validated against real hair motions, depict typical hair collective effects and greatly enhance the realism of standard hair simulators.
Introduction
Hair is an important and distinctive human feature that has an interesting -often visually pleasing -dynamic behavior. Long hair flowing in air or swinging at the pace of a jogger is so common in the real world that one may think hair material arose the curiosity of scientists a long time ago, and that there is no mystery about it anymore. However, unlike fluids or granular materials which have been extensively studied for more than half a century, fibrous materials such as hair have long been neglected, mainly due to the lack of industrial applications at the time. With the recent advances and impacts of Computer Graphics applications in our everyday life, which stimulates the search for realistic models of virtual humans, the modeling and simulation of the hair dynamics has today become an important scientific challenge. Furthermore, this problem now also draws the attention of cosmetologists who intend to better understand and predict the hair mechanical behavior in order to design more adequate and demanding care products.
Modeling hair dynamics nevertheless remains a largely unsolved issue due to the inherent complexity of hair: human hair is composed of 150,000 individual fibers that tightly interact together, leading to a complex collective behavior. Due to the rough surface of the hair fibers, covered with microscopic scales, dry friction substantially alters contacts at the fiber level, and consequently greatly influences the hair dynamics at the macroscopic level. As illustrated in Figure 2 and in the accompanying video, we have identified three major hair visual features that directly emerge from those nonsmooth frictional contacts occurring at the fiber level:
1. Typical stick-slip instabilities during motion; 2. The spontaneous splitting of hair into multiple untidy wisps and "flyers" during strong motion vs. its spontaneous grouping into a few globally coherent locks during gentle motion;
3. The appearance of complex nonsmooth hair patterns that can remain perfectly still at the end of the motion.
We claim that accounting for these phenomena is essential for producing realistic and compelling hair animations.
Figure 2: Three important features of the real hair collective behavior, emerging from nonsmooth friction: (1) Stick-slip instabilities, especially visible here between the hair and the shoulders; (2) Spontaneous splitting of hair into thin wisps and "flyers" during strong motion (left) vs. spontaneous grouping of hair into a few coherent locks during gentle motion (middle and right); (3) Appearance of complex, nonsmooth hair patterns that may remain stable at rest. Video courtesy of Sylvain Paris and Tilke Judd, MIT 2007.
The first dynamical hair models in Computer Graphics were mostly designed at a coarse level, failing to reproduce the fine-scale details of real hair motion. More recently, simulating hair dynamics at the fiber level has gained some interest and resulted in much more detailed animations [Selle et al. 2008; McAdams et al. 2009 ]. However, nonsmooth friction was not considered and the three important visual effects mentioned above could not be accurately captured. More generally, in previous hair simulators the handling of hair self-contacts is approximated too much, and typical nonsmooth effects are lost. Additionally, the hair volume may not be properly preserved and simulations may suffer from instabilities when hair comes to rest.
In the same way as Selle et al. [2008] we think that simulating hair at the fiber lever is a promising research direction, and certainly a good start to better understand and capture the complexity of hair motion. In this paper, we show that dealing with nonsmooth frictional contact at the fiber level represents a both achievable and encouraging step towards the realistic modeling of hair dynamics. More precisely, we introduce a robust hair frictional contact solver that allows, for the first time, to capture all the desirable hair macroscopic features listed above. Our method allows us to greatly enhance the realism of standard hair simulators.
Prior Work
Simulating the motion of human hair has become an important research topic in Computer Graphics since the 90's. In parallel, inspired by some works performed in Computational Mechanics, multiple methods were designed to robustly handle massive contacts, especially in large assemblies of rigid bodies. We review here the works in hair simulation and contact handling that are the most relevant to our specific problem, and show how our approach actually bridges the gap between these two (disconnected) areas.
Modeling hair dynamics Due to performance limitations, the first works that attempted to simulate hair dynamics mostly neglected hair self-interactions [Rosenblum et al. 1991; Anjyo et al. 1992] , or processed them at a coarse level between a small number of predefined interacting wisps using penalty forces [Plante et al. 2001; Choe et al. 2005; Bertails et al. 2006] . Alternatively, Hadap and Thalmann [2001] proposed a macroscopic model of the hair medium based on a fluid solver, observing that some fluid properties, such as incompressibility, could mimic the hair collective behavior well. Though interesting, their approach fails to capture the discontinuities emerging from large hair motions. Thanks to the design of realistic, robust and fast primitives for thin elastic rods [Pai 2002; Bertails et al. 2006; Hadap 2006; Spillmann and Teschner 2007; Bergou et al. 2008; Selle et al. 2008; Bergou et al. 2010] , some approaches have been developed at the fiber lever in order to gain realism in hair simulations. Selle et al. [2008] designed an efficient mass-spring model for an individual fiber, allowing them to simulate up to 10,000 fibers in a reasonable computational time (from a few minutes up to one hour per frame) on a quad-core architecture. Unfortunately, many self-contacts were ignored, causing the fibers to penetrate each other, and thus failing to preserve the hair volume. Moreover, typical emerging effects such as the spontaneous sticking of neighboring fibers due to friction were modeled using an ad-hoc, procedural "stiction" model. To resolve these issues while still retaining some discontinuous details in the simulations, McAdams et al. [2009] recently proposed a hybrid Eulerian/Lagrangian hair model combining a fluid model together with the explicit treatment of fiber self-contacts. With this approach, the hair volume is properly preserved while detailed interactions at the fiber level yield nice visual effects. However, nonsmooth effects due to static friction, which play a major role in hair dynamics, are not captured. This is especially visible when hair comes to rest: hair fibers smoothly keep on sliding on each other instead of remaining stuck on top of each other.
To the best of our knowledge, other approaches in Computer Graphics that have attempted to model fiber assemblies have relied on penalty forces for modeling contact [Kaldor et al. 2008; Harmon et al. 2009; Ward et al. 2010; Kaldor et al. 2010] , sometimes combined with an explicit treatment of static friction that is not accurate enough to automatically capture the subtle effects emerging from the true Coulomb friction model.
Modeling robust frictional contact
The most robust and accurate methods for simulating frictional contact rely on constraintbased algorithms. They have been introduced in Computer Graphics for solving the problem of rigid body stacking [Baraff 1994; Kaufman et al. 2005; Erleben 2007] , and are now starting to be extended to soft materials [Kaufman et al. 2008; Otaduy et al. 2009 ].
Inspired by the works performed for years in the simulation of granular materials by the computational mechanics community [Alart and Curnier 1991; Moreau 1994; Jourdan et al. 1998 ], Bertails et al. [2011] recently applied a nonsmooth Newton solver based on the Alart-Curnier formulation for resolving contact with exact Coulomb friction in fiber assemblies. Their analysis of convergence shows that the solver works well for systems with a limited number of contacts, but often fails to converge in the case of over-constrained systems such as densely packed fibers. In contrast, relying on a new hybrid method for Coulomb friction within a splitting algorithm, we manage here to tackle challenging hair scenarios involving thousands of tightly packed hair fibers.
Contributions
We focus on the highly realistic and robust simulation of long hair with various natural shapes (smooth to curly) subject to strong head motions. The hair material is modeled as a large assembly of thin elastic rods (up to 2,000 rods) that interact with each other. For sta-bility reasons, we chose the super-helix model [Bertails et al. 2006 ] as our fiber model, but the method presented here is generic and can be combined with any fiber model in the literature.
We claim that high realism can only be achieved by properly taking into account nonsmooth friction in hair-body and hair-hair contacts, while robustness requires the design of some well-grounded and fail-safe numerical solver. Our contributions are twofold:
• We introduce a new functional formulation for (exact) Coulomb friction that extends the Fischer-Burmeister formulation for real complementarity problems [Fischer 1992 ] to our conical complementarity problem. Combined with a failsafe based on an enumerative solver for a single contact, our new hybrid solver manages to always find a solution to the local problems arising in the Gauss-Seidel loop when it exists. As a result, our global solver turns out to be robust as well as highly scalable, allowing us to simulate the realistic motion of hundreds to a few thousand fibers subject to massive (up to tens of thousands) self-contacts in a reasonable computational time -a few minutes per frame -on a standard quad-core desktop computer.
• We thoroughly evaluate our method compared to previous approaches in terms of robustness and computational efficiency, and carefully validate our simulation results against real hair experiments. To the best of our knowledge, our method is the first, with respect to both Computer Graphics and Computational Mechanics fields, that allows for the simulation of thousands of tightly packed fibers subject to Coulomb friction, leading to an accurate capture of typical hair collective effects.
We first recall the Coulomb friction law and introduce the main notation in Section 4. We then describe in Section 5 our new zerofinding formulation for exact Coulomb friction and provide our full iterative hybrid solver for frictional contact in Section 6. Finally, results are presented and validated in Section 7 before concluding. In this section we mainly follow the concepts and notation introduced in [Bertails-Descoubes et al. 2011 ] to formulate our Coulomb friction problem. We assume that one contact always occurs between exactly two bodies, and that the surface of contacting objects is sufficiently smooth so that we can define the contact normal e, from which we build a local basis (see Figure 3) . We can then express in this basis the relative velocity u u u between the two bodies, and the force r r r at the contact point. In the remainder of this paper, we will assume that the contact basis has been rotated so that e = (1, 0, 0) ⊤ .
Coulomb Friction in Dynamical Systems
A classical way to describe Coulomb's frictional law in dimension d is to introduce the second-order cone (SOC) K µ . It is defined as
take off sticking sliding The friction law can then be written in a disjunctive manner, as illustrated in Figure 4 ,
• Take-off case: r r r = 0 and u N ≥ 0
• Sticking case: r r r ∈ K µ and u u u = 0
We consider a smooth dynamical system that has been spatially discretized so that it can be fully described by m generalized coordinates∈ R m , their time derivatives= ddt , and the equation of motion
where M is the mass matrix of the system and F collects the external and internal forces as well as the nonlinear inertial terms.
Let us now assume that the system is subject to n frictional contacts. To simplify notation, the n relative velocities u u u i and contact forces r r r i are now collected into u u u and r r r, respectively. We define H () := ∂ u ∂() the gradient matrix of dimension (n d, m) relating the relative spatial velocities at contact points u u u to the generalized velocities. Let u u u f be the value of u u u when= 0, which can be non-zero in the case of forced motion. The nonsmooth system including contact forces r r r can be written as
The notation ddt is actually misused as the inclusion of contacts implies that we might observe jumps in the generalized velocities. To circumvent this difficulty, we follow Moreau's timestepping scheme and integrate the equations over an arbitrary timestep δ t [Moreau 1988; Acary and Brogliato 2008] . We thus get a formulation over mechanical impulses instead of forces, and a velocity jump instead of an acceleration.
Let us set r := δ t r r r dt, and let v and u be the discrete approximations of the generalized velocity and of the relative velocity, respectively, at the end of the timestep. The constraint-free dynamics (1) is discretized using a θ -scheme and can be written at a given timestep as Mv = f. We further assume that H () and u u u f (t,) are almost constant during the timestep, and approximate them with H and u f , respectively. The discretized velocity/impulse formulation of (2), with unknowns (v, u, r), then reads
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To eliminate v from (3), we introduce the Delassus operator W := HM −1 H ⊤ and set b := u f + HM −1 f. We finally obtain the following reduced one-step problem
Note that (4) is a nonsmooth problem due to the inclusion of (r i , u i ) in the set C (µ i ). Furthermore, if rank H < nd, then W is not strongly positive-definite and the existence of solutions is not guaranteed. One typical example is the Painlevé paradox, described for instance in [Baraff 1991 ]. However, in our case where we simulate free hairstyles in absence of strong external constraints (such as a hand compressing a hair wisp), our friction problem is likely to possess a solution most of the time .
A New Functional Formulation for Exact Coulomb Friction
In this section, we introduce a new functional formulation of the Coulomb law that has sufficient smoothness properties for being conveniently resolved using a nonsmooth Newton algorithm. The key idea consists in splitting the Coulomb friction law into two parts: a frictionless law (µ i = 0), reformulated as a linear complementarity problem (LCP), and a pure frictional law (µ i > 0), reformulated as a second-order cone complementarity problem (SOCCP). Then, using the equivalence between an LCP and the Fischer functional formulation [Fischer 1992] , and respectively between a SOCCP and a modified Fischer functional formulation [Fukushima et al. 2002] , we manage to derive our new rootfinding formulation of the Coulomb friction law that proves to be very convenient in practice.
A New Complementarity formulation
The disjunctive formulation of the Coulomb law implies that r i lies inside the cone K µ i and u i in the half-space R + × R d−1 . Actually, this can be expressed as a cone complementarity problem by mapping this half-space to the dual cone of K µ i , which is K 1 µ i (see Fig- ure 5, (a) and (b)). Such a change of variables has been described by De Saxcé and Feng [1998] ,
and leads to the following expression of the Coulomb law 1 ,
For frictionless contacts (µ i = 0), the complementarity problem (6) simply boils down to an LCP on the normal parts of u and r.
Pure frictional contacts Let us now consider pure frictional contacts (µ i > 0). In order to fully benefit from the nonsmooth optimization theory, we would like to get a complementarity relationship similar to (6), but such that both variables belong to the same cone. Our idea consists in applying a second change of variables to our unknowns,
where ρ is a positive constant which allows forû andr to share the same unit (we typically choose ρ := 1 kg). Our new variablesû i
1 The x ⊥ y notation expresses the orthogonality condition x ⊤ y = 0. De Saxcé and Feng [1998] , and (c) our new complementarity relationship betweenû andr on the self-dual cone K for a pure frictional contact (µ > 0).
Note that K is independent of µ, and is a self-dual cone. See Figure 5 (c) for a graphical illustration. As a result, we can express the Coulomb friction law for pure frictional contacts as a SOCCP,
Full complementarity formulation Finally, with our new formulation for pure frictional contacts, the full Coulomb law can be expressed as
We note that Kanno et al. [2004] provided a second-order cone linear complementarity problem (SOCLCP) formulation for Coulomb's friction law, but they had to introduce an auxilliary variable λ ∈ R and express their problem on K S := R + × K. More recently, Anitescu and Tasora [2008] and Zhang et al. [2011] also proposed SOCLCP formulations, but both of them only considered relaxed versions of the Coulomb law.
Modified Fischer-Burmeister function (MFB)
For the sake of simplicity, we consider here the case of a single frictional contact, involving the SOC K. The generalization to a product of SOCs K × . . . × K is straightforward.
It is well-known in nonsmooth optimization theory [Fischer 1992 ] that non-linear complementarity problems on R (NCP) can be formulated as the following root-finding problem,
where f FB is called the Fischer-Burmeister complementarity function. In the field of contact mechanics, it has already been used to solve NCP formulations of various frictional laws (e.g. [Silcowitz et al. 2009] ). We can directly use this function to solve the frictionless case (8a) of our formulation, which is an LCP. Now, in the frictional case, we would like to have an analogous formulation for our SOCCP (8b), that is, find a complementarity function f that is suitable for conical constraints,
Moreover, we would like this function f to satisfy desirable properties so that a Newton algorithm would perform well on the rootfinding problem f (û,r) = 0.
The key is to consider the theoretical work by Fukushima et al. [2002] , who manage to extend some NCP complementarity functions to SOCCPs using the formalism of Jordan algebras. They first introduce the following Jordan product,
where < ·|· > denotes the Euclidian scalar product.
is an R-algebra, tightly associated with the SOC K through the following properties:
• If x ∈ K, ∃! s ∈ K s.t. x = s • s; s is called the square root of x and is denoted s = x 1 2 .
•
This means that ∀(x, y) ∈ R d ×R d , x•x+y•y is in K and possesses a unique square root. We can therefore define the modified FischerBurmeister function
and from [Fukushima et al. 2002] we get the equivalence
Solving our frictional contact problem (4) with µ > 0 therefore amounts to solving the root-finding problem f FB SOC (û,r) = 0, which is equivalent to solving the following minimization problem,
wherer(r) is defined in Equation (7) andû(r) can be computed aŝ u( u(u(r))) using Equations (7), (5), and (4).
From [Chen et al. 2008] we know that even if f FB SOC is nonsmooth, (x, y) → 1 2 f FB SOC (x, y) 2 possesses the SC1 property: it is continuously differentiable and its gradient is semismooth. Therefore, we have a good theoretical basis to use a nonsmooth Newton algorithm [Qi and Sun 1993] on formulation (14).
Detailed steps to compute f FB SOC (û(r),r(r)) and its Jacobian are provided in Appendix A.1, and we outline in Appendix A.2 a Newton algorithm solving our one-step problem (4). Let us now go ahead with the full n-contacts problem.
A Hybrid Gauss-Seidel Solver
In the last decades, splitting algorithms have been widely applied to friction-related problems [Baraff 1991; Moreau and Jean 1996; Jourdan et al. 1998; Duriez et al. 2006] . The basic idea, referred to as a Gauss-Seidel strategy, consists in iteratively solving each contact while updating the right-hand side b i of the local system to account for the neighboring contacts. Given enough computation time, this approach proved to be able to handle hundreds of thousands of contacts in granular materials [Dubois and Jean 2006] .
While the general structure of the Gauss-Seidel algorithm is quite rigid, there is still room for experimentation with the code at its heart, i.e., with the local Coulomb friction solver. As will be pointed out in Section 7.3, previous approaches do not prove robust or fast enough to handle our hair simulations. We hereafter present a novel local solver for the difficult problem of contact with exact Coulomb friction in large rod assemblies. This new solver manages to be both efficient and robust, thanks to a hybrid strategy.
A new hybrid local solver
The first step to solve our local problem is to use a nonsmooth Newton algorithm on our modified Fischer-Burmeister formulation introduced in Section 5.2. When achieving convergence, this algorithm is fast, especially on our 2 × 2 or 3 × 3 matrices. However, if it is initialized too far from the solution, it might fail to solve our local system. This happens in a non-negligible percentage of cases, generally between 0.001% and 0.1% of the cases raised by our rod problems (see Section 7). Unfortunately, we have learned from our experiments that whatever local solver is used, failing to converge at a reasonable precision for just one single call may be fatal to the global convergence of the Gauss-Seidel loop, leading to a crash of the simulation. Hence we aim at strongly securing our local solver.
One natural way for strengthening our solver consists in equipping it with a line-search. However, we found that using classical linesearches, such as the Armijo or Goldstein-Price rules, hardly increased the convergence properties of the algorithm while considerably degrading performance at the same time. Therefore, we chose instead to use a pure Newton strategy, and devised another fall-back strategy that proved to be much more efficient.
The key idea is to use an analytical, enumerative solver as a failsafe. More precisely, we have implemented the α-formulation described in [Bonnefon and Daviet 2011] . This kind of solver works by successively checking the existence of solutions in the take-off case of Coulomb's law, then in the sticking case, and finally in the sliding case. The last case is the most difficult to solve: the problem amounts to finding the roots of a degree-four polynomial. While slower 2 than the Newton approach, this solver possesses an interesting feature: it gives the precise structure of the solution subspace. Consequently, we are able to find out when there is no solution to the problem 3 . This contrasts with optimization-based methods where the objective function would still have a finite value. Conversely, when solutions do exist, we are able to determine them up to the machine precision.
The outline of the enumerative algorithm is given in Appendix B.2. Note that though possible in theory, the generalization of this method to the n-contacts problem yields polynomials of high degree (4 n ), which rapidly makes the problem intractable.
Full algorithm
The pseudo-code for our full solver is provided in Algorithm 1. For the sake of efficiency, additional optimization steps are included as described below.
The error of a given iterate r k is evaluated as f FB SOC ∞ . Note that f FB SOC is here computed in a global way, i.e., using the full matrix W to derive the relative velocities u from the contact forces r. We use the infinity norm to ensure that a large error at a given contact cannot be compensated by the sheer number of other contactswhich could happen with scaled norms such as 
Contact freezing
It has been shown in computational mechanics [Radjai et al. 1998 ] that, especially with stacking problems, prominent chains of stress rapidly appear in the Gauss-Seidel iterative process. These chains bear the greatest part of the structure, while local networks of much weaker forces ensure the stabilization of individual objects. As long as the rest of the structure is not yet stabilized, those local networks are prone to subsequent variations from one iteration to the other. To focus our computational power 2 In practice, roughly three times slower; see Table 2 on the relevant parts, we temporarily stop solving contacts when their resulting force remains roughly constant or is too small.
Assembly of W The cost of assembling W can become prohibitive when the size of the system is large, as it grows in O(n 2 + nm). Otaduy et al. [2009] proposed a splitting method to reduce this complexity, assuming that individual objects have an "almost" diagonally dominant mass-matrix. However, this assumption does not hold in general, and especially not in the case of reduced-coordinates models. In our generic framework, we can still get reasonable computation times by exploiting the block-diagonal structure of M and the block-sparse structure of H which allows us to easily locate the nonzero d × d blocks of W. Let us denote by η the number of these non-zero blocks, N the number of objects and M the maximum number of degrees of freedom per object. The cost of the computation then becomes O(NM 3 + ηM). Moreover, as W is symmetric, we only have to do half of the work.
As shown in Figure 6 , for large systems -assuming that M remains bounded -the dominant term is O(η), where η grows as O(n 2 ). In practice however, the constant factor is small and we can account for around 20, 000 contacts in less than one second. Moreover, since the cost of one Gauss-Seidel iteration is also O(η), there is not much to gain by further optimizing the assembly of W.
Results
In this section, we present and evaluate our results in terms of realism, numerical robustness, and computational efficiency. All our simulations are shown in the accompanying video.
Framework
Fiber models We have tested the coupling of our solver on three different rod models: the super-helix model [Bertails et al. 2006] , an implicit version of the CoRdE model [Spillmann and Teschner 2007] , and the Discrete Elastic Rod [Bergou et al. 2008] with the fast-projection algorithm from [Goldenthal et al. 2007 ] and explicit bending stresses. Overall we found the super-helix model yields the most stable simulations. This is not only due to the implicit formulation of bending stresses, but also to the reduced kinematics which exactly preserves inextensibility and allows for a straightforward coupling to the contact solver. In contrast, for the Discrete Elastic Rod where inextensibility is enforced through additional nonlinear constraints, we found that intermingling fast-projection steps with iterations of our frictional contact solver often results in a degradation of convergence. For these reasons we have been using the super-helix model in all our hair simulations.
Collision detection
To perform collision detection, we compute a linear spatial discretization of the rods and embed them into a set of bounding cylinders. We first use an adapted version of the spatial hashing method presented in [Teschner et al. 2003 ] to extract a rough subset of colliding pairs, then post-process them more finely to eliminate the false-positives. To facilitate the task of the contact solver, we track the evolution of contacts between timesteps so that we can provide a good initial guess of the forces for the contacts that are already active. This trick helps speed up the convergence of the solver in "static" phases of the simulation, such as stable stacking.
Since performing continuous detection would be too timeconsuming, we avoid missing collisions by using an adaptative time-stepping scheme that automatically reduces the timestep during dynamic phases and resets the timestep to its default value when the hair motion gets gentler. Note that the overall time taken by collision detection steadily stays under 10% of the whole simulation step, and therefore never becomes the bottleneck of our framework.
Frictional contact solvers
In the following results, we compare our method against a variety of frictional contact solvers,
• MFB: Our Newton method based on the modified FischerBurmeister formulation. It can be used either as a global solver or as a local solver within a Gauss-Seidel loop.
• PAC and DAC: Respectively pure and damped Newton methods based on the Alart-Curnier formulation used in [Bertails-Descoubes et al. 2011] . Both can be used as either global or local solvers.
• Duriez06 and Duriez08: Local solvers from respectively [Duriez et al. 2006] and [Duriez 2008 ]. The latter consists of successive iterations of the former embedded in a fixed point loop. Unlike the [2006] approach, it solves the exact Coulomb friction problem -if convergence is achieved.
• 4sides: The local solver from [Otaduy et al. 2009 ]. It approximates the Coulomb friction cone with a four-sided pyramid.
• Enum: The quartic enumerative local solver from [Bonnefon and Daviet 2011] .
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Qualitative validation
Exact Coulomb friction To illustrate the influence of the choice of the local friction formulation, we created a very simple experiment: the free end of a fiber is dropped on a ball that is rotating with sinusoidal oscillations, and a non-zero friction coefficient (µ = 1) is set between the ball and the fiber. Figure 7 (top) shows the phase plots of the free end once it has reached its periodic orbit. We tried two global Newton methods, DAC and MFB, and six local solvers within a Gauss-Seidel loop: DAC and MFB again, as well as Duriez06, Duriez08, 4sides and Enum. For DAC and MFB based solvers, the stopping criterion relied on the norm of the corresponding objective functions, while the four remaining methods were stopped as soon as the step size between two Gauss-Seidel iterations got below 5%.
No matter the choice of the stopping criterion, all solvers that model exact Coulomb friction converged towards the same orbit. For the two others (Duriez06 and 4sides) , the Gauss-Seidel algorithm still converged quickly to a fixed point, but the trajectories substantially differed. This both experimentally validates our MFB solver and highlights the fact that the convergence of the Gauss-Seidel iterates does not necessarily mean that the problem has been accurately solved: a proper objective function should be computed.
Finally, we show in Figure 7 (bottom) and in the supplemental video that choosing an exact rather than a faceted Coulomb friction solver does have a visual impact on large hair simulations: the clumping of neighboring strands is more apparent. Note furthermore that on large hair problems, using the faceted solver 4sides -as well as any solver other than MFB -always resulted in a crash after computing a few frames of simulation (see Section 7.3). Figure 1 and the accompanying video). The hair simulation entitled "Free" models a full, unconstrained haircut, and consists of about 2000 simulated rods. It is divided into two parts, "A" and "B", featuring a head rotation motion and a head leaning motion, respectively. The third hair simulation, entitled "Pony", contains only a few more than 300 rods, but those are tightly packed into a ponytail. All of these experiments include smooth as well as rough head motions. Finally, a last motion, "Curly', illustrates the fact that our method can also easily handle curly hair (see Figure 10) . It is based on the "Free/A" head motion. Visual results and comparisons to real hair motions are presented in Figures 1, 8, 9 , 10, and in the accompanying video. Final rendering was performed under 3ds Max. Our method allows us to preserve the hair volume and to capture subtle phenomena such as stick-slip instabilities or the spontaneous appearance of transient coherent movements in hair. We also observe that a lot of energy is dissipated by Coulomb friction. Capturing it accurately is essential to achieve realism. Figure 8 shows the effect of increasing the hair/hair friction coefficient on the collective hair behavior. Without friction, hair looks artificially clean and light. In contrast, in the presence of friction, motion looks coherent and properly damped, while simultaneously featuring complex details at the fiber level.
Full-scale simulations

Evaluation of performance and robustness
Measure of performance and robustness All our simulations were run on a desktop machine featuring a Core-i7 processor with 8 GB of memory. Numerical results for the three experiments described above are given in Table 1 . The tolerance for the global Gauss-Seidel was chosen so that we do not observe any visual disturbance. In our internal units 4 , the tolerance ranges from 10 −4 when the motion is fast to 10 −6 in long static phases. Though the solver sometimes fails to strictly reach the requested precision (in less than 2% of the cases), large errors never occur: the solver always gives an approximate solution with which the simulation can continue without exhibiting any artifact. To improve the convergence of the global algorithm, the local tolerance is always set to a lower value, typically 10 −7 . Each simulation was run at a rate of a few minutes per frame, that is, 25 seconds of video in about 48 hours.
Comparisons against other local solvers We could not get the full-scale simulations to complete with any local solver other than our hybrid method MFB+Enum. All other solvers led to the divergence of the fiber model at some point of the simulation. Still, to quantitatively evaluate the performance of our solver, we saved about three hundred one-step problems from our least challenging simulation, "Pony". We then successively ran on this batch all the local solvers presented in Section 7.1, with or without the help of the enumerative solver. Convergence plots are shown in Figure 11 and numerical results are given in Table 2 . Note that Duriez06 is missing from this table as it always led to prompt divergence on these problems. We used the Fischer-Burmeister error measure for all our tests, except for the pure 4sides solver which does not attempt to solve exact Coulomb friction 5 .
From these numerical results we first note that using a linearized cone does not necessarily bring better time performance, despite a lower cost per call of the local solver. The 4sides method was actually the one that required the greatest number of Gauss-Seidel iterations to reach sufficient accuracy. We also observed that the contact freezing policy was not of much benefit to the 4sides solver which, as a result, had to process a higher number of local problems per Gauss-Seidel iteration than exact friction solvers. Using a finer Coulomb friction model thus does not necessarily imply more costly simulations, quite the reverse in our case.
A second interesting point deals with the analysis of the role played by the Enum solver. For all the local solvers we tested, using the Enum solver as a fail-safe improved both the success rate and the computation time. In such a configuration, it turns out to be unnecessary to use a very robust primary solver. Indeed, the MFB, the PAC and more surprisingly the 4sides method all outperformed the DAC solver. We also noted that the Enum solver requires a large number of iterations to reach the global tolerance, despite a very low rate of unsolved local problems. This is due to problems that do not admit an analytical solution, but for which an approximate solution with a low numerical error can still be found. While optimization-based solvers do find such an acceptable solution, the Enum solver remains stuck, thus spoiling the global convergence of the Gauss-Seidel algorithm. A ε-tolerance can be defined for such cases, but this does not fully eliminate this difficulty. When using the Enum solver as a fail-safe, the rate of remaining problems without solution fortunately becomes very low, and in these rare cases, simply reseting the force to zero proved to be sufficient.
Overall, these results confirm our claim that our hybrid method MFB+Enum is both robust and efficient. The MFB solver alone turns out to be both faster and more robust than PAC, and, although slightly less robust, far much faster than DAC. The robustness issue becomes irrelevant when the solvers are combined with Enum. 
Limitations
Even though our hair simulations appear more convincing than those generated by standard methods, they do not perfectly match the real movement depicted in the reference videos. This is partly due to inaccuracies in the hair styling process and to the difficulty of precisely identifying the true air/hair and hair/hair friction coefficients. Another reason is related to the actual complexity of hair interactions. While Coulomb friction is a key ingredient, further effects such as anisotropic friction, adhesion, or electrostatics are likely to influence the hair motion, depending on the hair state (clean, dirty, wet) and external conditions (dry or wet atmosphere).
Finally, for now we have tested our solver on hair examples consisting of a few thousands fibers only -that is, 50 times smaller than a real human hair. Although we feel our solver could possibly resist some further scaling up in terms of convergence quality, we know that computational time will rapidly become the main bottleneck. Using a parallelization strategy would be an interesting option for gaining one more order of magnitude while keeping reasonable computational timings.
Conclusion
We have introduced a robust iterative solver for computing the dynamics of a large assembly of hair fibers in the presence of Coulomb friction. Relying on a new hybrid local solver that almost always converges to the desired precision for each nonsmooth problem, our method allows us to capture the subtle effects emerging from real hair collective behavior. In the future we would like to explore massive parallelization schemes so as to increase again the resolution of our simulations and get closer to the true complexity of a full head of hair. Another interesting direction of research deals with the improvement of the parameter setting process in hair simulations.
When trying to reproduce a given hair motion, approaching the real friction coefficients and other physical parameters with tests and trials can be very tedious. Instead, we would like to automatically exploit captured data through an inverse dynamics process.
