














































































  La  estructura  diseñada  para  dicha  aplicación  consta  de  diferentes  módulos  KYNEO, 
interconexionados a través de una red ad‐hoc de módulos XBee, proporcionados por la empresa 
Geko  Navsat.  Cada módulo  KYNEO  obtiene  información  acerca  de  su  posición  y  su  estado, 
utilizando  los  sensores  y  el  módulo  GNSS  integrados  en  el  módulo.  Esta  información  es 
compartida con el  resto módulos KYNEO a  través de  la  red. Por último, el módulo buscador 
genera las instrucciones de búsqueda partiendo de la información compartida,  las cuales son 
visualizadas  mediante  una  aplicación  móvil  diseñada  por  la  empresa  Geko  Navsat.  La 











































































































































































































por el  laboratorio de desarrollo de MIT para  las misiones Apolo hacia  la  luna. Pero el primer 
sistema  embebido  producido  en  masa  fue  el  computador  guía  del  misil  norteamericano 
Minuteman II en 1962 [4]. 
El desarrollo posterior de los sistemas empotrados es debido al contante desarrollo de 
los  circuitos  integrados,  lo  que  ha  dado  lugar  a  la  creación  de  dispositivos  cada  vez  más 
complejos. Entre ellos encontramos  los microprocesadores y  los microcontroladores, núcleos 
principales de cualquier sistema empotrado [1][2]. 




de  los  PDA  (personal  digital  assistant)  y  Smartphone  y  de  los  PC  (personal  computer) 








Hoy  en  día,  podemos  encontrar  estos  sistemas  en  un  gran  número  de  productos 
comerciales, como son los automóviles (cambio de marchas, sistema de frenado, control de la 
dirección, etc.), productos para el hogar (lavadoras, microondas, juguetes, aire acondicionado, 
etc.),  productos  de  oficina  y  comercio  (impresoras,  escáneres,  etc.)  o  dispositivos  de  uso 
personal  (Smartphone,  Tablets,  etc.).  Además,  también  son  utilizados  en  aplicaciones  más 
específicas e  innovadoras,  como sería el  caso de  la  realización de  tareas  relacionadas con  la 
domótica o la robótica [3]. 
































partiendo de  la  información compartida,  las cuales  son visualizadas mediante una aplicación 




















‐ Trasmitir  la  información  del  propio  módulo  a  través  de  la  red  ad‐hoc  mediante  un 
módulo XBee. 
 




‐ Obtener,  mediante  un  módulo  Bluetooth,  los  comandos  de  control  enviados  por  el 
usuario a través de la aplicación móvil ya nombrada. 
 

























‐ Implementación  software:  explicación  de  la  integración  del  hardware  en  el 
microcontrolador, haciendo uso de las herramientas que éste nos ofrece. 
















    El  módulo  KYNEO  es  un  dispositivo  electrónico  miniaturizado  de  bajo  coste  y  de 






















    El  módulo  KYNEO  V0.2  integra  un  Sistema  GNSS  (sistema  de  navegación  global  por 
satélite) y una unidad MARG (Unidad de rotación angular, magnética y gravitacional), los cuales 
permiten conocer  la  localización y  la dinámica del módulo. A continuación, desarrollamos en 
mayor medida estos elementos. 
‐ Sistema de navegación global por satélite (GNSS) 
    KYNEO  V0.2  incorpora  un  módulo  gms‐g9  de  GlobalTop,  un  dispositivo  GNSS 







      KYNEO V0.2 dispone como elemento central de su unidad MARG un MPU6050 fabricado 














































  El  módulo  del  que  se  dispone  es  el  XBee‐PRO  868  fabricado  por  Digi 
Internacional. Es un módulo de comunicación serie inalámbrico, con una distancia máxima de 
trasmisión de datos de 550 m en interiores o espacios urbanos y de 40 km en campo abierto. 























BT730‐SA  5V / 3.3V  2.1 Mbps  1 km  19.90 € 
BT730‐SC  5V /3.3V  2.1 Mbps  1 km  18.90 € 
BISMS02BI  7V / 3.3V  300 Kbps  300 m  51.90 € 






















aplicaciones.  En  él  se  pueden  encontrar  numerosas  herramientas  para  el  control  y 
















































































































las  alarmas  activas  del  dispositivo  dentro  de  la  red  ad‐hoc.  Además,  debe  obtener  esta 
información de los otros dispositivos del mismo tipo que se encuentra en dicha red. 
  La comunicación entre el módulo XBee y el microprocesador se lleva a cabo mediante el 


















portador  de  otro módulo  idéntico,  la  aplicación  ha  de  ser  capaz  de  desarrollar  5  funciones 
diferenciadas: 
‐ Lectura de la posición GPS. 


















Estas  tramas  son  enviadas  con  una  frecuencia  de  5  Hz  (cada  200  ms)  y  recibidas  por  el 
microcontrolador a través del puerto serie UART1. 

















latitud,  o  en metros,  para  la  altitud.  El  signo  +/‐  almacenado  se  corresponde  con  la 
dirección norte o sur para la latitud o este u oeste para la longitud. El valor de altitud 
siempre es positivo. 










La  aplicación  ha  de  ser  capaz  de  detectar  si  el  individuo  portador  de  un módulo  ha 
sufrido accidente, valiéndose de la información obtenida por el acelerómetro, e informar sobre 
dicho acontecimiento al módulo buscador. Para ello se han desarrollado una serie de alarmas 






obtención  de  dichos  valores  se  encuentra  desarrollada  en  el  anexo  Calibración  del 
Acelerómetro. 
 X (m/s2)  Y (m/s2)  Z (m/s2) 




  Tras asegurar  la  fiabilidad de  las medidas proporcionadas por el acelerómetro,  se ha 


































En  consecuencia,  la  activación  de  las  alarmas  dependerá  tanto  de  las  aceleraciones 
soportadas por el módulo como del estado del módulo tras la realización de unas determinadas 





ms, por  lo que,  realizando una  lectura de  la aceleración cada 20 ms  (10 veces menor que  la 
amplitud del impacto), se asegura un correcto muestreo del pico de aceleración descrito por un 
impacto. 














A  continuación,  se  describen  las  condiciones  que  han  de  cumplirse  para  que  estas 
alarmas sean activadas. 
Si la recepción de la medida del acelerómetro no es correcta, o el propio acelerómetro 























la  dirección  en  la  cual  se  encuentra  posicionado  el  módulo  perteneciente  al  individuo 
accidentado.  Para  generar  dicha  instrucción  es  necesario  conocer  la  orientación del módulo 
buscador. La brújula será la encargada de realizar dicho cometido. 
Se  ha  tomado  la  decisión  de  diseña  una  brújula  en  vez  de  utilizar  la  dirección 
proporcionada por  las  tramas NMEA, ya que para velocidades de desplazamientos  reducidas 
dicha dirección es poco precisa. 









 X (º/s)  Y (º/s)  Z (º/s) 








orientación  con  la  siguiente  expresión,  donde  se  realiza  también  el  cambio  de  unidades  de 
radianes a grados. 
ܱݎ݅݁݊ݐܽܿ݅ó݊ ൌ 	ܽݐܽ݊2ሺܺ, ܻሻ ∗ 180ߨ  
  Para  asegurar  un  correcto  cálculo  de  la  orientación,  el  módulo  ha  de  cumplir  los 































Los  módulos  XBee  que  componen  la  red  ad‐hoc  utilizada  en  la  aplicación  son 
proporcionados por la empresa Geko Navsat. Estos módulos poseen implementado el sistema 




























La  información  recibida  por  un módulo,  es  almacenada  en  un  buffer  en  función  del 
número identificador de la trama. En la situación en la que se reciba una trama cuyo número 









El  interfaz  establecido  por  la  empresa  Geko  Navsat  para  la  comunicación  entre  la 
aplicación  y  el  usuario  es  una  aplicación  móvil  diseñada  por  esta  misma  empresa.  Dicha 


















→  Bit  5,  Error  en  la  medida  de  la  velocidad  angular  (activada  “1”  o 
desactivada “0”) 


























Byte 6:9  →  Cambio  de  dirección  del  módulo  receptor  para  apuntar  hacia  el 
módulo emisor de la alarma (float 4 byte) 









Además,  la  información  acerca  de  la  posición  del  módulo  y  de  las  instrucciones  de 
búsqueda son enviadas en  formato  float e  int y no en nomenclatura ASCII,  ya que el  código 
necesario para la generación e interpretación de tramas y el tamaño de estas se ve reducido en 
gran medida, de 38 + 39*n bytes a 15 + 13*n bytes de longitud de trama.  
Para  la generación de dicha  trama, ha  sido necesario  llevar a  cabo  tres operaciones: 
cálculo de  la distancia, del cambio de dirección y de  la diferencia de alturas entre el módulo 




















ܣݑݔ2 ൌ 	 |ܮ݋݊݃௠௥ െ ܮ݋݊݃௠௘| 
ܣݑݔ3 ൌ 	360 െ ܽݐܽ݊2	ሺܣݑݔ2, ܣݑݔ1ሻ ∗ 180ߨ  
ܥܾܽ݉݅݋	݀݁	ܦ݅ݎ݁ܿܿ݅ó݊ ൌ ݊݋ݎ݉ሺܣݑݔ3 െ	ܱݎ݅݁݊ݐܽܿ݅ó݊௠௥ሻ 
, siendo ܮܽݐ௠௘   la latitud del módulo emisor de la alarma, ܮܽݐ௠௥   la latitud de módulo 







ܣݑݔ4 ൌ 	 sin ൬ܮܽݐ௠௘ െ ܮܽݐ௠௥2 ൰
ଶ
൅ cos 	ሺܮܽݐ௠௘ሻ ∗ cos 	ሺܮܽݐ௠௥ሻ ∗	sin ൬ܮ݋݊݃௠௘ െ ܮ݋݊݃௠௥2 ൰
ଶ
 
ܦ݅ݏݐܽ݊ܿ݅ܽ ൌ 2 ∗ ሺܴܽ݀݅݋	ܶ݁ݎݎ݁ݏݐݎ݁ ൅	ܣ݈ݐ௠௘ሻ ∗ asin	ሺ√ܣݑݔ4ሻ 
, siendo ܮܽݐ௠௘   la latitud del módulo emisor de la alarma, ܮܽݐ௠௥   la latitud de módulo 
receptor,  ܮ݋݊݃௠௥   la  longitud  del módulo  receptor,  ܮ݋݊݃௠௘   la  longitud  del módulo 
emisor de la alarma y ܣ݈ݐ௠௘ la altitud del módulo emisor de la alarma. 
El cálculo de la diferencia de alturas entre los módulos ya nombrados es la siguiente: 








































  El  bloque  CLOCK  es  un  reloj  con  un  tick  de  1  ms,  el  cual  lleva  a  cabo  todas  las 
temporizaciones realizadas en la aplicación. 




































  El  bloque  BRÚJULA  realiza  todos  los  cálculos  necesarios  para  la  obtención  de  la 
orientación del módulo y activa todas las alarmas relacionadas con la lectura del magnetómetro 
y del giróscopo y las relacionadas con el fallo de cálculo de la orientación. 
  El  bloque  ALARMA  realiza  todos  los  cálculos  necesarios  para  la  activación  o 






























es  fijo  y  está  definido  en  el  denominado  plan  principal,  siendo  este  la  especificación  del 




‐ Tareas  periódicas:  son  aquellas  que  se  activan  regularmente  en  instantes  de  tiempo 
separados por un periodo de tiempo determinado y constante. 
‐ Tareas  esporádicas:  son  aquellas  que  se  activan  de  forma  irregular  cada  vez  que  se 
producen ciertos eventos externos. 
2.1. Tareas 






































Es  la  tarea  encargada  de  activar  o  desactivar  las  alarmas  de  detección  de  impacto, 
partiendo  de  los  comandos  de  control  (comando  “Reset”)  y  la  información  obtenida  del 
acelerómetro. 
  Es  una  tarea periódica  que  se  vale  de  los  ficheros  recogidos  por  los  bloques CLOCK, 
ALARMA e I2C. 
  Obtención de la orientación (Orient) 






Tarea  C  D  T  S 
RXBee  <0.005 ms  0.102 ms  ‐  0.102 ms 
RGPS  <0.005 ms  0.102 ms  ‐  0.102 ms 
Alarma  0.46 ms  20 ms  20 ms  ‐ 
Orient  0.87 ms  20 ms  20 ms  ‐ 
TBt  14.96 ms  250 ms  250 ms  ‐ 










‐ Para muestrear  de  forma  correcta  el  pico  de  200 ms  producido  por  un  impacto,  es 
necesario muestrear a una frecuencia de 50 Hz, tal y como se había establecido en el 
capítulo anterior. Por ello, el periodo de ejecución de la tarea Alarma es de 20 ms. 
‐ La velocidad angular máxima aproximada a  la  cual  el  individuo portador del módulo 









y  la  tarea RGPS  es menor de  0.005 ms,  valor  que  se  ha obtenido  del  tick  de menor  tiempo 















Tarea  C  D  T 
Alarma  0.46 ms  20 ms  20 ms 
Orient  0.87 ms  50 ms  50 ms 
TXBee  14.25 ms  500 ms  500 ms 















0.46 ൅ 0.87 ൅ 14.25 ൅ 2 ∗ 0.005 ∗ 200.102 ൌ 17.54	ݏ ൏ ݉ ൌ 20	݉ݏ 
Marco 2  → Ejecuta: Alarma, Orient y TBt. La suma de Ɵempos más el Ɵempo de 
computo de las tareas RXBee y RGPS es: 
0.46 ൅ 0.87 ൅ 14.96 ൅ 2 ∗ 0.005 ∗ 200.102 ൌ 18.25	݉ݏ ൏ ݉ ൌ 20	݉ݏ 
Marco 3  →  Ejecuta:  Alarma  y  Orient.  La  suma  de  Ɵempos  más  el  Ɵempo  de 
computo de las tareas RXBee y RGPS es: 























librerías  Arduino,  implementadas  en  lenguaje  C++.  Como  se  ha  tomado  la  decisión  de 
implementar  la  aplicación  en  lenguaje  C  para  tener  un  mayor  control  del  sistema,  ha  sido 






























  Si  únicamente  se  requiere  recibir  bytes,  el microprocesador  enviará  tantos  bytes  de 
valor cero como bytes posea la trama que se desea obtener. 
  La información contenida en las tramas recibidas y enviadas contiene 8 bits de longitud. 












































































































































AL.  En  las  Figuras  23  y  24,  encontramos  la  sucesión  de  dichos  acontecimientos  descritos 
































magnético,  se  ha  recogido  una  serie  de  valores  de  orientación  calculados  para  unas 


























































































































































































  El  objetivo  principal  de  este  proyecto  ha  sido  el  diseño  de  una  aplicación  para  la 













manejo de  la  red ad‐hoc,  el  cual  permite  gestionar  la  recepción  y  el  envio de  las  tramas de 
posicionamiento y alarma de los módulos, las cuales genera, identifica, interpreta y almacena. 
  Para la generación de alarmas, ha sido necesario implementar un paquete de funciones 




manejo de  la  comunicación  con  la  aplicación móvil,  el  cual  permite  identificar,  interpretar  y 
gestionar  la  recepción  de  los  comandos  de  control.  También  permite  generar  y  enviar  las 
instrucciones de búsqueda. 
  Para la generación de las instrucciones de búsqueda, ha sido necesario implementar una 
brújula  para  determinar  la  orientación  del  individuo  buscador  partiendo  de  la  información 
suministrada  por  el magnetómetro.  También  ha  sido  necesario  implementar  un  paquete  de 
funciones para el cálculo de la distancia y la dirección entre el módulo buscador y un módulo 
emisor de una alarma de detección de accidente. 
  Todas  las  tareas  independientes  realizadas  por  la  aplicación  se  han  implementado 




  Finalmente, se ha  llevado a cabo una serie de pruebas de funcionamiento,  las cuales 
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P1  Nomenclatura  Función/es Utilización
1  PB3 / AIN1 / OC0A / PCINT11  Línea digital. Modulación por ancho de pulso.  Disponible
2  PD4 / OC1B / XCK1 / PCINT28  Línea digital. Modulación por ancho de pulso.  Disponible
3  PC0 / SCL / PCINT16  Línea digital. Reloj de interfaz I2C. I2C 
4  PC1 / SDA / PCINT17  Línea digital. Bus de datos de interfaz I2C.  I2C 
5  PC2 / TCK / PCINT18  Línea digital. Reloj de temporizador. Disponible
6  PC3 / TMS / PCINT19  Línea digital. Disponible
7  PC4 / TDO / PCINT20  Línea digital. Disponible
8  PC5 / TDI / PCINT21  Línea digital. Disponible
9  PD0 / T3 / RXD0 / PCINT24  Línea digital. Línea de recepción UART0. UART0 
10  PD1 / TXD0 / PCINT25  Línea digital. Línea de transmisión UART0.  UART0 
11  PD2 / INT0 / RXD1 / PCINT26  Línea digital. Línea de recepción UART1. UART1 
12  PD3 / INT1 / TXD1 / PCINT27  Línea digital. Línea de transmisión UART1.  UART1 
13  +3V3  Tensión de alimentación 3.3 V regulada. Alimentación
Tabla 8. Puerto de expansión P1 
P1  Nomenclatura  Función/es Utilización
1  PB4 / SS / OC0B / PCINT12  Línea digital. Slave Select por defecto (SPI)  SPI 
2  PB5 / MOSI / ICP3 / PCINT13  Línea digital. Bus direccional MOSI (SPI) SPI 
3  PB6 / MISO / OC3A / PCINT14  Línea digital. Bus direccional MISO (SPI) SPI 
4  PB7 / SCK / OC3B / PCINT15  Línea digital. Reloj de interfaz SPI. SPI 
5  RESET  Reset del sistema, activo a nivel bajo. RESET 
6  PD6 / ICP / OC2B / PCINT30  Línea digital. Modulación por ancho de pulso.  Disponible
7  PD7 / OC2A / PCINT31  Línea digital. Modulación por ancho de pulso.  Disponible
8  PA1 / ADC1 / PCINT1  Entrada analógica. Interrupción cambio de entrada.  Disponible 
9  PA2 / ADC2 / PCINT2  Entrada analógica. Interrupción cambio de entrada.  Disponible 
10  PA3 / ADC3 / PCINT3  Entrada analógica. Interrupción cambio de entrada.  Disponible 
11  AREF  Referencia de tensión para entradas analógicas.  Disponible 
12  GND  Tensión de referencia / Masa del circuito. Alimentación















Medida  X (m/s2)  Y (m/s2)  Z (m/s2)  Módulo 
1  ‐0,30625  0,87568  ‐9,32148  9,3675287 
2  ‐0,17226  1,00967  ‐9,31670  9,3728334 
3  ‐0,15791  0,77998  ‐9,28320  9,3172478 
4  0,00000  0,89004  ‐9,34063  9,38293379 
5  ‐0,27275  0,88525  ‐9,32627  9,37215942 
6  ‐0,11484  0,91396  ‐9,29277  9,33831575 
7  ‐0,15313  0,97617  ‐9,34541  9,39750197 
8  0,05264  0,86132  ‐9,36455  9,40422455 
9  0,03350  0,80390  ‐9,27363  9,30847174 
10  ‐0,10018  0,77998  ‐9,35020  9,38320681 
Tabla 10. Medidas de la aceleración 
Los valores de error medio obtenidos se recogen en la Tabla 11. 
 X (m/s2)  Y (m/s2)  Z (m/s2) 




Medida  X (m/s2)  Y (m/s2)  Z (m/s2)  Módulo  Error (m/s2) 
1  ‐0,18713  ‐0,00192  ‐9,80000  9,80178  ‐0,00178 
2  ‐0,05314  0,13208  ‐9,79522  9,79625  0,00375 
3  ‐0,03879  ‐0,09762  ‐9,76172  9,76228  0,03772 
4  0,11912  0,01245  ‐9,81914  9,81987  ‐0,01987 
5  ‐0,15363  0,00765  ‐9,80479  9,80599  ‐0,00599 
6  0,00428  0,03637  ‐9,77129  9,77136  0,02864 
7  ‐0,03401  0,09858  ‐9,82393  9,82448  ‐0,02448 
8  0,17175  ‐0,01628  ‐9,84307  9,84458  ‐0,04458 
9  0,15261  ‐0,07370  ‐9,75215  9,75362  0,04638 
10  0,01894  ‐0,09762  ‐9,82871  9,82922  ‐0,02922 












Medida  X (º/s)  Y (º/s)  Z (º/s)  Modulo 
1  ‐1,7099  ‐0,9924  73,4962  73,5228 
2  ‐1,1603  ‐0,0611  73,5267  73,5359 
3  ‐1,1756  ‐0,1374  72,7939  72,8035 
4  ‐1,0534  ‐0,3511  73,2824  73,2909 
5  ‐1,0382  ‐0,1069  73,3435  73,3509 
6  ‐1,0387  0,1221  72,7481  72,7556 
7  ‐1,3435  ‐0,1832  72,3664  72,3791 
8  ‐1,0382  ‐0,1985  72,5802  72,5878 
9  ‐0,3359  0,3511  72,0611  72,0627 
10  ‐1,2672  ‐0,0153  71,7099  71,7211 
Tabla 13. Medidas de la velocidad angular 
Los valores de error medio obtenidos se recogen en la Tabla 14. 
 X (º/s)  Y (º/s)  Z (º/s) 




Modulo  Medida  X (º/s)  Y (º/s)  Z (º/s)  Módulo  Error (º/s)
73,5228  1  ‐0,5938  ‐0,8351  0,7054  1,2440  1,2440 
73,5359  2  ‐0,0442  0,0962  0,7359  0,7435  0,7435 
72,8035  3  ‐0,0595  0,0198  0,0031  0,0628  0,0628 
73,2909  4  0,0626  ‐0,1939  0,4916  0,5322  0,5322 
73,3509  5  0,0779  0,0504  0,5527  0,5604  0,5604 
72,7556  6  0,0774  0,2794  ‐0,0427  0,2930  0,2930 
72,3791  7  ‐0,2274  ‐0,0260  ‐0,4244  0,4822  0,4822 
72,5878  8  0,0779  ‐0,0412  ‐0,2107  0,2284  0,2284 
72,0627  9  0,7802  0,5084  ‐0,7298  1,1831  1,1831 
71,7211  10  ‐0,1511  0,1420  ‐1,0809  1,1006  1,1006 










Los valores de medida del  campo magnético en  las direcciones X e Y,  tangentes a  la 
superficie terrestre, se recogen en la Tabla 16. 
Orientación norte (º) X (Ga)  Y (Ga)  Modulo 
0  ‐0,187  ‐0,397  0,439 
45  0,109  ‐0,236  0,260 
90  0,249  0,093  0,266 
135  0,116  0,518  0,530 
180  ‐0,204  0,598  0,632 
225  ‐0,614  0,476  0,777 
270  ‐0,661  0,050  0,663 
315  ‐0,479  ‐0,292  0,561 




























Tras  aplicar  los  valores  de  corrección  tomados  de  la  desviación media,  las  medidas 
obtenidas quedan tal y como se muestra en la Tabla 18. 
Orientación norte (º)  X (Ga)  Y (Ga)  Modulo  Argumento (rad) Normalización (º)  Error (º) 
0  0,020  ‐0,488  0,489  ‐1,531  2,288  2,288 
45  0,315  ‐0,327  0,454  ‐0,804  43,953  1,047 
90  0,455  0,002  0,455  0,004  90,246  0,246 
135  0,322  0,427  0,535  0,924  142,943  7,943 
180  0,002  0,507  0,507  1,567  179,782  0,218 
225  ‐0,408  0,385  0,561  0,756  226,691  1,691 
270  ‐0,455  ‐0,041  0,457  ‐0,090  275,150  5,150 
315  ‐0,273  ‐0,383  0,470  ‐0,951  324,464  9,464 
180  0,018  0,488  0,489  1,535  182,059  2,059 





















































Tarea  C  D  T  S 
RXBee  <0.005 ms  0.102 ms  ‐  0.102 ms 
RGPS  <0.005 ms  0.102 ms  ‐  0.102 ms 
Alarma  0.46 ms  20 ms  20 ms  ‐ 
Orient  0.87 ms  50 ms  50 ms   
TXBee  14.25 ms  500 ms  500 ms  ‐ 
TBt  14.96 ms  250  250  ‐ 
Tabla 19. Conjunto de tareas que conforman la aplicación 
  El conjunto de tareas a planificar se recoge en la Tabla 20. 
Tarea  C  D  T 
Alarma  0.46 ms  20 ms  20 ms 
Orient  0.87 ms  20 ms  20 ms 
TXBee  14.25 ms  500 ms  500 ms 
TBt  14.96 ms  250 ms  250 ms 
Tabla 20. Conjunto de tareas a planificar 
Se comienza seleccionando la duración del hiperperiodo M: 
ܯ ൌ ݉ܿ݉	ሺ20, 20, 250,500ሻ ൌ 500 
A  continuación,  se  comprueba  qué  duración  del  marco  (m)  cumple  las  condiciones 
necesarias para que todas las tareas cumplan plazos y no se produzca desbordamiento: 




ܣ݈ܽݎ݉ܽ:	20 ൅ ൫20 െ ݉ܿ݀ሺ20,20ሻ൯ ൌ 20	 ൑ 20 
ܱݎ݅݁݊ݐ:	20 ൅ ൫20 െ ݉ܿ݀ሺ20,20ሻ൯ ൌ 20 ൑ 20	 
ܶܺܤ݁݁:	20 ൅ ൫20 െ݉ܿ݀ሺ20,250ሻ൯ ൌ 30 ൑ 250 













0.46 ൅ 0.87 ൅ 14.96 ൅ 2 ∗ 0.005 ∗ 200.102 ൌ 18.25	݉ݏ ൏ ݉ ൌ 20	݉ݏ 
Marco 3  →  Ejecuta:  Alarma  y  Orient.  La  suma  de  tiempo  más  el  tiempo  de 
cómputo de las tareas RXBee y RGPS es: 
























































































































      TXEN ‐ Habilitación de la trasmisión 
      RXCIE ‐ Habilitación de la interrupción de recepción 
































      TXEN ‐ Habilitación de la trasmisión 
      RXCIE ‐ Habilitación de la interrupción de recepción 
































































































































































































































































































































































































































































































































































































































      i2c_register = 0b00111011;  
    } else { 




















































































































































































































































































































































































































































































      CO01A ‐> Modo de operación normal  







      WGM1 ‐> Operación CTC comparar el máximo con el registro 
OCR0A   





      Comparación con el registro TCNT0: 
        f_tcnt0 = fclock/prescaler 







      OCIE0A ‐> Flag de interrupción para la comparación 



































































































































































































































































































      *length = i+1 ; 






























































































































































































































































      recogniced_NMEA = NONE ; 
      NMEAB_Index = 0 ; 
      GPS_NMEA_received = 1 ; 
      if(Is_GGA(NMEA_buffer [NMEAB_Row])){ 
        NMEAB_Row = (NMEAB_Row + 1)%2 ; 
      } 
    } else if (NMEAB_Index == 100) { 
      recogniced_NMEA = NONE ; 













































































































































































      Alarma_Golpe = 1; 
      Remove_Timer(); 




      if(pasos == 1){ 
        Set_Timer2(5000); 
        pasos = 0; 
      } 
    } else { 
      Alarma_Leve = 0; 
      pasos = 1; 







      point1 = Read_GPS(); 
      if(Get_error()){ 
        time1 = 2; 
      } else { 
        time1 = 1; 
      } 
      Remove_Timer(); 








      point2 = Read_GPS(); 
      if ((Get_error())||(time1 ==2)){ 
        distance_1_2 = ‐1; 
      } else { 
        distance_1_2 = Distance(point2, point1); 
      } 
      if(((distance_1_2>‐1)&&(distance_1_2<1))||(Alarma_Leve == 
1)){ 
        Alarma_Golpe = 1; 
      } else { 
        Alarma_Golpe = 0; 
      } 
      if((Alarma_Leve == 1)){ 
        Alarma_Critica = 1; 
      } 














































































































































































      Alarm_MeasureO = 1; 
    } else { 
      orientation = norm((float)(atan2(DataM.Y/0.25, 
DataM.X/0.25))*180.0/3.1415); 





















































































































































      RX_Buffer [RXB_Index] = C ; // Almacenamos el char en el 
buffer 
      if (RXB_Index == (RXB_Lenght‐1)) { // Comprobamos si nos 
encontramos en el final de la trama 
        // Indicamos que no recibimos el frame y apuntamos a 
la otra posición del buffer. 
        receiving_frame = 0 ;  
        RXB_Frame_Received = 1 ; 
        Save_Information(RX_Buffer); 
      } 
      RXB_Index ++ ; 
      if (RXB_Index == 180) { // Comprobamos si la trama es 
demasiado larga 
        receiving_frame = 0 ; 




      RXB_Index = 0 ; 
      RX_Buffer [RXB_Index] = C ; // Almacena la primera posición 
del buffer actual el comienzo del frame 
      receiving_frame = 1 ; // Indicamos que hemos recibido un 
frame 






























  while( Msec‐‐ )          // 1ms loop at 16MHz CPUCLK 
o 2ms loop at 8MHz CPUCLK 
  { 











































































































































  SCIa_TXINT (ENABLED) ;               





























































































































































































































































































































































































































































      if(SPIT_Index != (SPIT_Length)){ 
        SPIR_Buffer[SPIR_Row][SPIR_Index] = C; 
        SPIR_Index ++; 
      } else { 
        Change_Mode(SPIR_Buffer[SPIR_Row]); 
        SPIR_Index = 0; 
        SPIR_Row = (SPIR_Row+1)%2; 
        end_reception = 1; 
        first_received = 0; 
      } 
      if(end_trasmision){ 
        SPI_MasterTransmit (0); 
      } 
    } else { 
      end_reception = 1; 









      if(C == (0x16)){ 
        end_trasmision=0; 
        first_received = 1; 
        SPIR_Buffer [SPIR_Row][SPIR_Index] = C; 
        SPIT_Length = 3; 
        SPIR_Index++; 



























































































































































      inf.Alarmas[numErrores]=AuxPCBx; 








































      buffer[i+j]=inf.Alarmas[i].Identification_Alarm; 
      j++; 
     
      buffer[i+j]=inf.Alarmas[i].distance.bytes[3]; 
      j++; 
      buffer[i+j]=inf.Alarmas[i].distance.bytes[2]; 






      buffer[i+j]=inf.Alarmas[i].distance.bytes[1]; 
      j++; 
      buffer[i+j]=inf.Alarmas[i].distance.bytes[0]; 
      j++; 
     
      buffer[i+j]=inf.Alarmas[i].direction.bytes[3]; 
      j++; 
      buffer[i+j]=inf.Alarmas[i].direction.bytes[2]; 
      j++; 
      buffer[i+j]=inf.Alarmas[i].direction.bytes[1]; 
      j++; 
      buffer[i+j]=inf.Alarmas[i].direction.bytes[0]; 
      j++; 
       
      buffer[i+j]=inf.Alarmas[i].direction_R_L; 
      j++; 
       
      buffer[i+j]=inf.Alarmas[i].Difference_Altitude>>8; 
      j++; 
      buffer[i+j]=inf.Alarmas[i].Difference_Altitude; 
      j++; 
       
      buffer[i+j]=inf.Alarmas[i].direction_up_down; 























































































































































       
      buffer[i+j]=','; 
      j++; 
       
      buffer[j+i]=11; 
      j++; 
      buffer[j+i]=13; 
      j++; 
       
      Aux = inf.Alarmas[i].Identification_Alarm & 0b00000111; 
      buffer[j+i]=change_ASCII(Aux); 
      j++; 
      buffer[j+i]=','; 
      j++; 
       
      if (inf.Alarmas[i].Identification_Alarm & 0b00001000){ 
        buffer[j+i]='1'; 
        } else { 
        buffer[j+i]='0'; 
      } 
      j++; 






      j++; 
       
      if (inf.Alarmas[i].Identification_Alarm & 0b00010000){ 
        buffer[j+i]='1'; 
        } else { 
        buffer[j+i]='0'; 
      } 
      j++; 
      buffer[j+i]=','; 
      j++; 
       
      if (inf.Alarmas[i].Identification_Alarm & 0b00100000){ 
        buffer[j+i]='1'; 
        } else { 
        buffer[j+i]='0'; 
      } 
      j++; 
      buffer[j+i]=','; 
      j++; 
       
      if (inf.Alarmas[i].Identification_Alarm & 0b01000000){ 
        buffer[j+i]='1'; 
        } else { 
        buffer[j+i]='0'; 
      } 
      j++; 
      buffer[j+i]=','; 
      j++; 
       
      if (inf.Alarmas[i].Identification_Alarm & 0b10000000){ 
        buffer[j+i]='1'; 
        } else { 
        buffer[j+i]='0'; 
      } 
      j++; 
      buffer[j+i]=','; 
      j++; 
       
      if(inf.Alarmas[i].distance.number>=0.0){ 
        buffer[i+j]='+'; 
        Aux3 = inf.Alarmas[i].distance.number; 
        } else { 
        buffer[i+j]='‐'; 
        Aux3 = ‐inf.Alarmas[i].distance.number; 
      } 
      j++; 
      Aux2 = (int)Aux3; 
      Aux = Aux2/10000; 
      Aux2 = Aux2%10000; 
      buffer[i+j]=change_ASCII(Aux); 
      j++; 
      Aux = Aux2/1000; 
      Aux2 = Aux2%1000; 
      buffer[i+j]=change_ASCII(Aux); 
      j++; 
      Aux = Aux2/100; 
      Aux2 = Aux2%100; 
      buffer[i+j]=change_ASCII(Aux); 
      j++; 
      Aux = Aux2/10; 
      Aux2 = Aux2%10; 






      j++; 
      Aux = Aux2/1; 
      Aux2 = Aux2%1; 
      buffer[i+j]=change_ASCII(Aux); 
      j++; 
       
      buffer[i+j]='.'; 
      j++; 
       
      Aux2 = ((int)(Aux3*100)%100); 
      Aux = Aux2/10; 
      Aux2 = Aux2%10; 
      buffer[i+j]=change_ASCII(Aux); 
      j++; 
      Aux = Aux2/1; 
      Aux2 = Aux2%1; 
      buffer[i+j]=change_ASCII(Aux); 
      j++; 
       
      buffer[i+j]=','; 
      j++; 
       
      if(inf.Alarmas[i].direction.number>=0){ 
        buffer[i+j]='+'; 
        Aux3 = inf.Alarmas[i].direction.number; 
        } else { 
        buffer[i+j]='‐'; 
        Aux3 = ‐inf.Alarmas[i].direction.number; 
      } 
      j++; 
      Aux2 = (int)Aux3; 
      Aux = Aux2/100; 
      Aux2 = Aux2%100; 
      buffer[i+j]=change_ASCII(Aux); 
      j++; 
      Aux = Aux2/10; 
      Aux2 = Aux2%10; 
      buffer[i+j]=change_ASCII(Aux); 
      j++; 
      Aux = Aux2/1; 
      Aux2 = Aux2%1; 
      buffer[i+j]=change_ASCII(Aux); 
      j++; 
       
      buffer[i+j]='.'; 
      j++; 
       
      Aux2 = ((int)(Aux3*100)%100); 
      Aux = Aux2/10; 
      Aux2 = Aux2%10; 
      buffer[i+j]=change_ASCII(Aux); 
      j++; 
      Aux = Aux2/1; 
      Aux2 = Aux2%1; 
      buffer[i+j]=change_ASCII(Aux); 
      j++; 
       
      buffer[i+j]=','; 
      j++; 
       
      buffer[i+j]=inf.Alarmas[i].direction_R_L; 






      buffer[i+j]=','; 
      j++; 
             
      if(inf.Alarmas[i].Difference_Altitude>=0){ 
        buffer[i+j]='+'; 
        Aux2 = inf.Alarmas[i].Difference_Altitude; 
        } else { 
        buffer[i+j]='‐'; 
        Aux2 = ‐inf.Alarmas[i].Difference_Altitude; 
      } 
      j++; 
      Aux = Aux2/100; 
      Aux2 = Aux2%100; 
      buffer[i+j]=change_ASCII(Aux); 
      j++; 
      Aux = Aux2/10; 
      Aux2 = Aux2%10; 
      buffer[i+j]=change_ASCII(Aux); 
      j++; 
      Aux = Aux2/1; 
      Aux2 = Aux2%1; 
      buffer[i+j]=change_ASCII(Aux); 
      j++; 
       
      buffer[i+j]=','; 
      j++; 
      buffer[i+j]=inf.Alarmas[i].direction_up_down; 



























































































































































































































































































      // Obtención de la long de la PCB emisora 
      aux1.Longitude = Information_PCBs_XBee[i].Longitude.number; 
   
      // Obtención de la lat de la PCB emisora 
      aux1.Latitude = Information_PCBs_XBee[i].Latitude.number; 
     
      // Obtención de la Alt de la PCB emisora 
      aux1.Altitude = Information_PCBs_XBee[i].Altitude; 
     
      // Obtención de la posición de la PCB receptora 
      aux2 =  Read_GPS(); 
   
      // Obtención de la distancia 







      // Obtención de la dirección 
      Aux.direction.number = Direction(aux1,aux2); 
     
      if(Aux.direction.number>180){ 
        Aux.direction_R_L = 'R'; 
        Aux.direction.number = 360‐Aux.direction.number; 
      } else { 
        Aux.direction_R_L = 'L'; 
      } 
   
      // Obtención del desnivel 
      Aux.Difference_Altitude = Diference(aux1,aux2); 
     
      if(Aux.Difference_Altitude<0){ 
        Aux.direction_up_down = 'D'; 
        Aux.Difference_Altitude = ‐Aux.Difference_Altitude; 
      } else { 
        Aux.direction_up_down = 'U'; 
      } 
    } else { 
      // Obtención de la long de la PCB emisora 
      aux1.Longitude = 0.0; 
       
      // Obtención de la lat de la PCB emisora 
      aux1.Latitude = 0.0; 
       
      // Obtención de la Alt de la PCB emisora 
      aux1.Altitude = 0; 
       
      // Obtención de la distancia 
      Aux.distance.number = 0.0; 
       
      // Obtención de la dirección 
      Aux.direction.number = 0.0; 
      Aux.direction_up_down = 0; 
       
      // Obtención del desnivel 
      Aux.Difference_Altitude = 0; 




































































































































































      case 1: 
        Calculation_Alarm(); 
        Calculate_orientation(); 
        Send_XBee(); 
        marco = 2; 
        break; 
      case 2:  
        Calculation_Alarm(); 
        Calculate_orientation(); 
        Send_Receive_Bluetooth(); 
        marco = 3; 
        break; 
      case 3:  
        Calculation_Alarm(); 
        Calculate_orientation(); 
        if(cont_marcos==12) marco=2; 
        if(cont_marcos==24) marco=1; 
        break; 
    } 
     
    cont_marcos++; 
    if(cont_marcos > 24) cont_marcos = 0; 
     
    delay_Until(Siguiente); 
  } 
  return 0; 
} 
 
 
/******************************************************************************/ 
/*                        Functions                                           */ 
/******************************************************************************/ 
 
// Inicialización del sistema 
void InitSystem(void) 
{ 
  sei(); // Habilitamos las interrupciones del video. 
  return ; 
} 
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// Tarea trasmisión al módulo XBee 
void Send_XBee (void){ 
   
  position pos; 
  Information_XBee inf; 
   
  pos=Read_GPS(); //  FUNCIONA 
  inf=Generate_information_XBee(identificationModule/*identificador*/, 
Get_error()/* Error GPS*/ ,Get_Alarma_Critica(), Get_Alarma_Leve(), 
Get_Alarma_Golpe(), Get_Alarm_MeasureA(), pos/*posicion PCB*/); 
   
  // Trasmisión de información en float e int 
  Send_information(inf); 
   
  // Trasmisión de información en nomenclatura ASCII 
  //Send_information_ASCII(inf); 
 
   
} 
 
// Tarea recepción/trasmión a través del módulo Bluetooth 
void Send_Receive_Bluetooth (void){ 
   
  position pos; 
  float orientacion; 
  Information_Bluetooth inf; 
   
  if((Get_Mode() == DESACTIVATE) && (Get_Mode() == RESET)){ 
    cont = 0; 
  } else if(Get_Mode() == ACTIVATE1){ 
    cont = 3; 
  } else if(Get_Mode() == ACTIVATE5){ 
    cont = 19; 
  } else if(Get_Mode() == ACTIVATE10){ 
    cont = 39; 
  } 
   
  Generate_information(); 
   
  if(Get_Mode() != DESACTIVATE && cont_Bluetooth > cont){ 
   
    pos=Read_GPS(); 
    orientacion = Get_Orientation(); 
 
  inf=Generate_information_Bluetooth(identificationModule/*identificador*/, 
Get_error()/* Error GPS*/,Get_Alarma_Critica(), Get_Alarma_Leve(), 
Get_Alarma_Golpe(), Get_Alarm_MeasureA(), Get_Error_MeasureG(), 
Get_Error_MeasureM(), Get_Error_MeasureB(), pos/*posicion PCB*/, orientacion); 
 
    // Trasmisión de la información en formato float e int 
    Send_information_Bluetooth(inf); 
     
    // Trasmisión de la información en nomenclatura ASCII 
    //Send_information_Bluetooth_ASCII(inf); 
     
    cont_Bluetooth = 0; 
  } else { 
    Receive_frame(0x16, 2); // Recepción de la información 
  } 
  cont_Bluetooth ++; 
} 
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// Tarea activación de detección de accidente 
void Calculation_Alarm (void){ // Alarma de caida 
  if((Get_Mode()==RESET) && (reset == 0)){ 
    reset = 1; 
    Reset_Alarma_Critica(); 
    Reset_Alarma_Golpe(); 
  } else { 
    reset = 0; 
  } 
  Alarm(); 
} 
 
// Tarea obtención de la orientación 
void Calculation_Orientation (void){ 
  Calculate_orientation(); 
} 
 
 
 
 
 
 
 
