








































































jelenkor   igényeinek  megfelelően  ma  már   szükség van  egy  olyan   rendszerre,   amely  képes 
követni   kapcsolatainkat,   melyek   meghatározzák   cégünket.   Segít   azok   karbantartásában, 
kezelésében,   legyen   szó   a   cég   alkalmazottairól,   vagy   éppen   cég   vezetőjéről   akivel 
kapcsolatban állunk, álltunk. Minden fontos, vagy nem túl fontos információt, dokumentumot, 
eseményt,   jegyzetet   vagy   egy  megjegyzést   tudjunk   csatolni   bármelyik   vállalkozásunkkal 
kapcsolatban  álló   személyhez.  Ezen kívül,   a  mai  kornak megfelelően akár   twitteren  vagy 
egyéb közösségi oldalon is nyomon tudjuk követni vásárlóinkat, ezáltal  új  kommunikációs 
csatornák nyílhatnak meg közöttünk.














  Harmadik  nagyon erős  eszközöm a  jQuery  lesz,  melynek kiegészítői  és  egyszerű 






egy  Apache  alkalmazás   szerverre  és   egy  MySQL adatbázisra   van   szükség,  melyek  mind 












DQL   (Doctrine   Query   Language)­ben   írhatjuk,   amelyet   a   Java   környezetben   jól   ismert 









Ha   egy   webes   alkalmazást   fejlesztünk,   akkor   jó   eséllyel   objektum   orientált 
programozást fogunk használni, amely objektumokkal manipulál. Ezek általában nem skalár 
értékek, viszont a legtöbb adatbázis kezelő csak ilyen adatokat tud tárolni, illetve csak skalár 
értékekkel   tud  műveleteket   elvégezni   A   fejlesztőnek   kell   az   objektumokat   az   adatbázis 
számára feldolgozható   formára  hozni,  vagy ha az adatbázisból  kinyert  adatot szeretnénk a 
programunkkal feldolgozni ezt meg kell  tennünk visszafelé   is.  Az ORM erre nyújt  egy jó 
megoldást. 
A  fő   problémát   az   jelenti,   hogy úgy alakítsuk  át   az  objektumokat,  hogy  az  adatbázisból 





A   PDO   (PHP   Data   Objects)   nem   más,   mint   egy   objektum   az   adatbázis   kapcsolatok, 








mintákra   épül.  A  Doctrine_Record   alap   osztály   kiterjesztése   révén,  minden   leszármazott 
osztály rendelkezni fog a tipikus Active Record interfészekkel úgymint; törlés, mentés, stb. és 
a Doctrine számára lehetőséget ad, hogy könnyedén figyelemmel kísérje a rekord életciklusát. 
Egyéb   adatbázis  műveletek  más   komponensekhez   vannak   továbbítva,   ilyen   komponens   a 







Ezek   az   osztályok   adják   meg   a   sémáját   és   a   viselkedését   a   modelljeinknek.   Minden 
Doctrine_Record­ból   öröklött   osztály   tartalmaz   egy   setTableDefiniton()   és   egy   setUp() 





















A Doctrine   lehetőséget   ad   arra,   hogy   a   sémafájlokat   rövidített   szintaxissal   írjuk. 




állítva   írunk,   akkor  megpróbálja   az   oszlopok   neve   alapján  megtalálni   az   adatbázistáblák 
között lévő kapcsolatokat.
2.7.2 Szintaxis






a   szemközti   oldalról   is.   A   séma   szintaxisa   lehetőséget   nyújt   alias   nevek   használatára, 










Több  adatbázis  kapcsolattal   is  dolgozhatunk,   amely  adatbázis  kapcsolat  végén  különböző 




A   Zend   Framework   egy   nyílt   forráskódú,   objektum   orientált   keretrendszer   web 
alkalmazások számára,  PHP 5+ környezetben.  A keretrendszert  nevezhetnék komponensek 
könyvtárának   is,   hiszen   nem   áll   másból,   mint   lazán   kapcsolt,   többnyire   független 
komponensekből,  melyek   könyvtárakba   vannak   szervezve.  Ezen   felül   a  Zend  Framework 
MVC (Model­View­Controller) megoldást kínál az alkalmazásunk felépítéséhez. 
3.1 Model­View­Controller
MVC  szerkezeti  minta,   amit   napjainkban   a   legtöbb  web­alkalmazás   fejlesztésénél 
használnak. Az MVC minta lényege, hogy külön válassza az üzleti logikát, az adatbázishoz 










• Vezérlő:  a vezérlő  köti  össze a  tervezési  mintát,  manipulálja a modelleket, eldönti, 
hogy mit jelenítsünk meg. A vezérlő  mondja meg, hogy melyik adat melyik nézethez 


















◦ A   models   mappába   kerülnek   a   Doctrine   által   használt   modellek,   de   ha 
Zend_Table­t használnák, akkor is itt kellene elhelyeznünk a modell osztályokat.
◦   A   views   tartalmazza   a   nézettel   kapcsolatos   mappákat,   legyenek   azok   akár 
helperek, vagy akár az actionok­hoz kapcsolódó nézetek. A nézetek, a vezérlő neve 
szerint   vannak   csoportosítva   további   alkönyvtárakban.  A   layout   az   alkalmazás 
sablonja,  az általam felépített  alkalmazásban a view 
mappán   kívülre   került,   az   egyszerűbb   kezelhetőség 
érdekében. 
◦ Az application  mappában  található  a  Bootstrap.php, 
amelyről a későbbiekben még szót fogok ejteni. 
◦ A configs  mappában   találhatóak  a    keretrendszerek 
beállításával   kapcsolatos   fájlok,   mind   a   Doctrine 
mind   a  Zend  Framwework­höz   tartozóak.    A  Zend 




• A   library   könyvtárban   a   két   keretrendszer   könyvtár 
csomagjai   helyezkednek   el,   illetve   az   általam   használt 
egyéb   PHP   osztályok   számára   itt   található   egy   App 
















A vezérlők  írják  le  a  munkafolyamatainkat  és  dolgozzák  fel  a  beérkező  kéréseket, 
azokat tovább irányítva a modellek vagy nézetek felé.  A Front Controller  tervezési  mintát 
követik a kontrollerek.  Egy vezérlőnek több metódusa is   lehet,  amely Action­re végződik. 
Ezek a metódusok azok, amelyek fogadják a kéréseket, amik a felhasználók felől érkeznek. 
Alapértelmezetten   a   Zend   Framework   a   következő   URL   sémát   követi: 
/controller/action. Ahol a 'controller' határozza meg a vezérlőt, az 'action' pedig a vezérlő által 












akár  egy űrlap elemről,  vagy egy formázott  dátumról.  Ezeknek fenn tarthatunk egy külön 




A   Zend_View   már   tartalmaz   beépített   helper   osztályokat,   amelyeknek   legtöbbje 


















vannak mind az  oldal  kinézetével,   stílusával,  mind pedig   funkcionalitásával  kapcsolatban. 
Ahhoz,  hogy  interaktív,  érdekes  oldalakat   tudjunk   fejleszteni,   szükségünk  van  valamilyen 
JavaScript könyvtárra ebben az esetben a jQuery csomagjára.
4.1 Jellemzői





mindez   könnyűvé   válik,   hiszen   rendelkezik   egy   nagyon   hatékony   kijelölő 
mechanizmussal, amellyel pontosan meg tudjuk fogni azt az elemet amire szükségünk 
van, és képesek vagyunk manipulálni azt.
– Módosíthatjuk   weboldalunk   kinézetét.   A   css()   nevű   metódus   segítségével 
megváltoztathatjuk azt, hogy milyen stílusú legyen az oldalunk. Azonban nem minden 
böngésző támogat minden szabványt. De a jQuery­vel áthidalhatjuk ezt a problémát, 
mivel   az   addClass()   és   removeClass()   függvényekkel   saját   „szájunk   íze”   szerint 
alakíthatjuk elemeink osztály attribútumát, azt követően is, hogy az oldal kirajzolódott. 
– Megváltoztathatjuk   a   kijelölt   dokumentumelem   tartalmát.   Ez   nem   korlátozódik   le 
pusztán   kozmetikai   változtatásokra.   Egy   pár   billentyűleütéssel   képes   a   jQuery 




használhatatlanok,   ha   nem   tudunk  megfelelő   választ   adni   a   külvilág   számára.  A 
jQuery   könyvtár   használata   elegáns   módot   nyújt   ahhoz,   hogy   elfogjuk   a 
legkülönbözőbb   eseményeket,  és   kezeljük   azokat   a   jQuery  áltat   nyújtott   esemény 
kezelővel.





programozási  minta úgy  ismert,  mint  aszinkron JavaScript  és  XML (AJAX),  mely 
segíti a fejlesztőt egy funkciókban gazdag oldal fejlesztésében. A jQuery eltünteti a 
böngészőkre   jellemző   komplexitást   ebben   a   témában,   és   lehetővé   teszi   a 
programozónak, hogy a szerveroldali funkcionalitásra koncentrálhasson.
– Egyszerűsíti   az   általános   JavaScript   feladatokat.   A   dokumentum   specifikus 
sajátosságok mellett, a könyvtárcsomag kiegészíti a JavaScript eszközeit, legyen szó 
tömb manipulációról, vagy elemek bejárásáról.






egy   elemet.  És  mivel   a   legtöbb  web­fejlesztő   ismeri   a  CSS  szintaxisát,   ennek  az 
elsajátítása már nem okoz problémát.











azt   jelenti,   hogy   számos   bejárás   szükségtelenné   válik,   jelentősen  megrövidítve   a 
kódot.








annyi   a  dolgunk,  hogy   letöltjük.  Az  oldalon   több  verziója   is  megtalálható   a   jQuery­nek, 
számunkra   a   tömörített   verzió   a   legoptimálisabb,   a   tömörítetlen   verziót.  Nem  szükséges 







Alapvető  művelet az,  hogy egy DOM elemet kiválasszunk,  ez a  $()  konstruktorral 




A   választásom   azért   esett   a   Doctrine­ra,   a   Zend   Framework   által   használt 
Zend_Db_Table   helyett,   mivel   véleményem   szerint   az   nem   elég   praktikus.   Ellenben   a 
Doctrine a gyakorlati életben jobban használható. Ennek oka pedig, hogy a Zend_Db_Table 
nem   kínál   elég   kiterjedt   funkcionalitást.  Akár   kapcsolatokról   van   szó,   akár   hierarchikus 
adattípusokkal szeretnénk dolgozni. Szerencsére a Doctrine 2.0 ­val  a Doctrine elnyeri a Zend 
Framework   teljes   támogatását.   Ezzel   a   fúzióval   egy   igazán   jól   használható  MVC   alapú 
keretrendszert  kapunk. Mivel még nincs integrálva a Zend­be a Doctrine könyvtárcsomag, 
ezért   néhány   lépésben   be   fogom   mutatni,   hogy   mit   is   kell   tennünk   ahhoz,   hogy 
alkalmazásunkban használni tudjuk a Doctrine­t.
Először   is  a  projekthez   létrehozott  könyvtárszerkezeten  kell  változtatni,  a  Doctrine 













kapcsolatos   adatok   kerülnek.   Migrálásról   akkor   beszélhetünk,   ha   az   adatbázis   egyik 
verziójáról egy másik verzióra szeretnénk váltani. 
A config mappába,  már csak az adatbázist  leíró  YAML fájlt  kell  létrehoznunk. Az 
application   könyvtárba   kialakítunk   egy   scripst   mappát,   amiben   a   doctrine   shell   szkript 
helyezkedik el. Ami csak annyit tesz hogy beállítja a PHP környezeti változót, mappát vált, 
majd   lefuttatja   a  mellette   található   doctrine.php­t,   ezzel   a   szkript   fájlal   tudjuk   elérni   a 
Doctrine   parancssoros   interfészét.   A   doctrine.php­ban   értéket   adunk   a   környezeti 
változóknak,   és   elérési   utaknak.   Majd   lefuttatjuk   a   bootstrap   állományban   létrehozott 




adatbázis   kapcsolati   sztringet.  Majd   az   előbbiekben   létrehozott   könyvtáraknak  meg   kell 
adnunk az elérési útját.
Regisztrálnunk   kell   a   'Doctrine'   névteret   az   autoloader   számára,   hogy     az 





Utolsó   lépésként   a  Bootstrap.php   ­ba  kell  megírnunk   az  _initDoctrine()  metódust, 
melyben   beállítjuk   az   adatbázis­kapcsolatra   vonatkozó   tulajdonságokat.   Ezeket   az 
attribútumokat   az   alkalmazás   az   előbbikben   megírt   .ini   fájlból   tölti   be   $this­> 
getOption('doctrine')   parancs   által,   így   a   konfigurációs   fájlban   minden   ami   'doctrine'­al 





mi   azt   szeretnénk,   hogy   a  Doctrine  használja   a  Zend  által   előírt   névkonvenciókat,   hogy 
programunk minden pontja egységes maradjon. Ennek érdekében az application.ini­t további 
sorokkal   bővítjük,   engedélyezzük   pearStyle   tulajdonságot,   amely   az   említett   konvenció 




már   a   models   mappában   elhelyezkedő   osztályaink   a   következőképpen   néznek   ki: 
Model_Modellneve. 
Sajnálatos  módon   egy   hiba  miatt   a   parancssoros  módból   nem   tudjuk   használni   a 












információs   rendszer,   amelynek   célja   az   ügyfelekkel   való   kapcsolattartás   valamint   a 
kapcsolattartási   és   mindenféle   olyan   információ   rendszerezése,   amely   az   ügyféllel 
kapcsolatosak;   lehet   az   akár  marketinghez,   értékesítéshez,   vagy   valamilyen   egyéb  üzleti 









az ügyfél.  Mindaddig amíg ügyfélről  van szó,  addig CRM rendszerről  beszélünk. Nagyon 
fontos   a   kapcsolattartás,   az   üzleti   partner   adatainak   nyilvántartása.   Lehetőséget   kell 
nyújtanunk ahhoz, hogy egy­egy kliensünkről több rekordnyi kapcsolati információt tudjunk 
tárolni. Ezek a  mai kornak megfelelően nem csak egy telefonszámig, vagy címig terjednek. 




Az   ügyfél   adatait   tudnunk   kell   módosítani,   törölni.   Partnerek   csoportosításáról   is 
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kapcsolatos   fontos   eseményeket,   legyen   szó   egy   ebédmeghívásról,   vagy   arról,   hogy   az 
illetővel fel kell bontanunk az üzleti szerződést. Ezekről az emlékeztetőkről e­mailben, vagy 
sms szolgáltatáson keresztül kaphassunk értesítést. 
Különböző   fontossági   szintekkel,   kategóriákkal   kell,   hogy   rendelkezzen   egy­egy 
tevékenység, ezzel is segítve a felhasználót.   A programnak csoportosítania kell a meglévő 
dátumokat,   megfelelő   időintervallumonként.   De   nem   elég   csupán   az   eseményeket 
megjegyeznünk, fontos az, hogy partnerünkkel kapcsolatos lényeges dátumokat is el tudjuk 




















Definiálnunk   kell   jogosultsági   köröket   vállalatunk   felépítésétől   függően.   Felhasználókat 








megegyezik  az   e­mail   címével  és   jelszóval   történik.  Ezt   a  műveletet   az  Zend_Auth  és   a 
Doctrine használatával implementáltam.
Először is, a már meglévő  App mappában létrehozunk egy Auth könyvtárat,  amely 
majd   az   autentikáció   alapját   szolgáló   adapternek   ad   helyet.   Az   azonosításra   a 






információnak   a   tárolására   a   Zend_Session­t   alkalmazza,   amely   létrehoz   egy   session­t 
Zend_Auth névvel és a session változóban tárolja az értékeket, amire szüksége van.
  Az adapter írását a konstruktor megírásával kezdjük, ami egy felhasználónevet és egy 
jelszót   vár   paraméterként.   Eltároljuk   ezt   a   két   változót,   mint   az   osztály   attribútumait, 
mindkettő   sztring.   Ezután   implementáljuk   az   interfész   autentication()   metódusát,   de   az 
azonosítás nem itt fog megtörténni, hanem a User modell osztályban. Ezért létre kell hoznunk 







objektummal.   Ha   nem   egyezik   a   jelszó,   akkor   létrehozunk   egy   kivételt.   Konstansokat 
definiálunk a kivételek számára, ha nem találjuk meg a felhasználót, és arra is ha a jelszó nem 
megfelelő.   Így  majd   később   a   program  kódja   könnyebben  olvasható   lesz.  Tehát   ha   nem 
találunk felhasználót, akkor is dobunk egy kivételt a megfelelő konstanssal.
Majd visszatérhetünk az adapter írásához, amikor létrehozzuk az új User objektumot, 




azonosítót   és   üzenetek   tömbjét   várja   paraméterként.     Ha  minden   rendben   zajlik,   akkor 




illetve   FAILURE_IDENTITY_NOT_FOUND   kóddal,   ha   a   felhasználó   nem   található.   A 
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hibaüzenetek számára  szintén konstansokat  definiálunk,  és  ezeket  adjuk  át  a   létrehozandó 
objektum üzenet paramétereiként. Ezekkel a létrehozott eredményobjektumokkal tér vissza  az 
autenticate() függvény.
Annyi   dolgunk   van   még,   hogy   a   nézetben   megírjuk   az   autentikációhoz   tartozó 
egyszerű űrlapot, amely két beviteli mezőből áll, egy a felhasználónévnek, egy pedig a jelszó 
számára. A kontrollerben példányosítjuk a megírt adaptert, majd meghívjuk az adapterre az 












  A   customer/index   oldal   fogadja   elsőként   a   regisztrált   felhasználót   a   bejelentkező 









Ennek megvalósítása  jQuery­vel  egyszerűbb,  minta csupán JavaScriptet  használtam 
volna,   mivel   a   jQuery   több   beépített   metódussal   is   rendelkezik   AJAX   műveletekkel 
kapcsolatban.   Programomban   a   legegzaktabban   módját   használtam,   ennek   formája: 
$.post(   url   ami   feldolgozza   a   kérést,   [adat],   [   success(adat,   státusz,  XMLHttpRequest)   ], 







A   másik   keresési   fajta   az   összetett   keresés,   ahol   megadhatunk   város,   megye, 















jutni az ügyfelet részletesen leíró  oldalra,  ahol szerkeszthetjük,  illetve a  tevékenységgel és 
jegyzetekkel kapcsolatos információkat adhatjuk meg. A név alatt helyezkedik el közvetlenül 
az   e­mail   cím,   amely   link   formátumú.   Ha   rákattintunk   lehetőségünk   van   az   operációs 











biztosan   törölni   szeretnénk­e   a   felhasználókat.   Az   igen   gombot   megnyomva   a   törlés 
megtörténik, törlődnek az ügyfelek mind az alaptáblából, mind pedig a kapcsolódó táblákból. 
Itt  vigyáznunk kell,  hogy ne sértsük meg a külső  kulcsokra vonatkozó  megszorításokat. A 
Doctrine   unlink()   parancsával,   minden   függőséget   megszüntethetünk   a   paraméterként 





A címkék  nagyon   fontos   szerepet   töltenek  be   az   alkalmazásban,  mivel   egy  CRM 
rendszerben   lényeges,   hogy   az   ügyfeleinket   csoportosítani   tudjuk.   Ennek   legjobb  módja 
véleményem szerint az, ha minden egyes partnerhez tetszőleges számú címkét tudunk fűzni. 





















Az űrlap   egy   jQuery  plugin   segítségével   több   részre   van   osztva,   így  mintha   egy 
varázslót futtatnánk, tudunk a következő lépésre ugrani, illetve vissza. Ezzel átláthatóbbá tévé 
az   űrlap   kitöltését.   Ha   egy   űrlapelem   nem   érvényes   inputot   tartalmaz   akkor   nem 
engedélyezzük   a   továbblépést.  Azokat   a  mezőket,   amelyeknek   kitöltése   kötelező   hátterét 
világoszöldre színeztem. 
Mivel törekedtem arra, hogy a legtöbb kapcsolati információ megadható legyen, így 
lehetőség van minden elérhetőségből  öt  darabot megadni.  Ha elkezdünk gépelni a beviteli 
mezőbe,   megjelenik   egy   'Hozzáadás'   és   egy   inaktív   'Eltávolítás'   gomb,   amelyek   arra 
szolgálnak,   hogy   lenyíljon   egy   új   elem,   amibe   szintén   be   tudjuk   gépelni   a   megfelelő 
információt. Ha már vettünk fel új elemet, az 'Eltávolít' gomb aktívvá válik és lehetőség van 
az utolsó hozzáadott beviteli mező eltávolítására. A hozzáadás a jQuery clone() metódusa által 
lett  megvalósítva.  Ami   klónoz   egy   kijelölt   elemet,   esetünkben   a   beviteli  mezőt,  minden 
tulajdonságával, és viselkedésével együtt.
Itt tartom a legfontosabbnak megemlíteni a validációt, mivel az alkalmazás ezen részén 
fordul  elő  a  legjelentősebben.  Egyébként  a   rendszer  egészét   tekintve ugyanaz  jellemző  az 
adatok   ellenőrzésére.  Mindig   csak   kliens   oldalon   történik   a   vizsgálat.   Szerver   oldalon   a 
Doctrine véd az SQL inject támadásokkal szemben, de egyéb validáció nem történik. A kliens 















lenne   elég   ez   számunkra,   akkor   a   rules()   paranccsal   létrehozhatunk   saját   szabályokat. 
Amelyekhez  saját  hibaüzeneteket   is   írhatunk.  A működéséhez elég annyi   is,  ha  a  beviteli 






nélkül,   tehát   azonnal   láthatóvá   válik   a   változás.   A   JavaScript   hozzáadását,   egy   helper 



























Ekkor  megjelenik  egy új   form elem a  képernyő   közepén,  melybe begépelhetjük  a  kívánt 
kategóriát. Ez azonnal meg is jelenik, az egész oldal frissítése nélkül. Lehetőségünk van a 











A   'Kategóriák   szerkesztése'   nevű   link   megnyomásával   juthatunk   az   oldalra. 
Lényegesnek   tartottam,  hogy  lehessen  színeket  hozzárendelni  egy­egy kategóriához,   ezzel 
jelezve   annak   fontosságát.   Ezen   az   oldalon   tudunk  új   színt   beállítani   egy   színkiválasztó 
alkalmazás   segítségével,   melynek   köszönhető   bármilyen   színt   kikeverhetünk. 
Alapértelmezetten a kategóriákhoz fekete színt rendeltem.
A kategória nevének megváltoztatását is megtehetjük, csak rá kell kattintanunk arra, 
amelyiket   szerkeszteni   szeretnénk   és   már   meg   is   változtathatjuk   annak   értékét.   Az 
adatbázisban   is   azonnal   végbemegy  a  változás   az   asszinkron  kérésnek  köszönhetően.  Az 











Az ügyféllel  kapcsolatos dátumok listáját   találhatjuk az oldalsávon, egy  'Új  dátum' 














Az   adminisztrációs   oldalt   jelen   pillanatban   mindenki   tudja   használni,   mivel   a 
jogkörök, és azok kezelése még nincs definiálva, ezért nem implementáltam más felhasználók 
törlésének lehetőségét,  hiszen  így bárki  tudna törölni  bárkit.  Viszont megvalósítottam más 
felhasználók meghívásának lehetőségét,  mivel ez egy zárt   rendszer és csak ezen a módon 
lehet azonosítót kapni. A Zend_Mail segítségével küldöm ki a levelet egy SMTP szerveren 




kerül  be.  A programot használó   személy által  meghívottak listája   is  megtalálható  ezen az 
oldalon,   a  meghívott   e­mail   címével,   amelyre   kattintva   közvetlenül   írhatunk   neki,   illetve 














lekérdezések   eredményei   kapnak   helyet.  Az   oldal   szélén   található   egy   sáv,   amely   az   fő 
tartalomhoz fűződő egyéb információkat, illetve funkciókat tartalmazzák. 
A  fő  CSS­t  a  main.css   fájl   tartalmazza,  melyet  a   layout­ban  adok  az  oldalhoz.  A 
layoutban   találhatóak   az   oldal   felépítését   meghatározó   <div>   tagok   is.   Próbáltam 
elhatárolódni   az   elavult   táblás   megoldástól   az   alkalmazás   egészében,   mindenhol   <div> 
tageket, illetve stílus fájlt használni.
A navigáció történhet a menüből, mely egy jQuery­vel manipulált lista, így bővítése 








stabil   legyen,   illetve   a   nap   24  órájában   képes   legyen  üzemelni.  Választásom   a  MySQL 
adatbázist kezelőre esett InnoDB motorral.
A  tervezést  grafikus   felülettel   rendelkező  DBDesigner  programmal  vittem véghez, 
mely XML formátumban menti le a létrehozott sémát, de lehetőséget ad, hogy SQL szkript 
formájában   kiexportáljuk   az   általunk   létrehozott   táblákat,   kapcsolatokat.   Lehetőséget   ad 
régiók kialakítására ezáltal átláthatóbbá téve a tervezési felületet.
 Az elkövetkezőnkben régiókra bontva szeretném elemezni az általam készített tervet. 
Igaz az egyes  régiók közötti  kapcsolatok miatt,  néha muszáj   lesz egyéb régió   tábláiról   is 
beszélnem.  A teljes terv a dolgozat függelék részében lesz megtalálható.
Minden   tábla   rendelkezik   elsődleges   kulccsal,   ezek   mindig   INTEGER(10) 





– User:   A   felhasználó   adatai   találhatóak   itt,   amelyek   legfőképp   az   autentikációnál 
lényegesek.
• user_name:   a   felhasználó   neve,   az   általam   írt   alkalmazás   esetében   ez 
megegyezik a felhasználó e­mail címével.
• password: a felhasználó jelszava, amellyel be tud jelentkezni 











• user_userid:   külső   kulcs,   ezzel   nyomon   tudjuk   követni,   hogy   melyik 
felhasználó, mely másik felhasználót hívta meg
– Business:   Mivel   több   cég   is   használhatja   a   rendszerünket,   minden   regisztrált 
vállalkozás kap egy külön azonosítót. Ez a tábla kapcsolódik a többi főtáblához, így a 
lekérdezéseknél, mindig tudjuk, hogy épp mely cég adataira van szükség. Tartalmaz 
még egy hash kódot  is,  amelyre azért  van szükség, hogy a cég ne legyen elérhető 
másik   cég   alkalmazottja   által.   Ha   valamiért   GET  metódussal   szeretnénk   valamit 
elküldeni, akkor ezt a hash kódot használhatjuk.
– Project:   egy   cégen   belül   több   projekt   is   folyhat,   ha   külön   szeretnénk   kezelni   az 




















– Kapcsolódó   táblák:   hat   kapcsolódó   tábla   van,   amelyek   arra   szolgálnak,   hogy 
különböző  kapcsolattartási  adatokat   tudjunk megadni.  Mindegyik kapcsolattípusnak 
adhatunk  nevet,  és  megadhatjuk  a   típusát.  Ezzel   is   tovább  bontva  az  osztályozást. 





tábla   között.   Emiatt   szükség   van   egy   köztes   táblára   is   melynek   funkcióját     a 
contact_has_contact_tag tábla látja el.
– Contact_Note : jegyzeteket készíthetünk felhasználókhoz. De ebben a táblában kapnak 
helyet  az ügyekhez  kapcsolódó   jegyzetek   is.  Kapcsolatban  áll  még a dokumentum 











































Az   alkalmazás   fejlesztése   során,  új   technológiákkal   ismerkedtem  meg   és   számos 




kapcsán, amik a felhasználóbarát  kialakítást lehetővé   teszik. Igaz az alkalmazás közel sem 




számos   kihívást   tartogatott,   és   még   tartogat   is   ez   a   téma.   Folyamatosan   bővíthető   az 
alkalmazás a felhasználói, illetve üzleti igényeknek megfelelően. Az MVC minta által a kód 
átlátható, és ezáltal a további fejlesztése a programnak akár csapatban, mások bevonásával is 
történhet. 
Itt szeretném megragadni az alkalmat,  hogy megköszönjem témavezetőmnek Kollár 
Lajosnak a segítő ötleteket, és a diplomamunkám elkészítése közben felmerülő problémákban 
való készséges segítség nyújtást.
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