




KESIMPULAN DAN SARAN 
 
5.1 Kesimpulan 
Berdasarkan penelitian yang telah dilakukan pada 
data tweet tentang wisata di Yogyakarta pada bulan 
November 2016 hingga Desember 2016 dapat diambil 
kesimpulan bahwa Terms pada kamus Sentistrength 
dapat diasosiasikan ke dalam bentuk Level of Place 
Attachment dan dikategorikan ke dalam Urban 
Qualities berdasarkan teori yang sudah ada. Hal ini 
dapat digunakan sebagai acuan dalam meningkatkan 
kualitas tempat-tempat wisata di Yogyakarta dengan 
menggunakan analisis sentimen. Proses klasifikasi 
tweet ke dalam kelas sentimen dengan menggunakan 
metode Sentistrength  memberikan hasil polaritas 
sentimen yang lebih bagus dibandingkan metode 
berbasis leksikon biasa karena metode ini memberi 
bobot range 1 sampai 5 masing-masing untuk kelas 
positif dan negatif. Analisis untuk data 
keseluruhan memperlihatkan hasil bahwa sentimen 
yang dihasilkan lebih cenderung menghasilkan 










Adapun beberapa saran yang disampaikan untuk 
peningkatan kualitas tempat-tempat wisata di 
Yogyakarta adalah sebagai berikut : 
1. Dari hasil penelitian ini ditemukan bahwa terms 
pada kamus default Sentistrength masih kurang 
lengkap dengan kebutuhan kosakata bahasa 
Indonesia. Disarankan untuk peneliti selanjutnya 
untuk menambah isi term pada kamus Sentistrength 
tanpa mengubah aturan yang diberlakukan oleh 
metode Sentistrength.   
2. Dari hasil penelitian ini penulis menyarankan 
untuk menambah keyword pada saat mengumpulkan 
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public class Main { 
    private static Connection connection; 
    public static String url ="jdbc:ucanaccess://"; 
    public static final String 
path="E:"+File.separator+"Malioboro.mdb"; 
     
 private static final String USERNAME = "Username: "; 
 private static final String RETWEETS = "Retweets: "; 
 private static final String TEXT = "Text: "; 
    private static final String DATE ="Date: "; 
 private static final String MENTIONS = "Mentions: "; 
 private static final String HASHTAGS = "Hashtags: "; 
        private static final String LOCATION ="Location: "; 
         
 public static void main(String[] args) throws 
SQLException, ClassNotFoundException { 
  /** 
   * Reusable objects 
   */ 
     Control c= new Control(); 
                  try { 
            connection = 
DriverManager.getConnection(url+path); 
            System.out.println("sukses"); 
        } catch (SQLException ex) { 
            
Logger.getLogger(Main.class.getName()).log(Level.SEVERE, 
null, ex); 




  TwitterCriteria criteria = null; 
  Tweet t = null; 
   
 
do{ 
 criteria = TwitterCriteria.create() 





List<Tweet> tweets = TweetManager.getTweets(criteria); 
int i =1;         
for ( Tweet tw : tweets)  
                           { 
System.out.println(i); 
System.out.println("### Example 2 - Get tweets by query 
search"); 
System.out.println(USERNAME + tw.getUsername()); 
System.out.println(RETWEETS + tw.getRetweets()); 
System.out.println(TEXT + tw.getText()); 
System.out.println(DATE + tw.getDate()); 
System.out.println(MENTIONS + tw.getMentions()); 
System.out.println(HASHTAGS + tw.getHashtags()); 
System.out.println(LOCATION + tw.getGeo()); 
System.out.println(); 
i=i+1; 
                            
String sql="INSERT INTO BI(username, Status, tanggal, 
retweet, favorites, mentions, hastags, geo_location) 
VALUES(?,?,?,?,?,?,?,?)"; 
 
                                PreparedStatement pStmt = 
connection.prepareStatement(sql); 
                         // pStmt.setInt(1, 
c.GetRowDataTwitter()); 








 pStmt.executeUpdate();                  
    } 
  break; 












import static com.uttesh.exude.stemming.Stemmer.c; 
import static com.uttesh.exude.stemming.Stemmer.path; 











 * @author Andjar 
 */ 
public class Stopwords { 
 
    /** 
     * @param args the command line arguments 
     */ 
    public static void main(String[] args) throws 
InvalidDataException { 
        // TODO code application logic here 
      
        String sql = "SELECT * FROM Twitter "; 
        System.out.println("Sedang diproses...."); 
         
        try 
        { 
            c=DriverManager.getConnection(url+path); 
            System.out.println("Berhasil konekk database"); 
            Statement state = c.createStatement(); 
            ResultSet rs = state.executeQuery(sql); 
            if(rs!=null) 
            { 
                while(rs.next()) 
                { 
                    int id = rs.getInt("ID"); 
String username= rs.getString("username"); 
String inputData = rs.getString("Status"); 
String tanggal = rs.getString("tanggal"); 
int retweet = rs.getInt("retweet"); 
int favorites=rs.getInt("favorites"); 
String mention = rs.getString("mentions"); 





String output = 
ExudeData.getInstance().filterStoppingsKeepDuplicates(input
Data); 
//String sql2="UPDATE Stopwords set Status = ? where ID =?"; 
//versi edit 
String sql2 = "INSERT into stopwords 
values(?,?,?,?,?,?,?,?,?)"; //versi insert 
//System.out.println("output ID "+id+" : "+output); 
PreparedStatement pStmt = c.prepareStatement(sql2); 
// pStmt.setInt(1, c.GetRowDataTwitter()); 
                          pStmt.setInt(1, id);  
                          pStmt.setString(2, username); 
                          pStmt.setString(3, output); 
                          pStmt.setString(4, tanggal); 
                          pStmt.setInt(5, retweet); 
                          pStmt.setInt(6, favorites); 
                          pStmt.setString(7, mention); 
                          pStmt.setString(8, hastags); 
                          pStmt.setString(9, geo_location); 
                           
                          pStmt.executeUpdate(); 
                } 
            } 
            rs.close(); 
            state.close(); 
             c.close(); 
             System.out.println("database ditutup"); 
        } 
        catch(Exception EX) 
        { 
            System.out.println("Error Reading From 
database. . ."); 
            System.out.println(EX); 






































































































































































































































































































































































































 * @author andjar 
 */ 
public class BagiKata { 
 public static List<String> ngrams( String str) { 
     int n=1; 
        List<String> ngrams = new ArrayList<String>(); 
        String[] words = str.split(" "); 
         
        for (int i = 0; i < words.length - n + 1; i++) 
        { 




            { 
                n=2; 
                ngrams.add(concat(words, i, i+n)); 
                i++; 
            } 
            else 
            { 
                n=1; 
                ngrams.add(concat(words, i, i+n)); 
            } 
        } 
        return ngrams; 
    } 
 
    public static String concat(String[] words, int start, 
int end) { 
        StringBuilder sb = new StringBuilder(); 
        for (int i = start; i < end; i++) 
            sb.append((i > start ? " " : "") + words[i]); 
        return sb.toString(); 





    /** 
     * @param args the command line arguments 
     */ 
    public static void main(String[] args) throws 
IOException { 
        // TODO code application logic here 
        //for (int n = 1; n <= 2; n++) { 
        String temp=""; 
        String filePath = "E:/testing.txt"; // letak file 
yang akan di pecah per kata 
  
        for (String ngram : ngrams(readLineByLineJava8( 
filePath )))  
            { 
                System.out.println(ngram);  
            } 
             
    } 
    private static String readLineByLineJava8(String 
filePath) 
    { 
        StringBuilder contentBuilder = new StringBuilder(); 
        try (Stream<String> stream = Files.lines( 
Paths.get(filePath), StandardCharsets.UTF_8)) 
        { 
            stream.forEach(s -> 
contentBuilder.append(s).append("\n")); 
        } 
        catch (IOException e) 
        { 
            e.printStackTrace(); 
        } 
        return contentBuilder.toString(); 
    } 
        static void countWords(String word) throws 
IOException { 
        Arrays.stream(word.split("[\\r\\n]+")) 
        
.collect(Collectors.groupingBy(Function.<String>identity(), 
TreeMap::new, counting())).entrySet() 
        .forEach(System.out::println); 





5. Kode Program Sentistrength dengan bahasa Python 
 






from collections import OrderedDict 
import numpy as np 
 
class sentistrength: 
    def __init__(self, config=dict()): 
        self.negasi = [line.replace('\n','') for line in 
open("negatingword.txt").read().splitlines()] 
        self.tanya = [line.replace('\n','') for line in 
open("questionword.txt").read().splitlines()] 
        #create sentiment words dictionary 
        self.sentiwords_txt = 
[line.replace('\n','').split(":") for line in 
open("sentiwords_id.txt").read().splitlines()] 
        self.sentiwords_dict = OrderedDict() 
        for term in self.sentiwords_txt: 
            self.sentiwords_dict[term[0]] = int(term[1]) 
        #create emoticon dictionary 
        self.emoticon_txt = [line.replace('\n','').split(" 
| ") for line in 
open("emoticon_id.txt").read().splitlines()] 
        self.emoticon_dict = OrderedDict() 
        for term in self.emoticon_txt: 
            self.emoticon_dict[term[0]] = int(term[1]) 
        #create idioms dictionary 
        self.idioms_txt = [line.replace('\n','').split(":") 
for line in open("idioms_id.txt").read().splitlines()] 
        self.idioms_dict = OrderedDict() 
        for term in self.idioms_txt: 
            self.idioms_dict[term[0]] = int(term[1]) 
        #create boosterwords dictionary 
        self.boosterwords_txt = 
[line.replace('\n','').split(":") for line in 
open("boosterwords_id.txt").read().splitlines()] 
        self.boosterwords_dict = OrderedDict() 
        for term in self.boosterwords_txt: 
            self.boosterwords_dict[term[0]] = int(term[1]) 
        self.negation_conf = config["negation"] 
        self.booster_conf = config["booster"] 
        self.ungkapan_conf = config["ungkapan"] 
        self.consecutive_conf = config["consecutive"] 
        self.repeated_conf = config["repeated"] 
        self.emoticon_conf = config["emoticon"] 
        self.question_conf = config["question"] 
        self.exclamation_conf = config["exclamation"] 
        self.punctuation_conf = config["punctuation"] 
        self.mean_conf = False 
 
    def senti(self,term): 
        try: 




        except: 
            return 0 
 
    def emosikon(self,term): 
        try: 
            return self.emoticon_dict[term] 
        except: 
            return 0 
 
    def ungkapan(self,term): 
        try: 
            return self.idioms_dict[term] 
        except: 
            return 0 
 
    def booster(self, term): 
        try: 
            return self.boosterwords_dict[term] 
        except: 
            return 0 
 
    def cek_negationword(self, prev_term, prev_term2): 
        #jika kata sebelumnya (index-1) adalah kata negasi, 
negasikan nilai -+nya 
        if prev_term in self.negasi or prev_term2+" 
"+prev_term in self.negasi: 
            # print prev_term 
            self.score = -abs(self.score) if self.score>0 
else abs(self.score) 
 
    def cek_boosterword(self,term): 
        booster_score = self.booster(term) 
        if booster_score !=0 and self.score>0: self.score += 
booster_score 
        if booster_score !=0 and self.score<0: self.score -
= booster_score 
 
    def cek_consecutive_term(self, prev_term): 
        if self.prev_score>0 and self.score >=3: 
self.score+=1  
        if self.prev_score<0 and self.score <=-3: 
self.score-=1  
 
    def cek_ungkapan(self, bigram,trigram, i): 
        bigram = ' '.join(bigram) 
        trigram = ' '.join(trigram) 
        ungkapan_score = self.ungkapan(bigram) 
        if ungkapan_score==0: 
            ungkapan_score = self.ungkapan(trigram) 
        if ungkapan_score!=0: 




            self.prev_score = 0 
            self.pre_max_pos[i-1] = 1 
            self.pre_max_neg[i-1] = -1 
            self.max_pos = self.pre_max_pos[i-2] #if 
len(self.pre_max_pos)>1 else 1 
            self.max_neg = self.pre_max_neg[i-2] #if 
len(self.pre_max_neg)>1 else -1 
            self.sentence_score[i-1] = 
re.sub(r'\[\d\]','',self.sentence_score[i-1]) 
 
    def cek_repeated_punctuation(self, next_term): 
        if re.search(r'!{2,}',next_term) and self.score >=3: 
self.score+=1 
        if re.search(r'!{2,}',next_term) and self.score <=-
3: self.score-=1 
 
    def remove_extra_repeated_char(self, term): 
        return re.sub(r'([A-Za-z])\1{2,}',r'\1',term) 
    def plural_to_singular(self, term): 
        return re.sub(r'([A-Za-z]+)\-\1', r'\1',term) 
    def classify(self): 
        result = "neutral" 
        try: 
            if self.mean_conf: 
                mean_p = np.mean(self.mean_pos) 
                mean_n = np.mean(self.mean_neg) 
                print mean_p, mean_n 
                if mean_p > mean_n: 
                    result = "positive" 
                elif mean_p < mean_n and not self.is_tanya: 
                    result = "negative" 
                elif mean_p < mean_n and self.is_tanya: 
                    result = "neutral" 
            else: 
                if abs(self.sentences_max_pos) > 
abs(self.sentences_max_neg): 
                    result = "positive" 
                elif abs(self.sentences_max_pos) < 
abs(self.sentences_max_neg): 
                    result = "negative" 
                elif abs(self.sentences_max_pos) == 
abs(self.sentences_max_neg): 
                    result = "neutral" 
        except: 
            print "error ",self.sentences_max_pos, 
self.sentences_max_neg 
        return result 
    def cek_neutral_term(self,terms,i): 
        if terms[i-1] in self.neutral_term or terms[i+1] in 





    def main(self,sentence): 
        self.neutral_term = ['jika','kalau'] 
        sentences = sentence.split('.') 
        self.sentences_max_neg = -1 
        self.sentences_max_pos = 1 
        self.sentences_score = [] 
        self.sentences_text = [] 
        for sentence in sentences: 
            self.max_neg = -1 
            self.max_pos = 1 
            self.mean_neg = [1] 
            self.mean_pos = [1] 
            self.sentence_score=[] 
            terms = sentence.split() 
            # terms = re.split(r'[\s,.]',sentence) 
            terms_length = len(terms) 
            self.is_tanya = False 
            self.sentence_text = '' 
            # print self.max_pos, self.max_neg 
            #SEMUA KALIMAT YANG MEMILIKI TANDA SERU MEMILIKI 
+ve minimal 2 
            if self.exclamation_conf and 
re.search('!',sentence): self.max_pos = 2 
            self.prev_score = 0 
            self.pre_max_pos = [] 
            self.pre_max_neg = [] 
            for i,term in enumerate(terms): 
                # repeated_term = '' 
                is_extra_char = False 
                plural = '' 
                self.score = 0 
                # if re.search(r'[A-Za-z\-.]+',term): 
                # print term 
                if re.search(r'([A-Za-z])\1{3,}',term): 
                    is_extra_char = True 
                    # repeated_term =term 
                term = 
self.remove_extra_repeated_char(term) 
                if re.search(r'([A-Za-z]+)\-\1',term): 
                    plural = term 
                    term = self.plural_to_singular(term) 
                #GET SENTI SCORE# 
                self.score = self.senti(term) 
                # print "senti score",term, self.score 
 
                #NEGATION HANDLER# 
                if self.negation_conf and self.score !=0 and 
i>0:self.cek_negationword(terms[i-1],terms[i-2]) 





if self.booster_conf and self.score !=0 and i>0 and 
i<=(terms_length-1):self.cek_boosterword(terms[i-1]) 
                if self.booster_conf and self.score !=0 and 
i>=0 and i<(terms_length-
1):self.cek_boosterword(terms[i+1]) 
# print  "booster score",term, self.score 
#IDIOM/UNGKAPAN HANDLER# 
if self.ungkapan_conf and i>0 and i<=(terms_length-
1):self.cek_ungkapan([terms[i-1],term],[terms[i-2],terms[i-
1],term],i) 
# if self.ungkapan_conf and i>=0 and i<(terms_length-
1):self.cek_ungkapan([term,terms[i+1]]) 
# print  "idiom score",term, self.score 
#CONSECUTIVE SENTIMENT WORD# 
 
if self.consecutive_conf and i>0 and i<=(terms_length-1) and 
self.score !=0:self.cek_consecutive_term(terms[i-1]) 
# print  "consecutive score",term, self.score 
#+1 SENTI SCORE IF REPEATED CHAR ON POSITIVE/NEGATIVE +2 IF 
NEUTRAL TERM 
if self.repeated_conf and is_extra_char==True and 
self.score>0: self.score+=1 
if self.repeated_conf and is_extra_char==True and 
self.score<0: self.score-=1 
if self.repeated_conf and is_extra_char==True and 
self.score==0: self.score=2 
# print  "repeat char score", term, self.score 
if self.punctuation_conf and i>=0 and i<(terms_length-1): 
self.cek_repeated_punctuation(terms[i+1]) 
# CEK APAKAH TERDAPAT KATA TANYA 
if self.question_conf and (term in self.tanya or 
re.search(r'\?',term)):self.is_tanya = True 
# CEK neutral term  
if self.score!=0 and i>1 and i<(terms_length-2): 
self.cek_neutral_term(terms,i) 
# if self.score!=0 and i>0 and i<(terms_length-4): 
self.cek_neutral_term(terms,i) 
if self.emoticon_conf and self.score==0: self.score = 
self.emosikon(term) 
self.prev_score = self.score 
if self.mean_conf and self.score>0: 
self.mean_pos.append(self.score)  
if self.mean_conf and self.score<0: 
self.mean_neg.append(abs(self.score)) 
#GET MAX SCORE +ve/-ve  
self.max_pos= self.score if self.score > self.max_pos else 
self.max_pos 
self.max_neg= self.score if self.score < self.max_neg else 
self.max_neg 
#insert score info current term 




                self.pre_max_neg.append(self.max_neg) 
                # print self.pre_max_pos, self.pre_max_neg 
                if plural !='': term = plural 
                self.sentence_text += ' {}'.format(term) 
                if self.score != 0:term = "{} 
[{}]".format(term, self.score) 
                self.sentence_score.append(term) 
 
            self.sentences_text.append(self.sentence_text) 
            self.sentences_score.append(" 
".join(self.sentence_score)) 
            if self.is_tanya:  
                self.max_neg = -1 
            self.sentences_max_pos = self.max_pos if 
self.max_pos > self.sentences_max_pos else 
self.sentences_max_pos 
            self.sentences_max_neg = self.max_neg if 
self.max_neg < self.sentences_max_neg else 
self.sentences_max_neg 
            # print self.sentences_max_pos, 
self.sentences_max_neg 
        sentence_result = self.classify() 
        # print self.sentences_text 








       # return {"RESULT : 
":self.sentences_max_pos+self.sentences_max_neg, 
        #        "max_positive": self.sentences_max_pos, 
         #       "max_negative": self.sentences_max_neg, 
          #      "sentimen": sentence_result} 
        #return {"text ": " ".join(self.sentence_score) , 
"sentimen": sentence_result} 
        return{sentence_result} 
config = dict() 
config["negation"] = True 
config["booster"]  = True 
config["ungkapan"]  = True 
config["consecutive"]  = True 
config["repeated"]  = True 
config["emoticon"]  = True 
config["question"]  = True 
config["exclamation"]  = True 
config["punctuation"]  = True 





list1=[line.strip() for line in open("E:/testing.txt", 
'r')]; #E:/00. SKRIPSIIIIIIIIIIIIIIIIII 
FIIXXXXXXXXXXX/DATA/datafix_novdes1.txt 
#print senti.main("agnezmo malas dan jelek sekali tetapi 
lintah darat :)") 
#print senti.main("Maafkan aku Ham, aku udah bener-bener gak 
bisa sama kamu, aku tuh udah terlanjur mencintai dia, bahkan 
lebih dari cinta aku ke kamu, maaf ") 
#print senti.main("Aku benar-benar mencintaimu tapi tidak 
suka adik dingin Anda.") 
for p in list1: print senti.main(p) 
#print senti.main(list1) 
6. Kode Program untuk Level of Place Attachment dan Urban 
Qualities 
 
# coding: utf-8 
 
import re 
from collections import OrderedDict 
import numpy as np 
 
class sentistrength: 
    def __init__(self, config=dict()): 
 
        #create Level Of Attachment dictionary 
        self.sentiwords_txt = 
[line.replace('\n','').split(":") for line in 
open("sentiwords_id.txt").read().splitlines()] 
        self.sentiwords_dict = OrderedDict() 
        for term in self.sentiwords_txt: 
            self.sentiwords_dict[term[0]] = int(term[1]) 
 
        self.negation_conf = config["negation"] 
        self.booster_conf = config["booster"] 
        self.ungkapan_conf = config["ungkapan"] 
        self.consecutive_conf = config["consecutive"] 
        self.repeated_conf = config["repeated"] 
        self.emoticon_conf = config["emoticon"] 
        self.question_conf = config["question"] 
        self.exclamation_conf = config["exclamation"] 
        self.punctuation_conf = config["punctuation"] 
        self.mean_conf = False 
 
    def senti(self,term): 
        try: 
            return self.sentiwords_dict[term] 
        except: 
            return 0 
 




        return re.sub(r'([A-Za-z])\1{2,}',r'\1',term) 
    def plural_to_singular(self, term): 
        return re.sub(r'([A-Za-z]+)\-\1', r'\1',term) 
    def classify(self): 
        result = "Level 1" 
        try: 
            if self.mean_conf: 
                mean_p = np.mean(self.mean_pos) 
                mean_n = np.mean(self.mean_neg) 
                print mean_p, mean_n 
                if mean_p > mean_n: 
                    result = "positive" 
                elif mean_p < mean_n and not self.is_tanya: 
                    result = "negative" 
                elif mean_p < mean_n and self.is_tanya: 
                    result = "neutral" 
            else: 
                if abs(self.sentences_max_pos) > 
abs(self.sentences_max_neg): 
                    result = "positive" 
                elif abs(self.sentences_max_pos) < 
abs(self.sentences_max_neg): 
                    result = "negative" 
                elif abs(self.sentences_max_pos) == 
abs(self.sentences_max_neg): 
                    result = "neutral" 
        except: 
            print "error ",self.sentences_max_pos, 
self.sentences_max_neg 
        return result 
    def cek_neutral_term(self,terms,i): 
        if terms[i-1] in self.neutral_term or terms[i+1] in 
self.neutral_term: self.score=1  
 
    def main(self,sentence): 
        self.neutral_term = ['jika','kalau'] 
        sentences = sentence.split('.') 
        self.sentences_max_neg = -1 
        self.sentences_max_pos = 1 
        self.sentences_score = [] 
        self.sentences_text = [] 
        for sentence in sentences: 
            self.max_neg = -1 
            self.max_pos = 1 
            self.mean_neg = [1] 
            self.mean_pos = [1] 
            self.sentence_score=[] 
            terms = sentence.split() 
            # terms = re.split(r'[\s,.]',sentence) 
            terms_length = len(terms) 




            self.sentence_text = '' 
            # print self.max_pos, self.max_neg 
            #SEMUA KALIMAT YANG MEMILIKI TANDA SERU MEMILIKI 
+ve minimal 2 
            if self.exclamation_conf and 
re.search('!',sentence): self.max_pos = 2 
            self.prev_score = 0 
            self.pre_max_pos = [] 
            self.pre_max_neg = [] 
            for i,term in enumerate(terms): 
                # repeated_term = '' 
                is_extra_char = False 
                plural = '' 
                self.score = 0 
                # if re.search(r'[A-Za-z\-.]+',term): 
                # print term 
                if re.search(r'([A-Za-z])\1{3,}',term): 
                    is_extra_char = True 
                    # repeated_term =term 
                term = 
self.remove_extra_repeated_char(term) 
                if re.search(r'([A-Za-z]+)\-\1',term): 
                    plural = term 
                    term = self.plural_to_singular(term) 
                #GET SENTI SCORE# 
                self.score = self.senti(term) 
                # print "senti score",term, self.score 
 
                #+1 SENTI SCORE IF REPEATED CHAR ON 
POSITIVE/NEGATIVE +2 IF NEUTRAL TERM 
                if self.repeated_conf and 
is_extra_char==True and self.score>0: self.score+=1 
                if self.repeated_conf and 
is_extra_char==True and self.score<0: self.score-=1 
                if self.repeated_conf and 
is_extra_char==True and self.score==0: self.score=2 
                # print  "repeat char score", term, 
self.score 
                if self.punctuation_conf and i>=0 and 
i<(terms_length-1): 
self.cek_repeated_punctuation(terms[i+1]) 
                # CEK APAKAH TERDAPAT KATA TANYA 
                if self.question_conf and (term in 
self.tanya or re.search(r'\?',term)):self.is_tanya = True 
                # CEK neutral term  
                if self.score!=0 and i>1 and 
i<(terms_length-2): self.cek_neutral_term(terms,i) 
                # if self.score!=0 and i>0 and 
i<(terms_length-4): self.cek_neutral_term(terms,i) 
                if self.emoticon_conf and self.score==0: 





                self.prev_score = self.score 
                if self.mean_conf and self.score>0: 
self.mean_pos.append(self.score)  
                if self.mean_conf and self.score<0: 
self.mean_neg.append(abs(self.score)) 
                #GET MAX SCORE +ve/-ve  
                self.max_pos= self.score if self.score > 
self.max_pos else self.max_pos 
                self.max_neg= self.score if self.score < 
self.max_neg else self.max_neg 
                #insert score info current term 
                self.pre_max_pos.append(self.max_pos) 
                self.pre_max_neg.append(self.max_neg) 
                # print self.pre_max_pos, self.pre_max_neg 
                if plural !='': term = plural 
                self.sentence_text += ' {}'.format(term) 
                if self.score != 0:term = "{} 
[{}]".format(term, self.score) 
                self.sentence_score.append(term) 
 
            self.sentences_text.append(self.sentence_text) 
            self.sentences_score.append(" 
".join(self.sentence_score)) 
            if self.is_tanya:  
                self.max_neg = -1 
            self.sentences_max_pos = self.max_pos if 
self.max_pos > self.sentences_max_pos else 
self.sentences_max_pos 
            self.sentences_max_neg = self.max_neg if 
self.max_neg < self.sentences_max_neg else 
self.sentences_max_neg 
            # print self.sentences_max_pos, 
self.sentences_max_neg 
        sentence_result = self.classify() 
        # print self.sentences_text 








      #  return {"RESULT : ": self.sentences_max_pos + 
self.sentences_max_neg, 
       #         "max_positive": self.sentences_max_pos, 
        #        "max_negative": self.sentences_max_neg, 




        return {"classification text ":" 
".join(self.sentence_score) }#, "Level ": 
self.sentences_max_pos} 
 
config = dict() 
config["negation"] = False 
config["booster"]  = False 
config["ungkapan"]  = False 
config["consecutive"]  = False 
config["repeated"]  = False 
config["emoticon"]  = False 
config["question"]  = False 
config["exclamation"]  = False 
config["punctuation"]  = False 
senti = sentistrength(config) 
 
list2=[line.strip() for line in open("E:/testing.txt", 
'r')]; #E:/00. SKRIPSIIIIIIIIIIIIIIIIII 
FIIXXXXXXXXXXX/DATA/datafix_novdes2.txt 
#print senti.main("agnezmo malas dan jelek sekali tetapi 
lintah darat :)") 
#print senti.main("Maafkan aku Ham, aku udah bener-bener gak 
bisa sama kamu, aku tuh udah terlanjur mencintai dia, bahkan 
lebih dari cinta aku ke kamu, maaf ") 
#print senti.main("Aku benar-benar mencintaimu tapi tidak 
suka adik dingin Anda.") 
for p in list2: print senti.main(p) 
 







7. Query untuk menghitung jumlah polaritas pada urban 






 LEVEL 1 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[11]%' AND `levelurban` not like '%2]%' AND 
`levelurban` not like '%3]%' AND `levelurban` not like 
'%4]%' and sentiment='' 
 LEVEL 2 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[12]%' AND `levelurban` not like '%3]%' AND 




 LEVEL 3 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[13]%' AND `levelurban` not like '%4]%' and 
sentiment='' 
 LEVEL 4 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[14]%' and sentiment='' 
 
CONTROL 
 LEVEL 1 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[21]%' AND `levelurban` not like '%2]%' AND 
`levelurban` not like '%3]%' AND `levelurban` not like 
'%4]%' and sentiment='' 
 LEVEL 2 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[22]%' AND `levelurban` not like '%3]%' AND 
`levelurban` not like '%4]%' and sentiment='' 
 LEVEL 3 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[23]%' AND `levelurban` not like '%4]%' and 
sentiment='' 
 LEVEL 4 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[24]%' and sentiment='' 
 
FIT 
 LEVEL 1 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[31]%' AND `levelurban` not like '%2]%' AND 
`levelurban` not like '%3]%' AND `levelurban` not like 
'%4]%' and sentiment='' 
 LEVEL 2 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[32]%' AND `levelurban` not like '%3]%' AND 
`levelurban` not like '%4]%' and sentiment='' 
 LEVEL 3 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[33]%' AND `levelurban` not like '%4]%' and 
sentiment='' 
 LEVEL 4 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[34]%' and sentiment='' 
 
SENSE 
 LEVEL 1 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[41]%' AND `levelurban` not like '%2]%' AND 
`levelurban` not like '%3]%' AND `levelurban` not like 
'%4]%' and sentiment='' 




SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[42]%' AND `levelurban` not like '%3]%' AND 
`levelurban` not like '%4]%' and sentiment='' 
 LEVEL 3 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[43]%' AND `levelurban` not like '%4]%' and 
sentiment='' 
 
 LEVEL 4 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 





 LEVEL 1 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[51]%' AND `levelurban` not like '%2]%' AND 
`levelurban` not like '%3]%' AND `levelurban` not like 
'%4]%' and sentiment='' 
 LEVEL 2 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[52]%' AND `levelurban` not like '%3]%' AND 
`levelurban` not like '%4]%' and sentiment='' 
 LEVEL 3 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 
like '%[53]%' AND `levelurban` not like '%4]%' and 
sentiment='' 
 LEVEL 4 
SELECT count(*) 'total' FROM `mytable` WHERE `levelurban` 




8. Hasil Kamus asosiasi corpus sentimen dengan level 
of place attachment dan urban qualities 
 
KATA NILAI SENTIMENT 




bangkrut -5 1 control 
tandus -5 1 control 
tengik -5 1 control 
mabuk -5 1 fit 
astaga -5 1 sense 
barbari -5 1 sense 
celakalah -5 1 sense 
naudzubillah -5 1 sense 




berjudi -5 2 control 
kere -5 2 control 
norak -5 2 fit 
udik -5 2 fit 
amoral -5 2 sense 
mencibir -5 2 sense 
keserakahan -5 2 vitality 
dendam -5 3 control 
penipu -5 3 control 
bencong -5 3 fit 
berbohong -5 3 fit 
haram -5 3 fit 
angkuh -5 3 sense 
gagal -5 3 sense 
kesombongan -5 3 sense 
muak -5 3 sense 
sakit-
sakitan -5 3 sense 
aib -5 3 vitality 
anarki -5 3 vitality 
anarkis -5 3 vitality 
dirampas -5 3 vitality 
menipu -5 3 vitality 
parah -5 3 vitality 
terkutuk -5 3 vitality 
diskriminasi -5 4 control 
kemunafikan -5 4 control 
munafik -5 4 control 
arogan -5 4 fit 
bajingan -5 4 fit 
brengsek -5 4 fit 
busuk -5 4 fit 
cabul -5 4 fit 
sialan -5 4 fit 
tai -5 4 fit 
tolol -5 4 fit 
zina -5 4 fit 
zina -5 4 fit 
agresi -5 4 sense 
antipati -5 4 sense 
babu -5 4 sense 




9. Contoh data status twitter  
 
 
