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Povzetek
Naslov: Reaktivni model razvoja aplikacij z uporabo ogrodja Vert.x
Avtor: Zˇan Ozˇbot
Spletne in mobilne aplikacije postajajo cˇedalje bolj odzivne na dogodke v
realnem cˇasu z namenom, da bi omogocˇile boljˇso uporabnikovo izkusˇnjo. Za
izdelavo takih aplikacij potrebujemo primerna orodja in reaktivno programi-
ranje je ena izmed resˇitev. Reaktivno programiranje postaja zaradi predno-
sti, ki jih ponuja, vedno vecˇji razlog za opusˇcˇanje standardnega objektnega
pristopa. V diplomskemu delu smo opisali koncepte reaktivnega programi-
ranja in ga primerjali z objektnim pristopom. V nadaljevanju smo primer-
jali sˇtevilna ogrodja za izdelavo reaktivnih aplikacij. Bolj podrobneje smo
preucˇili ogrodje Vert.x, saj smo ga v sklopu diplomskega dela integrirali v
odprtokodno ogrodje KumuluzEE, ki se uporablja za izdelavo mikrostoritev
v Javi EE.
Kljucˇne besede: Vert.x, reaktivno programiranje, mikrostoritve, Kumulu-
zEE.

Abstract
Title: Reactive model for developing applications using Vert.x toolkit
Author: Zˇan Ozˇbot
Web and mobile applications consist of real-time events of different kinds in
order to ensure the best possible user experience. To develop such applica-
tions, proper tools are needed and reactive programming is one of the possible
solutions. Due to its many advantages, reactive programming is becoming
an increasing reason to abandon standard object-oriented approach. There-
fore, in this thesis we first describe the concepts of reactive programming
and compare it to object-oriented programming. We continue by comparing
numerous available frameworks for developing reactive applications. Frame-
work Vert.x is described in more detail. Main contribution of this thesis is
implementation of Vert.x in the open-source framework KumuluzEE which
is used to develop microservices.
Keywords: Vert.x, reactive programming, microservices, KumuluzEE.

Poglavje 1
Uvod
1.1 Motivacija
Sˇtevilo spletnih aplikacij se iz dneva v dan povecˇuje. Vedno vecˇ uporabnikov
zahteva skoraj nicˇelni odzivni cˇas ter stoodstotno dosegljivost kjer koli se
nahajajo. Za uresnicˇitev zgornjih ciljev je potrebno ustrezno zasnovati apli-
kacije in uporabiti ustrezna orodja. Eno izmed orodij, ki se je v zadnjih letih
uveljavilo na podrocˇju izdelave odzivnih aplikacij, je reaktivno programira-
nje. Reaktivno programiranje je programiranje z asinhronimi podatkovnimi
tokovi [25]. Omogocˇa izdelavo reaktivnih aplikacij, ki morajo po reaktivnem
manifestu [15] vsebovati sˇtiri lastnosti, ki so med sabo tesno povezane. Te
so odzivnost, odpornost na odpovedi, elasticˇnost in sporocˇilna vodenost. Pri
izdelavi reaktivnih aplikacij so nam v oporo raznovrstna ogrodja, ki imple-
mentirajo paradigmo reaktivnega programiranja.
1.2 Opis problema
Cˇe zˇelimo spletno aplikacijo ponuditi veliki mnozˇici koncˇnih uporabnikov,
moramo to tudi ustrezno zasnovati. Da bi omogocˇili lastnosti, ki jih opisuje
reaktivni manifesto, moramo aplikacijo razdeliti na posamezne komponente,
kjer vsaka opravlja svoje delo. Taksˇne komponente imenujemo mikrostori-
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tve. Ogrodje, ki se uporablja za razvoj mikrostoritev in smo ga uporabili
znotraj diplomske naloge, je ogrodje KumuluzEE1. Reaktivno programiranje
nam znotraj mikrostoritev omogocˇi neblokirajocˇe izvajanje programske kode.
Eno izmed ogrodij, ki omogocˇa uporabo funkcionalnosti reaktivnega progra-
miranja, je ogrodje Vert.x2. Razvijalci velikokrat izbirajo ogrodja, ki jih bodo
uporabili za izdelavo spletnih aplikacij glede na funkcionalnost in nabor kom-
ponent, ki jih te ponujajo. Z namenom, da bi dodatno prepricˇali razvijalce
v uporabo ogrodja KumuluzEE, smo se odlocˇili razsˇiriti nabor komponent
le-tega in razvili razsˇiritev za enostavnejˇso uporabo ogrodja Vert.x znotraj
mikrostoritev.
1.3 Cilji in prispevki
V diplomskemu delu smo raziskali paradigmo reaktivnega programiranja
in ga primerjali z objektnim pristopom. Na kratko smo opisali popularna
ogrodja, ki jih uporabljamo za razvoj reaktivnih aplikacij. Podrobneje smo
razcˇlenili ogrodje Vert.x, ki je dogodkovno vodeno in neblokirajocˇe.
Glavni prispevek, ki smo ga izdelali v sklopu diplomske naloge, je razsˇiritev
komponent ogrodja KumuluzEE z razvojem razsˇiritve, ki omogocˇa enostav-
nejˇso uporabo ogrodja Vert.x. Postopek integracije razsˇiritve je podrobneje
opisan v poglavju 4. Za prikaz delovanja smo izdelali spletno klepetalnico.
Namen enostavne enostranske aplikacije (angl. single page application) je
filtriranje uporabnikovih sporocˇil in s tem preprecˇitev zlonamernih napadov,
ki ciljajo na koncˇne uporabnike.
1.4 Struktura dela
Diplomsko delo smo razdelili na sˇest poglavij. Poglavje 2 zacˇnemo z opisom
reaktivnega programiranja in njegovih konceptov. V nadaljevanju reaktivno
1https://ee.kumuluz.com/
2http://vertx.io/
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programiranje primerjamo s splosˇno bolj znanim objektnim pristopom. Po-
glavje zakljucˇimo s kratkim opisom in primerjavo najbolj popularnih ogrodij,
ki nam olajˇsajo delo pri izdelavi reaktivnih aplikacij. Ta ogrodja so Vert.x,
ReactiveX3, Bacon.js4, Reactor5 in Akka Streams6. V poglavju 3 podrobneje
razcˇlenimo ogrodje Vert.x in predstavimo njegove komponente. Postopek in-
tegracije ogrodja Vert.x z ogrodjem KumuluzEE, ki se uporablja za izdelavo
mikrostoritev v poslovni izdaji jave, je podrobno predstavljen v poglavju 4.
Poglavje 5 je namenjeno predstavitvi delovanja izdelane razsˇiritve ogrodja
Vert.x. Diplomsko nalogo zakljucˇimo s poglavjem 6, kjer na kratko povza-
memo celotno delo in opiˇsemo predloge, ki jih bomo uresnicˇili v prihodnosti.
3http://reactivex.io/
4https://baconjs.github.io/
5https://projectreactor.io/
6http://akka.io/
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Poglavje 2
Reaktivno programiranje in
razlike z objektnim pristopom
V tem poglavju predstavimo reaktivno programiranje, nato opiˇsemo njegove
koncepte ter s tem predstavimo razlike z objektnim programiranjem. Po-
glavje zakljucˇimo s predstavitvijo glavnih ogrodij za reaktivno programiranje
in izdelavo reaktivnih sistemov ter jih na kratko opiˇsemo.
2.1 Reaktivno programiranje
Reaktivno programiranje [8] je na abstraktnem nivoju asinhronska program-
ska paradigma, ki se ukvarja s podatkovnimi tokovi in propagiranjem spre-
memb med vse opazovalce (angl. observers). Uporablja se za izdelavo sis-
temov, ki jim pravimo reaktivni sˇele takrat, ko vsebujejo sˇtiri osnovne la-
stnosti. Te lastnosti so po reaktivnem manifestu [15] odzivnost, odpornost
na odpovedi, elasticˇnost ter sporocˇilna vodenost. Na sliki 2.1 vidimo tesno
povezanost zgornjih sˇtirih lastnosti. Sistemi, zgrajeni na podlagi reaktivnega
manifesta, so bolj fleksibilni in skalabilni, kar pomeni, da jih lazˇje razvijamo
in posodabljamo. So bistveno bolj odporni na odpovedi ter zelo odzivni.
Sistem je odziven takrat, ko se pravocˇasno odziva na zahteve, ko je to
le mozˇno. Odzivnost pomeni, da se morebitni problemi odkrijejo hitro in se
5
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Slika 2.1: Povezanost sˇtirih glavnih lastnosti reaktivnega manifesta.
sˇe hitreje razresˇijo. Sistem se mora osredotocˇiti na zagotavljanje hitrih in
doslednih odzivnih cˇasov ter s tem omogocˇiti prijetno uporabniˇsko izkusˇnjo.
Druga pomembna lastnost je odpornost na odpovedi, ki jo dosezˇemo z
replikacijo, omejitvijo, izolacijo in delegacijo. Odpovedi so omejene znotraj
posamezne komponente in s tem izolirane od okoliˇskih komponent. Naloga
obnovitve vsake padle komponente je prenesena na drugo komponento. Vi-
soka razpolozˇljivost je zagotovljena z replikacijo, kjer je to mozˇno.
Elasticˇnost pomaga, da sistem ostane odziven med razlicˇnimi delovnimi
obremenitvami. Reaktivni sistemi se odzivajo na spremembe s povecˇevanjem
ali zmanjˇsevanjem svojih virov. Sistem se odzove na zunanje razmere s ska-
liranjem navzgor ali navzdol (angl. scale up or down). V tem primeru bo
moral dodati ali odvzeti jedra enega racˇunalnika. Lahko pa skaliranje opravi
z dodajanjem ali odvzemanjem vozliˇscˇ v podatkovnih centrih. Slednji metodi
pravimo skaliranje navzven ali navznoter (angl. scale in or out). Elasticˇnost
poskrbi, da je sistem locˇen na manjˇse komponente, ki jih lahko skaliramo
neodvisno eno od druge.
Reaktivni sistemi se zanasˇajo na asinhrono posredovanje sporocˇil. Upo-
raba eksplicitnega posredovanja sporocˇil omogocˇa nadzor nad obremenitvijo,
elasticˇnostjo ter kontrolo pretoka sistema. Neblokirajocˇa komunikacija omo-
gocˇa prejemnikom, da uporabljajo sredstva, medtem ko so aktivna, kar vodi
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do manjˇse obremenitve sistema.
2.2 Koncepti reaktivnega programiranja
V reaktivnem programiranju se srecˇamo z razlicˇnimi koncepti [8], ki so na
kratko opisani v spodnjih podpoglavjih.
2.2.1 Koncept opazovanega
Opazovani (angl. observable) omogocˇa obravnavo podatkovnih tokov asin-
hronih dogodkov z uporabo preprostih ali sestavljenih operatorjev, ki jih
uporabljamo nad zbirkami elementov. Preprecˇujejo uporabo preglobokega
gnezdenja povratnih klicev in so bolj odporni proti hrosˇcˇem. Dogodke na
podatkovnih tokovih prikazˇemo s pomocˇjo diagrama frnikol (angl. marble
diagram). Diagram za operator merge je prikazan na sliki 2.2. Cˇrta predsta-
vlja cˇas, medtem ko frnikule predstavljajo dogodke, ki jih opazovani potisne
na opazovalce (angl. observers) [23]. Vertikalna cˇrta na cˇasovni liniji po-
meni, da se je podatkovni tok uspesˇno zakljucˇil. V primeru napake mesto,
kjer smo postavili znak za uspeh, oznacˇimo z znakom X.
Slika 2.2: Prikaz operatorja merge z diagramom frnikol.
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2.2.2 Stopnja eksplicitnosti
Stopnja eksplicitnosti pravi, da se reaktivni programski jeziki gibljejo od zelo
eksplicitnih, kjer so podatkovni tokovi nastavljeni z uporabo pusˇcˇic, do impli-
citnih, kjer so podatkovni tokovi izpeljani iz jezikovnih konstruktov. Ekspli-
citno nastavljanje in kreiranje podatkovnih tokov zasledimo v programskem
jeziku Haskell1. V Javi z ogrodjem Vert.x nastavljamo in kreiramo podat-
kovne tokove implicitno. Primer izdelave toka podatkov iz nabora nizov
znakov je prikazan na delcˇku kode 2.1.
Observable<String> sentenceObservable = Observable.from(new
String[] {"to", "je", "stavek"});↪→
Delcˇek kode 2.1: Izdelava podatkovnega toka v ogrodju Vert.x.
2.2.3 Staticˇnost ali dinamicˇnost
Reaktivno programiranje je lahko povsem staticˇno, kjer so podatkovni tokovi
nastavljeni tako, da so staticˇni, ali dinamicˇno, kjer se vsebnost podatkovnih
tokov spreminja med izvajanjem programa. Ko zˇelimo iz podatkovnega toka
dobiti vedno enako vrednost, uporabimo staticˇni podatkovni tok. Najprepro-
stejˇsi staticˇni podatkovni tok je prikazan na delcˇku kode 2.2. Dinamicˇnost
podatkovnih tokov je povezana z reaktivnim programiranjem viˇsjega reda,
saj se izhodne vrednosti podatkovnega toka spreminjajo glede na vhodni po-
datkovni tok.
Observable<String> staticObservable = Observable.just("To je
drugi stavek");↪→
Delcˇek kode 2.2: Izdelava staticˇnega podatkovnega toka v ogrodju Vert.x.
1https://www.haskell.org/
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2.2.4 Reaktivno programiranje viˇsjega reda
Za reaktivno programiranje lahko recˇemo, da je viˇsjega reda, cˇe podpira
idejo, da lahko podatkovni tok A uporabimo za izdelavo podatkovnega toka
B s funkcijami kot so map, filter, merge ipd. To pomeni, da je vrednost po-
datkovnega toka B podatkovni tok A, nad katerim so bili izvedeni poljubni
operatorji. Spremembe vhodnih vrednosti podatkovnega toka A odrazˇajo
spremembe izhodnih vrednosti podatkovnega toka B. Na delcˇku kode 2.3 je
prikazano filtriranje podatkovnega toka A in s tem pridobitev novega podat-
kovnega toka B. Podatkovni tok B vsebuje vse vrednosti podatkovnega toka
A, ki so vecˇje od sˇtevila 7.
Observable<Integer> observableA = Observable.from(new Integer[]
{6, 9, 10, 10, 9, 8, 7});↪→
Observable<Integer> observableB = observableA.filter(x -> x >
7);↪→
Delcˇek kode 2.3: Filtriranje vrednosti podatkovnega toka A v ogrodju
Vert.x.
2.3 Primerjava z objektnim pristopom
Glavna korist reaktivnega programiranja [16] v primerjavi z objektnim pristo-
pom je, da nudi vecˇjo izkoriˇscˇenost racˇunskih virov na vecˇjedrnih centralno
procesnih enotah in s tem poskrbi za ucˇinkovito delovanja sistema. Reaktivno
programiranje poskrbi za enostaven pristop pri pisanju asinhronih in neblo-
kirajocˇih vhodno-izhodnih izracˇunov. Napisana koda je zaradi prej omenjene
enostavnosti lepsˇa in bolj berljiva.
Ker je izvajanje pri reaktivnem programiranju neblokirajocˇe, se nitim ni
treba boriti za racˇunske vire in s tem blokirati ostale, vendar lahko opravljajo
druga koristna dela, medtem ko je vir zaseden. Ko se vir sprosti, nadaljujejo
z izvajanjem operacij nad tem virom.
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V polozˇaju, ko podatkovni tok oddaja sporocˇila hitreje, kot jih opazovalec
lahko sprejema, si pomagamo z metodo, imenovano protipritisk [15] (angl.
back-pressure). Protipritisk je pomemben mehanizem za dajanje povratnih
informacij, ki reaktivnemu sistemu omogocˇi, da se odzove na obremenitve in
tako preprecˇi odpovedi.
Pri pisanju funkcij s povratnimi klici (angl. callback) se precej hitro zaple-
zamo in jih zacˇnemo gnezditi. Ob zadostni globini gnezdenja nismo pokvarili
le celotnega izgleda kode, temvecˇ tudi ustvarili t. i. grozoto povratnih kli-
cev [27] (angl. callback hell). Reaktivno programiranje se temu izogne, saj se
osredotocˇi na medsebojno odvisne dogodke. Dogodki abstraktirajo potrebo
po eksplicitnih povratnih klicih in gnezdenju, ki prihaja z njimi.
Pri objektnem pristopu [8] z izvajanjem ukaza x = y + z spremenljivka
x dobi vrednost sesˇtevka y in z. Kljub kasnejˇsi spremembi y ali z ostane
x nespremenjen. Njegova vrednost ostane enaka kot je bila pri prvi izvedbi
ukaza. Pri reaktivnem programiranju vsaka sprememba spremenljivke y ali
z avtomaticˇno odrazˇa spremembo spremenljivke x brez ponovnega zagona
ukaza x = y + z. Reaktivno programiranje tako razbremeni razvijalce, da
med izvajanjem programa rocˇno posododabljajo izhode, ko se vhodni podatki
spremenijo [24].
2.3.1 Podobnost z vzorcem opazovalca
Vzorec opazovalca [7] (angl. observer pattern) je vzorec za nacˇrtovanje pro-
gramske opreme, pri katerem objekt vzdrzˇuje seznam opazovalcev. Slednje
avtomaticˇno obvesˇcˇa o vseh spremembah stanja obicˇajno tako, da poklicˇe
eno izmed njihovih metod. Asinhron podatkovni tok je v reaktivnem pro-
gramiranju opazovani (angl. observable), na katerega se lahko opazovalec
prijavi in s tem pricˇne pridobivati ustrezne podatke. Potrebno je razlikovati
med hladnimi [22] (angl. cold observables) ter vrocˇimi podatkovnimi tokovi
(angl. hot observables). Hladni podatkovni tok se zacˇne izvajati sˇele, ko se
opazovalec nanj prijavi. Vrednosti hladnega podatkovnega toka se ne delijo
med druge opazovalce. Vrocˇi podatkovni tok se od hladnega razlikuje po
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tem, da pricˇne z oddajanjem vrednosti sˇe preden je kateri koli izmed opazo-
valcev aktiven. Po prijavi zacˇne opazovalec s prejemanjem vrednosti, ki so
trenutno v podatkovnem toku. Najbolj znan primer vrocˇega podatkovnega
toka je dogodek, ki se sprozˇi s klikom na miˇsko.
V objektno orientiranem programiranju predstavljeni vzorec deluje na ce-
lih objektih ter je namenjen porocˇanju stanja prijavljenim opazovalcem [18].
V reaktivnem programiranju se s spremembo vrednosti spremenljivke spre-
menijo tudi vse ostale vrednosti, ki so bile odvisne od nje. Stopnja granulacije
dosezˇe tudi primitivne tipe.
2.3.2 Primerjava po kljucˇnih kriterijih
Kot smo prikazali v tabeli 2.1 stopnja granulacije reaktivnega programiranja
dosezˇe tudi primitivne tipe, medtem ko v objektnem programiranju upra-
vljamo z objekti. Ob kakrsˇni koli spremembi spremenljivke v reaktivnem
programiranju se spremenijo vrednosti vseh spremenljivk, ki so bile odvi-
sne od spremenjene spremenljivke. Reaktivno programiranje nam omogocˇi
neblokirajocˇe izvajanje kode, kar povecˇa izkoriˇscˇenost racˇunskih virov. Pri
reaktivnem programiranju gnezdenje povratnih klicev nadomestimo s prijavo
na dogodke in izboljˇsamo strukturo napisane kode. V objektnem programi-
ranju z uporabo vzorca opazovalca objekt direktno posredujemo opazovalcu.
Reaktivno programiranje nam nudi mozˇnost transformacije posameznih do-
godkov podatkovnega toka z uporabo raznolikih operatorjev.
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kriterij reaktivno programira-
nje
objektno programira-
nje
delovanje nad primitivni tipi nad objekti
spremembe odvisne spremenljivke brez sprememb
blokirajocˇe kadar je nujno da
povratni klici uporaba dogodkov gnezdenje
izkoriˇscˇenost vecˇja -
transformacije na posamezni dogodek -
koda bolj strukturirana -
Tabela 2.1: Primerjava reaktivnega programiranja z objektnim po kljucˇnih
kriterijih.
2.4 Ogrodja za reaktivno programiranje
Obstaja veliko ogrodij, napisanih za razlicˇne jezike, ki nudijo podporo pri
implementaciji reaktivnega programiranja. Trenutno so najbolj popularna
ogrodja Vert.x, ReactiveX, Bacon.js, Reactor in Akka Streams. V tem po-
glavju nasˇteta ogrodja na kratko opiˇsemo in jih na koncu primerjamo po
kljucˇnih lastnostih.
2.4.1 Ogrodje Vert.x
Ogrodje Vert.x je odprtokodno, dogodkovno vodeno in neblokirajocˇe, kar
pomeni, da omogocˇa izdelavo aplikacij z velikim sˇtevilom vzporednosti pri
uporabi majhnega sˇtevila procesnih jeder. Ogrodje je poliglot, saj ga lahko
uporabimo v razlicˇnih jezikih. Jeziki, ki so podprti, so Java, JavaScript, Gro-
ovy itd. Kljucˇna lastnost ogrodja Vert.x je mozˇnost uporabe distribuiranega
dogodkovnega vodila, ki lahko prodre celo v brskalnik. Na delcˇku kode 2.4 je
prikazan reaktivni pristop pri postavitvi vertikla z ogrodjem Vert.x. Ogrodje
Vert.x temelji na uporabi vzorca reaktorja in dogodkovne zanke, kar je po-
drobneje opisano v poglavju 3.
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Observable<String> deploymentObservable =
RxHelper.deployVerticle(vertx, new MojVertikel());↪→
deploymentObservable.subscribe(id -> {
// Vertikel uspesno postavljen
}, napaka -> {
// Napaka pri postavitvi
});
Delcˇek kode 2.4: Primer reaktivne postavitve vertikla v ogrodju Vert.x.
2.4.2 Ogrodje ReactiveX
Ogrodje ReactiveX [10] je odprtokodna knjizˇnica za izdelavo asinhronih pro-
gramov ter programov, ki temeljijo na dogodkih. Podpira zaporedja podat-
kovnih tokov in dogodkov. Razsˇirja vzorec opazovalca in ponuja operatorje,
ki omogocˇajo opravljanje in sestavljanje novih zaporedij. Ogrodje ReactiveX
lahko uporabimo v razlicˇnih jezikih, zato mu pravimo, da je poliglot. Po-
nuja uporabo reaktivnega programiranja v jezikih, kot so Java, JavaScript,
.NET, Scala, Clojure, Swift in drugih. Glavna gradnika ogrodja ReactiveX
sta opazovani (angl. observable) in narocˇnik (angl. subscriber). Opazo-
vani predstavljajo vire podatkov, na katere se lahko prijavi poljubno mnogo
narocˇnikov. Ko opazovani odda podatek, se poklicˇe metoda onNext() pri
vsakemu izmed prijavljenih narocˇnikov. Na delcˇku kode 2.5 je razvidna kre-
acija opazovanega. V naslednji vrstici se na podatkovni tok prijavi narocˇnik
in izpiˇse podatek ob uspesˇnem prejemu. Skupnost, ki stoji za ogrodjem, je
poskrbela, da je zacˇetek sila enostaven, saj je na voljo obilo dokumentacije.
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Observable<String> observable = Observable.just("Pozdravljen
svet!");↪→
observable.subscribe(podatek -> {
System.out.println(podatek);
});
Delcˇek kode 2.5: Primer opazovanega in narocˇnika v ogrodju ReactiveX.
2.4.3 Ogrodje Bacon.js
Ogrodje Bacon.js [2] je odprtokodna knjizˇnica za funkcionalno reaktivno pro-
gramiranje. Omogocˇa reaktivno programiranje samo v jeziku JavaScript.
Bacon.js deluje tako, da se t. i. Property in t. i. EventStream povezˇeta s
svojimi viri, cˇe imata vsaj enega poslusˇalca. Prav tako samodejno prekineta
povezavo z viri, cˇe se odjavijo vsi poslusˇalci. Zato je s tega vidika narocˇanje
na podatkovni tok zelo pomembno. Ogrodje ponuja uporabo dogodkovnega
vodila, za katerega jamcˇijo, da dostavi vse dogodke brez napak (angl. glitch-
free). Na delcˇku kode 2.6 je prikazan zajem dogodkov vnosnega polja. Naprej
pretvorimo dogodek, ki se odda ob spustu tipke v podatkovni tok. Nato z
operatorjem map izdelamo drug podatkovni tok, ki vracˇa vrednosti vnosnega
polja. Na koncu pretvorimo podatkovni tok v lastnost (angl. property), ki ji
nastavimo prazen niz kot zacˇetno vrednost.
let username = $("#username
input").asEventStream("keyup").map(function(event) { return
$(event.target).val() }).toProperty("")
↪→
↪→
Delcˇek kode 2.6: Primer zajema dogodkov vnosnega polja v ogrodju Ba-
con.js.
Diplomska naloga 15
2.4.4 Ogrodje Reactor
Ogrodje Reactor [11] je knjizˇnica za izdelavo neblokirajocˇih aplikacij na ja-
vanskem navideznem stroju (JVM), ki temelji na specifikaciji reaktivnih to-
kov. Ogrodje je v neposrednem stiku z Java 8 funkcionalnim aplikacijskim
programskim vmesnikom (API). Namen reaktivnih tokov [9] je zagotoviti
standard za asinhrono obdelavo asinhronega podatkovnega toka z nebloki-
rajocˇim protipritiskom. Ogrodje Reactor je sestavljeno iz razlicˇnih modu-
lov. Nekateri izmed teh so Reactor Core, Reactor Test, Reactor Netty ipd.
Ogrodje ponuja dva reaktivna sestavljiva aplikacijska programska vmesnika,
to sta Flux in Mono, ki omogocˇata izdelavo in transformacijo podatkovnih
tokov. Flux omogocˇa oddajo nicˇ ali vecˇ elementov, medtem ko Mono ponuja
oddajo najvecˇ enega elementa. Na delcˇku kode 2.7 izdelamo podatkovni tok,
ki oddaja cela sˇtevila. Z operatorjem map vsako sˇtevilo povecˇamo. Operator
filter omogocˇi fitriranje vhodnih vrednosti.
Flux.range(3,5).map(x -> i + 3).filter(x -> x > 7);
Delcˇek kode 2.7: Primer uporabe operatorjev nad podatkovnim tokom v
ogrodju Reactor.
2.4.5 Ogrodje Akka Streams
Ogrodje Akka Streams [28] je prav tako odprtokodno. Ponuja realizacijo re-
aktivnega programiranja v dveh jezikih, in sicer v Javi in v Scali. Ogrodje
Akka Streams temelji na reaktivnih tokovih tako kot ogrodje Reactor. V
ogrodju predstavijo obdelavo podatkov v obliki podatkovnega toka skozi po-
ljuben kompleksen graf, kjer so vozliˇscˇa stopnje obdelave. Stopnje imajo nicˇ
ali vecˇ vhodov in nicˇ ali vecˇ izhodov. Najpogostejˇsi gradniki pri uporabi
ogrodja Akka Streams so Source, Sink in Flow. Source ima natanko en
izhodni podatkovni tok. Sink omogocˇa le en vhodni podatkovni tok. Flow je
nekaksˇna kombinacija obeh in omogocˇa natanko en vhodni in izhodni podat-
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kovni tok. Na delcˇku kode 2.8 je prikazana uporaba gradnika Source. Slednji
sprejme dva parametra. Prvi nam pove tip elementa, ki ga bo Source odda-
jal. Drugi lahko signalizira, da zagon vira proizvede pomozˇne vrednosti. V
primeru je nastavljen na NotUsed, saj podatkovni tok samo transformiramo.
Source<Integer, NotUsed> source = Source.range(1, 100).map(x ->
{↪→
if((x % 2) == 0) return x;
return -x;
});
Delcˇek kode 2.8: Primer uporabe gradnika Source z ogrodjem Akka Stre-
ams.
2.4.6 Primerjava ogrodij
V tabeli 2.2 so prikazane podobnosti in razlike zgoraj opisanih ogrodij. Vsa
opisana ogrodja so odprtokodna. Reaktivno programiranje v dveh ali vecˇ je-
zikih omogocˇajo ogrodja Vert.x, ReactiveX in Akka Streams. Ogrodje Vert.x
implementira vzorec reaktorja. Ogrodji ReactiveX ter Bacon.js implemen-
tirata vzorec opazovalca. Ogrodji Reactor in Akka Streams implementirata
specifikacijo reaktivnih tokov. Edino ogrodje, ki ne implementira protipri-
tiska, je ogrodje Bacon.js. Dogodkovno vodilo lahko uporabimo v ogrodju
Vert.x in ogrodju Bacon.js.
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kriterij Vert.x ReactiveX Bacon.js Reactor Akka
Streams
poliglot da da ne ne da
dogodkovno
vodilo
da ne da ne ne
vzorec reaktor opazovalec opazovalec reaktivni
tok
reaktivni
tok
odprtokodno da da da da da
protipritisk da da ne da da
Tabela 2.2: Primerjava ogrodij Vert.x, ReactiveX, Bacon.js, Reactor in
Akka Streams.
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Poglavje 3
Ogrodje Vert.x
Vert.x [12] je ogrodje za izdelavo reaktivnih aplikacij na javanskem virtu-
alnem stroju (JVM). Ogrodje je dogodkovno vodeno in neblokirajocˇe, kar
pomeni, da omogocˇa aplikaciji obvladovanje velikega sˇtevila vzporednosti z
uporabo majhnega sˇtevila procesnih jeder. Vert.x omogocˇa, da je aplika-
cija skalabilna z uporabo minimalne strojne opreme. Ogrodje je poliglot.
Vkljucˇuje podporo za jezike Java, JavaScript, Groovy, Ruby, Ceylon, Scala
in Kotlin. Ponuja mozˇnost uporabe distribuiranega dogodkovnega vodila,
ki se razteza ne samo na stran strezˇnika, temvecˇ tudi na stran odjemalca.
Dogodkovno vodilo lahko predre celo v brskalnik in tako omogocˇi izdelavo
t. i. aplikacij s takojˇsnjim odzivom (angl. real-time applications). Ogrodje
Vert.x je izjemno hitro. Na sliki 3.1 je razvidno, da se je uvrstilo na prvo
mesto. Ogrodje je moralo na zahtevke odgovarjati z enostavnim sporocˇilom
”
Hello, World“, generiranim v cˇistopisu (angl. plain text) [14].
3.1 Zgodovina
Ogrodje Vert.x [13] je Tim Fox, takratni usluzˇbenec pri VMware, zacˇel raz-
vijati leta 2011. Najprej je svoj projekt poimenoval Node.x, pri cˇemer je x
pomenil, da bo projekt v prihodnosti poliglot. Kasneje je bil preimenovan
v Vert.x, da bi se izognil morebitnim pravnim tezˇavam. Sredi leta 2012 je
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Slika 3.1: Hitrosti pri posˇiljanju odgovorov, sestavljenih iz cˇistopisa.
bila izdana prva verzija ogrodja Vert.x. V letu 2013 je priˇsel Vert.x pod
okrilje korporacije Eclipse Foundation [1], katere projekti so osredotocˇeni na
izgradnjo in razvoj odprtokodnih resˇitev. Eclipse Foundation je neprofitna
organizacija, ki pomaga pri obvladovanju odprtokodnih resˇitev skupnosti. V
letu 2014 je ogrodje Vert.x prejelo nagrado za najbolj inovativno tehnologijo,
napisano v Javi (angl. Most Innovative Java Technology) [17].
3.2 Delovanje
Vert.x [12] deluje tako, da prenese dogodke na ustrezne obdelovalce (angl.
handlers), ko so ti na voljo. Vert.x najpogosteje poklicˇe obdelovalce z upo-
rabo niti, ki se imenuje dogodkovna zanka (angl. event loop). Ker je Vert.x
neblokirajocˇ, lahko dogodkovna zanka v kratkem cˇasu dostavi ogromne koli-
cˇine dogodkov. Temu pravimo vzorec reaktorja. V standardni implementaciji
vzorca obstaja samo ena dogodkovna zanka, ki skrbi za dostavo dogodkov
na ustrezne obdelovalce. Tezˇava take implementacije je, da lahko tecˇe hkrati
samo na enem izmed racˇunalniˇskih jeder. Implementacija ogrodja Vert.x se
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razlikuje v tem, da vsaka instanca Vert.x ohranja vecˇ dogodkovnih zank.
To sˇtevilo je nastavljivo, vendar ima privzeto vrednost enako dvakratnemu
sˇtevilu jeder, ki so na voljo. Taksˇni implementaciji pravimo multi-reaktorski
vzorec (angl. multi-reactor pattern).
3.3 Vertikli
Vertikli (angl. Verticles) so delcˇki kode, ki jih Vert.x postavi (angl. deploy)
in zazˇene. Vertikel je lahko napisan v katerem koli jeziku, ki ga podpira
ogrodje Vert.x. Aplikacija lahko vsebuje tudi vecˇ vertiklov, ki so napisani v
razlicˇnih jezikih. Vertikel si lahko predstavljamo kot igralca (angl. actor) v
modelu igralca (angl. actor model). V modelu igralca [21] se igralec obrav-
nava kot primitiv socˇasnih izracˇunov. Vsak igralec ohranja stanje in lahko
komunicira z drugimi s posˇiljanjem sporocˇil. Sporocˇila se shranjujejo v posˇtni
nabiralnik ter so ena za drugo obdelana s strani igralca. Po koncˇani obde-
lavi sporocˇila lahko igralec spremeni svoje stanje, opravi nadaljnje izracˇune,
posˇlje sporocˇilo drugemu igralcu ali celo kreira novega igralca. Vertikli se
med sabo sporazumevajo s posˇiljanjem sporocˇil preko dogodkovnega vodila.
Vert.x razdeli vertikle na tri tipe.
Standardni vertikel (angl. standard verticle) je najbolj pogost in upora-
ben tip. Vsakemu vertiklu se ob nastanku dodeli dogodkovna zanka, ki po-
klicˇe metodo start tega vertikla. Pri izvajanju drugih metod, ki sprejmejo
obdelovalca, je zagotovljeno, da se obdelovalci izvedejo na isti dogodkovni
zanki. Vert.x s tem poskrbi, da razvijalci lahko piˇsemo enonitno kodo (angl.
single threaded) ter ogrodju Vert.x prepustimo skaliranje in nitnost (angl.
threading).
Vertikel delavec (angl. worker verticle) je enak kot standardni vertikel s
to razliko, da se ne izvede s pomocˇjo dogodkovne zanke, ampak z uporabo
niti iz bazena niti (angl. worker thread pool). Delavci so namenjeni izvajanju
blokirajocˇe kode.
Vecˇnitni vertikel delavec (angl. multi-threaded worker verticle) se razli-
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kuje od navadnega delavca v tem, da se ga lahko izvede hkrati z razlicˇnimi
nitmi.
3.4 Arhitektura
Tipicˇna arhitektura aplikacije, zgrajene z ogrodjem Vert.x, je prikazana na
sliki 3.2. Enaka arhitektura velja tudi za nasˇo implementacijo, katere de-
lovanje bomo prikazali v poglavju 5. Iz slike razlocˇimo, da smo pognali
dve instanci Vert.x, ki tecˇeta vsaka v svojem javanskem navideznem stroju
na gostiteljevem racˇunalniku. Znotraj vsake instance Vert.x se nahaja do-
godkovna zanka, ki skrbi za prenasˇanje dogodkov na ustrezne obdelovalce.
Izvajanje blokirajocˇe kode nam omogocˇi vertikel delavec, ki ga pridobimo
iz bazena delavcev. Levo instanco Vert.x smo z desno povezali z uporabo
grucˇenja. Grucˇenje omogocˇi, da se instanci povezˇeta in tvorita distribuirano
dogodkovno vodilo, preko katerega poteka komunikacija med instancama.
Slika 3.2: Prikaz arhitekture aplikacije, izdelane z ogrodjem Vert.x.
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3.5 Komponente
Ogrodje Vert.x ponuja ogromno zbirko komponent, ki razvijalcem olajˇsajo
pisanje poljubnih aplikacij. Ogrodje je zelo modularno, kar pomeni, da nam
omogocˇi uporabo samo tistih komponent, ki jih potrebujemo glede na na-
ravo projekta. Komponente so razdeljene na Core, Web, Web Client, sklop
za dostop do podatkov, sklop za integracijo, sklop za mostove dogodkovnega
vodila, sklop za avtentikacijo in avtorizacijo, sklop za reaktivnost, sklop za
mikrostoritve, sklop za razvijalce, testiranje, sklop za grucˇenje, sklop za sto-
ritve, sklop za oblak in sklop za interno uporabo. V nadaljevanju na kratko
opiˇsemo glavne komponente oziroma sklope komponent.
V srediˇscˇu ogrodja Vert.x je niz aplikacijskih programskih vmesnikov,
ki jih imenujemo Vert.x Core. Funkcionalnosti komponente Core so precej
nizko nivojske. Omogocˇajo funkcionalnosti, kot so pisanje odjemalcev in
strezˇnikov TCP, pisanje odjemalcev in strezˇnikov HTTP, vkljucˇno s podporo
za tehnologijo WebSocket, dogodkovno vodilo idr.
Komponenta Web ponuja niz gradnikov za gradnjo modernih in skala-
bilnih spletnih aplikacij z uporabo ogrodja Vert.x. Komponento uporabimo
za izdelavo klasicˇnih zalednih aplikacij, aplikacij REST, spletnih aplikacij,
ki se izvajajo v realnem cˇasu, idr. Ponuja funkcionalnosti, kot so usmerja-
nje (angl. routing), ekstrakcija parametrov poti, limitiranje velikosti telesa,
manipuliranje s piˇskotki idr. V primeru, ko zˇelimo uporabljati naprednejˇse
funkcionalnosti odjemalca HTTP, uporabimo komponento Web Client, ki
nam omogocˇa kodiranje in dekodiranje telesa JSON, oddajo obrazcev, eno-
tno obvladovanje napak, uporabo HTTP/2 idr.
Sklop komponent za dostop do podatkov zagotavlja asinhrone odjemalce
za dostopanje do raznolikih podatkovnih baz. Vert.x odjemalci nam poma-
gajo pri dostopu do MongoDB, JDBC, SQL, Redis in MySQL.
Sklop komponent za integracijo zagotavlja posˇiljanje e-posˇte, implemen-
tacijo STOMP protokola, adapter JCA, odjemalca za sporocˇilno vrsto Ra-
bbitMQ, odjemalca za Apache Kafka, odjemalca za Consul ter most za inte-
rakcijo z AMQP.
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Za varnost je z ogrodjem Vert.x poskrbljeno, saj je sklop komponent za
avtentikacijo in avtorizacijo eden najvecˇjih. Avtentikacija preveri identiteto
uporabnika, medtem ko avtorizacija poskrbi za preverbo uporabnikovih po-
oblastil. Sklop ponuja aplikacijske programske vmesnike za JDBC, JWT,
Shiro, MongoDB, OAuth 2 ter .htdigest.
Vert.x ponuja razlicˇne mostove za razsˇiritev tako dogodkovnega vodila
kot tudi komponente za odkrivanje storitev (angl. service discovery), ki igra
pomembno vlogo pri izdelavi mikrostoritev.
V primeru zˇelje po izdelavi sˇe bolj reaktivnih aplikacij nam Vert.x omogocˇi
sklop reaktivnih komponent. Ponuja podporo za RxJava, reaktivne tokove
in uporabo Vert.x Sync, ki omogocˇa zagon vertiklov s pomocˇjo vlaken (angl.
fibers). Vlakna so lahke niti, ki jih je mogocˇe blokirati, ne da bi blokirali nit
jedra.
Poglavje 4
Integracija ogrodja Vert.x z
Javo in mikrostoritvami
V tem poglavju predstavimo glavni prispevek diplomske naloge. Podrobno
opiˇsemo postopek izdelave razsˇiritve ogrodja Vert.x in njegove integracije v
ogrodje KumuluzEE, ki se uporablja za izdelavo mikrostoritev. Za boljˇse
razumevanje namena izdelave razsˇiritve na kratko opiˇsemo arhitekturni slog
mikrostoritev in ogrodje KumuluzEE.
4.1 Mikrostoritve
Arhitekturni slog mikrostoritev je pristop, v katerem razvijemo aplikacijo
kot zbirko manjˇsih storitev, imenovanih mikrostoritve [20]. Vsaka mikrosto-
ritev se izvaja locˇeno, v svojem procesu, in je zadolzˇena za opravljanje tocˇno
dolocˇenega dela, ki ga opravlja po najboljˇsih mocˇeh. Najpogosteje je naloga
mikrostoritev komuniciranje z aplikacijskimi programskimi vmesniki (API)
za pridobivanje virov HTTP. Vsaka mikrostoritev je neodvisna celota, ki je
ponavadi zagnana s pomocˇjo avtomatiziranih zagonskih mehanizmov. Upra-
vljanje mikrostoritev je skoraj popolnoma decentralizirano. Piˇsemo jih lahko
v razlicˇnih jezikih in uporabimo specificˇne prednosti izbranega jezika.
Premik k izdelavi mikrostoritev najlazˇje razumemo, cˇe ga primerjamo z
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arhitekturo monolitne aplikacije. Monolitna aplikacija najpogosteje vsebuje
poslovno logiko celotne aplikacije, povezavo do podatkovne baze ter upo-
rabniˇski vmesnik, ki ga aplikacija prikazˇe koncˇnemu uporabniku. Celoten
monolit se zapakira v eno izvrsˇljivo datoteko, ki je pripravljena za postavi-
tev (angl. deployment). Ena sama sprememba uporabniˇskega vmesnika ali
najmanjˇsi dodatek kode nas prisili, da celotno aplikacijo ponovno zapaki-
ramo in postavimo. Problem kodiranja monolitnih aplikacij, ki se pojavi na
dolgi rok, je nezmozˇnost ucˇinkovite skalabilnosti. V primeru, ko je dolocˇen
modul aplikacije preobremenjen, moramo postaviti sˇe eno instanco celotne
aplikacije, da preprecˇimo kakrsˇne koli odpovedi sistema. S takim ravnanjem
porabljamo veliko vecˇ virov kot bi jih, cˇe bi postavili samo novo instanco
preobremenjenega modula. To sta samo dve glavni tezˇavi, ki sta pripeljali
do uporabe arhitekturnega sloga mikrostoritev.
Mikrostoritev je neodvisna celota, ki se jo lahko postavi, skalira in testira
neodvisno [26]. Osredotocˇena je na izvajanje dolocˇene naloge, ki jo opravlja
po najboljˇsih mocˇeh.
4.2 Ogrodje KumuluzEE
Ogrodje KumuluzEE je lahko (angl. lightweight) odprtokodno ogrodje za
razvijanje mikrostoritev z uporabo standardnih Java EE tehnologij. Poleg
razvijanja omogocˇa tudi preureditev obstojecˇih Java EE aplikacij v mikro-
storitve [4]. KumuluzEE zapakira mikrostoritve kot samostojne datoteke
JAR, ki se jih lahko zazˇene kjer koli. Ogrodje za zagon mikrostoritev po-
trebuje le namestitev programske opreme JRE. Mikrostoritve, zapakirane z
ogrodjem KumuluzEE, so lahke in optimizirane glede na velikost in zacˇetni
zagonski cˇas. Ogrodje je sestavljeno iz vecˇ razlicˇnih komponent, ki jih lahko
selektivno uporabimo v mikrostoritvah [19]. To nam omogocˇi, da upora-
bimo samo tiste odvisnosti, ki jih resnicˇno potrebujemo. S tem zmanjˇsamo
velikost koncˇne datoteke JAR in onemogocˇimo neuporabljenim odvisnostim
zasedanje pomnilniˇskega prostora. KumuluzEE omogocˇa enostavno konfigu-
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racijo mikrostoritev, saj je vsa konfiguracija na voljo znotraj konfiguracijske
datoteke pom.xml.
4.3 Integracija in delovanje
Eden izmed ciljev diplomske naloge je omogocˇiti razvijalcem cˇim lazˇji zacˇetek
pri implementaciji in uporabi ogrodja Vert.x znotraj mikrostoritev. Ker
ogrodje KumuluzEE omogocˇa enostavno izgradnjo poljubnih razsˇiritev, smo
se odlocˇili povecˇati nabor razsˇiritev ogrodja KumuluzEE in razviti svojo, ki
omogocˇa zagon in enostavno uporabo dolocˇenih znacˇilnosti ogrodja Vert.x.
Integracija vsebuje dve anotaciji, ki poskrbita za enostavno izbiro funkcij
ogrodja Vert.x in predvsem polepsˇata koncˇno kodo. Anotacije so v Javi
oblika metapodatkov, ki zagotavljajo podatke o programu in niso del samega
programa [6].
4.3.1 Izdelava anotacije @VertxEventPublisher
Anotacija @VertxEventPublisher sprejme kot vhodni parameter naslov in
zagotovi, da se bo preko tovarniˇskih razredov (angl. factory classes) ustvaril
nov oziroma vrnil zˇe obstojecˇ ustvarjalec sporocˇil (angl. message produ-
cer). Izdelava novega ustvarjalca sporocˇil je prikazana na delcˇku kode 4.1.
Najprej s pomocˇjo razreda VertxConfigurationUtils pridobimo referenco na
dogodkovno vodilo in se povezˇemo na podatkovni tok z naslovom, ki smo ga
prejeli preko zgornje anotacije. Ob uspesˇni povezavi na podatkovni tok lahko
nemudoma pricˇnemo z oddajanjem sporocˇil. Iz delcˇka kode 4.2 je razvidno,
da ustavimo novega ustvarjalca sporocˇil le v primeru, ko na naslov ni prija-
vljen sˇe nobeden ustvarjalec. V primeru zˇe prijavljenega ustvarjalca sporocˇil
na dani naslov, ga preprosto vrnemo.
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@Override
public MessageProducer<Object> createPublisher(String address)
{
MessageProducer<Object> messageProducer = null;
EventBus eventBus =
VertxConfigurationUtils.getInstance()
.getVertx().eventBus();
↪→
↪→
messageProducer = eventBus.publisher(address);
return messageProducer;
}
Delcˇek kode 4.1: Metoda tovarniˇskega razreda, ki vrne novega ustvarjalca
sporocˇil.
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@Produces
@VertxEventPublisher
public MessageProducer<Object> getPublisher(InjectionPoint
injectionPoint)↪→
{
String address = injectionPoint.getAnnotated()
.getAnnotation(VertxEventPublisher.class)
.address();
↪→
↪→
if(producers.containsKey(address)) {
return producers.get(address);
} else {
MessageProducer<Object> messageProducer =
vertxPublisherFactory
.createPublisher(address);
↪→
↪→
producers.put(address, messageProducer);
return messageProducer;
}
}
Delcˇek kode 4.2: Izdelovalec ustvarjalcev sporocˇil.
Anotacijo za pridobitev ustvarjalca sporocˇil lahko uporabimo samo na
polju (angl. field). Na delcˇku kode 4.3 je razvidno, da zˇelimo pridobiti
oziroma referencirati ustvarjalca sporocˇil, ki bo sporocˇila posˇiljal na naslov
”
tacos“.
@Inject
@VertxEventPublisher(address = "tacos")
MessageProducer<Object> tacos;
Delcˇek kode 4.3: Prikaz uporabe anotacije @VertxEventPublisher.
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4.3.2 Izdelava anotacije @VertxEventListener
Anotacija @VertxEventListener ima prav tako en vhodni parameter. Za
pravilno delovanje anotacije smo morali izdelati nov razred, ki razsˇirja java-
x.enterprise.inject.spi.Extension. Naloga razreda je, da ob zagonu
ogrodja KumuluzEE pregleda vsa zrna in shrani tista, ki imajo metode
oznacˇene z zgornjo anotacijo. Po postavitvi ogrodja KumuluzEE iteriramo
skozi vse reference na shranjena zrna in za vsakega ustvarimo novega izvrsˇi-
telja (angl. runnable). Naloga izvrsˇitelja je prikazana na delcˇku kode 4.4.
Najprej pridobimo referenco na dogodkovno vodilo in se prijavimo na po-
datkovni tok z danim naslovom. Po prijavi pricˇnemo s poslusˇanjem in ob
prejemu novega sporocˇila poklicˇemo metodo, nad katero smo uporabili ano-
tacijo.
messageConsumer =
vertxUtils.getVertx().eventBus().consumer(address);↪→
messageConsumer.handler(message -> {
if (message.body() != null) {
try {
method.invoke(instance, message);
} catch (...) {
// napaka
}
}
});
Delcˇek kode 4.4: Prikaz izdelavave potrosˇnika sporocˇil preko izvrsˇitelja.
Anotacijo lahko postavimo le na metode, ki imajo en vhodni parameter
tipa Message<Object>. Na delcˇku kode 4.5 prijavimo metodo onMessage()
na podatkovni tok z naslovom
”
tacos“. Vsako sporocˇilo ob prejemu za-
belezˇimo z objektom za belezˇenje sporocˇil (angl. logger). V naslednji vrstici
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posˇljemo posˇiljatelju nazaj prejeto sporocˇilo.
@VertxEventListener(address = "tacos")
public void onMessage(Message<Object> event) {
log.info("Prejeto sporocilo: " + event.body());
event.reply(event.body());
}
Delcˇek kode 4.5: Prikaz uporabe anotacije @VertxEventListener.
4.3.3 Napredne mozˇnosti uporabe
V primeru, da nam anotacije niso dovolj, je na voljo razred VertxConfi-
gurationUtils.java. Ta je edinec (angl. singleton), ki ponuja dodatne
mozˇnosti za upravljanje z ogrodjem Vert.x. Iz poglavja 3 vemo, da ogrodje
Vert.x ponuja dve mozˇnosti zagona. Izbiramo lahko med zagonom v nor-
malnem ali v grucˇastem nacˇinu. Izbiranje nacˇina in spreminjanje ostalih la-
stnosti ogrodja Vert.x smo razvijalcem zapakirali v konfiguracijsko datoteko
config.yml. Vsebnost datoteke vidimo na delcˇku kode 4.6. Nasˇtete lastnosti
so poljubno nastavljive, ki se med zagonom razsˇiritve preberejo s pomocˇjo
pomozˇnih konfiguracijskih razredov ogrodja KumuluzEE. Na delcˇku kode 4.7
je razvidna koda, potrebna za pridobitev lastnosti
”
clustered“.
4.3.4 Koncˇna struktura projekta
Koncˇna struktura projekta vsebuje dva modula. V modulu common se naha-
jajo anotacije in ostali vmesniki (angl. interface). Odvisnosti, uporabljene
v modulu common, so prikazane na delcˇku kode 4.8. Modul vertx vsebuje
implementacijo razsˇiritve ogrodja Vert.x. Na delcˇku kode 4.9 so prikazane
uporabljene odvisnosti znotraj modula vertx. Koncˇna struktura, kot je pri-
kazana v orodju Eclipse, je razvidna na sliki 4.1.
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kumuluzee:
reactive:
vertx:
blocked-thread-check-interval: 1000
event-loop-pool-size: 16
file-caching-enabled: true
ha-enabled: false
ha-group: __DEFAULT__
internal-blocking-pool-size: 20
max-event-loop-execute-time: 2000000000
max-worker-execute-time: 60000000000
quorum-size: 1
worker-pool-size: 20
clustered: true
cluster-host: localhost
cluster-port: 0
cluster-ping-interval: 20000
cluster-ping-reply-interval: 20000
cluster-public-port: null
cluster-public-port: -1
Delcˇek kode 4.6: Konfiguracijska datoteka config.yml z vsemi nastavljivimi
lastnostmi.
ConfigurationUtil configurationUtil =
ConfigurationUtil.getInstance();↪→
boolean clustered = configurationUtil
.getBoolean("kumuluzee.reactive.vertx.clustered")
.orElse(VertxOptions.DEFAULT_CLUSTERED);
↪→
↪→
Delcˇek kode 4.7: Prikaz kode za pridobitev lastnosti
”
clustered“.
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<dependency>
<groupId>com.kumuluz.ee</groupId>
<artifactId>kumuluzee-cdi-weld</artifactId>
<scope>provided</scope>
</dependency>
Delcˇek kode 4.8: Odvisnosti znotraj konfiguracijske datoteke pom.xml mo-
dula common.
<dependency>
<groupId>io.vertx</groupId>
<artifactId>vertx-web</artifactId>
<version>${vertx.version}</version>
</dependency>
<dependency>
<groupId>io.vertx</groupId>
<artifactId>vertx-hazelcast</artifactId>
<version>${vertx.version}</version>
</dependency>
<dependency>
<groupId>com.kumuluz.ee.reactive</groupId>
<artifactId>kumuluzee-reactive-common</artifactId>
</dependency>
<dependency>
<groupId>com.kumuluz.ee</groupId>
<artifactId>kumuluzee-cdi-weld</artifactId>
<scope>provided</scope>
</dependency>
Delcˇek kode 4.9: Odvisnosti znotraj konfiguracijske datoteke pom.xml mo-
dula vertx.
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Slika 4.1: Prikaz koncˇne strukture razsˇiritve Vert.x.
Poglavje 5
Prikaz delovanja
Za prikaz delovanja smo implementirali razvito razsˇiritev ogrodja Vert.x in iz-
delali enostavno klepetalnico, kjer si uporabniki izmenjujejo sporocˇila. Sple-
tna klepetalnica je bila napisana s pomocˇjo spletnih tehnologij, kot so HTML,
CSS ter JavaScript in ogrodja Vert.x, ki deluje kot strezˇnik. Funkcija imple-
mentacije je filtriranje zlonamernih sporocˇil, ki bi lahko napadalcu omogocˇila
izvedbo napada XSS.
Napad XSS oziroma vecˇdomensko izvajanje kode (angl. cross-site scrip-
ting) je eden izmed najpogostejˇsih napadov na spletnem aplikacijskem sloju [3].
Napadalci izkoriˇscˇajo ranljivosti vdelanih (angl. embedded) skript na spletnih
straneh, ki se izvedejo na strani odjemalca, natancˇneje v spletnem brskalniku
odjemalca.
Resˇitev smo prikazali postopoma. Najprej podrobneje razcˇlenimo verti-
kel, ki skrbi za povezavo med spletno klepetalnico in ogrodjem Vert.x. Nato
opiˇsemo delovanje spletne klepetalnice. Na koncu resˇitev zdruzˇimo z mi-
krostoritvijo, ki vsebuje implementacijo razsˇiritve ogrodja Vert.x. Slednja
opravlja delo filtriranja uporabniˇskih sporocˇil.
Na delcˇku kode 5.1 odpremo dogodkovno vodilo navzven in omogocˇimo
komunikacijo odjemalec-strezˇnik. Nastavimo vsa potrebna dovoljenja za vho-
dne in izhodne naslove podatkovnih tokov. V primeru, da dovoljenj ne bi
nastavili, komunikacija med odjemalcem in strezˇnikom ne bi bila mozˇna. V
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delcˇku kode 5.2 poslusˇamo podatkovni tok z naslovom
”
chat.to.server“, skozi
katerega se pretakajo sporocˇila uporabnikov.
BridgeOptions bridgeOptions = new BridgeOptions()
.addInboundPermitted(new
PermittedOptions().setAddress("chat.to.server"))↪→
.addOutboundPermitted(new
PermittedOptions().setAddressRegex("chatroom\\..+"))↪→
.addOutboundPermitted(new
PermittedOptions().setAddress("tacos"));↪→
// Dogodkovno vodilo povezemo z usmerjevalnikom
SockJSHandler sockJSHandler =
SockJSHandler.create(vertx).bridge(bridgeOptions);↪→
router.route("/eventbus/*").handler(sockJSHandler);
Delcˇek kode 5.1: Odjemalcu omogocˇimo dostop do dogodkovnega vodila.
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EventBus eventBus = vertx.eventBus();
eventBus.consumer("chat.to.server").handler(message -> {
// Pridobitev sporocila
eventBus.send("tacos", message.body(), ar -> {
if (ar.succeeded()) {
// Pridobitev filtriranega sporocila
// ...
} else {
System.out.println("Filtering failed.
Fallback...");↪→
// ...
}
});
});
Delcˇek kode 5.2: Prikaz sprejema in filtriranja sporocˇil.
Na strani odjemalca se z delcˇkom kode 5.3 najprej prijavimo na nav-
zven odprto dogodkovno vodilo in ob postavitvi pricˇnemo poslusˇati na na-
slovu, ki je sestavljen iz predpone
”
chatroom.“ in poljubnega zaporedja zna-
kov. Sporocˇilo ob prejemu razcˇlenimo v format JSON in ga prikazˇemo
vsem narocˇnikom. Odjemalec poslano sporocˇilo dostavi strezˇniku z delcˇkom
kode 5.4.
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eventbus = new EventBus("/eventbus/");
eventbus.onopen = function() {
eventbus.registerHandler("chatroom." + chatroom,
function(error, message) {↪→
// Prejeto sporocilo
message = JSON.parse(message.body);
$('#messages').append(...);
});
};
Delcˇek kode 5.3: Prijava na dogodkovno vodilo na strani odjemalca.
eventbus.publish("chat.to.server", /* Sporocilo */ );
Delcˇek kode 5.4: Prikaz posˇiljanja sporocˇil na strani odjemalca.
Vertikel, ki vsebuje implementacijo spletne klepetalnice, zazˇenemo z uka-
zom, prikazanim na sliki 5.1. Iz slike je razvidno, da trenutno spletno kle-
petalnico uporablja en uporabnik. Informacija
”
Filtering failed. Fallback...“
nam pove, da je uporabnik poslal sporocˇilo, ki ga ni bilo mocˇ filtrirati. Razlog
za neuspeh je sˇe ne izvajajocˇa instanca mikrostoritve, ki vsebuje implemen-
tacijo razsˇiritve ogrodja Vert.x. Slednja je prikazana z delcˇkom kode 5.5.
Prejeto sporocˇilo najprej spremenimo v niz znakov in preverimo, cˇe ni pra-
zno. V primeru, da sporocˇilo ni prazno, sporocˇilo zabelezˇimo, filtriramo in
posˇljemo posˇiljatelju nazaj. S tem onemogocˇimo prikaz informacije
”
Filte-
ring failed. Fallback...“, ki smo je predhodno dobili pri posˇiljanju sporocˇil,
saj se je filtriranje uspesˇno izvedlo.
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Slika 5.1: Prikaz zagona spletne klepetalnice.
@VertxEventListener(address = "tacos")
public void onMessage(Message<Object> event) {
String message = (String) event.body();
if(message != null) {
log.info("Received message " + message);
/* Filtriranje */
event.reply(/* Filtrirano sporocilo */ );
}
}
Delcˇek kode 5.5: Prikaz prejema in filtriranja sporocˇil v mikrostoritvi z
uporabo anotacije.
Spletno klepetalnico pustimo tecˇi in poskusimo poslati sporocˇilo sˇe enkrat,
vendar prej zazˇenemo mikrostoritev. Zagon opravimo z ukazom, prikazanim
na delcˇku kode 5.6. Iz razdelka Members na sliki 5.2 je razvidno, da sta se
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instanca Vert.x, zagnana prek mikrostoritve, ter zunanja instanca Vert.x, ki
skrbi za prikaz spletne klepetalnice, uspesˇno zdruzˇili v grucˇo. Na sliki 5.2
sta razvidni tudi vsebnost in struktura prejetega sporocˇila. Sporocˇilo ima
strukturo JSON in vsebuje polja content, username in chatroom. Na delcˇku
kode 5.7 so prikazane odvisnosti, ki se nahajajo v konfiguracijski datoteki
pom.xml.
java -cp target/classes;target/dependency/*
com.kumuluz.ee.EeApplication↪→
Delcˇek kode 5.6: Ukaz za zagon mikrostoritve.
Slika 5.2: Prikaz uspesˇnega grucˇenja mikrostoritve z zunanjo instanco
Vert.x.
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<dependency>
<groupId>com.kumuluz.ee</groupId>
<artifactId>kumuluzee-core</artifactId>
</dependency>
<dependency>
<groupId>com.kumuluz.ee</groupId>
<artifactId>kumuluzee-servlet-jetty</artifactId>
</dependency>
<dependency>
<groupId>com.kumuluz.ee</groupId>
<artifactId>kumuluzee-jax-rs-jersey</artifactId>
</dependency>
<dependency>
<groupId>com.kumuluz.ee</groupId>
<artifactId>kumuluzee-cdi-weld</artifactId>
</dependency>
<dependency>
<groupId>com.kumuluz.ee.reactive</groupId>
<artifactId>kumuluzee-reactive-vertx</artifactId>
<version>${kumuluzee-reactive-vertx.version}</version>
</dependency>
Delcˇek kode 5.7: Odvisnosti znotraj konfiguracijske datoteke pom.xml mi-
krostoritve.
Uporabniˇski vmesnik je prikazan na sliki 5.3. Delezˇni smo toka sporocˇil
dveh uporabnikov, ki zˇelita testirati delovanje filtriranja. Iz slike je razvidno,
da bi bil prvi poskus napada uspesˇen, saj je sporocˇilo odebeljeno. Opazimo,
da se drugo in tretje sporocˇilo od prvega razlikujeta po predponi (Message
filtered). Predpona nam pove, da se je zagnana mikrostoritev uspesˇno
postavila in povezala v grucˇo z zunanjo instanco Vert.x ter pricˇela opravljati
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nalogo filtriranja.
Slika 5.3: Prikaz maske uporabniˇskega vmesnika.
Poglavje 6
Zakljucˇek
V diplomskem delu smo pregledali podrocˇje reaktivnega programiranja v
Javi, analizirali ogrodje Vert.x in razvili integracijo med ogrodjem Vert.x
in ogrodjem za mikrostoritve KumuluzEE. Razsˇiritev je bila izdela z na-
menom, da bi razvijalcem omogocˇili enostavnejˇsi zacˇetek uporabe ogrodja
Vert.x znotraj mikrostoritev. Integracijo razsˇiritve smo prikazali na enostav-
nem primeru spletne klepetalnice, katere namen je filtriranje uporabniˇskih
sporocˇil.
Med izdelavo diplomskega dela smo pridobili nova znanja s podrocˇja reak-
tivnega programiranja. Pregledali smo koncepte taksˇnega programiranja in
ga primerjali z objektnim pristopom. Na kratko smo opisali vodilna ogrodja,
ki nam omogocˇajo uporabo reaktivnega programiranja v raznolikih program-
skih jezikih.
Ogrodje Vert.x smo podrobneje razcˇlenili in ugotovili, da je dogodkovno
vodeno, neblokirajocˇe in omogocˇa poleg izdelave reaktivnih aplikacij tudi
obvladovanje velikega sˇtevila vzporednosti. Ponuja velik nabor komponent
in omogocˇa uporabo zgolj tistih, ki jih resnicˇno potrebujemo znotraj nasˇega
projekta.
Prikazali smo potek izdelave in uporabo dveh anotacij @VertxEvent-
Publisher in @VertxEventListener, ki jih lahko uporabimo znotraj arhi-
tekturnega sloga mikrostoritev. Prva anotacija omogocˇi izdajo sporocˇil na
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podatkovni tok. Namen druge anotacije je prijava na podatkovni tok in mo-
rebiten odziv na prejeto sporocˇilo. Zagon, delovanje in izgled koncˇne resˇitve
smo prikazali v poglavju 5.
6.1 Nadaljnje delo
Ogrodje KumuluzEE vsebuje razsˇiritev, imenovano KumuluzEE Discovery,
ki zagotavlja podporo za registracijo in odkrivanje storitev ter omogocˇa iz-
enacˇevanje obremenitve (angl. load balancing) na odjemalcˇevi strani [5].
Ogrodje Vert.x vsebuje podobno komponento, ki se imenuje Vert.x Service
Discovery. Slednja prav tako zagotavlja infrastrukturo za prijavo in odkri-
vanje storitev. Nasˇa naloga za nadaljnje delo je razsˇiriti izdelano resˇitev s
poenotenjem komponent KumuluzEE Discovery in Vert.x Service Discovery.
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