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Abstract
In recent times an interest in the investigation of Artiﬁcial Inteligence through videogames has
emerged. Areas such as procedural content generation, the creation o artiﬁcial agents capable of
playing games competently or the creation of agents whose conduct is undistinguishable from that
of a human player attract a growing amount of researchers nowadays. Research in the área of Artiﬁcial
Intelligence in games not only can improve the quality of videogames in the future, but also exploits
the possibilities of the medium, which provides an environment for the simulation of problems that
are analogous to those of the real world.
Until now, research has been done mainly using comercial videogames that weren't developed
with the purpose of being used this way. This project aims to develop a platform that has diﬀerent
characteristics from those oﬀered by the games that have been used in research until now and that
provides a convenient interface for the users so that they can implement Artiﬁcial Intelligence agents
that can be tested within the game.
The platform has been developed using the Unity3D game engine and is formed by a map
generator, a tactical strategy team-based multiagent 3D game, an API that allows the agents to
interact with the game and a few demonstration agents to show the use of the platform. The game has
been designed with the intention of allowing the exploration of aspects of gameplay such as terrain
analysis, cooperation between independent, heterogeneous agents, the formation of hierarchies within
the teams and the communication of information between agents.
Keywords: Videogames, intelligent agents, software platform, Unity3D, Articial Intelligence.

vResumen
En el pasado reciente ha surgido un interés por la investigación de la Inteligencia Artiﬁcial a
través de los videojuegos. Temas como la generación procedural de contenido, la creación de agentes
que puedan jugar a un videojuego de forma competente o de agentes cuya conducta sea indistinguible
de la de un jugador humano atraen a una cantidad creciente de investigadores en la actualidad. La
investigación en el ámbito de la Inteligencia Artiﬁcial aplicada a videojuegos no sólo puede mejorar
la calidad de los videojuegos creados, si no que aprovecha las posibilidades del medio, que provee un
entorno de simulación de problemas análogos a los del mundo real.
La investigación hasta ahora se ha realizado mayoritariamente utilizando videojuegos comerciales
no desarrollados con el propósito de ser usados de esta forma. Este proyecto pretende desarrollar una
plataforma que ofrezca características diferentes de las que ofrecen los juegos que han sido usados
en la investigación hasta ahora y que ofrezca una interfaz cómoda para que los usuarios puedan
implementar agentes de Inteligencia Artiﬁcial que puedan ser probados en el juego.
La plataforma se ha desarrollado sobre el motor de juego Unity3D y está compuesta por un
generador de mapas, un juego de estrategia táctica multiagente por equipos en 3D, una API que
permita a los agentes desarrollados por los usuarios interactuar con el juego y algunos agentes de
prueba para demostrar el uso de la plataforma. El diseño del juego se ha realizado con la intención
de que permita la exploración de aspectos de juego como el análisis del terreno, la cooperación entre
agentes independientes y heterogéneos, la formación de jerarquías y la comunicación de información
entre los agentes.
Palabras clave: Videojuegos, agentes inteligentes, plataforma software, Unity3D, Inteligencia Arti-
ﬁcial.
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Glosario y terminología
Agentes / jugadores / Inteligencias Artiﬁciales (IAs) Se usan estos términos para referirse a los algo-
ritmos que toman decisiones inteligentes dentro del juego haciendo las veces de jugador.
Avatar Se reﬁere a los personajes virtuales que controlan los agentes.
Mesh / malla En gráﬁcos 3D de ordenadores se reﬁere a una colección de vértices, aristas y caras
que deﬁnen una forma de un objeto polihédrico.
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1Parte I. Introducción
En los albores de la investigación en el campo de la Inteligencia Artiﬁcial (IA), el énfasis estaba
en crear máquinas que pensasen como los humanos. Sin embargo, la idea del Test de Turing [1]
hizo que se pasara a una aproximación de caja negra, más centrada en los resultados. Así, a día
de hoy existe un cierto consenso en el campo y lo que se pretende es crear agentes artiﬁciales que
tomen decisiones racionales o inteligentes cuando se les presenta con un problema.
La investigación de la Inteligencia Artiﬁcial en los videojuegos comenzó entorno al juego Pac-
Man, especialmente en su versión Ms. Pac-Man, después de que investigadores como J. Koza y J.
Rosca lo propusieran como un entorno interesante que planteaba un problema de priorización de
tareas y permitía la aplicación de algorítmos genéticos [2]. El interés de la comunidad investigadora
por la investigación en los videojuegos ha ido en aumento desde entonces, llegándose a celebrar
competiciones para desarrollar Inteligencias Artiﬁciales que jueguen aMs. Pac-Man [3, 4] y a Inﬁnite
Mario Bros. [5] en años recientes.
Los juegos en general, y los videojuegos en particular, plantean problemas análogos a otros
encontrados en la vida humana. Dejando de lado su valor como forma de entretenimiento, los juegos
son poderosas herramientas para el aprendizaje, pues eliminan la presencia de riesgos y consecuencias
reales y facilitan la exploración libre, por parte de los jugadores, de los problemas que modelan. A
principios del siglo XIX, el Barón von Reiswitz, y después su hijo, miembros del ejército prusiano,
diseñaron el juego Kriegsspiel, que llegó a ser usado para entrenar a los oﬁciales del ejército prusiano
[6, 7].
Fig. 1: Versión de Kriegsspiel de la Fundación Berlín-Brandenburg
Concretamente los videojuegos ofrecen un entorno al investigador que requiere unos recursos
mucho menores de los que serían necesarios normalmente para desarrollar ideas de Inteligencia
Artiﬁcial. Asimismo, no son otra cosa que simuladores, que se pueden construir de manera que
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modelen los problemas que interese abordar. Además de esto, no hay que menospreciar el hecho de
que los videojuegos son una industria importante hoy en día [26]. Una parte muy importante de
ellos en muchos casos es la Inteligencia Artiﬁcial que controla a parte de los agentes participantes,
de modo que estudiar cómo hacer mejores Inteligencias Artiﬁciales para los juegos repercutirá en el
aumento de su calidad.
1. Objetivos
El objetivo de este trabajo es crear una plataforma para el desarrollo y prueba de algoritmos de
Inteligencia Artiﬁcial. Es decir, lo que se pretende es diseñar un problema, que constituirá el juego, lo
suﬁcientemente interesante para que sirva de entorno de pruebas para jugadores artiﬁciales creados
por los usuarios y proporcionar herramientas para que los usuarios puedan inyectar sus algoritmos
en el juego.
El problema será un juego de acción táctica en tiempo real en 3D con dos equipos integrados
por varios jugadores, cada uno de los cuales será controlado por un agente de Inteligencia Artiﬁcial.
Más concretamente, el juego está basado en el deporte Paintball, en el que los jugadores deben
tratar de marcar a sus oponentes con bolas de pintura disparadas con pistolas de aire comprimido,
sin embargo, detalles estéticos como la representación de la pintura o los sonidos se dejan para
desarrollo posterior, pues este trabajo se centra en la creación de una plataforma funcional.
La intención de este proyecto es que pueda ser utilizado por investigadores y desarrolladores
de Inteligencia Artiﬁcial de forma semejante a como se han usado otros juegos en eventos como el
IEEE CIG (Computational Intelligence and Games) [4, 8] o en CEC (Conference on Evolutionary
Computation) [3]. Sin embargo, estos proyectos partían ya de productos comerciales con una larga
evolución y pruebas extensivas para mejorarlos, por lo que este trabajo se concibe, no sólo como algo
de una escala menor, si no como algo que podría seguir desarrollándose y mejorándose basándose en
las observaciones que se hagan con su uso.
En conclusión, los objetivos del trabajo son los siguientes:
Diseñar las reglas de un juego e implementarlo.
Desarrollar un generador de mapas para usar en el juego.
Crear una API para la incorporación de agentes de Inteligencia Artiﬁcial creados por usuarios
a la plataforma.
Desarrollar algunos agentes de Inteligencia Artiﬁcial de prueba que sirvan para demostrar el
funcionamiento de la plataforma.
Llevar a cabo pruebas con los agentes desarrollados y analizar los resultados.
2. Estado del arte
En el ámbito de la Inteligencia Artiﬁcial aplicada a videojuegos, tradicionalmente se han explo-
rado tres vías:
3Jugadores inteligentes, que consiste en crear agentes que reciben información del estado del
juego, del entorno, a través de sensores, evalúan dicha información y actúan en función de ella
a través de actuadores que pueden afectar al estado del juego.
Creación procedural de contenido (Procedural Content Generation, PCG), consistente
en crear un algoritmo que genere contenido, generalmente niveles o mapas, que se considere
interesante.
Test de Turing , en el que se trata de crear un agente que juegue a un juego de forma que
sea indistinguible de un humano jugando.
Dentro de la categoría de creación de jugadores inteligentes se han usado los juegos Ms. Pac-Man
en Ms. Pac-Man AI Competition y Ms. Pac-Man vs Ghosts Competition [3, 4], Inﬁnite Mario Bros.
en Mario AI Competition [5], y su sucesor SuperTux en Platformer AI Competition [9] y StarCraft
en StarCraft AI Competition [8]. Es en esta categoría en la que se centra este proyecto, apodado
PaintBol, e igual que en los anteriores se usaron técnicas como máquinas de estados y behaviour
trees, redes neuronales, algoritmos evolutivos y de aprendizaje automático, lógica difusa, inﬂuence
maps, reinforcement learning y métodos de Monte Carlo, en este proyecto también se espera que
diversas técnicas de Inteligencia Artiﬁcial sean aplicables.
En las otras dos categorías se han usado Inﬁnite Mario Bros. en Mario AI Competition [5] y
SuperTux en Platformer AI Competition [9] en creación procedural de contenido y Unreal Tour-
nament 2004 en 2k BotPrize [10] e Inﬁnite Mario Bros. en Mario AI Competition [5] en en las
pruebas del Test de Turing. Estas dos categorías también serían aplicables a PaintBol, pero no se
han implementado herrramientas especíﬁcas para facilitar su aplicación.
Otro proyecto de interés en el ámbito es CodinGame [11], que ofrece una plataforma con varios
mini-juegos en la que es posible probar implementaciones de agentes directamente online e incluso
competir contra las implementaciones de otros usuarios en tiempo real. Uno de los miembros del
equipo desarrollador de CodinGame [12] propone las siguientes características para clasiﬁcar los
juegos a la hora de deﬁnir el tipo de problema que plantean a los agentes:
Conocido o desconocido: dependiendo de si se sabe a priori como va a reaccionar el entorno
a las acciones del agente. Por ejemplo, un recién nacido evoluciona en un entorno desconocido,
que tiene que descubrir, y por eso prueba absolutamente todo.
Accesible o inaccesible: dependiendo de si los agentes tienen acceso a toda la información
del entorno que podría usarse para tomar decisiones. Por ejemplo, en el Póker, los jugadores no
tienen sólo información parcial del estado del juego, pues no conocen las cartas de los demás
jugadores.
Determinista o no determinista: dependiendo de si el comportamiento del entorno esta
deﬁnido lógicamente o probabilísticamente. Por ejemplo, en el Ajedrez, se sabe con certeza la
consecuencia que tendrá una determinada acción, por lo que es un juego determinista, mientras
que en el Póker, las cartas que le tocan a cada jugador son aleatorias, por lo que es un juego
no determinista.
4 2 Estado del arte
Estático o dinámico: dependiendo de si el entorno cambia mientras que los agentes estan
tomando decisiones. Por ejemplo, para un agente que controle un coche, alguien podría aparecer
en su camino mientras el agente esté aún pensando qué hacer.
Discreto o continuo: dependiendo de si hay un número ﬁnito o inﬁnito de acciones posibles
para el agente.
Solitario o multijugador: dependiendo de si intervienen uno o más agentes en el juego.
Utilizando estos criterios, podemos clasiﬁcar los juegos anteriormente mencionados y este proyecto:
Ms. Pac-Man Inﬁnite Mario Bros. SuperTux StarCraft Unreal Tournament 2004 PaintBol
Conocido Conocido Conocido Conocido Conocido Conocido
Accesible Accesible Accesible Inaccesible Inaccesible Inaccesible
No determinista Determinista Determinista Determinista Determinista No determinista
Dinámico Dinámico Dinámico Dinámico Dinámico Estático / Dinámico
Discreto Discreto Discreto Continuo Continuo Continuo
Multijugador Solitario Solitario Multijugador Multijugador Multijugador
Tab. 1: Clasiﬁcación de juegos usados para investigación de IA usando los criterios de Loick Michard
PaintBol es un juego de tipo conocido porque las reglas están preestablecidas y son conocidas por
los agentes, por ejemplo, si alcanzas a un adversario con un ataque, sabes que quedará deshabilitado
durante unos segundos y después reaparecerá en otro punto aleatorio del mapa. Es inaccesible,
porque los agentes tienen sólo información parcial del estado de la partida en cada momento. Es no
determinista porque al comenzar la partida y cuando son alcanzados por un ataque, los jugadores
aparecen en posiciones aleatorias del mapa y porque al disparar existe un factor aleatorio que inﬂuye
en que el disparo alcance a su objetivo o no. El juego es estático o dinámico en función de como
sean los algoritmos de los agentes: si todas las decisiones se toman de forma atómica en menos de un
frame, entonces sería estático, pero los agentes pueden tener memoria y usar varios turnos para
tomar una única decisión, en ese caso sería dinámico. Como el espacio en el que actuan los agentes es
continuo hasta donde permite la capacidad de representación de los ordenadores, el juego es de tipo
continuo. Finalmente, es multijugador por deﬁnición, pues el problema consiste precisamente en
que varios agentes se enfrenten en el contexto de las reglas del juego.
Con todo, esta clasiﬁcación no permite señalar algunas características interesantes que distinguen
a PaintBol de los otros juegos:
El entorno tridimensional en el que se desarrolla el juego, junto con la relevancia de la topografía
de los mapas y la distribución de los objetos del terreno para las mecánicas del juego hacen
que el análisis del terreno (terrain reasoning) sea una herramienta útil e interesante para los
agentes [13]. Para aumentar las posibilidades de la plataforma, esta cuenta con una herramiento
de generación procedural de mapas, que evita que se puedan diseñar estrategias basadas en las
características especíﬁcas de mapas concretos y además implica que las características de los
escenarios en los que se desarrolla la acción podrían redeﬁnirse y ampliarse en el futuro. De los
juegos anteriores, sólo en StarCraft y Unreal Tournament 2004 es tan relevante este aspecto,
pero en ambos los mapas son conocidos a priori.
5Los equipos están formados por agentes posiblemente heterogéneos e independientes. Son
heterogéneos en el sentido de que los algoritmos que controlan a cada uno de los agentes
pueden ser completamente diferentes, y son independientes porque todos los agentes tienen
información parcial no compartida del estado del juego en función de su posición, la dirección
en la que estén mirando, etc... Por ejemplo, los agentes en principio no saben donde están sus
aliados - ni sus enemigos - ni qué están haciendo a no ser que estén dentro de su arco de visión.
Estas características permiten que se formen estrategias basadas en jerarquías, que dan lugar
a situaciones interesantes cuando, por ejemplo, parte de un equipo queda fuera de la partida y
los agentes restantes podrían saber reaccionar a esa situación. De los otros juegos anteriores,
de nuevo, esta es una característica sólo compartida por Unreal Tournament 2004 y StarCraft,
aunque en el segundo caso, no era una posibilidad explotada en StarCraft AI Competition,
pues los enfrentamientos estaban restringidos a uno contra uno.
Los agentes tienen la capacidad de comunicar información que posean del estado de la
partida, por ejemplo avistamientos de adversarios o aliados, localizaciones de zonas ventajosas
estrategicamente en el mapa, etc, que hayan descubierto o que otros agentes les hayan transmi-
tido. En conjunción con la caracterísica anterior, este aspecto facilita y promueve la aparición
de comportamientos emergentes al nivel de los equipos, y esta característica no es compartida
por ninguno de los juegos anteriores, pues en StarCraft, aunque los bandos están integrados
por muchas unidades, todas son controladas por un único agente que recibe información de
todas sus unidades y las controla a todas.
3. Tecnologías a utilizar
Para el desarrollo del proyecto se han usado principalmente Unity3D [14] para el desarrollo de la
aplicación, y en mucha menor medida Blender [15] para la creación de los avatares del los jugadores
y de algunas de sus animaciones.
Los motivos para la elección de Unity3D como motor de juego son múltiples:
Desde su versión 5.0, toda sus funcionalidad es de uso gratuito siempre que los beneﬁcios
anuales de la organización no superen una cierta cota máxima.
Es multiplataforma, permite portar las aplicaciones, en general sin necesidad de cambio alguno
a cualquier del sinfín plataformas que soporta: Web, Windows, Linux, Mac, iOS, Android,
BlackBerry, WindowsStore, Windows Phone 8, WebGL, Xbox 360, Xbox One, PS3, PS Vita y
PS4.
Tiene una completa librería con soporte para rendering, sonido, físicas y controles.
Tiene un editor que facilita la labor de depurado de las aplicaciones y que uniﬁca el content
pipeline, evitando la necesidad de utilizar otros subsistemas para gestión e importación de
recursos y tiene un editor de niveles integrado.
Existe una enorme comunidad de usuarios dispuesta a compartir su conocimiento, un gran
número de tutoriales y una documentación completa de las librerías que ofrece.
6 4 Estructura del documento
Permite la programación en C# - lenguaje ya conocido por el alumno - y sobre el framework
Mono, que ofrece una amplísima cantidad de funciones que aceleran y facilitan el desarrollo.
Se integra bien con Blender.
Por su parte, Blender es una herramienta utilizada con anterioridad por el alumno para la creación
y animación de modelos 3D y de reconocida potencia, siendo además gratuito y de código abierto.
4. Estructura del documento
En la parte II se detalla el alcance del trabajo, se explica la metodología seguida y se especiﬁcan
los requisitos de la plataforma.
La parte III contiene un resumen del diseño y la arquitectura de la plataforma y sus dos partes
principales: el generador de mapas y el juego.
La implementación del proyecto se encuentra en la parte IV, explicando en mayor detalle algunos
de los algoritmos y técnicas que conforman las partes más representativas del trabajo. En particular,
en esta sección se explican también los agentes de IA implementados.
La parte V recoge las pruebas realizadas para la veriﬁcación y validación, así como los resultados
de la pruebas experimentales realizadas con los agentes desarrollados.
Finalmente, la parte VI se centra en proponer posibles lineas de trabajo futuras que, después del
trabajo realizado, se consideran importantes e interesantes.
7Parte II. Deﬁnición del proyecto
En esta sección se concretará el alcance, se explicará la metodología empleada y se detallará una
relación de los requisitos funcionales y no funcionales del trabajo.
5. Alcance
Este trabajo tiene como objetivo ofrecer motor de que juego que conforme una plataforma para
la investigación en el campo de la Inteligencia Artiﬁcial. Para esto, la plataforma se compondrá de
una herramienta para la generación de mapas en 3D y un videojuego en el que serán utilizados los
mapas generados como escenario. Además, el videojuego contará con una API que dará acceso a los
desarrolladores e investigadores usuarios de la plataforma a los sensores y actuadores que permitan
a los agentes de Inteligencia Artiﬁcial que desarrollen interactuar con el juego.
Asimismo, se crearán tres jugadores inteligentes de prueba, con la intención de que sirvan de de-
mostración de funcionamiento de la plataforma, pero que además se usarán para realizar un pequeño
estudio de resultados y que servirán de punto de referencia y reﬂexión acerca de las debilidades y
necesidades de mejora y ampliación de la plataforma.
Como se apunta en el párrafo anterior, el alcance de este trabajo no es el mismo que el del proyecto
que se presenta. El desarrollo de una plataforma con las características que se desean supera con
creces las posibilidades de un trabajo de ﬁn de grado, y por tanto, no se pretende que el proyecto
haya alcanzado en este punto la reﬁnación de los videojuegos anteriormente usados en este área y
mencionados en apartados anteriores. Siguiendo este razonamiento, se plantea este trabajo como el
desarrollo de una primera versión, centrada en obtener un producto funcional, pero no perfecto. Se
ha pospuesto la adición de algunos componentes estéticos en cuestión de gráﬁcos y del sonido de la
aplicación por no considerarse prioritarios y se dejan pendientes numerosas mejoras posibles que se
han ido observando durante el desarrollo.
6. Metodología
Para el desarrollo de la aplicación se ha optado por seguir un ciclo de vida incremental iterativo.
En un análisis inicial se detectó la posibilidad dividir el desarrollo en tres incrementos, a saber: el
generador de mapas, el videojuego en sí y la creación y prueba de las IAs de demostración. Por
otra parte, la limitada experiencia en el ámbito y con las tecnologías relevantes del alumno, motivó
a emplear un planteamiento más próximo a las metodologías ágiles de desarrollo, con énfasis en la
adaptabilidad a medida que se encontraban diﬁcultades en el desarrollo, que a las tradicionales y
más centradas en la predicción y la planiﬁcación.
En las siguientes ﬁguras, se muestra el diagrama de Gantt del proceso seguido en el proyecto
por incrementos, incluyendose las dependencias entre bloques y tareas. Después de cada ﬁgura se
detallan las entradas, tareas y salidas de cada una de las fases de desarrollo en cada uno de los
incrementos.
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Fig. 2: Diagrama de Gantt del proyecto (Generación de mapas)
Análisis Global
Entradas Tareas Salidas
Analizar el estado
del arte
Documento de
visión o concepto
del proyecto
Deﬁnir objetivos
de la plataforma
Especiﬁcar
requisitos
funcionales y no
funcionales
Tab. 2: Entradas, tareas y salidas del Análisis Global
9Generación de Mapas
Fase Entradas Tareas Salidas
Análisis
Documento de visión o concepto
del proyecto
Analizar el estado del arte de la
generación procedural de
contenido
Deﬁnición de objetivos de la
herramienta de generación de
mapas
Explorar algunas de las técnicas
utilizadas
Diseño Objetivos de la herramineta de
generación de mapas
Diseñar la arquitectura de la
herramienta
Arquitectura de la herramienta
Implementación
Información sobre la
arquitectura y el diseño de la
herramienta
Codiﬁcar la herramienta de
generación de mapas
Código de la herramienta
Documentación del código
Pruebas
Código de la aplicación Realización de pruebas de
veriﬁcación y validación
Código de la herramienta
veriﬁcado, validado y preparado
para la integración inmediata
con el juego
Preparación para la integración
con el módulo de juego
Tab. 3: Entradas, tareas y salidas de la Generación de Mapas
Fig. 3: Diagrama de Gantt del proyecto (Juego)
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Juego
Fase Entradas Tareas Salidas
Diseño
Documento de visión o concepto
del proyecto
Diseñar la arquitectura del
juego
Arquitectura del juego y de la
API
Diseñar la interfaz gráﬁca de
usuario
Diseño de la interfaz gráﬁca de
usuario
Diseñar la API para jugadores
artiﬁciales
Creación de recursos Documento de visión o concepto
del proyecto
Creación y obtención de
modelos 3D y animaciones de
los avatares.
Modelos 3D y animaciones de
los avatares
Implementación
Arquitectura del juego y de la
API
Integración de los recursos Código del juego y de la API
Modelos 3D y animaciones de
los avatares
Codiﬁcación del juego y de la
API
Documentación de la aplicación
Manual de usuario para
desarrolladores de IA para la
plataforma
Pruebas Mapas generados por la
herramienta de generación de
mapas
Realización de pruebas de
veriﬁcación y validación
Código del juego veriﬁcado y
validado
Código del juego y de la API
Tab. 4: Entradas, tareas y salidas del juego
Fig. 4: Diagrama de Gantt del proyecto (IAs de prueba)
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Inteligencias Artiﬁciales de prueba
Fase Entradas Tareas Salidas
Análisis
Documento de visión o concepto
del proyecto
Deﬁnición de objetivos Objetivos del incremento
Código del juego y de la API Estudio del estado del arte
Diseño
Objetivos del incremento Diseñar cada uno de los
jugadores
Diseño de cada uno de los
jugadores
API para jugadores aritiﬁciales
Implementación
Diseño de cada uno de los
jugadores
Codiﬁcación de cada uno de los
jugadores
Código de cada uno de los
jugadores
Actualización del manual de
usuario
Pruebas
Código del juego Realización de pruebas de
veriﬁcación y validación
Código veriﬁcado y validado
Código de los jugadores
artiﬁciales
Evaluación del sistema y
planteamiento de mejoras
futuras
Resultados de los
enfrentamientos entre los
jugadores y de prueba
desarrollados
Tab. 5: Entradas, tareas y salidas de las Inteligencias Artiﬁciales de prueba
7. Requisitos
A continuación se enumeran los requisitos que se deﬁnieron en la fase de análisis global sobre el
problema planteado: crear una plataforma para la investigación de técnicas de Inteligencia Artiﬁcial
a través de una videojuego. Este análisis se ha hecho mediante el estudio del estado del arte en
el contexto de la investigación de IA en videojuegos. Se dividen los requisitos en funcionales y no
funcionales.
Requisitos funcionales
1. Se podrán generar proceduralmente mapas en 3D. [16]
2. Los mapas tendrán obstáculos (objetos del terreno) que puedan obstruir la visión y servir como
cobertura para los avatares.
3. Se deberá poder distinguir en el mapa que zonas son transitables y qué zonas no, así como
distinguir la superﬁcie del terreno de los objetos del terreno.
4. Se guardarán las dimensiones del mapa, así como la posición y dimensiones [21] de cada uno
de los objetos del terreno que haya en los mapas que se generen.
5. Se ofrecerán parámetros al usuario que permitan ajustar las características de los mapas ge-
nerados. En particular, se deberán poder ajustar la densidad de los objetos del terreno y las
dimensiones del mapa.
6. Los jugadores podrán desplazarse por zonas transitables de la superﬁcie del mapa.
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7. El desplazamiento se podrá realizar de tres maneras: corriendo (máxima velocidad, máximo
ruido), andando (velocidad intermedia, ruido intermedio) o agachados (velocidad mínima, ruido
mínimo, aumenta la diﬁcultad de impactarles con disparos y se reduce su visibilidad).
8. Los jugadores podrán estar en dos posturas (stances): de pie o agachados (aumenta la diﬁculta
de impactarles con disparos y se reduce su visibilidad).
9. Habrá diez jugadores en cada partida.
10. Los jugadores estarán divididos en dos equipos rivales.
11. Los jugadores aparecerán en puntos aleatorios, pero transitables, del mapa.
12. Los jugadores podrán atacar a otros jugadores mediante tres mecanismos: un ataque de corto
alcance (cuerpo a cuerpo), un ataque a distancia (disparos) y un ataque de área a distancia
(granadas).
13. Los jugadores podrán disparar sólo a jugadores a los que estén apuntando.
14. Los jugadores podrán apuntar sólo a jugadores enemigos que estén dentro de su área de visión.
15. La probabilidad de impactar con un disparo dependerá de la postura del objetivo, del movi-
miento del objetivo, del movimiento del jugador que dispara, la parte del cuerpo a la que se
decida apuntar y del tiempo invertido en apuntar.
16. La acción de disparar quedará deshabilitada durante un breve lapso de tiempo después de cada
uso.
17. Los ataques cuerpo a cuerpo realizados por un jugador sólo afectarán a jugadores enemigos
que se encuentren en el área de efecto del ataque.
18. Las granadas se lanzarán utilizando un ángulo de lanzamiento, una dirección de lanzamiento
y una fuerza de lanzamiento.
19. Las granadas tendrán un retardo temporal desde el momento en que caigan al suelo después
de ser lanzadas hasta el momento de su explosión.
20. Cuando las granadas exploten, todos los jugadores, independientemente de qué jugador las
lance, que se encuentren en el área de efecto, serán afectados.
21. Los jugadores comenzarán las partidas con un cierto número de puntos de vida. Si un jugador
se queda sin puntos de vida dejará de participar en la partida.
22. Cuando un jugador sea alcanzado por un ataque, perderá un punto de vida y quedará desha-
bilitado durante un breve lapso de tiempo, durante el cual no podrá realizar ninguna acción
ni ser alcanzado por ningún ataque y después del cual reaparecerá en un punto aleatorio del
mapa.
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23. Los jugadores recibirán información acerca de su entorno a través de dos sensores: la vista y
el oído.
24. La visión de los jugadores está restringida a un arco frontal de un cierto radio. La orientación
de dicho arco variará con el desplazamiento.
25. Cuando un jugador vea a otro jugador, sabrá que acción está realizando el jugador visto y
conocerá su posición y la dirección en la que miraba en ese momento y sabrá si el jugador visto
es un aliado o un adversario.
26. Cuando un jugador vea un objeto del terreno conocerá su posición y sus dimensiones.
27. Las acciones de los jugadores producirán ruido. El alcance del ruido producido será verosímil
con la realidad.
28. El oído de los jugadores recibirá información de los ruidos que se produzcan lo suﬁcientemente
cerca de su posición.
29. El ruido informará a los jugadores que lo oigan de la dirección en la que se emitió y de la
acción que lo produjo.
30. Los jugadores podrán comunicar la información que hayan recibido a través de sus sensores a
otros jugadores (ruidos, objetos del terreno vistos y jugadores vistos).
31. El alcance del ruido producido por la acción de comunicarse podrá ser regulado por el jugador
que comunica la información.
32. Cualquier jugador que oiga el ruido producido por una acción de comunicación recibirá la
información que contenga dicha comunicación.
33. Los avatares serán controlados por agentes de inteligencia artiﬁcial (jugadores no humanos).
34. Se creará un sistema de puntuación para los equipos para evaluar las partidas.
35. La aplicación mantendrá actualizadas las puntuaciones de los equipos durante las partidas.
36. Se guardarán registros (logs) de las acciones de la partida para su análisis posterior.
37. El usuario deberá poder seleccionar un mapa de los creados por la herramienta de generación
de mapas y un algoritmo de los disponibles para controlar a cada uno de los jugadores al
comienzo de cada partida.
38. Durante el curso de la partida, el usuario deberá poder pausar la partida, ver la puntuación
de cada equipo en ese momento, reanudar la partida y ﬁnalizar la partida.
39. La aplicación dará tiempo de ejecución periódicamente a cada uno de los jugadores para evaluar
su entorno y tomar decisiones.
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Requisitos no funcionales
1. Los mapas deberán ser guardados de forma que sean incorporables al juego.
2. El juego tendrá una interfaz gráﬁca de usuario para operar la aplicación en conjunción con
controles con el teclado y/o el ratón.
3. La aplicación incluirá una API que permita a las IAs implementadas por los usuarios interac-
tuar con el juego.
15
Parte III. Diseño
En este apartado se describe el diseño de la plataforma, explicándose la estructura general de las
dos partes en las que se divide y justiﬁcándose las decisiones de diseño más relevantes.
8. Partes de la plataforma
MapOGeneration Game
Unity3D
AvatarO
animations
AvatarO3DO
model
ArtificialO
IntelligenceO
agents
Users
API
VoronoiO
Library
CustomO
Overlay
Fig. 5: Esquema de la arquitectura de la plataforma
Tras el análisis de los requisitos que se detallan en la sección anterior, se optó por dividir la
plataforma en dos partes: el generador de mapas y el juego. La necesidad de tener un sistema de
navegación para un entorno 3D como es el de la plataforma y la complejidad de desarrollar uno propio
hizo que se diese una elevada prioridad a poder usar el sistema de navegación proporcionado por
Unity3D [20]. Este sistema permite crear de forma automática una malla de navegación (NavMesh)
a partir del conjunto de meshes que deﬁnan el mapa y utilizándola, proporciona funciones que
automatizan la navegación entre dos puntos cualesquiera del mapa. Sin embargo, el proceso de
creación de las mallas de navegación sólo puede ser realizado desde el editor de Unity3D y no
desde una aplicación ya compilada e independiente. Aunque en general esta limitación podría haber
imposibilitado el uso del sistema, en este caso concluimos que las consecuencias negativas no serían
tan grandes. Dado que la plataforma está pensada para que otros desarrolladores creen la Inteligencia
Artiﬁcial que gobierne a los avatares en el juego y puesto que desarrollar un lenguaje de scripting
en este punto era impensable por falta de recursos, en cualquier caso, los usuarios tendrían que
compilar la plataforma incluyendo sus IAs usando Unity3D. Por tanto en esta misma fase se pueden
generar los mapas con la herramienta de generación, crear sus mallas de navegación con el editor e
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incorporar los mapas creados al juego.
9. Generación de mapas
MapInfo
kfloatGsizeX
kfloatGsizeY
kfloatGsizeZ
kList<Vector3>GobjPos
kList<Bounds>GobjBounds
MapGGenerator
ObjectsGenerator:GMonoBehaviourCGIGenerator
kDictionary<Vector3CGBounds>GGetObjectsDictionary()
<<interface>>GIGenerator
kList<Mesh>GGetWalkableMeshes()
kList<Mesh>GGetWalkableColliders()
kList<Mesh>GGetNotWalkableMeshes()
kList<Mesh>GGetNotWalkableColliders()
kvoidGGenerate()
kvoidGClear()
SurfaceGenerator:GMonoBehaviourCGIGenerator
kfloatGSizeX
kfloatGSizeY
kfloatGSizeZ
Map
NSurfaceGeneratorGSurfaceGen
NObjectsGeneratorGObjectsGen
kvoidGGenerateSurface()
kvoidGGenerateObjects()
kvoidGSave()
Fig. 6: Esquema de la arquitectura del generador de mapas
En los videojuegos, generalmente sólo es necesario mantener en memoria y mostrar en la pan-
talla la parte del mundo que está lo suﬁcientemente próxima al jugador como para que este pueda
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interactuar con ella. Un método comúnmente usado para ahorrar tiempo de procesamiento es sólo
mantener activa y en memoria la parte del mundo relevante para el jugador en cada momento, es
decir, aquella con la que pueda interactuar. En este caso, la presencia de diez agentes que estarán
activos durante la partida exigiría para aplicar el método anterior un sistema muy elaborado, pues
al mismo tiempo, era importante que el tamaño de los mapas fuese suﬁciente para dar lugar a me-
cánicas de exploración. Por estos motivos, se optó por una estética minimalista, basada en formas
geométricas simples que permitiese una baja densidad de polígonos, y sin texturas, con la intención
de minimizar el tamaño en memoria de los mapas y poder mantenerlos cargados en su totalidad
durante las partidas.
La elección de esta estética con una geometría simple posibilitó además que los objetos del
terreno fuesen lo suﬁcientemente sencillos geométricamente como para construirlos proceduralmente
también, lo que tiene la ventaja de eliminar la necesidad de adquirir y almacenar pesados recursos
gráﬁcos en el proyecto y además reduce el coste de tener objetos con variaciones en el tamaño y
forma.
En la ﬁgura 6 se muestra un esquema de la arquitectura de la herramienta de generación de mapas.
La interfaz IGenerator, junto con las clases abstractas SurfaceGenerator y ObjectGenerator
deﬁnen los métodos y miembros que debe tener cualquier generador que se quiera usar con la
clase Map para crear un mapa. En la herramienta se incluye un generador de superﬁcies y otro de
objetos del terreno, pero esta arquitectura general facilita la creación e incorporación rápida de otros
generadores que sigan este esquema. La herramienta producirá entonces un mapa y una instancia
de la clase MapInfo, que almacena la información exigida por el requisito funcional 4, que guardará
en una escena de Unity3D [18].
10. Juego
El funcionamiento básico del juego se puede ver en la Figura 7. La clase MatchHandler se encarga
de proporcionar a las instancias de la clase Actor, que representan a los personajes del juego la
información que les proporcionan sus sentidos o sensores (vista y oído) y por otra parte se encarga
de efectuar las acciones de los personajes sobre su entorno. Así, las partidas consisten esencialmente
en un bucle en el que se alterna la recolección de información para proporcionar a las IAs que
controlan a los personajes del juego con la cesión del control a dichas IAs para que analicen la
información de que disponen y tomen decisiones.
Este último punto conecta con una decisión de diseño que se tomó para el desarrollo del juego
y que merece la pena justiﬁcar. Actualmente, Unity3D no permite el uso de hilos (threads) a los
desarrolladores que lo utilizan. Esta hubiese sido la técnica idónea para poder gestionar los turnos
de los agentes de Inteligencia Artiﬁcial, pues permitiría controlar desde el hilo principal del juego
el tiempo que se les permitía usar en cada ronda a los agentes para tomar decisiones y abortar los
hilos de aquellos agentes que excediesen el tiempo permitido. Posiblemente, el motivo por el que
Unity3D no ha dado prioridad en sus actualizaciones a soportar el uso de hilos es que ofrece en su
lugar corutinas (coroutines) [22]. Las corutinas permiten que una función interrumpa su ejecución
guardando su entorno de variables y la reanude más adelante. Desgraciadamente, en el caso de este
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proyecto, esto es una limitación notable respecto a los hilos, pues no hay manera de interrumpir la
ejecución de una función desde fuera de esta, tiene que se ella misma la que interrumpa la ejecución.
La consecuencia de esto es que la plataforma debe delegar en los usuarios la responsabilidad de que
los agentes que creen controlen su propio tiempo de ejecución e interrumpan la ejecución cuando su
tiempo asignado haya concluido.
Gestión de turnos
MatchHandler
Actor
ActuadoresSensores
Recoger 
Información 
para jugadores
Dar control a 
jugadores
Fig. 7: Esquema de funcionamiento del juego
La Figura 8 describe a grandes rasgos la estructura del programa del juego. La clase Match-
Handler implementará métodos ejecutables desde corutinas que permitan realizar el ciclo descrito
de recolección de información del entorno de los personajes y distribución a los mismos y de cesión
de control a los agentes. El uso de corutinas permitirá que la recolección se realice a lo largo de
varios fotogramas (frames) [23] del juego.
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<<interface>>vIAI
qIEnumeratorvTakeTurnLS
AI
qActorvMyActor
AIFactory
1string[]vavailableAIs
qAIvCreateAILstringS
MatchHandler
1MapInfovmapInfo
1AIFactoryvaiFactory
1List<Actor>vplayers
1IEnumeratorvGameLS
1IEnumeratorvretrieveSensorInfoLS
1voidvperformActorActionLS
Actor
1AIvmyPlayerAgent
qInformationvinfo
qvoidvrequestSomeActionLS
CustomAIs
Users
10
Fig. 8: Esquema de la arquitectura del juego
La clase AIFactory, en conjunción con la interfaz IAI y la clase abstracta AI deﬁnen los requisitos
que deben tener los agente de IA implementados por los usuarios. El método TakeTurn() será el
punto de entrada en cada turno para la ejecución de los agentes. Junto con estas, la clase Actor
forma la API a la que tendrán acceso los usuarios para implementar sus agentes y será esta clase la
que proporcione los métodos para interactuar con el juego a los agentes (sensores y actuadores) [12].
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Parte IV. Implementación
En esta parte se explica cómo se han implementado los dos componentes de la plataforma: la
herramienta de generación de mapas y el juego. En concreto, se realiza una revisión de los principales
algoritmos que conforman cada uno de los componentes. Finalmente, se detalla la implementación
de las IAs de prueba que se han creado.
11. Generación de mapas
La generación de los mapas se dividió en dos partes principales: la generación de la superﬁcie y
la generación de los objetos del terreno. El proceso seguido para generar la superﬁcie esta basado
en las explicaciones de Amit Patel [24]. Por su parte, la generación procedural de los objetos del
terreno se llevó a cabo basándose en los artículos sobre el tema de Jayelinda [25].
11.1. Generación de la superﬁcie
Diagrama de Voronoi
Fig. 9: Diagrama de Voronoi con 500 centros
El primer paso de la generación de la superﬁcie consiste en realizar una partición en polígonos
convexos de un plano rectangular. Una forma de hacer esto es crear el diagrama de Voronoi [27] del
rectángulo. Dado un recinto rectangular y un conjunto de puntos en ese recinto, llamados centros,
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su diagrama de Voronoi consiste en determinar para cada centro, el conjunto de puntos del recinto
que están más próximos de ese centro que de todos los demás. Así, un diagrama de Voronoi de un
rectángulo, es una partición en polígonos convexos de dicho rectángulo, cada uno asociado a un
centro.
El algoritmo de Voronoi es relativamente complejo de implementar y se optó por utilizar una
librería ya existente en el proyecto [28]. Sin embargo, el formato en el que dicha librería almacena los
datos no era óptimo para los propósitos de este proyecto, y se implemento una capa adicional que
transformaba el producto de esta librería en una estructura de grafo doble más conveniente. Dicho
grafo lo forman los vértices de los polígonos del diagrama de Voronoi, asociados a los centros de los
polígonos a los que pertenece cada vértice.
Deﬁnición de tierra-agua
Fig. 10: Mapa con tierra y agua
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Después de deﬁnir el diagrama de Voronoi del rectángulo que forma el mapa, se deﬁnen las
partes que son agua y las que son tierra. Los mapas que genera la herramienta son siempre islas.
Las islas se deﬁnen dividiendo el plano en sectores de un cierto ángulo respecto al centro del del
rectángulo (deﬁnido como el punto de corte de las dos diagonales) y utilizando ruido rosa [29] para
determinar un cierto radio pseudoaleatorio de la isla cada sector. De esta forma, todos los vértices
de los polígonos de Voronoi que caigan dentro del radio de su sector se marcan como tierra y los
demás como agua. Cabe destacar que se utiliza ruido rosa porque se encuentra en muchos lugares
de la naturaleza y en el contexto de la generación procedural de contenido es usado a veces para
deﬁnir superﬁcies con grandes ondulaciones pero también irregularidades pequeñas.
Como estamos deﬁniendo una isla, también se marcan como agua siempre todos los vértices de
los polígonos que tengan alguna arista en el borde del rectángulo. Después de esto, se marcan como
agua todos los centros cuyos polígonos tengan todos sus vértices marcados como agua y los demás
centros como tierra.
Para crear los lagos, se sigue un proceso análogo al de la creación de la isla, pero en este caso
seleccionando centros pseudoaleatoriamente con ruido blanco [29] dentro de la isla y deﬁniendo la
parte de dentro del radio de cada sector como agua. Por último, se marcan como océanos todos los
centros marcados como agua que no sean lagos.
Deﬁnición de la elevación
Fig. 11: Mapa con elevación (perspectiva)
Una vez deﬁnidas las zonas de agua y tierra, se procede a deﬁnir la elevación. La elevación de
cada vértice de tierra de cada polígono se deﬁne como un factor de su distancia a la costa. Los
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vértices de océano tienen elevación 0. Sin embargo, este proceso produce islas muy escarpadas, para
solucionar esto, se realiza una redistribución de la elevación de forma que la elevación x (escalada al
intervalo [0, 1]) tenga frecuencia 1 − x. Para ello, se ordenan los vértices en función de su elevación
y se ajusta la elevación para conseguir la distribución deseada.
Fig. 12: Mapa con elevación (top-down)
El último paso consiste en ajusta la elevación de los lagos, que deben ser planos. La elevación de
los vértices de cada lago se deﬁne como la media aritmética de las elevaciones de todos los vértices
del lago.
Deﬁnición de ríos
Aparte de ser un método sencillo de modelar la elevación de una isla, deﬁnir la elevación de
forma directamente proporcional a la distancia a la costa en cada vértice sirve un doble propósito,
pues facilita que dado un vértice en la isla, exista un camino por las aristas que llegue hasta el mar
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o hasta un lago, y es aprovechando esta característica como se construyen los ríos.
Se seleccionan vértices aleatorios usando ruido blanco a partir de una cierta elevación mínima
como los orígenes de los ríos. A partir de ahí, se recorre el grafo desde cada origen tomando en las
intersecciones la arista de mayor pendiente y aumentando el volumen de agua que lleva el río en
ese punto cada vez por cada río que pase por él. Los ríos acaban cuando llegan a la costa o cuando
llegan a un vértice degenerado por la redistribución de elevaciones en el que no exista una pendiente
máxima bien deﬁnida.
Fig. 13: Mapa con ríos
Deﬁnición de humedad
En este punto, se deﬁne la humedad en cada uno de los vértices propagándola desde las fuentes
de agua dulce (ríos y lagos). Se forma una cola con todos los vértices por los que pase un río o
que sean parte de un lago. Después se van sacando vértices de la cola y propagando la humedad
reducida por un cierto factor a los vértices adyacentes, que se meten en la cola la primera vez que se
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aumenta su humedad también y se procede hasta que la cola queda vacía. Después sólo resta deﬁnir
la humedad de los centros como la media de la humedad de los vértices de sus polígonos asociados.
Deﬁnición de biomas
Habiendo deﬁnido la elevación y la humedad de cada centro/polígono, tenemos un buen criterio
para deﬁnir biomas, para la que se usa la clasiﬁcación que propone en su artículo Amit Padel [24],
que a su vez es una versión adaptada del diagrama de biomas de Whittaker [30].
Fig. 14: Mapa con biomas
La Tabla 6 indica la correspondencia de colores y biomas en el mapa.
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Tab. 6: Correspondencia colores-biomas
Una gran cantidad de aspectos del proceso de generación de superﬁcies están parametrizados y
los valores de dichos parámetros pueden ser modiﬁcados por el usuario a través del editor de Unity3D
para adecuar los resultados a sus necesidades. La Figura 15 muestra los parámetros que se ofrecen
para ajustar.
Fig. 15: Parámetros del generador de superﬁcies
11.2. Generación de los objetos del terreno
La generación de los objetos del terreno tiene dos partes principales: la construcción de los objetos
y la distribución de los objetos en el terreno.
Construcción de objetos del terreno
La Figura 16 muestra un ejemplo de cada uno de los tipos de objeto del terreno que se pueden
construir, a saber: árboles, arbustos y troncos caídos.
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Fig. 16: Objetos del terreno
La Figura 17 muestra los parámetros de generación de los árboles y parámetros análogos deﬁnen
la generación de los arbustos y los árboles. Eligiendo de forma aleatoria estos parámetros se obtiene
una cierta variedad de árboles, arbustos y troncos sencillos.
Fig. 17: Parámetros de conﬁguración de los árboles
La construcción de todos los objetos se basa en variaciones de una misma técnica. A excepción
de unas pequeñas perturbaciones en los extremos de los troncos caídos, los tres objetos se forman
uniendo anillos de vértices a distintas alturas y con diferentes radios. Se resume a continuación el
proceso de construcción de los objetos.
En el caso de los árboles, el tronco se construye uniendo tantos anillos como determinen los
parámetros y el radio de los anillos se deﬁne realizando una interpolación lineal en función de la
altura a la que esté el anillo desde el radio en la base del tronco hasta el radio en la parte superior
del tronco. Después, partiendo del último anillo del tronco, el radio de los anillos de la copa se
deﬁne la curva de Bézier [31] de asas deﬁnidas por los parámetros CrownBottomHandleLength y
CrownPeakHandleLength.
Los arbustos son sencillamente árboles sin tronco y los troncos caídos se construyen como los
troncos de los árboles, pero añadiendo una desviación aleatoria a los vértices de los extremos, cerran-
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do los anillos de los extremos en un punto central situado a una distancia también parametrizada
del anillo en la dirección normal del plano del anillo y rotando toda la estructura para que el tronco
se apoye de costado en el suelo.
Distribución de los objetos del terreno1
Fig. 18: Mapa con objetos del terreno (top-down)
El siguiente paso es la distribución de los objetos en el terreno. En esta parte se utilizan los
biomas deﬁnidos en el generador de superﬁcies para deﬁnir la probabilidad de que haya un árbol o
1 Tree icon by Valentina Piccione from the Noun Project
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un arbusto en un determinado punto del mapa. El primer paso es seleccionar un conjunto de puntos
aleatoriamente en el mapa, y con una probabilidad deﬁnida en función del bioma en el que esté el
punto, decidir si en cada uno de los puntos hay un objeto. En el caso de los troncos caídos, este
es el método seguido. Sin embargo, en el caso de los árboles y los arbustos, el proceso es algo más
elaborado para lograr las distribuciones más interesantes que se aprecian en la Figura 18.
Fig. 19: Mapa con objetos del terreno (perspectiva 1)
Se empieza por crear una primera generación de árboles siguiendo el método que se acaba de
describir. Después de esto, cada árbol deja un número aleatorio de semillas en un anillo a su alrededor.
Las semillas se convierten en árboles con una probabilidad que es función decreciente del radio y
proporcional al parámetro de probabilidad de árboles o arbustos del bioma del punto estudiado,
como muestra la Figura 20. Este proceso se repite con las nuevas generaciones de árboles producidas
por semillas también.
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Árbol
Fig. 20: Diagrama del sistema de semillas para la distribución de árboles y arbustos
Este método sigue la lógica siguiente. En la proximidad inmediata de la planta padre, los hijos
no sobreviven porque hay competencia por recursos (nutrientes, agua y luz), sin embargo, cuanto
más lejos de la planta padre, más improbable es que las semillas llegen arrastradas por el viento, de
modo que una vez la competencia por recursos con el padre se vuelve despreciable, la probabilidad
de que una semilla llegue a un punto es inversamente proporcional a la distancia al padre. Este
método de distribución de los árboles y arbustos produce formaciones boscosas, que es justo lo que
se pretendía.
Fig. 21: Mapa con objetos del terreno (perspectiva 2)
Un último aspecto del sistema de semillas es que los árboles producidos por semillas tienen el
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mismo aspecto que sus árboles padres y que el aspecto de los árboles de primera generación está
determinado por parámetros de valores aleatorios en la forma y por el bioma en el color.
En la Figura 22 se muestran los parámetros que ofrece el generador de objetos al usuario y que
permiten ajustar los resultados producidos en función de sus necesidades.
Fig. 22: Parámetros del generador de objetos del terreno
11.3. Interfaz gráﬁca de usuario
Para la creación de la interfaz gráﬁca, se ha usado el sistema para crear interfaces gráﬁcas de
Unity3D [35].
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En la Figura 23 se muestra la interfaz gráﬁca de usuario de la herramienta de generación de mapas.
Pulsando los botones Generate Surface y Generate Terrain Objects se generan nuevas superﬁcies y
nuevos objetos del terreno respectivamente. Para poder generar objetos del terreno, hay que generar
primero la superﬁcie, y si una vez generados los objetos del terreno se regenera la superﬁcie, se
eliminarán los objetos creados.
Fig. 23: Interfaz gráﬁca de la herramienta de generación de mapas
Por otro lado, pulsando el botón Save después de haber introducido un nombre para el mapa en
el input ﬁeld mostrado en la ﬁgura, se guarda una escena de Unity3D con el mapa.
En la Figura 24 se muestran los mensajes que muestra la aplicación a través de la consola del
editor de Unity3D en cada uno de los pasos mencionados.
Fig. 24: Feedback de la herramienta de generación a través del editor de Unity3D
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12. Juego
Fig. 25: Tres agentes HeuristicAI siguiéndose entre ellos
12.1. Gestión de turnos
Una vez empezada una partida, se sigue un ciclo alternando la recolección de información del
entorno para los jugadores, y la ejecución de los agentes. La recolección de la información para los
agentes es un proceso demasiado largo para ser ejecutado en un único frame, que dura 0.02 segundos
por defecto. Para solucionar esto, se usan las corutinas de Unity3D [22], que permiten interrumpir
la ejecución de una función, guardando el estado de su entorno y programar su reanudación en el
futuro. En este caso, se utiliza la clase System.Diagnostics.StopWatch, en conjunción con medidas
estadísticas experimentales de la duración de las distintas fases de recolección de la información para
controlar el tiempo de ejecución e interrumpir la ejecución cada 0.02s y reanudarla en el siguiente
frame.
Una vez se ha recolectado la información del entorno para los jugadores, se les da acceso a ella y se
procede a darles secuencialmente el control a los agentes durante un frame para que tomen decisiones.
Como se mencionó en el apartado de diseño, los propios agentes deben realizar un proceso semejante
al descrito en el párrafo anterior para controlar el tiempo de ejecución, aunque, de momento, la
ejecución de los agentes debe ser atómica.
Con este sistema se completan dos ciclos por segundo aproximadamente, es decir, cada jugador
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tiene dos turnos cada segundo.
Fig. 26: Avatares azul y rojo
12.2. Sensores: Oído
Cada vez que un jugador realiza una acción que produce ruido, se crea una instancia de la clase
NoiseSource. Durante la recolección de información para los jugadores, como se muestra en la Figura
272 se utiliza la distancia de los jugadores a la fuente de sonido (NoiseSource) para determinar qué
jugadores oyen el ruido y a estos jugadores se les da acceso a una instancia de la clase Noise, que
contiene información acerca de la dirección en la que estaba la fuente del sonido en el momento de
producirse y la acción que causo el ruido. Cabe destacar que las diferentes acciones producen ruidos
con distintos alcances.
En el caso particular de que el origen del ruido fuese una acción de comunicación, la instancia
de la clase Noise contiene también la información que se comunicase.
2 Person icon by Ferran Brown from the Noun Project, Speaker icon by Harold Kim from the Noun Project
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Hears Noise
Doesn't hear Noise
Noise Reach
NoiseSource
Fig. 27: Sistema de oído
12.3. Sensores: Vista
El área de visión de cada jugador se deﬁne como el sector de circunferencia de un cierto radio
y ángulo con centro en la posición del jugador, orientado en la dirección en le que mira el jugador,
como se muestra en la Figura 283. Para determinar si un jugador ve a un cierto objetivo (otro
jugador o un objeto del terreno) se comprueba primero si el objetivo está dentro de área de visión
del jugador observador. Después, para simular la obstrucción de la visión producida por el relieve,
otros jugadores u otros objetos del terreno, se utilizan los Colliders [32] del mapa creados por la
herramienta de generación y una serie de Raycasts [34, 33] entre el observador y el objetivo para
determinar si la visión está obstruida o no.
Cuando un jugador es visto por otro, se da acceso al observador a una instancia de la clase
SightedActor, que contiene información acerca de la posición del jugador avistado, la dirección en
la que está mirando y qué acción está realizando en ese momento el jugador avistado. Cuando un
jugador ve un objeto del terreno, se le da acceso a información acerca de la posición y las dimensiones
del objeto.
3 Check Mark icon by Danny Sturgess from the Noun Project, Cross icon by Spencer Harrison from the Noun
Project, Tree icon by Valentina Piccione from the Noun Project
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Sight Area
Sighted
Not sighted
Not sighted
Observer
Sighted
Not sighted
Fig. 28: Sistema de visión
12.4. Comunicación
Los jugadores pueden comunicar información a otros jugadores, creando instancias de las mis-
mas clases que el juego utiliza para proporcionar información sobre su entorno a los jugadores.
Esto restringe las posibilidades de la comunicación, pero al mismo tiempo garantiza que ambos
equipos podrán entender la información comunicada, lo cual es importante, pues la intercepción de
información enemiga es una de las mecánicas del juego.
12.5. Disparos
Fig. 29: Jugador persiguiendo y apuntando a un adversario
El proceso para determinar si un jugador consigue impactar a su objetivo al disparar consiste en
lanzar un Raycast [34, 33] desde el jugador que dispara hasta la parte del cuerpo del objetivo a la que
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apunta para comprobar si el disparo choca con algún obstáculo antes del alcanzar al objetivo. Sin
embargo, se impone un desvío aleatorio sobre la trayectoria del disparo para modelar la diﬁcultad
del disparo. La magnitud del desvío depende de la postura y el movimiento del jugador que dispara
y del jugador objetivo y el tiempo que se ha invertido en apuntar. De forma indirecta, la parte del
cuerpo a la que se ha apuntado también inﬂuye en la probabilidad de acertar, pues un desvío menor
provoca que la trayectoria nunca alcance al objetivo.
12.6. API Actor
La clase Actor representa a los personajes dentro del juego y sirve de interfaz entre los agentes
implementados por los usuarios y el juego, esto es, da acceso a los jugadores a la información que
les proporciona el juego acerca de su entorno y también les ofrece una serie de métodos con los que
pueden hacer que su avatar dentro del juego realice acciones. La Figura muestra las acciones y otros
métodos para obtener información del estado del jugador que expone la clase Actor, así como la
variable que el juego actualiza automática y periódicamente con información actualizada del entorno
del jugador.
Actor
pInformationgMyAutoInfo
pintgGetHPTx
pintgGetGrenadesLeftTx
pStatusgGetStatusTx
pboolgIsAimShootInCooldownTx
pboolgAimTSightedActorUgBodyPartx
pVector3gGetPositionTx
pVector3gGetLookDirTx
pboolgMoveToTfloatgxUgfloatgzUgMoveModex
pvoidgStopMovingTx
pvoidgCrouchTx
pvoidgUnCrouchTx
pboolgCanAShootBTx
pvoidgStopAimingTx
pboolgShootTx
pboolgHitTx
pboolgThrowGrenadeTVector3gdirectionUgfloatgangleUgfloatgforcex
pboolgCommunicateTfloatgdistanceUgInformationx
Fig. 30: Variables y métodos expuestos por la clase Actor
12.7. Sistema de logs
Se ha implementado un sistema de registro de los sucesos de las partidas. El sistema registra las
acciones, posiciones y estados de los jugadores con una marca temporal y serializa en formato XML,
utilizando la librería System.Xml.Serialization, cada cierto intervalo de tiempo.
12.8. Sistema de puntuación
El sistema de puntuación registra los siguientes parámetros:
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Vidas quitadas, que representa el número de veces que se ha alcanzado a enemigos con un
ataque cualquiera.
Cuerpo a cuerpo, que representa el número de veces que se ha alcanzado a enemigos con un
ataque cuerpo a cuerpo.
Disparando, que representa el número de veces que se ha alcanzado a enemigos con un disparo.
Granadas, que representa el número de veces que se ha alcanzado a enemigos con una granada.
Con Sigilo, que representa el número de veces que se ha alcanzado a enemigos con un ataque
antes de que el enemigo viese al jugador.
A la cabeza, que representa que representa el número de veces que se ha alcanzado a enemigos
con un disparo dirigido a la cabeza al apuntar.
Muertes múltiples, que representa el número de veces que se ha conseguido alcanzar a más
de un enemigo con un mismo ataque.
Fuego amigo, que representa el número de veces que se ha alcanzado a aliados con un ataque.
Vidas restantes, que representa el número de puntos de vida que conserva un jugador.
Granadas restantes, que representa el número de granadas que que conserva un jugador.
Fig. 31: Jugador deshabilitado tras ser alcanzado por un ataque
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La puntuación por cada vida quitada se computa de acuerdo a las siguientes fórmulas:
Puntuacio´n = friendlyF ire ∗ unseen ∗ headShot ∗multiKill
friendlyF ire =
−1 si se alcanzo´ a un aliado1 si se alcanzo´ a un enemigo
unseen =
2 si fueConSigilo1 en otro caso
headShot =
2 si fue un disparo a la cabeza1 si no
multiKill =
2 ∗ #enemigosAlcanzados2 si#enemigosAlcanzados > 11 en otro caso
Usando estas fórmulas y parámetros, se deﬁnen los siguientes:
Puntos por vidas quitadas/muertes es la suma de las puntuaciones por cada vida quitada
por el jugador.
Bonus por vida restante=

2 si V idasRestantes = 5
1 si V idasRestantes > 0
0 si V idasRestantes = 0
Bonus por granadas restantes=
2 siGranadas restantes > 00 en otro caso
Bonus por puntería=

2 si Disparando#disparosRealizados >= 0,9
−2 si Disparando#disparosRealizados <= 0,1
0 en otro caso
Bonus por variedad= mı´n (Cuerpo a cuerpo,Disparando,Granadas)
Finalmente, utiliza estos parámetros para computar la puntuación total de cada jugador como:
Puntos totales = Puntos por vidas quitadas + Bonus por vida restante +
Bonus por granadas restantes + Bonus por punterı´a + Bonus por variedad
Y la puntuación total de cada equipo como la suma de las puntuaciones totales de cada jugador
del equipo.
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12.9. Interfaz gráﬁca de usuario
Para la creación de la interfaz gráﬁca, se ha usado el sistema para crear interfaces gráﬁcas de
Unity3D [35].
La Figura 32 muestra la interfaz gráﬁca del juego y su navegación mediante teclado y ratón.
Durante las partidas, se puede cambiar el jugador al que sigue la cámara usando la tecla Tabulador
y se puede regular la distancia de la cámara con la rueda del ratón.
Click Start
Click Go!
Press Escape
Click End Match
Click Back
Click Continue
Click View 
Scores
Fig. 32: Interfaz gráﬁca del juego y navegación
13. IAs de prueba
Se han implementado tres agentes de prueba para demostrar el funcionamiento de la plataforma.
A continuación, se explica el funcionamiento de cada uno de ellos.
13.1. RandomAI
A modo de referencia básica, se ha implementado un primer jugador que toma decisiones alea-
torias. Sin embargo, dada la naturaleza continua [12] del juego, se ha optado por no realizar una
implementación estricta de los que sería un jugador aleatorio. La Figura 20 muestra los árboles de
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decisión del jugador RandomAI, donde rnd1 y rnd2 denotan dos valores aleatorios generados cada
turno.
¿HayS
enemigosSaSlaS
vista?
¿rnd1S<S0.25?
¿HaySunaS
posiciónSdeS
destinoSfijada?
No
Sí
¿rnd1S<S0.5?
Sí
No
NoSí
ContinuarS
moviéndoseSaSlaS
posiciónSdeS
destino
MoverseSaSnuevaS
posiciónSdeS
destinoSaleatoria
RealizarSataqueS
cuerpoSaScuerpo
ApuntarSySdispararS
inmediatamente ¿rnd1S<S0.75?
LanzarSgranadaS
enSdirecciónS
aleatoria
MoverseSaSnuevaS
posiciónSdeS
destinoSaleatoria
Sí
Sí
No
No
¿HaySaliadosS
aSlaSvista?
¿rnd2S<S0.5?
ComunicarStodaS
laSinformaciónS
deSeseSturno
Sí
Sí
Fig. 33: Árboles de decisión de RandomAI
13.2. BasicAI
El segundo jugador que se ha implementado sigue un sistema de reglas básico para tomar decisio-
nes, no usa la comunicación y prácticamente no analiza los ruidos que oye. La Figura 34 muestra su
grafo de decisión. El agente utiliza el mismo algoritmo que el juego utiliza para calcular la magnitud
del desvío sobre la trayectoria de los disparos para estimar la probabilidad de acertar.
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Fig. 34: Grafo de decisión de BasicAI
13.3. HeuristicAI
El tercer agente implementado hace uso combinado de un behaviour tree (Figura 35) y dos
submáquinas de estados (Figura 36) para estructurar su comportamiento. La estrategia que sigue
HeuristicAI es buscar a otros aliados y seguirles. Para poder usar el mismo algoritmo en los
cinco jugadores del equipo, los agentes utilizar sus identiﬁcadores en el juego para establecer una
jerarquía. De este modo, cada jugador sólo sigue a los jugadores de mayor rango que él. Los aliados
de mayor rango que cada jugador se denominan líderes en las Figuras 35 y 36. Siguiendo a otros
jugadores aumenta la probabilidad de que los encuentros con jugadores enemigos se den en situación
de superioridad numérica a favor del equipo HeuristicAI, lo que debería ser suﬁciente para ganar
a las otras dos IAs de ejemplo implementadas, que es el objetivo de esta.
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¿Hay enemigos 
a la vista?
Pursuing ¿Hay un líder a la vista?
Following ¿Hay ruidos?
Investigating Roaming
Sí
No
Sí
Sí
No
No
Fig. 35: Behaviour tree de HeuristicAI
HeuristicAI implementa también un método algo mejor para perseguir a sus oponentes y seguir
a los líderes. La mejora consiste precisamente en la incorporación de los estados LostLeader y
LostTarget. Al entrar en estos estados, se proyecta en el futuro la posición del líder o adversario
seguido utilizando la dirección en la que estaba mirando en el último momento en el que se le veía.
Esta mejora hace que los cambios de dirección bruscos del jugador seguido y los entornos con muchas
obstrucciones a la visión provoquen muchas menos pérdidas del líder o del adversario, esto se traduce
en más tiempo para apuntar al enemigo perseguido y refuerza la estrategia de seguir a los aliados.
Por otro lado, HeuristicAI realiza un análisis mejor, aunque sencillo de los ruidos que oye el
jugador. Clasiﬁca según unos criterios de prioridad los ruidos que oye e investiga los más prioritarios
siempre. Además, HeuristicAI aprovecha el sistema de comunicación para avisar a sus aliados
cuando avista a un enemigo, pero sin alertarle, y también, cuando un jugador avista a un aliado de
menor rango - al que por tanto no debe seguir - le avisa de su presencia para intentar que el otro le
siga.
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Following
InvestigatingIdle
LeaderInSight LostLeader
Localizarbalblíderbperdidobobab
unobnuevo
Perderbdebvistabalblíder
Búsquedabdeblíderb
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Jugadorb
deshabilitado
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TargetInSight LostTarget
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Fig. 36: Máquina de estados de HeuristicAI
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Parte V. Pruebas y resultados
En esta parte se explican los procesos llevados a cabo para la veriﬁcación y validación del producto
desarrollado y se presentan los resultados obtenidos usando los agentes de prueba implementados
como parte del trabajo.
14. Pruebas
14.1. Veriﬁcación
La veriﬁcación del proyecto consiste en comprobar que la implementación responde a su especi-
ﬁcación, es decir, que funciona correctamente.
Inspección del código
La inspección de código consiste en la revisión del código en busca de errores y aspectos mejo-
rables. A través de la aplicación de esta técnica, se ha podido mejorar la estructura del código de la
herramienta de generación de mapas para hacerlo más claro y extensible.
La estrategia para llevar a cabo la inspección ha sido realizar un análisis de la implementación
realizada tras haber pasado unas semanas desde la implementación original, de forma que, al no
tenerla tan cercana, se consiga una nueva perspectiva más objetiva sobre lo que se había hecho.
Pruebas unitarias
Las pruebas unitarias consisten en pruebas a nivel de los funciones o clases del proyecto. En este
proyecto, pruebas de este tipo se realizaron durante la fase de desarrollo, eligiendo entre pruebas de
tipo caja negra y pruebas de tipo caja blanca en cada caso según las características especíﬁcas
de lo que se probaba.
Pruebas de integración
Las pruebas de integración buscan veriﬁcar la correcta interacción de los componentes de una
plataforma. En este caso, las pruebas se fueron realizando incrementalmente según se iban imple-
mentando módulos de la plataforma.
Pruebas de sistema
Las pruebas de sistema son pruebas que se realizan sobre el sistema completamente integrado.
En primer lugar, dado que el juego no está pensado para que los avatares sean controlados por
el usuario, como es el caso en la mayoría de los juegos, se implementó un módulo que se insertó
en el proyecto para poder controlar a los avatares y se comprobó que todas las acciones posibles
funcionaban correctamente teniendo en cuenta casos típicos y casos límite.
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En segundo lugar, se utilizaron los agentes de IA de ejemplo para veriﬁcar el correcto funciona-
miento del juego, con la idea que estas pruebas complementaban a las anteriores al ser los casos de uso
reales y ser además no controladas por el desarrollador directamente, y por tanto más imparciales.
Pruebas de la interfaz
En el caso de las interfaces, se realizaron pruebas contemplando todos los posibles casos de uso
y ﬂujos del programa.
14.2. Validación
La validación de la aplicación consiste en comprobar que satisface el propósito para el que fue
planteada. Se comprueba, por tanto, que cumpla los requisitos especiﬁcados en la sección 7, tanto
los funcionales como los no funcionales.
Para realizar dicha comprobación, se han revisado cada uno de los requisitos funcionales especi-
ﬁcados y se ha comprobado que el producto desarrollado implementaba la funcionalidad requerida
por los mismos. Por su parte, dada la naturaleza de los requisitos no funcionales de la plataforma,
se ha comprobado su satisfacción uno a uno.
Además de la comprobación manual de los requisitos, el desarrollo de agentes de IA de ejemplo
se ha realizado a modo de prueba de cumplimiento del propósito de la plataforma, pues poder
implementar agentes que se puedan inyectar en la plataforma era el objetivo del proyecto. Así pues,
se ha realizado una validación experimental de la plataforma.
15. Resultados
En esta sección se presentan los resultados de los enfrentamientos realizados entre los agentes de
prueba desarrollados. Se han realizado cinco enfrentamientos para cada posible emparejamiento
los jugadores, en total quince enfrentamientos, todos en el mismo mapa, del cual se muestra una
imagen en la Figura 37. Los enfrentamientos terminan cuando todos los jugadores de uno de los
equipos se quedan sin puntos de vida y duraron entre media hora y una hora cada uno. Véase el
apartado 12.8 para una explicación en detalle del sistema de puntuación usado.
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Fig. 37: Mapa usado para las pruebas
En las Tablas del Anexo se muestran los resultados de todos los enfrentamientos y también las
medias y desviaciones típicas de cada uno de los emparejamientos.
En la Tabla 7 se resumen los resultados obtenidos a través de la media y la desviación típica de
cada uno de los parámetros recogidos por la plataforma durante las partidas para cada uno de los
jugadores. Los resultados fueron los esperados: las agentes más elaborados obtuvieron consistente-
mente mejores resultados.
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Tab. 7: Media y desviación típica de los resultados de las partidas de prueba
A continuación se procede a realizar un pequeño análisis de algunos aspectos de los resultados.
Lo primero que se puede hacer es estudiar de dónde obtiene cada algoritmo la mayor parte de sus
puntos. Los gráﬁcos de la Figura 38 dan una respuesta muy clara: todos los agentes obtienen el
grueso de sus puntos directamente de quitar puntos de vida a sus oponentes. La única excepción es
en los enfrentamientos entre RandomAI y HeuristicAI, en los que RandomAI aproximadamente la
mitad de sus puntos por granadas restantes. Esta excepción puede explicarse observando las bajas
puntuaciones que obtiene RandomAI contra los otros dos tipos de agente.
Fig. 38: Desglose de puntos
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Dado que existen tres tipos de ataque implementados, es interesante observar que la inmensa
mayoría de las muertes se obtuvieron mediante disparos, que sólo HeuristicAI consiguió una can-
tidad sustancial de muertes usando ataques cuerpo a cuerpo y que el uso efectivo de las granadas
fue despreciable, como se puede apreciar en la Gráﬁca 39.
Una consecuencia de que ningún jugador usase con éxito las granadas es que varios de los pará-
metros usados para obtener las puntuaciones de los equipos no han sido aprovechados. Como la única
forma de conseguir muertes múltiples es usando granadas para alcanzar a varios adversarios con un
mismo ataque y sólo las granadas pueden herir a los aliados, no se produjeron muertes múltiples
ni casos de fuego amigo. Por otra parte, tampoco se obtuvo ningún punto por bonus de variedad,
pues este parámetro recompensaba precisamente el hecho de usar los tres tipos de ataques disponi-
bles. Por otro lado, el reducido uso de las granadas se tradujo en un bonus estable para BasicAI
y HeuristicAI por granadas restantes. Tampoco se aprovechó la posibilidad de obtener bonus por
disparos a la cabeza.
Fig. 39: Gráﬁco comparativo de las formas de quitar vidas
Este desglose de las vidas quitadas en las formas de quitarlas también permite estudiar las
diferencias entre los distintos emparejamientos (Figura 40).
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Fig. 40: Desglose de formas de quitar vidas de RandomAI
De nuevo, se observan resultados consistentes: HeuristicAI es mejor que BasicAI, que es mejor
que RandomAI. Aunque tanto HeuristicAI como BasicAI consiguen quitar vidas con ataques cuerpo
a cuerpo, es interesante observar que sólo en los enfrentamientos en los que participa HeuristicAI
se quitan vidas cuerpo a cuerpo y HeuristicAI en todos los casos aprovecha mucho más el ataque
cuerpo a cuerpo que BasicAI. Aún así, la Figura 41 revela que en la mayoría de los encuentros
tampoco HeuristicAI es capaz de usar el ataque cuerpo a cuerpo contra RandomAI. Esto se debe
probablemente al comportamiento errático de RandomAI, que nunca se persigue a sus oponentes,
mientras que BasicAI y HeuristicAI sí que implementan lógica para acercarse deliberadamente a
los oponentes o incluso esperarles en el caso de HeuristicAI.
53
Fig. 41: Gráﬁca de la evolución de las vidas quitadas con ataques cuerpo a cuerpo
El único boniﬁcador de los disponibles que es aprovechado por los agentes implementados es de
de muertes con sigilo. Este boniﬁcador se obtiene cuando un jugador alcanza con un ataque a otro
antes de que le hayan visto. Aunque ninguno de los agentes implementa estrategias especíﬁcamente
destinadas a maximizar los puntos obtenidos por este boniﬁcador, puede observarse que HeuristicAI
consigue obtenerlo en un elevadísimo porcentaje de las ocasiones en ambos emparejamientos y que
BasicAI, sin embargo consigue resultados bastante peores contra HeuristicAI. Esta diferencia
podría deberse a la clasiﬁcación por prioridades que realiza HeuristicAI de los ruidos que hace, que
facilita que cuando un adversario le dispare por la espalda, HeuristicAI se gire para investigar el
origen del disparo, descubriendo así a su asaltante.
Fig. 42: Gráﬁco de la evolución del boniﬁcador Con Sigilo
El Gráﬁco 42 muestra con mayor detalle el aprovechamiento del boniﬁcador Con Sigilo, haciendo
más claro el bajón mucho más pronunciado en el caso de BasicAI en este aspecto al enfrentarse a
HeuristicAI. Por otro lado, también hace ver que ambos obtienen resultados muy parecidos en este
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aspecto contra RandomAI e incluso algo superiores en el caso de BasicAI.
Fig. 43: Gráﬁco de la evolución del boniﬁcador por Puntería
En la Gráﬁca 43 se ve que, aunque la evolución del bonus de puntería es muy irregular en los tres
agentes, RandomAI obtiene resultados peores, de acuerdo con el hecho de que nunca invierta tiempo
en apuntar ni tenga en cuenta criterio alguno para decidir cuando dejar de apuntar. También de
forma coherente con la implementación, BasicAI y HeuristicAI obtienen resultados parecidos, pues
ambos utilizan el algoritmo empleado en el juego para calcular la magnitud de la desviación de los
disparos para estimar la probabilidad de acertar y ambos utilizan la misma cota en esta estimación
para decidir disparar. No debe sorprender esto, pues la estrategia de HeuristicAI no se basa en ser
más certero, si no en crear situaciones de superioridad numérica a su favor.
Fig. 44: Gráﬁco de la evolución de las Vidas restantes
Finalmente, la Gráﬁca 44, que destaca la evolución de las vidas restantes, sugiere una alternativa
en el formato de los enfrentamientos. Aunque en este caso, ninguno de los agentes participantes
implementaban tácticas de supervivencia, ésta podría haber sido una estrategia interesante usada
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por otros agentes, y en ese caso, el hecho de extender las partidas hasta que todos los jugadores de uno
de los equipos fueran eliminados hubiese supuesto una desventaja notoria para ellos. Por tanto, sería
interesante cambiar el criterio de ﬁnalización de los enfrentamientos, quizás dando varias condiciones
distintas que marcasen el ﬁn de la partida, o simplemente estableciendo un límite de tiempo, pues de
esta forma, se boniﬁca doblemente al equipo que elimina a todos los jugadores oponentes: primero
por ser el que más vidas ha quitado, y después porque siempre tendrán un boniﬁcador por vidas
restantes mayor.
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Parte VI. Conclusiones
Como se estableció en los objetivos del trabajo, se ha creado una plataforma que ofrece unas
características diferentes de las ofrecidas por las otras plataformas existentes en el ámbito. Aunque
se han cumplido los objetivos del trabajo y se ha creado un producto enteramente funcional, ya
se adelantó en el apartado 5 que el alcance del proyecto es más amplio que el de este trabajo. El
trabajo desarrollado, especialmente la fase de desarrollo de los agentes de prueba, ha dado una
nueva perspectiva acerca de ciertos aspectos de la plataforma, y por tanto ha sugerido numerosas
ampliaciones posibles. No se considera esto, sin embargo, un indicio de fracaso, si no una situación
deseable. Desde el principio se entendió que este proyecto debía ser algo vivo, que no podría realizarse
más que en incrementos sucesivos basados en la experiencia de uso de la plataforma después de cada
nuevo incremento. Por este motivo, en esta sección se proponen posibles lineas de desarrollo futuras.
Dada la cantidad de aspectos de la plataforma en los que se han observado opciones de mejora, se
separan las ampliaciones según su prioridad e interés.
16. Ampliaciones Prioritarias
16.1. Juego
Aunque se realizó una inspección de código de la herramienta de generación de mapas, esto
nunca llegó a hacerse con el componente de juego en sí mismo. Dada la importancia de la
extensibilidad de la implementación de la plataforma, esta sería una de los primeras vías de
mejora, pues ayudaría a mejorar la estructura del código, mejorando, por ejemplo aspectos
como la encapsulación, y con ella el control del acceso de los agentes a partes del código a las
que no deben acceder.
La implementación actual de la interfaz para los agentes y el método para darles tiempo de
ejecución permite que implementen algoritmos no atómicos, es decir, que tomen decisiones
- posiblemente más elaboradas - utilizando varios turnos para ello (ver distinción entre
juego dinámico y estático en el apartado 2 o en [12]). Este aspecto podría mejorarse si se
aprovechasen las características de las corutinas para permitir la interrupción de la ejecución
de algoritmos no atómicos al ﬁnal de los turnos y la continuación de su ejecución en el siguiente
turno. Esta gestión automática de agentes que tomen decisiones no atómicamente facilitaría el
aprovechamiento de esta característica para los desarrolladores. La implementación actual del
juego está ya orientada a facilitar esta ampliación.
17. Ampliaciones interesantes
17.1. Generador de mapas
Para gestionar los casos degenerados en los que los ríos no desembocan al mar, se podrían crear
lagos en los extremos de dichos ríos, usando por ejemplo una versión adaptada del método de
la isla radial usado en el algoritmo implementado.
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La distribución de los troncos caídos en el terreno se podría mejorar utilizando la distribución
de los árboles para condicionar su posicionamiento en vez de posicionarlos de forma esencial-
mente aleatoria en el mapa. Así mismo, podrían enriquecerse las formaciones de vegetación sin
añadir nuevos objetos de terreno simplemente estableciendo relaciones condicionantes entre la
presencia de árboles y arbustos.
Aunque los objetos del terreno ya utilizados proveen obstrucción a la visión y a los disparos,
la inclusión de muros y pequeños ediﬁcios en ruinas deﬁniría puntos estratégicos más claros,
lo que reforzaría la importancia de la mecánica de análisis del terreno.
17.2. Juego
Aunque el juego incluye un sistema de puntuación de los equipos que se usa para determinar
qué equipo gana cada partida, actualmente no existen condiciones que deﬁnan el ﬁn de las
partidas. En las pruebas realizadas con los agentes desarrollados las partidas acababan cuando
todos los jugadores de uno de los equipos participantes perdían todos los puntos de vida.
Una alternativa a esta opción que se discutió en el apartado ?? es ﬁjar una duración para las
partidas y tomar las puntuaciones de los equipos en ese momento como los resultados de la
partida. Sin embargo, el juego podría ofrecer explícitamente al usuario la selección de estas y
otras opciones de ﬁnalización de partida, incluyendo, por ejemplo el cumplimiento de ciertos
objetivos, lo que añadiría una capa estratégica adicional al juego.
En la versión actual, los agentes no tienen acceso a las puntuaciones de los equipos ni de los
jugadores en ningún momento de la partida. Sin embargo, el acceso a esta información podría
ser útil para la toma de decisiones por parte de los agentes.
Actualmente, la plataforma posibilita la implementación de agentes individuales e independien-
tes para controlar a los jugadores, así como el uso de jerarquías para deﬁnir roles e interacciones
especíﬁcas entre jugadores con papeles concretos. Sin embargo, un posible modo alternativo
de partida sería que un mismo agente inteligente recibiese toda la información de sus agentes
y los controlase a todos, a modo de general cuasi-omnisciente.
El número de equipos y el número de agentes de cada equipo podría hacerse conﬁgurable para
cada partida, posibilitando mecánicas de alianzas y traiciones entre los equipos.
La incorporación de un sistema de niebla de batalla (fog of war) [42] y la aparición de la
necesidad para los agentes de deﬁnir mecanismos para elegir una ruta entre dos puntos entre
los que no se conoce con certeza la ruta óptima aumentaría el peso de la faceta de exploración
del juego, así como la del análisis del terreno.
Basándose en los resultados obtenidos en las primeras pruebas realizadas con los agentes de
prueba desarrollados, podrían realizarse cambios en el sistema de puntuación de las partidas,
así como cambios en algunos de las características ya implementadas en el juego, por ejemplo
la forma de uso de las granadas.
59
La inclusión de un sistema de atributos para los jugadores que permitiese formar equipos con
jugadores con diferentes características (e.g. puntería, resistencia, velocidad, sigilo, visión, oí-
do...), entre otras cosas, aumentaría el interés del uso de las jerarquías y roles en las estrategias
de los equipos.
La inclusión de un sistema de energía que asigne un coste energético a las acciones de los
jugadores, añadiendo un nuevo método para regular el uso de ciertas acciones y un nuevo
factor a considerar para los agentes.
Aunque inicialmente se optó por no usar un sistema de disparo clásico - y determinista -
puramente basado en la dirección en la que apunten los jugadores y el sistema de colisiones
para determinar la trayectoria de los disparos y si estos impactaban o no a otros jugadores, se
ha observado que este sistema podría simpliﬁcar la interfaz para los agentes y ofrecer nuevas
posibilidades sin perder las ya existentes. Entre otras cosas, el sistema clásico añadiría la
posibilidad de que se produjese fuego amigo accidental, al no tener que ﬁjar a un objetivo para
dispararle y permitiría el uso de heurísticas para realizar disparos con posibilidad de impactar
a enemigos que no estuviesen en el rango de visión del jugador en el momento del disparo. Por
otro lado, en combinación con la implementación de armas con diferentes características que
favorezcan diferentes tácticas de uso y exijan diferentes métodos para apuntar [43] (disparos
con distinta velocidad, armas con distintos alcances, armas con distintas precisiones, armas con
distinta cantidad de munición, armas con distinta velocidad de disparo (ﬁre rate)...) permitirían
conservar el factor de indeterminismo en los disparos y favorecerían la deﬁnición de roles y por
tanto la cooperación entre los integrantes de los equipos.
La inclusión de métodos más sólidos para la determinación de la visibilidad en el motor del
juego y de métodos más ﬁables para la predicción de visibilidad en el entorno en la API ofrecida
a los agentes facilitaría la implementación de algoritmos de análisis de terreno a los usuarios al
mejorar la detección de puntos estratégicos en el mapa, como por ejemplo zonas de cobertura.
18. Ampliaciones secundarias
18.1. Generador de mapas
El generador la superﬁcie sólo ofrece un método para deﬁnir la forma de la isla. El hecho de
que todos los mapas sean islas es una decisión de diseño que se sigue considerando acertada,
pero la inclusión de nuevos algoritmos para deﬁnir la forma de la isla podría aportar nuevos
aspectos estratégicamente relevantes a los mapas. En concreto, se ha estudiado la posibilidad
de crear islas utilizando ruido Perlin [37, 38, 24], ampliamente usado en el contexto de la
generación procedural de terreno o permitir la posibilidad de generar la forma de una isla a
partir de una imagen aportada por el usuario que se usaría como máscara de bits.
Utilizar el algoritmo de relajación de Lloyd [39] para aumentar la regularidad del grafo creado
con el algoritmo de Voronoi.
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Añadir más métodos para deﬁnir la elevación. Concretamente, el uso de 2D pink noise [29],
midpoint displacement, fractales [41], diamond-square [40] o ruido Perlin es una práctica ex-
tendida en el ámbito que produce buenos resultados.
El algoritmo de generación de objetos del terreno se ejecuta de forma síncrona en su imple-
mentación actual y es sin embargo un proceso que tarda generalmente varios segundos. Como
Unity3D se ejecuta en un sólo hilo, esto se traduce en una congelación de la aplicación durante
la fase de generación de objetos que puede resultar desconcertante y molesta para el usuario.
Haciendo uso de la funcionalidad de las corutinas [22] que ofrece Unity3D, el algoritmo de
generación de objetos podría ejecutarse de forma asíncrona.
18.2. Juego
La sustitución del sistema de registro de las acciones de los jugadores en las partidas implemen-
tado crea logs en formato XML que ocupan una gran cantidad de espacio debería sustituirse
por otro que cree logs más comprimidos.
Incluir un sistema de audio que de feedback auditivo a los usuarios de las acciones de los
agentes en el juego (disparos, movimientos, comunicaciones, etc...) , así como completar el
apartado gráﬁco con mejores modelos y animaciones e implementar la representación gráﬁca
de la pintura en el juego.
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Anexos
Tablas completas de los enfrentamientos
Tab. 8: BasicAI contra RandomAI
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Tab. 9: HeuristicAI contra RandomAI
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Tab. 10: HeuristicAI contra BasicAI
