Abstract. We consider algebras over a field K, generated by two variables x and y subject to the single relation yx = qxy + αx + βy + γ for q ∈ K * and α, β, γ ∈ K. We prove, that among such algebras there are precisely five isomorphism classes. The representatives of these classes, which are ubiquitous operator algebras, are called model algebras. We derive explicit multiplication formulas for y m · x n in terms of standard monomials x i y j for many algebras of the considered type. Such formulas are used in e. g. establishing formulas of binomial type and in an implementation of non-commutative multiplication in a computer algebra system. By using the formulas we also study centers and ring-theoretic properties of the non-commutative model algebras.
In this paper we study non-commutative algebras in two generators obeying single affine relation. Many operator algebras, coming from different areas of natural sciences, are built from algebras in two generators, see Sect. 2.1 for examples. One of generators, say x, often corresponds to the operator of the multiplication with the function x. Another operator, say y, corresponds to a linear operator, acting on functions in the variable x.
In the main Theorem we identify precisely five types of non-isomorphic algebras, which we call model algebras, among them. Despite the fact that many such algebras have been studied in the literature (see e. g. [3, 7, 2, 1] , many aspects and properties are too scattered in the existing literature. Another point of this note is to search systematically for closed form of multiplication formulas on monomials. Such closed forms are needed, among other, in computer algebra, where many sophisticated algorithms heavily rely on basic multiplication among monomials. It is not enough to have such formulas just for model algebras, since isomorphisms do not preserve monomials but turn them into polynomials. It turned out, that there are still several cases, where we were not able to derive closed formulas in terms of standard monomials. With our approach, however, one is still able to derive formulas of certain type for them.
Preliminaries
Let K be a field. Moreover, let A be an associative K-algebra and q ∈ K * . We use the following notations: [ for the q-binomial coefficient. Note, that n k = 0 for k > n.
Lemma 1. ∀a, b, c ∈ A and λ, µ ∈ K the following identities hold.
We study two-generated non-commutative K-algebras with affine relations A(q, α, β, γ) := K x, y | yx = q · xy + αx + βy + γ for q ∈ K * and α, β, γ ∈ K. The scalar q plays an important role and we distinguish two major cases. If q = 1, an algebra is of Lie type, that is it is isomorphic to a factor-algebra of the universal enveloping algebra of a finite-dimensional Lie algebra. If q = 1, in the research of quantum algebras one distinguishes two situations (which lead to different behaviour of algebras): either q is transcendental over some subfield k ⊂ K or q is a root of unity in K. Without assumptions on q we will write K(q) in general (thus encompassing the case q ∈ K * as well), while in the case q = 1 just K will be used. For (a, b) ∈ N 2 0 we call an element x a y b a (standard) monomial. If an algebra A possesses a K-basis, consisting of monomials, the latter basis is often called a Poincaré-Birkhoff-Witt basis. The following Lemma is well-known.
Let K x, y be the free associative algebra and ≺ be a monomial ordering. Consider a polynomial p = c · yx + q(x, y), c ∈ K \ {0} such that every word of q(x, y) is smaller than yx with respect to ≺. Then {p} is a two-sided Gröbner basis of the two-sided ideal p .
Proof. Since there are no words u, v ∈ F of degree less than 2, such that u · yx = yx · v holds, there are no generalized s-polynomials in the free algebra [4] . Hence the set {p} is already a two-sided Gröbner basis.
Writing A(q, α, β, γ) ∼ = K x, y / −yx + q · xy + αx + βy + γ , we see that the previous Lemma proves Lemma 2. Consider a monomial ordering, which satisfies (a) w ≺ u implies deg w ≤ deg u and (b) xy ≺ yx, for instance, degree right lexicographical ordering. Then by the previous Lemma {−yx+q·xy+αx+βy+γ} is a two-sided Gröbner basis, hence, the basis of the factor algebra A(q, α, β, γ) is spanned by all words which do not contain yx as a subword. And such words are precisely the standard monomials.
A product of two monomials is, in general, not a monomial, but a polynomial, that is a sum of monomials. In Tables 1 and 2 we write isomorphisms to model algebras and write formulas for the multiplication in every concrete class of algebras. In some cases we also write down the recurrence formulas for the coefficients in the expansion of y m x n in terms of standard monomials x a y b . For some algebras we put simpler formulas for y m x and yx n as well as a part of our proof. By writing not known yet in the table we mean, that up to now, no explicit formula in terms of of standard monomials is known to us. However, by applying an isomorphism (for instance, the one we give explicitly in the table) to the explicit multiplication formula of the corresponding model algebra (Algebra Class in the table), we obtain a non-expanded formula for any algebra in the table. 
Main Theorem and Applications
Coeff. recurrence: 
Proof. While for some of the above cases the explicit formulas for y m x n are rather simple (and therefore easily found), others are quite complicated and required some work. A good strategy for finding a general formula for y m x n is to study the special cases yx n and y m x first. Once this is done, further multiplications by y (and x, respectively) lead to the general formula. However, for the most general commutation rules (e.g., yx = xy + αx + βy + γ), this strategy fails.
All the formulas for y m x, yx n , and y m x n have in common that they are easily proved by induction. As an example, consider the algebra (1, 0, β, γ) . ) . Similarly, the general formula
can be shown (now we use induction on n). A straightforward calculation shows that this formula for n = 1 reduces to the one given above for y m x. Thus it has to be investigated what happens after multiplying another x from the right:
We have additionally checked the validity of the formulas above with our respective implementations in computer algebra systems Singular:Plural [6] and Mathematica [5] .
Operator Algebras and Model Algebras
Fix a constant c ∈ K * . Then the c-shift operator acts as s c (f (x)) = f (x − c). The corresponding c-shift algebra is K x, s c | s c · x = x · s c − cs c . For c = 1 one recovers discrete shift operator. If c < 0 (resp. c > 0), s c is called an advance operator (resp. a time-delay operator ) in both discrete and continuous settings. The corresponding algebras are of the type (1, 0, β = −c, 0) and thus they are isomorphic to K X, Y | Y X = XY + Y , the model shift algebra.
Let c = (c 1 , c 2 ) for c i ∈ K * . The c-difference operator acts as
. The corresponding c-difference algebra is
For c = (1, 1) one recovers discrete difference operator; for c = (△x, △x) the first-order divided difference operator. The corresponding algebras are of the type (1, 0, β = c 1 , γ = c 1 c
−1
2 ) and hence they are isomorphic to K X, Y | Y X = XY + Y , the model shift algebra.
Following Chyzak and Salvy [2] , the q-dilation and q-shift operators give rise to the same operator algebra, the q-commutative model algebra K q [x, y]. Both continuous and discrete q-difference operators [2] give rise to the algebra K(q) x, y | yx = qxy + (q − 1)x of the type (q, α = q − 1, 0, 0). Hence it is isomorphic to the q-commutative model algebra K q [x, y].
Let c = (c 1 , c 2 ) for c i ∈ K(q) * with q ci = 0. The c-q-differential operator acts
For c = (1, 1) one recovers the q-differential operator
Otherwise, we use Table 2 and by sending x → X, ∆
we obtain the isomorphic algebra K(q) X, Y | Y X = q c1 XY + 1 . Let q = q c1 , then the subalgebra K(q) X, Y | Y X =qXY +1 of the previous algebra is the firstq-Weyl model algebra.
Consider the differentiation y = d dt and the operator x(f (t)) := e λt · f (t) for λ ∈ K * . Then the algebra, generated by x, y has the relation yx = xy + λx and it is isomorphic to the model shift algebra.
Of course, there are operators obeying relations, which are not affine. Consider the integration operator I(f (x)) := x 0 f (t)dt. Its relation with x reads as Ix = xI −I 2 . Similarly, let x = t −1 and y = d dt . Then the relation is yx = xy−x 2 . Both algebras can be realized as G-algebras. It is interesting to study model algebras for non-affine relations.
Remark 1.
Note, that isomorphy of q-shift and q-commutative algebras does not have an analogue in the classical situation, since for q = 1 the model shift algebra is not isomorphic to the model commutative algebra. Thus the following question arises: is there a quantum algebra (clearly, with non-affine relation), which becomes shift model algebra in the limit q → 1?
Binomial Theorems
Notation: in a noncommutative algebra A, for two elements a, b ∈ A\K, we define
Then, if x, y commute, one expresses the binomial theorem as (x+y) n = [x+y] n . Respectively, if yx = qxy, we obtain (x + y) n = [x + y] n q . Using the formulas obtained above, we can provide formulas of binomial type, which are important in applications. Among the variety of possible presentations in such formulas we aim at those, which express (x + y) n in terms of standard monomials x i y j .
In the free associative algebra K a, b , we can write (a + b) n = w∈ a,b n w, that is w run through all words of length n in the free monoid a, b . One defines a misordering index [1] of w to be the number of operations, each of them exchanges two neighbour non-equal letters, needed to move all a's to the left (thus finishing when a standard monomial has been achieved), starting from the last letter in w. For example, the misordering index of a standard monomial is 0, while the misordering index of bbbab is 3, since the sequence of exchange operations is bbbab, bbabb, babbb, abbbb. We say also that bbbab converges to abbbb here. It is known, that in any algebra A(q, α, β, γ) the leading monomial of a polynomial y m · x n is x n y m . Hence, the coefficients of a standard monomial x a y b of degree a + b will appear from the multiplication, applied on every word, which converges to x a y b . And closed formulas for multiplication allow to perform this task symbolically.
Lemma 4. Let A = A 1 be the first Weyl algebra, where ∂x = x∂ + 1 holds. Then the following binomial theorem takes place:
where g(n) := (n − 1)!!, if n is even and 0 otherwise. Alternatively we can write
Lemma 5. For the shift algebra S 1 , where xs = sx + s holds, we obtain the following binomial theorem:
where S(n, k) denote the Stirling numbers of the second kind.
We omit the technical proofs for both Lemmas. They can be done by induction, using the multiplication formulas.
Application in Computer Algebra Implementation
As described in [6] , a general multiplication in a non-commutative G-algebra boils down to the multiplication of y m · x n for a couple of variables x, y such that x a y b is a standard word. In general, the polynomial y m · x n involves other variables as well, but the case, when x, y generate a subalgebra of the type A(q, α, β, γ), appears often enough. Suppose from now on we are in such situation.
In [6] it has been proposed to address each pair of non-commuting and nonq-commuting variables separately. To each such pair a matrix M is assigned, such that M ij = y i · x j is a polynomial, written in terms of standard monomials. There is a general multiplication algorithm, which uses matrix entries of lower degree in order to compute the higher degrees on demand.
There are several different strategies on the usage of the formulas for enhancing the polynomial multiplication. Of course, this problem barely has an analogue in the commutative case. Initialization of non-commutative relation between y and x saves the relation yx = q · xy + αx + βy + γ as a part of data structure on the algebra, where the computations take place.
1. Faster computation, considerable memory usage: As proposed in [6] , the results of all required multiplications y i · x j and the intermediate multiplications in lower degree will be saved. Due to the same principles applied for the search of previously computed elements of lower degree, the multiplication matrix will be filled with many elements. On the other hand, the intermediate elements will be reused intensively and this leads to fast arithmetics in the algebra.
2. Saving memory, slower computation: All required multiplications y i · x j will be done according to the formulas, the results will not be saved for the future use. Thus this way uses the least amount of memory, but can take much longer, especially if many multiplications are requested repeatedly.
3. Mixing 1 and 2 and using formulas: Computing, by utilizing formulas, the requested elements and storing them into the multiplication matrix eliminates the need to compute and store intermediate elements from the approach 1. Storing the demanded elements increases the chances for the future reuse of matrix entries. Still, there are more possibilities to develop strategies by mixing both approaches and working with multiplication matrices dynamically, like keeping (e. g. by periodic cleaning) higher degree part of the matrix sparse while being as dense as possible in the lower degree part. But the question, how to determine the value, which distinguishes high degree from low degree, is open. At last, but not at least, we have experimented with counting the requests to each matrix entry, thus having a metric for the usability of every single entry. This is useful while following the strategy, which uses periodic cleaning of multiplication matrices.
Experiments. Let us do experiments with the most general case: A = A(q, α, β, γ), where q, α, β, γ are transcendental over the base field. As described above, in general the product
Let us consider the products y i · x and y · x i . The determination of the computational method for these products can be made during run-time by analyzing given q, α, β, γ. Both y i · x and y · x i are of the same length (with 2(i + 1) terms), with the same leading term and of the same internal byte-size. Counting the byte-size of both expressions for i = Further on we look for some computation-specific patterns, for instance, during the computation of a left Gröbner basis. We use the implementation of slim Gröbner basis algorithm in Singular for highly resource-demanding and tasks like the computation of Bernstein-Sato polynomials with two different algorithms. With the latter algorithms one computes in the tensor product of model algebras (Weyl and shift algebras), what suggests using formulas. By cashing below we mean the use of the multiplication table for saving once computed elements.
We experiment with the following strategies: 1. Using formulas and caching 2. Using formulas without caching the results 3. Caching the results, obtained without formulas. The timings and maximal memory usage are collected in the Table 3 . Since we are interested in the efficiency of the caching, we count the requests to compute every needed elementary product y a · x b as above in a separate computation. In the process of computation of Bernstein-Sato polynomial of various Reiffen curves f (x, y) ∈ K[x, y], there is a complicated computation in the tensor product of two Weyl algebras and K[s]. We count requests to compute y m x n = x n y m in Table 4 and the number of requests to compute ∂ m x x n in the first Weyl algebra, where [∂ x , x] = 1 holds, in Table 5 . All the data is available online from http://www.mathematik.uni-kl.de/∼motsak/ncSAtests. Timings and memory are given in seconds resp. in Kb. The tests were run on a PC running 64 bit Arch Linux 2.6.38, having 16 GB RAM and Intel Core i7 CPU 860 at 2.80GHz (4 Cores/8 Threads).
We gain some speedup by using both caching and formulas. It can be enhanced by optimizing the way of caching, especially for algebras with many variables. 
