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Questo elaborato  e una relazione sul tirocinio svolto presso l'azienda infor-
matica Sintesi sas nei mesi di luglio e agosto 2012. Scopo del tirocinio era la
realizzazione di un applicativo per Social (Life) Shuttle, un social network
tematico di nuova concezione. L'applicativo, utilizzabile sia su computer
che su dispositivi mobili, serve per fornire all'utente una suite di funzionali-
t a avanzate che vadano ad integrare ed ampliare l'esperienza d'uso di Social
(Life) Shuttle. In particolare ci si  e soermati molto sulla scelta della tecno-
logia che permettesse rapidi tempi di sviluppo. L'analisi  e stata eettuata
sul posto di lavoro tramite ricerche approfondite sul Web e la creazione di
programmi di test, seguendo i consigli del tutor aziendale. Viene quindi data
una panoramica sulle tecnologie pi u promettenti per lo sviluppo di software
multipiattaforma, esistenti e in fase di sviluppo nel 2012. Per ognuna delle
soluzioni analizzate si  e fatta particolare attenzione alle modalit a di sviluppo
oerte. L'attivit a si  e fermata alla scelta della tecnologia migliore, in quanto
questa fase ha richiesto gran parte delle 250 ore previste per il tirocinio.
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Sommario: In questo capitolo vengono presentati l'azienda nella quale si  e
svolto il tirociono e il progetto Social (Life) Shuttle. Inne verranno discusse
le caratteristiche dell'applicativo richiesto e gli obiettivi del tirocinio.
1.1 Presentazione dell'azienda
Sintesi sas  e un'azienda nata nel maggio del 1982 che produce software ERP
e piattaforme Web per aziende, soprattutto turistiche, e che fornisce servizi
di consulenza e di addestramento dell'imprenditore negli ambiti del mar-
keting strategico, operativo e del controllo di gestione. Sintesi sas opera a
livello nazionale, ha sede principale a Mestre e, a breve, ne aprir a un'altra a
Padova per i collaboratori e tirocinanti residenti in quella zona. Il suo am-
ministratore, Ugo Bovo, si  e laureato in Statistica economica ed attuariale
nel 1978 presso l'Universit a degli Studi di Padova. In seguito ha lavorato
per quattro anni presso l'azienda Olivetti spa come programmatore e poi
come analista e formatore in aziende. Successivamente ha seguito aziende
artigianali ed industriali focalizzando la sua attenzione nel settore turisti-
co, il quale aveva un bacino di clientela interessante, che presentava lacune
nella gestione e organizzazione degli hotel di piccole dimensioni, prevalenti
nel nostro territorio. Aveva notato che i gestori non riuscivano ad adattarsi
ai cambiamenti della clientela, soprattutto quelli apportati dalla diusione
del Web, inoltre nessuno si soermava a formulare strategie per la gestione
del proprio hotel e, al massimo, si copiavano le scelte degli alberghi di suc-
cesso. Cos  il signor Bovo decide di aggiungere al servizio di fornitura del
1software le sue competenze di gestione aziendale e inizia a produrre software
che tengano conto anche di questo aspetto. Crea Planet Hotel, software per
la gestione dell'albergo tra i pi u 
essibili, ampi e completi presenti in Italia,
che copre molte necessit a delle aziende e che contiene, oltre alla gestione
delle prenotazioni e dei conti, anche un insieme di moduli di servizi interni
integrati tra di loro a supporto del controllo di gestione e degli interventi
di marketing. Gli altri produttori di software utilizzano un approccio molto
diverso con il cliente: formano il cliente all'utilizzo del prodotto, ma non
forniscono un'attivit a di consulenza e, non facendolo, non permettono la
crescita dei programmi che si modicano solo in base alle commissioni dei
richiedenti. Cos  Bovo riesce a pensare anche ad evoluzioni del suo prodotto
e per circa un anno si dedica a vari studi riguardanti il Web. In seguito
progett o un software che sfrutta il Web come strumento all'interno di una
visione di marketing ampia che contiene anche un modulo per la customer
relationship management.
1.2 Presentazione di Social (Life) Shuttle
Grazie alle sue passioni, l'arte (in particolare la musica) e il mondo vitivini-
colo, Bovo sviluppa un'idea che poi diventer a Social (Life) Shuttle. Infatti la
prima idea di Social (Life) Shuttle  e nata in chiave artistica: due anni fa ven-
ne assegnato un progetto ad uno studente dell'Universit a di Padova, Daniele
Di Matteo, per la creazione di una comunit a virtuale di artisti sconosciuti.
In seguito questo ragazzo, insieme a un'altra studentessa, Sara Bonotto, ha
realizzato una versione mobile del progetto: un'applicazione che permette
di accedere alla comunit a virtuale anche in movimento, chiamata ArtYR. Il
2010, dunque, si pu o denire come l'anno di nascita di Social (Life) Shuttle
poich e ArtYR rappresenta il principio del progetto ed  e anche parte attuale
dello stesso. Nello stesso periodo il signor Bovo fece da consulente a un'a-
zienda di Bolzano che si occupava di sistemi informativi territoriali. Egli
svilupp o un nuovo progetto, un software molto innovativo che era sempre
un sistema informativo territoriale ma che, in aggiunta, comprendeva anche
una soluzione per trasformarlo da sistema che fornisce informazioni turisti-
che a sistema che vende servizi turistici. Il progetto prese forma in una rete
tematica di agenzie di viaggio (anche con la partecipazione di comuni, pro-
vincia e regione) unite sotto un nome comune con un programma statutario:
2invece di tenere il sistema informativo distrettuale e gli altri sistemi di ven-
dita separati, questi vennero messi insieme. Da questo progetto prese forma
la struttura di Social (Life) Shuttle dove sar a presente una parte social, una
parte business e una parte di informazioni turistiche e territoriali, rendendo
tutti questi elementi integrati e poggiati su un sistema di ricerca semantico.
Non  e la tecnologia in s e che esprime l'alto valore di Social (Life) Shuttle,
in quanto potrebbe attuarla chiunque con un investimento, ma l'idea stessa
del motore semantico.
L'idea di fondo
Attualmente il Web 2.0  e un golem costituito da oltre 2 miliardi di teste
umane di cui diverse centinaia di milioni sono quelle inserite nel sottoin-
sieme \social". Ma se ci si ponesse la domanda: \750 milioni di utenti di
Facebook costituiscono una comunit a?", la risposta, risalendo al senso se-
miologico di \rete sociale",  e no: ne esprime solo una delle componenti.
Attualmente il \social networking" si articola su un braccio secolare (\so-
cial", \blog", \forum", media"), con la recente entrata di \business": sono
colonne di un edicio incompleto, al quale { oltre al tetto { mancano anche
scale per salirvi e scendervi. Si rimanda alle incisioni di Escher per una
rappresentazione visiva del concetto.
Nelle attuali reti sociali mancano gli aspetti di distribuzione della conoscen-
za e la conseguente spinta all'aggregazione sica dei membri delle comunit a.
Non \la", ma \delle" comunit a, intese come aggregazioni che si formano in-
torno ed attraverso l'attenzione verso uno specico tema di dialogo il quale,
essendo percepito come esigenza individuale quotidiana, attraversa le sfere
intime di sentimenti, creativit a, del sogno e delle passioni. Il progetto Social
(Life) Shuttle  e la realizzazione di una nuova generazione di sistemi di so-
3cializzazione, che utilizzi il Web esclusivamente come mezzo di trasporto di
conoscenza, basata sulle relazioni dialettiche tra individui e del suo travaso
in un unico contenitore.  E l'architettura della piattaforma che permette il
superamento delle quattro storiche \colonne" della struttura \social" (net-
work, blog, forum, media) in un unico sistema che le integri completamente.
La relazione basata su materia d'interesse condurr a al capovolgimento del
paradigma attuale di \Social Virtual Community", favorendo l'incontro tra
i suoi membri, per condividere quelle esperienze che ne conseguono diretta-
mente. Qualora l'argomento implichi anche il godimento di esperienze date
da prodotti o servizi, sar a necessario anche un lato\business", che permetta
ai membri di interagire direttamente con i produttori, anch'essi attori del-
la medesima community. Ci o non sar a una piattaforma di \cross-selling"
proprietaria, ma uno strumento che possa essere declinato in pi u argomenti-
materie, senza necessit a di particolari personalizzazioni. Alcuni esempi gi a
in fase di sperimentazione sono: il vino (appassionati, consumatori e aziende
produttive); l'arte commercializzabile; i cibi biologici distrettuali; l'attivit a
di ricerca e progettazione (se di genere collaborativo).1
Gli elementi dierenzianti rispetto ai sistemi esistenti sono:
 l'integrazione completa tra aspetti/funzioni socializzanti, cognitivi ed
acquisti di gruppo;
 l'identicazione di gure di\produttori"(di oggetti e/o servizi) e\frui-
tori" (interessati alla materia);
 la possibilit a di aggiungere, da parte degli utenti, N \tags" identi-
canti sottocategorie di subclassicazione di informazioni (argomenti,
elementi comuni) all'interno del dominio scelto;
 la possibilit a di ciascun utente (non produttore, ma fruitore) di agire
pro-attivamente (inserendo le proprie esperienze, segnalando eventi ed
opportunit a, redigendo articoli critici in relazione ad essi);
 la funzione di creazione di \libri automatici", attraverso la selezione
dei \tags" scelti dall'utente;
1Si precisa che le aermazioni riportate sono confortate e tratte da uno studio prelimi-
nare, svolto dallo stage di Sebastiano Semenzato, specializzando di Economia/marketing
dell'Universit a C a Foscari di Venezia, avente l'obiettivo di indagare sullo stato dell'arte
del mondo \social network" e confrontarlo con l'intuizione dell'azienda.
4 la presenza di meccanismi di valutazione/ranking di ciascun attore
attivo e pro-attivo (segnalatore, utente-critico, evento, prodotto e pro-
duttore);
 la possibilit a di utilizzare il proprio dispositivo mobile per relazionarsi
con gli altri membri della comunit a, ma anche di raggiungere l'evento
scelto (funzionalit a GPS) e di raccogliere materiale documentale da
inserire nel database del sistema.
1.3 Presentazione applicativo richiesto e obiettivi
del tirocinio
Il tirocinio si basa sulla volont a di portare l'esperienza di Social (Life) Shut-
tle anche sui dispositivi personali dei membri delle comunit a per permettere
da un lato l'utilizzo di funzioni speciche (navigazione GPS e funzionalit a
di agenda/calendario) dall'altro la possibilit a di raccogliere, creare e gestire
(anche) oine il materiale documentale che si vuole inserire nel sistema. Si
vuole quindi creare un'applicazione che si possa utilizzare da dispositivi mo-
bili ma anche da computer e che le applicazioni sui vari dispositivi dell'utente
si sincronizzino tra loro permettendo di usare l'uno o l'altro indierentemen-
te. L'applicazione dovr a: permettere di eettuare tutte le operazioni oine;
sincronizzare i relativi database nel momento in cui ci sia una connessione
verso un altro dispositivo dell'utente; inne scaricare i contenuti nel databa-
se remoto inne quando sar a disponibile una connessione Internet (si veda
la gura 1.1). Le funzionalit a fornite all'utente saranno:
 creazione e modica di articoli, eventi e critiche ad eventi gi a avvenuti;
 agenda/calendario per impegni personali ed eventi di Social (Life)
Shuttle;
 navigazione GPS verso il luogo di un evento.
La sincronizzazione tra tutti i dispositivi dell'utente dovr a avvenite tramite
rete locale e/o via Bluetooth. Si dovr a valutare la fattibilit a e l'utilit a di
permettere la sincronizzazione anche tramite cavo (USB). Visto l'obiettivo
di Social (Life) Shuttle, l'applicazione dovr a essere disponibile per il maggior
numero di sistemi possibile: Windows, Mac OS, Linux (per sistemi desktop)
5Fig. 1.1: Sincronizzazione tra dispositivi e database remoto
e iOS, Android e Windows Phone (per dispositivi mobili). Vista la sempre
minore diusione di Symbian non interessa concentrarsi sullo sviluppo per
questo sistema operativo.
Per la realizzazione dell'applicazione si dovranno rispettare i seguenti
vincoli:
1. L'applicazione si appogger a ad un database SQLite;
2. La scelta delle modalit a di sviluppo dovr a permettere il deployment
su diverse piattaforme nel minor tempo possibile;
3. Longevit a del codice, cio e utilizzare un linguaggio che permetta in
futuro aggiornamenti dell'applicazione;
4. Indipendenza dalle piattaforme di sviluppo proprietarie.
Obiettivi del tirocinio
L'obiettivo del tirocinio  e lo sviluppo dell'applicazione descritta. In partico-
lare si seguiranno le seguenti fasi:
 scelta del linguaggio e dell'ambiente di sviluppo;
 disegno del database;
 sviluppo modulo di sincronizzazione;
 sviluppo interfaccia graca.
6Per creare nativamente applicazioni per iOS  e necessario l'utilizzo dell'SDK,
distribuita dalla Apple, che  e possibile utilizzare solo con computer Mac e
con la quale  e possibile testare l'applicazione solo su simulatore; per testare
l'applicazione su un dispositivo sico e successivamente per inserirla nel-
l'App Store e renderla disponibile agli utenti,  e necessario essere abbonati
al programma sviluppatori di Apple che richiede il versamento di una quo-
ta annuale. Considerando anche che la diusione di Windows Phone non
 e altissima rispetto ai concorrenti iOS e Android si decide che, per quanto
riguarda i dispositivi mobili, in questa prima fase di sviluppo si dar a la prio-
rit a al sistema Android. L'integrazione del programma con un modulo di
navigazione GPS poneva diversi punti da risolvere, come ad esempio dover
valutare se ci fosse un sistema di navigazione gi a integrato nel dispositivo
e quali primitive questo mettesse a disposizione del programmatore e anche
se all'interno del dispositivo l'utente avesse gi a installato un navigatore. Per
questa serie di interrogativi e per le dicolt a intrinseche nella realizzazione
di tale modulo, si decide di non sviluppare questo modulo all'interno del
tirocinio. Questa funzionalit a sar a valutata e integrata successivamente in




Sommario: In questo capitolo verranno presentate le tecnologie utilizzate
durante il tirocinio. Per ognuna si dar a una descrizione delle principali
caratterisitche confrontandole con quelle di prodotti simili.
2.1 Java
Java  e un linguaggio di programmazione orientato agli oggetti,  e stato creato
seguendo questi principi:
 essere indipendente dalla piattaforma;
 essere orientato agli oggetti;
 contenere strumenti e librerie per il networking;
 eseguire codice da sorgenti remote in modo sicuro.
Indipendenza dalla piattaforma
La peculiarit a del linguaggio Java rispetto alla maggior parte degli altri
linguaggi di programmazione  e il livello di astrazione che permette alle ap-
plicazioni di essere interamente indipendenti dal sistema su cui esse saranno
eseguite. Per ottenere questo il compilatore non genera direttamente un le
eseguibile dalla macchina, ma genera un bytecode che, per essere eseguito,
9necessiter a di essere interpretato da una piattaforma Java detta Java Vir-
tual Machine o JVM. Un programma scritto in Java avr a quindi la seguente
catena di esecuzione:
Programma in codice Java : compilazione -> bytecode
bytecode : JVM -> esecuzione reale del programma
Esistono JVM per ogni piattaforma sulla quale si vogliono eseguire pro-
grammi Java. Lo stesso bytecode quindi  e eseguibile su piattaforme diverse
sollevando il programmatore dal dover ricompilare il codice per ogni piat-
taforma. Da questo deriva lo slogan di Java \Write once, run everywhere"
(scrivi una volta, esegui ovunque). Per essere eseguito, un programma Java,
deve contenere all'interno della sua classe principale un metodo chiamato
\main" dal quale la JVM comincia l'esecuzione.
Tipizzazione statica
Un'altra caratteristica di Java  e la tipizzazione statica. Nei linguaggi a
tipizzazione statica il tipo di ogni variabile viene stabilito direttamente nel
codice sorgente dove il tipo viene assegnato esplicitamente per mezzo di
parole chiave apposite. Java distingue tra tipi primitivi e tipi strutturati. I
primi sono deniti nelle speciche del linguaggio i secondi, invece, deniscono
oggetti. Stringhe e array fanno parte dei tipi strutturati.
Orientato agli oggetti
Java  e un linguaggio orientato agli oggetti. Il paradigma della programma-
zione ad oggetti consiste nello scomporre il problema da risolvere in entit a
reali o astratte che interagiscono tra loro, ognuna con le sue caratteristiche
e i suoi comportamenti. All'interno del programma queste entit a vengono
rappresentate sotto forma di oggetti dotati di attributi che ne denisco le
caratteristiche e di metodi che ne deniscono i comportamenti. Un pro-
gramma quindi  e caratterizzato dalla presenza di diversi oggetti che devono
comunicare ed interagire tra loro. Queste interazioni avvengono tramite un
meccanismo chiamato scambio di messaggi: un oggetto inviando un messag-
gio ad un altro oggetto pu o richiedere l'esecuzione di un metodo. L'insieme
dei messaggi, che consentono l'interazione con l'oggetto, rappresenta la sua
interfaccia. Ogni oggetto  e denito da una classe che ne specica gli attribu-
ti, senza indicarne il valore, e i metodi. Questo permette di avere all'interno
10Fig. 2.1: Esempio ereditariet a
del programma pi u oggetti dello stesso tipo (classe) con attributi diversi ma
tutti con gli stessi comportamenti. Si dice che un oggetto  e istanza di una
classe oppure che una classe  e istanziata da un oggetto. Per istanziare un og-
getto  e necessario che la classe implementi un costruttore, cio e quel metodo
che sar a richiamato alla creazione dell'oggetto, che consentir a l'inizializza-
zione delle sue propriet a. Esistono anche classi che non possono istanziare
oggetti, chiamate classi astratte. Una classe astratta  e tale quando contie-
ne alcuni metodi che non sono implementati ma soltanto deniti. Le classi
astratte, quindi, elencano i comportamenti che si vogliono rendere disponi-
bili e demandano ad altre classi (chiamate sottoclassi) la realizzazione dei
metodi lasciati indeniti.
 E possibile denire una gerarchia tra classi diverse, nella quale una classe
detta sottoclasse pu o estendere o ereditare una classe superiore della super-
classe. In questo caso la superclasse denisce un concetto generale e la
sottoclasse rappresenta invece una variante pi u specica di tale concetto ge-
nerale. In particolare una classe che ne estende un'altra riceve in eredit a
da quest'ultima tutti i suoi attributi e metodi. Per la precisione riceve solo
i metodi pubblici. Un esempio potr a chiarire il concetto. Nella gura 2.1
la superclasse Telefono mette a disposizione tutti i metodi che deniscono
il comportamento di un telefono, la sottoclasse Cellulare (che estende la
classe Telefono) permette di fare le stesse cose della classe Telefono (tele-
fonate), ma contemporaneamente con altri metodi ne estende le funzionalit a
(permettendo ad esempio di inviare e ricevere sms). Tutto questo si pu o
applicare in cascata a pi u classi, come mostrato in gura 2.2. Questo con-
cetto di generalizzazione/specicazione prende il nome di ereditariet a ed  e
un concetto cardine del paradigma di programmazione ad oggetti. In Java
 e consentita solo l'ereditariet a singola, cio e una sottoclasse pu o discendere
11Fig. 2.2: Esempio ereditariet a in cascata
da una sola superclasse. Nel caso sia necessario si pu o agevolmente superare
questa limitazione facendo ricorso alle interfacce, che sono tipi analoghi alle
classi, progettate apposta per essere estese e soggette a determinate restrizio-
ni imposte dal linguaggio. In Java tutte le classi derivano automaticamente
dalla classe Object.
L'ereditariet a porta direttamente anche il concetto di polimorsmo in cui
le istanze di una sottoclasse possono essere utilizzate al posto delle istanze
della superclasse (polimorsmo per inclusione). Questo grazie anche all'o-
verriding dei metodi. L'overriding dei metodi o delle propriet a permette
che oggetti appartenenti a sottoclassi di una stessa superclasse rispondano
diversamente agli stessi utilizzi (deniti dalla superclasse). Nell'esempio di
gura 2.2 la classe Mezzo di trasporto potrebbe avere un metodo avanza
ma il modo in cui le sottoclassi realizzano il metodo potrebbe essere diverso
(si pensi che il modo in cui un'auto avanza  e diverso dal modo in cui avanza
una barca o una bicicletta). Se per o ai ni del programma ci interessasse
solo far avanzare un qualunque mezzo di trasporto ci potremo riferire sem-
plicemente alla classe Mezzo di trasporto1 senza interessarci di come gli
specici mezzi funzionino, questo  e il polimorsmo.
1A questo punto si sar a notato che la classe Mezzo di trasporto dovr a essere una
classe astratta in quanto non  e in grado di implementare il metodo avanza.
12Gestione della memoria
In Java non  e possibile utilizzare esplicitamente i puntatori, questi vengono
utilizzati in maniera implicita. Alla creazione di ogni nuovo oggetto la varia-
bile di riferimento ad esso che viene utilizzata all'interno del programma non
 e altro che un puntatore. Questo porta al fatto che implicitamente tutti gli
oggetti sono sempre passati per riferimento. Il programmatore non si deve
preoccupare di gestire l'allocazione dinamica della memoria in quanto nella
JVM  e sempre in esecuzione un thread chiamato Garbage Collector: il suo
scopo  e quello di vericare quali oggetti in memoria non sono pi u referenziati
all'interno del programma e in questo caso eliminarli per liberare spazio in
memoria. Il Garbage Collector lavora in modo automatico, il programma-
tore, tramite l'istruzione System.gc(), pu o solo fare una richiesta, che sar a
eseguita quando ritenuto pi u opportuno in base allo stato degli altri thread
in esecuzione.
Java Applet
Uno degli obiettivi nella creazione del linguaggio Java era che potesse ese-
guire codice da sorgenti remote in modo sicuro, questo risultato  e ottenuto
con l'introduzione delle Applet. Il fatto che il bytecode generato possa esse-
re usato senza modiche su qualsiasi piattaforma rende Java molto adatto
alla creazione di applicazioni Internet visto che devono funzionare su una
grande variet a di piattaforme diverse. Una Java Applet  e un particolare ti-
po di applicazione che pu o essere avviata all'interno del browser dell'utente,
eseguendo codice scaricato da un server web remoto. Questo codice viene
eseguito in un'area (detta sandbox) altamente ristretta, che protegge l'uten-
te dalla possibilit a che il codice sia malevolo o abbia un comportamento non
desiderato .
JavaBeans
Le JavaBean (letteralmente chicchi di Java) sono delle classe utilizzate per
incapsulare molti oggetti in un singolo oggetto (il bean). Le JavaBean de-
ve obbedire a certe convenzioni in modo che all'esterno si presentino con
un interfaccia standardizzata, grazie alla quale sar a possibile creare tool che
siano in grado di gestire qualsiasi JavaBean. Sono molto utilizzate per creare
componenti per GIU, dato che, grazie all'interfaccia comune, tutti i princi-
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Infatti anche le librerie standard di Java per la creazione di elementi graci,
chiamate AWT e Swing, usano tale convenzione.
Librerie
Il linguaggio in se denisce solo una minima parte delle librerie utilizzabi-
li in combinazione col linguaggio stesso. La parte restante  e denita dalla
piattaforma sulla quale il programma sar a eseguito. Oracle mette a disposi-
zione tre piattaforme uciali: Standard Edition, Enterprise Edition e Micro
Edition. Inoltre il programmatore pu o utilizzare qualsiasi libreria di terze
parti. La Standard Edition (spesso abbreviata in J2SE) include librerie per
le necessit a pi u comuni del programmatore, fra le pi u signicative si possono
citare la possibilit a di costruire GUI con strumenti standard e non proprie-
tari (utilizzando i pakage java.awt e javax.swing), la possibilit a di creare
applicazioni multi-threaded e lo sviluppo della ri
essione (la capacit a di un
programma di agire sulla propria struttura e di utilizzare classi caricate dina-
micamente dall'esterno). La Enterprise Edition  e la versione enterprise della
piattaforma Java.  E costituita da un insieme di speciche che deniscono
le caratteristiche e le interfacce di un insieme di tecnologie pensate per la
realizzazione di applicazioni di tipo enterprise e mission critical. Java Micro
Edition,  e un runtime e una collezione di API per lo sviluppo di software
dedicato a dispositivi a risorse limitate come PDA, telefoni cellulari e simili.
In particolare J2ME mette a disposizione un sistema di GUI per display a
cristalli liquidi e API di base per giochi in 2D.
2.2 Android
Android  e un sistema operativo per dispositivi mobili open source sviluppato
da Google e basato su kernel Linux. Le applicazioni Android sono caratte-
rizzate da una certa dualit a: le parti dinamiche vengono scritte in Java e le
parti statiche vengono scritte in XML. Android per eseguire le applicazioni
utilizza una macchina virtuale chiamata Dalvik Virtual Machine (DVM) che,
sebbene si ispiri alla sua losoa, non  e una Java Virtual Machine. Esatta-
mente come in Java, quindi, le applicazioni prima di essere eseguite devono
essere compilate in un bytecode, che pu o essere interpretato dalla DVM.
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sistema, avremo quindi la seguente catena di esecuzione:
Applicazione Android : compilazione -> bytecode
bytecode : DVM -> esecuzione reale dell'applicazione Android
Il principio  e che, essendo la DVM uguale per tutti i dispositivi Android,
ogni applicazione possa essere eseguita su ogni terminale, indipendentemen-
te dal costruttore o dall'implementazione. La versione di Java per la pro-
grammazione su Android non ha le stesse librerie di Java SE, possiede le
librerie principali come java.util ma, per esempio, non ha le librerie per
le interfacce grache Swing e AWT.
Un'applicazione Android  e descritta da 3 componenti:
 codice Java;
 risorse statiche in codice XML;
 un le chiamato manifest.xml.
Il le manifest.xml descrive l'applicazione al dispositivo: elenca la lista delle
necessit a del programma per poter operare sul sistema (e.g. necessit a di
utilizzare la rete). La parte XML per le risorse statiche contiene informa-
zioni sul layout e il supporto multilingue. Il linguaggio usato per scrivere
la parte dinamica  e un dialetto del linguaggio Java, la principale dierenza
con quest'ultimo  e che non  e previsto un entry point (il metodo main) ma  e
tutto pensato per essere pilotato dagli eventi (Event Driven) dell'hardware
o di altre applicazioni. Le tre componenti precedenti vengono compilate per
generare un unico le .apk: esso contiene il bytecode per la DVM.
2.3 SQLite
SQLite  e una libreria scritta in linguaggio C che implementa un DBMS SQL
transazionale, indipendente e che non necessit a di server e di congurazio-
ne. La principale peculiarit a di SQLite  e che l'intero database completo di
tabelle, indici, trigger e viste  e contenuto in un singolo le salvato sul disco.
Qualsiasi programma in grado di accedere al disco  e in grado di utilizzare
un database SQLite. La maggior parte dei motori di database sono imple-
mentati come processi server separati e i programmi che vogliono accedere
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mente TCP/IP). Una delle caratteristiche di SQLite invece  e proprio quella
di non avere un processo separato per il server: il processo che vuole acce-
dere al database legge e scrive direttamente dal le contenente il database.
Il formato del le del database  e multipiattaforma: si pu o tranquillamente
copiare un database tra sistemi a 32 e a 64 bit o tra le architetture little e
big endian. Un'altra importante caratteristica della libreria SQLite  e l'in-
dipendenza: richiede un supporto minimo da parte di librerie esterne o del
sistema operativo. Questo lo rende adatto per l'utilizzo su dispositivi em-
bedded, inoltre SQLite risulta appropriato anche per l'uso in applicazioni
che necessitano di essere eseguite senza modiche su una vasta gamma di
computer con congurazioni diverse. Nonostante questo SQLite  e una libre-
ria compatta: con tutte le funzionalit a attivate, la dimensione della libreria
pu o essere inferiore ai 350KiB, mentre escludendo i componenti opzionali
si pu o scendere a meno di 300KiB. Per essere eseguito, SQLite, richiede un
minimo spazio nello stack (4KiB) e un heap molto piccolo (100KiB), anche
questo contribuisce a fare di SQLite un ottimo motore per dispositivi con
poca memoria come cellulari, PDA e lettori MP3.[1] Questo approccio porta
al fatto che SQLite non necessita di essere installato prima del suo utilizzo
e non necessita di nessun le di congurazione. Inoltre non richiede nes-
suna azione nemmeno per il ripristino dopo un crash di sistema. SQLite  e
un DBMS transazionale. Un database transazionale  e quello in cui tutte le
modiche e le query sembrano essere atomiche, coerenti, isolate e durevoli
(ACID dall'inglese Atomicity, Consistency, Isolation, e Durability).
 Atomicit a: l'esecuzione della transazione deve essere o totale o nulla,
non sono ammesse esecuzioni parziali;
 Coerenza: quando inizia la transazione il database deve essere in uno
stato coerente e quando la transizione termina il database deve es-
sere in un altro stato coerente (non devono essere violati vincoli di
integrit a);
 Isolamento: ogni transazione deve essere eseguita i modo isolato e in-
dipendente dalle altre transazioni, l'eventuale fallimento di una tran-
sazione non deve interferire con le altre transazioni in esecuzione;
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un commit work, i cambiamenti apportati non possono andare persi a
causa di qualche errore.
Inne la libreria SQLite consente l'accesso simultaneo al database da parte
di pi u applicazioni (nel caso di ambienti multi-threaded).
2.4 C++
C++  e un linguaggio di programmazione orientato agli oggetti, con tipiz-
zazione statica. Si pu o considerare come un'estensione del linguaggio C.
I miglioramenti principali rispetto a quest'ultimo sono l'introduzione della
programmazione ad oggetti, dei namespace, dell'ereditariet a multipla, delle
classi astratte, della gestione delle eccezioni e dell'overloading delle funzio-
ni. C++ comprende due componenti: il nucleo del linguaggio e la libreria
standard del C++, che include una versione della libreria standard del C
leggermente modicata e gran parte della Standard Template Libray: una
libreria di terze parti successivamente incorporata nativamente nel C++. Al
contrario di quanto succede con Java un programma scritto in C++ viene
compilato direttamente nel codice macchina del sistema destinatario. Per
essere eseguito su piattaforme diverse richiede di essere compilato per ogni
piattaforma. Inoltre utilizzando primitive e librerie di sistema i program-
mi C++ dicilmente possono essere utilizzati (senza modicare il codice)
in sistemi diversi da quelli per i quali erano progettati inizialmente. C++
 e un linguaggio che consente molto controllo da parte del programmato-
re sul sistema e soprattutto sulla memoria. C++ non prevede il Garbage
Collector quindi la gestione dinamica della memoria viene demandata inte-
ramente al programmatore tramite le primitive malloc e free. Inoltre il
programmatore pu o utilizzare esplicitamente i puntatori.
2.5 Libreria Qt
Qt  e una libreria multipiattaforma per lo sviluppo di programmi con inter-
faccia graca che segue l'approccio \write once, compile anywhere". Qt ha
un eccellente supporto multipiattaforma per le funzioni multimediali, per
la graca 3D, l'internazionalizzazione, SQL e XML inoltre, per applicazio-
ni specializzate, prevede estensioni speciche per ogni piattaforma. Qt  e
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alte prestazioni. In aggiunta ad un'estesa libreria di classi C++, Qt include
strumenti per rendere la scrittura di applicazioni facile e lineare. Le fun-
zionalit a multipiattaforma di Qt e il suo supporto all'internazionalizzazione
garantiscono che le applicazioni Qt possano raggiungere il pi u ampio mer-
cato possibile.[3] Qt include una serie di widget (o controlli) che forniscono
le funzionalit a standard di una GUI ed introduce una metodologia innova-
tiva per la comunicazione tra oggetti chiamata \signal-and-slot". Qt inoltre
fornisce un modello per gli eventi convenzionale, per la gestione dei click del
mouse, della pressione di un tasto, e degli altri input da parte dell'utente.
Le applicazioni GUI multipiattaforma scritte in Qt possono supportare tutte
le funzionalit a di interfaccia utente richieste da una moderna applicazione,
come menu, menu contestuali, drag and drop, e toolbars. Qt permette di
creare applicazioni multipiattaforma usando i database standard in quanto
include nativamente driver per Oracle, Microsoft SQL Server, Sybase, Adap-
tive Server, IBM DB2, PostgreSQL, MySQL, Borland Interbase, SQLite e
qualsiasi altro database compatibile con ODBC.
18Capitolo 3
Svolgimento del tirocinio
Sommario: In questo capitolo verr a descritta l'attivit a di tirocinio. Si
comincia con l'analisi e la comparazione di diversi linguaggi e ambienti di
sviluppo, segue poi la presentazione dell'ambiente scelto con la descrizione
di un'applicazione di esempio.
3.1 Analisi degli ambienti di sviluppo
3.1.1 Java, Java ME e JavaFX
Il tirocinio  e cominciato con l'analisi delle caratteristiche dell'applicazione
richiesta. Tenendo in considerazione le caratteristiche necessarie (utilizzo
multipiattaforma, velocit a di creazione, longevit a del progetto e indipenden-
za da piattaforme proprietarie) si era valutato, in fase di denizione delle
speciche, di scrivere l'applicazione in Java utilizzando come ambiente di
sviluppo Eclipse in quanto mette a disposizione le librerie grache SWT e
una serie di plugin per lo sviluppo di applicazioni per Android tra cui editor
di interfacce grache, test su emulatore e test direttamente sul dispositi-
vo sico. Le librerie SWT (Standard Widget Toolkit) sono un insieme di
strumenti software per la realizzazione di GUI. Come le librerie AWT e al
contrario delle Swing, SWT utilizza i widget forniti dal sistema operativo
per disegnare nestre e componenti. Questo rende il programma pi u legge-
ro, veloce da eseguire e pi u integrato con la graca del sistema. Come visto
nel capitolo 2, Java permette di scrivere un programma e compilarlo nel suo
bytecode e di poter eseguire quest'ultimo ovunque sia installata una JVM.
Utilizzando Java si sarebbe quindi potuto sviluppare l'applicazione un'uni-
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SWT si avrebbe avuto il vantaggio di ottenere un'applicazione pi u leggera
dove i componenti della GUI avrebbero avuto l'aspetto specico del sistema
di esecuzione. Non si sarebbe potuto eseguire l'applicazione su Android in
quanto questo non integra al suo interno n e le librerie grache SWT n e le
librerie standard AWT e Swing. Per o, tenendo separati in fase di sviluppo
la parte logica da quella graca e con un po' di accortezza nella scelta degli
strumenti da utilizzare, si sarebbe potuto rendere disponibile l'applicazio-
ne anche per Android. Il core del programma sarebbe stato lo stesso per
tutte le versioni, si sarebbero poi dovute sviluppare due interfacce grache
diverse, utilizzando SWT per i sistemi desktop e XML per Android. Si  e
ritenuto che il dover sviluppare due interfacce grache diverse non fosse la
strada migliore da seguire in quanto avrebbe accresciuto i tempi di svilup-
po e avrebbe reso pi u dicoltosi gli aggiornamenti futuri dell'applicazione,
dovendo lavorare parallelamente su due interfacce scritte in maniera e con
linguaggi diversi. Si  e allora cominciato a cercare uno strumento alternativo
che permettesse lo sviluppo di un'unica interfaccia e poi il deployment su
piattaforme diverse.
Si  e valutato di utilizzare Java ME (la versione di Java per dispositivi
mobili ed embedded) ma  e stato subito scartato in quanto non  e presente
una sua implementazione nel sistema operativo Android.
Successivamente ci si  e orientati verso JavaFX che secondo la documen-
tazione permette, con alcune accortezze, di eseguire lo stesso codice sia come
applicazione desktop, sia come Applet all'interno di un browser, sia come
applicazione per cellulare. JavaFX  e una famiglia di software applicativi che
permette la realizzazione di applicazioni per computer, cellulari, dispositivi
portatili di vario genere, televisori e altri tipi di piattaforme. Comprende una
grossa libreria di funzionalit a grache che, abbinata ad un nuovo linguaggio
di scripting dichiarativo e fortemente orientato alla programmazione graca
chiamato \JavaFX script", agevola il disegno e la programmazione di GUI.
In questo caso, per o, non  e stato possibile trovare alcuna documentazione,
esempi o casi reali di come eseguire un'applicazione JavaFX su dispositivi
Android. Si  e quindi rivolto lo sguardo verso altri ambienti di sviluppo e
linguaggi.
203.1.2 WinDev
Durante l'analisi di Java ci si era resi conto che la creazione di componenti
graci complessi (la visualizzazione del calendario con impegni ed eventi)
si sarebbe dovuta fare interamente in casa in quanto, dopo una fase di va-
lutazione del mercato, non si erano trovati componenti gi a pronti da poter
inserire all'interno del progetto. Per la precisione era stato trovato un unico
componente il cui acquisto aveva per o dei costi troppo elevati. Per realiz-
zare un componente del genere in casa si sarebbe dovuto impiegare molto
tempo nella parte prettamente graca in modo da renderne l'uso intuitivo e
l'aspetto gradevole e moderno. Considerando questi aspetti si  e voluto va-
lutare attentamente l'utilizzo degli ambienti di sviluppo WinDev e WinDev
Mobile. WinDev  e un ambiente RAD (Rapid Application Development) che
consente lo sviluppo di applicazioni esclusivamente per Windows. Utilizza un
suo linguaggio di programmazione proprietario chiamato Wlanguage. Win-
Dev Mobile  e il corrispettivo per lo sviluppo su dispositivi mobili. Permette
di fare il deployment su iOS, Android e Windows Phone. Il suo punto di
forza  e dato dal fatto che le sue librerie permettono di creare GUI gradevoli
e moderne e contengono molti componenti gi a pronti (tra cui la visualizza-
zione dell'agenda/calendario). Un altro vantaggio rispetto alla soluzione in
Java sarebbe stato che tramite gli strumenti di sviluppo di WinDev la ve-
locit a di creazione dell'applicazione sarebbe stata molto maggiore. WinDev
permette il deployment solo su sistema operativo Windows. Invece WinDev
Mobile permette il deployment su tutte le maggiori piattaforme. I punti a
sfavore dell'utilizzo di questa soluzione sono due. Il primo  e che si sarebbe-
ro comunque dovute realizzare due applicazioni diverse, una per Windows
con WinDev e una per dispositivi mobili con WinDev Mobile. Il secondo  e
che, per l'evoluzione dell'applicazione, si  e legati allo sviluppo di WinDev
da parte del produttore. Quest'ultimo punto non  e ritenuto accettabile in
quanto non si vuole che un progetto di ampio respiro come Social (Life)
Shuttle rimanga cos  dipendente da una tecnologia\di nicchia"realizzata da
una piccola azienda privata.
WinDev e Java
La possibilit a di usare i componenti gi a pronti di WinDev era da valutare
attentamente in quanto avrebbero dato un grosso aiuto nel disegno dell'in-
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se queste avrebbero potuto ridurre gli svantaggi della soluzione precedente.
WinDev permette il deployment delle applicazioni, oltre che in codice mac-
china nativo per Windows (le .exe e librerie .dll), anche in Java (le .java
.class e .jar). Le applicazioni realizzate in questo modo sono eseguibili su
tutte le piattaforme desktop. Inoltre la possibilit a di poter generare anche il
codice sorgente avrebbe reso il programma indipendente dalla piattaforma
WinDev. Si stavano quindi valutando due opportunit a: sviluppare l'intera
applicazione in WinDev con deployment in Java oppure sviluppare con Win-
Dev le parti che potevano beneciare dei componenti gi a pronti e in Java
nativo le altre parti. Un'analisi del codice sorgente prodotto da WinDev
ha dimostrato che  e molto dicile metterci le mani, dato il diuso utilizzo
di librerie proprie di WinDev (senza che siano disponibili sorgenti o API).
Quindi le parti del programma scritte in WinDev, anche se esportate in Java,
in pratica restano dipendenti dalla piattaforma di sviluppo stessa. Inoltre
le librerie Java di WinDev non contengono alcuni componenti gi a pronti tra
cui l'agenda/calendario. Questo rende non percorribili entrambe le strade
appena descritte.
Come ultima possibilit a WinDev permette di importare ed eseguire classi
e metodi scritti in Java. Questo permetterebbe di sviluppare l'applicazione
in due moduli come nella soluzione vista alla sezione 3.1.1: la logica scritta
in Java e l'interfaccia graca creata con WinDev. I vantaggi di questo ap-
proccio rispetto all'utilizzo di Java sono che la realizzazione dell'interfaccia
graca sarebbe pi u veloce e con una resa migliore e che si potrebbe utilizzare
la stessa logica anche nella creazione dell'applicazione mobile con WinDev
Mobile, che rispetto alla soluzione della sezione 3.1.1 (che consentirebbe lo
sviluppo solo per Android) permette di sviluppare contemporaneamente per
tutti e tre i maggiori sistemi operativi mobili (Android, iOS, Windows Pho-
ne). Gli svantaggi sono che l'applicazione per desktop sarebbe disponibile
solo per Windows e che l'integrazione tra il core in Java e l'interfaccia scrit-
ta in Wlanguage non sarebbe cos  semplice, oltre al solito fatto di rimanere
legati alla piattaforma di sviluppo.
3.1.3 Alternativa: sviluppo applicativo Web-based
Utilizzando un applicativo Web-based si scavalcano d'un solo balzo tutti i
problemi legati al dover creare applicazioni diverse in base alla piattaforma;
22qualsiasi sistema con un browser avrebbe potuto visualizzare l'applicazione
rendendola di fatto universale. Dopo una fase di valutazione iniziale ci si  e
resi conto che la dicolt a maggiore in questo tipo di approccio  e, come era
previsto all'inizio della ricerca, che  e dicile uscire dalla sandbox creata dal
browser attorno all'applicativo ed utilizzare le funzioni utili alla sincronizza-
zione come accesso al Bluetooth, connessione alla rete locale, eccetera. Visto
che SQLite permette l'accesso al database da parte di applicazioni concor-
renti, una soluzione potrebbe essere la realizzazione di un servizio a parte che
si occupi solo della sincronizzazione. Il vincolo principale dell'applicazione
e il suo motivo di esistenza era la possibilit a di funzionare oine. Questo
non rende possibile richiedere le pagine web ad un server remoto. L'idea di
installare un mini-server sul dispositivo mobile dell'utente si scontra con la
dicolt a di tale operazione, con le dicolt a di gestione dei vari program-
mi (server, servizio di sincronizzazione, pagine web) e con il peggioramento
delle prestazioni del sistema oltre che con la dicolt a di trovare un applica-
zione che implementi un mini-server disponibile per tutte le piattaforme. Si
ritiene questa strada non percorribile e quindi si decide di provare a puntare
su linguaggi lato client: Javascript e HTML.
HTML5
In particolare, dato il crescente interesse attorno alla tecnologia dell'HTML5,
si decide di esplorarla per capire n dove potrebbe portare e se pu o essere
adatta ai nostri bisogni. Considerando il fatto che le maggiori aziende infor-
matiche stanno puntando su questa nuova tecnologia, si ritiene che ci sar a un
massiccio uso dell'HTML5 non solo nelle pagine web. Tenendo presente che
al momento HTML5 non  e ancora stato standardizzato, si decide comunque
di provare ad anticipare i tempi.
Si analizzano due voci che sembrano interessanti: oine web applica-
tions: che sembra permettere la creazione di pagine e applicazioni in grado
di funzionare oine; Web SQL Database e IndexedDB: utilizzabili diretta-
mente dalle pagine HTML5. Per quanto riguarda oine web application si
trova che  e uno strumento di cache avanzato per consentire la navigazione
oine di un sito, permettendo al programmatore di specicare il modo in cui
sono collegate le pagine del sito in modo che il browser possa scaricare tutte
quelle necessarie ad una navigazione oine. Anche se molto interessante non
si ritiene che questo sistema possa essere applicabile al software da realizzare.
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vero e proprio database accessibile nativamente dal browser. Dichiarazioni
del W3C dicono che Web SQL Database non sar a pi u supportato in futuro
in quanto ci si vuole orientare verso IndexedDB che  e ritenuta una migliore
tecnologia.[4] Un'analisi delle funzioni messe a disposizione dai browser ha
mostrato che ognuno implementa o solo IndexedDB o solo Web SQL Stora-
ge; l'unico al momento che li implementa entrambi  e Google Chrome. Pi u
in generale si  e notato che nonostante tutti i pi u diusi browser dichiarano
di supportare l'HTML5, non essendo stato denito ancora uno standard,
ognuno gestisce solo le componenti che ritiene pi u interessanti. In gura 3.1
si possono notare le dierenze tra vari browser per computer desktop e per
dipositivi mobili.
Nonostante, con una rapida ricerca in Internet, si siano trovati molti
tool che permettono, scrivendo in HTML5, di creare applicazioni multipiat-
taforma per dispositivi mobili, ci si  e resi conto che allo stato attuale questa
tecnologia nei browser non ha ancora raggiunto una maturit a tale da per-
mette di utilizzarla. Non  e pensabile costringere gli utenti ad usare uno
specico browser, anche perch e non  e sicuro che tale browser possa essere
installato anche sui dispositivi mobili. Per tutte queste dicolt a, ci si  e resi
conto che lo sviluppo di un applicativo Web-based non  e una soluzione per
il problema che stiamo arontando.
3.1.4 Toolkit Qt
Si  e quindi tornati all'idea di cercare un ambiente di sviluppo che permet-
tesse, disegnando l'interfaccia graca e scrivendo il codice una sola volta, di
fare il deployment sia su desktop che su mobile, come farebbero WinDev e
WinDev Mobile. Si  e trovato il toolkit Qt che permette nativamente di poter
fare il deployment per tutti i sistemi desktop (Windows, Mac, Linux) e per
i sistemi mobili della Nokia (Symbian e Maemo/MeeGo). Inoltre utilizzan-
do delle port non uciali  e possibile esportare ed eseguire i programmi sia
su Android che su iOS. Qt  e un framework C++ ma  e possibile sviluppare
applicazioni anche usando altri linguaggi come ad esempio Java. Inne si
nota che nel mese di Agosto 2012 tutto il framework Qt  e stato interamente
ceduto da Nokia alla software house Digia. Le prime dichiarazioni di Digia
sono di voler continuare lo sviluppo di Qt facendo uscire a breve la versio-
ne 5.0 delle sue librerie, con l'ambizioso progetto di implementare anche il
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25deployment per iOS, Android e Windows 8.[2] Si  e quindi cominciato ad
analizzare pi u in dettaglio le caratteristiche delle librerie e degli altri stru-
menti messi a disposizione da Qt. I risultati dello studio sono descritti nei
prossimi capitoli.
3.2 Confronto tra le soluzioni trovate
Il riepilogo delle caratteristiche delle soluzioni analizzate  e sulla tabella 3.1.
Confrontando vantaggi e svantaggi si decide che la soluzione migliore  e svi-
luppare l'applicazione utilizzando Qt. Il vantaggio maggiore  e dato dalla
possibilit a di sviluppare un'unica applicazione e poi fare il deployment quasi
ovunque, questo permetter a di avere tempi brevi di sviluppo e faciliter a an-
che gli aggiornamenti futuri, in quanto sar a suciente un'unica modica per
tutte le piattaforme. Lo svantaggio dell'essere dipendenti dalla piattaforma
incide meno rispetto al caso con WinDev in quanto si ritiene che il gran
numero di progetti di ogni tipo realizzati con Qt, la grande importanza e
dimensione di alcuni di questi e il suo utilizzo da parte di grosse e grossissi-
me multinazionali assicuri un costante sviluppo nel tempo del progetto. Qt
quindi  e in grado di supportare adeguatamente il ciclo di vita del software
che si vuole produrre.
3.3 Qt e Qt Creator
Si  e subito voluto vericare il funzionamento della versione delle librerie
4.8 e del porting verso Android chiamato Necessitas. Il progetto, sebbene
aggiornato di frequente, risulta in fase Alpha. La compilazione dei le Qt
verso Android non da problemi. Un aspetto da tenere in considerazione  e
che un programma compilato con Necessitas, prima di poter essere eseguito,
richiede l'installazione sul dispositivo delle librerie Necessitas. Durante i test
sia su simulatore che su dispositivi sici si  e notato che:
 Sul simulatore di Android non  e possibile installare le librerie Neces-
sitas che quindi risulta inutilizzabile;
 Su hardware\di fascia bassa"non  e stato possibile installare le librerie
in quanto incompatibili;


















































































Tabella 3.1: Confronto tra le varie alternative
27 Su altri hardware dove si  e riusciti a installare le librerie la resa dei
componenti graci era buona ma i programmi eseguiti presentavano
dei bug e dei comportamenti anomali.
Da questo si  e capito che il progetto non  e ancora abbastanza maturo per
poterlo utilizzare in modo esteso.
Nonostante gli scarsi risultati ottenuti, in accordo con la direzione del-
l'azienda, si  e comunque continuato a ritenere Qt la scelta migliore e pi u
lungimirante. Si  e deciso di puntare, per lo sviluppo del software, sulla ver-
sione 5.0 delle librerie Qt, la cui edizione stabile secondo la roadmap dello
sviluppatore, dovrebbe avvenire nel mese di novembre 2012. Visto, inoltre, il
poco tempo rimasto prima della ne del tirocinio ci si  e resi conto che l'obiet-
tivo di realizzare l'applicazione, cos  come descritto nel capitolo 1, non era
pi u raggiungibile. Si  e quindi deciso di dedicare l'ultima parte del tirocinio
allo studio della versione 5.0 delle librerie Qt attraverso la documentazione
e i test della versione beta di tali librerie in modo tale da lasciare all'azienda
uno studio che potr a essere utilizzato in futuro come punto di partenza per
creare l'applicazione.
3.3.1 Librerie Qt
Le librerie Qt sono composte da diversi moduli: la collezione di moduli essen-
ziali che permettono le operazioni pi u comuni, che devono essere disponibili
per ogni piattaforma, e una serie di moduli che possono essere richiamati
opzionalmente sulle piattaforme compatibili. I moduli essenziali sono:
Modulo Descrizione
Qt Core Contiene le funzionalit a base non orientate alla creazio-
ne di interfacce grache. Tutti gli altri moduli Qt si
appoggiano a questo.
Qt GUI Estende la libreria base con le funzionalit a per disegnare
e gestire le GUI. Include anche la libreria OpenGL.
Qt Multimedia Fornisce funzionalit a per l'audio, i video, la radio e la
videocamera.
Qt Network Fornisce le classi per i le interfacce di rete.
Qt Qml Contiene funzioni per operare con i linguaggi Javascript
e QML.
28Qt Quick Un framework dichiarativo per la creazione di interfacce
utente altamente dinamiche.
Qt SQL Supporto per i database SQL.
Qt Test Classe per eetture test su applicazioni Qt e le ue librerie.
Qt WebKit Contiene un'implementazione base di WebKit2 e nuove
API per QML.
Tabella 3.2: Moduli essenziali
La tabella seguente mostra l'elenco dei moduli aggiuntivi attualmente
realizzati o previsti per Qt 5.
Modulo Piatt. Descrizione
Qt 3D Un set di API per rendere la programmazione
3D semplice e dichiarativa.
Qt
Bluetooth




API C++ e QML per accedere a database di
rubriche.
Qt D-Bus Unix Libreria per realizzare comunicazione inter-
processo utilizzando il protocollo D-Bus.
Qt Graphi-
cal Eects




Tutte Un set di plugin per gestire nuovi formati di
immagine (TIFF, MNG, TGA, WBMP).
Qt JS Bac-
kend
Tutte Una copia di V8 (engine javascipt di Google).
Qt
Location
Tutte Fornisce funzionalit a per il posizionamento,

















Qt Quick 1 Tutte (de-
sktop)




Tutte Classi per gestire gli script Qt. Realizzate per
fornire retrocompatibilit a con le versioni 4.x
Qt Sensors Permette l'utilizzo dei sensori del dispositivo

























Estende le funzionalit a grache di QT con
widget in C++.




Tutte Supporto per la validazione di schemi XPath,













Script di utilit a per gli sviluppatori.
Qt Trans-
lations
Tabella 3.3: Moduli aggiuntivi (spazi bianchi: informazioni
non disponibili)
La versione 5.0 beta di Qt include i seguenti moduli:
 essenziali: Qt Core, Qt GUI, Qt Multimedia, Qt Network, Qt Qml,
Qt Quick, Qt SQL, Qt Test e Qt WebKit.
 aggiuntivi: Qt 3D, Qt D-Bus, Qt JS Backend, Qt Graphical Eects,
Qt Image Formats, Qt Location, Qt OpenGL, Qt Print Support, Qt
Publish and Subscribe, Qt Quick 1, Qt Script, Qt Script Tools, Qt
Service Framework, Qt SVG, Qt System Info, Qt Tools, Qt Wayland,
Qt WebKit Widgets, Qt Widgets, Qt XML e Qt XML Patterns.
3.3.2 Qt Creator
Qt Creator  e l'IDE per la creazione di programmi Qt. Per creare applicazioni
Qt  e possibile utilizzare anche Microsoft Visual Studio. Per la realizzazione
di interfacce grache Qt Creator mette a disposizione due strumenti: Qt
Quick, particolarmente adatto per disegnare interfacce per cellulari, il quale
integra il linguaggio QML (per la realizzazione delle interfacce grache) con
il linguaggio C++ per la parte logica; il secondo strumento si chiama Qt
Designer che permette di realizzare applicazioni interamente in C++. En-
trambi permettono di disegnare le GUI tramite un interfaccia drag and drop.
I due funzionano in modo sostanzialmente diverso, analizzandoli si pu o ve-
dere che QML  e decisamente pi u votato alla realizzazione di interfacce per
dispositivi mobili, sia per le modalit a di programmazione sia per i compo-
nenti che mette a disposizione. Visto che  e necessario sviluppare anche per
desktop si sceglie quindi di continuare lo studio utilizzando Qt Designer, il
quale, per la gestione degli eventi, mette a disposizione un sistema chiamato
signal-and-slot (gura 3.2). Il sistema signal-and-slot permette di gestire
gli eventi direttamente dall'editor graco associando ad ogni azione di un
31Fig. 3.2: Qt Creator: gestione signal-and-slot
componente la risposta di un altro componente. Oltre che per via graca  e
possibile settare i signal (i segnali di attivazione di un evento) e gli slot (le
funzioni che contengono il comportamento in risposta ad un evento) anche
dal codice C++. Da segnalare che i signal imposti da editor graco non i ve-
dono sul codice e viceversa i signal scritti a mano non compaiono sull'editor
graco.
3.3.3 Applicazione di esempio con SQLite
Si  e sviluppata un'applicazione di esempio che si interfaccia con un data-
base SQLite. L'applicazione potr a essere usata come punto di partenza per
lo sviluppo del software per Social (Life) Shuttle. Si voleva integrare nel-
l'applicazione di prova anche funzionalit a Bluetoot; purtroppo n e Qt 4.8 n e
la beta di Qt 5.0 contengono librerie per il Bluetooth.  E stata trovata una
libreria di terze parti per Qt 4.8 ma si  e ritenuto inutile integrarla in quan-
to Qt 5 fornir a il supporto nativo per tale funzione. L'applicazione vuole
simulare in modo molto semplice la gestione delle fatture di un negozio. Per-
mette la navigazione tra le tabelle, l'inserimento di nuove righe, la modica
e l'eliminazione delle righe esistenti. Inoltre per dare una panoramica su
alcuni componenti che Qt mette a disposizione vengono utilizzati un menu,
32una status bar e un componente chiamato QTableView che, usato in com-
binazione con un altro componente chiamato QSqlQueryModel, permette di
mostrare in risultato di una query in modo automatico (gura 3.3).
Fig. 3.3: Finestra principale dell'applicazione
Il seguente codice mostra l'apertura della connessione al database. Qt
usa la classe QSqlDatabase per qualsiasi database, con il metodo addDatabase()
si specica il tipo di database. Segue poi l'impostazione dei parametri per
la connessione, in questo caso si imposta il le che contiene il database. Per
MySql si sarebbero dovuti impostare l'indirizzo del server, il nome utente e
la password. In caso l'apertura della connessione fallisca viene mostrato un
messaggio di errore sulla barra di stato della nestra.
QSqlDatabase db = QSqlDatabase::addDatabase("QSQLITE");
db.setDatabaseName("database.db");
if (!db.open()) {






Quest'altro spezzone di codice mostra la visualizzazione del risultato di
una query. Vengono utilizzati la classe QSqlQueryModel e il componen-
te QTableView, una volta agganciati tableView mostra automaticamen-
te il contenuto. In questo caso con il modulo setHeaderData() vengono
impostati i nomi da visualizzare sulle colonne.
QSqlQueryModel *model = new QSqlQueryModel;
model->setQuery("SELECT numFattura,nome || ' ' || cognome AS
cliente,totale FROM Fattura JOIN Cliente
ON idCliente=cliente;");
model->setHeaderData(0, Qt::Horizontal, tr("# Fattura"));
model->setHeaderData(1, Qt::Horizontal, tr("Cliente"));
model->setHeaderData(2, Qt::Horizontal, tr("Totale fattura"));
if (model->lastError().isValid()) {




Fig. 3.4: Schema ER del database di esempio
34Capitolo 4
Conclusioni
L'obiettivo di realizzare l'applicativo non  e stato portato a termine in quanto
l'analisi e la scelta della tecnologia da utilizzare hanno richiesto quasi l'intero
tempo dedicato al tirocinio. In fase di denizione degli obiettivi non ci si
aspettava di incontrare tali dicolt a in quanto si considerava Java adatto
allo scopo. Dopo una prima fase in cui si  e usato Java, ci si  e resi conto che
lo sviluppo avrebbe richiesto tempi lunghi e quindi si  e cominciata l'attivit a
di studio ed analisi delle altre possibilit a. Seguono le conclusioni a cui si  e
giunti durante questo lavoro.
Il problema dello sviluppo di applicazioni multipiattaforma non  e mai
stato banale e si  e accentuato ancora di pi u con la comparsa sul mercato
dei dispositivi mobili e delle loro applicazioni. Il problema  e che le API
sono diverse per ogni sistema operativo. Con Java si era riusciti a ottenere
programmi multipiattaforma tra sistemi desktop. Inoltre Java, tramite l'am-
biente\Micro Edition", era riuscito anche a penetrare nei primi smartphone
e in tutta una serie di dispositivi embedded (e.g. Televisori e altri sistemi
multimediali). Con la comparsa degli attuali attori nel mercato dei dispo-
sitivi mobili per o lo scenario  e cambiato. Tutti i maggiori sistemi operativi
per dispositivi mobili non danno la possibilit a di eseguire programmi scritti
in Java ma solo programmi scritti con un proprio linguaggio di program-
mazione. Per sviluppare app per iOS  e necessario usare l'SDK fornita da
Apple solo per computer Mac e per distribuire l'applicazione si  e obbligati
a passare per l'App Store pagando anche un canone annuale. Per Android
la situazione  e leggermente migliore: per distribuire la propria app non  e
necessario passare per forza per l'Android Market per o anch'esso utilizza un
35suo ambiente per eseguire le applicazioni: La Dalvik Virtual Machines. La
DVM riprende la losoa di Java ma non  e compatibile con quest'ultimo:
per scrivere un'applicazione si usa il linguaggio Java ma una volta compi-
lata, il bytecode generato  e diverso da quello di Java, inoltre nel \Java per
Android" non sono presenti tutte le librerie della Java Standard Edition.
Quindi non esiste un linguaggio unico che permetta di sviluppare un'ap-
plicazione per tutti i (maggiori) sistemi operativi mobili: ognuno utilizza
proprie API e anche propri linguaggi di programmazione. Ancora peggiore
 e la situazione per chi vuole sviluppare un'unica applicazione sia per desktop
che per mobile. A questo proposito  e interessante notare il lavoro che sta
facendo la Microsoft con Windows 8: introducendo una nuova architettura
chiamata WinRT, Miscrosoft ha creato un'unica interfaccia graca e un uni-
co ambiente di esecuzione sia per computer desktop che per tablet. In questo
modo  e possibile che un applicazione WinRT possa girare nativamente su
computer e su tablet. Invece, almeno per il momento, le applicazioni per
Windows Phone 8 non saranno eseguibili con Windows 8 e viceversa. Al
momento tutto questo introduce ancora pi u incertezza in un campo dove  e
gi a dicoltoso muoversi.
Per chi avesse bisogno di sviluppare un'applicazione sia desktop che mo-
bile, che raggiunga il maggior numero possibile di persone (e quindi di piat-
taforme), le soluzioni possono essere: sviluppare un'applicazione unica per
i sistemi desktop con Java e poi sviluppare tante applicazioni quanti sono i
sistemi mobili che si vuole raggiungere; sviluppare un'applicazione unica per
i sistemi desktop con Java e poi utilizzare un tool che permetta lo sviluppo
cross-platform di applicazioni mobili (ce ne sono molti, se ne pu o trovare
almeno uno per ogni linguaggio di programmazione si desidera usare); per
sviluppare l'applicazione desktop-mobile in un unico ambiente con un uni-
co linguaggio, attualmente l'unica scelta  e Qt. Pi u precisamente nemmeno
Qt al momento  e in grado di orire un deployment funzionante su tutte le
piattaforme, ma i nuovi sviluppatori di Qt si stanno muovendo proprio nel-
la direzione di integrare nel loro programma i pi u diusi sistemi operativi
\mancanti": iOS, Android e Windows 8. Nulla si sa circa l'integrazione di
Window Phone. La longevit a di un progetto creato con Qt non desta preoc-
cupazioni. Qt  e utilizzato per sviluppare moltissimi programmi che spaziano
dal medicale all'automotive passando per l'automazione industriale, oltre a
programmi di rilievo del calibro di Adobe Photoshop Elements, Skype, VLC
36media player, VirtualBox e Matematica, inoltre  e utilizzato da migliaia di
grosse aziende tra cui gurano European Space Agency, DreamWorks, Goo-
gle, HP, KDE, Panasonic, Samsung, Siemens, Volvo, Walt Disney Anima-
tion Studios e altri. Dato lo spessore degli utilizzatori del progetto si ritiene
altamente improbabile che questo possa chiudere.
I risultati dello studio comunque evidenziano anche il fatto che lo svilup-
po di applicazioni multipiattaforma desktop-mobile presenta, in ogni caso,
problematiche intrinseche non banali. In primo luogo, il fatto che i due tipi
di sistemi abbiano architetture molto diverse porta alla dicolt a nel realiz-
zare librerie che siano compatibili. Lo stesso Qt, nella versione attuale, ha
librerie sicamente diverse per sistemi desktop e per sistemi mobili1 e anche
nella versione 5, come si pu o vedere nella tabella 3.3, alcuni moduli sono
svilupati solo per alcune piattafrome, in particolare si notano molti moduli
solo per piattaforme desktop. In secondo luogo ci sono delle dierenze nella
concezione dell'input/output nei due tipi di sistema. Sui computer desktop
si utilizzano schermi grandi con risoluzioni che stanno crescendo sempre di
pi u e come mezzi di input mouse e tastiera. Nei dispositivi mobili lo schermo
 e piccolo e per limite tecnologico non potr a mai raggiungere le risoluzioni
degli schermi per computer, inoltre il sistema di input  e dato dallo schermo
stesso tramite il touchscreen, le tastiere siche sono di fatto sparite da mol-
to tempo in questo settore. Le modalit a per la realizzazione di interfacce
grache che sfruttino al meglio le peculiarit a di entrambi i sistemi, data la
vastit a dell'argomento e il tipo di implicazioni, meriterebbe un intero studio
a parte.
Altre ri
essioni sull'applicativo richiesto riguardano il componente agen-
da/calendario. Tutti i cellulari integrano gi a questo componente, ci sono
diversi programmi anche per pc che consentono di gestire la propria agenda
(e.g. Microsoft Outlook) inoltre esistono molti sistemi del genere anche sul
Web tra cui si cita Google Calendar. La questione  e simile a quella che
ci si  e posti, all'inizio, sul modulo per la navigazione GPS.  E conveniente
\costringere" l'utente ad usare la nostra agenda quando magari gi a utilizza
un altro servizio sul cellulare, sul computer oppure sul Web? Si dovrebbe
cercare di integrare l'applicativo con i servizi oerti da altri. Sui dispositivi
mobili  e praticamente inutile andare a riscrivere il componente del calenda-
1 E molto importante notare che non tutte le funzioni presenti nelle librerie mobili hanno
la loro controparte nelle librerie desktop
37rio, sarebbe pi u utile indirizzare gli sforzi nel trovare il modo di integrare
l'applicazione con il calendario gi a esistente. La valutazione se sviluppare il
componente per desktop invece si lascia a valutazioni successive in quanto
al momento, senza studiare precisamente cosa ore il mercato, non si pu o
stabilire se il modo migliore per procedere sia sviluppare il componente al-
l'interno dell'applicazione e su questo aggiungere le voci provenienti da altri
calendari, oppure appoggiarsi integralmente ad un servizio/programma gi a
esistente.
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