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ALGORITMO PARA REDUCIR LA COMPLEJIDAD COMPUTACIONAL EN LA 
CONVERSIÓN DE AFNDs. A AFDs. 
 




Al convertir un Autómata Finito No Determinístico (AFND) a un 
Autómata Finito Determinístico (AFD) los algoritmos descritos en la 
mayoría de la documentación presentan una complejidad computacional 
del tipo exponencial (O(2
n
)), lo cual no es deseable. Esto se debe a las 
múltiples combinaciones que se dan al hallar los posibles estados 
equivalentes entre autómatas. El presente trabajo propone un algoritmo 
que reduce dicha complejidad.  
 






When converting a non deterministic automata to a deterministic 
automata the algorithms described in most papers have an exponential 
computational complexity (O(2
n
)), which is no desired. This is due to the 
multiple combinations that are possible to find equivalent states between 
automatas. This paper proposes an algorithm that reduces this 
complexity. 
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Un problema que se presenta, cuando se realizan 
transformaciones de Autómatas Finitos No Deterministas 
(AFNDs.), a Autómatas Finitos Deterministas (AFDs.), 
concretamente en su equivalencia computacional, es que 
en dicha transformación, se presenta una alta complejidad 
de tipo computacional: O(2
n
), debido a que el algoritmo 
que se propone en toda la bibliografía revisada y 
referenciada [1], [2], [3], [4], [5], [6], [7], [8] y [9], tiene 
en cuenta todas las posibles combinaciones de los estados 
del AFND, al realizar dicha transformación. 
 
Cuando se trata de pequeños AFNDs, es decir cuando el 
número de estados es pequeño (no mayor que de 4), la 
complejidad computacional de la transformación no suele 
ser impactante y se puede recurrir al algoritmo propuesto 
en la antes mencionada bibliografía.  
 
 
Lo anterior se debe, a que  el algoritmos que establecen la 
equivalencia computacional entre AFNDs. y AFDs., 
basan su fundamento, en que un conjunto de estados en 
un AFND es equivalente a uno en el AFD: 
 
                   ,   donde    ,      y       (1) 
 
En este artículo, proponemos un algoritmo, que reduce la 
complejidad en el caso promedio, en la conversión de un 
AFND a AFD.  
 
2. ALGORITMO  PARA DETERMINAR LA 
EQUIVALENCIA COMPUTACIONAL ENTRE 
AFNDs. Y AFDs. 
 
2.1 Definiciones Básicas 
 
Definición: Sea un AFD, M = ( , Q, s, F,  ) donde   es 
el alfabeto, Q el conjunto de estados, s=q0 el estado 
inicial, F el conjunto de estados de aceptación, y   es la 
función de transición  : Q    → Q, y dicha función 




extendida,  ’ : Q     → Q, la cual queda definida 
recursivamente así: 
 




                                                           
 
                                             




Por lo tanto un lenguaje aceptado por un AFD cualquiera, 
está definido, por: 
 
L(M) = { ω | ω      ˄  ´(q0, ω)  F}           (3) 
 
De forma análoga a lo anterior, se tiene para los AFNDs., 
la siguiente definición: 
 
Definición: Sea un AFND, definido como M’ = ( , Q, s, 
F,  ) donde   es la relación de transición  : Q    → Q, 
y dicha relación extendida,    : Q     → Q, la cual 
queda definida recursivamente así: 
 







                                                          
 
                                          
                                        
 
  (4) 
 
Por lo tanto, y de manera similar que en el AFD, el 
lenguaje de aceptación, de un AFND, es: 
 
L(M’) = { ω | ω      ˄   ’ (q0, ω)  F ≠ }            (5) 
 
De lo anterior, es fácil determinar que si los dos 
lenguajes (4) (7) son iguales, los dos autómatas son 
equivalentes: AFD  AFND. 
  
2.2 Equivalencia Computacional entre AFDs. y 
AFNDs. 
 
La equivalencia y por lo tanto, el algoritmo para 
determinarlo, entre dos autómatas uno AFND y otro 
AFD, pasa por la demostración del anterior teorema. 
 
Según [5] [6] y [8], se debe definir el AFD en función del 
AFND así: M’’ = ( , Q’, s’, F’,  ), dónde: 
 
    : Alfabeto 
Q’ : Colección de los subconjuntos de Q: P(Q) 
s’  : {q0} 
F’ :  Colección de subconjuntos de Q, que contienen 
       estados de F, es decir F’ = {P   Q’ | P  F ≠ } 
    : Función de transición
1
 Q’   → Q’, donde: 
 
                                               
1
   ahora es una función que operará sobre colecciones de estados 







                                                          
 





Es fácil colegir, que el nuevo conjunto de estados (Q’), 
será la nueva colección de posibles subconjuntos de los 
estados del AFND, es decir 2
n+1
 estados.  
 
Por lo tanto, si Q = {qo, q1, …., qn}, entonces: 
 
Q’={{},{qo},{q1},…, {qn},...,{qo,q1},…{qo,qn},  
          ...{q1,q2}, …,{ qo, q1, ..., qn}} 
2
                          (7) 
 
Al realizar las transiciones del nuevo AFD equivalente, el 
orden de complejidad seria:  
 
m  2n+1 = O(2n),   donde        ,                 (8) 
 
2.3 Ejemplo 1: 
 
Con el fin ilustrar cómo funciona el algoritmo, y 
determinar su complejidad, proponemos el siguiente 
ejemplo. 
 
Sea un AFND M’ = ( , Q, s, F,  ) donde: 
  
   = {a,b} 
 Q = {qo, q1, q2} 
 s =  q0 
 F = {q2} 
 Relación    (definida en la Tabla 1) 
 
          
Q 
    









  { q2} 
Tabla 1. Relación    de transiciones del AFND 
 
La representación gráfica del AFND (Figura 1) es: 
      
 
Figura 1.  Diagrama de transición del AFND propuesto 
 
                                               
2
 En el resto del artículo de forma indiferente se utilizará el símbolo  
o el par de llaves sin elementos {} para representar el conjunto vacío. 
  
a, b 
  a   b 
 b 
  q0   q1   q2 
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Aplicando (6) y (7), se obtiene el siguiente AFD M’’ = 
( , Q’, s’, F’,  ), equivalente: 
 
   = {a,b} 
 s’  = {q0} 
 Q’=P(Q)={{},{qo},{q1},{q2},{qo,q1},{qo,q2}, 
{q1,q2},{qo, q1, q2}} 
 F’ = {{q2},{qo,q2}, {q1,q2},{qo, q1, q2}} 
 Función   (definida en la Tabla 2) 
 
             
Q’ 
    
{} {} {} 
{q0} {q1} {} 
{q
1
} {q1} {q1,q2} 
{q
2
} {} {q2} 
{qo,q1} {q1} {q1,q2} 
{qo,q2} {q1} {q2} 
{q1,q2} {q1} {q1,q2} 
{qo, q1, q2} {q1} {q1,q2} 
Tabla 2. Función   de transiciones del AFD equivalente  
 




Figura 2. Diagrama de transición del AFD equivalente 
 
Eliminando los estados inalcanzables
3
 {q2}, {qo,q1} , 
{qo,q2} y {qo,q1, q2} (en la figura 2 aparecen con círculos 
punteados), y renombrando los estados del mismo, 
obtenemos el siguiente AFD M = ( , P, s, F,  ), donde: 
 
   = {a,b} 
                                               
3
 Un estado se define como inalcanzable, cuando a partir del estado 
inicial (q0), de manera directa o a través de otros estados accesibles 
desde q0, dicho estado no es accesible, para  ningún símbolo del 
alfabeto. 
 P = {p0, p1, p2, p3}, donde P  Q’ y p0 = {q0},  
             p1 = {q1}, p2 = {q1, q2} y p3 = {} 
 s  = p0 
 F = {p2} 
 Función  : P    → P, (definida en la tabla 3) 
 
          
P 
    






















Tabla 3. Función   de transiciones del AFD depurado 
 




Figura 3. Diagrama de transición del AFD depurado 
 
2.4 Propuesta de un nuevo Algoritmo para reducir la 
complejidad 
 
Como se puede observar, el nuevo AFD (con diagrama 
de transición Figura 2), cuando se realiza la ejecución de 
(6) y (7), como parte del mismo del mismo algoritmo, 




), de los cuales, cuatro 
son inalcanzables, desde el estado inicial. Esto es parte 
inherente de la transformación, donde se tiene en cuenta 
todos los posibles subconjuntos del conjunto de estados 





La generación de la función  , para el AFD equivalente, 
cuando el número de estados es alto en el AFND, la 
complejidad computacional de esta generación se vuelve 
del orden exponencial. Por ejemplo un AFND con 
cuarenta estados, generaría, en primer lugar, un conjunto 
de 2
40
 (1’099.511’627.776) subconjuntos de estados, que 
multiplicados por el número de símbolos del alfabeto, 























  a   b 
 b 










































Obsérvese también, que en la generación de los nuevos 
estados del AFD, aparecen estados inalcanzables, lo cual 
agrega un cálculo computacional innecesario, tal como se 
puede observar  en el diagrama de transición del AFD del 
ejemplo propuesto (Figura 2). 
 
Para resolver la anterior  problemática, partimos del 
concepto de estado alcanzable, es decir a partir del estado 
inicial s = {q0}, en la aplicación del algoritmo solo 
tendremos en cuenta aquellos estados que se alcancen 
con cada uno de los símbolos del alfabeto. 
 
Algoritmo para transformar AFND en AFD: 
1. Inicializar            
2. Para todo       
3.     Para todo       
4.         Si      
5.                        
6.         Si      
7.                               
8.                       
9.                         
 
Aplicando nuestro algoritmo al ejemplo anteriormente 
propuesto, se obtiene lo siguiente: 
 
         
 
          
   
    
              
Tabla 4. Paso a paso construcción función   
 
                   
 
         
 
          
   
    
              
                  
      
Tabla 5. Paso a paso construcción función   
 
                           
 
         
 
          
   
    
              
                  
            
          
Tabla 6. Paso a paso construcción función   
 
                           
 
             
 
          
   
    
              
                  
            
                     
Tabla 7. Paso a paso construcción función   
 
                           
 
Renombrando los estados como, p0 = {q0}, p1 = {q1},    
p2 = {q1, q2} y p3 = {}, el nuevo AFD M = ( , P, s, F,  ), 
donde: 
 
   = {a,b} 
 P = {p0, p1, p2, p3} 
 s  = p0 
 F = {p2} 
 La función  : P    → P, representada por la 
siguiente tabla: 
 
          
P 
    






















Tabla 8. Función   del ADF equivalente 
 
La tabla anterior (No 8) nos muestra que llegamos al 
mismo AFD que obtuvimos cuando aplicamos el 
algoritmo tradicional. En nuestro algoritmo no se tienen 
en cuenta todos los subconjuntos de estados (2
|Q|
), si no 
únicamente los que son accesibles desde el nuevo estado 
inicial {q0}, lo cual descarta los no accesibles y 
obviamente sus transiciones. 
 
2.5 Ejemplo 2: 
 
Con este ejemplo se deja en evidencia que no todas las 
veces se economiza trabajo con nuestro algoritmo de 
transformación de AFND a AFD versus el algoritmo 
tradicional. 
 
Sea el AFND M’ = ( , Q, s, F,  ) donde: 
  
   = {a,b} 
 Q = {qo, q1, q2} 
 s =  q0 
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 F = {q2} 
 Relación   (definida en la Tabla 9) 
 
          
   
    
             
               
                   
Tabla 9. Relación de transiciones   del AFND      
 
Aplicando nuestro algoritmo al AFND anterior, tenemos: 
 
          ,          
 
                            
                               
           
 




                            
                                         
           
 




          
   
    
               
Tabla 10. Paso a paso construcción función   
 
                    ,          
 
                               
                                            
                                             
           
 






                           
                                    
                                 
           
 
           
 
          
   
    
               
                 
Tabla 11. Paso a paso construcción función   
 
                                ,          
 
                               
                                            
                                                     
           
 






                               
                                               
                                                       
           
 






          
   
    
               
                 
                     
Tabla 12. Paso a paso construcción función   
 
                                                ,  
           
 
                               
                         
                                               
                 
                                                  










                               
                  
                                               
              
                                                  








          
   
    
               
                 
                     
                     
Tabla 13. Paso a paso construcción función   
 
                                                ,  
       
 
                    
                    
 
          
   
    
               
                 
                     
                     
            
Tabla 14. Paso a paso construcción función   
 
                                                ,  
           
 




                               
                               
                                               
                    
     
                                           
                                                                      
   












                               
                        
   
                                           
                                                                      
   










          
   
    
               
                 
                     
                     
            
                           
Tabla 15. Paso a paso construcción función   
 
Ya en estos momentos   contiene todos los posibles 
subconjuntos de estados de  , lo que indica que todos los 
subconjuntos de estados harán parte del AFD equivalente 
al AFND. 
 
La función    completa se presenta a continuación (Tabla 
16): 
 
          
   
    
               
                 
                     
                     
            
                           
                        
                              
Tabla 16. Función    completa para el AFD equivalente 
 
Con el ejemplo anterior se evidencia que nuestro 
algoritmo en el peor de los casos genera la misma 
cantidad exponencial de estados que el algoritmo 
tradicional, donde podemos garantizar que todos estos 
son alcanzables desde el estado inicial. 
 
3. CONCLUSIONES Y RECOMENDACIONES 
 
En el algoritmo tradicional que consiste de la ecuaciones 
(6) y (7), las complejidades en el mejor y en el peor de 
los casos son de orden exponencial (Θ(2
n
)). El algoritmo 
propuesto presenta una mejora sustancial mejorando el 
mejor de los casos, obteniéndose una complejidad de 





En un próximo artículo se determinará analíticamente la 
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