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Sumário 
Est,c: art,igo c:orisidcra o dcserivolvirnento de programas para análise estrutural usando programacFio orientada 
por obj(:t,os. Aprcscrit;~rri-se urna revisiio bibliográfica, conceitos de orienta550 por objetos c classes para 
aridlisc: liriear por <:l<:rricrit,os finitos. Finalmente, dois ambierites para problemas elásticos bidirriensionais siio 
c:orisid(:rados, os cliiais integrarri fcrrarneritas para a definiciio de geometria, geraciio automática de malhas; 
solii~%o, c:stirriadorc:s de erro, visualizaciió de resultados e interfaces gráficas. 
1 OBJECT-ORIENTED FINITE ELEMENTS 
Tliis I>iq>er prcserits thc dcvelopment of structural arlalysis softwares based on object-oriented programming. 
A t)ibliograpliical rcview, object-orierited concepts and classes for linear finite elemerit analysis are presented. 
Fi~ii~lly , two-diirierisioriiil elastic erivironrnerits are corisidered; which integrate tools for geometry definition, 
aiitorriatic: rriesh gencratiori, solver, error estirnatiori, visualization of results arid graphic uses iriterfaces. 
A implementacáo computacional de métodos nun~éricos, tais como o Método de Elemen- 
1 tos Finitos (MEF), para a análise de problemas de engenharia é de fundamental importancia. 
Sob o ponto de vista do usuário , o programa deve possuir urna interface de utilizacao sim- 
ples, ser confiável e eficiente. No que se refere a implementaqao, desejam-se características 
como niodulacáo, extensibilidade, fácil manutenqáo, dentre outras. 
Apesar de vários progressos, a produtividade no desenvolvimento de softwares ainda é 
pequena, conlparado ao crescimento vertiginoso da indústria de hardware nos últimos tem- 
pos. Desta maneira, torna-se essencial disciplinar a implementacáo de programas aplicando 
por exemplo conceitos de engenharia de software24. No caso do meio científico, estes requi- 
sitos sáo importantes para unla n~aior qualificaqáo dos programas, evitando a repetiqao de 
procedimentos en1 cada trabalho realizado. Desta forma, através de uma maior organizaqao, 
pode-se ter unla base sólida de programas, permitindo a sua rápida extensa0 para o estudo 
de novos problenlas. 
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O modelo de programacáo orientada por objetos17 ten1 possibilitado aumentar a pro- 
dutividade no desenvolvin~ento de programas. Basicamente, identificam-se os agentes prin- 
cipais da base de conhecimento a ser reprentada no programa. Estes agentes ou objetos 
possuem atributos e métodos descrevendo as características e os comportamentos de in- 
teresse. Assim, num programa tem-se um conjunto de objetos implementados através de 
classes, as quais constituem-se em moldes para a definiciio dos objetos como instancias de 
u111a classe. Por sua vez, duas instancias diferem entre si pelos valores atribuídos as suas 
variáveis. Desta maneira, as classes sao a unidade básica de modulacáo num sistema por 
objetos. 
Os objetos se comunicam através do envio de mensagens, as quais especificam apenas a 
a520 a ser feita. É responsabilidade do objeto receptor interpretar a mensagem e executar o 
conjunto de operacóes correspondente, retornando o resultado para a instancia que emitiu 
a mensagem. Logo, numa classe tem-se o encapsulamento da informaciio, a qual pode ser 
acessada apenas através do envio de uma mensagem para o método desejado. Observa- 
se ainda que uma mesma mensagem pode enderecar diferentes procedimentos dependendo 
da classe receptora. Por exemplo, a operacáo + para matrizes representa uma adic5o 
usual, enquanto para um conjunto de caracteres poderia significar concatenaciio. Esta 
característica é denominada polimorfismo. 
Além disso, tem-se o conceito de heranca permitindo especializar a informaciio ao longo 
de uma hierarquia de classes, onde aquelas situadas em níveis mais baixos herdam as carac- 
terísticas (dados + métodos) daquelas classes situadas acima. Assim, é possível estender ou 
reutilizar classes em várias aplicacóes, bastando acrescentar apenas as variáveis e métodos 
necessários para descrever a especializacáo desejada. 
A principal diferenca do paradigma por objetos é a proximidade com os conceitos do 
mundo real a ser implementado no programa. Ao contrário do modelo por procedimen- 
tos, onde se isolam os comportamentos através de subrotinas, tem-se entidades próprias 
descrevendo as suas principais características através de variáveis e métodos. 
Estes conceitos tem sido aplicados na análise estrutural de problemas de engenharia, 
podendo-se citar alguns trabalhos i n i c i a i ~ ' ~ ~ ~ ~ ~ ' " ~ ~ ~ ' . ~ ~  . Um dos primeiros programas imple- 
mentados está discutido em6, usando a linguagem Object NAP baseada em rotinas escritas 
em C e Pascal. Eml', apresentam-se conceitos gerais de programacáo por objetos, incluindo 
aspectos sobre concorrencia, processamento distribuído e banco de dados, além de um pro- 
grama para análise por elementos finitos implementado com uma extensiio da linguagem 
LISP, denominada Flavors. 
Conceitos do modelo por objetos aplicados ao MEF sáo também discutidos emZ9, apre- 
sentando-se urna extensáo da hierarquia de classes da linguagem Smalltalk para o caso do 
MEF. Detalhes de implementac2.0 deste programa protótipo estáo dados em32. Devido a 
baixa eficiencia do ambiente Smalltalk, desenvolveu-se em33 uma versáo do mesmo programa 
em C++2" Unla extensa0 para o tratamento de problemas de plasticidade está dada emZ2. 
Aplicacóes da linguagem C++ com diferentes enfoques também podem ser encontradas 
em5.27,28 . Em12, tem-se uma hierarquia de classes para o tratamento de vários tipos de 
matrizes, tais como simétrica, esparsa, coluna, dentre outras, além de uma série de classes 
para o tratamento de entidades do MEF. Já em3, tem-se um ambiente em C++ constituído 
de um interpretador e um módulo de execucáo. Através de uma linguagem interpretada, 
pode-se especificar interativamente os parametros do modelo de elementos finitos e da 
soluc50. Exemplos de problemas lineares e nao-lineares sao resolvidos. 
~ ~ 1 4 . 1 3  , apresentam-se aspectos da programacao por objetos aplicados a análise 
numérica, representacáo gráfica das classes, bancos de dados, incluindo ainda a aplicaciio 
destes conceitos na implementaciio de um programa para o tratamento de laminas de ma- 
teriais compostos. Além disso, aspectos de inteligencia artificial sao também abordados 
en1 conjunto com a análise estrutural. Esta temática também é discutida em30331, apresen- 
tando uma série de ferramentas computacionais para automatizar o processo de análise, 
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fornecendo uma base de conhecimentos e sistemas especialistas para auxiliar a especificacáo 
de parametros da análise, interpretacáo dos resultados, procedimentos adaptáveis, trata- 
mento de erros, dentre outros. O objetivo básico é acumular um conjunto de conhecimentos 
de um especialista, auxiliando o usuário comum na simulacáo computacional de problemas 
mec5nicos1 tornando o ambiente de análise mais inteligente. 
Um grande esforco no desenvolvimento de programas para engenharia estrutural 
tem sido realizado por um conjunto de pesquisadores, comecando com a linguagem 
Fortranlo, passando para C1 e finalmente utilizando o modelo de programacáo orientada 
por objetos18,9,8,23,10,2 através da linguagem C++. De forrna geral, tem-se bibliotecas de 
classes e procedimentos para bancos de dados, tratamento de erros, estruturas de dados, 
manipulacáo de matrizes e vetores, rotinas matemáticas', além de conjuntos de classes 
para definicáo de contornos g e o m é t r i ~ o s ~ ~ ,  geracáo automática de malhas918, análise linear 
por elenlentos  finito^'^,^^, métodos m ~ l t i g r i d ' ~ ~ ~ ~ ,  visualizacáo de  resultado^^^^^, otimizacáo 
estrutura17, dentre outras. 
A contribuicáo deste trabalho está relacionada a uma nova proposta de organizacáo das 
classes para elementos finitos baseada no conceito de tipos parametrizados disponíveis em 
C++. Consideram-se ainda os sistemas SAFE2 e SAT18 para análise de problemas elásticos 
bidimensionais. 
Neste trabalho, apresentam-se inicialmente alguns conceitos do modelo orientado por 
objetos, tais como modulacáo, abstracáo, classes, métodos, dentre outros. Posteriormente, 
considera-se um conjunto de classes para análise linear de problemas elásticos, empregando 
o conceito de tipos parametrizados da linguagem C++. Finalmente, discutem-se dois 
ambientes para análise de problemas bidimensionais com ferramentas para definiciio de 
contornos, geracáo automática de malhas, visualizacáo de resultados e análise adaptável, 
integradas através de interfaces gráficas. 
O modelo orientado por objetos, de maneira análoga aos vários paradigmas de pro- 
gramacáo, introduz alguns conceitos particulares, tais como objetos, mensagens, mecanismo 
de heranca, dentre outros. Ressalta-se, porém, que nem todas as linguagens orientadas por 
objetos implementam todos os conceitos a serem descritos. Assim, a apresentacáo feita 
a seguir tem um caráter mais geral, náo procurando destacar as particularidades de uma 
lingungem17. 
Modulaqiío: o conceito de modulacáo é de certa forma intuitivo: dado um problema 
complexo, subdivide-se o mesmo em subproblemas menos complexos visando obter a solucáo 
global. 
No entanto, a aplica520 do conceito de modulacáo náo pode ser realizada indefinidamente 
no desenvolvimento de um programa. Ao mesmo tempo em que o esforco de desenvolvi- 
mento diminui substancialmente quando se aumenta o número de módulos, o esforco de 
interfaceamento destes módulos cresce na mesma proporciio. Alguns tipos de módulos siio 
encontrados em linguagens de programac50, como por exemplo a declaracáo class em C++. 
Este módulos s5o componentes de programas que combinam abstracóes de dados e proced- 
imentos, incentivando assim, o desenvolvimento de programas modulares. 
Ocultamento de informaqáo: a aplicacáo do conceito de ocultamento de informacáo 
no desenvolvimento de um programa permite construir módulos onde a interdependencia 
entre os mesmos é pequena. Além disso, aumenta-se a confiabilidade e as modificacoes 
sáo efetuadas localmente dentro de cada módulo, preservando assim, a disseminaciio das 
alterasóes ao longo de todo o sistema. 
Para se alcanear uma modulacáo efetiva, define-se um conjunto de módulos interdepen- 
dentes, os quais se comunicam entre si apenas através das informacoes necessárias para 
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acessar urna determinada característica. O estado de um módulo é descrito por variáveis 
locais, visíveis apenas dentro do escopo deste módulo, e um conjunto de procedimentos que 
manipulam estes dados. Observa-se que o uso de abstracóes de dados permite definir e 
utilizar o conceito de ocultamento de informacáo no desenvolvimento de programas. 
Abstraciio: para problemas onde se aplican1 o conceito de modulacáo, vjrios níveis.de abs- 
trae50 podem ser considerados. No nível mais alto de abstracáo, a solucáo adotada para o 
problema é colocada em termos de uma linguagem próxima ao ambiente do problema. Nos 
níveis mais baixos, descrevem-se os procedimetos a serem implementados. Assim, o uso de 
abstracáo permite ao programador concentrar-se em um problema, considerando um nível 
de generalizacáo qualquer, sem se preocupar com detalhes irrelevantes ao problema. 
Várias linguagens de programacáo, tais como Ada, Modula e Smalltalk, permitem a 
criacáo de tipos abstratos de dados, os quais consistem de uma representacáo interna para 
os dados e um conjunto de procedimentos para acessar e manipular os dados. 
Ligacáo diniimica: nas linguagens convencionais, tais como C ,  Pascal e FORTRAIV, a 
partir do conhecimento dos tipos de variáveis e constantes utilizadas em uma declaracáo, o 
compilador gera o código de máquina correspondente. Este processo de definir os tipos de 
dados aplicáveis a um operador em uma declaracáo, anterior a sua execucáo, é denominado 
ligapio estática. 
Entretanto, algumas linguagens, como por exemplo C++, permitem a flexibilidade dc 
redefinir operadores convencionais para os tipos declarados pelo usuário. Assim, pode-se 
definir o tipo Vetor, onde a soma de dois vetores A e B é expressa por A+B. No entanto, esta 
liga550 entre tipos e operandos é realizada ainda, em tempo de compilacáo do código fonte. 
A ligacáo dinamica permite associar um tipo de dado a um operando em tempo de ex- 
ecucáo do programa. Em C++, esta característica está implementada através de declaracóes 
do tipo v i r t u a l .  
Objeto: um objeto se constitui na unidade básica de modulacáo no modelo orientado por 
objetos, constituindo-se um tipo abstrato de dados. 
Para se manipular a informacáo representada por um objeto, deve-se solicitar ao mesmo 
que execute uma de suas operacóes, através do envio de uma mensagem. O objeto que 
recebe a mensagem é denominado receptor, devendo responder esta mensagem através da 
seleqáo da funcáo correspondente, executar esta operacáo e retornar o controle para o objeto 
emissor da mensagem. 
Mensagens: constituem-se nas especificacóes das operacóes de um objeto. Assim, quando 
un1 objeto recebe uma mensagem, deve determinar como manipulá-la para obter a resposta 
requerida. Uma mensagem inclui um seletor, descrevendo o tipo de manipulacáo desejada, 
e argumentos, os quais podem ser outros objetos ou valores das variáveis de um objeto. 
A característica principal do mecanismo de mensagem é que o seletor é um nome de uma 
operacáo, descrevendo apenas a asso a ser executada. Portanto, uma mesma mensagem pode 
ser interpretada de maneiras distintas. Assim, por exemplo, considere as classes Vector e 
Str ing.  Definindo-se os objetos Vector A,B e S t r ing  S t r l , S t r 2 ,  as instrucóes A+B e 
S t r l+St r2 ,  apesar de utilizarem o mesmo operador, possuem significados diferentes. 
Classes e instancias: vários sistemas orientados por objetos fazem uma distincáo entre 
um objeto e a sua descricáo. Assim, definem-se os conceitos de classe e instancia. 
Uma classe é uma descriciio geral de um conjunto de objetos semelhantes, provendo todas 
as informacóes necessárias para a criacáo e utilizacáo dos objetos. Uma instancia, por sua 
vez, é um objeto descrito por uma classe particular. Cada objeto é instancia de uma classe. 
Assim, no exemplo anterior A, B sáo instancias da classe Vector. 
Todas as instancias de uma classe utilizam o mesmo método para responder a uma 
mensagem particular. A diferenca na resposta obtida para duas instancias distintas é 
resultado dos diferentes valores armazenados nas variáveis. Portanto, pode-se dizer que um 
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sistema orientado por objetos é desenvolvido a partir da criaqáo das classes que descreverri 
os objetos constituintes do sistema. 
Métodos: siio procedimentos invocados pelo envio de mensagens para as instancias de lima 
classe. Portanto, um método, como um procedimento, é a descricáo de iima sequencia de 
aqóes a serem execiitadas. De forma análoga aos procedimentos, os métodos devem conhecer 
os tipos de dados que manipulam. 
Mecanismo de heranqa: permite compartilhar as informaqóes entre objetos. Supondo 
uma hierarquia, os objetos situados en1 um nível inferior herdam todas as características 
(dados e operaqoes) dos objetos situados em níveis superiores. 
A maioria das linguagens orientadas por objetos implementam o mecanismo de heranqa 
entre as classes do sistema. Uma classe pode ser alterada para criar uma outrü. Nesta 
relaqiio, a primeira classe é denominada superclasse e a segunda subclasse. Urna subclasse 
pode adicionar novas variáveis e métodos, assim como redefinir os dados e operaqóes tia 
superclasse. 
CLASSES PARA ELEMENTOS FINITOS 
O objetivo, neste caso, foi implementar um conjunto de classes para análise linear de 
cstruturas modeladas por elementos finitos isoparamétricos. Estas classes foram organizadas 
en1 4 níveis como ilustrado na Figura 1. Observa-se que foram utilizados procedimentos do 
sistema ACDP1 para o tratamento de erros, gravaqáo e recuperaqiio de dados em disco, 
assin1 corno rotinas para manipulaqáo de vetores e matrizes. 




Envolve a definiqáo das classes básicas do programa, compreendendo as estruturas de 
dados empregadas nos demais níveis. Métodos para alocacáo diniimica de mernória, rnani- 
pulaqáo de banco de dados e procedimentos matemáticos estáo disponíveis. 
Matrix: define uma matriz de elementos reais. Tem como principais variáveis os números 
de linhas e colunas, além de um vetor con1 os elementos da matriz. Implementa métodos 
para inicializaqiio da matriz, busca de informaqáo (máximo, mínimo, norma, ordem, ele- 
nlento), bem como operaqces envolvendo matrizes, onde estáo implementados algoritmos 
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Implementa, ainda, métodos diretos e iterativos para a soluciio de sistemas de equacóes, tais 
como Gauss e Gauss-Seidel. 
Symmetr icMatr ix :  classe análoga a Mat r ix ,  mas restrita a matrizes simétricas, ar- 
mazenando, portanto, apenas a parte inferior da matriz. Considera ainda métodos dire- 
tos, iterativos estacionários e baseados em gradiente conjugado incluindo vários tipos de 
pré-condicionadores. 
SymmetricSkyline: classe análoga a M a t r i x  para matrizes simétricas do tipo skyline. 
É aplicada para definiciio da matriz global do sistema de equacoes. Armazena a ordem 
da matriz, altura das colunas e os elementos da parte inferior. Possui métodos para 
superposiciio de matrizes simétricas e resolucáo de sistemas de equaqóes através de métodos 
diretos e iterativos. 
Symmetr icSparse:  é semelhante a classe a SymmetricSkyline,  considerando a estrutura 
comprimida por linhas para matriz esparsals. 
Vector: caso particular de Ma t r ix  constituída de apenas uma coluna. Além dos pro- 
cedimentos para adiciio, subtracáo e multiplicaciio, contém métodos para produto escalar, 
normas e multiplicacáo de matrizes por vetor. 
String: classe responsável pelo manuseio de cadeias de caracteres ao longo do programa. 
Possui métodos de acesso a elementos, concatenaciio e comparaqáo de caracteres. 
Array:  Tem por objetivo armazenar conjuntos de objetos. Na sua implementaqáo, utilizou- 
se classes parametrizadas, onde o tipo de dado é também um parametro. Em C++, o 
comando template permite a definiqáo de classes e funcoes parametrizadas. Pode-se definir 
um Array de nós e de strings pelas declaraqóes: 
Array<Node> Nodes(5) Array<String> Strings(l0) 
Foram implementados métodos para acesso e alteracáo do número de elementos, dentre 
outros. O objetivo desta classe é gerenciar conjuntos de qualquer tipo de dado ao longs 
do programa. Por questóes de eficiencia, consideraram-se as especializaqóes Array<long> e 
Array<double> para o tratamento de conjuntos de números inteiros e reais, respectivamente. 
Neste nível, consideram-se as classes relativas ao modelo de elementos finitos. 
Node: possui como principais atributos o número do nó e as coordenadas nodais. O número 
de coordenadas nodais depende da dimensiio do problema em estudo, ou seja, uni, bi ou 
tridimemsional. Possui ainda uma variável para o número ótimo do nó obtido por um 
algoritmo de renumeracáo. Esta classe é empregada apenas para a passagem de parametros 
em alguns métodos. 
Definit ionDOF: esta classe tem por objetivo armazenar os nomes dos graus de liberdade 
armazenados como uma variável do tipo Array<String>. Por exemplo, para um problema 
elástico bidimensional, os graus de liberdade dos nós sáo denominados UX e UY. 
El imina tedDOF:  esta classe constitui-se numa tabela de graus de liberdade a serem 
eliminados, correspondendo aos deslocamentos nulos, no processo de montagem do sistema 
de equacóes. Para isso, armazena o número dos nós e a cardinalidade dos graus de liberdade 
eliminados, utilizando variáveis do tipo Array<long>. 
Prescr ibedBC: é nesta classe que sáo armazenadas as condicóes de contorno prescritas do 
problema a ser solucionado pelo modelo de elementos finitos. Como exemplo, podem-se citar 
as cargas concentradas, distribuídas e de corpo; gradientes de temperatura; e deslocamentos. 
Utilizam-se variáveis dos tipos Array<double> e Array<long> para armazenar os nós, os 
graus de liberdade e a intensidade dos carregamentos, deslocamentos e temperaturas. 
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DOFEquat ion :  armazena para cada nó, o número ótimo determinado por um algoritmo de 
renumeracáo. Além disso, o número e a numeracáo dos graus de liberdade sáo armazenados 
nesta classe. Possui métodos para realizar a numeracáo dos graus de liberdade. 
Geometr icPropert ies :  é uma tabela para armazenar as propriedades geométricas dos 
elementos, tais como espessura, momentos de inércia, área de seccáo, etc. Esta tabela é 
identificada pelo seu número armazenado com uma variável inteira. 
ElasticMaterial:  é uma classe genérica, definindo as características básicas de ou- 
tras classes que implementam as informacóes referentes ao comportamento dos materiais 
elásticos. Possui uma variável para o número do material. Declara várias funcóes virtuais 
para inicializacáo e acesso as propriedades dos materiais e outras para obtencáo das matrizes 
de elasticidade nos casos de estado plano de tensáo, estado plano de deformaciio, sólidos 
axissimétricos e estado geral de solicitacáo. A partir desta classe, derivam-se outras duas: 
ElasticIsotropicMaterial e ElasticOrtotropicMaterial. 
ElasticIsotropicMaterial: declara variáveis para o armazenamento de informacóes re- 
lativas aos materiais elásticos isotrópicos, como o módulo de elasticidade longitudinal, 
coeficiente de Poisson, coeficiente de expansáo térmica e densidade. Implementa as funcoes 
declaradas virtuais na classe ElasticMaterial .  A classe ElasticOrtotropicMaterial é 
análoga a esta classe, considerando no entanto, materiais ortotrópicos. 
Fini teElement:  constitui-se numa classe genérica de onde derivam-se cada um dos di- 
ferentes tipos de elementos finitos. Declara variáveis para número do elemento, número 
ótimo, número total de graus de liberdade, número do material, número da tabela de 
propriedades geométricas, número da tabela de sistemas locais de referencia, número de 
pontos de integra550 e incidencia. 
Possui métodos para inicializacáo e acesso a estas informacoes, bem como métodos 
virtuais para o cálculo da matriz de rigidez, matriz de massa, tensóes, deformacóes e erro 
em energia no elemento. 
PlaneStressTriangular:  é um dos tipos de elementos implementados. Através do meca- 
nismo de heranca, possui acesso a todos os atributos da classe Fini teElement .  Implementa 
as operacóes declaradas virtuais em Fini teElement  para o caso de estado plano de tensáo. 
Tem-se métodos de cálculo das matrizes de rigidez e de massa; tensores de tensáo e 
deformacáo calculados nos pontos de intergraqáo de Gauss-Legendere e nas coordenadas 
locais dos nós; estimador de erro; dentre outros. 
Desenvolveram-se as classes PlaneStrainTriangle e AxyssimetricTriangle,  seme- 
lhantes a esta classe, para os casos de estado plano de deformacáo e sólidos axissimétricos, 
respectivamente. Da mesma maneira, classes quadrados, cubos e tetraedros foram também 
implementadas. 
TriangularShapeFunctions: implementa as funcóes de forma de Serendipty até o quarto 
grau para o caso de elementos finitos triangulares. Possui métodos para o cálculo das 
derivadas em relaqáo As coordenadas locais e globais do elemento, assim como para a matriz 
e o determinante do Jacobiano. 
TriangularGaussLegendre: armazena os pontos de integras50 e os coeficientes de pon- 
deracáo para a integras20 de Gauss-Legendre utilizadas nas classes PlaneStressTriangle,  
P l a n e s  trainTriangle e AxyssimetricTriangle. 
Neste caso, consideram-se co'njuntos das classes descritas no nível anterior. Constitui-se 
basicamente no grupo de classes que vai organizar as informacóes dos atributos do modelo de 
elementos finitos, permitindo a inicializacáo, modificacáo e acesso aos atributos das classes 
utilizadas. Os dados sáo lidos a partir de arquivos de dados no formato definido2. 
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Nodes: possui como atributos principais uma variável para armazenar a dimensáo do 
problema (uni, bi ou tridimensional) e um Array<double> para as coordenadas. 
DOFBoundaryCondit ions:  armazena as tabelas de definicáo dos nomes dos graus de 
liberdade, graus eliminados e prescritos. Trata as informacóes das classes Definit ionDOF, 
El imina tedDOF e Prescr ibedBC. 
Mater ia lGroup:  implementa um vetor de apontadores da classe ElasticMaterial , .ar-  
mazenando ainda o tipo dos materiais (isotrópico ou ortotrópico) aplicados na análise. 
Fini teElementGroup:  um grupo de elementos finitos é constituído por elementos do 
mesmo tipo. Esta classe declara um vetor do tipo Fini teElement  e o nome do elemento, 
a fim de gerenciar os vários tipos de elementos da malha. Além disso, tem-se uma variável 
Array<long> para a incidencia nodal dos elementos do grupo. 
LsadCase:  é um vetor da classe Prescr ibedBC para o tratamento das condicoes de 
carregamento aplicadas estrutura. 
Neste nível, tem-se classes para o armazenamento de todos os atributos do modelo de 
elementos finitos para que o problema seja posteriormente resolvido. 
FEModel :  esta classe armazena todos os atributos do modelo de elementos finitos. Define 
variáveis dos tipos descritos no Nível 3 para os nós, materiais, condicoes de contorno, grupos 
de elementos e condicóes de carregamento. Tem-se ainda uma variável da classe S t r ing  para 
armazenar o título do modelo. Assim, a partir de um arquivo de entrada, especificando as 
características do modelo e das operacóes implementadas nesta classe, inicializam-se todas 
as demais já apresentadas. 
FESolver: é uma classe derivada de FEModel, implementando operacóes para a resolucáo 
do modelo. Possui variáveis para a matriz do sistema nos formatos skyline e esparso, sendo 
opcao do usuário escolher a opcao mais conveniente. Como métodos de solucao, tem-se 
algoritmos diretos, iterativos e m ~ l t g r i d ' ~ ~ ~ ~ ~ ~ ~ .  
AMBIENTES PARA ANÁLISE DE PROBLEMAS ELÁSTICOS BIDIMEN- 
SIONAIS  
A aplicacao do MEF para a resolucáo de problemas práticos de engenharia tem apresen- 
tado um crescimento considerável. Estas ferramentas computacionais possibilitam otimizar 
projetos na sua fase inicial, assim como verificar o comportamento de um componente já 
existente, visando validar a concepcáo atual e permitir ainda a sua posterior otimizaciio. 
Vários programas comerciais estáo disponíveis para esta finalidade. Sob o ponto de vista 
do usuário destes pacotes, exige-se um bom conhecimento da técnica de análise, assim como 
uma boa experiencia na utilizacáo do programa, visto que em geral a interface de comandos 
é um tanto complexa. Tais fatos limitam uma maior disseminacao destes programas, pois 
o usuário deve possuir uma base sólida de conhecimentos para o efetivo emprego destes 
recursos a problemas de engenharia. Uma hipótese mal formulada, implica em resultados 
nao refletindo o real comportamento mecanico do componente. Desta maneira, o programa 
deve ser de fácil utilizaciio, permitindo ao usuário dedicar a maior parte do tempo na 
definicáo e simulacáo de modelos para a estrutura considerada. 
Observa-se, en1 geral, que as tarefas de definicáo da geometria do componente e da 
respectiva malha de elementos finitos siio responsáveis pela maior demanda em termos de 
tempo no estudo de um problema. Em relacáo aos pacotes existentes, observa-se uma maior 
integracao entre programas de CAD (Computer  Aided Design) e de análise. Empregam-se 
as ferramentas CAD para a definicáo da geometria e possivelmente da malha. A partir daí, 
-- 
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utiliza-se o programa de análise para a obtencáo dos resultados. No entanto, em vários casos 
nao se verifica uma efetiva integracáo ou onde esta ocorre tem-se uma interface complexa 
dificultando a tarefa do usuário. 
Desta forma, algoritmos robustos e eficientes para a geracáo da geometria do componente 
e da respectiva malha de elementos, solucáo, estimacáo de erros e refinamento, acessíveis 
através de uma interface de comandos simples, sáo pré-requisitos fundamentais para a análise 
numérica por elementos finitos. 
Dentro deste contexto, desenvolveu-se inicialmente o ambiente SAFE2 para análise bidi- 
mensional de problemas elásticos planos. A Figura 2 ilustra a janela principal e alguns dos 
niódulos do programa, tais como o editor para a especificacáo dos parametros da estrutura 
e da análise , o gerador de malhas, a visualizacáo de resultados, além da malha refinada 
através do procedimento a,daptável baseado no estimador Zhu-Zienkiewicz21. 
15000 15000 
*KEYPOINTS 
1 5.000000 8.100000 
2 3.900000 7.000000 
3 3.900000 5.400000 
Figura 2. Módulos do prograrria. SAFE 
A especificacáo dos pariinietros é feita através de 2 arquivos de dados, com extensOes 
.ara e .a2f, contendo várias palavras chaves2. O primeiro especifica o contorno do domínio, 
pariinietros de controle da nialha e erro admissível. O outro arquivo considera as pro- 
priedades dos niateriais, tipos de elenientos, carreganientos, restricóes, graus de liberdade 
e propriedades geoniétricas. Con1 o arquivo .ara, efetua-se a geracáo da malha através do 
programa ARANHA8. A partir daí, aplicam-se os parametros disponíveis no arquivo .a2f, 
-- 
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gerando como saída um outro arquivo com extensa0 .fem a ser submetido ao riiódulo de 
solucao. Estas tarefas constituem a parte de geraqiio dos dados do programa. 
Ya parte de análise, resolve-se o modelo de elementos finitos, determinando deslocanien- 
tos e tensoes. Tem-se ainda o nlódulo para efetuar o procedimento adaptável gerando um 
novo conjunto de arquivos de entrada .ara e .a2f. Finalmente, pode-se efetuar a visuali- 
zaciio da malha e de campos vetoriais e escalares. Observa-se que a comunicaciio entre os 
vários módulos é realizada através de arquivos e bancos de dados. 
A partir da experiencia do programa SAFE, desenvolveu-se um segundo ambiente, de- 
nominado SAT, onde todos os dados do modelo siio especificados de forma interativa. A 
Figura 3 ilustra a janela principal e as interfaces dos módulos. Inicialmente, fornece-se o 
nome do projeto, definindo o nome dos bancos de dados a serem empregados nas demais 
partes do programa. Alguns argumentos genéricos do projeto, tais como título, data da 
última modificacao, autor e observacoes podem ser colocadas neste arquivo de projeto. 
Figura 3. Módulos do programa SAT 
O módulo GEOMETRY permite a definiciio do contorno da geometria do componente 
a ser analisado. Está baseado no conceito de NURBS (Non-uniform Rational B-Splines)", 
pondendo-se ainda importar arquivos no formato DXF. Possui como primitivas principais 
linha, arco, círculo, curva, dentre outras. Várias ferramentas de edicao esta0 disponíveis 
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tais como rotacáo, translacáo, zoom e divisáo. O objetivo principal é definir as áreas sobre 
as quais seráo gerados os elementos, gravando-se ao final o arquivo com extensáo .ara.  
No caso do módulo MESH4, partindo-se das áreas armazenadas no banco de dados do 
GEOMETRY, agregam-se informacoes de controle da malha, como por exemplo o tamanho 
médio dos elementos. A parti; daí, executa-se o programa ARANHA8 para a geracáo da 
malha. Todos os atributos do modelo de elementos finitos tais como carregamentos, pro- 
priedades dos materias e condicóes de contorno podem ser especificados de forma interativa 
através de diálogos, gravando-se ao final o arquivo .a2f. Com os arquivos .ara e .a2f, gera- 
se o arquivo .fem para ser submetido ao módulo SOLVER, o qual é o mesmo do programa 
SAFE, nao tendo sido considerado ainda o estimador de erro. 
Ao final, os resultados escalares e vetoriais poden1 ser apresentados de formas numérica 
e gráfica no módulo VISUALIZATIONZ6. De forma análoga ao SAFE, tem-se mapas de 
cores em faixas e curvas de níveis, geometria original e/ou deformada, agregando ainda 
um procedimento de anima520 da configuracao deformada. Um aspecto importante foi a 
organizacáo dos campos escalares e vetoriais, onde os nomes e a quantidade dos mesmos sao 
gravados no banco de dados do SOLVER. Assim, o programa determina dinamicamente os 
campos a serem apresentados, permitindo a sua aplicacáo para a visualizacfio de resultados 
de outros tipos de análise. 
Cada um dos módulos constitue-se num programa independente estando a comunicacáo 
entre os mesmos efetuada através de bancos de dados. A representacáo das entidades gráficas 
em todos os módulos é feita por uma mesma estrutura de dados baseada em NURBS. Isto 
permite uniformizar todas as operacóes efetuadas tais como rotacao, translaciio, zoom, fill, 
dentre outras. 
Os resultados obtidos para os dois programas foram bastante satisfatórios. Apesar de 
tratarem somente problemas elásticos bidimensionais, os programas apresentam ferramentas 
efetivamente integradas, desde a parte de geracáo de contornos e de malha, visualizacáo dos 
resultados, estimaqáo de erros e refinamento adaptável. As interfaces gráficas permitem um 
acesso simples e intuitivo aos vários módulos disponíveis. 
Outros tipos de problemas podem ser facilmente integrados na estrutura já existente, 
criando-se por exemplo novos n~ódulos de análise. Como exemplo deste procedimento, o 
módulo OPTTMIZATION para a otimizacáo estrutural de componentes tem sido desen- 
volvido. Os procedimentos numéricos foram implementados usando as classes para ele- 
mentos finitos discutidas neste artigo. Estáo baseados num algoritmo de miriimizaciio de 
ponto interior e na fomulacáo contínua de análise de sensibilidade, tomando-se a espessura 
e a forma como variáveis de projeto7. A Figura 4 ilustra a otimizacáo de forma de um 
conlponente bidimensional. 
Figura 4. Excmplo dc otirriizac;Zo de forma 
A aplicacáo do modelo orientado por objetos tem permitido o desenvolvimento de pro- 
gramas con1 qualidade, eficiencia, portabilidade e produtividade. Um aspecto importante, 
ao se aplicar este modelo, é realizar o projeto da hierarquia de classes, antes da fase de im- 
plementacáo. Esta é a tarefa mais complexa e deve ser efetuada com cuidado, procurando 
obter um conjunto de classes de fácil reutilizacáo, extensáo e manutencáo. 
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Os  ambientes de  análise t6m sido estendidos para  o t ratamento de  problemas tridimen- 
sionais. Espera-se alcansar as mesmas facilidades de  utilizas50 e níveis de  eficiencia. No 
caso d o  modelamento geométrico no  ambiente SAT tridimensional, tem-se usado a biblio- 
teca ACIS. Trata-se de  u m  poderoso conjunto de classes em C++ pa ra  o modelamento e 
visualizas50 de  objetos. Teni-se tornado um padriio n a  área de  computasao gráfica. Soft- 
wares comerciais, tais como Autocada e SolidEdge, t6m sido desenvolvidos empregando a 
p la ta for~na  ACIS. 
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