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t N T R O D U C T t O N 
Que l'on soi.t pour ou contre, le phénomène de r.êpar.ti.ti.on dans le 
doma i.ne i.n f.ot:mat i.que est devenu une r.êali tê que 1 · on ne peut i.gnor.er.. 
r,· objet de ce projet est de mettre en êvi.dence cer.tai.nes 
caractêri.sti.ques propres a. 1· i.mplêmentati.on d'une appl i.cati.on de 
gestion dans une tel le optique. Cette r.êal i.sati.on se si.tue dans le 
cadr.e parti.cul i.er. des réseaux locaux. 
T,a concepti.on gênêr.ale du mêmoi.re repose sur la di.sti.nction entre 
tr.oi.s grandes parti.es. 
T,a pr.emi.êr.e parti.e a pour but d' i.ntrodui.re le contexte gênêral. ~ 
cet e f.f.e·c, un premi.er. chapi. tre sera consacrê a. 1 · examen de la 
si.tuati.on globale en mati.ère d' i.nfonnati.que rêparti.e. T,'objecti.f 
pour.sui.vi. tout au long de cette démarche est double. tl s·agi.t 
d'une par.t de cl.ari.f.i.er. certai.ns concepts de base et de r.elever 
les spêci.f.i.ci.tês i.nhêrentes aux systèmes rêpar.ti.s. tl s· agi.t 
d ' autr.e par.t, de voi.r dans quelle mesure ceux-ci. constituent un 
apport de solutions a. des situations prê-exi.stantes ai.nsi. que de 
dêgager. les nouveaux problèmes auxquels i.ls donnent nai.ssance. 
T,e second chapi.tr.e dêcri.t le cadre parti.cul i.er dans lequel 
s · i.nsêr.e 1. • a.pp li.cati.on a. rêa l i.ser.. 
T,a seconde par.ti.e comporte une descri.pti.on des élêments qui. 
consti.tuent la base du projet a. mettre en oeuvre. "Cl s · agi.t 
essenti.ellement de donner une descri.ption de 1.·envi.ronnement 
technologi.que qui. devra supporter. 1.·appli.cati.on (c'est le r.Ole du 
chapitre tr.oi.s) ai.nsi. que des spêcifi.cati.ons a. respecter. (c · est 
le r.01.e du chapitre quatre). 
T,a tr.oi.si.ème et dernière parti.e est relative a. la rêali.sati.on 
pr.opr.ement di.te. T ..e chapi.tre ci.nq propose et justi. f.i.e une 
ar.chi.tecture d" i.mplémentati.on. T ..es troi.s autres chapi.tr.es 
donnent une descri.pti.on des fonctions système et des fonctions 
ut i. l i.sateu r. rêa l i.sées. 
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'PRP.Mt"F.:RF. 'PAR't'I"F.: 
't'"F.:NDANCF. A LA REPARTITION 
C'RAPt't'RF. l 
CADRE GENERAL 
l.l. tN't'RODUC't'tON 
L ' objet de cette premi.ère partie est de fai.re un rapi.de tour 
d'hor.i.7.on dé ce que l'on appelle les systèmes rêpar.ti.s ou 
di.strtbués. F.ncore faut-i. l s · entendre sur les données pr.èci.ses de 
ces deux ter.mes. Certa i.ns ne font pas de d i.st i.nct i.on et ut i. li.sent 
i.ndi.ffêrement 1·un pour l'autre, d'autres par contre, apportent une 
nuance. Ai.nsi., par exemple, trouve-t-on dans (20] la di.sti.ncti.on 
sui.vante: le concept d'"i.nf.ormati.que reparti.e" concerne les 
systèmes où on se li.mi.te aux êchanges de lots de données en di.ff.Ar.è 
avec le système central et le concept d · "i.nfor.mati.on di.str.i.buèe" 
fai.t allusi.on aux systèmes où 1·on di.stri.bue davantage 
l'i.ntelli.gence-machi.ne de façon~ permettre des trai.tements locaux. 
F.n ce qui. nous concerne, nous n · accorderons pas de si.gni. fi.cati.on 
i.ntr.i.nsèque a ces deux termes et les uti. li.serons seulement pour 
dêsi.gner. une i.dêe de décentralisation quelle qu·elle soi.t,le 
contexte dans lequel i.ls seront employes ne lai.ssant subsi.ster. 
aucune èqui.voque. 
T,a dèmarche adoptt.e dans cette premHre parti.e a pour. but, 
a·une part, d'essayer. de relever les facteurs qui. ont pr.êsi.dê a une 
telle evoluti.on et, d'autre part, de dègager quelles sont les 
pri.nci.pales caracteri.sti.ques propr.es aux systèmes centralisés et 
décentra 1 i.sès. 
Un bref. hi.stori.que permettra de mettre en evi.dence cette 
tendance a la repartiti.on. Suite a cela, on exami.nera de facon 
gènèrale ce que recouvrent les noti.ons de centrali.sati.on et de 
dêcentr.alisation.On passera dès lors en revue les di.f.fèrentes 
car.actèr.i.sti.ques propres aux systèmes distribués. Une attenti.on 
parti.culière sera accordée a la micro-informati.que et aux mi.cr.o-
ordi.nateurs eu egard a leur rôle prépondérant en mati.ère de 
répartition. F.t enfin, on abordera le problème spéci.fique des 
bases de données reparti.es. 
l.?.. RRF.F 'RtS~ORtOUE 
r,·ar.chitecture des systèmes informatiques a fortement evoluê 
depui.s une di7.ai.ne d'années. La rêfêrence (16] di.scerne quatr.e 
étapes essentielles dans cette evolution: 
l. Connexi.on di.r.ecte des terminaux a 1 · ordi.nateur central 
?.. Appari.tion des concentrateurs 
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3. ~ppar.i.ti.on des frontaux 
4. Réseaux généraux d'ordinateurs. 
Dans ce qui. sui.t, on exami.nera succintement chacune de ces 
quatr.e étapes en essayant de mettre en évidence les pri.nci.pales 
r.ai.sons qui. ont condui.t a une telle répartition des foncti.ons entre 
les di.ver.s composants d'un système. 
l.7..l. Pr.emi.êr.e étape: Connexi.on directe des terminaux a l'ordinateur 
centr.al 
T,es circuits logiques et la mémoire qui supportent 
"l'intelli.gence" en informatique ont longtemps été des éléments 
cooteux par r.apport, en particulier, aux lignes de transmission 
et aux terminaux. On a, par conséquent, cherché a les 
rentabiliser au maximum en les mettant en commun entre le plus 
grand nombre d'utilisateurs. On en arrivait donc a des systèmes 
hyper-centr.a l i.sés où se trouvait rassemblée toute 
l'intelligence. La distribution des fonctions au sein d'un 
système informatique était simple : 
le maximum dans le système central 
le minimum près du terminal 
Pour assurer un niveau de service suffisant aux 
utilisateurs, il convient de mettre en oeuvre des techniques 
(connues) dont la complexité croit rapidement avec 1·ampleur du 
système. tl s·agit d'une part, de permettre le trai.tement 
simultané d'un grand nombre de travaux ( multiprogrammation, 
time-sli.ce, réentrance de programmes ... ) Il s·agit d'autre part, 
de gérer de manière satisfaisante 1·ensemble des données 
relati.ves a ces travaux ( bases de données, contrôle d'accès et 
de concurrence ... ) Les problèmes de sécurité et de performance 
sont solubles par des techniques relativement complexes 
( repri.ses automatiques, problème de la cohérence des données 
dans un envir.onnement transactionnel ... ) dépendant du niveau de 
fiabilité dèsirè. 
Comme on peut le pressentir, ce foisonnement de software 
engendre 1·exècution d'un grand nombre d'instructions parasi.tes 
i.nuti.les au trai.tement lui-même. c·est ce que l'on appelle 
parf.oi.s" 1·overhead "des systèmes d'exploitation. On constate 
en effet que, . depuis quelques années, 1·accroissement de 
complexité des systèmes devient alarmant. Ils supposent 
maintenir. un environnement considérable en compétence technique 
et en nombre. T~s systèmes d'exploitation sont parfois 
i.mprêgnês d'un nombr.e intolérable d'erreurs de software, sur.tout 
dans les systèmes de grande taille. Les opér.ations de r.epr.ise 
de travaux, pas toujours comprises dans le software 
constr.ucteur, se révèlent de plus en plus difficiles au fur. et a 
mesure qu·on mélange en multiprogrammation sur une même machine 
des modes de traitement ( par lot, en temps r.éel, en temps 
par.tagé ), puis qu·on exploite en ligne des bases de données qui 
doivent être reconstruites après lesdits effondrements, puis 
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qu · on greffe la mémoire virtuelle sur le tout. Chacune de ces 
étapes représente une escalade de complexité. ce phénomène de 
centralisation, parfois aggravé par ce que l'on pourrait a la 
l lmi te qua li fi.er d · impérialisme des informaticiens " a 
contri..bué a atteindre un degré de sophistication fréquemment 
dangereux. (Cfr. schéma l) 
Ôr d 1· I'\ d. _ t e. u ,:_ 
Ccnrrdl 
Tc..r:.m.L.n .. tl . _ 
1.?..?.. Deuxi.ème êtape: lli.pparition des concentrateurs 
T,a connexion directe d · un grand nombre 
1 · ordinateur central devient problématique. 
o · une part, cela s·avérait coateux pour 
principales: 
de terminaux a 
deux raisons 
Le matériel nécessaire a la connexion d'un terminal sur 
1 · ordinateur central représente un coat non négligeable et 
la gestion des transmissions pour un nombre important de 
terminaux monopolise la puissance de 1·ordinateur central 
pour des taches auxquelles il n·est pas adapté . 
T,es lignes de transmission conunencent a représenter un coat 
important dans 1 · ensemble de l ' installati on alors qu ' elles 
ont un fai..ble taux d ' utilisation. 
n·autre part, la complexité d ' une telle organisation a 
consêquence irrémédiable une forte dégradation du 
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eu pour 
temps de 
i:-eponse. 
T,'inti:-oduction des concentrateurs a permis d'apportei:- une 
-r:êponse satisfaisante a ces deux points. Les concenti:-ateu,:-s 
assui:-ent au moindi:-e coat les fonctions de communication et de 
ti:-anspor.t. Du fait de leur situation privilêgiêe ( au contact 
des tenninaux) et de leur nature ( matérie l programmable le 
plus souvent), ceux-ci sont capables de prendre en charge un 
cei:-tain nombre de fonctions simples liées aux applications. 
( Cfr. schéma 2 ) . 
C OV'\ C ~n rr,~Jw,. 
S,·Mr-11:. 
'Rctp , Je 
J) e'ce1d·ra.l i"~t 
l . ?..3. Troisième étape: Apparition des frontaux 
Dans les deux premières étapes, l ' ordinateur central reste 
chargé de fonctions de gestion de transmission avec les 
tenninaux (étape l) ou avec les contentrateurs (étape 2) au 
moyen d ' un contrôleur de communication cablê . L ' apparition des 
mini-oi:-dinateurs et 1·expêrience acquise avec les concenti:-ateurs 
ont conduit a ,:-emplacer les contrôleurs de communication cablés 
par. des conti:-ôleurs programmés, dits frontaux. Contrairement au 
concentr.ateur, le frontal est intimement reli é au centi:-al par 
une interf.ace rapide et peut donc enti èrement décharger le 
central de fonctions telles que la gestion des transmissions . 
Le processeur frontal réalise les fonctions de contrôle du 
réseau de télécommunication. Il gère automatiquement les ordres 
a · enti:-ées-sorties vers les différentes stations . Les programmes 
fournis par le système pour gérer les échanges avec les 
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tenninaux et rendre les programmes d'application indépendants 
des caractéristiques physiques des appareils sont exécutés par 
le frontal. Celui-ci gère également les incidents liés aux 
transmissions. Un processeur frontal constitue donc une 
extension du central dans lequel les opérations de gestion des 
conununications sont décentralisées. Le fait que le frontal soit 
programmable pennet de plus, de modifier les procédures de 
transmission sans avoir a intervenir sur le logiciel du central. 
( Cfr. schéma. 3 ) . 
F1·<:J. 3 
1.?..4. Quatrième étape: Réseaux généraux d'ordinateurs 
Dans les trois premières étapes, le système 
téléinformatique a une structure étoilée autour de l ' ordinateur 
central. Dans cette dernière étape, on a affaire a des réseaux 
généraux d ' ordinateurs dans lesquels: 
un terminal peut accéder a différents ordinateurs pour 
bénéficier d ' une variété de services, 
les conununications entre ordinateurs permettront de 
réaliser des applications informatiques distribuées. 
Cette Atape coincide également avec 1·apparition des ter.minaux 
intelligents qui s·apparentent de plus en plus a des micro-
or.dinateurs. T,a tendance actuelle est de repor.ter. les 
trattements a la périphérie du réseau dans les ordtnateurs de 
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traitement et les terminaux intelligents, les intermédiaires 
étant uniquement chargés de transporter l'information sans la 
traiter. (Cfr. schêma.4). 
Ôr d.t.'n al e..ur 1 
de. 
Trai.h.W\e.>'\..f" 
~i.sea.u. 
cle. 
T.\.QY1Shi1·s"!>,·ci,-, de. 
':Don n c.'~~ 
f"-t9 .4 
1ci encore l'idée de répartition des fonctions n·est pas sans 
incidence sur l'architecture du reseau qui peut elle-même avoir 
un caractère centralisé ou décentralisé. Les deux organisations 
ont leurs avantages et leurs inconvénients. 
r, · architecture hiérarchique centralisée permet au 
calculateur frontal d'optimiser le trafic total de messages 
qu·un réseau de lignes a débit donné peut supporter, ce qui 
donne 1·occasion a 1·utilisateur de faire des économies en 
coat de localisation de lignes spécialisées. 
w· architecture décentralisée maillée ne permet pas une 
telle optimisation car aucun contrôleur de noeud du réseau 
ne peut prévoir a 1 · avance les messages qui lui seront 
offerts par d'autres contrôleurs de noeuds. Par contre, 
ces réseaux offrent en général une ou plusieurs voies 
possibles pour le routage des messages et ces alternances 
permettent aux contrôleurs de noeuds d'équilibrer le trafic 
sur. le réseau entier. 
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l. 3. CEN'l'RAT,tSA'l'tON E'l' DECENTRALISATION 
Comme on vient de le voir, dans le passé, des considérations 
d'ordre économique favorisèrent le partage d'un système central 
parnii un nombre important d'utilisateurs. Le système 
d ' exploitation se voyait ainsi attribuer l'importante charge que 
représentait le contrôle a·un tel partage. Actuellement, les 
progrès technologiques ont contribué d'une part a une baisse 
considérable des prix des composants et des mémoires, et d'autre 
part, a une disponibilité croissante de moyens de communication et 
de tèlêtraitement. Une conséquence de cet êtat de choses est 
l ' aboutissement a· une nouvelle organisation possible du software. 
Conjointement a cette avance technologique, on a pu discerner dans 
certaines entreprises un dêsir de plus en plus marquê de 
dêcentralisation. Que ce soit pour des raisons d'ordre 
politique,administratif voire psychologique, on tend actuellement a 
la distribution des responsabilitès parmi les parties concernées de 
façon a leur assurer une indépendance maximale ainsi qu·a· 
l ' émiettement du pouvoir de décision de façon a motiver 1·exècutant 
dans sa tache. 
On ne peut cependant pas généraliser ces structures d'organisation 
et, dans certains cas, le ,aintien d'une volonté de centralisation 
peut être un frein au choi~ de systèmes répartis qui menaceraient 
de remettre en question la structure de pouvoirs en place. La 
principale crainte dans un tel environnement est celle d'une 
décentralisation des dêcisions. L'éclatement des services 
informatiques risque, aux dires de certains, de conduire a une 
perte de contrôle par la direction générale de ·1·entreprise de la 
gestion informatique de celle-çi et a l'élaboration de logiciels de 
gestion parallèles et non compatibles les uns avec les autres. 
On peut établir une première grande classification des 
architectures de systèmes possibles et ainsi, examiner quels somt 
leurs impacts quant a la répartition des traitements et du stockage 
des donnêes. 
Dans un système centralisé, les moyens de traitement et de 
stockage se trouvent situês dans un même lieu. Des terminaux 
géographiquement dispersês dialoguent avec le système central. 
Dans un tel contexte, 1·ordinateur central doit être pourvu d"un 
logiciel de base très élaboré. Celui-ci devait en effet, d·une 
part assurer le contrôle du partage des ressources du système et 
d'autre part, supporter des défaillances partielles en mettant en 
oeuvre des mécanismes de reconfiguration automatique. Ceci 
explique que, de plus en plus, des chefs d'entreprises se sont 
plaints de la lourdeur de leur système informatique et de la 
lenteur qu•implique toute modification de procédure. 
Comme alternative a de telles structures de nature centralisée 
apparatt actuellement la tendance a la décentralisation. Celle-ci 
repose sur le principe de l ' intégrité de la gestion a un niveau 
élémentaire. En d ' autres termes, toute cellule de travail d'une 
entreprise doit avoir les moyens d·assurer sa gestion, moyens 
qu · elle ne partage pas avec une autre unitè. Dans de telles 
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architectures, le traitement et le stockage de l ' information eux-
mêmes placés plus près des utilisateurs sont éclatés sur plusieurs 
ordinateurs plus petits ou sur des terminaux dits intelligents ( la 
limite entre ordinateur et terminal devient plus floue ) qui 
peuvent échanger des données entre eux par l'intermédiaire de 
moyens de communication. La notion de système central disparait 
complètement, ce qui introduit peut-être un autre type de 
complexité dans la mesure où il faut malgré tout veiller a assurer 
au système global sa cohérence et sa cohésion mais les seriices 
offerts sont probablement meilleurs ( temps de réponse, 
disponibilité du système ... ). Cette approche est théoriquement 
devenue avantageuse avec le développement de la micro-informatique. 
Celle-ci fera 1·objet d'un examen particulier ultérieurement. 
(Cfr. parag. 1.5) Il est a noter a ce stade du développement qu"il 
faut faire une distinction entre deux approches fondamentalement 
différentes quant a la conception des systèmes distribués. 
Une première façon de voir les choses consiste a assurer a 
chaque cellule de travail une autonomie complète dans la 
mesure où l'information est saisie, traitée et restituée dans 
les lieux où elle est produite et consommée. Cette optique 
est parfaitement compatible avec une structure d'organisation 
a tendance décentralisée. Une des raisons d ' agir de la sorte 
repose sur "hypothèse que le personnel responsable d'une 
entité se sent davantage motivé s'il a l'entière 
responsabilité d'un ensemble d'information et de son 
traitement. 
Une deuxième façon de voir les ch oses consiste a décentraliser 
les fonctions comme ci-dessus mais a repartir les données 
entre les divers utilisateurs de façon transparente, c·est-
a-dire que ceux-ci accèdent aux données sans se préoccuper de 
leur localisation physique dans le réseau. Les utilisateurs 
n'ont accès qu·a des objets logiques. ces techniques relèvent 
du domaine des bases de données réparties. (Ce sujet sera 
abordé au parag. 1.7) 
Un système semi-centralisé constitue une solution 
intermêdiaire entre les deux extrêmes evoquês ci-dessus. Il est 
caractérisé par le fait que la saisie de 1·information peut être 
effectuée de manière autonome, éventuellement faire l'objet d'un 
premier traitement pour ensuite être transmise depuis le site 
distant vers le système central où elle sera traitée a nouveau 
et/ou exploitée par d ' autres utilisateurs. On aboutit ainsi a une 
concentration d ' un nombre relativement faible de données au niveau 
central et leur traitement peut s · effectuer sans avoir recours a la 
multiprogrammation. 
1.4. CARACTERISTIQUES DES SYSTEMES DISTRIBUES 
Les points suivants reprennent différentes caractéristiques 
imputables aux systèmes distribués. Cette liste est loin d ' être 
exhaustive; elle a seulement pour but de mettre en évidence 
certains aspects spécifiques de ces systèmes et de voir dans quelle 
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mesure ils sont susceptibles d'apporter des éléments de réponse a 
certa.ins problèmes cruciaux dégagés lors de 1 · analyse des systèmes 
décentralisés. 
l. Faible coat 
Le faible coot est une caractéristique importante en ce sens 
qu·elle constitue peut-être une des raisons principales qui est a 
la base de cet essor croissant de l'informatique répartie. cette 
évolution n·a été possible, comme nous 1·avons vu, que grace aux 
progrès technologiques. La baisse des coats des systèmes dépend 
.. , . .... . ,., ... .,.--:,._ . .. ,-- -
principalement des facteurs suivants : 
importante diminution de prix des composants et des mémoires 
disparition de taches générées par des systèmes centralisés 
et massifiés 
l'importance du marché de l'informatique répartie qui 
autorise de sustantielles économies d'échelle. 
Il ne faut toutefois pas perdre de vue que, parallèlement a 
cette diminution des coots, d ' autres charges sont a prendre en 
considération. Il est en effet probable que, dans un tel 
cor. exte, les frais de personnel soient susceptibles de 
s · a croitre suite a la répartition des équipements sur différents 
sit s. En outre, le coat des lignes peut, dans certains cas, 
être non négligeable. 
2. Meilleure utilisation des ressources 
On peut dire que l'informatique répartie contribue a une 
meilleure utilisation des ressources en ce sens que dans un 
système centralisé une part importante du système d'exploitation 
est consacrée a la gestion des problèmes découlant du fait que le 
système fait l'objet de requêtes nombreuses et diversifiées. Le 
système d ' exploitation doit en effet remplir un grand nombre de 
fonctions visant a assurer au système sa cohérence. Il doit, en 
outre, garantir un contrôle et des protections d'accès qui, dans 
certains contextes, sont loin d'être négligeables. 
Cet aspect complexe a comme conséquence immédiate une 
dégradation des performances et cela explique la tendance de 
l'informatique répartie a regrouper les différents types de 
travaux et a affecter leur traitement a des processeurs 
spécialisés. Entendons par la le fait que cette spécialisation 
est perceptible au niveau même du fonctionnement des ordinateurs. 
Contrairement a l'architecture des premiers ordinateurs qui 
comportaient un processeur central unique dont dépendait 
1 · exécution de 1·ensemble des processus, on a tendance 
actuellement a le remplacer par une association de processeurs 
spécialisés (pocesseur d ' entrée/sortie, processeur de base de 
données, ... ) 
3 . Modularité 
Il y a bien sar différentes façons d'envisager une découpe 
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plus un concept de localisation géographique. 
5. Traitements simples au niveau local. 
Il est probable que les traitements effectués aux niveaux 
décentralises soient plus simples que ceux effectues au niveau 
central. Cela tient essentiellement au caractère spécialisé que 
revêt alors le traitement. Cette moindre complexite est 
également doe au fait qu·a ce stade, il ne faudra pas tenir 
constamment compte de 1·ensemble des cas de figures possibles 
dans le cas theorique général. Il est absurde de vouloir traiter 
automatiquement tous les cas possibles, quels qu"ils soient, a 
l'échelle d'une unite decentralisée. Les cas d'exception 
demandent en genéral une intervention humaine en fin de 
traitement d'où l'intérêt d'avoir des outils permettant une 
réelle interaction homme-machine. Dès lors, a la rencontre d'un 
cas particulier, l'individu peut decider, modifier ou adapter les 
opérations a réaliser ( ce qui n·est pas le cas dans un système 
centralisé où'les exceptions sont soit prises en compte après 
coup, soit traitees avec des retards parfois considérables. 
6, Meilleurs services aux utilisateurs. 
on a souligne ci-dessus la tendance en informatique a la 
spécialisation des traitements. Ce choix des processeurs les 
mieux appropries a des travaux particuliers a pour consequence 
des meilleurs temps de repense. D'autres élements des systèmes 
repartis contribuent a cet effet. A titre d'exemple, mentionnons: 
le simple fait que 1·on peut transmettre des informations a 
un taux plus rapide 
la possibilité de réduire le 
transaction en effectuant 
décentralisé un pré-traitement. 
temps d·execution 
au prealable a un 
d'une 
niveau 
Les temps d·acces risquent également d'être nettement plus 
satisfaisants et ce , notamment a cause 
de volumes moindres de données manipulées 
d'un système d'exploitation moins complexe 
Remarquons toutefois que dans certains cas où 1·on a recours 
systèmes de gestion de bases de données, ces temps 
susceptibles d'augmenter singulièrement. 
7. Problèmes de securite. 
La notion de securite recouvre en fait 
reaction du système en cas de panne 
vulnérabilité. 
Réaction du système en cas de panne. 
deux 
et le 
concepts: 
problème 
aux 
sont 
la 
de 
Dans un système distribue, on peut parler de conséquences 
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6. Mei. l leur.s ser.vi.ces aux ut i. 1.isateurs. 
On a souli.gnê ci.-dessus la tendance en informati.que a la 
spêci.ali.sati.on des traitements. Ce choix des processeurs les 
mi.eux appropr.i.ês a des travaux parti.culiers a pour consequence 
des meilleur.s temps de r.êponse. o·autres êlêments des systèmes 
rêpar.ti.s contr.i.buent a cet effet. A titre d'exemple, menti.onnons: 
le si.mple fait que 1·on peut transmettre des informati.ons a 
un taux plus r.apide 
la possi.bi.litê de rêduire le temps d·exêcuti.on d'une 
tr.ansacti.on en effectuant au prêalable a un ni.veau 
dêcentr.alisê un prê-traitement. 
T,es temps d · accès risquent êga lement d · être nettement plus 
sati.sf.ai.sants et ce, notamment a cause 
de volumes moindres de donnêes manipulêes 
d'un système d'exploitation moins complexe 
Remarquons toutefoi.s que dans certains cas où l'on a recours 
systèmes de gestion de bases de donnêes, ces temps 
suscepti.bles d'augmenter singulièrement. 
7. Pr.oblêmes de sêcuri.tê. 
~a noti.on de sêcuritê recouvre en fait 
r.êacti.on du système en cas de panne 
vulnêrabi.1.i.tê. 
Rêacti.on du système en cas de panne. 
deux 
et le 
concepts: 
problème 
aux 
sont 
la 
de 
Dans un système di.stribuê, on peut parler de consêquences 
r.êdui.tes sui.te a la survenance d'incidents en ce sens que 
les effets seront gênêralement localisês. ce sera le cas 
dans la mesure où 1·on vise a distri.buer les fi.chi.ers et 
encourager. 1.e traitement maximum au niveau local. 11 faut 
toutefoi.s attirer l ' attention sur le fait que dans un 
environnement base de donnêes rêparties , il s·agira de 
mettre en oeuvre des techniques relativement complexes de 
reconfiguration automatique, ce qui peut remettre en cause 
le caractère local d'une panne. 
Un autre point intêressant des systèmes rêpartis rêside dans 
le fai.t que 1 · on peut utiliser de telles architectures de 
diffêrentes fa~ons selon l'êtat de fonctionnement du système 
et du r.êseau. Ainsi, en cas de certaines pannes, on peut 
envisager de continuer un travail de saisie et de contrôle 
au ni.veau local grace aux moyens de traitement et de 
stockage dont on dispose (cassettes, disques souples ... ). 
cette i.nformation conservêe localement pourra ensuite être" 
rê-injectêe dans le système en vue a·un traitement 
ultêr.i.eur 
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Vulnérabilité. 
T,un des corollaires de la concentration des moyens de 
traitement et des fichiers qui leur sont associés ) est 
une vulnérabilité croissante de 1·entreprise a tout danger 
menaçant. Son talon d'Achille: le centre informatique. 
celui-ci est en effet exposé a différents types de 
destruction tels que: 
la destuction physique ( incendies, innondati.ons, 
explosions .... ) 
la paralysie du système 
électrique, grève ... ) 
le vol d'information 
la fraude massive 
incident d'alimentation 
Les systèmes décentralisés peuvent dans une certaine mesure 
appara1.tre moins vulnérables du simple fait de leur dispersion, 
mais d'un autre côté ils semblent tout a fait assujettis a leurs 
moyens de transmisssion. Par conséquent, en agissant sur ces 
moyens, ne ri.sque-t-on pas des problèmes équivalents de paralysie 
totale du système? 
a. Facteurs psychologiques. 
Sana accorder une importance excessive a ces facteurs 
d'ordre psychologique, il faut toutefois reconnaitre que ceux-ci 
peuvent avoir une influence au sein d'une entreprise. Ainsi., 
dans un contexte décentralisé, le fait d'accorder a uno unité une 
certaine autonomie et une certaine autorité quant a la gestion 
d'un ensemble d'informations peut avoir pour conséquence de 
dégager un sens accru des responsabilités et une meilleure 
attention au travail exécuté a·ce niveau. 
l.5. RO'LF. PRr.PONDERAN'!' DE LA MICRO-INFORMATIQUE 
T, • apport de la micro-informatique en matière de systèmes 
répartis est considérable dans la mesure où elle permet d ' atteindre 
une si.mpli.ci.té qui était exclue dans le contexte a·une grosse 
machine centrale. Il est intéressant a ce propos de relever 
quelques caractéristiques propres a ces outils de l ' informatique 
répartie: 
1. faible coat: 
Cela est essentiellement da, comme on 1·a déja mentionné, aux 
progrès technologiques. Soulignons deux facteurs en faveur de 
l'abaissement du coat des micro- ordinateurs: 
leur coat peut baisser plus vite que celui des gros 
or.di.nateurs du fait du jeu de la production de masse, 
les micro-ordinateurs n · ont besoin ni a·une grande 
puissance de calcul, ni d'une capacité de mémoire 
étendue, ni d'unités d ' impression rapide. 
2. performances adaptées aux besoins: 
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T,es mi.cro-ordi.nateurs ne sont pas conçus pour trai.ter des 
chatnes complexes de programmes sophistiquês mai.s pour 
r.èsoudre des problèmes si.mples et spêcifiques. ex. 
facturati.on, gesti.on de stock, paye, ... ) Un autre point 
i.ntêressant relati.f a cet aspect des choses consi.ste a 
utili.ser la micro-programmation. Disposer de machines micro-
programmables peut être très avantageux dans la mesure où 1 · on 
peut attei.ndre une très grande souplesse d'adaptati.on. On 
peut en effet envi.sager de mettre au poi.nt un jeu 
d'i.nstructi.ons particulièrement adaptê et effi.cace dans le 
cadre d'une application particulière. Bi.en qu · une telle 
rêalisation est loin d'être êvidentel 
3. autonomie: 
T,es mi.cro-ordinateurs doivent être vus comme des outi.ls 
enti.èrement autonomes, et ce, a deux points de vue: 
autonomi.e physique: 
T,es mi.cro-ordi.nateurs sont des ordinateurs a part enti.êre 
en ce sens qu ' ils ne doivent nullemeht être connectes a 
un système centràl pour assurer leur fonctionnement. 
autonomie du software: 
On peut envisager de laisser une possi.bilitê de modifi.er 
la programmation de façon relativement indêpendante au 
ni.veau du micro-ordinateur. Il est êvident que de tels 
changements ne peuvent se faire qu·en respectant 
cer.tai.nes contraintes impêratives en vue de ne pas 
compromettre l'intêgrité du système global. 
4. tai.lle rêduite: 
Pour. attei.ndre une souplesse d·utilisation,une taille rêduite 
est indispensable. Les micro-ordinateurs ont 1 · avantage 
d ' êtr.e facilement transportables et non pas cantonnês dans un 
local parti.culi.er: la fameuse" salle de l'ordinateur" . 
S. Maintenance rêduite: 
cette caractêri.st i que de maintenance rêduite est essentielle 
au dêveloppement des micros-ordinateurs . La mai ntenance et le 
dêpannage sont, en effet, des élêments cruciaux dont dèpendent 
la bonne marche a·un sy~tème informatique et sa rentabilitê . 
Dans ce domaine, plusieurs facteurs jouent en faveur des 
mi.cro-ordinateurs: 
T,es composants ut ilisés pour leur fabrication 
extrêmement fiables. 
sont 
T,es constructeurs s · efforcent de réduire au maximum les 
parti.es 
mécaniques dans les périphériques. 
1,a modulari tê du hardwar~ permet de procéder a des 
èchanges standard en cas de panne. 
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Un aspect ùnpor.tant de la mi.cr.o-i.nformati.que r.êsi.de dans 
le fai.t qu'elle ouvr.e une porte a une nouvelle classe 
d'uti.li.sateur.s potentiels. Son avènement a pour. consêquence de 
f.ai.r.e pênêtr.er. l ' i.nformati.que dans des domai.nes où sa pr.êsence 
etai.t jusqu· alor.s i.mpensable compte tenu du coat êlevê de son 
matêr.i.el. De ce poi.nt de vue ( commer.ci.al ), i. l appar.att que 
les domai.nes de la petite gestion, de 1· automati.sme et 
l ' i.nstr.umentati.on constituent les poi.nts forts, donc moteur.a 
de cette f.utur.e i.nfor.mati.que. 
l . 6 . RF.SF.AUX T .OCAUX 
Un usage i.nter.essant des micr.o-ordinateurs consi.ste a reli.er 
ceux-ci. de fa~on a former un rêseau local. Un tel r.êseau se 
car.actêr.i.se essenti.ellement par. le fai.t qu ' i.l permet des 
tr.ansmi.ssi.ons a gr.ande vi.tesse sur des di.stances relati.vement 
cour.tes. Il n·entr.e pas dans le cadre de cet expose de se li.vr.er. a 
un examen appr.ofondi. de la technologie ni. des di.ffêr.entes 
conf.i.gur.ati.ons exi.stantes dans le cadre des rêseaux locaux. Un 
tr.avai.l de synthèse relati.f a ce sujet figure dans (10). 
Cette êvoluti.on r.elativement rêcente susci.te un i.ntêr.êt che7. 
bon nomhr.e 
menti.onner. 
consentis 
systèmes. 
d · ut i. l i.sateurs . Pour s · en conva i.ncr.e, i. l su ffi.t de 
quelques systèmes exitants ainsi. que les effor.ts 
dans 1·examen des possibilitês offertes par. de tels 
A ti.tre d'exemple, citons simplement: 
Le r.êseau MI't'RIX de la firma amêricaine MITRE (27] . 
T,e r.êseau E't'HEIDra'l' de la firme américaine XEROX ( s J . 
T,e r.êseau SPIDER de la firme américaine BELL TET,EPHONF. [ 14] . 
T,e r.êseau DCS ( Distributed computing System) de 1 · UNIVERSI'l'Y 
CAT,TFORNIA IRVîNF. [ 12] . 
T,e projet MICROBE qui est une rêalisation 
de donnêes r.elationnelle rêpartie sur 
micr.o-ordinateurs.(13). 
l.7. BASES DF. DONNEES REPARTIES 
l . 7.l . Notion de base de données reparties 
d'un système de base 
un réseau local de 
r,·appr.oche préconisée dans (24] est de souteni.r que la 
notion de base de données reparties (B.D . R.) est en fait un 
concept r.elati.vement ancien . Selon les auteurs, le car.actêr.e 
r.eparti. d ' un ensemble d'informations a êté soumis a une réalité 
centrali.satr.ice inhêrente a des contraintes d · ordre 
technologique. L'atout technique qui a permis a l ' informatique 
d ' appr.êhender les bases de données rêparties est très clairement 
le développement des rêseBux. Cette situat i on associée au fait 
que les bases de données traditionnelles centralisées montrent 
aujour.d ' hui. avec évidence les limites de leur utilisation 
contri.buent a l ' ùnplémentation des bases de données reparti.es. 
A titre d'exemple , citons la référence (7) où l'on peut 
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constater. les efforts entrepris pour adapter. un 
gesti.on de base de donnée existant dans une 
r.êparti.tion. 
système de 
opti.que de 
Pour illustrer ce point, il suffit toujours selon les 
auteurs, de ci.ter deux exemples représentatifs de la dêgradati.on 
du ni.veau de service offerts aux utii:ilisateurs dans un contexte 
de bases de données centralisées. 
T~ premier exemple concerne une entreprise comportant un 
siège central et une multiplicité de filiales géographiquement 
dispersées. ( exemple: multinationales, ... ) 
Dans une solution centralisée, la base de données représentant 
l'ensemble du système d'information de toute l'entreprise est 
installée et gérée dans le service informatique du si.ège 
central. T,es fi lia les possèdent généralement une copie de la 
partie de la base de données qui leur est utile, copie sur. 
laquelle elles font leur traitements locaux sans interférer. avec 
le système central; les copies sont périodiquement remi.ses au 
siège central afin de mettre a jour la base de données. 
1maginons alors que le système d'informations de 1·entreprise 
s·ent:i.chisse 
données du 
essentielles 
6. T,a fiabilité 
continuellement 
siège central 
sont imputables a 
et que, conséquemment, la base de 
s·accroisse. Trois critiques 
un tel type d'organisation. 
11 est prêvisible que la probabilité de panne soit fonction de 
la complexité du système mis en oeuvre a moins que 1 · on 
investisse de manière conséquente dans la gestion des problèmes 
de fi.abi li té. 
7 . Augmentation des coats non proportionelle a l'amélioration du 
service rendu. 
Des considérations d ' ordre économique tendant a prouver que si, 
sans pour autant changer la nature du problème, on amplifie le 
volume des données qu • i1 met en jeu au-dela d'un seuil critique, 
le coat de l a solution peut augmenter en proportion et qu · a 
celui.-ci. s· ajoute le coat de 1· infrastructure développée pour 
permettre la mise en place de la solution. 
B. 1nadéquation de 1·outil informatique 
1·application qui 1·emploie . 
aux besoins de 
T,a tendance en gestion des entreprises allant essentiellement 
dans le sens de la décentralisation, il est probable qu · un 
outil informat i que hautement centralisateur s·avère mal adapté . 
T,e deuxième exemple est relatif aux situations où un 
ensemble de personnes ( physiques ou morales ) possédant chacune 
letir. propre système d ' information décident a un certain moment 
de r.êunir. leur capital d'information afin d6 ' accro1tre le niveau 
de service rendu a chacun d ' entre eux. Dans un tel exemple, il 
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est évident que la mise en commun des bases de données 
existantes ne doit nullement correspondre a une quelconque perte 
d'individualité des partenaires qui doivent rester mattres en 
leur domaine . seules des procédures de communication et 
synchronisation doivent être réalisées pour permettre ce nouveau 
service commun . 
1..7.?.. Principaux avantages des bases de données réparties. 
T,e but de ce paragraphe est de présenter un certain nombre 
d ' avantages des bases de données réparties. Ces avantages sont 
regroupés en trois grandes classes que nous examinerons 
successivement : les aspecta humains, les aspects relevant des 
organisations d'entreprises et enfin les aspects économiques. 
l. T,es aspects humains 
Résistance psychologique a un système centralisé. 
Si 1·on examine le problème de l'implémentation d'une base 
de données centralisée dans une entreprise où chaque 
service dispo3e déja d'un ensemble de fichiers structurés 
selon leurs critères particuliers, on voit que la 
constituti on d'une bases de données boulverserait 
profondément les habitudes des utilisateurs et remettrait 
en cause l a vision personnelle qu · ont ceux-ci de leurs 
données. Les bases de données reparties proposent une 
solution a ce problème en permettant a ces services de 
conserver leur individualité, leurs méthodes de travail, 
leurs façons de voir les choses, tout en permettant 
l'établissement d'une standardisation ainsi qu · un contrôle 
d ' accès aux données. 
Perte de pouvoir associé au contrôle des données 
Dans le cadre d'une centralisation abusive, les divers 
services fournissent au centre de traitement de 
l'information des données et utilisent des résultats 
définis en dehors d'eux. Cette situation n·est en général 
pas bien supportée car elle constitue une perte réelle de 
contrôle et de décision. Elle a pour conséquence 
inévitable une dégradation de la qualité des données 
fournies. 
r,·emploi d'une base de données répartie permet de retP.ouver 
un équilibre plus juste en redonnant a chaque service des 
pouvoirs ( traitement et gestion des données locales au 
service) et en rendant néanmoins possible un partage aisé 
des informations. 
Enrichissement des taches 
La prolif ération des micro-ordinateurs ainsi que la 
disponibilité de logiciels évolués permettent a 
1 · utilisateur d'avoir un contact d i rect avec son outil. Ce 
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phènomène de dèmocratisation de 1·informatique peut da•s 
une cer.tai.ne mesure rendre possible pour 1 · utilisateur de 
concevoir et rèaliser dans sa quasi-totalitè une 
application de gestion. Il ne se contente plus de saisir 
uniquement des donnèes qui seront effectivement uti.lisèes 
par d·autres. 
7.. T,es aspects organisationels 
ta nècessi.tè de rèpartir les informations, leur gestion 
amnsi que . leur traitement existe dans la rèalitè vècue 
indèpendamment de toute application informatique. L· outil 
rèparti peut s · avèrer plus puissant que la simple somme des 
outils locaux qu · il intègre. Cela provient du fait que la mise 
en commun d·information de provenances distinctes produit un 
phènornène de synergie. Utilisèe pour une bonne cause, cette 
augmentation de puissance constitue un avantage indèniable. tl 
va de soi. qu·on se trouve ainsi devant un dèbat a 1 · ordre du 
jour. et qui est celui des dangers que reprèsente cette puissance 
vi.s-a-vis des li.bertès individuelles et collectives. Il n·entre 
pas dans notre propos d·adopter une position dans ce dèbat, mais 
il paraissait important d·en souligner 1 · existence. 
3. Facteurs èconomiques 
Diminution de la vulnèrabilitè 
Dans une base de donnèes centralisèe, un incident 
quelconque (volontaire ou non ) peut pènaliser la totalitè 
des utilisateurs et rendre inutilisable 1·ensemble des 
moyens informatiques, Dans une base de donnèes rèpartie, 
un incident peut n·avoir qu·une portèe limi.tèe. Les 
informations constitutives de la base êtant dissèminèes sur 
plusieurs sites, un accès au sous-ensemble des infonnations 
localisèes sur les sites non perturbés demeure possible. 
Diminution des coats 
Le si.mple fait d·attribuer un caractère local a certains 
fi.chi.ers peut rèduire le trafic d·information sur un 
rèseau. Dans une base de donnèes rèpartie, 1·utilisateur a 
accès a un enregistrement que celui-çi soit local ou si.tuè 
sur un site a distance. c·est donc cette faible quantité 
d · information qui est vèhiculèe du site èmetteur au site 
récepteur . Il n·en est pas toujours de même .dans une 
organisation classique centralisèe où c · est souvent la 
totalitè du fichier qu·i1 est nècessaire de faire parvenir 
au si.te rêcepteur pour en permettre 1 · exploitation. 
l . 7.3 . Problèmes soècifigues aux bases de donnèes reparties 
Lorsqu · il s · agit de rèpartir des donnèes sur un rèseau, 
deux aspects eosoentiels sont a considèrer. 
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Un premier aspect important réside dans la façon dont les 
données seront stockées et quels seront les chemins d ' accès. La 
répartition du contrôle impose le maintien des copies multiples 
de certaines informations. Il s · agit d'en conserver la 
cohérence tout en permettant un accès en mise a jour. Il est 
également nécesaire de se pencher sur le problème de la 
détermination au nombre optimal de copies et de leur 
localisation sur le réseau. ce problème se ramène a un cas 
particulier de l ' allocation optimale des ressources; des modèles 
mathématiques qui tiennent compte de l ' évolution dynamique de 
1 · a1location .sont décrits dans la littérature. Il convient 
notamment a ce niveau d·assurer un temps de réponse raisonnable 
suite a la requête d ' un utilisateur. Cela soulève un certain 
nombre de problèmes d'optimisation . 
. Un deuxième aspect tout aussi primordial concerne la cohérence 
des données. Il s · agit en effet de veiller a ce que 
les informations manipulées satisfassent aux contraintes 
d · intégrité 
seules les personnes autorisées 
opérations de consultation et de mise 
les accès concurrents n ' altèrent pas 
base de données; 
réalisent certaines 
a jour; 
la cohérence de la 
des utilitaires adaptés gèrent la base de données en cas de 
panne logicielle ou matérielle. 
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CHAPtTRF.?. 
SITUATION DU PROJET 
?. . l . BU'l' POtJRSUtVl: 
T,e projet a. réal i.ser dans le cadre de ce mêmoi.re consi.stai.t a. 
étudi.ef les problèmes suscepti.bles de se poser au cours de 
1 · i.mplémentati.on d · une appl i.cati.on de gesti.on. 1. • appl i.cati.on 
"PF.Tt'l'-PAS"- sur un réseau local de micro-ordi.nateurs. T..e réseau 
devant suppor.ter. 1·appli.cati.on est le réseau COBUS développé au 
T,abor.atoi.re de mi.cro-i.nformati.que de l'F.cole Polytechni.que Fédér.ale 
de T,ausanne,en Sui.sse. Une description détaillée en est donnée au 
chapi.tre 3. T,es spéci ficati.ons fonctionnelles du cas " PF.Tt'l'-P~ " 
sont défi.ni.es avec précision dans (26), l'essentiel en est rappelé 
au chapi.tr.e 4. T,e travail proprement di.t consi.stai.t a. défi.ni.r une 
ar.chi.tecture d' i.mplémentati.on qui. respecte les spêci.f.i.cati.ons 
foncti.onnelles et notamment la découpe êtabli.e en f.oncti.ons-
uti.li.sateurs. Pour 1·archi.tecture retenue, il êtai.t alors questi.on 
de déf.i.ni.r et réali.ser les fonctions-systèmes sous-jacentes a. la 
mi.se en oeuvre du projet. 
On pouvai.t donc a. priori, envisager la démarche suivante pour 
mener a. hi.en cette réalisation: 
l. Détermi.nati.on d'une architecture d'implémentation 
Dans un contexte réparti, la détermination d'une archi.tecture 
d'i.mplémentati.on revêt deux aspects essentiels: d'une part, 
déci.der de l'af-fectation des différents trai.tements sur les 
di.ffêrents processnurs,d·autre part,décider de la re·parti.ti.on 
des données sur les mémoires auxiliaires. Ajoutons a. cela la 
spêci.fi.cati.on de la nature des messages échangés entre les 
di.vers processus. 
?. • Dêfi.ni.ti.on des f.oncti.ons-systême 
~a dêfi.ni.ti.on des fonctions-système recouvre di.vers aspects. 
Cela comporte essentiellement: 
la gestion des accès aux mémoires auxiliaires 
la résolution de problèmes de synchronisation, 
d·exclusi.on mutuelle... caractéristiques de ce genre 
d'appli.cati.ons. 
la gestion des échanges d ' information 
dans le cadre particulier de 1·application une 
éventuelle gestion d'écran 
3. F.xamen des problèmes de sécurité 
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Tl faudra en outre ne pas perdre de vue les aspects de 
protection, sêcuri.tê ... qui assurent au système sa fi.abi.litê. 
Une fois les termes du problème clairement dêfini.s, i.l 
s·avèrera opportun de porter un choix sur les parti.es qui. 
feront réellement l'objet d'une implêmentation. Soulignons 
enfin le fait que ~e but visé ne consistait pas a s·attarder 
sur des problèmes d'optimisation et de performance mais plutôt 
a mettre en êvidence les difficultés typiques d'une telle 
i.mplêmentation. 
?. • ?. • PRF.S'F.N'l'ATTON D'F. T, APPLICATION " PETIT-PAS " 
Pour introduire l'application" PETIT-PAS sans toutef.oi.s 
entrer dans des explications trop détaillées, limitons nous aux 
quelques consi.dêrati.ons suivantes: 
?..?..l. Présentation et organisation de la firme 
T~a fi. nne 
correspondance 
d'organi.sati.on 
P'F.'l:IT-PAS est spécialisée dans la vente par 
d'articles d'habillement. Sa structure 
telle qu'elle se présentait préalablement a la 
déci.si.on d'informatiser est représentée schéma 1. Comme on peut 
le voi.r, la firme est organisée en dêpartements. Chacun d'eux 
possède une direction et comprend différents services. 
l. Di.rection générale (pour mémoire) 
?.. Dêpar.tement commercial. 
Servi.ce "Vente et Marketing" 
Ce service s · occupe du marketing et de la poli.tique de 
vente: définition du catalogue, choix des produits, 
fixation des prix de vente, publicité et promotions, 
etc. 
Service "Gestion de la clientèle" 
Ce service analyse le profil de la clientèle : profil 
soci.o-êconomique, répartition géographique ... Ses 
outils principaux sont un fichier des clients (suivi. 
des ventes a chaque client) et un fichier des 
prospects (clients potentiels a qui. est envoyê le 
catalogue ) . 
servi.ce "Gestion des produits" 
Ce servi.ce étudie 1·evolution des ventes par produit 
et type de produit. Il est en contact très êtroi.t 
avec les services "Vente et Marketing" et "Clientèle". 
3. Dêpartement de la production. 
T,e département de la production s· occupe des ta.ches allant 
de la rêception des commandes a 1·expêdi.tion des colis . Tl 
comprend les servi.ces suivants: 
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7 
Servi.ce d·enregisr.rement des commandes. 
contrôle des commandes, 
crêation du bon de commande 
aux diffêrentes opérations 
commandes. 
interne nêcesssai.re 
de trai.tement des 
Servi.ce de préparation des commandes. 
constitution des colis, emballage et pesage. 
Servi.ce de facturation. 
crêation des factures et documents d·expédi.ti.on. 
Servi.ce d·expédition. 
r,· expêdition se fait par chemin de fer. La fi.rme est 
li.êe a la Sociêtê des chemins de fer par un contrat 
aux termes duquel, notamment, la Sociêtê des chemi.ns 
de fer se charge de la" prise a demi.ci.le" des coli.s 
et facture ses prestations globalement par qui.nzai.ne. 
4. Dêpartement "~chats et Fournisseurs". 
Servi.ce central des stocks. 
T,e servi.ce est chargé de 
i.nformati.ons relatives a 
la centrali.sati.on des 
1·êtat des stocks, 
quoti.diennement aux i.nformations qu·il communique 
autres servi.ces de la firme. 
Servi.ce acheteurs . 
ce sont ces services qui prennent les dêci.si.ons 
relati.ves au choix des fournisseurs, aux quanti.tês a 
réserver, commander et réapprovi si.onner et qui. 
s · occupent du suivi des livraisons-fournisseurs. 
s. servi.ce d·entreposage. 
ce servi.ce est chargé de la rêception des li.vrai.sons des 
fourni.sseurs, du contrôle de la marchandi.se, de 
1 · approvisi.onnement du service de réparation des commandes 
clients. 
6. Département financier . 
servi.ce comptable . 
ce service est notamment chargé de la gestion des 
comptes clients et comptes fournisseurs. 
servi.ce de la Trêsorerie . 
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Service des investissements et financement a long 
tenne. 
~ctuellement, les investissements portent 
principalement sur 1·appareil de production (chatnes 
de constitution des colis, service des commandes 
téléphonées, terminaux de consultation de l'état des 
stocks ... ) Cette automatisation des taches de 
production vise a répondre aux objectifs fixés par la 
Direction Générale. 
7. Département administratif. 
Ce département comprend entre autres le service du 
contentieux et le service du fichier central des adresses 
(adressographe fournissant aux différents services de la 
firme les étiquettes adresses préimprimées; également 
chargé de 1·envoi du courrier préparé par les différents 
services). 
B. Département du personnel (pour mémoire). 
Le détail des procédures utiliséos dans le cadre de la 
solution manuelle est donnée dans [30) 
Un point important est a retenir; il est expliqué ci-
dessous. Dans cette solution, une connnande reçue était 
satisfaite en fonction des disponibilités des stocks. 
Malheureusement, l'ensemble des commandes pouvant être honorées 
en une fois,s·avérait être seulement de l'ordre de 50%. Pour 
les commandes où il restait une partie a livrer, on procédait 
comme suit. Une première livraison partielle avait lieu, pour 
laquelle on facturait au client des frais de transport. Une 
seconde livraison avait ensuite lieu si dans un délai de 21 
jours, on avait pu satisfaire totalement ou partiellement au 
restant de la commande. Quoiqu'il en soit, une fois ce délai 
expiré, le client recevait soit une livraison relative a une 
partie ou l'entièreté de la quantité restant a livrer, soit un 
justificatif de non-livraison. La commande était alors 
considérée comme apurée par la firme et le client prêt a 
attendre et désireux malgré tout de recevoir une éventuelle 
quantité pour laquelle il n·avait pas pu être satisfait, devait 
repasser commande. 
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?..?..?.. Objecti.fs de la di.recti.on générale> 
T,e souhai.t de la Direction Générale est de mettre en place 
un système informatique en vue de trai.ter d'une part les 
commandes clients et les livraisons y afférant, d'autre part les 
commandes fournisseurs ainsi que les réapprovisionnements. 
T,es objecti. fs de gestion qu· elle poursuit sont de deux 
ordres: 
A. Un objectif financier 
Mêli.orati.on de la rentabilité financière a court tenne. 
Essentiellement , cela implique les trois sous-objectifs 
suivants: 
A.l.Amèli.orati.on de la rotation des stocks 
A.?..Rèducti.on du découvert financier 
A.?..l. Enregistrement plus rapide des factures 
A.?..?.. Mini.mi.sati.on des coas de fonctionnement en 
stock 
A.3.Rêducti.on des coats de fonctionnement 
B. Un objectif de marketing: 
Amèlior.ati.on du servi.ce a la clientèle. 
T~s objectifs infonnati.onnels déductibles des objectifs de 
gesti.on sont repris ci-dessous: 
A. 
A. l 
Mi.ni.mi.sati.on du délai 
livrai.son fournisseur 
stock. 
entre le réception d'une 
et son enregistrement dans le 
Mi.ni.mi.sati.on du temps de diffusion de 1·1.nformati.on 
concernant l ' état du stock. 
Meilleure définition des paramètres relatifs a la 
gestion du stock. 
Meilleure connaissance 
consommations .. . ) 
des ventes (panel 
Meilleure connaissance des délais fournisseurs 
A.?. 
Accélération du traitement des factures. 
c·est-a-di.re: 
des 
- réduction du temps de séjour d ' une commande dans le 
système 
- meilleure gestion des débiteurs 
amélioration des conditions de 
fournisseurs. 
A,3 
Di.mi.nution des coats de rupture 
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p _ai.ement aux 
'B 
c·est-a·-dire: 
rêduction du nombre des ruptures 
- rêduction du coat d"une rupture 
Diminution du dêlai de livraison d "une commande 
Rèduction du nombre des livraisons diffèrêes 
Rèduction des commandes refusèes suite a une erreur de 
rèdaction dans le texte de la commande. 
Toujours dans la même optique, la firme envisage de mettre sur 
pied un service de rèception des commandes par tèlèphone. Ce 
service sera dotè de terminaux afin de pouvoir connattre 
instantanèment l'ètat des stocks. 
?..?..3. Critique de 1·existant 
sont: 
T,es principaux griefs imputables a la sol ut ion manuel le 
un dèlai intolèrable de mise a jour des stocks 
le fait que le fichier d'êtat des stocks soit tenu a deux 
endroits diffêrents dans 1·entreprise. 
Sur base de ces considèrations, une nouvelle solution a êtê 
êlaborèe. 
2.2.4. Proposition d'automatisation 
2.2.4.1. Modification de la politique de 1·entreprise 
En vue de rêpondre aux objectifs êvoquês ci-dessus, la 
firme a modifiê sa politique de livraison en ces termes. 
Elle a dêcidê que dêsormais le nombre d'expêditions diffêrêes 
pour une commande êtait a priori illimitê. L · analyse de la 
nouvelle solution a permis de mettre en êvidence qu"il êtait 
commercialement avantageux de procêder de la sorte. T,es 
livraisons s·effectueront au fur et a mesure des 
rêapprovisionnements,; la commande ne sera archivêe qu·après 
son apurement complet ou êpuisement complet des articles 
restant a livrer. 
2.2.4.2. Nouvelle organisation de la firme. 
La mise en oeuvre de la solution automatisêe provoque 
certaines modifications structurelles . Globalement, celles-ci 
consistent d'une part a changer quelque peu 1·organisation de 
certains dêpartements, d · autre part a adjoindre un nouveau 
service: "le centre de traitement de l"information" qui sera 
placê directement sous 1·autoritê de la direction gênêrale. 
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La nouvelle organisation de la firme est reprèsentee schema 
2. Elle est la suivante: 
1. La Direction Gênèrale et les Dêpartements Commer.ctal, 
Financier, et du Personnel restent inchanges 
2. Le dêpartement de Production sera organise comme sutt: 
Service d'enregistrement des commandes 
Celui-çi procèdera a l'aide de terminaux au 
.contrôle des commandes a la mise a jour du 
fichier clients ainsi qu · a· l'enregistrement des 
commandes. 
Préparation des commandes. 
Ce service effectuera la recherche en magasin par 
serie de commandes. 
Service emballage et expedition. 
Celui-çi procèdera a l'aide de 
reconstitution de la commande, 
facturation et a l'emballage et 
commandes. 
Inventaire permanent 
terminaux a la 
au lancement de la 
1·expedttion des 
Tous les vendredi midi, le service de preparation 
des commandes, d'emballage et d'expêdition cessent 
leur travail habituel et procèdent a un inventaire 
permanent. Ils rangent les rayons, comptabilisent 
le nombre d'articles de chaque rayon et signalent 
1·etat des stocks a un gestionnaire des stocks qui 
corrige éventuellement la quantité en stock dans le 
"fichier d'état des stocks". 
3, Département Achats et Fournisseurs. 
Ce dêpartement n · est plus constitue que du seul service 
des achats qui se charge d'effectuer la gestion des 
fournisseurs: choix 
fournisseurs, suivi 
analyse de 1·etat des 
service est également 
des fournisseurs, commandes aux 
des commandes et des livraisons, 
stocks et des commandes client. Ce 
dote de terminaux. 
4. Département d'entreposage . 
Ce dêpartement s·occupe de la réception des livraisons 
fournisseurs, de leur contrôle et de leur enregistrement 
par terminal. Il est aussi responsable du rangement 
dans les magasins des marchandises reçues. 
s. Le centre de traitement de l'information. 
Nouvellement crèê, ce centre dote d ' un matériel adequat 
effectuera dorénavant: 
- 26 -
en liaison temps rêel avec le servi ce 
d ' enregistrement des commandes client, le contrôle 
et 1·enregistrement de ces commandes 
en liaison temps rêel avec le service 
d ' entreposage, le contrôle et 1 · enregistrement des 
livraisons fournisse urs 
en liaison temps rêel avec le service d'emballage 
et d ' expêdition, l ' êdition de tous les documents 
d'expédition en ce compris la facture 
en liaison temps rêel avec le service des achats , 
·une aide a la prêparation des commandes 
fournisseurs 
Compte tenu de ses liaisons avec les autres services , il 
assume êgalement les trait ements suivants : 
s t_ l"' lh.' C: {. 
trnbQ.lla.ft t.r 
G l' i-> t.'di h-o""I 
mise a jour de l'êtat des stocks et des ressources 
gestion des commandes diffêrêes 
optimisation des recherches en magasin (ceci afin 
d'optimiser les parcours). 
S e.r--lh.'Ce. S e.,lJ\.' CJ2. 
El\rC'Jl~t"rt.'Mt~~ ::t nJ orrnct.r l·OI\ 
C o-""'Q." d•5. 
ôRDiNATEUt 
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Se.. r V\ ·c.,q_ 
r )\ h-~ po.t.Q.~ 
:::l.lJ..ll~d ~lXfl::lQ 
CRA PT. 'l'RF. 3 
3 • 1.. RF.MA.RQUF. 'PRF.T,1:Ml:NA 1:RF: 
T.,e but de ce chapitre est de donner une vue synthétique du 
réseau afin de mettre en évidence pour un potentiel utilisateur, 
1·ensemble des possiliilités qui lui sont offertes. A cet effet, on 
s·attardera en premier lieu sur quelques gênéralitês. On fera 
ensuite apparattre la configuration du réseau et on donnera une 
description succinte des divers éléments qui y sont connectés. Une 
distinction sera faite entre la totalité des équipements 
disponililes et ceux qui seront utiles dans le cadre du projet . On 
examinera alors 1·ensemble du réseau a divers points de vue: 
hardware, protocole de transmission et système d · exploitation. 
3 • ?. • GF.NE'RAT, 1:'t'F.S 
T,e réseau local COBUS ( coaxial BUS) a êté mis au point au 
~aboratoire de Micro-informatique de 1·Ecole Polytechnique Fédèrale 
de T,ausanne. Ce système a topologie de bus a pour but de permettre 
1·interconnexion de plusieurs stations intelligentes destinées a 
échanger de 1·information. Le bus coaxial permèt de relier jusqu·a 
64 stations et peut atteindre une longueur maximale de 20cm. 
T,es tr.ansmissions se font en série et sont contrôlé es de manière 
distriliuêe par un mécanisme de contention. 
T,es principes gênêraux de ce type de contrôle sont les suivants. 
Toutes les stations se disputent 1·accês au réseau de 
communication. T~s intentions d·émettre étant tout a fait 
alêatoir.es, il peut arriver que plusieurs stations décident 
d · envoyer un message pratiquement au même instant; auquel cas, on 
dit qu • il y a collision. 
T,e contrôle par contention repose sur le fait que chaque station 
est capable de détecter une telle collision ou une destruction de 
message. Dès lors, une station décelant un évènement de ce type 
arrête immédiatement son émission, attend pendant un certain 
intervalle de temps et retransmet son message. L·occupation du bus 
est généralement telle que les colli sions soient asse7. rares. Cela 
provient du fait que, dans un réseau local, les lignes de 
transmission ont une grande largeur de bande. 
Dans le cas prêcis de COBUS, le contrôle par contention est assuré 
comme sui.t: chaque station connectée sur le réseau écoute 
conti.nuellement le bus. Toute station détecte donc le passage d · un 
message sur. la ligne et n·êrnet qu·en 1·absence de message détecte. 
T,orsqu · el le êmet, elle échantillonne le bus et vérifie si ce 
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qu·elle reçoit corr.espond aux b i ts qu · elle vient d ' émettr.e . T~ 
résultat de son échantillonnage est en fait une fonct i on "OR" 
effectuée sur. les bits d'adresse envoyés a cet instant sur le bus 
par. l'ensemble des stations désirant émettre. Par. conséquent, si 
elle est seule a émettre, elle ne constatera , sauf incident, aucune 
di.fférence. Si, au contraire, une ou plusieurs autres stations 
essayent a ce moment d ' envoyer un message, il arrivera un moment où 
1·une d'elles constatera une diver gence. Dès lors, elle cessera 
d ' émettre et attendra un certain t emps avant de renvoyer son 
message dans sa total i.té. 
T,e protocole assure qu · une seule station ne détectera pas de 
collision, celle-ci continuera donc a émettre comme si r.ien ne 
s · ètait passé . !lest a noter toutef ois qu ' il n·y a pas de station 
pr.ivilègièe quant a l ' obtention du bus; il n · existe aucun mécanisme 
de priorité. 
T,es choses se passent en effet de la façon suivante. 
Conformément au protocole (paragraphe 3.5 . ), une station désireuse 
de communiquer. avec une autre doi t établir un dialogue. Cela veut 
dire que les deux stations doivent échanger des informations dans 
les deux sens, pour se mettre d ' accor d, avant d'envoyer les données 
pr.oprement dites. Pour ce faire, la stati on émettrice (appelée 
SOUR.CF.) envoie en premier lieu une entête de message vers la 
station r.éceptrice (appelée DESTINATI ON) . Les deux premi ers bytes 
de cette entête sont respectivement l ' adresse de la destination et 
l ' adresse de la sour.ce. Dès lors, même si deux ou plusieurs 
stations qui entrent en colli sion s·adressent a la même 
destination, du moins les bytes de leur propre adresse 
différer.ont-ils. Par conséquent , après 1 · envoi de ces deux bytes, 
on peut être assuré que seule une des sources potentielles restera 
en dialogue avec la dest i nation et que les deux stations achèveront 
de transmettre sans être dérangées . 
'F.xemple: 
Considérons le cas de trois stations émettant simultanément . 
Supposons qu·elles se soient adressées a la même destination et que 
le byte émis par chacune d ' elle (et représenté fig.l)so i t celui de 
leur propre adresse. On s · aperçoit que la station qu i ne constate 
pas de divergence est celle d ' adresse la plus élevée des stat i ons 
concurrentes. 
S î ATio,v 1 L __ _ 
STAT iOrJ 2-. I --- _,/_ ea..d.to~ 0010 
- - - - · 7 
S TAT i 01V 3 / a d~ ~se. C Â CO 7 
OR 
--- ----' 
_L __ _ 
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3 . 3. CONF1:GURA't'10N DU RES'EAU 
3.3.l. Vue globale 
T,a confi.guration du rêseau telle qu · elle se présentai. t lors 
de mon arri.vêe au Laboratoire de Micro-informatique est 
schêmati.sêe fi.g.2 
Co b vs 
r----t € C. Li 'i'S E. S HA l(V 
Sont connectêes au rêseau: 
SHA~'f 
~ 
G-J 
un certai.n nombre de stations terminales i.ntelli.gentes 
(Slo@.KY6) constituées d ' un microprocesseur, d ' un êcran d 
accès di.rect dans la mémoire et d'un clavier. 
T,eurs pri.nci.pa les caractéristiques sont les sui. vantes: 
ces stations sont construites autour d'un 
mi.croprocesseur zao de ZYI.,OG. 
Celui.-ci travaille par mots de a bits. 
11 possède deux fois huits registres de 8 bi.ts dont un 
remplit le rôle d'accumulateur. 
4 regi.stres de 16 bits assument les foncti.ons 
sui.vantes: 
compteur ordinal, pointeur de pile et 2 
registres d disposition de l'utilisateur. 
La mémoire vive est de 64 K RAM 
autres 
1,· êcr.an permet d ' afficher 20 lignes de 64 caractères 
(majuscules ou minuscu les accentuées) et envi.ron 
30.000 poi.nts (affichage graphique superposable de 120 
foi.s 256 points). 
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Le clavier est de type ASCII et comporte 7 touches 
supplêmentaires. 
un mini-ordinateur ECLIPSE de Data Gênèral dotê d ' un disque 
de grande capacitê qui constitue la mêmoi re de masse mise 
en commun pour les divers utilisateurs. 
un multiplexeur est êgalement connecté au rêseau. 
Il a pour but de gérer une liaison série venant d'un autre 
mi.ni.- ordinateur ou d ' un terminal du centre de calcul ai.nsi. 
que deux imprimantes ( VERSATEC, SANDERS). Pour plus de 
dêtai.ls, cfr.. paragraphe 3.5 . 7. 
Il était alors question d ' adjoindre une seconde mémoire de masse 
au réseau 1 a· savoir , un micro-disque WINCHESTER de MICROPOL !S 
mais les interfaces logiciels et matériels n · étaient pas encore 
rèali.sès. 
Le mi.cro-disque comporte 3 plateaux formatés de la façon 
apparai.sant sur la ,fig.3. 
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tes capacitês sont les suivantes: 
256 * 42 l0 752 bytes/cylindre 
256 * 42 * 580 = 6 236 160 bytes/plateau 
256 * 42 * 580 *3= 18 708 480 bytes au total 
En conclusion, on peut donc relever l'idêe de base 
prêsidant a une telle configuration du rêseau. 
Elle consiste a centraliser les ressources trop importantes ou 
trop coateuses pour être rêparti es au niveau de chaque station 
et a les mettre a la disposition de tous les utilisateurs du 
rêseau. c·est le cas des mêmoires de masse (disques de grande 
capacitê, ... ) et des êquipements êlectromêcaniques (imprimantes, 
perforateur/lecteur de papier ... ). 
Un avantage inhêrent a un tel rêseau a topologie de bus rêside 
dans l ' indêpendance de la position gêographique des terminaux 
ainsi que dans 1·extréme souplesse et la facilité d'adjoindre de 
nouveaux terminaux. Le rêseau COBUS a prouvê son efficacité eu 
égard aux coats engendrés. Les prix relativement peu êlevés de 
ses interfaces le rend tout a fait adapté pour des petits 
rêseaux locaux reliant des ordinateurs indi viduels. 
3.3.2. Eléments utiles dans le cadre du projet. 
Parmi 1·ensemble des équipements connectés au rêsea4, il 
convient maintenant de faire l a part de ceux qui seront 
explicitement requis pour le projet a dêvelopper. En fait, les 
êlêments qui doivent retenir notre attention sont au nombre de 
deux: 
les stations terminales intelligentes (SMAKY 6) 
le micro-disque WINCHESTER 
T~s stations terminales intelligentes seront destinées a 
supporter les programmes constituant 1 · application de gestion a 
réaliser. 
Le micro-disque comportera tout ou partie 
nécessaires a la mise en oeuvre de l ' application. 
La gestion de cette seconde mémoire de masse sera 
une des stations terminales. 
3.4. AS~F.C~ HARDWARE. 
des fichiers 
assurée par 
Le niveau hardware ne sera abordé que de façon succinte étant 
donné que, dans le cadre de cet exposé, 1·aspect utilisateur 
retient davantage 1·attention . Le lecteur désireux d'obtenir des 
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détails a ce sujet se réfèrera a [10). 
Signalons 1·existence de 2 types d·interfaces spécifiques aux 
2 types de stations connectées au rèseau: 
- un interface non intelligent orienté rêseau (interface 
Cobus) utilisé avec le terminal intelligent. 
- un interface intelligent (avec 2 microprocesseurs) orienté 
station pour le mini-ordinateur et qui utilise l"interface non 
intelligent vers le réseau. 
Dans les stations terminales, c·est 1 ·unique microprocesseur de la 
station qui active 1·interface non intelligent . Pendant une 
transmission, le terminal ne peut pas effectuer d · autres processus. 
Une telle situation est acceptable pour ces stations qui 
travaillent en monoprogrammation. 
Dans les stations de ressources, ce sont les microprocesseurs 
supplémentaires des interfaces intelligents qui dirigent les 
transmissions a travers 1•interface orienté réseau, tandis que le 
processeur principal de la station peut continuer a effectuer 
d·autres processus en parallèle. Le composant principal de 
1 · interface Cobus est un ACIA MC6850 de MOTOROLA (Asynchronous 
Communication Interface Adaptator) . Celui-ci a pour but de 
sérialiser/désérialiser les bytes pour des communications de type 
asynchrone; il assure également un contrôle de parité au niveau du 
byte. Des circuits supplémentaires de type MSI SSI sont 
nécessaires pour assurer les fonctions de synchronisation, 
détection de porteuse et détection d·interfèrence. 
Les divers composants de 1•interface intelligent sont: 
2 microprocesseurs zao de ZYI.OG 
2 mémoires mortes (ROM) associées aux deux micro- processeurs 
1 mémoire vive (RAM) locale qui se partage logiquement en 
trois zones: 
une attribuée a chaque processeur en vue d · y stocker ses 
variables et une zone accessible aux deux microprocesseurs 
destinée au stockage intermédiaire des messages arrivant ou 
partant sur la ligne de transmission . 
1 interface Cobus non intelligent orienté réseau qui est 
di ri.gè par le processeur de protocole 
1 interface DMA entre la mémoire RAM locale et la mémoire 
centrale du mini-ordinateur et qui est sous contrôle du second 
microprocesseur. 
3.5. PROTOCOLE DE TRANSMISSION 
Un PRO~OCOLE se définit comme 1 · ensemble des conventions qui 
permettent la coopération entre entités distinctes voulant 
participer a une tache commune . Dans le cas particulier de Cobus, 
le protocole permet de transmettre un message d · une station 
quelconque a n·importe quelle autre et assure 1 · exactitude du 
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message transmis. Les êchanges se font point a point. La 
technique de 1·envoi simultanê a plusieurs rêcepteurs n·est pas 
possible. Les trois niveaux habituels de protocol e se retrouvent 
sur Cobus. 
- Au niveau le plus bas, les 
alêatoire par les diverses 
mécanisme relativement simple 
gérer les collisions. Les 
niveau du bit. 
bloes sont envoyês de façon 
unitês connectées au rêseau; un 
a êtê mis en oeuvre en vue de 
interfêrences sont detectêes au 
Cette simplicitê impose en contrepartie 2 contraintes 
principales: un bus relativement court et une vitesse de 
transmission peu êlevêe (de l'ordre de 100 Kbits/sec. ). 
Une station dêsirant envoyer des donnêes vers une autre doit 
êtablir un dialogue; pour ce faire, quatre êchanges sont 
nêcessaires.(cfr.fig.4) 
C..~S 'RC E.. C.'BD E.ST 
CBAAC. K 
do I"\ tî i:.' e.~ 
6 ----------:·-·--- --•-.·---C.. 'è '? 1 KT 1 
. . - . -. - ---- '-----------·-- ------! 
:o? LE rv 
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1 . Une entête de message est envoyée de la source vers la 
destination. 
Elle contient: 
1 byte CBDEST qui est l ' adresse de la stati.on 
destination, (de 1 a 377 octal) 
1 byte CBSRCE qui est l'adresse de la station source 
, (de 1 a 377 octal) 
1 byte CBPTYP qui indique la vitesse de l ' émetteur, 
le type du message et la présence d'un du~licata 
l byte CBACSM de somme de contrôle longitudinal pour 
protéger les trois premiers bytes . 
2. Toutes les stations connectées sur le bus 
l'information comprise dans 1·entête de message 
qui. reconnait son adresse renvoie une quittance 
vers la station source . 
Celle-ci. contient: 
lisent 
1 · unitê 
d'entête 
1 byte CBAACK qui contient les informati.ons 
suivantes: 
a. vitesse du récepteur 
b. disponibilité du récepteur 
c. utilité du duplicata 
i byte CBASCM de somme de contrôle longitudinal pour 
protéger le byte précèdent. 
3. Une connexion point a point est dès lors établie et la 
vitesse de transmission peut être augmentée de fa~on a 
être en accord avec la vitesse proposée. 
Les données proprement dites sont transmises de la 
station source vers la station destination. 
Elles contiennent: 
1 byte CBPLEN qui indique le nombre de bytes de 
données (jusqu·a 400 bytes octals) 
de 1 a 400 bytes octals de données CBPKT 
1 byte CBPCSM de somme de contrôle longi.tudinal pour 
protéger les deux bytes prêcêdents . 
4. Une quittance du message est renvoyée par la station 
destination a la station source. 
Elle contient: 
1 byte CBPACK qui indique la bonne réception de tout 
le message et termine le dialogue (code fixe). 
Le second niveau de protocole garantit la validi.tê 
du message échangé entre les deux stations. 
Le troisième niveau met a la disposition de 
1·utilisateur des appels systèmes lui permettant de 
faire des transferts de fichiers . 
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3.6. SYSTEME o·EXPWITATION DU RESEAU. 
3.6.l. Introduction. 
Le système d·exploitation comprend les routines de 
communication a travers le réseau, la partie située dans le 
gestionnaire de la mémoire de masse et celle qui lui fait écho 
dans le processeur local. 
Les objets manipulés par ce système sont les fichiers les 
pêriphèriques et les" boites aux lettres" 
Tous ces objets sont traités de façon similaire, par le 
progranune d·application, qu·ils soient logés dans la station où 
se trouve le programme ou dans une autre station. . 
T,es ordres principaux permettant de traiter ces objets sont: 
la création, 
1·effacement, 
le changement de nom, 
1·ouverture, 
la lecture, 
1·ècriture, 
la fermeture. 
3.6.2. Désignation des divers objets. 
Chaque station ou (noeud) du réseau possède un nom 
correspondant a un répertoire ou sous-répertoire. 
Les objets leur appartenant sont également dotês d·un nom; pour 
les référencer, il faudra donc les préfixer par le nom du 
directoire ou sous- directoire auquel ils appartiennent. 
Exemples: 
MUîit'IPLF..xEUR: IMPRIMANTE 
MEMOtRF.:REPERTOIRE:FICHIER 
Les noms de fichiers se trouvent dans le répertoire de la 
mémoire de masse. 
Les noms des pèriphêriques et des boites aux lettres sont 
conservés en mémoire dans une même table. 
3.6.3. Notion de canal 
Toutes les informations relatives a un fichier ouvert se 
trouvent consignêes dans une table. 
Pour les opérations postêrieures a 1 · ouverture, le fichier sera 
dêsignê par un numêro d ' entrée dans la table et non plus par son 
nom. c·est ce concept qui a reçu le nom de canal. 
Chaque èlêment de la table des canaux contient les 
renseignements suivants: 
le début de la file de processus en attente de libération 
de 1·objet concerné 
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1 -
1 
les adr.esses des tampons contenant les données qui. font 
l"objet d·un transfert 
les car.actér.i.sti.ques du mode d" uti. li.sati.on de 1 · objet 
( tempor.ai.r.e ou permanente protégée en lectur.e ou en 
êcr.i.tur.e, accès multiples auto-ri.sès ou non , ... ) 
le nom et le statut de l"objet ( fi.chier., pé-ri.phêr.i.que, 
botte aux lett-res) 
les adr.esses des di.ffé-rentes p-rocédures effectuant les 
li.ai.sons avec le matéri.e l. 
3.6.4. Cr.êati.on et destructi.on des objets 
T,a cr.êati.on d · un fi.chi.er se fai.t par 1· adjoncti.on de son 
nom dans un r.êper.toi.re. 
T,a cr.êati.on d" une botte aux lettres se fai.t par. 
d·une table contenant son nom ai.nsi. que l"adresse 
l i.ste de messages. 
la prèpar.ation 
du début a·une 
T,a cr.êati.on d" un pêri.phê-ri.que consi.ste a p-réparer cette table et 
a char.ger. le dr.i.ver. ou a fai.re la connexi.on avec ce derni.er.. 
F.n pr.i.nci.pe, les péri.phéri.ques sont c-réês a l"i.niti.alisati.on du 
système. 
3.6.5. Ouver.tur.e et fermeture des objets 
T,a pr.ocêdure qui. ouv1:e un fi.chi.e-r, un pèri.phéri.que ou une 
botte aux lettr.es s·assu-re que cette ouverture cor.-respond aux 
car.actêr.i.sti.ques que 1· appelant a défi.ni. dans ses pa-rametr.es. 
T,a pr.océdure qui. ferme un objet s· assu-re que tous les 
tampons ont Atê vi.dês avant de libérer le canal ou de donner. le 
contr.ôle a un processus éventuellement en attente. 
3.6.6. Or.dr.es pr.i.mi.ti.fs di.sponi..bles 
T,es or.dr.es pr.i.mi.ti.fs permettant la mani.pulati.on de fi.chi.er.s 
dans la stati.on de ressou1:ces sont mentionnés ci.-dessous. 
CRF.A't'F. pour. cr.éer. un nouveau fichi.er 
DF.T,F.'t'F. pour. effacer un fichi.er 
RF.NAMF. pour. changer. le nom d'un fi.chier 
OPF.N 
CT .OSF. 
RF.SF.'l' 
RDRY't'F. 
ROT, 
WRRY't'F. 
G't'OD 
pour. ouvrir. un fichier 
pour. fer.mer un fi.chier 
pour. fermer. tous les fi.chi.ers que cette station a 
ouverts 
pour. l.i.re un certain nombre de bytes dans un fichi.er. 
pour. lire une ligne dans un fichi.er 
pour. êcr.i.re un certain nombre de bytes dans un fi.chi.er. 
pour. obtenir. l'heure 
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\ GDAY pour. obtenir la date. \ 
T,e tableau sui.vant mentionne les paramètres d" entree et de 
sort i.e des procêdur.es. 
APPF.T, PARAMF.'t'RF.:S D'EN't'REE PARAME't'RES DE SOR'l'1F. 
CRF.A'l'F. nom de fi.chi.er 
OF.T,F.'l'F. nom de fi.chier 
RF.NA.MF. anci.en nom, 
nouveau nom 
OPF.N nom de fi.chi.e-r canal 
CT.OSF. canal 
RF.SF.'l' 
'ROBY'l'F. canal, nombre, nombre 
,:one mémoire 
ROT, canal,,:one mémoire nombre 
WRBY'l'F. canal,nombre, nombre 
,:one mémoire 
WR.T, canal,,:one mémoire nombre 
G't'OO heures , mi.nutes, 
secondes 
GOA.Y jour,moi.s,année 
r,· uti. l i.sateur. peut a parti. r de ses programmes demander. 
1·executi.on de ces ordres dans la station des r.essour.ces en 
fai.sant des appels standar.di.sés au système d " exploi.tati.on. 
T .es rout i.nes cor.respondant a ces appels envoient 1 · ordre a la 
stati.on de ressources qui. 1 · exécute et renvoie ensui.te une 
r.êponse. 
3 . 6 • 7 . Pr.i.nci.pa les fonctions du mu l t i.p lexeur 
T,es 
système 
programmes du 
de progr.ammati.on 
multiplexeur sont supportes par un 
para l lêle, mu ltiprocessus, ecri.ts en 
assembleur. CAT,M 7.80. Deux sortes d · ordres sont i.mp lêmentes: 
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des or.dr.es si.mples gérant des pèri.phéri.ques. 
1 ls se subd i.vi.sent en deux groupes: 
des ordres purement logi.ci.els : CRF.A't'F., OPF.N et CTDSF.. 
T.es ordres ne dépendant pas du temps de rêacti.on des 
i.nterfaces, i.ls sont donc trai.tes séquenti.ellement de 
façon synchr.one et la réponse fou-rni.e i.mmédi.atement. 
des or.dres mettant · en oeuvre le matêr.i.el 'RF.An et 
WR1't'F.. 
Ceux-ci. sont réal i.sés de façon asynchrone. 11.s 
tr.ai.tês par. i.nterrupti.ons et leur. exêcuti.on 
sont 
est 
suppor.têe par. un processus. 
11 y a donc un processus affecté a chaque 
pêr.i.phêr.i.que. 
des or.dr.es pr.ogrammés déclenchant des processus logés dans 
le multi.plexeur. 
ceux-ci. uti.li.sent les ordres si.mples et des appels gêr.ant 
la mêmoi.r.e de masse r.el i.ée a cobus. Ils sont envoyés sous 
for.tne de chatne de caractères ASC11, ceci. en vue de 
standar.di.ser. les ordres qui. sera-; "?nt trai.tês dans 
di. ffèrentes sortes de stations. 
T,es di.vers tr.anst:e-rts d'information possibles sont menti.onnés 
ci.-dessous: 
't'r.ansfer.t d'i.n-formation a partir d'un SMAKY a desti.nati.on 
de 1 · i.mpr.i.mante VF:RSATEC ( cfr. fi.g . 5 ) . 
0 us 
f C.Lil'Sf. 
Un S'MAKY donne 1·or.dre au 
fi.chi.er de la mémoire 
( ctr.. -fi.g. 6 ) 
multiplexeur de transfêr.er. un 
de masse sur 1·1.mpri.mante SANDE'RS 
SHAKY 
V 
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Un ordi.nateur extérieur au réseau envoie un fi.chi.er sur la 
VF.RSA't'F.C par voie série (cfr.fig7). 
- Une li.ai.son poi.nt a. point est :!tablie entre un SMAKY et un 
MODEM abouti.ssant a. un gros ordinateur. Le SMAKY apparatt 
donc comme s·1.1 était un terminal connecté a. 1 · ordi.nateur 
( cfr . fi.g . 8 ) . 
S H r>,.K '( SHAIC'I )iu LT l'PLO~uR 
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CRAl?t'l'RF. 4 
SPECIFICATIONS DE L'APPLICATION "PETIT-PAS" 
4.1.. CONStD'F.RATtONS D'ORDR'F. MF.'l'HOOOT.OGtOU"F.: 
T,ei=i spêci.fi.cati.ons foncti.onnel les suY: lesquelles s· appui.e 
l'i.mplêmentati.on de 1·appli.cati.on a Y:èali.seY: sont le fr.ui.t d'une 
dêmar.che pr.ocêdant par. raffi.nements successi.fs. (3) 
On di.sti.ngue deux composantes fondamentales dans la str.uctur.e 
foncti.onnel le pr.oposèe: la stY:uctuY:e -foncti.onnel le des données et 
celle des tr.a i.tements. 'F.xposons bY:i.êvement les poi.nts i.mpor.tants 
de ces deux structuY:es; la descl'.'i.pti.on se feY:a dans les deux cas a. 
par.ti.r. des éléments temi.naux de la hi.êY:archi.e. 
4.1..1.. Str.uctur.e des données 
4.l,1..1.. Nomenclatur.e des éléments 
T.es êlêments de la str.uctuY:e logi.que des 
r.êpondent aux dêfi.ni.ti.ons sui.vantes. 
donnêP.s 
Au plus bas ni.veau de la hi.èY:aY:chi.e de la str.uctur.e des 
données, on di.sti.ngue les DONNEES EL"F:MF.N't'AtR'F.S. 
Celles-ci. peuvent êtr.e consi.dêr.êes comme des êlêmP.nts 
atomi.ques dans la mesur.e où, du poi.nt dP. vuP. de 
l'analyse, i.l n·exi.ste pas de consti.tuant pl.us 
êlêmentai.re. 
Une donnée èlèmentai.Y:e n·a pas d'exi.stence i.ntY:i.nsêque, 
el le dépend de 1· usage qui. en est fai.t au sei.n de 
1 · or.gani.sat i.on. 
Une tNFORMATtON ET,"F:MF.N't'A tRE 
dêfi.ni.t la confi.guY:ati.on de données êlêmentai.r.es, qui. 
dêsi.gne une pY:opr.i.êtê d'usage au sei.n de 1. · or.gani.sati.on 
associ.êe a un objet au couY:s d'une péY:i.ode 
de temps et en un li.eu dé-fi.ni.. 
T,es i.nfol'.'fflati.ons êlêmentai.Y:es sont 
qu'i.l convi.ent d'appeler un 
regY:oupêes dans ce 
DtCTtONNAtR'F. DF.S 
tNFORMATtONS ET,r:MEN't'AIRES. 
T.e di.cti.onnai.Y:e repY:end peul'.' chaque 
êlêmentai.Y:e un ensemble de caY:actèY:i.sti.ques 
son nom, sa dêfi.ni.ti.on 
les dès i.gnat i.ons êqu i. va lentes au 
1·entrepY:i.se 
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i. n for.mati.on 
telles que 
sei.n de 
les types de données 
les contrai.ntes d'i.ntêgri.tê associ.êes aux données 
et aux i.nf.onnati.ons êlémentai.res 
la référence aux uni.tês d'i.nfonnati.on, str.uctur.es 
logi.ques et foncti.onnel les relati.ves a. cette 
i.n fonnat i.on é lêmenta i. re . 
On appellera UNITE D'INFORMA'l'TON le r.egr.oupement 
d' i.nformati.ons êlêmentai.res relati.ves a. un même objet et 
uti.li.sées par. un trai.tement logi.que homogène. 
Une S'l'RUC't'URF. LOGTQUE est l'ensemble str.uctur.ê des 
uni.tés d' i.nfonnati.on dont on a besoi.n pour. la 
rêali.sati.on d'un trai.tement homogène. 
T,a S'l'RUC'l'URF. CONCEPTUELLE DES DONNEES i.ntêgr.e les 
structures logi.ques parti.culi.êres 
trai.tements logi.ques qui. rêa li.sent 
associ.êes aux 
les appl i.cati.ons 
défi.ni.es dans un projet cadre . 
4.l.1..7.. Mode de r.epr.êsentati.on 
Tl exi.ste de nombreux modèles de reprêsentati.on de 
str.uctur.es de données. Celui. qui. reti.ent notre attenti.on est 
connu sous le nom de modèle EN'l'TTE/ASSOCTA'l'1:ON. 
Tl met en jeu les concepts sui.vants: 
F.N'l'1:'t'F. : 
"Une enti.tê est ce qu·un i.ndi.vi.du ou groupe 
voi.t conune un tout, ayant une exi.stence 
propre. Une enti.tê est caractèri.sêe par. un 
ensemble de propri.ètés quanti.tati.ves et 
quali.tati.ves et un comportement permanent. T.e 
nombr.e de propri.êtês ai.nsi. que la pennanence 
sont foncti.on du poi.nt de vue ch oi.si . . " 
ASSOC1:A'l'TON: 
"Une associ.ati.on est un ensemble de deux ou 
plusi.eurs enti.tês où chacune assume un rôle 
donné. Une associati.on peut posséder 
plusi.eurs propri.êtês. r.,·exi.stence a·une 
associ.ati.on est contingente a 1 · exi.stence des 
enti.tés qu·elle relate. 
PROPRTE't'F.-VAT,F.UR: 
"Une propri.étê appartenant a. une enti.tê ou a. 
une associ.a~stmune qua li. tê que les i.nd i.vi.dus 
attri.buent a. cette enti.tê ou cette 
associ.at i.on. T, · existence des propri.êtês 
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attri.buées est conti.ngente a 1·exi_stence des 
enti.tés ou de 1·associ.ati.on concernée." 
T.e modèle ci.-dessus donne li.eu au graphi.sme sui.vant. 
Un type d'enti.té est représenté par un rectangle. 
Un type d'associ.ati.on est représenté par la fi.gure sui.vante. 
On complétel'.'a cette représentati.on en menti.onnant les 
pr.opl'.'i.êtés qui. caractérisent une entité ou une associ.ati.on 
4 . l . ?.. Stl'.'uctul'.'e des trai.tements 
T,a structure des traitements 
sui.vants: 
comporte les éléments 
Une FONC't'tON correspond 
êlémentai.re consi.déré 
foncti_onnelle. 
au ni.veau 
du point de 
d · i.nd i.vi.dua li.sati.on 
vue de 1·analyse 
Remal'.'quons que ce ni.veau est arbi.traire et l'.'eflète le degr.ê 
de modulal'.'i.tê chai.si par la progl'.'arnmati.on. 
Une PHASF. est un trai.tement possédant une uni.té spati.o-
tempol'.'el le d·exécuti.on. 
Elle est exécutée dans le contexte d'une cellule 
d' acti.vi.tê. Entendons par la un centre d' acti.vi.té homogène 
dans le temps et 1·espace doté de ressources et poul'.'vu de 
règles de comportement nécessaires a son foncti.onnement. 
Une APPLICATION décrit 1 · encha1nement des phases relati.ves 
a un flux d ' i.nformation, flux homogène et permanent dans le 
temps . 
Un SOUS-SYSTEMF. l'.'egroupe des applicati.ons non-i.ndêpendantes 
dans 1.e cadre des interactions" exécution-gesti_on"; i.1. 
l'.'P.gl'.'oupe les appli.cations d·exêcuti.on ( appartenant au flux 
) et les activi.tés de gestion ( appartenant au flux de 
déci.si.on) qui. défi.nissent le comportement des pl'.'emi.ér.es. 
T,e li.en entre les applications d · un sous-pl'.'ojet est 
constitué par des informations situati.onelles ( fi.chi.ers 
permanents) communes a ces différentes appli.cati.ons. 
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T,e SYS't'F.MF. INFORMATIQUE est const i tuè de l'ensemble des 
flux et fichiers d'information ainsi que des processus de 
traitement de 1·information décrivant le fonctionnement et 
l·ètat global de l'organisme. 
On peut établir une correspondance entre la structure des 
données et la structure des traitements. 
une appl i .cation est définie au niveau de la structure 
fonctionnelle des données. 
Une phase tr.availle sur une structure logique de données. 
T,es unités d'informations constituent des unités d· accès 
pour les fonctions qui travaillent sur cette structure. 
4. 2 . ACQU!'l' OF: T,. ANAT,YSE FONCTIONNET..LE 
4,2.l. Modèle conceptuel global 
r,,a figure l ' représente le n Jdèle conceptuel relati.f. a 
l·application entière. La structt :e logique associée a chacune 
des phases se trouve en annexe. 
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4.?..?.. Structure des trai.tements 
4.?..7..1.. Aspect stati.gue 
T,a descri.pti.on suivante des traitements ne ti.ent compte 
que de 1. · aspect statique. Elle est conforme a la dêcoupe 
suggêrêe au paragraphe 4.1.2. . La situati.on globale est 
schêmati.sêe fi.g. ?. 
- 47 -
AUTOHf\1iSPtT(ON 6-ésïiorv 
11 P E.T ÏT'P P. S 11 
·AP P.lJ C.ATIOIV iR.T CbE: -CLT J- Li V -(_ L, 1 }~T 'l>t s 1\é A r>f 1( o V . 
'PHASE 
..,\ .-1 ....(. :t --1 ' 3 Â-4 . .A . ,; 
.A-' · Â .+ . 
"fO tv (11·0~ 
.-t .-i.1\.1 
-1 - i . ' A.) . I ..-4.li .-t .A . Ç. ,t ,t . i,.,i .,\.1.'11 
~ ,1 . < -<.. ,,u.2 .A . S. i.l Â .i.. 
CD 
A. Ç.~ ,,d .3 
A . i,.4 
.... u:s 
Â.,., 
PH~r:: l. l. Preparati.on-bon de commande cl i.ent 
foncti.on l.l.l. Vêri.fi.cati.on signature 
messager:: : Eon-de-commande-client 
messages : Ron-de-commande-cli.ent-si.gnê 
trai.tement : Vêri.fi.er si. le bon de commande cli.ent reçu est 
s i.gnê ou non 
S · i. l 1 ·est, un message est gênêrê ( Bon-de- commande-cl i.ent-
si.gnê) a desti.nati.on de la fonction l.7..1. 
s·;_1 ne 1·est pas, un message est gênêrê (Bon-de-commande-
cli.ent-non si.gnê) a destination de la fonction 1. . 3.?.. 
PHJI.SF: l.7. . Enregistrement-bon-commande-client 
fonction 1.7..1. Vêrifi.cation-identitê-client 
messager:: : Bon-de-commande-client-si.gnê 
messages : Bon-de-commande-client-si.gne-acceptê 
Bon-de-commande-si.gnê-refusê 
tr.ai.tement: T~ trai.tement effectue ici a pour objet de mettre a 
jour. le fi.chier des clients en fonction des i.nformati.ons 
fi.gur.ant sur. le bon de commande du client. 
foncti.on l.?.. 7.. Vêr.i.fi.cati.on-corps-commande 
messager:: : Eon-de-commande-client-signe-accepte 
messages : Commande-candi.date-a-mettre-a-jour 
Ron-de-commande-client-signe-acceptê-non vali.dê 
traitement: Le traitement effectue a pour objet de vêri.fi.er. si. 
les i.nformati.ons constituant le corps de la commande sont 
correctes et d·y apporter des rectifications le cas êchêant. 
Si. la commande est correcte ou peut être corrigêe: un message ( 
commande-candi.date-a-mettre a jour) est gênêrê a desti.nati.on de 
la fonct i.on l. 4. 1. 
Si. la commande n·est pas correcte et ne peut etre recti.fi.êe, un 
message (Bon-commande-client-signê-acceptê-non-vali.de) est 
genere a destination de la fonction 1.3 . 1 . 
PHJI.SF: 1..3. Traitement des cas litigieux 
fonction 1.3.1. Correction-bon-de-commande 
message E : Bon-de-commande-client-signe-refuse 
Bon-de-commande-client-accepte-non valide 
message s : Bon-de-commande-cl i.ent-si.gnê 
Bon-de-commande-client-a-renvoyer 
traitement: Les bons de commande arrivant a cette 
cellule font 1 · objet d·un examen qui. a pour but de 
permettre leur éventuel recyclage. 
Si. le bon de commande peut être corri.gê: un message 
est gênêrê (Bon-de-commande-client-si.gnê) a 
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• 
destination de la fonction l.2.l. 
Dans le cas contraire: un message est gènêrê (Bon-
de-commande- client-a-renvoyer ) a destination de 
la fonction l.3.2. 
fonction l.3.2 . 
message E : Bon-de-commande-client-non-signe 
Bon-de-commande-a-renvoyer 
messages : justificatif-de-refus 
traitement: Renvoyer au client 
son bon de commande 
un justificatif de refus 
un bon de commande vierge 
PHJl,.S~ l.4. Mise-a-jour-moins-du-stock 
fonction l.4.1. 
message E : Commande-candidate-a-mettre-a-jour. 
messages : Commande-client-a-livrer 
traitement: Le but de ce traitement est de l i.vr.er. 
au client dans la mesure du possible 1·ensemble des 
produits qu'il a commandes. 
Ce traitement est relatif a 
d'être enregistrêe ou a 
sêlectionnêe suite a la 
produit. 
une commande qui vient 
une commande diffêrêe 
rentrêe en stock d·un 
PHASE l.5.0rdonnancement-parcours-rayon 
fonction l.5.l. Constitution d'une sêrie 
message E : Commande-client-a-livrer 
messages : Liste-commandes-a-ordonnancer 
traitement: Le but de ce traitement est 
1·accumulation de cent commandes diffêrentes. Une 
fois cette sêrie constituée, le message liste-
commandes-a- ordonnancer) est génêrê a destination 
de la fonction 1.5.2. 
fonction l.5.2. Ordonnancement 
message E : Liste-commandes-a-ordonnancer. 
messages : Bon-par-casier 
Bon-par.-sêrie 
traitement: Ce traitement a pour objet d ' opti.mi.ser. 
le parcours du magasinier dans les rayons. 
A cet effet, il génère une liste (bon par. sêri.e) 
reprenant les produits a prendre dans 1·or.dre du 
prêlêvement a i nsi que la quantitê a dêposer dans 
chaque casier. Un second bordereau est généré qui 
spécifie par casier les numêros des dix commandes 
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qui. s·y trouveront regroupées. 
fonction l.5.3, Déstockage 
message E : Bon-par-série 
traitement: en suivant les rayons 
spêci.fi.é par le bon par séri.e, 
prélève dans les rayons les quanti.tes 
son bordereau et les dépose dans 
prévus. 
dans 1.·or.dr.e 
le magasi.ni.er 
inscrites sur 
les casiers 
1'.u terme de ce 
rempli. les 
cor.respondant 
processus, le 
dix casiers avec 
a cent commandes. 
magasi.ni.er a donc 
les marchandises 
PH1'SF. l.6. Constitution du colis 
fonction 1.6.1. Affichage-expédition 
message E : Bon-par-casier 
traitement: Afficher a l ' écran l'image d ' un bon de 
livrai.son 
fonction l,6.2. Reconstitution-commande 
message F. : Bon-par-casier 
messages : Bon-par-casier-annote 
traitement: Le magasinier reconsti.tue le colis en 
puisant dans le casier et en suivant a l'écran les 
quantités a prélever pour chaque produi.t. Si. le 
casier contient suffisannnent de chaque produit pour 
reconstituer le colis, le magasini.er ne passe 
aucune marque sur le bon pa+ casier. 
Si. le casier ne contient pas suffisamment de chaque 
produit pour reconstituer le colis, le magasinier 
abandonne la commande, met les marchandises en 
attente et porte une marque en regard de la 
commande incomplète sur le Bon-par-casier. ce 
bon-par-casier annote est destine a la fonction 
1.6 .4. 
fonction 1.6.3. Facturation 
message S : Bon-de-livraison-client-ar 
Etiquette-adresse 
Bordereau-sncb-ar 
Bordereau-poste-ar 
traitement: Lorsque le colis 
commande est reconstitue, 
facturation dont l'objet est 
correspondant a une 
on déclenche la 
d'êditer l'ensemble 
des documents d'accompagnement de la commande. 
fonction 1.6.4. Parcours-correction 
message E : Bon-par-casier-annote 
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trai.tement: D'une part remettre en magasi.n les 
marchandises exêdentaires dans un casi.er. D'autre 
part, retirer si possible les marchandi.ses 
manquantes dans un casier. 
f.oncti.on l.6.5. Affichage-expêdition-correcti.on 
message E : Bon-par-casier-annotê 
traitement: idem fonction 1.6.1. 
f.oncti.on l.6.6. Reconstitution-comrnande-correcti.on 
message E : Bon-par-casier-annotê 
traitement: Le manutentionnaire, en sui.vant a 
l ' êcran et en puisant dans le cas i.er reconsti.tue la 
commande. 
Si. celle-ci est complète: tant mi.eux pour le cli.ent 
Si.non: il dêcide de 1·expêdier telle qu · elle. 
f.oncti.on 1.6.7. Correction-du-système 
traitement: Le traitement ici. rêali.sê a pour. 
objectif de mettre a jour le système pour qu·t1 
reprêsente au maximum la rêalite ( c·est-a-di.re de 
recti.fier une êventuelle différence entre stock-
papier et stock-ordinateur) 
fonction 1.6.8. Emballage-et-expêditi.on 
message E : Bon-de-livraison-client-ar 
Bordereau-sncb-ar 
Bordereau-poste-ar 
Eti.quette-adresse 
messages : Bon-de-livraison-client 
Bordereau-sncb 
'Bordereau-poste 
trai.tement: Emballer un colis avec son 
li.vraison, y coller l'êti.quette adresse 
joindre le bordereau d'accompagnement. 
PHASE l.7. Sêlection-commandes-diffêrêes 
fonction 1.7.1. Sêlection-commandes-di.f.fêrêes 
message E : Produit-rentrê-en-stock 
bon 
et 
de 
y 
messages : Commande-candidate-a-mettre-a-jour 
traitement: Le traitement a pour but de 
sélectionner les comrnandes dif.f.erees pour. 
lesquelles un produit est rentrê e n stock. 
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4.?..7..7.. Aspect dynamique 
TJa descri.pti.on de 1· aspect dynamique des traitements P.St 
reali.sé dans (29) conformément aux principes exposes dans 
[ 4]. 
4.2.2.3. Flux d"information 
Le flux d'information (cfr.annexe B) donne une 
description spatiale et temporelle des poi.nts de nai.ssance, 
de transfo-rmati.on et de disparition des info-rmati.ons dans le 
système. 
T,es i.nfo-rmati.ons circulantes sont schématisées comme suit: 
T~s ensembles d'i.nforrnation sont schématisés comme sui.t: 
4.3. MOD1F1CAT1ON APPOR't'Et: 
tl n·entre pas dans le cadre de ce travail de remettre en 
question les spécifications fonctionnelles proposées dans (7.6). 
Nous suggérons toutefois, dans une optique s i.mpl ifi.catri.ce, la 
modi.fi.cati.on sui.vante du statut de 1·entité EXPEDITION. 
Nous proposons de considérer 1·entité EXPEDITION comme etant 
le pendant de 1 · enti.té COMMANDE. Une fois enregistrée dans le 
systeme 1.·enti.té COMMANDE verra ses éléments varier en foncti.on de 
1·activati.on des divers processus. A cet effet, elle se trouve 
affectée d ' un statut (dont la signification précise se trouve dans 
( 26 J ) . Celui.-ç:i. donne une vision de 1 · état courant de la commande 
dans le système depuis son apparition jusqu · a sa disparition. T~s 
i.nfo-rmations reprises sur la commandes témoignent des quanti.tés 
commandées par. le client mais restant a livrer eu égard au dernier. 
examen des stocks. De façon analogue, les i nformations consi.gnées 
sur 1.· expédition re représentent les quanti tés que 1 · entr.epr.i.se 
peut li.vr.er au client conformément au dernier examen des stocks. 
On modifie ainsi. le statut de l ' entité EXPEDITION en ce sens que 
maintenant on aura une association bi-univoque entre 1·enti.te 
COMMANDF. et 1 · entite EXPEDITION . Une fois qu·une série a ete 
consti.tuée, cela mate-ri.alise l ' intention au · a la firme d ' effectuer. 
rêellement la livraison. Dans ce cas, on peut considérer que les 
quanti.tés figurant sur 1 · expédition ont été satisfaites et donc les 
"suppri.mer". te fi.chier des BONS DE LIVRAISON const i tuent un état 
transitoire qui. permet un éventuel retour en arciêre 
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consécutivement a une opération de rectification du stock. 
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't'ROtSTP.MF. PAR~tF. 
REALISATION DU PROJET 
GR~Pî't'RF: 5 
ARCHITECTU RESORGA NIQUE ET D'I MPLEMENTATI ON 
5 • 1.. A'RCRT.'t'F.C't'TJRF. O'RGANTOUF: 
r,· ar.chi.tectur.e or.gani.que sur laquelle se base l' i.mpl.êmentati.on 
de 1. • app l. i.cat i.on s · i.nspi.-re très fortement de ce l 1.e pr.oposêP. en 
annexe B et r.eprèsentèe f i.g.l. Relevons ci.-dessous quelques 
car.actêr.i.sti.ques qui. lui. sont propres . 
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Un pr.emi.er. poi.nt i.mpor.tant spêci.fi.que a cette or.gani.sati.on dP. 
pr.ogr.ammes r.êsi.de dans le fai.t qu · el le r.especte la foncti.on P.n 
fonct i.on-ut i.1. i.satfrnr. ( dêgagêe dans le cadr.P. de 1. • ana 1.ysP. 
foncti.onnel.le) P.n associ.ant un programme a chacune dP.s 
foncti.ons. 
cette façon de pr.ocêder. 
degr.ê de tr.ansparence 
suppor.ter. l' app li.cati.on 
a 1 · avantage a· assurer. un cer.ta i.n 
par. rapport au matêri.el. qui. devr.a 
et par ai. l leurs, permet un maxi.mum de 
par.al.1.Al.i.smP. entr.e les processus. 
r, · aspP.ct uti.l i.sati.on de la structure 
tr.ai.tements est pri.s en compte par. le 
chaque pr.ocessus, sont par.tés les accès 
dans le cadr.e de 1·exêcuti.on . 
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de données par. les 
fai.t que, en r.egar.d de 
aux données r.equi.s 
T,a di. f.f.érence f.ondamenta le que présente cette ar.chi.tectur.e par. 
rapport a. celle fi.gurant en annexe rési.de dans le f.ai.t qu·e1.1.e 
ne f.ai.t pas i.nterveni.r de module coordi.nateur. en vue de gérer. 
les pr.i.or.i.tés i.mposées par les spêci.fi.cati.ons f.oncti.onnel les 
de base. ce poi.nt parti.culi.er f.era l'objet d ' un examen 
détai.llé (Cf.r..parag.S.?..4. ), 
Atti.r.ons dès a. présent 1· attenti.on sur le fai.t que cette déci.si.on a 
été r.éellement pri.se au ni.veau de l ' i.mplémentati.on de 
1.·appli.cati.on. T,e matêri.el uti.lisé est en effet détermi.nant dans 
le choi.x de la soluti.on retenue. 
F.ntendons par archi.tecture d' i.mpl émentati.on la concr.éti.sati.on 
de 1.· ar.chi.tecture or.gani.que en tenant compte de 1· aspect matêr.i.el.. 
tl s·agi.r.a donc, dans 1·opti.que qui. nous concerne, a savoi.r. 
1·opti.que r.êseau, de consi.dérer deux composantes fondamental.es au 
problème: 1.•af.f.ectati.on des trai.tements aux di.vers processeurs et 
1.a r.êpar.ti.ti.on des données sur le -réseau. 
5.?. . l. Remar.gue pr.êli.mi.nai.-re 
tl est i.ntéressant de -remarquer. que la conf.i.gur.ati.on 
gênêr.ale du réseau local CO'BUS i.nflue fortement sur. la faç:on 
dont devr.a Atr.e i.mplêmentêe 1· appl i.cati.on réseau est la mi.se a 
di.sposi.ti.on des di.vers uti. l i.sateurs des r.essour.ces cooteuses 
tel.les que notamment les mémoi.-res de masse (Cfr..par.ag.3.3.1.. ). 
T,a déci.si.on a· adjoi.ndre un mi.cro-di.sque de type wtNCRF.S'T.'F.R 
rencont r.e ces pr.êoccupat i.ons. T,es pri.mi. t i. ves de gest i.on des 
fi.chi.ers 1.ocali.sês sur cette uni.té se dei.vent donc a·Atr.e 
génér.al.es. cette si.tuati.on a donc des conséquences a. deux 
ni.veaux: celui. de la rêparti.ti.on des trai.tements et celui. de la 
r.epar.ti.ti.on des données. 
1. Conséquence au ni.veau des trai.tements 
T,a r.êali.sati.on d'un p-rojet quel qu· i.l soi.t, doi.t êtr.e 
compati.ble avec la philosophie de 1·archi.tecture du réseau 
évoquée ci.-dessus. A cet effet, il n·est pas questi.on 
d' i.ntrodui.re au ni.veau de la stati.on gérant les fi.chi.ers 
rèsi.dant sur. le mi.cro-disque du logiciel spéci.fi.que a. une 
appl i.cati.on. Nous verrons ultérieurement que cette 
consi.derati.on sera d ' importance dans le problème des 
pr.i.or.i.tês spéci.fi.que au cas" PETITPAS" . 
7., Conséquence au ni.veau des données 
tl est naturel, dans le 
t-rava i. l 1.e, de regrouper une 
mani.pulées sur le mi.cro-disque. 
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contexte dans lequel on 
part importante des données 
Di.ver.ses r.ai.sons influent dans cette di..recti.on. 
T,e fai.t qu · un fichier soit partageable entre pl.usi.eur.s 
utilisateurs justi..fie sa présence sur le mi.cro-di.sque. 
r,· ensemble des requêtes émises par les di.vers 
uti.li.sateurs en vue d'une quelconque opêrati.on sur. le 
fi.chier seront traitées séquentiellement. On ne 
travaille pas dans le contexte parti..culi..er des bases 
de données réparties qui supposent la présence de 
copies multi..ples et, par conséquent, des pr.oblémes 
complexes i.ndui.ts par leurs mises a jour. 
T~ caractère volumineux d'un fi.chier est également 
aspect influant dans ce sens. 
Un élément non négligeable 
développement de primitives 
enregistrements de ces fichiers. 
est également 
d'accès direct 
(Cfr.parag.6,7..) 
un 
le 
aux 
5. 7.. 7.. Affectati.on des traitements aux processeurs 
( 
P-1 
Une première façon d'envisager 1·affectati..on des processus 
aux di.vers processeurs est schématisée fig. 2 
C f5 G_ ~ CDE 
i..J1' N . é- ~ r 
Sï><: 
) 
f .2. Î.3 r, 
?4 ~ î\ . CDNT•C.bf féNR • lbf: (0>1 J('.+ ... 1-..,., &litt) 0 r../lt,1M l!:IJR-LIV A:-F'F BL 
C.otU" S yst° t}1ftJ-Né6- iS-t'r, ·e C.éilENT n Pd+ 
it:."T ccJ .. D1'/f f,a,.(71.JR A1ll 
T,e processeur Pl est spécialisé dans le contrôle de 
vali.di.té de la commande client c · est-a-dire qu·;_1. a pour. 
objet de vérifi.er si celle-ci est syntaxiquement correcte 
et recevable. Les vérifications sont essentiellement de 
deux ordres: 
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- un p't'emi.e't' cont't'Ole est 't'elati.f a l'ensemble des 
p't'op't'i.etes i.dentifiant le client c·est-a-di.'t'e son nom, 
son ad't'esse, ... 
F.:n cas de di.ve't'gence avec les i.nfo't'mati.ons consi.gnees 
dans le fi.chie't' client, celui.-ci. est mi.sa jou't'. 
- un second contrôle porte sur 1·ensemble du co't'ps de 
la commande et consiste essenti.ellement a ve't'i.f.i.er. si. 
les 't'eferences des produits commandés sont CO't''t'ectes 
ai.nsi. que les prix mentionnés par le cli.ent. 
Le p't'oce_sseu't' P2 assure 1 · enregistrement d · une commande sur. 
laquelle ont eté effectués avec succès 1·ensemble des 
cont't'Oles de validité. Il répercute également dans le 
stock l'effet consecutif a la prise en consi.dérati.on de la 
commande par le systeme. 
T,e processeur P3 a pour seule et uni.que foncti.on de 
consti.tuer. une séri.e de cent commandes di.f.fêr.entes et de 
déclencher en consequence le processus d'ordonnancement 
portant sur la di.te serie. 
prog't'amme 
le pa't'COU't'S 
1·ensemble 
Le processeur P4 supporte 1·execution d'un 
d'o't'donnancement qui a pour objet d' optimi.se't' 
en magasi.n du magasinier charge de constituer 
des coli.s relatifs a une série de cent commandes. 
Le p't'ocesseu't' PS assure 1·exécution du p't'og't'amme dont le 
but est d ' enregistrer une livraison fourni.sseur. en la 
repercutant dans l'état des stocks . 
Ce processeur effectue égal ement le trai.tement des 
commandes di.fférées sélectionnées suite a 1·enregi.strement 
de rentrées de produits en stock. 
te processeur P6 permet d'affi cher des bons-de-li.vrai.son et 
de déclencher une éventuelle phase de correcti.on du stock 
afin que le "stock ordinateur" coincide avec le "stock 
physi.que" réel. La facturation s·effectue également sur ce 
processeur. 
F.:xami.nons ci.-dessous les principales raisons qui. ont presi.dé a 
une tel le 't'épar.ti.ti.on des traitements. 
Remarquons des a présent qu·une telle organi.sati.on prêsente 
un g~os défaut: une sous-utilisation du matéri.el. 
Ce sont des consi.derations d·ordre technologi.que et" softwar.e" 
qui. i.mposent cet état de choses. 
Notons qu ' il est en effet, impossible d ' affecter le 
trai.tement <constitution d·une serie> au processeur Pl ou P4 du 
si.mple fai.t que le système n·est pas interrupti.ble. Ce 
processus est en fait .susceptible d'être active a parti.r de deux 
sources di.fférentes: 1·enregistrement d'une commande que 1 · on 
vi.ent de recevoir et le traitement d'une commande di.fféree. Par. 
consequent, si. on 1·associe au processeur Pl, celui.-ci. ri.sque en 
cours d·exécuti.on de devoir accepter une requête de la part du 
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processeur PS suite a la sélection et au traitement d·une 
commande diffêrêe. 
Si on dêcide de 1·associer au processeur P4, le 
analogue par rapport au déroulement 
d·or.donnancement. 
problème est 
du programme 
ta raison pour laquelle le programme <Contrôle-commande> 
peut être sêparê de 1·exêcution de celui de 1· <enregistrement-
commande> et <MAJ-> est la suivante. 
Il convient de remarquer qu·une commande ne peut être acceptée 
par le système, c·est-a-dire enregistrée, que si elle est 
entièrement correcte. Au niveau fichier, une commande est 
relative a plusieurs enregistrements physiquement différents; un 
pour. 1·entête et un pour chaque ligne de la commande. 
En outre, 1·enr.egistrement d·une commande implique , dans le cas 
gênêr.al, pour. chaque ligne une mise a jour du fichier expédition 
et une mise a jour du fichier stock soit au total trois accès 
disque. 
Ainsi, par exemple, 1·enregistrement d · une commande de dix 
lignes se traduira par trente accès disque. 
Cette situation risque de donner un 
entre la demande d·acceptation 
enregistrement. 
mauvais 
d·une 
temps de 
commande 
Mais, une exigence de ce type est-elle réaliste? 
r.êponse 
et son 
Cela dêpend en fait du taux de commandes a enregistrer par. jour. 
ainsi que du nombre moyen de lignes par conunande . 
Une raison tend a regrouper sur un même processeur. les 
fonctions de contrôle et d·enregistrement de la commande. 
Remarquons, en effet, que si 1·on envisage de prévoir. plusieurs 
postes de contrôle des commandes et que 1·on dêcide de scinder 
en deux les opérations de vérification et celle d·enregistrement 
proprement dit, un problème appara~t relevant de la non 
interr.uptiliilité du système. En effet, le processus PL 
communique avec le processeur P2 par 1·envoi de la totalité 
d·une commande. Dês lors, si on multipliait les processeurs de 
type P2, cela augmenterait les communications envers le 
processeur. Pl qui, en cours d · exêcution, devrait accepter. et 
gêrer. correctement les requêtes émanant des processeurs de type 
P7., ce qui est actuellement impossible. 
Attirons 
spécifications 
des commandes. 
enfin 1·attention sur le fait que les 
prévoient la présence de deux postes de contrôle 
Sur base de ces considérations, on prêferera donc, a la première 
organisation proposée, celle représentée fig.3 
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de manière 
mais a 
inconvênient une dêgradation du temps de rêponse. 
5.2.3 . Rêparlition des donnêes 
plus 
pour. 
Pour. les raisons prêcisêes plus haut, la majoritê des 
donnêes utiles a 1·application se trouveront concentrees sur le 
mi.cro-disque. Ce caractère relativement centralisé des 
infor.mations sur le rêseau est donc en quelque sorte imposé. 
Remarquons par ailleurs, que si 1·on se rêfêre a la nomenclature 
proposêe des êlêments d'un système informatique, on se situe au 
niveau de 1·application et que les diffêrentes phases et 
fonctions qui la composent manipulent une structure log i.que 
commune Il n · appara1t pas, dans ces conditions, d ' un grand 
intérêt de décentraliser davantage ces informat i ons. 
Un seul effort de répartition s·avère être intéressant qui 
consiste a isoler les fichiers SIGNALETIQUE CLIENT et 
NOMENCT.A'l'URE PRODUIT qui sont seulement utilisés par les 
pr.ocessus opérant des contrôles de validité sur les commandes. 
Cela ne va toutefois pas sans poser certains problèmes. 
En effet, dans la situation qui nous préoccupe, isoler. ces 
fichi.ers r.evient a les placer sur disquettes, seuls autres 
suppor.ts envisageables pour contenir des informations. 
Les problèmes soulevés sont de deux ordres : 
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d·une part, le volume des deux fichiers concernes risque 
d"être un obstacle a leur localisation sur une disquette 
dont la capacité reste malgré tout limitée . 
d·autre part, si on envisage que plusieurs processeurs 
soient assignes au contrôle des commandes, ceux-ci ne 
peuvent travailler sur un même ensemble de clients car les 
mises a jour faites par l'un ne pourraient se répercuter 
facilement chez les autres sans poser des probH~mes 
relativement complexes. 
Une solution envisageable allant dans ce sens pourrait être 
dictee par. 1·organisation de 1·entreprise . 
Supposons que nous ayons affaire a une entreprise d"importance 
moyenne (et ce , en vue de satisfaire aux conditions relatives a 
la taille des fichiers) et que cette firme travaille par 
catégories de clients. On peut des lors de façon réaliste 
imaginer une classification des clients sur base d·un facteur 
géographique, linguistique ... 
Pour ne citer qu·un exemple, o n procèdera a une telle 
décomposition dans une compagnie d'assurance en classant les 
clients d·apr.ès le type de police d·assurance dont ils sont 
détenteurs et qui est fonction du risque couvert (incendie, vol, 
... ) 
En procédant de la sorte, on s· assure donc que les di.vers 
pr.ocesseurs travaillent chacun sur des sous-ensembles distincts 
du fichier SIGNALETIQUE CLIENT global et qu"il n·y a donc aucun 
risque d'interférence. De façon p lus generale, et en debordant 
du contexte particulier d"un reseau local, on adoptera ce mode 
d"organisation lorsqu·une compagnie possède des sièges disperses 
gêogr.aphiquement. 
Un exemple caracteristique relève du domaine bancaire où chaque 
agence manipule des informations qui sont essentiellement 
relatives a ses propres clients et ne communique pas de manière 
per.manente avec le système central. 
Dans le cadre particulier de l'application" PETITPAS", placer 
les deux fichiers SIGNALETIQUE CLIENT et NOMENCLA'l'URE PRODUI~S 
au niveau du processeur de contrôle de validité, possède 
1·avantage de rendre celui-ci quasiment autonome du réseau. 
On pourra par exemple tirer parti de cette indépendance en 
autorisant un mode d" exploitation" dégrade". Entendons par la, 
le fai.t que, consécutivement a un incident paralysant le reseau 
ou une partie des equipements nécessaires, il sera possible de 
continuer la vérification des commandes et d"en assurer. un 
stockage intermédiaire en vue de la réinjecter ultérieurement 
dans le système. 
5 . ?..4. Pr.oblême spécifique des priorités 
Pour bien comprendre les raisons qui ont motivè le choix 
retenu en matière de gestion des priorités, il convient en tout 
premier lieu, d'exposer concrètement quelles étaient les 
contraintes de priorité a respecter, et d · examiner quelle était 
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leur incidence quant au comportement global du systeme. 
tes pri.ori.tês a respecter sont les suivantes: 
l. La rectification du stock doit être prioritaire par rappor.t 
a toute opêration sur le stock. 
2. La <mise a jour positive> du stock doit être priori.taire 
par rapport a la <mise a jour nêgative> du stock 
consêcutive a la sêlection d ' une commande di.ffêrêe. 
3. T,a <mi.se a jour> du stock relative a une commande di.ft:êrêe 
doit être prioritaire par rapport a la même mi.se a jour 
effectuêe sui.te a 1 · enregistrement d'une commande normale. 
Pour bi.en dêgager l ' importance relative de ces 
contraintes, raisonnons par l ' absurde et examinons 
seraient les consêquences de leur non-respect. 
troi.s 
quelles 
A. - Si on ne tient pas compte de l a première contrainte, les 
diverses situations suivantes sont possibles: 
MAJ + avant une correction. Cela aura comme consêquence une 
surestimation du stock; une divergence sera de toute façon 
remarquêe lorsqu · une commande aura êtê satisfaite a tort par le 
système qui se base sur le" stock ordinateur". La rectification 
se faisant maintenant de façon relative, cette situation ne pose 
aucun problème et ne diffère pas fondamentalement de celle où la 
correction du système aurait êtê faite avant . L'inconsistance 
de stock aurait seulement êtê dêteètêe un peu plus tot, mais ça 
n·aurait aucun impact grave au niveau du traitement des 
commandes. 
MAJ - avant une correction 
Une commande enregistrèe provoquera une mise a jour moins du 
stock et la rêquisition de tout ou partie de marchandises qui, 
en fait, n·existent pas. cet êtat de choses sera détecte lors 
de l'affichage du bon de livraison . 
MAJ - sui.te a un diffêrê avant correction 
Situation analogue a celle dêcrite ci-dessus. 
ce qu·il faut en fait se demander, c · est si ce problème n · a 
pas un caractère quelque peu fictif. 
Il faut en effet, bien se rendre compte 
priori.te de ce type ne sera effective 
confli.ctuelles sont effectuées dans un 
relativement petit. or , 1·apparition 
que la gestion de 
que si des requêtes 
intervalle de temps 
de celles-ci dêpend 
d'èvênements extêrieurs sur lesquels on n · a aucune influence. 
ta MAJ + du stock dêpend d'une arrivée de marchandises. 
T,a dêtection d · une correction a effectuer dans le stock 
dépend du moment où le magasinier affiche le bon de 
livraison. 
L'enregistrement d · une nouvelle commande dans le stock 
dêpend du moment où 1 · opêratrice envoie explicitement sa 
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requête au terminal. 
o·autre part, comme on 1·a déja suggéré plus haut, il est 
i.mpossi.ble pour des raisons de généralité, d- i.ntroduire une 
gesti.on de priorités au niveau même de la station gérant les 
demandes d·accês aux fichiers sur le micro-disque. 
Dans ces condi.ti.ons, on se verrait contraint, pour traiter ce 
problème d•introduire un processeur supplémentaire qui serait 
spéci.ali.sê dans une gestion de files d·attente. Ce processeur 
recevrait les diverses demandes d·opèrations sur le stock, et 
rangerai.t chacune d·elles dans une file d·attente, regroupant 
des demandes de même type. Chacune des files serait vi.dêe de 
façon FIFO (First In First Out). Le choix d·une fi.le est 
effectué en fonction des priorités imposées par 1·application. 
Selon toute vraissemblance, la mise en oeuvre d·une telle 
solution s·avêrerait coateuse eu egard aux bénéfices retirés. 
Relevons ci-dessous quelques éléments susceptibles d'aller a 
l·encontre de cette solution. 
Il est probable que ces files d·attente seraient vides la 
majeure partie du temps. 
Pour que ce ne soit pas le cas, il 
demandes d·opération sur le stock soient 
qui risque d·etre fort peu le cas 
interactif. 
faudrait que les 
très frêquentes ce 
dans un contexte 
Pour que la gestion de ces prioritês aie un intêrêt en soi, 
il faut évidemment qu·elles soient relatives a un même 
produit et dans un intervalle de temps assez réduit. 
Une telle probabilitê est discutable bien qu·elle risque 
d"exister. On peut par exemple imaginer qu·un même produit 
soit fortement sollicite suite a une campagne publicitaire. 
Ce genre de situation est évidemment fort peu prévisible, 
et peut-être , s·avèrerait-il intéressant d·effectuer une 
simulation pour obtenir des renseignements intêressants. 
En conséquence, on peut donc dire qu · il faut ici raisonner en 
termes d·analyse coat/efficacite. 
La solution consistant a introduire un processeur supplêmentaire 
en vue de traiter ce problème spécifique des priorités est-elle 
justifi.êe? Quels seraient les bénéfices retirés compte tenu du 
coat supplêmentaire qu·elle occasionne? 
B. Si on relache la contrainte 2, on risque tout au plus de 
différer quelque peu la prise en considération d · une commande 
normale par le système. 
Mais, ici encore, on s·invente un problème, car tout dépend en 
fait du moment où se fera la livraison en stock. 
c. Si on relache la contrainte 3, les conséquences au niveau du 
traitement des commandes sont inacceptables. 
En agissant de la sorte, on prend en effet une initiative qui va 
a 1.·encontre des désidêratats exprimés dans la politique 
commerciale de l·entreprise. 
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Mais, on remarquera d·autre part, que le problême peut etr.e 
résolu de façon très simple en réservant lors de la réception 
des marchandises la quantité nécessaire pour satisfaire 
1 · ensemble des commandes différées en attente de ce produit, et 
en ne rendant disponible pour les commandes du jour que la 
quantité r.estante après cette réquisition. 
D. T,a contrainte suivante 
respectée tout simplement 
selon 1 · or.dre chronologique. 
est d · egale importance et ser.a 
en traitant les commandes différêes 
Pour les raisons mentionnêes ci-dessus, on accordera seulement 
de l"importance aux contraintes de type 3 et 4 qui seront 
satisfaites par des mécanismes três simples. 
On attirera enfin 1 · attention sur le fait que si, ultêrieur.ement 
la gestion des priorités de type 1 et 2 s·avere indispensable, 
1·introduction d·un processeur spécialisé dans la gestion des 
files d·attente est excessivement simple et ne provoque aucune 
modification par rapport au système existant. Il s · agira en 
effet si.mplement d" adresser les requêtes a ce processeur qui 
assurer.a leur transmission dans 1·ordre requis au gérant de la 
mémoire de masse. 
5 . ?..5. Caractêristigue d·une implémentation dans 1·optigue rêseau. 
Trois points importants retiendront notre attention 
aux caractéristiques que 1·on peut dêgager. d · une 
i.mplêmentation. 
quant 
telle 
Un premier aspect a souligner réside dans le fait que la 
réalisation de 1·application" PETIT-PAS" sur un réseau local ne 
semble pas impliquer de diffêrences fondamentales par rapport a 
une implémentation sur une machine centrale. Entendons par la le 
fait que la conception logique des modules ne s · en trouve pas 
affectée. Il faut en effet remarquer, que la distinction entre 
les deux solutions envisageables (optique centralisée ou optique 
réseau) reste localisée a un niveau relativement technologique 
et n · influe pas directement sur 1 · architecture d•implèmentation. 
L · intéret d · une telle comparaison aurait probablement été plus 
grand s · il s · était agi de réaliser un projet de taille plus 
importante sur un réseau général d · ordinateurs. Dans un tel 
contexte seulement, les deux composantes fondamentales du 
problème posé dans le cadre d · une solution repartie (a savoir la 
repart t ti.on des traitements et celle des données) auraient eu 
leur pleine signification. Comme on 1·a dêja fait remarquer, la 
seule tentative de répartition envisageable au niveau des 
données consistait essentiellement a relêguer au niveau local 
des contrôles de validitê. Quant aux traitements , le fait que le 
processeur soit localisé dans un micro-ordinateur ou dans la 
machine centrale est une différence purement technique. 
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T,es deux points suivants jouent en faveur d · une implémentation 
l'.'éseau. 
Un avantage imputable a une implémentation de type réseau 
se situe au niveau des pannes, et ce, principalement pou'!'.' deux 
l'.'aisons.La première a dèja eté évoquée au paragraphe 1.5. point 
7. Il s·agit de la possibilité de faire tourner le système en 
mode"dégradè". Cette faç:on d·agir permet donc d·utiliser une 
partie du réseau dans le cas où 1·un des composants n · est plus 
opérationnel . La seconde d·ordre purement technique et est due 
au cal'.'actêre relativement standard des divers composants 
utilises. 
~a modularité du système est également probablement 
supérieure dans le cadre d·un réseau local où 1 · adjonction de 
nouveaux processeurs (dans le cadre des limites technologiques) 
est sans grande incidence sur le reste du système. 
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CRAP.l:'t'RF. 6 
PRIMITIVES DE GESTIO N DES FICHIERS 
6.1. l:N't'RODUC'l'l:ON 
Une pr.emi.êre tache a. réal i_ser dans le cadre du pr.ojet 
consi.ster.a a. i.mplémenter pour la seconde stati.on de r.essour.ces 
qu·on avai.t dêc i.dê d'adjoi.ndre au réseau COBUS l'ensemble des 
ordres pri.mi.t i. fs nécessaires a. la mani.pulati.on des fi.chi.er.s 
local i.sês sur. le mi.cro-di.sque WINCHESTER. 
Deux types de f i.chi.ers devaient être di.sponi.bles pour 1 · uti.l i.sateur. 
sur. cette un i.tê: des fi.ch i.er.s a. accès séquent i.e l et des fi.ch i.er.s a. 
accès alèatoi.r.e . 
T,a gestion de ces fi.chi.ers doi.t se fai.re dans une stati.on l i.êe 
directement a. la mêmoi.re de masse si. l'on veut rêdui.re le tr.afi.c 
sur. le r.èseau et amèli.orer le temps de réponse. 
Tous les systèmes d ' exploitation de micro-ordinateurs permettent de 
faire les opérations classiques suivantes sur les fi.chi.ers: 
ouverture, êcri.ture, lecture et fermeture. 
Dans le contexte ai.nsi. défi.ni, les ordres a. exécuter par le gèr.ant 
de la mèmoi.re de masse comporte donc: 
des ordres analogues a. ceux existant pour la premi.ere station 
de r.essour.ces et dêtai.llés en 3.6.6. 
des ordres supplêmentai.res relati.fs aux fi.chi.ers de type 
i.ndexè a. savoi.r: des ordres d'écriture/lecture en foncti.on de 
valeur. de clé et des ordres de modifi.cati.on et destruction 
d'enregistrement. 
Atti.r.ons enfin 1 · attenti.on sur quelques points i.nhérents au fai.t 
que l'on dêsi.re avoir des accès multiples au gerant de la mémoire 
de masse: 
au ni.veau logi.ci.el 
l:l faut prêvoi.r des mécanismes assurant 1.·1.ntêgr.i.te des 
données mani.pulêes par les di.vers uti.li.sateurs de façon 
partagée . 
T,a pri.nci.pa le di. ffi.cu l tê techn i.que est êvi.demment 
d'empêcher. que les mises a. jour faites par. un usager. ne 
viennent i.nterfêrer avec les lectures et mi.ses a. jour. 
d'un autre utilisateur. 
au ni.veau système 
i: l est i.nteressant que 1 · inter-face avec le r.èseau soi.t 
asynchrone (c · est-a.-di.re travaille par i.nter.r.upti.on). "Cl 
faut donc assurer une gesti.on de tampons desti.nès a. 
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recevo i r les blocs et les renvoyer si. l'on veut être 
asse:,; rapi.de et ne pas rater de blocs. 
tl faut que le système soit capable de 
plusi.eur.s fi.chi.ers ouverts si.multanément 
êtendr.e i.ndêpendamment les uns des autres. 
mai.nteni.r 
et de les 
Mises a. part les deux contrai.ntes menti.onnèes ci.-dessus, le système 
n·a pas d·autr.es exi.gences parti.culi.ères. tl ne doi.t pas être 
multi.-tache, les ordres étant trai.tès sèquenti.ellement. 
r,· i.nstal lati.on a. mettre en oeuvre uti. li.sera le système ucso 
(Uni.ver.si.té Cali.forni.enne de San Di.ego). Ce système est moi.ns 
pui.ssant que 'RDOS de Data General (uti.li.sé au T.J,,Mt) et per.mettant 
de mai.nteni.r. ouver.ts 64 di.rectoi.res ai.nsi. que 64 canaux) car. i. l est 
mono-uti. l i.sateur. ma i.s i. l possède toutefoi.s des possi.bi. l i.tês 
d' entr.êes/sorti.es asynchr.ones. 
6.?.. Sl?'F.CU'T.CA't'tONS G'F.N'F.RAT;F.:S DES PROGRAMMES A RE.ALT.SER. 
l?our. hi.en mettre en èvi.dence la nature des programmes a. 
i.mplêmenter., i.l convi.ent de dêtai.ller quelque peu la situati.on 
globale. Cel.le-ci. est schémati.sée fi.g. l PT. 15 En fai.t, le but a. 
attei.ndr.e est de fourni.r a. 1·util isateur un certai.n nombre de 
pr.i.mi.ti.ves lui. per.mattant de faire des operati.ons sur les fi.chi.ers 
sêquent i.e ls et i.ndexês rés i.dant sur le mi.cro-d i.sque wtNCHF.S't'F.R. 
tl faut donc, a·une par.t, consi.dérer l es stati.ons termi.nales des 
utili.sateur.s qui. enverront des demandes d'accès aux fi.chi.ers et 
a· autr.e part, une station spêci.alisée dans la gesti.on des fi.chi.ers 
et que, dans l a sui.te de 1·exposé on nonunera gér.ant de la mêmoi.r.e 
de masse. 
T,es fi.chi.ers de type séquentiel ne seront accessi.bl.es que par. 
un uti.lisateur. a. la f.oi.s. 
T,es pr.i.mi.ti.ves a. développer pour ce type se r.êsument 
essenti.el lement aux ordr.es de CREA't'T.ON, OUVF.R't'URF., FF.RMF.'t'UR'F., 
T,F.CTCJRF. de l. arti.cle sui.vant, F.CRI't'URF. de 1 · article sui.vant. 
T,es fichiers de type indexé quant a. eux, seront partageables 
par. plusieurs uti. lisateurs si.multanément. T,es princi.paux 
or.d r.es a. dêve lopper ser.ont 1 · OUVF.R't'URE, la FERMF.:TCJRF., T,'F.C'l'tJRF. 
en fonct i.on de clé, F.CRT.'t'URE, MISE A JOUR et DF.S't'RUC't'T.ON 
d · enregi.s't r.ement. 
('Rll!mar.quons que li! crêati.on d ' un fi.chi.et: de type séquenti.el se 
rêdui.t a. un ordre si.mple, il n·en ira pas de même dans le cas du 
fi .chi.er. i.ndexê qui. s · avère être une opération quelque peu plus 
complexe. 11. s· agi.ra de mettre au poi.nt un programme rêal.i.sant 
cette opêr.ati.on). 
F.xami.nons dês a. présent, un peu plus en détai.l la façon dont 
les choses se passent lorsqu·un utilisateur dési.re fai.re une 
opêr.ati.on quelconque sur un f i chi.er. De façon a assurer une 
cer.tai.ne compati.bili.té avec les primi.ti.ves existant sur le r.éseau, 
les or.dr.es ont êtê implémentes conune suit. 
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T,a r.equête expri.mée par 1- utilisateur faisant appel a une pri.mi.ti.ve 
se tr.adui.t par l ' envoi. d'un bloc sur le réseau a desti.nati.on du 
gérant de la mmoi.re de masse . ce bloc spécifie essenti.ellement deux 
types d'i.nf.onnat i.on: 
le code "identifiant la nature de la requête de 1·utili.sateur. 
(c'est-a-dire 
fermeture, ... ) 
un ensemble de 
exemple pour 
fi.chier). 
s'il s·agit d'un ordre d'ouverture, lecture, 
paramètres spécifiques a l'ordre invoquê (par 
un ordre d'ouverture, on mentionnera le nom du 
on peut donc, en toute généralité, schématiser un tel bloc comme 
suit: 
CoDf. 'PAR A 'rt E:T'R E.S 
ta rêponse a la requete de 1~utilisateur se prêsente êgalement soJs 
fonne d'un bloc envoyé par le gérant de la mémoire de masse ver.s la 
station terminale de l'utilisateur. 
De façon générale, ce bloc contient: 
un code ret our indiquant si la requête a pu ou non etre 
satisfaite, 
un code erreur spécifiant, le cas échéant, pourquoi la requête 
n·a pu être satisfaite. 
éventuellement un certain nombre de paramètres 
caractéri.st i.ques de la requête. 
Le susdi.t bloc aura donc la forme suivante: 
(?A'RAhéT'R.&S) 
On peut, par. conséquent, discerner deux types de programmes a 
traiter: 
l. T,e programme destiné a tourner sur le gérant de la mémoi. re de 
masse. 
Il a pour b ut de traiter successivement ls ordres primi.tifs 
êmi.s par. les di.vers utilisateurs sur le réseau. 
?. • T,es r.out tnes appelées par 1 · utilisateur via ses programmes. 
Celles-ci. consistent a envoyer sur le réseau la requête de 
1·uti.li.sateur. a destination du gestionnaire de fichiers. 
Ce message comprend 
le code correspondant a la nature de 1·opérati.on demandée 
les paramètres nécessaires 
6.3. CARACTERISTIQUES E~ MODES DE REPRESENTATION DES FICHIF.RS SUR T..A 
MEMOIRF. DF. MASSF. 
- 69 -
6.3.l. Quelques définitions 
A.vant a· aber.der les problèmes de reprêsentati.on physique 
des fi.Chiers, il convient de clarifier certains concepts qui 
leur sont relatifs afin de s · entendre sur les termes employés 
par la suite. Ceux-ci peuvent en effet recouvrir des notions 
di.f.fêrentes en fonction du contexte où ils sont utilisés. 
Fondamentalement, on distinguera deux aspects a un fichier: 
un aspect logique découlant de 1·analyse fonctionnelle et 
qui précise les informations comprises dans le fichier 
ainsi que les contraintes et propriêtés auxquelles elles 
satisfont. A ce niveau, on ne fait donc aucunement 
rêfêrence a une quelconque forme de représentation de ces 
données. 
un aspect technique désignant la façon dont 
le f.ichi.er. sur son support matériel. Ce 
donc une notion relativement technique de 
fichier . 
6.3.l.l. Aspect logique d·un fichier [18) 
sera organisé 
niveau recouvr.e 
réalisation du 
Un f i.chier peut être perçu comme une collection logique 
d ·informations répondant aux définitions suivantes. 
Am des ensembles de valeurs 
. . 
Soient a~ = ( a; , a/, . . . ~ des ensembles de va leurs prise 
chacune dans un ensemble Ai . 
.tj..( € A J° 
Soit A= {aA, al, ... , a""} tout ensemble d·élêments a.._ de 
même forme. 
On appelle A.j 
a\ 
Attribut 
valeur de l ' attribut Aj 
A 
a.\. 
fichier de la forme A (AA, Ai, ... , ~ 
un article du fichier A de type A ( A--1 , ... , Ai)_ 
T,es attributs possèdent diverses propriêtés. 
1ls peuvent être: 
EL"EMF.:N'I'A1RES:c.a.d. ayant atteint un niveau atomique de 
décomposition 
ou 
DECOMPOSARLES:c.a.d . pouvant être subdivisés en éléments 
conservant une signification 
STM1?LES:c.a.d . comportant une seule valeur 
ou 
RE~F.T1T1FS:c.a.d. susceptibles de comporter 
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plusieurs 
valeurs, a uquel cas, le nombre d·occurences peut être fixe ou 
variable. 
OBTJ TGA'l'OUŒS: c. a. d. comportant impérativement une va leur 
ou 
FACUT,TA'l'IFS:c.a.d. susceptibles de ne pas comporter. de 
valeur. 
TDEN'l'TFIAN'l'S:c.a.d.que dans le fichier un seul 
possèdera cette valeur d·attribut. 
6.3.l.?.. Aspect physique d'un fichier 
6.3.l.?..l. Classes de support 
article 
T,es pr.opriétês technologiques des supports matêrie ls 
dêter.minent certaines classes de suppor~. Ceux-ci sont dès 
lors car actérisés par le mode d·accès aux informations 
qu"ils contiennent. On distingue: 
Les supports séquentiels 
Un tel support est fait d"un espace mémoire où les 
inf ormations sont disposées consécutivement. Cet 
espace est doté d·un dispositif de lecture/écriture 
capable d·une part, de lire les données suivant 
celles qui viennent d"être lues, d"autre part, 
d"écrire des données Q la suite de celles qui 
viennent d"être écrites . L"alternance entre ces deux 
types d·opêrations n · est généralement pas possible. 
(Pas tellement pour des raisons techniques mais 
essentiellement pour des raisons technologiques), 
Les supports adressables 
De faç:on 
mémoire 
constitue 
schématisée, on peut concevoir 1·espace 
sur un support adressable comme étant 
d·un ensemble de cellules destinées Q 
mémoriser des informations. Chacune d · elle est muni.e 
d·une adresse permettant de la référencer 
univoquement parmi la totalité des cellules. Cet 
espace est doté d·un dispositif de lecture/écriture 
capable de se positionner directement sur une cellule 
dont on spécifie 1·adresse en vue d · une opération 
d"êcriture ou de lecture. 
on appelle ENREGISTREMENT (record), 1 · ensemble des données 
indivisibles obtenu ou fourni par chaque opération d·accés 
au fichier. 
on appelle BLOC 1·ensemble des données faisant réellement 
1 · objet a · un transfert entre la 
mémoire centrale et la mémoire auxiliaire. 
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6.3.l.?..2. Organisation d"un fichier 
T,a manière dont est obtenue 1 · ad"t"esse d · un 
en"t"egistrement sur un support adressable dêfinit ce que 
nous appellerons 1·organisation d·un fichie"t". Tl est 
usuel de distinguer trois grands types d·organisation: 
sêquenti.el le, relative et indexée. 
Un fichier d·organisation sêquentielle est 
caractêrisê par le fait que les enregist"t"ements y 
sont simplement rangês les uns a la suite des autres. 
Il n·existe aucun moyen de localise"t" un 
enregistrement particulier sur le support. Un fichie"t" 
sêquentiel ne peut par conséquent être traite en mode 
d"accès séquentiel. 
Un fichier d'organisation relative est caractê"t"ise 
par le fait qu·un enregistrement peut y êt"t"e 
identifié sur base de son numéro d·ordre dans le 
fichier. 
Un fichier d"organisation indexee est caractérise pat:" 
le fait qu·un enregistrement p~ ,t y être rêfèrence 
sur base d'une valeur d·un de ses Lttributs. 
Il s·agit donc a·associer a un attribut un mecanisme 
permettant d"acceder rapidement aux articles possédant une 
valeur déterminée pour cet attribut. 
On peut imaginer diverses méthodes permettant de mettre au 
point un tel mécanisme d"accès. Les techniques les plus 
courantes peuvent être regroupêes en trois grandes 
catégories qui s·inspirent des principes suivants: 
la recherche dichotomique 
l"indexation 
les fonctions de hash-code (accès calcule) 
1. La recherche dichotomique 
La technique de la recherche dichotomique présuppose 
que 1·on travaille sur une liste simple d"êlèments 
adressables tries selon un certain ordre. 
Globalement, la méthode consiste a diviser 
initialement l"intervalle de recherche. Vérifier. si 
1·e1ement recherché se trouve a gauche ou a droite de 
la borne ainsi dêterminêe. Si l"êlêment se trouve a 
gauche (droite), on répète le même procesus a gauche 
(droite). Et ce processus se poursuit jusqu·a ce 
qu·on ait trouve 1·e1ement recherche ou que la 
recherche se soit soldèe par un échec. 
Des algorithmes détaillés existent dans la 
littérature. 
Concrètement, plusieurs solutions s•inspirant de 
cette méthode sont envisageables. 
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On peut par exemple agir directement sur le 
fichier des enregistrements, ce qui suppose 
qu · on le maintienne continuellement trié. 
On peut encore associer au fichier de base 
contenant les enregistrements un second ti.chier 
contenant les valeurs tri êes des attributs ains i 
qu · un pointeur vers 1 · article. La recherche 
dichotomique opèrera donc sur cette liste . 
2 . T., · indexation 
La technique de l'indexe consiste a associer au 
fichier de base un second petit fichier (le fichier 
dit d'indexe) contenant des valeurs d ' attributs 
limites permettant de rêfêrencer des articles dans le 
fichier de base. 
En toute genêralitê, on peut représenter une 
str ucture d ' indexe conune sur la fig. i. 
f1J· 2. 
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On distingue essentiellement deux types d'indexe: 
un indexe non dense : 
Cela consiste, sur la base êtablie ci-dessus, a 
appliquer le même principe sur les blocs 
d'indexe existant et a constituer chaque ta i s un 
niveau a · indexe supêri eur . (cfr . fig. 3) 
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f tJ . 3 
un indexe dense: On a affaire a un tel type 
d " index lorsqu" il y a autant de sorties au 
dernier niveau d"indexe qu " il y a d · articles 
dans le fichier de base . ( cfr. fig . 4) 
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3. Les fonct i ons de Hash-code 
Cette mé thode consiste a associer une adresse a 
chaq ue valeur de clê par le biais d·une foncti.on. T,e 
problème consiste donc a choisir judicieusement une 
f o nc tion f telle que 
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adresse= f (valeur de clê) 
6.3.7.. Fichiers seguentiels 
ta structuration physique des fichiers de type séquentiel 
est évidemment tres simple.Elle est reprêsentee ci-dessous: 
les trois bytes du premier bloc du fichier contiennent la 
position de la fin du fichier.(EOF) 
Les deux premiers bytes sont la représentation d'un entier. 
indiqua. t un numéro de bloc de 512 bytes. 
te tr.oi: iême byte repère un bloc de 2 bytes dans un bloc de 
517. byt, s. (un byte= 256 valeurs possibles) 
T..ors de chaque écriture, l es données sont ajoutées a la suite 
des precedentes. Si cela s·avère nécessaire, on ajoute de 
nouveaux blocs. t·aire hachurée représente la partie occupée du 
fichier.. 
6.3.3. Fichiers indexes 
6.3.3.l . 'I'ypes d·acces implémentes 
Remarquons ici que le choix des types d'accès a 
implémenter n·a pas ete exclusivement dicte par les besoins 
de 1·application de gestion a réaliser dans le cadre de ce 
pr.ojet mais plutôt par le souci d'être suffisamment gêner.al. . 
Il faut en effet attirer 1·attention sur le fait que les 
primitives développées sont relatives a la gestion d'une 
station de ressources destinée a être employée par. divers 
utilisateurs dans le cadre de leu~s applications 
particulières. 
tl s·averait donc primordial d ' assurer un certain niveau 
de service en mettant a leur disposition des outils 
relativement standard. c·est sur cette base que furent prises 
les décisions suivantes : 
caractéristiques des clés d'accès 
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Une cle primaire doit être dêsignee. Celle-ci doit être 
univoque (identifiante) c·est-a-dire qu·a chacune de ses 
valeurs doit correspondre dans le fichier un seul 
article. Il s·agit donc d"un mecanisme d·accès associe a 
un attribut obligatoire identifiant et non 
repet itif.(cfr.paragraphe 6.3.l.l.) Plusieurs cles 
secondaires peuvent être dêsignees, celles-ci peuvent 
être associees a des attributs non identifiants et 
repet itifs.(cfr.6.3.l.l.) 
Type~ d·acces implementes 
De façon génêrale, les operations de lecture et 
consultation peuvent utiliser pour la recherche une clê 
quelconque (nous la nommerons cle de reference), les 
operations d·ecriture et de mise a jour ne peuvent 
utiliser que la cle primaire. 
Les types d · acces disponibles pour 1·utilisateur sont 
détai lles au paragraphe 6.5.2.3. 
6.3.3.?.. Structuration physique proprement dite 
La création d·un fichier de type indexe implique en fait 
la creation de deux fichiers physiquement différents: 
l. Un f i chier de données contenant les enregistrements 
proprement dits qui seront manipules par 1·utilisateur 
dans son prograrmne d·application. 
2. Un f i chier d · indexe contenant pour chaque cle creee la 
structure d"indexe y afferant. 
La fig.s represente globalement 1·organisation de deux types 
de fichiers. Chaque bloc a une longueur fixe de Sl?. bytes. 
Pour être tout-a-fait complet, mentionnons encore 1·existence 
de deux b l ocs spécifiques dans le fichier d·indexe. 
- 76 -
1 
...J 
...J 
1 
1 HEADER 1 
~~~~ 
un premier bloc, appelé HEADER contient essentiellement 
deux grands types d'information 
les positions courantes de chacun des deux fichiers 
un ensemble de caractéristiques relatives a chacune 
des clés implémentées (un pointeur vers le bloc 
représentant le sommet de la structure d'indexe la 
longueur de la c1e· ~ ... ) 
ces informations seront utiles au programme tournant sur le 
gestionnaire de la mémoire de masse afin d'assurer la bonne 
maintenance du fichier d'indexe . 
un second bloc, appelé RECDESC (record description) 
donne une description précise des zones des 
enregistrements. ces renseignements seront exploites 
par les primitives appelées par 1 · utilisateur. 
Rem.: Les deux premiers blocs du fichier d'indexe seront 
systématiquement réservés pour le HEADER et le RECDESC. T,e 
détail des informations consignées dans ces blocs figurent en 
annexe avec la description des programmes. 
Nous allons maintenant examiner plus en détail l ' organisation 
physique des deux fichiers. 
6.3.3.2.1. Organisation du fichier .INDX 
Il convient de distinguer la struc~ure d'indexe 
assobiée a la clé primaire identifiante de celle associée 
a une clé secondaire non identifiante. 
A. Structure d'indexe associée a la clé identifiante. 
Notons préalablement que 1 · entièreté des valeurs de clés 
existantes se trouvent reprises a ce niveau. On a donc 
affaire a un indexe de type dense (cfr.6.3.1.2.2.) 
La structure d'indexe relative a la clé identifiante est 
schématisée fig. 6. 
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Notons prêalablement que 1·entierete des valeurs de 
clês existantes se trouvent reprises a ce ni.vP.au. on 
a donc affaire a un indexe de type dense 
( c f r. 6 . 3 . l. 2 . 2 . ) 
Un êlêment i du bloc comprend deux choses: 
- un pointeur PTi 
- une valeur de clê VALI Le pointeur PTi (3 bytes) 
permet de localiser dans le fichier de donnêes 
1·enregistrement dont la valeur de clê primaire 
vaut VALI. 
T,es blocs des autres niveaux ont la confi.gurati.on 
sui.vante: 
Un êlêment i du bloc de niveau k comprend egalement 
les deux types d'informations: 
- Vl'i 
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VALi 
mais leur signification est quelque peu différente 
VALi représente la valeur de clé constituant la 
borne supérieure des valeurs de clés présentes 
dans le bloc de niveau k+l désigné par PTi 
(2bytes) de clés présentes dans le bloc de niveau 
k+l désigné par PTi (2bytes) 
Les aires hachurées ne sont pas utilisées. Cela 
provient du fait qu·au dernier niveau, PTi requiert 3 
bytes alors qu·aux autres niveaux 2 bytes seulement 
sont nécessaires. Cette façon de procéder occasionne 
une perte de place mais présente 1·avantage de 
conserver une certaine compatibilité dans la 
structure des blocs manipulés a tous les niveaux et 
par conséquent, facilite le traitement. 
B. Structure d'indexe associée a la clé non identifiante. 
ta structure relative a une clé non identifiante est en 
fait analogue a la précédente si ce n·est qu·on ajoute un 
niveau de pointeur supplémentaire au dernier niveau de 
1·arbre. 
Globalement, la situation est présentée fig. 7. 
l!AL-" - - - - - VAL I"' 
1 ............... 111111 -----L...--1 - - -----1--L-L-J-111 IL....L..-L..&.-1 11 VALl·-1 ............... I 1 1 1 I___.______I _.___-- - ___,_-I___.__.__.___._I 1 1 1 1 ....._I VALN 1 
Les blocs du dernier niveau ont la configuration 
suivante: 
1111111 v AL a I · - - - -111111 
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P~i.l pointe vers le début d'une chatne de 
pointeurs, chaque élément de cette chatne pointant 
vers un enregistrement du fi.ch i.er possêdant VAT,i 
comme valeur pour la clé secondaire. 
P~i.2 pointe vers la fin de la chatne de pointeurs 
êvoquêe ci-dessus. 
T,es blocs des autres niveaux ont la confi.gur.ation 
sui.vante: 
Un élément i. du bloc contient les mêmes 
que celles mentionnées dans le cas 
i.denti.fi.ante. 
in f.o,::mat i.ons 
de la clê 
Pour les mêmes raisons que celles expliquées au pt.A 
, 1•aire hachurée n · est pas employée. 
6 . 4. G'P.S~l:ON m::s ACCES CONCURRF.NTS AUX FICHIERS 
6.4.l. într.oducti.on 
T~ but de ce paragraphe est une tentative de synthèse des 
types de pr.oblèmes susceptibles de se poser dans un 
environnement base de données partagée. 
On peut per.cevoir un tel système comme ètant constitué de N 
ut i. l i.sateurs, ( chacun d · eux concrétisé par le processus qu · i. l 
exêcute) en compêti.tion dynamique pour 1 · obtention de ressources 
par.mi. N ( en 1 · occurence des uni tés d · info,::mat ion dans la base de 
donnêes). Dans un tel contexte, des mécanismes de contrôle et 
de pr.otecti.on s · imposent en vue de garantir 1·intégrité de la 
base de données. Garantir cette intégri.tê recouvre en fait 
dif.f.erents aspects. On distingue essentiellement tr.oi.s types de 
problèmes: 
la protection de 1 · existence des donnêes dans la base grace 
a des mesures de reprise , sauvetage . . . 
le maintien de la quali.tê des informations en veillant a 
rêsoudre les problèmes a·interfêrence entre les di.vers 
processus . . 
le mainti.en du caractère privê des informations grace a une 
gestion des accès aux données. 
Nous nous limiterons dans le cas présent a analyser les 
problèmes du second type. 
Pour ce faire , nous nous efforcerons de mettre en êvi.dence les 
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diverses situations problêmatiques susceptibles de se produire 
et, a partir de la, nous brosserons un êventail des solutions 
envisageables. Nous motiverons dês lors les choix retenus dans 
le cadre du projet en vue de garantir 1·intègritè des donnêes 
partagêes. 
Remarquons que ces problèmes très complexes mais relativement 
classiques ont dèja fait couler beaucoup d'encre et occupent une 
part importante dans la littérature. 
Notons enfin que cette complexitè va croissant dans un 
environnement rêparti, mais que nous n·y accorderons pas un 
intèret particulier eu ègard au caractère centralisè des 
informations dans le cadre du projet a mettre en oeuvre. 
6.4.2. Notion de blocage. 
Une solution immèdiate vient a 1·esprit pour résoudre les 
problèmes êvoquês ci-dessus qui consiste a introduire une forme 
d'usage exclusit des ressources. Cela peut s·obtenir par un 
BLOCAGF. des ressources en question. 
Remarquons nêanmoins, dès a prèsent, que cette solution est 
elle-même source d'un nouveau problème non nêgligeable : celui 
des INTERBT.,OCAGES. 
Une telle situation se produit dans les circonstances suivantes: 
Soit Pet Q, deux proccessus en compêtition pour 1·usage de deux 
ressources A et B . 
Supposons alors la sêquence d'évènements suivante: 
l. Le processus P demande et acquiert le contrôle exclusit de 
la ressource A, 
2. le processus Q demande et acquiert le contrôle exclusit de 
la ressource B, 
3. Le processus P demande 1·usage de la ressource B mais ne 
pourra l'obtenir que lorsqu·elle sera rela.chèe par. le 
processus Q, 
4. Le processus Q demande 1·usage de la ressource A, mais de 
taçon analogue, il ne pourra l'obtenir que lorsqu·elle sera 
relachée par le processus P. 
Diverses stratêgies sont envisageables en vue de rèsoudre ce 
nouveau problème. On peut les classer en trois grandes 
catègories: 
l. tgnor.er les interblocages 
On laisse les situations d'interblocage se produire et on 
les dêcouvre par des moyens extèrieurs. 
Cette position ètait défendable au dêbut de l'informatique, 
mais ne 1·est plus du tout actuellement a cause des 
tendances rècentes telles que temps rèel, large base de 
donnêes partagée ... 
2. Dètecter les interblocages 
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Plusieurs auteurs ont présenté diverses méthodes de 
détection des situations d'interblocage. La seule solution 
lorsqu·un évènement de ce type se produit est de retirer 
des ressources a un ou plusieurs processus et laisser les 
autres poursuivre leur exêcution en les leur affectant. 
ceci pose un nouveau problème qui est celuî du "déroulement 
en sens inverse" (roll back) d'un processus. 
3. ~mpêcher les interblocages 
Cette stratêgie s·avêre relativement complexe dans le cadre 
particulier du partage des données. En effet, une solution 
consisterait a pouvoir déclarer avant 1·exêcution d·un 
processus 1·ensemble des ressources dont il aura besoin, 
mais ceci est pratiquement impossible en ce qui concerne 
les données, du moins si 1·on désire un niveau de blocage 
relativement fin ,ce qui est quasiment une contrainte dans 
un contexte interactif. 
6.4.3. Principales situations imposant le blocage 
Le blocage est rendu indispensable essentiellement par 
trois types de problèmes majeurs: 
1. Le problème des mises a 
processus, 
jour perdues, Nécessité de 
défaire un Le problème de l'intêgritê d'un 
processus. 
l. Le problème des mises a jour perdues 
ce problème relativement classique résulte d'une 
d'évènements telle que la suivante: 
séquence 
Supposons que deux processus concurrents Pet Q désirent mettre 
a jour le le même enregistrement A (Cfr. fig. 8) 
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Supposons que les divers accès a la base de données s · opèrent 
selon la séquence ci-dessous: 
l. Le processus P lit 1·article A et en obtient donc une copte 
dans son buffer. 
2. Le processus Q lit également 1·article A et en obtient une 
copie dans son buffer. 
3. Le processus P modifie 1·article A et en demande la 
réécriture dans la base de données. 
4. Le processus Q modifie sa copie de 1·article A et en 
demande a son tour la réécriture dans la base de données. 
Conséquence: La mise a jour effectuée par le processus P n·a pas 
été prise en considération. 
2. Nécessité de "défaire" une transaction 
Il peut parfois etre indispensable de" défaire" un processus. 
Comme on 1·a déja mentionné, cela se produit lorsqu · on désire 
résoudre une situation d'interblocage. 
Ce sera également une obligation lorsqu · un processus, pour. 
quelque raison que ce soit, se termine anormalement. Cette 
action de retour en arrière implique d'"effacer" tous les 
changements effectues dans la base de données par le processus 
e·n question. Les exemples ci-dessous prouvent que cette 
opération n·est pas sans incidence sur les autres processus 
manipulant les mêmes données. 
Exemple 1: (Cfr. fig.9) 
TRA-NS f'i,CT \-ON A ï A.. I\ N SA c. T 1orv 8 
en tl 
en t?. 
en t3 
en t4 
en ts 
défait 
1 
t ,4 
b.1. 
1: '3 
1:: y 
V 
le processus A bloque 1·enregistrement R (lecture) 
le processus A modifie 1·enregistrement R 
le processus A débloque 1 · enregistrement R ( écri.tur.e) 
le processus B lit 1·article R 
pour une raison quelconque, le processus A doit etre 
Conséquence: Le processus B a lu un article qui n · a pas 
rêellement exi sté. 
Exemple 2: (Cfr. fig. 10) 
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cet exemple est analogue au precedent, si ce n·est que cette 
fois, le processus B ne s·est pas contente de lire 
l · enregistrement R, mais 1·a modifie. 
Si. la première situation peut être tolerable dans certaines 
cir.constances, ce n·est pas du tout le cas dans 1·exemple 2. 
Une règle simple peut être deduite: 
"T,es changements non confirmes doivent rester bloques jusqu· a la 
fin de 1·exêcution du processus." 
3. Problème de 1·integrite a·un processsus 
Il se peut qu·un processus exige que les donnêes qu·i1 manipule 
soient bloquees vis a vis de mises a jour effectuêes par 
d·autres processus, même s·il ne fait que des opêrations de 
consultation. 
Exemple: (Cfr. fig. 11) 
AC.l --1 
-- - - f 
\ _4o _: 
'fï,vt> A,Cc.,\(~o) 
Su.-.... -:. 4 o 
fÏIV!) ~ll2 ('So) 
S'u m =- 1o 
f Î ND AU.. 3 (<.o) 
..SuYn :. Il 0, 
nor- 120 
A cc. t 
h'rYI e 
i 
b-1 
\ 
1: <. 
1 
\:3 
l 
t4 
\ 
~s 
\:" 
V 
A cc. 3 
- - -- ' 
: "3 0 \ 
l - - -- • 
f(tJt> /t: ,lc_ :> 
SLLl:,\traJ- lo 
T i tJ b A lL ,4 
a..dd J.o 
C «:>r111 ïi 
Considêrons deux processus A et B sur un ensemble 
a · enregistrements representant des comptes bancaires. 
Le processus A a pour objet de faire la somme des soldes de 
l·ensemble des comptes. Sur les comptes proprement dits, il ne 
fa i.t donc que des operations de stricte consultation. 
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Le processus B quant a lui, a pour objet de faire des tranferts 
d·un compte vers un autre. 
Par conséquent, si 1·on se réfère a la 
compte que le résultat produit par 
manifestement faux . 
fig. 11, on se rend 
A (110) au temps t7 est 
6 . 4.4. Impact des mécanismes de contrôle de la base de données sur 
les programmes d ' application 
L"impact des techniques mises en oeuvre en vue de garantir 
l"intêgrité d "une base de données partagée sur les programmes 
d ' application est souvent passée sous silence car, idéalement, 
ces moyens devraient être transparents a 1 · utilisateur. Mais, 
pour qu·il en soit ainsi, c · est souvent au détriment des 
per~onnances. En effet, il n·est pas souhaitable que 1 · entièretê 
des données utilisées par 1 · application (ou pire, susceptibles 
d·être utilisées par 1 · application) soit bloquée durant tout le 
temps de 1·exécution du programme utilisateur, car cela 
réduirait fortement les possibilités de concurrence. 
Dans cette optique, le système doit être pourvu de règles et 
protocoles établissant sur quel ensemble de données doit porter 
le blocage et pendant quel intervalle de temps ce blocage doit 
opérer. 
En toute généralité, il est souhaitable que les mécanismes 
soient conçus de façon telle qu ' ils 
maxi.misent le degré de concurrence entre les processus 
s·exécutant, 
aient un impact minimal sur la conception logique des 
programmes. 
En fait, ces objectifs sont contradictoires et les mécanismes 
instaurés dans 1 · un ou 1 · autre système assurent un compromis 
entre les deux. Des préoccupations de cet ordre influent sur 
deux aspects fondamentaux dans les méthodes proposées : la 
granularité du blocage et le type de blocage. Ces deux points 
sont examinés ci-dessous . 
6.4 . 5. Granularité du blocage 
Théoriquement, les volumes d · information concernes par un 
mécanisme de blocage peut varier très fort entre les deux 
extrêmes suivants: le fichier entier ou une zone dans 1· 
enregistrement . Les systèmes implémentes mettent évidemment en 
oeuvre une solution mitigée. Ce que 1 · on convient d·appeler la 
granularité du blocage porte donc sur le degré de finesse de 
l · infor.mation faisant 1·objet d·une mesure de blocage. 
- 86 -
6.4.6, 'l'ype de blocage 
'Fondamentalement, on d i.st i.ngue deux types de blocages. T,a 
r.a i.son pr.i.nci.pa le pr.es i.dant a cette di. ffêr.enci .at i.on est la 
sui.vante. 
Supposons un pr.ocessus P qui. ne fai.t que des oper.ati.ons de 
consultati.on et qui. a requi.s un blocage des données qu· i.l 
mani.pule en vue de garanti.r l· i.ntêgri.tê de son exêcuti.on (Cfr.. 
par.ag. 6.4.3. pt 3). s·i.l n·exi.ste qu·un seul type de blocage, 
un autr.e processus dêsi.rant lui. aussi. uni.quement fai.r.e des 
opêr.ati.ons de consultati.on, se verra i.nuti. lement refuser. 1.· accès 
a ces données. Ceci. expl i.que pourquoi. i. l est uti. le de di.sposer. 
des deux types de blocages sui.vants: 
T.OClC R (blocage en lecture) 
cette r.equête émane d. un processus qui. a l. i.ntenti.on de 
l i.r.e des donnêes et qui. dêsi.re que les accès concur.r.ents 
soi.ent i.nterdi.ts s·1.1s ont pour objet de modi.fi.er. ces 
données. Dans ce cas, d·autres processus r.equèr.ant un 
T.OCKR recevrai.ent 1·autori.sati.on d·accês. 
T.OCK U (blocage en mi.se a jour) 
Cette requête êmane d · un processus qui. a l · i.ntenti.on 
d·aller modi.fi.e-r des données. Dans ce cas, i.l faut qu·1.1 
n · y ai. t aucun blocage prêa lab le de type T ,OCKR R ou T .OCK t1 
afférant a ces données. 
Di.vers blocages plus nuancês sont envi.sageables qui. font 
i.nter.veni.r a la foi.s les noti.ons de gr.anul.ar.i.tè et type qui. 
vi.ennent d · êtr.e exami.nêes. 1'. ti.t-re d. exemple, menti.onnons la 
r.êfèrence [17) qui. propose s types de blocage: s, X, 1s, 1X, 
s,:x. 
6.4.7. Soluti.on retenue dans le cad-re du projet. 
Dans le contexte parti.culi.er qui. nous i.ntêresse, exami.nons 
1 · i.mpact des mécanismes de blocage envisageables a la lumi.êre de 
deux cr.i.tê-res: la g-ranula-ri.tè du blocage et 1· i.nter.val le de 
temps du blocage. 
F.n ce qui. cancer.ne la granulari.tê, le choi.x s·tmpose entr.e 
deux alternati.ves: le blocage au ni.veau du fi.chi.er. ou le blocage 
au ni.veau de 1.·enregistrement. Pour chacune de ces deux 
soluti.ons, exami.nons les possi.bi l i.tès subsi.stant au ni.veau de 
1.·1.nter.valle de temps du blocage et dêgageons dans tous les cas 
la part de responsabili.tê laissée au p-rog-rammeur ai.nsi. que le 
ni.veau de perfor.mance attei.nt. 
Premi.ère hypothèse : blocage au ni.veau du fi.chi.er 
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Si l'on envi.sage de faire porter le mécanisme de blocage sur. la 
totali.tê du fi.chier, il est hors de question que le blocage 
opêr.e durant tout le temps de 1·exêcution du processus pour. des 
r.ai.sons êvi.dentes de performance. Il convient donc de four.ni.r. 
au pr.ogrammeur des outils lui permettant de limiter le temps du 
blocage a une séquence d · exêcuti.on pour laquelle des 
interférences de la part d · autres processus sont i.nto lêr.ab les si. 
1·on veut garantir la validité des données manipulêes et du 
processus exêcutê. Sur cette base, on peut pr.oposer. a 
1 · uti. l i.sateur de définir une transaction en 1 · i.nsér.ant entr.e 
deux pr.i.mi.ti.ves: T.OCK R et T..OCK U (cfr..par.ag.6 . 4.6,) 
Avantage: 
cette so lut i.on la i.sse une responsabi li. té l imi.tée au pr.ogr.ammeur.. 
tl lui suffi.t de demander le blocage du fi.chier sur. lequel i.l 
tr.avai.lle durant le temps de 1·exêcuti.on de son pr.ocessus pour. 
être assuré de l'intêgritê des données qu'il manipule. 
tnconvêni.ent: 
Un inconvénient majeur de cette solution réside dans le fait 
qu'elle n·est pas du tout adaptée dans un contexte interactif. 
tmagi.nons en effet un système où N utilisateurs travaillent en 
mode interactif sur un même fichier. Il suffit que 1·un d'eux, 
pour quelque rai.son que ce soit, laisse un délai. important 
s·écouler entre la consultation d'un enregistrement et sa. 
rêécri.ture dans le fichier pour empêcher 1·ensemble des autres 
uti. l isateurs d · accéder au fichier. 
Une telle solution est donc susceptible de pr.ovoquer. une 
dêgr.adati.on intolérable du temps de réponse. cette r.ai.son, a 
elle seule, est jugée suffisamment importante pour. justifier. le 
rejet de cette solution. 
Deuxième hypothèse: blocage au niveau de 1·enregi.strement 
Une deuxième solution consiste a fournir un mécanisme permettant 
de bloquer. un article du fichier pendant tout le temps 
nêcessai.re a sa mi.se a jour; c · est-a-dire, a partir. du moment où 
un processus en demande la lecture jusqu·au moment où i.l rêêcri.t 
la ver.si.on modi. fi.êe dans le fichier. A un niveau aussi. fin, i. l 
n · est pas indispensable de prévoir les deux types de blocages 
mentionnés au parag.6.4.6 .. Lorsqu · un article est bloqué, il 
est inaccessible aux autres processus qui désirent mettre a jour. 
ce même enregistrement. 
Pour. mettre en oeuvre cette solution, il s·agit de mettre au 
poi.nt les deux primi.tives suivantes: 
RDMOD < i.dent i. fi.ant - article > 
RF.WRt't"F: < identifiant - article> 
Un ni.veau de blocage aussi. fin risque de ne pas être suffisant 
pour. toutes les appl i.cations. Il est i.ntêressant de pr.êvoi.r. une 
possibilité de bloquer plusieurs articles simultanément. 
F.videmment, il faut décider au préalable d ' un nombre maximum 
d ' articles. 
Soulignons toutefois que le fait d ' introduire cette possi.bi.litê 
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risque de faire 
inter.blocages. 
surgir un problème deja evoque: celui 
Ce problème peut être êvitê de deux f.a~ons: 
des 
l. on donne la possi.bilitê au programmeur de demander. en une 
seule requête 1·ensemble des ressources dont il a besoin. 
?.. L'ordre de requisition des ressources de la part des 
diver.s processus doit être le même. {Ce qui n·est pas une 
evidence lorsqu'il s·agit de données). 
Avantage: 
Au niveau des performances, cette solution est de loin 
pr.ef.ér.able a la prècèdente. Un article ou un ensemble 
d·ar.ticles ne sera bloque que durant le temps de leur 
exploitation par un processus, ce qui est le minimum requis. 
1nconvenient: 
T,accroissement des performances apporte par cette deuxième 
solution va de paire avec 1·augmentation de la r.esponsabilitê du 
programmeur. dans la conception logique de ces pr.ogr.a.mmes. 
Celui-ci doit en effet accorder une plus grande attention a ces 
pr.oblémes et doit être conscient des contraintes qui lui. sont 
imposées. 
Remarque: 
T,es deux primitives proposées ne suffisent pas pour. rêsoudre le 
problème de l'integritê d'un processus. Il conviendr.ai.t pour. 
apporter. une solution a ce problème de rêaliser en outre une 
possibilité de blocage au niveau de 1·entièrete du fichier.. 
6.5. F.n'MF.N DF.S PROGR~MMF.S 
6.5.l. Mode de présentation des traitements 
6.5.l.l. Notions de base 
Avant d · entamer la description des pr.ogr.ammes, il 
convient de dire un mot au sujet du formalisme employé pour. 
exposer les traitements. Le mode de représentation adopte 
repose sur ce qu·en théorie des graphes, on nonune des 
arborescences. De tels graphes sont fréquemment utilisés 
dans le cadre de diverses applications et leur. compr.éhensi.on 
ne nécessite pas de développement particulier. 
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6.5.l.?.. Concept d'arbre programmatigue [19) 
T,arbre programmatique est un graphe de type arborescent 
fi.gurant la structurati.on de 1 · ensemble des trai.tements. T,a 
recherche de cette structuration se condui.t par 
décomposi.ti.ons successives de la fonction en sous-foncti.ons, 
ni.veau par ni.veau. 
On obti.endra par exemple une structure du type de celle 
représentée fi.g.l?. 
/ 
~·----.0..--------, 
Tr\-. A. 2.. . 
Tri-·,\ .1. 1 Tr ~ Â .1.. 2. 
Un arbre de ce type décrit incomplètement les tr.ai.tements a 
effectuer, car il ne mentionne pas la fréquence d · i.nci.dence 
de chacun a·eux. Il s·agit d'inclure cette possibili.tA. 
on distingue comme structure de base: 
la structure rêpêtitive ou itêrative 
la structure conditionelle 
la structure sélecti.ve . 
T,a structure rêpétitive est représentêe comme sui.t: 
T,e s i.gne "*" indique que le traitement A cons i.ste en 
plusieurs occurences du traitement B . 
Notons i.ci. la distincti.on entre deux 
d ' i.têr.at i.on: 
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types possi.bles 
une première possil>ilitê consiste~ tester la condition 
de fin du traitement itêratif avant chaque exécuti.on 
potentielle du dit traitement, 
une seconde possibilité consiste~ tester 1·arrêt en fin 
d'exêcution du traitement itératif. 
T,e langage de programmation PASCAT, auto"Cise les deux for.mes; 
il s·agit "Cespectivement du" WHILE condition DO trt "et du 
"'RF.PEA't' traitement UNTIL condition", 
Dans certaines ci"Cconstances, la distinction entre ces deux 
formes peut avoir son intêrêt. Nous prendrons la li.ber.tê, 
pou"C distinguer ces deux possibilites,d·adopter. le formalisme 
suivant: 
La st"Cucture conditionnelle est representee comme suit: 
T,e tr.ai.tement B n·est executé que si la condition spécifi.êe 
dans la par.tie supérieure du cadre est satisfaite. 
Dans le cas contraire, le traitement est simplement omi.s. 
La st"Cucture sélective est représentée comme suit: 
A 
('_ Î) 
T,e si.gne "o" indique que le traitement A consi.ste en une 
sèlecti.on parmi les traitements B, c, D, F. et F. Cette 
sélecti.on s·opére sur base de la condition exp"Ci.mée dans la 
par.ti.e supê"Ci.eure de la case représentant le traitement. 
Un pr.og"Camme est une combinaison des deux fi.gur.es 
r.epr.esentati.ves des deux structures de base. 
Cette combi.nai.son se fait par imbricati.on entr.atnant une 
augmentati.on du nombre de niveaux dans 1·arborescence ou par 
concatênati.on a un même niveau. A un même niveau, 1·or.dr.e 
d ' exécution va de la gauche vers la droite. Dans un arbr.e 
pr.ogr.ammati.que, 1·a.xe horizontal donne 1·ordre d'exécution et 
1.·axe vertical correspond au niveau d'imbri.cation. 
( cfr. fig. 1.3 ) 
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A A 
* 
0 
~ B 
6.5.?.. Primitives implêmentêes. 
6.5.?..l. Gênêralitês 
Le programme destinê a être exêcuté par la stati.on 
gêrant le micro-disque fut le premier a être mis au point. 
11 a pour objet le traitement sêquentiel des requêtes émises 
par les divers utilisateurs en vue d ' une opêration sur un des 
fichiers. Pour assurer une bonne gestion de l'ensemble du 
système, ce programme tient a jour deux tables: la table des 
fichiers et la table des canaux. Examinons le contenu de ces 
deux tables. 
l. La table des fichiers. 
Celle-ci gère 1 · ensemble des fichiers mis a 
des utilisateurs du système. Un élément 
comprend les renseignements suivants: 
USE'R COUI\JT 
la disposition 
de cette table 
BUSY variable de type booléen indiquant si le fichier 
correspondant est libre ou occupe. 
US~RCOUN't' : variable de type entier specifiant le nombre 
d ' utilisateurs faisant des opêrations sur le 
fichier. 
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Notons que: 
usercount = l pour un fichier 
séquentiel 
de type 
usercount > l pour un fichier de type indexê 
car dans ce cas on autorise le partage d'un 
même fichier pour plusieurs utilisateurs. 
2 . wa table des canaux. 
T,e concept de canal a déj a été évoqué ( cfr. pa rag . 3 . 6. 3. ) , 
rappelons brièvement en quoi il consiste. A chaque ouverture 
de fichier, 1·utilisateur se voit attribuer en retour. un 
numéro appelé numéro de canal En fait, ce numéro 
correspond a une entrée dans la table des canaux où se 
trouveront diverses informations utiles au programme de 
gestion des fichiers. La notion de canal est donc relative a 
la fois a un utilisateur et a un fichier. 
~ titre d'exemple, considérons la situation suivante: 
Soit les utilisateurs USER-1, USER-2 
Soit les fichiers FILE-1, FILE-2, FILE-3 de type indexê 
et donc susceptibles d'être ouverts par plusieurs 
utilisateurs simultanément. 
Supposons que 
T.es 
1 ·utilisateur USER-1 ouvre les fichiers FIT.,E-l et FtT,F.-7. 
1 · utilisateur USER-2 ouvre les fichiers F1wE-l et FtT,F.-3 
canaux suivants seront attribués: 
canal i pour le fichier FILE-1 de 1·utilisateur USER-1 
canal j pour le fichier FILE-2 de 1 · utilisateur USER-l 
canal k pour. le fichier FILE-1 de 1·utilisateur USER-7. 
canal l pour le fichier FILE-3 de 1·utilisateur USER-2 
T,es renseigneme~ts contenus dans un élément de la table des 
canaux diffèrent quelque peu avec la nature du fichier ouvert 
par. 1·utilisateur (séquentiel ou indexé). Examinons ce qu·t1 
en est dans les deux cas. 
DU~ '-f 
cas a·un fichier séquentiel 
flLE-NAM 
BUSY 
.. 
~ 
CoR.R.éSf F.sTFILé ~ ~fQ Sé Q ~E: q_ CRï&Llc tNl::>?>LI< &ND ... oc.. 
variable de type booléen témoignant du car.acter.e 
libre ou occupé du canal. 
F1wENAMF. : cha~ne de caractères correspondant au nom du 
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'èu~y 
fichier ouvert par 1·utilisateur. 
CORRESP.: variable de type entier identifiant 
l'utilisateur ( il s· agit en fai.t 
du numèro de la station de 
l ·utilisateur) . 
variable de type entier contenant le 
numèro du fichier a 1·utilisateur 
(ce numèro correspond a une entrêe 
dans la table des fichiers). 
SEQCR'l'BLK: sequential current block 
S'F.QCR'l'T..OC: sequential current locat i.on 
variables de type entier. 
Leur combinaison spècifie la position 
courante de 1·utilisateur dans le fichi.er. 
SEQENDBTJC: sequential end black 
SF.Q'ENDLOC: sequential end location. 
variables de type entier. 
Leur combinaison spécifie la position de la 
fin 
du fichier. 
Le système PASCAL travaille par blocs de Sl?. 
bytes; 
a l'intèrieur de ces blocs, une découpe en 
blocs de 
2 bytes est effectuée par le programme. 
Dans ces conditions, pour définir. 
univoquement un 
endroit dans le fichier, on spécifie: 
le numéro du bloc de 512 bytes 
- le numéro du bloc de 2 bytes a l'intèrieur.. 
cas du fichier indexé 
Remarque préliminaire: L'ouverture d'un fi.chier de ty~ 
indexé correspond en fait a 1 · ouverture de deux fi.ch i.er.s 
physiquement différents: un fichier avec 1 · extension 
DATA, ·l· autre avec l'extension . INDX ( cfr. .paragraphe 
6.3.3.7..) 
1N"DX 11\JbX CR.T KéY Cfl.1 
FllH/Ané COR~ESl' FSTFÎLf- St~ fÏLt C RTLOl. Vr'i l. K '-'f Oct . - - ., C f\T~LI( 
BUSY: variable de type boolèen tèmoignant du caractère 
libre ou occupé du canal. 
F1LEN~MF. : cha~ne de caractères correspondant au nom du 
fichier ouvert par 1·utilisateur (nom avec 
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f 
,A 
t 
3 
4 
., 
' 7-
CORRF.S'P 
FSTF!t,F. 
SF.CFU,F. 
1 · extension .INDX). 
variable de type entier identifiant 
1·utilisateur (il s · agit en fait du numér.o de 
la station 
utilisatrice). 
( first file) 
variable de type entier 
ce numéro correspond a 
table 
des fichiers) . 
( Second file) 
contenant le numèr.o du 
une entr.êe dans la 
tdem avec le fichier . DATA 
tNDXCR't'Bt.K: index current blok 
tNDXCRTT,OC: index current location 
variables de type entier 
CR~T, 
CR'l'l<F.YOCC 
Ces deux informations combinées indiquent la 
dernière 
positi on du fichier d ' indexe. 
current key value 
current key occurence 
La combinaison de ces deux infor.mations 
indique la 
dernière valeur de clé 
1 · utilisateur. 
référencée par 
Si 1 · on représente les deux tables dans leur total i té, on 
obtient la situation représentée fig.14 
(l) 1·utilisateur. du canal la ouvert un fichier. séquentiel 
(7.) 1·utilisateur du canal 4 a ouvert un fich i er indexé 
îAB LE: b é5 CI\Nltü'X 1-A'ôLt J:>bS ,F \ C. Hi E:R ~ 
( 1 ) ~ 
,1 
'2. 
"'.) 
y 
s 
" 1 
! 
1 
10 
,, 
12 
1~ 
l'i 
,s 
f" 1J . 14 
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Remarque. 
Dans sa version actuelle, le programme autorise au 
maxi.mum 1 · ouverture de 16 fichiers simultanément. Ce nombre 
a ete fixe arbitrairement car cela s·averait suffisant a ce 
moment. Nêanmoi.ns, il s·agit la d ' un nombre que 1·on peut 
modifier facilement. Signalons toutefois, que la relation 
sui.vante est obligatoire pour être compatible avec la façon 
dont est êcri.t le programme. Si. t,C représente la longueur. de 
la table des canaux et L't' celle de la table des fi.chi.ers, on 
do i.t avoi.r 
T,'t' = 7. *t.C 
F.n effet, on pourra avoir , dans le cas où chaque uti.li.sateur. 
travaille avec un fichier indexe diffèrent, a ouvri.r 7. * T~ 
fi.chi.ers si.multanement . 
6 . 5.7..7.. structure generale du programme gérant la memoi.re de 
masse. 
T,a structure generale du programme gérant les f i.chi.ers 
est donc la sui.vante: 
A l"i.ni.tiali.sati.on du système 
1
-_ i.ni.ti.ali.ser l a table des canaux 
i.niti.ali.ser l a table des fich i ers 
F.nsui.te, le programme i tère sur le traitement suivant: 
lecture d·un bloc sur le réseau 
en fonction du code reçu , déclenchement du 
traitement approprié 
r.envoi. a 1 · utilisateur du bloc contenant la r.eponse 
a sa requête. 
T,es seules actions êlèmentaires autori.sees sur les fi.chi.ers 
par. le système UCSD sont les sui.vantes: 
CRF.~'t'l:ON 
OlNF.R'l'URF. so LF.C'!'URE d · un bloc de 512 bytes en fonction 
de son numéro relati f 
F.CRl:'l'URF. d · un bloc de 512 bytes en foncti.on de son 
numêr.o r.elati.f 
FF.RME'!'URF. 
6 . 5.7. . 3. Or.dr.es i.mplèmentes 
6 . 5.2.3.l. i:ntroduction. 
Nous allons maintenant passer en revue 1 ·ensemble des 
pri.mi.ti.ves i.mplementees en vue de gér er les f i.chi.er.s de la 
mèmoi. re de masse. Comme nous 1 · avons vu , la requête d · un 
uti.li.sateu r. se t raduit par 1 · envoi. sur le reseau d · un bloc 
contenant le code i.denti.fi.ant sa demande su i.v i. et un 
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cer.tai.n nombre de paramètres. 
Pour. chaque pri.mitive, nous dêtailler.ons le contenu 
des i.nf.ormati.ons contenues dans le bloc adressê au gêr.ant 
de la mêmoi.r.e de masse (BT,OC RF.QUF.TE) ai.nsi. que celles 
contenues dans le bloc renvoyê a la stati.on ter.mi.nale 
( RT .OC 'RF.PONSF. ) . 
Notons que cer.tai.ns des ordres i.mplêmentês sont communs 
aux deux types de fi.chiers (entendons par. la que la 
r.equête est i.dentifi.êe par un même code) alor.s que 
d·autr.es sont spèci.fi.ques a chaque type. 
T,es or.dr.es actuellement disponibles pour 1·uti.li.sateur. 
sont les sui.vants: 
Or.dr.es communs. 
OPF.N CT,OS'E 
or.dr.es spêci.fi.ques aux fi.chi.ers sêquenti.els. 
'RF.ADS'EQ 
WR'C't'F.SF.Q 
Or.dr.es spèci.fi.ques aux fi.chi.ers i.ndexês. 
WR'!'t'F.tNDX 
RF.ADtNOX 
'RF.ADNF.X't' 
'RF.ADMOD 
'RF.W'RtTE 
DF.T,F.TE 
Pour. chacune des pri.mi.ti.ves mi.se en oeuvre, nous 
adopter.ans le schêma gênêral suivant de description: 
Str.ucture du bloc requête. 
str.ucture du bloc rêponse. 
F.xposê succi.nt de la fonction rêali.sêe. 
F.xpl i.cati.on dêtai llêe du trai.tement sous 
d · ar.bre progr.amrnati.que (cfr.annexe D). 
6.5.?..3.?.. Ordres communs aux deux types de fi.chi.er 
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for.me 
0 P 'F.: N F I t., E 
Bloc r.equête 
l(Ot)E [ FILE.NAME. 
Bloc réponse 
Foncti.on 
T,a pr.ocêdure a pour effet d·atler ouvri.r le 
f.i.chi.er. de nom FH,ENAME en vue de permettre a 
l · ut i.1. i.sateur d·y fai.re des opêrati.ons 
d·entr.êes/sorti.es. 
Si. F1T,'F.:N1''M'F.: comporte 1 · extension " !NDX " ce la 
si.gni.f.i.e que le fi.chi.er a ouvrir est de type 
i.ndexé et que par consêquent, il faut ouvri.r deux 
f.i.chi.er.s: le fi.chier d•indexe et le fi.chi.er de 
données. 
Dans le cas contr.ai.re, i.l s·agit d·un f.i.chi.er 
séquenti.el et i.l n·y a donc qu·une seule ouverture 
de fi.chier. 
Si. la r.equête êtai.t correcte et que tout s·est hi.en passé, le 
programme utilisateur reçoit un bloc de type I: 
COD'F.: RF.~OUR Q 
CRAN = numéro de canal attribuê a 1·uti.li.sateur. 
(conformêment au principe exposê parag. 
3. 5. 3.) 
Dans le cas contraire, le programme utilisateur reçoi.t un bloc de 
type 11: 
CODF. RE~OUR = l 
coor.: ERR = entier spêcifiant le type d · err.eur 
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- C T, 0 S F. F' t T, F. ---
'Bloc requête 
1 (o"tl é C.. ~I >r l\J 
'Bloc réponse 
'Foncti..on 
ùa procédure a pour effet de libérer le canal de 
numéro CHAN attribué a 1·utilisateur. 
T.ogi..quement, cette requête équivaut a une demande 
de fermeture du fichier et aprs exécuti..on de cet 
ordre, ledi..t fi.chier est inaccessi..ble a 
1 · uti..li..sateur. (Physiquement, il se peut que le 
fi..chi..er ne soi..t pas réellement fermé. Ce sera le 
cas d'un fi..chi..er partageable. 
Si. la requête étai..t correcte et que tout s·est bi..en passé, le 
pr.ogr.amme uti..li..sateur reçoi..t un bloc de type I: 
CODF. RF.TOUR Q 
CODF. RRRF.UR = 0 
Dans le cas contr.ai..re, le programme utili..sateur reçoi..t un bloc de 
type tt: 
CODF. RF.'l'OUR = l 
CODF. F.RR = entier spécifiant le type a · erreur 
6.5.?..3.3. Ordres spêci..figues aux fichiers seguenti..els 
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--WRt't''F.SEQ---
Bloc requête 
l(.01)€:-
Bloc rêponse 
Foncti.on 
T,a procêdure a 
séquenti.ellement 
ceux déja écri.ts 
de numéro CHAN. 
dans DA't'A. 
C. H Pt IV 
CC 1) é 
fR.R.E:üf-\ 
pour effet d ' aller êcrire 
DATA-LGTH bytes a la sui.te de 
dans le fichier associé au canal 
Les bytes a êcrire sont contenus 
Si. la r.equête êtai.t correcte et que tout s·est bi.en passê, le 
pr.ogr.amme uti.l i.sateur reç:oi.t un bloc de type t : 
COD'F. R'F.'t'OUR Q 
COD'F. 'F.RRF.UR = 0 
Dans le cas contrai.re, le programme utilisateur reç:oi.t un bloc de 
type tt: 
CODF. RF.'t'OUR = l 
CODF. F.RR entier spécifiant le type d ' erreur 
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--RF.ADSEQ---
Bloc r.equéte 
1 CODE:- 1 b PrTA. L&-TH 
Bloc réponse 
Foncti.on 
f col:)~ 
fRRéuR. 
T,a pr.océdure a pour objet de l i.re dans le fi.chi.er 
séquenti.el associê au canal de numêro CRAN les 
DA'l'A-T,G'l'R bytes sui. vant ceux qui ont déj êl. été lus. 
Si. la requête étai.t correcte et que tout s·est bien passé, le 
pr.ogr.amme uti.li.sateur. reç:oi.t un bloc de type 1: 
corn:: RF.'l'OtJR .. Q 
COD'F. 'F.RR'F.îJR = 0 
DA'l'A-RD = nombre de bytes effecti.vement lus 
DA'l'A = ?.one mêmoire contenant les données lues 
Dans le cas contrai.re, le programme utilisateur reç:oi.t un bloc de 
type tt : 
CODE RETOUR = l 
COD'F. F.RR = entier spécifiant le type d ' erreur. 
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6,5.7.,3,4 , Or.dres spécifiques aux fichiers indexés 
T,es or.dres suivants utilisent tous une même pr.ocêdur.e 
récursi.ve qui. a pour objet de g · rer 1 · arbre d ·indexe. 1 l 
est par conséquent interessant d·expliquer en quoi 
consiste cette procédure avant d · examiner les traitements 
spêcifiques a chacun des ordres. 
Globalement, 1 · exécution de cette routine r.écursive 
consiste a 
parcourir 1·arbre d•indexe depuis la racine afin d·y 
rechercher une valeur de clé passée conune référence 
lor.s de 1 · appel. 
Déclencher un éventuel traitement sur le fichier des 
données lorsque le niveau inferieur de 1·arbre est 
atteint. 
F.f.fectuer un parcours ascendant de 1·arbre en vue de 
r.egagner le sommet. 
~u cours de cette troisième étape, il se peut qu·un 
traitement soit a effectuer consécutivement a 1·adjonction 
ou la suppression d·une valeur de clè dans la structure 
d·indexe. Examinons ci-dessous ces deux êventualites. 
l. Insertion d·une valeur de clé 
T,a poli tique d · insertion est la sui vante. 
Elle consiste a insérer la nouvelle valeur de clé 
dans le bloc dont la borne supérieure est> a la 
valeur. a insérer et dont la borne inférieur est < a 
la valeur a insérer. Lorsqu·on insère un élément 
dans un bloc, deux cas peuvent se produire . 
T,e nouveau bloc n · est pas plein. 
Dans ce cas, il suffit d•ajouter. la nouvelle 
valeur de clè a la bonne place dans le bloc. 
Supposons, par exemple, que 1·on veuille ajouter. 
la valeur de clé 25 et que la situation au 
dernier niveau de 1·arbre (a savoir le niveau n) 
soit celle schématisée fig. 15 
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19 
2.. 6 
rJ · effet produit par l'ajoncti.on de cette 
nouvelle valeur reste limi.tê au ni.veau net est 
reprêsentê fig. 16 
1..0 ]_ 5 
_j 
N.B.: tl n · y a pas de 
ni.veaux car on ne 
supêri.eure d · un bloc. 
l. r; 
consêquence 
mod i. fi.e j ama i.s 
T,e nouveau bloc est plein. 
aux 
la 
autres 
borne 
Dans ce cas, on ne se contente pas d • ajouter a 
la bonne place la nouvelle valeur, mai.son 
dêci.de de rêparti.r sur deux blocs 1· ensemble des 
valeurs compri.ses dans le bloc plei.n. 
supposons que 1 · on veui.lle i.nsêrer la valeur de 
clê 25 et que la si.tuati.on au ni.veau n soi.t 
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celle schèmati.sèe fig. 17 
3 O 
r,· adjoncti.on de la nouvel le valeur provoque la 
créat i.on d · un nouveau bloc au ni. veau n qu ;_ 
elle-même provoque l'ajout a·une nouvelle valeur. 
de clê au niveau n-1. Ce phénomène est dècri.t 
fi.g. 18 
30 
Attirons également 1·attention sur le fai.t que 
conjoi.ntement, il faut êgalement vei.ller a la 
gesti.on des pointeurs. Cela apparatt de f.a~on 
si.gni.fi.cative sur la fig. 
T,e processus qui. vi.ent d ' être décri.t est 
évi.demment suscepti.ble de se répercuter. a 
d'autres ni.veaux. En toute gener.al i.tê, 
1 · adj onct i.on d · un bloc au n ;_ veau i. pr.ovoque 
l'adjonction d ' un bloc au ni.veau i.-l. cette 
gestion est assuree automati.quement par le jeu 
de la recursivitê. La seule chose a tester. au 
retour de la procêdure est, si. i.l y a li.eu de 
creer un nouveau niveau a 1·arbre. Ce 
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t-ra i.tement parti.cul i.e-r est assu-rè pa-r une aut"r.e 
pr.ocèdure. 
?.. supp-ressi.on d·une valeur de clé 
T,a poli.ti.que de supp-ressi.on dev-rai.t êtr.e 
analogue a celle d· inserti.on si. on voulai.t gar.anti.-r 
un bon taux d·occupation du fichier d·indexe. Elle 
consi.ste-rai.t donc a détecter le fai.t que deux blocs 
consecuti.fs soi.ent remplis a moi.tiè et a -réaliser. une 
fusion de ces deux blocs. Actuellement, pour. des 
-rai.sons de simplicité, un bloc n · est -réellement 
supp-ri.mè que lorsqu·il est entièrement vide. 
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--- W 'R t 't' 'F: t ND X ---
Bloc requête 
. - - - '-'-
J 
[O l) E: C-H ~ tJ 'D~TA 
KEY Kf-'{O(( L&i-H ou .. -- .... 
Bloc r.êponse 
'Foncti.on 
La procédure a pour effet d'aller écrire dans 
le fi.chier de type indexé associé au canal de 
numéro CHAN 1·enregistrement compris dans la 
7.one DATA dont la longueur est DATA-T.G't'R. 
tŒYOCC (i.J représente le nombre d'occurences 
de lai. i.ême clê dans 1·enregi.strement DATA. 
1)AT ~ 
si. la requête êta i. t correcte et que tout s · est bi.en passê, le 
programme utilisateur reçoit un bloc de type t: 
coDr: R'F:'l'OUR. = Q 
coDr: ERREUR. = o 
Dans le cas contraire, le programme utilisateur reçoit un 
bloc de type tt: 
CODE RETOUR. = 1 
CODE ERR = entier spécifiant le type d ' erreur 
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--- RF. AD T ND X----
Bloc r.equête 
CO!)€: lHArv DATA-Lb TH kfY-NO t~y-LGT4-i /,ç{:..Y- \/AL 
Bloc r.êponse 
C'Ol)f QODf 1) fyj ~ 
RGTOuR. ER'Réu~ R'l) D~T~ 
Foncti.on 
T,a pr.ocêdur.e a pour eft"et d - aller li. re dans 
le fi.chi.er indxê associé au canal de numéro 
CRAN l-enregistrement dont la K'P.Y-NO iême clê 
( de longueur KEY-T,G'l'H) a pour va leur lŒY-~T •. 
Si. la clè n-est pas identi.fiante, c-est le 
pr.emier. article sati.sfaisant a la condition 
qui. est lu. 
si. la r.equête êta i t correcte et que tout s - est hi.en passê, le 
pr.ogr.amme uti.lisateur reç::oi.t un bloc de type T: 
CODF. RF.'t'OUR Q 
CODF. F.RRF.TJR 0 
DATA-RD = nombre de bytes effectivement lus 
DATA = ,:one mèmoi.r.e contenant les donnêes 
lues 
Dans le cas cont r.a ire, le programme ut i. l i.sateur. r.eç::oi.t un 
bloc de type TT: 
CODF. RF.'t'OUR l 
CODF. F.RR = enti.er spécifiant le type a-er.r.eur. 
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--- RF. ADN F. X 't' ----
Bloc r.equête 
Bloc r.êponse 
Foncti.on 
' 1 
cette p-rocèdu-re pet:111.et de l ixe le fi.chi.er. 
associ.è au canal de numè-ro CHAN 
sêquent i.e l lement su-r base des va leur.s 
croi.ssantes d · une clê. Elle a ppur objet 
d · aller li.re 1 · enregi strement dont la valeur 
de la tŒ'Y-NOi.ème clê est > ( clê i.denti.fi.ante) 
ou> (clê non i.denti.fiante) ~ celle de celui 
qui. a ètè lu p-rècêdemment. lŒY-T,G't'H conti.ent 
la valeur. de la longueur de clê . 
Si. la r.equéte êtai.t correcte et que tout s· est hi.en passê, le 
pr.ogr.amme utilisateur reçoi.t un bloc de type T: 
CODF. RF.'rOUR = Q 
CODF. F.RRF.t1R = 0 
Dans le cas contrai.r.e, le programme uti. l i.sateur. r.eçoi.t un 
bloc de · type TT: 
CODF. RF.'t'Oî1R = l 
CODF. F.RR = ent i.er spêci.fi.ant le type a · er.r.eur. 
DA't'A-RD = nombre de bytes effecti.vement lus 
DATA = :;,:one mémo i. re contenant les donnêes 
lues 
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--- RF. AD MO D ----
Bloc r.equête 
Bloc r.êponse 
Foncti.on 
Co'Dl=- COD~ 1> A-1R 
R, fTO UR E-~~~ù R 'R Ï) 'DA-, A-
CettP. pr.ocêdur.e a exactement la même foncti.on que 
RF.ADTNDX, a la seule diffèr.ence pr.ês, que dans ce cas, 
la lectur.e est effectuèe avec l. i.ntenti.on 
d · êventuellement modifi.er. 1·ar.ticle. Si. 1 · ar.ticle a 
li.r.e existe, il ne ser.a eftectivement lu que s·il ne 
fai.t pas l ·objet d'un blocage par. un autr.e pr.ocessus 
(cf.r..) Auquel cas, il ser.a lu et bloquê et ne ser.a 
di.sloqué que 1.or.squ· un or.dr.e r.ewr.ite ser.a demandé par. 
1.· uti.li.sateur.. Plusieur.s enr.egistr.ements peuvent êtr.e 
bloqués si.multanément; i.l convient a· associ.er. a ces 
ar.ti.cles un nom les i.denti -fiant, c · est le r.ole du 
par.amêtr.e RF.C-N~MF.. 
Si. la r.equête êtai.t cor.r.ecte et que tout s·est bi.en passê, le 
pr.ogr.amme uti.li.sateur. r.eç:oi.t un bloc de type T: 
CODF. 'RF.'t'OUR = Q 
CODF. F.R'RF.TJR = 0 
DA't'A-'RD = nombr.e de bytes effectivement lus 
DA't'A = :>:one mêmoir.e contenant les donnêes lues 
Dans le cas contr.ai.r.e, le pr.ogranune utilisateur. r.eç:oi.t un bloc de type 
1:T: 
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CODF. ~F.'t'OUR l 
CODF. F.RR = entier spécifiant le type a·er.reur 
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"RF.W"R1't'F. 
'Rloc r.equête 
COD f- K€:Y-V'AL 
'Rloc r.êponse 
F'oncti.on 
[ 
T,a pl'."ocêdur.e a poul'." objet de dêtrui.re ( dans le fi.chi.el'." 
associ.ê au canal de numéro CHAN) 1 • enregi.strement dont 
la valeur de clé pri.mai.re vaut KEY-VAL. 
cette opêr.ati.on ne ser.a évidemment effectuée que si. 
1· arti.cle exi.ste et qu· i. l ne fai.t 1· objet d'aucun 
blocage. 
si. la l'."equêtP. êta i.t cor.r.ecte et que tout s · est hi.en passê, le 
pl'."ogl'."amme ut i. l i .satP.ul'." r.eç:oi.t un bloc de type 1 : 
CODF. RF:'t'OUR = Q 
CODF. F.RRF.UR = 0 
Dans le cas contr.ai.r.e, le pr.ogr.amme uti.li.sateur. r.eç:oi.t un bloc de typP. 
11: 
CODF. RF.'t'OîJ"R = l 
CODF. F."R"R = enti.er. spêci.fi.ant le type a·er.reur. 
( cfr. li.ste des erreurs ). 
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---- D F. T, F. 'l' F. ---
Bloc r.equête 
CObf:- KE\.f- !JAL. 
Bloc r.êponse 
'Foncti.on 
T,a pr.ocêdur.e a pour objet de dêtrui.re ( dans le fi.chi.er 
associ.ê au canal de numèr.o CHAN) 1·enregi.strement dont 
la valeur de clê pr.i.mai.re vaut KEY-VAL. Cette 
opêrati.on ne se-ra êvi.demment possi.ble que si. 1·arti.cle 
exi.ste bi.en et qu·1.1 ne fai.t l'objet d'aucun blocage. 
Si. la r.equête êtai.t cor.-recte et que tout s·est hi.en passé, le 
pr.ogr.amme ut i. l i.sateur. r.eç::oi.t un b l.oc de type ,: : 
CODF. RF.TOUR = Q 
CODF. F.RRF.UR 0 
Dans le cas cont-rai.-re, le programme utilisateur reç::oi.t un bloc de type 
"[t: 
CODF. RF.'t'OtTR l 
conr: F.RR = enti.er. spèci.fi.ant le type d"erreur 
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C'RAPT't'RF. 7 
PRIMITIVES DE COMMUNICATION 
7 . 1., PlHMT'T.'TVF.S DF. COMMrJNTCA'T.'tON 
T,es pri.mi.ti.ves de communi.cati.on i.mplêmentêes sont en fai.t 
excess i.vement s i.mp les car ut i. lisant des out i. ls prê-exi.stants. t 1. 
suffi.sai.t en effet seulement d'utiliser deux routi.nes êcri.tes en 
assembleur. qui. ont respecti.vement pour foncti.on l ' envoi. et la 
r.êcept i.on d · un b l.oc sur. le rêseau. 
T,e texte de ces deux routi.nes ( CBS'F.ND et CBRF.CV ) est four.ni. en 
annexe D. 
T,e bloc tr.ansi.tant sur. le rêseau doi.t avoir le fonnat sui.vant: 
' 
1 1 l 'B L K ~LK ! ! 
.CORR Lor_AL L W t1 1 l:r+-i 1 f', ~ S:. AG- E 1 1 0 
T.OCAT, : adresse de la station sur laquelle s·exêcute la 
pr.ocêdure (c,a.d. adresse de la stati.on qui. envoi.e si. on se 
trouve dans la procédure CBSEND et adresse de la stati.on qui. 
reçoi.t si. on se trouve dans la procédure CBR'F.CV), 
CORR : adresse de la station correspondant avec celle sur 
laquelle s·exécute la procédure ( c.a.d. dans la procêdure 
CBSF.ND, adresse de la station a laquelle le message est 
desti.nê et dans la procédure CBR'F.CV, adresse de la stati.on 
dont on attend un message). 
BT,K-T.OW et BLK-HtGH ces deux bytes r.eprêsentent 
respectivement le byte de poids fort et le byte de poi.ds 
fai.ble d'un enti.er contenant la longueur du message. 
MF.SSAGF. : 'T.'exte proprement dit du message transmi.s. 
Sur cette base, i. l s ·agissait donc pour répondre aux besoi.ns 
de 1.·appli.cati.on, de mettre au point des primi.ti.ves rêpondant aux 
spêci. fi..cati.ons sui.vantes: 
1.. Pri.mi.ti.ve d'envoi. d'un message 
S'F.ND MF.SS ( MF.SSAGF., MESS-LGTH, CORR, LOCAT, ) . 
Cette procêdure a pour effet d ' envoyer le message MESSAG'F. de 
longueur MF.SS-T,G'l'R a destination de la station d · adresse CORR 
~partir.de la station d'adresse LOCAL. 
:'. . Pr.i.mi.t i. ve de rècept i.on d · un message 
RF.CVMF.SS ( MF.SSAGF., MESS-LGTH, CORR, LOCAL ) . 
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Cette pr.ocêdure a pour effet d·assurer la réception par la 
station d·adresse LOCAL dans une zone mémoire MF.SS~GF. de 
longueur MF.SS-T,G't'R le message envoyé par la station a·aar.esse 
CORR. 
Tout le problème de l'intêgritê des données transmises 
est r.ésolu au niveau du protocole ( cfr.parag. 3.5.) et ne 
doit donc plus être pris en considération. 
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CRA P. î't'RF: 8 
REALISATION CONC RETE DE L'APPLICATION 
8. l. RF:AT,tSA'l'tON 
Dans l'état actuel, 1·appli.cati.on est rêali.sêe confor.mêment a 
la pr.emi.êr.e pr.oposi.ti.on fai.te au parag. 5.?.. 2. 
T,e contr.ôle de la commande est assur.ê au ni.veau du P.ROCT.SSF.UR 
Pl. T,es opêr.ati.ons se dê,:oulent comme sui.t. Un pr.emi.er. menu est 
pr.oposê a. l' opêr.atr.i.ce lui. demandant de mani.fester. son i.ntenti.on 
d · enr.egi.str.er. une neuve l le commande ou d · an•:êter. l e pr.ocessus. T,es 
opêr.ati.on de vér. i.fi.cati.on comportent deux aspects . 
Un pr.emi.er. contr.ôle por.te sur. 1· i.denti.té du cl i.ent. A cet effet, 
un second menu est pr.oposé a 1 · opê,:atr.i.ce lui. donnant la 
possi.bi. i.té d" i.nte,:roger le fi.ch i.e,: des cl i.ents su,: base de leur. 
numê,:o ~li.ent ou de leurs nom et prênom. Consêcuti.vement au 
,:êsulta~ de sa ,:equête, 1. · opê,:at,:i.ce peut p,:end,:e certai.nes 
dêci.si.ons en tapant un caractère de code si.gni.f.i.cati.-f. F.1 le peut 
notamment, a ce moment, déci.der d " al 1er mettre a jou,: le f.i.chi.er. 
des cli.ents. Un pr.ogr,amme de gest i.on d" êcran a êtê mi.s au poi.nt en 
vue de per.mettn~ une i.nt,:oducti.on ai.Sée des donnêes. 
T,e second cont1::o le porte sur. le caractère va 1 i.de du cor.ps de la 
commande. r,·opêrat,:i.ce traite la commande li.gne pa,: li.gne. Chaque 
li.gne contrôlêe et validêe par l"opêratrice est envoyêe au 
pr.ocesseu,: P?.. 
Au ter.me du tr.ai.tement de la commande sur le pr,ocesseur, Pl, un 
message est envoyé a desti.nati.on du PROCESSF.UR P?. lui. s i.gni. f.i.ant si. 
les élêments qu"i.l vi.ent de recevoir sont a enregi.strer ou non. Si. 
la commande a êtê jugée recevable par 1 · opèratri.ce, le processus 
d·enregi.st,:ement de la commande est alors dêclenché su,: le 
processeur, P?. . Celui.-ci. consiste essentiellement a 
enregi.strer, la commande dans le fichier des commandes crêer. 
1 · expêdi.ti.on correspondante 
mettre a jour le fi.chi.er d "état des stocks. 
Ces opêrati.on rêalisées, le numéro de la commande nouvellement 
créée est envoyé au PROCESSEUR P3 ·dont 1 · unique foncti.on est de 
consti.tue,: une sè,:i.e de cent commandes et d · envoyer un message au 
PROCT.SSF.UR P4 en vue d"y dêclencher le processus d "ordonnacement . 
T,es speci.-fi.cat i.ons précises de ce trai.tement n·étant pas 
fourn i.es, celui.-ci. n· a d " autre objet que 
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d•ajouter, dans le fichier des bons de livraison, la sérte de 
bons relative aux cent commandes qui viennent d·être traitées 
d . èditer les bons par Srie 
d·èditer les bons par casier 
sans faire intervenir de critère de localisation physique des 
arti.cles dans le stock. 
T,e 'PROC'ESSF.UR 'PS a pour objet 
d · enregistrer une livrai son fournisseur 
de mettre a jour le stock 
de déclencher le traitement des commandes différées en attente 
pour les produits rentrés 
Celles-et sont traitées en priori té par rapport aux commandes du 
jour par le simple fait que la quantité nécessaire pour satisfaire 
1·ensemble des commandes différées est réservée d · office . 
T,e PROC'ESSF.UR 'P6 permet au magasinier d · afficher le contenu du 
bon de livraison relatif a la commande qu · il est en train de 
reconstituer. s·il a suffisamment dans son casier pour constituer 
le colis, le processus de facturation peut être déclenché . Dans le 
cas contratre, une procédure d · exception peut être invoquée dont 
1·objet est d·effectuer la correction du système de façon a ce que 
celui-ci reflète au maximum la situation réelle . 
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8.?.. D'ESCR1P~1ON DES F1CHIERS 
8.?..l. F1CH1ER CT..1EN'l' 
NO 
NOM 
PRENOM 
1 
RUE 
1 
NO-RUE 
T.OCAT,1TE 
1 
CODE-POSTAT, 
Clé primaire NO 
Clé secondaire : NOM+P'RENOM 
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8,7.,,., F1CR1F.R PRODUIT 
NO 
T,1BF.T,T~F. 
1 
UN1't'F.-MES 
1 
P010S-UN1T 
T.OC 
1 
PR1X-UN1T 
PT-COR 
PT-ECO-CDF. 
1ND-F.PU1ST 
Q't'F.-A-cmrn 
Clê pr.imair.e NO 
Clê secondair.e : LIBELLE 
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8.7..3. FLCRLF.R S't'OCK 
NO 
INtHC-E'PULS't' 
Q't'F.-DIS'P 
Q't'F.-D U'F 
Clê p~imai~e NO 
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8.?..4. PTCRTER COMMANDES 
NO-CO'F; 
NO-T,NF. 
'P.'l'A 'l'-CO'F: 
N1'3-T,NF.-DU'F 
JOUR. 
MOTS 
~ 
NO-CT,'l' 
NOM 
1 
PRENOM 
1 
RUE 
1 
NO-RUE 
1 
T.OCAT,T'l"P. 
1 
COD'P.-POS'l'AT, 
1 
TND-T-T,TV 
NO-EXP 
T, TGN'P. 
NO-CDE 
NO-T,NE 
'P.'l'A'l'-T,NE 
NO-PROD 
Q'l"P.-COE'P. 
Q't'F.-T, TV 
Q't'F.-DUE 
Cl~ pr. i.ma i. r.e NO-CDE+NO-LNE 
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Clê secondai.re F.T~T-LNE+NO-PROD 
Clê secondai.re NO-EXP 
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8.?..S. FICRIER EXPEDITION 
NO-'F.XP 
NO-T,"CGN'F. 
NO-CD'F. 
JOUR 
MOIS 
r..NNF.F. 
POIDS-COT,IS 
MON't'AN't' 
Clê pr.i.ma i. r.e: NO-EXP+NO-L IGNE 
Clê secondai.r.e : NO-CD'F. 
T,IGNF. 
NO-F.XP 
NO-T,N'F. 
NO-P'ROD 
T, TB"F.T ,T ,"F. 1 
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8 . 7. • 6 . FT.CRT.F.R BONT,T.V 
NO-S'F.R 
NO-RF.F 
NO-BT, 
JOUR 
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ANNEE 
NO-CL'l' 
NOM 
~ 
PRF.NOM 1 
RUF. 1 
NO-RUF. 1 
T.OCM,T.'t'F. 
1 
CODE-POS'l'M, l 
NO-PROP 
T, T.B'F.T, T,'F. 1 
Q't'F.-T, T.V 
PRT.X-UNT.'1' 
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MO'l'T.F-RF.FUS 1 
rnAT.S-F.XP 
Clê pr.i.mai.r.e NO-S'F.R+NO-REF 
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C O N C L U S t O N 
T,e but de ce mêmoi.r.e êtai.t d · êtudi er les possi.bi. l i.tês off.er.tes 
ai.nsi. que les contraintes i.mposées pal'." 1· i.mplémentati.on d'une 
app li.cati.on de gest i.on sur. un rêseau local. 
Comme on a pu le constater, on s·est un peu êloignê de l'objectif. 
pr.emi.er. car. une lar.ge pal'."t du tl'."avai.l a êtê consacl'."êe a. la l'."êal i.sati.on 
de pl'."imiti.ves d'accès poul'." une mèmoire auxi.liail'."e. Ce pl'."oblème 
pl'."êsentait deux aspects essentiels. o·une part, il convenait d'êtablir. 
une str.uctur.ation des données; d'autre part, il êtait question de 
gêr.er. de mani.êr.e sati.sfai.sante les accès concurrents aux f.i.chi.er.s 
par.tageables de cette mémoire. 
T,es options i.mpor.tantes pl'."i.ses au ni.veau de 1· appl i.cati.on pr.opr.ement 
di.te, ai.nsi. que 1· élabol'."ati.on de 1· architecture a· i.mplémentati.on ont 
êtê mi.ses en êvi.dence et justifiées. Malheureusement, pour des 
contr.ai.ntes a·ordr.e essentiellement temporel, la mise au poi.nt de jeux 
de tests si.gni.f.i.cati.fs vali.dant 1·applicati.on n · a pu être r.êali.sêe 
comme on êtai.t en droi.t de le souhaiter au départ. 
r.n consêquence, si. on établit un bilan global de la si.tuation 
telle qu·etle se présente au tenne du projet, il y a li.eu de dêgagel'." 
les êlêments sui.vants. 
T,e ca r.actêr.e f.a i.sab le de 1 · application dans une opt i.que réseau 
a êtê prouvê et les pr.i.ncipaux problèmes rencontrês exposés. 
r,·ensemble des fonctions systèmes supportant l'application a 
êter.êa 1. i.sê. 
Un poi.nt qu ' i.l convi.endrai.t de développer pour. mettre un point 
final au projet est 1·examen des problèmes de sécuri.tê et de 
fi.abi. l i.tê. 
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ANNEXE C 
Diagramme des flux d'information 
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"ANNEXE D 
Programmes des fonctions système 
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- roùtines de communication 
... ~ . "" 
Programmes exécutés dans les stations terminales 
rvi . A. J . EI-;TETE 
BLOC REQUETE 
M. A. J . 
PARAV:ETRES 
EKTREE 
C P :::; i' F I 2::, ~ 
ENVOI BLOC 
REQUETE 
REC3PTION 
BLCC REPCî~S:S 
:Si\ VOI BLOC 
REQUETE 
DESC . 
f··I. A. J . 
PAR.A.METRES 
SCRTIZ 
RECEPTIOH 
BLOC DESC . 
su:fix= 1 indx' 
i',i • _:\ • J . 
DESC . 
f. 
, 
' 
1 
1 
l 
1 
M.A.J. ENT~TE 
:SLOC REQUETE 
f·'i.A.J. PARAI•:STRES 
:t.NTREE 
CLOSEFILE 
El0/C I :aLCC 
rt:EQU:::l'E 
.• 
rtEC .SFT I Ci·! 
3LCC REPOI~S ::: 
r .• A . Z. P-~ ~~;J .. :~?~~3 
SC.:G I ~ 
'. 
l 
~- ' 1 
.M.A .J. ENTETE 
3LOC REQUETE 
t-1 • A • J • PARA r-ŒT RES 
ENTREE 
-· --·---
APPENDFIL:S 
EKVCI BLCC 
RtQUETE 
... 
RECEPTICl~ 
BLC C REPO t~S E 
t< . A.J. 
sun::r= 
- . ' :J • r . :-; -r.:, ~ ... ,-. 
.l:' :-. l\ .-.1· ·-'-'- . ,....,..) 
1 
! . 
,, 
M.A.J. ENTETE 
BLOC REQUETE 
M.A. J. PAR.ANETRES 
ENTREE 
READSEQ 
E1-vCI BLGC 
REQUZTE 
.• 
RE8EPTic:,: 
BLCC REPOl:S E S0RTI:: 
., ;j 
11 
j • 
M.A.J. ENT:r.:TE 
BLOC REQUETE f.J. A. J. PA?...Ai'ŒTRES El~TREE 
WRITESEQ 
E:t--7/CI BLOC 
aEQUETE RECEPT IC l·! BLCC REPOl~SE , 
- -- ·- ·---'--~ 
r .A . .;. P.:.~Al'-:2T2..'.::S 
SORTI3 
WRITEINDX 
1 ~ 
V.A. J . 'r"1. A. J . ~LTS l'<. A. J . r .A. J . ~tVCI rt.SC :2Pô;) I C ~< ~-:. A. J . 
ENTET:S FICHIER LONGL13UR L011GUJUR. 3LOC ~ 3LCC PARA;,:. 
BLOC . DATA DC!·J~~E:2S BLOC R.EQU:2T:i:: rt.SPO i•; S .2 SC~T I E 
REQUETZ R3QUET3 
1 
' 
/ 
TRT CL~ PRIM. TRT ~l'~S . CI.i:SS s--,,-, ~-"--'. Trtî 2'1'. ;) • ZC.: :-::s 
Dor;l'JE~S 
-----
1 
----------
1 
clé num . 0 clé a lpha ? •• -f" . 
I NIT rRT CLE NUI'-~ . TRT- CLE- ALPnA 'I'rtT CLE S3C . Rï - ZCfZ- DC1r ::-:Es 1 
1 
1 
1 / ,, 
-~ 
1 ~ • i~~ . A . J. i\1 ;A: J ~ f,: .A. J. LG . -,--, FIN TR.T ELT .Lu • 0 alpha 0 Cr..AI NZ CHAINE CHAIN:2 I NIT num, CLE NUM . TRT CLE SEC TRI CL:S KU~1 . TRT CLE ALP~.\ 
1 1 
.... 
*I .}- . . TRT occ . TRT occ . .. . . CLE t.lJ~1 . CL3 ALPHA 
1 1 
-----= ~ . ... 
~-: .A. J • ' TRT ELT f·,i . A . J . f1. A. J . c~-i;i NUM LG . ~/AL . l.J_, Pi ll Cr..AE;:s CEAL!L :.:..AI x-:. 
- --~ 
. -
M. A. J . ENTETE 
BLOC REQUETE 
•,• 
READINDX 
1 
M. A. J . PARAViETRZS 
Et,;TRE~ 
EhVOI BLOC 
R:i.::QU:2'I·Z 
~EC:SPT IC •: • 
BLCC RSPO:•!S.S 
h •. -. • J • FA:ü>.I•:.:::·I· R.t:S 
SC:l'l I J 
I NI'T TRT CL:2; PRIM. r:t R'.ï: zrs . cL~s 
SEC . 
TRT :2:1:s • zc ::füs 
DO li~EES 
____ __,__,I r----'-----'.:---\~-.-.---_j_l --, 1 
clé 
C • , 
num clé al-oha 
INIT 
1 
jTRT ELT c1:c-; NUM.I 
I NI T 
Tl\T CLE SEC . 
1 OCC · CLE 
.SLT CLE 
NUM. 
- - - - --------- - ---------
TRT ZO NE DO NNE:ë: 
( 
clé alni1à 
1 
OCC CLE 
"''"" 
,--.. ___ .,..__ _ _, 
f•!~ • jl._ • ~ • 
CC DE· Z;RR . 
~.A.J. El~TETE 
BLOC REQUETE 
------------· 
M. A. J. PARAI-~ï::TR.2S 
~I-:TRE~ 
nnT 
INIT 
READMOD 
Et~VOI BLOC 
R-~QU~T-"' jj .LJ .LJ 
TR~ CL~ PRIM. 
.rRT ELT CLE NUM 
IlUT 
RECEPTIOi•; 
BLOC R.SPOl{S:S , 
J.i .A.J. PArl.JiJ·i::":'l'RZS 
SCRTI.S 
TRT t":l,S . CL:SS 
SEC. 
RT CLE SEC. · 
OCC CLE 
ELT CLE 
NUN. 
ï'nT zr.:s . zc !Œ~ 
DONKEES 
TRT ZO NE DONNE,. 
OCC CLE 
r•:. A • J • 
CC:i}S ï::RR . 
~ .A. J . E~TETS 
BLOC REQUETE 
!·'. .A. J.. PA.:ù\hr.'TR.2S 
INIT 
INIT 
-~~ -.. ~ -·-~ ....... . 
-- - - ---
READNEXT 
E!~VOI BLOC 
TRT CL:2:: PRIM . 
INIT 
3.ECEPTIOK 
BLOC REPONSE 
M. A.J. PARA~ZTRES 
SORTIS 
TR':l ï::I\S • CLES 
SEC. 
:lT CL:S SEC. 
lé num 
OCC CLE 
.SLT C~E 
,_, r y· · 
... u ' l • 
TRT z1;s. ZC N2~ 
DO NlŒES 
TRT ZONE DONNE~ 
OCC CLE 
E. A. J. 
cc:us 2rt~. · 
·I il 
1 
1 
1 
1 
~ 
·1 
1 
1 
1 
1 
1 
1 
ï 
11 
11 
ï 
!1 
l i 
:1 
il 
tl 
tl 
·1 Il 
1 
' I' 
l 
·t 
l 
·~ 
t-'i .A.J. ENTZTE 
:SI.CC REQUETE 
------- - -
f·i .A. J. PARA!'-:STRES 
ENTREE 
DELETE 
EKVCI BI..QC 
R~QUETE 
R28EFTIC 1'! 
BLCC REPm;sE ' 
r'. . A . J. PA?J:. f·:ZT?..SS 
SORTIE 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
•• 
MODIFY 
... ~ 
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i 
.! 
Vi .A.J. 
E:,ïTETJ 
BLOC 
Rë:QUETE 
;,, • A • J • l::1'11 S 
FICEIER 
• DATA 
7 
Trt'I C:i.,:i:: PRIE . 
E. A.J. 
LONGU::::UR 
DC!·JNEES . 
~ 1 0 cle num. ~ clé alpha 0 
i 
J 
.~.:-... 
I NIT 1 
:! l _-i-Lft}.:.: .. ~. ~ 
.,.__""!'...,.. ,,..,..._..,,.._ 
· ~--~-""'"'-~'~ 
'6: t<,' "fr' ~ '~  
~~~~-~--~ f~.-~:;:.z 
llil ·:;;;à.-.,-1'1·• 
bRT CI3 NlH·~ . 
l 
ITRT ELT 
CLE 111.JM . 
!t U!-{~"i:r__._ ...... ._ -·-
1a..~ -
~ ..,.,..:-...__ 
Trt'.i: - CLE- ALPr...A 
7 -1 ~ 
• I-~ . A.J ·11r•:;A;J ;l~:.A.J. 
LG. LG. I i~ 
CHAI NE CHAIKS CI:iAHïï•; 
î. . r 
:-. • ii.. e U • 
:U( ,~\·} C ~L;;\ 
31CC 
R :'~'~~!U ~T ~ 
~i~-./~' I 
31(,C 
:{~~~_,:~-~~J 
~~il ~!'t~ • c~~s s3c . 
1 
.. 
T.i:G CLi s~c . 
l 
n :IT num, 
T:l.:r CLB s~c TRT CL.S 1-;ur:, . 
t TRT ace. 
· cLE NUM . 
TRT ELT 
CLE ;;ur,ï 
0 
":j 
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-.... - r, ...... 
~).LA., v 
:i. .:::Pt: :.S:: 
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-~~ 
alnha 0 
TRT CLE ALP::..:.. 
~~~ ~ ~ I 
TRT OCC . 
CLE ALPHA 
l l V ~ T ..":. . n • u • 
~ -~ l..v • 
r, u' T" [.' 
..,;~~A -. .. . _ .. 
-JI: 
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[·~. A• J . 
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~' I :. 
"\ '" .. ' -- .... --.. 
~.rLl ,_ ..l. .. , ~ 
1 
(*SS+*) 
UNIT UNITA; 
INTERFACE 
CONST 
(* liste des codes envoyes dans le bloc requete *} 
.c 
TYPE 
APPENDF 
OPENF 
CLOSEF · 
WRSEQ 
RDSEQ 
WRINDX 
RDI NDX 
RDNEXT 
RDMOD 
DLREC 
MD REC 
6; 
5; 
7; 
1 1 ; 
9; 
= 4.0'; 
4 1 ; 
42 : 
= 43; 
44; 
45; 
FL SVR AD fJ· 
TERM_ST_AD .0': 
(* valeur de positions dans l es blocs requete et reponse * } 
I CORR 
!-LOCAL 
I-BLOCK LO\./ 
I-BLOCK-HIGH 
!-CODE -
I-FL NM BEG 
I-FL-NM-END 
1-TERM -
I-RET CODE 
!-ERR-CODE 
I-CHAN 
I-RET CHAN 
!-DATA ID 
I-DATA-HIGH 
I-DATA-LOW 
I-DATA-BEG 
I-KEY NO 
CKEY-VAL 
CKEY:occ_BEG 
.. 
KEY MAX LGTH 
KEY-MAX-NB 
MAX-REC-NB 
DATA_MAX_NB 
BYTE 
\.JORD 
= 
= 
= 
= 
= 
= 
: 
,. 
: 
= 
= 
4· . 
5; 
6· 
7; 
8: 
9; 
32; 
33; 
8. . 
9; 
9; 
1.0'; 
1.0'; 
1 1 ; 
12; 
13; 
1.0'; 
1 1 ; 
13; 
2.0'; { 
1.0'; { 
7; { 
1.0'; { 
.0' .. 255; 
longueur maximale d'une cle} 
nombre maximum de cl e s } 
nombre maximum d ' enreg i strement 
nombre ma l mum de zones donnees } 
PAC KED RECORD 
CASE BOOLEAN OF 
TRUE : <I NT :INTEGER>; 
FAL SE: {ARR:PACKED ARRAY (.0' .. l] OF BYTE): 
END ; 
K_TYPE · 
CB_BLOCK 
KEY_ÔESC 
DATA_DESC 
REC 
END; 
KEY_KIND 
KEY 
• PACKED RECORD 
. CASE BOOLEAN OF 
TRUE :(STR:STRING[24Jl: 
FALSE:(ARR:PACKED ARRA Y [8 .. 24) OF BYTE>: 
END; 
• <PRM,SECl; 
= PACKED ARRAY [Z .. 263) OF BYTE; 
= RECORD 
KEY POS: I NTEGER: 
KEY-LGTH:INTEGER; 
KEY-KIND:CHAR; 
END; -
., RECORD 
DATA POS :INTEGER; 
DATA-LGTH:INTEGER; 
END; -
= RECORD 
CASE BOOLEAN OF 
TRUE: <BUF :CS BLOCK); 
FALSE:(DESC:RECORD 
ENT PACKED ARRAY [8 .. 7) OF BYTE; 
SEC KEY NB : INTEGER; 
KEY-DESC TB : ARRAY 
Cff .. KEY_MAX_ NBl OF KEY_DESC; 
DATA NB : INTEGER; 
DT DESC TB: ARRAY 
Îl .. DATA_MAX_NBl OF DATA_DESC; 
MAX_REC_LGTH: INTEGER; 
END); 
• (INT,ALN,ARR>; 
• RECORD 
CASE KEY KIND OF 
INT:(INT7INTEGER>; 
ALN:(ALN:STRINGClZZll; 
ARR:<ARR:PACKED ARRAY [8 .. 991 OF BYTE); 
END; 
DATA_ARRAY s PACKED ARRAY [B •• 2551 OF BYTE; 
KEY_ARRAY • PACKED ARRAY Cl .. 181 OF BYTE; 
BLOCK CB_BLOCK; 
REC_ELT 
REC_TB 
REC; 
ARRAY (H .. MAX_REC_NBJ OF REC; 
PROCEDURE appendf1le C VAR channel : INTEGER; 
f1lena me t f i lename; 
VAR err code : INTEGER>; 
_openr 1 1 e 
,, 
··# 
~ROCEDURE c losefile 
PROCEDU RE wr f te1ndx 
PROCE DURE readindx 
PROCE DURE readmod 
PRO CED UR E de l ete 
PROCEDURE mod1fy 
PROCEDURE writeseq 
PROCEDURE readseq 
IMPLEMENTATION 
.. 
~-.--1,; 
{~SI UN 1TB. TEXT *) 
,, 
i:r ,..~ r 
-*SI 
* ... ~ .... UNITC. TEXT *) 
(*SI UNITD.TEXT . ) 
.(*Sl UNITE. TEXT *) 
~ 
-----· -! 
VAR channel : IN TEGER: 
fflename t f1lename; 
VAR err _code: INTEGER l; 
c hannei : INTEGER; 
VAR err_code : INTEGERJ; 
c hannel : INTEGER; 
sec_key_occ: key_array ; 
data : data_array; 
VAR err_code : INTEGERl; 
channel INTEGER; 
key_no : I NTEGER; 
key_va 1 : key; 
VAR d ata : data_array; 
VAR er r _code : I NTEG ER l ; 
channel : INTEGER; 
key_no : INTEGER; 
key_va 1 : key; 
VAR data_1d : I NTEGER; 
VAR data : data_array; 
VAR err code: INTEGERJ; 
channel : INTEGER; 
key_va 1 : key; 
VAR err _ codé : INTEGERJ; 
channel : INTEGER; 
data i d : INTEGER; 
sec_key_occ : key_array; 
data : data_array; 
VAR err c ode : I NT EGER l; 
(channel 
data_lgth 
VAR data 
VAR err..:_code 
(channel 
data_lgth 
data_wr 
err_code 
INTEGER; 
INTEGER; 
data_array; 
. INTEGERl; 
INTEGER; 
INTEGER 
INTEGER 
INTEGER 
("'; 
~ 
~··~····················•******************••) 
PROCEDURE wrftefndx { *channel INTEGER; 
s ec~ k ey_o cc : key_array: 
data : data_ a rray: 
VAR err code INTEGER * I: (**************-***•• ••w~ •• ****** ****** *** ****) 
VAR 
pos_key_occ 
data_ 1 gth 
crt_pos_blk 
crt_p o s _ rec 
INTEGER; 
INTEGER; 
I NTEGE R; 
INTEGE R : 
(******************•*) 
PROC EDURE prm_key_trt : 
(** -~**************** ) 
CGJ NST 
b l a n k 32: 
VftR 
key_ lgth 
str_lgth 
I NTEGER; 
INTEGER: 
INTEGER; 
{Indice} 
L 
BEGIN 
< * 1 n 1 t 1 a 1 1 sa t 1 on• 1 
crt_pos_rec : 2 .0'; 
key_lgth := réc_tb [channel).desc.key_ desc_tb [Bl.key_ lgth; 
CASE rec_tb .Cchannell.desc.key_ desc_ tb [.0'l.key_ k1nd ÔF 
'N', 'n' 
' l 
!· 
BEGtN 
{* trt cle numer 1que *) 
FOR 
DO 
BEGIN 
!" TO rec tb [channel] .desc. 
key=desc_tb C.0'J. k ey_lgth DIV 2 
{* trt elt cle num *) 
block[crt_pos_bl k] := data Ccrt_ pos_rec + lJ; 
bloc k [crt_pos_bl k + lJ := data [crt_pos_r·ecl; 
crt_pos_b l k · 
crt_pos_re c 
data_lgth 
END; 
END; 
:= crt_pos_blk + 2; 
:= crt pos rec + ~; 
:= data_1gth + 2; 
- " • -_-.. - .... ,. ' · ""~ j 
._ .... --~-----3'1• ~ 
-
END; 
END; 
BEGIN 
(* trt cle alphanum •> 
(• mise a jou r l on gue ur de la chaine w 
block [c rt_pos_blk] 
str_ lgth 
:= data [crt_pos_rec]; 
:= da ta [crt_pos_re c ); 
crt_pos_blk ,,. crt_pos_blk 
crt_pos_rec ·= c rt_pos_rec 
data_lgth := data_lgth + 
+ 1 : 
+ 1 : 
1 ; 
(* mise a jour vale ur de la cha ine•) 
FOR i ,,. 1 to str_ lg th DO 
BEGIN 
b lock [ crt_ pos_ blkJ := d ata [crt_pos_ rec]: 
cr t _p os_ blk 
crt_pos_rec 
data_lgth 
END: 
:= crt_pos_bl k + 1: 
:= c rt_pos_ rec + 1: 
:= data_1gth + l; 
(• mise a jour fi n de l a cha i ne *) 
FOR i , ,. 1 TO k ey_ lgth - str_lgth DO 
BEG IN 
END; 
b lo c k [crt_pos_blk] := blank; 
crt_pos_blk 
c rt_pos_re c 
data_lgth 
END; 
:= crt_pos_blk + l; 
:= crt_pos_rec + l; 
:= data_lgth + l; 
(••··················> PROCEDURE sec_key_trt: 
(************••····••) 
- CONST 
_ blank ,. 32; 
VAR! 
t,
1j,k: INTEGER: 
key_ lgth INTEGER; 
str_lgth : INTEGER; 
BEGIN 
1-
( * t rt de l ' e nse mb l e des cle s se c o nd a ire s *) 
FOR f : • l TO rec_tb [ch a n ne l ]. d esc. s ec_ke y_ nb DO . 
BE GIN 
(* f nltla ll sat io n *) 
block [pos_key_occ) : = s e c_key_occ [!]; 
crt_pos_ rec := rec_tb [ c h a n ne l).desc. key_d esc_t b [ 1).key_pos; 
ke y_ l gth : = rec_ t b ( c h a nn el) .d e sc. key_desc_tb (I J . key_lgt h; 
CAS E re c_tb ( chan nell.des c .key_ d esc_ t b (IJ . key_ k i n d OF 
BEGIN 
(* ~ r t c le nu me r iqu e * ) 
FOR j : = 
BEG IN 
TO block Cpos_ ke y_ occ l DO 
{ ~ t r t d 'u ne occ d e cl e nu me r i qu ~ * ) 
FO R j := 1 TO rec tb (channel).desc . 
key=desc_ tb Ci l.key_ l g th DIV 2 
DO 
BEG IN 
( * trt d 'un elt de l a cle n umer l que *) 
bl oc k [cr t_po s _ b l k·l : = data [cr t _pos_ rec + l ) ; 
b lo c k [cr t _p os_b lk + 1) : = data [crt_p o s _rec) ; 
crt_pos_b 1 k 
crt_pos_r e-c 
data_ lg t h 
END; 
END ; 
END ; 
BEGIN 
:= crt_pos_blk + 2; 
: = crt_pos_rec + 2; 
:= data_ lgth + 2; 
{* trt de la cle a l phanumerlque *) 
FO R j : = 1 TO b lock [pos_key_occ] DO 
BEG IN 
(* trt d 'une occ de .la c l e alphanumer i que * ) 
{ * mi se a j our longueur de l a c h a i ne*) 
b 1oc k [ cr t._p o s_b l k ) 
st r_ lgth 
: = d ata [ c r t _ pos_r e c ] ; 
: = data ( crt_ FOS_ rec]; 
cr t_po s _ blk : = c r t _p os_b lk + 1: 
c rt_ pos_re c 
data_lgth 
· = crt_ pos_r e c + l ; 
:~ d ata_lgth + 1; 
(* mis e a jour valeur d e la chaine*) 
FOR k : = 1 to str_ lg th DO 
BEGIN 
block Ccrt_pos_blkl := data [c rt_pos_recJ ; 
crt_pos_blk 
crt_p o s_rec 
data_ lg th 
END: 
:= crt_p os_b lk + l; 
:= crt_pos_rec + l; 
:= data_ lgth + !; 
{* m1se a jour fin de la ch a i~e *) 
FOR k : = l TO key_ lgt h - st r_ lgth DO 
BEGIN 
END; 
END; 
block [crt_ pos_blkl := blank; 
crt_ pos_ blk 
crt_pos_rec 
da ta_ lgth 
END; 
: = crt_pos_blk + 1 ; 
:= crt_pos_rec + 1; 
:= d a ta_ lgth + 1 ; 
END; 
pos_key_occ := pos_key_occ + l; , { on passe a l a c l e suivante } 
END; 
END; 
<···············••) PROCEDURE data trt; 
<*************•***> 
VAR 
1.j INTEGER; 
FOR :• 1 TO rec_tb [channel).desc.data_nb DO 
' (* trt de l'ensemble des zones de donnees *) 
cr t _pos_rec , .. rec_tb [channe1J.desc.dt_desc_tb [1).data_p os: 
FOR j : 2 1 TO rec_tb (channelJ .desc.dt desc_tb [iJ.data_lgth DO 
BEGIN 
<."Y"1 
- - -\ " trt d" u ne zo ne de do n n e e •) 
block [crt_pos_blkl :• data Ccrt_pos_recl; 
BE G IN 
crt_ po s_bl k + l; c r t_p os_bl k := 
crt oos rec := c rt_pos_re c + l ; 
·= data_lgth + l; data~ lgth 
END; 
END; 
END; 
( * mi se a jour entete bloc requete *) 
block [1 corr] := fl svr ad: 
block (1-local]: = te;m st ad: 
block (1 -code] := wr1n~x:-
b l~ck ( i - chan J := channel: 
l * m se a jo ur de s e 1ements a ecrire dans le fich 1e r .DATA *) 
p o s_key_ occ : = 1_ key_o cc_beg: 
data_ 1g th := rec_tb (channell.desc.sec_ key_nb 
crt_pos_bl.k := 1_ key_occ_beg + 
rec_tb [channel].desc.sec_ key_nb; 
prm_key_trt ; 
sec_key_ trt; 
da.t.a_t rt: 
C* mise a jour longeur des donnees *) 
0 block C1_data_h1ghl 
bloc k (!_data low] ·= data_lgth DIV 256; 
·= data_ l gth MOD 256; 
{* mi se a jour longueur du bloc requete *) 
+ 2; 
block Cl block lowl 
bloc k (1=block=h l ghl :° Cl_key_occ_beg + data_lgth l MOD 256; := Ci_key_occ_beg + data_lgth l DIV 256; 
1 
i 
1 
1 
c• envol du blor. requete *) 
UNIT\IRITE Cl8,bl ock (41,1,H.Hl; 
c• recept1on du bloc reponse *) 
UNITREAD ClB,block C4l,l,H ,~> ; 
tj +:.-,.~.,--~• m,_lse a jour parametre de sortie 
1 ,,.. err-fode := black Ci _ err_codel; 
• . END; , 
* ) .. __ 
! 1••·························· ···············• > PROCEDURE read i nd x C*channel INTE GER; 
k e y_ no IN TEGER; j •. key_val : key; 
- .. 
•·. 
~ 
1 
VAR da ta -: - d ata_ a rr ay: 
VAR err_code: INTEGER•}; l*•••••••••••••••••••••••••••••**************> :,~ -:. --./, . 
blan k 32; 
VAR 
i, j, K 
key_lgth,str_lgth 
crt_pos_bl k 
c rt_p o s_rec 
pos_ key_oc c 
INTEGER; 
INTEGER: 
INTEGER: 
INTEGER: 
ItlTEGER: 
{********************) 
PROCEDURE prm_key_trt; 
(* *******************) 
VAR 
: i IN TE GER: 
key_ lgth INTEGER: 
ô [;:G I i1 
crt_pos_rec := rec_tb [channel).desc. key_desc_tb[0J.ke y_pos ; 
key_lgth := rec_tbtchannelJ . desc.key_desc_tb[HJ.key_lgth: 
CASE rec_tbtchan ne1 1. desc .k ey_desc_tb CHJ.key_k1nd OF 
'N·,•n•: BEGIN 
'A",'a': 
î 
END; 
FOR f := 1 TO key_lgth DIV 2 DO 
BEGIN 
data Ccrt_pos_rec1 := block Ccrt_pos_blk + 11; 
data Ccrt_pos_rec + 11 := blocktcrt_pos_blkl; 
crt_pos_blk := crt_pos_blk + l; 
crt_pos_rec : = crt_pos_rec + l; 
END; 
END; 
BEGIN 
FOR f :• 1 TO key_lgth + l DO 
BEG I_N 
data Ccrt_pos_rec) := blo·ck Ccrt_pos_b lkJ; 
crt_pos_blk 
crt_pos_rec 
END : 
END ; 
:= crt_pos_blk + l; 
:= crt_pos_rec + l; 
- -
0 .j 
,! .. 
1••················••) PROCEDURE sec_key_trt: 
(************•*•***** ) 
VAR 
1, j, k 
key_lgth 
I NT EGER; 
INTEGER; 
BEGIN 
FOR i : = tp rec_ tb [channel] .desc.sec_key_nb DO 
BE GIN 
crt_pos_rec := re c_tb [channel].desc.key_desc_tb [1] . key_po s: 
key_ lgth : = rec_tb[channe l ].desc.key_ desc_tb[1] . key_ lgth; 
CASE rec_tb[channelJ . desc.key_ d~sc_tb[1].key~k1nd OF 
'N','n': BEGIN 
FOR j := 1 to block [pos_ key_ c,,:c ] DO 
BEGIN 
FOR k := 1 TO k ey_ l gt h DIV 2 DO 
BEG IN 
d a ta écrt_pos_rec] := block [crt_pos_blk+l]; 
d ata [crt_ pos_rec+l] : = block tcrt_p o s_b lk); 
crt_pos_rec : = c rt_pos_rec + 2; 
crt_pos_b lk := crt_pos_b lk + 2; 
END 
END: 
END; 
.'A','a': BEGIN 
FOR j ·= 1 TO block [pos_key_occ] DO 
BEGIN 
FOR k := 1 TO key_l gth + 1 DO 
BEGIN 
data [crt_pos_rec] := block [crt_ pos_blk]; 
s--=-=== =---=;...;..:..;.. _ _____ crt_pos_rec ·• crt_pos_rec + l ; 
crt_pos_blk ·= crt_pos_blk + l; 
END 
END; 
END; 
-~I 
- -~ END: 
pos_key_occ : • pos_key_o·cc + l; 
END: 
END; 
{** ***************) 
PROCEDURE data trt; 
(*****************) 
VAR 
i , j INTEGER; 
BEGIN 
FOR i : = 1 TO rec_tb ( chan ne1J.desc.d;:ita_nb DO 
BEGIN 
c r t_pos rec := rec t b (channel].desc.dt_de sc tb 
(1] . data_pos; 
FOR j 
BEGIN 
:= 1 TO rec tb[channel].desc.dt_desc tb 
[ 11-:-data_lgth DO 
data (crt_pos_recJ := b l oc k [crt_pos_bl k ]; 
c r t_pos_rec := crt_po s _rec + l; 
crt_pos_blk := cr t _pos_blk + l; 
END; 
END; 
END; 
a jour entete bloc requete *I 
-. block [t corr] := fl svr ad; 
!., ~ block [1-localJ := term st ad; 
,_:, _ lock .. Ll:codel :s rdtnd;; -
;~ bloqk [1_block_low] := 3 + key_max_lgth; 
. . bloèk [f_block_hfgh] := B; 
~.::'..-(* - ~Is e a jour parametr~s entree *I 
b l oc k [ l _chan] : = channe 1; 
block [1 _key_nol := key_ no; 
-
'. 
j .. 
. -
.k.e,v_lgih. : = r e c_t b [ c hanne l ]. d esc. ke y_desc_t b t key_no ]. key_ l gt h ; 
ÇfSE _rec_tb [channel].desc.key_desc_tb [key_no].key_kind OF 
-· •N', •n•: BEGIN 
1 := 1 kev val; 
j := l; ~-
FOR k := 1 TO key_lgth DIV 2 DO 
BEGIN 
block Ci] := key_val.arr Cj]; 
block ( l +l] := key_val.arr [j -1]; 
: = 1 +2; 
j := j+ Z: 
END: 
END: 
" A ",';:i': BEGIN 
END; 
i : = i_key_va 1 : 
bl o ck Ci ] 
str _ lgth 
1 : = 1 + l ; 
: = key_val .arr U n : . 
: = key_va l.arr [ .0' ]; 
FOR J := 1 TO str_lgth DO 
BEGIN 
block ( 1 ) := key_val.arr (j]; 
1 : = 1 + 1 ; 
END; 
FO R j := 1 TO 1 + key_lgth - str_lgth - 1 DO 
BEGIN 
block [j] := blank; 
END; 
END; 
envoi du bloc requete *l 
i, l~-4 
[ 4] , 1 · • .0', .0' l ; 
des parametres de sortie*) 
:= 1_ key_occ_beg + rec_tb[channel].desc. 
sec_key_nb; 
'-'- pqs{ey_occ 1• 1_key_occ_beg; 
:.. prm_rey_trt; 
sec_key_trt; 
data_trt; 
- - -- -
~ 
• ·.1 
-~ 
.'t...:::,côé:ra" :• block C1_err_code]; 
END; 
;.J ... *. * ·-·~. - * * * * * * * * '1t ~ * * * '/lit*. - .. * * * * * ... * *. "' .... - * * * ) 
readmod {•channel lNTEGER: 
key_ no INTEGER: 
key _ val key: 
VA R data i d INTEGER: 
VAR data data_array; 
VAR err cod e !NTEGER•); 
(********************************************) 
~CO NST 
blank 32: 
VAR 
i. j. K 
ké y_ l g th. s tr_lgth 
crt_ p o s_blk 
crt_pos_rec 
po s_ke y_ oc c 
INTEGER: 
I NTEGER; 
INTEGER; 
INTEGER; 
INTEGER; 
( * ******** * *•******** ) 
PROt [D UR E pr m_ ke y_trt ; 
{ ~• -· • '1t ***** * ***** * **) 
VAR 
i INTEGER; 
key_lg~h INTEGER: 
BEGIN 
crt_pos_rec := rec_tb [ch a n ne l ] . desc.key_desc_tb(ZJ.key_pos; 
key_lgth := rec_tb[channel].desc.key_desc_tb[BJ.key_lgth; 
CASE rec_tb(channelJ.desc.key_desc_tb [Bl.key_k 1nd OF 
•N•, •n•: BEGIN 
FOR 1 := 1 TO key_lgth DIV 2 DO 
BEG IN 
data [crt_pos_recJ := block [crt_pos_blk + ll; 
data [crt_pos_rec + ll := block(crt_pos_blkl; 
. crt_pos_blk := crt_pos_blk + 1: 
crt_pos_rec := crt_pos_rec + l; 
END; 
END; 
'A',•a•: BEGIN 
FOR 1 : = 1 TO key_lgth + 1 DO 
BEGIN 
data [crt_pos_rec] := block [crt_pos_b l k]; 
crt_pos_blk,:= crt_pos_b l k + l; 
crt_po s_rec _ : = cr t _pos_r ec + l: 
END; 
-END; 
1 
j END; 
l 
~ i (***** ********•*** * * *) 
& PROCEDURE s ec k ey trt; 
; ~--:~ { ******************** ) 
VAR 
l ' j , k 
k~ y_ l gth 
I NTEGE R: 
I NTEGER: 
BEGIN 
For l : = 1 to rec_tb [ch2 nnell . desc . sec_ ke y_ nb DO 
BEGIN 
crt_ pos_r ec · = re c_ tb [ c h2 nn e1 J. des c . key_desc_ tb ~i] . k ey_ pos: 
Y. ey_ lgth : = r ec_ tb[channelJ . desc . ke y_ desc_ tb [ i) . ke y_ lgth : 
CASE rec_tb [cha nnel].de sc . key_ desc_ t b [IJ.key_ klnd OF 
' N','n': BEGIN 
END; 
FOR j : = 
BEG IN 
to block (pos_key_occ] 00 
FOR k := 1 TO key_ 1g th DIV 2 DO 
BEG IN 
data [crt_pos_rec] := block (crt_pos_blk+l] ; 
data (crt_pos_rec+l] := block [crt_pos_blk]; 
crt_pos_rec ·= crt_pos_rec + 2; 
crt_pos~blk := crt_pos_blk + 2; 
END 
END; 
,.A•,•a•: BEGIN 
FOR j := 1 TO block Cpos_key_occ] DO 
BEGIN 
___ FOR k := l TO key_lgth + 1 00 
BEGIN 
data Ccrt_pos_rec l := block (crt_pos_blk]; 
crt_pos_rec : = c rt_pos_r ec + l; 
crt_pos_b l k : = crt_pos_b lk + 1: 
END 
N 
. .., 
~, .BEGIN 
END: 
END: 
END; 
p o s _ key_occ : = pos_key_occ + 1: 
END: 
END; 
{********••·····••) 
PROCEDURE data_trt; 
{ ************•**** ) 
VAR 
i . j INTEGER: 
BEG IN 
FOR 1 := 1 TO rec_tb [channe l ].desc . data nb DO 
BEG~N 
crt_pos_rec := rec_ tb Cchannel].desc.dt_desc tb 
( 1 l. dat a_pos; 
FOR j 
BEGIN 
.- 1 TO rec tb[channelJ.desc.dt_desc tb 
[1)-:-data_lgth DO 
deta [crt_pos_recl := block [crt_pos_blk]; 
crt_pos_rec := crt_pos_rec + l; 
crt_pos_blk := crt_pos_blk + l; 
END; 
END; 
END; 
:~·;: c•- -~1se a -JÔÜr entete bloc requete "') 
- blo~ k (1 corr] := fl svr ad; 
-·-• look ( 1-loca 1 J : • term st ad: 
bloc k Ci - code] := rdmod; 
b r o ck [ 1-block low] := 3 + key_ma x_ lgth ; 
block Ci=block=hlghl := H; 
l 
,7 m,sa ~ J our pararne t res e ntree •1 
.... 
:-_ .• blo,ck C t chan] :• channel: 
· block [t=key_nol := key_no: 
key_ 1 gth .:'= rec_t b [ channe 1 J. desc. key_desc_tb [ key_no]. key_ 1 gt h: 
CASE rec_t b [channel].desc.key_d e sc_t b [key_nol.key_ki nd OF 
'N', ' n': BEGIN 
1 : = i_key_va l ; 
j : = 1; 
FOR k := 1 TO k ey_lgth DIV 2 DO 
BEGIN 
bloc k C' i l := key_va l .arr [j]; 
blod: [i+l] := key_val.arr [j-1]; 
1 : = 1 +2 ; 
j := j+Z; 
END; 
END: 
"A ',' .:. ': BEGIN 
END; 
1 : = l_key_va 1; 
block [ I J 
str_lgt.h 
1 : = 1 + 1 ; 
:= key_val.arr [BJ; 
: = key_val.arr [B]; 
FOR j := 1 TO str_lgth DO 
BEGIN 
block [Il := key_val.arr [jl; 
1 : = 1 + 1 ; 
END; 
FOR j :s ITO 1 + key_lgth - str_lgth - DO 
BEGIN 
block [jl := blank; 
END; 
END; 
(* envol du bloc requete *) 
• UNIT\JRITE (18,block C4l,l,.8,.0'>: 
(* receptlon du bloc repense*) 
UNITREAD (18,BLOCK C4J,l,S,.8); 
(* ;1se a jour des parametres de sortie*) 
' crt_pos_b l k := l_key_occ_beg + rec_tb[channe1].desc. 
sec_key_nb; 
pos_key_occ := l_key_occ_beg ; 
p rm_key_trt; 
bloc k (1_data_1d]; 
data_trt; 
err_code : = block [1 _ e rr_i od e]; 
(*••····················· ······· ·· ···········> PR OCED UR E deletc ( •ch ann~l INTEGER; 
ke y_v a 1 : key; 
VAR err code INTE~ER *I; 
{********************************************) 
CO NST 
bl~nk 32; 
VA R 
1 . j, K 
key_lgth,str_ l gth 
I NTEGER : 
INTEGER; 
BEGIN 
(* m1se a jour entete bloc requete *) 
(1 corr] := fl svr ad; 
(1 local] := term st ad; 
c1:code] i= dlrec; -
Cl block low] := 3 + key_max_lgth; 
[ 1:block:h i gh] : .. .0'; 
parametres entree *) 
:• channel; 
~'iF key_lgth :• rec_tb [channe l l .desc.J,:ey_desc_tb(.0'] .key_lgth; 
. CASE rec_tb Cchë:nnell.desc .key_desc_tb C.0'Lkey_k1nd OF 
BEGIN 
f : • l_key_va 1; 
j : = 1 .: 
FOR k := 1 TO key_lgth DIV 2 DO 
BEGIN 
block [1] := key_val.arr (j]; 
bloc k ( l+l ] := key_val.arr (j-1]; 
1 : = 1 +2; 
j := j+2; 
END '; 
,-
·,. l_key_va l: 
block Cil 
str_lg t h 
1 : = 1 + 1; 
:= key_val.arr [8]: 
. - key_va l.arr [8]; 
FOR j := 1 TO str_ l gth DO 
BEGIN 
block [ 1 ] := key_:_val.arr [j]; 
1 : = 1 + 1 ; 
END; 
FO R j := 1 TO i + key_l9th - s tr _ lg th - 1 DO 
BEGIN 
block [j] := blank; 
END; 
END: 
END: 
{* envoi du b l oc requete *) 
UNI T~RI TE ( 18,block [41,1,2,B l ; 
(* receptlon du bloc reponse *) 
UNITREAD (18,BLOCK C4],l,Z,8l; 
( * mi se a jour des parametres de sortie*) 
err_code ·= block [1_err_code]; 
END: 
(********•*••···-········•**************•****•) 
PROCEDURE modlfy (*channel INTEGER; 
data i d INTEGER; 
sec_key_occ key_array; 
data data_array; 
VAR err_code INTEGER *); 
(•*************••···········••****************) 
VAR 
pos_key_occ 
data_lgth 
crt_pos_blk 
crt.:...pos_rec 
: INTEGER; 
:._ lNTEGER; 
. INTEGER; 
I NTEGER; 
( •*******************} 
PROCEDURE prm_key_trt; 
(********************) 
·... ~ -- --
1 
key_ lgth 
str_lgth 
BEGIN 
I NTEGER 
INTEGER 
I NTEGER 
{ Ind ic e} 
{* 1nft1al1sat1on* ) 
c rt_ pos_ rec := .0'; 
key_lgth := re c _tb [chan nel). dé sc.k ey_desc_tb [.0').key_ l 3th: 
CASE rec_tb [cha,nnel J .desc. key_desc_tb [.0') .key_k1nd OF 
'N.·, ' n ' 
"A',' a ' 
BEG IN 
(* tr· cle num e r i que * ) 
FOR 
DO 
BEGIN 
:::. TO rec_tb (channelJ.desc. 
key_d e sc_tb [.0').k ey_lgth DIV 2 
{ * trt elt cle num *) 
b l ock[crt_pos_bl k] := data (crt_pos_r ec + l); 
block[crt_ p os_bl k + l] := data [c rt_p o s_rec); 
crt_pos_b l k 
crt_pos_rec 
data_lgth 
END; 
END; 
BEGIN 
: = crt_pos_blk + 2; 
:= crt_pos_rec + 2; 
:= data_lgth + 2; 
{* trt cle alphanum *) 
(* m1se a jour l ongueur de la chaine*) 
block [crt_pos_blk] 
str_lgth 
:= data [crt_pos_rec] ; 
:~ data [crt_pos_rec]; 
crt_pos_blk 
.crt_pos_rec 
data_lgth 
:= crt_pos_blk + l; 
:= crt_pos_rec + l ; 
:= data_lgth + l; 
----- ( * m 1 se a jour valeur de la cha I ne • ) 
-FOR 1 := 1 to st r_ l gth DO 
BEGIN 
bloc k tcrt_pos~blk] : = data tc r t_pos_rec): 
r 
.,_ .... ~ -
crt_ po s _ b l_k : = crt_ pos_ b l K + 1 ; 
crt_pos_rec := crt_pos_rec + l; 
data_lgth :,. data_ l,gth + 1 ; 
END: 
(* mi se a j our f 1n de la c h ai ne *} 
FOR 1 : 2 1 TO key_ l gth - st r _lgth 00 
BEGIN 
b l o ck Ccrt_pos_bl k ] : = blank; 
c r t _ p os_blk := c rt_p o s_blk + l; 
c rt _ po s _ rec : = c r t _ pos_rec + l ; 
da t a _ lgth := da ta_l gth + l; 
END: 
END ; 
EN D; 
EN D; 
{**•**********••···•• ) 
PROCEDURE sec_key_trt; {**••················ > 
CONS T 
b la n k "' 32 ; 
VAR 
l,j.k: INTEGER; 
key_lgth INTEGER ; 
str_lgth INTEGER; 
,· BEGIN 
{* trt de l'ensemble des cles secondaires*) 
FOR 1 :• 1 TO rec_tb [channell.desc.sec_key_nb DO 
BEGIN 
(*initialisation*) 
b lock [pos_k ey_occl : = se c_ k ey_ occ Ci l : 
crt_pos_rec :• rec_tb [channel].desc.key_desc_tb [11.key_pos : 
,i 
· ~--- - :-f ey_ 1 gth : "' rec_tb [ chan ne 1 l. desc . key_desc_tb t 1 l. key_ 1 gt h : 
~. CASE rec_tb [channel ] .desc . key_ d esc_tb [ f l . key_kf nd OF 
BEGIN 
( * t rt cl e numer1que *} 
'A', 'a ' 
FOR j :• 1 TO block Cpos_key_occl DO 
BEGIN 
( • trt d " une occ do cle n u ~e r lqu e * ) 
FOR j :~ l TO rec_ tb [ c h annel] .d e s c . 
DO 
BEG I N 
key_ desc_ tb [ i l.ke y_ l gth DI V 2 
(* tr t d'un e 1t de l a c l e numer i que *) 
b l ock[c r t _ pos_ bl k J : = d a t a [crt_ p o s _r ec + l l; 
bloc k [c r t _ pos_b l k ~ l l : = data [cr t_pos_ rec ] : 
crt_pos_b 1 k 
crt_p os_ïec 
d a t a _ lgth 
:= c rt_pos_b l k + 2 ; 
: = crt_p o s _r ec + 2 : 
. - data_ lgth + 2; 
EN D; 
END: 
END: 
BEGIN 
(* trt de la cle alphanumer1que *) 
FOR j := 1 TO bloc k Cpos_key_occl DO 
BEGIN 
{* trt d ' un e occ de la c l e a l ph a numerlq u e * ) 
{* mise a jour longueur de la chaine*) 
block [crt_pos_blk] := data Ccrt_pos_rec]; 
str_ lgth := da t a [crt_pos_rec]; 
crt_pos_b l k := crt_pos_blk 
crt_pos_rec := crt_pos_r e c 
_data_lgt h := data_ l gth + 
+ 1; 
+ 1 ; 
l ; 
{* mise a jour valeur d e l a chaine*) 
FO~ k : • 1 to str_ l gth DO 
BEGIN 
b l oc k [cr~_pos_bl k ] := data [c r t_p o s_re c ]; 
crt_pos_blk 
crt_pos_rec 
data_lgth 
END; 
:= crt_pos_blk + l; 
i= crt_pos_rec + 1; 
·• data_ l gth + 1: 
{* mise a jour f i n de la c h a ine * ) 
FOR k := l TO key_lg th - s tr_lgth DO 
BEGIN 
: BEGIN 
b 1oc k [crt_pos_ b lk] := b 1a nk; 
END; 
END; 
END; 
crt_pos_blk :• crt_pos_bl k 
crt_pos_rec : = crt_pos_r e c 
data_ lg th := data_ lg th + 
END; 
+ l; 
+ l ; 
l ; 
pos~ key_oc c : = pos_ k e y_ occ + l; { on pa sse a la cle sul~an te } 
END; 
END; 
( •••**•*********** } 
PROCEDURE data_trt; 
( *~ * *******•***** *) 
VAR 
i , j I N Të: G E R ; 
BEGIN 
FOR := 1 TO rec_tb (channel].desc.data_nb DO 
BEGIN 
( * trt de l'ensemble des zones de donnees *) 
crt_pos_rec := rec_tb (channel].desc.dt_desc_tb (1].data_pos; 
FOR j ·~ 1 TO rec_tb CchannelJ.desc.dt_desc_tb (IJ.data_lgth DO 
BEGIN 
(* trt d'une zone de donnee *) 
block (crt_pos_blk] :• data [crt_pos_recl; 
crt_pos_blk 
crt_pos_rec 
data_lgth 
END; 
END; 
:= crt_pos_blk + l; 
:• crt_pos_rec + l; 
:• data_lgth + l; 
{* mise a jour entete bloc requete *l 
block Ci corrl := fl svr ad; 
block (1 local]:• te~m_st_ad; 
sec_key_trt; 
data_trt; 
:= dlrec; 
:• channel; 
des elements a e cr i re dans le f i ch i er . DATA *l 
:• l _ k ey_occ_beg; 
:= rec_tb (ch a nne lJ .des c . s ec_key_nô + 2 ; 
:= i _key_occ_ beg + 
rec_tb [channelJ.desc . sec_key_nb; 
{ * mise a jou~ longeur des donnees *l 
block [i_data_high] 
b i oc k (1_data_low] 
:= d ata_l g th DI V 256; 
:= data _ lg th MO D 256; 
{* t mfs e a j our l ongu eu r du b loc requ e te *l 
~ 1 o d : [ i b l oc Y. 1 ow ] 
bl o ck [ i : b loc k:high] 
·= {l _ke y_o cc_ beg + d at a _ lslhl MOD 256; 
· = { f_ k e y_occ_b eg + dat a _ lgt h l DIV 256; 
(* envoi du b l oc requete *) 
UNITURITE {18,blo c k [4J,I,B,Sl; 
{* receptlon du bloc repense *l 
UNITREAD ( 18,block [4],l,S,SI; 
(* mi se a jour parametre de sort i e *l 
data_id := block Ci data fdJ; 
:• block [1:err_code]; 
{* UNITA *l 
--~ .. 
Programme exécuté sur le gérant de la mémoire de masse 
, . 
--~~·- J . 
_. code= 
~ , appendf 
.,. 
.. 
APPE:ND 
FILE 
OPEN 
FILE 
I IT 
GET - BLOCK 
CLOSE 
FILE 
WRITE 
SEQ 
READ 
SEQ 
1 0 - PR OC I 
3LOCK - TRT 
end - t r t 
CODE - TRT SEhD - :SLOCK 
code= 0 
wrindx 
\'/RIT3 
nmx 
READ 
IlŒX 
READ 
i-:OD 
READ 
NEXT 
DELETE r•IODI?Y 
APPENDFILE 1 
----------file-found 0 
SEARCH-CHAN ERROR 
-
not chan found 0 
ERROR 
. 
-- -. -
-
IORES 
SEARCH-FILE REWRITE-FILE ERROR 
.. 
~ 
r/a 0 
CHAN-TB 
UPD 
0 
-
... 
0 
\. 
0 
1 
-
FILE-TB 
UPD 
0 
ANSW- BLK 
UPD 
R E A D S 3 Q 
end-file 0 
I NIT GZT· - DATA ERROR 
iores f: 0 
ERROR 
0 
ANSW- BLK 
UPD 
']=:.;i.:.: - T3 
tJFD 
0 
' l i 
l 
. j 
1 
l 
INIT PUT - DATA 
W R I T E - S E Q 
i ores!O 
ER.RGR 
U?J 
0 
0 
µ:J 
X
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'U
 
f,:j 
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·rl 
~
 
Il 
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X
 
r,:i 
·rl 
4--l 
P-i 
4--l 
;:1 
0 
U) 
!><: 
ê H ~ ~t:J P-i 0 E-'I H z H 
.. 
I NIT 
CHAN-TB 
UPD 
0 P E N - I N D X 
not chan foundc 
SEARCH- CHAl'; 
file-found 0 
/ 1 
FILE-TB ANSW-BLK 
UPD UPD 
SEARCH- SEARCE 
FILE FILE 
(.DATA) f. D-.1"DX 
RES ET FIL~ 
(. INDX ) 
1 
-
/' \ 
0 0 
REJET ERROR FILE 
( .DATA 
0 
ERROR 
.-----------~ CHAN- T:S 
UPD 
FILE- TB 
UPD 
0 
0 
---.. 
SENTI 
ii.EQ 
BLK 
3LK 
UPD 
- - --· 
0 
~ 
RE CV DES C 
ACQ 3LX: 
R:2~ UPD 
3L?C 
1 . 
! 
1 
l, 
i 
j 
1: 
1 
l 
E Q 1 
---------f i l e- f ounâ 0 
S:2;ARC2- Cri.AN ERRCR 
not chan 
ERROR 
SEARCH- FILE RESET - FILE 
found 0 
I ORES 
ERROR 
~ 
-/. 0 
CHJU;- TB 
UPD 
0 
0 ~ 
0 
1 
. 
-
FILE- 'I·B 
UPD 
0 
Af.iS W- B:îi."Z . 
UPD 
~ 
l 
! 
i 
., 
I NIT 
C L O S E F I L S 
s uf f i x='indx ' 0 
CLOSE - I mx CLOSE - S~Q 
INIT 
LIE-CHAN FILZ- TB 
UPD 
C L O S E I N D X 
user-cont) 1 
AliïS\'/-nLK 
UPD 
0 
user-cont =1 
IOR.:2S 0 0 
CL- FIL~ 
(. DA·TA) iliROR 
CL-FILS 
(.INDX) 
LIE-CHAH 
ERROR 
FILE- TB 
UPD 
ANSW-
BLK 
UPD 
L__ 
., 
' . 
1. 
ECF 
UPD 
CL 
FILE 
CLOSESE.Q 
IOR ~ C 0 
ERRCR 
LIB - CHAl-i FILE - TB 
UPD 
.. 
0 
BL!{ 
UPD 
READ r.EADER 
1 
INIT, 
REF KEY 
SEARCH 
INIT 
PRI•~- îCEY 
UPD 
·sEA.Rcn 
TRT 
W R I T E - I N D X 
·nsertfl ag=T 
NEW- I l'illX 
LVL 
I NIT 
REF KEY 
S3C K:SY 
UPD 
K-:;-,v .u J. 
TRT 
OC8-IEY 
TRT 
S:s.ARCH 
INIT 
insertflag=true 
· NEW-INDX-LVL 
--
---
A;·JS',v - 31l 
. U?~ 
- - --- --- --- --- - --------------
R~AD H3ADZî:1 I NIT 
REF J;(3I 
R E A D - I N D X 
S:2ARC:-i I NIT Aî·:S \t,' - :élK 
UP:S 
rtEAD HEADER INI T 
REF KEY 
RE AD - N 3· X T 
SEARCE -
I ~IT 
S2AR8E -
TRT l~PD 
READ HEADBR n;- rT 
R.3F - K:=Y 
1 ' 
READ - I'-"OD 
S~ARCE 
rnT S:SARCH '.ïRT 
READ KSAJ) E?, I .i:T IT 
R3F -KEY 
SEArtC5:-I 
I };IT 
. ,,. 
S:3ARCE 
T?.T 
READ HEADER 
L 
REF 
OLD REC 
D:t;:ï:J 
SEARCH 
IlUT 
SEARCH 
TRT 
M O D I F Y 
Pfü,; K:ë:Y 
UPD 
insertflag=T 
-mw- nmx 
VL 
I NIT 
REF KEY 
SEC i<:2Y 
UPD 
KEY 
TRT 
OCC - KEY 
TRT 
SEARCH-
I NIT 
',ŒI 1' 3 H3AD.::,rt 
i ns er tfl a g=t rue 
N::SW- I NDX .;.. 
-;.,vL 
GPD 
S S A R C E - T ~ T 
ins e:rtfla g= -: :rue 
RE;J):SLOCK COEPARE INSERTION 
ref - key ) key 
0 0 
step <.'> 0 
SEARCH - TRT DATA - TRT 
op- code= 
a-wrinè.x 
WR- IND:-:-'REC 
0 on-code = 
a - rè.indx 
RD- Iiw- Rï:::C 
0 
D A T A - T R rri 
op-code= 
a-rdnext 
?.D - NEXT - REC 
0 
\ 
op-code= 
a - rd;r.oè. 
0 op- code = 
a - dlrec 
0 op- coàe= 
a - ncè. r ec 
0 
·w a:r:mr 
I NIT S:-iI FT 
i t~~~.: . 
i 
- .. ~ .. 
1 ,. 
I N S E R ~ I C K 
s t~p<) ~ 0 
I NSERT ION 
PTi ndx 
I NSERTIO N 
VAL CLE 
s tep ='i 
I RS:SR'.I·I ON 
PT DONNE:S 
cl é prifi\ 0 
0 
I NSERTIOI-i 
VAL CL3 
cl é sec 0 
E~X - TJ P:J 
lst - :pt - blk ( r/, 0 
WRITE r,;. A . J . I'-1 . A . J . \'/RITE 
BUF1 n;sERT - PR:2V et 3UF3 
FLAG UEXT 
dans 
BUF3 
' ! " 
' 
I I\ DX - UP :J 
0 
~-i . A . J . 1·-~. --~ . J . 
r·,: . A . J . FI N 
DEBUT BUF2 l·ŒXT 
:SUF2 dans 
BUF2 
\·/RI~3 
231.7F2 
I-~. ~ . J . 
:2U?1 
·-: . A. . J . 
PREV 
ï3U?1 
·,~iRI~2 
3UF1 . 
-=: : J.:.~r= . 
TIC 
key - type=prm 
PRr:i- K:i!;Y-:-TRT 
key-found 0 not key-found 0 
error 
WRITE REC ERROR 
W R - I N D - R E C 
HEADER 
., UPDATZ 
key - ty:9e= sec 
S.20 - K:SY- ·:;.'?.~ 
key-found 0 
PT-UPD 
POil~TER 
DATAFIL:S 
UPDAT:2 
0 
23AD:2R 
üPDAT~ 
0 
adjonc t i on d ' un nouveau 
~ oint eur dans la cha!ne 
( 1 ) 
P T - U P D A T E 
m. a . j . de l ' ancien dernier 
pointeur de la cha!n e 
( 2 ) 
~ . a . j . de la deuxiè~e par tie 
du pointeur dan s le fic n ier 
• II:.DX 
( 3 ) 
• 
R D - I l , D - R S C 
key - t ype = prm 0 
~ey - typ e =sec 
P~ r,: - K:SY - TRT 
0 
key-found not k ey-found c key:-f::rnnà 
0 0 
not ke:,.' - f ound 
ERROR BRROn 
0 
rec-lock 
0 
rec-lock 0 not rec- loc~ 
0 
TST-WCK ERROR REAil - .RE EUT RSAD - R:SC 
TST - -LOCK SRROR 
R D - N 3 X T - R S C 
not k ey-found 
GET - RECORD 
GET - NXT - KEY 
0 
P~Ji- KEY- 'TRT 
key- found o . 0 not k ey- found 
ERROR · 
0 
1 •• rec-lo ck 
1 • 
·'l!ST - LOCK ERROR READ- REC 
R D - E O D - R ~ C 
I HIT 
R:2AD R.ZC 
TST - LCCK 
icey- type = sec 
k e - found 0 not kev- found 
ERRO~ 
rec- lock 0 not rec - loc;.c 0 
E~RO~ 
SET- LOCK ?. 2AD - REC 
key - found 
TST - LOCK 
0 
marquage 
de 
l'article 
D E L - RB· C 
- found 0 
2?,ROR 
~CD- P~C 
key - type=prm 
PRM- KEY-TRT 
key-found 0 not key-found 0 key-found 
ERROR PT-UPD 
iores~O 0 
· WRITE REC ERR.OR HEADER 
J UPDATE 
key - type= sec 
S:2C- KEY- 7R7. 
0 
POINTER 
DATAFILE 
UPDATE 
0 
~ADER 
UPDAT~ 
0 
C*$U UNIT3.CODE*) 
UNIT3, 
(*SU UNITl.CODE*) 
UN Iîl. 
( *SU UNIT 4.CODE*l 
UNIT4, 
1*$U UNIT2.CODE*} 
UN IT2, 
( *$U UNIT5.CODE*) 
UN IT5, 
(*S U UNI TG.CODE*> 
UN IT6: 
{**••***•*******************) 
!• PRO CEDURE INITIALI SATION ; * ) 
c•~·*** *••••••••••••••******> 
VAR 
K, L: INTEGER: {Indices} 
{-----------------------------------------------------} {Ce tte proc edure a pour effet d'initialiser } 
{ - la table des canaux c. a.d. } 
< assurer la dlsponibilite de chacune des} 
. { entrees dans la table } 
· { - remplir certaines zones avec des valeurs} 
{ conventionnelles de base } 
{ - la tab l e des fichiers (Idem) · } {------------------------------------------------ ----- } 
BEG I N ( *procedure I n itialisation*) 
(~ lntt l altsatl on de la table des canau x * ) 
K : = H TO CHAN TB LGTH DO 
BEG IN - -
CHAN TB [K J.BUSY := FALSE; 
CHAN-TB(KJ.FILE NAME := 
CHAN=TB(K] .CORR- := - 1; 
FOR L := 1 TO MAX LOCK REC DO 
VITH C~AN TB (KJ.LOCK REC TB CLJ DO 
BEGIN - -
BUSY := FALSE; 
LOCK ~EC BLK := B; 
LOCK: REC=LOC := B: 
El'<D; 
EN D; 
( * ln l t ! 3 l l s è :ton de la t 3b l e d e s f t ch i e r s * ) 
... 
-~ H TO FILE_TB_LGTH DO 
~~~:½-tB-EGIN . 
~ FILE TB(Kl.BUSY := FALSE; 
FILE-TBCKJ.USERCOUNT : = fl; 
END; - . . 
END: ( * procedure initialisation"') 
(*** ***************~** ) 
PROCEDURE ~LOCK_TRT: 
(*************~•******) 
... ,. 
<********************* Y 
PROCEDU~E GET_BLOtK: 
{*****•***************) 
{-------------------------------------------------------} {Cet te procedure a pour effet d 'assurer la reception du } 
{bl oc requete envoye par l'utilisateur sur le reseau } 
{~epuls sa station terminale. } {----------------------------------------------------~--} 
BEGIN ( * proced ure getbloc k *) 
:= FL SVR AD : BLOCKC I LOC AL l 
BLOCK[ I=COP. R J ~• O; - ( * en donn ant 8 comme adresse de 
correspondant, on fait en sorte 
que la station gerant le m1c ro-
d1 s que accepte le bloc qui lui 
est adresse quelle que soit son 
origine* ) 
UNITREAD Cl8 ,BLOC K[4J,l, Z ,H); 
CORR :• BLOCKCCORRj; 
END ; (*~rocedure getblock *) \ 
(****************************••·························••) 
(********************) 
PROCED UR E CODE_TRT; 
{*********** * ~*** *** *) 
{-------------------------------------------------------- ) 
{Cette procedure a pour effet d'analyser le code fourni } 
{par l' ut 111 sateur dans le bloc requet e et de declencher} 
{le tra i tement approprie. } {------------------------------------------------ ·-------} 
BEGIN {*procedure c o detrt*) 
(* Les spec l ftcattons p r ecises des diverses procedures 
1nvoquees Ici se tr ouvent detatllee s dans le. te x te 
f meme de ces procedures *) 
CASE BLOCK(!_CO DE l OF 
APPEND F : 
OPENF 
CLOSEF 
'-'.-:. ::::o 
APP ENDFILE; 
OPENFILE; 
CLOSEFILE; 
wRITESED: 
-· 
RDS EC 
\,./i! I t! D ~< 
RD!l'! DX 
RD tl D '. T 
f!D MO D 
DLRE C 
HDREC 
END; 
RCADSCO: 
; , 1R I TE I ND!< : 
READIND X; 
READNEXT: 
READMOD: 
DELETE : 
MODIFY; 
Et-;D: { *p rocedure codetrt") 
( ***•***************•**************************************) 
{ *** •**************~*** ) 
PROCEDUR E S END _BLOC K; 
{ ********************** ) 
~EGIN l *p r ocedure sen d b l ock* ) 
{---------------------- --------------------------------) {Cet te procedure a pour effet d'assurer l' e nvo i du b loc} 
{repense a la station term i nale d'ou emanait la requete } {-------------------------------------------------------} 
{*BLOCK_LGTH est une variable de type enti e r qui 
contient la longeur du block a renvoyer. Cette 
va l e ur doit etre mentionnee dans l e bloc repense de 
l a f ac o n suivante: 1) l e b yte de po ids fort 
2 ) l e by t e de poi d s f aib l e*) 
BLOC K CI_BLOCK_LO~J : = BLOC K LGTH HOD 256; 
BLOC K CI_BLOCK-HIGHl:= BLOC K=LGTH DIV 256; 
UNIT~RITE ( 18 , BLOCK(4l,l,H , 8); 
EN D: {* procedure se nd b lock*l 
{************************************************ * ******* ) 
BEG IN (*procedure blocktrt*) 
GET BLOCK; 
CODE TRT: 
SEND-BLOCK: 
END; (*procedure blocktrt*) 
BEGIN {*program principal*) 
IN IT IAL ISATION; 
REP!::AT 
BLOCK TRT 
UNTI L BLOC KCI_CODEJ = END_TRT: 
EN D. {*program princfial* } 
I ' 
.--
f "" SS • * . 
U!) :-; , 11 1 Tl: 
iîJ~ERF AC~ 
USE S 
( *$ U UNIT3.CODE* ) 
UN! T3 : 
PRO CE DUR E SEARCH_C HAN CS EARCH NAME 
VAR FILE FOUND , CHAN FOU ND 
VAR FR EE=CH_NO,E X_CH_NO 
PP OCEQURE SE~RCH_ FILE IVAR FI LE FO UND: BOOLEAN: 
VAR FILE=NO:I NTEGER) ; 
PRO CE DUR E APPE ND F I LE: 
PROCED URE OPEN_FILE; 
PROCEDURE CLOSE_FILE; 
It-'. ? LEMENTATION 
FILETITLE: 
BOOLEAN; 
:INTEGER); 
(*••*****•••*****••··································-·······•> PRO CE DU RE SEARC H CHAN ( *SEARCH NAME : FILE TITLE: 
VAR FILE_FOUND,CHAN_FO UND : BOOLËAN; 
VAR FREE CH NO,EX CH NB : INTEGER*>: (*********••···················•*·•········•******************) 
{----------------- --------------------------------------} {Cette proced ure effe c t ue deu x chose s } 
{ } 
{ - e l le re c he r che dans l a tab l e des canaux si le .} 
{ f i chier de nom SEARCH_NAME est deJa ouvert } 
{ s i oui FILE FOUND = TRUE } 
{ EX_CH_NO z _ numero de canal dans la } 
{ table correspondant a } 
ce fich ier } { s i non FILE FOUND = FALSE } 
{ EX_CH_NO • indeterm1ne } 
{ } 
{ - e l le re che rche dans l a table des canau x s'il } { e xi ste un canal de libre } 
{ si ou i CHAN FOÙND = TRUE } 
{ FREE-CH NO= numero de canal libre } { s i non CHAN-FOITND = FALSE } 
( FREE CH NO= 1n de term 1ne } {------~------------------------------------------------} 
VAR 
K: I NTEGER; { I nd i ce dans la table des canaux} 
BEGIN ( *prccedurP ~ea r cha ~• ) 
.. 
; . ,... 
' . 
RE PEAT 
IF NOT F IL E FOUN D 
TH EN 
BEGIN 
FILE FOU ND 
EX_C H_ NO 
END ; 
:= CHAN_TB [ KJ.FILE_NAME=SEARCH_NAME; 
: = K : 
I F <NOT CHAN FO UN D} AND ( CHA N_TB[K].BUSY=FALSE) 
THEN 
BEGIN 
CHAN FOU ND: = TR UE; 
FREE-CH NO:= K; 
END: - -
K := K+ l; 
UN TIL {CHA N_FO UN D AND FILE FOU ND > OR (K > CHAN_ TB_LGTHl; 
END: ( *procedure searchan*) 
(*********** ********************************************** ***) 
(******************••······························> PROCEDURE SEARCH FILE (*VAR FILE FOUND: BOOLEAN: 
- VAR FILE-NO INTEGER*l: 
(**************************************************) 
{-------~---------------------------------------- ---------- } {Cette procedure a pour objet d~ parcour i r la table de s } 
{canaux en vue d'y trouver un fichier libre } 
{ En cas de succes : FILE FOUND TRUE } 
{ FILE-NO = i nd i ce, dans la table } 
des canau x , correspon- } 
dant au fich ier libre } 
L'entree da ns l a tab l e est alors } 
{ requ i s l tionnee } 
< En cas d'echec FILE_FOUND 2 FALSE } 
{ FILE NO = 1ndeterm1ne } {----------------------------------------------------------} 
VAR 
K : I NTEGER; { I ndice dans la tab l e des canau x} 
BE GIN ( •procedure . searchflle* l 
K:• ET; 
REPEAT 
BEGIN 
F I LE FOUNO : = FILE TB[K].BUS Y = FALSE; 
K ,=-K+l: -
END 
UNTIL <FILE_FOUND> OR <K > F I LE_TB_LGTHl: 
FILE NO :• K-1; 
FILE= TB CF I LE Nti] . BUS Y := TRU E: 
{ ~***~•-•****• ** * * ••·**~ ) 
PROCEC U~~ AP PEND_F ILE ; 
~••~•*••••• •••••••w***** ) 
{------- ------- --------------------------------------------- } {Cette procedure a pour objet de creer, a la requete de } 
{1 ' •.Jt1lisateur, un f l r.hie r de type s eque ntiel et de le } 
: ou ve rt en vue de lu i permettre ulter1eurement d'y fa i r e des > 
: oper3t1ons d'e ntrees/ sort1e s } {-- --- ------------------------------------------------------ } 
CGNST 
BLA NK 
VA R 
32; 
!N TEGER: 
L 
EO F ST R 
FI LE_FOUND 
CHAN FOUND 
FREE-CH NO 
EX CH NO 
SEO_FL_NO 
I NTEGER; 
BOOLEAN; 
BOOLEAN; 
BOOLEAN: 
INTEGER; 
I NTEGER: 
I NTEGER; 
( *******•********W************************•*** ) 
PROCEDURE PEwRITE FILE ( F ILE NO :INTE GER: 
FILE-NAME:FILETITLE): {***•••~*******************•*••·············••) 
{------------------- ----------------------------------} {Cette proced ure a pour effet d'a ller creer un fichier } 
{de nom F ILE NAME dont l'1dentif1ant est donne par } 
<FILE NO - } {------------------------------------------------------ } 
BEGIN (*p rocedure rewr 1tef1le*) 
CASE FILE NO OF 
D : REwRÎTE <FILEB,FILE NAMEl; 
1: REWRITE <FILE! , FILE-NAME>: 
2: REWRITE <FILE2,FILE=NAMEl; 
3: REWRITE <FILE3,FILE NAMEl; 
A: REWRITE (FILE4,FILE-NAMEl; 
S: REWRITE <FILES,FILE-NAME>: 
6: REWRIT E <FILE6,FILE-NAMEl; 
7: REWRITE <FILE7,FILE-NAME); 
8: REWRITE (FILE8 , FILE=NAMEl; 
9: REWRI TE (FILE9,FILE NAME}; 
lH:REWRIT E <FILEJO,FILE NA ME) 
!! :REWRITE <FILEll ,FILE-NAME > 
12:REWRITE <FILE 12 ,FILE=NA ME> 
13:REWRITE ( FILE J J,FILE_NAME>; 
14:REwRITE (FILE14 ~FILE NAMEl; 
15:REWRITE (FILE lS ,FILE=NAME>; 
END : 
END : ~p r o ce dure r ewr1tef1l e • ) 
:.r 
B [ G I N ! * p r c .- ,:: .j u .- •· 7 c- p "= ,." ~ f 1 1 e.,,. > 
~ ~ 1:i1ti..ïllsa lion * ) 
r ~ Ce ~te p ha s ~ d' i nit i a l i satio n a pour objet de ranger 
de ranger clans la variab l e FILE NAME le nom de fic h ier 
passe par l'utilisateur dans son bloc requete, nom 
co~stltue d ' une chaine de caracteres Ascii *) 
K:= il: L:= I_FL_NM_BEG; 
REPEAT 
BEG IN 
EOF_STR : = (C LOC K[l]= BLANK> 
OR (C L OC K [ Ll = 1 3 > 
OR (13 LOC K( LJ= .0' ); 
! F NOT EOF _STR 
TH EN 
BEGIN 
FILE NAME . ARR[Kl:= BLOCK(L]; 
K := K+l: 
L := L+l; 
END 
ELSE 
FILE_NAME.ARR [ -1] := K; 
END 
UNTIL EOF_STR; 
SEARCH_CHAN <FILE NAME.STR, 
FILÈ-FOUND,CHAN FOUND, 
FREE=CH_NO,EX_CH_NO>; 
I F F!L E_FOUND 
THEN 
ERR OR ( HHJ l 
ELSE 
IF NOT CHAN FOUND 
THEN -
ERROR ( 1.0'1 > 
ELSE 
BEGIN 
SEARCH FILE <FILE FOUND,SEQ FL NO); 
RE~RITE FILE<SEQ-FL NO.FILE NAME.STR>: 
IF IORESULTS <> B - -
THEN 
ERR OR < l.0'1 l 
ELSE 
BEGIN 
( * r.if se a jour de l a table des canaux 
CHAN TB [ FREE CH NO] .BUSY : = 
- - -CHAN NO] .FILE_NAME 
-
TB [·FREE 
-
CH 
-
: = 
CHAN TB C FREE CH NO] .CORR ... 
- - -CHAN TB [ FREE CH NO] .FS T 
-
FL NO ! ::: 
- - -;1 1/Hl TB [Fr [ E CH NOJ - ~EC c-, ri 0 : -;;:: 
*) 
TRUE; 
FILE _NAME.STR; 
CORR ; 
SEO FL NO: 
-
- 1 • 
~ 
··" 
L 
END 
~ r 1 ·-. ..... .- ~ ::. u r d,:: ._; ta b 1 ~ ,-j •:! s f : c t-- i c- r s :t' ) 
FIL[ T8~SEO FL ~0) 
;iLL- TC: SEO- FL-H OJ 
1
• mis e d j ou r d u 
.BUSY := TR UE: 
. USER COUilî : = l; 
b l o c k repense*) 
BLOCK_LGTH := 3; 
BLOCK[I RET CODE] : = fr; 
BLOCK [ ! - ERR CODE J : = J3 ; 
8 LOC K [Î REÎ CH AN ] := FREE_CH_NO; END - - . 
EN D; { *pr oc edure 2ppe ndf 11 e~ l 
(* ~***************** * * } 
? RO CED URE OPEN FI LE : 
{w* ***••••••••••*** * ** ) 
(---------------------------------------------------------} 
CONST 
BLANK = 32 ; 
VAR 
K 
L 
EOFNAME 
INTEGER; 
INTEGER; 
INTEGER: 
BOOLEAN; 
BOOLEAN : 
EOF STR 
T\,IQ-PO I NTS : 
s u(f: x STRING[ 24 J ; 
, 
{ ***•*********••****************************) 
PROCEDURE RESET FILE <FILE_NO INTEGER; 
FILE NAME : FILETITLE ) ; . 
(**•*•*** ********* ***** ****••··········· · ·•• ) 
{-------------------------------- -------------------- } {Cette procedure a pour ef fe t d'ouvr i r un flch)er } 
{e xi stant de nom FILE_NAME Ident ifi e par FILE_NO } 
{ -- -------- ----------------------------------------- } 
BEG IN l*proced ure resetfi1 e*) 
CASE FILE NO OF 
H: RESEÎ <FILEB.FILE NAME l ; 
!: RESET IFILEl.FI LE-NA ME l ; 
2: RESET IFILE2,FILE-NAMEl ; 
3: RESET IFILE3,FILE-NAME l; 
4 : RESET IFILE4.FILE-NAME>; 
5: RESET IF IL ES,FILE-NAME I; 
6: RESET IFILE6,FILE-NAME l ; 
7: RESET I FI LE7,FILE-NAM El ; 
~F S~ T IFILEG.F LE- ~AM ~•: 
.. 
12 :R C:: [ 
l ;: ~ f S[ 
l~ :FESE 
,5:RE SC 
FI LE !: . r . LE _ NAM[I 
FILE! J. F ! LE t,At1 [ l 
FILE!4 . F ! LE - NAM[ J 
FILE!S,F I LE NAMEI 
END: 
t'.ND; { *procedure resetf ile* ) 
( ************************************* * *******************) 
( •* * * *** ·*•********WW) 
PROCEDU~E OPE N SEO ; 
<****•*******~*******) 
VAR 
SEQ_FL_NO 
FILE_FO UN D 
CHAN FOUND 
FREE-CH NO 
EX_CH_NO 
BIJ F 
S0ENDL0C 
S0ENDBLK 
BEGIN 
INTEGER : 
BOOLEAN ; 
BOOLEAN: 
INTEGER; 
INTEGER: 
T_B UF FER: 
\JOR D: 
\./ORO: 
SEARtH_CHAN IFILE NAME .STR, 
FILE=FOUND,CHAN_FOUND, 
FREE_CH_N0,EX_CH_NO); 
IF FILE FOUND 
THEN -
ERR OR I l.0'l. ) 
ELSE 
!F NOT CHAN FOUND 
THEN -
ERR OR { 1H2 l 
EL SE 
BEGIN 
SEARCH_FILE IFILE_F0UND,SE0_FL_ NO); 
RESET_FILE <SEQ_FL_N O,FILE_NAME.STR); 
IF IORESULTS <> H 
•. . 
THEN 
ERROR < 1.03 l 
ELSE 
BEGIN 
{* mise a jour de la tab le des canaux*) 
CHAN_TB [FREE CH NOJ.CORR := CORR: 
CHAN_TB [FREE=CH=NOJ.FILE_NAME :a FILE_NAME.STR 
\JITH CHAN_TB[FREE_CH_NOJ DO 
BEGIN 
BUSY 
FST FL NO 
SEC-FL-NO 
SEOCRTBLK 
SEQCRTL0C 
READ BL0 CK 
,,. TRUE: 
:: SE0_FL_N0; 
: : -1: 
:• S; 
; : 4; 
( SEO rL NO.BUF.Zl; 
"j. 
t,-, 
1 ' 
END 
SLCi EflD CL K 
SOENCLCé: .,'.. R?. [[TJ 
'.:CE:ID LOC .ARP. ( l l 
SEu END LOC 
EiW : -
.- SOCi'iGC L K .l NT: 
. - CUF . DATA[2 J: 
. - '.lU F :D,HA[3); 
: = 501::ND LOC.IN T: 
i * mise a jour de l a table des f1chiers *) 
FiLE TBC FR EE CH NOJ.BUSY 
Fi LE=TBC FR EE=CH=NO] .USE R_C OUNT 
:= TRUE : 
: = l : 
(* mise a jour du bloc repense*) 
BLOCK LGTH 
BLOC K[I RET CODE] 
BLOC K[I-ER R-C ODEJ 
BLOC K[l-RET-CHA NJ 
END - -
.- 3: 
:= .0': 
: = .0' : 
: = FRE E_ CH NO: 
END; ( * procedure openseq*) 
(********************************************************) 
(*SI ~NITlB.TEXT *) 
(*$! UNITlC.TEXT *) 
~ . 
i 
.. 
(****•****************) 
PROCED URE OPEN INOX; 
(*********************} 
VAR 
DATA FL TLE 
INDX-FL-TLE 
FILE-FOUND 
CHAN-FOUND 
FREE-CH NO 
EX CH NO 
DATA FL NO 
INDX-FL-NO 
I -
BUF 
BEGIN 
• FILE_TITLE; 
FILE TITLE; 
BOOLEAN; 
BOOLEAN; 
INTEGER; 
INTEGER; 
INTEGER; 
INTEGER; 
INTEGER: 
T_BUFFER; 
( * initia 1 i sati on * l 
(* Cette phase d'initialisation a pour effet de ranger 
respectivement dans les variables INOX FILE et 
DATA FILE le nom du fichier.INOX et celui du fichier 
.DATA*) 
INDX_FL_TLE := FILE NAME.STR; 
DATA FL TLE := FILE-NAME.STR; 
DELETE <DATA FL TLE~POSC'.',DATA FL TLEJ+l,4); 
INSERT <'DATA' ,DATA_FL_T_LE,POS( •-:-• ,DATA_FL_TLEJ+l l; 
SEARCH_CHAN (INDX_FL_TLE, 
FILE_FOUND,CHAN_FOUND, 
FREE_CH_NO,EX_CH_NOl; 
IF NOT CHAN_FOUND 
THEN 
ERR OR < 1.0'.0' l 
ELSE 
IF FILE FOUND 
THEN -
BEGIN 
(* mise a jour de la table des canaux *l 
DATA_FL_NO := CHAN_TBCEX_CH_NOJ.FST_FL_NO; 
INDX_FL_NO := CHAN_TBCEX_CH_NOJ.SEC_FL_NO; 
CHAN 
-
TB [FREE 
-
CH 
-
NOJ.BUSY := TRUE; 
CHAN 
-
TB [FREE 
-
CH NOL FILE 
-
NAME := INOX _FL_TLE; 
CHAN 
-
TB [FREE 
-
CH~NOJ .CORR : = CORR; 
CHAN 
-
TB [ FREE 
-
CH 
-
NOJ.FST 
-
FL 
-
NO : = DATA FL _NO; 
CHAN 
-
TB [FREE 
-
CH 
-
NOJ.SEC 
-
FL 
-
NO ! = INOX =FL_NO; 
(* mise a jour de la table des fichiers*) 
FILE TB[DATA FL NOJ.USER COUNT := 
FILE-TBCDATA-FL-NO).USER-COUNT + 1; 
FILE-TBCINDX-FL-NOJ . USER-COUNT := 
FILE=TBCINDX=FL-NOJ.USER=COUNT + 1: 
.. 
BLOCK LGTH := 3; 
BLOC KÎI RET CODE J : = 
BLOCK [ !-ERR-CODE J : = 
BLOCK[ I-RET-CHAN J : = 
0 · 
' 0; 
END - - FREE_CH_NO; 
ELSE 
BEGIN 
SEARCH_FILE {FILE_FOUND,DATA_FL_NOl; 
SEARCH FILE (FILE_FOUND,IND X_FL_NOl; 
RESET_FILE (DATA_FL_NO,DA TA_FL_TLEl; 
IF IORESULTS <> B 
THEN 
ERROR ( rn.in . 
ELSE . 
BEGIN 
RESET_FILE (INDX_FL_NO,INDX_FL_TLE); 
IF IORESULTS <> B 
THEN 
ERROR { lHBl 
ELSE 
BEGIN 
(* mise a jour de la table des canau x *) 
CHAN 
-
TB [FREE 
-
CH 
-
NOJ.BUSY : = TRUE ; 
CHAN 
-
TB CF REE 
-
CH 
-
NO ] .FILE 
-
NAME : = IN DX_FL_TLE; 
CHAN TB 
-
CFREE 
-
CH NO].CORR • = CORR ; 
-CHAN 
-
TB [FREE CH NOJ.FST FL NO := DATA FL 
- - - -
_NO; 
CHAN 
-
TB CFREE 
-
CH NO] . SEC 
-
FL 
-
NO : = INOX :FL_NO; 
{* mise a jour de la ta~le des fich i ers* ) 
FILE TBCDATA FL NOJ.BU SY 
FILE-TB[DATA- FL-NOJ.US ER COUNT 
FILE=TB[IND X=FL=NOJ .BUS Y-
: = 
: = 
: = 
{* mise a jour du bloc repense*) 
TRUE; 
1 ; 
TRUE; 
BLOCK 
BLOCK 
BLOCK 
BLOCK 
BLOCK 
C I 8 LOC K L O\.J J : = 3 ; [I-BLOC K-HIGHJ:~ B; . 
[I-RET C5DEJ := B; 
CI-ERR-COOEJ := B; 
cr:RET=CHAN] := FREE_CH_NO; 
{* envol du bloc repense*) 
UNITWRITE (18,BLOCK[4J,l,B,Bl; 
( * reception quittance du bloc reponse *) 
UNITREAD (18,BLOCK[4],l,B,Hl; 
(* mise a jour du bloc rec_desc *) 
R~ô. DBL OCK { !il Dv FL 1'l fl, !3U F. t 
. 
~ 
END 
END 
BLOCK_LGTH := 2BB; 
END 
END; (•procedure open1ndx•) 
(••·-················································••1 
BEGIN (*procedure openf1le•l 
K := B; L := I_FL_NM_BEG; 
REPEAT 
BEGIN 
EOF_STR := CBLOCK[LJ= BLANK J 
OR (BLOCK[LJ=l3) 
OR CBLOCK[LJ=Bl; 
IF NOT EOF _ STR 
THEN 
BEG IN 
FILE_NAME.ARR[KJ:= BLOCK[LJ; 
K := K+l; L := l+l; 
END 
ELSE . 
END 
FILE NAME.ARR[-lJ := K; 
UNTIL <EOF_STRI OR <K>231; 
IF EOF STR 
THEN -
BEGIN 
SUFFIX := FILE NAME.STR; 
IF COPY (SUFFIX , POS ( '.',SUFFIX)+l,41 
THEN 
OPEN INOX 
ELSE 
OPEN SEQ 
END; -
(• else erreur•) 
END; (*procedure openf1le•) 
'I NDX' 
(**********************************•****••···········••) 
, ... • 
-,. ' 
F~OCEDU RE CLOSE F ! LE : 
1••············· ···, -··· 1 
VAR 
SUFF!X : STRING [24 1; 
{** ***********************************} 
PROCEDUR E CLFILE i FILE NO:INTEG ERl; 
( ******•*•********************•~******) 
{-------------------------------------------------- } {Cette procedure a pour effet de fermer le f1ch1er } 
{ 1dentt fie par FILE_NO } {----------------------------------------- ---------} 
BEG I N 
CASE F I LE NO OF 
D: CLOSE I F IL E~.LOCKI; 
! : CLOSE IFILEl,L OCKI ; 
2: CLOSE CFIL E2, LOCKI; 
3: CLOSE CFILE 3 ,LOC K); 
4: CLOSE CFILE4,LOCK I ; 
5 : CLOSE CFILES,LOCKl; 
6: CLOS~ CFILE6,LOCK I ; 
7 : CLOSE CF ILE7,LOCK l; 
8: CLOSE (FILE8,LO CKI; 
9 : CLOSE <FILE9,LOCKI ; 
1g:CLOSE ( FILE18,LOCKI; 
11:CLOSE <FILEll ,LOC K) ; 
12:CLOSE CFILE12,LOCKl; 
13:CLOSE <FI LE 13,LOCK ) ; 
14:CLOSE ( FILE14,LOCKI; 
15:CLOSE <FILEl S,LOC Kl; 
END 
END; {*p ro c edure clf1 le*} 
{****************•·················••) 
PROCEDURE LI 8 CHAN < CHAN NO: I NTEGER); 
{**********••··*••·················•• ) 
{--- ----- --------- -----------------------------------} {Ce tte procedu r e a pour effet de li bere r dans la table } 
{Jes canau x l ' entree numero CHA N NO } {-- ------------ -- ----------- -------------------------- } 
VAR 
K: INTEGER; 
BEGIN {*pr ocedure l1bchan • > 
CHAN TB( CHAN NOJ.BUSY := FAL SE; 
CH AN- TB( CHAN-NOJ.FlLE_NAME := 
CHAN=TB (CHAN=NOJ.CORR := - 1 ; 
END : ( *procedu r e 11bchan*l 
'Tt . ,. 
' 
' ' 
P~OC EJ~~E CLOSE SE O: 
(~ ** ** • *** * * *****~~ * *•*} 
~----- -------- -- --- -- ----- --- - ---- ------ --- --------- } (Cette procedure assu r e le tra itement ap pr op r ie dans} 
; le Cà dre de la f ermet ure d'un fic ~ 1er de type } 
{s e quent t e l } 
{ ------ ----------------- .--------------------------} 
VAR 
CHAN_ NO 
BU F 
SEO END LOC 
SEO=END_BL K 
INTEGER; 
T_B UFFER; 
w'O RD; 
\.IOR D; 
· BEG IN (*p roc e dure closeseq * l 
( • mi se a jour de l a f in d u fi c hi er* } 
READBLOC K <CHAN_TB [BL OCK[I_CHANJ J . FST_FL_NO,BUF , B l ; 
SEO END BLK.INT := CHAN TB[BLOC Ktl CHANJJ.SEO END BLK; 
BUF-:-DATAt.0'l ·= SEO_END_BLK.ARRÎ.0'1 ; - -
BUF.DATAtll := SEO END BLK.ARRtlJ; 
SEO END LOC.INT := CHAN TBÎBLOC Ktl CHANJJ . SEO END LOC; 
s u·F-:-DATA[ 2] : = SEO END LOC .ARRÎ.0']; - -
8UF.DATAt3J := SEO=END=LOC.ARRtll; 
w'RIT EBLOC K {CHAN_TBtBLOC KtI_CHA Nll.FS T_FL_NO,B UF , .0'l: 
CLF I LE {CHAN_TB[BLOCK[I_CHANJJ.FST_FL_NO l; 
I F IORESULTS <> .0' 
THEN 
ER ROR ( 1.0'4 > 
EL SE 
BEG IN 
CHAN_NO:= BLOCK[I_CHANl ; 
LIB_CHAN ICHAN_NOl; 
( * mi se a jour de la - tab l e des fich1ers *) 
FILE TB[CHAN NOJ.BUSY := FALSE; 
F ILE=TB t CHAN=NOJ . USE R_CO UNT :• .0' ; 
( * m1s e a jour du bloc repens e *) 
BLOCK LG-TH 
BLOC KÎI RET CODEJ 
BL OCK [I=ER R=CODE J 
END 
: = 2; 
: = .0'; 
: = .0': 
END; (*procedure closeseq* ) 
( •** ** ************************ * ********* * ********** * *•** ) 
r-
u·, 
M 
!. 
' ----------- --- --------- - ----------- -- ---- ---- - -- --- } 
· : ·..: : : L: p ,. f: i: e J u: c :; s:; u r e 1 c t r a i t. c 1:, ,:: nt a pp r c p r i e da n s } 
. !~ c _ d r ~ de l a f~ rmeturc d' un flch:c r de type l 
• 1 :-,,:,: :. c .-ou r '· ut. i 11 sateur > 
~----- ---- --------- --------------- --------- --------- } 
VA R 
DATA FL NO 
I ND i' - FL-tW 
CHAt1- NO-
INTEGER: 
INTEGER: 
INTEGER: 
BEGIN (*procedure closeind x* ) 
{ * i nitia l isat1on *) 
CHAN NO := BLOCK(I CHAN]; 
DATA-FL NO := CHAN TBÎCHAN NOJ.FST FL NO: 
. NOX-FL:No := CHAN:TBECHAN-NOJ.SEC:FL-NO: 
IF F!LE TBEINDX FL NO].USER COUNT > 1 THE N - - -
BEGIN 
LIB_CHAN (CHAN_NO}; 
1 • 
{* mise a jour de la table des fichiers*) 
FILE TBCINDX FL NO].USER COUNT := 
FILE:TB(INDX-FL:NoJ.USER:couNT - 1: 
{* mise a jour du bloc reponse *) 
BLOCK LGTH •: 2 
BLOCKCI RET CODE]:= .0' 
BLOCKCI:ERR:cooEJ:= .0' 
END 
ELSE 
BEGIN 
CLFILE {DATA_FL_NOl; 
IF IORESULTS <> .0' 
THEN 
ERROR { UJ6 l 
ELSE 
BEGIN 
CLFILE (INOX FL NO>: 
IF IORESULTS-<>-.0' 
THEN 
ERR OR ( 1.0'7 > 
ELSE 
BEGIN 
LIB_CHAN (CHAN_NO>: 
(* mise a jour de la t3ble des fichiers*} 
FILE TBCINDX FL NO].BUSY := FALSE; 
r ! Ll: - TC ri ND.' - c l - ~o 1 _ 11 --p cou ' T - ~ ·"' · 
END 
END 
BLOC r. LGT H 
BLOC ~fi RET CODE] 
BL OC ~cI - ERR=CO DE J 
END 
END: {*p roced ure c 1ose1nd x * ) 
: = 2: 
• = IJ ; 
: = 13': 
{*****************************************************) 
BEG IN {*procedure c l osef i le*l 
SUFF IX : = CHAN TB CBLOC K[ I CHAN]].FILE 
. IF COP Y CSUFFIX,PO S< • . ' , SUFFI Xl +l.4 J 
TH EN 
CLOSE I NO X 
ELS E -
CLOS E SEO: 
EN D; ( * p roced ure cl osef i le* J 
NAME : 
'I NO X' 
{**~**********************••···························••) 
END. {*unit openclose * ) 
(*$S+* l 
Utl!T IJ NIT2; 
- INTERF ACE 
US ES 
(*SU UNIT3.COOE*l 
UNIT3, 
( *$U UNI T4. CODE *l 
UNIT4; 
PROCEDURE READSEO; 
PRO~EDU~ E WRITESEO; 
Ir'P LEM ENTATiON 
(********************) 
PROCEDURE REAOSEQ; 
{***•****************} 
VAR 
DATALGTH : 
SUFFI X 
SEOFLNB 
SEOCR TBL K: 
K 
SEOCRTLOC: 
ENDF I LE 
INTEGER; 
STRINGC24J; 
INTEGER; 
INTEGER; 
INTEGER : 
INTEGER; 
BOOLEAN; 
{****••····································••) PROCED URE GETDATA <FILENB 
DATALG TH 
VAR CR TB LK 
VAR CRTLOC 
VAR K 
VAR ENDFILE: 
I NTEGER; 
INTEGER: 
I NTEGER: 
INTE GER ; 
INTEGER; 
BOOLEAN); (••·········································· > 
<··················"············ .......................... } {Cette procedure a pour effet d'aller lire dans le } 
{f i chier, designe par FILENB, DATALGTH bytes. > 
{Au terme de son e xecut1on, > 
{ CRTBLK et CRTLOC spec i f l ent la pos i tion courant e } 
dans le f i ch i er des donnees. } 
{ ENDFILE = TRUE si la fin du fichier a e te atte i nte } 
( par l'operatlon de lecture } 
{ ENDFILE = FALSE dans le cas contr a ire } 
\ .. • • N .. • N Il • • • • • • N •  • .. Il H .. • N • • If • • Il .. • H N N N N If • • • • h Il 1t • • • • • Il W M 11 } 
VA.R 
BUF: BUFFER; 
L : I NTEGE R; 
::; EG: < 
. • ,. "• ~ ,..., r ..., 1 . • , - V ,. ..., 1 1 .~'. ~.J , -, • -., 
; 
-= ENDFIL E:= i CRTGL r =~EOENDBLKl AN D I CRTLOC=SECENDLOC i : 
I F NO T EHDFILE TH EN 
READBLGCK {FI LE ilB,BUF,C RTBL K); 
VHI LE ~OT IEND FI LE OR 
(K=DATALGTH)l DO 
BEGIN 
BLOCK(LJ :• BUF.OATACCRTLOCJ: 
END : 
L:= L+l; 
END FILE :=I CRTBL KmSEQENDBL KI AND {CRTLOC•SEQENDLOC); 
IF NOT ENDFILE THEN K:=K+l; 
CRTLOC := CRTLOC + l~ 
I·F CRTLOC > 511 
THEN 
END; 
BEGIN 
CRTBL K : = CRTBLK+l; 
CRTLOC := !J ; 
IF NOT {{CRT GLK•SEOENDBL KI AND 
{CRT LOC=SEOE NDL OC ) ) 
THEN READB LO CK {FILENB.BUF,CRTELKl; 
END; 
END {*procedure getdata*); 
.BEGIN (*procedure readseq*} 
(•initialisation"') 
SEOFlNB :• CHANTB(BLOCKCCHANJJ.FSTFILE: 
SEOCRTBLK := CHANTBCBLOCK(CHANJJ.SEOCRTBLK: 
SEQCRTLOC :• CHANTB(BLOCK(CHANJJ.SEOCRTLOC; 
GETDATA (SEQFLNB,DATALGTH,SEOCRTBLK.SEQCRTLOC,K,ENDFILEI; 
I END I LE 
THEN 
BEGIN 
aLOCKLGTH ·• K+4; 
ERROR < l.0'B l 
END 
ELSE 
IF IORESULTS <> Z 
THEN 
ERROR <IORESULTS> 
ELSE 
BEG IN 
(* mise a jour du bloc reponse *} 
BLOCKLGTH : 2 K + 4: 
BLOC K( CODEJ : = .0';8LOC K(CODE+lj .,. B; 
BlOCK(CODE+3J : =K; 
END: 
{* mise a jour de . la table des canau x *} 
CHANTB[nLOCK[CHAN]J.SEOCRTBLK := SEOCRTB LK: 
,. '' .. ,- - . - î T 
c•~-·~·••~•*** ~ * * •**** > 
PROCEDUPE WRITES EO: 
VAR 
SEQF LNB :INTEGER; 
DATA LGTH . SEOE NDBL K, K: INT [GER: 
SEQENDLOC:INTEGER: 
IORES:INTEGER; . 
{**** *******************•*******************) 
PROCED URE PUTDAT~ I FILENB INTEGER; 
DATALGTH INTEGE ~ : 
VAR ENDBL K: I NTEG .ER; 
VAR ENDLOC: INTEGER: 
VAR K INTEGER l : 
(~* ***••******•********** ***** *********~****} 
{ •••••"•"'•u,. .. •••uu111•n1tnn•n•""""""""un••11 .. a•N• .. ••••"""""""•} 
(Cette procedure a pour effet d'aller ecrire dans le } 
{fich ier i dentifie par FILENB , DATALGTH bytes. } 
{Au terme de son execu tion, > 
{ ENDBLK et ENDLOC spec ifient la position courante du } 
{ f1ch1er des donnees. . } 
{ K comprend l e nombr e de bytes effec tivement ecrits } 
{ dans le fichier . } 
, ••••• ............. W ... ft. Il N .,li ................... il ••uai n ...... a rltfNNMNIINN .... , \ I 
VA R 
L : INTEGER; 
BUF:BUFFER: 
BEG I N 
READBLOCK (FILENB,BUF, ENDBLK l: 
L:= DATABEG; K:~ 1; 
wHILE K< =DATALGTH DO 
BEGIN 
BUF.DATA[ENDLOC] · 2 BLOCK[Ll; 
ENDLOC : = ENDLOC + l; L :=- L+l; K := 
IF ENDLOC > 511 
THEN 
BEG IN 
wRITEBLOCK (FILENB,BUF,ENDBLKl: 
IORES:=IORESULT; 
IF IORES <>H THEN K:=32767; 
ENDBLK : = ENDBLK + l; 
ENDLOC : 2 H; 
END: 
END: 
~RITEôLOCK IFILENB,BUF,ENDBL K) ; 
EN D l*procedu re putdata*); 
K+ 1; 
~ SECF LN B : = CHA NT B[BL OCK[C H~NJ J .FSTF I LE: 
.,....,...,,_--i -- . 0-ATALGT H : • BLOCK [ DATALO\J J ~ 
SEOENDBLK : = CHANTB( BLOC K~C HAN)l.SEOENDBLK; 
SEQENoioc :• CHANTB[BLOC K[ CHANJ] .S EOENDLOC; 
*\ ~- --
"~--
PUTDATA {SEOFLNB.DATALGTH.SEOENDBLK,SEOENDLOC,K); 
I F. K=3276 7 THEN 
ERROR {!ORES> 
ELSE 
BEGIN 
(* mise a jour du bloc reponse *) 
BLOC KLG TH := 4: 
BLOC K C 8 l : = 13 : 
BL OC K (9] := f:f; 
E,ND; 
( * m1se a j _our de la tab l e des canaux*) 
CHANTBCBLOCKCCHANJJ.SEOENDBLK := SEOENDBLK; 
CHANTBCBLOCK[CHANJJ.SEOENOLOC := SEQENOLOC; 
END {*procedure wr1tenext*); 
(••··························~•-•****************************} 
END. (•un1t4*l 
(*$S+* l 
UN.IT UNIT3; 
INTERFACE 
cc·NsT 
~YPE 
APPENDF 
. OP ENF 
CLOSEF 
\JRSEO 
RDSEO 
\JRI NDX 
RD I tlOX 
RDNE XT 
RDMOD 
DLREC 
MOREC 
= 6; 
5; 
7; 
1 1 ; 
9; 
4.0': 
4 1 ; 
"' 42; 
43; 
• 44; 
• 45; 
I CORR 4; 
!-LOCAL 5; 
I-BLOCK LO\J 6; 
I-BLOCK-HIGH 7; 
1-CODE - = 8; 
I-FL NM BEG 9; 
I-FL-NM-END 32; 
I-TERM - 33; 
I-RET CODE 8; 
1:ERR:cooE 9; 
I CHAN 9; 
I-RET CHAN lZ; 
!-DATA ID = l.0'; 
I-DATA-HIGH = 11; 
I-DATA-LO\J = 12; 
!-KEY NO = l.0': 
I-KEY-VAL = 11; 
I-KEY-OCC BEG~ 13; 
1:REC=BEG- 12; 
CHAN TB LGTH 
FILE_TB_LGTH 
END BL K-TRT 
KEY-MAX-LGTH 
KEY=HAX=NB 
MAX_LOC K_REC 
BYTE 
WORD 
7; 
15; 
= 2.0'; 
= 2B: 
= 1.0'; 
5; 
:a: fJ •• 255; 
"' PAC KED RECORD 
CASE BOOLEAN OF 
TRUE : C INT: INTEGER >; 
FALSE : <ARR:PAC KED ARRAY [.0' .• l] OF BYTE>: 
END: 
--~ •;;.,..-... 
~"Y. ·_ ,rf .,,,. 
.. .;.' ~ 
FALS[: {,\ f-R : P,ù.•:f: ED ARP.A r [ JJ •. 24] OF BYTE ) ; 
END; 
FI LE ID 2 FIL E; 
FJ LE_T,TLE = ST RING[Z4J: 
FILE_DESC 2 PACKED RECORD 
LOC K_REC 
CHAN_DESC 
KEY_DESC 
K_TYPE 
BUSY : BOOLE AN: 
USER COUNT : INTEGER; 
END: -
2 PACKED RECORD 
BUSY 
LOCK_REC_BLK 
LOC K REC LOC 
BOOLEA N; 
INTEGER; 
BYTE; 
END: -
= PACKED RECORD 
BUSY BOOLEAN: 
FILE NAME FILE TITLE; 
CORR- I NT EGER: 
FST FL NO INTEGER; 
SEC:Fl:No !NTEGER; 
CASE BOOLEAN OF 
TRUE : ( SEQ CRT BLK INTEGER 
SEQ-CRT-LOC INTEGER 
SEQ-END-BL K INTEGER 
SEO-END-LOC INTEGER 
FALSE: ( INOX CRÎ BLK: INTEGER: 
END; 
2 PAC KED 
STEP 
INDX=CRT=LOC: INTEGER: 
CRT KEY VAL : PAC KED ARRAY 
ti .. KfY MAX LGTHl OF BYTE; 
CRT KEY OCC : INTEGER; 
LOCÎ REC T~: ARRAY 
tl~.MAX_LOCK_RECl OF LOC K_REC >; 
RECORD 
INTEGER; 
INTEGER; 
INTEGER; 
KEY PT 
KEY-LGTH: 
Et.rn; -
2 <PRM.SEC}; 
CB_BLOCK • PACKED ARRAY tB .. 263] OF BYTE; 
BUFFER_TY PE <INDX,HEAD,DATA}; 
INDX_BUFFER 2 PAÇKED RECORD 
ARR : PACKED ARRAY 
PREV BL K :INTEGER; 
NEXT-BL K :INTEGER: 
END; -
HE A. D_BUFFER 2 PAC KED RECORD 
INO X CRT BL K:INTEGER: 
DATA-CRT-BLK:INTEGER: 
OATA-CRT-LOC;~ORD: 
SEC_KE Y __ NB : l NEGER; 
CB .. 587] Of BYTE; 
·, 
.:.> .... 
VAR 
DA,J.. ·curFER 
T_ButFrn 
T_REF~KEY 
KEY _ K !N D 
KEY 
T_ACCESS 
BLOCK 
BLOC K_NO 
FILE_TB 
CHAN_TB 
PAChED ARi<.AY C0' .. 5t!J OF BYT E: 
PA CKED RECORû 
CASE BUFFER TYPE OF 
INOX : {!N QX7 INDX BUFFER>; 
HEAD: ( HEAD: HEAD=BUFFER l; 
DATA: (DATA:OATA_BUFFER); 
END: 
= PACKED RECORD 
CASE BOOLEAN OF 
TRUE <STR:STRING[KEY MAX LGTHJl; 
FALSE, <ARR:PACKED ARRAY Œ .. 2.0'J OF BYTE); 
END; 
( INT ,ALN,ARR>; 
RECORD 
CASE KEY KI ND OF 
I NT :(INT7INTEGERl: 
AL N:CAL N:STRING[l88Jl; 
ARR :<AR R: PACKED ARRAY ( 8 .. 99) OF BYTE); 
END; 
(A_',,/RINDX,A_RDINOX,A_RONEXT,A_RDMOD, 
A_DLREC,A_MDRECl; 
CB_BLOCK; 
\./ORO; 
PAC KED ARRAY [8 .• FILE_TB_LGTHJ OF FILE_DESC; 
PAC KED ARRAY (8 .. CHAN_TB_LGTHJ OF CHAN_DESC; 
FILES ,FILE! ,FI LEZ ,FILEJ 
FILE4 ,FILES ,F ILES .FILE7 
FILES ,FILE9 ,FILE18,FILE11: 
FILE 
FILE 
FILE 
FILE FILE12,FILE13,FILE14,FILE15: 
BLOCK_LGTH INTEGER; 
FILENAME I T_FILENAME: 
CORR INTEGER; 
HO_BUF,BUF T_BUFFER; 
PT_LGTH INTEGER; 
KEY_LGTH 
KEY_LOC 
IHAX.J 
REF _KEY 
KEY_TYPE 
1 INTEGER; 
1 INTEGER: 
I NTEGER; 
-T_REF _KEY: 
1 KTYPE: 
---- ·- --- . 
FTL ['H 
DA TA_B U '. WOR D; 
DA TA CRT_ BLK: ~ORD; 
DATA_LOC BYTE; 
DATA CP. T_L OC: BYTE; 
CRT_ POS_ BL K 
CRT_POS_REC 
I NTEGER; 
INTEGER; 
REC_LOCK : BOOLEAN; 
FREE LOCK_RE C 
LOCK_ID 
BOOLEA N; 
INTEGE R; 
REC ID I NTEGER; 
PRO CEDURE ERROR (ERR NO:INTEGER l ; 
PROCEDURE READBLOCK ÎFILE NO:IHTEGER;VAR BUF:T BUFFER; 
REL BLOCK NO:INTEGER); -
PROCEDU RE VRiTEBLOCK CFILE_NO:!NTEGER;VAR BUF : T_BUFFER; 
REL_BLOCK_NO:INTEGERl; 
I MPLEMENTATION 
t••································••) PROCEDURE ERROR (*ERR NO:INTEGER•); {******••············*···············> 
{ • •a • anMa• .. ·••• .. MNUNitM .. •• .... • .. •• ••-••• • HNNM ................... lflf} 
{Cette procedure a pour effet de garnir un b l oc repense } 
{ a renvoyer a l'utilisateur lorsque sa requete a echoue ) 
Cpour une raison quelconque. ERR-NO contient le numero } 
~s 1gn1f1catlf del'erreur qui s'est produite. ) 
, ................... N • N • ft•N •• N ......................... MMN • Mt1••··••· .. ••111tN} 
BEG IN 
BLOC K_LGT H := 2: 
BLOCK[I RET CODE) : 2 1: 
BLOC K( I= ERR= COOEJ :: ERR_NO; 
-E~D; ( •procedure errer•> .. 
'( ••························································••) 
(************************************•************) 
PRO CE DURE READBLOCK (•FILE NO INTEGER 
- VAR BUF : T BUFFER ; 
REL_BLOCK_ NO .IiTEGER•); 
(********************************************~****) 
,., 
.:!' 
f1c h 1e r -~r-n -:-.i r :e c. r· r:_ [ :·G r.: t, :0,: de ~ ur'?ro rel.:1ttç' 
P. El f"l lOC•· tl rJ. L'? r es•Jlt :;t ,-1:;t -:; ·t ocl:c "."!ans Bl'F. 
VA ?.. 
N: IN TEGE R; {contient l e nombre de b l oc s de lu par 
1~ f o nc t i o n BLOC KREAO 
BE GIN 
CASE FILE NO OF 
8: N:= Î LOCKRE AO I F I LEB .B UF,l,R EL BL OC K NOi; 
l : Il := E:LOCKP EAO ( F I LE 1 . BUF , l , RELBL OCKN:iîl; 
~ : ri: = BL OC l~READ I F.LEZ, BUF,l,R EL BL OC K NO i ; 
3 : N:= BLOC KREAO I FI LE3, BUF,l , REL-BL OC K-N OJ ; 
4: N:= BLOC KREAO I FI LE 4, BUF , 1.R EL - BL OC K- NOl : 
5 : N: = BLO CKRE AO ( F I LES, BUF , l , REL - BLOCK-NOI ; 
6:N:= BLO CKREAD IFI LE6 . BUF ,1, REL-BL OC K-N O); 
7 : N: = BL OC KREAD ~F I LE7, BU F ,l , REL-BLOCK-N OI; 
8:N : = BLOC KREAQ ( FILES, BU F,l ,R EL- BL OC K- NOI; 
9 :N: = BLOC KREAO I F I LE9, BUF ,l, REL-B LOC K- NOI; 
Ie:N:~ BLOC KREAD CFILElB , BUF , l,REL-BLOC K- NOI ; 
11 : N:= BLOC KREAD I FILEl l ,BU F ,l,REL-BLOC K- NOI ; 
12:N : = BLOC KREAO I F I LE12 , BUF,l,REL- BLOC K-NOI ; 
13 :N: = BLOC KREAO I FILE13,BUF,l , REL-BLOC K-N OI : 
1 4 :N : = BL OC KREA O I F I LE1 4 ,B UF , l, REL-BLOC K- NOI ; 
15:N:~ SL OC KREAO IFI LEl S , BUF ,l ,R EL=BL OCK= NOl : 
END; 
EN D: ( •procedure readblock•) 
(******••··· ·················••*********••············· > 
c••••••• • •••••••••••••••••••••• • ••••••••·••••••••> 
PROCED URE WRITE BLOCK ( *FI LE NO :INTE GER 
VA R BUF : T SUFF ER : 
REL_BLOCK_N O: ÏNTE GER* ) ; 
c•••••••••••••••********* * ***** * *******• * •******* > 
(---------------- -- ------------------ ----------- ------- } (Cette procedure a pour effet d' a l l er e cr i re ans le } 
{fich i er identifie p a r FILE_NO le b loc dont le numero } 
{re l a tif vaut REL BLO CK NO. le s in f o r ma t i ons a ecr 1re } 
( dan s l e f i c hi er sont contenu e s da ns BUF } {--------------------- ------- ----------------- --------- } 
VAR 
1 N:INTEGER.: con tien t l e nomb r e de b l ocs eff e ctivement 
ec rits pa r la fo nct ion BLOCK~RITE } 
BE GIN 
CASE FI LE NO OF 
8 : N: ~ BLOC K~R ITE 
l : N: = BLOCKWRITE 
,... . ': . ..:; [ L r. . \...'~ T T!: 
F I LES ,BUF ,1 ,REL BLOCK NO ); 
F Il El . BU F, l . REL - ~LO CK-=NOI: 
F,. i_ C ... . " • . ::' 1 .... . .- ' 
C 
:--
E, · i4 ·--= t: LOCK\.-'~ I TE 
7 : M:= BLO CKWRITE 
6 :N :~ BLO CKURI TE 
9:N:= BLOCK WR I TE 
lS:N:~ BLOCKWRITE 
11 :N: = BLOCKV.RITE 
12:Nla BLOCKWRITE 
13:N:= BLOCKWRITE 
14:N : = BLOCKWRITE 
15:N:~ BLOC KWRITE 
END; 
r::..E G. L::J F ,· , 1' EL rL.OCK NO); 
F! LE7.CUF. l . REL_BLO CK_NOl : 
F ! LE 8 , CUF . l .REL _ BLOCK_NOl ; 
( F!LE9.BUF , l.REL BLOCK NO>: 
( F lLElxl' ,BUF .1.REL=BLOCK=NOl; 
(FIL Ell.B UF , 1.REL BLOCK NO J ; 
{FILE12,BUF,l,REL=BLOCK=NOJ; 
CFILEl3.BUF.l,REL BLOCK NO>; 
(FILE14,BUF,l,REL=BLOCK=NO l; 
(FILE15,BUF ,l,REL_BLO CK_NO); 
END; (*procedure wrtteblock*l 
{ *********•·······••***********************************) 
END. (*un1t ut111ties*l 
( *'!S•* l 
U i;; T U Il I T l : 
! NTERFA CE 
USES 
{*SU UNIT3.C0DE*) 
· UNIT3; 
TYPE 
COMP = <LT ,GT,E0 >; 
PROC EDURE BLOCK !NIT ( KEY TYPE:KTYPE; BUF:T BUFFER; 
- POS : INTEGER ) : -
PROCEDUR E SEAR CH !N IT (KEY TY PE:KTYPE >; 
1 PR OCED URE SEARCH= TRT <0P _C OD E: T_ACCESS;STEP,POINTER:!N TE GER ; 
VAR KEY:T REF KEY:VAR BL0C K N0 : WOR D; 
VAR I NSERÎ_FLAG,FTL_E RR:BOOL EAN ); 
I MPL EMENTATION 
(**************••····························••) PROCEDUR E BLOC K !NIT {* KEY TYPE : KTYPE: 
- BUF - : BUFFER; 
POS : INTEGER • ) ; {***************••···························••) 
{ •••••" • • .............. u .... .............. .... .......... ...... " ............................... ,.} 
{Cette proced ure a pour effe t d'a lle r i nit ialiser un 
{blo c du fichi er .INO X (BUF), a partir de la position (t nd t quee par POS. 
{L' ini t i alisati on dlffer e qu elque peu selon KEY_TYPE 
{ 
{SI KE Y_TY PE PRM 
( S I KEY_ TYP E = SEC 
( 
} 
} 
} 
} 
} 
) 
} 
} 
} <•• ............................. u .................................... N • Nlll • tllillNNN ••• MN ••• } 
VA R 
NEG_NUMB l : WORD; 
K.M INTEGER; 
BEGIN 
NEG NUM B l.INT := -1; 
IF KEY TYPE= PRM 
ÎHEN -FOR K: = POS ïO !MAX DO BE GIN 
r •_ ~.-
SUF.IN DX.ARR[ (3+K EY LGTHJ*K] : = NEG NUMB l.ARRCB]; 
SUF. IN0X.ARRC(3+KEY=LGTH>*K+l] :: NËG_NUMB_ l.ARRCI]; 
FOR M :• 3 TO KE Y LGTH+l DO 
ENCI BUF . INDX.ARRCÎ3+ KEY_LGTH l •K•MJ :• 32: 
r-
8 L0 . : ~D~ . A~R ( 'L • K[Y_ L~7Hl*~J . -
NEG_H UMB_l . ARR[SJ: 
BUF . l tWX.ARR((G+KE Y LGTHJ*f~•JJ := 
NEG_ ~UMB_l.ARR[Sl; -
BUF . INOX.AR R( l6 +KEY LGTHJ*K+ll := 
NEG NUM B ! .ARR( 1 J: -
BUF-:-INDx-:-AR R( {6 +KEY LGTH)*K+4] := 
NEG NUMB 1.ARR(l]; -
FOR- M :=- 6 TO KEY LGTH+l DO 
BUF.INDX . ARRCÎG+KEY_L GTHJ*K+Ml :• 32 ; 
END; 
END: {* procedure blocklnit *) 
(•************************••···••****•**********************) 
{****************************~*******~**********} 
PROCEDURE SEARCH_I NIT {* KEY_TYPEi<PRM,SECl *); 
( **•********************************************) 
: •• .. ••H••N•NNWff • ftff,.ff h Hltn1tn•nt1nl' • llnNllltlfUMM•Nttfl8•••N•ll•MNN•N1t•} 
(Cette procedure a pour effet d' 1n1tt al1ser certaines } 
(v ar i able s utiles dans le cadre de l 'execut1on de la } 
{procedure SEARCH TRT. } 
{L' 1n iti al1sat i on-d1ffere que l que peu selon la valeur de } 
-<KEY TYPE . } 
{ • • •• • • N •• Il • N Il Il N M • • Il N Il N Il • Il • - • • Il • '9 Il U tt tl tll Il Il N M Il N N W • M M Il Il Il Il M Il 11 N lt Il M } 
BEGIN 
IF KEY TYPE 2 PRM 
THEN -
PT LGTH := 3 
ELSE 
PT LGTH ·• 6; 
KEY FOUND := FALSE; Fïl_ERR : 2 FALSE; 
I MAX := 588 DIV <PT LGTH • KEY LGTHl - l; 
J:= (IMAX+ll DIV 2; -
END; (*procedure search l nit*) 
{***************••··························••******) 
PROCEDURE SEARCH_TRT {*OP CODE TACCESS; 
STËP INTEGER: 
POINTE R INTEGER; 
VAR KEY REF KEY; 
VAR BLOCK NO : WORD; 
VAR I NS ERÎ_FLAG : BOOLEAN ; 
FTL ERR : BOOLEAN*); 
( ***************************•***********************) 
{ • • • • • tt • • • • • • • • • • • • • • N • MN Il Il N Il • •• H • tt H • • .. ft" n • • n fit ,t • Il "\• •• N" n Il N} 
{Cette procedure est en fait le noeud du programme. 
{El le est de type recurs1f. 
{On i u1 fou rnit une c l e de re ference iKEY) en fonction 
{l aquelle s'effectue la recherche dans l' arbre. 
{Arr ivee au dernier niveau de l'arbre, elle declenche 
:tr a t e ment approprie sur le f1ch t er des do nnees (la 
: .. - -~ '"' .. .1 - ., - .- J • 
' ' 
} 
de} 
} 
1 e } 
·::;-
' 
___ j__ 
=-
-
-
Au cour : C .:.: •: '== ·-: ~ 1J • : 1 mi? et .J. p e . î 1 y a 1 i e u d e te ste r 
s' ! ' f~~~ ~f fe ct u ~ r u n tra it 0ment s u ! te a l ' ad jonct ion 
~ u . 13 s 8prc~ si o n a' un e Oa l e ur de cle da ns l ' a rbr e 
If II U U U Il l t U d lt If II n U ft U n h H 11 11 n H II U !1 H ft II l'I ft ,. " ff 'I H H n M 1t Il n n II H II H Â U " M M ft '" " " M } 
VA R 
BUFl 
I 
T BUFFER -: 
IÏiTEGER: 
M . INTEGE R: 
L INTEGER: 
XOFF 
PT_BLK 
BOOLEAN: 
',joR0: 
\./ORO; 
\./ORO: 
I DATA BL K 
PÎ FOIJND 
PT- LOC 
! DATA_L OC 
BYTE: 
BYTE: 
( ••***~*••··· ···············•******~************) 
FUN CTI ON COMPARE ( REF_KEY T REF KEY: 
REF KEY LGTH INTEGER; 
BUF- - T BUFFER: 
PO$ INTEGERl:COMP: 
{*********************•*************************) 
{ ................. NW •• N ............................ " .................................... H .. • •> 
{Cette procedure a po~r ob jet de comparer byte a byte} 
(en commencant par l a gauche et sur une longeur de } 
{REF_KEY_LGTH les deux ser te s de bytes def1n1es de la > 
{facon suivante: > 
{ } 
{ - REF_KEY de type T_REF_KEY (cfr. > 
( } 
{ - la serte de bytes commencant a la position POS } 
( d a ns BUF de type BUFFER <cfr. ) > 
( } 
{ c···· ...................................................................... u .............. } 
VAR 
J : INTEGER; 
M : INTEGER; 
REF_KEY_ELT INTEGER; 
BUF ELT : INTEGER; 
RES ULT : COMP; 
BEGIN 
K:= (PT LGTH+KEY LGTHl* POS+PT LGTH; J:= B: 
REPEAT - - -
BEGIN 
REF KEY ELT:= REF KEY. ARRCJ]: BUF_EL T : = BUF.INDX.ARR[M]; 
IF REF KEY ELT < BUF ELT 
THEN - -
RESULT:• LT 
ELSE 
I F REF_KEY_ELT > BUF~ ELT 
-c: F ', 
.. 
M: = M+ l : v : ~ J + l : 
END . 
l.iiH! l <R ESU L T <> EO J OR <J = RCF _ ~EV_ LGTHl : 
COMPAPE :• RESULT: 
Etl D: ( *funct i on compare• l 
(••~w•••*•*•************) 
PR OCEDUKE INSERTION ; 
(**'"'"*******************) 
\. " .. " "."" ... na nu Il" Il H .... Il n" " .. n d rf" a • • "" H n. "tl • . ·. u M ... . H H" ... H Il " M .. " u} 
{Cette pr o cedure a pour ob jet de mettr e a jour, a chaque } 
{nive :iu d e l'arbre la structure d' inde xe su i te a 1 } 
{ l 'ad jonct i on d'un e vale ur de cle a ce n iveau } 
{ NHUUHUMM .. MttNHIIWM IIIIMUM.tt/MDlfltttll • tlllNII II .IIHIIN .... IIIIMNW MUNHIIIINIIIINII } 
VAR 
HAX INTEGER; 
K INTEGER; 
M INTEGER: 
(*•*•******** * ********* * ) 
PROCEDURE INOX UPD; 
(** ******•***********•**} 
{ ....................... u ..................... .. .......... .. ....... nN • N • lll •• IIIIPlf •• -·} 
{Cette procedure a pour objet de repartir le contenu d'un } 
{bloc p l ein (resultant de l'ajout d'une valeur de cle dans } 
{la structure d'!ndexel sur deux blocs . } 
{ Les choses se passent de la facon su i vante : } 
{ } 
VAR 
LST PT BLK 
K -
: \JORD: 
INTEGER: 
M 
PREVIOUS 
BUF 2 
BUF3 
BEGIN 
INTEGER: 
1 NTEGER; 
T BUFFER: 
r:suFFER: 
LST PT BLK.ARRCDl 
LST:Pr:sLX.ARR[l) 
1 "" i r."'· r1 1_· _ T •J T 
:= BU Fl.IND X.ARRC<PT_LGTH+KEY_LGTHl*IMAXJ; 
:= BUFl.INDX.ARRC(PT_LGTH+KEY_LGTH>*IMAX+lJ; 
1 1 ,·. 
1 
l • 
• . i 
..... 
I • 
\J P : ,EBLCCt: ( CH,~:; T[[CL :JCUI CHAHJ J. SE C , L NO . 
BUF i-:-PO rN TER> : -
INSERT FLAG := FA LSE : 
END -
EL SE 
BEG I N 
HD_BUF.HEAD.IND X_C RT BL K := HD_BUF.HEAD.INDX_CRT_BLK+l; 
IF STEP • B 
THEN 
BEGIN 
PREVIOUS ,: = BUF l. LND X. PREV BLK; 
IF PREVIOUS > B -
THEN 
BEGIN 
READBLOCK (CHAN_TB[BLOCK[I_CHANJJ.SEC_FL_NO, 
BUF3.PREVIOUS); 
BUF3.INDX.NEXT BLK := 
HD_BUF.HEAD.INDX_CRT_BLK; 
WR!TEBLOC K (CHAN TB[BLOCKCI CHANJJ.SEC FL NO, 
BUF3:PREVIOUSl;- - -
END 
END; 
FOR K := fJ TO J-1 DO 
FOR M : • B TO KEY LGTH+2 DO 
BUF2.IND X.ARRC(PT LGTH+KEY LGTHl*K+MJ:= 
BUFl.INDX.ARR[(PT-LGTH+KEY-LGTH)*K+MJ; 
BLOCK_INIT <KEY_TYPE,BUF2,J); -
IF STEP • B 
THEN 
BEGIN 
IF PREVIOUS > fJ 
THEN 
BUF2.INDX.PREV BLK := PREVIOUS 
ELSE -
BEGIN 
BUF2.INDX.PREV BLK : 2 -1: 
END; -
BUFZ.INDX.NEXT BL K := POINTER: 
END; -
~RITEBLOCK (CHAN TBCBLOCKCI CHANJJ.SEC FL NO, 
BUF2:HD_BUF.HEAD.INDX_CRT_BLK>: 
FOR K := J TO !MAX DO 
FOR M : 2 B TO KEY LGTH+2 DO 
BUFl.INDX.ARRC<PT-LGTH+KEY LGTHl*(K-Jl+MJ:• 
BUFI.INDX.ARRC<PT-LGTH+KEY-LGTHl*K+MJ: 
BLOCK_INIT (KEY_TYPE,BUFl,Jl; -
IF STEP ,. fJ 
THEN 
BUFl.INDX.PREV BLK : = HD BUF.HEAD.INDX CRT BLK: 
~RITEBLOCK CCHAN-TBCBLOCK[Î CHANJJ.SEC FL No: 
BUFl:POINTER l: - - -
FOR M := fJ TO KE Y_LGTH-1 DO 
KEY.ARRCMJ := BUF2.INDX.ARRC(PT LGTH+KEY LGTH)* (J-ll+PT LGTH+MJ: - -
FOR M := KEY LGTH TO 99 DO 
KEY .ARR [M] : = 32; 
KEY.ARRC-lJ := 1/JfJ; 
BLOCK NO .IN T := HD BUF.HEAD.INDX CRT BLK: 
INSERÎ FLAG := TRUE; - -
END -
- ' 
B[G: ~ ( * r r ocedur e inse rt ion* ) 
i F KEV_ TYPE = PRM THEN MA X : = 2 
ELSE MAX := 5: 
FOR K := !MAX DOWNTO I+l DO 
FOR H:= g TO KEY LGTH + MAX DO 
BUFl.INDX.ARR[(PT LGTH+KEY LGTHl* K+MJ :• 
BUFl.INDX.ARRC <PT-LGTH+KEY-LGTHl*(K-ll+MJ; 
IF STEP <> 0 - -
THEN 
BEGIN 
BUFl.INDX.ARRE{PT LGTH+KEY LGTH)*IJ := 
BLOCK NO.ARR[HJ; -
BUFl.ÎNDX . ARR((PT LGTH+KEY LGTH l* I+lJ := 
BLOCK NO.ARR[lJ: - -
FOR M-: = 0 TO KEY LGTH -1 DO 
BUFl.INDX.ARR(<PT- LGTH+KEY LGTHl*I+3+MJ := 
KEY.ARR CM]; - -
END 
ELSE 
BEGIN 
IF KEY TYPE= PRM TH EN 
BEGIN -
BUFl.INDX.ARR((PT LGTH+KEY_LGTHl*IJ := 
DATA BLK.ARRCHJ; -
BUFl~INDX.ARRC(PT LGTH+KEY LGTHl*I+lJ := 
DATA BL K. ARRClJ: - -
BUFl~lNDX.ARRC<PT LGTH+KEY LGT H) *l+2J := 
DATA_LOC; - -
END 
ELS E 
BEGIN 
BUFI.INDX.ARRC(PT LGTH+KEY LGTHl*lJ:= 
PT BLK. ARR C.0']; -
BUF l .INDX.ARR((PT LGTH+KEY LGTHl*l+3J ·= 
PT_BLK.ARRCHJ; - -
BUFl.INDX.ARRC(PT LGTH+KEY LGTHl*I+2J ·• 
PT BLK.ARRElJ; - -
BUFl.INDX.ARRC<PT LGTH+KEY LGTHl*I+4J ·• 
PT_BLK.ARRClJ; - · -
BUF l .IND X.ARRC{PT LGTH+KEY LGTH)*l+2J :• 
PT LOC; - -
BUFl.INOX.ARRC<PT_LGTH+KEY_LGTHl*I+SJ :• 
PT_LOC; 
END; 
FOR M := g TO KEY LGTH-1 DO 
BUF!.INDX.ARRÎ<PT LGTH+KEY LGTHl*I+PT_LGTH+MJ :• 
REF KEY.ARRCMJ; - -
END: 
INOX UPD; 
END: ( *procedure insertion*) 
r-
{**•*~•••*•********** *•* *** *** ~***** * ** **** ~****) 
PROCEDURE WRITEZBYTESI BYTE1,SYTE2 : BYTE; 
VAR REL_NO INTEGER; 
VAR POS : \JORD>; (••···-··••*••··············~·~············-·••*} 
c••••*• *•*** •***• **•***••••• •··••••·••·•••*••••••••••••·•••1 
(• Cette proc edure a po ur effet d'ecr 1re les deux bytes •1 
(• BYTEl et BYTE 2 dans le fichier. · . *I 
c• Au terme de son execut io n, R~L_NO et POS spec1fteront •1 
(* l a valeu r po s i tion couran te dans le fichier. *l 
c• •··•··••••·•·••** *•*•••• •••·•••••••••*****••••••••••*••••> 
BEGIN 
BUF.DATA[Z*POS.INTJ :"' 
BUF.DATA(Z*POS.INT+lJ 
POS.INT :"' POS.INT+l; 
IF POS.INT > 255 
THEN 
BYTEl; 
:s BYTE2; 
BEGIN 
\JRITEBLOCK (CHAN_TBtBLOCKCI_CHANJJ.FST_tL_NO, 
BUF,REL NOi; . 
REL_NO := REL NO+ Î; 
POS.INT l"' .0'; 
END; 
END; (*p rocedure wr l te2bytes*) 
{*****•***••······••**********•*********) 
PROCEDURE WRITE_REC( VAR CRT_BLK:WORD; 
VAR CRT LOC:BYTEI; 
( *** ***********•******•** ****--*** ***~**) 
VAR 
L t INTEGER; 
DATA_REL_NO : INTEGER; 
N : INTEGER; 
OATA_POS : \JORD; 
BEGIN 
DATA_REL_NO := HD_BUF. HEAD . DATA_CRT_BL K; 
DA TA_P OS.ARR(.0' J : = HD_BUF.HEAD.DATA_CRT_LOC.ARRCSJ; 
DATA_POS.ARR[ll :s .0'; 
READBLOCK CCHAN_TBCBLOCKCI_CHANJJ.FST_FL~NO,BUF,DATA_REL_NOI: 
(* validation de l' ar ti cle a ec r1 re •) 
WRITE2BYTES (8,8,DATA_REL_NO,OATA_POSI: 
' .. . t ~ \ 
c~ 
BEGIN 
URITEZBYTES iBL0C~[L l ,BLo= ~rL +~ l . D~TA_ REL _ NO.DA TA_P OSJ: 
L : '" L +2: 
END: 
CRT_B LK.IN T : = D~TA_REL_N0: 
CRT_L0C :• DATA_P0S.AR R[BJ: 
WR IT EBL 0CK {CHAN_T BCBL0CK t!_CHAN J J .FST_FL_NO,BUF,C RT_ BLK.INTJ; 
END: < '" p rocedure wr fterec " ) 
{****** **•********************~•··•****************) 
PR OCEDURE READ_REC CBL0CK_N0:INTEGER:L0CATI0N:BYTEJ; 
{****** **************************•*** **************) 
VAR K.L . M:INTEGER: 
BEGIN 
READ BL0C K (CHAN TBtBL0CKCI CHAHJJ.FST FL N0,BUF , 
BL0CK NO>; - - -
M := LOCATION; L:= 12: K :• l; 
{ * test de la valfdfte de l 'art icl e*) 
IF BUF.DATAC2*Ml • 1 
THEN 
ERR0R < IHS> 
ELSE 
BEGIN 
M : .. M+ 1: 
IF M > 255 
THEN 
BEGIN 
BL0CK_NO :• BL0CK_N0 + 1: 
READBL0CK (CHAN_TBCBL0CKCI_CHANJJ.FST_FL_N0 1 
M := .0'; 
END; 
BUF, BL0CK_N0 l: 
( • lecture de l'art1 cl~ proprement d it *) 
REPEAT 
BL0C KrLJ :s BUF.DATAt2*Ml; 
L : "' L + 1; 
BL0CKtLJ := BUF.OATACZ*M+ll 
L :a l+l: 
M : = M+l: 
IF H > 255 
THEN 
BEGIN 
BL0CK_N0 :s BL0CK NO+ 1: 
READBL0C K {CHAN_TBCBLOCKtI_CHANlJ.FST_FL_NO. 
M : = fJ; 
END: 
K :• K+l; 
BUF,BL0CK_N0 l ; 
UHTIL <K>BL0CK[I DATA_L0Wl> OR (I0RESULTS <> S); 
BL0CK_LGTH : • K+3: 
- ") : 
1. 
/ l 
{**** *~ * * ~*** *~*** - * ~ ) 
PR OCEDURE PT_UPD : 
{~*•**~•-•******••·•~) 
(****•**********************~****** *••--~~-·······••*•**~•** ) 
{• Cette procedure a pour objet d'assurer la gestion des *) 
(• pointeurs 1mpl1quee par l'adjonct1on, dans le fichier •) 
( * des d o nnees, d ' un e nregistrement dont la v aleur de cle * ) 
1~ no n i dent l f 1ante e x 1ste de j a dans la structure d'inde x * ) 
(* Les choses se passent de la facon suivante: *) (*•*••········••**••······································••) 
VAR 
R 
\./R PT LOC 
LSÎ DATA LOC p - -
NE G NUMB 1 
\./R PT BL K 
LSÎ_DATA_BLK 
BEGIN 
INTEGER; 
: INTEGER; 
: I NTEGER; 
\./ORO: 
\./ORD: 
\./ORD; 
\./ORO; 
(* adjonction d'un nouveau pointeur dans la chaine•) 
NEG NUMB l.INT := -1; 
\JR_PT_BLK.INT : = HD_BUF.HEAD.DATA_CRT_BL K; 
\JR_PT_LOC := HD_BUF.HEAD.OATA_CRT_LOC.ARRtHJ; 
REAOBLOCK CCHAN_TBtBLOCKtI_CHA~JJ.FST_FL_NO , BUF, 
HO_BUF.HEAD.DATA_CRT_ BLK>: 
R:• HD BUF . HEAD.DATA CRT BLK: 
P.INT 7= HD_BUF . HEAD~DATA_CRT_LOC.ARRtHJ; 
\./RITE2BYTES CDATA_BLK.ARR[HJ,DATA_BLK.ARR[lJ,R , P>: 
\./RITE2BYTES CDATA_LOC,NEG_NUMB-1 .ARRtZJ,R,P); 
\./RITE2BYTES INEG NUMB 1.ARRtlJ,32 , R,P); 
HD BUF . HEAD.DATA-CRT BL K := R: 
Ho:suF.HEAD.DATA=CRT:LoC.ARRt8l :: P.ARR[H);; 
\./RITEBLOCK (CHAN_TS(BLOCK[I_CHAN]J . rsr_FL_NO,B UF, R): 
(* ma j d e l'anc i en po1nteur*) 
LST DATA BLK.ARRC8J :s 
BUFÎ.INDX.ARR[IPT LGTH+KEY LGTH l*II-ll+3J: 
lLS T DATA BLK.ARR[Î] : 2 -
_SUF Î.I NDX. AR R[CP T_L GTH+ KEY_LGTH )*CI-1 )+4]; 
LST DATA LOC := 
tsu(ï. INDÏ<."ARR[ < PT_LGTH+ KEY_LGTH }*( I-1 )+5 ] +1; 
IF LST_DATA_LOC > zss · 
THEN 
B~ GiN 
.. ,.-
CO 
BU ;- . L -;- Dl, • f.. C " . IN T l : 
JL' - . -~ r;, [;: " L S _f t.. ïA_LOC ~ l J : = 1./R_PT_ CU': . ARR [J3'J : 
LSï_ DAï _L OC LST_ OATA_ LOC+l : 
I F LST DATA_ LOC > 25 5 
THEN -
BEGIN 
~PITEBLOC ~I CHAN TB[ BLOCK [I CHA N]J .F ST FL NO, 
. BUF .LST_DATA_BLK.I NT> ; - -
LST_OATA_BL K. I NT := LS T_DATA_BL K.INT+l; 
LST_OATA_LOC :• B; 
R~A DBLOCKI CHAN_TBCBLOC K[I_CHA NJJ. FST_FL _NO , 
END : 
BUF,LST_DATA_BLK.INTl: 
BU F.DATA [2*LST_DATA_LOCJ := \.IR_PT_BL K. ARR C!l ; 
BUr .D ATAC2*LST DATA LOC +ll := \.IR PT LOC: 
~R IT EBLOC KI CHAN_TBCBLOC KCI_CHAN JJ. FST_ FL _NO , 
BUF.LST_DATA_BLK.INTl; 
( * maj de l a 2eme partie du pointeur dans le 
fichier d' Index*) 
SUF l .INDX.ARRt<PT LGTH+KEY LGTH )*II-1 }+3] := \.IR PT BLK.ARR[Bl; 
BUFi.INDX . ARRt<PT-LGTH+KEY-LGTH l *{I-1)+4) :~ \.IR-PT-BLK.ARR[ll: 
BUFl.INDX.ARRCIPT=LGTH+KEY=LGTHl*(l-l}+SJ := \.IR=PT=LOC: 
WRITEBLOCK I CHAN_TBCBLOC K[l_CHANJJ . SEC_FL_NO.BUF!, 
BLOCK_NO. I NT>; 
END; {*procedure ptupdate*} 
{******************) 
PR OCE DURE TST_LOC K; 
(******************) 
VAR 
K : INTEGER: 
BEGIN 
REPEAT 
REC LOC K : = 
( CHAN_ TB C ~LOCK( !_CHAN J]. LOCK_REC_TB CREC_I Dl. LOCK_REC_BLK 
,. DATA BLK.INT> 
AND -
( CHAN_ TB (BL OC K ( I_CHAN l] . L OC K_R EC_ TB [ R EC_ID J , LOC K_REC_LOC 
: DA T A_l OC l ; 
K : = K+ 1: 
UNTIL <REC_LOCKl OR <K > MAX_LOC K_REC >; 
END; 
·- - . . .....~-.- , - ---- ~ - . 
!-
., .... 
VAR 
~ !N TEGER; 
BE GIN 
K : = 1 ; 
REP EAT 
FRE E LOCK REC := 
CHAN-TB [BLOCK[I _CHAN] ].LOCK_ REC_ iBtK].BUSY s FALSE; 
IF FREE LOCK REC 
TH EN - -
~IïH CHAN TB [BLOCK[I CHAN]].LOCK REC TB[KJ DO 
BEGIN - - - -
BU SY : = TRU E; 
LOC K REC BLK :z DATA_BLK.INT ; 
LOC K- REC-LOC • z DATA_ LOC; 
END - -
ELSE 
K :: K+ l ; 
UNTIL <FREE LOCK_RECI OR CK > MAX_LOCK_RECI; 
LOCK_ ID := K; 
END; 
(*********••··••) 
PROCEDURE UNLOCK; 
(**•************) 
BEGIN 
~!TH CHAN TB [BLOCKCI CHANJJ . LOCK_ REC_TBC REC ID) DO 
B'EG IN 
BUSY : 2 FALSE; 
LOC K REC BL K := B; 
LOC K-REC-LOC := B; 
END; - -
END; 
{ * * *******************} 
PROCEDURE DATA TRT ; {**••·········•·*••·••) 
c••••·••••••••••••*********~********************************> 
( * Cette pr ocedu re es t ce ll e . in voquee p ar la procedure *I 
(* recu rs l ve au p l us bas niveau de l'a rbre en vue de * ) 
(* declencher l e traitement app ropr ie su r lr fichier des * ) 
(* donnees. *) 
(•**********************************************************} 
_, 
, 
... ,, 
( •Cett~ r rcr-- u re J rour objet de de~len~h~ ~ lo ~r3·te - • ) 
;•me1 , t d~prcprie dan s le fichie r d es donnee s consecuti- • ) 
(•v~ ment a ·adjonct1 on d 'un enregistrement dans 1~ fi -• ) 
( •:: :i ie r s uite a l a requete d e l'util i sateur. * } 
(*!l est a n~te r q ue lors d e l ' appel a la p r o c edure *) 
(•~EARCH_ TRT en vue de gerer la st ructure d ' i nde ~ * I 
(*as sociee l a cle pr1ma1re, on effectue egalemen~ *) 
(*l'ecr1ture proprement d1te de l'article dans le *J 
(*f ic hier *J (***~**•******••····················-··-···············•• ) {••-~·-··············••) PROCEDURE PRM_KEY_TRT; (*******••~·-········••) 
{***************•***************************************) 
( * Cette procedure a pour objet * ) 
( • - de gerer l a structure d' i ndex relat i ve a la cle *) 
( • pr imai re lo rs de l'adjonction d'un nou ve l e n- *) 
( • reg i strement dans le fich i er. *) 
( . *) 
{* de realiser l'ecriture proprement dite de l'en- *J 
(* registrement dans l e fichier *) 
( ***********************~•·························•****) 
BEGIN 
IF KEY F0 UN D 
THEN -
BEGIN 
FTL ERR : = TRUE; 
ERR OR ( 1.0".0'); 
END 
ELSE 
BEGIN 
DA TA_ BLK.INT : z HD BUF.HEAD.DATA CRT BLK; 
DATA_ L0C := HD_BUF~HEAD . DATA_CRT=LOC~ARR[.0']; 
~RITE_REC COATA_CRT_BL K,DATA_CRT_L0CJ; 
IF I0RESULTS <> B 
THEN 
BEGIN 
INSE RT FLAG : • FALSE; 
ERR0 R <IORESULTSI : 
FTL ERR : = TRUE: 
END -
ELSE 
BEGIN 
HD_BUF . HEAD.DATA_CRT_BL K 
HD_BUF.HEA0.DATA_CRT_L0C.ARR[8) 
EN D 
END 
END: ( * procedure prmkeytrt. * ) 
:= DATA CRT BLK .IN T; 
:= DA TA=CRT=LOC; 
a: 
..,. . 
• -• ··•··RR•·•··••***** • * • •- ··• •w • •• • - •••-••• * * *•••~ ••- -•• ) 
•cette procedure a p o u r ob et de qe rer la st ruct ure • 1 
• ,j · i n de z 2 s s o c i e e a u ne v l e u r d ; c i e s e c o n d a 1 r e * l 
·••***•*** ••····•• ** *~~·-· ~-***~** .. **** * ***•**** ** **~*~*} 
VAR 
NEG_NUMB_ 
p 
R 
BEGIN 
IF KEY_FOUND 
THEN 
BEG IN 
\./ORO; 
\JOR D: 
I NTEGER: 
INSERT FLAG 
PT_UPD-
:= FALSE; 
EN D 
EL.SE 
BEGIN 
NEG_NUMB_l.INT :• -1; 
READBLOCK ( CHAN_TB t BLOC K t !_CHAN 11_. FSï_Fl_NO, BUF, DATA_CRT_BL K. I NT); 
PT_BLK.INT :• DATA_CRT_BLK.INT; 
R := DATA CRT BLK.INT: 
PT_LOC :a-DATA_CRT_LOC; 
P.ARRC.0"1 := DATA CRT LOC: P.AR RC !J := S: 
\JRITE2BYTES {DATA BLK.ARR[Hl, DATA BLK.ARR(!J,R,Pl; 
\JRITE2BYTES <DATA=LOC,NEG_NUMB_l.ARRC.0"1.R,Pl: 
WRITE2BYTES (NEG_NUMB_l.ARR[lJ ,32,R,Pl; 
HD_BUF.HEAD.DATA_CRT_BLK := R; 
HD BUF.HEAO.DATA CRT LOC.ARR[HJ := P.ARRC.0"]; 
WRÏTEBLOCK <CHAN=TBCBLOCKCI_CHANJl.FST_FL_NO,BUF,Rl; 
END 
END : ( • procedure 
BEGIN 
IF KEY TYPE= PRM 
THEN-
PRM KEY TRT 
ELSE - -
SEC_KEY_TRT; 
seckeytrt ") 
END: ( * procedure wrlndrec "l 
'< ****~*****************) 
PROCEDURE RD IND REC: 
(****************••··••) 
{**************************••··························••) 
( * Cette procédu r e a p our objet d 'a ssu rer 1e traitemen t* ) 
.,J • •• ,..... ...... - . ,.. .. - ~ 
--
PR OC EDUFE FRM KEY TRT; 
( ***~-~~** * *~W******•• ) 
{********************************~**•********************) 
C* Cette procedure a pour objet d'1n1t1al1ser les para-*) 
{* metr es d e la pro cedu ~e READ_REC s i l ' operat1on de *) 
{* consult~t1on de ma nd e~ s e refere a la cle pr1ma 1re *) 
· ( * *••*********** * *********~****** * ********~**************) 
BEGIN 
IF t'. EY FOU ND 
THEN -
BEG IN 
DATA BLK.ARR[Z] := 
BUF 1-:- 1 ND X .ARR [ ( PT LGTH+ KEY LGTH l * ( I-: l)]; 
DATA BLK.ARR[l] :~ -
euF1-:-1NDX.ARR[ {PT_ LGTH+ KEY_LGTH )*CI - l}+l]; 
DATA LOC :a 
BUFl-:-INDX .ARR C(PT_LGT H+KEY_LGTH }*(l-1)+2 ] ; 
TST LOCK; 
IF REC_LOCK THEN ERROR (l.0'B}; 
READ REC <DATA_BL K. INT,DATA_ LOC) ; 
END -
ELSE 
ERROR < 1.0'.0') ; 
END: (* procedur~ prmkeytrt *) 
(********** ******** **************************************) 
(*************••·····••) 
PROCEDU RE SEC KEY TRT; 
(**********************} 
BEGIN 
IF. KEY_FOUND 
THEN 
BEGIN 
I DATA BLK.ARRC.0'] :,• 
BUFI.INDX.ARR [ {PT LGTH+KEY LGTHJ*{I-lJ]; 
I DATA BLK.ARR[l]-:= . -
BUFl.INDX.ARR [ <PT LGTH+KEY LGTH J*{I-l J+ll; 
I ' DATA LOC . - . -
BUF1.INDX.ARR[(PT_LGTH+KEY_LGTH>*<I-ll+2l; 
READBLOC K (CHAN TBCBLOCK[I CHAN]] . 
FST FL NO,BUF , -
I DATA=BLK.INT>: 
DATA BLK.ARRC.0'] := 
BUF.OATA C2*I DATA_LOCJ: 
n;.r~ SlK . ,uQR[ : -= 
~ 
: l 
1 
·--
- -·-
;~ i ~A TA L C > 25 5 
THE N 
8EG!N 
f.. [A 0B LOC K 
I DATA LOC 
END; -
(CHAN TB(BLOC K[i CHAN]] . 
FST FL NO.BUF . -
I_DATA=BL K.INT+!}; 
:= 8; 
DATA_LOC := BUF. DATA[2*I_DATA_LOC]; 
TST_LOCK; 
IF REC_LOC K THEN ERROR (l.0.0); 
READ_REC <DATA_BLK.INT,DATA_LOC); 
END 
ELSE 
ERROR ( !.0.0ï; 
END: ( * procedure seckeyt rt 1') 
BEGIN 
IF KEY TYPE= PRM 
THEN -
PRM KEY TRT ELSE - -
SEC_KEY_TRT: 
END; { * procedure rd1ndrec *) 
I ' 
c•~••w•*wr••w**********) 
PROCEDURE RD MOD REC: 
(**·••*********** ***••• ) 
(**************•*******••·····••**•~--•-***••··········••) 
(* Cette procedure a pour objet d'assurer le tra itement*) 
( * r eq u i s sur l e flchl ~r des donnees cons ecut 1vement a *) 
{~ un e opera t 1on de consultation avec blocage demandee ·*) 
{ * par l'utili sateur, '") (*************••················~·**********••·········••) 
( *********************) 
PROCEDURE PRM KEY TRt: 
( *• ****** * * ****~*- ~***} 
c••••••••••••••••••••~••••••••••~••••••******************> 
{* Cette procedure a pour objet d 'lnl tla lls er les para-'") 
( * metr es de la procedure READ_REC si l'operatlon de * ) 
{ * consultati on demandee se refere a la cle primaire *) {***********••············~---···························> 
BEGIN 
IF KEY FOUND 
THEN -
BEGIN 
DATA BLK.ARRCBl •a 
BUFl~INDX.ARRCCPT_LGTH+KEY_LGTH)*(I-l)l; 
DATA BLK.ARRCll := 
BUFl~INDX.ARRCCPT_LGTH+KEY_LGTH)*CI-ll+ll; 
DATA_LOC 1• 
BUFl.IND X.ARRCCPT_LGTH+ KEY_LGTHl*CI-1)+21: 
TST LOCK: 
IF REC_LOCK 
THEN 
ERROR C 19.0' ) 
ELSE 
BEGIN 
SET_LOCK (LOCK_IDl; 
READ_REC (OATA_BLK . INT,DATA_LOCJ; 
BLOCK C I_DATA_I Dl : = LOCK_I D; 
END 
END 
ELSE 
ERROR (18.0'): 
END; ( * procedure prmkeytrt •> 
c••~•••••••••••••••••••> 
PROCEDURE SEC KEY TRT; 
(********* ***••······• • ) 
,. . 
: F •: [ Y F C !J N 0 
Tli Etl -
BEG i J 
I DATA eLK.ARR[.0'J ::1 
BUF 1. INOX . ARR C ( PT_LGTH_ ... KEY_LG TH l • { 1-1 l j ~ ___ _ 
I DATA BLK. ARRt lJ : 2 
BUFl.INDX.ARRC<PT_LGTH+KEY_LGTHl*<I-ll+ll; 
I DATA LOC :2 
. BLIFl.INDX.ARRCCPT_LGTH+KEY_LGTH>*<I-1)+2); 
READBLOCK (CHAN TBCBLOCKtI CHAN]]. 
FST_FL_N O,BU·F , -
I_DATA_BL K. INTl; 
DATA l:lLK .ARRUJl := 
BUF.DATA [2*1 DATA LOCJ; 
DATA BLK .ARRt Îl : 2 -
BUF.DATA C2*I_DATA_LOC+lJ; 
I DATA LOC :a I_DATA_LOC+l; 
IF I DATA LOC> 255 
THEN- -
BEGIN 
READBLOCK (CHAN_TBCBLOCKCI_CHANJJ. 
FST_FL_NO,BUf , 
I DATA BLK.INT+ll; 
I_OATA_LOC :~ H; -
END; 
DATA_LOC :a BUF.OATAC2*I_DATA_LOCJ; 
TST_LOCK; 
Ji; REC_LOCK 
THEN 
ERROR ( lHH> 
ELSE 
BEGIN 
SET_LOCK <LOCK_ID >; 
READ_REC <DATA_BLK.INT,DATA_LOC); 
BLOCK Cl_OATA_IDl .,. LOCK_ID ; 
END; 
END 
ELSE 
ERROR (1.0'.0'); 
END; ( * procedure seckeytrt *) 
{****•*•***********•***••··············••****************) 
BEGIN 
IF ~E V TYPE C PRM 
[N O; i * p r o ce d ure r d mod_r ec * ) 
{****************) 
PROCEDURE DEL_REC; 
(****************) 
VAR 
Dl REC BLK 
Dl=REC=L OC 
INTEGER; 
\./ORO: 
BEG IN 
IF KEY_ FOUND 
THEN 
BEGIN 
DATA BLK.ARRC.0] := 
BUFl~INDX.ARRC<PT LGTH+KEY LGTH)*CI - ll]; 
DATA BLK.ARR[l] :~ -
BUFl~INDX.ARRCCPT_ LGTH+KEY_ LGTHl*(I - ll+lJ; 
DATA LOC : • 
BUFl~INDX.ARRt<PT_LGTH+KEY_LGTHl*(I-ll+2J; 
TST_LOCK: 
IF REC LOCK 
THEN -
ERROR < 1.0.0) 
ELSE 
BEGIN 
READBLOCK (CHAN_TB CBLOCK[I_CHAN]J.FST_FL_NO,BUF, 
DATA BLK.INTl; 
DL REC BLK :a DATA BLK.INT; 
DL-REC-LOC.ARR[.0] 7= DATA LOC; 
DL=REC=LOC.ARRClJ : 2 .0; -
\.IRITE2BYTES (1,1,DL_REC_BLK,DL_REC_LOC); 
\.IRITEBLOCK CCHAN_TB CBLOCKCI_CHANJJ.FST_FL_NO,BUF, 
END; 
END; 
END; 
DATA_ BLK . INTl; 
(•~····················> PROCEDURE MOD_REC; {*****«••············••) 
(***••···························•·**********************) 
{*Cett e procedure a pour ob j et de declencher le traite-*) 
(*ment approprie - dans le f1ch1er des donnees consecutl- *) 
(*vement a la mlse a jourd'un enregistrement dans le *) 
(*f i ch i er s uae a la requet e d e l 'ut i lisat e ur. • ) 
:-:~ • 3 notP. r ·1ue lors . 1i ~:- 1 · 2 :,Dcl: i:! or· rc"'dur -:,, ... , 
{* *•~~-~~- -*-~ * ~****** * } 
PR0C[DURE PRM KEY TRT: (*••·-~---·····;···~---1 
(******.*****************************••·····••**********} 
( * Cette procedure a pour objet *) 
( * - de gerer la struc tu re d' i nde x relative a la cle *) 
( * pr1rna1re lors de l'adjonct l" on d'u n nouvel en- *) 
(* reg 1strement dans l e fichier. *) ( * *) 
(* de realiser l'ecriture proprement dite de l'en-*) 
( * reg1strement dans l e fich ier * ) 
( *******************************************************} 
BEG IN 
I F KEY F0UND 
THEN -
BEGIN 
FTL ERR t • TRUE; 
ERROR < U.0'); 
END 
ELSE 
BEGIN 
DATA BLK.INT : z HD_BUF . HEAD.DATA_CRT_SLK; 
DATA=LOC :a HD_BUF.HEAD.DATA_CRT_L0C.ARR[Bl; 
WRITE_REC (DATA_CRT_BL K,DATA_CRT_L0Cl ; 
IF I0RESULTS <> .0' 
THEN 
BEGIN 
INSERT FLAG : = FALSE; 
ERR0R ÎIORESULTS>: 
FTL_ERR : = TRUE; 
END 
ELSE 
BEGIN 
UNL0CK; 
HD_BUF.HEAD.DATA_CRT BL K := 
DATA CRT BLK.INT ; 
HD_BÜF,HËAD.DATA_CRT_LOC .ARR[.0'] := 
-OATA_CRT_L0C; 
END 
END 
END; {* procedure prmkeytrt *) 
{**********************) 
PROCEDURE SEC KEY TRT; 
( *************•··••*•••) 
{******•***********************************••·············> 
( • Cette p rocedure a pour ob j et de gerer la structure * ' 
1 
-
1 
:1 
NEG NUM B 1 : 'wOR D 
P - : 'wORD 
R : INTE G R; 
BEGIN 
IF KEY FOUND 
THE N -
BEGIN 
INSERT_FLAG : 2 FALSE; 
PT UPD 
END -
ELSE 
BEGIN 
NEG_NUMB_l.INT :• -1; 
READBLOCK CCHAN_TBCBLOC KEI_CHANJJ.FST_FL_NO,BUF,DATA_CRT_BLK.INT}; 
PT BLK.INT := DATA CRT BLK.INT ; 
R 7= DATA_CRT_BLK.ÏNT;-
PT LOC :• DATA CRT LOC; 
P.ARR(gJ :• DAÎA CRT LOC; P.ARRCll :• H; 
'wRITE2BYTES CDATA_BLK.ARRE0J.DATA_BLK.ARR[1J,R,Pl; 
'wRITE2BYTES {DATA LOC,NEG NUMB 1.ARRC0J,R,Pl; 
'wRITEZBYT.ES { NEG_NUMB_l .ARRC 11-;-32 ,R, P l ; 
HD BOF . HEAD.DATA CRT BL K := R: 
HD-BUF.HEAD.DATA-CRT-LOC.ARR[e] := P.ARRC0J; 
'wRÏTEBLOCK CCHAN-TBCBLOC KCI CHANJJ.FST FL NO,BUF,R>; END - - - -
END : {* procedure seckeytrt *) 
(**•** * ********************************************•****} 
BEGIN 
IF KEY TYPE= PRM 
THEN-
PRM KEY TRT 
ELSE - -
SEC_KEY_TRT: 
END: (* procedure mod_rec *) 
,.. 
i - - =-r-•-- _..._  
·l 
DATA_CL K! . DATA_BLK2 , DATA_BL~3 
DA TA LOCI ,DATA LOC 2 .0A TA LOCJ 
\./OP.D: 
CHAN: No: I NTEGfR: - BYTE : 
PROCEDURE GET_NXT_KEY; FOR~ARD: 
(*••*******•*·**********) 
PROCEDURE GET RECORD: (***********~*-~********) 
VAR 
N: INTEGER~ 
REC_FOUND : BOOLE AN; 
{~**********************~) 
PRO CEDURE CHAN TB UPD; 
(***•********************} 
VAR 
{. : INTEGER; 
XOFF: BOOLEAN; 
BEGIN 
XOFF:a FALSE: L : = KEY LGTH-1: 
~HILE <L >H> AND <NOT XOFF) DO 
BEGIN 
\. 
~ITH CHAN TBCBLOC KCI CHANJJ DO 
BEGIN - -
END: 
BEGIN 
IF CRT KEY "VALCLJ < 255 
THEN - -
BEGIN 
CRT_KEY_VALCLJ ·= CRT_KEY_VAL."(LJ+ l ; 
XOFF :,. TRUE: 
END 
ELSE 
L ·,. L-1; 
END; 
END; 
~ITH BUFl.INOX DO 
BEGIN 
DATA_BLKI.ARRC.0'J :" ARR[<PT_LGTH+KEY_LGTHl*<I-llJ: 
DATA BLKl.ARRClJ : 2 ARRC(PT LGTH+KEY LGTHl*<I-l)+lJ: 
DATA-LOC! := ARRC<PT LGTH+KEY LGTH>*<I-ll+2J ; END; - - -
; 1 
.. 
t 
CNr 
ELSE 
BEGIN 
N : = H ; 
REAO BLOCK {CHA N_TBCB LOCK [I_CHAN J J ; FST_FL~ PfD-. BUF,DATA_BLK . INT >: 
REPEAT 
N : "' N+ 1; 
DATA BL K2.ARRCHJ:= -BUF.DATA [2*DATA LOCIJ ; 
DATA:BLK2.ARRCIJ:• BUF.DATA [2*DATA:LOCl+l1; 
DATA LOCl := DATA LOCl+l: 
IF DATA LOCI > 255 
THEN -
BEGIN 
DATA BL Kl. I NT := DATA BLKI . INT + 1; 
READBLOCK CCHAN_TBCBLOC KCI_C HANJJ. 
FS T FLNO,B UF, 
DATA_BLKI . INT>; 
DA T A_L OC 1 : = H : 
END; 
DATA LOC2 := BUF.DATAC2*DATA LOCI]; 
DATA=BLK3.ARRCHJ := BUF.DATA-[2*DATA_LOC1J; 
DATA LOCI :• DATA LOCI+!; 
IF DATA LOCI > 255 
THEN -
BEGIN 
DATA BLKl.INT := DATA BLKl.INT + 1; 
READBLOC K <CHAN_TBCBLOC KCI_CHANJJ. 
FST_FL_NO , BUF, 
DATA_BLKI. !NT> ; 
DATA LOC 1 : • . g; 
END; -
DATA BL K3.ARR CIJ : = BUF.DATA [ 2*DATA LOCI ] ; 
DATA:LOC3 1• BUF.DATA [2*DATA_LOC1+ll; 
DATA BL KI . IN T : = DATA BLK 3 . I NT; 
DATA-LOCI : = DA TA LOC3: 
REC FOUND := {DATA BLK3 . INT <> -Il; 
UNTI L- ( N > CHAN_TBCCHAN_ NOJ .CR T_KE Y_OCC> OR {NOT REC_FOUND) ; 
IF REC FOUND 
THEN -
BEGIN 
CHAN_TBCCHAN_NOJ.CRT_KEY_OCC := CHAN_TBCCHAN_NOJ.CRT_KEY_OCC+l; 
READ REC {DATA BL K2. I NT, DATA LOCI); 
END - - -
ELSE 
BEGIN 
GET NXT KEY : 
END; - -
END; 
END; { * ~rocedure getrecord * } 
. . 
... "' - ""-" 
. . \. r 
~•, ,_ 
.. 
(*••···················•• ) nt10CE _ II~~ GE T ')VT 1: r:v• 
O") 
1 • 
- 1 
. 
... 
PPOC ELURE CH~~ TB UP D: 
{ ********~'***~•~*-•*** ~• • ) 
VAR 
K. l 
BEGIN 
I NTEGER: 
~ITH CHAN TB[BLOCK[l CHAN]] DO 
BEGIN - -
K :~ (PT_LGTH+KEY_LGTHl*I+PT_LGTH; 
FOR L := H TO KEY LGTH-1 DO 
BEGIN -
CRT KEY VAL [Ll := BUFl.INDX.ARR CKJ: 
K :-; K+Ï: 
END; 
FOR L : : KEY LGTH + 1 TO 99 DO 
CRT KEY VAL[L] : = 32 ; 
CRT KEY VAL [-1] := KEY_LGTH: 
END; - -
END; (* procedure chantb_ upd *) 
BEGIN (* procedure getnxtkey *) 
.... - . ..,. .- . - -~ ..,.....~ 
I :• I+l; (* I pointe alors sur la valeur de cle 
su1vant celle que l'on a deja examtne *) 
IF I > I MAX 
THEN 
( * su1vre le ·potnteur pl *) 
IF BUFl.INDX . NEXT BLK = -1 
THEN -
ERROR <lHH> <* EOF *) 
ELSE 
ELSE 
BEGIN 
CHAN TB UPD: 
GET RECORD; 
END -
BEG I N 
CHAN TB UPD; 
GET RECORD ; 
END; -
END; (* procedure getnxt key * ) 
BEGIN(* procedure rdn xt rec *l 
IF NOT KEY FOUND 
THEN -
BEGIN 
I F I <"> .0 
C 
... 
, ( _!. 
_ __ GE T NXT KEY 
END -
CLSE 
GET_P. ECO RD: 
END; 
BEG IN 
CASE OP _ CODE OF 
A \.JRINDX 
A=RDINDX 
A R!)NE XT 
A-RDMOD 
-~=OLREC 
A_MDREC 
END; 
\.JR !ND REC; 
R D=I rrn=R EC; 
RD NXT REC; 
RD-MOD-REC; 
DEL REC: 
MOO=REC; 
END: (* p r ocedure datatrt *) 
· BEGIN(* procedure searchtrt *) 
READBLOCK (CHAN_ TBCBLOCKCI_CHANJJ.SEC_FL_NO,BUFl,POINTERl; 
I : = .Z; 
REPEAT 
BEGIN 
XOFF:• · COMPARECREF_KEY,KEY_LGTH , BUFl,IJ • LT; 
I : "' I + 1 ; 
END 
UNT I L ( XOFF l OR {I >IMAX); 
I : = I - 1 ; 
PT FOUND.ARRCBJ := BUFl.INDX.ARRC<PT LGTH+KEY LGTHl*IJ; 
PT=FOUND.ARR(lJ := BUFl.INDX.ARR[{PT=LGTH+KEY=LGTHl*I+lJ; 
IF PT FOUND.INT < H 
THEN -
FTL ERR : = TRUE 
ELSE -
BEGIN 
IF (STEP <> Hl AND {NOT FTL_ERR} 
THEN 
SEARCH_TRT {OP CODE,STEP-1,PT FOUND.INT,KEY,BLOCK NO. 
INSERT_FLAG,FTL_ERR> -
ELSE 
BEG IN 
BLOCK NO.INT :• POINTER; 
FOR L-:• g TO KEY LGTH-1 00 
KEY.ARR CLJ : = B IJF l.lNDX . ARR 
• - 1 • - ;; - : --- ! .... 
,, 
' 
-.• 
"-... ·. 
DATA TR T; 
END: -
END: 
IF NSERT_ FLAG THEN INSERTION; 
END; (*procedure searchtrt•) 
END. ("'UNIT*) 
_..,._ 
C 
<•1tS+* l 
UN IT UNJT5: 
INTER FA CE 
(•$U UN!T3.CODE•) 
UNIT3, . 
(*SU UNIT4.COOE•) 
UNIT4; 
PROCEDURE \./RITE INOX; 
PR OCED URE READ_ÎNDX; 
PR OCEDU ~E READ_NEXT; 
I MP LEMENTATION 
(********·•·····•****•*) 
PROCEDURE \./RITE INOX; (•****••·············••) 
(**·•·················-·-·-···············-·········-····> (• Cette procedure a pour objet d'aller ecrlre dans le *) 
<• fich i er l'article envoye par l'utilisateur dans son •) 
<• b loc requete. Elle assure la mtse a jour des structu-•) 
(• res d' 1ndexe relatives~ chacune des valeurs de cle •) 
<• presentes dans l'enregistrement a ecrlre •) 
c••••••••~•••••••••••••••••••••••••••••••••••••••••••••••> 
VAR 
OP CODE 
STEP 
FS T BLK 
INSERT FLAG 
FTL ERR 
KEY-
KEY_LOC 
T_ACCESS: 
INTEGER; 
INTEGER: 
BOOLEAN; 
BOOLEAN: 
T_REF _KEY: 
I NTEGER: 
c••••••••••••••••••••••••••••••••••••••••> 
PROCEDURE NE\./_INDX~LVL JPT_LGTH:INTEGERl: (****************••····················••) 
(********************************••·················••) 
(* Cette procedure a pour effet d'ajouter un niveau *) 
(* super1eur dans la structure d'index si, au terme *) 
(• de l'execution de la procedure SEARCHTRT cela •> 
(* s'avere necessa1re *l 
, .........•......••...•.........•......•..•..•••..•.•. , 
VAR 
PRM KEY PT 
K - -
REL BLK NO 
., · · ~ .... 
: \./ORO: 
INTEGER; 
INTEGER: 
T '} UF é '° ~: 
.. 
' i 
---
-· 
BUF2 . I ND~ -~R R[Sl := BLOCK_ NO. AR R[O J : 
BUr2. " ND~ .hRR[ l l := BLOCK_ NO. ARR [ lJ ; 
FO~ K: = g TO KEY LGTH-1 DO 
. !!U f 2. i llD X.ARR[ PT_LGTH+Kl := KE Y.ARRCKJ; 
. BLOC KI NI T ( KEY TYPE,BUF 2 ,2 l: 
PR M KEY PT .I NT- ,= HD BUF.HEAO.K EY OESC TB( g J,KEY PT; 
BUF2 .I NDX.ARR[PT_LGTH+KEY_LGTHl :~ PRM=KEY_PT.ARRCHJ; 
BUF2.INDX.ARRCPT_LGTH+KEY_LGTH+ll :• PRM_KEY_PT.ARRCll; 
FOR, : = PT LGTH TO KEY LGTH-1 DO 
BU F2. I NDX.AR RC PT LGÎH+ KEY LGTH+ KJ := 255; 
HD BUF .H EAD.I NOX CRT-BL K := HD BUF. HEAD.IND X CRT BL K+l; 
REL BLK_NO :• HD=BUF~HEAO.INDX=CRT_BLK; - -
~R! TEBLOCK {CHAN_TBCBLOCKCI_CHANJJ.SEC_FL_NO,BUF 2 , REL_BL K_ NO) ; 
HD BUF.HEAD. KEY DESC TB [B l. KEY PT:= REL_BLK_N O; 
HD- BUF . HE AD. KEY-•ESC-TB[0J. STE~ := 
HD= BU F.HEAD.KEY=DESC=TBCHJ.STEP+l; 
Errn: ( * p r:.oc; e dure newlndxlvl *) 
(**** ....................... ) 
PROCEDURE SEC_KEY_UPD; {***••···············•·> 
(**••·································•*******************) 
· ( *Ce tte procedure assure l a gest i on des structures •} 
(* d ' i ndex assoc1ee s au x cles secondaires •) 
(***••·················••*********************************) 
VAR 
K, M.N INTEGE R; 
POS KEY_ OCC INTEG ER: 
BEGIN 
KEY T'<PE 
POS=KEY_O.CC 
:• SEC; 
:• I_KEY_OCC_BEG; 
FOR M := l TO HD_BUF.HEAD.SEC_KEY_NB 00 {pour chaque cle seconda i re} 
BEGIN 
{f nfo relative a la cle m} 
KEY_LGTH := HD_BUF.HEAO. KEY_DESC_TB[Ml.KEY_LGTH; 
FOR N ·• l TO BLOCK[POS_KEY_OCCJ DO {pour c~aque occ de la clè m} 
BE G IN 
(* l n1t1al1sat1on param.entree de SEARCH_TRT *l 
OP _CO OE : • A_\./RINDX; 
-
.. 
. 
END: 
END; 
I~~SE,.T ~ LAG := TRUE: 
ï'TL _ E?. P. := FALSE: 
( "" i,,l tidl1salio n inf o relative a l'occ n de la c le m*) 
FOR K : "' B TO 
BEGiN 
REF Y. EV.A RR 
KEY-LOC 
END; -
KEY_LGTH - 1 DO 
[KJ :: BLOC K [ KEY LOC]; 
:=- KEY_LOC + Î; 
SEARCHIN!T {KEY_TYPE l : 
SEARCH~RT {OP_CODE,STEP,FST_BLK,KEY,BLOCK_NO,INSERT_~LAG;FTL_ERRl: 
IF :iliS·ERT FL;;G THEN NE\J_ IND X_LVL ( 6 ) ; 
END; 
c• on pas se a la cle secondaire suivante•> 
POS_KEY_OCC :• POS_KEY_OCC+l; 
( *************************************•********************) 
c••••••••••~•••••••••••i 
PROCEDURE PRM KEY UPD; (*••···········~--•·*•*) 
{ *************•*********************••··················•• ) 
( • Cette procedure a ssure la ges t i on de l a ~tr uctu re • 1 
("" d'Inde .< assoc1ee la c le p r imaire • ) 
(• Elle real ise en o utre l'ecr fture de l' enregistrement •1 
(• dan s le f1ch1er •) {••·········~~ ....................•.•.••..•..••••......... , 
VAR 
K 
BEGIN 
INTEGER; {indice} 
{* i n 1t 1al1sat 1on param. entree de SEARCH_TRT •1 
OP_CODE 
STEP 
FST_BLK 
:= A_WRINDX; 
: = _HD_BUF. HEAD. KEY_DESC:_TBC.0"] .STEP; 
:= HD_SUF.HEAD.KEY_DESC_TB[H].KEY_PT; 
INSERT_FLAG :• TRUE; 
F TL ':P.R : = FALSE: 
-·--
.~-~ 
; 
END; 
KE Y_ ,Y :' E , ~ PR M: 
KEY LGTH : = HD_BU F. HEAD.KE Y_ DESC_TB [S J. KEY_LGTH: 
FOR K . - IJ 7 0 
BE GIN 
REF KEY .ARR 
KEY=LOC 
END: 
KEY_LGT H - J DO 
CKJ := _BLOC!< CKEY_LOC]; 
:"' KEY_LOÇ + 1; 
SEARCHINIT ( KEY_TYPE ·>; 
SEARCH_TRT -< OP _CODE, STEP, FST_BL K, KEY, BLOCK_NO, I NSER T _FLAG. FTL_;_ER R >: 
IF I NSERT_HAG THEN NE\J_INDX_LVL (3): 
BEGIN ( * procedure wrltelndx *) . 
READBLOCK (CHAN_TB[BLOCKCI_CHANJ].SEC_FL_NO,HD_BUF,Bl; 
KEY_LOC := I_KEY_OCC_BEG + HD_BUF,HEAD.SEC_KEY_NB: 
PRM_KEY_UPD; 
IF NOT FTL ERR 
THEN -
SEC_KEY_UPO: 
WRITEBLOCK <CHAN_TBCBLOCKCI_CHANJJ.SEC_FL_NO ,HO_BUF ,Bl; 
BLOCKCI RET CODE] 
BLOC K[I-ER R=CODE] 
EN D: ( *procedure wr 1 te 1 ndx * l 
(*******•················••********************************} 
(*******••~·········••) 
PROCEDURE READ INOX: 
(*********************} 
(********************************************************) 
(* Cet~e procedure assure le traitement consecutlf a une*) 
{* demande de consultation sur base d'une cle d'acces *) (*********•***************••···························••) 
f VAR 
I. K , L 
OP CODE 
STEP 
FST BLK 
KEY-
KEY LO C 
I NTEGER; 
T ACCESS: 
INTEGER: 
I NTEG"ER; 
T REF KEY: 
INTEGËR: 
C: 
- .. ----!llf! .... "' 
' ,. 
.REAO BLOC K <CHA N_TB[ BL OCK[ I_ CHAN JJ .S EC_FL_NO.HO_BUF. BI: 
OP_COO E : = A_P.DI NDX; 
· ST EP := HD BU F .H EAD. ~E Y_ DESC TBtBLOC KCI KEY_NOJJ . STEP; 
FST_BL K := HD_BUF.HEAD.KEY_DESC_TBCBLOCKCI_KEY_NOJJ.KEY_PT; . 
IF BL0CK tI_KEY_NOJ = B 
THEN 
KEY TYPE 
ELSE -
KEY_TYPE 
- FTL ERR 
:= 
:= 
: = 
PRM 
S.E.C: 
FALSE; 
l~ SE RT_FLAG := FALSE: 
( • t n i t 1a l 1satlon des lnfo relative a la cle de reference *l 
KEY_LGTH 
KEY_LOC 
:= HD_BUF.HEAD.KEY_DESC_TBCBLOCKCI_KEY_NOJJ.KEY_LGTH; 
: ,. I_KEY_VAL :· 
FOR K := B TO KEY_LGTH - 1 DO 
BEG IN 
REF KEY.AR R CKJ : 2 BLOCK (KEY LOC]; 
KEY-LOC := KEY_LÔC + T: 
END; -
SEARCHINIT (KEY TYPE) ; 
SEARC HTRT <OP_CODE ,STEP.FS T_BL K,K EY, BLOCK_NO,INSERT_FLAG,FTL_ERRl; 
BLOC K CI RET CODEJ := B: 
BLOCK C I- ER R=C OD E J : = Z : 
END; (* procedure readlndx *) 
{******••*•******** ) 
PROCEDU RE READ_NEXT ; 
(****************** ) 
VAR 
K: INTEGER; { Indice } 
OP CODE 
STËP 
FST BLK KEY- . 
IN SERT FLAG 
FTL_ERR 
BEGIN 
T ACCESS; 
INTEGER: 
i NTEGER: 
T REF KEY; 
BOOLEAN: 
BOOLEAN: 
REAQB LOCV ICH AN _ TBCGLCC K[l _ CHAN]J.SEC _ c l_~O.H D_8U F.Œ I: 
0 
-
1 
FST BLK : = HD_BU F .H EAD. KEY_ DESC_T 8 [BLOC K[ I_KEY_NOJJ. KEY_ PT; 
IF BL0C K [I KEY_N0J • S 
THEN 
KEY TYPE ·"' PRM 
ELSE - . 
KEY_TYPE 1• SEC; 
KEY_LGTH 
FTL_ERR 
:= HD_BUF.HEAD.KEY_DESC_TB[BLOCK[ I_ KEY_NOJJ. KEY_LGTH; 
:,,i FALSE; 
·. INSERT_FLAG :: FA LSE; 
(* fnftfalisat 1o n de la cle de reference *) 
FOR K := B T0 KEY LGTH-1 DO 
REFK EY.ARR [ KÎ := CHAN TB(BL0CK(I_CHAN]J.CRTKEYVAL[ KJ: 
SEARCHINIT <K EY TYPE>; 
SEARCHTRT (0P_CODE, STEP,FST_BL K.KEY,BLOCK_ NO,INSERT_F LAG .FTL_ER R); 
BL0CK [I_RET_C0DEJ :• .tJ.: 
BL0CK CI_ERR_C0DEJ :• B; 
END; (* procedu re readnext *) 
END. <• un1t5 *) 
0 
( * 'iiS +• J 
Ui.iï UN iT6; 
INTERFACE 
USES 
(*$U UN!T3.CODE*) 
UN IT3, 
(•su UNIT4.COOE*) 
UNlT4; 
PROCEDURE DEL ETE;· 
~ROCEDURE READ_MOD; 
PROCED UR E MODIF Y; 
I MPLEMENTATION 
(*********************} 
PROCEDURE DELETE ; (•~·················•• } 
{***********************••-············•*******************) 
(* Cette procedure a pour objet d'aller detrulre (marquer)*} 
(* dans le fichie r .DATA l'article deslgne univoquement •) 
(• par l 'utilisateur au moyen de la cle primaire *) 
1••····················~··································•1 
VAR 
I. K. L 
OP CODE 
_STËP 
FST BLK 
· KEY-
KEY LOC 
INSËRT FLAG 
FTL_ERR 
BEGIN 
I NTEGER; 
T ACCESS; 
INTEGER; 
I NTEGER; 
T REF KEY; 
INTEGËR; 
BOOLEAN; 
BOOLEAN; 
READBLOCK CCHAN_TB[BLOCKCI_CHANJJ.SEC_FL_NO, HD_BUF,g); 
OP_CODE 
STEP 
FST_BLK 
KEY_TYPE 
KEY_LGTH 
. ., A_DLREC; 
:= HD_BUF.HEAD. KEY_DESC_TB[BLOC KCI_KEY_NOJJ.STEP; 
:= HD_BUF.HEAD. KEY_DESC_TBCBLOCK[I_KEY_NOJJ.KEY_PT; 
P' PRM; .. 
:= HD_BUF.HEAD.KEY_DESC_TBCBLOCKtl_KEY_NOJJ.KEY_LGTH: 
C 
-·"' 
... 
-:. ..... 
;_~ ~ 
.,_,. 
... ;et.,... 
- :,;,,r~ 
œ:rWJ: .... w t .... 
( * 1n i t 1a 11 ·sa t.i on des 1nfo re la t ive a l a cle de refer e n ce * l 
r EY _Lac : ~ I_KEY_VAL; 
FOR V. := 
.BEG IN 
REF_KEY . ARR 
KE Y LOC 
END: -
.0' TO KE Y_LGTH - 1 DO 
[K] : 2 BLOCK (KEY LOC]; 
:= KEY LOC+ Ï: 
SEARCHINIT (KEY TYPEl; 
SEARC HTRT. IOP_C5DE,STEP.FST_BLK ,K EY.BLOCK_NO,INSERT_FLA~.FTL_ERRI; 
SLOCK CI RET CODEJ 
8LOCK c r:ERR:coDE] 
:= .0': 
:= .0': 
EN0 : {* proc e dure delete *) 
,-~---···-~·-··~---·••1 PROCEDURE READ MOD ; (*••········~·-•*•****) 
' 
{*******•············~---···-····························> ( * Cette procedure assure le traitement consecutlf a une*) 
{* demande de consultation sur base d'une cle d'acces *) 
c• E ll e est censee etre appelee en vue d'effectuer une *l 
c• modification eventuelle de l'article, a cet effet •1 
( * on bloque l'arti cle en question jusqu'a ce que l'ut!-*) 
{ * 1 i sateur en demande une reecr1ture *) 
(*******************************************••·········••) 
V.A R 
I. K, L 
OP CODE 
STËP 
FST BLK 
KEY-
KEY LOC 
I NTEGER; 
T ACCESS; 
INTEGER; 
I NTEGER: 
I NSËR T FLAG 
FTL_ERR 
T REF KEY; 
INTEGËR 
BOOLEAN 
BOOLEAN 
f EGIN 
READBLOCK ICHAN_TB[BLOCK[I_CHANJJ . SEC_FL_NO,HD_BUF,.0'>; 
OP_CODE 
STEP 
FST~BLK 
:= A_RDMOD; 
:~ HD_BUF . HEAD.KEY_DESC_TB[BLOCKCI_KEY_NOJJ.STEP; 
:= HD_BUF . HEAD:KEY_DESt_TBCDLOCK[I_KEY_NOJl. KEY_PT : 
-
C 
-l 
ELSE 
KEY ïYP E : = SEC : 
r EY LGT H ·~ HD BUF . HEAD .KEY_DESC_TBCBLOÇ K[! _KE Y_NO J J. KEY_L GT H: 
FT L ERR := FALSE: 
INSERT_FLAG :• FALSE ; 
( ~ i n 1t i a l i s at1 or) des 1nfo relati ve a l a cle de reference *) 
KEY~LOC := I_KEY_VAL; 
FOR ·K := fi1 TO KEY_ LGTH - 1 DO 
BEG IN 
REF KEY.ARR [ Kl - := BLOC K [ KEY LOCJ; 
KEY LOC := KEY_LO C + Ï; 
END: 
SEARCH I NI T <KEY TYPE}; 
SEARC HTRT <OP_C5DE ,STEP,FST_BLK , KEY~BLOCK_NO,INSERT_FLAG,FTL~ERRl; 
BLOC K CI RET CODE] 
BLOC K CI = ERR=CODEJ 
: ,. fi1; 
: ,. . fi1; 
END; ( * procedure read_mod *) 
. {********************** ) 
PROCE DUR E MODIFY ~ 
(***********~*********~) 
(******·•···································~-·-·········> ( * Cet te pro cedure a pou r objet d'a ll er mod1fter dans *) 
( * l e f i ch ier 1· ar ticl e des i g ne pa r l'ut i li sa t eur au *) 
( * mo yen d'un i dent i f i a nt o bte nu 1or s d' un ap pe l a la * } 
; * pr 0 ce d ur e READ MOD . *l 
{ **** • ********************************••·············· · • • ) 
VAR 
OP CODE 
STEP 
FST BLK 
INSERT_FLAG 
FTL ERR 
KEY-
KEY LO C 
DL REC BL K 
DL=REC=L OC 
T ACCESS; 
INTEGER: 
INTEGER: 
BOOLEAN; 
BOOLEAN : 
T REF KEY; 
INTEGER; 
I NTEGER ; 
w'ORD; 
(****••································•·> PR OCE DUR E NEw' INOX LVL <PTLGTH:INTEGERl; (****•*** *******••·····················••) 
{*****************************************•*********** ) 
(* Cette p r ocedure a pou r effet d ' a j ou t e r un niveau * l 
. r .,_,- 1 ~ ,- +--i re -: :..:-_ ; -,tJ._~'<'. 1 u ":.~ r rr-~ è" } 
-- -
-1 ; ' 
VAR 
BEG IN 
PRM_ KEY PT 
,: 
REL_BL K NO 
BU FZ 
\JOR D; 
I NTEGER·; 
! NTE GER ; 
T_ BUFFER: ' 
BUF2 . IND X. ARR[S J : = BL0C K N0.ARR[SJ; 
BUF Z.IN DX. ARR[ l l := BLOCK--NO.ARR[lJ; 
FOR K:= B TO KEY LGTH-1 05 
BUF_Z. INOX .ARR( PT_LGTH+KJ : = KEY .ARR C Kl; 
BL 0CK INIT (KEY_TYPE.BUF2,2) ; · 
PRM_ KEY_PT.INT := HD _ BUF . HEAD. KEY_0ESC_TB[Sl.KEY_ PT; 
BUF:. IN DX. ARR CP T LG TH+K EY LGT HJ := PRM KEY PT. AR RCSJ; 
BUt Z. INDX . AR RCP T--LG TH+ KEY--LGTH +ll : = PRM KËY PT.ARRClJ; 
FOR K : = PT LGTH~TO KEY LGTH-1 DO -- --
BUF Z.INDX. ARRCP T_LGÎH+ KEY_LGTH+ Kl := 255; 
HD BU F . HEAD .INDX CR T BLK := HD BUF.HEAD.IND X CRT BL K+l; 
REL BLK_ NO : = HD=B UF~HEAO.IND X=CRT_BLK; -- -
~R IT EBL0C K ( CHAN_TB CBLOCKCI_CHANll . SEC_FL_NO,BUF2,REL_BLK_NO>; 
HD_BUF ~HEAD.KEY_DESC_TBCBJ.KEY_PT :• REL_BLK_N0; 
HD_BUF.HEA0. KEY_DESC_TBCBJ.STEP := 
HD_BUF.HEAD.KEY_DESC_TB(Bl.STEP+l; 
END ; ( * proc ed ure n ew l ndxlvl *) 
( ************************************************************) 
{***••················•> PROCEDURE SEC KEY UPO ; (*** ****••···········•• ) 
(******~•····················· ·········· ········· ··· ······ > {* Ce tte p r o cedure assure la ge s t i on des structure s * ) 
(* d " i n d e x a ss oclees a u x c l e s s e condaire s *) 
(*****~*******************************************~*******) 
VAR 
K,M ,N 
P0S_KEY_0CC 
INTEGER; 
INTEGER; 
BEGI N 
KEY TYPE := SE C; . 
POS=KEY_OCC := I_KEY_OCC_BEG; 
FOR M := 
BEG IN 
T0 HD BUF .H EAD . SEC_KEY_NB DO {pour cha q ue c l e secondaire} 
{ fnfo relative a la cle m} 
KEY_L GTH := HD BUF.HEAD.KE Y_DE SC TB [M l .K EY LGTH: 
r • 
. " 
, .. 
. ~-
EN D: 
END: 
,* i n i tial !s;:ition p;:i rarri .e n t r ee de SEARCH TR T *) 
OP _ CODE 
STEP 
FST_BLK 
:= A_l,JR IN DX; 
: c HD_B UF.HEÀD.KEY_DE$C_TBCMJ.STEP; 
:a HD_BUF.HEAD.KEY_DESC_TBCMJ.KEY_PT; 
INSERT FL AG :c TRUE: 
FTL_ERR :• FALSE; 
( * 1n 1t1a11sat1on 1nfo relative a l'occ n de la cle m*l 
FOR K := /3 TO 
BEGIN 
REF KEY.ARR 
KEY-LOC 
END; -
KEY_LGTH - 1 DO 
[ KJ : = BLOCK CKEY_LOCJ ; 
:= KEY_LOC + 1; 
SEARCHINIT <KEY_TVPEl; 
SEARCHTRT (OP_CODE,STEP , FST_BLK,KEY,BLOCK_NO,INSERT_ FLAG,FTL _ ERR l ; 
IF INSERT_FLAG THEN NEl,J_INDX_LVL (6l; 
END: 
(* on passe a la cle secondaire suivante *l 
POS_KE Y_OCC := POS_K EY_OCC+l; 
(**********************) 
PROCEDURE PRM KEY UPD; 
(**********************) 
(*********•**********************•********•***************} 
(* Cette procedure assure la gestion de la structure *l 
·c• d' i ndex associee la cle primaire *) 
(* Elle realise en outre l'ecrtture de 1-'enregistrement *) 
(* dans le fichier *l (****** ....... ~ ................................................ ~ ........................ , 
VAR 
K 
BEGIN 
INTEGER; 
\ • · -i · : • .... , 1 - ; : : r n , .. : ... · .... r--r '\ ': ru - ......... 1r ' 
ri 
·! 
END; 
END: 
( * ! n ! t i a l isa ti on püram .en t ree de SEAR CH_TR T *~ 
OP _C ODE 
.STEP 
FST_BLK 
:= A_IJRINDX; 
:e HD BUF.HEAD.KEY_ DESC TBCMJ.STEP; 
:• HD_BUF.HEAD.KEY_DESC_TBCMl.KEY_PT; 
INSERT FLAG :~ TRUE ; 
FTL_ERR :• FALSE; 
(* fnltfa l1sation info relative a l'occ n de la cle m*) 
FOR K := ~ TO KEY_LGTH - 1 DO 
, BEG Irl 
REF KEY. ARR [KJ := BLOC K [KEY LOCJ; 
KÉY-LOC - := KEY_LOC + 1; 
END; -
SEARCHINIT IKEY~TYPEI; 
SEARCHTRT COP_CODE,STEP,FST_BLK,KEY,BLOCK_NO,INSERT_FLAG,FTL_ERRl; 
IF INSERT_FLAG THEN NEIJ_INDX_LVL 16); 
END; 
(* -0n passe a la cle seconda i re suivante*) 
POS_KEY_OCC •: POS_KEY_OCC+l; 
( **••·········••****************************·•···········••) 
1••··················••1 PROCEDURE PRM KEY UPO; 
c••••••••*••~••~•••~•••> 
(********************************••·····················••) 
c• Cette procedure assure la gestion de la structure •) 
(* d'index associee la cle primaire *) 
(* Elle real Ise en outre l'ecrlture de l'enregistrement • > 
(• dans le fichier •1 {**~**********************••····························••1 
VAR 
K 
BEGIN 
INTEGER; 
(* ;nit1a l 1:;atlon pa r am. en t r ee P. SEAP CH RT ., , 
, 
i 
f 
i 
END; 
STEP 
FS T_BL K 
:= HD BUF.HEAD. KEY_DE SC_TBtBJ .STE P ; 
:= HD_BUF .HEA D. KEY_DESC_TB[BJ. KEY_~T; 
INSERT_FLAG := TRUE; 
FTL_ERR : = FALSE ; . 
( * initiali sation des info relat i ves a la cle de reference *) 
KEY_TYPE := PRM; 
KEY_LGTH := HD_BUF . HEAD.KEY~DESC_TBtBJ.KEY_LGTH; 
FOR K := B TO KEY_LGTH - 1 DO 
BEGI N 
· REF KEY . ARR tKJ := ·sLOCK tK EY LOC]; 
KEY-LOC : = KEY_LOC + Î; 
END; -
SEARC HI NIT <KEY_TYPEl;· 
SEARCHTRT <OP_CODE,ST~P,FST_BLK,KEY,BLOCK_NO,INSERT_FLAG,FTL_ERR); 
IF INSERT_FLAG THEN NE\./_INDX_LVL (3); 
(*****•**•*~*************~********************~********~****) 
BEGIN <* pro~edure mod1fy *l 
READBLOCK (CHAN_TBtBLOCKCI _ CHANJJ.SEC_FL_NO,HD_BUF,Bl; 
! (* marquage de l'article a det ru 1re *) 
REC I D := BLOCK tI_DATA_IDJ; 
DL_REC_BLK := CHAN_TB CBLOC KCI _CHAN)J .L OC K_REC_TB 
tREC IDJ.LOCK REC BLK; 
DL_REC_LOC.INT := CHAN-TB CBLOCÎCI fHANJJ.LOCK REC TB 
CREC-IDJ.LOCK REë LOC; - -
READBLOCK (CHAN_TBtBLOëKtI_CHAN]J.FST_FL_NO,BUF,DL_REC_BLKl; 
BUF.DATA [2*DL REC LOC.INTJ := 1 ; 
BUF.DATA t2*DL=REC=LOC.INT + 11 := 1; 
\./RITEBLOCK <CHAN_TBtBLOCKtI_CHANJJ.FST_FL_NO,BUF,DL_REC_BLKl; 
KEY_LOC := I_KEY_OCC_BEG + HD_BUF.HEAO . SEC_KEY_NB; 
PRM_KEY_UPD; 
IF NOT FTL_ERR 
THEN 
SEC_KEY_UPD; 
, · -- ,r -- · 1 r- 1·•·•JJ - ~•- 1 r,, ..... , ·-r ... 
ÈND: (*procedure mod1fy*) 
t {*************************~********************************) END. (* UNIT *l 
-
-
\ 
Routines de communication 
VAR 
.E R _ _ ... ESS .. ,.R M~ - » i-lE S-.,u v,FER ; 1'1cSSL6 JH:INTEGER; 
CORRESP,LOCAL:INTEGERl; 
COR R 4: 
LÙC 5: 
MESSB EG = 8: 
INTEGER; 
BEGIN 
1 BL OCk (CORR J : = COR RE SP; 
I · BL OC K (LOC] := LOCAL; 
UN ITREAD ( 18,8LOCKC4], l ,fJ•;fJ l; 
F OP' I . : = MESS BEG TO MESSBE G+M ESSL GTH - 1 DO 
MESS[! ] : = BLOC K [ I l: 
.. 
. 
(MESS:MESSBUFFER; MESSLGTH:INTEGER; 
CORRESP,LOCAL:INTEGER>; 
CONST 
VAR 
CORR = 4: 
LOC ,. 5; 
BLKLOW • 6; 
BLKHIGH • 7; 
MESSBEG a 8; 
I NT EGER: 
BEG.IN 
BLOCK CCORR J : = CORRESP; 
BL OCK CLOC J := LOCAL: 
BLOCK CBLKLOWJ : = I MES SBE G+MES SLGTH - 11 MOD 25 6 ; 
BL OC K CBLKHiGHJ := ( MESSBE G+M ESSLGT H- ll DIV 2 5 6 ; 
' 
FO~ I := MESSBEG TO MESSBEG+MESSLGTH-1 DO 
BE GIN 
BLOC K(!] := MESS[!] ; 
',./RITELN ('BL·ocK[',I,'J: ',BLOC K(!] ) ; READLN: 
END; 
UNIT',./RITE (18,BLOCK[4],l,Z,ZJ; 
END; 
.. 
ANNEXEE 
Programmes de l'application "PETIT PAS" 
;Zi,; - ...-- - -- - ·--
·1 --
1-
1 
P1 
Il~I T ';,":;" :, r,-_ __. _\, ~. 
1 
OUV . FICHI ERS GiTDAT~ ENVOI DAT~ : P2 , P4 TS.T-CD:2: FERr·~. FI CHI2S.S 7 l~VC·I - I<.SS S SI C- ? : ? 2 
état-cde =' A' état-cde =' A' 
V:r:..~IF-ID-CLT VERIF-CDE MAJ F-CLT 
I NIT 
i ' 
CÀLC-NO-REGLE CAS (/; 
VERIF - CDE 
a ns wer 3=' 2 ' 
or 
é t at-cde =' S. ' 
MEliU 3 
TRT - LIGl~ -2: 
CAS1 
état - cde=' A' éta t - cde =' A' 
NVOI 
HE- CDE : P2 
CAS2 
Et,:vo1 
CDE- VALI:;J : P2· 
0 
état - ccie =' R' 
0 
:SiJVOI 
CD~- L;VA:ïiID : P _ 
CAS3 
V.2RIF - ID CLT 
é t a t -cde =' rl ' or' R' 
f•IEKU2 
rep = 1 0 
NGM :? 
client J 0 cllimt 3 0 
l 
TRT-CLT-DŒXI ST TRT - CLT- EXIST 
r ep =2 0 
;,:ol\': : ? 
PRE1;or•i : ? 
client "'J 0 
TRT- CLT - I NEXIS '.L 
éta t - cà e - ' •. 1 
- r. 
ENVOI 
EXT- CDS : P2 
client J 
TRT- CLT - EXI ST 
0 
I NI T 
RZCZPT . 
DATZ 
! . 
I NI T-
CDE 
OuV . 
FI CHI~R 
GET - CDE 
I KIT 
. IlHT-
EXl' 
R3CEP . 
:2- S FŒSS . 
l NIT-
LNE- EXP 
P2 
TnT - ZNS- CDE 
typ e- mess~ s 
TRT - CD3 
cd e-valid 
EN!it - CDE 
TRT-L};E- CD.S 
1 
INI T-
LNE- CDE 
MAJ E.A 
L- CD~ 1 - EXl' 
M.AJ 
1- CDS 
/ 
qt e di s p qte 
STK SUF 
1 
"'-
r•~J iv:AJ 
1- EXP ST'.< 
T:SRM TERI'-i EKVO I "~ 0 - CTID : P3 
CDE EXP 
cdee qte àisp ate cd ee 
STK I KSUF 
MA / :.AJ ~':AJ 
1 - CDE T ......... J "T-' ...., ,..... _,.. _: - _. __ '..r :-.. 1 ,• 
llli 
R:SCEPT r~ 0 - CDE 
fv'.A J - MESS 
P3 
eo f- t r t 
TRT - PRil~C 
. n °- cde ~ 0 n °-càe = G 
0 
:2CF- '.i:'RT : =TRu ::: , 
nb-cd = 100 
ENVOI 
MESS - S:SR:P4 
H i" I T 
S::.:.:RIE 
....., ~ r- ..... ,..., ~ , r.; . • -, 
0 'I ~ - ::J ..'... i\. - ...., ,r(. -
j, 
1 
1 
INIT 
ouv. 
FICHIERS 
INIT 
GET-ENT -
) -EXP 
REC . DATE 
n;IT 
BC:N- SER 
GET-ENT -
CDE 
P4 
eof-trt 
n:SC - :SLCCK 
n°série <? et 0 0 
ECF- TRT :=TRUE 
TRT - LOT - CDE · * 
TRT - CDE 
TRT- ENT - BL SUPP-ENT- TRT-LNE- EXP TRT - FIN- BL D~3-
.__ _____ __, , EXP 
not eof-exp 
G:ST - LN- EXP 
L / ~✓[ JJ snpp TRT - NE- BL .MAJ 1_.. u 
BON - S~R BON- CAS LNE- :SXP 
D:SB-
:;:.: T- CD3 
' 1 
1 
1 
1 ! 1· 
I KIT 
~ -
G:::::T - LI V- FRï 
IvlAJ + 
MA J 
L-CbE 
P5 
'I :q 'l' - L l'f - .F~i•: 
TRT - LKE- LIV 
' \ 
ote res<) 1~ 
TRT - CD:S- DIFF 
------
-
l ·.· •:, · .~ 
- ~ .. _ .. :. . 
1 
1 
1 
qte res < > 1, ~ 
GZ'I·- FST - CDE 
1 
GET 
NXT - :2XP 
TRT - 11-:E- DIFF 
1 
s tk suff 0 s tk i ns uf 0 
AJ/ 
E - < ')f 
1 \ \ //\ \ '\ 
TIAJ 'f\AJ fl.i\ j (ide...,., ) 
-S:;t{? ' (p;~? /) J i: .. :- , .. ... 
ENVOI 
~; ° COD.2 : P3 
G.ZT 
ate res O (i 1 
GZT NXT - CDE 1 
/ GZi: \ 
\ XT - CD.t: î:X·::!: - ..:. 
P6 
1 
a nswer=s top 
1 . TRT :Sl 
2 . FA CT 
3 r,r, r n . ~.;.. v .t' 
1 
1 
---------
OUV _. FICr.I~RS / 
rep =1 
0 1 
1 
rep <) N 
TRT- BL 
rep =C 0 rep = 
GET N° CDE AFFICHAGE BL CORR-S YST 
N ~ ZXT ~ , C ( ORR) , 
STOP ? 
GBT NO - AFFICH CORR 
LNE- QUANT BL (Y/K) 
CC NGE 
ep = 2 
FACT ( Y/ :~) 
y 
s 0 
= 
CORR 
y 
0 
A Oü 
CDE 
·AP 
... 
...1.. _-_ i:-\ 1· . 
' 
USES 
. ~CONST 
·-
{_•contl*) 
(*$U FILESYS.CODË*) 
FILESYS, 
(*$U COMSYS.CODE*) 
COMSYS; 
deb x 
d eby 
tabl 
lg_no~client 6; 
lg_nom_client = 31; 
l g _ pren o m_ client= 15; 
lg _ rue 2 5; 
1g_n o_r u e 5; 
lg_ loc al i te 25; 
lg_c ode_postal = 5; 
nb_champ 
client_no 
èlt_nom_prenom 
prod_no 
prod_l 1b 
9; 
fi1; 
1 ; 
fi1; 
. = l; 
del 
r1ght_arrow 
left_arrow 
up_arrow 
down_ arrow 
127 _; 
6; 
esc 
def 
cl e no_c lt 
c l e=n o mpr_c t 
cle_no_prod 
cle_l ib_prod 
rec_cllent 
= 4: 
·1 8; 
3; 
27; 
31 ; 
Z; 
':2 1 ; 
:, fi1; 
= 1; 
(* c le f i c hie r cli e n t *l 
(• cle ftch1er produit*) 
= RECORD 
CASE BOOLEAN OF 
TRUE : (arr:datarray); 
FALSE: <REC: RECORD 
no INTEGER; 
nom STRING [31]: 
prenom STRING Cl5]; 
adresse RECORD 
rue STRING (25 ] ; 
no rue STRING C5l: 
localite STRING [251; 
code_postal STRING (51; 
END 
END> 
END: 
.-
t.m_date 
t.m_cde 
f. tm_ack 
,. RECORD 
CASE BOOLEAN OF 
TRUE : (ar r :dat_ar ray) ; 
FALSE: ( REC: RECORD 
no INTEGER: 
l 1bel le 
unlte_mes 
potds_untt. 
loc 
pr1x_un1t 
po1nt_cde 
qte_eco_cde 
i nd_epulst 
qte_a_cder 
STRING (51]; 
STRING (3J; 
INTEGER; 
STRING (5]; 
INTEGER; 
INTEGER; 
INTEGER: 
STRING [ 1 J ; 
INTEGER; 
END); 
END; 
RECORD 
CASE BOOLE.J\N OF 
TRUE :(a,r:mess_array) ; 
FALSE:(mes:RECORU 
jour 
mo ts 
annee 
1. . 31; 
1. . 12; 
8.0' .• 99; 
END) 
END; 
RECORD 
CASE BOOLEAN OF 
TRUE :(arr:mess_array); 
FALSE:(mes:RECORD 
END; 
= RECORD 
ty_lne I t_lne_mes; 
CASE t_lne_mes OF 
e1 (ent1RECORD 
no_c11ent INTEGER; 
nom STRING (31J; 
prenom STRING Cl5l; 
adresse RECORD 
r ue I STRING [25]; 
[ 5] ; 
(25); 
( 5); 
no r ue I STRING 
1 o°Za 1 1 te I STRING 
code_postal : STRING 
END; 
END l; 
1: (lne:RECORD 
no_prod 
l lbel le 
qte_cdee 
prfx_un1t 
po1ds_un1t 
1 l NT EGER; 
STRING C 51 J : 
1 INTEGER; 
INTEGER; 
INTEGER; 
END); 
f: (f1n:RECORD 
END); 
va 11 d 
END> l 
CASE BOOLEAN OF 
TRUE :(arr:mess_array); 
BOOLEAN: 
·,. 
VAR 
SE:,me~:BOuL~AN}; 
END; 
f_c11ent,f_produ1t I INTEGER: 
name f cl lent 
name:fJrodu1t 
ce f cl 1 ent 
ce:f:produ it 
c_cle_nompr 
v cle no clt 
v: cie: na:prod 
v_c le_l 1b_prod 
occ_cle 
order 
char order 
leg·_"ord er 
val 1 d_order 
answerl 
type_maj 
etat_cde 
c 1 1 ent 
1dcl1ent 
no-cl lent 
client_val 1d 
produit 
1d_produ1t 
m cde 
crt date 
·ack-
t_f1lename; 
t_f 11 ename; 
INT EGER; 
INTEGER; 
RECORD 
CASE BOOLEAN OF 
TRUE : ( concat: key): 
FALSE :<rec :RECORD 
nom:STRING[31J: 
pren o m:STRING[15]; 
END > 
END; 
key; 
key; 
key; 
key_array ; 
STRING[!]; 
CHAR; 
BOOLEAN; 
STRING;· 
CHAR; 
<ECR,RECR>: 
CHAR; 
rec cl1eot; 
INTEGER; 
STRING; 
BOOLEAN; 
rec_produ1t; 
INTEGER; 
tm cde; 
tm-date; 
tm:ack; 
1*****************************-**********) 
PROCEDURE get_order (val 1d_order: string); 
(****************************************) 
EGIN . 
RE~EA~ 
BEGIN 
GOTOXY (2H,23l; READLN Corder) ; 
IF POS Corder,val 1d~order) 8 
THE_N 
BEGIN 
GOTOXY (28,231; 
= 
\.I l _ N 
leg_order 
• END 
ELSE 
leg_order:: 
END 
UNTIL leg_order; 
l·- END; . 
. __ G. ___ JMt-L .. -. ' l ; 
:• FALSE; 
TRUE; 
• L*****************•••••••••*********************************> 
' . 1- ( • * * * * * •.• * * * * * * * *. * * * * * *. * * * * * * * * * * * * * • * • * ) 
l~ PR0CEDURE dlsplay_menu <val1d_order:str t ngl; 
f (***********************•****************X) 
BEGIN 
IF . P0S ('E',v~lld_orderl <> fJ 
THEN \.IRITELN (' E: RETOUR AU MENU COU RANT' ) ; 
IF P0S ('A' , •J à .lld orderl O fJ 
THEN \.JRITEL N ('A: -ACCE PTATION D" UNE COMMANDE'); 
IF P0S ('R' . va lt d_orderl <> fJ 
THEN YRIT ELN C'R: REFUS D"UNE COMMANDE'); 
IF P0S ('C ',·1al i d orderl () fJ 
THE N ~R ITEL N ( 'C:-CREATION D"UN NOUVEAU CLIENT'); 
IF P0S ( 'U', •.•a ltd o rd er) 0 fJ 
THEN URITELN ( ' U:-MAJ DE L"EN REGIS TREM ENT CLIENT'); 
IF P0S ('?',val id orderl <> fJ 
THEN \.JRITÉLN { '?:-LISTE DES COMMANDES ACCEPTEES A CE NIVEAU' ); 
END: 
{************************************•***************************} 
(***********************) 
PROCE DURE 1n1tlall satto n ; (**••·~ .............................. ) 
-.~- .. 
VAR 
BEGIN 
INTEGER; 
FOR : = 1 T0 1.0' DO occ cle(I] := l; 
namc f cltent.str 
name=fJrodult.str 
:= ' CLIENT.INOX 
:= 'PRODUIT.INOX'; 
OPENFILE (f cllent,name f cll ent.arr,ce f client); 
OPENFILE (fJrodu1t.nam;_f_produit.arr,ce=f_produ1tl; 
\./RITELN ('DATE:?'); 
WRITE <' JOUR:'); REA0LN (crt_date.mes.jour}; 
WRITE C' MOIS:'); READLN Ccrt_date.mes.molsl; 
WRITE C' ANNEE:');READLN (cr t_date.mes.annee}; 
PAGE (OUTPUT>; 
SENDMESS (crt_date.arr,lg,corr,local): { p 1 •) 
REiVMESS (ack.arr, lg,corr, local) { P2 <= SENDMESS (crt_cate.arr, lg,corr,local ); { pl =) 
RECVMESS (ack.arr,lg,corr,local) { P4 <"' 
END; 
P2 } 
p 1 } 
P4 } 
P2 } 
(***•***********************~***************•************) 
,, 
--. 
--
jl 
11 
'1 
1 
leg_answerl: boolean; 
(***********~***) 
PROCEDURE trt cde; 
(***************) 
VAR 
etat_cde CHAR; 
(~ ********************) 
PROC EDURE ver i f_ 1d_cl t; 
(* **A*****************) 
{***** ***************************************) 
PROCtD UR E vid e cli ent {VAR cl i ent: re c c l ient} 
(*** * ** * * ************************************) 
BEGIN 
no cli ent := • 
WI ÎH c l i ent.rec DO 
BEGIN 
nom : 2 ' ; 
prenom :=- • 
WITH adresse DO 
BEGIN 
rue 
no rue 
1 oca 1 1 te 
code_posta 1 
END; 
END; 
END; 
: = 
. -
: : 
1 • , 
, . 
. 
. 
{*** ************* *********** * **************** ) 
PROCEDURE affiche clie n t { client : r ec client} 
(********************************************) 
BEGIN 
WITH c11ent.rec DO 
BEGIN 
GOTOXY (.8' . deby+.0'l ; \JRITE 
GOTOXY (debx , deby+.0'} WRITE 
GOTOXY < B 
• 
deby+ll WRITE 
GOTOXY (debx . deby+ll ; WR ITE 
GOTOXY ( .8' 
• 
deby+Zl \JR ITE 
GOTOXY (debx . deby+2) WRITE 
GOTOXY ( .8' . deby+3l \JR ITE 
\./!TH adresse DO 
BEGIN 
( ' CLIENT NO: , } ; 
( no } ; 
( . NOM: . ) ; 
( nom } ; 
( . PRENOM: . ) ; 
( prenom ) ; 
(' ADRESSE: . ) ; 
GOTOXY (tabl . deby+Sl WR ITE <' RUE: . } ; GOTOXY Cdebx+tabl . deby+Sl ; WRITE ( rue } ; GOTOXY <tabl 
GOTOXY • 
deby+6l ; WR !TE ( . NO RUE : . ) ; 
Cdebx+tabl . deby+6 l ; WRITE ( no rue ) ; 
i.> "'.',J 
~OTOXY (tabl deby+7l WRITE {. LOCALITE: . } ; 
... -
END; 
XY 
GOTOXV 
·, GOTOXV 
END 
x+ t . J 7) 
{tabl • deby+8) 
Cdebx+tabl deby+Sl 
E ai i 
\.IRITE ( ' CODE PQSTAL: ' ); 
\.IRITE code_postal ); 
END; 
-(***********************************************************************) 
PROCEDURE mod1f client< VAR client: rec client: VAR valtd: BOOLEAN); 
(*****************************•****************************** * *******} 
VAR 
. - .... 
s 
no_cl i'ent 
one_char 
l, 1,champ,x,ma·xx 
ch 
string; 
STRING [6J; 
STRING [lJ; 
INTEGER; 
CHAR ; 
(*** ************************* * ***** *) 
PROCED URE adjus t ( VAR name: STRING ) ; 
( w* ~• ••~*** ** **************•******** ) 
VAR 
fini BOOLEAN; 
BEGIN 
f 1n1 :=- FALSE: 1 ·= LENGTH (name); 
\JHILE < 1>.0' . ) AND NOT f1n1 > DO 
IF name Cl] 
THEN 
BEGIN 
DELETE Cname,l,ll: 
INSERT C' ',name,LENGTH (name)+l); 
1 : • 1-1; 
te,, ... 
END 
ELSE 
-. f I n 1 • =- TRUE ; 
END : 
(***************) 
PROCEDURE rdltne; 
(***************) 
- BEGIN 
REPEAT 
BEGIN 
READ { ch l: 
CASE ORO (ch) OF 
r1ght_arrow: IF x < maxx THEN x :• x+l; 
left arrow IF x > debx THEN x :• x-1; 
del - BEGIN 
IF x > deb x THEN x :• x-1; 
OELETE (s,(x-debx)+l,ll; 
INSERT (' ',s,l); 
END; 
END; 
~' 
. , 
IF l N A ' '.:: 
AND { NOT EOLN IKE YBOAR0II 
THEN 
BEGIN 
'J • • 
one char : = '; o ne_ch a r [l ] := ch: 
INSfRT ( one c har, s , l x -deb x l•ll: 
DELETE ls,l+l.11: 
IF x < m~xx THEN x := x+l ; 
END; 
GOTOXY (debx,deby+champl; 
adjust (si; 
\;/RI TE < s l : 
GOTOXY {x,deby+champl; 
END 
UNTIL <ORO ( ch l IN [up_ a r row,down_arrow,e s c,def ll OR IEOL N<KEYBOARDII; 
EN D: 
(**************************~*********************** I 
PROCEDU RC conv_str_ i nt {s tr:s t rlng: VAR - lnt :INTEGERI; 
(***************************** * * * *** * ************** ) 
VA P 
, i IN TE GER; 
BEGIN 
:= LENGTH <strl: 1nt := .0': 
FOR 1 : = l to 1 DO 
!nt:= 1nt*UY + {ord ls tr[1]l-ord('.0'')}; 
END: 
(*************************************************************) 
BEGIN(* procedure mod if cl l ent*) 
aff1che_cl1ent (client>; 
champ :• J!; 
REPEAT 
BEGIN 
CAS E champ OF 
.0: BEGIN 1 := lg_ no_ cl! ent; s := no_cll ent END: 
l: BEGIN 1 · = 1g_ nom_ cl1ent; s := cl ie nt.rec.nom END; 
2: BEGIN 1 ,,. lg_prenorn_ c11ent; s : • c 11 ent.rec.prenom END; 
3,4: BEGIN s :s ' '; END ; 
5: BEGIN 1 := lg_rue; s , = c1 1ent . rec . adresse.r ue END; 
6: BEGIN 1 ,,. lg_no_rue ; s := cl l ent.rec.adresse.no rue END; 
7: BEGIN 1 :., lg_locallte; s . := cllent.rec . adresse.Îocaltte END; 
8: BEGIN 1 , .. lg_code_postal ; s := cllent.rec.adresse.code_postal END 
IF LENGTH (si< 1 THEN 
BEGIN 
FOR I := LENGTH lsl TO 1-1 DO 
INSERT (' ',s,1+11; 
END; 
x :• debx; maxx 1= {debx+ll-1; 
~OTOXY Cx,deby+champl; 
f-dl !ne; 
adjust (si; 
tOTOXY (debx,deby+champl; 
\JR ITE Cs l; 
CASE champ OF 
J! : no client := s; 
1 : _ 1Tent.rec.nom : 2 s; 
:.• 
ij 
1 
1 j 
1 
1 
' ; 
c 1ent.rec.prenom 
client . rec.adresse.rue 
cl1ent.rec.adresse.no rue :• s; 
cl1ent.rec.adresse .lo~al t te :z ~; 
clfent.r e c.adres se.code_postal : = s ; 
CASE ORO (ch) OF 
down_arrow: IF champ > g THEN champ :z champ-!; 
up_arrow IF champ< 8b_champ - 1 THEN champ : ~ champ+l; 
END; 
IF EOL~ <KEYBOARD> AND (·champ< nb_champ~l) THEN 
cha.mp : = champ+ 1; 
END 
UNTIL ORO <ch> IN Cesc,def]; 
CASE ORO (ch) OF 
esc: val id ·= FAL SE; 
1 def: val 1d := TR UE ; 
END ; 
IF val i d THEN conv st r 
PAGE <OUTPU T>; 
GOTOXY ( 8, 2 >; . 
f . + n~ (no_ cl ient , c l fent .rec.no); 
·END; ( * procedure mod i f_client*) (**••··················································•) (****••~·············> PROCEDURE cree client; 
c•••••••••••••«••••••> 
BEGIN 
vide cli e nt (client); 
mod1f_cl1ent(cl1ent,cl1ent_val1d); 
END ; 
{*$I CONTZ.TEXT*l 
(•$I CONT3.TEXT•) 
J ··············~···········································> , . 
....__ 
1 
i 
I. 
t••············> JJ!PROCEDURE menu2; (•cont2•> 
(***••**"'******} 
VAR 
answer2: CHAR; 
leg_answer2: BOOLEAN; 
{******************) 
PROCEDURE trt num: 
{******************} 
(********************) 
PROCEDURE cll ent_exist; 
1• •········~·········> 
(*************•******) 
PROCED URE trt order: 
(**w*********•*******) 
BEGIN 
char_order := order[l]; 
CA SE char order OF 
'È': EXÎT ltrt num); 
'A': BEGIN -
m_cde . _mes. ent. no_c 1 i ent : =. c 11 ent. rec. no; 
etat cde := 'A'· 
END; - ' 
'R': etat cde := 'R'; 
·c·: .BEGIN 
cree cl1ent; 
IF cÎient_valid THEN type_maj := ECR ; 
get~order ('EARCU?'); 
trt order; 
END; -
•u•: BEGIN 
mod lf client {clfent,cl1ent val1d) ; 
IF cl1ent_val1d THE!i type_miJ := RECR ; 
get_order ( 'EARC?'); 
trt o rder; 
END; -
'7': BEGIN 
END; 
dfsplay_menu l'EARCU?'); 
get_order ('EARCU?'); 
PAGE {OUTPUT>; 
trt_order; 
END; 
END; 1• procedure trt_order •••••••••••••••••••******) 
BEGIN (• procedure cllent_exfst ••••••••••••••~••••••> 
aff1che-clfent {clfentl; 
GOTOXY <2H,23l; 
get_order l'EARCU?'l; 
PAGE (OUTPUT>; 
trt_order; 
!,, 
r. • • 
_ __ ENl 
(*****••·············••) PROCEDURE client 1nex1st; 
( ***************~•*****) 
(*******************) 
PROCEDURE trt order; 
(**********•~·····••) 
BEG IN c• procedure trt_order •-••••-••••••••**••••••> 
BEGIN 
char ordef :• order[l); 
CASE-char order OF 
' e " 'E'- EXIT (trt num ) : 
'r · • R' : e tat c de : = • R ·: 
'c ' ·c·: BEGIN 
cree cl lent: 
IF cÎ1ent val Id THE N 
get_or de r - { 'EARC? · ) ; 
PAGE ( OUTPUT ) ; 
t r t or der ; 
END; -
BEG IN 
type_maj 
d i splay_menu ('E RC? '); 
ge t _or der { ' ERC ? ' ) ; 
PAG E (O UTP UT } ; 
trt order; 
END; -
: = EC_R: 
END; 
EN D; (• procedure trt_order ••••••••••••••**•*••••** ) 
BEGIN(* procedure cl l ent_1nex1st ••••*•******•***** } 
GOTOXY < W , 6 >; 
\JRITE ( 'LE CLIENT NO: ',cle_no_clt.1nt, 'N"EXISTE PAS' l; 
\./RITELN; 
get or der ( 'ERC ? • ) : 
PA GE ( OUTP UT}; 
t r t _ o r d e r; 
END; (* procedure cl1ent_1nex1st ****************•**} 
(* procedure trt_num *•*********************•******} 
GOTOXY C2H,1H>: \./RITE ('NUM CLIENT:?'); 
READLN (v_cle_no_clt.1ntl; 
READMOD (f cl1ent,cle no clt,v cle no clt.arr, 1d client, 
cÎ i ent.arr,ce_f:c 1 1ent}; - - -
PAGE (OUTPUT>; 
~F ce_f_c11ent 2 H THEN cllent_exist 
ELSE c l ient inex1st: 
EN~; (* procedure trt_num • • •*********•*•***********•*****} 
-~··:. c•••• .. •••••••••••••••• > 
.• 
ÙlOCEDURE trt_nom_prenom; t•~··············•****} 
key_nom_pren 
nom 
:S TRING : 
:STRING[31]; 
:STRING[lSl; 
:INTEGER; 
prenom 
code_ret 
<•···················> PROCEDURE cl1ent_ex1st; 
{******************•*) 
VAR 
tab_ord :STRING; 
{*****************) 
PROCEDURE trt order; 
{*****************) 
BEGIN ( * procedure trt o rder ***********************) 
cha~_orde r := or de r[ ll ; 
CASE char order OF 
'E' ,•e•7 EXIT (trt_nom_prenom ) ; 
'R', ' r': etat cde := 'R': 
' A',• ·a•: BEGIN 
m cde.mes;ent.no cl 1ent := 
~llent.rec.no; -
eta t cde : = 'A' ; 
END; -
'C', 'c': BEGIN 
cree client ; 
IF cÎient_valid THEN type_maj := ECR; 
get_order < 'EARCU7'l; 
PAGE(OUTPUT); 
trt_ order; 
END; 
'U', ' u': BEGIN 
mod 1f cl i ent (cl 1 ent, c 11 ent va 11 d) ; 
IF c11ent_v a lid THEN type_maj := RECR: 
get_ o rder ('EARC?'): 
trt order; 
END; -
'?': BEGIN 
dfsplay_menu C'EARCU?'); 
get_order C 'EARCU?'l; 
PAGE {OUTPUT>; 
trt order; 
END; -
END; (* case*) 
END; ( • procedure trt_order ••••••••••••••••••••••••) 
BEGIN(• procedure cl1ent_exist ••••••••••••••••******) 
affiche-client {client); 
GOTOXY (2.!J,23); 
get_order· { 'EARCU? '. >; 
PAGE {OUTPUT); 
trt_order; 
' : .... 1 
. I 
pr 1 ____ Jre ..... . . ~ n t.._c ;,..1 St 
(••··················••) PROCEDURE client; 
{********************** ) 
tab ord : STRING ; 
{*******•*********) 
PROCEDURE trt order; 
{******•**********) 
BEGIN I* procedure trt_order ***~•••••••••••••••••) 
char_order := order[ll; 
CASE char o rder OF 
'E'.'e' EXIT l trt_nom_prenom l; 
'A','a ' BEGIN 
. R ' . 'r' 
• C •• • c . 
m cde.mes . ent.no client:= 
cl l ent.rec.no; -
etat_cde : = ·A•; 
EN D: 
etat cd e := 'R •; 
BEG IN 
c r e e cli ent; 
IF client_valid THEN type_maj := ECR : 
get_order 1 ' EARCU ?') ; 
PAGE tO UTPUT I ; 
trt order; 
END; -
'7' BEGIN 
d i splay_menu {'EARC7'1; 
get_order c·'EARCU?'I; 
PAGE <OUT PU T); 
trt order; 
END; -
END; (•case•) 
END ; 1• procedure t r t_order •••••••••••••••••••••*) 
BEGIN 1• procedure client***••••••••••••••••••• ~••• ) 
GOTOXY 120,51; 
WRI TE {' LE CLIENT DE 'I; WRITELN; WRITELN; 
WRITELN {' NOM: ', nom); 
WRITELN 1' PRENOM: ',prenoml; WRITELN; 
\JRITELN C'N . EXISTE PAS'I; 
get order {'EARC7'1; 
PAGE (OUTPUT>; 
trt_order: 
END; c• procedure client••••••••••••••••••••••••••• ) 
BEGIN(• procedure trt_nom_prenom •••••••••••••••••••• > 
GOTOXY (2.0',61; 
WRITE C'NOM: 7'1; READLN lc_cle_nompr.cle.noml; 
WRITE ('PRENOM: ?' l; READLN l c_cle_ nompr.cl e.p r enoml; 
READMOD Cf_c11en t,cle_nompr_cl t,c_cle_n o mpr .concat.arr, 
1d_cl 1ent.,cl l ent.arr ,ce_f _c l 1ent l; 
'r 
- GOTOXV (2B,1B>; \./RITE ('CODE RET:7 '); 
READLN (code_retl; 
GASE code_ret OF 
B t cl lent ex 1st; 
1 : cl1ent-1nex1st; 
END; -
END; (• procedure trt_nom_prenom •••••••••••••••••••••> 
BEGIN ( • procedure menu2 ••••••••••••••••••••••••••••r 
GOTO XV 128,5) ; 
\./RIT E ! 'CONS ULTA TI ON DU F I CHIER CLIE Nï SUR BASE:'); 
\./RITELN; \./RITELN; \./R ITEL N; 
\./RITE 1 ' 1. DU NUMERO CLIENT?'); 
\./RITELN ; \./RITELN; 
\./R I TE 1 ' 2. DE S NOM ET PRE NOM?' ) ; 
\./RI TELN; \./RI T LN; 
REPEAT 
BEGIN 
GOTO XY <2 G.1D ) ; REA DLN l answer2 l ; 
!F l answe r2 <> ' l ' l AND l answer2 <> '2') 
THEN 
BEGIN 
GOTOXY 128,23 : ; \./RITE ('ILLEGAL COMMAND! '); 
leg_answer2 := FALSE; 
END 
ELSE 
leg_answer2 := TRUE ; 
END 
UNTIL leg_answer2 ; 
PAGE <OUTPUT>; 
CASE answe r 2 OF 
'l' : trt num; 
' 2 ' 1 trt=nom_pr e n o m; 
END; 
END; <• procedure menu 2 ••••••••••••••••••••••••••••••) 
BEGIN<•••••••••••••••••••••••••••••••••••••••••••••••••> 
c• 1n1t1al lsatlon •> 
GOTOXV C2B.1B>: \./RITE ('PHASE D"IDENTIFICATION OU CLIENT'); 
REPEAT menu2 UNTIL 
c• term1nat1on *) 
IF etat cde • 'R' 
THEN - . 
BEGIN 
GOTOXY 128 , 23); 
etat_cde = 'A ' ) OR (etat_cde = 'R'): 
\./RITE ('COMMANDE REFUSEE'): 
END 
ELSE 
BEGIN 
\./ I TH m_ c d e .me s .ent DO 
·; 
END; 
:• 
· prenom ·• 
adresse.rue ·• 
adresse. no rue · = 
adresse.localtte ·= 
adresse. code_p'osta l 
m_cde.m~ss.type_lne 
cltent.rec.no; 
cltent.rec.nom; 
cl t ent.rec. adres se.rue: 
cltent.re c . adresse .no_rue: 
cl ient.rec.adresse. local ite; 
·= cl1ent.rec.adresse.code_postal; 
. ~ E; 
SENOMESS {m_cde.arr,lg,corr,local); 
RECVMESS Cack .arr, lg, corr, local l: 
END: 
END; (*•**•******************* * ********************•****} 
___ J 
1 
1 
1 l -- ~ 
l 
l 
{•*••···········•~) PROCEDURE ver1f_cde; 
(*****************) 
CONST 
.• 4.0'; 
VAR 
ltneno INTEGER; 
answ~r3 CHAR: 
leg_answer3 BOOLEAN; 
( "cont3• J 
tot_ligne,tot_cde INTEGER; 
prod rec_produ1t; 
(******•******) 
PROCED URE 1nlt; 
{ *•****•*•**** } 
BEGI N 
~R IT ELN ('PHASE 2: VER IFICATION OU CORPS . DE LA CO MMA~ DE'J; 
llne no·= l; 
tot_cde :• fra1s_exp; 
END; (• procedure !nit*****"* .. ****** .. **** .. ** .. *** .. *) 
(••········ ...... *} PROCEDURE menu3; {***** ................ ) 
( ................................. , 
PROCEDURE trt~ligne ; 
(**• .. ·········••*•) 
VAR 
no_regle 
code_ret 
INTEGER; 
INTEGER; 
c•••••*** .. •••••• .. ****> 
PROCEDURE calc_no_regle; , ...................................... , 
BEGIN ( .. procedure calc_no_regle ......................... , 
GOTOXY (2.0',6); 
\JRITE ('NO PRODUIT: 
\JR I TELN; · 
?'l ; READLN (cle_no_prod.aln); 
\JRITE ('LIBELLE DU PRODUIT: 
no_regle := f!; 
? ' } ; READLN Ccle_l 1b_prod.aln.>: 
IF cle_no_prod.aln <> ' 'THEN no_regle := nc_regle + 2; 
IF c1e_11b_prod.aln <> ' 'THEN no_r eg le := no_regle + 2; 
END; ( * proced·ure ·cal c_no_reg 1 e .................. ,. .. *** > 
(*****************) 
PROCEDURE trt_valld; (• ...................... , 
'·. 
L 
___ IN p r c~cuure ~r~_ val i d****** ******•*** ) 
(* maj ligne message *l 
m_cde .mess. l ne.no_ prod := prod.rec.no; 
m cde .mess . lne.11bel l e: = prod.rec .l ibelle: 
WiITE ( 'QUANTITE COMMANDEE: ?'); 
READ LN (m_cde.mess. lne.qte_ cdee); 
~-cde.mess. lne.p~lx_unit := 
prod.rec.pr1 x_un1 t; 
m_c de.mess . lne .po i ds_un 1t:= 
pr od.r ec.po ids_un 1t; 
tot_l fgne := prod.rec.pr 1x_ u nft * 
m_cde.mess.lne.qte_cdee: 
( * aff i chage de la li gne du bon de commande*) 
PAGE !OUT PUT) ; GOTO XY 12fiJ,261; 
WRIT l ~N 1 'NO PR OD UIX: 
WR I TEL N 1 ' L I 8 ELLE : 
WRITELN i 'QUANTITE COMMANDEE : 
m_ cd e.mess. l ne . qte_ cdee); 
WR I TELN ( 'PRIX UNITAIR[: 
WRITELN 1 'TOTAL LIGNE: 
prod.r e c. no l : 
prod.rec. l 1bellel; 
',prod.rec.pr1 x_un ltl; 
' , tot_ 1 1 gne); 
GOTO XY 12.0',231; \./RITE l 'TYPE <RET> TO CONTINUE'); 
READLN; 
END; ( * procedure trt_va l1 d ***************** ) 
(**********••·····••) 
PROCEDURE t r t i nvalid; 
( *** * * * ~******•* **** ) 
BEGI N (* procedure trt~1nval1d ***********) 
etat_cda :=- 'R'; 
END ; (* procedure trt_ 1nval1d ************) 
BEGIN ( * pr o ced ure t r t _ l1 gne **************** ) 
calc_no_regle; 
CASE no_regle OF 
/8 trt_in v a1 1d; 
1 t BEG IN 
READ IN DX lf_produ1t,cle_l1b_prod, 
v_cle_ l1 b_prod.arr ,produ ft.arr,ce_f_produ ft); 
CASE ce_f_produ1t OF 
fiJ: trt_va l1 d; 
1 trt 1nvalid; 
END : -
END: 
2 1 BEGIN 
READINDX lf_produ1t,c l e_no_prod, 
v_cl e_no_pr o d. a rr, p r odui t .3 rr .ce_f _produ l tl : 
3 
END; 
CASE ce_f_prod u lt OF 
liJ ·: trtval l d; 
1 trt- 1nval1d ; 
-END: -
END; 
BEGIN 
READINDX (f_prodult,cle_llb_prod, 
v_cle_l i b_prod.arr,produ l t.arr ,ce_f_produ1t); 
CASE ce_f_prodult OF 
li1: trt_v a lid; 
1 : trt i n val i d ; 
END; -
END; 
{*case*) 
l1 ne_no := l i ne_no + l; 
END; (* procedure trt_ligne *****************) 
{********•****} 
PROC ED URE term ; 
( ***"****•****) 
VAR 
11nswer 
leg_answer 
: CHAR; 
: BOOLEAN; 
BEGIN (* proceudre term ************* * ******* ) 
IF 11ne_no = 1 THEN etat_cde := 'R'; 
CASE etat_cde O.F 
'R' BEGIN 
GOTOX Y ( 2fi1, 23 ); 
WRITE ('COMMANDE CLIENT REFUSEE!' ); 
END; 
'A' BEGIN 
GOTOXY (2fi1, 6 ); 
WRITELN {'MONTANT TOTAL: ', tot_c de); 
REPEAT 
BEGIN 
GOTOXY (2H,8>; 
WRITE ('YIN 7 '); READLN <answer>; 
IF (answer <> 'Y'> AND (answer <> 'N') 
THEN 
.BEGIN 
GOTOXY (28,23); WRITE ('ILLEGAL ANSWER 'l; 
l eg_answer := FALSE; 
END 
ELSE 
leg_answer :• TRUE; 
END 
UNTIL leg_answer; 
CASE answer OF 
, V'., , y ' 
• N' ., , n ' 
END; 
END: 
etat cde : 2 'A'; 
etat=cde := "R'; 
7 
.,. 
, ( 
BEGIN 
END: (• procedure term ••••••••••••••••••***** ) 
BEGIN(• procedure menu 3 •••••••*********•*••• ) 
GOT OX Y ( 2 .0',6 > : ',,/RITE (' VO TRE CHOI X ?'l: 
WRITEL~; WRITELN;WR I TELN: 
WRITE (' !.ENREGISTRER UNE LIGNE' l : 
WR 1T E L N ( ' 2 . STOP ' l : 
REPEAT 
BE GIN 
GOT OXY ( 34 , 6 ); READLN Canswer3l : 
IF ( a nswer3 <> 'l ' l AND (answer3 <> '2') 
THEN 
BEGIN 
GOTO XY < 2B . 23 >; WR ITE C 'ILLEGAL ANSWER ' l ; 
l e g_ 3nswer3 := FALSE 
END 
ELSE 
l eg_an s wer3 := TRUE: 
Et,D 
UNTIL l eg_answer3: 
CASE answer3 OF 
'l' : trt_l i gne; 
END: 
IF etat cde 'A' 
THEN -
BEGIN 
m_cde.mes.type_lne := L: 
SËNDMESS (m_cde.arr , lg,corr, l ocall; 
RECVMESS ( ack . arr , lg, corr,locall; {Pl= > P2} {P2 <= Pl } 
END; 
END; (* procedure menu3 ****•••• • ••••••••••••) 
BEGIN (* procedure verlf_cde •) 
REPEAT menu3 UNTIL <answer3 = '2'l OR (etat_cde ='R'l; 
IF etat cde = 'A' 
THEN -
m_cde.mes~.f1n.val1d := TRUE 
ELSE 
m_cde.mess.f1n.val1d := FALSE ; 
m_cde.mes.type_lne := F; 
SENDMESS (m_cde.arr,lg,corr,iocall ; 
RECVMESS (ack.arr,lg,corr,locall; 
• 
{Pl => P2} 
{P2 <= Pl} 
END; ( • procedure menu3 •••••••••••••••••••••> 
" · 
, ( 
cd ,_ 'l 
er,î_td_clt; 
~ etat cde • "A' 
-;THEN - . 
verlf cde; 
IF etat=cde = 'A' 
THEN 
~EGIN 
( • maj du fichier clients•> 
CASE type_maj OF 
ECR: WRITEI NDX lf_c1 1ent,occ_cl e, c l1ent.arr ,ce~ f _cl tentl; 
RECR : MODIFY lf~ c llent, td_ clteni,occ_ cl e, clten t .a rr, ce_f_ cllent l ; 
END; 
END: 
END ~ ( *************~~*********************************•***** ) 
GOTO XY { 2S, 6l: WRITE ('VOTRE CHO I X:? ' I: 
GOTO /. Y ( 26 . rn 1; 
~RIT ELN 1 '1 . ENR EGISTREMENT D"UNE COMMANDE'); 
WRITELN {' 2. STOP'l; 
REPEAT 
BEG IN 
GOTOXY (28,14>: REAOLN {ans~erll; 
IF {answer l <> 'l') AN·o {answerl <> '2' > 
THEN 
BEGIN 
GOTOXY {2B,23l; WRITE ( 'ILLEGAL COMMAND!'l; 
leg_answerl 1• FALSE; 
END 
ELSE 
leg_ an swerl •E TRUE: 
END 
UNTIL le _ answerl; 
CASE answerl OF 
• 1' : trt cde; 
END: -
END; {*********•••*******************************************} 
(**••··············••) 
r PROCEDURE term1nat1on; 
r••••••••••••••••••••> 
BEGIN c• procedure term1nat1on ••••••••••••••••••••••••••••> 
•- CLOSEFILE Cf client.ce f client); 
C~ OSEFILE {fJ>rodu tt ,ce_Î_produltl; 
m_cde.mess.type_lne := B; 
SENDMESS lm_cde.arr, lg,corr, l ocal l; 
RECVMESS {ack.arr,lg,corr,local); 
( Pl => P2} 
{ P2 <= Pl) 
. ( 
{ " c·, r l')t..:C: t" 1. rr.,, t~:1 n-1 • .. .:1 _ l 
principal ••••••••••••••••••••••••••••••••••• > 
fnft1al tsat1on; 
REPEAT rne nul UNTIL answerl - "' ·•z • 
termtnation; 
· END. ( • programme principal ••••••••••••••••••••••••••••••••••) 
,, 
·1. 
I 
, , ( 
•:= 
PROGRAM enr_ma j _n e g; 
1: CON ST l; 
,~ 
~· 
JYP E 
. , 
.... 
~-
cl e ncde nlne 
cle=elne=npro 
c 1 e_:_ne x p 
cle_npro 
c l e_nexp_nlne 
cle_ ncde 
mess_arra y 
lne..:._c de_ac q 
t_date 
tm_no_c de 
tm_a c k 
t.m_cde 
= 8; {* cles f i ch ie r cde * ) 
l ; 
,. 2; 
8 ; {* cl e f lc h1er stk *) 
8: {* c l e s f 1ch t er exp*) 
1 : 
= PAC KED ARRA Y ( 8 . . 2 58 ) OF b yte: 
RECOR D 
no_p r od 
1 ! bel l e 
qte_cdee 
p r lx_un l t 
po id s_un l t 
IN TEGE R; 
STR!NG [ S!J; 
I NTEGER: 
END: 
RECORD 
j our 
mo ls 
a nnee 
END; 
REC ORD 
I NTEG ER: 
I NTEGER; 
1.. 31 ; 
1.. l 2; 
88 .. 99 : 
CASE BOOLEAN OF 
TRUE :( arr:mes s_ar r ay) ; 
FALSE:{mes:INTEGERJ; 
END; · 
" RECORD 
CA SE BOOLEAN OF 
TRUE : ( a rr:mess_ array); 
FALSE :{ mes:BOOLEAN>: 
END; 
" RECORD 
CASE BOOLEA N OF 
TRUE :{arr:mess_array); 
FALSE:{mes : 
ty_lne : t_ l ne_mes; 
CASE t l ne mes OF 
e: {ent:RECORD 
no_c 1 i ent IN TEGER; 
STRING ( 3 1 J ; . 
:. STR I NG( lSJ; . 
nom 
: prenom 
adresse 
rue 
no rue 
RECORD 
STRINGC 25 J ; 
STRINGCSJ; . 
loca 11 te 
code_posta l 
STRING(25]; 
STRINGCSJ; 
END); 
1: ( lne:RECORD 
END 
RECORD 
tm_date 
rec_ e nt cde 
·I 
rec_ l ne_cde 
. rec_ent_exp 
no_prod 
11bel le 
qte_cdee 
pr1x_ un1 t 
po1ds_unit 
INTEGER; 
STRING[SlJ; 
INTEGER; 
INTEGER : 
I NTEGER; 
END l; 
f : {f1n:RECORD 
END; 
.. RECORD 
val 1d : BOQLEAN 
END ) 
END> 
CASE BOOLEAN OF 
TRUE :{arr:mess_arrayl: 
FALSE :{mes :R ECORD 
END; 
RECORD 
jour 
mois 
annee 
END > 
1 .• 31 
1 .. 12 
S.0' .. 99 
CASE BOOLEAN OF 
TRUE:(arr:data_array); 
FALSE:{rec:RECORD 
END; 
,. RECORD 
no cde :INTEGER: 
no=lne :INTEGER; 
etat lne :INTEGER; 
nb lne diff:INTEGER; 
date - :t date; 
no clt :INTEGER: 
nom :STRING[31]; 
prenom :STRING[lSl; 
adresse :RECORD 
rue :STRING[25J; 
no_rue :STRING[Sl; 
localite :STRINGC25l; 
code_postal : STRING[25l; 
END ï 
lnd 1 11v :BOOLEAN : 
no_ e Ap . ! T GER . 
END>: 
CASE BOOLEAN OF 
TRUE:Carr:data_arrayl; 
FALSE:{rec:RECORD 
END; 
,. RECORD 
no_cde :INTEGER: 
no_lne : INTEGER; 
etat_lne:INTEGER; 
no_prod :INTEGER; 
qte_cdee:INTEGER; 
qte_l1v :INTEGER; 
qte_due :!NTEGER; 
END l: 
CASE BOOLEAN OF 
TRUE:(arr : data_array); 
FALSE:{rec:RECORD 
n o _~>'P : IN EGER : 
• ✓ 
·/. 
I . 
VAR 
rec_ 1 ne_exp 
rec_prod_stk 
f_cde 
f _ e xp 
f stk 
n;me_f_ c de 
name f ex p 
na me= f - s tk 
ce f cde 
ce=f=exp 
ce_f _stk 
v_cle_no_prod 
occ_cle 
no cde crt 
no:lne=trt 
no_exp_crt 
eof_trt 
ent_cde 
1d ent cde 
lnë cde 
1d Îne_cde 
ent_ exp 
ld_ent_exp 
ln e_ex p 
END: 
'"RECORD 
1INTEGER: 
1 I NT EGER; 
date 1t date: 
poi ds_col i s : I NTE GER: 
mo ntant :INTEGER: 
END l: 
CASE BOOLEAN OF 
TRUE:(arr:data_arrayl; 
FALSE: ( rec:RECORD 
END: 
RECO RD 
no_exp 
no 1 ne 
no= p rod 
l i. b e 1 1 e 
pr i x_un i t 
po 1ds_un1t 
qte_a _ 11 v 
mot i f re fus 
EM D l 
:INTEGER: 
: I NTEGER: 
: I NTEGER: 
. : STRI NG [ 5 1 l ; 
: I NTEGER ; 
: I NTEGER; 
: INTEGER: 
: STRI NG[3l l: 
CASE BOOLEAN OF 
TRU E: ( arr: d ata_arrayl; 
FALSE:(rec: REC ORD 
END ; 
:INTEGER: 
: I NT EGE R: 
:INTEGER ; 
: t f 1 l e na me 
: t=f1lename 
:t. f1l e na me 
: INTEGER : 
:INTEGER: 
:INTEGER; 
:key; 
:key_array; 
:INTEGER; 
:INTEGER; 
:INTEGER; 
·:BOOLEAN: 
:rec ent cde; 
:INTËGER; 
:rec lne cde; 
:INTËGER; 
:rec_ent_e xp; 
:I NTEGER: 
: r ec_ 1 ne_~xp ; 
no 
lndlc_epu fst 
qte_dlsp 
qte_dlff 
END> 
:INTEGER; 
:BOOLEAN; 
: I NTEGER; 
:INTEGER; 
( . 
., ( 
cde_acq 
c rt_date 
m cd e 
RECORD 
ent RECORD 
bdy 
END ; 
:tm_date: 
:tm cde; 
no_c 1ient INTEGER; 
nom STRI~G[3ll; 
prenom STRING[lS J; 
adresse RÈCORD 
rue STRING[25]; 
no rue STRING[Sl: 
1oca1 i te STRINGC25l: 
code_postal STRING CSl; 
END: 
END : 
ARR AY [1 .. 20 ] o f lne_cde_acq; 
{***** * * ~*************** } 
PROCë: ü URE 1nitial isation: 
{***W• ******************) 
VAR : I NT EGER: 
Bf:GIN ( * procedure initialisation************************) . 
(• o uv e rtur e des fichiers*) 
name_f_cde.str := 'cde. idx'; 
OPENFILE (f cde,name f cde.arr,ce f cde); 
name_f_exp.;tr := 'exp~idx'; - -
OP ENFIL E (f_exp,name_f_e xp.arr , ce_f_e xpl; 
name_f_stk.str : = ' stk. i dx'; 
OP [ NF IL[ Cf _ stk , na me _ f _ stk. a rr , c e _ f _ st k) ; 
{• recept1on de la date*> 
RECYMESS ( c r t date.a rr ., , ) ; 
9END MESS ( ack ~ a r r ,,. l : 
FOR : = 1 TO lS DO occ_cleC1l := l; 
1. END; (* proceéure 1nlt1al1satlon *************************) 
1 
J 
l 
: .,·c•*••··••*••········· > l i!<: PROCEOURE trt..:_ens_cde; 
~ t********************) 
~ 
1-Î~ *'*************"' ) 
. ROCEDµRE trt cde: 
~ r•••••~**********> 
VAR ' nb lne cd e · : INTEGER; 
n b lne-trt: INTEGER: 
nb-lne=d1ff : INTEGER; 
cc 
·'-' 
.,. 
~ . .. ·. ·. 
INTEGER: 
cde_ac~.ent :• m_cde.mes.ent; 
no 1 ne : a 1; 
REëVMESS Cm cde.arr , ,,} ; 
SENDMESS ( ack. arr,, , >; 
WHILE m_cde.mes.type_ l ne <> f do 
BEGIN 
c d e_.:_acq. bd y [n o_ l ne ] := m_ cde.me s . lne ; 
RE CVMES S Cm cde.arr . , ,>; · 
SENDME SS (ack.arr.,, l; 
no l ne := no lne + l; 
END;~ - . 
nb_lne_cde := no_lne - 1: 
EN D : (* procedure get_ cd e ******•******** * *** ******** *****) 
( ****************) 
PROCE DUR E enr cd e; 
(****** * ** ******* ) 
{***••**•***••) 
PROCEDURE ln .lt; 
( ******•****** >. 
BEGIN (* procedure 1nit •*•*•••••••••••••••••••••••••**•** ) 
{* i n 1t 1al i sat 1on de la commande*} 
GETNUMBER (no_cde_crt); 
nb_lne_dlff := B ; 
(" 1ni t i al 1sat ion de l'ex ped 1tion *} 
GETNUM BE R (no_exp_crt); 
ent_e xp. rec.p oi ds_ co!~s := S; 
e n t _ ë ~~ - r èt . mo n ta n t . - 2 . 
END ; c• procedure ln1t **•***•••••••*****•••••••••••••••••) 
<•••••·••••••••••••••> 
'PROCEDURE trt lne cde; {••··········~···~···> 
(****•**********) !, ,._.PROCEDURE stk_ep; 
~ ~t~•:·~·-········> 
- BEdIN (• proceduré stk_ep •*•••••••••*••••*•••••••••••••••> 
1 
, ,. 
c• maj ligne cde et enregistrement•) 
WITH lne cde .rec DO 
BEGIN 
etat lne · := e; 
qte_Î 1v :: 8; 
,, 
/· . 
('\.j 
1 ,-
1 
1 
,i 
1 
" il 
i' 
! 
END: 
'JRITEINDX (true,f_cde,occ_cle,lne_cde.arr,ce_f_cde}; 
(* ma j l igne e xp et enregistrement* ) 
WITH l ne e xp.rec DO 
BEGIN 
qte_llv :=Z: 
mot l f_refus . : = 'stock epulse'; 
END: 
WRITEI NDX (true,f_exp,occ_cle, l ne_e xp.arr,ce_f_exp): 
END; (* procedure st k_ep *********************************) 
(****************) 
PROCEDU RE st k_nep; 
{****************) 
{ ****************) 
PRO CE DUP E st k su f; 
(* * * *~ ** * * • ****** ) 
{ * procedure st k su f * ***** * ************************) 
! * ma j de l a l t g ne de co mma nde et enregi st rement* ) 
WITH lne cde.rec DO 
BEGIN . 
END: 
etat_lne 
qte_l 1v 
qte_due 
: = a; 
: = qte_cdee; 
:= Z; 
WRITEIND X ( tr ue,f_cde,occ_cle. l ne_cde.arr,ce_f_cde ); 
(* maj de la ligne e xpedltlon et enregistrement*) 
WITH lne_exp.rec DO 
BEGIN 
END; 
qte_a_liv := lne_cde . rec.qte_cdee: 
motif_refu s : = '' ; 
WRITE I ND X (true,f_ex p , oc c_cle,lne_e xp.arr , ce_f _e x p ); 
{* maj entete cde *) 
IF ent cde.rec.etat cde = e 
THEN ent_cde.rec~etat_cde := a; 
(* maj entete exp*) 
VITH ent_exp.rec DO 
BEGIN 
END; 
END; 
po!ds_col1s := polds_col1s + 
llne_cde.rec.qte_l1v * lne_cde.rec.polds_unltl; 
montant : =montant+ 
llne_ cde . rec.qte_l1v * lne_ cde.rec.pr!x_un!tl: 
maj etat du stock et enregistrement*) 
WITH prod_stk.rec DO 
BEGIN 
qte_dlsp := qte_d l sp - lne_cde.~ec . qte_llv: 
END: 
REWRITE Il; 
(* procedure s t k suf ******************************** ) 
'.• 
·.,. .. -~ 
······••**********} 
PROCEQURE stk_ 1nsuf: 
{******•********* • •) 
BEGIN (* procedure s tk i nsuf ************** * * * ************ ) 
(* maj ligne cde et enregistrement * l 
- WITH lne cde.rec DO 
BEGÏN 
etat_lne := d; 
qte_ l lv := p rod_stk.rec.qte_disp ; 
qte_due : = qte_c d e e - p r od_s t k. rec .q te_d i sp: 
END: 
\.IRIT E I NDX (tr ue , f _cde. o cc_c 1e, l ne~c d e . a r r . c e_f _ cd e l: 
(* ma j l i g ne e xp et enreg i stremnet * ) 
WITH l ne_e xp. ~ec DO 
BEG IN 
END : 
q t e _~ _ l 1v : = p ro d _ s t k. re c.qte_ di s p; 
mot i f ref u s : = ' r este plus ta r d " ; 
\.IR I TE I , W X < t r u e , f _e x p , oc c _ c l e , l ne_ e x p . a r r . c e _ f _ e x p 1 ; 
( w ma j entete cde *) 
WI TH e nt cde.rec DO 
BEGÏN 
etat cde := H; 
nb l ne_dif f : = nb_lne_diff + l; 
END; 
( * maj entete exp*) 
WI TH e n t_exp.rec DO 
BEGIN 
END: 
po1ds_col1s := po i ds_c olis + 
(lne_cde.rec.qte_l lv * 1ne_cde.rec.po1ds_un1tl; 
mon t ant:= montant~ 
{lne_cde.rec.qte_liv * l ne_cde . rec.prec.pr1x_un 1t); 
{ * ma j sto ck et en r eg! s tremne t *) 
\.I IT H p r o d _ s t k.r e c DO 
BEGI N 
qte_dlsp : = B; 
qte_diff := qte_d i ff + lne_cde.rec.qte_due ; 
END; 
REWRITE < l; 
(* procedure stk lnsuf *****~************************) 
)nstructlons de la ~rocedure stk_nep *) 
BEGIN {* procedure stk_nep *******************************> 
' tF prod_st k ~r ec.qte_d t sp >= lne_cde.rec . qte_cdee THEN stk suf 
ELSE stk=1nsuf; 
END: (* procedure stk_nep ********************************> 
- - -
'/. / . 
1 
1 
uc t de p ro re ne ~) 
(* procedure trt_lne_cde *••••••***••*••••*••••*****) 
(• 1nit1 al isat1o n de la ligne d'cxpedlt.ion *) 
WITH l ne_e xp . r ec DO 
( * 
BEGIN 
no_e xp 
no 1 n e 
no=prod 
l'ibe 11 e 
pr1x_un1t 
po1ds_un i t 
END; 
:= no exp crt ; 
: = ·no -1 ne - t r t ; 
:= cde_acq.bdy(no~lne_trtJ.no_prod; 
· = cde_acq . bdy(no_lne_trtJ.llb·elle; 
:~ cde_ acq.bdy(no_ lne_trtJ.pr 1x_un 1t; 
:= cde_ acq .bd y(no_lne_t rt] .p o id s_un tt; 
i n 1tial 1sat 1o n de la 1gne de commande*) 
WITH lne_cd e.rec DO 
BEGIN 
no cde 
no - 1 ne 
no= prod 
qte_ ,: dee 
END; 
:= no_ cde_crt; 
:= no l ne trt; 
·= cd~_acq. bdy(no_ lne_ trtJ.no_ p r od; 
:= cde_ acq.bdy[no_ lne_ trtJ.qte_cdee: 
( * c o ns ultation d u stock*) 
END : 
v_~e y_ no_pr o d. i nt := cde_a cq . bdy (no_lne_trtJ.no_prod; 
READINX (t r ue .f_s t k.key_ no_ prod , v_ key_ no_ prod,prod_st k. arr, 
ce f st k) ; 
IF prod_stk~rec. 1ndic_epuist 
THEN st k_e p 
EL SE st k_ nep; 
{ • p r ocedure trt lne cde ••••******************•*****) 
{*************) 
PROCEDURE term; 
( ..................... , 
BEGIN ( * proced ure te rm ............. •***************** ............... ) 
( * term d e ent_ cde et 
WITH ent cd e.r~ c 
enregistrement*) 
DO 
BEGIN 
no cde :• no cde c rt ; 
no-lne := .0';- -
date := crt date.mes; 
no_cl ient :• m cde.ent.no cl ient; 
nom := m=cde.ent.nom; 
prenom ·= m_cde.ent.prenom; 
adresse := m_.cde.ent.adresse; 
IF (ent_cde .rec.etat cde = d) AND 
(ent_exp.rec.po1ds_colis 
1nd i liv := true 
1nd=1=11v :• false; 
THEN 
ELSE 
no_exp 
END: 
1= no_exp_crt ; 
.0') 
WRITEINDX (true,f_cde,occ_cle,ent_cde.arr,ce_f_cde); 
(* term de ent_ exp e t enregistrement*) 
WITH ent_exp.rec po 
BEGIN 
no_exp _:= no_exp.crt: 
,:., 
'/. I • 
n e 
date 
no cde 
: -
:-
crt_date.mes; 
no_cde_crt; 
END;-
\.JR I TE INOX ltrue,f_exp,oc c_cle.ent_exp.arr.ce_f_e xp l 
(* procedure t e rm ••••••••••••••••••••••••••••••~••••) 
(• instructions de la procedure enr_cde •1 
BEG IN (• procedure enr cde ••••••••••••••••••••••••••••••• 1 
1 n it; 
FO R no_lne_trt := 
term; 
TO nb i ne_cd e DO trt_lne_cde: 
END : c• proc edure enr_cde ••••••••••••••••••••••••••••••••1 
{* i ~struct i ons de l a p roced ure trt cde *) 
BEGI N (* procedu re trt cde ••• • ••••••••••••••••••• •w••• ••• 1 
get_ cde : 
IF m_c d e.mes.fln.val l d THEN enr_cd e; 
END: {• procedure trt cde ••••••••••••••••••••••••••••••••1 
(• instructions de la procedure trt_enr_cde •1 
BEGIN (• procedure trt_enr_cde ****••••••••••••••••••••• • • 1 
I* recept l on ligne message•) 
RECVMESS <m_cde.arr,, ,I; 
SENDMESS (ack.arr,,,I; 
END: 
IF m_cde.mes.type_lne <> s 
THEN trt cde 
ELSE eof=trt : = true; 
(* procedu re trt_ enr cde ••••••••••••••••••••••••••••1 
(***••···············> )~ PROCEDURE termlnation; : t~~-< ........ * ••••••• * * ••• ) 
•- · BEGIN ( • procedure termlnat1on ••••••••••••••••••••••••••• > 
(* fermeture des fichiers *I 
1 CLOSEFILE Cf_cde.ce_f_cdel; 
.,;.........., _____ CLOSEF ILE < f _exp, ce_f _exp l; l CLOSEFILE lf_stk,ce_f_stkl; 
c• procedure terminatlon ••••••••••••••••••••••••••••) 
instructions du programme pr i nc i pa l *1 
. BEG IN (* programme prlnclpal ••••••••••••••••••••••••••••• ) 
,_ 
; 
_,,, 
ltl.>t'• !.1os::1nttta11sat1on; 
. REPEAT trt enr cde UNTIL eof_trt; 
. termtnatton; -
. . 
{* programme principal •••••••••••••••••••••••••••••• ) 
OSEflLECf_cde,ce_f_cde>; 
LOSEFILECf_exp,ce_f_exp); 
END . <• programme pr i ncipal •••••••••••••••••••••••••••••••• ) 
-1 
I • 
const_ser: 
,TYPE rec_ser = RECORD 
CASÉ BOOLEAN OF 
TRUE <arr 
FALSE : { mess 
INTEGER: f 
mess_array); 
RECORD 
no_serle 
arr cde 
END); 
ARRAY[ 1 .. lfH:TJ OF INTEGER >; 
1 
' ! 
VAR 
END;· 
tm_n9_cde = RECORD 
CASE BOOLEAN OF 
TRUE ( a r r: mess_a·r ray}; 
FALSE { rnes: - INTEGER. l ; 
END; 
f s er FILE OF rec ser: 
m se r 
no_cde_f ound 
end_ser 
m_no_cde 
rec_ ser; 
BOOLEAN: 
BOOLEAN: 
INTEGER; 
tm_no_cde; 
{**************;~••) · 
' . PROCEDURE trt_pr 1 ne: (*****••·········••) 
BEGIN (* procedure trt_pr1nc ******************************) 
RECVMESS Cm_no_cde.arr,,, ); 
SENDMESS (a ck.arr, ,,); 
IF m no cde.mess <> 8 
THEN-BEGIN 
1 : =- 1 ; 
WHILE NOT Cend ser) AND NOT (no_cde_found) DO 
BEGIN 
no_cde_found := m_ser.mess.arr_cde[1J 
m no cde.mess; 
end ser := m_ser.mess~arr_cde[1] = 8; 
1 : = 1 + 1: 
END: 
IF NOT no cde found 
END 
THEN m-ser~mess.arr cde[ 1 - 1) :=· m_no_cde.mess: 
i >- llli - -
THEN BEGIN 
SENDMESS lm ser.arr,,,l: 
RECVMESS <aëk.arr,:,>: 
m ser.mess.no s er !e := m ser. me ss.no serle 
FOR t := l T0-189 00 m_sër .mess.arr_ëde [i] 
END; 
ELSE eof_trt •z true: 
+ 1 : 
: :Il . JJ; 
TYPE 
enr_maj_neg; 
cle_ncde_nlne • 9; 
cle_elne_npro • l; 
cle_nexp • 2; 
cle_nexp_nlne • 8; 
cle_ncde • l; 
cle_nser_nref = 8; 
{• cles f i chier cde *) 
c• cles fichier exp*) 
(* cle fichier bon_liv *) 
t_bon_ser ,. RECORD 
t_bon_èas 
rec_bon_l i v 
no ser : I NT EGER; 
cas :ARRAY Cl .. 10) OF RECORD 
no cas:INTEGER; 
nb=p_rod : I NT EGER; 
prod 1ARRAY [l .. Sl 
END; 
• RECORD 
OF RECORD 
no_prod:INTEGER; 
qte : I NT EGER ; 
END; 
END; 
no cas : I NTEGER; 
cde :ARRAY [1 •. 19) OF RECORD 
END; 
• RECORD 
no cde :INTEGER; 
no=exp :INTEGER; 
END; 
CASE BOO LEAN OF 
TRUE: (arr:data a r rar>; 
AL : \ rec:R lJR D 
no_ser :INTEGER; 
no ref : l NTEGER; 
no-bl :INTEGER; 
date it_date; 
no_clt :INTEGER; 
nom :INTEGER; 
prenom :STRING[lSl; 
adresse!RECORD 
rue :STRINGC25l; 
no_rue :STRINGCSJ; 
locallte :STRING[ZSJ; 
code_postal:STRINGCSJ; 
·· - ··-· -·-·- END;--- --- ----
lne bltARRAY [l .. 10) OF RECORD 
no_prod :INTEGER; 
.--~---- libelle :STRINGCSlJ; qte_ltv :INTEGER; 
prix_unit :INTEGER; 
montant : INTE GER; 
motif refus : STRINGC 3 1J: 
- EN D: 
'. r 
,_ 
,_ 
/ . 
tm_date 
t_dat.e 
END: 
.. RECORD 
fra1s_exp:INTEGER; 
tota 1 : I NTEGER; 
END l ; · 
CASE BOOLEAN OF 
TRUE :(arr:mess_array); 
FALSE:(mes:REC0RD 
END: 
.. RECORD 
no ser1e 
co=cde 
END) 
CASE BO0LEAN OF 
TRUE :(arr:mess_array); 
FALSE:(mes:REC0RD 
I NTEGER; 
ARRAYE 1 •. 1.0'.0'] 
OF INTEGER; 
jour 
mols 
annee 
1. . 31 
1 •• 1 Z 
8.0' .. 99 
END: 
.. RECORD 
jour 
mo1s 
annee 
END; 
END> 
1..31; 
1.. 12; 
8.0' •• 99; 
rec_ent_cde • RECORD 
~· ... z · - . 
CASE B00L.EAN OF 
TRUE:(arr:data array); 
FALSE:<rec:RECORD 
END; 
• RECORD 
no cde :INTEGER; 
no=lne :INTEGER; 
etat lne :INTEGER; 
nb lne d1f:INTEGER; 
date - :tm date; 
no clt :INTEGER; 
no;;; :S TRING[3\ J ; 
~ f ehbm : 1 1N ~L 1SJ ; 
adresse :RE CORD 
rue :STRING[25]; 
no_rue :STRING[SJ: 
local tte :STRING[25]; 
code_postal:STRING[25J; 
END; 
lnd_l_11v :BOOLEAN: 
no_exp :INTEGER; 
END l; . 
CASE BOOLEAN OF 
TRUE:(arr:data_array); 
FALSE:{rec:RECORD 
no_cde :INTEGER: 
no 1ne :INTEGER; 
etat 1ne:INTEGER: 
no_p~od :INTEGER ; 
qte_cdee:INTEGER; 
qte_1 1v :INTE GER: 
/ , I . 
/ 
VAR 
q ____ ue • 111 1 EGEr,,.; 
END); 
END; 
rec_ent_ex p s RECORD 
CASE BOOLEAN OF 
TRUE :{ arr:data~array); 
FAL SE:<rec:RECORD 
END; 
no_e xp :INTEGER; 
no lne :INTEGER; 
no=cde :INTEGER; 
date :t date; 
poids_col l s:INTEGER; 
montant :INTE GE R: 
END>; 
rec_lne_exp = RECORD 
f cde 
f=exp 
f bon l t v 
narae f cde 
name=f:exp 
name f bon 11v 
c _ f : cde -
ce_f_exp 
ce_f _bon_l lv 
c_c l e_nser_nref 
. 
c_cle_nexp_nlne 
c_cle_ncde_nlne 
CASE BOOLEAN OF 
TRUE :( arr:data_array): 
FALSE: lr ec:RECORD 
no_ exp 
END; 
:INTEGER; 
:INTEGER; 
:INTEGER; 
:t_ f 1 lename: 
:t fllename; 
:t-f1lename; 
: INTEGER ; 
:INTEGER; 
: I NTE ER; 
RECORD 
no_ l ne 
no_pr od 
1 ibe l le 
prlx_un i t 
poids_un i t 
qte_a_l i v 
mot1f refus 
END) -
CASE BOOl;EAN OF 
TRUE:(concat:key}; 
FALSE:(rec:RECORD 
: I NTEGER; 
: I NTEGER; 
:!NTEGER; 
: ST RING [ 5 1 J ; 
:I NTEGER; 
: i NTEGER; 
:INTEGER: 
:STRING[31]; 
no ser1e:INTEGER; 
no-ref :INTEGER; 
END>: 
END: 
RECORD 
CASE B.OOLEAN OF 
TRUE:{concat:key}; 
FALSE : (rec : RECORD 
END ; 
RECORD 
no_e xp1(NTEGE R; 
no_ 1 ne: I NT EGER; 
END) 
CASE BOOLEAN OF 
TRUE:(concat:keyl; 
/ • I , 
/ 
.(, 
- - -
c_cle_elne_npro 
v_cl e_ne xp 
v_cle_ncde 
·occ_cle 
bon_se r 
bon ca s 
eof:trt 
e n t cde 
id ;nt cde 
l n-; cd~ 
i d l ne_ cd e 
ent_ exp 
i d_ent_exp 
lne~exp 
id_ l ne_exp 
bon_l 1v 
m ser 
c-;:-t_date 
<•••••••••••••••••> 
PROCEDURE recv_blk; (*••··············> 
VAR 1: I NTEGER; 
( ********************) 
PROCEDUR E trt lot de ; 
{ ********************) 
' • VAR j: I NTEGER; 
(••············••) PROCEDURE trt_cde; {*••············· > 
VAR eof_exp 
no_lne_bl 
:BOOLEAN; 
:INTEGER; 
t)..~ -- -- .: - ~ --
( * * • • • • • • • • • • • • • • • • • > PROCEDU~E trt ent bl; 
c•••••••••••••••••••> 
·· LSC c : R 0 
END; 
RECORD 
nocde:INTEGER; 
no:1 ne II NT EGER; 
END> 
CASE BOOLEAN OF 
TRUE:(concat:key); 
FALSE:(rec:R~CORD 
END; 
key; 
key; 
key_array; 
t_bon_ser; 
t_bon_cas; 
BOOLEAN; 
rec ent cde; 
INTEGER; 
rec lne cde; 
I NTEGER; 
rec_e nt_exp; 
INTEGER; 
rec_lne_exp; 
ltHEGER; 
rec_bon_ l 1 v; 
tm_ser; 
tm_date; 
etat_lne:INTEGER; 
no_prod :INTEGER; 
.END> . 
BEGIN {• procedure trt_ent_bl ••***•••••••••••••••••••••••} 
WITH bon 11 v.rec 00 . 
BEGÎN 
/ 
-{, 
,,, 
' 
:/. 
/ . 
1 
1 
ser ... _ ser. me::,. no_ser te; 
no_ref :• m_ser.mes.no_cde[{1*1H}+jl; 
get_number(no_bl) : 
date · • ent_exp.rec.date; 
no clt := ent cde.rec.no c lt: 
no; := ent=cde.rec.no;; 
prenom := ent_cde.rec.prenom: 
rue := ent cde.rec.rue; 
no rue := ent-cde.rec.no rue; 
loëal!te := ent-cde.rec.loëal!te: 
code_posta 1 : = ent=cde. rec. code_posta l ; 
END; 
no lne_bl :"' .IJ; 
END; { * procedur·e trt_ ent_b 1 ****************************** ) 
(***********•******•*) 
PROCEDURE trt_lne_exp: 
{*** *****************) 
VA'R. prod _ found 
l 
:BOOLEAN; 
:INTEGER; 
BEG IN (* procedure trt_lne_e xp **************************** ) 
{* get_l!gne_expedition * ) 
REPEAT 
READNEXT(f_exp.cle_ne x p_n l ne,lne_e x p . arr,ce_f_e xp); 
UNTIL NOT {ent_exp . rec.poids_col!s=.IJ> AND 
{lne_exp . rec.motif_refus='' ); 
IF lne_exp.rec.no_cde <> m_ser.mes.no_cde[{i*l.lJ)+jJ 
THEN eof_ exp := TRUE 
ELSE no_·lne_bl := no_lne_bl+l: 
IF NOT eof exp 
THEN BEG.IN 
"-----·- -·· -
(* trt_11gne_bon_l1vr · *} 
{ * 
WITH bon ll v.rec.lne bl[no l ne bl l DO 
BEGIN -
no_prod := lne_exp.rec.no_prod: 
libelle:= lne e xp.rec.l i be lle: 
q e_li v n e- ex p . re c e l 1v t 
pr iA_ Un i t := l~e_ e xp .rec.pr l x_ unit; 
montant:= lne_exp.rec.qte_a_ l!v * 
lne_exp.rec.pri x_un1t; 
mot i f_refus := lne_exp.rec.motlf~refus: 
END: 
WRITEINDX(f_bon_l i v,occ_cle,bon_liv.arr,ce_f_exp); 
maj_bon_ser *) 
prod_found := false; 
l : = 1 : 
WHILE < NOT 
{ l <= 
BEGIN 
prod_foundl AND 
bon_ser.cas(1J - nb_prod} DO 
prod_found : = lne_exp.rec.no_prod 
1 : ,. l + l ; 
END; 
IF prod_found 
bon_ser.cas[1J .prod[ lJ. no_pr o d; 
THEN bon_ser.cas[!l.prod[l-ll.qte 
s• bon_s e r.cas(i].prod[l - 1].qte 
+ lne_exp.rec.qte_a_1fv 
·1. I . 
. .( 
~LSE WITH bon scr.cas[IJ DO 
BEGIN -
nb_prod : •· nb_p rod + 1; 
prod[l].no_prod := lne_exp.rec.no_prod; 
prod(l].qt : 2 lne_exp.rec.qte_a_l lv; 
END; 
(* maj_bon_par_cas *) 
~ITH bon_cas.cde(j] DO 
BEGIN 
no_cde := m_serle.mes.no_cde[(1*1.0' ) +j]; 
no_exp := ent_exp.rec.no_exp; 
END ; 
( * suppre s sion_ ] lgne_ ex pedlt io n *) 
~ITH l n e _e x p.rec DO 
BE GIN 
qte_a_l 1v := .0'; 
motif refus:=''; 
END: -
RE\.IRITE 
é ND: ( * p r ocedu re t r ~_ ln e_e xp * * ** * ** *** ************ * ******) 
{* 1n $tr uc t 1o n s de la procedure trt_cde *) 
BEGIN { * procedure trt_cde *****•••••••••••••••***********) 
( * get entete exped1t1on* 
c _ cle_ nex p_nlne.rec.no_e xp := m_ser.mes .no_ cd e [( i *l.0' )+j]: 
c cle ne xp nlne.rec.no l ne := .0'; 
READINOX(f=exp ,cl e_n e xp_nlne,c_cle_nexp_n l ne.c o ncat, · 
ent_e xp .arr , ce_f_exp ); 
(* get entete commande*) 
c cle ncde nlne.rec.no cde :• m_serle.mes.no_cd e [ ( 1*1.0')+j]; 
c-cle-ncde-nlne.rec. no-l ne := .0'; 
READINDX(f-cde, cle ncde nlne.c cie ncde nlne.concat, 
ent cde.a;r,ce -f cde)7 - -
trt_ ent_ bl; - - -
(* suppression entete exped f t1on *) 
\.IITH e nt_exp.rec DO 
BEGIN 
po 1ds_co11s : 2 B; 
montant:• B; 
END: 
REPEAT trt_lne_exp UNTIL eof_exp; 
(* trt f1n bon lfvr *) 
IF ent cde.rec. lnd 1 11 v 
THEN IF ent_exp~rec.po 1ds_col1s = .0' 
THEN bon lfv.rec.f.rafs exp := .0' 
ELSE BEGÏN -
bon_llv . rec . frais_exp 1= fr als_ e xp; 
·ent cde.rec.lnd l 11 v : = false; END -
ELSE bon_l1v . r ec. fra1s_exp := .0'; 
bon 1 tv.r ec.total :- ent_e xp.rec.montant + 
bon_ lt v.rec.frafs_exp; 
'/, 
/ 
,( 
_ cd en _ _ __ p *. 
(* procedure trt_cde ••••••••••••••••••••••••••••••••> 
Instructions de la procedure trt_ l ot_cde *) 
BEGIN l* procedure trt_lot_cde ***•• .. ••••• .. •••• .. * .. **•** ..... , 
( .. fnttfaltsat1on •) 
bon ser.cas.no cas := f; 
bon:ser.cas.nb:prod :: H; 
bon cas.no cas := l; 
FOR-j :~ 1-TO 1~ DO tr t _ c de; 
(*terminaison*) 
(* Impression du bon par cas*) 
END: ( * procedure irt lo t cde ****** * ***************'"***** ) 
(* instruc t i ons de la proced ur e recv_bl k *l 
BEGIN (* pr oc edure recv_b lk **•*•~***********•************) 
IF m ser.mes:no serte < > H 
THEN BEGIN -
END: 
{* Initialisation du bon par serte*) 
bon ser.no serte:= m ser . mes.no ser 1e; 
FOR-1 := . 1-TO 19 DO t;t_lot_cde;-
<• term1na1son du bon par serte*) 
(• Impression du bon_ser avec bonne mise en page*) 
END 
ELSE eof_trt 1: TRUE; 
(* procedure recv_blk ***************************** .... ) 
(* I nstruct ions du programme pr i n c ipal*) 
(* programme princ i pa l .. ............. ,.,.,. .... ,. .................. ,.,.,., 
(* ouverture des fichiers *) 
name f cde.str •a 'cde'; 
OPENFILE <f_cde,name_f _ cde.arr,ce_f_cde); 
name_f_exp.str := 'exp '; 
OPENFI LE<f_exp,name_f_e xp .arr.ce_ f _e xp); 
name f bon llv :• 'bon l lv'; 
OP ENFILE{ f=bon_ 1 t v, name-"--f _bon_ li v. arr , ce_f _bon_ 1 l v 1; 
(~ recept l on date .. , 
RECVME SS<crt date.arr, • . 
SENDMESS<ack~arr , . .. . . . . 
REPEAT recv_blk UNTIL eof_trt; 
{* fermeture des fichiers *J 
CLOSEFILE(f_bon_11v,ce_f_bon_l1v); 
......... --~-
.. . ! ' r 
/ 
_.( 
1 
' 
·• 
·' 
TYPE 
.. "' 
.,. 
~-w .... ~ 
enr_maj_pos: 
cle ncde nlne • .0' {* cles f1ch1er cde *) 
cle:elne:npro l 
cle_nexp • 2 
cle_nexp_nlne 
cle_ncde 
cle_npro 
t_da·te 
tm_no_cde 
rec_ent_cde 
:a B: 
- 1 ; 
,. H; 
{* cles fichier exp*) 
{* cle fichier stk *) 
• RECORD 
jour 
mois 
anne e 
1.. 31: 
1.. 12; 
8.0' . . 99; 
END; 
'"'RECORD 
CASE BOO LEAN OF 
TRUE :{ arr:rness_arra y); 
FALSE : ( mes:INTEGERl; 
END; 
,. RECORD 
CASE BOOLEAN OF 
TRUE:(arr:data_array); 
FALSE:{rec:RECORD 
END; 
-= RECORD 
no cde :INTEGER; 
no:lne :I NTEGER ; 
etat lne :INTEGER; 
nb_lne_dlf:INTEGER; 
date :t date; 
no clt :INTEGER; 
no; :STRING[31J; 
prenom :STRING[15J; 
d r s t R R' 
rue tSTRING[25J; 
no_rue :STRINGC5l; 
local1te :STRINGC25J ; 
code_postal:STRINGC25l; 
END; 
ind_1_11v :BOOLEAN ; 
no_exp :INTEGER; 
END>; 
CASE BOOLEAN OF 
TRUE :{ arr:data_array); 
FALSE:<rec:RECORD 
no_cde :INTEGER 
no 1 ne : I NTEGER 
etat lne:INTEGER 
no_prod :INTEGER 
qte_cdee:INTEGER 
qte_l 1v :INTEGER 
qte_due :INTEGER 
END> : 
.. / 
- .-, 
-· 
'rec_ent_exp 
rec_lne_exp 
END; 
• RECORD 
CASE BOOLEAN OF 
TRUE:(arr:data_array); 
FALSE:<rec:RECORD 
no_e xp :INTEGER 
no lne :INTEGER 
no=cde :INTEGER 
date :t date: 
po1ds_col1s:INTEGER; 
montant :INTEGER; 
END>: 
END; 
"'RECORD 
CASE BOOLEAN OF 
TRUE:jarr:data_arrayl; 
FALSE:(rec:RECORD 
no_e xp 
no_lne 
no_prod 
l ibe 11 e 
pr ix un it 
po1ds_un it 
qte_a_l I v 
motif refus 
ENDI 
END; 
: I NT EGER; 
: I NTEGER: 
:INT EG ER; 
:STRIN G[51 J; 
: I NTEGER; 
: I NTEGER; 
: I NT EG ER: 
:STRING[31J; 
rec_prod_stk 2 RECORD 
1ne_ 11v_ f r n 
-~à 
;,. 
VAR 
. , ... . f_cde 
~- ~,.;Ç-;. f exp 
-" · f-stk 
i 
nime f cde 
name:f:exp 
name f stk 
ce. f~ cde -
ce:f:exp 
ce_f_stk 
CASE BOOLEAN OF 
TRUE:larr:mess_a~ray); 
FALSE:(rec:RECORD 
END; 
2 RECORD 
no 
ind1c_eputst 
qte_d1sp 
qte_d1ff 
---END> --
no_ p r o T ; 
qte_app:INTEGER; 
END; 
: INTEGER; 
:INTEGER; 
:INTEGER: 
:t_filename; 
:t_f1lename; 
:t f1lename; 
:INTEGER; 
:INTEGER; 
: I NTEGER: 
: I NTEGER; 
:BOOLEAN: 
: I NTEGER ;· 
:INTEGER; 
c_cle_elne_npro : RECORD 
CASE BOOLEAN OF 
TRUE: {concat:key)f 
FAL SE : (r ec : RE CO RD 
etat_lne:INTEGER: 
-
- . 
--.. - .. ,..._ _ ... _ 
c_cle_nexp_nl ne 
c_cle_ncde_nlne 
v_ cl e_npr o 
v_c l e_ ne xp 
v cle_ nc de 
a nswe r 
e tat cde 
nb l n e d i f 
no- l ne- 1 iv 
nb- l ne= l iv 
qte_res 
ent cde 
id ënt cde 
1 në" cdë" 
i d Î ne_cde 
ent_exp 
id_ent_ex p 
lne_ ex p 
l d_ l ne_exp 
pr od_ stk 
1 d_o r od_s t k 
m_no_cde 
\'·tt••·····················} 
- ROCEDURE fn l t falfsatfon ; 
*•********,************} 
END; 
REC ORD 
no_pro 
END l; 
CAS[ BOO LEAN OF 
TR UE : (c oncat :k e y ) ; 
FAL S E : {r ec:RECORD 
1INTEGER; 
no_e xp:I NTEGER: 
no_ 1 ne: I NTEGER; 
ENDl 
END; 
RECO RD 
CASE BOOLEAN OF 
TRUE:{concat: key l; 
FALSE:(rec :RE CORD 
END: 
key; 
key; 
key: 
CHA R; 
CHAR: 
IN TE GER: 
INTEGER; 
INTEGER; 
I NTEGER; 
rec e nt. cde; 
I NTEG ER : 
no_cd e : INTE GER ; 
no_ l ne: !NTEGE R; 
END l 
re c lne cde ; 
I NTEGER; 
rec_e nt_e xp; 
I NTEGER ; 
r e c_ l ne_ e xp ; 
INTEGE R; 
r e c_p rod_s t k; 
INTEGER; 
tm_ no_ cde; 
EGlN .~ • procedure Initialisation*************************) 
c:t_;.. ~~ t:W,?L-:!· ... :;. -
, name f cde . str l"' •cde. f ndx'; 
. OPENFILE(f_cde , name_f_cde. a rr,ce_f_cde); 
~,.·::_ _oame...:_f_exp.str : a ' exp. indx'; 
~..,,. .. .-,,.• ·OP ENFILE ( f _e xp, name.:_f _exp.arr, ce_f _exp> ; 
· .:-- · ,ame f stk.str : 2 ' stk . f ndx ' ; -
œPENF ILE(f_stk,name_f_st k.a rr , ce_f_stk l ; 
, _ END· _ _ ( * procedure i n i t 1 a 1 i s a t Ion *****"* * *****"*** * '""***" **) 
~ t ********************) 
PROCE DURE get_liv_frn: 
;- . 
.✓ 
- ··· 
••• ••• 
c• procedure get_11v_frn ••••••••••••••••••••••••••••> 
\./RITELN; \JRITELN; \JRITELN; 
no l ne 1 1 v : • 1 ; 
REPEAT-
\./R I TE < ' PP. 0 DU I T N ff : ? ' l ; 
READLN(11v_frn[no_lne_11vl.no_prod); 
WRITE("QUANTITE:?' l; 
READLN ( 11 v_frn C no_ 1 ne_ 11 v l. qte_app); 
IF 1tv_frn[no_lne_11v].no_prod <> .0' 
THEN BEGIN 
\JRITELN ( 'N.0' PROD: ', li v_frnCno_lne_11vl.n o_pro d .' 
' QUANTITE : • , l i v_f rn[ no_ l ne_l i v ). q t e_app ) ; 
\JRITEL N(' OK: ? (Y/ Nl' ) ; 
READLN ( answer) ; 
IF {answer = 'y ' > OR (answer ·= •y•) 
THEN no 1 ne 1 1 v : = no 1 ne 11 v + 1; END; - - - -
UNTIL l1v_frn[no_lne_ l 1vJ .no_pr o d = .0'; 
n t- l ne l t v : = no l ne liv - l; t - - - -
END: (* pr o cedure get_ l iv _ f rn ***** * ****************** * *** } 
{********************) 
PROCED URE trt l t v frn; 
(*****•**************} 
VAR no_lne_trt : INTEGER; 
(**•**********•····••) 
• ·'PROCED URE trt 1 ne 11 v; 
(****••**•********~••) 
{*****•****••······••) 
PROCEDURE maJ_stk_pos: (******••············> 
BE GIN ( .. procedure ma j _st k_pos •• ·••• .. •• .. ••••*••••••• • •••••• ) 
v_c l e _ np r o . l n t : 2 li v_fr nCno_ lne_ t r t l.no_pr od; 
READI NDX( f_stk,cle_npro,v_cle_npro.arr,prod_stk.arr,ce_f_s tk ) ; 
\J I TH prod_stk.rec DO 
BEGIN 
IF qta_dtff > 11v_frn[no_lne_trt].qte_app 
THEN BEGIN 
END ; 
qte.res ,,. l1v_frn[no_lne_-11vl.qte_app; 
qte_d1ff:= qte_d1ff - 11v_frn[no_lne_trt].qte_app; 
END 
.ELSE BEGIN 
qte_res := qte_dtff; 
qte_d I sp : = qte_d 1 sp + { ·l 1 v_frn [ no_ 1 ne_trt l. qte_app 
- qte.;..d I ff >-; -
qte_d 1 ff := ff; 
END; 
REWRITE •••••• • •• 
END; {* procedure maj_stk_pos •***********••••••••••••***•*} 
. .,. 
;- . 
OCEDURE trt cde dtff; 
(*******•***•*********) 
· (****;***************) 
~fROCEDURE get_fst_cde: 
~c••••••••••••••••••••> 
•,1 . 
-~ BEGI N (* procedure g et_fst_c de ****************************} 
(* acq u tsttl on de la ligne ed * ) 
c ~ c1e_ elne_n pro .r ec.etat_ 1ne := D: 
c _ c l e _ e l ne_ n p r o . r e c . n o _p r ·o d : = 1 i v _ f r n [ no_ l ne_ t r t J . no _ p r o d ; 
READ!NDX(f_ cde , cle_eln e_np r o,c_c1e_e lne_ npro . concat, 
ln~ cde.arr,ce f c de l : 
~HI LE lne cde.rec.no 1 ne ~ Z DO 
READNEXT ( f _ cde :-c 1 e _e l n e_npro. l ne_cde. arr•, ce_ f _ cde i ; 
: • acqui s itio n de l'entete ed * ) 
c c 1e nc d e n1ne . r ec. n o cde .- ln e_cde .r ec.n o_ cde; 
c = cle= ncde= n 1ne .rec.no= l ne := Z; 
R.[AD IND X{ f_c de.cle_ncde_nlne.c_cle_ncde_npro.concat, 
ent cde.arr,ce_ f _ cd e ) : 
( * acqutsttton de l'entete e xp*) 
c_cle_nexp_nlne.rec.no_exp := ent_cde.rec.no_e xp; 
c _c l e_ne x p_n lne. rec.no_lne := H; 
READINDX(f_exp,cle_nexp_nlne,c_cle_nexp_nlne.concat, 
ent_e xp.arr,ce_f_exp); 
(* acqu1s1t1on de la .ligne d'expedttio n *) 
c_cle_nexp_nlne.rec.no_lne := lne_cde.rec.no_lne; 
READINDX(f_exp,cle_nexp_nlne,c_cle_nexp_nlne.concat, 
lne_exp.arr,ce_f_expl; 
END: (* procedure get_fst_cde *****************************) 
{ ********************* ) 
l"lt. EDU,E t.rt l ne dttt: 
{*********************) 
VAR nve 11 e_qte_ 11 v INTEGER ; 
(*****************) 
PROCEDURE stk_suff: 
(* ****************) 
BEGIN (* procedure stk_suff *******************************) 
maj de la ligne commande et enreg1st *) 
~ITH l ne cde.rec DO 
BEGÎN 
etat lne · 2 A; 
nvelÎe_qte_l iv : = qte_due; 
qte_ltv := qte_l 1v + nvelle_qt e _l lv ; 
qte_due ,,. H; 
END: 
RE~RITE< .. .... . l 
/ ·. 
,/ 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
( * , 
maJ ent_cde et enregistrement*) 
WlTH ent cde.rec 00 
BEGÎN 
nb_lne_dlf : • nb_lne_dlf - 1; 
IF nb lne d1f • B 
THEN etat_cde := A: 
END; 
REWRITE! ••••• ~-l 
maj de la ligne e xpedition 
WITH lne_exp.r•c 00 
BEGIN 
et enreg i strement *I 
qte_a_l i v := qte_a_ll v + n vel le _  q t e _ llv : 
mot i f refus -:= ''· 
END: -
RE',,/R I TE< •••••••••• l 
( • maj ent_exp et enregistrement* ) 
',,/J TH ent e xp . re c DO 
BEGIN 
pofds_c olis := poids_ col i s + (nvelle_q t e _ l lv" 
ln e èd e .rec . po ids unit >: 
mont ant := mon ta nt-+ ( nvelle_qte=l iv • 
lne_cd e . rec.pr ix_un ltl; 
END ; 
R E',,/R I TE! ..•.•••. • ••• > 
(* maJ qte_res *l 
qte_res := qte_res - nvelle_qte_llv ; 
END; (• procedure stk_suff •••••***••••••••••••*•*****•*••> 
(*•••*•****~*******•) 
PROCED URE stk i nsuff; 
~1••··········~---·••1 '~~ 
f.· BEGIN (• procedure stk_insuff••••••*••••••*•**•••••••••••••1 
( • ma j l igne commande et enregistrement •1 
WI TH l ne cde.rec 00 
BEGÏN 
END; 
nvelle_qte_liv := qte_res; 
qte_l l v := qte_llv + nvelle_qte_liv; 
qte_due := qte_due - nvelle_qte_liv; 
REWRITE< ..•.••.•.•• l 
1•etat de la comande reste 1nchange •) 
REWRITE< ••..••.......... > 
(• maJ ligne expedltlon et enregistrement•) 
, WITH lne exp.rec DO 
, ..:_ __ . _ BEGÎN 
qte_a_llv := qte_a_ll v + nvelle_qte_liv; 
END; 
_ __: ___ R Ew'R I TE< •...•.•....•... > 
· (• maj et enregistrement de ent_exp •) 
WITH e nt _ ex p . rec 00 
BEG IN 
po!ds col 1s :" p o i d s co l f s + (n vel l e_ote l iv * 
.,. 
END : 
l ne_cde.rec.po1ds_un1t}; 
montant · •montant+ ( nvelle_qte_l1v * 
lne_cde . rec.pr1x_un1t); 
RE\./RITE<.. .. . .. .... . . l 
(* maj qte_res *} 
q te_r e s : = fr;_ 
END; (* procedure stk_ l nsuff ********••••••••••••••••••••• ) 
( • instr uct io n s de 1a p ro c edu r e trt_cde_diff •> 
BEG!N ( • p r oced u re trt_ l ne_d 1ff • • ••••••••••••••*** * ******* ) 
IF qte_res >= ln e_c de.rec.qte_due 
TH EN s tk suff 
ELSE st k - in su ff ; 
EN Q: ( * p r o cedu r e trt l ne_ dif f ** * ******** ** ************** ) 
(*****••······· ·····•) 
PR OC EDUR E t rt n x t cde; 
(*•******************) 
BEGI N (* procedure trt_nxt_cde ••••••••••••••••••********* ) 
{ * get ne x t cde_dtff *) 
( * acqu 1s 1t 1on de la l igne•) 
READNE XT ( f_cde,c l e_e l ne_npro. l ne_cde.arr,ce_f_cde ) ; 
~H I LE l ne cde.rec.no l ne = B DO 
READNEXT(f_cde~cle_elne_npro.concat, 1ne_cde.arr, 
ce_f _ c de); 
( * ac q u 1si t 1on de l' e ntet e *) 
c cle ncde nlne.rec.no cde . - l ne_ cde.rec.no_c de; 
c- c lP- nrd P-n lne . r ec . n o- ln a : = 8 1 
READ I NDX(f- cde.c l e ncde nlne,c cl e ncde n l ne.co n c a t. 
e;t_ex p . arr,ce=f_cdel; - -
( * acqu 1s1t1on de l'exped1t1on *) 
{ * acqu 1s1t1on de l ' entete exped1t1on •> 
c_cle_nexp_nlne.rec . no_exp · : z lne_cde.rec.no_exp; 
c_cle_nexp_nlne.rec.no_lne := H; 
READI NDX(f_e xp,c l e_nexp_nlne,c_cle_nexp_nlne.arr , 
ent_exp.arr , ce_f_e x p i ; 
c• acqu1stt1on de la ligne d'ex ped1t1on concernee •> 
- - c cle nexp rîlne.rec.no lne ,,. -lne cde.rec.no lne; l READ I NDX(f=exp,c l e_ne xp_nlne,c_cle_nexp_nlne~concat. 
· l ne_ ex p .a rr . ce_f _e xpl; 
END : (* procedure t r t _n x t_cde •• •• ••••••••••••••• •** *****} 
{ * Instruct i on s de l a pr o c ed u re t rt cde_d1ff • > 
./; 
(*· procedure trt_cde_dlff 
get_fst_cde; 
~HILE qte_res <> g DO 
BEGIN . 
trt_cde_dtff; 
SENDMESSC..... l; 
RECVMESS<ack.. l; 
IF qte_res <> 8 
EN.D; 
THEN trt_nxt_cde 
************************** ) 
END: (* proced~re t rt cde_dlff •••••••••••••••***••••••••1 
(* i nstructions de la procedure trt_lne_ ll v •i 
BEGIN c• procedure . trt lne liv •• •••••••••••••••• ••••••••1 
maj_st k_ po s; 
IF prod_s t k .qte_res <> 8 
THEN trt_cae_dlff; 
END; 
.( • procedure tr t _ lne llv •••••••••••••••••••••***** I 
(• instructions de la procedure trt l!v_frn •> 
BEGIN (* procedure tr t_llv_frn **•••••••••••••••••••••••• ) 
FOR no ln e trt 2 
trt_lne_l lv; 
TO nb lne_liv DO 
END; (• procedure trt_ llv_ frn •••••••••••••••••••••••••••1 
** -~••• •~ R·•·• •••• ) 
PROCED UR E term i naison; 
(**********•*********) 
B-EGIN c• procedure terminaison••••••••••••••••••••••••••••) 
CLOSEFILECf_stk,ce_f_stkl; 
CLOSEFILE<f cde,ce f cdel; 
CLOSEFILE{f=exp,ce=f=expl; 
END; (• procedure terminaison•••••••••••••••••••••••••••••) 
(• lns~ructtons du programme pr in cipal •> 
(• programme principal ••••••••••••••••••••••••••••••) 
initiali sation; 
get_1 l v_frn; 
·;. 
, . 
. , 
;- , 
/ 
.{ 
- 1 •; t 
{* programme pr1n~1pa1 *******************************) 
":'-~-=, ' 
' t ; ·. 
' 
.( / 1 
1 
PROGRAM trt_b 1_; 
CONST cle ncde nlne .. 
-
cle elne 
-
_npro 
cle _nexp 
-
cle _npro 
-
cle nser nref 
"' 
- -
TYPE 
t_date 
rec_bon liv 
f,J ( .. cles 
1 
2 
B; (. cle 
B; · c• cle 
= RECORD jour 
mo i s 
ann e e 
END ; 
RECORD 
f1ch 1er 
flch1er 
f1ch1er 
1.. 31; 
1.. 12: 
SfJ .. 99; 
cde 
stk 
bon 
-
. } 
*} 
-1111 . ) 
CASE BOOLEAN OF 
TRUE : (arr:d~ta_array); 
FALSE:(rec:RECORD 
END; 
• RECORD 
no ser : INTEGER 
no=ref :INTEGER 
no_bl :INTEGER 
date :t date; 
no_clt :INTEGER; 
nom :INTEGER; 
prenom :STRINGClS]; 
adresse:RECORD 
rue :STRINGC2Sl; 
no_rue :STRINGCSl; 
local 1te :STRING[2Sl; 
code_postal:STRINGCS]; 
END; 
lne_bl:ARRAY [l . . lfJJ OF RECORD 
no_ p r od : I NTE GER : 
l 1bel le :STRINGC51 J: 
qte_11v :INTEGER; 
pr1x_un1t :INTEGER; 
montant :INTEGER; 
motlf_refus:STRINGC31] ; 
fra1s_exp:INTEGER; 
tota 1 : I NTEGER; 
ENOl; 
END; 
,__ ______ _________ -CASE - BOOL EAN- Of- -- -
TR UE :(arr:mess_array); 
FALSE:(mes:RECORD 
END ; 
- jour 
mols 
annee 
END) 
1 .• 31 
1 .• 12 
8{,J .• 9 9 
.. 
,, 
i .. 
l · 
' 
r ec_ l ne_cde 
rec_prod_s tk · 
i 
',1 
c_cle_n ser_nref 
OF 
TRUE :C arr:data~array); 
FALSE :( rec:RECORD 
END; 
RECORD 
no cde :INTEGER; 
no:lne :INTEGER ; 
etat_lne :INTEGER; 
nb_ l ne_d i f:INTEGER; 
date :t date; 
no clt :INTEGER; 
nom :STRINGC31); 
prenom :STRINGC15J; 
adresse :RECORD 
r ue : STRING [ 25]; 
no_rue :STRING CSJ; 
loca li te :STR I NG [ 25] ; 
code_postal:S TRING C2 5] ; 
END; 
1 nd 1 11 v : BOOL EAN ; 
no_e xp : IN TEGE R; 
EN D>; 
CAS E BOOLEAN OF 
TRUE : (arr:da t a_array>; 
FALSE:<rec: REC ORD 
END; 
no_cde : INTEGER; 
no_lne :INTEGER; 
etat_lne:INTEGER; 
no_prod : INTEGER ; 
qte_cdee:INTEGER ; 
qte_liv : INTEGER ; 
qte_due :INTEGER; 
END>; 
= RECORD -------- ----- - --
CA SE BOOLEAN OF 
TRUE:(a rr :data_a r ra y ); 
FA LS E:( rec:R ECO RD 
no : I NTEGER; 
1nd1c_epu 1st: I NTEGER ; 
qte_d l sp :INTEGER; 
qte_d1ff :STRINGtSlJ; 
END ; 
.. -! ~NO l 
:-.~-.,..; - . ' ... ,.,. .. 
'. ·-~~·.:.:...:;.:::.. ~-= ·-:-· ~- :r- ~-~ •• 
:-1 NTEGER; 
:-INTEGER; 
:INTEGER; 
:t._f1lename; 
:t._f1lename ; 
RECORD 
-. . 
~~..:------ · 
CASE BOOLEAN OF 
. (✓ 
c..,..c l e_ncde_n 1 ne 
v_cle_npro 
answerl 
leg_answerl 
order 
leg_ order 
et.a.t _ <:de 
ent cde 
id ënt cd e 
1ne_ cde 
id l ne cde 
prod_stk 
1d_prod_STK 
bon 11v 
i d bon l iv · 
b 1:1 u, -b l_,corr 
(• .. ····••******) 
PROCEDURE menul: 
{**********"'***} 
(**********••··••*•) 
PROCEDURE get_order; 
{***~**************) 
TRUE1(concat:key); 
FALSE:Crec:RECORD 
no_serle:INTEGER; 
no ref : l NTEGER; 
END); 
END; 
RECORD 
CASE BOOLEAN OF 
TRUE:(concat:key); 
FALSE:Crec:RECORD 
no_cde1INTEGER; 
no_ l ne I INTEGER; 
END) 
END; 
key; 
CHAR; · 
BOOLEAN; 
STRlNG[ l J; 
BOO LEAN; 
CHA R; 
:rec ent cde: 
: INTEGER; 
:rec lne cde; 
:INTEGER; 
:rec_prod_stk; 
: I NTEGER; 
: rec_bon_ l 1 v; 
: I NTEGER; 
: rec_bon_llv; 
BEGIN (* procedure get_order ******************************) 
REPEAT BEGIN 
,,z:..,,,;..,.,.'"..u •. .,, GOTOl<Y ( ) ; 
READLN Corder); 
__ .IF_ pos ( or der, va 1 1 d_order} B 
:. -w THEN BEGIN 
., . -=- GOTOXY C 28. 23 >; 
~RITELN ('ILLEGAL COMMAND'l; 
leg_order := false; 
END 
ELSE leg_order ~= true; 
~-END 
UNTIL leg_order: 
~--- END;; _ ( * procedure get_order **"""***********************"'***) 
{***************) 
PROCEDURE trt bl; 
(*** *********~**) 
1 
-~• / 'i .. 
/. 7-, 
.., 
CHAR: 
c••***********•••••••••••••••••••••·••••••••••> 
PROCEDURE aff bon 11 v ( bon l 1 v rec bon 11 v): (***••·····••*•••*••···················••*••••) 
VAR tnd_y, h, m1n : INTEGER: 
BEGIN (* procedure aff_bon_liv ****************************) 
\./ITH bon llv.rec DO 
BEGIN 
GOTO XY{ 2, ll; \./RI'TEC'*'****************************' ) ; 
GOÎO XY( 31, 1 l; \./RI TE { '***************•*************' l ; 
FOR 1nd_y := 2 TO 22 DO 
BEGIN 
GO TOXY{ S, i nd_yl: \./RITE{'*' ) ; 
END: 
GOTO XY(6 9, i nd _ y l ; \./R ITE ( '* '} ; 
GOTO XY{ 2. 22); \./R I TE { '*"*******"*******************' l : 
GQTO XY{ 31. 22 l : \./R 1 TE { '**************"*****"'* * ****** ' l : 
GOTO XY{4.0', 2>: \./RITE ( ' VOTR E COMMANDE DU: / / ' ) ; 
GOTO XY <S9, 2): \./RITE {dJte.jour i: 
GOTO XY<62, 2); \./RITE(date . . mo i s l : 
GOTO XY(65, 2): \./RITE(date.annee ) ; 
GOTO XY(-22, 5); \./RITE< 'M,Mme.Mel le: '.nom,' ',prenoml; 
GOTOXY( 4, 9); \./RITE{'NO PRO'"LIBELLE *QTE-LIV*'l; 
GOTOXY(4.0'. 9); \.IRITE('PR-UNIT"MONTANT"'JUS.TIF-N-LIV> 
GOTOXY( 4,1.0'); \./RITE('***************************'> 
GOTOXY( 31. un; \./RITE<'******'"********************'> 
no 1 ne : = 1 ; 
FOR tnâ_y := 11 TO 15 DO 
BEGIN 
GOTOXY< 4,tnd_y); 
WR I TE ( 1 ne_ b l [ no_ l 1 g ne J • no _p r o d : 6 , ' * ' l ; 
GO TOXY<2 1 , 1nd_y l; 
FOR h := 1 TO 1.0' DO 
WRITE( lne_bl [no_l 1gnel. l 1bel le[hJ >: 
\JR I T E < ' * . > • 
6UTUXYt 3~. l nd_y l ; 
WRITE( lne_bHno_l 1gneJ.qte_l 1v:6, ' * 'l; 
GOTOXY(4.0',1nd_yl; 
WRITE(lne_bl[no_11gne].pr1x_un1t:6,' *'); 
GOTOXY(48,1nd_y); 
WRITE(lne_bl[no_lfgnel.montant:6,' *'); 
GOTOXY{56,1nd_y); 
-~ -... 
,._ ~ - ~ 
IF LENGTH{lne_bl[no_llgnel.motlf_refus) < 1.0' 
THEN min := .•••.•. 
ELSE min := 12; 
FOR h := 1 TO mtn DO 
WRITE(lne_bl[no_llgne].motlf_refus[h]); 
FOR h := min TO 12 DO 
\./RITE< ' ' l; 
-~=-~---- ·- -. no_l lgne : = no_l igne -+ 1; 
END: 
GOTOXY< 4. 16 >: \./RI TE<'******"*******•************'>; 
GOTOXY( 31, 16 >; \./RI TE<'***************************'>; 
FOR fnd_y :•· 17 TO 21 DO 
BEGIN 
GOTOXY(47, lnd_y>: 
\./R I TE C '* *' >: 
r:-~•D : 
/ .. 
END; 
GOTOXV(26,18); \JRITE{ 'F RAIS D"EXPEDITION '>; 
GOTOXV(48,18>: \.JRITECfra1s_exp); 
GOTOXVC26,2.0'); \.JRITE('TOTAL A PAYER '): 
GOTOXY< 48, 2.0'>: \.JR ITE C total>; 
GOTOXYC 2. 22 l: \.IR ITE< '* * ******* *•* *** ******• ** • **** ' l: 
GOTOXY < 31. 22 >: \.IR I TE C '•••· ....... ****••••**• .. *****•••••' >: 
(• procedure aff_bon ltv ......... * ......... ******~ .. •••••••• .. ) 
(****•***********•***) 
_PROCEDURE c orrec_syst: 
{*****•**************) 
V;\R no_l lgne. qte_l ivrable . dfce_qte 
te re_ liv, bl_val i d 
INTEGER; 
BOOLEAN; 
(**** ****************) 
PROCEOUPE enr_correct: 
{**~*******W*********) 
BEG IN (* procedure enr_correct ***•******•**************** ) 
( * maj bon de livraison* ) 
IF bl valtd 
THEN RE\.JRITE 
ELSE REWRITE 
( * maj commande*) 
c_c le_ncde_n lne.rec. no_cde := bl_corr .rec.no_cde; 
c cle ncde nlne.rec.no lne := .0': 
READINDX (f_cde.c le_ ncde_nln e ,c_cle_ncde_n lne.co n cat, 
e nt cde.arr,ce f cd e): 
C cle ncde nlne.rec.no cde-:= bl corr.rec.no r ef; 
c=cle=ncde=n l ne .rec.no= lne := no=ligne: -
READINDX {f_cde ,cle_ncde_n lne,c_cde_ncde_nlne.co ncat , 
lne cd e . a rr,ce f c de): 
WITH ln e c d e .rec DO - -
BEGIN 
qte_liv := qt~_llv - dfce_qte: 
q tfl e · :; A rrip,-. '" rit,._ 1 i " 1 
IF etat lne = a THEN 
END: 
ent_cde.nb_lne_d1f ·• ent_cde.nb_lne_d1f + l; 
etat_cde := d; 
RE\JR ITt ......... , 
RE\./R ITE •••..•.•. , 
{ .. maj stock*) 
END ; 
v_cle_npro.1nt :• bl_corr.rec.lne_b1Cno_l1gne].no_prod ; 
READINOX (f_stk,cle_npro,v_cle_npro,prod_stock.arr. 
ce f stk): 
\JITH prod_stk.rec 00 
BEGIN 
qte_d!sp := qte_d1sp - dfce_qte; 
qte_d if := qte_dtf + dfce_qte; 
END; 
REWRITE .....••.. : . 
{* procedure enr_correct ************* .. *** .. *** .... •***) 
<• Instructions de la procedure correc_syst *) 
BEGHI c• procedure correc_syst ••••••••••••••••••••••••••> 
GOTOXY< , l: 
\./RITE< 'NUMERO DE LA LIGNE A MOD I FIER ?' l: 
READLN(no_llgnel: 
\./RITE< 'QUANTITE LIVRABLE' >; 
READLN(qte_l lvrablel; 
PAGE (output>; 
bl_corr.rec := bl_lu.rec; 
( • ma j 11 gne b 1 • J 
dfce_qte := b~_lu.rec.lne_bl[no_ l !gneJ.qte_l !v 
- qte_l ! vrable: 
\./ITH bl_corr.rec.ln e_bl[no_ li gne) DO 
BEGIN 
qte_llv := qte_l ! vrable : 
montant : = pr ix_un i t * qte_llv: 
motif refus := 'reste pl~s tard'; 
END: 
( * maj f in bi *) 
END; 
\./ITH bl corr.rec 
BEGIN 
tota l := 
DO 
tota 1 -
(bl_corr.rec.lne_bl[no_11gneJ.pr1x_un 1t 
* dfce_qtel; 
IF total - frals_exp <> 8 
THEN bl va l td := true 
ELSE IF-frals_exp = H 
THEN bl val Id:= false 
ELSE BEGIN 
END: 
aff_bl <bl_corrl; 
GOTOXY< , l; 
\./RITE<'OK? ( YIN J'J: 
READLN(yes_nol: 
frals_exp := H; 
lere llv ·= true; 
b1val1d :=true; 
END;-
I F (yes_no = 'Y' ) OR (yes_ no = 'y') 
THEN enr_correct; 
(• procedure correc_syst •••*•••*••••••*••••********) 
., 
- (* instructions de la procedure trt_bl *) 
• • BEGIN (• procedure trt_bl •••••••••••••••••••••••••••••••••> 
GOTOXY{ , J; 
~RITEC'NUMERO DE COMMANDE: ?'J; 
- ---R.EADLN{c. cle nser nref.rec.no cdel;- ---- -
READINX{f_bon_lfv:cle_nser_nref,c_cle_nser_nref.arr , ce_f_bon_l lv); 
I.FJ ce_f _bon_ 1 1 v < > 8 
' THEN BEGIN . 
GOTOXY( , ) ; 
~RITE('NUMERO DE COMMANDE ERRONE'): 
get_order ('ns' ); 
PAGE C output};-
END 
,,, ' 
·:_;_ 
/ ·. 
.✓ 
BE ; t 
a ' r bon ltv (bl lu); 
g ~ :order C'ncs'); 
PA(, E (output); 
EN D: · 
IF order 2 'c' 
THEN corr e c_s yst 
ELSE BEG IN 
GOTOXY ( , ) ; 
',,IRITE('FACTURATION: 7 ( YIN )'); 
READLN(yes_nol; . 
IF (yes_no = 'Y'l OR (yes_no = 'y'l 
THEN facturation 
ELSE EXIT menu 1; 
EN D: 
END: <• procedure trt_bl ••••*•••••••••••••••••••••••••****) 
c• Instructions de la procedu r c menul * l 
BEGIN 
GO TOXYC , >; 
\,/RITE('VOTRE CHOIX: ?' l ; 
GOTO XY( , l; 
\,/R TEUH'l. TRAITEMENT BONS LIVRAISON S' ) ; 
',,IRITELN < '2. FACTURATION' l; 
\o/R ITEL N { '3. STOP ' l ; 
REPEAT 
GOTO XYC , l: 
READLN(answerll; 
PAGE C output l; 
IF ( an swer l <> 'l'i AND (an swer l <> '2') AND (answer3 ( ) ' 3') 
THEN BEGIN 
GOTOXY( , 1; 
\JRITEC 'ILLEGAL COMMAND ! '1; 
leg_answer l := fals e; 
END 
ELSE 1 eg_answer 1 : = true; 
UNTIL l eg_a nswerl; 
CA~E leg_ans werl OF 
REPEAT trt_bl UNTI L o rder <> ' N'; 
'2': facturat i on; 
END; 
END; <• procedure menul •••••••••••••••••••••••••••••••••••> 
. ' 
1• Instructions du programme principal*) 
BEGIN (* programme principal ••••••••••••••••••••••••••••••) 
(• 1nltlal1satlons "') 
- --l- . name f bon l lv.str := -'bon1 lv.1ndx'; 
( OPENFILE ( f-bon llv,name f bon 11v.arr,ce f bon liv); 
name f cde~st r -, = 'cde .lndx';- - - -
OPENFILE(f_c de,name_f_cde.arr,ce_f_cde); 
name f stk.str : 2 'stk.indx'; · 
OPENFILE<f_stk,name_f_stk.arr,ce_f_stkl; 
GOTOXYC , l; 
',,IRITEC'NUMERO DE SERIE: 7'1; 
READLH(c c d e nser n r ef .r ec.no ~er l : 
, . 
f 
i<!• 
~-f 
H.LI 1:l C I ) ". ;; ,~ w1 
~. (* fermeture des fichiers*) 
CLOSEFILE<f-bon_11v,ce_f_bon_11v); 
CLOSEFILE(f_cde,ce_f_cdel; 
CLOSEFILE(f_st k , ce_f_stkl; 
END. (* programme pr i nc i pal * ******************************) 
~ 1.. 
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