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Advances in object-oriented frameworks (usually abbreviated as “OOF” or simply 
“frameworks”) are currently regarded as one of the most promising areas in software de-
velopment. However, many OOFs and related projects fail. To bypass known OOF re-
lated problems, a novel approach for the systematic improvement of OOFs will be intro-
duced in this article. The proposed approach is based on the technology acceptance 
model (TAM) and the “divide and conquer” principle, which posits that a complex prob-
lem is easier to manage if it is broken down into simpler problems. The fundamental idea 
behind the research can be expressed with the assumption that elements which constitute 
OOF can influence the user’s perceptions via the most important OOF characteristics − 
understandability, adaptability and confidence. The original outcome of our research is a 
conceptual OOF model and an OOF improvement process which can be used by frame-
work developers as well as framework users. Several practical and theoretical implica-
tions of this work can be foreseen. Practitioners might use the outcomes of this research 
to develop more successful frameworks and for OOF evaluation purposes. From a theo-
retical viewpoint, this research can be used as a foundation for evaluating the implica-
tions of OOF-related guidelines and design approaches. While our research was mainly 
based on existing literature and common theories, we are aware of its limitations. Be-
cause of this, we plan to continue our research in several directions. Our current research 
is directed at empirically validating the conceptual OOF model that is presented in this 
article and at validating the proposed approach in an actual setting.  
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1. INTRODUCTION 
 
Object-oriented frameworks (OOF) are a proven technology for reusing software 
designs and implementations in order to reduce costs and improve the quality of devel-
oped software [1, 2]. According to most cited definitions [3] the term OOF is described 
as “a set of classes that embodies an abstract design for a solution to a family of related 
problems.” OOFs are incomplete systems that contain certain fixed aspects common to 
all applications in the problem domain, and certain variable aspects unique to each ap-
plication made from it (also named framework instances) [4].  
What makes OOFs considerably different from other reuse techniques, such as com-
ponents, libraries or design patterns, is that OOFs aim to reuse larger-grained compo-
nents and also higher-level designs. Additionally, OOFs define the flow of control and 
are therefore the main program of instantiated software [2].  
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OOFs are becoming increasingly important to the software development community 
[5], especially for instantiating software within product lines and product families [6, 7]. 
Besides this, OOFs can also act as extension of generic programming languages, allow-
ing developers to make gains from commonalities in the domain they perform (using do-
main frameworks), development practices they use (using support frameworks) or appli-
cations they develop (using application frameworks). Therefore, almost any object-ori- 
ented project uses at least one OOF [8] and, as Fontoura wrote: [9] “there are projections 
that OOFs will be at the core of the technology of the twenty-first century”.  
Besides the positive effects, OOF development and OOF instantiation continues to 
be a difficult endeavor [4, 10, 11]. Consequently, software developers may not decide to 
develop or use OOF despite their availability. Or they might develop or use OOF in an 
inappropriate way, which often leads to project failures. Because there are problems that 
make OOF development and instantiation difficult, practitioners and researchers have 
proposed several improvements to OOFs, ranging from documentation improvements 
[12], technical improvements [11] and general guidelines for OOF developments [13].  
While these improvements stimulate new ideas in OOFs, most of them are based on 
personal experiences. They also do not include proven theoretical foundations and em-
pirical confirmations, which is regarded as one of the main problems of software engi-
neering [14]. Secondly, most framework improvements are only technologically oriented. 
However, while frameworks are intensively used by software developers, it is also rea-
sonable to incorporate OOF-related stakeholders into OOF research. This supposition is 
consistent with the results of the Morisio et al. [15] study, which demonstrated the focal 
role of human factors in the success of software reuse. Finally, given the importance of 
OOFs and the extent of their impact on software development projects, there was no re-
search identified that addressed fundamental issues such as how different OOF-related 
improvements influence application developers who use frameworks.  
This article will attempt to address the limits of OOF by considering both the posi-
tive and negative aspects of existing OOF research. It builds upon proven theoretical 
foundations in IT acceptance research and concretizes underlying theoretical models 
with regard to OOF and its constituent parts. The original contributions of this article are: 
(1) an abstract view of OOF, (2) a conceptual model representing causal relationships 
between OOF constituent elements, OOF characteristics and OOF user perceptions, and 
(3) a high-level OOF improvement process, based on the conceptual model. 
2. BACKGROUND AND THEORY 
When identifying or applying improvements to OOF, the most important thing to 
consider is how these improvements will affect OOF users (application developers) [15]. 
A common way to measure the effects of improvements is to measure the success of an 
examined object (in our case OOF) before and after the improvements have been applied.  
Several closely related socio-technical system success theories and models have 
been introduced in information systems (IS) and information technologies (IT). Espe-
cially in software engineering, software success measurement has traditionally been fo-
cused on delivering functional software within certain economical and temporal con-
straints. However, such measures of success have often proved to be complex and inac-
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curate because of the diversity of software systems and the subjective nature of success 
[16].  
On the other hand, there is empirical evidence that a more general and accurate 
measure of success lies within a system use that provides a more frugal and user-focused 
measure of system success [17, 18]. Therefore, investigations of IT use are generally 
characterized as the second stream of IS success research [19]. 
There is plenty of evidence that OOF success should be measured with system use 
and that traditional software success measures are inappropriate for OOF. First, OOFs 
are usually developed in an incremental and evolutionary way, which is formally pre-
sented in evolving frameworks pattern language [20]. Such a developmental approach 
makes temporal constraints for indicating success inappropriate. Secondly, the OOF 
evolutionary development approach is similar to open source development [21]. There-
fore, many OOFs are developed within open source projects [22]. In the case of open 
source projects, the primary indicator of a project’s success is the number of users [23], 
whereas the economic constraints of success indicators are unsuitable. Thirdly, the im-
portant distinction between OOF and applications is that OOF has to cover common con-
cepts in the domain they operate in, whereas applications are only concerned with spe-
cific application requirements. While the desired functions are not the primary concern 
of OOF they cannot be treated as a relevant indicator of OOF success. 
Besides the above-presented benefits, the most important preference of system use 
success measure is that it has well-defined causal antecedents. Based on the logic that a 
system must first be accepted to be used [24], it might be presumed that ensuring accep-
tance increases the likelihood of a system’s success. Therefore, understanding what in-
fluences users to use IT, continues to be a major issue in the IT success area [25].  
Among theories that deal with the acceptance and use of IT, Davis’s [26] Technol-
ogy Acceptance Model (TAM), is one of the most cited, validated and oft-used theoreti-
cal models. As explained in Fig. 1, a key assumption of TAM is that external variables 
(EV) influence the decision for using particular IT only indirectly: through their impact 
on a user’s beliefs, the perceived ease of use (PEOU) and perceived usefulness (PU). 
These two beliefs influence the users’ attitude toward using IT (ATU). ATU sequentially 
influences the behavioral intention to use (BI), which is the key factor in determining 
actual IT use (U).  
 
Fig. 1. Technology acceptance model − TAM [26]. 
 
The causal relationships between TAM constructs (see the arrows in Fig. 1) have 
been proven as valid for different types of IT and in different settings (voluntary, man-
datory, individual and organizational) [25]. Moreover, end users and system developers 
were involved in TAM research [27]. Another important finding of TAM is its applica-
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bility for post-adoption behavior, which has been proven by Hong et al. [28].  
Several reasons can be given that justify using TAM as the central theoretical model 
of our research: (1) its specific focus on IT; (2) its proven validity, reliability and exten-
sibility [27, 29]; (3) its extensive application [30]; (4) its accumulated research tradition 
[25]; and (5) its ability to be used in adoption (potential users) and post-adoption (actual 
users) behavior [28].  
3. OOF EVALUATION AND IMPROVEMENT MODEL 
Following the logic of TAM, we anticipate that if we try to improve OOF in a way 
that influence proper OOF-related EV in a “proper way,” users will develop more posi-
tive user beliefs and attitudes toward OOF. This means that there will be a higher prob-
ability that users will be intent on starting to use, or continuing to use, OOF (Fig. 1).  
However, while TAM does not define which EVs influence user perceptions and 
although EV depend on the type of IT [31], it remains unknown which EV to observe in 
a specific context. Different types of EVs have been investigated [25] where system char-
acteristics have proven to have a focal impact on system use [32]. Besides, they showed 
the potential to directly affect both PEOU and PU [33]. 
Another evaluation problem appears when considering OOF as integrity. OOFs are 
generally regarded as the most complex reusable structures, made up of different design 
and implementation parts, where different parts might differently influence OOF success. 
Besides, OOFs differ among one another in several aspects [11, 34, 35], which makes it 
difficult to define general procedures and measures of OOF. However, a lot of research 
related to OOF constituting elements has already been conducted. Relying on the well 
proven “divide and conquer” principle, we anticipate that OOF can be easier to evaluate 
when evaluating constituent elements. In summary, the above research problems can be 
stated with two research questions:  
 
− What OOF characteristics influence OOF acceptance?               (1) 
− What common elements constitute OOF?                   (2) 
 3.1 Identification of OOF Characteristics  
The identification of initial concepts for the first research question was performed 
by surveying available literature. The search included books, journals, conferences, the-
ses and technical reports found in electronic libraries (like Citeseer, Science Direct and 
IEEE). The search terms were constructed from general application areas (OOF, applica-
tion frameworks, software frameworks), specific application areas (e.g. guidelines, suc-
cess, quality, etc.) and specific terms (e.g. drivers, determinants, reasons, etc.). The search 
process was defined as saturated when combining these terms did not yield any new re-
sults.  
The literature uncovered during the identification process was then analyzed for de-
sirable OOF characteristics, where the factors in the literature were directly stated or 
embedded in textual descriptions. In addition to this, the factors were positively or nega-
tively related to OOF success. The outcome resulted in raw factors which were addition-
ally processed with cross-fertilization, duplicate removal and consistency formulation. 
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For each factor, the number of occurrences (multiplicity) was evaluated. Orthogonal fac-
tors on the same abstraction level were defined by the splitting and clustering of concepts 
(factors). In order to keep the number of factors low, factors that appeared only once 
were omitted from any further research. 
In line with the above-defined research approach, the most common OOF charac-
teristics were identified from the literature, where factors with the highest multiplicities 
were shown to be adaptability and understandability. While both factors correspond to 
REBOOT (Reuse Based on Object Oriented Techniques) reusability factors [36], con-
cept clustering and concept splitting was performed according to REBOOT reusability 
model multi-level structure. Concept clustering was performed on maturity and fault tol- 
erance factors, where the corresponding multiplicities were summarized (Fig. 2). Con-
cept splitting was performed on reusability, where the multiplicities were equally divided 
between resulting factors. Finally, equal factors were merged and their multiplicities 
summarized. Trying to keep research within reasonable boundaries, efficiency and port-
ability factors were omitted from this phase of research because they indicated the lowest 
multiplicities.  
Adaptability (8)
Understandability (7)
Maturity (3)
Fault tolerance (2)
Confidence (5)
Reusability (4)
Portability (4/4)Efficiency (4)
Adaptability (4/4)
Understandability 
(4/4)
Confidence (4/4)
Concepts 
clustering Concepts splitting Resulting concepts
Adaptability (9)
Understandability (8)
Confidence (6)
Efficiency (4)
Portability (1)
Literature based 
concepts
 
Fig. 2. Common OOF characteristics and their multiplicities. 
 
3.1.1 Understandability 
Understandability is defined as “the capability of a software product to enable the 
user to understand whether the software is suitable and how it can be used for particular 
tasks and conditions of use” [37]. The REBOOT model breaks up understandability into 
four criteria: self-descriptiveness, documentation level, structural complexity and inheri-
tance complexity. Understandability is often substituted with “ease of use.” However, 
ease of use represents a user’s reaction to using OOF. Thus, it can be hypothesized (H1) 
that understandability positively influences user’s attitudes toward OOF, mediated by the 
perceived ease of use. 
3.1.2 Adaptability 
Adaptability (i.e. flexibility) is the ability to use OOF in more than one context. RE- 
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BOOT defines adaptability as the “ease with which a component can be adapted to fulfill 
a requirement that differs from that for which it was originally constructed.” Adaptability 
is the most common OOF characteristic (see Fig. 2), therefore it can be hypothesized (H2) 
that OOF adaptability positively influences the perceived usefulness of OOF. However, 
adaptability usually comes with increased complexity which reduces the ease of using 
OOF [38]. So, the third hypothesis (H3) can be defined as: adaptability negatively influ-
ences perceived ease of using OOF. 
3.1.3 Confidence 
Confidence is defined as the “probability that a module, program or system per-
forms its defined purpose satisfactorily over a period of time in another environment 
than for which it was originally constructed” [36]. Confidence is important for OOF for 
two major reasons. Firstly, while the decision to develop or use OOF is a long-term one, 
the potential OOF user needs to have confidence that OOF will perform satisfactorily 
over a period of time. Secondly, while OOF constitutes parts of end applications (frame-
work instances) the potential OOF defectiveness usually affects all its instances. It can be 
hypothesized (H4) that confidence increases the perceived usefulness of OOF. 
3.1.4 Anticipated causal relationships 
Fig. 3 shows the conceptual causal model, which includes important OOF charac-
teristics, TAM user beliefs (PEOU and PU) and anticipated causal relationships. No re-
search has been identified which could empirically prove the causal model. However, for 
this stage of our research, we believe that there are enough indices within the surveyed 
literature.  
Understandability
Adaptability
Confidence
Ease of use
Usefulness
H1
H4
H2 (-)
H3
OOF characteristics
User 
believes / perceptions
Anticipated causal relationships 
 
Fig. 3. Important OOF characteristics and their anticipated impact on user beliefs. 
 
3.2 Identification of OOF Constituent Elements 
 
While OOF consists of part code and part design reuse, OOF constituting elements 
can be primary divided into code elements and design elements [39, 40]. Besides this, 
OOF design is dependent on OOF development guidelines. Surveying the literature, we 
find that OOF constituent elements are consistently defined across the literature. 
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Framework
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1
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HotSpot
ClassLibrary
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1
*
1
*
 
Fig. 4. The common OOF code elements. 
 
3.2.1 Code elements 
 
Several authors have already analyzed the structure of OOF [38, 39]. The results of 
their research are summarized in the UML class model in Fig. 4. 
Fig. 4 shows the most common OOF code (class) elements and their relationships. 
At the top level, OOF consists of interfaces, abstract and concrete classes that constitute 
the framework core and framework library. The framework core defines the main func-
tions and behavior of the OOF, whereas the framework library extends the framework 
core with concrete components that can be used by developers with little or no modifica-
tions. In addition to this, OOFs might include other OOFs. Framework core elements can 
be further divided into two major groups: hot spots and frozen spots.  
Hot spots (or hinges) are the general areas of variability within a framework. Hot 
spots are framework parts where programmers can add their own code to implement the 
functionalities specific to their own project. A hot spot can contain several hooks, which 
represent actual places (methods) in the framework that can be adapted or extended in 
order to provide application-specific functionality. 
In contrast, frozen spots within the framework capture the commonalities across 
framework instances. These remain unchanged in any instantiation of the framework.  
 
3.2.2 Design elements 
 
Different authors have investigated or defined different OOF design elements [38, 
40, 41] where the most common design elements have been shown to be dynamic bind-
ing and design patterns. Dynamic binding (run-time binding, late binding) is a technique 
by which the exact piece of code to be executed is determined at run-time (as opposed to 
compile-time). Dynamic binding is identified as one of the key issues of OOF and repre-
sents the core concept that distinguishes OOF from other reuse techniques (components, 
libraries). Dynamic binding allows OOF to call instances and is therefore known as “in-
version of control” or “Hollywood principle”1 [22]. Inversion of control can be imple-
mented with subclassing, dependency injections, template methods and closures. 
 
 
1 Don’t call us-we’ll call you. 
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Table 1. Design patterns, commonly used in OOF. 
Design pattern Description 
Adapter Adapts a class interface into one that a client expects. 
Composite 
Defines a composite object designed as a composition of one or more similar 
objects, all exhibiting similar functionality. The composite object then exposes 
the properties and methods for child object manipulation as if it was a simple 
object. 
Façade Provides a simplified interface to a larger body of code, such as a class library. 
Observer Objects register to observe an event which may be raised by another object. 
Singleton Restricts instantiation of a class to a single object. 
Strategy The strategy pattern is useful for situations where it is necessary to dynamically swap algorithms used in an application. 
Template 
method 
Defines the skeleton of an algorithm in an operation, deferring some steps to 
subclasses. The Template Method lets subclasses redefine certain steps of an 
algorithm without changing the algorithm's structure. 
 
Table 2. Experience based OOF related guidelines. 
Author(s) Guideline 
Reduce the number of classes and methods users have to override. 
Simplify the interaction between OOF and application extensions. 
Isolate platform dependent code. 
Do as much as possible within the framework. 
Factor code so that users can override limiting assumptions. 
[45] 
Provide notification hooks so that users can react to important state changes. 
Consolidate similar functionality into a single abstraction. 
Break down larger abstractions into smaller ones with greater flexibility. 
Implement each key variation of an abstraction class. 
[46] 
Use composition rather than inheritance. 
The interface of a component should be separated from its implementation. 
Interfaces should be role oriented. 
Role inheritance should be used to combine different roles. 
Prefer louse coupling over delegation. 
Prefer delegation over inheritance. 
Use standard technology. 
Automate configuration. 
[11] 
Automate documentation. 
Justify framework development. 
Prevent the framework of becoming unmanageable. 
Skilled team – develop framework in a clear and consistent way. 
Develop pilot applications. 
Use small objects to increase flexibility and restrict complexity. 
Perform pilot-based tests. 
Involve framework users in framework development. 
[5] 
Accept change requests if several teams will use the additional functionality. 
[20] Develop OOF according to the evolving frameworks pattern language. 
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Design patterns have been associated with OOF from their very beginnings [38]. 
They represent descriptions of communicating objects and classes that are customized to 
solve a general design problem within a particular context [42]. Design patterns can be 
classified in terms of the underlying problem they solve: fundamental, creational, struc-
tural, behavioral and concurrency patterns. In OOF, design patterns are used for several 
purposes (see Table 1); however they are especially suitable for designing hot spots to 
improve OOF flexibility and extensibility. Several authors have already examined design 
patterns in OOF [4, 6, 12, 43, 44]. 
 
3.2.3 Development guidelines 
 
OOFs are, besides their code elements and design elements, highly dependent on 
development philosophy or guidelines. Therefore, we treat OOF guidelines as a constitu-
ent part of OOF. The major concern of OOF development guidelines is to improve the 
interaction between the OOF user and OOF [40], which is similar to our research objec-
tives. A set of 71 OOF-related guidelines has been defined by Landin et al. [13], where 
the most common guidelines are summarized in Table 2. 
In addition to this, some guidelines are favored by a specific OOF. For example, 
“use convention over configuration” and “don’t repeat yourself (DRY)”, are major de-
velopment guidelines in the “Ruby on Rails” (RoR) framework. Despite that these guide-
lines are strongly related to RoR, they are language and OOF independent. On the other 
side, the developers of the “Keel framework” have identified common anti-patterns 
(classes of commonly reinvented bad solutions) which they try to avoid in Keel devel-
opment.  
 
3.3 Conceptual OOF Model 
 
The three groups of OOF constituent elements are interdependent. First, design ele-
ments (dynamic binding and design patterns) influence OOF interfaces and classes. For 
example, a simplified use of an OOF class library can be achieved using a Façade pattern 
(see Tables 1 and 3). Second, the guidelines as presented in Table 2 might influence 
design elements. For example: “break down larger abstractions into smaller ones with 
greater flexibility” implies the use of aggregate or composite design patterns (Table 1). 
Third, guidelines influence code elements directly (for example “reduce the number of 
classes and methods users have to override”) or indirectly (through design elements). 
When considering TAM, causal relationships (solid arrows) between OOF elements 
and causal relationships between OOF characteristics and user beliefs, a causal OOF 
model can be defined as presented in Fig. 5. 
It can be anticipated that the model, shown in Fig. 5, is capable of explaining the 
major antecedents of OOF success in the following way: elements, which constitute OOF, 
influence important OOF characteristics. These characteristics further, directly or in-
directly (mediated by user perceptions), impact users’ intentions to use or further use a 
specific OOF. Finally, “continuous use” can be treated as a valid indicator of OOF 
success. 
The relationship between OOF constituent elements and OOF characteristics can be 
defined in two ways. First, code elements can be directly analyzed for their adaptability,  
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Table 3. An example of the connectivity matrix. 
[j] [i] Design pattern/guideline Impacts 
1. Adaptability 2. Understand 3. Confidence 
1 Template method design pattern. Hot spots 1 − 1 0 
2 Implement each key variation of an abstract class. Hot spots 0 1 0 
3 Façade design pattern. Class library 0 1 0 
4 Composite design pattern. Hot spots 0 1 0 
5 Break down larger abstractions into smaller ones. Hot spots 1 − 1 0 
6 Reduce the number of classes and methods, users have to override. Hot spots − 1 1 0 
7 Involve users into framework development. All elements 0 1 1 
Understandability
Adaptability
Confidence
Ease of use
Usefulness
( - )
OOF constituent elements
OOF 
characteristics User perceptions / 
believes
Design 
elements
Code 
elements
Guidelines
C
on
ne
ct
iv
ity
 m
at
rix
 
Fig. 5. Conceptual OOF evaluation model with anticipated causal relationships. 
 
understandability and confidence, using metrics for reusable components. REBOOT [36] 
defines 35 metrics that are used to define criteria for reusable software, where criteria can 
be further broken down into factors like portability, adaptability and confidence. Each 
metric is defined and explained in detail. For example, the understandability factor con-
sists of the following criteria: (1) self-descriptiveness, (2) documentation level, (3) struc-
tural complexity and (4) inheritance complexity. Each of the criteria is measured by sev-
eral metrics. For example, self-descriptiveness is measured by comment density (M3)2 
and comment descriptiveness (M4), as presented below3:  
  3 ,
  
Linse of commentsM
Lines of code
=                                           (1) 
4( 1 2 )
#  4 .
3
i iQc Qm Qm
member functionsM
∑ +
=                                              (2) 
 
2 M3 and M4 are standardized REBOOT [36] Metrics IDs. 
3 Qc4, Qm1 and Qm2 represent “check-list” metrics. See REBOOT [36] for details. 
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Second, design elements and guidelines can be analyzed directly or indirectly, via 
their impact on code elements. Direct impacts can be obtained by surveying existing OOF 
literature and other relevant literature for identifying OOF guidelines and design ele-
ments and the potential impact they might have on OOF characteristics. In a recent re-
search, Guéhéneuc et al. [43] proposed to threat design patterns and corresponding de-
sign motifs as “laws of software quality”. Further, design patterns are commonly united in 
catalogues, like GoF (Gang of Four) [42]. These catalogues describe patterns in a struc-
tured way, including their implications [44]. In a similar way, Landin in his thesis [13] 
catalogued a set of 71 guidelines which can be applied to OOF.  
In addition to existing research, empirical research can be performed to identify 
causal relationships between them and OOF characteristics. In this case, the impacts are 
commonly represented with standardized regression weights (factor loadings).  
As a result of catalogues and empirical research, we can form a connectivity matrix4 
for OOF constituent elements and OOF characteristics (Table 3), where rows are OOF 
design elements or guidelines, and columns show OOF characteristics. Each cell in the 
matrix contains the number “xij”, which represents the impact between OOF design ele-
ment or guideline “i” and the OOF characteristic “j”. The values xij can be defined as the 
following: (1) xij < 0 represents the negative impact of a design element or the guideline 
“i” on OOF characteristic “j”; (2) xij > 0 represents the positive impact of a design ele-
ment or guideline “i” on OOF characteristic “j”; and (3) xij = 0 represents no impact be-
tween a design element or the guideline “i” and the OOF characteristic “j”. 
4. OOF IMPROVEMENT PROCESS 
Based on the conceptual OOF evaluation model (Fig. 5), several scenarios for OOF 
improvements can be anticipated5. A high-level OOF improvement process is presented 
in Fig. 6. It is based on Booch’s finding, which stated that “developers will use a specific 
OOF only if its benefits (suits to PU) outweigh its drawbacks (suits to PEOU)” [48]. We 
decided to use Business Process Modeling Notation (BPMN) to model the process be-
cause it is easily understandable, supported by OMG (Object Management Group) and 
highly expressive [49]. 
Analyze PEOU 
and PU of an 
OOF
Analyze OOF 
code elements
Identify OOF 
design 
elements
Identify 
guidelines 
applied to OOF
Improve / 
substitute code 
elements
Apply / 
substitute
design 
elements
Apply / 
substitute 
guidelines
Which 
construct is 
weaker?
Select OOF 
characteristics 
which impact 
PEOU
Select OOF 
characteristics 
which impact PU
Improvements
are necessary
Improvements 
are not 
required
C onnectivity
matrix
Adapted Legris 's 
et.al. research 
instrument
OOF 
evaluation
model
PEOU
is weaker
Investigated
OOF
PU
is weaker
Fig. 6. High-level OOF improvement process. 
 
4 A similar solution was proposed by Guéhéneuc et al. [43] for design patterns quality characteristics. 
5 This part of the research has been partially influenced by the research of Vavpotič et al. [47], who examined 
scenarios for improving software development methodologies. 
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The main idea behind the proposed OOF improvement process lies in an iterative 
and evolutionary process, which improves OOF by particularly improving its ease of use 
and usefulness. Iterative and evolutionary improvement process suits to OOF develop-
ment model as proposed by Roberts [20]. The major process activities with practical 
examples are presented below. 
4.1 Analyzing User Perceptions Regarding OOF 
To analyze how users perceive OOF, they need to be surveyed for their perceptions 
of the investigated OOF. The measurement of psychometric user responses is commonly 
based on the Likert scale. The Likert scale is a multi-item scale, where typical items are 
statements. In Likert scale, the respondent is asked to indicate his or her degree of 
agreement with the statement, most commonly on a seven-point scale with the endpoints 
“Strongly disagree” and “Strongly agree.” Legris et al. gave great attention to investi-
gating the use of the PEOU and PU measures [27]. Based on their findings, we propose a 
five-item Likert-based measurement tool for measuring PEOU, and four items for meas-
uring PU of OOF: 
− PEOU1: The OOF is rigid and inflexible to interact with. 
− PEOU2: I find it is easy to get the OOF to do what I want it to do. 
− PEOU3: Overall, I believe that the OOF is easy to use. 
− PEOU4: Learning to operate the OOF is easy for me. 
− PEOU5: I find it takes a lot of effort to become skillful at using the OOF. 
− PU1: I believe that using the OOF will further increase my productivity. 
− PU2: I believe that using the OOF will further increase my job performance. 
− PU3: I believe that using the OOF will further enhance my job effectiveness. 
− PU4: Overall, I believe the OOF will be further useful in my job. 
4.2 Selecting OOF Characteristics 
Corresponding the results of the previous step, OOF characteristics, which have an 
impact on the “weaker” user beliefs construct (PEOU or PU), should be selected. The 
“weaker construct” can be defined as those with lower average values of Likert measures 
for PEOU and PU of OOF. According to the OOF causal model (Fig. 5), two major sce-
narios for improving PEOU and PU of OOF exist: 
− Improving PU of OOF. This can be improved by improving the adaptability and con-
fidence of OOF. 
− Improving PEOU of OOF. This can be improved by improving the understandability 
and simultaneously lessening OOF overgeneralization. For example, if OOF users bet-
ter evaluate PU than PEOU, understandability should be primarily improved, where 
the cause might be an over-generalized OOF (see Fig. 5). 
 
4.3 Analyzing and Improving OOF Constituent Elements 
 
The selected OOF characteristics can be improved by analyzing, identifying and 
resolving problems in elements which constitute OOF. According to Fig. 5, these ele-
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ments are: code elements, design elements and guidelines. The focus should be on those 
elements which have an impact on the “problematic”6 OOF characteristics. “Problem-
atic” code elements can be analyzed with measurements, whereas problematic design 
elements and guidelines can be identified from existing catalogues or the connectivity 
matrix (Table 3). 
Finally, the identified problems within OOF constituent elements should be re-
solved by modifying or replacing existing elements with those elements which positively 
influence “problematic” OOF characteristics. This can be done by applying design pat-
terns or guidelines from the connectivity matrix (Table 3). Besides this, we should also 
be aware that OOF constituent elements are interdependent (Fig. 5) which means that 
there are several ways to improve some elements. For example, if OOF is perceived as 
difficult to use, understandability should be improved where the adaptability might be 
reduced. In this case, the root of the problem might be in design patterns applied to hot 
spots. These often result in higher adaptability, but simultaneously complicate OOF. A 
guideline such as “implement each key variation of an abstraction class” (see Table 2) 
could be used to resolve this problem. 
 
4.4 Continual Improvement 
 
The effects of OOF improvement can be evaluated with the same instrument used in 
the first step of the process − by analyzing OOF user perceptions. The following scenar-
ios might occur when measuring user beliefs after applied OOF improvements: 
 
1. Applied improvements have positively influenced the weaker user belief construct. In 
this case, we have achieved the expected results with positively influencing factors 
which influence OOF acceptance and consequently OOF success. The OOF improve-
ment process can finish. 
2. Applied improvements have no impact on the weaker user belief construct. In this 
case, we might apply wrong improvements to OOF constituent elements. There might 
be a problem within the OOF evaluation model, connectivity matrix or some factors 
outside the scope of the model influence investigated construct. 
3. Applied improvements negatively influence the opposite user belief construct. The 
most reasonable explanation for this case is the contrariwise impact of adaptability on 
PEOU and PU. So, OOF should be modified in a way that will assure a reasonable 
extent of adaptability while not being too difficult to use.  
5. CONCLUSION 
A novel approach for the systematic evaluation and improvement of object-oriented 
frameworks (OOF) was introduced in this article. The proposed approach is based on the 
well-known “divide and conquer” principle which posts that a complex problem is easier 
to manage if it is broken down into simpler parts. We divided OOF into its most general 
constituent elements. Moreover, the technology acceptance model (TAM) was used as a 
focal theory for user-based OOF improvement. Combining both parts of the research 
resulted in the presumption that elements which constitute OOF, subsequently influence 
 
6 Those, which negatively influences the “weaker” user beliefs construct. 
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OOF user perceptions via the most important OOF characteristics: understandability, 
adaptability and confidence. According to this presumption, a causal OOF evaluation 
model was defined. And finally, the proposed OOF model was used as a basic one in the 
OOF improvement process. 
Several other theoretical and practical implications of this research can be foreseen. 
The proposed OOF model can offer the basis for developers’ OOF design directions. 
Contrarily, software users can use the model to evaluate the appropriateness of OOF. 
From a theoretical standpoint, this research can be seen as an umbrella or comple-
mentary research to existing OOF research, which is mainly concerned with partial (code, 
design patterns, guidelines or documentation) OOF improvements. Finally, the ideas 
behind this research might stimulate researchers in other IT areas to examine and im-
prove existing and coming technologies in a more systematic and engineering manner.  
 
5.1 Validity Threats and Research Limits 
 
We are aware that our research is not without limitations. Several theoretical and 
practical sources for constructing the OOF evaluation model (Fig. 5) have been used. 
However, we are fully aware of the research limits and the fact that a model can repre-
sent only an approximation of real world phenomenon.  
Some threats to the structural validity of the conceptual OOF model exist. First, the 
causal relationships, as defined in this model, were derived from a generally applicable 
theory (TAM) and OOF-related literature, although none of these relationships was ex-
plicitly proven in our research. Our current activities are aiming in confirming or reject-
ing hypotheses, stated in this research. 
Secondly, while trading simplicity against completeness we decided to investigate 
only the most relevant user perceptions and OOF characteristics. We used TAM’s user 
perceptions; however, TAM and its successor TAM2 [50, 51] have evolved into a more 
complex model, known as the Unified Theory of Acceptance and Use of Technology 
(UTAUT) [52]. Compared with TAM, UTAUT defines two extra user perceptions: so-
cial influences and facilitating conditions. However, we decided for TAM, because only 
one study exists that confirms UTAUT validity and robustness. In addition, we decided 
to include only the most common OOF characteristics in the model. There is no guarantee 
that the investigated body of literature was wide or diverse enough to identify all OOF 
characteristics. In addition, the clustering and splitting of concepts may greatly affect the 
number of occurrences (multiplicity).  
Thirdly, to apply the model to a broad range of OOF, an abstract OOF structure was 
defined, where the structure of an actual OOF might differ from the abstract OOF struc-
ture. This might lessen the practical value of our research. 
 
5.2 Future Research Activities 
 
We are aware that the conceptual OOF evaluation model and the OOF improvement 
process presented in this article suffer from incomplete research. Thus, this research has 
to continue in several directions.  
First, the anticipated causal relationships (hypotheses) of the conceptual OOF model 
should be validated by surveying actual OOF users. This research requires the operation-
IMPROVING OBJECT-ORIENTED FRAMEWORKS 
 
1081 
 
alization of the proposed model, the identification of a proper research sample and the 
statistical analysis of results. These are our current research activities. 
Secondly, the proposed improvement process should be validated in a case study, 
which is an ideal methodology when a holistic, in-depth investigation is needed [53]. We 
are planning to perform an explanatory case study in an actual organization which is bas-
ing its product line on an in-house-developed OOF. We anticipate that the results of the 
case study will help us identify both the major practical benefits and limits of our re-
search. 
The third direction of future activities would be to improve the practical value of the 
proposed OOF improvement process in light of case study results, where some improve-
ment ideas are: (1) a partial or full guidance through the OOF improvement process, and 
(2) the establishment of a knowledge base of elements and their impacts of concrete 
OOFs. A partial automation of the proposed model could be realized with software for 
the evaluation of OOF code elements and with software for identifying design elements 
and guidelines in a concrete OOF. This research could be based on research, performed 
by Guéhéneuc et al. [43]. A useful knowledge base could contain the evaluation results 
of existing OOFs and the impact of applied OOF guidelines and design patterns on OOF 
characteristics (the connectivity matrix). 
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