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Povzetek
Namen diplomske naloge je najprej nazorno prikazati in razlozˇiti delovanje
serijske komunikacije ter pregledati trenutno stanje na tem podrocˇju. Drugi
cilj diplomske naloge pa je ustvariti genericˇen gonilnik za serijsko komunika-
cijo.
Ker je potrebno za vsak tip naprave implementirati gonilnik, je smiselno
poenostaviti implementacijo in skrajˇsati cˇas dela. Za te namene bi radi
ustvarili genericˇen gonilnik za serijsko komunikacijo, ki bi ga s cˇim manj
potrebnega dela lahko pretvorili v gonilnik za poljubno specificˇno napravo.
Te cilje zajema doticˇna diplomska naloga.
Za pravilno implementacijo je potrebno jasno poznavanje same serijske
komunikacije in vseh njenih aspektov. Diplomska naloga se ukvarja prav s
temi vprasˇanji in predlaga resˇitve ter optimizacije. Del naloge je tako name-
njen tudi sˇtudiji serijske komunikacije, na podlagi katere temeljijo kasnejˇse
odlocˇitve in argumenti.
Diplomska naloga koncˇno poda tudi podlago za nadaljnji razvoj.
Kljucˇne besede: serijska komunikacija, gonilniki, genericˇen gonilnik.

Abstract
The goal of the thesis is first to provide a clear explanation of how serial
communication works and to review the latest work and progress in the
field of serial communication. The second goal of this thesis is to create a
generic driver for the purposes of communicating with a device using a serial
communication.
Since it is required for every type of a device that communicates using
a serial port, to implement a dedicated driver, it is logical to simplify this
implementation and shorten the working time as much as possible. To achieve
this, we would like to develop a generic driver for serial communication, that
could be converted to a dedicated driver for any specific device with the least
possible effort. These are the ambitions of this particular thesis.
For a proper implementation, a clear and wide knowledge of the serial
communication functionality and its aspects is required. The thesis oversees
these problems and suggests solutions and optimizations. A part of the thesis
is hence also intended for the study of serial communication, upon which are
based subsequent decisions in the implementation of the generic driver.
The thesis finally provides a basis for future research.
Keywords: serial communication, drivers, generic driver.

Poglavje 1
Uvod
Namen dela je povzeti znanje na podrocˇju serijske komunikacije in razvijati
programsko opremo na podlagi le tega. Ta zajema osnovne lastnosti, primer-
javo z ostalimi vrstami racˇunalniˇske komunikacije, primere uporabe, pristope
programiranja, najnovejˇsa dela in raziskave podrocˇja, sˇtudij in ovrednotenje
obstojecˇe programske opreme. Nadalje to znanje vkljucˇuje tudi poznavanje
serijske komunikacije na fizicˇnem nivoju, poznavanje standardov prikljucˇkov
in povezovalnega medija, in varnost pri sami komunikaciji.
Na tej osnovi bomo v drugi fazi diplomske naloge oblikovali in ustva-
rili genericˇen serijski gonilnik. S pristopom genericˇne implementacije zˇelimo
spodbuditi razvoj gonilnikov v tej smeri in tako optimizirati potek in cˇas
implementacije gonilnikov.
Genericˇen gonilnik definirajmo kot gonilnik, ki pri pravilni konfiguraciji de-
luje kot specificˇen gonilnik za katerokoli napravo. Strukturo taksˇnega ge-
nericˇnega gonilnika v grobem delimo na vsaj dva dela. Prvi del skrbi za de-
jansko komunikacijo, vse varnostne nastavitve in kakovost prenosa. Drugi del
gonilnika zajema dejansko strukturo in format klicev in odgovorov. Ideja je,
da bi za neko dolocˇeno napravo, s katero zˇelimo komunicirati preko serijskega
vhoda, genericˇnemu gonilniku podali samo konfiguracijo. Ta bi vkljucˇevala
spisek vseh mozˇnih ukazov, ki jih lahko posˇlje, njihov format in format odgo-
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vora, ki ga lahko prejme. Genericˇen gonilnik bi iz teh informacij skonstruiral
vse potrebne funkcije, kjer bi vsaka funkcija pripadala enemu ukazu, in jih
implementiral po navodilih formatov. S tako strukturo gonilnika bi olajˇsali
pisanje specificˇnih gonilnikov v prihodnje. Za katerokoli napravo bi morali
napisati zgolj konfiguracijsko knjizˇnico, ki bi sovpadala z navodili serijske
komunikacije te naprave v njenem prirocˇniku. Tak genericˇen gonilnik sluzˇi
kot orodje oziroma okvir za hitro implementacijo specificˇnih gonilnikov, ki
komunicirajo preko serijskega vhoda.
Razvoj na podrocˇju serijske komunikacije je pomemben zaradi njene uve-
ljavljenosti. Ta se pogosto uporablja, kljub temu da jo pri delu z manjˇsimi
vhodno-izhodnimi napravami dandanes vecˇinoma nadomesˇcˇa USB standard.
Prav tako je dobrodosˇla optimizacija implementacije programske opreme
serijske komunikacije. Eden teh je implementacija gonilnikov, ki jo ima ta
diplomska naloga namen pohitriti.
Poglavje 2
Pregled podrocˇja
Serijska komunikacija se dobro uveljavlja in pogosto uporablja kot sredstvo
komunikacije. Na nekaterih podrocˇjih jo izrivajo drugi nacˇini komunikacije, v
drugih primerih pa se je serijska komunikacija izkazala kot najboljˇsa resˇitev.
Razlicˇne sˇtudije se ukvarjajo s serijsko programsko tehnologijo v razlicˇnih
sistemih, kjer ravno komunikacija predstavlja najvecˇji problem [11] [6]. Iz-
sledki drugih raziskav temeljijo na znanju in uporabi tehnologij dosedanjega
razvoja za oblikovanje prihodnjih fizicˇnih produktov [1]. Sˇtudije se ukvarjajo
tudi s problematiko same implementacije gonilnikov naprav [10]. V razvoju
so nove tehnologije in izboljˇsave [5]. Te izboljˇsujejo kakovost in hitrost komu-
nikacije. Druge raziskave se ukvarjajo s podporo za bolj specificˇne razsˇiritve
funkcionalnosti [2]. Nadalje sˇtudij zavzema tudi dodatno specificˇno imple-
mentacijo funkcionalnosti nad zˇe ustaljeno delovanje komunikacije za dosego
specificˇno dolocˇenih ciljev [4]. Nekatere raziskave se neposredno ukvarjajo
z razvojem novih nacˇinov, zasnov in implementacij serijske komunikacije,
ki resˇujejo probleme upravljanja kompleksnih komunikacijskih protokolov in
hkrati zagotavljajo ucˇinkovito, stabilno in zanesljivo komunikacijo [8]. Po-
javljajo se razlicˇni nacˇini implementacije serijske komunikacije [9], ki pa v
vecˇji meri sledijo uveljavljenim pristopom programiranja [7].
Vsekakor je jasno razvidno, da se bo razvoj na tem podrocˇju sˇe sˇiril
in razvijal tudi v bodocˇe, potrebe po novih resˇitvah in zˇelje po dodatnih
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aplikacijah pa bodo vedno prisotne.
Genericˇen gonilnik se pojavlja v nekaterih raziskavah racˇunalniˇskih ko-
munikacij [3], vendar se te neposredno ne nanasˇajo na samo implementacijo
gonilnika ali njegovo uporabo oziroma razsˇiritev. To podrocˇje je slabsˇe za-
stopano kot sama serijska komunikacija.
Poglavje 3
Serijska komunikacija
Serijska komunikacija je proces posˇiljanja podatkov preko elektricˇne linije.
Ponavadi poteka med racˇunalnikom in periferno napravo. V kontrastu s
paralelnim komuniciranjem, se podatki pri serijskem prenasˇajo en bit naen-
krat. Komunikacijski medij lahko zato zajema manj tokov. Ker se prenasˇa
naenkrat samo en bit, je hitrost prenosa na en urin takt manjˇsa, vendar
enostavnejˇsa struktura omogocˇa hitrejˇsi urin takt. Ker tako razlike v hi-
trosti med paralelnim in serijskim komuniciranjem niso prevelike in ker je
implementacija serijske komunikacije cenejˇsa, je ta zato tudi bolj pogosto
uporabljena.
Za komunikacijo med dvema napravama je v osnovi potreben medij, po
katerem potujejo signali, oddajnik in prejemnik signalov na obeh napravah
ter pravilo oziroma protokol komunikacije. Vsi deli komunikacije morajo
sovpadati. Za sporazum naprav pri komunikaciji obstajajo standardi, ki
dolocˇajo tip prikljucˇka, vrsto medija, elektricˇne karakteristike, cˇasovno od-
visnost signalov, pomen vsakega od signalov in s tem nacˇin sporazumevanja
naprav.
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3.1 Standardi serijske komunikacije
Elektronsko komunikacijo podatkov na splosˇno delimo v dve skupini: enojno(angl.
single-ended) in diferencialno (angl. differential).
Enojna komunikacija je preprosta in najpogosteje uporabljena metoda
posˇiljanja elektricˇnih signalov preko komunikacijskih kanalov, v vecˇini pri-
merov zˇic. Za enojno povezavo zadostujeta zˇe dva povezovalna kanala. Prvi
je napetostni oziroma signalni kanal, ki povezuje vir signala in mesto podat-
kovnega prevzema. Variacije v napetosti tega kanala predstavljajo podat-
kovno sporocˇilo. Drugi povezovalni kanal je prikljucˇen na referencˇno nape-
tost, najpogosteje zemljo, in se uporablja kot osnova za primerjavo napetosti.
Rezultat predstavlja razlika v meritvi napetosti signalnega in referencˇnega
kanala. Za sˇiritev sˇirine komunikacije zadostuje dodaten signalni kanal. Za
n signalov potrebujemo n + 1 kanalov, torej za vsak signal svoj kanal in
en dodaten kanal za referencˇno napetost. Prednost enojne metode serijske
komunikacije je poceni realizacija in malo sˇtevilo povezovalnih kanalov na
signal. Slabosti te metode pa predstavlja slaba odpornost na sˇum, ki ga
povzrocˇijo spremembe napetosti zemlje med oddajnim in sprejemnim vez-
jem ter indukcija, ki vpliva na zˇico signalnega kanala. Te slabosti odpravlja
diferencialna metoda komunikacije.
Diferencialni nacˇin signalizacije je metoda posˇiljanja signala preko dveh
komplementarnih signalnih kanalov oziroma zˇic, ki jima pravimo diferenci-
alni par. Signal v normalni obliki potuje po enem izmed kanalov, pa drugem
pa potuje komplementarna verzija istega signala. Rezultat signala na preje-
mnikovi strani predstavlja razlika v napetosti na signalnih kanalih. Napetost
zemlje je tukaj irelevantna in tako ne povzrocˇa motenj. Glavna prednost dife-
rencialnega nacˇina prenosa signala je odpornost na elektromagnetne motnje,
imenujemo jih presluh (angl. crosstalk), ki inducirajo sˇum na signalnih kana-
lih. Zunanji vplivi delujejo na obe zˇici diferencialnega para enako, s cˇimer se
ohranja razlika v napetosti med njima. Ker je informacija na kanalih predsta-
vljena samo z razliko v napetosti, je komunikacija pri diferencialnem nacˇinu
signalizacije nacˇeloma odporna na zunanje elektromagnetne motnje. Dife-
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rencialni par zˇic je dodatno sˇe prepleten v parico. To zmanjˇsuje inducirano
napetost. Poleg tega je posledicˇno kakrsˇenkoli zunanji vpliv enakomerno po-
razdeljen med diferencialni par. Slabost diferencialnega nacˇina signaliziranja
je drazˇja realizacija in vecˇje sˇtevilo povezovalnih kanalov na signal. Za n
signalov namrecˇ potrebujemo vsaj 2n kanalov.
Najpogostejˇsi standardi:
• RS-232
• RS-422
• RS-423
• RS-485
V tabeli 3.1 je podana specifikacija pogostejˇsih standardov serijske komuni-
kacije.
Tabela 3.1: specifikacija standardov serijske komunikacije
SPECIFIKACIJE RS232 RS422 RS423 RS485
Nacˇin delovanja
ENOJNI DIFER. ENOJNI DIFER.
Sˇtevilo oddajnikov na liniji 1 1 1 32
Sˇtevilo prejemnikov na liniji 1 10 10 32
Dolzˇina kabla 15m 1500m 1500m 1500m
Hitrost prenosa podatkov 20kb/s 10Mbit/s 10Mb/s 10Mb/s
Izhodna napetost oddajnikov +/-25V +/-6V -0.25V, 6V -7V, +12V
3.1.1 Standard RS-232
Standard RS-232C (vecˇinoma imenovan RS-232) je pogosto uporabljen stan-
dard serijske komunikacije za prenos podatkov na kratke razdalje. V prete-
klosti je bil skoraj vsak racˇunalnik opremljen z enimi ali vecˇ serijskimi vrati
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(port) in gonilniki za komunikacijo preko RS-232 vrat. Uporaba tega stan-
darda mocˇno upada. Pri povezavi s perifernimi napravami ga nadomesˇcˇa ko-
munikacijski standard USB. V vecˇini primerov se standard RS-232 uporablja
pri povezavi DTE elementa (Data Terminal Equipment), kot je racˇunalnik,
z DCE (Data Circuit-terminating Equipment) elementom, kot je modem.
RS-232 uporablja enojni nacˇin komunikacije. Je zelo obcˇutljiv na interfe-
renco zunanjih signalov, zato je dolzˇina komunikacijskega kabla omejena na
15m. RS-232 se uporablja samo za dvotocˇkovno povezavo (en posˇiljatelj, en
prejemnik). Simultano posˇiljanje vecˇje elektricˇne mocˇi preko tega standarda
nacˇeloma ni mogocˇe. Uporablja se samo za napajanje naprav, ki imajo zelo
nizko porabo elektricˇne energije.
RS-232 prikljucˇek
Za standard RS-232 se vecˇinoma uporabljata prikljucˇka z 9 ali 25 pini ”DE-
9”in ”DB-25”. Mosˇki prikljucˇek se uporablja na strani DTE, zˇenski pri-
kljucˇek pa na strani DCE.
Na sliki 3.1 in v tabeli 4.1 je podana specifikacija in razporeditev pinov DE-9
prikljucˇka za standard RS-232.
Slika 3.1: Prikljucˇek DE-9
3.1.2 Standard RS-422
Standard RS-422, kvalificiran pod imenom TIA/EIA-422 velja kot standard
visoke hitrosti. Uporablja diferencialen nacˇin prenosa podatkov. Standard
omogocˇa nacˇin delovanja z do deset prejemniki signala (angl. multi-drop).
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Tabela 3.2: specifikacija pinov RS-232 DE-9
1 DCD Data Carrier Detect 6 DSR Data Set Ready
2 RD Received Data 7 RTS Request To Send
3 TD Transmitted Data 8 CTS Clear To Send
4 DTR Data Terminal Ready 9 RI Ring Indicator
5 GND Signal Ground
Standard je primeren za prenos podatkov tudi na daljˇse razdalje. Omogocˇa
hitrost do 10Mbit/s in dolzˇino povezovalnega medija do 1500m.
RS-422 prikljucˇek
Za standard RS-422 se vecˇinoma uporabljata prikljucˇka z 9 ali 37 pini ”DE-
9”in ”DB-37”. Mosˇki prikljucˇek se uporablja na strani DTE, zˇenski pri-
kljucˇek pa na strani DCE.
Na sliki 3.2 in v tabeli 3.3 je podana specifikacija in razporeditev pinov DE-9
prikljucˇka za standard RS-422.
Slika 3.2: Prikljucˇek DE-9
Tabela 3.3: specifikacija pinov RS-422 DE-9
1 TXD- Transmitted Data - 6 RXD- Received Data -
2 TXD+ Transmitted Data + 7 RXD+ Received Data +
3 RTS- Request To Send - 8 CTS- Clear To Send -
4 RTS+ Request To Send + 9 CTS+ Clear To Send +
5 GND Signal Ground
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3.1.3 Standard RS-423
Standard RS-423 je nepogosto uporabljen standard. Gre za nadgrajeno
razlicˇico standarda RS-232, ki se lahko uporablja tudi za prenos na dajˇse
razdalje. Vmesnik simulira uporabo diferencialnega nacˇin posˇiljanja. Vsi
pini, ki naj bi sluzˇili drugemu signalu, pa so v bistvu priklopljeni na ze-
mljo. RS-422 se lahko za razliko od RS-232 uporablja tudi za vecˇtocˇkovno
komuniciranje (en posˇiljatelj, do deset prejemnikov).
RS-423 prikljucˇek
Za standard RS-423 se vecˇinoma uporabljata prikljucˇka s 25 ali 37 pini ”DB-
25”in ”DB-37”. Mosˇki prikljucˇek se uporablja na strani DTE, zˇenski pri-
kljucˇek pa na strani DCE.
Na sliki 3.3 in v tabeli 3.4 je podana specifikacija in razporeditev pinov
DB-25 prikljucˇka za standard RS-423.
Slika 3.3: Prikljucˇek DB-25
Tabela 3.4: specifikacija pinov RS-423 DB-25
1 GND 8 RLSDA 14 TDB 20 DTRA
2 TDA 9 RTA 15 TTA 21 RL
3 RDA 10 RLSDB 16 RDB 22 DSRB
4 RTSA 11 XTB 17 RTA 23 DTRB
5 CTSA 12 TTB 18 LL 24 XTA
6 DSRA 13 CTSB 19 RTSB 25 TM
7 GND
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3.1.4 Standard RS-485
Standard RS-485 je eden najbolj izpopolnjenih standardov. Uporablja dife-
rencialen nacˇin. Standard se lahko uporablja za prenos informacij tudi na
daljˇse razdalje. Primeren je za dvotocˇkovno in vecˇtocˇkovno(do 32 posˇiljateljev
in 32 prejemnikov) komunikacijo. Hitrost prenosa dosega 35 Mbs.
RS-485 prikljucˇek
Za standard RS-485 se vecˇinoma uporablja prikljucˇek z 9 pini ”DE-9”. Mosˇki
prikljucˇek se uporablja na strani DTE, zˇenski prikljucˇek pa na strani DCE.
Na sliki 3.4 in v tabeli 3.5 je podana specifikacija in razporeditev pinov DE-9
prikljucˇka za standard RS-485.
Slika 3.4: Prikljucˇek DE-9
Tabela 3.5: specifikacija pinov RS-485 DE-9
1 GND Common Ground 6 CTS- Clear To Send -
2 CTS+ Clear To Send + 7 RTS- Request To Send -
3 RTS+ Ready To Send + 8 TXD+ Transmitted Data +
4 RXD+ Received Data + 9 TXD- Transmitted Data -
5 RXD- Received Data -
3.2 Konfiguracija serijske komunikacije
Vsak pogovor serijske komunikacije mora biti pravilno oziroma enako konfi-
guriran na obeh straneh. V nadaljevanju sledi opis osnovnih in najpomemb-
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nejˇsih komponent konfiguracije serijske komunikacije.
Serijska komunikacija je realizirana s posˇiljanjem in prejemanjem nizov
informacij, ki mu pravimo okvir (angl. character frame). Okvir je sestavljen
iz zacˇetnega bita, podatkovnih bitov, parnega bita (ali brez) in koncˇnih bitov.
Uporablja se notacija D/P/S, ki oznacˇuje Podatek(Data) / Parnost(Parity)
/ Konec(Stop). Bolj pogosta uporaba je 8/N/1, ki dolocˇa uporabo 8 podat-
kovnih bitov, onemogocˇen parni bit in 1 koncˇni bit. Notacija 7/E/1 dolocˇa 7
podatkovnih bitov, uporabo sodega (even) parnega bita in 1 koncˇni bit. Za
dolocˇitev lihega (odd) parnega bita se uporablja notacija O.
3.2.1 Baudova hitrost (Baud rate)
Baudova hitrost (Baud rate) oznacˇuje maksimalno hitrost prenosa podat-
kov v simbolih na sekundo. V vecˇini primerov baud rate sovpada z bit rate
oznako, vendar pojma nista identicˇna. Baud rate oznacˇuje hitrost spremembe
iz ene faze v drugo. Vsaka faza je lahko dolocˇena z vecˇimi biti. V primeru,
ko locˇimo 4 faze napetosti, je vsaka faza predstavljena z 2 bitoma. V takem
primeru baud rate 4800 pomeni hitrost 9600 bit/s. Baud rate poleg podat-
kovnih bitov zajema tudi vse ostale bite pri prenosu, to so zacˇetni biti, parni
bit in zakljucˇni biti. V primeru kvalificiranja v dve fazi napetosti, cˇe upora-
bljamo en zacˇetni bit, parni bit in dva zakljucˇna bita, se pri hitrosti prenosa
19200 baud prenese 19200
1+8+1+2
= 1600 bajtov podatkov na sekundo.
3.2.2 Parni bit (Parity bit)
Uporaba parnega bita je najosnovnejˇsa metoda zaznavanja napak pri pre-
nosu. Parni bit je dodaten bit, ki je lahko prisoten na koncu podatkovnega
dela vsakega prenesenega seta, pred koncˇnimi biti. Oznacˇuje, ali je sˇtevilo
enic v binarnega zapisu prenesenega seta sodo, ali liho. Poznamo dve va-
riaciji: sodi parni bit in lihi parni bit. Pri uporabi sodega parnega bita se
presˇteje vse enice v setu. Cˇe je to sˇtevilo liho, se parni bit postavi na 1, kar
pomeni da je sˇtevilo enic v setu, ki vkljucˇuje obravnavani prani bit, sedaj
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soda. Obratno velja pri uporabi lihega parnega bita. Pri sprejemu sporocˇila
se sˇtevilo enic v vsakem setu ponovno presˇteje in preveri sodost. Pri ugoto-
vitvi, da parnost ne drzˇi, je priˇslo do napake pri prenosu. V takem primeru
prejemnik najpogosteje obvesti odajnika signala o nastali napaki, nakar sledi
ponovno posˇiljanje sporocˇila. Parni bit je lahko prisoten, vendar ne nujno
uporabljen. Cˇe je vedno postavljen na vrednost 1, temu pravimo Mark parni
bit. V primeru, ko je vedno enak 0, mu pravimo Space parni bit.
3.2.3 Podatkovni biti (Data bits)
Sˇtevilo podatkovnih bitov oznacˇuje dolzˇino bitnega zapisa podatkovnega dela
seta, ki se prenese naenkrat. Zacˇetni biti, parni bit in koncˇni biti niso
uposˇtevani. Sˇtevilo podatkovnih bitov je nacˇeloma omejeno od 5 do 9 bitov.
Dalecˇ najpogosteje se uporablja dolzˇina osmih bitov za predstavitev podatka,
saj sovpada z dolzˇino bajta in je delitelj dolzˇine velike vecˇine podatkovnih
vrst. Poleg tega so tudi pomnilniˇske besede skoraj brez izjeme dolzˇine, ki
je vecˇkratnik sˇtevila 8. Na starejˇsih sistemih srecˇamo tudi uporabo 5 al 7
podatkovnih bitov.
3.2.4 Zacˇetnih bit (Start bit)
Pri vsakem setu, ki se prenese naenkrat, je prvi bit zacˇetni bit, ki signali-
zira zecˇetek seta. V serijski komunikaciji se vedno uporablja en zacˇetni bit.
Zacˇetni bit pomeni tranzicijo iz negativne napetosti na pozitivno napetost
na signalnemu kanalu. Zacˇetni bit je fiksen in v vecˇini primerov ni konfigu-
rabilen.
3.2.5 Koncˇni biti (Stop bits)
Koncˇni biti signalizirajo konec prenesˇenega seta. V serijski komunikaciji
se uporablja eden ali dva taksˇna bita. Sˇtevilo koncˇnih bitov je vecˇinoma
konfigurabilno, vendar nujno 1 ali 2.
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3.2.6 Cˇasovna omejitev (Timeout)
Cˇas v milisekundah. Informacija o tem, kako dolgo naj ukaz ”read”v serijski
komunikaciji cˇaka na signal, preden vrne informacijo o napaki.
3.2.7 Strojni nadzor pretoka (Hardware flow control)
Strojni nazdor pretoka je proces kontroliranja hitrosti pretoka glede na zmo-
gljivost procesiranja signala na prejemnikovi strani. Namen nadzora pretoka
je preprecˇitev prehitrega posˇiljanja signalov. V kolikor prejemnik ne more
pravocˇasno sprejeti in procesirati vseh poslanih podatkov, lahko pride do
zastoja. To se lahko zgodi v primerih, ko se prejemnik soocˇa z vecˇjo pro-
metno obremenitvijo v primerjavi s posˇiljateljem, ali v primerih polnega po-
mnilniˇskega prostora na prejemnikovi strani. Strojna resˇitev je realizirana z
uporabo RTS (Request To Send) in CTS (Clear To Send) signalov, ki potu-
jeta po locˇenih kanalih. Taksˇnemu nacˇinu signalizacija pravimo out-of-band
signalizacija. Uporaba locˇenih kanalov predstavlja hitrejˇso in bolj ucˇinkovito
resˇitev, vendar pa se tu sˇtevilo kanalov, potrebnih za prenos enega signala,
povecˇa. Nekatere periferne naprave uporabljajo nadzor pretoka, druge te
funkcije ne podpirajo.
3.2.8 Programski nadzor pretoka (Software flow con-
trol)
Programski nadzor pretoka opravlja isto funkcijo, kot jo izvrsˇuje strojni
nadzor, vendar je resˇitev realizirana programsko. Pri programskem nad-
zoru in kontroli pretoka se uporabljata kodi za vklop in izklop prenosa, ki
ju oznacˇujemo z XON in XOFF. V nasprotju s strojno resˇitvijo, se kodi
prenasˇata po istih kanalih, torej kot del sporocˇila, ki ima posebno obliko.
Taksˇnemu nacˇinu posˇiljanja meta podatkov pravimo in-band signalizacija.
Poglavje 4
Genericˇen serijski gonilnik
Namen tega poglavja je predstaviti in opisati implementacijo genericˇnega
serijskega gonilnika, ki je bil razvit v sklopu diplomske naloge.
Genericˇen serijski gonilnik definiramo kot gonilnik, ki pri pravilni konfi-
guraciji opravlja vse naloge specificˇnega gonilnika za poljubno napravo. Ge-
nericˇen gonilnik, razvit v sklopu diplomske naloge se posluzˇuje genericˇnih
funkcij in programskega generiranja programske kode, da na podlagi prilozˇene
konfiguracije ustvari specificˇen gonilnik za dolocˇeno napravo. Zaradi nacˇina
delovanja bi lahko torej razvit genericˇen gonilnik definirali tudi kot aplikacijo
za avtomatsko generiranje serijskih gonilnikov.
Razviti genericˇni gonilnik je ustvarjen za okolje Linux. V implementaciji
sta uporabljena programska jezika C++ in Python. Natancˇneje, programsko
generiranje kode in sestavljanje koncˇnega specificˇnega serijskega gonilnika je
implementirano v programskem jeziku Python. Vsak koncˇni serijski gonilnik,
ki ga genericˇni ustvari, pa je implementiran v jeziku C + +. Dodatne razvite
knjizˇnice, ki so skupne vsem generiranim specificˇnim gonilnikom, so prav
tako implementirane v jeziku C + +. Genericˇne funkcije so del vsakega
generiranega specificˇnega gonilnika in so zato tudi implementirane v jeziku
C + +.
Genericˇen serijski gonilnik je v grobem sestavljen iz dveh glavnih delov,
komunikacijskega modula in genericˇenega modula. Dodatno smo razvili sˇe
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tretji, sestavljalni modul, ki olajˇsa implementacijo in delovanje genericˇnega
dela.
Komunikacijski modul skrbi za dejansko komunikacijo. Skrbi za kakovost
prenosa in varnost pri samem prenosu podatkov. Zadeva vso konfiguracijo ko-
munikacije, ki je opisana v prejˇsnjih poglavjih in realizacijo samega posˇiljanja
signalov preko serijskih vrat. Komunikacijski modul je dokoncˇno implemen-
tiran in je kot knjizˇnica skupen vsem generiranim specificˇnim gonilnikom.
Sestavljalni modul zadeva razcˇlenjevanje in sestavljanje ukazov glede na
podan format. Ta modul sluzˇi kot orodje genericˇnemu modulu. Sestavljalni
modul je dokoncˇno implementiran in je kot knjizˇnica skupen vsem generira-
nim specificˇnim gonilnikom.
Genericˇni modul temelji na izdelani osnovi implementacije specificˇnega
serijskega gonilnika, imenovani predlogaimplementacijegonilnika. Ta sesta-
vlja osnovno obliko razreda specificˇnega gonilnika, osnovno implementacijo
razreda napake in razsˇiritev razreda za sestavljanje ukazov. Razred gonilnika
se posluzˇuje genericˇnih ukazov za nalaganje parametrov, posˇiljanje sporocˇila
in prejemanje odgovora. Drugi del genericˇnega modula sestavlja branje kon-
figuracijske datoteke in generiranje vse potrebne programske kode, kot so
deklaracije in definicije funkcij, klici nalaganja formatov zˇeljenih ukazov, itd.
Tretji del zadeva sestavljanje koncˇnega specificˇnega gonilnika iz predloge im-
plementacije in generirane programske kode.
Koncˇni specificˇni gonilnik je razredni objekt tipa singleton. Izpostavlja
nabor funkcij, ki pokrivajo celotno funkcionalnost dolocˇene naprave. Ves
nabor funcij mora biti predhodno specificiran v konfiguracijski datoteki, da
jih genericˇen gonilnik lahko pravilno tvori. Vsaka od funkcij v koncˇni obliki
posˇlje specificˇno kodo preko serijskih vrat, ki ji po mozˇnosti sledi ena ali vecˇ
vrednosti. Koda oznacˇuje identiteto ukaza. Koda ukaza in mozˇni parametri
funkcije morajo biti dolocˇeni v konfiguracijski datoteki. Naprava na naspro-
tni strani komunikacijskega kanala prepozna identiteto ukaza, prebere mozˇne
vrednosti, ki sovpadajo z ukazom, ustrezno reagira in vrne odgovor. V ko-
likor naprava za dolocˇen ukaz ne definira odgovora, posˇlje prazno sporocˇilo.
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Prazno sporocˇilo sestavlja en sam znak, ki je prisoten na koncu vsakega odgo-
vora naprave. Temu znaku pravimo carriage return. Prazen odgovor sporocˇa,
da je naprava prejela ukaz. Funkcija gonilnika v vsakem primeru pocˇaka na
odgovor naprave, cˇetudi je ta simbolicˇen, in s tem zagotovi pravilno delova-
nje. Format odgovora naprave mora biti prav tako dolocˇen v konfiguraciji.
Funkcija koncˇnega specificˇnega gonilnika lahko vrne eno od prejetih vredno-
sti, ki jih je v odgovor poslala naprava, ali pa ne vrne nicˇesar. Odgovor
funcije mora biti specificiran v konfiguraciji. Pri implementaciji genericˇnega
serijskega gonilnika smo se omejili na sinhroni nacˇin izvedbe. To pomeni,
da vsaka definirana funkcija pocˇaka na odgovor naprave. Funkcija se vrne
sˇele, ko ga prejme, ali po preteku dolocˇenega cˇasa, kar pomeni napako pri
komunikaciji.
V sledecˇih poglavjih so moduli natancˇneje razcˇlenjeni in pojasnjeni. Opi-
san je tudi postopek uporabe gonilnika.
4.1 Komunikacijski modul
Za serijsko komunikacijo in delo s serijskimi vrati smo v implementaciji
genericˇnega gonilnika uporabili standardne UNIX operacije in standardno
UNIX knjizˇnico termios. Za odpiranje in zapiranje komunikacije smo se po-
sluzˇili UNIX operacij open in close. Za vso konfiguracijo komunikacije se
uporablja termios knjizˇnica. Dejansko pisanje in branje skozi serijski vme-
snik pa je realizirano s standardnima UNIX operacijama read in write. Delo
s serijskimi vrati je v UNIX sistemih realizirano kot delo z datoteko. Vsakim
serijskim vratom pripada dolocˇena datoteka, locirana v namenskem direk-
toriju. Standardna imena teh datotek so oblike ttyX (tty0, tty1, ...), ki so
obicˇajno locirani v direktoriju /dev. Operacije zapiranja, odpiranja, branja
in pisanja skozi serijska vrata so za uporabnika identicˇna operacijam nad
katerokoli drugo datoteko.
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4.1.1 Standardne UNIX operacije
Za delo z datoteko serijskih vrat, uporabljamo standardne POSIX operacije.
Te v programski jezik C + + vkljucˇimo v okviru unistd knjizˇnice.
Za odpiranje datoteke, ki pripada serijskim vratom, smo v implementaciji
uporabili standardno UNIX operacijo open. Operacija je oblike:
int open(const char* filepath, int flags)
Prvi vhodni parameter filepath oznacˇuje lokacijo datoteke. Pri serijski
komunikaciji je najbolj standarden primer tega parametra enak /dev/tty0.
Drugi vhodni parameter flags dolocˇa nastavitve pri odpiranju datoteke. Pa-
rameter mora vkljucˇevati eno izmed nacˇinov dostopa: O RDONLY, ki do-
voljuje samo branje iz datoteke; O WRONLY, ki dovoljuje samo pisanje v
datoteko; ali O RDWR, ki dovoljuje oboje. Vkljucˇuje lahko tudi druge do-
datne nastavitve. Funkcija vrne datotecˇni opisnik, ki se nadalje uporablja za
dolocˇanje datoteke pri ostalih operacijah. V primeru napake, funkcija vrne
−1 in primerno nastavi parameter errno, ki odrazˇa vrsto napake.
Za zapiranje datoteke, ki pripada serijskim vratom, smo v implementaciji
uporabili standardno UNIX operacijo close. Operacija je oblike:
int close(int fd)
Prvi vhodni parameter fd je datotecˇni opisnik, ki oznacˇuje datoteko, ki jo
zapiramo. Funkcija vrne 0, cˇe je bila datoteka uspesˇno zaprta. V primeru
napake, funkcija vrne −1. V slednjem primeru, funkcija nastavi tudi errno,
ki oznacˇuje vrsto napake.
Za branje podatkov na serijskih vratih smo v implementaciji uporabili
standardno UNIX operacijo read. Ta bere iz dane datoteke in prebrano
prenese v uporabniˇski buffer. Operacija je oblike:
ssize_t read(int fd, void* buffer, size_t count);
Prvi vhodni element fd je datotecˇni opisnik. To je parameter, ki ga vrne
UNIX operacija open pri odpiranju datoteke. Drugi parameter buffer je ka-
zalec na pomnilniˇsko lokacijo, kamor bo prebrano sporocˇilo shranjeno. Tretji
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parameter count oznacˇuje pricˇakovano sˇtevilo bajtov sporocˇila. Operacija po-
skusˇa prebrati do count bajtov podatkov iz datoteke, ki jo oznacˇuje opisnik
fd, in te zapisati na pomnilniˇsko lokacijo z naslovom buffer. Pri uspesˇnem
branju, funkcija vrne sˇtevilo prebranih bajtov podatkov. V primeru, da je
to enako 0, to oznacˇuje konec datoteke oziroma pove, da datoteka ne drzˇi
podatkov. Cˇe operacija prebere manjˇse sˇtevilo bajtov podatkov kakor je bilo
to dolocˇeno z vhodnim parametrom count, to ne oznacˇuje napake pri branju.
Pomeni le, da zˇeljena kolicˇina podatkov ni bila na voljo. Po izvrsˇeni opera-
ciji se pri uspesˇnem branju pomnilniˇska lokacija datoteke povecˇa za sˇtevilo
bajtov, ki so bili prebrani. To v splosˇnem pomeni, da se podatki pri branju
iz datoteke izbriˇsejo. Cˇe pride do napake pri branju, funkcija vrne −1. V
tem primeru operacija nastavi tudi errno, da ta identificira vrsto napake.
Za pisanje oziroma posˇiljanje sporocˇila skozi serijska vrata smo v imple-
mentaciji uporabili standardno UNIX operacijo write, ki sluzˇi za pisanje v
dano datoteko. Operacija je oblike:
ssize_t write(int fd, const void* buffer, size_t count)
Prvi vhodni element fd je datotecˇni opisnik. Drugi parameter buffer je
kazalec na pomnilniˇsko lokacijo, kjer je shranjeno sporocˇilo. Tretji parameter
count oznacˇuje sˇtevilo bajtov sporocˇila. Operacija poskusˇa zapisati count
bajtov iz lokacije buffer v datoteko, ki jo oznacˇuje opisnik fd. Funkcija
vrne vrednost, ki oznacˇuje uspesˇnost operacije. V primeru uspesˇnega pisanja,
funkcija vrne sˇtevilo zapisanih bajtov. To sˇtevilo ni nujno enako parametru
count, saj v nekaterih primerih operacija ne uspe zapisati celotnega sporocˇila.
V slednjem primeru je potrebno preostanek sporocˇila ponovno pisati. Cˇe
funkcija vrne 0, do pisanja ni priˇslo. V kolikor funkcija vrne −1, pa je
priˇslo do napake pri pisanju. V tem primeru operacija nastavi errno, da ta
identificira vrsto napake.
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4.1.2 Termios UNIX knjizˇnica
Za delo s serijskimi vrati smo v nasˇi implementaciji uporabili standarden
UNIX API termios, ki dela s terminalnim vhodom/izhodom. Termios defi-
nira in uporablja svojo strukturno podatkovno vrsto struct termios. Nasta-
vitve serijskih vrat so deljene na pet delov. Termios v svoji strukturni vrsti
vsaki namenja svoj atribut.
Tabela 4.1: Nastavitve serijskih vrat z Termios
Vrsta nastavitev termios atribut
Nastavitve vhoda tcflag t c iflag
Nastavitve izhoda tcflag t c oflag
Nastavitve kontrole tcflag t c cflag
Lokalne nastavitve tcflag t c lflag
Nastavitve posebnih znakov cc t c cc[NCCS]
Termios knjizˇnica ponuja operacije za branje nastavitev in konfiguracijo
komunikacije:
• int tcgetattr(int fd, struct termios* tio)
Nastavitve se preberejo v spremenljivko tio, katere naslov je podan
kot vhodni parameter operacije.
• int tcsetattr(int fd, int optional actions, const struct termios*
tio)
Parameter tio, katerega naslov je podan kot vhodni parameter ope-
racije, dolocˇa nove nastavitve komunikacije.
Parameter optional actions dolocˇa, kdaj naj spremembe stopijo v
veljavo. Mozˇne nastavitve parametra:
– TCSANOW
– TCSADRAIN
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– TCSAFLUSH
TCSANOW oznacˇuje, naj se spremembe nemudoma uporabijo. TCSADRAIN
in TCSAFLUSH dolocˇata, naj se spremembe uporabijo sˇele, ko so vsi
podatki, napisani na izhodu vrat, uspesˇno poslani. TCSAFLUSH po-
leg tega vse podatke, prejete preko serijskih vrat, ki sˇe niso bili prebrani,
pred uporabo novih nastavitev zavrzˇe.
Poseben parameter je stopnja Bauda. Parameter je del struct termios
vrste, vendar se za branje in pisanje stopnje Bauda v structtermios objekt
uporabljajo posebni ukazi:
• speed t cfgetispeed(const struct termios *tio)
• speed t cfgetospeed(const struct termios *tio)
• int cfsetispeed(struct termios *tio, speed t speed)
• int cfsetospeed(struct termios *tio, speed t speed)
Vrsta speed t dolocˇa stopnjo Bauda, ki mora biti ena iz seta dovoljenih kon-
stant, navedenih v tabeli 4.2. Za konfiguracijo stopnje Bauda je po izvrsˇitvi
cfsetispeed ali cfsetospeed potrebno izvsˇiti sˇe operacijo tcsetattr.
Tabela 4.2: Stopnje Bauda
B0 B50 B75 B110 B134
B150 B200 B300 B600 B1200
B1800 B2400 B4800 B9600 B19200
B38400 B57600 B115200 B230400
Pri branju s serijskih vrat se poraja vprasˇanje, kako dolgo, cˇe sploh,
cˇakati na podatke in koliko od teh zadostuje za branje. Kot resˇitev knjizˇnica
termios skozi atribut c cc podaja parametra VMIN in V TIME. Poleg tega
se pri vsakem branju posebej poda parameter NBY TES, ki dolocˇa sˇtevilo
znakov, ki jih pricˇakujemo. VMIN oznacˇuje minimalno sˇtevilo znakov, ki
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se morajo prebrati. V TIME oznacˇuje cˇasovno omejitev cˇakanja na podatke
pri branju. Locˇimo sˇtiri razlicˇne kombinacije, ki se razlikujejo po delovanju:
• VMIN = 0 and V TIME = 0
Ta nacˇin oznacˇuje popolnoma neblokirajocˇe branje. Cˇe so podatki
prisotni, se jih do NBY TES prenese v klicateljev buffer. Cˇe podatki
niso na voljo, branje vrne 0.
• VMIN = 0 and V TIME > 0
Ta nacˇin oznacˇuje branje s cˇisto cˇasovno omejitvijo. Cˇe so podatki
prisotni, se jih do NBY TES prenese v klicateljev buffer. Cˇe podatki
niso na voljo, branje cˇaka, dokler ti ne prispejo, ali dokler se cˇasovno
omejitev ne iztecˇe. Cˇe podatkov po preteku cˇasovne omejitve ni, branje
vrne 0. Za izpolnitev branja zadostuje zˇe en sam znak, vendar pa se
jih prenese do NBY TES, kolikor jih je na voljo. Cˇasovno omejitev v
tem primeru merimo od zacˇetka operacije, do konca operacije.
• VMIN > 0 and V TIME > 0
Operacija branje se vrne, ko je na voljo vsaj VMIN znakov, ali ko
pretecˇe V TIME cˇas med dvema prebranima znakoma. Tu se cˇasovna
omejitev nanasˇa na cˇas med enim in drugim prebranim znakom, in ne
na celoten pretecˇen cˇas. Ker se cˇas zacˇne meriti sˇele s prvim prispelim
znakom, lahko operacija branja blokira za nedolocˇen cˇas, cˇe serijska
komunikacija miruje. Branje v tem nacˇinu nikoli ne vrne 0.
• VMIN > 0 and V TIME = 0
Ta nacˇin oznacˇuje cˇisto sˇtevno branje. Operacija branje se vrne,
ko je na voljo vsaj VMIN znakov. Na klicateljev buffer prenese do
NBY TES znakov, kolikor jih je na voljo v trenutku, ko je VMIN
pogoj zadosˇcˇen. Operacija branja lahko blokira za nedolocˇen cˇas.
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4.1.3 Predstavitev modula
Konfiguracijski modul predstavlja semi-singleton razred Komunikator. In-
stanca razreda Komunikator navzven ponuja nabor funkcij za kreiranje in
unicˇenje instance razreda, konfiguracijo, povezovanje s serijskimi vrati, funk-
cije za posˇiljanje in prejemanje niza podatkov skozi serijska vrata in funkcije
za izplakovanje komunikacijskega kanala. Natancˇneje, implementirali smo
naslednje javne funkcije:
• static SerialComm* getInstance(const char* portFile)
Funkcija za pridobitev instance razreda Komunikator. Argument
portF ile predstavlja lokacijo datoteke na disku, ki pripada enim od
serijskih vrat. Za vsako od teh dopustimo samo eno instanco razreda
Komunikator. V kolikor pride do zahteve po instanci razreda za ista
serijska vrata vecˇkrat, funkcija vedno vrne isto instanco. Pri zahtevi
po instanci razreda za sˇe ne zahtevana serijska vrata, funkcija kreira
novo instanco razreda, jo shrani in vrne. Pri kreiranju nove instance,
ta med svojo konstrukcijo izvrsˇi lastno funkcijo connect za povezavo s
serijskimi vrati in samodejno nastavi privzete konfiguracijske nastavitve
komunikacije.
• virtual ∼SerialComm()
Funkcija, ki se izvrsˇi ob unicˇenju instance razreda. Funkcija po-
skusˇa izvrsˇiti lastno funckijo disconnect, ki poskrbi za odklop povezave
in zapre serijska vrata.
• void connect()
Funkcija ki vpostavi povezavo s serijskimi vrati in nastavi osnovne
privzete nastavitve parametrov serijskih vrat.
Serijska vrata odpre s klicem:
int fd;
fd = open(portFile, O_RDWR | O_NOCTTY | O_NONBLOCK);
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Argument portF ile predstavlja lokacijo datoteke na disku, ki pripada
serijskim vratom. O RDWR oznacˇuje bralni in pisalni dostop do vrat.
O NOCTTY dolocˇuje, da cˇe portF ile oznacˇuje terminalno napravo,
operacija open ne bo povzrocˇila, da bi ta postala kontrolni terminal
procesa. O NONBLOCK dolocˇa, da se bo operacija open vrnila brez
cˇakanja na potrditev naprave na nasprotni strani, da je ta pripravljena
in dosegljiva. V kolikor operacija open vrne < 0, pomeni, da je priˇslo
do napake pri odpiranju serijskih vrat. Komunikator v tem primeru
izstavi izjemo.
Argumente, povezane s terminalom pridobi z naslednjim klicem:
struct termios tio;
tcgetattr(fd, &tio);
V kolikor operacija tcgetattr vrne < 0, je priˇslo do napake pri branju
atributov. Komunikator v tem primeru izstavi izjemo.
Funkcija nastavi naslednje nastavitve:
tio.c_iflag = IGNBRK | IGNPAR;
tio.c_oflag = 0;
tio.c_lflag = 0;
tio.c_cc[VMIN] = 0;
tio.c_cc[VTIME] = 0;
Z uporabo IGNBRK ignoriramo stanje BREAK na vhodu. Z IGNPAR
ignoriramo napake seta in napake pri parnosti.
Funkcija nastavi vrednosti s klicem:
tcsetattr(fd, TCSANOW, &tio)
TCSANOW oznacˇuje, naj se spremembe nemudoma uporabijo.
• void disconnect()
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Funkcija, ki odklopi povezavo in zapre serijska vrata. Funkcija
najprej preveri, ali so serijska vrata doticˇne instance komunikacijskega
razreda odprta. V kolikor so, te zapre s klicem:
ret = close(fd);
fd = -1;
Operacija close pri pravilnem delovanju vrne 0. V nasprotnem primeru
je priˇslo do napake pri zapiranju vrat. Komunikator v tem primeru
izstavi izjemo.
• void setTimeout(float timeout)
Funkcija ki nastavi cˇas, podan v sekundah, kot cˇas, ki je dovoljen
za cˇakanje na podatke za branje preko serijskih vrat. Po pretecˇenem
cˇasu se branje smatra kot neuspesˇno.
Funcija nastavi cˇasovno omejitev z uporabo sledecˇih klicev:
tio.c_cc[VMIN] = 0;
tio.c_cc[VTIME] = TIMEOUT_IN_DSEC;
tcsetattr(fd, TCSANOW, &tio)
TIMEOUT IN DSEC oznacˇuje podano cˇasovno omejitev, preracˇunano
v decisekunde. V primeru, ko je podana cˇasovna omejitev manjˇsa od
0, torej neveljavna, funkcija nastavi popolen cˇakajocˇi nacˇin. VMIN
nastavi na 1, V TIME nastavi na 0.
• void setEos(string eos)
Funcija, ki nastavi EOS(angl. end of string) znak. EOS znak
oznacˇuje konec niza. Branje se pri prejetju tega znaka ustavi in pre-
nese prebrano. Pri serijski komunikaciji se v vecˇini primerov kot EOS
uporablja CR(angl. carriage return), ki dolocˇa konec poslanega seta.
• void setBaud(int baud)
Funkcija, ki nastavi stopnjo Bauda.
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Stopnjo Bauda nastavi z uporabo sledecˇih klicev:
cfsetispeed(&tio,BAUD_CODE)
cfsetospeed(&tio,BAUD_CODE)
tcsetattr(fd, TCSANOW, &tio)
Parameter BAUD CODE dolocˇa stopnjo Bauda. Vhodno in izhodno
hitrost nastavimo na zˇeljeno stopnjo. Cˇe katerikoli izmed navedenih
klicev vrne < 0, potem je priˇslo do napake pri konfiguraciji stopnje
Bauda. V tem primeru Komunikator izstavi izjemo.
• int getBaud()
Funkcija, ki vrne stopnjo Bauda.
Stopnjo Bauda prebere z uporabo sledecˇih operacij:
iBaud = cfgetispeed(&tio)
oBaud = cfgetospeed(&tio)
V implementaciji razreda Komunikator smo privzeli, da sta vhodna in
izhodnja stopnja enaki. V primeru, da pri branju stopnji nista enaki,
Komunikator izstavi izjemo. V nasprotnem primeru vrne vrednost.
• void setDataBits(short bits)
Funkcija, ki nastavi sˇtevilo podatkovnih bitov.
To dosezˇe z operacijami:
tio.c_cflag = (tio.c_cflag & ~CSIZE) | CS_NUM
tcsetattr(fd, TCSANOW, &tio)
Parameter CS NUM je enak eni izmed konstant, ki oznacˇujejo sˇtevilo
podatkovnih bitov. Sˇtevilo teh mora biti med 5 in 8. V primeru, da
je vhodni parameter bits enak 5, 6, 7 ali 8, je CS NUM enak CS 5,
CS 6, CS 6 ali CS 8, zaporedno pripadajocˇe. V kateremkoli drugem
primeru, Komunikator izstavi izjemo.
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• short getDataBits()
Funkcija, ki vrne sˇtevilo podatkovnih bitov v uporabi.
To dosezˇe z operacijami:
CS_NUM = tio.c_cflag & CSIZE
V primeru, da je CS NUM enak CS 5, CS 6, CS 7 ali CS 8, funkcija
vrne 5, 6, 7 ali 8.
• void setStopBits(short bits)
Funkcija, ki nastavi sˇtevilo koncˇnih bitov.
V primeru, da je vhodni parameter bits enak 1, funckija nastavi:
tio.c_cflag &= ~CSTOPB
V primeru, da je vhodni parameter enak 2:
tio.c_cflag |= CSTOPB
V ostalih primerih Komunikator izstavi izjemo.
Spremembo uveljavi s klicem:
tcsetattr(fd, TCSANOW, &tio)
• short getStopBits()
Funkcija, ki vrne sˇtevilo koncˇnih bitov v uporabi. To sˇtevilo je
lahko 1 ali 2.
Sˇtevilo koncˇnih bitov dobimo z operacijo:
bits = (tio.c_cflag & CSTOPB) ? 2 : 1
• void setParity(short parity)
Funkcija, ki nastavi pravilo parnega bita.
V primeru, da je vhodni parameter parity enak 0, funkcija odstrani
uporabo parnega bita:
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tio.c_cflag &= ~PARENB
V primeru, da je vhodni parameter enak 1, funkcija nastavi uporabo
lihega parnega bita:
tio.c_cflag |= PARENB
tio.c_cflag |= PARODD
V primeru, da je vhodni parameter enak 2, funkcija nastavi uporabo
sodega parnega bita:
tio.c_cflag |= PARENB
tio.c_cflag &= ~PARODD
V ostalih primerih Komunikator izstavi izjemo.
Spremembo uveljavi s klicem:
tcsetattr(fd, TCSANOW, &tio)
• short getParity()
Funkcija, ki vrne pravilo parnega bita. V primeru onemogocˇenega
parnega bita, funkcija vrne 0. Pri uporabi lihega parnega bita, funkcija
vrne 1. Pri uporabi sodega parnega bita, funkcija vrne 2.
Uporabo parnega bita preveri s klicem:
if(tio.c_cflag & PARENB)
Lihost pravila parnega bita ugotovi s klicem:
if(tio.c_cflag & PARODD)
• void setClocal(bool clocal)
Funkcija, ki nastavi parameter CLOCAL. Ta nastavitev se uposˇteva
samo pri komunikaciji z modemsko vodeno napravo. Pri uporabi te na-
stavitve, ignoriramo statusne kanale naprave. V nasprotnem primeru
so te nadzorovane.
Ko je vhodni parameter clocal enak True, funkcija nastavi parameter:
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tio.c_cflag |= CLOCAL
Ko je ta enak False, funkcija odstrani nastavitev:
tio.c_cflag &= ~CLOCAL
Spremembo nastavitve uveljavi s klicem:
tcsetattr(fd, TCSANOW, &tio)
• bool getClocal()
Funkcija, ki vrne nastavitev parametra CLOCAL.
Nastavitev pridobi s klicem:
CLOCAL = (tio.c_cflag & CLOCAL) ? True : False
• void setHardwareFlowControl(bool crtscts)
Funkcija, ki omogocˇi ali onemogocˇi uporabo strojnega nadzora pre-
toka.
Ko je vhodni parameter crtscts enak True, funkcija omogocˇi strojni
nadzor pretoka:
tio.c_cflag |= CRTSCTS
Ko je ta enak False, funkcija onemogocˇi strojni nadzor pretoka:
tio.c_cflag &= ~CRTSCTS;
Spremembo nastavitve uveljavi s klicem:
tcsetattr(fd, TCSANOW, &tio)
• bool getHardwareFlowControl()
Funkcija, ki pove, ali je strojni nadzor pretoka omogocˇen.
Nastavitev pridobi s klicem:
HFC = (tio.c_cflag & CRTSCTS) ? True : False
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• void setSoftwareFlowControl(bool sfc)
Funkcija, ki omogocˇi ali onemogocˇi uporabo programskega nadzora
pretoka.
Ko je vhodni parameter sfc enak True, funkcija omogocˇi programski
nadzor pretoka:
tio.c_iflag |= (IXON | IXOFF | IXANY);
Ko je ta enak False, funkcija onemogocˇi programski nadzor pretoka:
tio.c_iflag &= ~(IXON | IXOFF | IXANY);
Spremembo nastavitve uveljavi s klicem:
tcsetattr(fd, TCSANOW, &tio)
• bool getSoftwareFlowControl()
Funkcija, ki pove, ali je programski nadzor pretoka omogocˇen.
Nastavitev pridobi s klicem:
SFC = (tio.c_cflag & (IXON | IXOFF | IXANY)) ? True : False
• void serialWrite(char* sendBuffer, int sendBufferLength)
Funkcija, ki skozi serijska vrata posˇlje sporocˇilo oziroma ukaz. Sporocˇilo
je podano z vhodnim parametrom sendBuffer. Dolzˇina sporocˇila
oziroma sˇtevilo znakov sporocˇila je podano z vhodnim parametrom
sendBufferLength. Funkcija najprej preveri, ali je serijska povezava
vzpostavljena. V primeru da ni, povezavo vzpostavi s klicem funkcije
connect. Nato sledi dejansko pisanje. Pisanje se izvaja z operacijo
write.
Psevdokoda implementacije funkcije:
1. Cˇe povezava ni vpostavljena:
connect()
2. Izmeri trenutni, zacˇetni cˇas
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3. Neskoncˇna zanka:
3.1 sˇt_zapisanih = write(fd, buffer, sˇt_preostalih)
3.2 Cˇe sˇt_zapisanih >= 0:
3.2.1 sˇt_preostalih = sˇt_preostalih - sˇt_zapisanih
3.2.2 Cˇe sˇt_preostalih == 0:
3.2.2.1 Konec
3.2.3 Zamakni buffer kazalec za sˇt_zapisanih naprej
3.3 Cˇe sˇtevilo zapisanih < 0:
3.3.1 Cˇe napaka ni v: [EWOULDBLOCK, EINTR, EAGAIN]:
3.3.1.1 disconnect()
3.3.1.2 Izstavi izjemo
3.4 Izmeri trenutni cˇas in zracˇunaj pretecˇen cˇas
3.5 Cˇe je cˇasovna omejitev prekoracˇena:
3.5.1 Izstavi izjemo
• void serialRead(char* responseBuffer, int responseBufferLength)
Funkcija, ki iz datoteke serijskih vrat prebere prispele podatke.
Funkcija poskusˇa prebrati toliko bajtov podatkov, kolikor veleva drugi
vhodni parameter responseBufferLength. Podatke shrani na pomnil-
nik na naslov, ki ga dolocˇa kazalec responseBuffer. Funkcija najprej
preveri, ali je serijska povezava vzpostavljena. V primeru da ni, pove-
zavo vzpostavi s klicem funkcije connect. Nato sledi dejansko branje iz
datoteke serijskih vrat. To se izvaja z operacijo read.
Psevdokoda implementacije funkcije:
1. Cˇe povezava ni vpostavljena:
connect()
2. Neskoncˇna zanka:
2.1 sˇt_prebranih = read(fd, buffer, sˇt_preostalih)
2.2 Cˇe sˇt_prebranih > 0:
2.2.1 Cˇe je parameter $eos$ nastavljen:
2.2.1.1 Cˇe je $eos$ prisoten v prebranih podatkih:
2.2.1.1.1 Za $eos$ v bufferju zapisˇi 0
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2.2.1.1.2 Konec
2.2.2 Zamakni buffer kazalec za sˇt_prebranih naprej
2.2.3 sˇt_preostalih = sˇt_preostalih - sˇt_prebranih
2.2.4 Cˇe sˇt_preostalih == 0:
3.2.2.1 Konec
2.3 Cˇe sˇt_prebranih == 0:
2.3.1 Izstavi izjemo
2.4 Cˇe sˇt_prebranih < 0:
2.4.1 Cˇe napaka ni v: [EWOULDBLOCK, EINTR, EAGAIN]:
2.4.1.1 disconnect()
2.4.1.2 Izstavi izjemo
• void flush()
Funkcija, ki spere podatke iz datoteke serijskih vrat. Funkcija se
uporablja v primerih neresˇljive napake v komunikaciji in poskrbi za
novo prazno osnovo.
Psevdokoda implementacije funkcije:
1. Cˇe povezava ni vpostavljena:
connect()
2. Neskoncˇna zanka
2.1 status = read(fd, zacˇasni_buffer, 1)
2.2 Cˇe status <= 0:
2.2.1 Konec
4.2 Sestavljalni modul
Sestavljalni modul zajema funkcionalnost za razcˇlenjevanje in sestavljanje
ukazov glede na podan format. Sluzˇi kot orodje genericˇnemu modulu, opisa-
nemu v sledecˇem poglavju.
Sestavljalni modul implementira razred Sestavljalnik. Poleg tega modul
zajema tudi lastno verzijo razreda izjeme SestavljalnikException. Razred
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Sestavljalnik ponuja funkcionalnost za podajanje formata ukaza in odgo-
vora operacije. Pri podanih formatih ukazov, Sestavljalnik ponuja funkcije
za sestavljanje ukaznega niza znakov iz dejanskih podanih vrednosti, glede
na prej specificiran format. Genericˇen modul uporablja to funkcionalnost
za sestavljanje paketa, ki ga z uporabo komunikacijskega module posˇlje na-
pravi. Sestavljalnik pri podanih formatih odgovorov ponuja funkcijo za
razcˇlenjevanje odgovora v niz dejanskih vrednosti. Genericˇen modul upo-
rablja to funkcionalnost za branje in razcˇlenjevanje odgovora naprave, ki
ga prejme z uporabo komunikacijskega modula. V nadaljevanju sledi ob-
razlozˇitev delovanja teh treh operacij sestavljalnega modula.
4.2.1 Podajanje formatov
Za vsako operacijo, ki jo lahko zahtevamo od naprave, poznamo format zah-
tevka, ki ga moramo poslati napravi, in format odgovora, ki ga prejmemo.
Format zahtevka in odgovora za neko operacijo definiramo z uporabo
funkcije:
void addFormat(const unsigned int operationID,
string commandF, string responseF)
Prvi vhodni parameter operationID dolocˇa unikaten ID operacije. V pri-
meru, da format z istim ID operacije zˇe obstaja, bo funkcija format spreme-
nila na novo vrednost. Drugi vhodni commandF parameter dolocˇa format
ukaza operacije. Tretji vhodni parameter responseF dolocˇa format odgovora
operacije. Formata morata biti podana na sledecˇ nacˇin:
Tabela 4.3: EBNF format Podajanja formata
FORMAT { {ASCII CHAR \”%”} , {”%%”} , {”%s”} , {”%”,X,”s”} }
V stringu, ki podaja format, so lahko prisotni poljubni ASCII znaki, na
poljubnih mestih, z izjemo znaka %. Prav tako so lahko prisotni nizi %%, %s
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in %Xs(npr. %3s), poljubnokrat na poljubnih mestih. Sestavljalnik bo for-
mat interpretiral sledecˇe: Za vsak pojav niza %s ali %Xs, bo ta niz interpre-
tiran kot nosilec za neko vrednosti. Pri sestavljanju ukaza ali razcˇlenjevanju
odgovora bo ta niz zamenjal z dejansko vrednostjo. Pri pojavu %Xs bo vre-
dnost, ki jo bere ali vstavlja, omejil na X znakov. Pri pojavu niza %%, bo
ta zamenjan z nizem %. Ostalih znakov Sestavljalnik ne bo zamenjal. V
koncˇni fazi, s formatom definiramo zaporedje ASCII znakov, ki sestavljajo
ukaz ali odgovor, med katere lahko vmesˇamo nosilce(angl. placeholders) za
dejanske vrednosti, ki pa jih bomo podali pri samem sestavljanju ukaza ali
razcˇlenjevanju odgovora.
4.2.2 Sestavljanje ukaza
Za sestavljanje ukaza Sestavljalnik ponuja funkcijo:
string composeCommand(const unsigned int operationID,
vector<string>* values)
S prvim vhodnim parametrom operationID identificiramo operacijo, katere
ukaz sestavljamo. Format ukaza za to operacijo mora biti vnaprej definiran
z uporabo zgoraj opisane funkcije. V nasprotnem primeru funkcija izstavi
izjemo. Z drugim vhodnim parametrom values, funkciji podamo serijo de-
janskih vrednosti, ki jih bo ta uporabila za sestavo ukaza. Sˇtevilo podanih
vrednosti se mora ujemati s sˇtevilom nosilcev vrednosti (%s ali %Xs) v for-
matu ukaza. V nasprotnem primeru funkcija izstavi izjemo. Elementi serije
values morajo biti tipa string, kar pomeni da morajo biti sˇtevila vnaprej pre-
tvorjena v tip string. Za to sestavljalni modul ponuja dve dodatni funkciji
za pretvarjanje sˇtevil v in iz tipa string.
Funkcija prebere format ukaza doticˇne operacije. Vse instance niza %%
zamenja z %. Instance niza %s in %Xs po vrsti zamenja z vrednostmi iz
parametra values, kjer se pri nizu %Xs omeji na X znakov vrednosti. Nastal
niz znakov funkcija vrne v odgovor.
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4.2.3 Razcˇlenjevanje odgovora
Za razcˇlenjevanje odgovora Sestavljalnik ponuja funkcijo:
void parseResponse(const unsigned int operationID,
string response, vector<string>* values)
S prvim vhodnim parametrom operationID identificiramo operacijo, katere
odgovor razcˇlenjamo. Format odgovora za to operacijo mora biti vnaprej
definiran z uporabo prej opisane funkcije. V nasprotnem primeru funkcija
izstavi izjemo. Z drugim vhodnim parametrom response funkciji podamo
odgovor naprave oziroma string, ki ga bo Sestavljalnik razcˇlenil. S tretjim
vhodnim parametrom values funkciji podamo prazno serijo vrednosti, ki jo
funkcija napolni z dejanskimi vrednostmi.
Funkcija prebere format odgovora doticˇne operacije in podan string response.
Oba stringa se morata ujemati, uposˇtevajocˇ, da kjer v formatu piˇse %%, mora
v response pisati %; kjer v formatu piˇse %s, lahko v reponse na tem me-
stu lezˇi poljuben string; in kjer v formatu piˇse %Xs, mora v response na
tem mestu lezˇati poljuben string dolzˇine X. Vse stringe, ki v response na-
domesˇcˇajo %s ali %Xs, funkcija izlusˇcˇi in prepiˇse v serijo stringov values, po
vrsti. V kolikor se stringa ne ujemata po zgoraj opisanih pravilih, funkcija
izstavi izjemo.
4.2.4 Primeri
Za demonstracijo funkcije composeCommand, predpostavimo naslednje vre-
dnosti:
• Format ukaza: A1%s%s%%
• Vrednosti: 1.2, 3.4
Odgovor funkcije composeCommand bo enak:
A11.23.4%
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Za demonstracijo funkcije parseResponse, predpostavimo naslednje vre-
dnosti:
• Format odgovora: B2%%%3sX%sY
• Odgovor: B2%8.8X9.9Y
Vrednosti po klicu funkcije parseResponse bodo:
[8.8, 9.9]
4.3 Genericˇen modul
Genericˇen modul zajema predlogo implementacije, branje konfiguracije, celo-
tno genericˇno funkcionalnost in koncˇno programsko generiranje programske
kode. Del genericˇnega modula, v sklopu predloge implementacije, sestavlja
okostje razreda koncˇnega gonilnika in vseh pomozˇnih razredov, na podlagi
katerih, po navodilih konfiguracije, genericˇen modul gradi. Genericˇen modul
je osrednji del genericˇnega gonilnika. Predhodna modula sluzˇita kot orodje
genericˇnemu modulu.
Cˇe povzamemo grobo strukturo delovanja genericˇnega modula. Genericˇen
modul kot osnovo vzame predlogo implementacije koncˇnega gonilnika. Struk-
turo te predloge bomo podrobneje pogledali v naslednjem poglavju. Naj
v grobem povemo, da predlogo med drugimi sestavlja struktura razreda
koncˇnega gonilnika, z dodanimi tremi genericˇnimi funkcijami. Genericˇne
funkcije sluzˇijo za nalaganje podatkov za prenos; za odposˇiljanje sporocˇila
glede na podano operacijo in nalozˇene podatke; ter za prejemanje odgo-
vora, ki prav tako sloni na podani operaciji. Omenjene genericˇne funkcije so
podrobneje opisane v sledecˇih poglavjih. Genericˇen modul v naslednji fazi
prebere konfiguracijsko datoteko. Na podlagi te, implementacijo koncˇnega
gonilnika dopolni s potrebno programsko kodo. Generirana programska koda
se posluzˇuje genericˇnih funckij. Velik del funkcinalnosti, tako programsko
generirane, kot tiste iz predloge, pa se posluzˇuje komunikacijskega in sesta-
vljalnega modula, ki smo ju predstavili v prejˇsnjih poglavjih. Generiranje
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programske kode bomo prav tako podrobneje opredelili v enem od sledecˇih
poglavij.
Koncˇni rezultat, ki ga ustvari genericˇen modul je koncˇni specificˇni gonil-
nik. Ta pri delovanju za knjizˇnico uporablja komunikacijski in sestavljalni
modul. Nastali specificˇni gonilnik navzven ponuja nabor funkcij, ki jih je
predhodno generiral genericˇni modul, po specifikacijah konfiguracije. Vsaka
funkcija pripada eni operaciji, ki jo koncˇni gonilnik, preko serijske komuni-
kacije, lahko izvrsˇi na prikljucˇeni napravi. Vhodni parametri vsake funkcije
sovpadajo z vhodnimi parametri operacije naprave. Izhodni parameter vsake
funkcije pa sovpada z enim izmed parametrov odgovora naprave. Nabor
funkcij in njihove specifikacije genericˇen modul pricˇakuje v konfiguracijski
datoteki.
4.3.1 Predloga implementacije gonilnika
Predlogo implementacije gonilnika sestavljajo sˇtiri datoteke, ki skupno de-
finirajo sˇtiri razrede. V nasledjih poglavjih bomo spoznali, da genericˇen
modul z generiranjem kode zgolj dopolnjuje definirane razrede. Prav tako ne
ustvarja novih datotek, ampak obstojecˇe datoteke predloge samo kopira in
preimenuje. Tako predloga implementacije gonilnika dobro definira koncˇno
strukturo generiranih specificˇnih gonilnikov.
V predlogi implementacije se pojavljajo nosilci(angl. placeholders). Prvi
in zadnji znak vsakega nosilca je enak znaku $, med njima pa je navedena
identiteta nosilca. Pri samem generiranju kode, genericˇni modul zamenja vse
nosilce z dejansko vrednostjo ali programsko kodo, ki jo opredeljuje identi-
teta nosilca. Nosilci v predlogi tako oznacˇujejo mesta, kjer naj bo vnesˇena
dolocˇena generirana koda. Podrobnejˇsa razlaga generiranja programske kode
sledi v nasledjih poglavjih, pomeni nosilcev pa so razlozˇeni v tabeli 4.4.
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Datoteke predloge:
• Driver.h
• Driver.cpp
• Exception.h
• Parser.h
Razredi implementacije gonilnika:
• $NAME$Driver
• $NAME$Guard
• $NAME$Exception
• $NAME$Parser
4.3.2 Genericˇne funkcije
Kot smo omenili, za vsako, v konfiguracijski datoteki specificirano operacijo,
ki se preko serijske komunikacije lahko zahteva od naprave, genericˇni gonilnik
zanjo programsko generira funkcijo v koncˇnemu gonilniku. Vsaka taka funk-
cija izvaja podobno delo: vhodne parametre, skupaj z identiteto operacije,
posˇlje preko serijskega kanala. Od naprave kot odgovor prejme sporocˇilo, ki
ga specificˇno za operacijo pretvori in vrne v obliki izhodnih parametrov.
Za lazˇjo implementacijo oziroma lazˇje generiranje funkcij gonilnika in pre-
precˇevanje podvajanja kode, se funkcije koncˇnega gonilnika za vecˇino dela
posluzˇujejo genericˇnih funkcij Load, Send, Respond. Te so zˇe vnaprej imple-
mentirane v predlogi implementacije. Njihova genericˇnost zagotavlja pravilno
delovanje na poljubnem sˇtevilu podatkov pri uporabi poljubnih podatkovnih
vrst le teh.
Za vsako vrednost, ki jo v sklopu pripadajocˇe operacije po serijskem ka-
nalu zˇeli poslati neka funckija koncˇnega gonilnika, ga ta v prvi fazi, z uporabo
genericˇne funkcijne Load, nalozˇi na vektor vrednosti. Ko funkcija tako nalozˇi
vse parametre operacije, z uporabo funkcije Send posˇlje sporocˇilo preko se-
rijskega kanala. Sporocˇilo zajema kodo operacije in vse nalozˇene parametre.
V zadnjem koraku funkcija, z uporabo genericˇne funkcije respond, pridobi in
izlusˇcˇi iskano vrednost, ki jo naprava posˇlje v odgovor.
Omenjene genericˇne funkcije se dodatno posluzˇujejo sˇe dveh dodatnih ge-
nericˇnih metod: fromString in toString. Prva od teh pretvori vrednost tipa
string v zahtevano poljubno podatkovno vrsto. Druga opravlja nasprotno
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Tabela 4.4: Nosilci v predlogi implementacije
Nosilci vrednosti in razlage
$NAME$
Nosilec za ime gonilnika. Ta se pojavlja rezmeroma skozi celotno pre-
dlogo implementacije, saj imena vseh razredov v sklopu koncˇnega gonil-
nika vkljucˇujejo to ime.
$NAMEU$
Nosilec za ime, zapisano z velikimi tiskanimi cˇrkami. Uprablja se v
zapisih vkljucˇevalnih varoval (angl. include guards) razredov.
$FUNCTION DECLARATIONS$
Nosilec za deklaracije funkcij. Uporablja se izkljucˇno v header datoteki
gonilnika, na mestu kjer naj bodo locirane deklaracije funkcij razreda
$NAME$Driver. Vsaka funkcija bo namenjena eni operaciji, ki jo
preko serijske komunikacije na prikljucˇeni napravi lahko izvsˇi gonilnik.
$FUNCTION DEFINITIONS$
Nosilec za definicije funkcij. Uporablja se izkljucˇno v source dato-
teki gonilnika, na mestu kjer naj bodo locirane definicije funkcij ra-
zreda $NAME$Driver. Vsaka funkcija bo izvrsˇila eno operacijo na
prikljucˇeni napravi. Vhodni in izhodni parametri funkcije sovpadajo s
parametri pripadajocˇe operacije.
$COMMAND ENUM$
Nosilec za enumerator vseh operacij. Uporablja se v implementaciji
razreda $NAME$Parser. Enumerator operacij sluzˇi kot niz identitet
vseh koncˇnih operacij, ki jih bo zajemal razred $NAME$Driver. Vsaka
generirana funkcija koncˇnega gonilnika bo pripadala eni izmed teh.
$COMMANDS CREATE$
Nosilec, kjer se bodo, z uporabo sestavljalnega modula, definirale vse
operacije. Za vsako, v konfiguracijski datoteki definirano operacijo, ki
se lahko izvrsˇi na prikljucˇeni napravi, bo tu na podlagi njene identitete
podan format zahtevka in format odgovora le te.
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funkcijo.
Genericˇna funkcija Load
Funkcija za nalaganje parametra na vektor vrednosti. Funkcija je oblike:
template<class L>
void $NAME$Driver::Load(L load) throw($NAME$Exception)
Vhodni parameter je lahko poljubne podatkovne vrste. Funkcija vhodni pa-
rameter najprej pretvori v podatkovno vrsto tipa string, nakar pretvorjeno
vrednost nalozˇi na namenski vektor vrednosti, kjer se hranijo zˇe nalozˇene
vrednosti. V primeru napake pri pretvarjanju ali nalaganju, funkcija izstavi
izjemo.
Genericˇna funkcija Send
Funkcija za posˇiljanje zahtevka po operaciji po serijskem kanalu. Funckija je
oblike:
void $NAME$Driver::Send(comm_name_t commandID) throw($NAME$Exception)
Vhodni parameter commandID identificira operacijo. Format zahtevka in
format odgovora za doticˇno operacijo morata biti vnaprej definirana v se-
stavljalnem modulu z uporabo metode addFormat. V nasprotnem primeru
funkcija izstavi izjemo.
Funkcija uporabi metodo composeCommand sestavljalnega modula, da
sestavi besedilo zahtevka:
command = commandParser.composeCommand(commandID, &values);
command += 0x0D;
Prvi parameter commandID pri klicu metode composeCommand je enak
identiteti operacije, ki jo genericˇna funkcija Send prejme kot vhodni para-
meter. Drugi parameter values je vektor vrednosti, ki jih bo metoda upra-
bila pri sestavljanju zahtevka. Ta vektor je niz vrednosti, ki jih je doticˇna
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funkcija koncˇnega gonilnika pred klicem funkcije Send nalozˇila z uporabo
genericˇne funkcije Load. Kot je podrobneje opisano v prejˇsnjih poglavjih,
metoda composeCommand na podlagi predhodno definiranih formatov za
dolocˇeno operacijo in z uporabo podanih vrednosti sestavi in vrne besedilo
zahtevka. Funkcija Send dobljenemu zahtevku na koncu doda znak CARRI-
AGE RETURN, v sˇestanjstiˇskem zapisu je ta enak 0x0D, ki oznacˇuje konec
sporocˇila.
V naslednji fazi funkcija Send z uporabo komunikacijskega modula posˇlje
sporocˇilo po komunikacijskem kanalu:
serialComm->serialWrite((char*)(command.c_str()), command.size());
Pred vrnitvijo, funckija Send pobriˇse namenski vektor vrednosti, ki se
polni z uporabo funkcije Load. Omenimo sˇe, da v sklopu funckije Send
odgovora naprave ne beremo.
Genericˇna funkcija Respond
Funkcija za branje odgovora periferne naprave po izvrsˇeni operaciji. Funkcija
je oblike:
template <class R>
R $NAME$Driver::Respond(comm_name_t commandID, int responseLength,
int responseNum) throw($NAME$Exception)
Prvi vhodni parameter commandID identificira operacijo. Format zah-
tevka in format odgovora za doticˇno operacijo morata biti vnaprej defini-
rana v sestavljalnem modulu z uporabo metode addFormat. V nasprotnem
primeru funkcija izstavi izjemo. Drugi vhodni parameter responseLength
oznacˇuje pricˇakovano dolzˇino odgovora v bajtih. Tretji vhodni parameter
responseNum pa oznacˇuje pozicijo elementa v odgovoru naprave, ki naj ga
funkcija Respond vrne. Najpogosteje naprava v odgovor na neko zahtevo ne
posˇlje nicˇesar, oziroma posˇlje prazen odgovor, ki oznanja, da je naprava pre-
jela zahtevek. V takem primeru se pricˇakuje vrednost responseLength = 1
in vrednost responseNum = 0. V drugih primerih naprava kot odgovor vrne
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eno izmerjeno vrednost. V slednjem primeru je vrednost responseLength
odvisna od tipa vrednosti, vrednost reponseNum pa naj bi bila enaka 0.
Najmanj pogosto naprava kot odgovor na neko zahtevo vrne vecˇ vrednosti.
V tem primeru je vrednost responseLength odvisna od dolzˇine vseh prisotnih
elementov v odgovoru. Vrednost reponseNum pa mora kazati na eno izmed
vrednosti. V primeru, da naprava vrne dve vrednosti, je ta lahko enaka 0 ali
1.
Funkcija z uprabo komunikacijskega modula prebere odgovor naprave v
interni buffer:
serialComm->serialRead(&buffer[0], responseLength);
V naslednji fazi, z uporabo sestavljalnega modula, odgovor naprave razdre
v namenski vektor vrednosti:
commandParser.parseResponse(commandID, &buffer[0], &values);
Koncˇno funkcija element v namenskem vektorju vrednosti na mestu responseNum
pretvori v podatkovni tip, specificiran pri klicu funkcije, pobriˇse vektor vre-
dnosti in pretvorjeno vrednost vrne. V primeru napake pri pretvarjanju vre-
dnosti, napake pri komunikaciji ali katerekoli druge napake, funkcija izstavi
izjemo.
4.3.3 Konfiguracija
Vse potrebne informacije za programsko generiranje programske kode ge-
nericˇen modul pridobi iz konfiguracijske datoteke. Ta definira celotno podobo
koncˇnega gonilnika. Konfiguracijska datoteka mora biti znacˇkovno struktu-
rirana, tipa xml. Na sliki 4.1 je podana shema zahtevane strukture konfigu-
racijske datoteke.
Konfiguracijsko datoteko sestavlja ena glavna znacˇka driver. Znacˇka
driver mora vsebovati natanko dve novi znacˇki, name in commands. Znacˇka
name na tem mestu dolocˇa ime koncˇnega gonilnika, znacˇka commands pa
s svojo strukturo dolocˇa vse funkcije in njihove operacije, ki jih bo koncˇni
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Slika 4.1: Struktura konfiguracijske datoteke
gonilnik vseboval. Znacˇka commands je lahko sestavljena iz ene ali vecˇ novih
znacˇk command. Vsaka od teh definira eno operacijo in pripadajocˇo funkcijo
koncˇnega gonilnika. Vsaka znacˇka command mora vsebovati znacˇko name,
ki na tem mestu definira ime funkcije, ki jo pripadajocˇa znacˇka command
opredeljuje. Nadalje mora vsaka znacˇka command vsebovati natanko eno
znacˇko request in eno znacˇko response. Prva definira format zahtevka za
pripadajocˇo operacijo na napravi in vhodne parametre funkcije koncˇnega go-
nilnika. Druga definira format odgovora, s katerim se naprava odzove na zah-
tevo, hkrati pa definira tudi vrednost, ki jo pripadajocˇa funkcija koncˇnega go-
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nilnika vrne. Znacˇka request je lahko sestavljena iz poljubnega sˇtevila znacˇk
code in poljubnega sˇtevila znacˇk input. Vrstni red znacˇk znotraj znacˇke
request je pomemben, saj skupaj z vsebino znacˇk definira format zahtevka.
Vsaka znacˇka code definira zaporedje znakov, ki so v formatu zahtevka, na
istem mestu kot pozicija znacˇke code znotraj request, staticˇni. Znacˇke input
definirajo mesta v formatu zahtevka, kamor bodo vnesˇene vrednosti, ki jih
pripadajocˇa funckija prejme kot vhodne parametre. S tem znacˇke input de-
finirajo tudi sˇtevilo in vrsto vhodnih parametrov doticˇne funckije. Vsaka
znacˇka input mora vsebovati atribut name, cˇigar vrednost definira ime pri-
padajocˇega vhodnega parametra funkcije. Poleg tega mora znacˇka input vse-
bovati tudi znacˇko type, ki opredeljuje podatkovni tip parametra. Trenutno
podprti podatkovni tipi so Float, Double, Short, Int, Long, String, Byte
in Boolean. Podobno kot request, lahko znacˇka response vsebuje poljubno
sˇtevilo znacˇk code in output, katerih vrstni red je prav tako pomemben in
sodolocˇa format odgovora. Znacˇka code podobno definira zaporedje enega ali
vecˇ znakov, ki so na pripadajocˇem mestu v odgovoru staticˇni. Znacˇke output
so po strukturi enake znacˇkam input, definirajo pa mesta v odgovoru, na ka-
tera naprava shrani vrednosti. Poleg tega definirajo tudi imena teh vrednosti
ter njihove podatkovne vrste. Znacˇka response lahko poleg vsega vsebuje
tudi atribut return index. Ta oznacˇuje index elementa output, ki naj ga pri-
padajocˇa funkcija koncˇnega gonilnika vrne. V kolikor atribut return index
ni definiran ali pa je prazen, doticˇna funkcija ne bo vracˇala vrednosti.
4.3.4 Generiranje programske kode
Generiranje programske kode je osnovna funkcionalnost genericˇnega modula.
Naloga programskega generiranja je, z uporabo predloge implementacije, opi-
sane v prejˇsnjih poglavjih, in z uporabo prilozˇene konfiguracijske datoteke,
ustvariti implementacijo koncˇnega gonilnika za neko dolocˇeno periferno na-
pravo. Proces je sestavljen iz treh faz. V prvi fazi genericˇen modul prebere
in razcˇleni konfiguracijsko datoteko. V drugi fazi, na podlagi pridobljenih
informacij, genericˇen modul generira vso potrebno programsko kodo. V za-
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dnji fazi modul predlogo implementacije gonilnika skopira, preimenuje, in vse
nosilce v predlogi zamenja s kodo, generirano v drugi fazi. V nadaljevanju
sledi natancˇnejˇsi opis omenjenih faz.
Funkcionalnost generiranja smo implementirali v programskem jeziku Python.
Zbrana je v sklopu skripte generateDriver.py, ki sluzˇi kot orodje uporabniku
za ustvarjanje zˇeljenega gonilnika.
V implementaciji sktipte smo uporabili standardne Python knjizˇnice:
sys, os, xmle.etree, shutil in re.
Skripta kot vhodni parameter pricˇakuje lokacijo konfiguracijske datoteke,
na podlagi katere generira podatke. Koncˇno izdelan gonilnik skripta name-
sti v podmapo z imenom, ki sovpada z imenom gonilnika, specificiranega
v konfiguracijski datoteki. Bolj podrobno je postopek uporabe genericˇnega
gonilnika opisan v naslednjem poglavju.
Faza1: Branje konfiguracije
V prvi fazi skripta preveri in prebere vhodni parameter, ki identificira lo-
kacijo konfiguracijske datoteke. V drugem koraku podano konfiguracijsko
datoteko prebere ter preveri strukturo, cˇe je le ta veljavna. V sklopu prve
faze skripta preveri tudi, cˇe so prisotne vse datoteke predloge implementacije,
ki se morajo nahajati v podmapi ./GenericModule/DefaultCode/. Cˇe v ka-
teremkoli koraku pride do napake, skripta napako sporocˇi preko terminala in
se ustavi.
Faza2: Generiranje kode
V drugi fazi skripta, po navodilih konfiguracijske datoteke, generira vso po-
trebno programsko kodo. Generira sˇtiri sklope kode:
• NAME GEN
• NAMEU GEN
• FUNCTION DECLARATIONS GEN
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• FUNCTION DEFINITIONS GEN
• COMMAND ENUM GEN
• COMMANDS CREATE GEN
V prvem koraku skripta iz prebrane vsebine konfiguracije izlusˇcˇi ter locˇi
vse kose informacij. Nekatere kose informacij sestavi iz ostalih. Nekateri kosi
informacij so v tem koraku za namene lazˇjega sestavljanja koncˇnih sklopov
kode zˇe generirani v obliko programske kode. Vsi razlicˇni kosi informacij so
opisani v tabeli 4.5.
Tabela 4.5: Sestavni kosi informacij
Kosi informacij z opisom
DRIVER NAME
Ime gonilnika
COMMANDS
Skupek objektov tipa COMMAND, kjer vsaka nosi informacije o
eni izmed funkcij gonilnika.
COMMAND
Objekt, ki zruzˇuje vse informacije o eni izmed fun-
cij gonilnika. Te so tipa COMMAND NAME,
COMMAND ID, COMMAND RETURN TY PE,
COMMAND INPUTS, COMMAND INPUT FORMAT ,
COMMAND OUTPUT FORMAT ,
RESPOND CALL, LOAD CALLS, SEND CALL in
RESPONSE BUFFER LEN .
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Kosi informacij z opisom
COMMAND NAME
Ime doticˇne funckije.
COMMAND ID
Identifikator doticˇne funkcije, generiran iz imena le te:
COMMAND ID = re.sub(r”(? <= \w)([A −
Z])”, r” \1”, COMMAND NAME).upper()
Primer: ReadGain − > READ GAIN
COMMAND RETURN TYPE
Tip vrednosti, ki jo doticˇna funkcija vrne.
COMMAND RETURN INDEX
Index elementa, ki naj ga doticˇna funkcija vrne.
COMMAND INPUTS
String vrednost, ki vkljucˇuje tip in ime vsakega izmed vhodnih
parametrov funkcije, locˇenih z ”,”. String je generiran za doticˇno
funkcijo gonilnika sledecˇe:
for input in inputs :
COMMAND INPUTS += INPUT TY PE + ” ” +
INPUT NAME + ”, ”
COMMAND INPUT FORMAT
Format ukaza operacije gonilnika, ki pripada doticˇni funkciji. For-
mat se uporablja pri podajanju formatov za operacije v sestavljal-
nem modulu, in je temu priperno strukturiran:
for element in request :
if element.type == input :
COMMAND INPUT FORMAT+ = %s
else : COMMAND INPUT FORMAT+ = element
COMMAND OUTPUT FORMAT
Format odgovora operacije gonilnika, ki pripada doticˇni funkciji.
Format se uporablja pri podajanju formatov za operacije v sesta-
vljalnem modulu, in je temu priperno strukturiran:
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Kosi informacij z opisom
for element in response :
if element.type == output :
COMMAND OUTPUT FORMAT+ = %s
else : COMMAND OUTPUT FORMAT+ = element
RESPONDE CALL
Klic genericˇne funkcije respond, generiran za doticˇno funkcijo go-
nilnila:
RESPONDE CALL = ”\treturn Respond < ” +
COMMAND RETURN TY PE+(”+COMMAND ID+”, ”+
RESPONSE BUFFER LEN+”, ”+str(RETURN INDEX)+
”); \n”
LOAD CALLS
Serija klicev genericˇne funkcije load, generiranih za doticˇno funk-
cijo gonilnika:
for input in inputs :
LOAD CALLS+ = ”\tLoad < ” + INPUT TY PE + (” +
INPUT NAME + ”); \n”
SEND CALL
Klic genericˇne funkcije send, generiran za doticˇno funkcijo gonil-
nila:
SEND CALL = ”\tSend(” + COMMAND ID + ”); \n”
RESPONSE BUFFER LEN
String, ki v obliki C + + progrmaske kode drzˇi enacˇbo za izracˇun
potrebne dolzˇine bufferja pri prevzemu odgovora naprave, generi-
ran namensko za doticˇno funkcijo:
RESPONSE BUFFER LEN = ”(0”
foroutput in outputs :
RESPONSE BUFFER LEN += ” + sizeof(” +
OUTPUT TY PE + ”)”
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Kosi informacij z opisom
V naslednjem koraku skripta uporabi zgrajene kose za sestavljanje nave-
denih celotnih sklopov programske kode. Proces sestavljanja koncˇnih sklopov
kode:
• Sklop kode: NAME GEN
NAME_GEN = DRIVER_NAME
• Sklop kode: NAMEU GEN
NAMEU_GEN = NAME_GEN.upper()
• Sklop kode: FUNCTION DECLARATIONS GEN
for COMMAND in COMMANDS:
FUNCTION_DECLARATIONS_GEN +=
"\t" + COMMAND.COMMAND_RETURN_TYPE + " " +
COMMAND.COMMAND_NAME + "(" + COMMAND.COMMAND_INPUTS +
") throw(" + DRIVER_NAME + "Exception);\n"
• Sklop kode: COMMAND ENUM GEN
COMMAND_ENUM_GEN = "enum command_name_t{\n"
for COMMAND in COMMANDS:
COMMAND_ENUM_GEN += "\t" + COMMAND.COMMAND_ID + ",\n"
COMMAND_ENUM_GEN += "\t\tCARRIAGE_RETURN\n};"
• Sklop kode: COMMANDS CREATE GEN
for COMMAND in COMMANDS:
COMMANDS_CREATE_GEN +=
"\t\tcommand_formats.push_back((command_format_t){" +
COMMAND.COMMAND_ID + ",\"" +
COMMAND.COMMAND_INPUT_FORMAT + "\"" + ",\"" +
COMMAND.COMMAND_OUTPUT_FORMAT + "\"" + "});\n"
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• Sklop kode: FUNCTION DEFINITIONS GEN
for COMMAND in COMMANDS:
FUNCTION_DEFINITIONS_GEN += COMMAND.COMMAND_RETURN_TYPE +
" " + NAME_GEN + "Driver::" + COMMAND.COMMAND_NAME +
"(" + COMMAND.COMMAND_INPUTS + ") throw(" + NAME_GEN +
"Exception)\n{\n \tMassFlowGuard guard = " +
"MassFlowGuard(&read_mutex);\n" + COMMAND.LOAD_CALLS +
COMMAND.SEND_CALL + COMMAND.RESPOND_CALL + "}\n\n"
Faza3: Sestavljanje koncˇnega gonilnika
V tretji fazi programskega generiranja kode, genericˇni modul sestavi koncˇni
gonilnik. V prvem koraku skripta preveri predlogo implementacije gonil-
nika. Ta se mora nahajati v podmapi ./GenericModule/DefaultCode/. V
naslednjem koraku ustvari novo podmapo z imenom, ki je enak imenu go-
nilnika, specificiranega v konfiguracijski datoteki, kjer imenu na koncu doda
”Driver”. V kolikor podmapa z istim imenom zˇe obstaja, skripta to sporocˇi
preko ukazne vrstice in se ustavi. Po uspesˇno ustvarjeni podmapi, skripta
vso predlogo implementacije gonilnika skopira vanjo, pri cˇemer imena datotek
preimenuje tako, da znak ” ”v imenu datotek zamenja z imenom gonilnika,
podanega v konfiguraciji.
V zadnjem koraku skripta odpre vse predhodno ustvarjene datoteke koncˇnega
gonilnika, zapovrstjo. V vsakem od teh poiˇscˇe nosilce vrednosti, podane v
tabeli 4.4. Nosilce vrednosti v vsaki datoteki zamenja s pripadajocˇimi pro-
gramsko generiranimi sklopi kode, generiranimi v drugi fazi, in jih shrani.
Preslikava nosilcev vrednosti v sklope programske kode je opisana v tabeli
4.6.
Sklop ustvarjenih datotek predstavlja koncˇni, specificˇni gonilnik, ustvar-
jen programsko, izkljucˇno po navodilih podane konfiguracije.
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Tabela 4.6: Preslikava nosilcev vrednosti v programsko kodo
Nosilci vrednosti Sklopi programske kode
$NAME$ NAME GEN
$NAMEU$ NAMEU GEN
$FUNCTION DECLARATIONS$ FUNCTION DECLARATIONS GEN
$FUNCTION DEFINITIONS$ FUNCTION DEFINITIONS GEN
$COMMAND ENUM$ COMMAND ENUM GEN
$COMMANDS CREATE$ COMMANDS CREATE GEN
4.4 Uporaba gonilnika
Uporaba genericˇnega gonilnika je preprosta. Izvaja se v dveh korakih:
• 1. Pisanje konfiguracijske datoteke
Uporabnik mora, po navodilih, opisanih v prejˇsnjih poglavjih, kre-
irati konfiguracijsko datoteko, da ta odrazˇa zˇeljeno funkcionalnost go-
nilnika.
• 2. Izvrsˇitev skripte za generiranje gonilnika:
# python generateDriver.py PATH_TO_CONFIGURATION
Vhodni parameter PATH TO CONFIGURATION mora kazati na
konfiguracijsko datoteko, ustvarjeno v prvem koraku.
Pri pravilni strukturi konfiguracije bo po izvrsˇenem drugem koraku spe-
cificˇni gonilnik ustvarjen v podmapi z imenom, ki sovpada z njegovim ime-
nom. Koncˇnemu gonilniku pripadata tudi komunikacijski in sestavljalni mo-
dul.
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Poglavje 5
Zakljucˇek
Cilj diplomske naloge, to je poenostavitev implementacije gonilnikov, je z
predstavljenimi resˇitvami mogocˇ. Kot rezultat naloge je predstavljen ge-
nericˇen gonilnik. Ta omogocˇa hitro razsˇiritev na zˇelen specificˇen gonilnik,
ki je takoj pripravljen za vse potrebe testiranja. Poleg tega razvit genericˇen
gonilnik podaja osnovo nadaljnim sˇtudijam za sˇe vecˇjo avtomatizacijo pri
implementaciji in sˇirsˇo podporo pri zahtevah delovanja. V okviru naloge smo
predpostavili omejitev pri asinhroni komunikaciji, ki bi jo v prihodnje lahko
razvili.
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