In this paper, we propose a new method for effective error analysis of machine translation (MT) systems. In previous work on error analysis of MT, error trends are often shown by frequency. However, if we attempt to perform a more detailed analysis based on frequently erroneous word strings, the word strings also often occur in correct translations, and analyzing these correct sentences decreases the overall efficiency of error analysis. In this paper, we propose the use of regularized discriminative language models (LMs) to allow for more focused MT error analysis.
we provide a list of erroneous ngrams that were produced by an MT system (described in Section 4.1) but not contained in the respective references. From this table, we can see that frequently occurring erroneous n-grams are simply n-grams that frequently occur in English, and because of this we cannot discover characteristic errors of the system for improvement just from this information.
In this paper, we propose a new method that uses regularized discriminative LMs to solve the above problem. Discriminative LMs are LMs trained to fix common output errors of a particular system. From the viewpoint of error analysis, if we train a discriminative LM using n-gram features and examine the weights learned by this model, n-grams with large negative or positive weights will be indicative of patterns that are over-or under-produced by the MT system. Because the weights are specifically trained to fix errors, it is likely that these patterns will be more informative than mistakes that are simply frequently occurring. We can also use a number of features of discriminative LMs to perform a more focused and efficient analysis. For example, if we perform training with L1 regularization, many features will be removed and only important patterns will remain in the model. Additionally, we can focus on specific varieties of errors by changing the evaluation measure used for training the LMs.
In our experiments, we validate the effectiveness of error analysis based on discriminative LMs. We perform a manual evaluation of the n-gram patterns discovered by random selection, by frequency-based analysis, and by the proposed method. As a result, the proposed method is more effective at identifying errors than other methods.
Discriminative Language Models
In this section, we first introduce the discriminative LM used in our method. As a target for our analysis, we have input sentences F = {F 1 , . . . , F K }, n-best outputsÊ = {Ê 1 , . . . ,Ê K } of an MT system, and reference translations R = {R 1 , . . . , R K }. Discriminative LMs define feature vectors ϕ(E i ) for each candidate inÊ k = {E 1 , E 2 , . . . , E I }, and calculate inner products w · ϕ(E i ) as scores.
To train the weight vector w, we first calculate evaluation scores of all candidates using a sentencelevel evaluation measure EV such as BLEU+1 (Lin and Och, 2004) given the reference sentence R k .
We choose the sentence with the highest evaluation EV as an oracle E * k . Oracles are chosen for each n-best, and we train w so that the oracle's score becomes higher than the other candidates.
Structured Perceptron
While there are a number of methods for training discriminative LMs, we follow Roark et al. (2007) in using the structured perceptron as a simple and effective method for LM training. The structured perceptron is a widely used on-line learning method that examines one training instance and updates the weight vector using the difference between feature vectors generated from the oracle E * and the hypothesisÊ calculated by the current model. For each iteration, w is updated using the difference between E * andÊ. IfÊ is equal to E * , the difference becomes 0, so no update is performed. This process is run for all F sequentially, and iterated until weights converge or we reach a fixed iteration limit N . We show the above procedure in Algorithm 1.
Algorithm 1 Structured perceptron training of the discriminative LM for n = 1 to N do for allÊ ∈Ê do E * ← arg max
Learning Sparse Discriminative LMs
While the structured perceptron is a simple and effective method for learning discriminative LMs, it also has no bias towards reducing the number of features used in the model. However, if we add a bias towards learning smaller models, we can keep only salient features (Tsuruoka et al., 2009) .
In our work, we use L1 regularization to add this bias. L1 regularization gives a penalty to w proportional to the L1 norm ∥w∥ 1 = ∑ i |w i |, pushing a large number of elements in w to 0, so ineffective features are removed from the model.
To train L1 regularized discriminative LMs, we use the forward-backward splitting (FOBOS) algorithm proposed by Duchi and Singer (2009) . FOBOS splits update and regularization, and lazily calculates the regularization upon using the weight to improve efficiency.
Features of Discriminative LMs
In the LM, we used the following three features:
1. System score feature ϕ s : As our goal is fixing the output of the system, we add this feature to allow a default ordering of n-bests by score.
2. n-gram feature ϕ n : We add a binary feature counting the frequency of each n-gram in the hypothesis. The weights of these features will be the main target of our analysis.
3. Hypothesis length feature ϕ l : If the evaluation measure has a penalty for the number of words, this allows us to adjust it.
In this work, we do not use other features, but our method theoretically allows for addition of other features such as POS tags or syntactic information, which could also potentially be used as a target for analysis.
Discriminative LMs for Error Analysis
In this section, we describe how to incorporate information from discriminative LMs into manual error analysis. 
Focused Error Analysis of MT output
We first define the following general framework for focused analysis of errors in MT output. Using this, we can find error trends of chosen n-grams:
1. Automatically choose potentially erroneous n-grams in the MT output.
2. Select one or more 1-best translations that contain each chosen n-gram.
3. Show selected translations to an annotator with the selected n-gram highlighted.
4. The annotator looks at the indicated n-gram, and marks whether or not by examining the n-gram whether they were able to identify an error in the MT output. If the answer is "yes," the annotator additionally indicates which variety of error was found according to Table 2. A part of the actual evaluation sheet is shown in Fig. 2 . The first four rows are the input, and the final row is the annotator's evaluation.
Selection of Target n-grams
We can think of the following three methods for choosing potentially erroneous n-grams:
Random: n-grams that are selected randomly. This corresponds to the standard method of error analysis, where sentences are randomly sampled and analyzed. Table 3 : Data size of KFTT Frequency: n-grams that are most frequently over-generated (occur in the hypothesis, but not in the references). This corresponds to a focused version of the frequency-based automatic error analysis methods of Vilar et al. (2006) and Popovic and Ney (2011) .
LM: n-grams that have the lowest weight according to the discriminative LM. This is our proposed method.
In particular, for discriminative LMs, n-gram features that have large positive or negative weights indicate n-grams that are under-generated or over-generated by the system. Therefore, by examining high-weighted or low-weighted n-grams, it is likely that we will be able to get a grasp of the system mistakes. When performing actual evaluation, we want to analyze n-grams with 1-best translations. Almost high-weighted n-grams are only contained in oracle translations, and not contained in 1-best translation. Therefore, we use low-weighted n-grams for evaluation. If the discriminative LM is properly trained, low-weighted n-grams will often correspond to actual errors.
System Comparison
When developing MT systems, it is common to not only evaluate a single system, but also compare multiple systems, such as when comparing a new system with baselines.
To do this in the current work, we create discriminative LMs from n-bests generated by multiple translation systems, and choose representative n-grams using the proposed method. Then we examine the selected n-grams in context and then compare the result of this analysis.
Experiments
We evaluate the effectiveness of our method by performing a manual evaluation over three translation systems, two translation directions, and two evaluation measures.
Experiment Setup
For each MT system, we use Japanese-English data from the KFTT (Neubig, 2011) as a corpus. The size of the corpus is shown in Table 3 . In our experiment, we use a forest-to-string (f2s) system trained using the Travatar toolkit (Neubig, 2013) for single system evaluation. For system comparison, we compare the above f2s system with a phrase based (pbmt) system and a hierarchical phrase based (hiero) system built using Moses (Koehn et al., 2007) .
The f2s system is built using Nile 2 for making word alignments, and syntax trees generated with Egret 3 . pbmt and hiero are built using GIZA++ (Och and Ney, 2003) for word alignments. Each system is optimized using MERT (Och, 2003) with BLEU (Papineni et al., 2002) as an evaluation measure. For single system evaluation, we also use the reordering-oriented evaluation metric RIBES (Isozaki et al., 2010) as additional metric for training the discriminative LM.
For training discriminative LMs, our method uses the structured perceptron with 100 iterations and FOBOS for L1 regularization as described in Section 2.2. The regularization factor is chosen from the range 10 −6 -10 −2 to give the highest performance on the KFTT test data.
LMs are trained using 500-bests from each MT system and features described in Section 2.3. We use 1-grams to 3-grams as n-gram features. Table 5 : Precision of top 30 n-grams that select errors in both directions
We show translation accuracies of each system before and after training in Table 4 . From this table, we can see that the LM increases the accuracy of all dev data, but it does not necessarily have a large effect for the test data. The main reason for this is because the development set used to train the LM is relatively small, at only 1166 sentences. However, as our goal in this paper is to perform error analysis on set of data which we already have parallel references (in this case, the development set), the generalization ability of the model is not necessarily fundamental to our task at hand. We directly identify the ability to identify errors in the next section.
Evaluation of Error Identification Ability
This section evaluates the ability of our method to identify errors in MT output. As we are proposing our method as a tool for manual analysis of MT output, it is necessary to perform manual evaluation to ensure that our method is identifying locations that are actually erroneous according to human subjective evaluation. To measure the accuracy of each method, we perform an evaluation as described in Section 3.1 and use the precision of selected n-grams (the percentage of selected n-grams for which then annotator indicated that an error actually existed) as our evaluation measure. The annotator is an MT specialist who is proficient in English and Japanese. The order of the evaluation sentences is shuffled so the annotator can not determine which method was responsible for choosing each n-gram. We show the precision results for each number of selected n-grams over three methods for JapaneseEnglish translation in Fig. 3 , and the precision of the top 30 n-grams in both directions in Table 5 . From Ref his achievements were evaluated by emperor go-daigo , and he was awarded the letter -lrb-尊 -rrb-, which came from the emperor 's real name takaharu -lrb-尊治 -rrb-, so he changed the letter in his name from " 高氏 " to " 尊氏 " .
MT <s> it is regarded as a valor in the fall of the bakufu , and was the first character of takaharu , imina -lrb-たかはる -rrb-of emperor godaigo , and changed his name to takauji . </s> Eval Reordering error <s> the first -6.55510 (Only contained in other candidates in n-bests) senior -6.52024 Src MT <s> the origin of the family name that lived in kujo dono , which was located in kyoto kujo is said to be a foundation of fujiwara no mototsune . </s> Eval Context dependent replacement error these results, we can see that each method is able to detect erroneous n-grams, but the proposed method achieves a precision that outperforms other methods.
To demonstrate why this is the case, in Table 6 we show examples, in context, of potentially erroneous n-grams chosen by our proposed method. Compared to the baseline n-grams in Table 1 , we can see that these n-grams are not limited to frequently occurring n-grams in English, and are more likely to have a high probability of indicating actual errors.
In addition, to give a better idea of the prominence of the selected n-grams, in Table 7 , we show the mean number of locations of the KFTT test data that contain the top 100 n-grams selected by each method. We can see that randomly selected n-grams are rarely contained in the separate test set, while the proposed method tends to select n-grams that are more frequent than random, and thus have a better chance of generalizing.
Effect of Evaluation Measure Choice
We can also hypothesize that by varying the evaluation measure used in training the LM, we can select different varieties of errors for analysis. To test this, we compare analysis results obtained using one Method Ja → En En → Ja Random LM optimized with BLEU and another with RIBES, which is a reordering-oriented evaluation metric. We show a breakdown of the identified errors in Table 8 . From this table, we can see that the BLEUoptimized LM is able to detect more deletion errors than the RIBES-optimized LM. This is a natural result, as the BLEU metric puts a heavier weight on the brevity penalty assigned to shorter translations. On the other hand, the RIBES-optimized LM detects more reordering errors than the BLEU-optimized LM. The RIBES metric is sensitive to reordering errors, and thus reordering errors will cause larger decreases in RIBES. From this experiment, we can see that it is possible to focus on different error types by using different metrics in the optimization of the LM.
Result of System Comparison
Finally, we examine whether discriminative LMs allow us to grasp characteristic errors for system comparison. Similarly with single system analysis, we generated the top 30 potentially erroneous n-grams for pbmt, hiero, and f2s in two directions, and evaluated them manually. The result is listed in Table  9 . From this table, we can see that pbmt and hiero count reordering errors as one of the three most frequent types, while f2s does not, especially for English to Japanese. This is consistent with common knowledge that syntactic information can be used to improve reordering accuracy. We can also see insertion is a problem when translating into English, and conjugation is a problem when translating into morphologically-rich Japanese. While these are only general trends, they largely match with intuition, even after analysis of only the top 30 n-grams.
Conclusion
In this paper, we proposed a new method for efficiently analyzing the output of MT systems using L1 regularized discriminative LMs, and evaluate its effectiveness. As a result, weights trained by discriminative LMs are more effective at identifying errors than n-grams chosen either randomly or by error frequency. This indicates that our method allows an MT system engineer to inspect fewer sentences in the course of identifying characteristic errors of the MT system. The overall framework of using discriminative LMs in error analysis opens up a number of directions for future work, and there are a number of additional points we plan to analyze in the future. For example, while it is clear that the proposed method allows errors to be identified more efficiently, it is still necessary to quantify the overall benefit of having an MT expert use the result of this error analysis to improve Type Ja → En En → Ja pbmt hiero f2s pbmt hiero f2s an MT system. In addition, we plan on examining the effect of using larger training data for the LM, incorporating different features based on POS patterns or syntactic features, and using more sophisticated training methods.
