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Ra´d bych na tomto mı´steˇ podeˇkoval Ing. Pavlu Kro¨merovi, Ph.D. za vstrˇı´cny´ prˇı´stup a
konzultace beˇhem vypracova´va´nı´ te´to bakala´rˇske´ pra´ce a rovneˇzˇ my´m rodicˇu˚m, kterˇı´ meˇ
neusta´le podporovali a bez ktery´ch by tato pra´ce nevznikla. Pra´ce samotna´ byla vysa´zena
v syste´mu LATEX.
Abstrakt
V te´to pra´ci vytva´rˇı´m prˇehledovou studii webovy´ch frameworku˚ v programovacı´m ja-
zyce Scala. V prvnı´ cˇa´sti pra´ce popisuji jednotlive´ vlastnosti jazyka Scala, v cˇa´sti druhe´
se zameˇrˇuji na Lift a jeho popis. V dalsˇı´ cˇa´sti uva´dı´m dokumentaci k mnou navrzˇene´
webove´ aplikaci ve frameworku Lift a zobrazuji diagram na´vrhu syste´mu. V na´sledujı´cı´
cˇa´sti popisuji dalsˇı´ framework a tı´m je Play, u ktere´ho take´ vytva´rˇı´m uka´zkovou apli-
kaci. V za´veˇrecˇne´ cˇa´sti pra´ce porovna´va´m vy´hody a nevy´hody teˇchto dvou frameworku˚
a zhodnocuji prˇı´nos cele´ pra´ce.
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Abstract
In this work I create a study overview of web-application frameworks in the Scala lan-
guage. In the first part I describe individual properties of Scala language, in the second
part I focus on the Lift framework and its description. In the next part I mention the doc-
umentation to my designed web application in the Lift framework and show a chart of
system design. In the next part I describe another framework Play, where I also create a
web application. In the final section I compare advantages and disadvantages of these
two frameworks and evaluate the benefits of the whole work.
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Seznam pouzˇity´ch zkratek a symbolu˚
XML – Rozsˇirˇitelny´ znacˇkovacı´ jazyk (Extensible Markup Language)
HTTP – Protokol pro vy´meˇnu hypertextovy´ch dokumentu˚ (Hypertext
Transfer Protocol)
JVM – Virtua´lnı´ stroj Javy (Java Virtual Machine)
UML – Unifikovany´ modelovacı´ jazyk (Unified Modeling Language)
JDBC – Spojenı´ k Java databa´zi - Java Database Connectivity
AJAX – Asynchronnı´ JavaScript a Xml - Asynchronous JavaScript and
Xml
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51 U´vod
Kdyzˇ je rˇecˇ o webovy´ch frameworcı´ch, musı´me definovat, co takovy´ webovy´ framework [1]
(nebo take´ aplikacˇnı´ ra´mec) vlastneˇ je. Jedna´ se o softwarovy´ ra´mec, ktery´ je navrzˇen pro
podporˇe vy´voje dynamicky´ch webovy´ch stra´nek, webovy´ch aplikacı´ a take´ webovy´ch
sluzˇeb. Webovy´ framework se zameˇrˇuje na zmı´rneˇnı´ rezˇie spojenou s beˇzˇny´mi aktivi-
tami spojeny´mi s vy´vojem webovy´ch aplikacı´. Naprˇı´klad mnoho frameworku˚ nabı´zı´
knihovny pro prˇı´stup k databa´zi, vytva´rˇenı´ sˇablon aplikacı´ a take´ spra´vu sezenı´ (z angl.
sessions) a veˇtsˇinou se snazˇı´ o mozˇnost znovupouzˇitı´ dane´ho ko´du, ktery´ byl jizˇ neˇkdy
napsa´n.
V na´sledujı´cı´ch kapitola´ch prˇiblı´zˇı´m vlastnosti jednotlivy´ch frameworku˚ jazyka Scala
a to zejme´na frameworku Lift, ktery´ ma´ v soucˇasne´ dobeˇ nejveˇtsˇı´ podporu mezi pro-
grama´torskou komunitou.
62 Scala
Na´zev Scala [2, 4] znacˇı´
”
sˇka´lovatelny´ jazyk“ (v origina´le scalable language). Jazyk byl
takto pojmenova´n, protozˇe byl zkonstruova´n k tomu, aby rostl, rozsˇirˇoval a vyvı´jel se
soucˇasneˇ s pozˇadavky uzˇivatele. Technicky vzato se ve Scale prolı´najı´ principy objek-
tove´ho a funkciona´lnı´ho programova´nı´, avsˇak ve staticky typovane´m jazyce. Druhy´ vy´-
znam mu˚zˇeme hledat v italske´m prˇekladu slova
”
scala“, ktery´ znamena´ schody.
2.1 Historie a vy´voj
Autorem Scaly je Martin Odersky z E´cole Polytechnique Fe´de´rale de Lausanne (EPFL) ve
Sˇvy´carsku, ktery´ jizˇ prˇed tı´m pracoval na Javeˇ: byl spoluautorem prˇekladacˇe javac a
rozsˇı´rˇenı´ (superset) Generic Java. Vy´voj Scaly zacˇal v roce 2001. Prvnı´ verze pro plat-
formu Java vysˇla na konci 2003/zacˇa´tku 2004, pak za pu˚l roku v cˇervnu 2004 uvideˇla
sveˇt prvnı´ verze pro platformu .NET. Poslednı´ verze v dobeˇ psanı´ te´to pra´ce je 2. 8. 0.
2.2 Vlastnosti jayzka Scala
Jak jsem jizˇ zmı´nil vy´sˇe, Scala je objektoveˇ orientovany´ programovacı´ jazyk pro JVM a
take´ jazyk funkciona´lnı´. Tato kombinace prˇı´stupu˚ na´m dovoluje vyuzˇı´t modernı´ prˇı´stupy
k programova´nı´ a rovneˇzˇ na´m ponecha´va´ mozˇnost pouzˇı´t vsˇechen jizˇ existujı´cı´ ko´d Javy.
Scala usiluje o co nejkratsˇı´ ko´d. V porovna´nı´ s Javou by prˇi spra´vne´m pouzˇitı´ kon-
strukcı´ jazyka mohl by´t prˇiblizˇneˇ o polovinu kratsˇı´. Me´neˇ rˇa´dku˚ ko´du neznamena´ jen
me´neˇ psanı´, ale i lepsˇı´ prˇehlednost a srozumitelnost programu˚. Take´ me´neˇ mozˇnostı´, kde
by mohla nastat chyba.
Ve Scale mu˚zˇeme bez proble´mu˚ pouzˇı´vat vsˇechny trˇı´dy z klasicke´ho Java API. To na´m
ukazuje vysokou interoperabilitu mezi jazykem Java a Scalou.
2.3 Promeˇnne´
Ve Scale rozlisˇujeme promeˇnne´ dvou typu˚:
• val – odpovı´da´ final promeˇnny´m v Javeˇ, tedy konstanta (po inicializaci nelze zmeˇnit
hodnotu promeˇnne´)
• var – odpovı´da´ non- final promeˇnny´m v Javeˇ, tedy hodnota promeˇnne´ mu˚zˇe by´t
pozdeˇji zmeˇneˇna
72.4 Funkce
Definice funkcı´ zacˇı´najı´ klı´cˇovy´m slovem def. Na´sleduje jme´no funkce a pote´ v za´vorka´ch
uvedene´ jednotlive´ parametry. Kazˇdy´ parametr funkce musı´ na´sledovat typova´ anotace,
nebot’ kompila´tor a interpretr Scaly si sa´m neodvodı´ typy parametru˚ funkcı´. Za ukoncˇenou
za´vorkou a dvojtecˇkou je uveden vy´sledny´ typ funkce samotne´ 1. Pote´ na´sleduje teˇlo
funkce. Ve vy´pise 1 je uveden prˇı´klad funkce.
Pokud je funkce rekurzivnı´ 2, tak musı´me explicitneˇ specifikovat vy´sledny´ typ. Jakmile
ma´me funkci vytvorˇenu, mu˚zˇeme ji volat podle jme´na.
scala> def max(x: Int, y: Int ) : Int = {
if (x > y) x
else y
}
max: (x: Int ,y: Int ) Int
Vy´pis 1: Uka´zka jednoduche´ funkce
scala> def greet() = println ( ”Hello, world!” )
greet: ()Unit
Vy´pis 2: Definova´nı´ funkce
greet- na´zev funkce ()- znacˇı´, zˇe funkce neprˇebı´ra´ zˇa´dne´ parametry. Unit- znacˇı´, zˇe
funkce nevracı´ zˇa´dnou du˚lezˇitou hodnotu. Na´vratova´ hodnota Unit v jazyku Scala je
podobna´ na´vratove´ hodnoteˇ void v jazyce Java.
2.5 Rysy
Rysy (z angl. traits) jsou stejne´ jako rozhrannı´ v Javeˇ, ale mohou obsahovat implemen-
taci metod. Nemohou prˇebı´rat parametry konstruktoru, ale jinak se chovajı´ jako trˇı´dy. To
na´m da´va´ mozˇnost mı´t k dispozici neˇco na zpu˚sob vı´cena´sobne´ deˇdicˇnosti, anizˇ bychom
museli rˇesˇit vznik Diamantove´ho proble´mu (z angl. Diamond problem) [15].
V definici rysu pouzˇı´va´me klı´cˇove´ slovo trait. Jakmile je rys definova´n, mu˚zˇe by´t
”
zakomponova´n“ do trˇı´dy tak, zˇe pouzˇije klı´cˇove´ slovo extends nebo with.
2.6 Pole a seznamy
Jednou z hlavnı´ch mysˇlenek funkciona´lnı´ho programova´nı´ je to, zˇe by metody nemeˇli
mı´t vedlejsˇı´ u´cˇinky. Tedy zˇe by meˇly zpracovat vy´pocˇet a vra´tit hodnotu. Pokud budeme
k metoda´m prˇistupovat tı´mto stylem, budou me´neˇ spletene´ a tedy i vı´ce spolehlive´ a
znovupouzˇitelne´.
1V Javeˇ se typ hodnoty vra´ceny´ metodou nazy´va´ na´vratovy´ typ, ve Scale je stejne´mu konceptu rˇı´ka´
vy´sledny´ typ (z angl. result type).
2Tedy funkce vola´ sama sebe.
8Pro nemeˇnnou sekvenci objektu˚ stejne´ho typu mu˚zˇeme ve Scale pouzˇı´t trˇı´du List.
Stejneˇ jako u polı´, seznam List[String] bude obsahovat pouze a jen rˇeteˇzce. Trˇı´da scala.List
se lisˇı´ od java.util.List pouzˇite´ v Javeˇ tı´m, zˇe seznamy ve Scale jsou vzˇdy nemeˇnne´ (naproti
tomu seznamy v Javeˇ mohou by´t promeˇnlive´). Seznamy ve Scale jsou tedy navrzˇeny k
tomu, aby umozˇnily funkciona´lnı´ styl programova´nı´.
2.7 N-tice
K dalsˇı´m uzˇitecˇny´m kontejnerem objektu˚ patrˇı´ n-tice (z angl. tuples). Stejneˇ jako seznamy,
i n- tice jsou nemeˇnne´. Ale narozdı´l od seznamu˚, n- tice mohou obsahovat elementy
ru˚zny´ch typu˚.
val pair = (99, ”Luftballons” )
println (pair . 1)
println (pair . 2)
Vy´pis 3: Prˇı´klad n-tice
K elementu˚m N-tic se neprˇistupuje stejneˇ jako v seznamech. A to z toho du˚vodu,
zˇe metoda seznamu apply vzˇdy vra´tı´ ten stejny´ typ, ale kazˇdy´ element N-tice mu˚zˇe by´t
typu jine´ho. 1 mu˚zˇe mı´t jeden na´vratovy´ typ, 2 zase jiny´ atd. N hodnoty jsou jedno-
za´kladove´ namı´sto nula- za´kladovy´ch, protozˇe zacˇı´nat s hodnotou 1 je tradice, ktera´
pocha´zı´ z jiny´ch jazyku˚ se staticky typovany´mi n- ticemi, jako je Haskell a ML.
2.8 Objekty typu Singleton
Trˇı´dy ve Scale nemohou mı´t staticke´ cˇleny. To je jeden z du˚vodu˚, procˇ je Scala objektoveˇ-
orientovaneˇjsˇı´ nezˇ jazyk Java. Namı´sto staticky´ch cˇlenu˚ Scala pouzˇı´va´ objekty single-
ton. Definice objektu typu singleton vypada´ u´plneˇ stejneˇ jako definice trˇı´dy, jen se mı´sto
klı´cˇove´ho slova class pouzˇije klı´cˇove´ slovo object. Pokud je jme´no singleton objektu
stejne´ jako jme´no trˇı´dy, nazy´va´me jej prˇidruzˇeny´m objektem trˇı´dy. Takova´to trˇı´da i ob-
jekt musı´ by´t definova´ny ve stejne´m zdrojove´m souboru. Trˇı´du nazy´va´me prˇidruzˇenou
trˇı´dou objektu typu singleton. Trˇı´da i jejı´ prˇidruzˇeny´ objekt mohou vza´jemneˇ sdı´let priva´tnı´
slozˇky.
Objekt typu singleton, ktery´ nesdı´lı´ stejne´ jme´no se jme´nem sve´ prˇidruzˇene´ trˇı´dy, se
nazy´va´ samostatny´ objekt. Samostatne´ objekty mu˚zˇeme vyuzˇı´t k mnoha u´cˇelu˚m, vcˇetneˇ
shlukova´nı´ vza´jemneˇ propojeny´ch utilizacˇnı´ch metod dohromady, nebo definovat vstupnı´
bod Scala aplikace.
9Jeden rozdı´l mezi trˇı´dami a singleton objekty je ten, zˇe singleton objekty nemohou
prˇebı´rat parametry, kdezˇto trˇı´dy ano. Jelikozˇ nemu˚zˇeme vytvorˇit instanci singleton ob-
jektu pomocı´ klı´cˇove´ho slova new, nenı´ mozˇne´ mu parametry prˇedat. Kazˇdy´ singelton
objekt je implementova´n jako instance synteticke´ trˇı´dy odvozene´ ze staticke´ promeˇnne´3.
3Jme´no synteticke´ trˇı´dy se skla´da´ ze jme´na objektu a zname´nka dolaru. Synteticka´ trˇı´da pro singleton
objekt ChecksumAccumulator je tedy ChecksumAccumulator$.
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2.9 Akte´rˇi a soubeˇzˇnost
Mnohdy je prˇi tvorbeˇ programu zapotrˇebı´ prova´deˇt cˇa´sti ko´du neza´visle na sobeˇ. Jde o
tzv. paralelismus. Java obsahuje pro tyto u´cˇely ve sve´ specifikaci vla´kna. Scala rozsˇirˇuje
standardnı´ podporu paralelismu z Javy o akte´ry. Akte´rˇi poskytujı´ model soubeˇzˇnosti, se
ktery´m je jednodusˇsˇı´ pracovat a mu˚zˇeme se dı´ky neˇmu vyhnout mnoha neprˇı´jemnostem
prˇi pouzˇitı´ standardnı´ho modelu soubeˇzˇnosti z Javy. Akte´r je entita podobna´ vla´knu˚m,
ktera´ ma´ mailovou schra´nku pro obdrzˇene´ zpra´vy. Abychom mohli implementovat, musı´me
deˇdit ze trˇı´dy scala.actors.Actor a implementovat metodu act.
import scala.actors.
object SillyActor extends Actor {
def act () {
for ( i <1to 5) {
println ( ” I ’m acting!”)
Thread.sleep(1000)
}
}
}
Vy´pis 4: Akterˇı´ a jejich implementace
Tento akte´r vytiskne peˇtkra´t za sebou zpra´vu jako rˇeteˇzec a skoncˇı´.
2.10 Scala aplikace
Abychom mohli u´speˇsˇneˇ spustit program ve Scale, musı´me uve´st jme´no samostatne´ho
objektu typu singleton (viz podkapitola 2.8) s metodou main, ktera´ prˇebı´ra´ jeden para-
metr Array[String] a ma´ vy´sledny´ typ Unit. Jaky´koliv samostatny´ objekt s metodou main
se spra´vnou signaturou mu˚zˇe slouzˇit jako vstupnı´ bod aplikace. Prˇı´klad mu˚zˇeme videˇt
ve vy´pise 5.
// Soubor Summer.scala
import ChecksumAccumulator.calculate
object Summer {
def main(args: Array[String ]) {
for (arg <args)
println (arg +”: ”+ calculate(arg))
}
}
Vy´pis 5: Aplikace s metodou main
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3 Webovy´ framework Lift
Lift je v soucˇasne´ dobeˇ nejrozsˇı´rˇeneˇjsˇı´m frameworkem pro programovacı´ jazyk Scala [3].
Framework Lift nabı´zı´ velke´ mnozˇstvı´ funkcı´, ktere´ z du˚vodu rozsahu te´to pra´ce nemohu
uve´st vsˇechny, ale vybral jsem pouze neˇktere´ z nich.
3.1 U´vod do Liftu
K vytva´rˇenı´ aplikacı´ ve frameworku Lift pouzˇı´va´m v te´to pra´ci:
• Java 1.6 JDK
• Apache Maven 3.0.3
• GlassFish Server 3.0 (Aplikacˇnı´ open source server)
• Programovacı´ editor: NetBeans IDE verze 6.9.1
Spojova´nı´ (binding) je za´kladnı´ koncept syste´mu sˇablon v Liftu. Te´meˇrˇ na vsˇe na
u´rovni HTML a XML lze pohlı´zˇet jako na se´rii zanorˇeny´ch spojenı´.
Trˇı´da Boot je zodpoveˇdna´ za nastavenı´ a strukturu frameworku Lift. Je vzˇdy umı´steˇna
v balı´cˇku bootstrap.liftweb a je vyobrazena nı´zˇe:
package bootstrap.liftweb
import net. liftweb . util .
import net. liftweb . http .
import net. liftweb .sitemap.
import net. liftweb .sitemap.Loc.
import Helpers.
class Boot {
def boot {
// where to search snippet
LiftRules .addToPackages(”demo.helloworld”)
// Build SiteMap
val entries = Menu(Loc(”Home”, List(”index”),
”Home”)) :: Nil
LiftRules .setSiteMap(SiteMap(entries: ∗))
}
}
Vy´pis 6: Struktura trˇı´dy Boot
V metodeˇ boot jsou dva za´kladnı´ konfiguracˇnı´ elementy. Prvnı´ z nich je metoda LiftRu-
les.addToPackages. Rˇı´ka´ Liftu, aby sve´ vyhleda´va´nı´ zameˇrˇil do balı´cˇku demo.helloworld.
To znamena´, zˇe bychom u´trzˇky hledali v balı´cˇku demo.helloworld.snippets, pohledy zase
v balı´cˇku demo.helloworld.views, a tak da´le. Pokud ma´me vı´ce nezˇ jednu hierarchii (neˇkolik
balı´cˇku˚), zavola´me addToPackages neˇkolikra´t za sebou. Druhou polozˇkou ve trˇı´deˇ Boot je
nastavenı´ SiteMenu.
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3.2 Za´kladnı´ vlastnosti Liftu
Prˇi zpracova´va´nı´ pozˇadavku˚ v Liftu je na prvnı´m mı´steˇ zachycenı´ a obsluha HTTP pozˇa-
davku [8]. Drˇı´ve Lift vyuzˇı´val ke zpracova´nı´ prˇı´chozı´ch pozˇadavku˚ Servlet [9]. Dnes je
mı´sto neˇj vyuzˇı´va´na instance Filter, ktera´ umozˇnˇuje kontejneru zpracova´vat vsˇechny
pozˇadavky, ktere´ Lift zpracova´vat neumozˇnˇuje (konkre´tneˇ ty se staticky´m obsahem).
Filter se chova´ jako tenky´ wrapper na vrchnı´ straneˇ existujı´cı´ho LiftServletu (ktery´ sta´le
vykona´va´ vesˇkerou pra´ci). Soubor web.xml by tedy meˇl specifikovat filter a ne servlet
(uka´za´no na vy´pise 7).
Konkre´tneˇ mapova´nı´ filtru (rˇa´dky 13- 16) na´m rˇı´ka´, zˇe Filter je zodpoveˇdny´ za vsˇechno.
Kdyzˇ filtr obdrzˇı´ pozˇadavek, zkontroluje sadu pravidel aby zjistil, zda ho mu˚zˇe zpraco-
vat. Pokud je pozˇadavek jednı´m z teˇch, ktere´ je Lift schopen zpracovat, tak filtr prˇeda´
pozˇadavek ke zpracova´nı´ internı´ instanci LiftServlet. V opacˇne´m prˇı´padeˇ je pozˇadavek
zrˇeteˇzen a je povoleno jeho zpracova´nı´ kontejnerem.
<?xml version=”1.0” encoding=”ISO−8859−1”?>
... DTD here ...
<web−app>
< filter >
< filter−name>LiftFilter</filter−name>
<display−name>Lift Filter</display−name>
<description>The Filter that intercepts lift
calls</description>
< filter−class>net.liftweb.http. LiftFilter
</ filter −class>
</ filter >
< filter−mapping>
< filter−name>LiftFilter</filter−name>
<url−pattern>/∗</url−pattern>
</ filter −mapping>
</web−app>
Vy´pis 7: Nastavenı´ LiftFilteru v souboru web.xml
3.2.1 Renderova´nı´ se sˇablonami
Sˇablony tvorˇı´ steˇzˇejnı´ cˇa´st flexibility a sı´ly Liftu. Sˇablona je XML soubor, ktery´ obsa-
huje tagy specificke´ pro Lift a samozrˇejmeˇ take´ vesˇkery´ obsah, ktery´ chceme v apli-
kacı´ch vra´tit uzˇivateli. Lift obsahuje jizˇ zabudovane´ tagy pro specificke´ akce, ktere´ majı´
formu <lift:snippet name/> . Lift takte´zˇ umozˇnˇuje tvorbu vlastnı´ch tagu˚, ktery´m
se rˇı´ka´ u´trzˇky (z angl. snippets). Tyto uzˇivatelsky definovane´ tagy jsou prˇilinkova´ny prˇı´mo
ke Scala metoda´m, ktere´ umı´ zpracova´vat obsahy tagu˚ u´trzˇku˚, nebo vygenerovat jejich
vlastnı´ obsah od za´kladu˚. Ve vy´pise 8 je uka´za´na jednoducha´ sˇablona.
< lift :surround with=”default” at=”content”>
<head><title>Hello!</title></head>
< lift :Hello.world />
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</ lift :surround>
Vy´pis 8: Uka´zka sˇablony Liftu
3.3 Tvorba formula´rˇu˚
Lift podporuje kromeˇ standartnı´ho zpracova´va´nı´ formula´rˇu˚ pomocı´ GET/POST i po-
mocı´ technologiı´ AJAX a JSON [11]. Nicme´neˇ v te´to kapitole bych se ra´d soustrˇedil na
standartnı´ HTML formula´rˇe. Formula´rˇ v Liftu je vyprodukova´n pomocı´ u´trzˇku, ktery´ ob-
sahuje atribut form. Tento atribut prˇebı´ra´ hodnoty GET a POST a umozˇnˇuje ko´du u´trzˇku
vlozˇit tagy formula´rˇe z vneˇjsˇku u´trzˇku HTML.
< lift :AddEntry.addentry form=”POST”
multipart=”true”>
<div class=”column span−24”>
<h3>Entry Form</h3>
<div id=”entryform”>
Vy´pis 9: Struktura formula´rˇe
3.4 SiteMap
SiteMap je velmi silnou soucˇa´stı´ Liftu, ktery´ vykona´va´ prakticky prˇesneˇ to, co napovı´da´
na´zev: poskytne nasˇim stra´nka´m mapu (menu). Kromeˇ te´to za´kladnı´ funkcionality ovsˇem
nabı´zı´ rˇadu dalsˇı´ch mozˇnostı´ vyuzˇitı´:
• Mechanismy kontroly prˇı´stupu, ktere´ kontrolujı´, zda je funkcˇnı´ stra´nka, na kterou
je odkazova´no
• Seskupenı´ polozˇek menu, tudı´zˇ mu˚zˇeme jednodusˇe zobrazit cˇa´sti menu kdekoliv
chceme
• Umozˇnˇuje vytva´rˇet zanorˇena´ menu, tedy mu˚zˇeme zde mı´t hierarchii
• Prˇepisova´nı´ pozˇadavku˚
3.5 Vrstva objektoveˇ- relacˇnı´ho mapova´nı´ (ORM)- Mapper a Record
Prˇi pra´ci s webovy´mi aplikacemi se bezesporu setka´me s proble´mem, kam ulozˇit data.
Kdyzˇ zpracova´va´me data od uzˇivatelu˚, zacˇneme se poty´kat s proble´my jako je ko´dova´nı´
formula´rˇu˚, validace a vy´drzˇ zpracova´vat data. Zde prˇicha´zejı´ na rˇadu frameworky Map-
per a Record, ktere´ na´m umozˇnˇujı´ prova´deˇt vesˇkerou manipulaci s daty, kterou potrˇebujeme.
Mapper je pu˚vodnı´ perzistentnı´ framework jazyka Lift a zpu˚sobem ukla´da´nı´ dat je u´zce
sva´za´n s JDBC. Record je novou refaktorizacı´ Mapperu, tedy neza´lezˇı´, zda chceme nasˇe
data ukla´dat prˇes JDBC, JPA, nebo dokonce XML.
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Kromeˇ Mapperu a MetaMapperu obsahuje framework i trˇetı´ rys, ktery´m je Mapped-
Field. Ten zajisˇt’uje trˇı´deˇ funkcionalitu jednotlivy´ch polı´. Definujeme zde jak jednotlive´
valida´tory, tak rovneˇzˇ transformujı´cı´ se filtry a vyplneˇna´ jme´na.
Pozna´mka 3.1 Jelikozˇ Mapper nenı´ v Mavenu prˇı´mo obsazˇen a jedna´ se o oddeˇleny´ mo-
dul, prˇidal jsem za´vislost do souboru pom.xml, abych k neˇmu mohl prˇistupovat.
<dependency>
<groupId>net.liftweb</groupId>
<artifactId> lift−mapper</artifactId>
<!−− or 1.1−SNAPSHOT, etc, to match your project −−>
<version>1.0</version>
</dependency>
Vy´pis 10: Prˇida´nı´ za´vislosti pro modul Mapper
3.6 Podpora AJAXu a Comet
Pomocı´ jazyka AJAX [12] mu˚zˇeme vytva´rˇet dynamicke´ webove´ stra´nky a zprˇı´jemnit
tak uzˇivatelu˚m na´vsˇteˇvu nasˇich stra´nek. Podpora tohoto jazyka je v Liftu na pokrocˇile´
u´rovni. Na obra´zku 1 je uka´za´n zpu˚sob pra´ce Ajaxu (obra´zek prˇevzat z [3]).
Obra´zek 1: Aplikacˇnı´ model AJAXu.
Hlavnı´m rozdı´lem je to, zˇe klasicky´ SHtml genera´tor zpeˇtnovazebneˇ vracı´ Any, AJAX
musı´ vra´tit JsCmd. Du˚vodem je to, zˇe na´vrat ze zpeˇtne´ho vola´nı´ je samo o sobeˇ vola´nı´ na
straneˇ klienta, ktere´ mu˚zˇe by´t pouzˇito na aktualizaci klientske´ho obsahu.
Druhy´m du˚lezˇity´m aspektem podpory AJAXu je to, zˇe Lift poskytuje robustnı´ syste´m
podrˇı´zenosti AJAXu. Na prˇı´klad Lift poskytne svu˚j vlastnı´ JavaScript, ktery´ se stara´ o
znovuobnovenı´ procesu, pokud vyprsˇı´ cˇas prˇeda´nı´. Mu˚zˇeme ovla´dat de´lku trva´nı´ vyprsˇenı´
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cˇasu a pote´ zkusit spustit proces znovu pomocı´ LiftRules’s ajaxPostTimeout (v milisekunda´ch)
nebo promeˇnny´ch ajaxRetryCount.
Trˇetı´m du˚lezˇity´m hlediskem podpory jazyka AJAX je velmi jednoduche´ povolenı´ ja-
zyka. Lift se automaticky stara´ o prˇida´nı´ potrˇebny´ch JavaScriptovy´ch knihoven k nasˇim
sˇablona´m v dobeˇ vytva´rˇenı´ a rovneˇzˇ nastavı´ zpeˇtne´ odesla´nı´. Defaultneˇ je odesla´nı´ na-
staveno relativneˇ k cesteˇ /ajax request v kontextu webu, nicme´neˇ Lift na´m umozˇnˇuje
prˇenastavenı´ pomocı´ LiftRules.ajaxPath.
Poslednı´m du˚lezˇity´m aspektem je flexibilita, kterou knihovna poskytuje. Kromeˇ stan-
dardnı´ch formula´rˇovy´ch prvku˚, ktere´ mohou by´t typu AJAXfied, Lift rovneˇzˇ poskytuje
metodu SHtml.ajaxCall, ktera´ vytva´rˇı´ JsExp jezˇ mu˚zˇeme pouzˇı´t prˇı´mo na jaky´koliv ele-
ment. Navı´c na´m to umozˇnˇuje vytvorˇit pro nasˇi odesı´lacı´ funkci v JavaScriptu argument
typu String, takzˇe ma´me plny´ prˇı´stup k datu˚m na klientske´ straneˇ.
import root .net. liftweb . http .SHtml.
import root .net. liftweb . http . js .JE.
import root .net. liftweb . http . js .JsCmds.
def myFunc(html: NodeSeq) : NodeSeq = {
bind(”hello ” , html, ”button” −>
ajaxButton(Text(”Press me”),
{() =>
println ( ”Got an Ajax call”)
SetHtml(”my−div”, Text(”That’s it ” ) ) })
}
Vy´pis 11: Pouzˇitı´ jazyka AJAX v Liftu
Pokud se ma´me bavit take´ o Comet, tak si musı´me rˇı´ct, zˇe nejde o technologii, ale o tech-
niku, ktera´ umozˇnˇuje webove´ aplikaci protlacˇit zpra´vy ze serveru ke klientovi. Vyuzˇı´va´
tzv. dlouhe´ho poolova´nı´ u HTTP pozˇadavku v pozadı´, ktery´ umozˇnˇuje serveru smeˇrovat
data do prohlı´zˇecˇe bez nutnosti vyzˇa´da´nı´ dalsˇı´ch pozˇadavku˚. Na obra´zku 2 je uka´za´n
zpu˚sob pra´ce Comet (obra´zek prˇevzat z [3]).
Obra´zek 2: Aplikacˇnı´ model Comet.
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3.7 Webove´ sluzˇby
V dnesˇnı´ dobeˇ mnoho webovy´ch aplikacı´ nabı´zı´ API, ktere´ umozˇnˇuje ostatnı´m lidem
rozsˇı´rˇit funkcionalitu sluzˇby. API je mnozˇina funkcı´, ktere´ jsou k dispozici trˇetı´m strana´m
a umozˇnˇujı´ znovupouzˇitı´ prvku˚ aplikace.
K tomu abychom mohli sestavit webovou sluzˇbu, musı´me zna´t pra´ci s pozˇadavky a
odpoveˇd’mi protokolu HTTP.
]> curl −v http: // demo.liftweb.net/
∗ About to connect() to demo.liftweb.net port 80 (\#0)
∗ Trying 64.27.11.183... connected
∗ Connected to demo.liftweb.net (64.27.11.183) port 80 (\#0)
> GET / HTTP/1.1
> User−Agent: curl/7.19.0 (i386−apple−darwin9.5.0)
libcurl /7.19.0 zlib /1.2.3
> Host: demo.liftweb.net
> Accept: ∗/∗
Vy´pis 12: Klientsky´ HTTP pozˇadavek
3.7.1 Definova´nı´ REST aplikace
Roy Fielding definoval REST ve sve´ dizertacˇnı´ pra´ci [16] a definoval hlavnı´ princip archi-
tektury jako jednotne´ rozhrannı´ pro jednotlive´ zdroje.
”
Zdroje“ odkazujı´ na cˇa´sti infor-
macı´, ktere´ jsou pojmenova´ny a jsou jsou urcˇity´m zpu˚sobem reprezentova´ny. Jednotne´
rozhrannı´ je prolozˇeno mnozˇinou na´sledujı´cı´ch omezenı´ (vlastnosti popsane´ v te´to kapi-
tole vycha´zı´ z [3]):
• Bezestavovost komunikace: Postavena na vrchnı´ straneˇ protokolu HTTP, ktery´ je take´
bezestavovy´.
• Interakce ve formeˇ Client- Server: Tak jako se web skla´da´ z jednotlivy´ch prohlı´zˇecˇu˚
komunikujı´cı´ch se servery, tak i RESTove´ sluzˇby umozˇnˇujı´ stroju˚m nebo aplikacı´m
komunikovat se servery stejny´m zpu˚sobem.
• Podpora vyrovna´vacı´ pameˇti: REST pouzˇı´va´ hlavicˇky vyrovna´vacı´ pameˇti HTTP pro-
tokolu ke cachova´nı´ zdroju˚.
Tyto sluzˇby jsou spolecˇne´ jak pro webove´, tak pro RESTful sluzˇby. REST sluzˇby prˇida´vajı´
dodatecˇna´ omezenı´, ktera´ se ty´kajı´ interakce se zdroji:
• Pojmenova´nı´: Zdroj musı´ by´t identifikova´n a to za pouzˇitı´ identifika´toru˚ URL.
• Popisne´ akce: Pouzˇitı´ HTTP akcı´, GET, PUT a DELETE prˇesneˇ ukazuje, ktera´ akce
byla provedena na zdroji.
• Adresovatelnost URL: Identifika´tory URL by meˇly by´t povoleny pro adresova´nı´ re-
prezentace zdroje.
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RESTful architektury obsa´hnou HTTP protokol a vyuzˇı´vajı´ jej.
package com.pocketchangeapp.api
object RestAPI extends XMLApiHelper {
def dispatch: LiftRules .DispatchPF = {
case Req(List(”api”, ”expense”, eid), ” ” , GetRequest) =>
() => showExpense(eid)
case r @ Req(List(”api”, ”expense”), ” ” , PutRequest) =>
() => addExpense(r)
// Invalid API request − route to our error handler
case Req(List(”api”, x) , ” ” , ) => failure
}
}
Vy´pis 13: Pravidla odesı´la´nı´
Nynı´ se podı´vejme na na´zorny´ prˇı´klad. Server nynı´ bude obsluhovat pozˇadavky
GET s metodou showExpense a bude zpracova´vat PUT pozˇadavky s metodou addExpense.
Musı´me si uveˇdomit, zˇe pouzˇı´va´me spojova´nı´ vzoru˚ na objekt Req. V pozˇadavku PUT
extrahujeme Req a prˇeda´va´me jej jako parametr metodeˇ addExpense, protozˇe prˇeda´va´me
teˇlo XML s informacı´ pro Expense.
3.8 Integrace JPA
Java Persistence API (JPA) bylo vivinuto ve velke´m mnozˇstvı´ frameworku˚ v Javeˇ, kdy
poskytuje jednoduchou vrstu pro prˇı´stup k databa´zi pro Java a Scala objekty. JPA bylo
vytvorˇeno jako cˇa´st specifikace Enterprise Java Beans 3 (EJB3), tak aby zjednodusˇilo per-
zistentnı´ model. Lift sice prˇicha´zı´ s dobrˇe vytvorˇenou abstraktnı´ vrstvou (jak jsem jizˇ
zmı´nil v kapitole 3.5, o Mapperu a Recordu), nicme´neˇ jsou zde neˇktere´ vy´hody, procˇ stojı´
za to se zajı´mat i o pouzˇitı´ JPA.
JPa je jednodusˇe prˇı´stupne´ jak z Javy, tak ze Scaly. Pokud bychom pouzˇı´vali Lift jako
doplneˇnı´ k projektu, ktery´ obsahuje rovneˇzˇ Javu, JPA na´m umozˇnı´ pouzˇı´t databa´zovou
vrstvu mezi obeˇma jazyky a vyhneme se tudı´zˇ duplikaci ko´du. Rovneˇzˇ to znamena´, zˇe
pokud ma´me jizˇ existujı´cı´ projekt zalozˇen na JPA, mu˚zˇeme jej jednodusˇe integrovat do
Liftu. JPA take´ poskytuje veˇtsˇı´ flexibilitu prˇi pouzˇitı´ rozsa´hly´ch sche´mat. I kdyzˇ Mapper
poskytuje veˇtsˇı´ cˇa´st funkcionality kterou potrˇebujeme, JPA dodatecˇne´ metody zˇivotnı´ho
cyklu a metody pra´ce s mapova´nı´m na´m ulehcˇujı´ zpracova´nı´ prˇi komplexneˇjsˇı´ch potrˇeba´ch.
JPA ma´ lepsˇı´ podporu pro spojova´nı´ a vztahy mezi entitami. A rovneˇzˇ na´m JPA posky-
tuje zlepsˇenı´ vy´konu prˇi caschova´nı´ objektu˚, kdy je mozˇno zachytit objekty, ke ktery´m se
cˇasto prˇistupuje, do pameˇti tak, abychom se vyhnuli prˇı´lisˇne´mu zatı´zˇenı´ databa´ze.
3.9 Integrace aplikacı´ trˇetı´ch stran
Cˇasto take´ vyuzˇı´va´me mozˇnost integrovat do nasˇich aplikacı´ knihovny trˇetı´ch stran,
ktere´ obsahujı´ spra´vu a neˇktere´ mozˇnosti, ktere´ mohou by´t pro uzˇivatele atraktivnı´ a
mohou ulehcˇit vy´voj nasˇich projektu˚. Mezi prˇı´klady integracı´ aplikacı´ trˇetı´ch stran patrˇı´
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naprˇ. popula´rnı´ platebnı´ syste´m PayPal, socia´lnı´ sı´t’ Facebook, XMPP protokol (slouzˇı´cı´
ke komunikaci v rea´lne´m cˇase a rovneˇzˇ k zası´la´nı´ spra´v mezi uzˇivateli- vytvorˇeno Jabber
open-source komunitou). Da´le OpenID, ktere´ slouzˇı´ k vytva´rˇenı´ a spravova´nı´ uzˇivatelsky´ch
u´cˇtu˚ za pouzˇitı´ zabezpecˇeny´ch protokolu˚.
3.10 Widgety
Widget je v podstateˇ knihovna ko´du˚ Scala a Javascriptu, ktere´ spolecˇneˇ poskytujı´ za-
balene´ XHTML fragmenty, zobrazujı´cı´ se v klientske´m prohlı´zˇecˇi. V jiny´ch webovy´ch
frameworcı´ch (JavaServer Faces, Struts aj.) se jim rˇı´ka´ komponenty. Widgety vylepsˇujı´
dynamicke´ chova´nı´ na straneˇ klienta, cozˇ je tudı´zˇ deˇla´ velmi zajı´mavy´mi a pouzˇı´vany´mi.
Lift se snazˇı´ co nejvı´ce ulehcˇit pouzˇitı´ widgetu˚, takzˇe narozdı´l od neˇktery´ch jiny´ch fra-
meworku˚ stacˇı´ zapsat do aplikace neˇkolik rˇa´dku˚ ko´du a widget je okamzˇiteˇ funkcˇnı´ a
prˇipraven k pouzˇitı´. Widgety jsou umı´steˇny v modulu lift-widgets, ktery´ musı´me
naimportovat do souboru pom.xml, pokud je chceme vyuzˇı´vat.
• TableSorter- zalozˇen na pluginu TableSorter z jQuery, umozˇnˇuje na´m vzı´t exis-
tujı´cı´ HTML tabulku a prˇidat do nı´ mozˇnost serˇazenı´ sloupcu˚
• Calendar- zobrazuje kalenda´rˇ ve trˇech forma´tech (meˇsı´cˇnı´, ty´dennı´, dennı´), ktery´
ma´ podobny´ vzhled jako kalenda´rˇ z Microsoft Outlook nebo Goole kalenda´rˇ; po-
skytujı´ za´kladnı´ funkcionalitu pro zobrazenı´, ale je mozˇno upravit soubory CSS a
JavaScriptu, aby kalenda´rˇ odpovı´dal na mı´ru nasˇim pozˇadavku˚m
• RSS Feed- jak na´zev napovı´da´, tento widget na´m zobrazuje RSS kana´ly
• TreeView- prˇemeˇnˇuje neserˇazeny´ seznam (<ul>) do stromove´ struktury, za pouzˇitı´
TreeView pluginu pro JQuery
Existujı´ jesˇteˇ neˇktere´ dalsˇı´ widgety, jako naprˇ. Gravatar a Sparklines, ale o teˇch se
zde jizˇ zminˇovat nebudu. V Liftu ma´me rovneˇzˇ mozˇnost vytva´rˇet si vlastnı´ widgety, kde
se fantazii meze nekladou. Jde o zajı´mave´ prvky, ktere´ mohou obohatit aplikaci jak z
hlediska lepsˇı´ho vzhledu, tak propracovaneˇjsˇı´ funkcionality.
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3.11 Architektura Liftu
Na obra´zku 3 jsou zna´zorneˇny hlavnı´ komponenty a jejich umı´steˇnı´ v cele´m syste´mu
(sche´ma architektury prˇevzato z [3]). Jak jsem jizˇ zminˇoval v kapitole 3.2, Lift je navrzˇen
tak, aby se choval jako Filter slouzˇı´cı´ jako vstupnı´ bod aplikace. Zpu˚sob jaky´m vyuzˇijeme
zby´vajı´cı´ cˇa´sti frameworku se lisˇı´ u kazˇde´ aplikace, podle toho jak moc je komplexnı´.
Obra´zek 3: Architektura frameworku Lift.
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4 Play framework
K dane´mu frameworku Lift jsem si meˇl zvolit druhy´ framework a vza´jemneˇ oba fra-
meworky porovnat. V soucˇasne´ dobeˇ existuje rˇada frameworku˚, ktere´ jsou zalozˇene´ na
Scale:
• Sweet- oproti Liftu mnohem jednodusˇsˇı´ framework, zalozˇen na jazyku sˇablon (fre-
emarker) [17]
• Slinky- noveˇ vznikajı´cı´ framework, zalozˇen na balı´cˇku Scalaz (za´meˇrem tohoto balı´cˇku
je zahrnout funkce, ktere´ nejsou momenta´lneˇ dostupne´ v za´kladnı´m Scala API) [18]
• Scalatra- na´sleduje principy frameworku Sinatra (zalozˇene´m na Ruby), pu˚vodneˇ
zna´m pod na´zvem Step; zalozˇen na tzv. cesta´ch, ktery´mi se rozumı´ HTTP metoda
spojena s odpovı´dajı´cı´m URL vzorem [19]
• Pinky- framework spojujı´cı´ Scalu, REST a MVC architekturu, postaven nad Guice
(odlehcˇeny´ framework pro Javu, vytvorˇeny´ spolecˇnostı´ Google) a Guice Servletem;
poskytuje podporu formula´rˇu˚, dome´n objektu˚ aj. [20]
• Scala Pages (SCP)- odlehcˇeny´ framework pro tvorbu Scala aplikacı´ zalozˇen na tex-
toveˇ orientovane´m enginu se sˇablonami (XML sˇablony, JSON aj.); ulehcˇuje vytva´rˇenı´
aplikacı´ jako MVC architektur; vytvorˇen tak, aby vyhovovala pozˇadavku˚m mo-
dernı´ch procesoru˚ [21]
Nicme´neˇ ja´ jsem zvolil pro porovna´va´nı´ framework Play, ktery´ se mi zda´l na za´kladeˇ
zjisˇteˇny´ch vlastnostı´ a obsa´hlosti dokumentace pro prakticke´ vyuzˇitı´ nejvhodneˇjsˇı´.
Framework Play! [14] je pu˚vodneˇ zalozˇen na Javeˇ, ale dnes jizˇ existuje i podpora Scaly.
4.1 Vy´voj rˇı´zeny´ pomocı´ testu˚
Vestaveˇny´ spousˇteˇcˇ testu˚ na´m velmi jednodusˇe umozˇnˇuje prova´deˇt vy´voj rˇı´zeny´ za po-
moci testu˚. Mu˚zˇeme psa´t vsˇechny druhy testu˚, od jednoduchy´ch Unit testu˚ azˇ po u´plne´
vstupnı´ testy a jednodusˇe je spousˇteˇt v prohlı´zˇecˇi.
4.2 Struktura projektu˚
• app/ obsahuje ja´dro aplikace, v te´to slozˇce jsou umı´steˇny .scala soubory.
• conf/ obsahuje vsˇechny soubory k nastavenı´ aplikace, specia´lneˇ hlavnı´ soubor ap-
plication.conf, soubory definic routes, soubor dependencies.yml a soubory messages,
slouzˇı´cı´ ke zpracova´nı´ mezina´rodnı´ch forma´tu˚
• lib/ v te´to slozˇce jsou umı´steˇny vsˇechny nepovinne´ knihovny Javy nebo Scaly, za-
baleny jsou standardneˇ ve forma´tu .jar
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• public/ obsahuje vsˇechny verˇejneˇ prˇı´stupne´ zdroje, vcˇetneˇ souboru˚ JavaScriptu, stylu˚
a slozˇek s obra´zky
• test/ zde jsou ulozˇeny vsˇechny testy aplikace
Soubor nastavenı´ za´vislostı´ conf/dependencies.yml je automaticky nastaven na za´vislost
Scaly. Mu˚zˇeme se divit, kde se podeˇly vsˇechny .class soubory. Odpoveˇd’ znı´ nikde. Play
nevyuzˇı´va´ zˇa´dny´ch class souboru˚, namı´sto toho cˇte zdrojove´ ko´dy Scaly rovnou.
To v procesu vy´voje umozˇnˇuje prova´deˇt dveˇ velmi du˚lezˇite´ veˇci. Prvnı´ z nich je ta, zˇe
Play bude zachyta´vat jake´koliv zmeˇny, ktere´ provedeme v jake´mkoliv zdrojove´m Scala
souboru a automaticky je prˇi beˇhu znovu nacˇte. Druhou je zpu˚sob obsluhy vyjı´mek. Po-
kud nastane v aplikaci vy´jimka, Play pro na´s vytvorˇı´ lepsˇı´ chybove´ zpra´vy a zobrazı´ na´m
prˇesne´ mı´sto, kde k vy´jimce dosˇlo.
Aby Play urychlil restart rozsa´hly´ch aplikacı´, uchova´va´ ve slozˇce tmp/ byte ko´d vy-
rovna´vacı´ pameˇti. Pokud chceme, mu˚zˇeme to zrusˇit pouzˇitı´m prˇı´kazu play clean.
Play aplikace ma´ na rozdı´l od Scaly samotne´ neˇkolik vstupnı´ch bodu˚ aplikace, pro
kazˇde´ URL jeden. Teˇmto metoda´m rˇı´ka´me metody akcı´. Tyto metody jsou definova´ny ve
specia´lnı´ch objektech, ktery´m se rˇı´ka´ Ovladacˇe.
4.3 Scala ovladacˇe
Ovladacˇe frameworku Play jsou nejdu˚lezˇiteˇjsˇı´ soucˇa´stı´ jake´koliv aplikace napsane´ v Play.
Aplikace Play Scala sdı´lı´ stejne´ koncepty jako klasicka´ Play aplikace, ale uzˇı´va´ vı´ce funk-
ciona´lnı´ zpu˚sob popisu jednotlivy´ch akcı´.
Controller je singleton objekt jazyka Scala, podporova´n v balı´cˇku controllers a ve trˇı´deˇ
play.mvc.Controller. V jednom souboru mu˚zˇeme definovat neomezeny´ pocˇet ovladacˇu˚.
Jelikozˇ na´m Scala poskytuje podporu singleton objektu˚, nemusı´me se jizˇ de´le poty´kat se
staticky´mi metodami Javy a snahou udrzˇenı´ schopnosti staticky odkazovat jakoukoliv
akci jako trˇeba show(id) (viz uka´zka ko´du 14).
package controllers {
import play.
import play.mvc.
object Users extends Controller {
def show(id:Long) = Template(”user” −> User.findById(id))
def edit ( id :Long, email:String) = {
User.changeEmail(id, email)
Action(show(id))
}
}
}
Vy´pis 14: Pravidla odesı´la´nı´
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Ovladacˇ Play obvykle pouzˇı´va´ ke spusˇteˇnı´ vygenerova´nı´ odpoveˇdi imperativnı´
usporˇa´da´nı´ jako render(...) nebo forbidden(). Naproti tomu na metody akcı´ napsane´ ve
Scale se pohlı´zˇı´ jako na funkce a musı´ tedy vracet hodnotu. Tato hodnota je pote´ pouzˇita
frameworkem k vygenerova´nı´ HTTP odpoveˇdi na dotaz.
Metoda akce mu˚zˇe samozrˇejmeˇ vracet neˇkolik typu˚ hodnot, v za´vislosti na pozˇadavku.
Zde jsou prˇı´klady neˇktery´ch z nich: Template, Forbidden, Html, JSon, Redirect, BadRequest
aj.
4.4 Pra´ce s databa´zı´
Mozˇnosti pra´ce s databa´zı´ webove´ho frameworku Play.
4.4.1 Vy´beˇr a nastavenı´ databa´ze
Pro potrˇeby vy´voje prˇicha´zı´ Play se samostatny´m SQL syste´mem rˇı´zenı´ ba´ze dat, ktery´ se
nazy´va´ H2. Nastavenı´ databa´ze se prova´dı´ v konfiguracˇnı´m souboru application.conf od-
komentova´nı´m prˇı´slusˇny´ch rˇa´dku˚ pro konkre´tnı´ databa´zi (v me´m prˇı´padeˇ odkomentuji
pouze jeden rˇa´dek s db=mem). V me´ aplikaci automaticky dojde k prˇipojenı´ k databa´zi, jak
uka´zˇe vy´pis, ktery´ se objevı´ na konzoli: INFO : Connected to jdbc:h2:mem:play.
4.4.2 Databa´zove´ prˇipojenı´
Anorm je zjednodusˇenı´ JDBC s minimalisticky´m rozhranı´m, ktere´ znovupouzˇı´va´ drˇı´ve
vytvorˇena´ Scala rozhranı´ (kolekce, spojova´nı´ vzoru˚, kombina´tory parseru˚). Jedna´ se o
vrstvu prˇı´stupu k datu˚m. Pouzˇı´va´ jazyk SQL aby mohl prova´deˇt pozˇadavky na databa´zi
a posyktuje neˇkolik API k parsova´nı´ a prˇemeˇneˇ vy´sledne´ mnozˇiny dat.
val postsWithAuthor:List[(Post˜User)] =
SQL(
select ∗ from Post p join User u on p.author id = u.id order by p.postedAt desc
) .as( Post ˜< User ∗ )
Vy´pis 15: Uka´zka pra´ce s databa´zı´
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5 Srovna´nı´ frameworku˚
Play je bezestavovy´ framework, ktery´ dodatecˇneˇ poskytuje podporu Scaly. U Liftu je
mozˇne´ pro pra´ci s databa´zı´ pouzˇı´vat rozlicˇne´ technologie, bud’ Mapper a Record, nebo
trˇeba JPA. Framework Lift pouzˇı´va´ na´stroj pro spra´vu buildu˚ a to bud’to Maven, SBT,
cˇi jine´ dalsˇı´. Framework Play zˇa´dne´ho na´stroje pro automatizaci a spra´vu buildu˚ ne-
vyuzˇı´va´.
U frameworku Play jsou prˇehledneˇ zobrazeny chyby, jsou uka´za´ny v prohlı´zˇecˇi spolecˇneˇ
s ko´dem, prˇi najetı´ na okno aplikace v prohlı´zˇecˇi (viz obr. 4).
Obra´zek 4: Zpu˚sob zobrazenı´ chybovy´ch zpra´v.
Play je sice pomeˇrneˇ novy´ framework, ale komunita kolem neˇj se sta´le rychle zvysˇuje.
Lift je stavovy´ framework vytvorˇeny´ prima´rneˇ pro Scalu. Je zde tedy velke´ zacˇleneˇnı´ ja-
zyka Scala, takzˇe nenı´ potrˇeba vytva´rˇet get/set metody nebo se oba´vat vza´jemne´ kom-
patibility mezi kolekcemi jazyka Java a Scalou. Plneˇ vyuzˇı´va´ konceptu˚ funkciona´lneˇ- ori-
entovane´ho programova´nı´. Ma´ vy´stizˇneˇ psany´ ko´d, prˇesto je typoveˇ bezpecˇny´.
Lift ma´ rozsa´hlou podporu webovy´ch REST aplikacı´ a jazyka AJAX.
5.1 Spolecˇne´ rysy
V prˇı´padech obou frameworku˚ se jedna´ o modernı´, sta´le se rozvı´jejı´cı´ technologie, ktere´
jsou zalozˇeny na modernı´m programovacı´m jazyce, tedy Scale. V prˇı´padeˇ Liftu i Play!
je k dispozici mnoho vestaveˇny´ch funkcı´, ktere´ velmi usnadnˇujı´ programova´nı´ interak-
tivnı´ch webovy´ch stra´nek a informacˇnı´ch syste´mu˚ a nabı´zejı´ tak velmi zajı´mavou vari-
antu tvorby webovy´ch aplikacı´, narozdı´l od jizˇ zazˇity´ch technologiı´. Prˇi programova´nı´ je
u obou frameworku˚ oddeˇlena prezentacˇnı´ vrstva od vrstvy logicke´ ( u Liftu pomocı´ tzv.
u´trzˇku˚), cozˇ znacˇneˇ sprˇehlednˇuje cˇitelnost zdrojovy´ch ko´du˚.
5.2 Vy´hody Liftu
Lift je v soucˇasne´ dobeˇ nejrozsˇı´rˇeneˇjsˇı´m frameworkem zalozˇeny´m na Scale.
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Programa´torska´ komunita je nejvı´ce zameˇrˇena pra´veˇ na neˇj a proto vy´voj tohoto fra-
meworku je rychly´. Ma´me vı´ce mozˇnostı´, jak prˇistupovat k databa´zi (bud’ pomocı´ Re-
cordu, nebo pomocı´ Mapperu) a pracovat s nı´. Lift nabı´zı´ velkou sˇka´lu funkcı´ a knihoven,
ktere´ mu˚zˇeme pouzˇı´t a pokud si vsˇe nastudujeme, tak mu˚zˇeme naprogramovat a prˇidat
do aplikace te´meˇrˇ cokoliv, na co si vzpomeneme. Pro podporu asynchronnı´ho prˇı´stupu je
zde mozˇnost vyuzˇitı´ Ajaxu a Comet, da´le mu˚zˇeme vyuzˇı´t JavaScriptu, integraci aplikacı´
trˇetı´ch stran (Facebook, platebnı´ syste´m PayPal, OpenID, otevrˇeny´ internetovy´ protokol
pro psanı´ zpra´v AMQP a mnohe´ dalsˇı´). U webovy´ch stra´nek je trˇeba se zmı´nit o poho-
dlne´m vytvorˇenı´ polozˇek menu pomocı´ funkce SiteMap. Da´le´ je propracova´no vyuzˇitı´
webovy´ch sluzˇeb v aplikaci. Jako poslednı´ bych zmı´nil Lift widgety, ktere´ opeˇt oboha-
cujı´ sˇirokou sˇka´lu funkci, pouzˇitelny´ch ve frameworku Lift. Ma´me zde k dispozici wi-
dget TableSorter, ktery´ na´m umozˇnˇuje vytva´rˇet html tabulky, ve ktery´ch lze trˇı´dit u´daje,
naprˇı´klad podle data vytvorˇenı´ nebo jiny´ch krite´riı´. Dalsˇı´m widgetem je Kalenda´rˇ. Zde
je mozˇno vytvorˇit meˇsı´cˇnı´ prˇehled, ty´dennı´ prˇehled a dennı´ prˇehled. Lze naprogramovat
a implementovat do aplikace mozˇnost prˇida´va´nı´ a zaznacˇova´nı´ uda´lostı´ prˇı´mo do ka-
lenda´rˇe. Dalsˇı´m widgetem je cˇtecˇka RSS, ktera´ poma´ha´ renderovat vla´kna RSS. Pro veˇtsˇı´
prˇehlednost je mozˇno vyuzˇı´t widgetu TreeView, kde zobrazı´me polozˇky seznamu ve stro-
move´ strukturˇe a mnohdy tedy vı´ce prˇehledneˇji. Samozrˇejmeˇ ma´me mozˇnost vytva´rˇet si
kromeˇ zabudovany´ch widgetu˚ i widgety vlastnı´. V liftu tedy ma´me k dispozici opravdu
co na´s napadne a lze tedy vytva´rˇet plnohodnotne´ webove´ stra´nky a aplikace s obrovsky´m
mnozˇstvı´m prˇedem naprogramovany´ch funkcı´ a knihoven, nemusı´me tedy vsˇe vytva´rˇet
od zacˇa´tku.
5.3 Nevy´hody Liftu
Kdyzˇ chceme programovat v tomto frameworku, musı´me pomeˇrneˇ dobrˇe zna´t vsˇechna
u´skalı´ Scaly a abychom mohli plneˇ vyuzˇı´vat vsˇeho, co na´m Lift nabı´zı´, musı´me nastu-
dovat velke´ mnozˇstvı´ dokumentace. Nenı´ u´plneˇ vhodny´ pro zacˇı´najı´cı´ programa´tory ve
Scale. Pro mensˇı´ aplikace je me´neˇ vhodny´, nezˇ framework Play. Prˇeklad trva´ delsˇı´ dobu
nezˇ u Play a jak jizˇ bylo zmı´neˇno vy´sˇe, zobrazova´nı´ chyb take´ nenı´ tou nejsilneˇjsˇı´ stra´nkou
frameworku.
5.4 Vy´hody Play
Tento framework je pomeˇrneˇ novy´, ale jeho vy´voj se neusta´le zˇene kuprˇedu a prˇida´vajı´
se nove´ vlastnosti a funkce. Za velke´ vy´hody bych povazˇoval jak rychlost a automati-
zovanost prˇekladu prˇi spusˇteˇnı´ projektu (ktera´ mi je sympaticˇteˇjsˇı´, nezˇ u Liftu), tak i
zpracova´va´nı´ jednotlivy´ch testu˚, ktere´ jdou spustit snadno z prohlı´zˇecˇe a na ovla´da´nı´ a
jejich spousˇteˇnı´ si programa´tor rychle zvykne (viz. obra´zek 5, ktery´ je prˇevzat z [14]).
Pro vy´voj jednodusˇsˇı´ch aplikacı´ je dı´ky sve´ rychlosti a pruzˇnosti framework Play lepsˇı´
volbou, nemusı´me se ucˇit tolik vlastnostı´, jako u frameworku Lift, tedy slouzˇı´ rovneˇzˇ pro
uzˇivatele, kterˇı´ se Scalou a programova´nı´ webovy´ch stra´nek zacˇı´najı´.
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Obra´zek 5: Spousˇteˇnı´ testu˚ v prohlı´zˇecˇi.
5.5 Nevy´hody Play
Tento framework je sta´le pomeˇrneˇ novy´ a mnoho funkcı´ v neˇm momenta´lneˇ nenı´ naim-
plementova´no, tudı´zˇ je trˇeba vzˇdy najı´t neˇjaky´ jiny´ zpu˚sob, jak si s dany´m proble´mem prˇi
tvorˇenı´ aplikacı´ poradit. Nenı´ zde podpora Comet, da´le zde nejsou naimplementova´ny
zˇa´dne´ pomocne´ funkce a knihovny pro vyuzˇitı´ ajaxu. Vsˇe musı´me tedy programovat
a implementovat od zacˇa´tku. Pokud prˇedpokla´da´me, zˇe nasˇe aplikace bude rozsa´hla´,
bude mı´t veˇtsˇı´ mnozˇstvı´ stra´nek a bude potrˇeba pru˚beˇzˇneˇ prˇida´vat jesˇteˇ dalsˇı´ funkce, je
na mı´steˇ uvazˇovat spı´sˇe o pouzˇitı´ frameworku Lift.
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6 Navrzˇena´ aplikace
Na tomto mı´steˇ popisuji mnou vytvorˇenou a naprogramovanou aplikaci. Kompletnı´ apli-
kace se vsˇemi zdrojovy´mi ko´dy je prˇilozˇena na CD odevzda´vane´m spolecˇneˇ s bakala´rˇskou
pracı´- prˇı´lohy A a B. Zameˇrˇuji se na vytvorˇenı´ informacˇnı´ho syste´mu knihovny, kterou
budou moci vyuzˇı´vat na´vsˇteˇvnı´ci webovy´ch stra´nek pro vyhleda´va´nı´ titulu˚ a autoru˚, a
pracovnı´ci knihovny pro prˇida´va´nı´ a editaci sta´vajı´cı´ch polozˇek. Majı´ mozˇnost prˇida´vat a
editovat u´daje o sta´vajı´ch cˇtena´rˇı´ch a prˇida´vat nove´ za´jemce do syste´mu. Da´le je mozˇnost
zobrazenı´ meˇsı´cˇnı´ho kalenda´rˇe, pro lepsˇı´ prˇehlednost. Pomocı´ Ajaxu je rˇesˇen ukazatel
cˇasu na stra´nka´ch.
6.1 Funkcˇnı´ pozˇadavky
6.1.1 Vstupy
Knihovnı´ IS bude obsahovat u´daje o jednotlivy´ch knizˇnı´ch titulech. Bude zde uvedeno
jedinecˇne´ identifikacˇnı´ cˇı´slo a rovneˇzˇ na´zev knihy (cˇesky´ na´zev a na´zev origina´lu), v
ktere´m roce byl dany´ titul vyda´n a rovneˇzˇ informace o pocˇtu stran a zˇa´nru dane´ knihy.
Da´le budou zaevidova´ni jednotlivı´ cˇlenove´ knihovny, kterˇı´ si budou chtı´t pu˚jcˇovat jed-
notlive´ tituly (tedy cˇtena´rˇi). Kazˇdy´ cˇtena´rˇ musı´ prˇi registraci vyplnit sve´ cele´ jme´no, ad-
resu bydlisˇteˇ, posˇtovnı´ smeˇrovacı´ cˇı´slo a e- mail, na ktery´ mu budou zası´la´ny prˇı´padne´
upomı´nky o vra´cenı´ titulu a podobneˇ. Kazˇde´mu cˇlenovi bude rovneˇzˇ prˇirˇazeno jedinecˇne´
identifikacˇnı´ cˇı´slo.
Cˇtena´rˇi budou moci prostrˇednictvı´m webovy´ch stra´nek tedy vyhleda´vat dostupne´
knihy z knih v syste´mu a budou moci si je rezervovat. Prˇı´stupova´ pra´va majı´ omezena,
nemohou editovat sta´vajı´cı´ exempla´rˇe knih ani zobrazovat uzˇivatel. Novı´ za´kaznı´ci se
budou moci registrovat pomocı´ registracˇnı´ho formula´rˇe. Knihovnı´ci budou moci zob-
razit aktua´lnı´ seznam vsˇech uzˇivatelu˚ knihovny s informacemi o jejich vy´pu˚jcˇka´ch a
prˇı´padny´ch upomı´nka´ch. V syste´mu je vytvorˇeno administracˇnı´ rozhrannı´ pro knihovnı´ky
na editaci vsˇech za´znamu˚.
6.1.2 Funkce syste´mu
V syste´mu bude mozˇno zobrazovat seznam cˇtena´rˇu˚, seznam knih v knihovneˇ, da´le in-
formace o knihovneˇ obecneˇ. Je mozˇno si rezervovat jednotlive´ exempla´rˇe, u kazˇde´ rezer-
vace musı´ by´t uveden neˇjaky´ cˇlen, ktery´ si chce tituly rezervovat a identifikace dane´ho
exempla´rˇe. Upomı´nky musı´ obsahovat vzˇdy cˇı´slo upomı´nky a rovneˇzˇ cˇı´slo zaevido-
vane´ho cˇlena, aby bylo jednoznacˇneˇ da´no, kdo kterou upomı´nku dostal.
6.2 Nefunkcˇnı´ pozˇadavky
U knihovnı´ho IS se prˇedpokla´da´ modernı´ a prˇı´jemne´ uzˇivatelske´ prostrˇedı´, aby s nı´m
mohli jednotlivı´ zameˇstnanci knihovny jednodusˇe pracovat. Informacˇnı´ syste´m je urcˇen
pro mensˇı´ meˇstskou knihovnu, je tedy strˇedneˇ velky´. Cˇtena´rˇi mohou naveˇtı´vit webove´
stra´nky bud’to z domova, nebo prˇı´mo z budovy knihovny, k dispozici by bylo neˇkolik
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pocˇı´tacˇu˚ s prˇı´stupem na internet. V aplikaci jsem se soustrˇedil spı´sˇe na uka´za´nı´ neˇktery´ch
funkcı´ frameworku Lift, nezˇ na vzhled webovy´ch stra´nek, ktery´ by pak sˇel samozrˇejmeˇ
dotvorˇit, naprˇı´klad prˇida´nı´m rozlicˇny´ch kaska´dovy´ch stylu˚.
6.3 Konceptua´lnı´ analy´za
Zde zobrazuji diagram mnou navrzˇene´ho syste´mu. Sche´ma zobrazuji pouzˇitı´m diagramu˚
jazyka UML [13].
Obra´zek 6: Diagram prˇı´padu uzˇitı´.
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Obra´zek 7: Diagram aktivit u vy´pu˚jcˇek.
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6.4 Specifika rˇesˇenı´ v jednotlivy´ch frameworcı´ch
Registrace a zobrazenı´ uzˇivatelu˚
Uzˇivatele´ majı´ mozˇnost se prˇi prvnı´ na´vsˇteˇveˇ stra´nek zaregistrovat, pote´ uzˇ stacˇı´ jen
prˇihla´sˇenı´. Rovneˇzˇ lze poslat uzˇivateli na email heslo, pokud jej na´hodou zapomene.
Prˇida´na validace jednotlivy´ch polozˇek prˇi vytvorˇenı´ nove´ho cˇtena´rˇe.
Lift - odkaz ke stazˇenı´ knihovnı´ho rˇa´du
Zde je pouzˇita metoda Shtml.link. Tento zpracovany´ snippet je potom vola´n z webove´
stra´nky.
Lift - Stra´nkova´nı´
Pro stra´nkova´nı´ pouzˇit template wizard, ktery´ je upraven, aby prˇi dosazˇenı´ konce stra´nky
automaticky zacˇal cˇı´slovat na stra´nce dalsˇı´ a do zobrazenı´ prˇidal tlacˇı´tko Next, ktery´m se
prˇejde na dalsˇı´ cˇa´st vy´pisu za´znamu˚ z tabulky databa´ze.
Lift - Tvorba databa´ze
Jako databa´ze pouzˇita nativnı´ databa´ze H2 (metoda pro spusˇteˇnı´ databa´ze ulozˇena ve
vstupnı´m bodeˇ aplikace Boot.scala). Pro vytva´zˇenı´ jednotlivy´ch objetku˚ pouzˇit Mapper,
kde jsou nastaveny jednotlive´ atributy sloupcu˚ tabulky. Rovneˇzˇ nastavey cizı´ klı´cˇe prˇes
metodu MappedLongForeignKey. Po prˇepsa´nı´ definice validSelectValues mozˇno zobra-
zit vesˇkere´ cizı´ klı´cˇe, ktere´ jsou k dispozici prostrˇednictvı´m selectBoxu.
Zobrazenı´ cˇasu v Ajaxu-Lift - v html stra´nce je vola´na vnitrˇnı´ metoda TimeNow, ktera´
odkazuje na u´trzˇek (snippet), obsahujı´cı´ metodu pro obsluhu a zobrazenı´ cˇasu. V metodeˇ
se vyrenderuje aktua´lnı´ cˇas a ten je pak pomocı´ ajaxove´ho vola´nı´ zobrazen na stra´nce.
Zobrazenı´ cˇasu v Ajaxu-Lift
- vyrˇesˇeno obdobneˇ, akora´t obsluha musela by´t vyrˇesˇena jinou vnitrˇnı´ logikou
Tvorba menu-Lift
- vytvorˇeno prˇes na´stroj SiteMap, jak uzˇ bylo zmı´neˇno v u´vodu pra´ce. Lze nastavit mozˇnosti
zanorˇova´nı´ menu a take´ nastavit, kdy se jaka´ cˇa´st menu ma´ objevit.
Tvorba menu- Play
- pomocı´ sˇablony XHTML
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CRUD operace-Lift
Pouzˇit balı´cˇek CRUDify, ktery´ umozˇnˇuje pra´ci s tabulkou. Editace, vyhleda´nı´, smaza´nı´ a
vytvorˇenı´ novy´ch za´znamu˚.
Testova´nı´- Lift
Testova´nı´ obtı´zˇneˇjsˇı´, rˇesˇeno za pomoci editoru.
Testova´nı´- Play
Vyuzˇity vestaveˇne´ Selenium testy, spousˇteˇne´ v prohlı´zˇecˇi
Dalsˇı´ funkce frameowrku˚ popsa´ny v uzˇivatelske´ prˇı´rucˇce v prˇı´loze C bakala´rˇske´ pra´ce
spolecˇneˇ s uvedeny´mi zdrojovy´mi ko´dy.
Obra´zek 8: Uka´zka registrace nove´ho uzˇivatele do syste´mu.
Obra´zek 9: Zobrazenı´ cizı´ho klı´cˇe v tabulce novy´ch vy´pu˚jcˇek.
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7 Za´veˇr
Dle zada´nı´ byly popsa´ny jednotlive´ prvky programovacı´ho jazyka Scala a kombinace
objektove´ho a funkciona´lnı´ho prˇı´stupu, ktere´ tento jazyk vyuzˇı´va´ a na jake´m je posta-
ven. Uvedl jsem informace o v soucˇasne´ dobeˇ nejrozsˇı´rˇeneˇjsˇı´m webove´m frameworku
Lift, ktery´ je postaven na Scale a plneˇ vyuzˇı´va´ jejı´ch mozˇnostı´. Popsal jsem architekturu
Liftu a rovneˇzˇ jsem uvedl zpu˚sob vytva´rˇenı´ webovy´ch aplikacı´ za pomoci tohoto fra-
meworku. Jako druhy´ webovy´ framework jsem si vybral framework Play. Popsal jsem
rovneˇzˇ jeho hlavnı´ rysy, strukturu projektu˚ a zpu˚sob pra´ce s nı´m. Take´ jsem popsal
zpu˚sob vy´voje pomocı´ testu˚, ktere´ jsou pote´ spousˇteˇny v prohlı´zˇecˇi. Navrhl jsem a im-
plementoval uka´zkovou aplikaci, na ktere´ jsem se snazˇil uka´zat vy´hody a nevy´hody
kazˇde´ho z frameworku˚ a vyuzˇı´t jejich potencia´l k tvorbeˇ aplikacı´. V poslednı´ kapitole
jsem shrnul za´veˇry a poznatky, ktere´ jsem ucˇinil prˇi vytva´rˇenı´ te´to uka´zkove´ aplikace.
Play i Lift jsou frameworky ktere´ majı´ velke´ mnozˇstvı´ funkcı´ a majı´ uzˇivatelu˚m oba
co nabı´dnout. Framework Lift bych spı´sˇe pouzˇil prˇi vy´voji aplikacı´ o ktery´ch vı´me, zˇe se
budou cˇasem rozru˚stat a budou zpracova´vat velky´ provoz. Dı´ky velke´ integraci se Scalou
je potrˇeba dobrˇe ovla´dat jazyk Scala. Framework Play bych pouzˇil spı´sˇe prˇi vytva´rˇenı´
mensˇı´ho pocˇtu jednodusˇsˇı´ch webovy´ch aplikacı´.
Na rˇesˇene´ te´ma lze nava´zat na´sledovneˇ. Je mozˇno se hloubeˇji zameˇrˇit na zpu˚soby
objektoveˇ-relacˇnı´ho mapova´nı´ v jednotlivy´ch frameworcı´ch a implementovat webove´
sluzˇby. Webove´ frameworky zmı´neˇne´ v te´to pra´ci by se daly da´le porovnat s neˇjaky´mi
dalsˇı´mi frameworky, naprˇ. Scalatra nebo Sweet. Dalsˇı´ mozˇnostı´ je vylepsˇit prezentacˇnı´
vrstvu webovy´ch stra´nek a vyuzˇı´t mozˇnostı´ jizˇ prˇeddefinovany´ch nebo noveˇ vytvorˇeny´ch
sˇablon.
Luka´sˇ Zemek
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9 Prˇı´lohy
Zde je uveden seznam prˇı´loh na disku, ktery´ je prˇilozˇen k te´to bakala´rˇske´ pra´ci:
Prˇı´loha A – uka´zkova´ aplikace implementovana´ ve webove´m frameworku Lift
Prˇı´loha B – uka´zkova´ aplikace implementovana´ ve webove´m frameworku Play
Prˇı´loha C – dokumentace k implementovane´ webove´ aplikaci
