When it comes to programs with loops, these properties are typically expressed as loop invariants. In this paper we study a class of multi-path program loops with numeric variables, in particular nested loops with conditionals, where assignments to program variables are polynomial expressions over program variables. We call this class of loops extended P-solvable and introduce an algorithm for generating all polynomial invariants of such loops. By an iterative procedure employing Gröbner basis computation, our approach computes the polynomial ideal of the polynomial invariants of each program path and combines these ideals sequentially until a fixed point is reached. This fixed point represents the polynomial ideal of all polynomial invariants of the given extended P-solvable loop. We prove termination of our method and show that the maximal number of iterations for reaching the fixed point depends linearly on the number of program variables and the number of inner loops. In particular, for a loop with m program variables and r conditional branches we prove an upper bound of m · r iterations. We implemented our approach in the Aligator software package. Furthermore, we evaluated it on 18 programs with polynomial arithmetic and compared it to existing methods in invariant generation. The results show the efficiency of our approach.
unbounded data structures, complex control flow, just to name few of the reasons. In this paper we focus on multi-path loops with numeric variables and polynomial arithmetic and introduce an automated approach inferring all loop invariants as polynomial equalities among program variables. For doing so, we identify a class of multi-path loops with nested conditionals, where assignments to program variables are polynomial expressions over program variables. Based on our previous work [4] , we call this class of loops extended P-solvable. Compared to [4] where only single-path programs with polynomial arithmetic were treated, in this paper we generalize the notion of extended P-solvable loops to multi-path loops; single-path loops being thus a special case of our method.
For the class of extended P-solvable loops, we introduce an automated approach computing all polynomial invariants. Our work exploits the results of [17, 9] showing that the set of polynomial invariants forms a polynomial ideal, called the polynomial invariant ideal. Hence, the task of generating all polynomial invariants reduces to the problem of generating a basis of the polynomial invariant ideal. Following this observation, given an extended P-solvable loop with nested conditionals, we proceed as follows: we (i) turn the multi-path loop into a sequence of single-path loops, (ii) generate the polynomial invariant ideal of each single-path loop and (iii) combine these ideals iteratively until the polynomial invariant ideal of the multi-path loop is derived.
A crucial property of extended P-solvable loops is that the single-path loops corresponding to one path of the multi-path loop are also extended P-solvable. For generating the polynomial invariant ideal of extended P-solvable single-path loops, we model loops by a system of algebraic recurrences, compute the closed forms of these recurrences by symbolic computation as described in [4] and compute the Gröbner basis of the polynomial invariant ideal from the system of closed forms. When combining the polynomial invariant ideals of each extended P-solvable single-path loop, we prove that the "composition" maintains the properties of extended P-solvable loops. Further, by exploiting the algebraic structures of the polynomial invariant ideals of extended P-solvable loops, we prove that the process of iteratively combining the polynomial invariant ideals of each extended P-solvable single-path loop is finite. That is, a fixed point is reached in a finite number of steps. We prove that this fixed point is the polynomial invariant ideal of the extended P-solvable loop with nested conditionals. We also show that reaching the fixed point depends linearly on the number of program variables and the number of inner loops. In particular, for a loop with m program variables and r inner loops (paths) we prove an upper bound of m · r iterations. The termination proof of our method implies the completeness of our approach: for an extended P-solvable loop with nested conditionals, our method computes all its polynomial invariants. This result generalizes and corrects the result of [10] on programs for more restricted arithmetic than extended P-solvable loops. Our class of programs extends the programming model of [10] with richer arithmetic and our invariant generation procedure also applies to [10] . As such, our proof of termination also yields a termination proof for [10] .
We implemented our approach in the open source Mathematica package Aligator and evaluated our method on 18 challenging examples. When compared to state-of-the-art tools in invariant generation, Aligator performed much better in 14 examples out of 18.
The paper is organized as follows: We start by giving the necessary details about our programming model in Section 2.1 and provide background about polynomial rings and ideals in Section 2.2. In Section 3.1 we recall the notion of extended P-solvable loops from [4] . The lemmas and propositions of Section 3.2 will then help us to prove termination of our invariant generation procedure in Section 3.3. Finally, Section 4 describes our implementation in Aligator, together with an experimental evaluation of our approach.
Related Work. Generation of non-linear loop invariants has been addressed in previous research. We discuss here some of the most related works that we are aware of.
The methods of [11, 18] compute polynomial equality invariants by fixing an a priori bound on the degree of the polynomials. Using this bound, a template invariant of fixed degree is constructed. Properties of polynomial invariants, e.g. inductiveness, are used to generate constraints over the unknown coefficients of the template coefficients and these constraints are then solved in linear or polynomial algebra. An a priori fixed polynomial degree is also used in [16, 2] . Unlike these approaches, in our work we do not fix the degree of polynomial invariants but generate all polynomial invariants (and not just invariants up to a fixed degree). Our restrictions come in the programming model, namely treating only loops with nested conditionals and polynomial arithmetic. For such programs, our approach is complete.
Another line of research uses abstract interpretation in conjunction with recurrence solving and/or polynomial algebra. The work of [17] generates all polynomial invariants of so-called simple loops with nested conditionals. The approach combines abstract interpretation with polynomial ideal theory. Our model of extended P-solvable loops is much more general than simple loops, for example we allow multiplication with the loop counter and treat algebraic, and not only rational, numbers in closed form solutions. Abstract interpretation is also used in [3, 12, 7] to infer non-linear invariants. The programming model of these works handle loops whose assignments induce linear recurrences with constant coefficients. Extended P-solvable loops can however yield more complex recurrence equations. In particular, when comparing our work to [7] , we note that the recurrence equations of program variables in [7] correspond to a subclass of linear recurrences with constant coefficients: namely, recurrences whose closed form representations do not include non-rational algebraic numbers. Our work treats the entire class of linear recurrences with constant coefficients and even handles programs whose arithmetic operations induce a class of linear recurrences with polynomial coefficients in the loop counter. While the non-linear arithmetic of our work is more general than the one in [7] , we note that the programming model of [7] can handle programs that are more complex than the ones treated in our work, in particular due to the presence of nested loops and function/procedure calls. Further, the invariant generation approach of [7] is property-guided: invariants are generated in order to prove the safety assertion of the program. Contrarily to this, we generate all invariants of the program and not only the ones implying the safety assertion.
Solving recurrences and computing polynomial invariant ideals from a system of closed form solution is also described in [9] . Our work builds upon the results of [9] but generalizes [9] to extended P-solvable loops. Moreover, we also prove that our invariant generation procedure terminates. Our termination result generalizes [10] by handling programs with more complex polynomial arithmetic. Furthermore, instead of computing the invariant ideals of all permutations of a given set of inner loops and extending this set until a polynomial ideal as a fixed point is reached, we generate the polynomial invariant ideal of just one permutation iteratively until we reach the fixed point. As a result we have to perform less Gröbner basis computations in the process of invariant generation.
A data-driven approach to invariant generation is given in [20] , where concrete program executions are used to generate invariant candidates. Machine learning is then used to infer polynomial invariants from the candidate ones. In our work we do not use invariant candidates. While the program flow in our programming model is more restricted then [20] , to the best of our knowledge, none of the above cited methods can fully handle the polynomial arithmetic of extended P-solvable loops.
Preliminaries

Programming Model and Invariants
Let K be a computable field of characteristic zero. This means that addition and multiplication can be carried out algorithmically, that there exists an algorithm to test if an element in K is zero, and that the field of rational numbers Q is a subfield of K. For variables x 1 , . . . , x n , the ring of multivariate polynomials over K is denoted by K[x 1 , . . . , x n ], or, if the number of variables is clear from (or irrelevant in) the context, by K[x]. Correspondingly, K(x 1 , . . . , x m ) or K(x) denotes the field of rational functions over K in x 1 , . . . , x m . If every polynomial in K[x] with a degree ≥ 1 has at least one root in K, then K is called algebraically closed. An example for such a field is Q, the field of algebraic numbers. In contrast, the field of complex numbers C is algebraically closed, but not computable, and Q is computable, but not algebraically closed. We suppose that K is always algebraically closed. This is not necessary for our theory, as we only need the existence of roots for certain polynomials, which is achieved by choosing K to be an appropriate algebraic extension field of Q. It does, however, greatly simplify the statement of our results.
In our framework, we consider a program B to be a loop of the form
where B ′ is a program block that is either the empty block ǫ, an assignment ; . . . for a sequence (n i ) i∈N of non-negative integers with finitely many non-zero elements. To that effect, we interpret any given program (1) as the set of its execution paths, written as
We adapt the well-established Hoare triple notation
for program specifications, where P and Q are logical formulas, called the preand postcondition respectively, and B is a program. In this paper we focus on partial correctness of programs, that is a Hoare triple (2) is correct if every terminating computation of B which starts in a state satisfying P terminates in a state that satisfies Q.
In this paper we are concerned with computing polynomial invariants for a considerable subset of loops of the form (1). These invariants are algebraic dependencies among the loop variables that hold after any number of loop iterations. 
Polynomial Rings and Ideals
Polynomial invariants are algebraic dependencies among the values of the variables at each loop iteration. Obviously, non-trivial dependencies do not always exist.
. . , a n ) = 0. Otherwise they are called algebraically independent.
In [8, 17] , it is observed that the set of all polynomial loop invariants for a given loop forms an ideal. It is this fact that facilitates all of our subsequent reasoning.
Definition 3.
A subset I of a commutative ring R is called an ideal, written I ⊳ R, if it satisfies the following three properties:
3. For all a ∈ I and b ∈ R: a · b ∈ I.
and -radical if a n ∈ I implies a ∈ I.
The height hg(I) ∈ N of a prime ideal I is equal to n if n is the maximal length of all possible chains of prime ideals I 0 ⊂ I 2 ⊂ · · · ⊂ I n = I.
Example 5. The set of even integers 2Z is an ideal of Z. In general nZ for a fixed integer n is an ideal of Z. It is prime if and only if n is a prime number.
Polynomial ideals can informally be interpreted as the set of all consequences when it is known that certain polynomial equations hold. In fact, if we have given a set P of polynomials of which we know that they serve as algebraic dependencies among the variables of a given loop, the ideal generated by P then contains all the polynomials that consequently have to be polynomial invariants as well.
Definition 6. A subset B ⊆ I of an ideal I ⊳ R is called a basis for I if
We say that B generates I.
A basis for a given ideal in a ring does not necessarily have to be finite. However, a key result in commutative algebra makes sure that in our setting we only have to consider finitely generated ideals.
Theorem 7 (Hilbert's Basis Theorem -Special case). Every ideal in K[x]
has a finite basis.
Subsequently, whenever we say we are given an ideal I, we mean that we have given a finite basis of I.
There is usually more than one basis for a given ideal and some are more useful for certain purposes than others. In his seminal PhD thesis [1] , Buchberger introduced the notion of Gröbner bases for polynomial ideals and an algorithm to compute them. While, for reasons of brevity, we will not formally define these bases, it is important to note that with their help, central questions concerning polynomial ideals can be answered algorithmically.
There exist algorithms to decide the following problems.
Decide if p is an element of I.
Compute a basis of
. Compute a basis for
The ideal I : q ∞ is called the saturation of I with respect to q.
We will use Gröbner bases to compute the ideal of all algebraic relations among given rational functions. For this, we use the polynomials q i y i − p i to model the equations y i = q i /p i by multiplying the equation with the denominator. In order to model the fact that the denominator is not identically zero, and therefore allowing us to divide by it again, we use the saturation with respect to the least common multiple of all denominators. To see why this is necessary, consider
x2 . An algebraic relation among y 1 and y 2 is y 1 − y 2 , but with the polynomials x 2 y 1 − x 1 and x 2 y 2 − x 1 , we only can derive x 2 (y 1 − y 2 ). We have to divide by x 2 . {(a 1 , . . . , a n ) ∈ K n | p(a 1 , . . . , a n ) = 0 for all p ∈ I}, is the variety defined by I.
Varieties are one of the central objects of study in algebraic geometry. Certain geometric shapes like points, lines, circles or balls can be described by prime ideals and come with an intuitive notion of a dimension, e.g. points have dimension zero, lines and circles have dimension one and balls have dimension two. The notion of the Krull dimension of a ring formalizes this intuition when being applied to the quotient ring K[x]/I. In this paper, we will use the Krull dimension to provide an upper bound for the number of necessary iterations of our algorithm. 
Extended P-Solvable Loops
In [4] the class of P-solvable loops [9] was extended to so-called extended Psolvable loops. So far, this class captures loops with assignments only, i.e. loops without any nesting of conditionals and loops. In Section 3.3 we close this gap by introducing a new approach for computing invariants of multi-path loops which generalizes the algorithm proposed in [10] . Before dealing with multi-path loops, we recall the notion of extended P-solvable loops in Section 3.1 and showcase the invariant ideal computation.
Loops with assignments only
In this section, we restrain ourselves to loops whose bodies are comprised of rational function assignments only. This means that we restrict the valid composite forms in a program of the form (1) to sequential compositions and, for the moment, exclude inner loops and conditional branches. We therefore consider a loop L = B * 1 where B 1 is a single block containing only variable assignments. Each variable v i in a given loop of the form (1) gives rise to a sequence (v i (n)) n∈N , where n is the number of loop iterations. The class of eligible loops is then defined based on the form of these sequences. Let r(x) n denote the falling factorial defined as n−1 i=0 r(x − i) for any r ∈ K(x) and n ∈ N.
Definition 13. A loop with assignments only is called extended P-solvable if each of its recursively changed variables determines a sequence of the form
where k, ℓ ∈ N, the p i,j are polynomials in K(x)[y 1 , . . . , y k ], not identically zero for finitely many j ∈ Z ℓ , the θ i are elements of K and the ζ i are elements of K \ Z − with θ i = θ j and ζ i − ζ j / ∈ Z for i = j.
Definition 13 extends the class of P-solvable loops in the sense that each sequence induced by an extended P-solvable loop is the sum of a finitely many hypergeometric sequences. This comprises C-finite sequences as well as hypergeometric sequences and sums and Hadamard products of C-finite and hypergeometric sequences. In contrast, P-solvable loops induce C-finite sequences only. For details on C-finite and hypergeometric sequences we refer to [5] .
Every sequence of the form (3) can be written as
where r j = p i /q i is a rational function, and v (0) and v (1) denote the values of v before and after the execution of the loop. Let I(θ, ζ) ⊳ K[y 0 , . . . , y k+ℓ ] be the ideal of all algebraic dependencies in the variables y 0 , . . . , y k+ℓ between the sequence (n) n∈N , the exponential sequences θ , y)v
Example 15. Consider the following loop with relevant program variables a, b and c.
while true do a := 2 · (n + 1)(n + The extracted recurrence relations admit the following system of closed form solutions:
Since every closed form solution is of the form (3) we have an extended P-solvable loop, and we can apply Proposition 14 to compute the invariant ideal:
, b
, c
, a
− y 2 , y 1 y 3 − 1, y 2 y 3 − y 1 . The ideal I(θ, ζ) in variables y 1 , y 2 , y 3 is the set of all algebraic dependencies among 2 n , 4 n and 2 −n , and I is generated by the closed form solutions where exponential and factorial sequences are replaced by variables y 1 , y 2 , y 3 and z 1 , z 2 .
Algebraic Dependencies of Composed Rational Functions with Side Conditions
In this section we give the prerequisites for proving termination of the invariant generation method for multi-path loops (Section 3.3). The results of this section will allow us to proof termination by applying Theorem 12.
Let
We model the situation in which the value of the jth loop variable after the execution of the ith block in (1) is given by a rational function in the y (i) (which, for us, will be the exponential and factorial sequences as well as the loop counter) and the 'old' variable values v (i−1) and is assigned to v
, y (i) ] such that for fixed i there exists a y ∈ V (I i ) with p
, y) = v 
, y (i) ) .
Remark 16.
The requirement for the existence of a point y in V (I i ) such that p
j for all j and d i (v i , y) = 1 is always fulfilled in our context, as it is a formalization of the fact that the execution of a loop L * also allows that it is executed zero times, meaning the values of the program variables do not change.
In order to develop some intuition about the following, consider a list of consecutive loops L 1 ; L 2 ; L 3 ; . . . where each of them is extended P-solvable. Intuitively, the ideals I i then correspond to the ideal of algebraic dependencies among the exponential and factorial sequences occurring in L i , whereas J i stands for the ideal generated by the closed form solutions of L i . Moreover, the variables v 
Now the remaining part of this section is devoted to proving properties of the ideals I i which will help us to show that there exists an index k such that
. . . ; L r ; . . . with r ∈ N.
First note that the ideal I i can be rewritten as
If I i is radical, an equation mod I i is, informally speaking, the same as substituting y with values from V (I i ), so (4) translates to
We now get the following subset relation between two consecutively computed ideals I i .
Lemma 17. If
Proof. Let p ∈ I i . We have to show that there is an r ∈ I i−2 and a k ∈ N such that
,
Since I i is radical, there is a q ∈ I i−1 , a z ∈ N, and a y ∈ V (I i ) with
Then, by Equation (4) for I i−1 , there is an r ∈ I i−2 with the desired property.
⊓ ⊔
For prime ideals, we get an additional property: 
]/I i is an integral domain, and so it follows that q ≡ 0 (mod I i ). Now, because I i−1 is prime, it follows without loss of generality that d k1 i a| r ∈ I i−1 , from which we get a ∈ I i .
We now use Lemmas 17 and 18 to give details about the minimal decomposition of I i .
Proposition 19.
For fixed i 0 ∈ N, let all I i , 0 ≤ i ≤ i 0 be radical and let I i0 = n k=0 P k be the minimal decomposition of I i0 . Then 1. for each k there exist prime ideals I k,1 , I k,2 , . . . such that P k is equal to a I k,i0 constructed as above with J 1 , . . . , J i0 and I k,1 , . . . , I k,i0 .
if I i0+1 is radical and
Proof. We prove 1. by induction. For i 0 = 0, there is nothing to show. Now assume the claim holds for some i 0 ∈ N and let I i0+1 = w j=0 Q j be the minimal decomposition of I i0+1 . With this we get
By the induction hypothesis, each P k admits a construction as above, and thus so doesĨ k,j . By Lemma 18,Ĩ k,j is prime. This shows 1. The second claim then follows from the fact that the prime ideals in the minimal decomposition of I i0+1 are obtained from the P k via J i0+1 and Q j . Since the Q j are prime, they are also radical, and the claim follows from Lemma 17. ⊓ ⊔
Loops with conditional branches
In this section, we extend the results of Section 3.1 to loops with conditional branches. Without loss of generality, we define our algorithm for a loop of the form
where L i = B * i and B i is a block containing variable assignments only. Let I(θ i , ζ i ) denote the ideal of all algebraic dependencies as described in Section 3.1 for a inner loop L i . As every inner loop provides its own loop counter, we have that the exponential and factorial sequences of distinct inner loops are algebraically independent. Therefore I(θ, ζ) := 
where v 1: Compute I := I(θ, ζ) as described above 2:
I old ← Inew, j ← j + 1 5:
Proof. The elements of I(θ) represent C-finite sequences, i.e. sequences of the form
The claim is then proven by the fact that the Hadamard-product a 2 (n, a(0)) of a C-finite sequence a(n, a(0)) with itself is zero if and only if a(n, a (0) Proof. The algorithm iteratively computes the ideals I 1 , I 2 , . . . as in Section 3.2, so we will refer to I old and I new as I i and I i+1 . Termination: I 0 is a prime ideal of height m. Suppose after an execution of the outer loop, the condition I i | v (i) ←v (i+1) = I i+1 holds. As I(θ, ζ) is radical by Lemma 20, we then get
and p / ∈ I i+1 . Then, by Proposition 19, all prime ideals P k in the minimal decomposition of I i+1 are have to be subsets of the prime ideals in the minimal decomposition of I i | v (i) ←v (i+1) , where at least one of the subset relations is proper. Since p / ∈ I i+1 , the height of at least one P k has to be reduced. The height of each prime ideal is bounded by the height of I 0 .
Correctness: Let i ∈ N be fixed and denote by I( (Figure 1b ) and the following initial values, Aligator found one invariant, which was also found by Fastind. However, Duet was not able to prove it.
In case of Wensley's algorithm (Figure 1c ) Aligator was able to identify the following three invariants. Fastind inferred the first two invariants, whereas Duet could not prove any of them.
Benchmarks and Evaluation. For the experimental evaluation of our approach, we used the following set of examples: (i) 18 programs taken from [2] ; (ii) 4 new programs of extended P-solvable loops that were created by us. All examples are available at the repository of Aligator.
Our experiments were performed on a machine with a 2.9 GHz Intel Core i5 and 16 GB LPDDR3 RAM; for each example, a timeout of 300 seconds was set. When using Aligator, the Gröbner basis of the invariant ideal computed by Aligator was non-empty for each example; that is, for each example we were able to find non-trivial invariants.
We evaluated Aligator against Fastind. As Duet is not a pure inference engine for polynomial invariants, we did not include it in the following evaluation. When compared to [2] , we note that we do not fix the degree of the polynomial invariants to be generated. Moreover, our method is complete. That is, whenever Aligator terminates, the basis of the polynomial invariant ideal is inferred; any other polynomial invariant is a linear combination of the basis polynomials. Table 1a summarizes our experimental results on single-path loops, whereas  Table 1b reports on the results from multi-path programs. The first column of each table lists the name of the benchmark. The second and third columns of Table 1a report, on the timing results of Aligator and Fastind, respectively. In Table 1b , the second column lists the number of branches (paths) of the multi-path loop, whereas the third column gives the number of variables used in the program. The fourth column reports on the number of iterations until the fixed point is reached by Aligator, and hence terminates. The fifth and sixth columns, labeled Al1 and Al2, show the performance of Aligator when using Algorithm 1 or Algorithm 2, respectively. The last column of Table 1b lists the results obtained by Fastind. In both tables, timeouts are denoted by T O, whereas errors, due to the fact that the tool cannot be evaluated on the respective example, are given as err. Tables 1a and 1b show the efficiency of Aligator: in 14 out of 18 examples, Aligator performed significantly better than FastInd. For the examples petter20, petter22 and petter23, the time-consuming part in Aligator comes from recurrence solving (computing the closed form of the recurrence), and not from the Gröbner basis computation. We intend to improve this part of Aligator in the future. The examples extpsolv2, extpsolv3, extpsolv4 and extpsolv10 are extended P-solvable loops with respectively 2, 3, 4, and 10 nested conditional branches. The polynomial arithmetic of these examples is not supported by Fastind. The results of Aligator on these examples indicate that extended P-solvable loops do not increase the complexity of computing the invariant ideal.
The results reported in
We proposed a new algorithm for computing the ideal of all polynomial invariants for the class of extended P-solvable multi-path loops. The new approach computes the invariant ideal for a non-deterministic program (L 1 ; . . . ; L r ) * where the L i are single-path loops. As a consequence, the proposed method can handle loops containing (i) an arbitrary nesting of conditionals, as these conditional branches can be transformed into a sequence of single-path loops by introducing flags, and (ii) one level of nested single-path loops.
Our method computes the ideals I 1 , I 2 , . . . until a fixed point is reached where I i denotes the invariant ideal of (L 1 ; . . . ; L r )
i . This fixed point is then a basis for the ideal containing all polynomial invariants for the extended Psolvable loop. We showed that this fixed point computation is guaranteed to terminate which implies the completeness of our method. Furthermore, we gave a bound on the number of iterations we have to perform to reach the fixed point. The proven bound is given by m iterations where m is the number of loop variables.
We showed that our method can generate invariants which cannot be inferred by other state-of-the-art techniques. In addition, we showcased the efficiency of our approach by comparing our Mathematica package Aligator with state-ofthe-art tools in invariant generation.
Future research directions include the incorporation of the loop condition into our method. So far we operate on an abstraction of the loop where we ignore the loop condition and treat the loop as a non-deterministic program. By doing so we might loose valuable information about the control flow of the program. By employing ΠΣ * -theory [19] it might be possible to extend our work also to loops containing arbitrary nesting of inner loops, which reflects another focus for further research.
