Abstract
Introduction
Broadcasting is an efficient way of simultaneously disseminating data to a large number of clients. It is especially effective in an asymmetric wireless environment, where a server at a base-station repeatedly transmits data items from a given set over multiple wireless channels, while clients wait for their desired item on the proper channel [1, 2, 7, 8] . A careful allocation strategy has to be pursued to assign data items to channels so as to reduce the waiting time of the clients. Typically, items are partitioned in a skewed manner among channels according to their popularities so that the most requested items appear in a channel with shorter broadcast period [4, 10] . Moreover, for each single channel, the server follows a schedule to decide which item to broadcast at any time instant. Usually, a flat schedule is adopted which fixes an arbitrary order among the data items allocated to the same channel and transmits the items once at a time, in a round-robin fashion.
The problem of data broadcasting over multiple channels, with the objective of minimizing the average waiting time of the clients, under the assumptions of skewed allocation to channels and flat scheduling per channel, has been introduced in [10] and expanded in [4] . The problem has been shown to be polynomial time solvable for uniform length data items [10] , and it has been proved to be computationally intractable (NP -hard) for non-uniform length data items [4] . In these papers, several algorithms have been proposed, all of which assume that a sorting preprocessing step has been done on the data items.
In the uniform case, the fastest known algorithm producing an optimal solution requires O(NK log N ) time [4] , where N is the number of items and K is the number of channels. Such an optimal algorithm is based on dynamic programming and solves NK problem instances, for 1 ≤ n ≤ N and 1 ≤ k ≤ K. In the non-uniform case, the problem can be optimally solved in pseudo-polynomial time when K = 2, by a reduction to a knapsack problem, and in exponential time for arbitrary K [4] . In this latter case, a heuristic, called Greedy, has been proposed in [10] . Fixed N , Greedy starts with all data items assigned to one channel, and then proceeds by splitting the items of one channel between two channels, thus adding a new channel, until K channels are reached. In practice, Greedy is very fast, scales with the number of channels, and provides fair sub-optimal solutions for the K instances of the problem, where N is fixed and 1 ≤ k ≤ K. This paper presents two new heuristics which provide sub-optimal solutions for the data broadcasting problem with non-uniform data item lengths and an arbitrary number of channels. As for Greedy, both heuristics assume that the items are sorted by decreasing popularities per length unit. As opposed to Greedy, they pretend that a novel characterization of the optimal solution of the problem for K = 2 and uniform lengths holds also for the general case of arbitrary K and non-uniform lengths. The first heuristic, called Greedy+, follows the same strategy as Greedy. To solve K instances with N fixed and 1 ≤ k ≤ K, it requires O(N (K + log N )) time in the worst case. The second heuristic, called Dlinear, follows the dynamic programming relation proposed in [10] and requires O(N (K + log N )) time for solving all the NK instances, for 1 ≤ n ≤ N and 1 ≤ k ≤ K. The proposed heuristics are experimentally tested on some benchmarks, whose popularities follow a Zipf distribution. Such a distribution has been shown to characterize the popularity of one element among a set of similar data, like a web page in a web site [5] . The experimental tests reveal that the quality of the solution provided by Dlinear is much better than that produced by the other heuristics. Indeed, Dlinear finds optimal solutions almost always, requiring reasonable running times. Although Greedy remains the fastest heuristic, it gives the worst sub-optimal solutions. Both the running times and the quality of the solutions of Greedy+ are intermediate between those of Dlinear and Greedy. Like Greedy, Greedy+ scales well with respect to all parameters changes.
The rest of this paper is so organized. Section 2 gives notations, definitions and the problem statement. In particular, Subsection 2.1 proves the novel characterization of the optimal solution, for the special case with K = 2 and uniform lengths, that motivates the new heuristics. Section 3 presents the O(N (K + log N )) time Greedy+ and Dlinear heuristics. Moreover, it is also shown that the Greedy+ algorithm, when restricted to uniform length data, can be implemented so as to take O((N + K) log N ) time in the worst case. Section 4 reports the experimental tests of the heuristics, performed on randomly generated instances. Finally, conclusions are offered in Section 5.
Preliminaries
Consider a set of K identical channels, and a set The items have to be partitioned into K groups G 1 , . . . , G K . Group G j collects the data items assigned to channel j, with 1 ≤ j ≤ K. The cardinality of G j is denoted by N j , the sum of its item lengths is denoted by Z j , i.e. Z j = di∈Gj z i , and the sum of its popularities is denoted by P j , i.e. P j = di∈Gj p i . Note that since the items in G j are cyclically broadcast according to a flat schedule, Z j is the schedule period on channel j. Clearly, in the uniform case Z j = N j , for 1 ≤ j ≤ K. If item d i is assigned to channel j, and assuming that clients can start to listen at any instant of time with the same probability, the client expected delay for receiving item d i is half of the period, namely Zj 2 . Assuming, as in [10] , that indexing allows clients to know in advance the content of the channels, the average expected delay (AED) over all channels is
Given K channels, a set D of N items, where each data item d i comes along with its popularity p i and its integer length z i , the data broadcasting problem consists in partitioning D into K groups G 1 , . . . , G K , so as to minimize the objective function AED given in Equation 1. In the special case of equal lengths, the corresponding objective function is derived replacing Z j with N j in Equation 1.
Some known results, proposed in [10, 4] , that will be used in the next sections, are now briefly recalled.
Lemma 1. [10] Let G h and G j be two groups in an optimal solution for a problem instance with uniform lengths. Let d i and d k be items with
In other words, the most popular items are allocated to less loaded channels so that they appear more frequently. As a consequence, if the items are sorted by non-increasing popularities, then the group sizes are non-decreasing. By the above corollary, in the uniform case the items are assumed to be sorted by non-increasing popularities, and any solution S will be compactly represented by a segmentation, that is a ( 
Theorem 1 suggests an O(N 2 K) time dynamic programming algorithm to solve the problem in the uniform case. Indeed, consider the K × N matrix M with M k,n = opt n,k . The entries of M are computed row by row applying Recurrence 2. In order to actually construct an optimal partition, a second matrix F is employed which stores in F k,n the value of which minimizes the right-hand-side of Equation 2. Hence, the optimal solution for N and K is given by S = (B 1 , B 2 , . . . , B K−1 ) where, starting from B K = N , the value of B k is equal to F k+1,Bk+1 , for k = K − 1, . . . , 1. A useful property of the optimal solution is that the values stored in each row of matrix F are non-decreasing, as stated in the following Lemma:
In words, Lemma 2 implies that, given the items sorted by non-increasing popularities, if one builds an optimal solution for N items from an optimal solution for N − 1 items, then the border B K−1 can only move to the right.
Two Channels and Uniform Lengths
This subsection exploits the structure of the optimal solution in the special case where the item lengths are uniform and there are only two channels. Indeed, as shown later, the values assumed varying in the right hand side of Recurrence 2 for k = 2 form a unimodal sequence. That is, there is a particular index such that the values on its left are in non-increasing order, while those on its right are in increasing order. By this fact, one can search the minimum of Recurrence 2 in a very effective way, improving on the overall running time.
Formally, for K = 2 and N uniform length data items, the problem is to find a partition S into G 1 and
where N i and P i denote the cardinality and the sum of the popularities of items in G i , respectively, with i = 1, 2. Clearly, N = N 1 + N 2 , and by Lemma 1, N 1 ≤ N 2 holds for any optimal solution. Moreover, any feasible solution S can be denoted by the single border B 1 , which coincides with N 1 .
Lemma 3.
Consider N uniform length items, sorted by non-increasing popularities, and K = 2 channels. Let S = (N 1 ) be a feasible solution such that 
where
The following lemma improves on the upper bound of N 1 given by Lemma 1, and shows that the values of the feasible solutions assumed in the right-hand side of Equation 3 form a unimodal sequence.
Lemma 4.
Consider N uniform length items, sorted by non-increasing popularities, and K = 2 channels. Let S = (N 1 ) be a feasible solution such that P 1 > P 2 . Consider the solutions S = (N 1 +1) and S = (N 1 +2) .
Finally, AED S > AED S holds because
In practice, one can scan the feasible solutions of Equation 3 by moving the border rightwards, one position at a time, starting from the lower bound b obtained applying Lemma 3. The scan continues while the average expected delay of the current solution does not increase, but stops as soon as the average expected delay starts to increase. Indeed, by Lemma 4, further moving the border to the right can only increase the cost of the solutions. Hence the border m that minimizes Equation 3 , that is the optimal solution of the problem, is given by: where
Note that, in the above equation, the cost variation is:
Due to the unimodal property of the sequence of values on the right-hand side of Equation 4 , the search of m can be done in O(log N ) time by a suitable modified binary search [6] . For the sake of completeness, a simplified implementation of such binary search is given in the following.
Let 
New Heuristics
The purpose of the new heuristics to be presented in this section is to quickly find good sub-optimal solutions for the most general case of non-uniform data lengths and an arbitrary number of channels. Such a goal is achieved by pretending that the optimal solution characterization, proved in Subsection 2.1 for the special case of two channels and uniform lengths, holds also in the general case of more than two channels and non-uniform lengths.
As for all the previously known heuristics, the new heuristics also assume that the items are sorted by nonincreasing pi zi ratios. This can be done in O(N log N ) time by a sorting preprocessing step. Moreover, since the lengths are non-uniform, the cost of assigning the items from d i to d j to a single channel becomes
h=i z h , one notes that all the P 1,n and Z 1,n , for 1 ≤ n ≤ N , can be computed in O(N ) time by two prefix sum computations, performed as a preprocessing step. Hence, a single C i,j can be computed on the fly in constant time as
From now on, in order to simplify the presentation, C i,j is defined to be 0 whenever i > j.
The Greedy+ Algorithm
The Greedy+ heuristic is a refinement of the Greedy heuristic presented in [9] . Recall that the Greedy heuristic works for a fixed number N of data items. It initially assigns all the N items to a single group. Then, for K − 1 times, one of the groups is split in two groups, that will be assigned to two different channels. To find which group to split along with its actual split point, all the possible points of all groups are considered as split point candidates, and the one that decreases AED the most is selected. An efficient implementation takes advantage from the fact that, between two subsequent splits, it is sufficient to recompute the costs for the split point candidates of the last group that has been actually split.
In summary, Greedy+ consists of two phases. In the first phase it behaves as Greedy, except for the way the split point is determined. In the second phase, the solution provided by the first phase is refined by working on pairs of consecutive channels.
Specifically, in the first phase, Greedy+ uses an approach similar to that of Equation 4 to determine the split point. This is because splitting one channel is the same as solving the data broadcast problem for two channels. In details, assume that the channel to be split contains the items from d i to d j , with 1 ≤ i < j ≤ N , and let cost i,j,2 denote the cost of a feasible solution for assigning such items to two channels. Then, the split point is given by the value of m that satisfies the following relation:
Note that, since the item lengths are not uniform, the sequence of values C i, + C +1,j , for i ≤ ≤ j − 1, is not unimodal. However, Greedy+ behaves as such a sequence were unimodal. Hence, instead of trying all the possible values of between i and j, as done by Greedy, Greedy+ performs a left-to-right scan starting from i and stopping as soon the AED increases. In this way, a sub-optimal solution S = (B 1 , B 2 , . . . .B K−1 ) is found.
The second phase is performed only when K ≥ 3 and consists in refining the solution S by recomputing its borders. It consists in a sequence of odd steps, followed by a sequence of even steps. During the t-th odd step, 1 ≤ t ≤ K 2 , the two-channel subproblem including the items assigned to groups G 2t−1 and G 2t is solved. Specifically, Equation 5 is applied choosing i = B 2t−2 + 1 and j = B 2t , thus recomputing the border B 2t−1 of S. Similarly, during the t-th even step,
, the two-channel subproblem including the items assigned to groups G 2t and G 2t+1 is solved by applying Equation 5 with i = B 2t−1 +1 and j = B 2t+1 , thus recomputing the border B 2t of S.
The initial sorting requires O(N log N ) time. Since each split runs in O(N ) time, and K splits are computed, the first phase of Greedy+ takes O(NK) time. The second phase of Greedy+ requires O(N ) time since each item is considered as a candidate split point at most in a single split computation among all the odd steps, and in a single split computation among the even steps. Therefore, the overall time required in the worst case by the Greedy+ heuristic is O (N (K +log N ) ), the same as the original Greedy heuristic proposed in [10] .
In the special case of uniform data lengths, by Lemma 4, each split is performed on a unimodal sequence by invoking the BinSearch procedure, which takes O(log N ) time. Therefore, the worst case time complexity of Greedy+ becomes O((N +K) log N ), improving over the O(N (K + log N )) time of the original Greedy algorithm [10] .
Note that Greedy+ scales well when changes occur on the number of channels, on the number of items, on item popularities, as well as on item lengths. Indeed, adding or removing a channel simply requires doing a new split or removing the last introduced split, respectively. Adding a new item first requires to insert such an item in the sorted item sequence. Assume the new item is added to group G j , then the border of the two-channel subproblem including items of G j and G j+1 is recomputed by applying Equation 5. Similarly, deleting an item that belongs to group G j requires to solve again the two-channel subproblem including items of G j and G j+1 . Finally, a change in the popularity/length of an item is equivalent to first removing that item and then adding the same properly modified item.
The Dlinear Algorithm
The Dlinear heuristic follows a dynamic programming approach similar to that provided by Recurrence 2. It solves all the NK instances, for 1 ≤ n ≤ N and 1 ≤ k ≤ K, with the objective of obtaining an O(N (K + log N )) worst case time complexity. Fixed k, Dlinear computes a solution for n items from the previously computed solution for n − 1 items, exploiting the characteristics of the optimal solutions for the uniform case.
For any n ≤ N and k ≤ K, let M k,n denote the cost of a feasible solution for items d 1 , . . . d n and k channels, and let F k,n be the index of the last element assigned to channel k − 1 in such a solution. Dlinear selects the feasible solutions that satisfy the following Recurrence:
where m = min
In practice, Dlinear pretends to adapt Recurrence 4, that holds for the uniform data lengths, also to the case of non-uniform data lengths. In particular, the choice of the lower bound F k,n−1 in the formula of m is suggested by Lemma 2 which says that the border of channel k − 1 can only move right when a new item with the smallest popularity is added. Moreover, m is determined as in Equation 4 pretending that the sequence M k−1, + C +1,n , obtained for F k,n−1 ≤ ≤ n − 1, be unimodal. Therefore, the solution provided by Dlinear is a sub-optimal one.
As regard to the time complexity, computing
Since M has K rows and the sorting step takes O(N log N ) time, the overall time complexity of the Dlinear algorithm is O (N (K + log N ) 
Experimental Tests
In this section, experimental results, performed on implementations of both the Greedy+ and Dlinear heuristics, are discussed for the data broadcasting problem with K channels and non-uniform lengths. In addition, the implementation of Greedy, as detailed in [9] , is used for comparison purposes. The algorithms are written in C and the experiments are run on an AMD Athlon XP 2500+, 1.84 GHz, with 1 GB RAM.
The heuristics are tested on some non-uniform length instances generated as follows. Given the number N of items and a real number 0 ≤ θ ≤ 1, the item popularities are generated according to a Zipf distribution whose skew is θ, namely:
In the above formula, θ = 0 stands for a uniform distribution with p i = 1 N , while θ = 1 implies a high skew, namely the range of p i values becomes larger. The item lengths z i are integers generated according to a uniform distribution in the range 1 ≤ z i ≤ z, as in [8] . The items are sorted by non-increasing pi zi ratios, as suggested in [8] . The parameters N , K, z, and θ vary, respectively, in the ranges: 500 ≤ N ≤ 2500, 10 ≤ K ≤ 500, 3 ≤ z ≤ 10, and 0.5 ≤ θ ≤ 1. Table 4 . Experimental results on a Zipf distribution, when N = 500, K = 50, and θ = 0.8. ing per channel. Since for non-uniform lengths the problem is computationally intractable, new heuristics have been proposed, which experimentally outperform the previously known heuristic in terms of the solution quality. In particular, the experimental tests have shown that the Dlinear heuristic finds optimal solutions almost always. In contrast, Greedy is the fastest heuristic, but produces the worst solutions. Finally, Greedy+ presents running times and sub-optimal solutions which are both intermediate between those of Greedy and Dlinear. In conclusion, the choice among the heuristics depends on the goal to be pursued. If one is interested in finding the best sub-optimal solutions, then Dlinear should be adopted. Instead, if the running time is the main concern, then Greedy should be chosen, while if adaptability to parameter changes is the priority, then either Greedy or Greedy+ should be applied. In this scenario, Greedy+ represents a good compromise since it is scalable and produces fairly good solutions.
