In this paper, we investigate the potential for current quantum computing technologies to provide good solutions to the NP-hard problem of routing multiple robots on a grid in real time. A hybrid quantum-classical approach has been presented in detail. Classical computation is used to generate candidate paths, while quantum annealing is used to select the optimal combination of paths. This second process is generally the most time consuming when performed clasically. The performance is benchmarked classically and on a D-Wave 2000Q with up to 200 robots and has shown that producing valid solutions for the problem of multi-robot routing is achievable with the current quantum annealing technology. The current limitations of using quantum annealing are also discussed.
INTRODUCTION
Multi-robot routing is a well studied combinatorial optimization problem [4] . There are similar applications in other areas, such as the multiple traveling salesman problem (TSP) and the vehicle routing problem (VRP), which can be applied to surveillance, search and rescue, transportation and component assembly. Solving these problems is computationally expensive and they have been proven to be NP-hard [14] . Many applications of robot routing, TSP, and VRP require that the problem is solved in real time. In this paper, we are investigating the potential solutions with Quantum Computing technologies.
Quantum Computers are a class of devices that can perform computation by taking advantage of quantum mechanical effects such as entanglement and superposition. These devices operate on qubits [7] , which are like classical bits but they can be in a superposition of both 0 and 1 -this means the qubit may show properties of both 0 and 1 at the same time.
Currently, there are two main types of quantum computers: circuitmodel and quantum annealing. However, additional models [13] for quantum computation are being researched. Circuit-model quantum computers operate on qubits with quantum gates, which perform transformations on a small number of qubits which are defined by unitary matrices. These quantum gates are analogous to logic gates in traditional electronic circuits. Circuit-model quantum computers have been proven to be universal and have theoretical proofs of 'quantum speedup' for certain applications [19] . Current commercial computers have from 10 to 50 qubits. Applications of circuit-model quantum computers include: integer factorization (Shor's Algorithm) [20] , search algorithm (Grover's Algorithm) [8] , simulation of quantum systems [10] , and finding approximate results of optimization problems (Quantum Approximate Optimization Algorithm) [5] .
Quantum annealing, however, takes a different approach. Quantum annealing evolves a time-dependent Hamiltonian, slowly (via the adiabatic theorem) [6] , with the final state encoding a solution to the input problem. 'Slowly' in this context is still measured in microseconds.
Although the current available quantum annealers have around 2000 qubits, quantum annealers are not universal quantum computers [12] . This means that quantum annealers cannot be used to run all types of quantum algorithms.
A typical application of quantum annealing is as a metaheuristic to find the global minimum of an objective function. This can be formulated as a quadratic unconstrained binary optimization (QUBO) problem and is shown in Equation (1) [16] . x is a vector of length L, which represents a list of binary variables and the L × L matrix Q describes how the variables are related to each other.
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Quantum annealing has already been applied to many different fields, including : traffic flow optimization [18] , circuit fault diagnosis [2] , modeling of exotic materials [15] , training of deep neural networks [1] , and in the field of computational biology [17] . In order to create near term applications, a hybrid quantum-classical approach [1, 18, 21, 22] has to be used.
In this paper, we explore how current quantum computing hardware can be used to produce solutions to the problem of routing robots on a grid. This problem is more difficult than the traffic flow optimization problem [18] due to the additional constraint that robots should not collide. The contributions of this paper are the formulation of the robot routing problem as a Quadratic Unconstrained Binary Optimization problem and a demonstration of how an iterable hybrid quantum-classical approach can be used to produce a good set of routes for the robots. We also provide an overview of the state of the art decomposing solver for quantum annealing, and identify the areas which need to be improved for real time multi-robot routing.
FORMULATION OF A MULTI-ROBOT ROUTING PROBLEM USING QUANTUM ANNEALING
A multi-robot routing problem is specified by a set of n robots at a location R = {r 1 , r 2 , . . . , r n } and a set of n target destinations
Each robot visits its associated target destination via one of many possible routes within G and each route has a cost which is dependent on the distance the robot travels and if the robot makes a change in direction (a turn) in its chosen route. The goal for the multi-robot routing problem is to find a route of minimum cost for each robot to travel from its location r i to its target destination d i , while avoiding collisions with all other robots and cells marked out of bounds. In general, there are many possible routes that each robot can take, but a smaller number of optimal or near-optimal routes. The optimal cost for a route that a single robot takes is equal to the Manhattan distance, plus the cost of a single turn (if required). Routing robots with a quantum annealer currently requires a hybrid quantum-classical approach, where some computation is performed classically on a traditional computer and difficult computation is offloaded to the quantum annealer. Generating simple optimal routes for a single robot is relatively computationally inexpensive, classically, but determining which combination of these routes is optimal when avoiding collisions can be expensive. This approach is based on the traffic optimization work done by Neukart et al. [18] . Figure 1 shows the main steps of the algorithm to route multiple robots, with classical steps in orange and quantum steps in purple.
The robot staring positions and target destinations, along with any additional information required to complete the job, are created via a job generator. This mimics a warehouse queue.
The main areas in which robot routing differs from traffic optimization are: candidate route generation, constraints for building the QUBO problem, and the post-processing. 
Path Generation
The candidate routes are generated with a modified A * algorithm, which punishes changing direction, to minimize turns. The A * algorithm is a best-first search algorithm, commonly used for path finding [9] . In this case, both the robot's position r i and target destination d i are passed to the A * implementation, which generates a number of different routes. {j 1 , j 2 , . . . , j n } are used to represent the number of candidate routes per robot. A binary variable, q i j where i is the robot index and j is the candidate route index, represents whether or not the route was taken by the robot i. q i j is set to 1 if the route is chosen or 0 if the route is not chosen. In order to reduce the number of binary variables, initially only four candidate routes are generated per robot, however if there is a collision, the number of routes for the colliding robots has to be increased to increase the chance that there is a non-colliding route. The details are shown in Section 2.4. Figure 2 shows an example of the different paths that can be generated for a single robot, while avoiding out of bounds points.
Multi-robot Routing QUBO Problem with Constraints
After generating paths for all robots, the multiple robot routing optimization problem can be expressed by a QUBO, shown in Equation (3), where the choice of each possible path is represented by a binary variable, stored in q (Equation 2), each grid point д t k for each time step t, and a weighting factor λ. 
The coefficients of the binary variables q i j are the coefficients in the matrix Q from Equation (1) .
Once the QUBO problem has been created classically, it can be solved with the quantum annealer.
To explain the derivation in Equation (3), we examine it in two parts. Equation (4) represents the constraint for ensuring a robot i has exactly one path assigned to it where the linear coefficients contribute to the diagonal coefficients in Q and the quadratic coefficients contribute to the off-diagonals. This uses the binary rule q 2 i j = q i j to simply the expression [18] . This is repeated for all robots.
After all the candidate routes are generated, each grid point will have a record of the candidate routes that travel through it and which time step this occurs.
In order to avoid collisions, we use a cost function (Equation (5) The cost function will contribute to the diagonal and off diagonal coefficients of matrix Q.
Validating Chosen Routes and Collisions
The next stage of the algorithm is to decode the result and check for invalid solutions. The result that is returned from the quantum annealer is a bitstring with either 1 or 0, each value representing the candidate routes q i j . For example, for 3 robots with 4 routes each:
001000011000
can be decoded as robot 1 taking route 1, 3, robot 2 taking route 2, 4, and robot 3 taking route 3, 1. The number of routes per robot and total number of robots is tracked for decoding purposes.
After the bitstring is decoded, the solution is validated by ensuring each robot has one route. If any robot has 0 or multiple routes, the solution is marked as invalid. This is checking that the constraint in Equation (4) is not broken.
The next stage of validation is to check the number of collisions that the solution has. Collision detection is completed by checking the chosen routes pairwise and ensuring that no two robots share the same cell or swap positions at any point in time. If there are any violations are found in this process, the solution is marked as invalid.
Solution for Colliding Robots
If a robot has a collision with the original candidate routes, the chosen routes from the quantum annealer are invalid. By fixing the number of routes for non-colliding robots to 1 (the chosen route), we can use the 'spare' binary variables to generate extra routes for the robots that had collisions. The new problem can then be solved with the quantum annealer. Given enough candidate routes for colliding robots, a valid solution may be found. The drawback to this method is that non-colliding robots are not given the chance to change their path which may result in a suboptimal solution. Figure 3 shows an overview of constructing a new problem based on a previously found invalid solution. 
A Note About Embedding
Embedding is the process of mapping the structure of a problem on to the structure of the quantum annealer. The embedding process can be handled manually or by a library call. In this case, the decomposing solver qbsolv will handle embedding the problem. The current hardware available has limited connectivity between the qubits, so chains of physical qubits are created to represent highly connected logical qubits. The largest fully connected graph (clique) that can fit on the D-Wave 2000Q has 64 elements.
Running Large Problems with qbsolv
In order to run large problems (problems that do not fit on the quantum annealing hardware), a decomposing solver must be used. qbsolv is a decomposing solver for QUBO problems, developed by D-Wave. qbsolv can use a classical solver locally or use a remote quantum annealer [3] .
The algorithm for qbsolv involves using a hybrid quantum-classical approach to solving the large problem. First, a random solution is created. Next, an iterative approach is taken: the importance of the variables is ranked and a subproblem (subQUBO) that can fit on the quantum annealer is created based on the importance ranking. The subQUBO is then solved using the annealer. The result from the subQUBO is used to update the global solution and the iterative part of the process is repeated until the global solution no longer improves. The approach uses a classical tabu search for local areas with the quantum annealer performing a global search [3, 18] .
Implementation
The algorithm was implemented using the cloud API provided by D-Wave to access a D-Wave 2000Q quantum annealer.
The code was split in to different classes, roughly following the different computational steps described previously:
• Problem generator (Generate problems for a warehouse queue) • Path generator (Generates candidate paths for the robots)
• QUBO generator (Applies the constraints to the robots and candidate paths) 
Software and Solver Details
The software used to program the D-Wave 2000Q is shown in Table 1. qbsolv was modified to return the total time spent running on the QPU, in addition to the result. 1 The solvers used in the Results section are shown in Table 2 . The yield refers to the percentage of qubits and couplers that can be used, as compared to the maximum of 2048 qubits and 6016 couplers. 
RESULTS
Due to the non-determinism of quantum annealing, the quantum annealer may not return identical results when an identical problem is run multiple times. To account for this in our evaluation, the same problem was run multiple times. For comparing the performance the average compute time was noted, and when checking the quality of the solution the best solution was taken. As the path generation was not the focus of this project, the performance for the pathing part of code was not investigated in detail. The pathing for each robot is independent, which may be parallelised to improve performance.
Some of the terms used in the results are described below:
• QUBO Construction -time spent constructing the QUBO problem.
• Classical Solver -time spent in the qbsolv library when running on a classical processor.
• QPU Solver -time spent in the qbsolv library when using a quantum annealer as a solver. This includes embedding the problem, communication to the cloud API, and waiting in the job queue.
• Embedding -time spent embedding (and unembedding) a problem in qbsolv.
• Communication -time spent sending a job to the remote quantum annealer and waiting in the job queue.
• Quantum Annealing -time spent accessing the quantum annealer, including time to: program the machine, perform the annealing cycle, read the state of the qubits, and postprocess the data read from the qubits.
Test cases for routing multiple robots
The test cases used for testing the implementation involve n robots operating on an N ×M grid. Each robot starts at location r i is given a destination d i to travel to, where it may remain at for period of time. Each grid point can hold a maximum of one robot at each possible moment in time. Some points on the grid may be marked as out of bounds. Each robot is randomly assigned its starting position. The robots are allowed to move by one grid point each time step and only in the X or Y direction. If a robot has to change direction, there is a turning cost. For this problem, the turning cost is implemented by remaining stationary for one time step before continuing. Figure 4 shows an example problem on a small grid. In reality the problems may be on a larger grid with a large number of robots.
Figure 4: Example problem definition
The test cases were solved using the algorithm described in Section 2.
Classical Solver
The results shown in this section relate to the classical solver that is included with the qbsolv library, as an alternative to the quantum annealing hardware in order to benchmark the time to solution.
The current bottlenecks for running this problem are the path generation, QUBO construction, followed by the solver. As the number of robots increases, the collision detection execution time starts to dominate as the number of robots increases. Figure 5 shows the execution time for the QUBO construction, solver and collision detection for a varying number of robots on a fixed grid size. With a smaller number of robots, the solver is the slowest part of the code but the QUBO construction quickly dominates the run time of the code. 
Quantum Solver
This section shows the results of using the quantum annealer to find solutions to the multi-robot routing problem.
Much like the classical solver, the path generation and QUBO construction are bottlenecks when running on the QPU. Each of these stages are identical to the classical solver. However, the solver stage of the code is drastically slower. This is mainly due to the overhead of using a cloud API with a job queue for the remote QPU. When considering only the time spent on the QPU (time spent accessing the quantum hardware, including programming, annealing, and post-processing), the quantum solver can require less time to run. However, this is not a fair comparison as the problem has to be embedded on to the QPU. The performance of the solver is heavily dependent on the connectivity of the graph of the original problem. qbsolv will solve 'small' problems classically, even when asking to use a quantum annealer as a solver. As a result, we do not show the problem with less than 5 robots in the results for the quantum solver.
The execution time for the QPU solver with a breakdown of the execution time is shown in Figure 8 . The communication time clearly dominates, as mentioned previously. The next largest section of the execution time is spent embedding the problem. The most intensive part of the embedding happens once, which is finding the largest clique that fits on the current D-Wave solver. There is also an embedding and unembedding cost for each subQUBO, which explains the growth as the problem size increases. Figure 9 shows the scaling of the solver and QPU access time when running the same problems as the classical solver. The scaling of the solver does not have a smooth increase, but instead has wild fluctuations. This is because qbsolv needed to run more iterations of its algorithm to find a solution, and therefore had to send As the number of subQUBOs increases, the number of calls to use the remote solver increases. This means that the execution time for the communication, embedding, and annealing increases linearly as the number subQUBOs increases, as shown in Figure 10 . Each data point is a unique run with a problem on the quantum annealer. There is a spike at the end of the communication time, which may be the result of a congested job queue. From the results, it appears that the best way to reduce the execution time is to minimize the number of subQUBOs sent to the quantum annealer. This could be accomplished by a domain specific embedder -which can take advantage of knowledge about the problem to decompose the QUBO problem -or by using a quantum annealer that has higher connectivity and more qubits. 
Performance of Solutions with Colliding Robots
The aim of generating additional routes for colliding robots was to get a better solution than with a fixed number of routes for each robot. A suite of problems was created, with different numbers of robots, grid sizes, and number of out of bounds cells. This suite was run with both additional route generation enabled and disabled to see how the solutions were affected. Figure 12 shows that generating additional routes is useful in finding valid solutions when the fixed number of routes problem was not able to find a valid solution. There are still a number of invalid solutions even after generating additional routes. Figure 13 shows that even though there were invalid solutions, generating additional routes for collisions tends to outperform the original fixed number of routes solution. There were a number of attempts where retrying did not result in a better solution or give the same performance. This is due to the non determinism of quantum annealing: the attempt with retrying did not happen to find the solution with the lower cost. This shows that at least one of the additional generated routes was selected by the annealer. Increasing the number of additional routes may improve the solution further.
CONCLUSIONS AND FUTURE WORK
We have shown that it is possible to route multiple robots on a grid using quantum technology with today's hardware. The performance of the quantum annealing is promising and has potential for routing a large number of robots in real time. However, today there are performance bottlenecks on both the classical and quantum part of the hybrid algorithm.
The main bottlenecks on the classical side are creating the QUBO problem and collision detection. These areas were not optimized and may be improved in our future work.
The reduced by hosting quantum annealing device locally which is dedicated to routing robots, however this is expensive and hosting a quantum computer requires experience with extremely cold temperatures -the operating temperature for these devices is around 13 mK.
The time spent on the quantum processor is only a small percentage of the run time, so our next focus will be on trying to reduce the embedding time. One approach is to cache the largest clique that qbsolv found so that each new problem does not have recompute this. This minimizes the impact of the large embedding cost at the beginning of the run, as it is cached after the first problem has been executed.
Another solution to reduce the embedding cost is to create a new algorithm which can use domain specific knowledge to decompose the problem. By introducing more knowledge in to the decomposing algorithm, we expect that the number of subQUBOs will be reduced, resulting in lower overall embedding time. If we tailor this algorithm to take advantage of the architecture of the specific quantum annealer by fitting our problem on to the underlying graph structure of the qubits, we may be able to reduce the embedding overhead further.
One of the main issues with the current generation of quantum annealers is the lack on logical qubits available on the device. This is due to a limited number of physical qubits and connections between them. In general, the number of logical qubits is much less than the available physical qubits. As the hardware architecture matures, the number of physical qubits is expected to grow. However, a change of architecture is required to increase the number of connections per qubit. D-Wave have recently announced a new architecture which increases the number of qubits and the number of connections [11] . A highly connected architecture will mean that larger subQUBOs can be run, which should result in fewer calls to the QPU, reducing execution time.
In future work, we aim to extend the problem definition so that robots are given new destinations after they reach their destination. This would provide a more realistic simulation of a real world applications and may highlight different areas that can be improved.
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