We propose a new measure of semantic similarity between words in context, which exploits the syntactic/semantic structure of the context surrounding each target word. For a given pair of target words and their sentential contexts, labeled directed graphs are made from the output of a semantic parser on these sentences. Nodes in these graphs represent words in the sentences, and labeled edges represent syntactic/semantic relations between them. The similarity between the target words is then computed as the sum of the similarity of walks starting from the target words (nodes) in the two graphs. The proposed measure is tested on word sense disambiguation and paraphrase ranking tasks, and the results are promising: The proposed measure outperforms existing methods which completely ignore or do not fully exploit syntactic/semantic structural co-occurrences between a target word and its neighbors.
Introduction
Word ambiguity poses a great difficulty in natural language processing (Deerwester et al., 1990; Berger and Lafferty, 1999; Navigli, 2009) . In document classification, for example, polysemous words may provide spurious evidence for misclassifying documents of different categories into a single category. Synonyms may also cause problems; without the knowledge of two words being synonyms, classifiers might be unable to detect similarity of documents in which they appear.
These problems can be alleviated with the help of contextual similarity (Jurafsky and Martin, 2008, Section 20.7) . Polysemous words have identical surface forms, but the contexts in which they appear are often distinct; and even though synonyms have different surface forms, they are expected to appear in similar context.
There has been a volume of work investigating semantic similarity of words in context. However, syntactic or semantic structure in the context has not been fully explored. The methods representing context as a bag of words or a bag of n-grams (Schütze, 1998; Reisinger and Mooney, 2010; Erk and Padó, 2010; Dinu and Lapata, 2010; Giuliano et al., 2009 ) ignore the underlying syntactic/semantic structure. Recent studies on compositional semantics of words (Mitchell and Lapata, 2008; Erk and Padó, 2008; Thater et al., 2010 ) take advantage of structure in context, but they only use information of words that directly stand in a predicate-argument relation with the target word.
Consider the following sentences (i) and (ii), shown with the word dependency relations.
(i)
The branch is referred to as the face of the bank.
(ii) These plants shielded the face of the bank.
In sentence (i), the noun (homonym) bank means "a financial institution" whereas the one in sentence (ii) means "the slope of land adjoining a river."
If these sentences are treated as bags of words, we see that the words unique to (i) and (ii) are respectively {branch, is, refer} and {plant, shield}, excluding functional words. However, these sets of words are not likely to be sufficient to discriminate the sense of the two banks. The bag-of-n-grams representation (Giuliano et al., 2009 ) collects n-grams containing a target word from the context. This representation is still short on distinguishing the senses of the two banks above, as the n-grams around them are completely identical up to n = 5; i.e., the 5-grams surrounding bank are "the face of the bank" in both sentences. Recent methods (Mitchell and Lapata, 2008; Erk and Padó, 2008; Thater et al., 2010) exploit direct syntactic/semantic relations with target words, but these methods would still fail in the above examples, because the direct structural neighbors of banks are the same in the two contexts.
On the other hand, syntactic/semantic structural co-occurrences of multiple words, obtained from the dependency relations, seem effective for this example. Consider structural collocations referred → as → face → of → bank and shielded → face → of → bank, which can be obtained if we follow multiple dependency arrows in the dependency structure. The problem is how to compute such co-occurrences efficiently from given syntactic/semantic structures.
Contributions.
In this paper, to fully exploit syntactic/semantic co-occurrences of words in contexts, we represent a target word in a context as a bag of walks on the parse graph (Section 3). In this graph, nodes represent words, and edges represent syntactic/semantic relations between nodes. Such a graph can be readily obtained from the output of state-of-the-art semantic parsers.
We further define the bag-of-walks kernel between graph nodes (Section 4). With this kernel, word similarity is calculated as the sum of the similarity of walks starting from target words in their respective parse graphs. Here, the similarity of two walks is the product of the similarity of individual nodes and edges visited during the walks. Since nodes represent words and edges represent syntactic/semantic relations between them, this similarity computation takes into account syntactic/semantic structural co-occurrence of multiple words in context.
We verify effectiveness of the proposed method in two experiments: one on word sense disambiguation and the other on paraphrase ranking (Section 5).
Related work
The simplest representation of a context is to regard it as a bag of words, or a vector holding the frequency of words co-occurring with the target word in the given context. We call this vector local context vector in this paper. Depending on the task, context can be a fixed number of words around the target word, or the sentence or paragraph in which it appears.
We can regard a local context vector as representing a particular meaning the target word conveys in the given context. However, these vectors may be too sparse to provide enough information, especially when the available context is short. Hence, recent studies have focused on the way to make a richer representation of context utilizing information extracted from external resources, such as corpora.
The majority of research along this line utilizes a context-free representation of a word, called type vector (Erk and Padó, 2010) . The type vector of a word, in its simplest form, is built by aggregating local context vectors made for individual occurrences of the word in the corpus. Thus, it does not represent a specific context of a word, but is a general representation of a word viewed as a type. Still, type vectors can be used as building blocks of contextualized feature vectors (Thater et al., 2010) representing the context around the target word. Schütze (1998) proposed the word vectors as one such contextualized feature vector. The word vector of a target word is the sum of the type vectors of the words appearing in its surrounding context. Because it is an aggregate of dense type vectors of different words, we can expect a word vector to hold information richer than a naive, bag-of-words local context vector. More elaborate contextualization has been proposed recently, which combines (e.g., via component-wise vector multiplication) the type vector of the target word with those of the words occurring in the context (Mitchell and Lapata, 2008) in a compositional way. Erk and Padó (2008) and Thater et al. (2010) took a similar compositional approach, but they made type vectors by taking the semantic structure into account, i.e., by counting frequency of words in the corpus that participate in syntactic or semantic relations with the target word. Erk and Padó (2010) proposed a corpus-based method that does not rely on type vectors. They first make a bag-of-words local context vector v for a given target word, in a usual manner. They then collect k instances of the target word in a corpus whose contexts are most similar to the one for the target instance (with respect to a predefined similarity measure of contexts). The local context vectors for these k instances are then added to the original local context vector v to make it denser. The idea behind this method is that because these k instances appeared in a context similar to that of the target instance, they are likely to have the same sense.
As we have seen above, even the most recent methods do not use syntactic/semantic structure of context at all, or make only limited use of it; namely, only the words that directly participate in a relation (e.g., predicate-argument) with a target word are taken into account.
Bag-of-walks representation of word in context
In this section, we introduce the bag-of-walks representation of words in context. This representation encodes syntactic/semantic co-occurrences of words around a target word as a collection of walks in a parse graph, a graph that can be obtained from the structure output by syntactic/semantic parsers.
We first describe how to make a parse graph from a parser output, and then define a natural random walk model on this graph. The parse graph and the random walk model will be used to define the "bag-of-walks kernels" in Section 4, which allow us to evaluate the similarity of two contexts represented as bags of walks.
For brevity, we assume below that the context is a sentence containing a target word. Smaller fragments (e.g., phrases) can also be used in place of sentences, as long as the relations between words in a fragment can be obtained. For instance, we could use a subtree (corresponding to a phrase) extracted from the dependency tree of an entire sentence.
Parse graphs
The parse graph can be obtained from the output of (semantic) dependency parsers.
Basic dependency parsers output a tree in which nodes are the words in the input sentence and (directed) edges between them represent syntactic head-dependent (dependency) relations. A dependency may be expressed as a directed edge either from the head to the dependent, or from the dependent to the head. The choice is arbitrary, but both head-to-dependent relations and dependent-to-head relations potentially provide useful features for semantic similarity of words. The same should be true for other types of syntactic/semantic relations output by more advanced parsers, such as the "semantic subject" of a verb in passive voice. Hence, we represent each individual relation output by the parser as two distinct edges having the same pair of end nodes (words), but with direction opposite to each other. The two edges have the same label representing the type of the relation, but one of them is prefixed "forward" (or "f" for short) and the other is prefixed "backward" (or "b") , so that the two edges can be distinguished by the label. Thus for example, if the parser outputs a relation called "semantic subject" between two nodes, one edge will be labeled "forward semantic subject", and the other, opposite direction edge will have the label "backward semantic subject."
We call a labeled directed graph created in this way a parse graph. See Figure 1 for illustration.
Walks in a graph
We now consider walks in the parse graph starting from the target word. Given a graph G, a walk is a series of nodes and edges, formally defined as follows. Let Out(w) denote the set of outgoing edges from node w, and sink(r) denote the sink node of directed edge r. A walk z = (w 0 , r 1 , w 1 , r 2 , . . . , r t , w t ) in graph G is an alternating series of nodes (w 0 , . . . , w t ) and edges The raw dependency structure extracted from the output of the Enju parser. Notice multiple edges from "shielded" to "plants"; the parser outputs a semantic relation named "subj" in addition to syntactic dependencies (shown without edge labels). (b) Each relation in the parser output is converted to two edges, to allow "forward" and "backward" (shown as a dotted red arrow) traversal of each relation. In the figure, "b" and "f " are the shorthands for "backward" and "forward," respectively.
(r 1 , . . . , r t ) in G such that w i−1 and w i are the source and sink of edge r i ; i.e., r i ∈ Out(w i−1 ) and w i = sink(r i ) for every i = 1, . . . , t. We call t the length of z and denote it by |z|. A walk may contain duplicate nodes and edges. Thus it is possible that w i = w j or r i = r j for some i and j, j = i.
A walk starting from a target word (node) on a parse graph represents the structural cooccurrence of multiple words around the target word. For example, an entire predicateargument structure consisting of a predicate p and arguments {a 1 , a 2 , . . . , a n } may be represented by a walk p → a 1 → p → a 2 → p → · · · → p → a n , traveling between the predicate and each of its arguments alternately; as mentioned above, a walk may visit the same nodes multiple times.
In this way, we represent the context surrounding a target word as a bag of all walks (of bounded length) starting from the target word on a parse graph; we call this a bag-of-walks representation of context.
We now introduce a random walk model on a parse graph, as a way to systematically associate a probability (or weight) to each walk in the "bag." In this model, a walk starts from a node corresponding to the target word, and the following process is repeated: (1) Flip a biased coin (with head probability γ). If it comes out heads, terminate the walk. If it comes out tails, proceed to step 2. (2) Choose an edge outgoing from the current node uniformly at random. (3) Follow the edge to the next node. After this process is repeated L times, the walk is terminated, but as step 1 shows, it may also be terminated prematurely at each step with a constant probability γ.
This random walk model assigns probability to each walk of length at most L, starting from the target word in the parse graph. Let w be a node in G, and let z = (w 0 , r 1 , w 1 , r 2 , . . . , r |z| , w |z| ), be a walk. By the way the random walk model is defined, it is easy to verify that the probability of taking walk z from node w, written p(z | w), is given by
( 1) where I[X ] is an indicator function taking 1 if proposition X holds, or 0 otherwise. Recall that γ is the predefined stopping probability.
As we can see from Eq. (1), walk probability can be tuned by the model parameters L and γ; e.g., the larger the stopping probability γ, the smaller the probability of taking longer walks. These parameters control how much weight should be placed on long-distance dependencies between words, and how far we should look for such dependencies. Section 4 defines the bag-of-walks kernels using the walk probability p(·) as the weight of individual walks.
Contextual word similarity via bag-of-walks kernels
This section presents a new method of computing similarity between words occurring in different contexts, which takes syntactic/semantic structural co-occurrences around target words into account. As noted in the previous section, we first build parse graphs for sentences containing target words, using a syntactic or semantic parser. In a parse graph, nodes represent words in the sentence, and edges represent (binary) relations between the words. We then compute the similarity between a pair of target words, represented as nodes in two different parse graphs, using a kernel that defines an inner product between nodes in graphs.
A popular approach to measuring the similarity of structured data is to count shared substructures with the so-called convolution kernels (Haussler, 1999; Gärtner, 2003) . Our method also takes this approach; to measure the similarity between words in parse graphs, we use a variation of the kernel proposed by Desrosiers and Karypis (2009) . This kernel is designed to evaluate the similarity of target nodes in a graph (or possibly in two different graphs) in which nodes and edges are labeled. The basic idea is to compute the number (weight) of identical walks starting from the nodes in respective graphs. Here, two walks are deemed identical if they have the same length and the series of labels along the nodes and edges in the two walks exactly match. We can also relax the requirement of exact matching, and instead allow for varying degree of similarity between different node/edge labels. The resulting kernel computes the node similarity through the degree of similarity of every pairs of (possibly non-identical) walks.
Below, we first give a definition of kernel (or similarity) between two individual walks in the parse graphs (Section 4.1), and then explain how to compute the kernel between two contexts viewed as bags of walks (bag-of-walks kernel) in Section 4.2. Under the random walk model presented in Section 3.2, this formulation allows efficient recursive computation without explicitly enumerating all single walks in the graphs.
Let G be a directed graph consisting of a union of two disjoint subgraphs, each of which corresponds to the parse graph for sentences S and S ′ , respectively.
Walk similarity
We assume two kernel (similarity) functions K word (w, w ′ ) and K rel (r, r ′ ) are at our disposal, which are defined respectively over pairs of nodes (w, w ′ ) and pairs of edges (r, r ′ ) in G. In parse graphs, nodes represent words, so a natural example for K word (w, w ′ ) is the cosine of v w and v w ′ , where v w is the feature vector (e.g., type vector of Section 2) of word w; for edges, we can simply define K rel (r, r ′ ) = 1 if the directed edges r and r ′ have the same relation label, or 0 otherwise. Using these basic kernels, we define kernel K walk (z, z ′ ) between two walks z = (w 0 , r 1 , w 1 , r 2 , . . . , r t , w t ) and z
For two walks with the same length t = t ′ , we define
Thus, K walk (z, z ′ ) is the product of the similarity of the pairs of nodes and edges visited along the two walks z and z ′ .
Bag-of-walks kernels
Let w and w ′ be nodes in a graph 1 G. The bag-of-walks kernels between w and w ′ , denoted by K(w, w ′ ), is defined as a weighted sum of similarity given by K walk between all pairs of walks of length at most L, with each walk starting from w and w ′ , respectively. Here, L is the parameter of the kernel. Formally speaking,
where Z(w; L) denote the set of all walks of length at most L, starting from w in G. p(z | w) is a function that assigns a non-negative weight to walk z. In the rest of the paper, we define p(z | w) to be the one given by Eq. (1), i.e., the probability of taking walk z from w according to the random walk model defined in Section 3.2.
Efficient computation
Naively enumerating all walk pairs (z, z ′ ) in Eq. (3) is intractable when L is large, because the number of possible walks grows exponentially with length bound L. However, for the specific weight function p(z | w) given by Eq. (1), we can efficiently compute K(w, w ′ ) in a recursive manner, as follows.
For t = 0, 1, . . . , L, and any node pair w and w ′ in G, let K (t) (w, w ′ ) be the quantity defined as
Eq. (4) has the same form as Eq. (3), except that it is parametrized by the maximum length t of allowed walks. Especially,
We now show how to compute K (t) recursively over t = 0, . . . , L. For t = 0, there exists only one walk pair of length 0, namely, z (0) = (w), z ′(0) = (w ′ ). Thus we have
where the second equality follows from Eq. (2).
For t ≥ 1, observe that every walk starting from w will either (i) be terminated immediately with probability γ, or (ii) with probability (1 − γ)/| Out(w)|, follows an edge r ∈ Out(w) and connects to a walk of length at most (t − 1) starting from sink(r), yielding a walk of length at most t as a whole. Recall that |Out(w)| is the out-degree of nodes w. It follows that
, namely, the local structural similarity of nodes w and w ′ in graph G. The time complexity of this calculation is O(|G| 2 L), where |G| is the number of nodes in graph G. If G comprises two disjoint subgraphs corresponding to the parse graphs for sentence S and S ′ , we can show that the computation time can be reduced to O(|S||S ′ |L), where |S| and |S ′ | are the number of words in sentences S and S ′ , respectively; or equivalently, these are the number of nodes in their respective parse graphs. It follows that in practice computation of this bag-of-walks kernel is feasible, because sentences S and S ′ usually contain only a moderate number of words.
Depending on the structure of the parse graphs and the value of L, we can further save computation. To obtain the value of K(w target , w
, we need to compute Eqs. (5) and (6) not for all pairs of words in the sentences, but only for pairs (w, w ′ ) such that w and w ′ are within L steps from the target words w target and w ′ target in the parse graph.
Relation to other kernels for structured data

Desrosiers-Karypis kernels
The bag-of-walks kernels are similar to but not identical to the kernels proposed by Desrosiers and Karypis (2009) , which also measures the similarity of nodes in the labeled graph using their surrounding structure.
The Desrosiers-Karypis kernels can also be viewed as a special case of Eq (3), but the underlying random walk model p(·) is different. Desrosiers and Karypis use a random walk model that do not cast a bound on the length of walks. In contrast, our model poses a strict upper bound L on the walk length; this model was chosen because co-occurrences comprising hundreds of words are unlikely to be effective for contextual word discrimination. Also, this upper bound reduces computational complexity.
Different random walk models lead to different recursive computations. Observe that the formula for Desrosiers-Karypis kernels (see the unnumbered equation for σ u,u ′ in (Desrosiers and Karypis, 2009, Section 3.3, page 266) ) is given as a sum of the probability of generating parallel walks, and every term in the sum is multiplied by a square of stopping probability γ. This is not the case with the bag-of-walks kernels; notice that stopping probability γ is absent from Eq. (5), the base formula for recursive computation.
Another minor difference is that Desrosiers-Karypis kernels do not count the similarity of walks with zero length. Our kernels take this into consideration, as reflected in Eq. (5) and the first term of Eq. (6).
Both the bag-of-walks kernels and the Desrosiers-Karypis kernels borrow idea from Kashima et al. (2003) who defined a kernel (marginalized graph kernel) between two graphs (not graph nodes) on the basis of the marginal probability of parallel random walks taking place in the two graphs. Elegant product graph formulations of various graph kernels can be found in Vishwanathan et al. (2010) .
Tree kernels
Tree kernels (Collins and Duffy, 2001; Kashima and Koyanagi, 2002; Moschitti et al., 2008; Croce et al., 2011) efficiently count all common subtrees in two tree-structured data. Although it is tempting to apply these kernels to measure the similarity between the dependency (sub)trees surrounding the target words, it should be noted that our goal is to measure the similarity of particular word pairs in two sentences, and not of the sentences or their entire dependency trees. In particular, tree kernels do not give any special treatment of the target words, and thus they even count subtrees that do not involve a target word at all. Tree kernels are hence not suitable for measuring word similarity. In contrast, the bag-of-walks kernels distinguish target words from the other words in the sentence, as they only count walks starting from the target words. Moreover, tree kernels cannot deal with parser outputs containing semantic relations, as these outputs are in general graphs and not trees.
Experiments
In this section, we evaluate the bag-of-walks kernels in two tasks: word sense disambiguation (WSD) and paraphrase ranking. For the WSD task, we use the kernels to construct SVM classifiers. For the paraphrase ranking task in which no training data is provided, we use the kernel value simply as the similarity score used to rank candidate words.
We need to define two basic kernels, K word between words (nodes) and K rel between relations (edges) as the building blocks of the bag-of-walks kernels K (Eq. (3)). Throughout the experiments, we let K word be the cosine between context-independent type vectors for words (see below). For K rel , we use the identity function of edge labels; i.e., K rel (r, r ′ ) is 1 if the labels of edges r and r ′ are identical, or else it is 0.
Before proceeding to the experimental procedures and results, we describe how we built the type vectors for words. These type vectors are used for both the WSD and paraphrase ranking experiments.
Construction of context-independent type vectors for words.
We first parse the written text part of British National Corpus (BNC) with syntactic-semantic parser Enju 2 . The outputs of Enju are then converted to parse graphs. The edges of the resulting parse graph have one of the following labels: "forward dependency", "backward dependency", "semantic subject (forward semantic subject)", and "semantic predicate (backward semantic subject)." We next collect pairs of (stemmed and lemmatized) words such that (i) each word occurs at least 10 times in BNC, and (ii) the pair is linked by a syntactic/semantic relation at least once in the parse graph collection we converted from BNC, but excluding the pairs for which the pointwise mutual information (pmi) (Church and Hanks, 1990) between the words are less than 1. Finally, for every word w occurring in this collection, we make a type vector in which each component corresponds to a pair (w ′ , r) of another word w ′ and the relation type r between w and w ′ , and holds the pmi score of word w and the pair (w ′ , r),
In preliminary experiments, we also tested type vectors made from the words in a fixed contextual window size (i.e., without using parser outputs), but the results were inferior.
Experiment 1: word sense disambiguation
For the WSD experiment, we apply the bag-of-walks kernels to the Senseval-3 English lexical sample (ELS) task .
Task and dataset
The Senseval-3 ELS dataset is a collection of instances of polysemous target words and the contextual paragraphs in which they appear, consisting mostly of several sentences. Each target instance is annotated with one or more gold standard senses selected from a sense inventory (also distributed with the dataset). The dataset comes with predefined training/test splits, and the task goal is to predict a sense for each of the 3944 test instances of 57 polysemous words: 1807 instances for 20 nouns, 1978 for 32 verbs, and 159 for 5 adjectives.
A standard approach for this task is to represent contextual paragraphs as bag-of-words local context vectors. It then predicts the sense of the target word according to rules constructed from training data, usually with a machine learning technique. Recently, to further improve the WSD performance, Giuliano et al. (2009) In this WSD experiment, following Giuliano et al. (2009) , we also combine the bag-of-walks kernels with the cosine of local context vectors, and evaluate the performance.
Experimental procedure
WSD with the bag-of-walks kernels consists of four steps: (1) computing the cosine of local context vectors computed from the contextual paragraphs, (2) computing bag-of-walks kernels on parse graphs output by a parser, (3) combining kernels computed in Steps 1 and 2, and (4) sense prediction by support vector machines (SVMs) using the combined kernels. We detail each step below.
Step 1. Compute the cosine of local context vectors. We construct a local context vector, for each target instance according to a standard procedure for WSD (Mihalcea, 2004; Navigli, 2009) . Specifically, we treat a contextual paragraph simply as a bag-of-words. After removing stop words 4 , we make a local context vector in which components are the weighted frequencies (tf-idf) of words in the "bag." Then we construct a matrix holding cosine between every pairs of local context vectors. Because cosine matrices are positive semi-definite, this matrix can be regarded as a kernel matrix.
Step 2. Compute bag-of-walks kernels. We compute a bag-of-walks kernel between instances of a target word as follows. For each target instance, we pick up a sentence containing the target word from the paragraph given as a context, and then construct a parse graph by parsing the sentence with the Enju parser. Then we compute the bag-of-walks kernel K using the recursive formula (6) in Section 4.3, for all pairs of target instances. As described in the beginning of this section, K word in Eq. (2) is the cosine similarity between context-independent type vectors, and K rel (r, r ′ ) is the identify kernel of edge labels. Finally, we normalize the obtained bag-of-walks kernel matrix K, so that the (i, j) component of the resulting kernel matrix becomes
Step 3. Combine two kernels. In a way similar to Giuliano et al. (2009) , we compute a composite kernel by simply adding together the two kernel matrices obtained in Steps 1 and 2.
Step 4. Train SVMs and predict senses of the test data We train multi-class SVMs 5 with the Senseval-3 ELS training data, using the composite kernels obtained in Step 3. After tuning the parameters for each of the polysemous target words by five-fold cross validation on the training set, we train multi-class SVMs with entire training set. The tuned parameters are the walk length bound L and the stopping probability γ of the bag-of-walks kernels, and SVM's soft-margin parameter C. Finally, the trained SVMs are used to predict the sense of the test instances.
Compared methods
We use the most frequent sense prediction as the first baseline. It totally ignores the context, and always predicts the most frequent sense in the training data. This baseline is helpful to evaluate the difficulty of the WSD tasks.
As the second baseline, we use the cosine of local context vectors. Note again that we are interested in how much the performance improves when the bag-of-walks kernels are combined with this simple similarity measure.
We also compare our method with the one proposed by Giuliano et al. (2009) , which is also kernel-based. Like bag-of-walks kernels, their kernel takes multi-word co-occurrences with a target word into account, but these co-occurrences are taken in terms of (gap weighted) n-gram collocations; i.e., their kernel counts the overlap of n-gram sequences surrounding the two target words. In contrast, bag-of-walks kernels compute multi-word co-occurrence in the syntactic/semantic structure present in parse graphs. Hence, the comparison of bagof-walks kernels and Giuliano et al.'s kernel allows us to assess the effectiveness of using syntactic/semantic structure to measure word co-occurrence, rather than using n-grams. 
Evaluation
We evaluate predicted senses for test data by F1 score, computed with the scoring script distributed with the Senseval-3 ELS dataset. These results indicate the effectiveness of using syntactic/semantic structural co-occurrences of multiple words for the WSD tasks. -of-speech (noun, verb, and adjective) . In all parts-of-speech, the proposed method outperformed the baseline. Giuliano et al. (2009) do not report break-down results of their method on individual parts-of-speech, so the corresponding columns are left blank.
Results
The stopping probability γ, and walk length bound L of the bag-of-walks kernels, obtained by cross-validation on the training data, were γ = 0.08 and L = 3.0 on averaged over all the 57 target words. The average value of L for each part-of-speech was L = 3.6 for noun, L = 2.5 for verb, and L = 4.2 for adjective. Thus in all cases, we have L > 1, so we conclude that it is worth considering structural co-occurrence of multiple words, not just single words that are directly connected to target words (which corresponds to L = 1).
Experiment 2: ranking paraphrases
In the second experiment, we evaluate bag-of-walks kernels on the task of ranking paraphrases.
Task and dataset
In the paraphrase ranking task, the system is given a target word and the list of its paraphrase candidates. Also given is an instance of the target word with the (sentential) context it appears, and the task goal is to rank the paraphrase candidates by their appropriateness in the light of the given context. No training data is provided, so the system is allowed to use external resources.
Following (Erk and Padó, 2008; Thater et al., 2010; Erk and Padó, 2010; Dinu and Lapata, 2010) , we adapt the SemEval-2007 English lexical substitution (ELS) dataset (McCarthy and Navigli, 2007) for a paraphrase ranking task. The dataset consists of 205 target words (59 nouns, 54 verbs, 57 adjectives, and 35 adverbs), each with at most 10 instances of sentential contexts. For each target instance, gold standard paraphrases are annotated and ranked by annotators' votes. Notice that although we use this dataset to organize a paraphrase ranking task, the task setting is different from the original SemEval-2007 ELS task. In SemEval-2007, paraphrase candidates are not provided, and hence the system is required to generate them before ranking. Here in the paraphrase ranking task, we focus solely on ranking candidate paraphrases, which are predefined and given. To make this predefined list of candidate paraphrases from the SemEval-2007 ELS dataset, we pool all the gold standard paraphrases in the dataset for each target word. Now the goal is to rank these candidates for each target instance occurring in a specific context.
Notice that because we use BNC to collect contexts for candidate paraphrases (see Section 5.2.2), paraphrases occurring less than 100 times in the corpus are removed from the candidate lists; a similar filtering was done in (Thater et al., 2010) . After this filtering, the average number of candidates for a target word becomes 14.0 in total (13.5 for nouns, 17.6 for verbs, 14.4 for adjectives, and 8.6 for adverbs).
Experimental procedure
Step 1. Collect candidate instances. Given an instance of a target word (i.e., target word in a specific sentential context), we rank its paraphrase candidates according to their contextual similarity to the target instance. To this end, we need the contexts in which candidate words appear, but candidates are provided without context. Hence, for each candidate word, we collect 100 sentential contexts from BNC.
Step 2. Compute bag-of-walks kernels. After collecting sentential contexts for candidate words in
Step 1, we convert these sentences into the corresponding parse graphs using the Enju parser and the post-processing described in Section 3.1. The contextual sentences for target instances, which come from SemEval-2007 data, are also converted to parse graphs in the same way. We then apply the bag-of-walks kernels on these graphs to compute the kernel value K(w, w ′ ) between a target instance w and each candidate instance w ′ . The similarity score of w ′ relative to w is then given by K(w, w
In the bag-of-walks kernel computation, we used the same basic kernels K word and K rel as those used for the WSD experiment.
Step 3. Rank candidates. For a given target instance, we compute the score of each candidate word by averaging the similarity scores between the target instance and (a hundred) candidate instances, which we calculated in Step 2. The candidates are then ranked by their scores.
Evaluation
Following previous work (Erk and Padó, 2008; Thater et al., 2010; Erk and Padó, 2010; Dinu and Lapata, 2010) , we evaluate the rankings output by each system by generalized average precision (GAP) (Kishida, 2005) .
Compared methods
The baseline in this task is to rank candidates according to cosine similarity with a target instance using type vectors. Note that since type vectors are context-independent, rankings obtained from this baseline become identical for all instances of a target word regardless of the difference in context in which they appear.
We also compare the performance of bag-of-walks kernels against those reported in two previous studies (Erk and Padó, 2010; Dinu and Lapata, 2010) . These studies conducted paraphrase ranking for all target words in the SemEval-2007 dataset, just like this experiment. However, notice that these results are just for reference, because detailed experimental settings, such as the way they built gold candidates for each target word, are probably not the same with ours. Table 2 : GAP scores on the paraphrase ranking experiment. Note that the results for the previous studies (*) are just for reference, as the detailed task setting is different from this experiment. Scores for the proposed methods are obtained with γ = 0.
Results
are those when the walk termination probability γ is set to zero, because it gave the best results. According to Table 2 , all the bag-of-walks kernels with maximum walk length L from 1 to 9 outperform the baseline cosine similarity in total ("ALL") as well as when the data is split by part-of-speech (noun, verb, adjective, and adverb). Also, better scores are obtained when L ≥ 3, indicating that it is effective to take the structural co-occurrences consisting of more than two words into consideration.
Conclusion
We have proposed a new measure of semantic similarity between words in context. It captures structural collocation between the target words and multiple words in the context simultaneously. The proposed measure applies the bag-of-walks kernels, a variation of Desrosiers and Karypis' kernel between graph nodes, to the syntactic/semantic graph output by semantic parsers.
In the experiments on word sense disambiguation and paraphrase ranking, we verified that higher-order relations between words are effective; setting the maximum walk length of L = 3 steps achieved the highest performance in these tasks. And in the paraphrase ranking task, if the target words are limited to nouns only, walk length as long as L = 9 achieved the highest score.
While we tested our method only on English data, it does not rely on any language-specific features, and hence should work on any languages with sufficiently accurate dependency parsers. Such highly-accurate parsers are now available for many languages, as evidenced by the success of the CoNLL-X shared task (Buchholz and Marsi, 2006) .
