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Cílem bakalářské práce je implementovat ekonomický systém pro malé firmy jako webovou  
aplikaci, která bude řešit nákup a prodej zboţí a sluţeb, vedení daňové evidence. Dále umoţní 
evidovat firmy a katalog produktů, tisk faktur, a jiných daňových dokladů. Aplikace je 
implementována pomocí technologie .NET Framework v jazyce C# s návrhovou metodologií 





The aim of this work is to implement an economic system for small businesses as a Web 
application that will deal with purchase and sale of goods and services, keeping tax records. It will 
further enable to record bussines and catalog products, print invoices, and other tax documents. The 
application is implemented using technology. NET Framework in C # language with the design of 
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Ekonomický systém je komplexní nástroj určený ke zpracování firemních agend. Jednotlivé agendy 
jsou pak vedeny pomocí specializovaných modulů. Ekonomický systém zpravidla slouţí k vedení 
obchodních, účetních a personálních agend firem, jako je například účetnictví, fakturace, objednávky, 
skladová evidence, adresář, výroba, mzdy, kniha jízd, CRM atd. Jinými slovy můţete s jeho pomocí 
řešit například tyto obchodní aktivity: 
 práce s klienty, 
 nákup a prodej zboţí a sluţeb, 
 vedení účetnictví, personalistiky a mezd, evidence majetku a další. 
 
Hovorově se ekonomickému systému říká účetnictví, avšak účetnictví je pouze malou 
podmnoţinou celkových moţností ekonomických systémů. Ekonomické systémy jsou často nazývány 
také termíny: 
 podnikový systém, 
 podnikový ekonomický systém, 
 ekonomický software, 
 účetní a skladový systém, 
 ERP systém a další. 
 
 Existují velké ekonomické systémy, tzv. ERP (Enterprise Resource Planning) systémy, 
vhodné pro velké firmy. Tady ovšem platí, ţe čím větší, tím méně flexibilní. Tato kategorie je 
většinou koncipována pro konkrétní oborová řešení, která uţ v základu zohledňují specifika daného 
oboru (ERP pro automobilový průmysl bude jiný, neţ systém pro řízení výroby léků). Systém se 
implementuje přesně na míru zákazníkovi a dokáţe jiţ řešit pokročilé moţnosti typu synchronizace 
pobočkových dat, přizpůsobení specifickým výrobním procesům, data mining ap. Zvolí-li si zákazník 
produkt této kategorie, musí zohlednit také nezbytné související implementační sluţby (často také 
optimalizaci samotných obchodních procesů). Celková cena pak často představuje z 50% cenu licencí 
a z 50% cenu implementačních sluţeb. 
 Řešením pro malé firmy jsou naopak tzv. krabicové systémy, které mají menší reţii a 
zákazník si je většinou dokáţe nainstalovat a nastavit sám. Avšak i u těchto systémů platí, ţe kvalita 
nemusí být drahá a jako základní nástroj mohou být zcela dostačující. Nevýhodou jsou omezení 




 Cílem této práce je vytvořit flexibilní ekonomický systém pro ţivnostníky a malé firmy, 
implementovaný jako webová aplikace. Toto řešení má několik velmi podstatných výhod: 
 rychlost nasazení (jedno prostředí prohlíţeče, jedna data, bez instalace, stačí pouze adresa), 
 zcela minimální nároky na software a hardware vybavení na straně klienta, 
 velkou ochranu investice (zákazník platí vţdy jen za to, co potřebuje). 
 
Výsledná aplikace bude řešit: 
 evidenci kontaktů,  
 nákup a prodej zboţí a sluţeb,  
 vedení daňové evidence, 
 dále umoţní vytvářet a spravovat katalog produktů,  
 tisk faktur, a jiných daňových dokladů. 
 
 Aplikace bude dále obsahovat celou řadu tiskových výstupů, které bude moţno modifikovat 
dle potřeb zákazníka. 
  
 5 
2 Dostupná řešení 
Kapitola se zaměřuje na nabídku několika předních ekonomických systému na českém trhu. Ke 
stálicím jiţ patří programy jako Aconto Corporate, Altus Vario, Money S3 a Pohoda Komplet. 
Obecně můţeme říci, ţe všechny čtyři ekonomické systémy mají své nesporné klady, ale i zápory. 
Promítají se v nich mnohaleté zkušenosti jejich výrobců z oboru a poţadavky dosavadních zákazníků, 
na které vznikaly v průběhu vývoje aplikace funkční upgrady. Rozšířeným přístupem zákazníků 
tohoto typu softwaru je výběr čistě podle ceny, jenţ bývá v segmentu menších firem pochopitelný, ne 
vţdy ale nejvhodnější. Rozhodně stojí za to zváţit, zda potenciálně uspořené prostředky nevyváţí a v 
relativně krátkém časovém horizontu i nepřeváţí přínosy dostupné za příplatek. 
Aconto Corporate v podstatě představuje plně funkční systém bez jakýchkoliv omezení, 
pouţívající klasickou modulární architekturu. To umoţňuje koupit si potřebný počet licencí na 
moduly, které budete skutečně potřebovat, coţ poskytuje určitou flexibilitu z hlediska konečné ceny. 
Aconto Corporate obsahuje základní moduly jako je Evidence, Podvojné účetnictví, Daňová evidence 
příjmů a výdajů, Sklad, Evidence majetku, Prodejní kasa, Mzdy a Správce.  Veškeré doklady jsou pak 
členěny podle střediska, zakázky a akce, coţ je uţitečné pro různé druhy přehledů a výkazů, avšak 
malé firmy jsou nuceny platit za něco, co naplno nevyuţijí. V uvedených modulech jsou také 
přítomny některé analytické funkce či kontrolní mechanizmy pro účetnictví, které moţnosti systému 
posouvají na vyšší úroveň, i kdyţ v dnešní době se spíše jedná o jakýsi standard mezi ekonomickými 
systémy. Systém podporuje vzdálený přístup k datům a přenos dat z poboček na pobočku, ovšem 
online přístup u tohoto systému chybí. Aconto potvrzuje, ţe se jedná o ucelený a flexibilní 
ekonomický systém, který má svými vyspělými moţnostmi šanci uspokojit jak náročnější malé, tak i 
relativně velké firmy s větším počtem poboček. 
Altus Vario se nachází na hranici mezi tradičními ekonomickými programy a skutečnými 
ERP systémy. Vario je vhodné pro široké spektrum malých a středních firem. Kromě základních 
modulů, jako jsou moduly Adresář, Banka, Evidence majetku, Kurzovní lístek, Mzdy, Pokladna, 
Přijaté doklady, Sklad, Účetnictví, Vydané doklady, Výroba a Zakázky, obsahuje také i další, v 
některých případech ryze oborové, moduly. Design Varia odpovídá nejmodernější platformě 
Windows a systém vyuţívá moţností nejnovějších technologií a provázanosti se sadou MS Office. 
Tato skutečnost ovšem znamená, ţe budete-li chtít nástroje sady Office pouţívat, musíte si 
poţadovaný produkt zakoupit. Za velkou výhodu systému povaţuji to, ţe programátorské úpravy 
můţe provádět výrobce i zákazník (potaţmo třetí strana). Samotný výrobce Altus pro tyto účely 
poskytuje tzv. programátorské SDK, které poskytuje nezávislým vývojářům důleţité informace pro 
úpravu nebo rozšíření samotného systému. Vzhledem k šíři moţností a variabilitě systému Atlus 
Vario je třeba počítat s tím, ţe implementaci bude provádět samotný prodejce, potaţmo autorizovaný 
partner. Online přístup do systému bohuţel chybí. 
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Systémy Money patří obecně k zavedeným pojmům v oblasti ekonomických softwarů. 
Konkrétně Money S3 Premium pak obsahuje základní moduly, jako je Daňové evidence, Podvojné 
účetnictví, Adresář, Majetek, Sklad (A, B), Objednávky a Mzdy a kromě toho pak nástroje Kniha 
jízd, Tiskové výstupy a Editor tiskových sestav, Import a export, Homebanking, Internetové obchody, 
Bezpečnost dat a Výkazy Intrastat. Mezi funkce většiny ekonomických systémů patří podpora 
homebankingu s moţností zadávání platebních příkazů a dalších sluţeb s tím spojených. Money jde 
však v tomto směru ještě dále a poskytuje podporu sluţby Databanking pro klienty České spořitelny, 
kteří mohou účet u této banky ovládat přímo ze systému. Money S3 patří k osvědčeným volbám a 
jeho kontinuální vývoj zaručuje nejen zdokonalování a rozšiřování své funkcionality, ale i dalšího 
zefektivňování práce. 
Program Pohoda Komplet nabízí funkční bloky Adresář, Daňová evidence, Účetnictví, 
Finance, Homebanking, Daně, Fakturace, Objednávky, Poštovní sestavy, Cizí měny, Majetek, Kniha 
jízd, Mzdy a Sklady. V oblasti účetnictví je pak uţitečnou novinkou napojení na informační systém 
ARES. Rozhraní programu se drţí koncepce, podporující Windows aplikace. Také je ovšem navrţena 
přehledně a dovoluje velmi pohodlnou práci. Třídění záznamů usnadňují tzv. dynamické záloţky a 
pohyb mezi otevřenými agendami zpřehledňuje panel s jejich ikonami. Celkově se systém Pohoda 
vyznačuje dobře navrţenou funkcionalitou a širokou paletou moţností [12]. 
Většina zmíněných systémů je dostupná ve více verzích, ať uţ se jedná o základní, bezplatné, 
nebo pokročilé, plně funkční nástroje. Tyto systémy se však snaţí pokrýt široké spektrum zákazníků, 
a proto nejsou pro malé firmy z hlediska cenové dostupnosti stoprocentně to pravé. Také bývají velmi 
rozsáhlé a je otázkou, zdali bude u malých zákazníků všechna funkčnost vyuţita. Ţádný z výše 
uvedených systému pak nenabízí okamţitý online přístup, jenţ je dostupný v ekonomickém systému 
navrţeném v této bakalářské práci, a který je mimo jiné také velmi efektivní a jednoduchý. 
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3 Použité technologie 
V této kapitole se budu zabývat informačními technologiemi, které byly k vývoji výsledné aplikace 
pouţity. 
3.1 Objektově orientované programování 
Objektově orientované programování neboli OOP (Object-oriented programming) je metodologie 
vývoje aplikací, pomocí které můţeme efektivněji rozdělit různé vrstvy aplikace. S objektově 
orientovaným přístupem souvisí základní pojem objekt, coţ je instance nějaké třídy. Třída 
představuje šablonu pro tvorbu objektů. Kaţdý objekt obsahuje zejména metody, proměnné a 
vlastnosti. Pomocí těchto věcí můţe objekt komunikovat nebo měnit svůj stav. Celá metodika OOP je 
zaloţena na následující koncepci: 
 Abstrakce - schopnost abstrahovat se od detailů, jakým způsobem vnitřně pracují 
jednotlivé objekty. 
 Delegování - tato myšlenka umoţňuje objektům vyuţívat sluţby jiných objektů. 
 Dědičnost - umoţňuje při návrhu pouţívat stromový přístup, kdy objekty s niţší úrovní 
mohou dědit schopnosti objektů s vyšší úrovní. 
 Polymorfismus - určuje chování objektu na základě jeho typu.  
 Skládání - schopnost objektů obsahovat jiné objekty. 
 Zapouzdření - schopnost objektů zatajit svůj vnitřní stav, resp. zakazuje objektům 
přístup do jádra jiných objektů. S kaţdým objektem lze pracovat pouze přes konkrétní 
rozhraní objektů.  
3.2 Jazyk UML 
Modelovací jazyk UML (Unified Modeling Language) je výsledkem snaţení analytiků a designérů, 
kteří vytvářeli metody, jeţ by umoţnily popsat objektově orientovanou analýzu a návrh. Modelovací 
jazyk UML je souhrnem především grafických notací k vyjádření analytických a návrhových modelů. 
UML je jazyk, který umoţňuje modelovat jednoduché i sloţité aplikace pomocí stejné formální 
syntaxe, a proto můţete výsledky své práce sdílet s ostatními návrháři. Vybrané modely jsou 
pochopitelné i pro zadavatele aplikace a umoţní kvalitní vyjasnění poţadavků uţivatelů na vytvářený 
systém. Ţádný diagram nezachycuje navrhovaný systém jako celek, ale soustředí se vţdy právě na 
jeden pohled na vyvíjený systém. UML je také jazykem pro vizualizaci, specifikaci, stavbu a 
dokumentaci softwarových systémů [1]. 
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3.3 Microsoft .NET Framework 
Microsoft .NET Framework je rozsáhlá technologická platforma určená pro vývoj mnoha různých 
druhu aplikací, jako jsou například aplikace pro operační systém Windows, aplikace pro mobilní 
zařízení, webové aplikace, sluţby a další. Microsoft .NET Framework obsahuje kromě početné sady 
knihoven, tříd a funkcí i samotné běhové prostředí CLR (Common Language Runtime) zajišťující běh 
a kompilaci aplikací. V souvislosti s .NET Frameworkem se také mluví o pojmech CLI (Common 
Language Infrastructure), coţ je standardizované jádro celého frameworku, a BCL (Base Class 
Library), coţ je sada základních knihoven. 
 Značné moţnosti této platformy nám obstarají např. to, ţe se nemusíme starat o psaní 
triviálních věcí, které se pouţívají často, ale dá se v nich udělat mnoho chyb. Můţe se jednat 
například o práci s XML, s databází nebo soubory, avšak vývoj v .NETu je rychlý, pohodlný a hlavně 
méně náchylný na chyby programátora. 
 
 
Obrázek 2.1: Architektura .NET platformy [11] 
3.4 ASP.NET 
Tato technologie je jednou z nejdynamičtěji se rozvíjejících technologií pro vývoj webových aplikací. 
Historickým předchůdcem technologie ASP.NET byly stránky ASP. Tato zkratka (ASP - Active 
Server Pages) znamená v obou případech "aktivní serverové stránky". Stránky ASP.NET jsou 
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soubory respektující syntaxi HTML, které mohou (ale nemusí) obsahovat definici speciálních prvků, 
které jsou určené pro server, a také příkazy v nějakém programovacím jazyce (např. C#). Základním 
pilířem ASP.NET je technologická platforma Microsoft .NET Framework [2]. 
3.5 C# 
Jedná se o mladý programovací jazyk, který byl speciálně navrţen pro .NET Framework. C# má 
podobnou syntaxi jako jazyky C/C++ nebo Java, takţe pro stávající vývojáře, pohybující se v těchto 
technologiích, bylo velmi snadné přejít na tento nový jazyk. Jinak je C# velmi jednoduchý, moderní, 
mnohoúčelový a hlavně objektově orientovaný jazyk. Poslední verze 4.0 se zaměřuje především na 
spolupráci s dynamickými aspekty programování. 
3.6 AJAX 
AJAX (Asynchronous JavaScript and XML) popisuje způsob tvorby webových aplikací, kdy 
prezentace dat probíhá pomocí HTML/DHTML a místo znovunačítání stránky v reakci na jakoukoliv 
akci uţivatele, aplikace vyuţívá JavaScript a XML k načtení dat bez nutnosti opětovného odeslání 
formuláře na server. 
Tyto technologie lze pouţít například k dynamickému načítání různých hodnot ve formuláři, 
validaci zadaných dat (např. zda jiţ existuje zadané uţivatelské jméno), ale i pro tvorbu celých 
webových aplikací zaloţených na této technologii [3]. 
3.7 Kaskádové styly 
Tabulky kaskádových stylů (Cascading Style Sheets, CSS) umoţňují efektivně formátovat 
dokumenty, definovat způsob jejich prezentace, popisovat podobu webových stránek a styl 
jednotlivých prvků. Jejich obrovskou výhodou je, ţe přitom neovlivňují obsah dokumentů samotných. 
Jsou ideální nadstavbou značkovacích jazyků HTML, XHTML nebo XML. Bez jazyka CSS se jiţ 
dnes neobejde ţádný tvůrce webových stránek a aplikací [4]. 
3.8 JavaScript 
Jedná se o multiplatformní, objektově orientovaný skriptovací jazyk, který se zpravidla pouţívá jako 
interpretovaný programovací jazyk pro WWW stránky, často vkládaný přímo do HTML kódu 
stránky. Jsou jím obvykle ovládány různé interaktivní prvky GUI (tlačítka, textová políčka) nebo 
tvořeny animace a efekty obrázků [10]. 
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3.9 SQL 
Jazyk SQL (Structured Query Language) je nástroj pro organizování, správu a získávání dat 
uloţených v počítačové databázi. Pouţívá se pro komunikaci s databází. Ve skutečnosti SQL pracuje 
s jedním specifickým typem databáze, který nazýváme relační databáze. 
Obrázek 2.2 ukazuje způsob práce s SQL. Počítačový systém uvedený na obrázku obsahuje 
databázi, ve které jsou uloţeny důleţité informace. Pokud se jedná například o ekonomický systém, 
můţe databáze obsahovat data týkající se firem, produktů a dokladů, jako jsou faktury, dodací listy, 
apod.  
Kdyţ potřebujete z databáze získat data, napíšete poţadavek v jazyce SQL. Databázový systém 
jej zpracuje, načte data a vrátí odpovídající informace. Proces, kdy poţadujete data z databáze, a 
systém vám vrátí výsledek, se nazývá databázový dotaz a odtud plyne samotný název – strukturovací 
dotazovací jazyk [5]. 
 
 
Obrázek 2.2: Pouţití jazyka SQL pro přístup k databázi 
 
SQL je snadno pochopitelný jazyk a současně komplexní nástroj pro správu dat. Zde jsou 
uvedeny některé hlavní rysy jazyka SQL: 
 nezávislost na prodejci, 
 přenositelnost mezi počítačovými systémy, 
 standardy jazyka SQL, 
 programový přístup k databázi a další. 
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3.10 Vývojový software 
Ekonomický systém je vyvíjen ve vývojovém prostředí softwaru Visual Studio 2008 Profesional, 
které programátorům poskytuje pokročilé vývojové a ladící nástroje, funkce pro práci s databázemi, 
podporu k vytváření aplikací vyuţívající technologii AJAX a je plně kompatibilní s .NET 
Framework. 
Data budou uloţená na datové platformě Microsoft SQL Server 2008, jenţ nabízí ve svém 
vývojovém prostředí širokou škálu integrovaných sluţeb pro práci s databází a poskytuje 
administrátorské prostředí, tzv. Management Studio. Prostřednictvím této aplikace můţeme vytvářet 
nové databáze, vytvářet a spravovat účty jednotlivých uţivatelů, ladit příkazy SQL, apod. 
Management Studio je komplexní integrované prostředí pro správu databázového serveru SQL 2008. 
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4 Analýza a návrh 
V této kapitole je popsána analýza bakalářské práce a následně návrh webové aplikace na základě této 
analýzy. 
4.1 Analýza požadavků 
Při analýze navrhovaného systému si je třeba uvědomit, pro koho bude daný systém určen a jaké 
vstupní a také výstupní poţadavky by měl splňovat. 
4.1.1 Uživatelé systému 
Z hlediska uţivatelů ekonomického systému pro malé firmy, by bylo zbytečné implementovat 
pokročilejší správu rolí a uţivatelů. Avšak i přesto je vhodné uchovávat informace o pracovníkovi, 
který naposledy změnil záznam v datech, ať uţ se jedná o tabulku s produkty, či doklady. Výsledná 
aplikace tedy bude obsahovat jeden administrátorský účet, pomocí kterého se budou přidávat další 
pracovníci dle potřeby jiţ konkrétní firmy. Všichni uţivatelé budou mít v systému stejnou roli, která 
je modelována pomocí diagramu případu uţití (Use-case diagram), viz obrázek 3.1. 
 
 
    Obrázek 3.1: Use-case diagram 
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4.1.2 Cena nákupu a prodeje produktů 
Základním aspektem firem, které se ţiví nákupem a prodejem zboţí a sluţeb je marţe, která vyjadřuje 
rozdíl mezi prodejní a nákupní cenou. Z toho vyplývá, ţe jednotlivé produkty se budou prodávat, 
resp. nakupovat, dle prodejních a nákupních ceníků. Při přidávání produktů do systému pak vzniká 
zbytečná reţijní práce, kdy bude uţivatel muset do systému daný produkt vkládat dvakrát a to jak do 
katalogu, tak i do všech příslušných ceníků. Tato situace bude ošetřena ze strany databáze, přidáním 
spouští nad tabulkami katalogu a ceníků.  
 Princip spouště (trigger) je poměrně jednoduchý. Ke kaţdé události, která vyvolá změnu 
v obsahu tabulky, můţe uţivatel připojit akci, kterou databáze v takovém případě provede. Těmito 
třemi událostmi, jeţ mohou spustit akci, jsou pokusy o provedení příkazů INSERT, UPDATE nebo 
DELETE na řádcích tabulky. Akce spouštěná takovou událostí bude dána posloupností příkazů  
SQL [6]. 
 Pokud tedy uţivatel přidá nový produkt do katalogu, trigger nad katalogovou tabulkou zajistí, 
ţe daný produkt bude současně zaloţen ve všech cenících. Stejná situace nastane při zaloţení nového 
ceníku. V tomto případě se spustí trigger nad tabulkou ceníků a z katalogu zkopíruje všechny 
produkty do nově zaloţeného ceníku. Tímto se zajistí aktuálnost dat. 
4.1.3 Komunikace s databází 
Ekonomický systém se z hlediska databáze jeví jako obrovské úloţiště dat a záznamů firemních 
aktivit. Počet záznamů v databázi se neustále zvyšuje. Tento fakt má za následek rostoucí délku trvání 
vykonávání procedur při poţadavku na určitý objem dat, proto by měla být četnost těchto poţadavků 
co nejmenší. Výsledná aplikace bude navrhnuta tak, ţe data jednotlivých oblastí (adresář, katalog, 
doklady, sklad) se budou načítat při její inicializaci jako celek a aktualizovat pouze při změně nebo 
přidání záznamu. Při přepínání mezi záznamy tak jiţ budou data k dispozici a poţadavek na databázi 
jiţ nebude nutný. 
4.1.4 Problém Postback 
Problém webových aplikací je opětovné odeslání formuláře na server, tzv. postback. Řešením můţe 
být implementace technologie AJAX, případně pouţití některé z open-source knihoven, např. Ajax 
Control Toolkit, která jiţ obsahuje řadu ovládacích prvků, s jejichţ pomocí lze vybudovat vysoce 
reagující a interaktivní webovou aplikaci [7]. 
Pro práci se záznamy lze pouţít prvek ModalPopup, jenţ umoţní zobrazit obsah na stránce v 
modálním okně, coţ uţivateli zabraňuje jakoukoliv další práci se zbytkem stránky. V modálním okně 
lze poté pouţít jakoukoliv hierarchii dalších ovládacích prvků [8]. Příklad inicializace prvku je 




Obrázek 3.2: Inicializace prvku ModalPopup 
4.2 Návrh aplikace 
Návrh aplikace popisuje základní rozdělení systému na obchodní oblasti, například Adresář - údaje o 
firmách, Sklad - údaje o skladu, apod. 
4.2.1 Adresář 
Oblast Adresář je určená k evidenci obchodních kontaktů a udrţení přehledu o aktuálních 
odběratelsko-dodavatelských vztazích k obchodním partnerům firmy. V tabulce jsou evidovány 
základní, kontaktní a bankovní informace jednotlivých firem. V Adresáři lze přidávat či upravovat 
záznamy prostřednictvím webového formuláře. Jednotlivé firmy nebude moţné z evidence odstranit, 
pouze se bude měnit atribut "nabízet v dokladech". Nepotřebné firmy se tudíţ nebudou nabízet v 
dalších oblastech firmy. Tímto se zaručí konzistence dat. 
4.2.2 Katalog 
Katalog lze chápat jako databázi produktů, slouţící pro nákup resp. prodej. Uţivatel má tak dokonalý 
přehled o tom, co kupuje resp. prodává. Produkt, který není zapsán v katalogu, nelze přijmout na 
sklad. Katalog lze vyuţívat i pro evidenci produktů, které se nedávají na sklad - např. sluţeb (zajištění 
dopravy, školení apod.). Oblast Katalog dále řeší ceny produktu, které lze nastavit na kartě produktu 
po výběru příslušného ceníku. Stejně jako v oblasti Adresář, tak i jednotlivé produkty nelze mazat, ale 
pouze nastavovat atribut "nabízet v dokladech". 
4.2.3 Nákup 
Tato oblast řeší nákup zboţí a sluţeb a poskytuje nástroje pro fakturování objednávek. Uchovává 
čtyři typy dokladů: 
 objednávka, 
 přijatá faktura, 
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 příjemka, 
 vratka příjemky. 
 
Tyto doklady dohromady tvoří celek obchodního případu - nákup. Z hlediska ekonomického systému 
bude prvním krokem k vytvoření objednávky (lze začít aţ přijatou fakturou). Následně, po fyzickém 
přijetí konkrétní faktury, se v systému z objednávky vytvoří přijatá faktura a po jejím zaplacení, se 
zboţí naskladní na sklad, resp. se vystaví příjemka, ke které bude moţnost vystavit vratku příjemky 
v případě stornování.  
4.2.4 Sklad 
Skladový systém eviduje aktuální stav skladu. Informace o tomto stavu (mnoţství naskladněného 
produktu) lze měnit pouze prostřednictvím skladových dokladů (příjemka, výdejka, vratka, 
inventura). Detaily o produktech se získávají z Katalogu - změna provedená v katalogu se promítne 
na skladě. 
4.2.5 Prodej 
Tato oblast řeší prodej zboţí a sluţeb a poskytuje prostředky pro fakturování zakázek. Uchovává čtyři 
typy dokladů: 
 zakázka, 
 vydaná faktura, 
 výdejka, 
 vratka výdejky. 
 
Tyto doklady dohromady tvoří celek obchodního případu - prodej. Z hlediska ekonomického systému 
bude prvním krokem k vytvoření zakázky (lze začít aţ vydanou fakturou). Následně dojde k 
vytvoření faktury, která se spolu s dodacím listem vytiskne a fyzicky odešle odběrateli. Po zaplacení 
faktury (případě při jejím odeslání), se zboţí ze skladu vyskladní, resp. se vystaví skladová výdejka, 
ke které bude opět moţnost vystavit vratku výdejky v případě stornování. Samozřejmě, ţe nebude 
moţné prodat více zboţí, neţ je aktuální stav na skladě. 
4.2.6 Nastavení 
Oblast nastavení není přímo obchodní oblastí, ale jedná se o formulář s nastavením aplikace, jako je 
například nastavení číselníků k dokladům (přijatým, vydaným) nebo zakládání nových ceníků nebo 
přidávání dalších uţivatelů, kteří budou do ekonomického systému přistupovat. 
 16 
4.2.7 Návrh databáze 
Návrh databáze znázorňuje ER diagram (Entity Relationship diagram) na obrázku 3.3. ER. Diagram 
je model popisující návrh uloţených dat v systému na vyšší úroveň abstrakce. 
 
 
Obrázek 3.3: ER Diagram 
 
Databáze bude tedy obsahovat následující tabulky: 
 Cenik – uchovává informace o produktech a jejich cenách. 
 Ceniky – obsahuje názvy ceníků a informaci o tom, zdali se jedná o ceník prodejní nebo 
nákupní. 
 Ciselnik – zde jsou uloţeny tabulky s prefixy, roky, sufixy a počítadly. Dohromady tvoří 
číselníky jednotlivých typů dokladů. 
 Doklady – tato tabulka obsahuje detaily všech jiţ zmíněných typů dokladů: 
o objednávky resp. zakázky, 
o přijaté a vydané faktury, 
o příjemky a výdejky, 
o vratky příjemky a výdejky. 
 Firmy – uchovává informace o dodavatelích, odběratelích a také o firmě samotné. Jedná se  
například o kontaktní údaje, dodací a fakturační adresy, údaje o bankovních spojeních a jiné. 
 Katalog – tabulka katalog obsahuje všechny produkty a sluţby, se kterými se dá 
v ekonomickém systému jakkoliv pracovat a jejich detaily, jako je například stručný popis 
produktu, datum uvedení, výrobce, zařazení a další. 
 Osoby – zde jsou evidovány informace o uţivatelích, kteří mají přístup do ekonomického 
systému. Tabulka také obsahuje přihlašovací údaje do aplikace.  
 Polozky_dokladu – jedná se o jednotlivé poloţky dokladů, jejich ceny, slevy, apod. 
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5 Implementace 
Kapitola se zabývá implementací ekonomického systému, na základě předchozí analýzy poţadavků a 
návrhu aplikace. Tato kapitola zároveň poskytuje detailnější pohled do jednotlivých vrstev systému. 
5.1 Třívrstvá architektura 
Výsledná aplikace je implementována podle modelu třívrstvé architektury, coţ znamená, ţe 
jednotlivé vrstvy jsou od sebe nezávisle odděleny, avšak vzájemně spolupracují a dohromady tvoří 
jeden celistvý program. Kaţdá vrstva tedy poskytuje určité rozhraní, přes které s ním můţe jiná vrstva 
komunikovat. Model třívrstvé architektury rozlišuje tyto vrstvy: 
 Prezentační vrstva - obsahuje funkce grafického uţivatelského rozraní.  
 Aplikační vrstva - tato vrstva je jádrem celé aplikace, obsahuje funkce nejen pro 
výpočty a zpracování dat. 
 Datová vrstva - jedná se nejčastěji o databázi. Datová vrstva obsahuje nejen funkce pro 
přístup k databázovým informacím, ale také zajišťuje jejich konzistenci. 
5.1.1 Prezentační vrstva 
V prezentační vrstvě se nachází objekty, metody a funkce, které dohromady tvoří uţivatelské 
rozhraní. Jedná se o metody pro nastavení vzhledu stránky a viditelnosti ovládacích prvků, metody, 
které zajišťují dynamické generování komponenty DropDownList v seznamu nebo také metody 
slouţící k výpisu stavů a chybových hlášení. 
Aplikace dále vyuţívá MasterPage, pomocí které lze začlenit jednu stránku do druhé a která 
umoţní rozdělit web na logo, menu, dynamicky se měnící obsah stránky a patičku. MasterPage tedy 
představuje jakousi šablonu, která obsahuje statické části, které se opakují v kaţdé stránce (logo, 
menu, patička). Obsah, který chceme dynamicky měnit, se vkládá do ContentPlaceHolder. Obrázek 
4.1 znázorňuje grafické rozdělení webové aplikace. 
 
 
Obrázek 4.1: grafické rozdělení webové aplikace 
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Vzhled webové aplikace je řešen pomocí kaskádových stylů, jejíţ kód je uloţen v souboru 
style.css. Soubor obsahuje nejen styly pro webovou aplikaci jako takovou, ale i styly pro webové 
komponenty, jako je například ModalPopup viz obrázek 4.2. 
 
 
Obrázek 4.2: ModalPopup window 
 
Jedná se o komponentu z knihovny AjaxControlToolkit. Dalším pouţitým elementem této knihovny 
je MaskedEdit Validator, který se pouţívá ve spojení se základní komponentou TextBox a zaručuje 
správnost zadání vstupních formátů, viz obrázek 4.3.  
 
 
Obrázek 4.3: Příklad pouţití MasketEdit Validator 
 
Prezentační vrstva obsahuje také třídu PrintHelper, která umoţňuje přesměrovat stránku 
pomocí metody Redirect. Metoda integruje JavaScript funkci window.open() do jazyka C#, včetně 
zadání volitelných parametrů funkce. Vyuţívá se u tiskových výstupů, kdy aplikace podle typu 
poţadovaného dokladu zavolá novou stránku, která se, po inicializaci, pomocí funkce window.print() 
vytiskne, resp. odešle na výchozí tiskový zdroj. Zde se naskytuje moţnost vyuţití volně pouţitelných 
softwarů, pomocí kterých lze poţadované doklady ukládat ve formátu pdf. 
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5.1.2 Aplikační vrstva 
Aplikační vrstvu tvoří zejména třídy (class), které zahrnují objekty a metody pro konkrétní obchodní 
oblasti. Obsahuje také třídu MsSQL, která zahrnuje metody pro komunikaci s databází nebo třídy 
User a Setup, které obsahují metody pro přihlášení, resp. pro nastavení ekonomického systému. 
Obrázky 4.4 aţ 4.7 znázorňují diagramy tříd aplikační vrstvy. 
 
 
Obrázek 4.4: Diagram tříd MsSQL 
 
 Třída MsSQL obsahuje metody pro přístup k databázi. Konkrétně se jedná např. o vytvoření 
připojení k SQL, kontrolu a vytvoření parametru, naplnění DataSetu nebo vytvoření tzv. Readru, jenţ 
čte výsledky, které vrací databázová procedura, a další. 
 
 
Obrázek 4.5: Diagram tříd Addresser, Catalog, Storage 
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 Třída Addresser poskytuje metody k zaloţení, editaci a zobrazení přehledu adresáře. Jinými 
slovy obsahuje nástroje pro správu firem (dodavatelé, odběratelé). Podobně jako třída Addresser, tak i 
třída Catalog obsahuje metody k zaloţení, editaci a zobrazení. Avšak na rozdíl od předchozí třídy 
poskytuje nástroje pro správu produktů a sluţeb, nikoliv firem. Obě třídy hrají v systému důleţitou 
roli. Pokud nebude firma nebo produkt řádně zaloţen v systému, nelze s ním dále pracovat (např. při 
vytváření faktur, apod.).  
 Storage je třídou, která řeší skladovou evidenci systému. Na základě příjemek, výdejek a 
jejich vratek uchovává informaci o aktuálním mnoţství kaţdého produktu na skladě. 
 
 
Obrázek 4.6: Diagram tříd Buy, Sell 
 
 Dalšími třídami aplikační vrstvy jsou třídy Buy a Sell, které poskytují nástroje, pomocí 
kterých lze realizovat obchodní případy typu nákup a prodej. Obě třídy obsahují metody k zaloţení, 
editaci, stornování a zobrazení dokladů a metody k manipulaci s poloţkami dokladu.  
 Buy dále skýtá metody k objednání zboţí, fakturaci a vystavení příjemek a jejich vratek a 
následného naskladnění produktů nezávisle na tom, zdali se uţivatel rozhodne naskladnit všechno 
zboţí najedou nebo po částech v případě, dojde-li neúplná objednávka. 
 Třída Sell je analogií třídy Buy, avšak zahrnuje metody pro obchodní případ typu prodej, jako 
jsou metody pro potvrzení objednávky, fakturaci, vystavení výdejek a jejich vratek, vyskladnění 
produktů, atd. Obě třídy dohromady poskytují komplexní sluţby pro nákup a prodej. 
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Obrázek 4.7: Diagram tříd Print, Setup, User 
 
 Třídy Print, Setup a User jsou pomocnými třídami pro zajištění běhu aplikace. Print slouţí k 
získání datové struktury, která je určená pro tiskový formulář.  
 Třída setup obsahuje metody, pomocí kterých lze měnit nastavení ekonomického systému, 
jakoţto nastavení uţivatelů, nastavení číselníků a přidávání nových nákupních a prodejních ceníků. 
 Poslední třída User řeší samotnou autentizaci a autorizaci uţivatelů během přihlášení do 
aplikace. Tato třída uchovává informace o uţivateli v objektu User, který ukládá do Session State, coţ 
je jedna z technik pro uchování kontextu mezi jednotlivými poţadavky. Můţeme tedy říci, ţe pokud 
objekt User nemá ţádnou hodnotu, uţivatel není přihlášen. 
Všechny třídy aplikační vrstvy jsou veřejné (public), coţ znamená, ţe rozhraní, pomocí 
kterého lze se třídami komunikovat, jsou dostupné i v prezentační vrstvě. 
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5.1.3 Datová vrstva 
Datovou vrstvu tvoří zejména uloţené procedury (Stored Procedures), které přenášejí logiku pro 
práci s daty na stranu databáze. V porovnání s dotazy SQL zajišťují vyšší výkon při zpracování 
samotných dat a přenášejí pouze výsledek, který si uţivatel opravdu ţádá. Obrázek 4.8 graficky 
znázorňuje rozdíly mezi voláním dotazů SQL a databázových procedur. Procedury dále poskytují 
vysokou bezpečnost (ochrana např. proti script injection), jelikoţ struktura databáze se další vrstvě 




Obrázek 4.8: Volání SQL dotazů a databázových procedur [9] 
 
Databázové procedury poskytují prostředky nejen pro práci s daty, ale také řeší přihlášení do 
systému, či provádění firemní administrativy, jako je například fakturace, naskladnění a jiné.  
Při poţadavku na jiţ zmíněnou fakturaci očekává procedura číslo dokladu (objednávky), která 
se má fakturovat. Veškerá logika, tzn. zaloţení dokladu, vloţení poloţek dokladu, aktualizace stavu 
dokladu a číselníku, probíhá v rámci procedury, která vrátí pouze číslo nově zaloţené faktury. Jiná 
situace nastane, kdyţ poţadujeme seznam dat, např. seznam produktů. V tomto případě procedura 
očekává jako parametry číslo stránky, počet záznamů na stránku, údaje o řazení seznamu, případně 
hodnoty, podle kterých má data filtrovat. Parametry procedur tedy představují rozhraní, pomocí 




Důleţitým aspektem při vytváření aplikací, které kladou vysoké nároky na komunikaci s databází, je 
lehké a přehledné uţivatelské rozhraní. Ekonomický systém tudíţ neobsahuje zbytečné znovunačítání 
stránek, ani rozpačité zaostřovaní ovládacích prvků, tzv. focus(). Vše probíhá pomocí technologie 
AJAX, která je v této aplikaci naplno vyuţívána. 
5.2.1 Zakládání záznamů 
Zakládání nových záznamů je realizováno rovněţ pomocí komponenty ModalPopup, viz obrázek 4.9.  
Ať uţ se jedná o novou firmu, produkt nebo doklad, tak po korektním vyplnění vstupních dat dojde 
k aktualizaci dat na serveru a znovunaplnění konkrétního seznamu. Poté dojde k přesměrování, 
případně k předání informace, ţe doklad byl úspěšně zaloţen. Vše se děje tak, aniţ by uţivatel 
zaznamenal jakýkoliv refresh stránky. 
 
 
Obrázek 4.9: GUI pro zakládání nových záznamů 
 
5.2.2 Vkládání položek dokladů 
Dalším zajímavým řešením je přidávání poloţek k dokladům. V tomto případě došlo k úpravě 
ModalPopup pomocí kaskádových stylů tak, ţe se uţivatel přepíná mezi tzv. „záloţkami“. Ve 
skutečnosti se vše odehrává v jednom modálním okně, pouze se přepíná obsah mezi informacemi o 
dokladu a seznamem poloţek. Názorné příklady viz obrázky 4.10 a 4.11. 
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Obrázek 4.10: Aktivní "záloţka" doklad 
 
 
Obrázek 4.11: Aktivní "záloţka" poloţky 
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5.3 Šifrování hesla 
Aby nedocházelo ke zcizení hesla, rozhodl jsem se implementovat jednoduchou databázovou funkci, 
viz Obrázek 4.12, která má za účel zašifrovat řetězec podle určitého postupu. Ten spočívá v tom, ţe 
jednotlivé znaky převede podle ASCII tabulky na číslo, které následně upraví podle algoritmu  
a nakonec převede zpět na znak, který se jiţ jeví jako šifrovaný. Funkce zajišťuje obousměrné 
šifrování, tudíţ pokud zadáme na vstup funkce heslo, výstupem bude šifrované heslo a naopak, 
zadáme-li heslo šifrované, funkce vrátí hodnotu původního řetězce. 
 
 
Obrázek 4.12: Databázová funkce CryptPassword 
5.4 Konfigurační nastavení aplikace 
Webové .NET aplikace mají svá konfigurační nastavení ukrytá v souboru web.config psaném ve 
formátu XML, proto je třeba dodrţovat pravidla pro tvorbu XML dokumentů, jako jsou např. 
korektní uzavírací tagy, či správné dodrţování malých a velkých písmen. 
 Konfigurace ekonomického systému se nachází mezi hlavními tagy <configuration> a 
</configuration>, ve kterých následuje sekce <appSetings>, jeţ skýtá řetězec RecordCount, který 




Obrázek 4.13: Příklad nastavení web.config 
 
 Další sekcí je <connectionStrings>. Do této sekce se definují řetězce určující spojení s 




Obrázek 4.14: Řetězec pro připojení k databázi 
 
 V sekci <system.web> nastavujeme například zabezpečení .NET aplikace. Sekce 
<compilation> určuje chování naší aplikace při kompilaci. Jelikoţ je naše aplikace jiţ odladěna, 






Testování dosaţených výsledků je důleţitou součástí při vývoji aplikací jako takových. Cílem 
testování bylo získat data, na základě kterých se ověřilo, zda systém splnil veškeré vstupní a výstupní 
poţadavky.  
Dalším stupněm bylo testování limitů systému, které se provádělo zadáváním mezních a 
extrémních hodnot do aplikace. Součástí této části bylo rovněţ testování správnosti vstupních formátů 
jednotlivých ovládacích prvků, zejména TextBoxu. Zde vznikl problém, který byl vyřešen přidáním 
komponenty, která má na starosti k problémovým komponentám přiřadit tzv. masku, která zabraňuje 
uţivateli vloţit nesprávný formát. Celkově proběhlo testování bez větších potíţí. 
6.1 Další vývoj  
Jako další krok vývoje bych zvolil implementaci verze webové aplikace, která by byla určená pro 
mobilní zařízení a PDA. Uţivatel by tak byl schopen sbírat data v terénu. 
Pokročilé platformy, které jsou podrobněji zmíněné výše, dovolují tuto webovou aplikaci také 
velmi snadno propojit (integrovat) s pokročilými webovými sluţbami, jako například s emailovým 
klientem Gmail včetně kalendáře, úkolů, map apod. Toto propojení by pak podle potřeb bylo 
realizováno za pomocí API jednotlivých webových sluţeb.  
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7 Závěr 
Bakalářská práce popisuje tvorbu ekonomického informačního systému pro malé firmy jako webovou  
aplikaci, která bude řešit nákup a prodej zboţí a sluţeb, vedení daňové evidence. Dále umoţní 
evidovat firmy a katalog produktů, tisk faktur, a jiných daňových dokladů. Aplikace je 
implementována pomocí technologie .NET Framework v jazyce C# s návrhovou metodologií 
objektově orientovaného programování. Systém by měl být user friendly, coţ znamená lehce 
ovladatelný. Data budou uloţena na MsSQL serveru. 
7.1 Vlastní přínos 
Téma ekonomický systém jsem si zvolil, jelikoţ se jiţ rok pohybuji ve skupině lidí, která se angaţuje 
v oblasti implementace ekonomických systémů. Také jsem chtěl navrhnout systém jiţ od samého 
začátku a vyuţít tak získané znalosti a dovednosti v okruhu softwarového inţenýrství, jako je návrh 
vícevrstvé architektury, apod. Jako implementační technologii jsem zvolil webovou aplikaci, jelikoţ s 
ţádným ekonomickým systémem pracujícím na webové platformě jsem se doposud nesetkal. Během 
své práce jsem vyuţil malé zkušenosti s .NET Frameworkem a metodologií objektově orientovaného 
programování, avšak programovací jazyk C# byl pro mě něčím novým, jelikoţ jsem doposud znal 
pouze jazyk VB.NET. V aplikaci jsem se snaţil omezit zpětné zasílání formulářů na server, tzv. 
postback. Výsledkem bylo seznámení se s technologií AJAX, která, jak jsem zjistil, nabízí mnoho 
nových moţností ve tvorbě informačních systémů. Součástí implementace bylo rovněţ vytvoření 
grafické podoby aplikace, čili jsem v oblasti kaskádových stylů a HTML rovněţ získal nové 
zkušenosti. V neposlední řadě jsem se naučil pracovat ve vývojových prostředích Visual Studio 2008 
Professional a Management Studio 2008, které slouţí pro vývoj v jazyce SQL. 
Vývoj nebyl jednoduchý, jelikoţ problematika ekonomiky často sahala aţ za mé znalosti, tudíţ 
jsem byl nucen některé návrhy a funkčnosti aplikace optimalizovat aţ za běhu. Avšak v současné 
době je jiţ ekonomický systém připraven k pouţívání. 
7.2 Srovnání systému 
Tento ekonomický systém nabízí oproti ostatním systémům řadu výhod. K provozu není nutný 
výkonný hardware, jako jsou serverové stanice, ani ţádné specializované informační technologie. 
Naopak postačí mít vlastní, dostatečně výkonný počítač s operačním systémem podporujícím 
internetovou informační sluţbu. Dále pro běh samotné aplikace není potřeba vlastnit ţádné licence 
pro specializovaný software, jako je tomu např. u kancelářského balík Microsoft Office, a jiných. 
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 Další výhoda - multiplatformní klient. Nezáleţí, zda se připojujete z Windows, Unix nebo 
MAC. Ke vstupu do systému stačí mít pouze webový prohlíţeč a internetové připojení. Tímto 
odpadají problémy například s instalací různých runtime a dalších softwarů nutných pro spuštění 
samotných aplikací, z čehoţ plyne, ţe stabilita prostředí závisí pouze a jenom na webovém prohlíţeči. 
 Vše vţdy online! Nejsou nutné ţádné synchronizace dat, ani transfery na pobočky, všichni 
mají dostupná aktuální a jednotná data. Neexistují lokální instalace ani odlišné verze, všichni pracují 
v jednom prostředí a proto rychlost zavádění případných změn bude časově nenáročná. 
 Nevýhoda systému ovšem nastane v případě, ţe internet není dostupný, jelikoţ v této situaci 
uţivatel nemá u sebe ţádná data. 
7.3 Možnosti rozšíření 
Díky standardnímu databázovému prostředí MsSQL existuje moţnost tento systém velmi jednoduše 
integrovat s řešením třetích stran a naopak. Jedním z nejčastěji poptávaných řešení je propojení 
s elektronickými obchody na internetu. Tady však platí podmínka, ţe data obou aplikací musí běţet 
pod stejnou databázovou platformou, coţ je v tomto případě MsSQL. Pokud by elektronický obchod, 
případně jiná aplikace, pouţíval odlišný typ databáze, muselo by docházet k neustálé synchronizaci 
dat mezi oběma aplikacemi, při jakékoliv změně dat. 
Datová struktura ekonomického systému je jednoduchá a kaţdou tabulku lze rozšířit o 
případné sloupce tak, aby se daly začlenit jiţ do existujících elektronických obchodů. Jinými slovy, 
tabulku Katalog lze například vyuţívat v elektronických obchodech jako zdroj nabídky produktů. 
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