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Abstract
Developing a traﬃc-ﬂow simulation is one of the ﬁrst steps to gain understanding
of how traﬃc congestion occurs. This simulation will run the Intelligent-Driver-Model
with an added simple lane-change model, settled in an on-ramp bottleneck environment.
It aims at pointing out diﬀerent styles of driver behaviour that can lead to traﬃc
disturbances and jams. Besides analysing various traﬃc situations the JavaScript source
code will partially be displayed and discussed.
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1 Einleitung
Obwohl Staus eine tägliche Begleiterscheinung des Verkehrsgeschehens sind, müssen
noch viele Fragen bezüglich dieser Phänomene geklärt werden. Hier sind Simulationen
ein Schritt hin zu einem vollständigeren Verständnis. [1] Das Forschungsfeld ist jedoch
weitläuﬁg, da es zum einen verschiedene Arten von Verkehrsstaus gibt, zum ande-
ren weichen Fahrverhalten, Fahrzeugeigenschaften und Streckengegebenheiten je nach
Szenario von einander ab. So versuchen Rui et al. ihre mikroskopische Verkehrsﬂuss-
Simulation so zu kalibrieren, dass sie zwei individuelle Engstellen in Shanghai darstellen
können, um gezielt auf ein Verkehrsmanagementsystem für diese Engstellen hinzuar-
beiten [2]. Hingegen kalibrieren Gong et al. ihre mikroskopische Simulation so, dass
möglichst allgemeingültige Werte erreicht werden. Für dieses Vorhaben benutzen sie
reale verkehrsdynamische Daten, die beispielsweise über Induktionsspulen in Straßen
erhoben worden sind. [3] Außerdem sind die Ziele, die mit den Simulationen verfolgt
werden, unterschiedlich. Li et al. versuchen die Auswirkung einer „Pulse-and-Glide“
Strategie auf den Kraftstoﬀverbrauch zu analysieren. Dabei gilt, dass eine Fahrwei-
se, die zu weniger Stauentstehung führt, auch mehr Kraftstoﬀ einsparen kann.[4] Qi
et al. untersuchen die Ausbreitungen von „Staukeimen“, die an Engstellen entstehen
und sich teilweise weit in ein Verkehrsnetz hinein ausbreiten [5]. Es werden zudem ver-
schiedene Arten von Modellen für die Simulation genutzt. Helbing et al. stellen ein auf
Gas-Kinetik basierendes Modell vor, das für die Simulation von oﬀenen Systemen und
Kreissystemen angewandt wird [6]. Ein häuﬁger Vertreter ist aber auch das „Intelligent-
Driver-Model“ (IDM) nach Treiber und Kesting, das beispielsweise von Li et al., und
auch in dieser Arbeit verwendet wird. Das IDM ist ein zeitkontinuierliches Modell, das
realistische Beschleunigungswerte und ein plausibles Beschleunigungsverhalten erzeugt
[7].
Das Ziel dieser Arbeit ist es, ein Simulations-Programm zu entwickeln, das grund-
legende Verhaltensweisen von Verkehrsteilnehmern darstellen kann und damit in der
Lage dazu ist, Stauentstehungen zu analysieren. Es handelt sich demnach um eine
mikroskopische Verkehrsﬂuss-Simulation, da die Fahrzeuge nicht als Gruppe agieren
(makroskopisch), sondern einzeln handeln und aufeinander reagieren. In dieser Arbeit
bezieht sich die Analyse der Stauentstehung primär auf eine Situation mit Engstelle.
Eine Auﬀahrt führt auf eine zweispurige Hauptstraße mit Vorrang, ohne Pförtneram-
pel (z.B. deutsche Autobahn). Das heißt, es handelt sich um eine nicht ﬂusserhaltende
Engstelle, da über die Auﬀahrt ein weiterer Verkehrsﬂuss hinzukommt. Im Gegensatz
dazu stehen ﬂusserhaltende Engstellen, wie beispielsweise Baustellen oder Unfälle [8].
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Über Zuﬂüsse und Parameter, die sowohl das Fahrerverhalten, als auch die Fahrzeugei-
genschaften repräsentieren, sollen gezielt verschiedene Verkehrssituationen dargestellt
und untersucht werden können. Die Simulation wird in JavaScript geschrieben, um eine
reibungslose Web-Wiedergabe, auch auf mobilen Endgeräten, zu ermöglichen.
Zunächst wird die Scriptsprache JavaScript näher vorgestellt und ein Vergleich zur
Programmiersprache Java gezogen. Anschließend wird das der Simulation zugrunde-
liegende Modell für das Beschleunigungsverhalten erläutert. Im Hauptteil werden die
wichtigsten Teile des entwickelten Programms erklärt und das Modell voll speziﬁziert.
Zudem werden Annahmen, Bedingungen und Ausnahmen der Simulation besprochen.
Anschließend folg eine Analyse der Stauentstehung mit dem entwickelten Programm.
Zuletzt werden das Programm und die Ergebnisse diskutiert und ein Ausblick gegeben.
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2 JavaScript und Intelligent-Driver-Model
2.1 JavaScript
JavaScript ist eine objektbasierte Scriptsprache, die hauptsächlich für Internetanwen-
dungen benutzt wird. In HyperText Markup Language (HTML) eingebettet, ermöglicht
JavaScript die Interaktion mit Anwendern, Veränderungen von Seitenaufbau und Do-
kumenten, sowie allgemein die Darstellung dynamischer Inhalte. [9] JavaScript hat in
den letzten Jahren stark an Bedeutung gewonnen. Im Internet ist es unverzichtbar, da
die meisten dynamischen Inhalte mit JavaScript aufgebaut sind. Daher gibt es auch eine
sehr große Nutzerakzeptanz, denn ohne JavaScript ist nur eine stark reduzierte Wie-
dergabe von Webinhalten möglich. Außerdem breitet sich JavaScript auch in Bereiche
aus, in denen es vor einiger Zeit noch undenkbar gewesen wäre auf eine Scriptsprache
zurückzugreifen. Durch die stetige Weiterentwicklung ist es mittlerweile in der Lage
umfangreiche Programmiersprachen wie beispielsweise Java für bestimmte Anwendun-
gen zu ersetzten.[10] Vor allem die immer mehr verbreiteten Rich Internet Applications
(RIAs), setzen hauptsächlich auf JavaScript um Internetseiten interaktiv zu machen
und sie auf einen Level mit Desktop-Applikationen zu heben. Auch mobile Apps, die
mit Webtechnologien arbeiten, basieren auf JavaScript. [11]
Simulationen, ähnlich der in dieser Arbeit, können gut mit Java erstellt werden. Java
ist eine Programmiersprache, die objektorientiert ist und Klassen besitzt[9]. Klassen
stellen abstrakte Vorlagen dar, nach denen Objekte erstellt werden können. Ähnliche
Objekte können auf derselben Klasse basieren. Demnach gibt es „Klassen-Vererbung“
(engl.: classical inheritance), das heißt Sub-Klassen können von Klassen erben, die
wiederum von Super-Klassen erben können. Auch wenn die Syntax von JavaScript
in weiten Teilen Java sehr ähnlich ist, weisen die Sprachen große Unterschiede auf.
JavaScript besitzt keine Klassen und keine direkte Vererbung. Indirekt wird mittels
Prototypen vererbt (engl.: prototypal inheritance), so können beispielsweise Methoden
an Objekte gebunden werden [12]. Mit HTML6 wird in JavaScript auch ein „class“-Tag
unterstützt, dieser führt aber nicht zur Existenz von „echten“ Klassen und somit auch
nicht zu grundlegenden Neuerungen. Die Typisierung von Variablen in Java ist fest,
das heißt sie müssen deklariert werden [9]. In JavaScript hingegen wird der Datentyp
dynamisch von der Engine festgelegt bzw. angepasst (engl.: dynamic typing). Zudem
sind alle nennenswerten Strukturen strenggenommen Objekte, also von der Program-
mierumgebung vordeﬁnierte „Dateneinheiten“. Funktionen werden zwar als „Funktion“
instanziiert, werden von der Engine aber als Objekt behandelt. Genauso handelt es sich
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bei Arrays um Objekte.[12]
Grundlegend ist JavaScript nicht so streng strukturiert wie Java und eignet sich des-
halb dafür kleine Programmstrukturen zu entwickeln, da der Aufwand verhältnismäßig
niedrig ist. Im Gegensatz zu Java werden weitaus weniger komplexe Programmierstruk-
turen verlangt, um einfache Anwendungen zu programmieren [9]. Der Hauptvorteil von
JavaScript ist aber, die schon oben gennante hohe Nutzerakzeptanz und die breiten An-
wendungsmöglichkeiten. Zudem können durch das wachsende Interesse an JavaScript
und die Weiterentwicklungen zunehmend komplexere Programme entwickelt werden.
2.1.1 Erlernen von JavaScript-Programmierung
Um sich mit der Syntax, dem Programmierumfeld, den Anwendungsmöglichkeiten und
dem eigentlichen Programmieren von JavaScript vertraut zu machen, wurden folgende
Kurse belegt. Die englischsprachige Webseite „Khan Academy“ (www.khanacademy.org)
bietet mehrere Einsteigerkurse für die JavaScript-Programmierung an, dort wurden die
Kurse „Intro to JS: Drawing and Animation“ und „Advanced JS: Natural Simulations“
abgeschlossen. Außerdem wurde über die Online-Plattform „Udemy“ (www.udemy.com)
der Kurs „JavaScript: Understanding the Weird Parts“ von Anthony Alicea abgelegt.
2.2 Intelligent-Driver-Model
Das in dieser Simulation verwendete Verkehrsﬂuss-Modell ist das Intelligent-Driver-
Model nach M. Treiber und A. Kesting. Das Modell erfüllt die nachfolgend aufgeführten
Aspekte.[7] Voll speziﬁziert wir das Modell ab dem Abschnitt 3.2.4.
Beschleunigungsverhalten
Das Beschleunigungsverhalten berücksichtigt, dass in dem Fall, dass keine Behinderun-
gen vorhanden sind, auf die Wunschgeschwindigkeit beschleunigt wird. Weiter sinkt
die Beschleunigung (ceteris paribus) wenn der Abstand zum Vorderfahrzeug abnimmt.
Außerdem fällt die Bremsverzögerung desto stärker aus, je schneller ein Fahrzeug auf
sein Vorderfahrzeug zufährt und zuletzt wird im ruhenden Verkehr ein gewisser Min-
destabstand gewahrt.
Gleichgewichtsabstand
Bei Folgefahrt zweier oder mehrerer Fahrzeuge soll nicht nur der Mindestabstand, son-
dern ein erweiterter Sicherheitsabstand abhängig der Geschwindigkeit zum Vorderfahr-
zeug gewahrt werden. Dies wird mit
s0 + vi ∗ t
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erfüllt, wobei s0 der Mindestabstand, vi die Geschwindigkeit des Fahrzeugs i und t die
Zeitlücke ist.
Bremsstrategie
Die Bremsstrategie ist dynamisch selbstregulierend, denn sie unterscheidet zwischen
Situationen die für den Fahrer sehr überschaubar sind und solchen, die eher kritisch
sind. Dabei wird in jeder Situation mit der kinematischen Verzögerung verglichen, also
der Verzögerung, die mindestens nötig ist um eine Kollision zu vermeiden. Wird mit
der kinematischen Bremsverzögerung abgebremst, entspricht der Bremsweg genau dem
Abstand zum vorausfahrenden Fahrzeug. Bei voraussehbaren Bremsmanövern wird mit
einer Bremsverzögerung kleiner der kinematischen Verzögerung gebremst. In gefahrvol-
len Situationen, also Situationen in denen die kinematische Verzögerung größer der
komfortablen Verzögerung ist, wird nicht nur stärker als mit der komfortablen Brems-
verzögerung, sondern auch stärker als mit der kinematischen Verzögerung abgebremst.
Dadurch kann die kritische Situation schnell unter Kontrolle gebracht werden.
Übergänge
Die Übergänge zwischen unterschiedlichen Fahrregimen sind sanft, es tritt also kein
ruckartiges Verhalten auf.
Einfachheit und Anschaulichkeit
Obwohl viele unterschiedliche Aspekte des Fahrverhaltens berücksichtigt werden kön-
nen, ist das Model simpel und die Parameter samt ihren Ausprägungen sind gut ver-
ständlich und nachvollziehbar.
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3 Aufbau und Funktionsweise des
Simulationsprogramms
3.1 Allgemeines
Das im nachfolgenden erklärte Programm wurde im „light-weight editor“ Brackets von
Adobe Systems geschrieben. Um Inhalte auf dem Desktop darzustellen, benutzt der
Editor das „Chromium Embedded Framework“ (CEF).
Das Programm stellt einen zweispurigen Streckenabschnitt von 135m Länge mit
einer Auﬀahrt als nicht ﬂusserhaltende Engstelle dar. Das Ziel der Simulation ist es,
Stauentstehungen an dieser Engstelle zeigen und analysieren zu können. Dabei soll
das Verhalten der Verkehrsteilnehmer möglichst realistisch und die Ergebnisse damit
vergleichbar sein. Werte, die nicht im Rahmen des Modells deﬁniert sind, aber dennoch
für die Simulation gebraucht werden, wurden geschätzt oder über ein „trial-and-error“-
Prinzip angenähert.
Abbildung 3.1: graﬁsche Umgebung der Simulation
Die logischen Koordinaten werden longitudinal als „position“ bzw. Position festgelegt,
transversal als „lane“ bzw. Spur.
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Abbildung 3.2: logische longitudinale und transversale Koordinaten
Zu Anfang des Programms steht die Festlegung der Parameter. Da diese später teil-
weise über Schieberegler vom Benutzer verändert werden sollen, müssen sie global ins
Programm eingebunden sein. Der Übersicht halber sind an dieser Stelle (fast) alle Pa-
rameter deﬁniert, auch wenn diese nicht direkt verändert werden könne. Für das IDM
werden festgelegt:
• die maximale Beschleunigung a in m s−2
• die komfortable Verzögerung b in m s−2
• die Wunschgeschwindigkeit v0 in m s−1
• die Folgezeit t in s
• der Mindestabstand s0 in m
Weiter werden deﬁniert:
• die Spurbreite w in m
• die Variable timeStep, zu Beginn ist timeStep = 60
• der Zeitschritt dt, mit dt=1/timeStep
• der Zuﬂuss der Hauptstraße, inflowMain = 1
• der Zuﬂuss der Auﬀahrt, inflowRamp = 1
• der Zeitschritt dtMain für den Zuﬂuss der Haupstraße,
mit dtMain = dt*inflowMain
• der Zeitschritt dtRamp für den Zuﬂuss der Auﬀahrt,
mit dtRamp = dt*inflowRamp
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• die Variable timestamp, die einen Zeitwert speichert
Die Fläche auf der die Simulation graﬁsch dargestellt wird, kann mittels dem html-
Tag canvas erstellt werden. Die Größe wird mit 810 Pixeln in x-Richtung und 600
Pixeln in y-Richtung festgelegt (für einen Teil der Analyse wird die Größe später noch
auf 1500 Pixel in x-Richtung erweitert). Es sollte an dieser Stelle darauf hingeweisen
werden, dass dabei der Koordinatenursprung in der oberen linken Ecke liegt. Die x-
Werte nehmen dementsprechend nach rechts zu, die y-Werte nach unten.
Abbildung 3.3: graﬁsche longitudinale und transversale Koordinaten
Zudem wir die Bibliothek „processing.js“ zur Unterstützung der graﬁschen Darstel-
lung mit in das Programm eingebunden. Methoden und Elemente aus dieser Bibliothek
werden mittels „p.Methode“ angesprochen.
Es wird eine leere Funktion Road erstellt. Alle Methoden werden mittels der Be-
zeichnung prototype an Road gebunden und können somit später von Road ausgeführt
werden. Außerdem wird die Funktion Vehicle erstellt, die ein Fahrzeug darstellt. Ein
Vehicle-Objekt besitzt folgende Eigenschaften:
• this.lane gibt die Spur an
• this.position gibt die Position (nur longitudinal) an
• this.length bezeichnet die Fahrzeuglänge
• this.notVisual ist eine Eigenschaft mit bool’scher Ausprägung und wird be-
nutzt, um gegebenfalls Fahrzeuge mit bestimmter Ausprägung herauszuﬁltern
• this.velocity ist die Geschwindigkeit
• this.acceleration ist die Beschleunigung
• this.space bezeichnet den Abstand zum Vorderfahrzeug
• this.VF verweist zu dem Vorderfahrzeug
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• this.VZ verweist zu dem Vorderfahrzeug auf der Zielspur
• this.HZ verweist zu dem Hinterfahrzeug auf der Zielspur
• this.changedTimestamp speichert einen Zeitwert
Es wird ein Array vehicles erstellt, in dem sich später Instanzen des Vehicle-
Objekts beﬁnden. Zu Beginn wird nur das virtuelle stehende Fahrzeug initialisiert,
darauf soll in Abschnitt 3.2.8 noch näher eingegangen werden.
3.1.1 Skalierung
Die Längenangaben im Modell, sowie alle Weiteren im Programm sind in Meter ange-
geben. Die Skalierung auf Pixel wird in Abschnitt 3.2.9 näher beschrieben. Veränderun-
gen des Zeitschrittes führen erwartungsgemäß zu einem schnelleren oder langsameren
Durchlauf der Simulation.
3.2 Die wichtigsten Methoden
3.2.1 display: Methode zur graﬁschen Darstellung des Streckenabschnitts
Diese Methode zeichnet den Hintergrund und Streckenverlauf. Das geschieht mithilfe
der in processing.js vorgegeben geometrischen Formen. Es muss einzig auf die Zeichen-
Reihenfolge geachtet werden, da sich die meisten Objekte überlappen.
3.2.2 sortArray: Methode zur Sortierung
Da für den nachfolgenden Algorithmus (calculateSpace) wichtig ist, wie die Fahrzeuge
sortiert sind, muss das vehicles-Array sortiert werden, bevor die Funktion zum ersten
Mal ausgeführt werden. Später wird an anderen Stellen sortiert, deshalb is es hier nur
einmal nötig. Die Sortierung funktioniert immer nach dem gleichen Prinzip und wird
im nachfolgenden Abschnitt näher erläutert. Wie die Funktion nur einmal aufgerufen
wird, ist in Abschnitt 3.2.12 erklärt.
3.2.3 calculateSpace: Methode zur Abstandsberechnung
Mit dieser Methode werden die Abstände zwischen den Fahrzeugen berechnet. Zu-
nächst wird das Gesamt-Array sortiert. Dafür werden die Elemente der Position nach
absteigend angeordnet (Abbildung 3.4). Dann wird das gesamte vehicles-Array in
drei Arrays aufgeteilt, es gibt dann für jede Spur ein eigenes Array, in dem die Abstän-
de zwischen aufeinanderfolgenden Fahrzeugen mittels der Positionsdiﬀerenzen und der
Fahrzeuglänge gebildet werden. Für das vorderste Fahrzeug (das Array-Element mit
dem Index 0) wird der Abstand auf 10.000 gesetzt. Damit ist der Wert so groß, dass
der Abstand sich nicht reduzierend auf die Geschwindigkeit und Beschleunigung des
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Fahrzeugs auswirken kann, es kann also frei fahren. Anschließend werden die drei Sub-
Arrays wieder miteinander verbunden. Dies wird mit der concat-Funktion gemacht.
Da so die drei Sub-Arrays nur miteinander verbunden werden, muss das Gesamt-Array
noch einmal neu sortiert werden. Im nachfolgenden Code wird die calculateSpace-
Methode für das Sub-Array der Spur 2, sowie das anschließende Zusammenführen der
Teil-Arrays und das Sortieren des Gesamt-Arrays gezeigt. Die Abstände der Fahrzeuge
auf den anderen Spuren werden mit identischer Logik gefunden.
Abbildung 3.4: Sortierung
1 var vehicles2 = vehicles.filter( function(vehicle){
2 return vehicle.lane ===2;
3 })
4 vehicles2.forEach( function(vehicle , index , vehicles){
5 if(index > 0){
6 vehicle.space = vehicles[index -1]. position - vehicles[index -1].
length - vehicle.position;
7 }
8 else {
9 vehicle.space = 10000;
10 }
11 });
12
13 vehicles = vehicles0.concat(vehicles1).concat(vehicles2);
14
15 vehicles.sort(function(a, b){
16 return b.position - a.position;
17 })
Listing 3.1: Abstandsberechnung und Sortierung
3.2.4 calculateAcceleration: Methode zur Berechnung der Beschleunigung
Die Berechnung der Beschleunigung ist dem Intelligent-Driver-Model entnommen [7].
Für jedes Fahrzeug wird zunächst der Wunschabstand s∗ (sstar) berechnet, der sich aus
dem Mindestabstand s0, der eigenen Geschwindigkeit v, der Folgezeit t, der Geschwin-
digkeitsdiﬀerenz zwischen dem betrachteten Fahrzeug und dessen Vorderfahrzeug (VF),
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und den Parametern der maximalen Beschleunigung a und der komfortablen Bremsver-
zögerung b ergibt. Anschließend kann die Beschleunigung mittels maximaler Beschleu-
nigung a, der Geschwindigkeit des betrachteten Fahrzeugs, der Wunschgeschwindigkeit
v0, dem vorher berechneten Wunschabstand und dem tatsächlichen Abstand s berech-
net werden. Falls das Fahrzeug die Eigenschaft notVisual = true besitzt, wird die
Beschleunigung nicht berechnet und auf „Null“ gesetzt.
Wunschabstand
s∗i = s0 + vit + vi(vi − vi−1)2√ab
Beschleunigung
fi(s, vi, vi−1) = a(1 − ( vi
v0)
4 − (s∗
s
)2)
3.2.5 calculateVelocity: Methode zur Berechnung der Geschwindigkeit
Für jedes Fahrzeug wird die Geschwindigkeit auf Basis der bisherigen Geschwindigkeit,
der Beschleunigung und dem Zeitschritt dt berechnet. Da es im Modell vorkommen
kann, dass negative Geschwindigkeiten berechnet werden, muss die Weitergabe dieser
vermieden werden. Daher wird noch getestet, ob die berechnete Geschwindigkeit nega-
tiv ist. Wenn das der Fall ist wird die Geschwindigkeit auf „Null“ gesetzt. Außerdem,
wenn das Fahrzeug die Eigenschaft notVisual = true besitzt, wird die Geschwindig-
keit nicht berechnet und auch auf „Null“ gesetzt.
Geschwindigkeit
vi(t + dt) = vi(t) + fi(t)dt
1 for (var i = vehicles.length; i >= 1; i--) {
2 if (vehicles[i-1]. notVisual !== true) {
3 vehicles[i-1]. velocity += vehicles[i-1]. acceleration * dt;
4 if (vehicles[i-1]. velocity < 0) {
5 vehicles[i-1]. velocity = 0;
6 }
7 }
8 else {
9 vehicles[i-1]. velocity = 0;
10 }
11 }
Listing 3.2: Berechnung der Geschwindigkeit
3.2.6 calculatePosition: Methode zur Berechnung der Position
Für jedes Fahrzeug wird die Position mittels der bisherigen Position, der Geschwindig-
keit, der Zeitdiﬀerenz und der Beschleunigung berechnet. Falls die zusätzliche Positions-
veränderung negativ ist, wird sie nicht addiert (rückwärtsfahren vermeiden). Obwohl
aus der calculateVelocity-Methode keine negative Geschwindigkeit weitergegeben
wird, kann durch eine stark negative Beschleunigung (starkes Bremsen) ein negativer
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Gesamtwert berechnet werden, deshalb ist diese Restriktion notwendig. Falls das Fahr-
zeug die Eigenschaft notVisual = true besitzt, wird die Position nicht neu berechnet,
sondern auf 113m gesetzt, damit steht es in der Auﬀahrt.
Position
ui(t + dt) = ui(t) + vi(t)dt +
1
2fi(t)dt
2
1 for (var i = vehicles.length; i >= 1; i--) {
2 if (vehicles[i-1]. notVisual !== true) {
3 if (vehicles[i-1]. velocity * dt + (0.5* vehicles[i-1]. acceleration *
dt * dt) > 0) {
4 vehicles[i-1]. position += vehicles[i-1]. velocity* dt + (0.5*
vehicles[i-1]. acceleration * dt * dt);
5 }
6 }
7 else {
8 vehicles[i-1]. position = 113;
9 }
10 }
Listing 3.3: Berechnung der Position
3.2.7 calculateNeighbours: Methode um Nachbarfahrzeuge zu ﬁnden
Für jedes Fahrzeug müssen die unmittelbaren Nachbarfahrzeuge berechnet werden. Für
das Spurwechselverhalten werden das Vorderfahrzeug auf der eigenen Spur (VF), das
Vorderfahrzeug auf der Zielspur (VZ) und das Hinterfahrzeug auf der Zielspur (HZ)
benötigt.
Abbildung 3.5: unmittelbare Nachbarfahrzeuge
Zunächst wird das VF berechnet. Hierzu wird das vehicles-Array nach der Spur
geﬁltert. Jedes Spur-Array beinhaltet also alle Fahrzeuge, die auf einer Spur fahren.
Somit kann durch die Sub-Arrays iteriert werden und mit dem Fahrzeug i-1 an der
Stelle vor dem Fahrzeug i, dass betrachtet wird, das VF gefunden werden. Falls kein
VF existiert, wird die vehicles.VF-Eigenschaft auf undefined gesetzt. Die Logik kann
entsprechend auch für die anderen Spur-Arrays genutzt werden.
1 var vehicl0 = vehicles.filter( function(vehicle){
2 return vehicle.lane === 0;
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3 })
4 vehicl0.forEach( function(vehicle , index , vehicles){
5 if(index > 0){
6 vehicle.VF = vehicles[index -1];
7 }
8 else{
9 vehicle.VF = undefined;
10 }
11 });
Listing 3.4: Finden des VFs
Die Unterteilung in die Spur-Arrays wird auch für das ﬁnden der VZ und HZ genutzt.
Diese können in einem gemeinsamen Iterationsdurchgang gefunden werden, müssen
aber nur für die Spuren 0 und 1 bestimmt werden, da die Fahrzeuge auf der Spur 2 in
dieser Simulation nicht die Spur wechseln (darauf soll in der Diskussion in Abschnitt 5
noch weiter eingegangen werden). Für jedes Fahrzeug der Spur 0 wird durch das Sub-
Array mit den Fahrzeugen auf Spur 1 iteriert. Zunächst wir getestet, ob die Ausnahme
vorliegt, dass sich auf der Zielspur gar kein Fahrzeug beﬁndet. Dann müssen VZ und
HZ auf den Wert undefined gesetzt werden.
1 if (vehicl1.length === 0) {
2 vehicle.VZ = undefined;
3 vehicle.HZ = undefined;
4 }
Listing 3.5: Zielspur ist leer
Anschließend werden zwei weitere Sonderfälle betrachtet. Wenn das Fahrzeug auf
Spur 1 das erste Array-Element ist und die Position kleiner ist, als die des betrachteten
Fahrzeugs auf der Spur 0, dann handelt es sich um das HZ.
Abbildung 3.6: HZ ist erstes Element
1 for (k = 0; k < vehicl1.length; k ++) {
2 if (k===0 && vehicl1[k]. position < vehicle.position) {
3 vehicle.HZ = vehicl1[k];
4 break
5 }
Listing 3.6: HZ ist erstes Element
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Genauso muss es sich um das VZ handeln, wenn es das letzte Element im Spur-1-
Array ist und die Position größer ist, als die des betrachteten Fahrzeugs auf der Spur
0.
Abbildung 3.7: VZ ist letztes Element
1 if (k=== vehicl1.length -1 && vehicl1[k]. position > vehicle.position) {
2 vehicle.VZ = vehicl1[k];
3 break
4 }
Listing 3.7: VZ ist letztes Element
Abgesehen von diesen Sonderfällen, können HZ und VZ folgendermaßen gefunden
werden. Wenn die Position eines Fahrzeuges k aus dem Spur-1-Array größer und die
Position des nächsten Fahrzeugs k+1 kleiner als die Position des betrachteten Fahrzeugs
aus dem Spur-0-Array ist, dann handelt es sich bei diesen benachbarten Fahrzeugen
um das Vorder- und das Hinterfahrzeug auf der Zielspur (k = VZ, k+1 = HZ).
Abbildung 3.8: HZ und VZ im Normalfall
1 if (vehicl1[k]. position > vehicle.position && vehicl1[k+1]. position <vehicle.
position) {
2 vehicle.VZ = vehicl1[k];
3 vehicle.HZ = vehicl1[k+1];
4 break;
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5 }
Listing 3.8: HZ und VZ im Normalfall
Für alle drei Varianten gilt, dass wenn VZ und/oder HZ gesetzt wurde, die Iteration
mit dem break-Statement abgebrochen wird (verminderter Rechenaufwand). Die glei-
che Logik kann für das Finden der VZ und HZ für die Fahrzeuge der Spur 1 angewendet
werden. Allgemein werden für ein Fahrzeug einer Spur l alle Fahrzeuge der linksliegen-
den Spur l+1 betrachtet. Zum Schluss der calculateNeighbours-Methode werden die
drei Sub-Arrays mittels concat-Funktion wieder mit einander verbunden. Um die rich-
tige Reihenfolge wieder herzustellen (auf dem Streckenabschnitt sollen die Fahrzeuge
der Position nach absteigend sortiert werden, die größte Position entspricht demnach
dem Element 0) wird das neue vehicles-Array mit der sort-Funktion absteigend nach
der Position sortiert.
3.2.8 changeLane: Methode zum Spurwechsel
Diese Methode enthält die Logik, nach der jedes Fahrzeug die Spur wechseln möchte
und schließlich auch wechseln kann. Das benutzte Modell zum Spurwechsel ist verhält-
nismäßig einfach gehalten. Es folgt dem Anspruch, dass unterschieden wird zwischen
dem Wunsch des Spurwechsels und der Möglichkeit einen sicheren Spurwechsel zu voll-
ziehen.
Vorab soll an dieser Stelle noch die Funktionsweise des virtuellen Fahrzeugs bespro-
chen werden. Bei dem virtuellen Fahrzeug handelt es sich auch um einen Vetreter
des Vehicle-Objekts im vehicles-Array, denn nur so kann es normal mit den ande-
ren Fahrzeugen interagieren. Allerdings wurden mehrere Eigenschaften vorab festgelgt.
Die wichtigste Eigenschaft ist, dass this.notVisual = true gesetzt ist. Über diesen
bool’schen Wert wird das virtuelle Fahrzeug in Methoden aussortiert, die nicht für es
berechnet werden sollen. Da es an einer Position verharren soll braucht es keine Ge-
schwindigkeit oder Beschleunigung. Auch soll es selber nicht die Spur wechseln. Es wird
also mit folgenden Eigenschaften initialisiert:
• this.lane = 0
• this.position = 113 , Position in m
• this.length = 0 eine Länge wird nicht benötigt
• this.notVisual = true , für alle anderen Fahrzeuge gilt this.notVisual =
false
• this.velocity = 0
• this.acceleration = 0
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Das virtuelle Fahrzeug muss natürlich als Vorderfahrzeug (VF) erkannt werden und
der Abstand zu ihm muss berechenbar sein. Ebenfalls wird es aus den gegebenen Grün-
den mit im vehicles-Array einsortiert (array.sort). Es steht auf der Spur 0, also der
Auﬀahrt. Es zwingt auﬀahrende Fahrzeuge zum Wechsel auf Spur 1, bzw. zum Hal-
ten, wenn gerade keine passende Lücke vorhanden ist. Somit muss keine eigene Logik
für das Auﬀahren auf die Hauptstraße geschrieben werden, Auﬀahren und normaler
Spurwechsel können mit derselben Logik vollzogen werden.
Bevor durch das vehicles-Array iteriert wird, werden zwei bool’sche Variablen in-
itialisiert. Die erste ist wantChange und entspricht dem Wunsch des Spurwechsels. Die
zweite Variable canChange entspricht der Möglichkeit des Spurwechsels. Dann wird be-
gonnen jedes Fahrzeug zu betrachten, wobei das virtuelle stehende Fahrzeug durch eine
if-Kondition ausgeschlossen wird. Gleich zu Beginn werden die Variablen wantChange
und canChange jeweils auf den Wert false gesetzt. Dies ist notwendig, da die Variablen
keine Eigenschaft eines jeden Fahrzeugs darstellen, aber für jedes Fahrzeug individuell
das Wechselverhalten bestimmen. Es muss also verhindert werden, dass zu Anfang der
Betrachtung eines Fahrzeugs die Variablen noch die Werte der Betrachtung des vor-
angegangen Fahrzeugs aufweisen und somit theoretisch einem Spurwechsel zugestimmt
werden könnte, ohne, dass alle nötigen Konditionen dafür überprüft wurden.
Zunächst wird das Wechselverhalten für die Fahrzeuge, die über die Auﬀahrt kom-
men bestimmt. Die Logik des Wechselverhaltens ist zwar für alle Spuren entsprechend,
jedoch gibt es bei der Auﬀahrt (Spur 0) zwei Besonderheiten zu beachten. Die erste ist,
dass die Fahrzeuge erst auf die Hauptstraße einfahren sollen, wenn das in der Graﬁk
Sinn ergibt, daher ist dieser Wert an die Graﬁk gebunden. Die Position muss größer
als 85m sein. Weitere Kondition, neben der Spur = 0, ist, dass es sich bei dem Vorder-
fahrzeug (VF) um das virtuelle stehende Fahrzeug handeln muss. So wechselt nur das
erste Fahrzeug aus der Auﬀahrt, falls sich eine Schlange bildet oder mehrere Fahrzeu-
ge dicht hintereinander gefolgt auﬀahren wollen. Diese Annahme vereinfacht zwar die
Darstellung, da auch durchaus das zweite oder dritte Fahrzeug in einer Schlange zuerst
auf die Hauptstraße einfahren kann, jedoch scheint das Ergebnis der Simulation ohne
diese Einschränkung sehr viel unkoordinierter.
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Abbildung 3.9: virtuelles Fahrzeug beeinﬂusst Wechselverhalten
Sind diese drei Bedingungen erfüllt (Spur, Position, VF), wird die Variable wantChange
auf den Wert true gesetzt, das heißt das Fahrzeug möchte nun auf jeden Fall die Spur
wechseln.
1 var wantChange;
2 var canChange;
3
4 for (var i = vehicles.length; i >= 1; i--) {
5 if (vehicles[i-1]. notVisual !== true) {
6 wantChange = false;
7 canChange = false;
8 if (vehicles[i-1]. lane === 0 && vehicles[i-1]. position > 85 &&
vehicles[i-1].VF.notVisual === true) {
9 wantChange = true;
Listing 3.9: Bedingungen für Wunsch des Spurwechsels
Der zweite Teil der changeLane-Methode interagiert nun mit den vorher gesuchten
Nachbarfahrzeugen (calculateNeighbours-Methode in Abschnitt 3.2.7). Ob gewech-
selt werden kann liegt daran, ob die Zielspur einen leeren Abschnitt bereithält, der groß
genug ist und auch nicht sofort durch ein schnell herannahendes Fahrzeug befahren
wird. Um canChange auch auf true setzen zu können, müssen vier sich ausschließen-
de Fälle betrachtet werden. Der erste Fall behandelt die Situation, in der die Zielspur
leer ist. Dann ist weder ein HZ, noch ein VZ deﬁniert, aber da die Spur leer ist, kann
ungehindert gewechselt werden.
1 if (vehicles[i-1].HZ === undefined && vehicles[i-1].VZ === undefined) {
2 canChange = true;
3 }
Listing 3.10: leere Zielspur
Der zweite Fall und dritte Fall decken die Möglichkeiten ab, dass sich auf der Zielspur
nur vor oder nur hinter dem betrachteten Fahrzeug andere Fahrzeuge beﬁnden. Wenn
also nur eins der beiden Nachbarfahrzeuge auf der Zielspur undeﬁniert (undefined) ist,
und somit der Abstand in die jeweilige Richtung auf jeden Fall groß genug ist, muss nur
der Abstand zum deﬁnierten Nachbar auf der Zielspur einer Mindestlänge entsprechen.
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Diese Mindestlänge entspricht dem Sicherheitsabstand, der im zweiten Fall zum Vor-
derfahrzeug auf der Zielspur die eigene Geschwindigkeit miteinberechnet. Im dritten
Fall wird statt der eigenen Geschwindigkeit die Geschwindigkeit des Hinterfahrzeugs
auf der Zielspur betrachtet.
1 else if(vehicles[i-1].HZ === undefined && vehicles[i-1].VZ) {
2 if (vehicles[i-1].VZ.position -vehicles[i-1]. position
-vehicles[i-1].VZ.length > 0.5*(s0 + vehicles[i
-1]. velocity*T)) {
3 canChange = true;
4 }
5 }
6 else if(vehicles[i-1].VZ === undefined && vehicles[i-1].HZ){
7 if (vehicles[i-1]. position -vehicles[i-1].HZ.position
-vehicles[i-1]. length > 0.5*(s0 + vehicles[i-1].
HZ.velocity*T)) {
8 canChange = true;
9 }
10 }
Listing 3.11: nur ein Nachbarfahrzeug auf Zielspur ist deﬁniert
Der vierte Fall repräsentiert den „Normalfall“, das heißt HZ und VZ sind deﬁniert
und es müssen die jeweiligen Abstände größergleich dem oben deﬁnierten Sicherheits-
abständen sein. Wenn wantChange und canChange beide auf true stehen, kann der
eigentliche Spurwechsel vollzogen werden.
1 else{
2 if (vehicles[i-1].VZ.position -vehicles[i-1]. position
-vehicles[i-1].VZ.length > 0.5*(s0 + vehicles[i
-1]. velocity*T) && vehicles[i-1]. position -
vehicles[i-1].HZ.position -vehicles[i-1]. length >
0.5*(s0 + vehicles[i-1].HZ.velocity*T)) {
3 canChange = true;
4 }
5 }
Listing 3.12: Normalfall
Im Set der globalen Variablen, wurde anfangs auch die Variable timestamp (ohne
Wert bzw. von der JavaScript-Engine automatisch auf undefined gesetzt) initialisiert,
sie soll die Zeit speichern, zu der ein Fahrzeug den Spurwechsel vollzieht. Um zu verhin-
dern, dass mehrere Fahrzeuge gleichzeitig von der Auﬀahrt auf die Hauptstraße wechseln
wird überprüft, ob die Diﬀerenz aus der jetzigen Zeit und dem Wert von timestamp
größergleich 500 Millisekunden ist, oder ob timestamp noch keinen Wert besitzt (Aus-
nahme für das erste von der Auﬀahrt wechselnde Fahrzeug). Wenn alle Bedingungen
erfüllt sind, wird die Spur des entsprechenden Fahrzeugs um 1 inkrementiert, die Zeit
des Wechsels wird in vehicles[i-1].changedTimestamp überführt (wird später noch
benötigt) und auch in timestamp gespeichert.
1 if (wantChange === true && canChange === true) {
2 if ((new Date().getTime () - timestamp) > 500/( dt*60) ||
timestamp === undefined) {
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3 vehicles[i-1]. lane += 1;
4 vehicles[i-1]. changedTimestamp = new Date().getTime
();
5 timestamp = vehicles[i-1]. changedTimestamp;
6 }
7 }
Listing 3.13: Spurwechsel bzw. Einfahren auf die Hauptstraße
Falls das Fahrzeug nicht auf der Spur 0 fährt und somit den ganzen oben stehenden
Algorithmus überspringt, wird nun überprüft, ob es sich auf der Spur 1 beﬁndet. Auch
hier sollen die Fahrzeuge wechseln können, jedoch nur, wenn sie überhaupt ein Vorder-
fahrzeug (VF) bestizen. Wenn der Streckenabschnitt nach vorne komplett frei ist, muss
nicht gewechselt werden. Außerdem soll verhindert werden, dass nach einem vollzoge-
nen Wechsel von der Auﬀahrt auf Spur 1, direkt ein weiterer Wechsel auf Spur 2 erfolgt.
Dazu wird der Wert von vehicles[i-1].changedTimestamp überprüft. Ist dieser nicht
deﬁniert, kann es sich nicht um ein gerade gewechseltes Fahrzeug handeln. Anderenfalls
muss die Diﬀerenz aus der jetzigen Zeit und vehicles[i-1].changedTimestamp größer
oder gleich 3000 Millisekunden sein. Sind diese Bedingungen erfüllt, werden zunächst
wieder wantChange und canChange auf false gesetzt.
1 else if (vehicles[i-1]. lane === 1 && vehicles[i-1].VF !== undefined && (
vehicles[i-1]. changedTimestamp === undefined || (vehicles[i-1].
changedTimestamp !== undefined && (new Date().getTime () - vehicles[i
-1]. changedTimestamp) > 3000/( dt*60)))) {
2 wantChange = false;
3 canChange = false;
Listing 3.14: Spurwechsel der Fahrzeuge auf Spur 1
Wenn sich das Fahrzeug auf der Spur 1 beﬁndet, soll ein Spurwechsel nur gewollt
sein, wenn die eigenen Geschwindigkeit größer als die des Vorderfahrzeugs (VF), der
Abstand zum Vorderfahrzeug einen Wert von 20m unterschreitet und die Geschwin-
digkeit des Vorderfahrzeugs auf der Zielspur größer oder mindestens gleich der eigenen
Geschwindigkeit ist. Wenn auf der Zielspur kein Vorderfahrzeug gefunden wurde, wird
mit einer virtuellen Geschwindigkeit von 1000 verglichen, da auf der Zielspur nach
vorne freie Fahrt möglich wäre. Die if-Kondition wird auch angenommen, wenn der
Abstand zum Vorderfahrzeug (VF) einen Sicherheitsabstand unterschreitet. Tritt einer
dieser Fälle ein, wird wantChange auf true gesetzt. Anschließend folgt der gleiche Al-
gorithmus zur Bestimmung der Wechselmöglichkeit wie schon für die Fahrzeuge auf der
Auﬀahrt. Wenn wantChange und canChange beide auf true stehen, wird die Spur um
1 inkrementiert.
1 if (vehicles[i-1]. velocity > vehicles[i-1].VF.velocity && vehicles[i
-1]. space < 120 && (vehicles[i-1].VZ !== undefined ? vehicles[i
-1].VZ.velocity : 1000) >= vehicles[i-1]. velocity || vehicles[i
-1]. space < (s0 + vehicles[i-1]. velocity *T)) {
2 wantChange = true;
3 }
Listing 3.15: Spurwechsel der Fahrzeuge auf Spur 1
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3.2.9 drawToCanvas Methode um Fahrzeuge zu zeichnen
Hier wird das logische Modell in die graﬁsche Darstellung überführt. Skaliert wird so,
dass ein Meter sechs Pixeln entspricht. Alle Fahrzeuge auf den Spuren 1 und 2 be-
kommen als x-Koortdinate ihre Position multipliziert mit einem Skalierungsfaktor, die
y-Koordinate wird über die Spur berechnet. Dabei steht w für die Spurbreite und c ist
eine Konstante. Für die Spur 0 wird die y-Koordinate mittels einer Logarithmusfunk-
tion, abhängig der Position (auch mit Skalierungsfaktor multipliziert) berechnet, c0, d,
e und g nehmen konstante Werte an. Die Fahrzeuge werden vereinfacht als Rechtecke
gezeichnet, so dass die vertikale Mitte der Fahrzeugvorderseite den Ausgangspunkt der
Graﬁk bildet. Das virtuelle Fahrzeug, das in der Auﬀahrt steht kann zur Übersichtlich-
keit auch sichtbar gemacht werden, wird aber im Allgemeinen nicht gezeichnet, also
über die Eigenschaft notVisual = true aussortiert.
x-Koordinate für alle Fahrzeuge
xi = positioni ∗ 6
y-Koordinate für Fahrzeuge der Spur 1 und 2
yi = c − w(lanei − 32)
mit
c ∈ R
y-Koordinate für Fahrzeuge der Spur 0
yi = c0 + (d ∗ log(exi + g))
mit
c0, d, e, g ∈ R
3.2.10 ﬁndLargestSpace, newVehicle und newVehicleRamp: Methoden
zum Instanziieren neuer Fahrzeuge
Funktion zum Finden von Lücken
Um neue Fahrzeuge auf dem Streckenabschnitt zu erstellen, muss berechnet werden,
ob genügend Platz besteht, um ein weiteres Fahrzeug ohne Konﬂikte zu instanziieren.
Die findLargestSpace-Funktion soll später in der newVehicle-Methode von Road mit
dem Argument lane den der Spur entsprechenden Wert ausgeben. Das vehicles-Array
wird zunächst wieder in die Sub-Arrays mit allen Fahrzeugen auf der Spur 1 und der
Spur 2 aufgeteilt. Welches dieser Sub-Arrays nun betrachtet wird, entscheidet sich mit
dem lane-Argument. Der Algorithmus der Funktion ist für beide Sub-Arrays entspre-
chend. Es wird zunächst geprüft, ob das Array überhaupt Elemente bestitz. Ist dies
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nicht der Fall, gibt die Funktion den Wert 1000 wieder. Da sich auf der Spur kein
Fahrzeug beﬁndet, ist sehr viel Platz vorhanden und es wird ein virtueller großer Wert
ausgegeben. Dann wird das letzte Element des Sub-Arrays überprüft. Wenn die Positi-
on dieses Fahrzeugs größer als 8m ist, wird die Position ausgegeben. Andernfalls wird
der Wert -1 ausgegeben, da nicht genügend Platz für ein neues Fahrzeug zur Verfügung
steht. Da die Funktion nur einen Wert pro Fahrzeug ausgeben soll, wird alles weitere
Vorgehen mit dem return-Statement abgebrochen, sobald ein logisch richtiger Wert
ermittelt wurde. Nachfolgend ist der Algorithmus für das Finden von Lücken auf der
Spur 2 dargestellt.
1 if (lane === 2) {
2
3 var vehicles2 = vehicles.filter( function(vehicle){
4 return vehicle.lane === 2
5 })
6 if (vehicles2.length === 0) {
7 return 1000;
8 }
9 if (vehicles2[vehicles2.length -1]. position > 8) {
10 return vehicles2[vehicles2.length -1]. position;
11 }
12 else {
13 return -1;
14 }
15 }
Listing 3.16: Finden einer geeigneten Lücke
newVehicle: Auf der Hauptstraße werden Fahrzeuge instanziiert
Die newVehicle-Methode erstellt nur neue Fahrzeuge für die Hauptstraße (Spur 1 und
2), um später unterschiedliche Zuﬂussraten für die Hauptstraße und die Auﬀahrt zu
ermöglichen.
Zunächst werden zwei Variablen erstellt (spaceLane1 und spaceLane2), die den Wert
der findLargestSpace-Funktion mit dem Argument der jeweiligen Spur speichern.
Anschließend werden vier sich ausschließende Fälle betrachtet. Im ersten Fall sind beide
Variablen ungleich -1, das heißt auf beiden Spuren Spuren ist genügend Platz. Da an
dieser Stelle die Position des letzten Fahrzeugs auf der Spur ausgegeben wird, kann
noch überprüft werden, auf welcher Spur mehr Platz vorhanden ist. Es wird dann
die Spur ausgewählt, auf der mehr Platz zur Verfügung steht. Die Fahrzeuge werden
dabei immer so erstellt, dass sie eine Anfangsposition noch außerhalb der Zeichenﬂäche
erhalten, um ein Hereinfahren in den Streckenabschnitt darzustellen. Die Fälle zwei
und drei decken die Situation ab, dass auf einer Spur keine ausreichend große Lücke
vorhanden ist, dann wird die jeweils andere Spur zum Instanziieren ausgewählt. Falls,
wie im vierten Fall, auf beiden Spuren kein Platz ist, wird nichts unternommen. Der
Code dafür in dem nachfolgenden Listing wird nur der Übersichtlichkeit halber mit
aufgeführt, er wird vom Programm nicht benötigt.
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1 var spaceLane1 = findLargestSpace (1);
2 var spaceLane2 = findLargestSpace (2);
3 if (spaceLane1 !== -1 && spaceLane2 !== -1) {
4 if (spaceLane1 >= spaceLane2) {
5 vehicles.push(new Vehicle(1, -10));
6 }
7 else {
8 vehicles.push(new Vehicle(2, -10));
9 }
10 }
11 else if (spaceLane1 !== -1 && spaceLane2 === -1) {
12 vehicles.push(new Vehicle(1, -10));
13 }
14 else if (spaceLane2 !== -1 && spaceLane1 === -1) {
15 vehicles.push(new Vehicle(2, -10));
16 }
17 else if (spaceLane1 === -1 && spaceLane2 === -1) { //Fall 4
18 }
Listing 3.17: Instanziieren neuer Fahrzeuge
Wie häuﬁg neue Fahrzeuge auf der Hauptstraße instanziiert werden, wird in der
update-Funtkion festgelegt. Diese wird in Abschnitt 3.2.12 erläutert.
newVehicleRamp: Auf der Auﬀahrt werden Fahrzeuge instanziiert
Diese Methode erstellt neue Fahrzeuge in der Auﬀahrt. Sie funktioniert prinzipiell so
wie die newVehicle-Methode, nur wird keine Hilfsfunktion benötigt. Es kann direkt
getestet werden, ob der vorhandene Platz ausreichend ist, um ein neues Fahrzeug zu
instanziieren. Die Häuﬁgkeit der Aufrufe wird genau wie für die newVehicle-Methode
in der update-Funtkion festgelegt.
1 var vehicles0 = vehicles.filter( function(vehicle){
2 return vehicle.lane === 0
3 })
4 if (vehicles0[vehicles0.length -1]. position > 10) {
5 vehicles.push(new Vehicle(0, -5));
6 }
Listing 3.18: Zuﬂuss auf der Einfahrt
3.2.11 removeVehicle: Methode zum Entfernen von Fahrzeugen
Hier wird jedes Fahrzeug, dass einen bestimmten Abstand über den Rand des canvas
hinausgefahren ist, mittels array.splice gelöscht. Anderenfalls würde die Rechen-
leistung aufgrund der durchgehend zunehmenden Anzahl an Fahrzeugen unnötig stark
beansprucht. Die Logik ist hier an die Graﬁk gebunden, da es sonst keinen Grund geben
würde, die Fahrzeuge aus der Simulation zu entfernen.
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3.2.12 update: Simulations-Loop
Vor der update-Funtkion werden noch drei „Zählvariablen“ erstellt. Sie sind dafür be-
stimmt, nicht alle Funktionen oder Methoden mit der gleichen Häuﬁgkeit aufzurufen,
manche Funktionen werden nur ausgeführt, wenn ein Zähler eine bestimmte Konditi-
on erfüllt. Am Ende des Simulations-Loops werden die Zähler jeweils verändert. Von
dem Design, verschiedene Funktionen mit eigenen setInterval-Funktionen aufzurufen,
wird an dieser Stelle abgesehen, da die korrekte Reihenfolge der Aufrufe aller Elemente
des Simulations-Loops so nicht garantiert werden kann. In der update-Funktion werden
fast alle Methoden mittles des erstellten Road-Objektes roadr aufgerufen. Außerdem
werden ein Maßstab, sowie eine Zeit- und Informationsanzeige gezeichnet.
1 var counter = (2000/( dtMain *60));
2 var counterRamp = (2000/( dtRamp *60));
3 var sortCounter = 0;
4 var update = function () {
5 roadr.display ();
6 info.show();
7 ruler.anzeigen ();
Listing 3.19: update-Funktion Teil I
Bei der ersten Durchführung des Loops muss vor dem Berechnen der Abstände das
vehicles-Array einmal korrekt sortiert werden. Da der sortCounter anschließend nur
inkrementiert wird, stimmt die Bedingung nur im ersten Durchlauf.
Anschließend können die Abstände berechnet, die Nachbarfahrzeuge ermittelt und
Beschleunigung, Geschwindigkeit, sowie Position festgelegt werden. Danach werden
Spurwechsel geprüft und gegebenfalls vollzogen. Da sich dadurch Situationen mit neuen
Nachbarfahrzeugen ergeben muss darauﬀolgend noch einmal die calculateNeighbours
-Funktion aufgerufen werden. Wenn das an dieser Stelle nicht passiert, könnten im
nächsten update-Durchgang die Abstände falsch berechnet werden, da this.VF even-
tuell nicht auf das neue Vorderfahrzeug verweist. Darauﬀolgend werden die Fahrzeuge
gezeichnet.
1 if (sortCounter === 0) {
2 roadr.sortArray ();
3 }
4 roadr.calculateSpace ();
5 roadr.calculateNeighbours ();
6 roadr.calculateAcceleration ();
7 roadr.calculateVelocity ();
8 roadr.calculatePosition ();
9 roadr.changeLane ();
10 roadr.calculateNeighbours ();
11 roadr.drawToCanvas ();
Listing 3.20: update-Funktion Teil II
Im dritten Teil der Funktion werden die Methoden zur Erstellung neuer Fahrzeu-
ge auf der Hauptstraße, sowie auf der Auﬀahrt aufgerufen. Da die update-Funtkion
über die setInterval-Funktion alle 17 Millisekunden aufgerufen wird (das entspricht
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einem Wert von rund 60 „frames per second“), werden die „Zählvariablen“ counter
und counterRamp am Ende eines jeden Durchlaufs um 17 erhöht. Sobald die „Zählva-
riablen“ größer oder gleich einem gewünschten Millisekunden-Vergleichswert sind, wird
die jeweilige Methode ausgeführt und die Zähler um einen Vergleichswert dekremen-
tiert. Am Anfang werden die Zählvariablen gleich dem Vergleichswert gesetzt, damit
die Funktionen direkt aufgerufen werden. Die Häuﬁgkeit der Ausführung könnte zwar
noch genauer sein, jedoch weicht sie maximal um 16 Millisekunden ab. Dies sollte keine
signiﬁkanten Auswirkungen auf die Simulation haben. Ebenfalls werden Fahrzeuge, die
sich nicht mehr in der dargestellten Fläche beﬁnden, gelöscht.
1 if (counter >= (2000/( dtMain *60)*(dt*60))) {
2 roadr.newVehicle ();
3 counter -= (2000/( dtMain *60));
4 }
5 if (counterRamp >= (2000/( dtRamp *60)*(dt*60))) {
6 roadr.newVehicleRamp ();
7 counterRamp -= (2000/( dtRamp *60));
8 }
9 roadr.removeVehicle ();
10 counter += 17;
11 counterRamp += 17;
12 sortCounter += 1;
13 }
14 setInterval(update , 17);
Listing 3.21: update-Funktion Teil III
3.3 Nutzer-Interaktion mit der Simulation
Nutzer der Simulation sollen bestimmte Parameter der Simulation verändern können,
auch während die Simulation läuft. Dazu können im HTML-Dokument sogennante
„slider“ (deutsch: Schieberegler) erstellt werden. Nutzer können über die Maus ver-
schiedene Werte am Regler einstellen. Für diese Simulation wurden drei Slider erstellt,
der Nutzer kann den jeweiligen Zuﬂuss der Hauptstraße und der Auﬀahrt, sowie den
Zeitschritt der Simulation verändern. Natürlich können je nach Bedarf noch weitere
Schieberegler erstellt werden, um beispilesweise die Fahreigenschaften zu verändern.
Im HTML-Dokument erstellt ein <input>-Element des Typs range den oben be-
schriebenen Slider. Mittels min="" und max="" können der minimale und der maximale
Wert des Schiebereglers festgelegt werden. Zudem gitb es viele weitere Eigenschaften,
die bei Bedarf noch bestimmt werden können. In JavaScript können diese Elemente
über die getElementById-Funktion angesteuert und beeinﬂusst werden (Auswahl über
„id“). Im nachfolgenden Listing ist die Interaktion mit dem Slider, der den Zuﬂuss auf
der Hauptstraße regelt, zu sehen. Die anderen Schieberegler werden entsprechend an-
gesteuert. Da der Schieber eines Reglers standardmäßig in die Mitte der Regelstrecke
gesetzt wird, unabhängig davon, ob der Ausgangswert genau mittig zwischen Mindest-
und Maximalwert liegt, muss der Schieber zunächst noch an die richtige Stelle gesetzt
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werden. Anschließend wird per .onchange der ausgewählte Wert des Reglers an das
Programm weitergegeben. Da letztendlich dtMain gebraucht wird, muss der Wert da-
für noch neu berechnet werden.
1 var MainSlider = document.getElementById(’main’);
2 MainSlider.value = inflowMain;
3 MainSlider.onchange = function(event){
4 inflowMain = parseFloat(this.value)
5 dtMain = dt *inflowMain;
6 }
Listing 3.22: Slider
25
4 Analyse der Stauenstehung
4.1 Ziele der Analyse
Aufgrund der vielen Parameter können zahlreiche unterschiedliche Situationen simuliert
werden. Dabei können nicht nur verschiedene Ausgangswerte der Parameter, sondern
auch Änderungen der Werte über die Zeit berücksichtigt werden. Im folgenden sol-
len nur ausgewählte Situationen analysiert werden. Das Ziel ist generelle Tendenzen
zu erkennen, die einzelne Parameter oder auch Sets von Parametern aufweisen. Wenn
Parameter über die Zeit verändert werden, soll die Änderung einen tendenziell schlech-
teren Verkehrsﬂuss hervorrufen, um Stauentstehung zu erkennen, nicht Stauauﬂösung.
Die Ausprägungen der Parameter werden von realen Werten insofern teilweise abwei-
chen, als dass sie eine höhere Verkehrsdichte erlauben und die Fahrer schneller, aber
nicht unbedingt heftiger auf Veränderungen reagieren. So sollen Phänomene wie bei-
spielsweise Stauwellen seltener auftreten und dadurch aber deutlicher herausstechen.
Die Stabilität des Verkehrsﬂusses und die Anzahl der Fahrzeuge, die pro Sekunde auf
die Hauptstraße auﬀahren können, sollen als Hauptmerkmale für ein staufreien Verkehr
dienen. Das heißt es gibt Stau bzw. Stauwellen, die sich auf der Hauptstraße beﬁnden
und es gibt die Situation, dass sich Fahrzeuge in der Auﬀahrt stauen, da sie nicht
schnell genug auf die Hauptstraße einfahren können. Letzteres ist abhängig von der
Verkehrsdichte der Hauptstraße, hat aber zunächst keine direkten Auswirkungen auf
den Verkehrsﬂuss der Hauptstraße.
Es soll an dieser Stelle noch darauf hingewiesen werden, dass Ergebnisse der Analyse
nicht unabhängig vom Design des Simulationsprogramms sind. Auch wenn das Pro-
gramm mit dem IDM dasselbe Beschleunigungsverhalten der Fahrer wie in einigen an-
deren Simulationen aufweist, muss das beobachtete Verhalten nicht direkt übertragbar
sein. Die Zuﬂussrate ist beispielsweise designabhängig und beeinﬂusst direkt die Ver-
kehrsdichte des Streckenabschnitts. In dieser Simulation bestimmt die Aufrufhäuﬁgkeit
der jeweiligen Methode die Größe der Zuﬂussrate. Ob ein Fahrzeug auf den Strecken-
abschnitt gesetzt wird hängt aber von dem vorhanden Platz ab. Wie schnell der Platz
wieder zur Verfügung steht, wenn er nicht direkt vorhanden ist, ist zudem von der
Geschwindigkeit abhängig, mit der die Fahrzeuge die Strecke räumen. Die Zuﬂussrate
gibt also den maximalen Zuﬂuss wieder, der theoretisch möglich ist. Ein Zuﬂussdesign,
dass Fahrzeuge je nach Platz auch „irgendwo“ auf der Strecke platziert würde eventu-
ell andere Verkehrsdichten und somit andere Analyseergebnisse erzeugen. Erzwungen
hohe Verkehrsdichten würden aber auch direkt Stau entstehen lassen. Im folgenden soll
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der maximale Zuﬂuss auf der Hauptstraße mit Qzu,main, der maximale Zuﬂuss über die
Auﬀahrt mit Qzu,ramp bezeichnet werden. Sie werden in Fzg s−1 gemessen. Abgesehen
vom Design ist die Verkehrsdichte aber vor allem von der Folgezeit abhängig, da diese
den Abstand, den die Fahrzeuge zueinander halten hauptsächlich bestimmt. Dabei gilt
je kleiner die Folgezeit, desto größer die maximale Verkehrsdichte. Dazu passend kann
an dieser Stelle noch einmal auf die Größe der Lücke aufmerksam gemacht werden, die
ein Fahrzeug mindestens benötigt um auf die Hauptstraße einfahren zu können. Diese
berechnet sich von „Stoßstange zu Stoßstange“ zum Vorderfahrzeug auf der Zielspur
mit
0, 5 ∗ (s0 + vehicles[i − 1].velocity ∗ T )
zum Hinterfahrzeug auf der Zielspur mit
0.5 ∗ (s0 + vehicles[i − 1].HZ.velocity ∗ T )
4.2 Durchführung und Ergebnisse
Für die Analyse der Stauentstehung soll zunächst das nachfolgende Parameterset in der
Tabelle 4.1 als Ausgangslage deﬁniert werden. Mit den gegebenen Werten können alle
Fahrzeuge der Auﬀahrt ungestört auf die Hauptstraße einfahren, auch sonst kommt es
zu keinen Konﬂiktsituationen.
Tabelle 4.1: Parameterset
Parameter Ausgangswerte für Analyse
maximale Beschleunigung a 2m s−2
komfortable Bremsverzögerung b 0,1m s−2
Wunschgeschwindigkeit v0 36m s−1
Folgezeit T 0,5 s
Mindestabstand s0 0,1m
Zuﬂuss Qzu,main 0,5Fzg s−1
Zuﬂuss Qzu,ramp 0,5Fzg s−1
4.2.1 Anstieg der Zuﬂussrate
Zuﬂuss der Hauptstraße
Im ersten Fall soll der Zuﬂuss der Haupstraße über die Zeit zunehmen. Dazu wird
inflowMain jeweils am Ende der update-Funktion um 0,001 erhöht. Ab einem Zuﬂuss
von rund 1,5Fzg s−1 ensteht ein Rückstau in der Auﬀahrt.
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Abbildung 4.1: Entstehung eines Rückstaus
Nach etwa einer Minute ist der Rückstau deutlich zu sehen. Der weiter angestiegene
maximale Zuﬂuss (2,24Fzg s−1) lässt zusätzlich weniger Fahrzeuge auﬀahren.
Abbildung 4.2: Deutlich zu erkennender Rückstau
Auch wenn der maximale Zuﬂuss, sobald er einen Wert von 1,5Fzg s−1 erreicht hat,
nicht weiter erhöht wird, kann die Entstehung des Rückstaus nicht mehr verhindert
werden.
Zuﬂuss der Auﬀahrt
Im zweiten Fall wird nur der Zuﬂuss der Auﬀahrt beeinﬂusst. Die Ausgangswerte aller
Parameter sind wieder die der Tabelle 4.1. Der Zuﬂuss der Auﬀahrt wird nun mit jedem
Frame um 0,0005 erhöht. Das entspricht derselben Steigerungsrate pro Spur wie im Fall
eins.
In diesem Fall kommt es nicht zum Rückstau auf der Einfahrt bzw. an der Eng-
stelle „Auﬀahrt-Hauptstraße“, da die Verkehrsdichte auf der Hauptstraße addiert mit
der maximalen Verkehrsdichte der Auﬀahrt unter der maximalen Verkehrsdichte der
Hauptstraße bleibt. Es fährt pro Sekunde rund ein Fahrzeug von der Auﬀahrt auf die
Hauptstraße.
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Abbildung 4.3: Kein Rückstau
Würde, wie in diesem Fall, die Zuﬂussrate immer weiter ansteigen, muss es gezwunge-
nermaßen irgendwann an einer Stelle zu Stau kommen. In der Simulation greift hier aber
das oben beschriebene Design der Zuﬂusssteuerung. Vorstellbar ist, dass beispielsweise
auf einem Zubringer Stau entsteht, die Auﬀahrt aber nur eine gewisse Anzahl Fahr-
zeuge pro Zeiteinheit aufnehmen kann (beispielsweise ein lichtsignalisierter Zuﬂuss zur
Auﬀahrt). Da sich die vorherrschende Verkehrsdichte der Hauptstraße nicht mindernd
auf den Abﬂuss der Fahrzeuge aus der Auﬀahrt (in die Hauptstraße) auswirkt, staut
es sich in der Auﬀahrt nicht zurück. Erst wenn auf der Hauptstraße mehr als 1 Fzg s−1
in den Streckenabschnitt einfährt (größer dem doppelten Ausgangswert), kommt es in
der Auﬀahrt teilweise zu Rückstau.
4.2.2 Änderung des Fahrverhaltens
Folgezeit
Weiter sollen die Parameter verändert werden, die sich auf das Fahrverhalten der Fahr-
zeuge auswirken. Zuerst soll die Folgezeit untersucht werden. Um die Veränderung des
Parameters deutlicher zu erkennen, wird eine höhere Verkehrsstärke benötigt. Dazu
wird der maximale Zuﬂuss der Auﬀahrt auf 1,5Fzg s−1 erhöht. Alle anderen Para-
meterausprägungen (bis auf die Folgezeit) sind wieder der Tabelle 4.1 entnommen.
Der Annahme nach, müsste je kleiner die Folgezeit, der Verkehrsﬂuss immer höher,
gleichzeitig aber auch instabiler werden. Die nachfolgende Tabelle zeigt die Ergebnisse
unterschiedlicher Folgezeiten, ceteris paribus.
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Tabelle 4.2: Folgezeiten
Folgezeiten Auswirkungen
T = 0,1 s keine Stauentstehung; 1,5Fzg s−1 fahren ein*
T = 0,05 s kaum Stau, löst sich schnell wieder auf
T = 0,01 s mittelstarke Stauentstehung, langsame Auﬂösung
T = 0,001 s starke Stauentstehung, löst sich kaum auf
mit: a = 2m s−2; b = 0,1m s−2; v0 = 36m s−1; T ≤ 0,1 s;
s0 = 0,5m; Qzu,main = 0,5Fzg s−1; Qzu,ramp = 1,5Fzg s−1
*Schon bei der größten untersuchten Folgezeit können alle Fahrzeuge, die erstellt
werden problemlos auf die Hauptstraße wechseln. Da der Zuﬂuss der Auﬀahrt nicht wei-
ter gesteigert wird, kann keine weitere Eﬃzienzerhöhung stattﬁnden. Die untersuchten
Werte sind zudem eher in der Theorie anzusiedeln, da sie realistische Folgezeiten weit
unterschreiten.
Jedoch ist zu erkennen, dass allein durch die Verringerung der Folgezeit mehr Fahr-
zeuge aus der Auﬀahrt abﬂießen, als im zweiten Fall in Abschnitt 4.2.1. Weiter ist
festzustellen, je kleiner die Folgezeit, desto näher fahren die Fahrzeuge aufeinander auf
und sind somit häuﬁger zu starken Bremsmanövern gezwungen. Diese behindern den
Verkehrsﬂuss und es entstehen Stauwellen. Es ist deutlich zu erkennen, dass der Stau
in der Auﬀahrt entsteht, es jedoch im Wechsel- oder Einfahrbereich der Hauptstraße
aufgrund der vielen Fahrzeuge auch zu niedrigeren Geschwindigkeiten und kleineren
Behinderungen kommen kann.
Abbildung 4.4: Stau auf der Auﬀahrt und Behinderungen im Einfahrbereich
Um Szenarien mit größeren Folgezeiten besser untersuchen zu können, wurden beide
Zuﬂüsse auf 1 Fzg s−1 gesetzt. Bei Folgezeiten größer 1 ist nun zu erkennen, dass sich der
Verkehrsﬂuss deutlich verlangsamt. Diese Szenarien scheinen Fahrer zu simuliern, die
sehr auf Sicherheit bedacht sind. Es entstehen keine Stauwellen und die Fahrzeuge blei-
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ben im allgemeinen in Bewegung, aber es wird weit unter der Wunschgeschwindigkeit
gefahren.
Abbildung 4.5: Kein deutlicher Stau, aber stark verlangsamter Verkehr
mit: a = 2m s−2; b = 0,1m s−2; v0 = 36m s−1; T ≥ 1 s;
s0 = 0,5m; Qzu,main = 1Fzg s−1; Qzu,ramp = 1Fzg s−1
Maximale Beschleunigung I
Nachfolgend soll die maximale Beschleunigung verändert werden. Dazu wird das Szena-
rio mit den Parameterausprägungen der Tabelle 4.1 gewählt, nur der Zuﬂuss der Auf-
fahrt beträgt wieder 1,5Fzg s−1. Da eine Erhöhung der maximalen Beschleunigung a
bei gleichbleibender komfortabler Bremsverzögerung b nicht nur eine höhere Beschleuni-
gung, sondern auch ein stärkeres Bremsverhalten hervorruft, ist zu untersuchen welcher
Eﬀekt überwiegt bzw. wie die Eﬀekte zusammen wirken.
Tabelle 4.3: maximale Beschleunigung I
max. Beschleunigung Auswirkungen
a = 2m s−2 keine Stauentstehung (entspricht
oben getesteter Ausgangslage)
a = 1m s−2 leichter Rückstau in Auﬀahrt, bei
dem die Fahrzeuge im allgemeinen
aber in Bewegung bleiben oder nur
sehr kurz stehen
a < 1m s−2 Rückstau in Auﬀahrt**
mit: a ≤ 2m s−2; b = 0,1m s−2; v0 = 36m s−1; T = 0,5 s;
s0 = 0,5m; Qzu,main = 0,5Fzg s−1; Qzu,ramp = 1,5Fzg s−1
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**Je kleiner a, desto eher entsteht auch eine Stauwelle auf der Hauptstraße ausgehend
vom Einfahrbereich.
Abbildung 4.6: Stau überträgt sich von Auﬀahrt auf Einfahrbereich
Bei sehr hohen Beschleunigungsvermögen (ab einem Wert von a > 5m s−2) reagieren
die Fahrzeuge auf der Hauptstraße immer deutlicher auf einfahrende Fahrzeuge. Es
wird zunehmend stärker abgebremst, auch wenn das eingefahrene Fahrzeug noch weit
weg ist. Das Fahrverhalten wird immer weniger ﬂüssig, ruckartige Wechsel zwischen
Beschleunigung und Bremsen nehmen zu.
Maximale Beschleunigung II
In einer zweiten Variante soll der Zuﬂuss auf der Hauptstraße auf 1,5Fzg s−1 erhöht
werden und der auf der Auﬀahrt auf 0,5 Fahrzeuge pro Sekunde zurückgesetzt werden.
Der Mindestabstand s0 wurde zudem auf 1m erhöht. Alle anderen Werte entsprechen
erneut der Tabelle 4.1.
Bei sehr geringen Werten von a, etwa kleiner als 0,25m s−2, entstehen mehrere Stau-
wellen. Zudem fällt auf, dass die Fahrzeuge teilweise sehr dicht auﬀahren.
Abbildung 4.7: Es entstehen mehrere Stauwellen
Verwunderlich ist, dass bei nur leicht höheren Werten von a scheinbar keine Staus
entstehen. Jedoch ist das wohl mit der Größe des Streckenabschnittes zu begründen,
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bzw. mit dem Fakt, dass Fahrzeuge, die über den canvas-Rand hinausgefahren sind,
gelöscht werden und somit die Verkehrssituation nicht mehr beeinﬂüssen können. Ver-
größert man den Streckenabschnitt von 135m auf 250m wird erkennbar, dass sich
die Stauwellen für leicht größere Werte von a erst später, also weiter hinten auf dem
Streckenabschnitt, bilden. Für einen Wert von a = 0,5m s−2 sieht die Situation folgen-
dermaßen aus.
Abbildung 4.8: Stau entsteht erst ein Stück hinter der Einfahrt
mit: a = 0,5m s−2; b = 0,1m s−2; v0 = 36m s−1; T = 0,5 s;
s0 = 1m; Qzu,main = 1,5Fzg s−1; Qzu,ramp = 0,5Fzg s−1
Abbildung 4.9: Es folgen mehrere Stauwellen
Für größere Werte von a konnten folgende Auswirkungen erkannt werden.
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Tabelle 4.4: maximale Beschleunigung II
max. Beschleunigung Auswirkungen
a = 1m s−2 leichte Stauwellen auf der Haupt-
straße, nach etwa 1,5 Minuten auch
Rückstau in der Auﬀahrt, mit der
Zeit wird der Verkerhsﬂuss immer
„zäher“
a = 2m s−2 kaum Stauwellen auf der Hauptstra-
ße, aber schon nach 20 Sekunden
Rückstau in der Auﬀahrt
a = 4m s−2 nach 25 Sekunden Rückstau in der
Auﬀahrt, sonst keine Stauwellen,
aber stark verlangsamter Verkehr in
und vor dem Einfahrbereich
a = 6m s−2 kein Stau oder Rückstau, aber ver-
langsamter Verkehr in dem Einfahr-
bereich, ruckartiges Fahrverhalten
hat deutlich zugenommen
mit: a ≥ 1m s−2; b = 0,1m s−2; v0 = 36m s−1; T = 0,5 s;
s0 = 0,5m; Qzu,main = 1,5Fzg s−1; Qzu,ramp = 0,5Fzg s−1
Die Veränderung der maximalen Beschleunigung, ceteris paribus, zeigt tatsächlich
gegenläuﬁge Eﬀekte. Zum einen reagieren die Fahrzeuge bei geringen Werten von a sehr
ruhig auf sich verändernde Verkehrssituationen. Sind sie jedoch einmal ausgebremst,
brauchen sie lange um wieder auf Wunschgeschwindigkeit beschleunigen zu können.
Dadurch entstehen Stauwellen und Rückstau in der Auﬀahrt. Andererseits können sich
die Fahrzeuge bei hohen Werten von a viel schneller von einer Situation erholen, in der
sie ausgebremst wurden. Aber es kommt auch viel schneller zu diesen Situationen, da
heftiger und ruckartiger auf veränderte Umstände reagiert wird. Das Optimum scheint
im Bereich einer realistischen durchschnittlichen maximalen Beschleunigung von rund
1m s−2 zu liegen.
4.3 Fazit der Analyse
Die Analyse zeigt, dass verschiedene Parameterkonstellationen zu Stauentstehung füh-
ren. Dabei entsprechen nicht alle Szenarien realistischen Verhältnissen, jedoch können
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sie Grenzwerte und Tendenzen aufzeigen. Allgemein ist zu erkennen, dass mehrere ex-
treme Ausprägungen von bestimmten Parametern zu Stauerscheinungen führen, jedoch
ist unterschiedlich
• wo der Stau entsteht,
• wie schnell er sich ausbreitet,
• wie schnell er sich auﬂöst,
• ob ein zusammenhängender Stau entsteht, oder mehrere Stauwellen parallel exis-
tieren.
Weiter sind den untersuchten Parametern folgende Eigenschaften zuzuschreiben. (i)
Eine erhöhte Zuﬂussrate der Hauptstraße lässt ab einem gewissen Ausmaß, wie erwartet,
den Streckenabschnitt an seine Kapazitätsgrenzen stoßen. Aufgrund des Zuﬂussdesigns
kommt es aber auf der Auﬀahrt auch bei hohen Zuﬂussraten nicht zum Rückstau (ge-
geben, dass die Zuﬂussrate auf der Hauptstraße so gering ist, dass alle Fahrzeuge aus
der Auﬀahrt abﬂießen können). (ii) Geringe Folgezeiten führen zunächst zu einem deut-
lich eﬃzenteren Verkehrsﬂuss, erst bei sehr kleinen Werten, entstehen verstärkt Staus.
Hingegen scheinen größere Folgezeiten den Verkehr sicherer, aber auch langsamer zu
machen. Dabei entsprechen die größeren Folgezeiten eher einer realistischen Darstellung
der Verkehrsverhältnisse. (iii) Eine hohe maximale Beschleunigung bringt neben einem
eﬃzienzsteigernden Eﬀekt zunehmend auch ein ruckartiges Fahr- und Bremsverhalten
mit sich. Bei sehr hohen Werten der maximalen Beschleunigung überwiegen diese und
führen zu Stauentstehung. Sehr geringe Werte von a führen ebenfalls zu Stau, der sich
aber erst ein Stück hinter der Auﬀahrt bildet.
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5 Diskussion und Ausblick
JavaScript zeigt sich als geeignete Scriptsprache, um eine Simulation dieser Art zu
entwickeln. Ohne viel Vorwissen konnte sich mit gezielten Lerneinheiten gut in das
Programmieren von JavaScript eingearbeitet und die gewünschten Ansprüche imple-
mentiert werden. Im Ergebnis funktioniert die Verkehrsﬂuss-Simulation allgemein ohne
Fehler. Die Fahrzeuge zeigen die gewünschten Eigenschaften aus dem IDM, außerdem
treten auch beim Spurwechsel keine Unfälle auf. Die Analyse zeigt, dass mittels ver-
schiedener Parameterwerte zahlreiche Situationen simuliert und nachvollzogen werden
können. Festzuhalten bleibt hier aber, dass für alle Fahrzeuge die gleichen Parameter-
werte gelten. Es wird also immer eine Fahrergruppe mit homogenen Fahreigenschaften
und gleichen Fahrzeugen untersucht.
Das implementierte Spurwechselmodell ist sehr einfach gehalten und ist dadurch
einerseits schnell aufgestellt, andererseits ist es aber auch die Hauptquelle für un-
realistisches Handeln der Fahrer. Zum ersten kann in dieser Simulation nur auf eine
linksliegende Spur gewechselt werden. Das Rechtsfahrgebot wird somit nicht wirklich
dargestellt, andererseits ist der gezeigte Streckenabschnitt nicht so lang, dass diese Ver-
einfachung eventuell zu stark ins Gewicht fällt. Dementsprechend können die Fahrzeuge
auf der Spur 2 (linksliegende Spur der Hauptstraße) gar nicht wechseln. Weiter ist das
Wechseln aus der Auﬀahrt auf die Hauptstraße teilweise problematisch. Durch das vir-
tuelle stehende Fahrzeug am Ende der Auﬀahrt wird erst wieder beschleunigt, wenn die
Spur schon gewechselt wurde. Realistischer wäre ein den Spurwechsel vorbereitendes
Beschleunigen in der Auﬀahrt, bzw. überhaupt ein Beschleunigen um in der Lage zu
sein das Fahrzeug auf die andere Spur zu bewegen (falls es vorher stand). Dieser Eﬀekt
ist besonders deutlich zu sehen, wenn die maximalen Beschleunigung a kleine Werte
annimmt. Zudem wechseln die Fahrzeuge von der Auﬀahrt in Situationen mit dichtem
und langsamen Verkehr in verhältnismäßig kleine Lücken, was das Hinterfahrzeug auf
der Zielspur gegebenfalls zu einem starken Bremsmanöver nötigt. Andererseits kann
eine solche Situation sehr egoistische Fahrweisen darstellen. Zuletzt ist die graﬁsche
Darstellung der Wechsel sehr einfach gehalten. Das hat zwar keinen großen Einﬂuss auf
den Realitätsgrad der Simulation, aber es wird eher der Zeitpunkt zu dem gewechselt
wird dargestellt, anstelle eines Zeitraums, in dem der Spurwechsel vollzogen wird. Da-
durch kann das Hinterfahrzeug auf der Zielspur erst reagieren, wenn der Wechsel schon
vollzogen wurde. Realistischer wäre es hier, wenn das Fahrzeug seine Wechselabsicht
auf eine Art vorankündigt und das Hinterfahrzeug auf der Zielspur schon etwas früher
darauf reagieren kann.
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Die Anzeige der Informationen (Parameter, Laufzeit, Maßstab) kann noch verbessert
werden. Das Ausarbeiten dieser Teile sollte aber nicht den Hauptanteil des Zeitaufwands
in Anspruch nehmen. Dasgleiche gilt für die Schieberegler, die eher das Potential der
Interaktivität zeigen. Für eine umfangreiche Analyse ist bis jetzt noch immer ein Zugriﬀ
auf die Quelldatei nötig.
Ausblick
Ein angenehmer Aspekt des Programmierens ist, dass immer weiter nachgebessert wer-
den kann, Fehler behoben und auch neue Aspekte nachträglich implementiert wer-
den können. So stellt dieses Programm eine simple, funktionierende Verkehrsﬂuss-
Simulation dar, die als Basis für umfangreichere und komplexere Simulationen dienen
kann. Schon während der Analyse wurde der gezeigte Streckenabschnitt kurzerhand
verlängert, um Phänomene zu erkennen, die mehr Platz brauchen bzw. mit einer Ver-
zögerung und damit an einem anderen Ort als zunächst angenommen auftreten. Wün-
schenswert wären außerdem heterogene Fahr- und Fahrzeugeigenschaften, beispielswei-
se in einer Unterteilung von Lastkraftwagen und Kraftfahrzeugen. Alle weiter imple-
mentierten Aspekte müssen natürlich einer Aufwand-Nutzen-Analyse standhalten. Eine
Verbesserung des Spurwechselverhaltens könnte auftretendes unrealistisches Verhalten
vermindern und die allgemeine Qualität der Simulation steigern. Für die endgültige
Verlängerung des dargestellten Streckenabschnitts wäre das außerdem zuträglich, da
viele „Fehler“ aufgrund des kürzeren Streckenabschnitts nicht stark ins Gewicht gefal-
len sind.
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