Introduction
Model Driven Architecture (MDA) is a framework for software development driven by models. It was introduces in 2001 by the Object Management Group (OMG) [1] . The main purpose of MDA is to separate viewpoints in specifications and strengthen the role of analysis and design in the project development. MDA suggests three viewpoints on the system (a computation independent, a platform independent, and a platform specific one) that are reflected in Computation Independent Model (CIM), Platform Independent Model (PIM) and Platform Specific Model (PSM) correspondingly. The CIM specifies problem domain knowledge and requirements to the system. The PIM specifies system's structure and behavior, but does not show platform-specific details. The PSM specifies system's structure and behavior by enhancing the PIM with platform-specific details. From the viewpoint of fully automated transformations, one of bottlenecks in MDA is informal transformation from CIM to PIM, because this is exactly that point where informal information is converted to more formal one. This paper continues research on formalization of foundations and applications of MDA. The research has begun from the inquisition of provision a formal feedback in MDA life cycle [2] . The research on formalization of a CIM resulted in the creation of a description of system's functioning features in form of unique tuples that are being obtained from the informal description of the system [3] . The common framework of application of a formal mathematical model (Topological Functioning Model discussed here) to the problem domain modeling was described in brief in [4] . This framework enables making a solution in compliance with a problem in a formal way. The application of this approach to enterprise modeling is discussed in [5] . The main objective of this paper is to discuss what capabilities business models used within MDA have in order to provide as precise as possible transformations within the CIM from existing domain to planned one. The paper is organized as follows. Section 2 discusses distinct parts of the CIM. Some of business models that can be or were used as CIMs are discussed in Section 3. Section 4 analyzes capabilities that these business models have in order to make a planned domain in conformity with the existing one. Section 5 concludes main results and states further direction of research.
What is MDA Computation Independent Model?
Transformations are the main way of refinement of MDA models (see Fig.1 ). MDA foresees automated refining transformations starting from the PIM, namely, from PIM to PSM to code [1] . The reason of ignoring the CIM is that it is used to reflect information about the universe of discourse, i.e. about existing ("as is") as well as planned ("to be") domains (an organization and an application, correspondingly), while the PIM is used mostly to reflect information about a domain "to be" (and usually this is an application). Besides that, the CIM describes mostly business people's viewpoint on those domains, while the PIM describes software developers' viewpoint on the application. Thus, the CIM is described informally in most cases.
Generally, two kinds of transformations related to CIMs and PIMs can be defined [6] :
• Transformation from CIM to CIM. It is manual, intuitive, non-automatable transformation that is dedicated to refinement of a description and requirements of the business system "as is".
• Transformation from CIM to PIM. It is manual, intuitive, possibly automatable transformation that is dedicated to transition from requirements of the domain "as is" (business systems) to models of the domain "to be" (software system). Informal nature of CIMs hardens (or even makes it impossible) automation of transformations. However, a computation independent level has not to be ignored as it is done in modern applications of MDA, because the existing domain (the system "as is") is an environment where the solution (the system "to be") will operate. This means that system-to-be requirements are constraints on the world "as is". In other words, system-to-be requirements must be in compliance with the domain where these systems will operate. Fig.1 . Transformations between models within MDA As stated in [1] "…The requirements for the system is modeled in a computation independent model, CIM describing the situation in which the system will be used. Such a model is sometimes called a domain model or a business model." The term "business model" and related terms such as "a business fact", "a business rule" and "a business process" originated from business modeling. But what do they actually mean? According to [7] , a business model is a precise description of the business in its environment, by the business, in the language of business people, dedicated to business purposes (not necessarily IT). A model can be textual, tabular, graphic or a combination of them. If underpinnings of the business model are formal, then it is possible to handle this model by machine. Moreover, different objectives can require different models, thus it is necessary to determine purposes of construction of business models. A more complete description of a business model is given by Stan Hendryx in [8] : a business models is a "collection of related architectures or blueprints of, by, and for business people, aimed toward capturing ... the essential workings of the business (not IT capabilities per se) from a purely business perspective. A business model provides comprehensive answers to the six basic interrogatives: What? How? Where? Who? When? Why? In doing so, the business people intend to provide a sufficient understanding of the business that may be used in a variety of ways to solve business problems as perceived by business people, one of which is providing business requirements for information systems." Thus, a business model reflects some business knowledge. Usually business knowledge is expressed using words and phrases that business people know and understand, i.e. in other words by using terms. Business facts are constructed by using these terms as foundations, and express things that business people know about their own businesses. Business rules make a use of the facts in order to help in control of business operations and to ensure that business is executed in the way required by business people [9] . Summarizing all the above mentioned, a business model is able to reflect those parts and rules of the business that are not related to information systems as well as those ones that are related to information systems. Besides that, a business process can be considered as a category of a business model that focuses on transforming input resources to the output in order to add value for people inside and/or outside the business [8] . Hence, the CIM is the business people's modeling sandbox [10] . The CIM is mainly oriented on the business people. However, there are still discussions about what is suitable to be modeled as the CIM and how the CIM can be organized. And what does it mean "computation" and "computation independent"? The concept of "computation" comes from mathematics, where this means an algorithmic process that generates certain results by following an effective procedure. In turn, the poly-semantic concept of "information processing" comes from the control engineering, where this means things that are transmissible (mentally or physically) to the target point by virtue of messages. As stated in [11] , these two concepts were separated in cybernetics at the beginning, but as the years go by, they merged. However, when we speak about computation in the context of software development, it is necessary to understand that "computation" means rather digital computation than information processing as such. Thus, the CIM means a model that does not show exactly information processing by digital computation means. In other words, the CIM is allowed to reflect computation and logic without specification of participating actors or mechanisms. The CIM is allowed to specify that the computation or logical inference must be executed by a computer, but specification of how the computer organizes or performs this computation or logical inference is forbidden. Stan Hendryx stated in [7] that the CIM should not be defined in any way to limit what business people can say in the CIM, regardless of how much of a computational flavor it may or may not have: "Business process charts, business arithmetic, business formulae, and business decision tables ... all are always fair game in the CIM, to describe business terms, business facts, business processes, business events, business organization, business locations, and business policies." If IT people think that there is too much digital computation in the CIM, then the CIM must be modified in accordance with the decision made together by business and IT people after their discussions. By analyzing [7] , [10] , [12] , the CIM model can be organized in three main parts:
• CIM -Knowledge Model, [12] relates to the highest level of the CIM model levels. It reflects an enterprise from the holistic point of view, thus providing the general vision of the enterprise with focus on enterprise knowledge. This knowledge should be locally refined throughout sequential lower levels. The CIM -Knowledge Model may include three types of diagrams, namely, block, ontological and knowledge diagrams. The CIM -Business Model in [7] and [10] is a "pure" business model that is focused on the business scope and goals as well as terminology, resources, facts, roles, policies, rules, organizations, locations and events of concern to the business. However, it does not reflect system considerations. The scope of the CIM-Business Model must, at the minimum, include business functions served by the systemto-be. Authors in [12] defined three possible types of models within the CIM -Business Model:
Organizational Model, and two system models -Structural Model and Behavior Model. The Organizational Model can be described in terms of goals, organizational structure, analysis diagrams and business rule diagrams. In turn, the Structural Model includes product and resource diagrams, and the Behavior Model includes process and service diagrams. The CIM -Business Requirements for the System [10] contains the contract between the business and IT about what the business people expect the system-to-be (an application) to do. These expectations are expressed in precise terms, clearly indicating what parts of the business the system-to-be will automate. This model is built on and refers to the CIM -Business Model. This model contains functional requirements, system user interaction requirements, and environmental contracts:
• The functional requirements specify the information stored and processed by the system-to-be, the business rules and business processes that will be implemented in the system-to-be. However, there may be some information, business processes and business rules the business does not want to implement in the system-to-be.
• The system user interaction requirements describe the details of use cases, leaving out user interface technical details. It reflects data presentation and navigation requirements, and lookand-feel standards. Even though screen shots are discouraged as excessive in this model.
• The environment contracts specify the non-functional requirements for the system-to-be, including performance, throughput, availability, and reliability. Requirements need to be stated completely and unambiguously. Requirements may contain detailed technical specifications or reference to technical models if it is necessary from the business viewpoint.
Overview of business models used within MDA
In this paper, the main discussion relates to the two last defined CIM models, namely, the CIMBusiness Model (structural and behavioral models) and CIM -Business Requirements for the Systems. These models can be expressed by using models in different notations. However, there are several models, which are specially defined for business modeling by the OMG, namely, Semantics of Business Vocabulary and Business Rules (SBVR) and Business Process Modeling Notation (BPMN). These models as well as use cases and Topological Functioning Model (TFM) are described in brief in this section.
Semantics of Business Vocabulary and Business Rules
SBVR is the first specification developed by the OMG for the so called Model-Driven Business. The current is SBVR version 1.0 [13] . SBVR specification defines:
• Business Vocabulary, which is a special purpose language for specification of business terminology -concepts (including terms, names, and definitions), definitional rules, and advices of possibility; it serves as a natural language ontology, • Business Rules, which allow to specify business actions of an organization such as business policies, operative business rules, and advices of permissions. The framework of SBVR is suggested by John Hall in [14] . It states that the main auditory of SBVR is business people who usually use different natural languages and specialized vocabularies, in other words, the business people define context. By using SBVR they can specify meaning of business concepts, facts and rules by making a use of expression predefined for a concrete natural language. The created specifications are founded on a formal base, namely, semantic formulations and formal logic. The SBVR formalism [13] states that semantic formulations are not representations or expressions of meaning. Rather, they are structures of meaning -the logical composition of meaning. Using SBVR, the meaning of a definition or statement is communicated as facts about the semantic formulation of the meaning, not as a restatement of the meaning in a formal language. There are two kinds of semantic formulations:
• Logical formulations that structure propositions, both simple and complex. Specializations of that kind are given for various logical operations, quantifications, atomic formulations based on fact types and other formulations for special purposes such as objectification and nominalization; • Projections that structure intensions assets of things that satisfy constraints; projections formulate definitions, aggregations, and questions. There are several things in SBVR taken from formal logics [13] . Static constraints may typically be expressed as logical formulations that are equivalent to formulae in 2-valued, first-order predicate calculus with identity. The rule formulations may use any of the basic alethic or deontic modal operators. These modal operators are treated as proposition-forming operators on propositions (rather than actions). Other equivalent readings may be used in whatever concrete syntax is used to originally declare the logical rule (e.g., "necessary" might be replaced by "required," and "obligatory" might be replaced by "ought to be the case"). Every constraint has an associated modality, determined by the logical modal operator that functions explicitly or implicitly as its main operator.
Business Process Modeling Notation
There has been a lot of activity in developing execution languages for Business Process Management (BPM) systems in the past few years. The key element of such languages is that they are optimized for operation and interoperation of the BPM systems. Optimization of these languages for software operations renders them less suited for direct use by humans to design, manage, and monitor business processes. At the same time, business people are very comfortable with visualizing business processes in an informal flow-chart format. This creates a technical gap between the format of the initial design of business processes and the format of the languages that will execute these business processes [15] . Business Process Modeling Notation (BPMN) provides a Business Process Diagram (BPD), which is designed for use by the people who design and manage business processes. BPMN also provides a mapping to an execution language of the BPM systems. BPMN will also advance the capabilities of traditional business process notations by inherently handling business process concepts, such as public and private processes and choreographies, as well as advanced modeling concepts, such as exception handling, transactions, and compensation [15] . BPMN allows specifying organization's private (internal) and abstract (public) business processes as well as collaboration (global) processes. However, not all of them can be mapped to the executable languages. Detailed private business processes can describe "as-is" or old business processes as well as "to-be" or new business processes. Besides that, BPMN enables describing of relationships from the detailed private business processes to both abstract and collaboration processes [15] .
Use cases for business purposes
Being introduced by Ivar Jacobson, the term use case is widely known since 1987. Use cases have become a very popular technique of the OOA together with elaboration of Unified Modeling Language from the end of 1990s. I. Jacobson et al. [16] offered a use case model as a means for requirements model representation. This model should specify all the functionality of the system and support traceability. But the use case model is only a part of the requirements model. The main aim of use case introducing was to improve traceability between the functional requirements specification and an analysis model since the requirements specification is usually represented in an only textual description, and "it was usual that one "forgets" requirements in the requirement specification". Therefore, in order to overcome this problem and improve traceability Jacobson et al. separated three parts of the requirements model that applies use cases:
• A use case model that defines what exists outwards the system and what should be done by the system, • Interface description, and • A problem domain object model. All these three parts of the requirements model are application-oriented. Use cases may be described in different levels of detail -it depends on the point of view the use cases describe. There are three concepts associated with the use cases -actors, use cases and the subject. The latter one defines the boundary of the system-to-be. Actors always represent entities that are outward the subject, i.e. outward the system under consideration. One or more use cases might be used for specification of the required behavior of the system; use cases define offered behavior of the subject without reference to its internal structure, i.e. implement the so-called "black box" approach. Use cases, actors and subjects are described in the use case diagram. The same use case can be associated to several subjects. In time, software developers have distinguished system and business use cases. A business use case is a stereotype of a usual use case introduced for purposes of business modeling. Business use cases specify the functionality of the business in order to be used to drive application development. Actors are users and systems that interact with the business. A business object model related to the business use case model describes entities -departments, paychecks, systems -and their interactions in order to provide functionality necessary to the implementation of the business use cases [17] . The main attraction of use cases is their simplicity, informality and business-orientation. However, their main disadvantages are also founded in their informality -their usage is not systematic in comparison with systematic approaches, which allow identifying all of the system requirements. They do not give any answer on questions about completeness and unambiguousness of them, conflicts among them and change affects on other use cases.
Topological Functioning Model

A topological functioning model (TFM) was developed in 1960s at Riga Technical University by Janis Osis. A topological functioning model is represented in the form of a topological space (X,θ), where
X is a finite set of functional features of the system under consideration, and θ is the topology that satisfies axioms of topological structures and is represented in the form of a directed graph. The necessary condition for creating the topological space is a meaningful exhaustive verbal, graphical, or mathematical description of the system. Properties of the TFM are topological (connectedness, closure, neighborhood, and continuous mapping) and functional (cause-effect relations, cycle structure, inputs and outputs). These properties set model capabilities such as formal separation of subsystems, formal abstraction and refinement of models, and analysis of similarities and differences of functioning systems [18] . The common characteristic of functionality of all systems (technical, business, or biological) is feedback cycles. The TFM reflects such feedbacks as cycles of an oriented graph. The proper analysis of cycles is mandatory in creating the TFM, because it supports careful analysis of system's operation and interaction with its environment [2] . Construction of the TFM consists of the following steps: a) Definition of business functional characteristics -objects and their properties, external and partially-dependent systems, and functional features b) Introduction of the topology between functional features, and c) Separation of the TFM. This process is described in detail in [4] , [5] . Each TFM functional feature is a unique tuple <A, R, O, PrCond, PostCond, E, S>, where:
• A is an object's action, • R is a result of this action (optional),
• O is an object or objects that receive the result or that is used in this action (for example, a role, a time period, a catalog, etc.), • PrCond is a set PrCond = f(c 1 , …, c i ) , where c i is a precondition or an atomic business rule (it is an optional element), • PostCond is a set PostCond = f(c 1 , …, c i ) , where c i is a post-condition (it is an optional element), • E is an entity responsible for action performing; this can be an external or partially-dependent system; • S is functional feature's belonging (subordination) to system's functionality (inner or external).
Each precondition, post-condition and atomic business rule must be either defined as a functional feature or assigned to the already defined functional feature. A form of the textual description is
<action>-ing [the <result>] [to,into,in,by,of,from] a(n) <object>, [PrCond, PostCond] E, S.
For example, "Checking out the availability of a copy, PrCond = {a valid reader account}, E is a librarian, S is inner". Cause-and-effect relations are visualized as arcs of a digraph that are oriented from a cause vertex to an effect vertex. Each chain that cause-and-effect relations form must be checked whether it creates a cycle. The cycles of system functioning must be investigated before starting further analysis. There must be at least one cycle that describes main functionality of the system under consideration. By mapping functional requirements onto the TFM of the system-as-is, it is possible to obtain a formal business model of the system-to-be. The TFM can be formally transformed onto the conceptual class diagram. Application of the TFM has evident advantages:
• The TFM heightens a degree of formality within the CIM. Its functional and topological properties offer mathematics that is not very complex.
• Careful analysis of TFM cycles enables making a decision about acceptability of changes in problem domain's functioning before implementation of those changes.
• The TFM is a basis for a new formalized approach for creation of use cases. Using the TFM, some limitations of functional description by use cases can be solved, namely, information capturing, thinking limitation, and completeness checking. The latter means that the TFM provides completeness of use cases, avoids conflicts among use cases, and shows their affect on each other.
Model capabilities
All the discussed models are intended for use in business domain modeling. However, it is interesting to analyze what parts of the CIM they reflect and what formal mechanisms they use to relate the domain "to be" to the domain "as is". The defined features are explained in Table 1 , and their values (based on studied specifications or research) are given for each model in Table 2 . Table 1 defines the following common features related to both domain "as is" and domain "to be": determination of structural contents, dynamic contents, and boundaries. Additional features referred the domain "to be" concern different kinds of requirements, namely, functional, interaction requirements and environmental contracts. The remaining features -a part of the CIM, formal underpinnings and domain conformity illustrates interdomain properties of the models. Dynamic contents of the domain "as is"
Specification constructs for the dynamic content of the business domain 5
Structural contents of the domain "to be"
Specification constructs for the static content of the application domain 6
Dynamic contents of the domain "to be"
Specification constructs for the dynamic content of the application domain 7 "As is" boundaries The technique used for identification of the domain "as is" boundary 8 "To be" boundaries The technique used for identification of the domain "to be" boundary
Nr.
Feature Name Feature Description 9
Functional requirements The way of specification of the functional requirements 10
Interaction requirements The way of specification of the interaction requirements 11
Environmental contracts The way of specification of the non-functional requirements 12
Domains conformity Conformity of requirements to the domain "as is" 
Conclusions
This paper discussed a use of business models as a computation independent model within MDA. It was determined that the CIM contains three parts -the knowledge model, business model and business requirements for the system. Thus, a business model (in general sense) is only one part of the CIM. Separation between a business model and business requirements illustrates that the CIM can be used to define the domain "as is" as well as the domain "to be", but making these two domains in conformity is still a challenge. This paper has analyzed capabilities of four business models expressed in terms of SBVR, BPMN, use cases and TFM in order to determine what parts of the CIM they cover and how they relate the domain "to be" to the domain "as is". Twelve basic features were defined in order to analyze capabilities of these models to be CIMs suitable for further development of MDA. The more critical criteria (taking into account the necessity of further transformation from CIM to PIM) are formal underpinnings of the models, their capability to define (and separate) both domain boundaries formally, and to represent both dynamic and structural contents of domains, thus providing (at least) possibility to develop formal mechanisms for making conformity between domains. These formal mechanisms would allow automating transformation from CIM to PIM. After defining the twelve basic features and analyzing capabilities of these models, the results of the analysis are as follows:
• None of four models completely covers all parts of the CIM. However, SBVR is less suitable for analysis of the domain "to be" that other models.
• Only use cases do not have even minimal formal foundations.
• Only SBVR uses its own constructs for definition of domain structure and behavior. Other models use additional, borrowed constructs.
• Only SBVR and TFM use formalism for identification of domain boundaries and for making conformity between them. Therefore, the main result is the absence of the model that would be able to provide all necessary capabilities. If a model has enough formalism, it does not have enough constructs to cover all aspects that should be represented in CIMs. The only way is to map (and introduce if necessary) formal underpinnings of models more suitable for those objectives in order to make a use of their combinations. Thus, such "parts" of the formal CIM could be formally transformable to the PIM by keeping conformity to "business" information in further phases of development. The further research will be related to a use of SBVR and TFM together in order to get that formal and complete CIM. 
