Summary: De novo genome assembly of next-generation sequencing data is a fundamental problem in bioinformatics. There are many programs that assemble small genomes, but very few can assemble whole human genomes. We present a new algorithm for parallel overlap graph construction, which is capable of assembling human genomes and improves upon the current state-of-theart in genome assembly. Availability and implementation: SAGE2 is written in C þþ and OpenMP and is freely available (under the GPL 3.0 license) at github.com/lucian-ilie/SAGE2.
Introduction
Next-generation sequencing has revolutionized our understanding in biological sciences. The ability to obtain a genome sequence quickly and at a low cost impacts many areas of biological research, such as cancer, genetic disorders, infectious diseases, personalized medicine, etc. The Illumina technology is the dominant platform due to its extremely low cost and accuracy. For this reason, most genome assembly programs have been developed specifically for Illumina data.
We present a new approach to parallel overlap graph construction, which allows for the accurate assembly of short reads. This new algorithm is based on SAGE (Ilie et al., 2014) , which has been shown to work well for small genomes. We show that the new implementation not only improves upon the current state-of-the-art for small genomes, but also for large genomes such as human. We present a comprehensive testing of whole human genome assembly. It includes the assemblies of six human genomes from Illumina HiSeq datasets. This is an important evaluation of the state-of-the-art for anyone performing assembly of any whole species genomes.
Materials and methods
Due to its serial implementation, SAGE is only capable of assembling small genomes. Since it reduces transitive edges during overlap graph construction, it is not capable of being parallelized. We have designed and implemented an approach to overlap graph construction, which is parallel and allows for the effective assembly of human datasets.
We have also parallelized most of the pipeline in SAGE2 and have implemented a new scaffolding algorithm that increases the length of the scaffolds and reduces the number of breakpoints. Our new implementation significantly reduces running time, reduces breakpoints and produces longer contigs and scaffolds than the previous algorithm.
Results and discussion
We have compared SAGE2 against three current state-of-the-art assemblers: ABySS (Simpson et al., 2009 ) version 1.9.0, SGA (Simpson and Durbin, 2012) version 0.10.13 and SOAPdenovo2 (Luo et al., 2012) version 2.04. For this comparison we chose the datasets shown in Table 1 . All datasets were downloaded from the Sequence Read Archive website (http://www.ncbi.nlm.nih.gov/sra), except GIAB, downloaded from the National Institute of Standards and Technology's Genome in a Bottle project (https://github.com/gen ome-in-a-bottle/giab_data_indexes).
All tests were performed with an Intel Xeon 2.2 GHz processor using 32 cores and 1TB of RAM. Assembly evaluation was performed using LASER (Khiste and Ilie, 2015) . The quality of a genome assembly is usually assessed using NGA50 (note that this represents contig NGA50), the longest alignment, the number of Table 2 show that SAGE2 performs as well or better than the current state-of-the-art. SAGE2 has the largest NGA50 values and the longest alignment for four of the five human datasets, and the only program with a higher NGA50, SGA, has nearly twice the breakpoints. SAGE2 also has the lowest number of breakpoints for two of the five human datasets and is close to the lowest for the other datasets. For better visualization, we plotted in Figure 1 the NGA50 values over the number of breakpoints. ABySS has a slightly different way of computing the assembly. ABySS unitigs are the closest to what other programs call contigs but ABySS does not use paired-end information when computing those, whereas the other programs do. ABySS does use paired-end information to compute contigs, but its contigs contain gaps, unlike the contigs computed by other programs. Therefore, for a fair comparison, we have included both unitigs and the contigs broken at gaps in Figure 1 . Note that the NGA50 increases significantly but at the expense of significantly more breakpoints (Supplementary Tables S20 and S21) .
We tried also the DISCOVAR de novo assembler (Weisenfeld et al., 2014) for the GIAB dataset, because it is designed for read length of 250. The results for the GIAB human dataset are not shown because we could only obtain alignment results for some of the programs, see Supplementary Material for details. From the partial tests we obtained on the GIAB dataset, ABySS performed better than SAGE2 for both NGA50 and breakpoints (Supplementary Table S9 ).
For scaffolds (Supplementary Tables S10-S15 ), SOAPdenovo2 has a large scaffold NGA50 but much more breakpoints than the rest. Excluding SOAPdenovo2, SAGE2 has again the largest scaffold NGA50 values and the longest alignment, SGA has the fewest breakpoints (but low scaffold NGA50) and ABySS has the highest genome fraction covered.
For smaller datasets, we have included results for Caenorhabditis elegans and Drosophila melanogaster (Supplementary Tables S16-S19 ). SAGE2 has the largest NGA50 and the longest alignment in the majority of cases. ABySS usually has the fewest breakpoints, with SAGE2 following closely.
Concerning speed, SOAPdenovo2 was the fastest (<1 day), SGA the slowest (5-19 days); SAGE2 came second (<2 days) followed closely by ABySS (>2 days). About memory, SGA used the least (<100GB) while the other three assemblers were comparable. It is worth noticing that SAGE2 scaled the best with read length; this was the most obvious for the GIAB dataset where SAGE2 used under 300GB, ABySS used almost 900GB and SOAPdenovo2 ran out of space with 1TB.
Conclusions
Our comparisons are some of the most comprehensive testing of whole human genome assembly results to date. Our results show that SAGE2 performs as good as or better than the current state-ofthe-art due to the large NGA50, long alignments and few breakpoints. The closest competitor in our tests is ABySS.
SAGE2 is based on the overlap graph, so our direct competitor is SGA. Our comparison shows that SAGE2 produces more contiguous and correct assemblies than SGA; the only advantage SGA has is lower memory requirements. SAGE2 shows also that overlap graphbased assemblers can successfully compete with state-of-the-art de Bruijn graph-based assemblers like ABySS and SOAPdenovo2. 
