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Capitolo 1
Introduzione
Il lavoro di tesi ha arontato lo studio, l'uso e il confronto dei
principali ambienti di sviluppo software ispirati alla Model Driven
Architecture (MDA).
La MDA si basa su standard aperti stabiliti al Object Manage-
ment Group (OMG) e ha due idee ispiratrici: lo sviluppo di sistemi
software come trasformazione di modelli e la separazione degli as-
petti legati alle funzionalità del sistema da realizzare dagli aspetti
legati all'implementazione e alla piattaforma su cui il sistema sarà
installato.
L'approccio MDA prevede: la denizione di un modello degli aspetti
concettuali dell'applicazione in un ambiente graco (il linguaggio di
modellazione è di fatto UML); un modello dell'architettura, spesso
basato su Cartridge; un generatore che prende in input i due
modelli prodotti, li fonde per generare l'applicazione.
I principali strumenti di supporto a questo modello di sviluppo,
considerati in questa tesi, sono AndroMDA e OpenArchitecture-
Ware.
L'interesse per questo argomento è nato in azienda. Da tempo la-
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voro presso la Aim Consulting di Pontedera, e da circa un anno
sono stata inserita in un progetto realizzato usando AndroMDA.
L'inserimento è stato a bomba, come spesso capita negli ambi-
enti lavorativi. Il mio contributo doveva essere l'estensione di un
sistema realizzato da altre persone, persone che, tra l'altro, non
lavoravano più in azienda. Armata di una specica UML da mod-
icare e della promessa poi esportando questi diagrammi viene
generato automaticamente il codice, sono partita. Ho notato che
pur non conoscendo assolutamente le speciche del progetto, sono
riuscita comunque in breve tempo ad avere una panoramica del
progetto, a capire cosa orivano i servizi e quali strutture erano
presenti per implementare tali servizi. Così, in parallelo a questo
progetto da nire come meglio possibile e con scadenza ieri, ho
deciso, in accordo con l'azienda, di approfondire lo studio di MDA
e analizzare altri strumenti di supporto per valutare se continuare
a usare AndroMDA o adottarne uno diverso.
Per il confronto sono stati deniti alcuni casi di studio: il pri-
mo banale, usato principalmente per acquisire dimestichezza con
i vari strumenti, i successivi di crescente complessità. Caratter-
istica comune di questi esempi è di basarsi su una architettura a
servizi.
La Service Oriented Architecture (SOA) sta emergendo come un
nuovo paradigma di computazione basato su entità computazion-
ali autonome e indipendenti dalla piattaforma (chiamate servizi)
che possono essere descritte, pubblicate, scoperte e composte in
modo dinamico, per ottenere sistemi e applicazioni distribuiti e
interoperanti.
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Il successo generalizzato che questo paradigma sta conoscendo è
provato dagli sforzi e dalle risorse che molte grosse compagnie stan-
no investendo nello sviluppo e la pubblicazione di servizi, in partico-
lare attraverso Internet, come web services. MDA da un approccio
per lo sviluppo di servizi di business con un'architettura SOA.
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1.1 Struttura della tesi
Nel capitolo 2 vengono descritti i concetti base, le speciche e le
regole della Model Driven Architecture. Nel capitolo 3 viene anal-
izzato il rapporto fra MDA e SOA, con particolare attenzione ai web
services. Nel capitolo 4 vengono descritti i progetti a cui ho con-
tribuito realizzati con MDA all'interno della azienda dove lavoro.
Nel capitolo 5 si descrivono genericamente i casi di studio arontati
con i due tool openArchitectureWare e AndroMDA. I capitoli 6 e 7
sono dedicati allo studio rispettivamente del tool openArchitecture-
Ware e del tool AndroMDA con la descrizione dettagliata dei casi
di studio visti per ciascun tool. Il capitolo 8 si occupa dello studio
della composizione dei servizi. Nel capitolo 9 vengono confrontati i
2 tool e vengono descritte le conclusioni a cui sono arrivata.
Capitolo 2
Introduzione a MDA
Model Driven Architecture (MDA) è un approccio per lo sviluppo
del software, è supportato dall'Object Management Group (OMG)
[1]. L'obiettivo di MDA è quello di separare la progettazione della
realizzazione delle funzionalità di un'applicazione (business logic)
dalla piattaforma tecnologica sottostante, in modo che i cambia-
menti nella piattaforma non pregiudichino le applicazioni esistenti e
la business logic possa evolvere indipendentemente dalla tecnologia
di base. MDA è l'approccio più noto a Model Driven Engineering,
tanto che i due concetti sono spesso confusi [2]. Uno strumento
che implementa i concetti di MDA consente agli sviluppatori di
denire la business logic, produrre modelli dell'applicazione e, solo
in seguito, generare il codice attraverso varie trasformazioni per la
piattaforma di destinazione. Il principale vantaggio di questo ap-
proccio è che si separano i livelli dello sviluppo del software. La
MDA permette di costruire un'applicazione partendo da modelli
UML deniti da analisti di business senza alcuna competenza sul-
la piattaforma di sviluppo e di esecuzione. L'analista di business
eviterà di preoccuparsi di quale particolare piattaforma tecnologica
8
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realizzerà i requisiti. Inoltre l'applicazione è specicata e imple-
mentata in maniera indipendente dalla piattaforma. La business
logic non è più mescolata con le speciche tecnologiche: non è più
necessario coinvolgere un programmatore Java per aggiungere ad es-
empio un piano tariario, basterà cambiare un modello senza dover
immergersi in linee di codice.
Invece di scrivere codice specico per una determinata piattafor-
ma, gli sviluppatori di software si concentreranno sullo sviluppo
di modelli che sono specici per il dominio dell'applicazione ma
indipendenti dalla piattaforma. L'uso di MDA riduce i tempi di
sviluppo e permette allo sviluppatore di concentrarsi sulla logica di
business, ignorando la piattaforma di destinazione e i dettagli delle
infrastrutture.
Nello specico, MDA prevede 3 tipi di modelli e delle trasformazioni
model to model. Queste permettono di convertire un modello in
un altro modello in modo semi-automatico. I requisiti del sistema
sono modellati in un Computation Independent Model (CIM). Par-
tendo dal CIM si può generare con una trasformazione model to
model un Platform Independent Model (PIM) che consiste in un
modello dettagliato del sistema, sempre rimanendo indipendente
dalla piattaforma. Dal PIM, sempre con una trasformazione model
to model si può generare un Platform Specic Model (PSM) che
modella il sistema usando la specica di una particolare piattafor-
ma. Solo inne con una trasformazione model to code sarà possibile
generare il codice.
MDA oltre ad aver raggiunto il suo obiettivo di permettere ad
analisti di business senza alcuna competenza sulla piattaforma di
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creare un progetto completo, ha permesso anche altri sviluppi utili
al programmatore:
- l'applicazione è specicata indipendentemente dalla piattaforma;
questo implica un possibile riuso del modello al variare della pi-
attaforma senza aver bisogno di costruire una nuova applicazione;
- anche con il passare del tempo e con lo sviluppo delle tecnolo-
gie il PIM rimane lo stesso senza aver bisogno di aggiornamenti o
cambiamenti.
- se, viceversa, è necessario modicare la business logic, è sucente
modicare il diagramma UML iniziale. Le modiche al codice si
ottengono riapplicando le trasformazioni di modello. Quindi, mod-
icando il modello, si ha praticamente a disposizione già il codice
modicato.
- lo schema concettuale iniziale di cui si ha bisogno, spesso un gra-
co UML che in maniera abbastanza dettagliata descrive il lavoro che
è necessario fare, è utile anche come documentazione del lavoro fat-
to. Naturalmente se questo modello iniziale è fatto da esperti del
dominio sarà molto più dettagliato e accurato proprio nei dettagli
del dominio dell'applicazione. Avere una documentazione del lavoro
in maniera precisa tornerà utile se a distanza di tempo un program-
matore dovrà capire l'applicazione per apportare qualche modica;
il graco UML mostrerà tutta la struttura del progetto in maniera
chiara.
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2.1 Computation independent model
Un CIM fornisce una visione del sistema in modo indipendente
dalla computazione [1, 3]. Un CIM non contiene i dettagli della
struttura del sistema ma è considerato una visione ad alto livello.
Svolge un ruolo importante nel colmare il divario tra coloro che sono
esperti del dominio con le sue esigenze e quelli che sono esperti di
progettazione e costruzione che insieme soddisfano i requisiti del
dominio. Il CIM non ha l'obbligo di essere computazionalmente
valido ma deve servire come base per far interagire chi si occupa di
business e chi va poi realmente a realizzarlo. Nel CIM si modellano
i requisiti del sistema descrivendo il modo in cui il sistema verrà poi
utilizzato. Tale modello è talvolta chiamato modello del dominio o
modello di business. Esso può nascondere molte o perno tutte le
informazioni sull'uso dei sistemi di trattamento automatico dei dati;
tipicamente è indipendente da come il sistema verrà implementato.
Il CIM è un modello del sistema che mostra l'ambiente in cui andrà
ad operare; aiuta quindi a rappresentare esattamente che cosa il
sistema deve fare. Questo è utile non solo come aiuto per capire
il problema, ma anche come fonte di un vocabolario comune per il
suo uso in altri modelli.
Si presume che l'utente principale del CIM sia il consulente azien-
dale o il professionista del dominio. L'utente del CIM non deve
conoscere i modelli o gli artefatti usati per costruire l'applicazione
partendo dai requisiti deniti nel CIM. Il CIM specica le funzioni
del sistema senza mostrare i dettagli costruttivi.
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2.2 Platform independent model
Un PIM è un modello del sistema indipendente dalla piattaforma,
in modo da essere adatto per una serie di piattaforme diverse [1, 3].
Un PIM descrive il sistema ma non mostra i dettagli del suo uso
sulla piattaforma. Si può considerarlo come un arricchimento del
CIM con alcune informazioni che permettono di vedere il modello
meno ad alto livello e non solo dal punto di vista dell'analista.
Possiamo dire che un PIM descrive la costruzione di un sistema in
modo esaustivo e rigoroso nell'ambito di quel particolare dominio
(senza dettagli di implementazione).
Una caratteristica importante è la categoria alla quale gli elementi
del sistema appartengono. Nel caso di MDA si comincia con un
modello di un'impresa. Dalla traduzione del modello si cerca di
convertire questo modello in un modello di un sistema software.
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Figura 2.1: Trasformazione PIM - PSM
2.3 Platform specic model
Un PSM fornisce una visione del sistema specico alla piattaforma
[1]. Esso combina le speciche del PIM con i dati che descrivono in
che modo tale sistema utilizza una particolare piattaforma, come
da Fig. 2.1.
Un modello della piattaforma ore una serie di concetti tecnici
che rappresentano i diversi tipi delle parti che compongono una
piattaforma e i servizi forniti da tale piattaforma. Esso prevede an-
che, per la denizione in un PSM, concetti che rappresentano i vari
tipi di elementi da utilizzare per specicare l'uso della piattaforma
da parte di un'applicazione. Il PIM e le informazioni sulla piattafor-
ma sono combinate con la trasformazione per la produzione di un
PSM. Questa visione è molto generica: ci sono molti modi in cui tale
trasformazione può essere eettuata. Indipendentemente da come è
stata realizzata, la trasformazione produce, partendo da un PIM, un
modello specico per una particolare piattaforma. Il PSM prodotto
dalla trasformazione è un modello dello stesso sistema del PIM. Un
PSM può prevedere più o meno dettagli, a seconda del suo scopo.
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Il PSM sarà un'implementazione del PIM se si dispone di tutte le
informazioni necessarie a costruire un sistema, o può agire come un
PIM ulteriormente perfezionato che può essere direttamente imple-
mentato. Il PSM può fornire una varietà di informazioni dierenti,
come il codice del programma, i tipi CORBA dell'implementazione,
il programma di collegamento e il caricamento delle speciche, i de-
scrittori dell'implementazione e altre forme di congurazione delle
speciche.
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Figura 2.2: Processo di marcatura
2.4 Marcatura
Per prima cosa viene scelta un piattaforma; bisogna cercare o creare
una mappatura per questa piattaforma [1]. Una mappatura rap-
presenta un concetto del PSM ed è applicata a un elemento del
PIM per indicare come questo elemento verrà trasformato. Questa
denisce, quindi, un'insieme di segni che vengono utilizzati per con-
trassegnare gli elementi del PIM. Questi elementi marcati guidano
la mappatura del PIM nel PSM. Processo di Fig. 2.2.
Bisogna anche denire delle regole per la marcatura degli elementi.
Questo può essere fatto a mano o in automatico. In quest'ulti-
mo caso possono essere scelti tutti i possibili approcci; OMG non
denisce scelte speciche. Le regole sono previste in due fasi: la
fase di marcatura e la fase di mappatura.
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2.5 Model to model transformation
La trasformazione model-to-model è il processo per convertire un
modello in un altro modello; per esempio la trasformazione di un
PIM in un PSM. Un modello è una rappresentazione di oggetti della
realtà conforme ad un metamodello. Un metamodello rappresenta
un insieme di costrutti di modellazione conformi alla denizione di
sintassi astratte (concetti, relazioni e conformità delle regole), alla
denizione della sintassi concreta (forme, strutture, schemi XML),
alla denizione dei domini semantici (l'ambito astratto in cui i mod-
elli hanno signicato) e conformi alla denizione di mapping fra
domini o piattaforme.
Come da Fig. 2.3, il metamodello A denisce un linguaggio generico
(molto spesso UML) nel quale viene espresso il PIM (nella gura
Model 1). Il metamodello B specica il linguaggio dipendente dalla
piattaforma con il quale verrà espresso il PSM (che nella gura
può essere il modello 2). Applicando un modello di trasformazione
posso trasformare il modello 1 (PIM) nel modello 2 (PSM).
Queste trasformazioni possono essere manuali o automatiche. Ci
sono diversi approcci che permettono di mettere in un modello le
informazioni necessarie per la trasformazione da PIM a PSM.
Il range di possibilità delle trasformazioni può essere rappresentato
da 4 diversi approcci: trasformazione manuale, trasformazione di un
PIM usando un prolo, trasformazione usando pattern e marking e
trasformazione automatica.
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Figura 2.3: Trasformazione model-to-model
2.5.1 Trasformazione manuale
Durante il processo di sviluppo bisogna prendere decisioni conformi
ai requisiti specici della piattaforma su cui si andrà ad operare. Si
tratta di un approccio utile perché queste decisioni sono prese con-
siderando il contesto specico della piattaforma. Concretamente si
deve andare a prendere il PIM e si deve trasformarlo in un PSM
andando manualmente ad aggiungere le informazioni relative alla
piattaforma. Viene quindi ranato il PIM e arricchito delle infor-
mazioni speciche facendolo diventare un PSM. Questo processo
di trasformazione manuale non è molto dierente da come hanno
lavorato in questi anni i design di software. MDA aggiunge valore
in 2 modi:
- la distinzione esplicita tra PIM e PSM
- l'insieme delle trasformazioni cioè, le informazioni con cui si è
arricchito il PIM
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2.5.2 Trasformazione di un PIM usando un prolo
Un PIM può essere trasformato in un PSM cercando di arricchirlo
con dettagli più specici (proli) e poi con le informazioni relative
alla piattaforma. La trasformazione può comportare la marcatu-
ra del PIM usando marchi forniti con il prolo specico della pi-
attaforma. Un prolo (stereotipi e target value) serve ad estendere
il metamodello e denire trasformazioni tra i nuovi metamodelli
o comunque per gli elementi stereotipati. Un esempio concreto è
PANTA per coopservice: il PIM che loro utilizzavano era troppo
distante dal codice che doveva essere generato e lasciava troppi gra-
di di libertà agli sviluppatori. Hanno scelto quindi di introdurre
una gura, l'architetto tecnico, che si è preso in carico i PIM e gli
ha aggiunto una serie di proli trasformando così il PIM in un PIM
più vicino al PSM.
2.5.3 Trasformazione usando pattern
I pattern, che sono modelli parametrizzati che specicano parti-
colari tipi di trasformazioni, vengono usati per indicare gruppi di
elementi nel modello iniziale e mapparli in un gruppo di elementi
nel modello di arrivo. Tutti gli elementi nel PIM che corrispon-
dono ad un particolare pattern saranno trasformati in istanze di un
altro pattern nel PSM. Bisogna cioè andare a denire il PIM cre-
ato seguendo un determinato pattern che contiene le informazioni
relative alla piattaforma per trasformare il PIM in un PSM.
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2.5.4 Trasformazione automatica
Ci sono contesti in cui un PIM è in grado di fornire tutte le in-
formazioni necessarie per l'implementazione e non c'è bisogno di
aggiungere marchi o usare dati provenienti da proli addizionali al
ne di essere in grado di generare codice [1]. E' possibile per uno
sviluppatore costruire un PIM che è completo implementando nei
tool, template, librerie, ecc, le decisioni architetturali. Lo svilup-
patore può specicare il comportamento richiesto direttamente nel
modello. Esistono tool in grado di fare trasformazioni automatiche
inglobando un modello della piattaforma; questo rende il PIM com-
putazionalmente completo, contiene cioè tutte le informazioni nec-
essarie per produrre il codice del programma. In questo contesto lo
sviluppatore non ha mai bisogno di vedere un PSM; non è neces-
sario aggiungere informazioni addizionali al PIM diverse da quelle
che già sono disponibili nel tool di trasformazione. Il tool inter-
preta il modello direttamente nel codice del programma. Questa
trasformazione sarà più chiara nello studio di AndroMDA.
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2.6 Model to code transformation
In generale possiamo vedere la trasformazione model-to-code come
un caso speciale della trasformazione model-to-model; abbiamo in
più solo bisogno di fornire un meta-modello per il linguaggio di
programmazione target [4].
La trasformazione model-to-code è uno strumento che può trasfor-
mare un PIM direttamente in codice senza passare dal PSM [1].
Tale strumento può anche produrre un PSM per utilizzarlo nel
debug o nella comprensione di tale codice.
(1)Ci sono contesti in cui un PIM è in grado di fornire tutte le
informazioni necessarie per l'implementazione e non c'è bisogno di
aggiungere marchi o utilizzare i dati di altri proli al ne di es-
sere in grado di generare codice. Lo sviluppatore può specicare
il comportamento richiesto direttamente nel modello; questo rende
il PIM computazionalmente completo, cioè che contiene tutte le
informazioni necessarie per la produzione di codice. In questo con-
testo lo sviluppatore non ha mai bisogno di vedere un PSM, ne è
necessario aggiungere ulteriori informazioni al PIM. Lo strumento
di trasformazione interpreta direttamente il modello o trasforma il
modello direttamente in codice.
(2)Esiste, oppure, il contesto in cui partendo da un PIM ben det-
tagliato si può avere un metalinguaggio (per esempio business pro-
cess language, BPL) che ha i costrutti che possono fare tutto quello
che fa un linguaggio a basso livello. Eleborando questo linguaggio
posso passare direttamente al linguaggio specico della piattafor-
ma senza passare quindi alla costruzione del PSM. Il metalinguaggio
non è debuggabile, ma è gestibile solo dalla macchina.
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(3)Inne posso avere la trasformazione dal PSM al codice utilizzado
il compilatore come strumento di generazione del codice.
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2.7 Uso
In linea di principio il processo di costruzione inizia con la denizione
del CIM, o modello di dominio [3]. Il CIM sarà denito da un
analista in collaborazione con l'utente.
Il CIM sarà poi trasformato in un PIM con un Enterprise Architect.
Questo aggiunge la sua conoscenza dell'architettura al CIM senza
mostrare i dettagli della piattaforma utilizzata.
Per completare il processo di costruzione creando il PSM, il PIM
risultante avrà bisogno delle informazioni sulla piattaforma. È
quindi necessario un modello dettagliato della piattaforma che può
fornirlo uno specialista della piattaforma per poter risucire a creare
il PSM e passare alla trasformazione.
Il PSM risultante può essere un'implementazione se fornisce tutte
le informazioni necessarie per costruire un sistema e le mette nelle
operazioni. In questo processo la conoscenza viene aggiunta ad
ogni passo da professionisti diversi. La sda principale è la trasfor-
mazione tra dierenti modelli. Gli approcci tradizionali di trasfor-
mazione sono per lo più inecienti perché non vengono utilizzati
modelli formali; senza questi modelli non è possibile denire una
trasformazione formale che possa essere automatizzata; in pratica
il processo da CIM a PSM potrebbe essere molto più complesso.
Tra alcuni modelli possono essere presenti dierenze tali da non
poter eettuare la trasformazione diretta. In tal caso molti model-
li interconnessi possono consistere in dierenti livelli di astrazione.
Un PIM si può trasformare in un PIM più dettagliato per varie
volte. Un PIM, per esempio, può essere passo dopo passo arricchi-
to con informazioni speciche della piattaforma, all'ultimo risul-
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tando un PSM. Il PSM può a sua volta essere tradotto in un
PSM più dettagliato no a quando non si raggiunge il livello di
implementazione.
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2.8 Discussioni su MDA
Secondo la mia esperienza, per progetti piccoli non vale la pena di
studiarsi MDA, installare e capire come funziona uno strumento di
supporto. Se però iniziamo a capire che conoscere un tool in più
non fa mai male e se vediamo il tutto nell'ottica di un'ambiente
lavorativo dove i progetti sono grossi e spesso vengono riutilizzati
componenti, tutto lo studio di MDA inizia ad avere un senso. Cer-
to, inizialmente bisogna spendere un po' di tempo (che spesso non
si ha) per capire come funziona e per installare e sistemare l'am-
biente per l'utilizzo; ma questo tempo è il tempo che si impiega
sempre quando da un tool bisogna passare ad un altro e ci tuamo
nella nuova scoperta senza sapere se veramente tutta quella fatica
porterà a qualcosa. Quindi, armati di santa pazienza e duciosi
che questo tempo porterà a qualcosa conviene cercare di utilizzare
uno di questi tool per programmare web service. Quando a lavoro
abbiamo iniziato un nuovo progetto, da fare utilizzando AndroM-
DA, ci siamo ritrovati ad avere alcune persone che conoscevano le
speciche dei vari servizi che con UML si limitavano a fare il dia-
gramma in base alle speciche e alle richieste del cliente; una volta
realizzati i diagrammi, passavano i progetto in modo che altre per-
sone potessero andare ad inserire il codice di implementazione dei
servizi (codice, che tra l'altro, era molto ripetitivo in quanto tutti i
servizi avevano i metodi standar di create, update, delete e read),
senza preoccuparsi delle speciche richieste. Questa era un'ottima
situazione, in quanto ne alcuni dovevano pensare alle speciche del
progetto ma semplicemente dovevano solo preoccuparsi di imple-
mentare dei metodi molto logicamente, ne altri perdevano tempo
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nell'implementazione dei metodi ma potevano ragionare solo sulla
logica del servizio.
Capitolo 3
MDA e SOA
La Service Oriented Architecture è un paradigma emergente dove
un sistema è costruito come composizione di servizi, cioè (sotto-
)sistemi autonomi che possono essere descritti, pubblicati, classi-
cati e assemblati in modo dinamico. Una SOA può essere im-
plementata con diverse tecnologie: web services [5], grid comput-
ing [6], il framework OSGi [7], Microsoft Distributed Component
Object Model (DCOM) [8], e la Common Object Request Bro-
ker Architecture di OGM (CORBA) [9]. Gli approcci come OSGi,
DCOM e CORBA sono in realtà basati su componenti e orono
minor indipendenza tra le parti. Nel Grid Computing il ne è la
condivisione di risorse, sia software che hardware. Web services re-
alizzano al meglio la losoa della SOA e sono di fatto lo standard
di implementazione di sistemi basati su questa architettura.
In MDA i web services sono solo una delle possibilità per la trasfor-
mazione da PIM a PSM. Considerato che in azienda realizziamo
quasi esclusivamente sistemi basati su web services, mi concentro
sull'applicazione di MDA a questa architettura.
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3.1 Web Services
Un web service è un'applicazione software che ha un'interfaccia, il
binding e l'invocazione deniti e descritti usando XML [10]. Le
tecnologie chiave che costituiscono un web service sono: eXtensible
Markup Language (XML), Simple Object Access Protocol (SOAP),
Web Service Description Language (WSDL) e Universal Descrip-
tion, Discovery e Integration (UDDI). XML è un linguaggio di
markup estendibile che è usato per i documenti e per la rappresen-
tazione dei dati. SOAP è un protocollo per scambiare informazioni
in sistemi decentralizzati e distribuiti. UDDI è il registro universale
dei web services ed è basato su le xml che possono memorizzare
informazioni di dislocazione dei vari servizi e delle loro descrizioni.
I fornitori di servizi possono utilizzare UDDI per pubblicizzare i
servizi che orono; i consumatori dei servizi possono utilizzare UD-
DI per scoprire servizi che rispondono alle loro richieste e ottenere
i dati del servizio necessari per poterlo utilizzare. WSDL è una
denizione astratta basata su xml per descrivere la sintassi e la
semantica necessaria per chiamare il servizio.
Il WSDL è la denizione di un web service rispetto al linguaggio e
alla piattaforma. Esso descrive completamente il servizio web: i tipi
dei dati usati nei messaggi, il formato dei messaggi, la descrizione
delle operazioni in termini di sequenza di messaggi, il binding tra le
operazioni e il trasporto, l'indirizzo sico dei servizi da utilizzare.
Il WSDL è formato da: la parte astratta che include Types, che
descrivono il formato dei dati usati, Message, denizione dei dati
trasmessi in un messaggio, Operation, ogni operazione può avere
un messaggio di input e/o uno di output, portType, l'insieme delle
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operazioni del servizio; e la parte concreata che include binding, le
inforamzioni concrete sul protocollo da utilizzare per uno specico
portType, port, specica l'indirizzo sico per il binding del servizio
e service che è usato per aggreagre un insieme di port correlate.
SOAP è un protocollo per lo scambio di messaggi tra vari compo-
nenti software; è indipendente dal protocollo di rete e dal model-
lo di programmazione. Un messaggio SOAP consiste di un Enve-
lope che identica il contenuto del messaggio e include: un Header,
opzionale, che contiene informazioni relative al messaggio e un body
che contiene i documenti xml di richiesta o di risposta.
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Figura 3.1: Metamodello dei web services
3.2 Metamodello dei Web Services
Per la trasformazione model-to-model da PIM a PSM in MDA c'è
bisogno, in questo caso, del metamodello del web service. Si ha
quindi la necessità di integrare le informazioni presenti nel PIM
con quelle del web service per la trasformazione a PSM.
Il diagramma UML in Fig. 3.1 che descrive il metamodello dei web
services è formato da 6 classi, 2 delle quali fondamentali perché
contengono tutte le informazioni necessarie per l'utilizzo del web
service, mentre le altre 4 opzionali:
- la prima, WebService, è la classe che permette di specicare le
proprietà del servizio che si vuole pubblicare. Ha gli attributi
nameWebService per specicare il nome del servizio, use per speci-
care l'uso degli item nel binding, sia literal o encoded, wsdlFile
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per specicare il percorso del wsdl di questo web service, allowed-
Methods per dichiarare quali metodi il servizio mette a disposizione
e nameSpace per specicare lo spazio dei nemo a cui appartiene
questo servizio;
- la seconda, WSDLType, permette, invece, di specicare le infor-
mazioni relative al wsdl, come il nome del wsdl (wsdlName) e la
porta sulla quale deve girare il servizio (port). Permette inoltre di
specicare il tipo di schema di questo wsdl (schemaType) e il nome
del nameSpace al quale appartiene (nameSpace);
- la terza, WebServiceOperation, da la possibilità di specicare, se
si vuole, le informazioni relative alle operazioni che si vogliono im-
plemantare nel servizio; ha i campi nameOperation per specicare
il nome dell'operazione, signature per dire qual è la segnatura del
metodo e implementation per dichiarare qual è l'implemantazione
di quel metodo;
- la quarta, WSDLTypeAttribute specica se questo attributo del
wsdl può essere null;
- la quinta, WebServiceParameter, permette, di rappresentare un
parametro modellato su un web service, specicando il tipo e se
può esere null;
- la sesta, WSDLEnumerationType, permette, di rappresentare un
wsdl di tipo enumeration, specicando il namespace al quale appar-
tiene (namespace), il tipo di schema per questo wsdl (schemaType)
e in nome del wsdl (wsdlName).
Nel processo di trasformazione le regole del modello UML vengono
mappate nel modello del wsdl [11]. Uno dei vantaggi di MDA sono
le sue capability che permettono la generazione di implementazioni
diverse, su dierenti piattaforme, partendo da un modello di busi-
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ness; in altre parole le caratteristiche del sistema di business sono
acquisite e modellate una sola volta.
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3.3 Composizione di servizi
Per cercare di far cooperare più servizi fra di loro, è necessario
fare una composizione di servizi. Per realizzare la composizione si
ha bisogno di avere l'ordine di esecuzione di una collezione di web
services; sapere come devono essere distribuiti i dati nella com-
posizione; quali sono i partner coinvolti e quali sono le relazioni
di dipendenza tra i partner coinvolti. Per realizzare la compo-
sizione esistono due metodi: la coreograa e l'orchestrazione [12].
Nella coreograa ogni servizio web partecipante descrive la pro-
pria parte nel processo di interazione, specicando lo scambio di
messaggi con gli altri partecipanti. Un esempio di composizione
dei web services basato sulla coreograa è dato da WS-CDL (Web
Service Choreography Description Language). WS-CDL è un lin-
guaggi basato su xml che descrive la visione globale dello scambio
dei messaggi di tutti i web service coinvolti. Per approfondimento
vedere paragrafo 8.5. L'orchestrazione è il secondo possibile caso
di composizione di servizi Web. Nell'orchestrazione c'è la gura
dell'orchestratore, il quale coordina i diversi servizi Web coinvolti
nelle varie attività. In parole povere, l'orchestratore è visto agli
occhi dell'utente esterno come un web service che organizza in un
workow i servizi partecipanti. MDD4SOA (Model Driven Devel-
opment for Service Oriented Architectures) si basa sul concetto di
orchestrazione. MDD4SOA è un approccio per lo sviluppo delle
applicazioni SOA guidato dai modelli. Esso è basato sui modelli
UML2 e sulle model- trasformation. Per approfondimento vedere
paragrafo 8.4.
Capitolo 4
Progetti realizzati con MDA e
SOA
Questo capitolo tratta della positiva esperienza in azienda con lo
sviluppo di sistemi basati su servizi seguendo MDA. In particolare,
descrivo i due principali progetti in cui abbiamo seguito l'approccio
MDA.
4.1 Coopservice e Pant@
Coopservice è un'azienda italiana con base a Reggio Emilia che
opera nel settore del Facility Management. Nell'ambito del facility
management, Coopservice opera con servizi di pulizia, di smalti-
mento dei riuti e nei servizi ambientali, nella manutenzione, nella
gestione di edici e dei beni immobiliari in genere, nella sicurezza e
nel catering. Per riuscire a fornire i suoi servizi integrati, Coopser-
vice si avvale di una rete di partner costituita da altre piccole e
medie imprese italiane.
Coopservice ha la necessità di coordinare le proprie attività con
clienti e fornitori, e intende in futuro gestire l'intera catena delle
forniture con un unico sistema che possa presentare due diversi
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livelli di funzionalità, un sistema personalizzato di Enterprise Re-
source Planning (ERP) che possa supportare i processi interni ed
esterni, ed una architettura di collaborazione Business to Business
(B2B) che possa soddisfare l'esigenza di collegare Coopservice alle
altre imprese coinvolte nei servizi. Il progetto sviluppato a tal ne
per Coopservice prende il nome di Pant@. I modelli di business ed
i processi collegati assumono per questo tipo di azienda un'impor-
tanza strategica, la possibilità di non disperderli in una pletora di
sistemi isolati è fondamentale per eliminare la gestione superua
dei documenti cartacei, per pianicare ed erogare servizi in col-
laborazione con i partner, per ricevere i rapporti di attività e per
implementare un sistema di governance centralizzato.
Inizialmente è stato deciso di utilizzare l'approccio MDA invece
dell'approccio classico, in base allo studio fatto da Coopservice su
vari parametri come i tempi per l'analisi, i tempi di sviluppo e i
tempi per il rilascio, il tutto visto anche sotto l'aspetto economico.
- I tempi dedicati all'analisi funzionale del progetto Pant@ saranno
circa il 20% più lunghi se paragonati a quelli del classico software
engineering, con lo scopo di produrre modelli PIM automaticamente
trasformabili, ma con un risparmio di circa l'80% nella codica
dell'applicazione per le speciche piattaforme.
- Sui 16,5 anni uomo valutati per lo sviluppo dell'intero sistema
seguendo l'approccio classico, si arriverà ad impiegarne solo 7,5
seguendo il processo MDA ed utilizzando i tool di sviluppo auto-
matico, con un risparmio che si aggira intorno al 53% del tempo di
globale di sviluppo tradizionale previsto.
- Il tempo di rilascio potrà essere ridotto del 28%, con un obiettivo
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teorico di riduzione che può arrivare al 40%. Tradotto in termini
economici signica un risparmio totale di circa ¿150.000 solo per la
parte di sviluppo, non comprendendo la parte più consistente della
manutenzione funzionale che viene sensibilmente diminuita.
- Nella fase di manutenzione ed evoluzione tutti i meccanismi di
trasformazione perfezionati potranno essere riapplicati una volta
fatti i necessari interventi sui modelli concettuali dei processi di
business: il tutto a runtime, con tempi di update di alcune ore
contro circa una settimana con l'approccio classico evitando, nel
caso peggiore codica, test e deploy.
Inizialmente il team comprendeva 8 sviluppatori, 5 analisti di cui
un architetto funzionale e 2 architetti tecnici che si occupavano di
seguire il progetto. Il progetto è andato avanti per circa un anno e
mezzo, poi si sono resi conto che il tool inizialmente scelto era poco
adatto a quel progetto. Lo strumento in questione, Finantix Stu-
dio (ambiente di sviluppo che utilizza MDA) lasciava troppa libertà
di scelta agli sviluppatori nel passaggio tra CIM e PIM e tra PIM
e PSM. In questo caso l'approccio a MDA non dava il supporto
desiderato: nel primo anno e mezzo si era già speso più del doppio
del budget complessivo stimato. Il progetto è stato sospeso. Nel
2008 è stato riaperto, con il nome di Pant@-fase2, con l'obiettivo
di usare in modo più ecace l'approccio MDA e di rivedere il di-
vario tra CIM, PIM e PSM. È stato riutilizzato il CIM, ma è stato
trasformato in un PIM molto più dettagliato; per la trasformazione
model to code è stato utilizzato AndroMDA. In questo secondo
progetto sono stati rispettati i vincoli temporali e di costo previsti
inizialmente.
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L'approccio MDA per realizzare un sistema a componenti nel con-
testo di un'architettura SOA ha trovato quindi nel progetto Pant@
una sua applicazione pratica, convincendo da subito il management
aziendale, dimostrando la sua sostenibilità ed ecacia.
Il progetto è stato presentato al 1st Italian MDA Forum e alla de-
scrizione di questo progetto è stato dedicato un capitolo da Michael
Guttman e John Parodi nel loro testo sull'uso di MDA in pratica
[13]. Questo libro ha l'obiettivo di illustrare MDA attraverso la de-
scrizione di una serie di casi di studio e storie di successo che hanno
utilizzato un approccio di tipo model-driven.
Come editor per i diagrammi UML si è utilizzato MagicDraw, men-
tre per lo sviluppo il tool AndroMDA. Il codice dei web service è
stato sviluppato in java. Il mio contributo a questo progetto è stato
parziale, essendo già in corso di sviluppo al mio ingresso in azienda.
In particolare ho dovuto realizzare i servizi per l'inserzione e la ri-
mozione di inormazioni di tipo geograco. I servizi creati dovevano
permettere di gestire i continenti, gli stati, le regioni, etc. Ogni
servizio ha i propri metodi di create, read, update, delete, search e
la possibilità di specicare vari parametri come la lingua parlata o
l'area geograca a cui esso appartiene.
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4.2 IMediaCast, un sito musicale con MDA.
IMediaCast è un cliente inglese che ore servizi di gestione, erogazione
e monitoraggio di contenuti musicali. A sua volta ha come clienti
le maggior case discograche. I servizi oerti da IMediaCast per-
mettono di fornire soluzioni che consentono una gestione ottimale
del valore dei contenuti digitali. Attraverso la sua tecnologia, IMC
agevola la standardizzazione, la consegna, la comunicazione e la si-
curezza dei contenuti musicali, proteggendo il valore dei beni digitali
e agevolando così l'apertura dei nuovi mercati sia per i proprietari
dei contenuti che per i rivenditori. La piattaforma che utilizzano è
in grado di raccogliere, assemblare e distribuire contenuti da e ver-
so qualsiasi luogo nel mondo e di riferire su ogni vendita eettuata
di brani, video, ticket, download, streaming IPTV o di altri asset
digitali.
Il sistema realizzato per IMediaCast riguarda la creazione di un sito
web per la gestione di un portale musicale, con connessa la parte
di merchandising per la vendita di cd, dvd, blueray e biglietti. Il
progetto è composto da una quindicina di servizi che servono per
la gestione del portale musicale, sia del frontend che del backend.
Ogni servizio si occupa di gestire una parte del portale: il catalogo
album e tracce, il merchandising, il prolo degli utenti registrati, i
commenti lasciati dagli utenti, le classiche degli album, gli eventi
che si possono vericare, etc. Ogni parte è gestita con un web ser-
vice dierente; ogni web service gestisce tutta la parte del portale
di sua competenza, ha un data base proprio e lavora solamente sulle
proprie entità. Tutti i servizi sono stati realizzati in java utilizzan-
do AndroMDA. Dall'altro lato gli sviluppatori php richiamando i
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servizi messi a disposizione possono costruire le pagine web che an-
dranno poi a formare tutto il progetto richiesto dal cliente. I primi
mesi sono stati impiegati per dare una forma iniziale ai web service;
passati questi primi 2 o 3 mesi, anche gli sviluppatori in php hanno
iniziato a lavorare, costruendo, in base alla graca data dal cliente,
le pagine web richieste. In base quindi alla graca e hai bisogni
degli sviluppatori php anche i web services sono stati sistemati,
ampliati o modicati. Anche qui, dando un continuo supporto ai
programmatori php, per applicare i cambiamenti abbiamo modi-
cato i diagrammi UML dei servizi e poi con la trasformazione model
to code oerta da AndroMDA le modiche sono state riportate sul
codice. Questo progetto è tutt'ora in via di sviluppo; nei primi 7
mesi abbiamo utilizzato 3 programmatori java e 4 programmatori
php; adesso la parte java è andata a diminuire e quindi rimaniamo
solo di supporto al lato php ma ormai per pochissime ed abbastanza
insignicanti modiche.
Capitolo 5
Casi di studio per il confronto
Denisco in questo capitolo i casi di studio che userò per confrontare
AndroMDA e oAW. Visto che in azienda siamo specializzati su una
linea di prodotto basata su SOA, i casi di studio riguardano sistemi
basati su questa architettura e in particolare su web services. Nel
primo esempio l'unico interesse è creare un servizio minimo che ore
una funzionalità banale. Il secondo esempio mostra un servizio più
articolato. Inne ho denito una composizione di servizi.
In questi esempi partiamo direttamente dal PIM senza mai vadere il
CIM. Questo perché sono casi semplici dove non c'è bisogno di avere
un modello senza alcun dettaglio della struttura del sistema. La
denizione diretta del PIM è di fatto molto frequente nello sviluppo
con MDA.
5.1 HelloWorld Service
Come primo esempio per valutare gli strumenti di supporto allo
sviluppo secondo MDA, ho considerato la realizzazione di un web
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Figura 5.1: PIM di HelloWorld Service
service che, preso un intero i in ingresso, fornisce la stringa formata
da i-volte HelloWorld. Di fatto l'unico scopo di questo primo esem-
pio è quello di creare un servizio. Questo esempio serve per iniziare
a capire i tool e per vedere come varia, tra openArchitectureWare e
AndroMDA, la trasformazione da PIM e PSM e la generazione del
codice.
In questo, come nel prossimo caso di studio è stato denito il PIM,
usando MagicDraw. In questo caso il PIM è denito dalla classe
HelloWorldService che contiene un unico metodo, corrispondente
alla funzionalità che vogliamo realizzare come mostrato in Fig. 5.1.
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5.2 Music Service
Come esempio più articolato si considera qui parte del proget-
to IMediaCast, che stiamo realizzando in azienda, per il commit-
tente iMediaCast che fa da intermediario con le principali case
discograche. Questo progetto riguarda la creazione di un sito web
per la gestione di un portale musicale, con connessa la parte di
merchandising per la vendita di cd, dvd, blueray e biglietti. Il
frammento considerato riguarda uno dei 15 servizi di cui è com-
posto il progetto. La parte del servizio presa in considerazione è
quella del catalogo, che, in questo frammento, è formato da Album
e Artisti. Ad ogni album e ad ogni artista possono essere associate
varie informazioni; in più ogni artista sarà associato ai propri al-
bum. Questo servizio esporta un certo numero di funzionalità per
la gestione delle informazioni musicali riguardanti gli album e gli
artisti coinvolti. È stato denito un PIM che struttura il dominio
considerando 4 classi, Album, AlbumInfo, Artist, ArtistInfo e intro-
duce una classe di interfaccia per l'utente del servizio, ServiceMusic.
La classe serviceMusic fornisce l'interfaccia del servizio.
La classe Album è associata a una classe AlbumInfo che contiene le
informazioni relative a quell'album (titolo e descrizione), la classe
Artist è associata alla corrispondente ArtistInfo che contiene la bi-
ograa e la descrizione dell'artista. Gli attributi della classe Al-
bum sono la versione dell'album, il tempo totale di durata e l'infor-
mazione se è un singolo o no. L'attributo della classe Artist invece
è il nome dell'artista.
In Fig. 5.2 si mostrano le classi che compongono il PIM del fram-
mento di IMediaCast considerato. Il diagramma mostra le dipen-
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Figura 5.2: PIM di MusicService
denze d'uso tra ServiceMusic e le classi che realizzano le classi di
dominio. Nella classe serviceMusic ci sono i metodi createAlbum,
createArtist , createAlbumInfo e createArtistInfo che presi rispet-
tivamente i dati di un album in ingresso, di un artista, delle in-
formazioni sull'album e delle informazioni sull'artista creano l'en-
tità album, l'entità artista, l'entità AlbumInfo e l'entità ArtistInfo.
Oltre a questi metodi, la classe serviceMusic contiene anche i rispet-
tivi metodi di delete, i metodi per aggiungere le informazioni sul-
l'album, per aggiungere le informazioni sull'artista, per aggiungere
un artista ad un album e il metodo getAlbumByArtist che preso in
ingresso un artista ritorna gli album associati a quell'artista.
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Figura 5.3: Pim di MusicService
La Fig. 5.3 mostra la vista ad albero del PIM sotto AndroMDA.
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5.3 Composizione di servizi
In ciascuno dei due casi di studio precedenti si è realizzato un
singolo servizio. Per vedere come gli strumenti basati su MDA
supportano la composizione di servizi considero due casi:
1) l'orchestrazione di due servizi, dove il primo restituisce un valore
che viene passato come input al secondo. A tal ne si considerano
un servizio Generatore che genera un numero casuale. Il numero
generato viene passato come input a HelloWorldService.
2) la composizione di due servizi, uno nel ruolo di client e un nel
ruolo di server. A tal ne ho usato un frammento di MusicService, il
servizio Tcore e il servizio Catalogo che necessita delle funzionalità
di Tcore.
Capitolo 6
OpenArchitectureWare
OpenArchitectureWare è un framework modulare di generazione
MDA implementato in java [14]. È stato realizzato come parte di
Eclipse Modelling Project. Questo framework supporta il parsing
di modelli UML e il linguaggio Xpand sia per l'editing che l'ese-
cuzione. Xpand è un linguaggio per scrivere template. Questi ser-
vono per trasformare modelli UML in codice java. Molti editor sono
basati sulla piattaforma di Eclipse. oAW è ben integrato nell'EMF
(Eclipse Modelling Framework) e ne condivide strumenti e suppor-
to a tempo di esecuzione. In particolare riutilizza gli strumenti di
generazione automatica del codice per la trasformazione da PSM a
codice java. Un numero di componenti precostruiti possono essere
organizzati in un workow e usati per leggere e istanziare modelli,
controllarli sulle violazioni (se sono presenti vincoli), trasformarli
in altri modelli e, inne, per generare codice.
La Fig. 6.1 descrive l'architettura di oAW. Al centro c'è un motore
di workow; esso controlla il usso del lavoro, come specicato dal
progettista nella denizione del workow (in XML). Il nucleo di
oAW è composto da un certo numero di componenti core basati o
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Figura 6.1: Struttura di openArchitectureWare
meno su eclipse e rilasciato, costruito e testato come uno strumen-
to unico (da cui la relazione di contenimento). oAW può interagire
con diversi progetti ospitati sotto Eclipse Modelling Framework (es.
TMF, M2T) per i quali è stata dimostrata la compatibilità. Per al-
cuni progetti di Eclipse ci sono integrazioni speciali con openArchi-
tectureWare (es. EMF, EMF Compare, GMF). oAW può integrarsi
anche con una serie di componenti, chiamati addons, che non fanno
parte del nucleo di oAW ma che sono testati con e sviluppati per
openArchitectureWare.
Componenti Core: sono integrati nel compilatore di oAW. Per
riuscire ad integrarli nel compilatore devono fornire un'infrastrut-
tura basata su Eclipse standard. La suite di test di oAW prevede
test di intergazione in maniera automatica per questi componenti.
La loro documentazione è integrata nella documentazione di oAW,
documentazione specica che spiega come il componente è usato
nel contesto di oAW.
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Addons: si tratta principalmente di progetti indipendenti con il
loro ciclo di rilasci, repository del codice e supporto delle infrastrut-
ture. Una versione base di oAW può essere creata senza considerare
nessun addons. Questo rende lo sviluppo e il rilascio di una versione
base di oAW molto più agile. Tuttavia gli addons sono sostenuti
attualmente dal team di oAW. Il sito web di oAW funziona da dis-
patcher per le componenti principali di supporto forum/newsgroup
e bugtracker e ci si possono scaricare package per addon.
Politica di collaborazione sul progetto openArchitecture-
Ware:
Per quanto riguarda i componenti core, ogni componente principale
ha un contatto nel team di oAW [14]. Il team decide attraverso il
voto l'insieme dei componenti principali tenendo conto dei criteri il-
lustrati. Per i componenti di base che sono progetti o componenti di
Eclipse il supporto avviene attraverso il newsgroup del progetto e il
bugtracking viene gestito tramite bugzilla di Eclipse. Per i progetti
non di Eclipse per i componenti di base il supporto avviene attraver-
so il forum di oAW e il bugtracking è gestito tramite i bugtracker
di oAW.
Per chi sviluppa un addon, invece, ci sono vincoli sui tempi di
manutenzione: fornire una nuova versione compatibile entro 4 set-
timane dall'uscita di una release che corregga alcuni bug e entro 8
settimane per renderlo compatibile con una nuova release di oAW.
Un addon prenderà la compatibilità con una certa versione di oAW
solamente dopo aver fatto un test con quella particolare versione.
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Deve anche essere subito disponibile la documentazione che mostra
come usare l'addon nel contesto di oAW. Ciascun addon deve fornire
una persona di contatto per il team di oAW e un membro di oAW
deve agire come guida (possono essere anche la stessa persona se il
contatto fa parte del team di oAW). Proprio come i componenti di
base, il team di oAW vota cosa deve essere dichiarato in un addon.
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Figura 6.2: Struttura di Ecore
Ecore
Eclipse Modelling Framework (EMF) lavora con modelli Ecore [15].
Ecore è un metamodello utilizzato da EMF per rappresentare classi
e oggetti. Associata a questo metamodello esiste una libreria con
le funzionalità necessarie per l'utilizzo di Ecore. Ecore introduce
i seguenti concetti: EClass per rappresentare una classe formata
da zero o più attributi; EAttribute per rappresentare un attributo,
dotato di un nome e di un tipo; EDataType per rappresentare il
tipo di un attributo; EReference per rappresentare una associazione
tra classi. EObject è l'equivalente di java.lang.Object. ECore ha
propri dataType (EFloat, EChar, EBoolean). In Fig. 6.2 è rapp-
resentata la gerarchia dei componenti di Ecore. Sul sito di Eclipse
sono presenti le API per l'utilizzo del prolo Ecore [16].
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Figura 6.3: Prolo del web service in Eclipse Modeling Project
6.1 Denizione metamodello Ecore per Web services
Per poter generare il PSM di un servizio con oAW è necessario
denire in Ecore il metamodello di web service. Non avendo trova-
to alcuna denizione esistente, l'ho prodotto a mano. Il metamod-
ello denisce come sempre un prolo UML. Il metamodello viene
denito usando Ecore. In particolare il metamodello dei web ser-
vices di Fig. 3.1 è descritto in Ecore come in Fig. 6.3. La struttura
delle classi e delle relazioni rimane immutata (anche con gli stessi
attributi), cambiano solo i tipi per adeguarsi al prolo Ecore.
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Figura 6.4: PSM di HelloWorldService
6.2 HelloWorld Service
Mostro in questa sezione come trasformare il PIM di HelloWorld-
Service in PSM e quindi in codice usando oAW. Deve essere creato
un progetto EMF (Eclipse Modeling Framework) e deve essere us-
ato il metamodello dei web services che ho denito nella sezione
precedente.
Purtroppo oAW non fornisce alcuno strumento di trasformazione
da PIM a PSM per proli deniti a mano, come nel caso di web
services. Quindi per generare il PSM i HelloWorld è necessario
creare un nuovo modello indicando di usare il prolo web service
(denito precedentemente). Viene generata una tabella corrispon-
dente ad un web service vuoto da popolare con nome e operazioni
come rappresentato in Fig. 6.4. In altre parole non è possibile
importare il PIM di HelloWorldService ma va ridenito in tabella.
Per generare il codice partendo dal PSM bisogna denire un work-
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ow che serve per controllare quali passi il generatore esegue (cari-
care il modello, controllarlo e generare codice). In generale, il work-
ow rimane lo stesso al variare di PIM/PSM: per esempio se volessi
aggiungere un altro metodo al servizio, il workow non cambierebbe
in quanto al suo interno ha già specicato di ciclare e di creare il
codice for each operation. Il workow per la trasformazione da
PSM a codice è denito da un template per convenzione chiamato
Root.xpt . Il workow è platform specic e per il caso web service è
descritto in Fig. 6.5. Xpand è un linguaggio per scrivere template
(con estensione xpt). L'editor di Eclipse prevede evidenziazione
della sintassi e completamento del codice per questo linguaggio.
In Xpand il contenuto di un blocco DEFINE è considerato il
template, rappresenta un frammento che si espande nel contesto di
esecuzione del template. Un blocco DEFINE ha un nome e un
elenco opzionale di parametri. All'interno del blocco DEFINE
ho anche una clausula FOR che specica l'elemento applicabile al
metamodello. Il blocco termina con il tag ENDDEFINE. Per
me non è stato per niente facile da scrivere: Eclipse non mette poi
così tanti strumenti a disposizione per scrivere le xpt. Il com-
pletamento del codice non è d'aiuto e anche il colore della sintassi
non serve a molto. Ho impiegato veramente tanto tempo e forza a
cercare di capire come scrivere la prima riga di DEFINE e anche
lo scrivere l'intero blocco ha portato via tantissimo tempo anche se
l'esempio in considerazione è veramente semplice, con una classe e
un metodo. Per me è stato il punto peggiore per l'esecuzione di
questo esempio, senza avere una base da cui partire per lo studio
del linguaggio.
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Figura 6.5: Template xpt dell'esempio web service
Nel template sono inseriti i comandi per generare il le java e il
le wsdl. L'implementazione delle operazioni viene scritta a mano
all'interno della classe costruita. Il le java, partendo dalla classe
WebServiceOperation denisce tutte le operazioni del servizio. Per
il le wsdl, invece, tutte le informazioni necessarie all'esecuzione
corretta del servizio vengono prese sia dalla classe WebServiceOp-
eration che dalla classe WSDLType.
Una volta generato il template, l'esecuzione come oAW Workow
genererà il codice specicato nel template in base all'esempio richiesto.
In questo caso verranno create le classi HelloWorldService.java e
HelloWorld.wsdl .
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Figura 6.6: Codice generato da oAW
6.3 Music Service
In questo caso il PIM è più articolato rispetto a HelloWorld e con-
tiene altre classi oltre a quella che si intende esportare come servizio
(Fig. 5.2). Per la classe che si vuole esportare come web service,
bisogna creare un nuovo modello che usi il prolo web services e
popolare a mano la tabella come nel caso di HelloWorld. Per le
altre classi, che sono descritte in 5.2, è possibile invece importare
all'interno del progetto il corrispondente frammento del PIM.
Per la generazione del codice ci si comporta come per l'esempio
precedente. Bisogna denire un workow che serve per controllare
quali passi il generatore esegue (caricare il modello, controllarlo e
generare codice). Sempre come sopra, bisogna poi specicare la
trasformazione tramite il template, Root.xpt . Come mostrato in
Fig. 6.7 nel template sono inseriti i comandi per generare le classi
specicate nel PSM. Il servizio ServiceMusicImpl esporta tutte le
funzionalità specicate come metodi della corrispondente classe del
PIM. Per realizzare queste funzionalità si accede alle classi Album,
AlbumInfo, Artist e ArtisInfo.
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Figura 6.7: Template xpt di MusicService
Una volta denito il template è possibile eseguire il workow che
genererà la struttura del servizio. L'implementazione delle oper-
azioni viene scritta a mano. Come al solito quando si lavora con
MDA questo deve essere fatto una sola volta. La generazione auto-
matica del codice successiva a modiche al PIM o al PSM recupera
le vecchie implementazioni segnalando errore nel caso di modiche
alla segnatura che rendono scorretta l'implementazione esistente.
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6.4 Composizione di servizi
OpenArchitectureWare non ore supporto per la composizione di
servizi. Possiamo creare i singoli web service, ma poi non ci sono
né regole da seguire né strumenti per comporli. Possibili tecniche
di composizione di servizi sono descritte nel capitolo 8.
Capitolo 7
AndroMDA
AndroMDA è un framework scritto in java che cerca di mettere in
atto la teoria della MDA [17]. Si basa su modelli UML. I model-
li in UML sono trasformati in componenti dislocabili su varie pi-
attaforme (J2EE, Spring, .NET). A dierenza di altri toolkit di
MDA, AndroMDA viene fornito con una serie di cartridges
1
che
hanno come obiettivo lo sviluppo di strumenti che supportono lo
sviluppatore. AndroMDA contiene anche un kit di strumenti per la
costruzione di cartridges propri o per personalizzare quelli esistenti.
Per trasformare il PIM in codice c'è il supporto di proli e cartridge:
si applica uno stereotipo agli elementi del PIM, sia alle classi che
agli attributi. Questo stereotipo serve per far caricare ad AndroM-
DA il cartridge corrispondente e per far produrre ad AndroMDA
il codice corrispondente a quello stereotipo con le classi e i metodi
dichiarati all'interno del diagramma UML. Una cosa molto impor-
tante è che il processo di trasformazione è controllato tramite plugin
chiamati cartridges e ciascuno è molto facile da controllare: per og-
ni stereotipo di interesse esiete un cartridge che uso per trasformare
1
I cartridge permettono di elaborare gli elementi del modello che hanno degli stereotipi specicati o che
soddisfono determinate condizioni. Processano tali elementi usando i template che hanno deniti al loro
interno.
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la classe stereotipata.
Alcuni esempi di cartridge a disposizione per le classi corrispondono
ai seguenti stereotipi:
 Service: denota che questa classe rappresenta un servizio
 WebService: è un servizio con la specializzazione che la classe
rappresenta un insieme di attività dei servizi web
 Entity: denota che questa classe deve essere trattata come
un'entità persistente
 ValueObject: denota che la classe è composta solo da valori che
la rappresentano
 Criteria: gli attributi di questa classe possono essere utilizzati
nelle query con criteri; o è un entity o un valueObject
Per quanto riguarda gli attributi invece alcuni cartridge a dispo-
sizione corrispondono ai seguenti stereotipi:
 CriteriaAttribute: l'attributo può essere utilizzato in una query
con i criteri
 Identier: specica che questo attributo viene usato come iden-
ticatore dell'entità
 PersistentAttribute: specica che questo attributo deve essere
persistente sul dataBase
 Unique: denota che l'attributo è unico tra tutti i possibili casi
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Qualsiasi tipo di personalizzazione è possibile. AndroMDA con-
tribuisce ad eliminare compiti noiosi e ripetitivi permettendo allo
stesso tempo al modello di comunicare veramente che cosa il sistema
sta facendo.
AndroMDA attualmente ha le seguenti caratteristiche:
Progettazione modulare: tutti gli elementi principali di An-
droMDA sono e possono essere scambiati per soddisfare le varie
esigenze.
Supporto per i principali strumenti UML come Magic Draw,
Poseidon, Enterprise Architect, etc.
Convalida dei modelli in input utilizzando vincoli OCL che
sono collegati alle classi del metamodello. Viene fornito con vin-
coli pre-congurati che proteggono contro gli errori più comuni di
modellazione.
Trasformazione model-to-model che contribuisce ad alzare il
livello di astrazione.
Può generare qualsiasi tipo di output di testo utilizzando
i templates. I templates supportati attualmente sono Velocity e
FreeMarker.
Come mostrato in Fig. 7.1 AndroMDA si interfaccia con altri
sistemi software.
Le frecce in grassetto nero indicano il usso dei dati. L'utente avvia
Ant
2
, Maven
3
o un IDE (Integrated Development Environment), ad
2
Ant è una libreria JAVA sviluppata da Apache che permette di automa-
tizzare il processo di sviluppo di applicazioni Java [18]. Con Ant, infatti, è
possibile creare un progetto che compila, genera la documentazione, realizza
le jar, war ed ear ed eettua il deploy di un'applicazione web su un application
server, tutto con il semplice lancio di un comando.
3
Maven è uno strumento per la gestione di progetti software Java [19].
Denisce un ciclo di vita standard per costruzione, test e deployment di le di
distribuzione Java.
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Figura 7.1: Funzionamento di AndroMDA
esempio Eclipse. AndroMDA viene invocato da uno di questi stru-
menti: come custom task nel primo caso, come plug-in negli altri
due. AndroMDA produce codice e messaggi di errore che possono
essere visualizzati all'interno di un IDE. Una modica al modello
porta ad una richiesta di aggiornamento del codice. Questo com-
porta un'invocazione ad AndroMDA che aggiorna il codice. Per far
questo AndorMDA invoca un motore di refactoring. La prima vol-
ta che viene eseguita una trasformazione model-to-code AndroMDA
genera tutto il sistema. Per le volte successive AndroMDA rigenera
tutte e solo le classi UML necessarie alla compilazione. Le classi
che l'utente può modicare non vengono più generate, rimangono
invariate con le modiche che l'utente può aver fatto. Se una mod-
ica al PIM è stata l'aggiunta ad una classe di un nuovo metodo,
dopo la trasformazione in codice, nella classe modicata avrò un
errore che segnala la mancata implementazione del nuovo metodo.
CAPITOLO 7. ANDROMDA 61
Figura 7.2: PIM HelloWorld
7.1 HelloWorld Service
Come per oAW, anche nel caso di AndroMDA voglio realizzare un
web service per esporre il servizio HelloWorldService. In AndroM-
DA, come detto in precedenza, ho a disposizione dei cartridges pre-
deniti che analizzano il PIM e generano il relativo codice. Ricor-
diamo che nel nostro caso, il PIM, mostrato in Fig. 7.2 è formato
da un'unica classe con all'interno un solo metodo, moltiplicaHello,
che prende un intero 'i' come parametro di ingresso e ritorna una
stringa.
Come si può vedere dalla Fig. 7.2, ho assegnato alla classe lo
stereotipo <<Service>> e lo stereotipo <<WebService>>. Uno
stereotipo serve a far capire quale cartridge deve essere usato per la
trasformazione. Il trasformatore non produce un PSM ma diretta-
mente il codice del web service (wsdl e classe) usando lo stereotipo
che ho assegnato alla classe.
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Figura 7.3: Compilazione con mvn
I passi da seguire sono i seguenti:
- Bisogna esportare il modello dall'editor graco usato (in questo
caso MagicDraw) come XMI (XML Metadata Interchange). XMI è
uno standard per descrivere i modelli UML in un formato testuale
che può essere scambiato tra applicazioni diverse.
- Bisogna eseguire la trasformazione. L'esecuzione di Maven con
il comando mvn fa si che dal modello esportato da UML venga
generato il codice (Fig. 7.3). Le classi modellate vengono così gen-
erate automaticamente e vengono modicate ogni volta si modica
il graco UML. La trasformazione, oltre a generare uno scheletro
per queste classi, con la segnatura dei metodi modellati, genera au-
tomaticamente anche i metodi set e get per accedere agli attributi
descritti.
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Figura 7.4: Metodo generato e relativa implementazione
- Come terzo passo bisogna inserire il codice dei metodi che vogliamo
implementare. In questo caso basta denire il codice del meto-
do moltiplicaHello della classe HelloWorldServiceImpl . Il codice
risultante è rappresentato in Fig. 7.4.
- Come ultimo passo, bisogna ricompilare con Maven il progetto per
integrare le modiche fatte a mano. Ricompilandolo viene generato
di nuovo il servizio che può ora essere pubblicato.
Come visto nel capitolo 2 (nel paragrafo 2.5.4), in questo caso non
viene mai generato un PSM, ma partendo da un PIM stereotipato
viene generato il codice con una trasformazione model to code.
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7.2 Music Service
Mostro ora come realizzare con AndroMDA un web service per l'ap-
plicazione MusicService. Anche in questo esempio utilizzo dei car-
tridge predeniti che deniscono come trasformare il PIM in codice.
A dierenza dell'esempio precedente, oltre ad utilizzare nella classe
serviceMusic gli stereotipi <<WebService>> e <<Service>>, uti-
lizzerò anche altri stereotipi. È possibile specicare che una classe è
un'entità o che è un valueObject rispettivamente con <<Entity>>
e <<valueObject>>. Gli attributi possono essere <<Identier>>
e <<PersistentAttribute>>.
Un'entità rappresenta un concetto del dominio con una sua identità.
Un valueObject è un oggetto creato in fase di progettazione come
oggetto scambiato tra sottosistemi. Normalmente è un frammento
di una classe del dominio e cioè di un'entità.
Per quanto riguarda gli stereotipi identier e persistentAttribute
servono, rispettivamente, per specicare che un attributo è l'iden-
ticativo di quella classe (corrisponde alla chiave primaria della
tabella su cui lavora la classe) e che è un attributo persistente
(corrisponde a un campo della tabella).
Nel nostro caso il PIM originario, descritto nel paragrafo 5.2, è
etichettato come nelle Fig. 7.5, 7.6, 7.7.
Queste gure mostrano tre diagrammi di un unico PIM che, solo
per una lettura migliore è stato spezzato in 3 immagini separate.
Anche in questo caso, come per l'esempio precedente, esportando
il progetto dall'editor graco e compilandolo con Maven vengono
generate le classi e i metodi che danno la struttura al sistema (Fig.
7.8).
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Figura 7.5: PIM con le Entity
Figura 7.6: PIM con i valueObject
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Figura 7.7: PIM con il servizio
Figura 7.8: Compilazione con mvn
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Figura 7.9: Codice
Anche qui ciò che manca è inserire il codice corrispondente al corpo
dei metodi creati con la compilazione. Al solito, l'implementazione
di questi metodi è il solo codice che devo andare a inserire a mano
(Fig. 7.9), visto che AndroMDA genera tutti i metodi (get e set)
per accedere agli attributi specicati nel modello.
Sempre come caratterstica di AndroMDA, dal PIM stereotipato si
passa direttamente al codice.
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7.3 Composizione di servizi
Anche AndroMDA come openArchitectureWare non ore supporto
per la composizione di servizi. Anche in questo caso, per studiare la
composizione dei servizi possiamo creare utilizzando androMDA i
singoli web service, ma poi non ci sono né regole da seguire né stru-
menti per comportli. Possibili tecniche di composizione di servizi
sono descritte nel capitolo 8.
Capitolo 8
Composizione di servizi
Vediamo adesso come è possibile comporre due o più servizi web
in modo da farli sembrare un'unica entità dove ogni servizio può
utilizzare i metodi dell'altro senza alcun problema.
8.1 Composizione con Apache Axis1.4
Apache Axis è un framework open source basato su xml [20]. Per-
mette agli sviluppatori di integrare servizi Web all'interno delle loro
applicazioni senza la necessità di imparare SOAP o altri protocolli
Internet a basso livello. Axis non è un semplice engine SOAP, ma
un framework per realizzare sistemi di integrazione (clients, servers,
gateways, etc.) basati su SOAP. Axis include:
- Un semplice stand-alone server,
- Un server che si inserisce all'interno di un servlet engines come
Tomcat,
- Supporto esteso per il Web service Description Language (WSDL),
- Un tool per la generazione di classi Java a partire da un documento
WSDL e viceversa,
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Figura 8.1: Classi autogenerate con wsdl2java
- Un tool per i monitorare pacchetti TCP/IP.
Axis1.4, tra l'altro, mette a disposizione una libreria per comporre
i web services. Ho usato Axis1.4 per comporre Tcore e Catalogo.
Dopo aver creato il web service Tcore se ne crea il wsdl. Uno dei
tool più interessanti che mette a disposizione axis1.4 è wsdl2java.
Utilizzando wsdl2java, è possibile dato in input il le wsdl di Tcore
generare i riferimenti ai metodi di Tcore in modo da poterli usare
per la costruzione del client.
Con il wsdl2java vengono generati automaticamente gli oggetti e le
classi del web service, il binding verso la classe remota che permette
di vederla come classe locale e un test case per l'invocazione delle
classi (Fig. 8.1).
Nella classe TcoreServicesTestCase sono stati generati tanti metodi
quanti sono quelli di Tcore, con la regola di rinominarli preggendo
http al loro nome.
Prendiamo per esempio in analisi il metodo updateTcore. Nella
classe TcoreServicesTestCase è presente il metodo httpUpdateTcore
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formato come segue:
pub l i c boolean httpUpdateTcore ( s e r v i c e s . t co r e . craim . aim . i t . TcoreInputVOSimple input ) throws Exception {
s e r v i c e s . t co r e . craim . aim . i t . TcoreServicesSOAP11BindingStub bind ing ;
t ry {
b ind ing = ( s e r v i c e s . t co r e . craim . aim . i t . TcoreServicesSOAP11BindingStub )
new s e r v i c e s . t co r e . craim . aim . i t . TcoreSe rv i cesLocato r ( ) . getTcoreServicesSOAP11port_http ( ) ;
} catch ( javax . xml . rpc . Serv iceExcept ion j r e ) {
i f ( j r e . getLinkedCause () != nu l l )
j r e . getLinkedCause ( ) . pr intStackTrace ( ) ;
throw new Exception ("JAX−RPC Serv iceExcept ion caught : " + j r e ) ;
}
// as s e r tNotNu l l (" b ind ing i s nu l l " , b ind ing ) ;
// Time out a f t e r a minute
b ind ing . setTimeout (60000) ;
b ind ing . removeLogicalTcore ( input . getUuid ( ) ) ;
// Test ope ra t i on
s e r v i c e s . t co r e . craim . aim . i t . TcoreVO value = nu l l ;
va lue = bind ing . updateTcore ( input ) ;
// TBD − va l i d a t e r e s u l t s
return true ;
}
Il metodo httpUpdateTcore invoca il metodo updateTcore del web
service Tcore: si salva nella variabile binding il risultato della chia-
mata al metodo TcoreServicesLocator. Successivamente si usa ques-
ta variabile per chiamare il metodo updateTcore del web service
Tcore.
// Use to get a proxy c l a s s f o r TcoreServicesSOAP11port_http
p r i v a t e java . lang . S t r ing TcoreServicesSOAP11port_http_address = "http : / / 1 0 . 0 . 0 . 4 : 8 0 8 7 / tcore ws/ s e r v i c e s / TcoreSe rv i c e s " ;
pub l i c java . lang . S t r ing getTcoreServicesSOAP11port_httpAddress ( ) {
return TcoreServicesSOAP11port_http_address ;
}
// The WSDD s e r v i c e name d e f a u l t s to the port name .
p r i v a t e java . lang . S t r ing TcoreServicesSOAP11port_httpWSDDServiceName = "TcoreServicesSOAP11port_http " ;
pub l i c java . lang . S t r ing getTcoreServicesSOAP11port_httpWSDDServiceName ( ) {
return TcoreServicesSOAP11port_httpWSDDServiceName ;
}
pub l i c void setTcoreServicesSOAP11port_httpWSDDServiceName ( java . lang . S t r ing name) {
TcoreServicesSOAP11port_httpWSDDServiceName = name ;
}
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pub l i c s e r v i c e s . t co r e . craim . aim . i t . TcoreServicesPortType getTcoreServicesSOAP11port_http ( ) throws javax . xml . rpc . Serv iceExcept ion {
java . net .URL endpoint ;
t ry {
endpoint = new java . net .URL( TcoreServicesSOAP11port_http_address ) ;
} catch ( java . net . MalformedURLException e ) {
throw new javax . xml . rpc . Serv iceExcept ion ( e ) ;
}
return getTcoreServicesSOAP11port_http ( endpoint ) ;
}
pub l i c s e r v i c e s . t co r e . craim . aim . i t . TcoreServicesPortType getTcoreServicesSOAP11port_http ( java . net .URL portAddress ) throws javax . xml . rpc . Serv iceExcept ion {
try {
s e r v i c e s . t co r e . craim . aim . i t . TcoreServicesSOAP11BindingStub _stub = new s e r v i c e s . t co r e . craim . aim . i t . TcoreServicesSOAP11BindingStub ( portAddress , t h i s ) ;
_stub . setPortName ( getTcoreServicesSOAP11port_httpWSDDServiceName ( ) ) ;
re turn _stub ;
} catch ( org . apache . ax i s . AxisFault e ) {
return nu l l ;
}
}
pub l i c void setTcoreServicesSOAP11port_httpEndpointAddress ( java . lang . S t r ing address ) {
TcoreServicesSOAP11port_http_address = address ;
}
Nel secondo web service, Catalogo, è necessario invocare i metodi
della classe Tcore. A questo punto bisogna includere nel progetto
(Eclipse) Catalogo la cartella con i le generati da wsdl2java; in
questo modo basta crearsi una variabile di tipo TcoreServicesTest-
Case sulla quale si possono richiamare i metodi di Tcore.
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8.2 Composizione con SDE
Il Sensoria Development Environment (SDE) è un ambiente che in-
tegra molti strumenti necessari nel processo di sviluppo dei servizi,
come la modellazione, l'analisi, la generazione del codice e il run-
time [25]. SDE è stato sviluppato nell'ambito del progetto Sensoria.
Il progetto Sensoria ha fornito strumenti e tecniche per gli sviluppa-
tori di sistemi SOA. SDE fornisce una panoramica degli strumenti
disponibili e specica qual'è il loro ambito di applicazione, consente
agli sviluppatori di utilizzare gli strumenti in modo omogeneo e
consente agli utenti di rimanere sul livello di astrazione scelto per
nascondere i dettagli formali. Lo scopo di Sensoria è quello di sup-
portare la creazione di software orientato ai servizi migliorando i
processi di sviluppo e gli strumenti già esistenti. Un requisito di
SDE era che fosse integrabile con gli strumenti già esistenti e con
le piattaforme per lo sviluppo di sistemi SOA. Per questo motivo
SDE è basato sulla piattaforma di Eclipse. Gli strumenti integrati
in SDE supportano le seguenti fasi:
- la fase di modellazione, permettendo di modellare un servizio con
linguaggi come UML;
- lo sviluppo, orendo la funzionalità di model trasformation e gen-
erazione del codice, che da' la possibilità di trasformare un modello
UML in codice eseguibile;
- l'analisi, permettendo la verica di correttezza dei modelli SOA;
- il runtime, orendo supporto a runtime per i SOA.
SDE fornisce queste funzionalità attraverso le seguenti caratteris-
tiche: una piattaforma basata su SOA, che permette l'integrazione
tra i tools e le query sulla piattaforma per le funzionalità disponi-
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bili. I tool presenti in SDE sono installati e gestiti come servizi. Di
fatto SDE fornisce un'infrastruttura di composizione che consente
agli sviluppatori di orchestrare i tools integrati. SDE è scaricabile
come plugin di Eclipse.
Ho sperimentato il supporto alla composizione di servizi di SDE or-
chestrando il generatore di numeri casuali e HelloWorldService. Ho
realizzato due web service, uno HelloWorldService con il metodo
MoltiplicaHello, e GeneratorService con il metodo genera che gen-
era casualmente un numero tra 0 e 10 e lo ritorna. L'orchestrazione
denisce un nuovo servizio che stampa Hello, world! tante volte
quante il numero generato casualmente. Il primo passo è imple-
mentare i servizi in SDE. Per far questo ho bisogno di importarli
come plug-in in eclipse e di aggiungere ad ognuno la dipendenza
al plug-in Sensoria core. A questo punto devo eseguire entrambi i
servizi lanciandoli come Eclipse Application. Il risulatato di questa
operazione fa in modo che venga aperta un'altra istanza di Eclipse,
il Sensoria Development Environment. In SDE creo un nuovo Sen-
soria SDE Graphical Orchestration dove posso modellare con un
editor graco l'orchestrazione dei due servizi. I due web service
sono disponibili nel menu di Sensoria e possono essere utilizzati
come elementi per fare il diagramma. Il modello di orchestrazione
così costruito è rappresentato dal diagramma in Fig. 8.2. L'out-
put dell'orchestrazione è visualizzato in Fig. 8.3: l'esecuzione del-
l'orchestrazione restituisce a console la stampa desiderata e mostra
il codice eseguito dal SDE.
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Figura 8.2: SDE Graphical Orchestration
Figura 8.3: Output generato dall'orchestrazione con SDE
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8.3 Composizione con BPEL
Il BPEL (Business Process Execution Language) è un linguaggio
xml per la descrizione dei processi di business [21]. Esso rappre-
senta uno dei componenti fondamentali per realizzare delle Service
Oriented Architecture. BPEL permette l'integrazione e la cooper-
azione di diverse componenti, generando così dei servizi web dal
valore aggiunto che mantengono le caratteristiche di modularità e
scalabilità. Il linguaggio BPEL è stato riconosciuto come standard
per l'orchestrazione di web services, quindi per la denizione dei
processi di business. Esso mette a disposizione diverse funzioni per
l'elaborazione dei dati ricevuti dai web services partner del processo
e, tramite funzioni X-Path, esegue operazioni anche complesse su
di essi.
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8.4 Composizione con MDD4SOA
MDD4SOA (Model Driven Developmnt for Service Oriented Archi-
tectures) è un approccio per lo sviluppo guidato dai modelli per
le applicazioni SOA [22]. Esso è basato sui modelli UML2 e sulle
model-trasformation. UML2 è stato esteso per modellare il soft-
ware service-oriented; in particolare per modellare l'orchestrazione
di servizi in sistemi basati su SOA. MDD4SOA è stato sviluppato
nell'ambito del progetto SENSORIA [23].
MDD4SOA è formato da 3 parti:
1) Prolo UML4SOA che contiene elementi specici per modellare
le interazioni tra i servizi, le eccezioni e gli event handling [24].
Questi elementi sono deniti come stereotipi UML2. UML4SOA
è un prolo che serve per specicare struttura e comportamento
dei servizi. In particolare UML4SOA si concentra sul servizio di
orchestrazione, ovvero la composizione di servizi per mezzo di un
workow gestito dall'orchestratore.
2) La model trasformation per convertire l'orchestrazione scritta
come diagramma di attività in UML2 con elementi specici del
prolo UML4SOA, in target dei linguaggi BPEL/WSDL, Java and
Jolie. La MDD4SOA transformers da' la possibilità di trasfor-
mare modelli UML basati su UML4SOA in linguaggi standard per
l'esecuzione. Supporta i seguenti linguaggi:
- BPEL and WSLD, una specica comportamentale di un servizio
può essere trasformata in un le .bpel insieme a una serie di le .ws-
dl e .xsd che descrivono le interfacce del servizio. Il codice risultante
è eseguibile su Apache ODE.
- Java, si possono trasformare le speciche del servizio nel linguaggio
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Java.
- Jolie [26] che è un linguaggio specializzato per la scrittura dei
servizi e dei servizi di orchestrazione con un background formale.
Le trasformazioni MDD4SOA sono costruite sulla base di eclipse.
Prendono in input modelli UML2 con formato xmi.
3) Il model analyzer che verica che una certa orchestrazione di
servizi risponda ai requisiti stabiliti. La MDD4SOA analysis con-
tiene un metodo di analisi e vari tool che servono a vericare il
rispetto delle orchestrazioni dei servizi con protocolli di interazione
dati come modelli UML. Entrambi, protocolli di specica e di or-
chestrazione, sono fatti utilizzando il prolo UML4SOA.
Il prolo UML4SOA è disponibile come plug-in per MagicDraw.
Nel plug-in sono presenti il set completo degli stereotipi e un menu
per utilizzarli facilmente. Una volta installato come plug-in nel
MagicDraw possiamo creare il nuovo diagramma utilizzando i nuovi
stereotipi a disposizione. Una volta fatto il diagramma va esportato
per poi fare la trasformazione. Per fare la trasformazione si deve
utilizzare Eclipse 3.5. Anche qui c'è a disposizione come plug-in
MDD4SOA da scaricare in Eclipse. Una volta installato bisogna
andare su ogni le .uml e selezionare il submenu UML4SOA per
avere la lista di trasformazioni da eseguire.
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8.5 Composizione con WS-CDL
Web Service Choreography Description Language (WS-CDL) è un
linguaggio basato su xml; descrive la visione globale dello scam-
bio di messaggi tra i web service che sono coinvolti in un sistema
software [27]. Il cordinamento dei vari servizi può essere realizza-
to principalmente in due modi, con l'orchestrazione o con la core-
ograa. L'orchestrazione presuppone che il controllo del workow
venga mantenuto da un solo gestore logico che interagisce, anche per
processi di lunga durata, con altri servizi, interni o esterni. La core-
ograa consiste in un approccio più collaborativo, ossia ogni parte-
cipante esegue il suo lavoro ed il sistema di coreograa si occupa es-
clusivamente di tenere traccia delle interazioni avvenute. WS-CDL
descrive le collaborazioni tra le parti in uno stile peer-to-peer.
La specica di una coreograa di web services descrive i servizi
coinvolti, con il loro ruolo, e un insieme di interazioni tra questi
servizi. La specica delle interazioni comprende sequenze, scelta e
parallelo di operazioni di base e regole di accordo tra le parti, quali
tipi dei dati scambiati: al ne di agevolare le collaborazioni, i servizi
si impegnano in responsabilità reciproche stabilendo relazioni.
Il progetto WS-CDL, che è ospitato da W3C, sembra in realtà essere
passato in secondo piano.
Capitolo 9
Conclusioni
Mentre spesso l'uso di MDA per lo sviluppo software è criticato
perchè troppo rigido e inutilmente ingombrante per progetti re-
ali, dall'esperienza che mi sono fatta, posso sicuramente concludere
che l'uso di tecniche basate su MDA per la costruzione di soft-
ware con architettura a servizi (SOA) è applicabile a progetti reali,
indipendentemente dalle loro dimensioni e complessità.
9.1 Confronto fra openArchitectureWare e AndroMDA
Dallo studio su carta e dalla sperimentazione fatta sui casi di studio
scelti, sono arrivata alle seguenti conclusioni:
Model-to-model: dal primo esempio HelloWorld si può notare che
in AndroMDA non è ben denito il concetto di PSM, ma si passa ad
un PIM ben articolato per arrivare direttamente al codice. Basta
dare uno stereotipo alla classe e compilare con maven che viene
generato automaticamente il codice relativo a quello stereotipo con
gli oggetti riferiti alla classe. In openArchitectureWare, invece, il
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programmatore ha la necessità della denizione di web service per
poterlo realizzare e, se ha ben in mente le informazioni di cui ha
bisogno, non serve passare dal PIM. Lo sviluppatore può andare
ad istanziare il metamodello del web service con le informazioni
(presenti in un ipotetico PIM) di cui ha bisogno ed avere quindi
direttamente il PSM.
Documentazione: entrambi i tool hanno alcuni manuali di riferi-
mento reperibili sul web. Sono manuali abbastanza chiari ma non
dettagliati. Sempre entrambi orono la possibilità di un forum che
ore risposte abbastanza dettagliate e mirate alla risoluzione dei
problemi.
Comprensibilità (al primo utilizzo): per quanto riguarda AndroM-
DA, per una persona non esperta, installare maven e congurare
un progetto iniziale non è molto semplice; una volta però congu-
rato è tutto molto automatico. Basta creare il diagramma UML,
esportarlo e compilare per avere la trasformazione model-to-code.
Per openArchitectureWare, invece, essendo un plug-in di Eclipse,
l'ambiente è user-friendly, il problema potrebbe venire dopo nella
scrittura del template, cosa che in androMDA non è da fare.
Cartridge vs denizione esplicita: AndroMDA fornisce i cartridge e
utilizza strumenti esistenti per realizzare i concetti di MDA che aiu-
tano lo sviluppo di progetti rendendoli meno complessi e più snelli
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da progettare in UML. OpenArchitectureWare è pensato per essere
usato con Eclipse e ore blocchi come EMF, Xpand, Velocity, etc
per realizzare MDA (model to model, model to code, etc) ma non
ha cartridge pronti che il programmatore può uilizzare per facilitare
lo sviluppo della sua applicazione. Come dice il sito di oAW, esso
è un tool per i tool di MDA.
Flessibilità: in MDA non è obbligatorio denire i modelli con UML,
quindi il modello che serve da input all'applicazione potrebbe non
essere in UML. oAW ore la possibilità di prendere dierenti for-
mati in input, anche diversi dall'UML; AndroMDA non è così essibile,
praticamente è designato per XMI. AndroMDA utilizza per le trasfor-
mazioni i diagrammi di classi, mentre oAW non limita il modello ai
diagrammi di classi, ma ha la possibilità di utilizzare i modelli di
classe, i diagrammi di collaborazione e le macchine a stati.
Usabilità: AndroMDA ha la sua infrastruttura personalizzata, men-
tre openArchitectureWare è basato su plugin di Eclipse. I moduli di
AndroMDA sono implementati come plugin propri di androMDA,
mentre i moduli di oAW sono implementati come plugin di Eclipse.
Da questo ne deriva che oAW si integra molto bene con Eclipse e,
anzi, Eclipse è proprio l'IDE da utilizzare per sviluppare i moduli
di oAW in maniera semplice, mentre per AndroMDA non è così.
Per AndroMDA bisogna utilizzare Maven per poter compilare il di-
agramma UML e generare codice e dopo si può utilizzare Eclipse
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come editor per sviluppare il codice dei moduli di AndroMDA. An-
droMDA è svincolato da Eclipse in quanto si possono utilizzare IDE
diversi da Eclipse o addirittura non utilizzare alcun IDE; questo
rende AndroMDA non vincolato ad Eclipse come invece è oAW.
Viceversa, però, AndroMDA è legato a Maven e per compilare ha
bisogno di uno strumento che gestisca la compilazione del diagram-
ma UML e del codice, mentre con oAW c'è Eclipse che gestisce tutti
i punti.
Per quanto riguarda il mio utilizzo dei due tool ho trovato An-
droMDA più completo e semplice rispetto ad openArchitecture-
Ware. Sicuramente un grosso aiuto mi è stato dato dalla possibilità
che ore AndroMDA con l'utilizzo di cartridge già deniti, perme-
ttendo di semplicare il lavoro. L'aiuto che mi è stato dato dai
cartridge non è dovuto solo al fatto della possibilità di mettere lo
stereotipo web service, ma anche dalla possibilità di mettere alle
classi gli stereotipi entity o criteria, o agli attributi gli stereotipi
identier o persistentAttribute. Inoltre, un'altro punto a favore per
me di AndroMDA è che tutto il processo di trasformazione model-
to-text avviene semplicemente esportando il diagramma UML; non
c'è bisogno di scrivere il template. Lo sviluppo del le Root.xpt
(template scritto in XPand) di entrambi gli esempi di OAW mi
ha creato molte dicoltà. Per me non è risultato un linguaggio
semplice ed intuitivo come possono pensare alcune persone e non
ho trovato alcun aiuto dalla correzione e dal colore della sintassi
che ore Eclipse. In generale non ho trovato molto supporto dal
forum di oAW sulle problematiche basilari. Ho visto che i sosten-
itori sono sempre disponibili a rispondere e in tempi abbastanza
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brevi alle domande, domande però fatte da esperti. Per chi vuole
iniziare ad utilizzare il tool e creare un web service (secondo me
cosa ormai abbastanza basilare) non esiste alcun supporto. Il man-
uale spiega genericamente come costruire una classe ma non parla
assolutamente di come fare a creare un web service. Per AndroM-
DA tutto invece è più semplice, in quanto il manuale spiega a cosa
servono gli stereotipi presenti, e da li parte quindi tutto il progetto
visto che c'è già lo stereotipo per il web service. Penso quindi che,
per me, AndroMDA sia il tool che vorrei usare per sviluppare web
services. Naturalmente sarò curiosa di provare a vedere openArchi-
tectureWare anche sotto altri aspetti, e visto che proprio oAW è in
continuo aggiornamento (solo qualche mese fa è diventato parte di
Eclipse) sarò curiosa di vedere gli sviluppi futuri per poter magari
cambiare idea rispetto a quella che mi sono fatta con questo studio.
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9.2 Altri strumenti per MDA
Per i casi di studio ho utilizzato gli approcci open source AndroM-
DA e openArchitectureWare, uno perché già usato a lavoro e l'altro
perché è uno dei fondamentali ambienti per lo sviluppo di risorse
con MDA. Ne esistono però altri, sempre open source, che cercano
di mettere in pratica gli stessi concetti. Questi sono OptimalJ e
openMDX. Da quanto ho letto questi due ambienti non aggiun-
gono niente di nuovo ai due più famosi, ma anzi sono meno consol-
idati. Vale la pena comunque vedere come sono formati e, magari
in fututro, provare ad usarli per valutarli.
9.2.1 OptimalJ
OptimalJ merita di essere nominato perchè è stato uno dei primi
ambienti di sviluppo per l'attuazione di MDA, prodotto propri-
etario di Compuware [28, 29]. Esso ha lo scopo di automatizzare
gran parte del processo di sviluppo permettendo agli sviluppatori
di concentrarsi sulla logica di business. OptimalJ ore un ambiente
model-driven e basato su pattern.
In OptimalJ c'è la possibilità di utilizzare due diversi tipi di Pat-
tern: i domain pattern (PIM) che permettono di denire e riusare
modelli esistenti per rappresentare i vari componenti di business, e
gli implementation pattern (PSM) che traducono i modelli dell'ap-
plicazione in codice. OptimalJ permette la trasformazione model to
model e la trasformazione model to code. Rispetto ad altri strumen-
ti che traducono il PIM direttamente in codice, OptimalJ meglio
riette il processo MDA e prevede una chiara distinzione tra PIM e
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PSM. Per le trasformazioni usa i cartridge come AndroMDA. Op-
timalJ, che è stato dismesso nel 2008, era pubblicizzato come uno
strumento particolarmente facile da usare. In realtà ciò era valido
solo per progetti di prova che prevedevano generazione di codice
J2EE a partire da modelli semplici e con trasformazioni che usa-
vano design patterns standard mentre mostrava alcune lacune in
caso di architetture ad hoc.
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9.2.2 openMDX
openMDX è un'implemantazione della model driven architecture; è
un framework open per lo sviluppo e l'integrazione delle applicazioni
[30]. Contrariamente ad altre implementazioni di MDA, openMDX
non implementa la trasformazione PIM-to-PSM ma elabora insieme
oggetti puri del linguaggio, modelli indipendenti dalla piattaforma
(PIM) e la piattaforma in maniera ortogonale. Gli oggetti puri del
linguaggio sono raggrupati in plug-in che possono essere visti come
componenti leggeri. I PIM rappresentano le interfacce dei plug-in; il
processo di modellazione non richiede alcun modello dei componenti
o modelli specici della piattaforma. La piattaforma è un livello di
astrazione che serve da piattaforma per PIM e plug-in e che non va
a sostituire le piattaforme già esistenti; si mette semplicemente a
un livello di astrazione sopra alle altre piattaforme.
Il vantaggio di questo approccio è che la logica dell'applicazione
è indipendente dal modello del servizio, dalla tecnologia e dalle
congurazioni. Il framework permette di modicare il modello dei
componenti e la piattaforma senza dover rigenerare l'applicazione.
Questo è molto diverso dalla trasformazione PSM-to-PSM dove la
modica della piattaforma o del modello del componente richiede
una fase di rigenerazione e test dell'applicazione.
openMDX è un framework estremamente essibile per l'integrazione
di applicazioni nuove e già esistenti e ore una vasta gamma di
plug-in.
openMDX è solamente uno strumento di trasformazione e non è
uno strumento di modellazione, ho quindi bisogno di uno strumento
come MagicDraw, Poseidon, Rational Rose o Together per denire
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i modelli. openMDX supporta la trasformazione in molti linguaggi,
non bisogna però dimenticare che gli altri strumenti anche se non
supportano un determinato linguaggio sono comunque estendibili.
In AndroMDA, per esempio, è possibile creare nuovi cartridges per
le piattaforme inizialmente non supportate. openMDX supporta
anche la programmazione orientata agli aspetti.
Dovendo continuare la sperimentazione per valutare uno strumento
alternativo a AndroMDA sicuramente consiglierei di iniziare con
openMDX.
Esistono altri strumenti meno noti usati per MDA. Tra questi cito i
seguenti strumenti open source: Kermeta, MOFScript, IBM Mod-
el Transformation Framework (MTF), ATL, ModFact, Kent Mod-
elling Framework (KMF), Generative Model Transformer (GMT),
XDoclet, Middlegen e OOMEGA, e quelli commerciali: ArcStyler,
Model Component Compiler (MCC), Xactium XMF Mosiac, So-
sylnc, Model-in-Action, MetaEdit+, MdWorkbench, iQgen, Blu
Age.
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