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POVZETEK 
 
Danes je v procesni avtomatizaciji večina industrijskih procesov vodena s pomočjo programirljivih 
logičnih krmilnikov ali krajše – PLC-jev. Ti za delovanje poleg dodatne strojne opreme potrebujejo 
program, ki glede na vhodne podatke upravlja z elementi procesa. Za reševanje različnih problemov 
se uporablja različne programske jezike in pristope. 
 
V diplomskem delu je predstavljen eden od načinov realizacije sekvenčno vodenih programov in sicer 
s programskim orodjem TIA Portal podjetja Siemens.  
 
Uvodni del diplomskega dela obsega predstavitev razvoja programiranja in osnovnih jezikov  
programiranja, ki jih opisuje standard IEC 61131-3. 
 
V drugem delu so predstavljeni osnove programskih jezikov in osnovna programska oprema, 
uporabljena za programiranje industrijskih PLC-jev. 
 
V zadnjem delu diplomskega dela je na praktičnem primeru prikazan in razdelan način programiranja 
sekvenčnih programov z osnovnimi in namenskim jezikom. Prikazan način je le eden od mnogih, ki 
se jih uporablja za različne rešitve problemov. Primer je namenjen prikazu načina programiranja in 
ni primeren za uporabo v živem procesu. Z nastavljenimi spremenljivkami za preverjanje napak in 
pogojev ga lahko razširimo in dopolnimo za vodenje industrijskih procesov. 
 
 
Ključne besede: avtomatizacija, Siemens, programirljivi logični krmilnik, PLC, programski jezik, 
sekvenčni program, LAD, SCL, graf 
 
 
  
ABSTRACT 
 
Today, most of automated industrial processes are controlled by programmable logic controllers or 
shorter – PLCs. Apart from additional hardware, their operation requires a program which in line with 
input data controls process elements. To solve different problems, different program languages and 
approaches are used. 
 
This thesis shall present one of the techniques used to realize sequentially driven programs, namely 
a Siemens TIA Portal program tool.  
 
The introductory part of the thesis includes a presentation of the development of programming and 
of basic program languages, as described by the standard IEC 61131-3. 
 
The second part shall present the basics of program languages as well as basic software used for 
industrial PLC programming. 
 
In the last part of the thesis we can find a technique of sequential software programming using the 
base and dedicated program languages, illustrated and structured on a practical example. The 
principle shown is only one of the ways in which different problems can be solved. The example is 
intended to illustrate the programming technique and is not suitable to be used in a living process. 
Setting variables for checking errors and conditions it can be expanded and supplemented to be used 
for industrial process control purposes.  
 
 
Keywords: automation, Siemens, programmable logic controller, PLC, program language, sequential 
program, LAD, SCL, Graph 
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1 Uvod 
1.1 Razvoj programiranja 
V šestdesetih letih prejšnjega stoletja je avtomatizacija večine industrijskih procesov vsebovala 
ogromno električno tablo relejev, spončnih priključkov in veliko število povezovalnih žic, ki so 
skupaj tvorili logiko upravljanja procesa. Taka tabla oziroma stena relejev je imela veliko 
pomanjkljivosti. Zasedala je veliko prostora, načrtovanje in testiranje sta bila težka in dolgotrajna, saj 
poleg zrahljanih spojev, slabih in umazanih kontaktov tudi sheme spončnih priključkov velikokrat 
niso bile ažurne. Največja pomanjkljivost pa je bila togost. Ob spremembi logike je bilo potrebnih 
veliko izkušenj in potrpežljivosti, za nove releje in spončne priključke pa je bil potreben dodaten 
prostor.  
Da bi se izognili naštetim pomanjkljivostim, so iskali rešitve in leta 1962 v tovarni Imperial Chemical 
Industries zamenjali analogno relejno avtomatiko z računalnikom. Računalnike so že uporabljali v 
industriji za nadzor analognega sistema, v tem primeru pa je računalnik že upravljal s procesom. 
Upravljanje se je imenovalo direct digital control (neposredno digitalno upravljanje ali DDC). Tak 
sistem je bilo mogoče programirati neposredno z vnosom povezovalnih tabel za relejsko logiko. Ker 
so z uporabo računalnika zamenjali veliko število analogne opreme, je bil tak sistem cenejši, 
prilagodljivejši in zasedal je veliko manj prostora [1]. 
V naslednjih letih je razvoj avtomatizacije procesa težil v smeri računalništva, vendar so se 
računalniki zaradi neučinkovitega in nezanesljivega delovanja težko uveljavili v industriji. Zato so 
proizvajalci razvijali namenske naprave za industrijo, ki so bile robustne, prirejene za delovanje v 
težkih razmerah (prah, ekstremne temperature, električne motnje, vlaga, vibracije itd.) – imenujemo 
jih programirljivi logični krmilnik ali krajše – PLC (programmable logic controller) [2]. 
PLC je namenski računalniški sistem za uporabo pri avtomatizaciji proizvodnih procesov v industriji. 
Z zunanjim svetom je povezan prek vhodno/izhodnih signalov, ki so digitalni in/ali analogni. PLC 
prek signalov upravlja aktuatorje, ki tvorijo zaključen proces. Aktuatorji so elementi (npr. motorji ali 
ventili), ki vplivajo na spremembe v procesu.  
Ker so programirljivi, jih lahko uporabljamo za nešteto različnih situacij in omogočajo hitro 
diagnostiko ter možnost spreminjanja korakov izvajanja procesa.  
V letih se je uveljavilo več znamk PLC-jev. Poznamo Omron, Allen-Bradley, Mitshubishi, Vipa, 
Siemens, Ge-Fanuc, ABB, Modicon, Rockwell idr.  
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Čeprav so PLC-ji med seboj podobni in so v splošnem namenjeni upravljanju procesov, se med seboj 
razlikujejo po standardnih priključkih, načinu povezljivosti, komunikacijskih protokolih, dostopnosti 
v določenih delih sveta, dobavljivosti, tehnični podpori in ceni.  
Kot že omenjeno, PLC prek vhodno/izhodnih signalov upravlja proces. Da se odzove na različne 
vhodne signale s točno določeno akcijo, je treba akcije predhodno določiti. Temu pravimo program, 
ki mora biti naložen na PLC v strojni kodi (zaporedje dvojiških šifer – ničle in enice), ki ga 
mikroprocesor pretvori v analogne signale. Strojna koda je najnižji programski jezik, ki je napisan z 
mnemoniki. Ti predstavljajo berljive inačice dvojiških zaporedij, ki jih je treba sestaviti, da dobimo 
procesorju razumljivo kodo. 
Nizkonivojski programski jezik, ki je najboljši približek prevodu navodil, ki jih PLC izvaja, se 
imenuje zbirni jezik (angl. assembly). Vsi višjenivojski jeziki, ki uporabljajo prevajalnik, se prevajajo 
v zbirni jezik, na koncu pa v strojno kodo [3]. 
Pisanje programov v zbirnem jeziku zahteva znanje, ki ga inženirji, ki uporabljajo PLC-je, v osnovi 
nimajo. Zato so se razvili jeziki, kot je lestvični diagram (LAD), ki je poenostavitev prehoda iz 
relejnega sistema na programirljivo logiko. Slabost jezika LAD je, da za zapis relativno majhnega in 
enostavnega programa potrebuje veliko prostora. To otežuje preglednost in iskanje logičnih napak, 
vendar je še vedno priporočen jezik pri proizvajalcu Siemens. Podobni jeziki so še zaporedje ukazov 
(angl. instruction list – IL), funkcijski blokovni diagram (angl. function block diagram – FDB), 
strukturiran tekst (angl. structured text – ST) in podobni. 
Z uporabo PLC-jev v avtomatizaciji procesov so se začeli reševati kompleksnejši problemi. Eden od 
njih je zaporedno izvajanje določenih korakov, ki se lahko glede na dane pogoje izvajajo zaporedno 
ali vzporedno. Takemu izvajanju korakov se reče sekvenčno izvajanje korakov programa. 
Odvisno od kompleksnosti problema se koraki lahko izvajajo linearno, pri bolj zahtevnih primerih pa 
običajno pride do vejitve, pri čemer se v odvisnosti od pogojev del programa izvede, drugi del pa ne. 
Izvajanje programa se lahko vrne tudi v že izveden korak ali pa se določen korak preskoči. Za 
sekvenčno izvajanje programa so razvili namenske programske jezike, lahko pa se uporabi tudi bolj 
osnovne. 
V nadaljevanju bo opisan eden od načinov programiranja sekvenčnih programov v različnih jezikih, 
namenjenih programiranju Siemensovih PLC-jev. 
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1.2 Programski jeziki za sekvenčno izvajanje korakov 
Obstajata dva programska jezika za sekvenčno izvajanje korakov. Prvi se imenuje graf (angl. graph), 
drugi pa sekvenčni pretočni diagram (angl. sequential flow chart – SFC). Oba sta grafična jezika, 
namenjena programiranju izvajanja korakov, podobnim diagramom pretoka. Prednost jezika je 
soslednost korakov in zato boljša preglednost programa, kar omogoča hitro iskanje napak in 
spremljanje izvajanja korakov v živo. Uporabljata osnove sekvenčnih jezikov, ki so korak (angl. step), 
pogoji za prehod v korak (angl. transition), alternativne veje (angl. alternative branch), paralelne veje 
(angl. simultaneous branch), vračanje v že izveden korak (angl. loop) in preskok korakov (angl. 
jump).  
Korak je izvajalni del kode, s katero se obdelujejo akcije (na primer zagon motorja, odprtje ventila 
itd.). 
Pogoj za prehod v korak vsebuje pogoje, ki se jih med seboj kombinira z logičnimi operacijami. 
Rezultat logične operacije je pogoj za nadaljevanje progama v naslednji korak. 
Alternativne veje so veje korakov, ki omogočajo vejitev programa. Vsaka veja ima pogoj, ki določa, 
ali se bodo koraki v veji izvedli ali ne. Naenkrat se lahko izvede samo ena veja, če ima več vej 
istočasno izpolnjene pogoje, se izvede tista, ki v urejevalniku leži na najbolj levi strani. 
Paralelne veje so veje, ki se izvajajo sočasno, neodvisno ena od druge. Pogoj za prehod v paralelne 
veje je skupen, izhodni pogoj pa se izvede šele takrat, ko se izvedejo vsi koraki posameznih vej. 
SFC je programski jezik za programiranje sekvenčnih programov v okolju PCS7, namenjen je 
programiranju sekvenc industrijskih procesov. Omogoča izvedbo več samostojnih sekvenc v enem 
programu. Vsaka sekvenca je napisana v svojem zavihku, ki ima začetne pogoje (pogoj za začetek 
izvajanja sekvence), ustavitvene pogoje (pogoj za ustavitev oziroma prekinitev izvajanja sekvence) 
in zadrževalne pogoje (pogoj za začasno prekinitev sekvence, ne glede na to, v katerem koraku se je 
program nahaja). S prioriteto izvajanja se določi vrstni red izvajanja posamezne sekvence. Sekvenca 
z višjo prioriteto in izpolnjenimi začetnimi pogoji se začne izvajati prva, če imajo enake prioritete, pa 
se začne izvajati sekvenca, ki leži v zavihku, ki je najbolj na levi strani urejevalnika. Posamezna 
sekvenca ima tudi začetni in končni korak, ki se izvede ob startu oziroma prekinitvi programa [4].  
Graf je namenjen programiranju v programskem okolju Step 7 in ima podobne lastnosti kot jezik 
SFC. Razlikuje se v načinu programiranja, ker kombinira osnovni jezik, kot je lestvični diagram, z 
jezikom prehajanja stanj in je namenjen programiranju strojev. Razliko med programiranjem strojev 
in sekvenc industrijskih procesov se najlažje razloži s primerom izvajanja zadrževalne funkcije. Ko 
se v grafu izvede zadrževalna funkcija, se izvajanje zadrži v trenutno aktivnem koraku, ki se po 
nadaljevanju začne izvajati naprej. Na primer stroj se ustavi, ker je vzdrževalec odprl vrata, ki ločijo 
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prehodno območje in območje premikajočih se delov stroja. Ko vzdrževalec zapusti nevarno območje 
in zapre vrata, se stroj znova zažene.  
V SFC-ju se trenutno aktiven korak in sekvenca prekineta in izvede se sekvenca zadrževanja, če 
obstaja. Nato se sekvenca začne izvajati od začetka, s prvim korakom. Na primer sekvenca doziranja 
posode se ustavi, kar pomeni, da je treba ustaviti črpalko in zapreti dozirni ventil (to se izvede v 
sekvenci zadrževanja). Nato se sekvenca začne izvajati od začetka, kar pomeni, da se ponovno odpre 
ventil in zažene črpalka. Z nekaj izkušnjami in znanja se da oba primera napisati v obeh programskih 
jezikih. 
Sekvenčni program se lahko napiše tudi v bolj univerzalnih jezikih, kot sta lestvični diagram (LAD) 
in strukturiran tekst (ST).  
LAD je nižjenivojski jezik, ki izvira iz relejne tehnike, ST pa je višjenivojski jezik, ki izvira iz 
računalniškega jezika PASCAL. V nadaljevanju bo opisana uporaba obeh jezikov pri pisanju 
sekvenčnih programov. 
1.3 Standard o programskem jeziku IEC 61131-3 
Standard 61131-3 je tretji del standarda 61131, ki zbira zahteve in smernice modernih krmilniških 
sistemov. Zahteve obsegajo skupne koncepte za strojno opremo PLC-jev, periferije, uporabniških 
vmesnikov in programskih sistemov, ki naj se jih držijo proizvajalci, da bi uporabniki lažje prehajali 
med njihovimi produkti. Ker standard vsebuje veliko definicij in smernic, je nesmiselno pričakovati, 
da bodo proizvajalci v svojem produktu upoštevali prav vse, zato lahko proizvajalci dokumentirajo, 
katerih smernic standarda so se držali in katerih ne. Programski jeziki in PLC-ji se še vedno razvijajo, 
zato standardi vsebujejo tabelo predlogov, ki se bodo mogoče upoštevali v naslednji izdaji standarda 
[5]. 
Standard 61131-3 govori o smernicah za PLC programske jezike in definira pet načinov podajanja 
programa: 
 lestvični diagram (LAD) – grafična predstavitev bitne logike; 
 seznam navodil (IL) – nizkonivojski strojno orientiran jezik, uporabljen v večini programskih 
sistemov (podoben zbirniku); 
 sekvenčni pretočni diagram (SFC) – grafična predstavitev programa na osnovi pretočnega 
diagrama prehajanja stanj; 
 funkcijski blokovni diagram (FBD) – grafična predstavitev aritmetične in bitne logike 
(podoben LAD); 
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 strukturiran tekst (ST) – višjenivojski jezik, podoben PASCAL-u. 
Standard ne govori samo o jeziku samem, poda tudi osnovne smernice za izdelavo programskega 
bloka. Na praktičnih primerih pokaže zgradbo in opiše različne tipe bloka, opiše osnovno 
terminologijo, osnovne principe izvajanja bloka na PLC-ju, poda tabelo in opis standardnih funkcij 
ter osnovnih programskih elementov za izdelavo programa, poda tudi kompleksnejše primere 
programov, ki se izvajajo na večini PLC-jev itd. Standard opisuje programsko okolje, kakšne 
funkcionalnosti naj imajo različni urejevalniki kode, katere informacije naj urejevalniki prikazujejo, 
pa tudi osnovno zgradbo urejevalnika. Opisuje tudi smernice za testne in zagonske funkcije (prikaz 
diagnostike, statusov programa in vrednosti spremenljivk, orodja za detekcijo napak), smernice za 
nalaganje programa na PLC in z njega, možnosti za spremembe programa med delovanjem, pisanja 
receptov, prenašanja kode iz enega PLC-ja na drugega in še mnogo [6]. 
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2 Osnove programiranja v jezikih LAD in ST  
Program se izvaja na namenski napravi, imenovani PLC. PLC predstavlja center krmilnega sistema 
in je namenjen branju vhodnih signalov, pisanju izhodnih signalov in izvajanju uporabniškega 
programa, ki se ga prek naprave za programiranje prenese vanj. Ne vsebuje premičnih delov, zato je 
izredno zanesljiv in ima dolgo življenjsko dobo. Program, ki se izvaja na PLC-jih, je napisan v 
različnih programskih jezikih. Osnovna jezika za pisanje uporabniške aplikacije za PLC-je sta 
lestvični diagram (LAD) in strukturiran tekst (ST). 
2.1 Lestvični diagram 
LAD izhaja iz relejske tehnike, zato so se simboli razvili iz takratnih električnih shem, da bi jih 
inženirji lažje razumeli. Razlika med električno shemo in predstavitvijo sheme v LAD-u je, da po 
navadi električna shema predstavlja točno realno stanje, v LAD-u pa je predstavljeno samo 
funkcionalno stanje električne sheme. 
Predstavljajmo si, da imamo električno shemo za vklop luči ob pritisku na eno od dveh stikal (Slika 
1). 
STIKALO 1 – S1
STIKALO 2 – S2
LUČ
L1
N
 
Slika 1: Električna shema tokokroga luči. 
 
Tako shemo lahko narišemo tudi na drugačen način (Slika 2). 
LUČL1 N
S1
S2
 
Slika 2: Modificirana shema tokokroga luči. 
 
To shemo zdaj pretvorimo v simbole, uporabljene v lestvičnem diagramu (Slika 3). 
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LUČ
L1 N
S1
S2  
Slika 3: Pretvorba tokokroga vklopa luči v simbole. 
 
Stranski pokončni črti vedno predstavljata električno napajanje (pogosto desna črta v urejevalnikih 
ni narisana), preostali del električnega kroga pa predstavljajo horizontalne črte (prečke). Stikala 
oziroma kontakti so prikazani s pokončnima vzporednima ravnima črtama, tuljava oziroma izhodni 
kontakt pa je predstavljen z dvema vzporednima pokončnima ukrivljenima črtama (včasih tudi s 
krogom). 
 
Osnovni simboli LAD-a so: 
   normalno odprt kontakt (v mirovnem stanju kontakt ni sklenjen in tok ne teče 
skozi), 
  normalno zaprt kontakt (v normalnem stanju je kontakt že sklenjen in tok teče 
skozenj), 
  tuljava oziroma izhodni kontakt (če je kateri koli kontakt na levi strani sheme v 
lestvičnem diagramu sklenjen, se tuljava vklopi – dobi napetost). 
Tako uporabo simbolov predlaga prej omenjeni standard IEC 61131-3, ki se ga večina proizvajalcev 
tudi drži.  
Izvajanje lestvičnega diagrama je iz leve proti desni in od prve zgornje do zadnje spodnje vrstice [7]. 
2.2 Strukturiran tekst 
Strukturiran tekst se je razvil iz višjenivojskega jezika PASCAL in ima večino lastnosti sorodnega 
računalniškega jezika. Zaradi vsestranskosti se vse bolj uporablja v uporabniških programih. Z 
lestvičnim diagramom si nista podobna in na prvi pogled je zapleten, vendar po osvojitvi osnov hitro 
postane močno orodje. Gradniki ST jezika so: 
 spremenljivke – elementi, ki hranijo vrednosti, 
 operatorji – matematične funkcije (+, - ,×, ÷, >, <, = itd.), dodelitvena funkcija := in 
 izrazi – kombinacija spremenljivk in operatorjev, ki tvorijo osnovo uporabniškega programa. 
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Zaradi narave izvajanja uporabniškega programa v PLC-jih je treba biti pri nekaterih programskih 
metodah, kot so zanke for, for each ali while, izredno previden (cikel izvajanja uporabniškega 
programa na PLC-ju se mora v določenem času končati). Z uporabo indirektno naslovljenih 
spremenljivk in odločitvenih zank (zanke if…else in stavki case) ST pripomore pri reševanju 
kompleksnejših problemov, z manj in bolj pregledno kodo programa.  
Programi so v strukturiranem tekstu napisani v zaporedju izrazov, ki so med seboj ločeni s podpičjem. 
Jezik ne razlikuje malih in velikih črk, dopušča poimenovaje spremenljivk po izbiri (razen dveh 
omejitev: spremenljivka se mora začeti s črko in ne sme vsebovati imena vnaprej definiranih funkcij) 
in prostovoljno pisanje komentarjev. Tok izvajanja programa je enak kot pri lestvičnem diagramu – 
od zgoraj navzdol in od leve proti desni [8 in 9]. 
Iz prejšnjega primera definiramo S1 kot fizični vhod in LUČ kot fizični izhod. Da izhodu dodelimo 
vrednost, napišemo: 
LUČ := S1; 
Z uporabo osnovnih logičnih ukazov, kot sta OR (ali) in AND (in), lahko zapišemo celoten primer 
kot: 
LUČ := S1 OR S2. 
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3 Osnovna oprema za izdelavo in realizacijo avtomatike procesa 
Za izdelavo in realizacijo avtomatike procesa potrebujemo dve ključni stvari: 
 strojno in 
 programsko opremo. 
Opremi izberemo glede na kompleksnost problema in razpoložljiva finančna sredstva. 
3.1 Strojna oprema 
Program ne more delovati brez strojne opreme. Ta je običajno sestavljena iz PLC-ja z dodatnimi 
moduli (vhodno/izhodni moduli, komunikacijski procesorji za komunikacijo med napravami, 
namenski moduli, kot sta modula za komunikacijo s tehtnicami, pozicijskimi enkoderji idr.), 
distribuirane enote z dodatnimi moduli, mrežnih vmesnikov, pretvornikov itd. 
Podjetje Siemens ponuja široko paleto strojne opreme, ki se razlikuje po namembnosti, zmogljivosti, 
funkcionalnosti in ceni. Za najbolj osnovne procese ponuja serijo PLC-jev S7-1200, za srednje in 
visoko zahtevne procese seriji S7-300 in S7-1500 ter za najbolj zahtevne procese serijo S7-400. 
3.2 Programska oprema  
Programska oprema je orodje, s katerim napišemo uporabniški program, ki je namenjen izvajanju na 
izbrani strojni opremi. Vsebuje razne urejevalnike, knjižnico osnovnih ukazov in funkcij, 
diagnostična orodja, pomoč uporabniku in primere.  
V nadaljevanju se bomo osredotočili na orodje za pisanje uporabniškega programa za Siemens PLC-
je. 
Siemens ponuja za svojo strojno opremo številne programske pakete: 
 Step 7 – osnovna programska oprema za programiranje PLC-jev serij S7-300 in S7-400, 
 PCS7 – napredna programska oprema za programiranje PLC-jev serije S7-400, 
 TIA Portal – popolnoma integrirana programska oprema za programiranje PLC-jev serije S7-
1200, S7-1500, S7-300 in S7-400. 
V nadaljevanju bomo predstavili TIA Portal Professional V13 (profesionalni paket). 
3.2.1 TIA PORTAL 
TIA Portal je programska oprema podjetja Siemens, ki združuje vse osnovne urejevalnike sistema v 
eno aplikacijo. Po konceptu popolnoma integrirane avtomatizacije omogoča konfiguracijo celotnega 
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sistema iz enega mesta. Grafično povezovanje opreme in dodajanje elementov na grafični vmesnik 
deluje po principu povleci-spusti, spreminjanje imen spremenljivk, parametrov, vhodov in izhodov 
je na enem mestu, kjer se imena pojavijo na priključenih napravah ali pa vhodno izhodnih enotah, se 
posodobijo samodejno [10]. Posamezna uporabniška aplikacija je predstavljena kot projekt.  
 
Osnovne funkcije so: 
 izdelava projekta in upravljanje z njim, 
 konfiguracija strojne opreme, 
 konfiguracija komunikacijskih parametrov, 
 izdelava simbolov v simbolični tabeli, 
 izdelava uporabniškega programa, 
 izdelava uporabniškega grafičnega vmesnika in 
 simuliranje strojne opreme za test delovanja uporabniške aplikacije. 
Pred začetkom pisanja uporabniškega programa je treba izdelati spisek strojne opreme in dodatnih 
modulov, ki bodo potrebni pri realizaciji. Po izbrani strojni opremi je treba izbrati programski paket. 
Podjetje Siemens ponuja TIA Portal v dveh glavnih paketih z možnostjo nadgraditve: 
 osnovni paket – namenjen je programiranju centralnih procesnih enot S7-1200. V paketu 
dobimo tudi programsko opremo za izdelovanje osnovnega uporabniškega grafičnega 
vmesnika (uporabljen je za interakcijo med strojem in človekom in je lahko osebni ali 
prenosni računalnik, na katerem teče grafična aplikacija z animacijo in možnostjo upravljanja 
posameznih elementov stroja ali nekega industrijskega procesa, ali operaterski panel s 
podobno, a okrnjeno funkcionalnostjo); 
 profesionalni paket – namenjen je programiranju centralnih procesnih enot S7-1200, S7-1500, 
S7-300 in S7-400. V paketu dobimo enako osnovno programsko opremo za izdelovanje 
uporabniškega grafičnega vmesnika kot v osnovnem paketu. 
Z nadgraditvami posameznih elementov paketov, kot so komfortni, profesionalni in napredni paketi 
za izdelavo naprednih grafičnih vmesnikov, lahko razširimo možnosti vključevanja kompleksnejših 
sistemov v uporabniško aplikacijo. 
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 Videz urejevalnika 
TIA Portal je enotno okolje za izdelavo uporabniške aplikacije. Ima tri poglede: 
 portalni, 
 projektni in 
 pogled knjižnic. 
Portalni pogled 
Portalni pogled (Slika 4) je namenjen izbiranju različnih nalog. Izbiramo jih iz pokončnih skupin 
nalog, ki vključujejo osnovni in uporabniku prijazen način za izdelavo novega projekta, migracijo 
projekta iz starejših različic klasične programske opreme, dodajanje strojne opreme v projekt, 
diagnostiko itd. Namenjen je predvsem pregledu in izbiri glavnih funkcionalnosti orodja. 
 
Slika 4: TIA Portal – portalni pogled. 
 
Glavni deli portalnega pogleda so: 
1. skupine nalog ali portali, 
2. akcije izbrane skupine oziroma portala, 
3. izbirna tabela nadaljnjih ukazov izbrane akcije, 
4. povezave za preklop pogleda na projektni pogled in 
5. prikaz trenutno odprtega projekta. 
  
1 
2 
3 
4 5 
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Pogled knjižnic 
Pogled knjižnic (Slika 5) je namenjen pregledu elementov knjižnice in odpiranju ter urejanju novih 
knjižnic.  
 
Slika 5: TIA Portal – pogled knjižnic. 
 
Glavni deli pogleda knjižnic so: 
1. drevo knjižnic, 
2. povezava za preklop iz pogleda knjižnic v projektni pogled, 
3. povezava za preklop iz pogleda knjižnic v projektni pogled, 
4. pregled elementov izbrane knjižnice in 
5. povezava za preklop pogleda na projektni pogled. 
 
Projektni pogled 
Projektni pogled (Slika 6) je namenjen pregledu vseh elementov projekta. Izdelava programske 
aplikacije se odvija v tem pogledu.  
1 
2 
3 
4 
5 
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Slika 6: TIA Portal – projektni pogled. 
 
Okno projektnega pogleda je razdeljeno na 13 delov, omenimo samo osnovne: 
1. padajoči meniji in gumbi za priljubljene ukazne funkcije; 
2. projektno drevo, ki vsebuje vse komponente projekta in projektne podatke; 
3. delovno območje, namenjeno urejanju vseh objektov projekta, kot so pisanje uporabniškega 
programa, izdelava grafičnega vmesnika, konfiguracija strojne opreme, izdelava simboličnih 
tabel ipd.; 
4. razširitveno območje delovnega območja, ki je namenjeno konfiguraciji lastnosti izbranega 
elementa, prikazu dodatnih informacij o izbranem elementu ali prikazu alarmov o izvedenih 
akcijah (npr. informacije o napakah v kodi ali prevajanju) in prikazu diagnostičnih informacij, 
kot so alarmi, informacije o povezljivosti in sistemske diagnostične informacije; 
5. vrstica urejevalnika, namenjena preklopu in prikazu odprtih urejevalnikov; 
6. kartice nalog, ki glede na odprt urejevalnik in izbran element omogočajo dodatno upravljanje 
elementa (izbiranje in prenos elementov iz strojnega kataloga, dodatnih knjižnic elementov 
itd.); 
7. povezava za preklop pogleda na projektni pogled. 
2 
3 
4 7 
1 6 
5 
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3.2.2 Izdelava osnovnih komponent projekta 
Osnovne komponente projekta so: 
 simboli, 
 strojna oprema,  
 mrežne povezave in  
 uporabniški program. 
Za vsako komponento projekta obstaja urejevalnik, v katerem določeno komponento nastavimo ali 
izdelamo. 
Izdelava simbolov 
 
Slika 7: Urejevalnik simbolov. 
 
Urejevalnik simbolov (Slika 7) je namenjen urejanju in razvrstitvi simboličnih imen v simbolične 
tabele. Simbol je vzdevek neke funkcije, vhoda ali izhoda PLC-ja oziroma spremenljivke, ki ga določi 
programer za boljše razumevanje oziroma preglednejše pisanje programa. 
Simbole se lahko razvrsti po skupinah ali mapah v manjše simbolične tabele, ločena je tabela za 
uporabniške in sistemske konstante in simbole. 
V projektnem drevesu (Slika 6), v mapi »PLC tags«, se nahaja spisek simboličnih tabel ali podmap s 
simboličnimi tabelami. Z dvakratnim klikom na ime simbolične tabele se v delovnem območju odpre 
izbrana tabela. 
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Konfiguracija strojne opreme in mrežnih povezav 
Vnos strojnih komponent v projekt se lahko naredi v portalnem pogledu (Slika 4), konfiguracijo 
komponent pa v projektnem (Slika 6). Konfiguracija strojne opreme in mrežnih povezav ima tri 
poglede: 
 pogled topologije (Slika 8) – namenjen je prikazu in konfiguraciji mrežne topologije; 
 
Slika 8: Pogled topologije. 
 
 mrežni pogled (Slika 9) – namenjen je konfiguraciji in dodeljevanju parametrov posamezni 
napravi in povezovanju naprav med sabo; 
 
Slika 9: Mrežni pogled. 
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 pogled naprav (Slika 10) – namenjen je konfiguraciji parametrov strojne opreme ter dodajanju 
in odstranjevanju elementov strojne opreme. 
 
Slika 10: Pogled naprav. 
 
Na desni strani delovnega območja je knjižnica strojne opreme Siemens, ki prikazuje elemente, ki 
sovpadajo z izbranim pogledom. Ob izbranem mrežnem pogledu so prikazani elementi za mrežne 
namene oziroma elementi, ki so povezani v mrežo (mrežno stikalo, diagnostični ojačevalnik, 
distribuirani vmesniški moduli itd.). Ob izbranem pogledu naprav so prikazane naprave, ki izvajajo 
avtomatiko procesa (vhodni/izhodni moduli, pozicijski, komunikacijski moduli itd.) 
V projektnem drevesu (Slika 6) razširimo področje z imenom PLC-ja in z dvakratnim klikom na 
»Device Configuration« se znotraj delovnega območja odpre urejevalnik strojne opreme. 
Pisanje uporabniškega programa 
Pisanje uporabniškega programa se izvaja v projektnem pogledu (Slika 6). Program je napisan v 
različnih programskih jezikih in je osnova delovanja avtomatike procesa ali stroja. 
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Slika 11: Delovno območje za pisanje programskega bloka. 
 
V delovnem območju je prostor za pisanje programa (Slika 11), ki je razdeljen na dva dela: 
 prostor za pisanje kode programskega bloka in 
 tabela za urejanje parametrov in spremenljivk programskega bloka. 
Na desni strani je knjižnica s funkcijami in programskimi bloki, ki jih uporabimo med pisanjem 
programa. 
V projektnem drevesu (Slika 6) razširimo področje »Programs block« in z dvakratnim klikom na 
izbran programski blok se znotraj delovnega območja odpre koda programa. 
Simulator strojne opreme 
Simulator strojne opreme (Slika 12) simulira delovanje fizične strojne opreme in je namenjen 
testiranju uporabniškega programa, preden se uporabi v produkciji. Je izredno uporabno orodje, saj 
omogoča zgodnje odkrivanje napak in pomanjkljivosti v uporabniškem programu. Je samostojna 
aplikacija, ki se jo odpre v začetnem meniju operacijskega sistema ali s klikom na gumb za 
priljubljene ukazne funkcije (Slika 6) [11]. 
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Slika 12: Simulator strojne opreme. 
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4 Programiranje Siemens PLC-ja 
 
Uporabniški program izvaja različne logične operacije, napisane v aplikaciji TIA Portal, ki se izvajajo 
na procesni centralni enoti. Sestavljen je iz treh glavnih komponent: 
 programski bloki, 
 viri in 
 simboli. 
Najpomembnejši so programski bloki, ki vsebujejo dejanski program, ki ga izvaja PLC. Programski 
bloki se delijo na tipe: 
 organizacijski bloki, 
 podatkovni bloki, 
 funkcije, 
 funkcijski bloki, 
 sistemske funkcije, 
 sistemski funkcijski bloki in 
 sistemski podatkovni tipi. 
Poleg omenjenih tipov programskih blokov obstajata še dva tipa, ki se ne naložita v PLC in služita 
samo za pomoč programerju: 
 uporabniško definirani tipi podatkov – poljubno definirane strukture podatkov, ki jih 
programer uporablja v kodi programa; 
 tabele spremenljivk – služijo spremljanju in spreminjanju trenutnih vrednosti spremenljivk 
med izvajanjem programa. 
 
Organizacijski blok 
Za programerja avtomatizacije industrijskih procesov je ključno poznavanje osnov izvajanja 
uporabniškega programa na PLC-ju. Program se na njem izvaja ciklično v organizacijskem bloku 
(OB). Na začetku cikla se prebere slika vhodnih signalov, kar pomeni, da se v spominsko vhodno 
tabelo PLC-ja zapišejo vrednosti vhodov, ki se ne spreminjajo čez celoten cikel. Po branju vhodne 
slike se izvede uporabniški program, ki se izvede po vrstnem redu, kot je bil napisan, rezultati pa se 
zapišejo v spominsko izhodno tabelo. Na koncu se spominska izhodna tabela zapiše na izhodne 
module. Čas cikla je odvisen od zahtevnosti uporabljenih elementov in kompleksnosti uporabniškega 
programa, zato začetek izvajanja časovno variira. Skoraj vedno pride do situacije, ko se potrebuje 
točno definiran čas začetka izvajanja programa (npr. izvajanje regulacijskega algoritma za pravilno 
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delovanje potrebuje fiksno določen čas začetka izvajanja). Zato ima vsak PLC prekinitvene OB-je, ki 
se začnejo izvajati ob točno določenem času. Osnovni OB se prekine in izvede se prekinitveni, nato 
se nadaljuje izvajanje osnovnega OB-ja.  
Ločimo dve vrsti prekinitvenih OB-jev, ki se razlikujejo po načinu proženja: 
 ciklično prekinitveno proženje – čas začetka izvajanja variira; 
 proženje na dogodek – OB se izvede ob določenem dogodku (npr. vsak dan ob točno 
določenem času, lahko se proži po določeni časovni zakasnitvi, ob detekciji alarma in ob 
strojni prekinitvi – npr. zanka z analognim senzorjem se prekine in PLC sproži alarm, signal 
analognega senzorja preseže nastavljene mejne vrednosti in PLC se ustrezno odzove). 
Z ustrezno uporabo organizacijskih blokov in upoštevanjem narave izvajanja uporabniškega 
programa na PLC-ju lažje in bolj učinkovito pristopimo k reševanju problemov. 
 
Podatkovni blok (DB) 
Podatkovni blok je v spominu prosto nastavljivo območje za shranjevanje vseh tipov podatkov. 
Podatki se v podatkovnem bloku ohranijo tudi ob izpadu napajanja PLC-ja in se zato uporabljajo za 
prenašanje in shranjevanje pomembnih podatkov med funkcijskimi bloki in parametri sistema. 
Poznamo osnovne in kompleksne podatkovne tipe. Osnovni podatkovni tipi so: 
 bit (BOOL) – bitno število, ki zasede en bit v spomin, območje je od 0 do 1; 
 bajt (BYTE) – heksadecimalno število, ki zasede osem bitov v spominu, območje zapisa je 
od B#16#00 do B#16#FF; 
 beseda (WORD) – heksadecimalno število, ki zasede 16 bitov ali dva bajta v spominu, 
območje zapisa je od W#16#0000 do W#16#FFFF; 
 dvojna beseda (DWORD) – heksadecimalno število, ki zasede 32 bitov ali štiri bajte ali dve 
besedi v spominu, območje zapisa je od W#16#0000_0000 do W#16#FFFF_FFFF; 
 znak (CHAR) – ASCII znak, ki zasede osem bitov ali en bajt v spominu, primer zapisa 'N'; 
 SIMATIC čas (S5TIME) – čas S7, ki zasede 16 bitov ali dva bajta ali eno besedo v spominu, 
območje zapisa je od S5T#00H_00M_00S_10MS do S5T#2H_46M_30S_00MS; 
 čas IEC (TIME) – čas IEC, ki zasede 32 bitov ali štiri bajte ali dve besedi ali eno dvojno 
besedo v spominu, območje zapisa je od –T#24D_20H_31M_23S_648MS do 
T#24D_20H_31M_23S_647MS; 
 integer (INT) – predznačeno decimalno število, ki zasede 16 bitov ali dva bajta ali eno besedo 
v spominu, območje zapisa je od –32768 do 32767; 
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 dvojni integer – predznačeno decimalno število, ki zasede 32 bitov ali štiri bajte ali dve besedi 
ali eno dvojno besedo v spominu, območje zapisa je od L#-2147483648 do L#2147483647;  
 število s plavajočo vejico (REAL) – je število s plavajočo vejico, ki zasede 32 bitov ali štiri 
bajte ali dve besedi ali eno dvojno besedo v spominu, območje zapisa je od +/–1.175495e–38 
do +/–3.402823e+38. 
 
Kompleksni tipi podatkov so: 
 datum in čas (DATE_AND TIME) – zapis datuma in časa v formatu BCD, ki zasede 64 bitov 
v spominu; 
 tekst (STRING) – zapis teksta, ki je sestavljen iz največ 254 znakov (CHAR) in zasede 
8*(število znakov + 2) bitov v spominu; 
 matrika (ARRAY) – skupina podatkov istega tipa, velikost zasedanja v spominu je odvisna 
od tipa in števila podatkov v skupini; 
 struktura (STRUCT) – skupina podatkov poljubnega tipa, velikost zasedanja v spominu je 
odvisna od tipov in števila podatkov v skupini; 
 uporabniško določen podatkovni tip (UDT) – predloga uporabniškega tipa, ki je lahko 
sestavljen iz različnih podatkov osnovnega ali kompleksnega tipa. 
Omenimo, da ima vsak PLC omejeno rezervirano spominsko območje, kjer uporabnik lahko ustvari 
spominsko spremenljivko (osnovnega ali kompleksnega tipa), ki jo uporabi za shranjevanje izbranih 
vrednosti. Spominska spremenljivka izgubi vrednost ob izpadu napajanja PLC-ja. 
 
Funkcija 
Funkcija je logični blok, ki ne vsebuje lastnega spomina in jo uporabnik programira sam. Začasne 
spremenljivke funkcije se shranijo v lokalni »sklad« podatkov, ki se izprazni po končanem izvajanju 
funkcije. Za trajno shranjevanje podatkov je treba uporabiti ločeni podatkovni blok, ki si ga funkcije 
lahko delijo. 
 
Funkcijski blok 
Funkcijski blok je blok z lastnim spominom. Vsakemu funkcijskemu bloku se določi svoj instančni 
podatkovni blok, ki hrani vrednosti parametrov in statičnih spremenljivk, tudi po koncu izvajanja 
funkcijskega bloka. Običajno jih uporabimo, ko želimo večkrat uporabiti neko funkcijo v programu, 
ki zahteva večje število vhodnih in izhodnih podatkov. 
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Sistemske funkcije in funkcijski bloki 
Sistemske funkcije in funkcijski bloki so integrirani v operacijski sistem PLC-ja in jih uporabnik 
lahko uporabi, a jih ne more spreminjati. 
 
Sistemski podatkovni bloki 
Sistemski podatkovni bloki vsebujejo podatke o strojni opremi, parametrih in mrežnih povezavah in 
se generirajo samodejno. 
4.1 Izdelava funkcije v jeziku LAD 
Funkcijo izdelamo v projektnem pogledu (Slika 6). V projektnem pogledu, v podmapi »Program 
blocks«, se z dvojnim klikom na »Add new block« odpre okno za dodajanje novega elementa v 
projekt (Slika 13). Na izbiro je izdelava organizacijskega bloka, funkcijskega bloka, funkcije ali 
podatkovnega bloka. Izberemo funkcijo, ji dodelimo simbolično ime in unikatno številko ter 
izberemo željen programski jezik. Izberemo lestvični diagram (LAD) in s klikom »OK« se generira 
in v delovnem območju odpre nova prazna funkcija.  
 
Slika 13: Okno za dodajanje elementa v projekt. 
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Na desni strani projektnega pogleda (Slika 6) imamo knjižnico osnovnih in kompleksnih elementov, 
ki jih uporabljamo pri izdelavi funkcije. 
Osnovni elementi, ki jih bomo uporabili, so: 
 operator »in« (and) – logična operacija, ki množi dve ali več bitnih spremenljivk in priredi 
rezultat. V jeziku LAD je prikazan (Slika 14) kot zaporedno postavljeni kontakti in tuljava na 
isti vertikalni črti (prečki). 
 
Slika 14: Sintaksa operatorja »in« v jeziku LAD. 
 
Tag_4 = Tag_1 × Tag_2 × Tag_3 
Ko bodo imele spremenljivke Tag_1, Tag_2 in Tag_3 vrednost 1 (true), bo imela 
spremenljivka Tag_4 vrednost 1 (true), sicer bo imela vrednost 0 (false); 
 operator »ali« (or) – logična operacija, ki sešteva dve ali več bitnih spremenljivk in priredi 
rezultat. V jeziku LAD je prikazan (Slika 15) kot vzporedne prečke, ki se združijo v eno tam, 
kjer je tuljava. 
 
Slika 15: Sintaksa operatorja »ali« v jeziku LAD. 
 
Tag_4 = Tag_1 + Tag_2 + Tag_3 
Ko bo imela ena od spremenljivk (Tag_1, Tag_2 ali Tag_3) vrednost 1 (true), bo imela 
spremenljivka Tag_4 vrednost 1 (true), sicer bo imela vrednost 0 (false); 
 primerjanje dveh analognih vrednosti (Slika 16) – logična operacija, ki primerja dve 
spremenljivki med sabo in ob izpolnjenem pogoju priredi izhod. Primerjani spremenljivki sta 
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lahko osnovnega tipa (npr. integer, double integer, real itd.) ali kompleksnega (npr. string, 
date, time, char itd.). Primerjalni operatorji so: 
- večji, 
- večji ali enak, 
- enak, 
- manjši ali enak in 
- manjši. 
 
Slika 16: Uporaba primerjalne funkcije v jeziku LAD. 
 
Tag_4 = Tag_5 > Tag_6. 
Ko bo imela spremenljivka Tag_5 večjo vrednost od spremenljivke Tag_6, bo imela 
spremenljivka Tag_4 vrednost 1 (true), sicer bo imela vrednost 0 (false); 
 nastavi-ponastavi (set-reset ali flip-flop) – je bistabilni multivibrator, ki ima dve stabilni stanji 
(1 ali 0). Uporablja se za shranjevanje statusa, v sekvenčnih programih je to trenutni korak. 
Imamo tri načine realizacije: 
1. z integrirano Siemens funkcijo (Slika 17), vzeto iz standardne knjižnice elementov. 
 
 
Slika 17: Integrirani funkciji »nastavi-ponastavi«. 
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Predpostavljajmo, da imata obe spremenljivki vrednost 0, tako ima spremenljivka Tag_4 tudi 
vrednost 0. Ko bo imela spremenljivka Tag_1 vrednost 1, se bo vrednost spremenljivke Tag_4 
spremenila na 1, in tudi ko se bo vrednost spremenljivke Tag_1 spremenila nazaj na 0, se bo 
vrednost spremenljivke Tag_4 obdržala. Ob spremembi vrednosti spremenljivke Tag_2 na 1 
se bo vrednost spremenljivke Tag_4 spremenila nazaj na 0. 
 
Na primeru se vidi, da imamo dve funkciji: 
a) SR – set ima prednost pred resetom, kar pomeni, da če bosta imeli spremenljivki 
Tag_1 in Tag_2 obe istočasno vrednost 1, bo imela spremenljivka Tag_4 vrednost 1 
in 
b) RS – reset ima prednost pred setom, kar pomeni, da če imata spremenljivki Tag_1 in 
Tag_2 istočasno vrednost 1, bo imela spremenljivka Tag_4 vrednost 0. 
2. Z integriranim Siemens ukazom (Slika 18). 
 
 
Slika 18: Integrirani ukaz »nastavi in ponastavi«. 
 
Ko se spremenljivki Tag_1 spremeni vrednost iz 0 na 1, se bo v spremenljivko Tag_4 shranila 
vrednost 1, in obratno – ko se bo spremenila vrednost spremenljivke Tag_2 iz 0 na 1, se bo 
vrednost v spremenljivki Tag_4 spremenila nazaj na 0. Če imamo program napisan v 
zgornjem vrstnem redu, bo v primeru, da imata obe spremenljivki Tag_1 in Tag_2 vrednost 
1, vrednost spremenljivke Tag_4 enaka 0 (če se spomnimo, se program izvaja od prve do 
zadnje vrstice in od leve proti desni).  
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3. S programsko zanko (Slika 19). 
 
Slika 19: Programska zanka »nastavi-ponastavi«. 
 
Ko se spremenljivki Tag_1 spremeni vrednost iz 0 na 1 in ima spremenljivka Tag_2 
vrednost 0 (zaradi negacije je v tem delu kode vrednost 1), se spremenljivki Tag_4 
spremeni vrednost na 1. Zaradi kode v drugi vrstici se vrednost spremenljivke Tag_4 
v naslednjih ciklih izvajanja zapiše sama vase, dokler se spremenljivki Tag_2 ne 
spremeni vrednost na 1 in se zanka prekine ter Tag_4 dobi vrednost 0. 
 
Na primeru vidimo, da če ima spremenljivka Tag_1 konstantno vrednost 1 in se 
vrednost spremenljivki Tag_2 za kratek čas spremeni iz 0 na 1 in nazaj na 0, se za 
enak čas in na enake vrednosti spremeni tudi vrednost spremenljivki Tag_4. To 
pogosto ni zaželeno, ker pri sekvenčnih programih želimo konstantne, nadzorovane 
vrednosti. Če vsebuje spremenljivka Tag_2 ustavitvene pogoje, se programska zanka 
prekine iz nekega tehtnega razloga, zato je zaželeno, da ostane vrednost izhodne 
spremenljivke Tag_4 na 0.  Predstavljajmo si, da s spremenljivko Tag_4 vklapljamo 
motor. V tem primeru bi se motor ustavil, ko je vrednost spremenljivke Tag_2 enaka 
1, in se znova nenadzorovano zagnal, ko bi se vrednost spremenljivke Tag_2 
spremenila nazaj na 0. V izogib takim situacijam uporabimo inštrukcijo »pozitivni 
sprožilec«. 
 Pozitivni ali negativni sprožilec (positive/negative edge, Slika 20) – je ukaz, ki ob spremembi 
vrednosti iz 0 na 1 (pozitivni) ali iz 1 na 0 (negativni) za en cikel sproži na izhodu vrednost 1. 
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Slika 20: Uporaba pozitivnega sprožilca. 
 
Ko se spremenljivki Tag_1 spremeni vrednost iz 0 na 1, se vrednost spremenljivke Tag_3 za 
en cikel postavi na 1. Spremenljivka Tag_3 je izhodna spremenljivka pozitivnega ali 
negativnega sprožilca. V naslednjem ciklu je vrednost spremenljivke Tag_3 enaka 0, vrednost 
spremenljivke Tag_4 pa se prepisuje sama vase. Tako vrednost spremenljivke Tag_4 ni več 
odvisna od vrednosti spremenljivke Tag_1, temveč od vrednosti spremenljivke Tag_2. 
 Funkcija premakni (move, Slika 21) – je funkcija, ki je največkrat uporabljena za prenos 
analogne vrednost iz ene spremenljivke v drugo. 
 
Slika 21: Funkcija premakni. 
 
Toliko časa, kolikor ima spremenljivka Tag_1 vrednost 1, se v spremenljivko Tag_7 tipa real 
zapisuje vrednost 5. Pri sekvenčnem programu si lahko pomagamo tudi tako, da za vsak korak 
izberemo neko številko, ki ta korak predstavlja. V določenih delih kode to spremenljivko 
primerjamo z želeno številko koraka in izvajamo akcije (korak sekvence). V nekem drugem 
delu kode pa spremenljivki, ki drži številko trenutnega koraka, priredimo novo in tako 
prehajamo iz koraka v korak (pogoji za prehod med koraki). 
 
Za izdelavo funkcije je treba definirati tudi vhode, izhode in spremenljivke funkcije, ki so lahko 
poljubnega tipa. Te definiramo v tabeli blokovnega vmesnika (Slika 22).  
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Slika 22: Tabela blokovnega vmesnika. 
 
Funkciji lahko definiramo: 
 vhodne spremenljivke (Inputs) – funkcija jih samo bere in uporablja; 
 izhodne spremenljivke (Outputs) – funkcija jih samo piše; 
 vhodne/izhodne spremenljivke (InOut) – funkcija jih lahko bere in tudi piše; 
 začasne spremenljivke (Temp) – spremenljivke, ki si zapomnijo vrednost samo za en cikel; 
 konstantne spremenljivke (Constant) – spremenljivke, ki jim ob definiciji določimo vrednosti, 
ki se ne spreminjajo. 
 
4.2 Izdelava funkcije v jeziku SCL 
Funkcijo izdelamo po enakih korakih kot funkcijo v jeziku LAD, le da za jezik izberemo SCL. V 
projektnem pogledu se nam odpre urejevalnik programa v jeziku SCL, in sicer s prazno funkcijo. 
Tudi tu imamo na desni strani urejevalnika knjižnico elementov, ki jih lahko uporabimo pri izdelavi 
funkcije. Ukaze, osnovne funkcije in simbole nam urejevalnik ponuja med tipkanjem kode, tako lahko 
vedno vidimo, ali izbrani element obstaja. Osnovni elementi so operatorji: 
 AND – operator in, 
 OR – operator ali, 
 =, >, >=, <, <=, <> – primerjalni operatorji (je enako, večje, večje ali enako, manjše, manjše 
ali enako, ni enako), 
 +, –, *, / – matematični operatorji (seštevanje, odštevanje, množenje, deljenje), 
 := – priredilni operator, 
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 ( ) – dvodelno ločilo, 
 NOT – negacija bitne vrednosti. 
 
Slika 23: Osnovni operatorji v jeziku SCL. 
 
Kot vidimo, je koda precej krajša in bolj jasna, vendar pa je glavna prednost jezika SCL uporaba 
stavkov if…else in case: 
 stavek if…else (Slika 23) je pogojni stavek, ki pri izpolnjenem pogoju del kode izvede, pri 
neizpolnjenem pa del kode preskoči ali izvede drugi del. 
 
Slika 24: Sintaksa stavka if...else v jeziku LAD. 
 
Če je vrednost spremenljivke Tag_5 večja od 5, se spremenljivki Tag_4 priredi rezultat 
operacije »in« med spremenljivkama Tag_1 in Tag_2. Če je vrednost spremenljivke Tag_5 
manjša ali enaka vrednosti 5, se spremenljivki Tag_4 priredi rezultat operacije »ali« med 
spremenljivkama Tag_1 in Tag_2. 
 stavek case je izbirni stavek, ki izbira med vrednostmi določene spremenljivke in ustrezno 
izvaja ukaze. 
 
Slika 25: Sintaksa izbirnega stavka v jeziku SCL. 
 
Ko je vrednost spremenljivke Tag_5 enaka 1, se izvaja del kode, pri kateri se spremenljivki 
Tag_4 prireja rezultat operacije »in« med spremenljivkama Tag_1 in Tag_2. Ko je vrednost 
spremenljivke Tag_5 enaka 2, 3 ali 4, se izvaja del kode, pri kateri se spremenljivki Tag_4 
prireja rezultat operacije »ali« med spremenljivkama Tag_1 in Tag_2. Ko je vrednost 
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spremenljivke Tag_5 manjša od 1 ali večja od 4, se izvaja del kode, pri kateri se spremenljivki 
Tag_4 prireja vrednost 0 (false). 
 
V kodi se lahko kliče tudi različne funkcije in funkcijske bloke, ki za svoje delovanje potrebujejo 
instančne podatkovne bloke (za razlago glej Izdelava funkcijskega bloka).  
 
Slika 26: Ugnezden klic funkcijskega bloka. 
 
Na primeru vidimo klic dveh funkcij za pretvarjanje tipa podatka iz enega formata v drugega. 
Spremenljivka Tag_5 je tipa integer, spremenljivka Tag_6 je tipa real in za pretvorbo iz tipa integer 
v real potrebujemo: 
 pretvorbo iz tipa integer v double integer in 
 pretvorbo iz tipa double integer v tip real. 
Zgornji zapis se imenuje ugnezden klic funkcije (Slika 26Slika 26: Ugnezden klic funkcijskega 
bloka.), kar pomeni, da znotraj enega klica funkcije kličemo drugo funkcijo. Tak klic omogoča 
krajšanje kode in omogoča pisanje funkcij brez definicije novih spremenljivk, ki bi jih potrebovali za 
hranitev vmesnih rezultatov. 
 
Za resnejšo izvedbo funkcij potrebujemo podatkovne bloke, v katerih shranjujemo podatke, ki jih 
uporabljamo pri pisanju funkcij. Podatkovni blok izdelamo po enakih korakih kot funkcijo, le da za 
tip bloka izberemo podatkovni blok (data block, Slika 13). V projektnem pogledu se nam odpre 
urejevalnik podatkovnega bloka s prazno tabelo. V tabelo dodamo različne spremenljivke, ki jih bomo 
pozneje uporabili pri pisanju funkcije. 
 
Slika 27: Podatkovni blok. 
 
V našem primeru smo izdelali podatkovni blok DB1 s simboličnim imenom »DB MESANJE«, v 
katerem smo definirali štiri spremenljivke različnih tipov (Slika 27). Vsaki spremenljivki lahko 
določimo: 
 začetno vrednost (Start value) – vrednost, ki jo privzame spremenljivka ob njeni definiciji; 
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 ohranitev (Retain) – določimo, ali naj se vrednost ohrani po izpadu napajanja PLC-ja ali ne 
(v našem primeru nobena spremenljivka nima izbrane te možnosti); 
 dostopnost iz HMI (Accessible from HMI) – možnost, s katero omogočimo dostopnost 
spremenljivke iz urejevalnika grafičnega vmesnika; 
 komentar (Comment) – opis spremenljivke (uporabno za programerja). 
 
Z uporabo podatkovnega bloka (Slika 28) in stavkov if…else lahko izdelamo funkcionalnost nastavi-
ponastavi in pozitivni ali negativni sprožilec. 
 
Slika 28: Primer uporabe podatkovnega bloka. 
 
Pri izdelavi primera programske kode smo upoštevali naravo izvajanja uporabniškega programa na 
PLC-ju, ki je od leve proti desni strani in od prve do zadnje vrstice kode. V pogoju stavka if 
primerjamo razliko vrednosti spremenljivke Tag_1 in vrednost spremenljivke v podatkovnem bloku 
Tag_1Ex. V ciklu, v katerem se je vrednost spremenljivke Tag_1 spremenila iz 0 na 1, ima 
spremenljivka Tag_1Ex še vedno vrednost 0, zato je ta del pogoja izpolnjen. Ob predpostavki, da ima 
spremenljivka Tag_2 vrednost 0, je zaradi negacije v tem delu pogoj tudi izpolnjen. Tako je pogoj 
stavka if izpolnjen in spremenljivki Tag_4 se priredi vrednost 1. V zadnji vrstici priredimo 
spremenljivki Tag_1Ex vrednost spremenljivke Tag_1 in tako dosežemo, da v naslednjem ciklu pogoj 
stavka if ne bo izpolnjen, ker bosta obe vrednosti spremenljivk Tag_1  in Tag_1Ex enaki. Pogojni 
stavek elsif bo izveden, ko bo vrednost spremenljivke Tag_2 enaka 1, in ko ne bo izpolnjen pogoj 
prvega stavka if. 
4.3 Izdelava funkcijskega bloka 
Funkcijski blok je programski blok s svojim spominom, ki za svoje delovanje potrebuje instančni 
podatkovni blok (kot shrambo vrednosti spremenljivk). Instančni podatkovni blok je običajni 
podatkovni blok, ki se ob uporabi funkcijskega bloka v programu ustvari samodejno (uporabnik mu 
samo določi unikatno številko programskega bloka in simbolično ime). Spremenljivke, ki jih instanči 
podatkovni blok vsebuje, so definirane pri sami izdelavi funkcijskega bloka. Funkcijski blok se lahko 
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v programu uporabi večkrat, zato imamo za vsak klic funkcijskega bloka svoj instančni podatkovni 
blok. Do spremenljivk znotraj instančnega bloka se dostopa tako: 
»simbolično ime instančnega podatkovnega bloka«.»ime simbola spremenljivke«.  
Funkcijski blok se izdela enako kot funkcijo. V tabeli vmesnika bloka določimo vhode v blok in 
izhode iz njega ter spremenljivke funkcijskega bloka, ki jih bomo uporabili pri pisanju programa.  
 
Slika 29: Primer funkcijskega bloka s tabelo spremenljivk in delom programske kode. 
 
Zgoraj (Slika 29) vidimo funkcijski blok s tabelo spremenljivk in kodo, ki ob spremembi vrednosti 
vhoda Start iz 0 na 1 in pri vrednosti 0 vhodne spremenljivke Stop postavi vrednost izhodni 
spremenljivki Izhod na 1. Ko dobi vhod Stop vrednost 1, se Izhod ponastavi na vrednost 0. Uporaba 
funkcijskega bloka v drugi funkciji in generiranje instančnega podatkovnega bloka sta prikazana na 
naslednjih slikah. 
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Slika 30: Generiranje instančnega podatkovnega bloka. 
 
Ko z gesto povleci-spusti iz mape programskih blokov izbrani funkcijski blok povlečemo v novo 
funkcijo, se nam odpre okno za generiranje instančnega podatkovnega bloka (Slika 30). Tu se določi 
unikatno številko podatkovnega bloka (lahko se določi tudi samodejno), simbolično ime in instančni 
podatkovni blok se samodejno ustvarita.  
 
Slika 31: Klic funkcijskega bloka v funkciji. 
 
V kodo programa dobimo klic funkcijskega bloka (Slika 31), pri katerem se vidijo vhodi in izhod, ki 
so definirani v samem funkcijskem bloku. Vhode se lahko poveže z željenimi spremenljivkami 
(vhodi/izhodi PLC-ja, simboli iz drugih instančnih ali navadnih podatkovnih blokov, spominske 
spremenljivke PLC-ja itd.) ali se jim določi konstante vrednosti. Ena od možnosti je tudi določitev 
vrednosti vhoda ali branje vrednosti izhoda iz drugega dela kode, prek klica instančnega 
podatkovnega bloka (Slika 32). 
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Slika 32: Klic instančnega podatkovnega bloka za pisanje in branje vrednosti. 
 
Vsi opisani pristopi in procedure so osnova za pisanje sekvenčnih programov v avtomatizaciji 
industrijskih procesov. V nadaljevanju bo prikazana izdelava funkcijskega bloka s praktičnim 
primerom.  
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5 Uporaba sekvenčnega programiranja v procesni industriji 
Sekvenčni programi se uporabljajo v vseh vrstah in tipih proizvodnje. V našem podjetju ELCON,  d. 
o. o., smo tovrstni program uporabili v: 
 izvedbi uporabniškega programa za avtomatizacijo tovarn biodizla: 
1. sekvenca za delovanje dekanterja in centrifug; 
2. sekvenca za prečrpavanje biodizla in surovin med tanki; 
3. sekvenca za vklop transportnih polžev pri transportu surovin iz zalogovnikov v 
proizvodnjo itd.; 
 izvedbi uporabniškega programa za avtomatizacijo elektrarne: 
1. sekvenca za zagon in ustavitev gorilnikov; 
2. sekvenca za transport biomase iz zunanjega šotora v kotel; 
3. sekvenca za čiščenje saj iz dimnih prostorov itd.; 
 izvedbi uporabniškega programa za avtomatizacijo procesov v papirni industriji: 
1. sekvenca za doziranje in prečrpavanje surovin za izdelavo premaza; 
2. sekvenca za čiščenje cevovodov; 
3. sekvenca za zagon brusilnih kamnov itd.; 
 izvedbi uporabniškega programa za avtomatizacijo procesov v farmaciji: 
1. sekvenca za temperiranje reaktorjev; 
2. sekvenca za inertizacijo in vakuumiranje reaktorjev; 
3. sekvenca za mešanje itd. 
Sekvenčni programi so uporabni pri procesu, ki mora vedno slediti določenim korakom in med njimi 
nadzorovano prehajati. Vsaka taka sekvenca je zaključena faza. Poglejmo si problem mešanja posode. 
5.1 Problem mešanja posode 
V posodah se zbirajo surovine, ki so uporabljene pri različnih procesih. Naj bo to kartonski premaz 
ali surovina pri izdelavi učinkovine v farmaciji, pomembno je, da se zagotovi čim boljša homogenost 
surovine v celotni posodi. Homogenost se zagotovi z ustreznim mešanjem, ki ga lahko izvedemo z 
uporabo sekvenčnega programa.  
Vsebina posode se je po določenem času razslojila in zato je bilo treba uvesti mešanje. Z montažo 
mešala na posodo in elektromotorja na mešalo je bilo zagotovljeno mešanje vsebine posode. Zaradi 
potrebe po tesnosti posode je bilo treba zapolniti prostor med vrtečim se delom mešala in samo 
posodo. To smo naredili z montažo tekočinsko polnjenega tesnila, ki hkrati tudi podmazuje vrteči se 
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del mešala. Na ta element je bilo treba priklopiti izvor tekočine, v tem primeru olje. Za ročni vklop 
mešanja je bilo treba najprej ročno priklopiti oljni tokokrog s svojo črpalko, priklopiti črpalko v 
omrežje in jo vklopiti. Ko je bilo tesnjenje in podmazovanje urejeno, je bilo treba ročno vklopiti 
motor mešala. Običajno so lopatice mešala občutljive na vrtenje v praznem prostoru, zato je treba biti 
pazljiv na zadostno količino vsebine v posodi. Upravljalec je moral biti izredno discipliniran in 
pozoren, da je sledil korakom zagona in varovanja opreme ter surovine. Da bi optimizirali proces in 
razbremenili upravljalca, smo izdelali sekvenčni program za mešanje. 
Najprej smo razdelali korake same sekvence, ki so: 
 
Začetek 
Korak 1 
Začetni 
pogoji? 
1. Motor tesnilne črpalke je brez napake, 
2. motor mešala je brez napake, 
3. temperatura motorja mešala je v normalah in 
4. nivo vsebine posode je zadosten. 
Vklop motorja tesnilne črpalke. 
Motor 
deluje? 
Korak 2 
Motor 
deluje? 
Vklop motorja mešala. 
Izpolnjeni začetni pogoji in komanda za vklop. 
Da 
Da 
Korak 3 Mešanje in nadzorovanje nivoja. 
Aktivna je komanda za izklop. 
Aktivna je komanda za izklop. 
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Sekvenca ima tudi možnost prekinitve izvajanja, ki takoj prekine aktiven korak in ponastavi izhode 
sekvence. V procesu je bilo uporabljenih več podobnih posod z identičnim delovanjem, zato smo 
izdelali funkcijski blok. 
  
Nivo<spodnje meje 
Izklop ali 
nivo<sp. meje? 
Korak 4 
Komanda za izklop. 
Izklop motorja 
mešala 
Motor 
miruje? 
Korak 4 
Motor 
miruje? 
Da 
Izklop motorja tesnilne črpalke. 
Da 
Konec 
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5.1.1 Izdelava sekvence mešanja v jeziku LAD 
Funkcijski blok je izdelan v jeziku LAD. Ko imamo razdelane korake sekvence, najprej določimo in 
napišemo tabelo spremenljivk funkcijskega bloka (Slika 33). 
 
Slika 33: Tabela spremenljivk funkcijskega bloka »mešanje«, napisanega v jeziku LAD. 
 
Vhodi v funkcijski blok naj bodo: 
 PVtempMOT – procesna vrednost temperature motorja mešala (signal iz tipala temperature, 
ki je nameščen na hladilni element motorja mešala); 
 PVnivo – procesna vrednost nivoja surovine v posodi (signal iz tipala nivoja, ki je lahko 
radarski, tlačni, fizičen s plovcem …); 
 MOTTempHH – zgornja mejna vrednost temperature motorja mešala, ki je še dopustna za 
varno delovanje motorja (nastavljiv parameter v funkcijskem bloku); 
 NivoLL – spodnja mejna vrednost nivoja v posodi, ki je še dovolj visoka, da so lopatice mešala 
potopljene v surovino; 
 MotMesNapaka – napaka motorja mešala, ki je lahko prevelika obremenitev ali izpad 
napajanja motorja; 
 MotTesNapaka – napaka motorja tesnilne črpalke (enako kot napaka motorja mešala); 
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 FbkMotMesOn – povratni signal delovanja motorja mešala, ki je signal iz kontaktorja, ki 
vklaplja moč motorja; 
 FbkMotTesOn – povratni signal delovanja motorja tesnilne črpalke (enako kot pri signalu za 
delovanje motorja mešala). 
Izhodi v funkcijski blok naj bodo: 
 QVklopMotMes – signal za vklop motorja mešala, ki vklopi močnostni kontaktor; 
 QVklopMotTes – signal za vklop moči motorja tesnilne črpalke;  
 QDeluje – indikacija statusa sekvence mešanja. 
Vhodi/izhodi v funkcijski blok naj bodo: 
 INvklop – signal za vklop sekvence mešanja; 
 INizklop – signal za izklop sekvence mešanja. 
Statične spremenljivke funkcijskega bloka naj bodo: 
 StartPogoj – spremenljivka, ki hrani vrednost začetnih pogojev; 
 StopPogoj – spremenljivka, ki hrani vrednost ustavitvenih pogojev; 
 PrekiniPogoj – spremenljivka, ki hrani vrednost za prekinitev izvajanja sekvence; 
 Korak1…6 – koraki sekvence mešanja;  
 FbkMotMesOnEx – spremenljivka, ki hrani vrednost pozitivnega sprožilca povratnega signala 
delovanja motorja mešala; 
 FbkMotTesOnEx – spremenljivka, ki hrani vrednost pozitivnega sprožilca povratnega signala 
delovanja motorja tesnilne črpalke. 
Z izdelano tabelo spremenljivk funkcijskega bloka sekvence mešanja napišemo program. 
Program bo razdeljen na tri dele: 
 začetni in prekinitveni pogoji; 
 pisanje stanja korakov; 
 prirejanje izhodov glede na aktivne korake in ponastavljanje signalov za vklop in izklop 
sekvence. 
Struktura programa je poljubna, v nadaljevanju bo prikazan samo eden od načinov pisanja sekvence.  
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Prvi del programa 
Prvi del programa je določanje začetnih in prekinitvenih pogojev sekvence. 
 
Slika 34: Določanje začetnih pogojev sekvence. 
 
Začetni pogoji so (Slika 34): 
 temperatura motorja mešala in nivo v posodi sta znotraj določenih mej;  
 motor mešala in motor tesnilne črpalke nimata napak.  
Rezultat operacije »in« zapišemo v spremenljivko StartPogoj (začetni pogoj). 
 
 
Slika 35: Določanje prekinitvenih pogojev. 
 
Prekinitveni pogoji so (Slika 35): 
 temperatura mešala je presegla zgornjo mejno vrednost; 
 motor mešala ali tesnilna črpalka sta v napaki. 
Rezultat operacije »ali« zapišemo v spremenljivko PrekiniPogoj (pogoj za prekinitev sekvence). 
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Razlika med začetnim in prekinitvenim pogojem je, da začetni pogoj vpliva na sekvenco le, ko ta 
miruje (če začetni pogoj ni izpolnjen, sekvenca nima pogojev za vklop, ko sekvenca deluje, začetni 
pogoj nima vpliva na izvajanje sekvence), prekinitveni pogoj pa vpliva na delovanje sekvence šele, 
ko je sekvenca že aktivna (prekine izvajanje sekvence).  
Drugi del programa 
Drugi del programa je določitev korakov sekvence. 
 
Prvi korak 
 
Slika 36: Prvi korak sekvence »mešanje«. 
 
Prvi korak (Slika 36) je korak, ki ob izpolnjenem začetnem pogoju in signalu za vklop sekvence začne 
izvajati korake. Prvi korak je tudi korak, v katerega se izvajanje sekvence vrne, ko nivo v posodi pade 
pod mejno vrednost.  
Prvi korak ima tri pogoje za aktivacijo: 
 prvi pogoj je operacija »in« med komando za vklop sekvence, izpolnjenim začetnim pogojem 
in signalom neaktivnosti preostalih korakov; 
 drugi pogoj koraka je pogoj za skok iz četrtega koraka sekvence, ko nivo pade pod mejno 
vrednost; 
 tretji pogoj koraka je zanka, ki sklene izvajanje prvega koraka.  
Zanko prvega koraka prekinejo: 
 aktivacija drugega koraka; 
 aktivacija petega koraka;  
 izpolnjen prekinitveni pogoj. 
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Ko je tok katerega koli od prvih dveh pogojev sklenjen, se aktivira prvi korak. Za boljše 
razumevanje je spodaj prikazan tok izvajanja programa v ciklu, ko je sklenjen drugi pogoj (Slika 
37), in v naslednjem izvajalnem ciklu (Slika 38). 
 
Slika 37: Sklenjena druga prečka pri aktivaciji prvega koraka. 
 
 
Slika 38: Sklenitev zanke v naslednjem ciklu izvajanja po skoku. 
 
Na primeru vidimo, da se prvi korak aktivira, ko je aktiven četrti korak in nivo v posodi pade pod 
spodnjo mejno vrednost. Ker je po vrstnem redu izvajanje četrtega koraka za prvim korakom, se v 
istem ciklu izvajanje četrtega koraka prekine (pogoj za aktivnost četrtega koraka je tudi neaktivnost 
prvega koraka – Slika 41), zato se razklene tok drugega pogoja. Ker je v prejšnjem ciklu 
spremenljivka Korak1 dobila vrednost 1, je v trenutnem ciklu sklenjena tretja prečka programa in s 
tem celotna zanka prvega koraka. 
Osnova tega načina programiranja je, da vsak naslednji korak ali korak, v katerega lahko sekvenca iz 
trenutnega skoči, prekine izvajanje trenutno aktivnega koraka. S tem omogočimo prehajanje med 
koraki in preprečimo možnost, da sta istočasno aktivna dva koraka (ali več). 
 
  
43 
 
Drugi korak 
 
Slika 39: Drugi korak sekvence »mešanje«. 
 
Drugi korak (Slika 39) se aktivira, ko je aktiven prvi korak in ko je nivo višji od spodnje mejne 
vrednosti. Prekine se: 
 ko se aktivira naslednji, tretji korak; 
 ko se aktivira peti korak (korak za ustavitev sekvence); 
 ko se izpolni prekinitveni pogoj. 
Ob vklopu sekvence je prehod iz prvega koraka v drugega takojšen, ker je eden od pogojev za 
aktivacijo prvega koraka nivo, višji od spodnje mejne vrednosti. 
 
Tretji korak 
 
Slika 40: Tretji korak sekvence »mešanje«. 
 
Tretji korak (Slika 40) se aktivira, ko je aktiven drugi korak in je prisoten povratni signal za delovanje 
motorja tesnilne črpalke. 
Prekine se: 
 ko se aktivira naslednji, četrti korak; 
 ko se aktivira peti korak (korak za ustavitev sekvence); 
 ko se izpolni prekinitveni pogoj. 
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Četrti korak 
 
Slika 41: Četrti korak sekvence »mešanje«. 
 
Četrti korak se aktivira, ko je aktiven tretji korak in je prisoten povratni signal za delovanje motorja 
mešala. 
Prekine se:  
 ko se aktivira prvi korak; 
 ko se aktivira peti korak (korak za ustavitev sekvence); 
 ko se izpolni prekinitveni pogoj. 
Ko je aktiven četrti korak in nivo pade pod mejno vrednost, se izvajanje četrtega koraka prekine in 
aktivira se izvajanje prvega koraka (skok v prvi korak zaradi prenizkega nivoja v posodi). 
 
Peti korak 
 
Slika 42: Peti korak sekvence »mešanje«. 
 
Peti korak (Slika 42) je ustavitveni korak, ki se aktivira, ko je aktiven prvi ali drugi ali tretji ali četrti 
korak in je prisotna komanda za izklop sekvence. 
Prekine se:  
 ko se aktivira šesti korak; 
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 ko se izpolni prekinitveni pogoj. 
 V ta korak lahko skoči sekvenca, ko je aktiven signal za nadzorovano ustavitev sekvence (to pomeni, 
da se po korakih najprej ustavi motor mešala, nato motor tesnilne črpalke in na koncu se prekine 
izvajanje korakov). Nenadzorovana ustavitev je prekinitev sekvence, ki v istem trenutku ustavi oba 
motorja in sekvenco ter se izvede samo v zasilni ustavitvi (v kodi je v vsakem koraku prekinitveni 
pogoj, ki brezpogojno prekine izvajanje aktivnega koraka). 
 
Šesti korak 
 
Slika 43: Šesti korak sekvence »mešanje«. 
 
Šesti korak (Slika 43) se aktivira, ko je aktiven peti korak in ni prisoten povratni signal za delovanje 
motorja mešala (motor miruje). 
Prekine se, ko je izpolnjen prekinitveni ali ustavitveni pogoj. 
 
Ustavitveni pogoj 
 
Slika 44: Ustavitveni korak sekvence »mešanje«. 
 
Ko je aktiven šesti korak in oba motorja mirujeta, se prekine izvajanje šestega koraka. S tem korakom 
(Slika 44) se konča izvajanje sekvence. 
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Tretji del programa 
Tretji del programa je prirejanje izhodov funkcijskega bloka glede na stanja korakov. 
 
Slika 45: Prirejanje vrednosti spremenljivki za vklop motorja mešala. 
 
Motor mešala deluje samo, ko sta aktivna tretji in četrti korak (Slika 45).  
 
 
Slika 46: Prirejanje vrednosti spremenljivki za vklop tesnilne črpalke. 
 
Motor tesnilne črpalke deluje v drugem, tretjem, četrtem in petem koraku (Slika 46).  
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Slika 47: Prirejanje vrednosti spremenljivki za status sekvence. 
 
V tem delu programa priredimo vrednost izhodni spremenljivki QDeluje, ki prikazuje status sekvence 
(Slika 47). Status sekvence je uporabljen v prvem koraku, v katerem se onemogoči začetek izvajanja 
sekvence, ko ta že deluje. Uporablja se tudi za pisanje višjenivojskega sekvenčnega programa, ki, 
podobno kot povratni signal delovanja črpalke, indicira aktivnost sekvence. 
 
Na koncu imamo ponastavitev komande za vklop in izklop sekvence, s čimer dosežemo aktivnost 
komande samo v enem ciklu (Slika 48). 
 
Slika 48: Ponastavitev komande za vklop in izklop sekvence. 
 
Če naredimo pregled korakov, vidimo, da se v drugem koraku vklopi motor tesnilne črpalke; ko je 
prisoten povratni signal delovanja motorja, se aktivira tretji korak, ki zažene motor mešala. Ko je 
prisoten povratni signal delovanja motorja mešala, se aktivira četrti korak, ki je osrednji korak 
sekvence mešanja. Ob normalnem izvajanju programa je vedno aktiven četrti korak, iz katerega 
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imamo možnost skoka v prvi korak (ko nivo pade pod mejno vrednost) ali prehoda v peti korak, ki je 
prvi ustavitveni korak sekvence. V prvem koraku se izklopita oba motorja in ob zadostnem nivoju v 
posodi sekvenca ponovno prehaja po korakih do četrtega koraka. V petem koraku počakamo na izklop 
motorja mešala in nato v šestem koraku izklopimo še motor tesnilne črpalke. Ko oba motorja mirujeta, 
se sekvenca ustavi. Program izpolnjuje zadano funkcionalnost.  
 
V nadaljevanju bo opisana rešitev programa z uporabo jezika SCL. 
5.1.2 Izdelava sekvence mešanja v jeziku SCL 
Jezik SCL omogoča uporabo izbirnih stavkov, zato bomo namesto bitnih spremenljivk korakov 
uporabili analogno spremenljivko in konstantne spremenljivke, ki bodo preslikale številko koraka v 
simbolično ime.  
 
Slika 49: Tabela spremenljivk funkcijskega bloka »mešanje«, napisanega v jeziku SCL. 
 
Tabela spremenljivk funkcijskega bloka (Slika 49) je podobna tabeli funkcijskega bloka, napisanega 
v jeziku LAD, razlikuje se le v nekaterih statičnih spremenljivkah in konstantah. 
Dodani statični spremenljivki sta: 
49 
 
 Korak – številka trenutno aktivnega koraka; 
 KorakEx – številka aktivnega koraka v prejšnjem izvajalnem ciklu. 
Konstantne spremenljivke preslikajo številke korakov od 0 do 6 v simbolična imena, ki jih uporabimo 
v programu.  
Program bo razdeljen na tri dele: 
 začetni in prekinitveni pogoji; 
 pisanje pogojev za prehajanje med stanji; 
 prirejanje izhodov glede na aktivne korake in ponastavljanje signalov za vklop in izklop 
sekvence. 
Prvi del programa 
Prvi del programa je določanje začetnih in prekinitvenih pogojev sekvence (Slika 50). 
 
Slika 50: Določanje začetnih in prekinitvenih pogojev. 
 
Začetni pogoji so: 
 temperatura motorja mešala in nivo v posodi sta znotraj določenih mej;  
 motor mešala in motor tesnilne črpalke nimata napak. 
Prekinitveni pogoj: 
 temperatura motorja je nad zgornjo mejo; 
 motor mešala ali tesnilne črpalke ima napako. 
Drugi del programa 
Drugi del programa je pisanje pogojev za prehajanje med stanji. 
 
Slika 51: Pogojni stavek za prehod iz mirovnega koraka v korak za vklop tesnilne črpalke. 
 
V pogojnem stavku (Slika 51) preverjamo: 
 ali so izpolnjeni začetni pogoji;  
 ali je prisoten signal za vklop sekvence; 
 ali je aktiven mirovni korak.  
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Če je pogoj stavka izpolnjen, se sekvenca vklopi in začne prehajati med koraki z uporabo izbirnega 
stavka case. 
 
Izbira korakov – prvi korak 
 
Slika 52: Izbirni stavek za izbiranje korakov in prvi korak sekvence »mešanje«. 
 
Prvi korak (Slika 52) je korak, v katerega skoči program, ko smo že v koraku mešanja in se nivo 
spusti pod spodnjo mejno vrednost. Ob vklopu sekvence ta korak preskočimo. V pogojnem stavku 
koraka preverjamo: 
 ali je bil pred skokom aktiven korak mešanja, in če je bil,  
 preverimo, ali je nivo višji od spodnje mejne vrednosti. 
Če je nivo višji, zapišemo v spremenljivko KorakEx vrednost trenutnega koraka, v spremenljivko 
Korak pa zapišemo vrednost koraka, v katerega želimo skočiti. 
V spremenljivko KorakEx zapišemo vrednost šele ob izpolnjenem pogoju za skok, zato da vemo, iz 
katerega koraka smo skočili v ta korak. V naslednjem izvajalnem ciklu PLC-ja se zaradi nove 
vrednosti v spremenljivki Korak začne izvajati izbirni stavek, ki ima enako vrednost (v našem primeru 
se začne v naslednjem ciklu izvajati drugi korak – VklopTesnilneCrpalke). 
 
Drugi korak 
 
Slika 53: Drugi korak sekvence »mešanje«. 
 
Drugi korak (Slika 53) je korak za vklop tesnilne črpalke in vsebuje pogoje za prehode. Pogojni stavek 
if…elsif izvaja ukaze po vrstnem redu, kot so zapisani v programu. Najprej preverimo: 
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 ali je izpolnjen prekinitveni pogoj, in če je, v spremenljivko trenutnega koraka zapišemo 
vrednost 0 (MirovniKorak). Če pogoj ni izpolnjen, preverimo,  
 ali je prisoten signal za izklop sekvence. Če je signal prisoten, v spremenljivko Korak 
zapišemo vrednost 6 (IzklopVsehMotorjev). Če pogoj ni izpolnjen, preverimo, 
 ali je prisoten povratni signal delovanja motorja tesnilne črpalke, in če je, v spremenljivko 
Korak zapišemo vrednost 3 (VklopMotorjaMesala).  
 
Tretji korak 
 
Slika 54: Tretji korak sekvence »mešanje«. 
 
Tretji korak (Slika 54Slika 53) je korak za vklop in delovanje motorja mešala. Pogoji za prehod v 
naslednji korak so: 
 prva dva pogoja pogojnega stavka tretjega koraka sta enaka kot v drugem koraku;  
 tretji pogoj pa preverja prisotnost povratnega signala delovanja motorja mešala. 
Če je signal prisoten, sekvenca skoči v četrti korak (osrednji korak mešanja). 
 
Četrti korak 
 
Slika 55: Četrti korak sekvence »mešanje«. 
 
Četrti korak (Slika 55) mešanja je osrednji korak, ki je ob normalnem delovanju sekvence vedno 
aktiven. Korak ima tri skoke: 
 v mirovni korak, če je izpolnjen prekinitveni pogoj; 
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 v prvi ustavitveni korak, korak 5 (IzklopMotorjaMesala); 
 v začetni korak, če je nivo v posodi prenizek. 
 
Peti korak 
 
Slika 56: Peti korak sekvence »mešanje«. 
 
Peti korak (Slika 56) je prvi ustavitveni korak, ki ima samo dva skoka: 
 v mirovni korak, če je aktiven prekinitveni pogoj; 
 v zadnji korak, ko se izklopi motor mešala. 
 
Šesti korak 
 
Slika 57: Šesti korak sekvence »mešanje«. 
 
V šestem koraku (Slika 57) preverimo, ali oba motorja mirujeta, in nato skočimo v mirovni korak. 
 
Mirovni korak 
 
Slika 58: Mirovni korak in konec izbirnega stavka. 
 
Mirovni korak (Slika 58) je zadnji korak sekvence. 
Tretji del programa 
V tretjem delu programa priredimo vrednosti izhodnih spremenljivk funkcijskega bloka (Slika 59) 
glede na trenutno aktiven korak in ponastavimo vrednosti komand. 
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Slika 59: Prirejanje vrednosti izhodnih spremenljivk. 
 
V obeh primerih smo uporabili podobno strukturo programa, uporabili smo podobne vhodne, izhodne 
in statične spremenljivke, zaradi različnih načinov programiranja pa smo uporabili različna tipa 
spremenljivke za trenutni korak. V prvem primeru smo za korake uporabili spremenljivke tipa bool, 
v drugem primeru pa zaradi uporabe izbirnega stavka spremenljivko tipa integer. Največja razlika 
med programoma je v preglednosti in strnjenosti prikaza kode programa v prikazovalnem oknu 
urejevalnika. V jeziku SCL je celotna koda programa prikazana na eni strani in pol, v jeziku LAD pa 
na štirih straneh. Razlika je tudi v razumevanju pogojev za prehajanje med koraki, saj v jeziku SCL 
lahko kodo programa dobesedno beremo kot »če je izpolnjen pogoj za prekinitev, se izvede mirovni 
korak, če pogoj za prekinitev ni izpolnjen in je prisoten signal za ustavitev sekvence, se izvede korak 
za izklop motorja mešala, če ni prisoten signal za ustavitev sekvence in je nivo manjši ali enak od 
spodnje meje, se izvede začetni korak«. Glavna slabost jezika SCL je nepreglednost pri testiranju in 
popravljanju napak v programu. V jeziku LAD pri testiranju sledimo prikazu zelenega toka izvajanja 
programa (Slika 38), in če hočemo, lahko zelo hitro onemogočimo izvajanje dela kode z dodatnim 
kontaktom. V jeziku SCL se ob kodi prikaže tabela rezultatov operacij in vrednosti spremenljivk 
(Slika 60). Vrednosti trenutno izvajane vrstice kode programa so obarvane črno, preostale sivo. Glede 
na rezultat in vrednosti spremenljivke mora programer z logičnim razmišljanjem ugotoviti napako in 
jo popraviti. 
 
Slika 60: Pogled kode programa med izvajanjem v jeziku SCL in tabela rezultatov operacij in vrednosti 
spremenljivk. 
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5.1.3 Rešitev problema v jeziku graf 
V preteklosti je bilo treba za program Graf dokupiti licenco, zato smo se programerji lotili reševanja 
problemov sekvenčnih programov v osnovnih jezikih, kot sta LAD in SCL. V paketu TIA Portal je 
licenca za graf že vključena, zato ga je smiselno vključiti v demonstracijo. Tako kot vsi jeziki ima 
tudi graf nekaj prednosti in slabosti. Njegove glavne prednosti so neposredna preslikava diagrama 
prehajanja stanj v kodo programa, enostavno dodajanje ali brisanje prehodnih pogojev in korakov ter 
nazoren prikaz točke, na kateri se program med izvajanjem nahaja. Slabost jezika je sintaksa, ki je 
unikatna in je uporabna samo za pisanje sekvenčnih programov. Za reševanje kompleksnejših 
problemov je potrebna kombinacija funkcij, napisanih v drugih jezikih. Jezik je zahteven tudi v smislu 
krmilniških  resursov. V današnjih dneh to ni več tako velik problem, ker so PLC-ji dovolj zmogljivi, 
vendar je še vedno treba biti previden pri izbiri jezika glede na kompleksnost in obseg problemov, saj 
se PLC-ji med seboj razlikujejo po velikosti delovnega in začasnega spomina, ki sta ključna za 
hranjenje in izvajanje kode programa. 
 
Funkcija jezika graf ima že preddefinirane spremenljivke, ki omogočajo vklop in izklop sekvence, 
prikaz trenutno aktivnega koraka, spremembo režima delovanja, aktivacijo ali deaktivacijo 
določenega koraka …. Zanimiv je režim delovanja sekvence, ki je integrirana funkcionalnost grafa, 
ki omogoča različne načine prehajanja med stanji. Imamo: 
 ročni režim – uporabnik s parametrom ali ukazom določi, kdaj se aktivira naslednji ali 
poljuben korak; 
 polavtomatski režim – program prehaja med stanji, ko je izpolnjen pogoj ali ko uporabnik 
ročno omogoči prehod;  
 avtomatski režim – program samodejno prehaja med koraki, ko je izpolnjen pogoj [12]. 
Režim je zelo uporaben pri testiranju delovanja programa ali že v procesu, ko se zaradi določenih 
problemov nekega pogoja ne more izpolniti, uporabnik pa oceni, da se izvajanje lahko nadaljuje. 
Ker funkcijski blok že vsebuje spremenljivke za vklop in izklop sekvence ter prikaz delovanja, v 
tabelo spremenljivk dodamo samo spremenljivke, ki so neposredno povezane s procesom (Slika 61). 
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Slika 61: Tabela spremenljivk funkcije v jeziku graf – spremenljivke s svetlejšo podlogo so dodane 
spremenljivke, s temnejšo podlago pa integrirane spremenljivke. 
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Ko imamo izdelano tabelo spremenljivk funkcijskega bloka, lahko preslikamo diagram prehajanja 
stanj v jezik graf (Slika 62). 
 
Slika 62: Preslikan diagram prehajanja stanj v jeziku graf. 
 
Kot vidimo, sta si diagram prehajanja stanj in koda programa zelo podobna. Vsak kvadratek 
predstavlja korak in vsaka vodoravna črta predstavlja prehod. Z dvojnim klikom na enega od 
elementov se nam odpre podroben pogled, kjer določimo akcije, ki se izvedejo ali izvajajo v izbranem 
koraku (Slika 63), in pogoj za prehod v naslednji korak (Slika 64). 
 
 
Slika 63: Akcije, ki se izvedejo ali izvajajo v koraku. 
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Pod »Actions« določimo akcije, ki se izvedejo ali izvajajo, ko je aktiven korak. V stolpcu »Qualifier« 
določimo tip akcije, ki je lahko nastavi/ponastavi vrednost spremenljivki, nastavi vrednost, dokler je 
korak aktiven, zaženi števec, ponastavi števec, aktiviraj korak in drugo. V stolpcu »Action« določimo, 
v katero spremenljivko se shrani rezultat akcije, ki smo jo določili v stolpcu »Qualifier«.  
Zgoraj je prikaz akcij v četrtem koraku, v katerem sta aktivna izhoda za vklop motorja mešala in 
motorja tesnilne črpalke, dokler je četrti korak aktiven. 
 
Pogoji za prehod v naslednji korak so prikazani spodaj. 
 
Slika 64: Pogoji za prehod v naslednji korak. 
 
Vsak prehod ima svojo unikatno številko, ki nam v preglednem pogledu prikazuje, kam bo program 
skočil ob izpolnjenem pogoju. Pogoje za prehod se v grafu piše v osnovnih jezikih LAD ali FDB. Na 
sliki je prikazan pogoj za prehod T4, kjer se nahaja komanda za izklop sekvence, ki omogoči skok 
sekvence v korak S5, v katerem izklopimo motor mešala. Pogoj za prehod T18 je pogoj za prekinitev 
izvajanja sekvence, ki omogoči skok v korak S6, v katerem izklopimo oba motorja. Pogoj za prehod 
T17 je pogoj za skok v korak S1, ko je nivo v posodi nižji od vrednosti spodnje meje.  
 
Prikaz sekvence, napisane v programu graf, je površen, saj je namen prikaza le predstavitev 
namenskega programa za pisanje sekvenc, ki nam razširi možnosti uporabe jezika LAD, ki je osnovni 
jezik za programiranje uporabniške aplikacije.  
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Za konec si poglejmo še strukturo večnivojskega sekvenčnega programa z uporabo nadrejenih in 
podrejenih sekvenc. 
5.2 Večnivojski sekvenčni program 
Spoznali smo sekvenco mešanja. Spoznajmo še sekvenco doziranja in praznjenja posode. 
 
Doziranje v posodo 
Polnjenju posode s surovino ali surovinami pravimo doziranje surovine v posodo. Običajno za tako 
nalogo potrebujemo črpalko, ki črpa surovino iz zbirne posode (po navadi je mnogo večja od ciljne), 
meritev nivoja v ciljni posodi ali merilec pretoka in dozirni ventil. Predpostavljajmo, da polnimo 
posodo glede na nivo surovine v posodi. Koraki sekvence so: 
 preverimo, ali je nivo v ciljni posodi dovolj nizek, da ne pride do preliva vsebine; 
 če so pogoji izpolnjeni, se odpre dozirni ventil; 
 ko je dozirni ventil odprt, se zažene črpalka, ki prečrpa surovino v posodo do željenega nivoja; 
 ko je dosežen željen nivo, se črpalka izklopi; 
 nato se zapre dozirni ventil in sekvenca se konča ali čaka, da nivo pade pod določeno spodnjo 
mejo, da se ponovi od začetka. 
 
Praznjenje posode 
Praznjenje posode je obratno doziranju v posodo. S praznilno črpalko se prazni posoda v drugo 
posodo ali v nadaljnji proces. Koraki sekvence so: 
 preverimo, ali je nivo v praznilni posodi dovolj visok, da varujemo črpalko pred suhim tekom; 
 če je nivo v praznilni posodi dovolj visok, se zažene praznilna črpalka; 
 ko nivo v posodi pade pod spodnjo mejo, se črpalka izklopi in sekvenca se konča. 
 
Vsaka sekvenca zase je zaključena enota, ki opravlja določeno delo. Industrijski proces sestavlja več 
takih enot. Da bi bil proces popolno avtomatiziran, je treba te enote povezati med seboj. Eden od 
načinov je povezovanje posameznih sekvenc v večnivojski sekvenčni program z eno nadrejeno 
sekvenco in tremi podrejenimi. Načinov za tak pristop je več: 
 izdelava nadrejene funkcije, ki po korakih vklaplja in izklaplja podrejene sekvence, ki so 
klicane zunaj nadrejene sekvence. S tem pristopom se ognemo podvajanju vhodnih in 
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izhodnih spremenljivk funkcije, saj ima vsaka podrejena sekvenca svoj instančni podatkovni 
blok, prek katerega nadrejena sekvenca komunicira s podrejeno; 
 izdelava funkcijskega bloka nadrejene sekvence, ki po korakih vklaplja in izklaplja podrejene 
sekvence, ki so klicane v samem funkcijskem bloku. Nadrejena sekvenca vsebuje instančne 
podatkovne bloke podrejenih sekvenc, ki so shranjene v statičnih spremenljivkah. S tem se 
podvojijo vhodne in izhodne spremenljivke podrejenih sekvenc, a se dobi zaključeno enoto, 
ki se lahko večkrat uporabi v programu. 
V nadaljevanju bo opisan zadnji pristop. 
5.2.1 Nadrejena sekvenca 
Nadrejena sekvenca je sekvenca, ki po potrebi vklaplja ali izklaplja posamezne podrejene sekvence, 
ki skupaj tvorijo zaključeno enoto procesa – v tem primeru upravljanje s posodo T50. Taka sekvenca 
je samostojna in se jo lahko vključi ter pusti delovati za nedoločen čas. Upravljalec je potreben samo 
za zagon sekvence in pozneje za nadzor in odpravo napak, ki se pojavijo v procesu (odpoved motorja, 
ventila, meritvenega inštrumenta ali krmilne elektronike). Predpogoj za zagon sekvence je, da je 
posoda, uporabljena v procesu, prazna. Diagram prehajanja stanj je naslednji: 
 
Začetek 
Korak 1 
Začetni 
pogoji? 
1. Vse sekvence mirujejo, 
2. nivo je manjši od spodnje meje. 
1. Vklop sekvence doziranja, 
2. vklop sekvence mešanja. 
Doziranje 
deluje? 
Izpolnjeni začetni pogoji in komanda za vklop. 
Da 
Aktivna je komanda za izklop. 
Korak 2 
Čakanje na delovni nivo v 
posodi. 
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Ko je izdelan diagram prehajanja stanj, napišemo tabelo spremenljivk (Slika 65). V tabelo je treba 
vključiti tudi podatkovne bloke za podrejene sekvence. To se stori tako, da se v področju statičnih 
spremenljivk ustvari spremenljivko, ki se ji pod izbirnim poljem »tip« izbere željen funkcijski blok. 
 
Korak 4 
Praznjenje 
deluje? 
Vklop sekvence praznjenja. 
Da 
Korak 5 
Praznjenje in čakanje, da nivo 
pade pod spodnjo mejo. 
Aktivna je komanda za izklop. 
Komanda za 
izklop? 
Da 
Konec 
Korak 3 Mešanje in čakanje na pretečen čas. 
Da 
Čas mešanja 
pretečen 
Aktivna je komanda za izklop. 
Nivo>zgornje 
meje 
Da 
Aktivna je komanda za izklop. 
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Slika 65: Tabela spremenljivk s podatkovnimi bloki. 
 
Ko imamo izdelano tabelo spremenljivk funkcijskega bloka, lahko napišemo program. Program bomo 
tako kot v prejšnjih primerih razdelili na tri dele: 
 začetni in ustavitveni pogoji; 
 pisanje pogojev za prehajanje med stanji; 
 klici ter povezovanje vhodov in izhodov funkcijskih blokov podrejenih sekvenc s 
spremenljivkami nadrejene sekvence in ponastavljanje signalov za vklop in izklop sekvence. 
Prvi del programa 
Začetni pogoj (Slika 67) preveri, da vse sekvence mirujejo, ustavitveni pogoj (Slika 67) pa je v tem 
primeru samo komanda za izklop. 
 
Slika 66: Začetni pogoj ustavitvene sekvence. 
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Slika 67: Ustavitveni pogoji nadrejene sekvence. 
 
Drugi del programa 
Sledi določanje korakov in prehodov med njimi. 
 
Prvi korak 
 
Slika 68: Prvi korak nadrejene sekvence. 
 
Prvi korak (Slika 68) je korak, ki ob izpolnjenih začetnih pogojih nivoju, nižjem od spodnje meje, in 
komandi za vklop vklopi sekvenco doziranja. V tem delu programa so določeni pogoji za prehod in 
stanje prvega koraka. Prvi korak je aktiven, tudi ko je aktiven peti korak in so izpolnjeni začetni 
pogoji in je nivo nižji od spodnje meje (za stanje petega koraka glej spodaj). 
 
Drugi korak 
 
Slika 69: Drugi korak nadrejene sekvence. 
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Drugi korak (Slika 69) se aktivira, ko je aktiven prvi korak in je vklopljena sekvenca doziranja. Status 
sekvence doziranja dobimo prek instančnega podatkovnega bloka, ki smo ga določili v tabeli 
spremenljivk.  
 
Tretji korak 
 
Slika 70: Tretji korak nadrejene sekvence. 
 
Tretji korak (Slika 70) je aktiven, ko je aktiven drugi korak in je nivo višji od delovnega nivoja. V 
tem koraku izklopimo sekvenco doziranja. 
 
Četrti korak 
 
Slika 71: Četrti korak nadrejene sekvence. 
 
Četrti korak (Slika 71) se aktivira, ko je aktiven tretji korak, sekvenca mešanja deluje in ko preteče 
nastavljen čas mešanja. V tem koraku izklopimo sekvenco mešanja. 
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Peti korak 
 
Slika 72: Peti korak nadrejene sekvence. 
 
Peti korak (Slika 72) je zadnji korak in se aktivira, ko je aktiven četrti korak, sekvenca praznjenja 
deluje in ni aktiven prvi korak. Iz petega koraka lahko tudi skočimo v prvi korak, ko vse sekvence 
mirujejo in nivo pade pod spodnjo mejno vrednost. Spodnja mejna vrednost izklopi sekvenco 
praznjenja, sekvenci mešanja in doziranja sta že izklopljeni, zato je začetni pogoj izpolnjen in koraki 
se lahko ponovijo. 
Tretji del programa 
Tretji del programa je klicanje podrejenih sekvenc (Slika 74) in povezovanje spremenljivk podrejene 
in nadrejene sekvence (Slika 73). 
 
Slika 73: Povezovanje spremenljivk podrejene in nadrejene sekvence. 
 
V tem delu programa se vklopi sekvenca doziranja, ko sta aktivna prvi in drugi korak, in se izklopi, 
ko koraka nista več aktivna. 
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Slika 74: Klicanje funkcijskih blokov podrejene sekvence. 
 
Kot smo spoznali, funkcijski blok za shranjevanje vrednosti spremenljivk potrebuje podatkovni blok. 
Ta je določen v statičnih spremenljivkah nadrejene sekvence in prek njega se upravlja podrejeno 
sekvenco. V zgornji kodi programa je prikazan klic funkcijskega bloka podrejene sekvence doziranja, 
ki je povezan na podatkovni blok in vhodne ter izhodne spremenljivke nadrejene sekvence. Sledijo 
še: dva klica in upravljanje s sekvencama mešanja (Slika 75) in praznjenja (Slika 76Slika 75). 
 
Slika 75: Klic in upravljanje s sekvenco »mešanje«. 
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Sekvenca mešanja je vklopljena, ko so aktivni drugi, tretji ali četrti korak, in izklopljena, ko omenjeni 
koraki niso aktivni. 
 
Slika 76: Klic upravljanja s sekvenco »praznjenje«. 
Sekvenca praznjenja je vklopljena, ko sta aktivna četrti ali peti korak, in izklopljena, ko omenjena 
koraka nista aktivna. 
Na koncu še ponastavimo komande nadrejene sekvence za vklop in izklop.  
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6 Sklep 
V diplomskem delu je predstavljena uporaba sekvenčnega programa v industrijskem procesu. 
Predstavljen je eden od načinov pisanja sekvenčnih programov, ki je napisan v jeziku LAD, ki je 
osnovni jezik za programiranje industrijskih PLC-jev in ga najdemo pri večini proizvajalcev 
krmilniške opreme. Osnova predstavljenega načina programiranja je razdelitev programa na korake, 
med katerimi se prehaja glede na zahtevane pogoje. Vsak korak ima določene akcije, ki so aktivne 
med celotno aktivnostjo koraka. V našem primeru smo razdelili program na tri dele, vendar bi pri bolj 
enostavnih primerih program lahko razdelili tudi samo na dva dela ali celo le enega.  
Predstavljen je tudi program, napisan v jeziku SCL, ki prikazuje njegove prednosti pri reševanju 
kompleksnejših problemov.  
Prav tako je predstavljen program (in njegove prednosti), ki je napisan v jeziku graf, namenjenem 
pisanju sekvenčnih programov. 
Pri pisanju diplomskega dela so mi pomagali znanje uporabe programske opreme in izkušnje pri 
pristopu k reševanju problema. To sem pridobil skozi leta realizacij različnih projektov, pri katerih 
sem se tudi naučil, da je delo inženirja zahtevno in zahteva vsakodnevno učenje novih pristopov, 
uporabe različnih metod in programskih jezikov za reševanje problemov. 
Primer, ki sem ga predstavil, bi bilo treba še dopolniti s kodo za preverjanje napak (npr. prekinitev 
zanke nivojskega ali temperaturnega merilnika, izpad delovanja motorja tesnilne črpalke, napaka na 
povratnih signalih odprtosti ali zaprtosti dozirnega ventila itd.). Te napake bi bilo treba ovrednotiti in 
določiti akcije, ki naj bi se ob napakah izvedle.  
Naučil sem se tudi, da lahko inženir predvidi veliko nepredvidljivih situacij in jih predčasno prepreči, 
vendar vedno obstaja možnost naključja, ki postavi program v nedefinirano stanje. Zato je zelo 
pomemben sistematičen pristop pri analizi in reševanju problema ter dobro testiranje programa, 
preden ga uporabimo v produkciji. 
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