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みシステムにおいて，現行 PF と同程度のハードウェアリソースを持つ新 PF へ変更する
際のソフトウェア開発工数削減が課題となる．この課題の解決に際し，既存ソフトウェ
アを改変せずに PF 間で移植できれば理想的であるが，実際にはソフトウェアの階層構




スコードからの PF 依存部抽出手法を考案した．本手法では，あらかじめ PF 依存種とそ
iii 
の検索方法の一覧を作成しておき，これを用いて既存ソフトウェアのソースコードを解
析して PF 依存部候補を検索した後，候補から PF 依存部を抽出する．本手法を用いた
PF 依存部抽出支援ツールを開発し，実際の製品ソースコードに適用した結果，典型的
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値そのものである[Tamaki2014]．この特性については，ISO/IEC 9126:1991[ISO1991] (JIS X 
0129:1994[JIS1994])で 6 種類定義されており，2001 年の規格改定等を経て，後継規格の
ISO/IEC 25010:2011[ISO2011] (JIS X 25010:2013[JIS2013])では，利用時の品質として 5 種類
の特性と 11 種類の副特性が，システム/ソフトウェア製品品質として 8 種類の特性と








                                       
本稿で述べられたシステムおよび製品名は，一般に各社の商標または登録商標である．  
2 
表 1.1 JIS X 25010:2013 における品質の特性と副特性 































込みシステムで 53.6%，エンタプライズ システムで 50.1%を占めることが判明した．文
献[IPA2013]を基に作成した開発費用の内訳（開発対象別）を図 1.1 に示す． 
 














図 1.2 [IPA2013]を基に作成した開発費用の内訳（費用別） 
 (a) 初期コスト 




Linux Foundation は，エンド ユーザーや SI 企業が安心して導入出来る OSS ツール選定
の際の一つの目安として，12 分野 550 種の OSS を紹介している[LF2015]．経済産業省が
Linux Foundation オープンソースソフトウェア活用動向調査[LF2013]を基にまとめた調
査[TIS2015]によると，国内における OSS 導入数は，2008 年から 2013 年で 2.1 倍に増加
している． 
ソフトウェアの開発コスト 
＝ (a) 初期コスト（ライセンス料，開発環境構築コスト，教育コストなど） 







































































開発期間 ＝ A × 開発工数
B













図 1.3 実機レス開発環境を適用した開発プロセス 
1.1.2  本研究の目的 


























タ，自動車のエンジン，エレベータなどの制御機器，POS (Point of Sale)端末，ATM 
(Automated Teller Machine)，自販機などの支払機器，心電計，CT (Computed Tomography)，






通信白書[MIC2015]によると，電子部品デバイスの価格は 1986 年からの 24 年間で 75%，
1997 年からの 12 年間で 50%低下しており，一方で IoT (Internet of Things)の数は 2011 年
からの 10 年間で 5.1 倍に増えると予測されている．[MIC2015]を基に作成した(a)電子部
品・デバイス物価指数の推移，および(b)IoT デバイス数の推移・予測を図 1.4 に示す． 
一方，組込みシステムおよび組込みソフトウェアは，以下の特徴を備えることが多い．
















アの PF 間移植と，テスト・デバッグ工程における並行開発の開発効率向上を図った． 
1.2.1  既存ソフトウェアの PF 間移植 
まず，設計・実装工程における既存ソフトウェアの PF 間移植について述べる．ここ
では，開発済みの組込みシステムにおいて，現行 PF と同程度のハードウェアリソース
を持つ新 PF へ変更する際のソフトウェア開発工数削減が課題となる． 
この課題の解決に際し，既存ソフトウェアを改変せずに PF 間で移植できれば理想的
であるが，実際にはソフトウェアの階層構造が崩れ，エンディアンやパディング有無な
どの PF 特性に依存する実装（以降，PF 依存部と呼ぶ）が点在していることが多く，PF
依存部の抽出・修正が必要となる．さらに仕様書が不完全，不正確のため PF 依存部の
抽出に活用できないという状況にも対応できるよう，PF 特性に依存する実装パターン





ら PF 依存部を抽出する．本手法により，以下の効果が得られる． 
(1) PF 依存種が一覧化されているため，過去の事例から判明した PF 依存種を早い段階で
漏れなく抽出でき，同じテストを何回も実施しなくて済み，潜在的な不具合がテス
トで顕在化しないリスクを減らせる． 





した．典型的な条件では，PF 依存部の検索・判定・修正工数を 49%，PF 依存の該否判
定工数を 40%削減可能との見込みを得，高い工数削減効果が得られることを実証した． 























バ層およびハードウェア層を PF と考えると，実機 PF からエミュレータ適用 PF への PF













の PF 間移植の開発効率向上について，PF 依存種検索によるソースコードからの PF 依
存部抽出手法の研究を述べる．課題とアプローチ，PF 依存種検索によるソースコード






デジタル TV 開発への適用評価を述べる． 














2.1.1  ソフトウェアの開発工程 
本研究が対象とするソフトウェア開発の工程は，設計，実装，テスト，デバッグから
なる．図 2.1 にソフトウェア開発の工程を示す． 
 
































2.1.2  開発効率向上のアプローチ 
ソフトウェア開発の効率向上に関して，2.1.1 で述べたソフトウェア開発工程に従い，
アプローチ別に整理して関連技術を述べる．開発効率向上のアプローチには，表 2.1 に
示す 3 種類がある． 
 
13 
表 2.1 開発効率向上のアプローチ 



























要である．これに関しては，ソフトウェア統合開発環境（Eclipse [ECL], Microsoft の Visual 
Studio [VST]など）のデバッガ機能，OS のトレーサ機能（Linux の ftrace [FTR]など），性
能解析ツールであるプロファイラ（gprof [GPR]，OProfile [OPR]など），組込みシステム


















































モデルテストなどがある．モデルベース開発と形式手法については 2.1.3 で述べる． 
16 










種類の図法がある UML (Unified Modeling Language) [ISO2012]など多数ある．モデルベー
ス開発の適用工程の一例を図 2.4 に示す． 
 





が実現できる．キャッツの ZIPC [ZPC]や MathWorks の MATLAB/Simulink [MSL]などのシ
ミュレーションツールを利用することで，設計工程の中でモデルテストにより設計不具
合を検出することができ，手戻り工数を削減できる[Watanabe2004][Oho2009]．また，IBM











的とした Simulink モデルから UML モデルへの変換方法が提案されている．また文献



















確に検証できるため，工数が削減できる．形式手法の適用工程の一例を図 2.5 に示す． 
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レンスである Software Product Line Conference（SPLC）においても，SPLC2013 では




















表 2.2 組込みシステムおよび組込みソフトウェアの特徴，問題，課題 
# 特徴 問題，課題 






























[METI2011]を基に作成したプロジェクト件数比率を図 2.7 に示す． 
 
















[ITR]や VxWorks [VXW]などのリアルタイム OS を導入する．さらに，製品が通信機能や
23 
セキュリティ機能，高度な GUI などを備えるようになり，Windows [WIN]や Linux [LIN]
などの高機能 OS や，HTML [HTM]や Java [JAV]などのアプリケーション基盤（フレーム
ワーク）を取り入れる． 
 





















崩す呼出し方の例を図 2.9 に示す． 
24 
 



















































組込みシステムではハードウェアや OS 等の PF の変更を行う場合がある．例えば，部
品コスト削減，供給停止に伴う代替，性能向上を目的とした CPU の変更や，機能追加
や海外展開の容易化，新技術への追従性向上，ライセンス料削減，開発効率向上を目的






PF 間移植が必要となり，また，PF 間移植工数の削減が求められる．PF 変更と PF 間移植
の関係を図 2.10 に示す． 
 







































に，第 3 章，第 4 章で詳細を述べる． 
(1) 既存ソフトウェアのPF間移植手法の考案と，現行PFと同程度のハードウェアリソー















存する実装（以降，PF 依存部と呼ぶ）と，PF 特性に依存する実装パターン（以降，PF 依
存種と呼ぶ）に着目し，本研究の課題である，設計・実装工程における既存ソフトウェ
アの PF 間移植の開発効率向上について，PF 依存種検索によるソースコードからの PF 
依存部抽出手法の研究を述べる．課題とアプローチ，PF 依存種検索によるソースコー
ドからの PF 依存部抽出手法，PF 依存部抽出支援ツールの開発，製品ソースコードへの適
用評価を述べる． 
3.1 導入 
2.2 で述べた通り，組込みシステムではハードウェアや OS 等の PF の変更を行う場合
がある．例えば，部品コスト削減，供給停止に伴う代替，性能向上を目的とした CPU
の変更や，機能追加や海外展開の容易化，新技術への追従性向上，ライセンス料削減，









は，この課題の解決に必要な，PF 間移植における既存ソフトウェアからの PF 依存部抽
出について，PF 依存種検索によるソースコードからの PF 依存部抽依存部抽出手法を考
案した．本手法では，あらかじめ PF 依存種とその検索方法の一覧を作成しておき，こ
れを用いて既存ソフトウェアのソースコードを解析して PF 依存部候補を検索した後，








3.2 では，PF 間移植手順について述べた後，手順の１つである PF 依存部抽出につい
て，従来手法とその問題点，ならびに本研究で考案した手法とその効果を述べる． 
3.2.1  PF 間移植手順 
PF の変更方法には次の(1)～(3)がある（表 3.1 参照）． 




(3) 既存ソフトウェアを新 PF に合うように一部改修して（PF 間で移植して）使用する
場合，改修工数（中）がかかる． 
表 3.1 PF の変更方法 
 
新 PF が，現行 PF と同程度のハードウェアリソースしか持てない場合，(2)は不向きで
ある．ソフトウェア開発工数を考慮すると(1)よりは(3)が現実的である．そこで本研究
では，PF 変更方法に(3)，すなわち PF 間移植を用いる場合を対象とした． 
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PF 間移植において，工数削減のため移植作業を必要最小限にするには，既存ソフト
ウェアの PF 依存部と PF 非依存部を分離し，PF 依存部のみを修正する必要がある． 









る（図 2.9 参照）． 
拡張開発を繰り返した場合は，このような状況が積み重なるため，理想的な構造の維
持がさらに困難となとなる[Fowler1999][Ochiai2002]．この結果，PF 依存部が集約された
PF 依存層と，PF 依存部が含まれていない PF 非依存層について，PF 層のすぐ上位に集約
されるべき PF 依存部分が，ソフトウェア全体に離散してしまい，一括して把握するこ
とが困難になる．このような状態に対応するための，一般的な PF 間移植手順を図 3.1
に示す． 
(1) PF 依存層（ドライバ層など）を新 PF（ハードウェア，OS 層など）用に作成し，旧
PF 依存層と置換する． 
(2) 新 PF 依存層と，PF 非依存層（ミドルウェア層，アプリケーション層など）につい
て，文法上の整合を取る． 
(3) PF 非依存層に点在する旧 PF 依存部を抽出する． 
(4) 抽出した旧 PF 依存部を新 PF 向けに修正する（新規作成関数との置換もある）． 





図 3.1 PF 間移植手順 
3.2.2  従来の PF 依存部抽出手法の問題 
PF 間移植手順(3)について，過去の移植事例と参考文献を基に，従来の PF 依存部抽出
手法の問題点を述べる． 
従来の PF 依存部抽出手法を図 3.2 に示す．従来手法では，ハードウェアや OS 等 PF
との関連が記された仕様書，コード内の PF 依存に関するコメントなどと，ソースコー
ドを照らし合わせて PF 依存部を探し出し，PF 依存部一覧を作成する． 
 














大を招き，経産省による 193 事業部門への調査では，2008 年度に不具合が発生した事
業部門の 17%において対策費総額が 1 億円以上に上ったことが判明した[METI200B]． 
3.2.3  考案した PF 依存部抽出手法とその効果 
上記問題点を解決するため，本研究で考案した PF 依存種検索によるソースコードか
らの PF 依存部抽出手法では，ドキュメントやコメントではなく，ソースコード（実行




本研究で考案した PF 依存部抽出手法を図 3.3 に示す．本手法では，(a)あらかじめ PF
依存種とその検索方法の一覧を作成しておき，(b)PF 非依存層のソーススコードから PF
依存種を検索した結果を PF 依存部候補とする．(c)この PF 依存部候補について，PF 依
存部か否かの該非判定を行って PF 依存部を得，一覧を作成する． 
本研究で考案した手法の特徴は，次の(1)～(3)にまとめられる． 
(1) PF 依存種が一覧化されているため，過去の事例から判明した PF 依存種を早い段階で
漏れなく抽出でき，同じテストを何回も実施しなくて済み，潜在的な不具合がテス
トで顕在化しないリスクを減らせる． 






図 3.3 考案した PF 依存部抽出手法 
3.3 PF 依存種検索によるソースコードからの PF 依存部抽出手法 
3.3 では，本研究で考案した PF 依存部抽出手法のキーアイディアである PF 依存種と
その一覧を説明する． 
3.3.1  PF 依存要因 
PF 間移植における，PF 依存要因ごとの既存アプリケーションへの影響と，対応方法
を図 3.4 に示す．ライブラリ及び OS への依存部は，ライブラリ API やシステムコール
の I/F 変換ラッパを用いることで，アプリケーションの修正を行うことなく対応するこ
とができる．ただし，変換ラッパを用いる I/F を抽出する必要がある．一方，デバイス






図 3.4 PF 依存要因と対応方法 
3.3.2  PF 依存種 
本研究では，PF 移行に際して修正が必須となる可能性のある PF 依存部を，PF 依存内
容別に 39 種類に分類した．この分類では，過去の移植事例から 23 種を集め，その他
MISRA-C[MSR]にある他の 16 種と合わせた．なお，移植性を高めるためのリファクタリ
ングなど，PF 移行に必ずしも必要ではない修正は含めていない． 




PF 用の既存コードがビッグエンディアン依存であり，かつ，新 PF がリトルエンディア
ンである場合は，PF 移行に際して PF 依存部の修正が必要となる．なお，PF 依存種の一
覧を付録の表 3.10 に記す． 
また，移植時の修正難度を「易」「普」「難」の 3 段階で分類し，大まかな修正工数
把握を可能とした．修正難度の基準と該当する PF 依存種数を表 3.3 に示す．更に，移
植時の修正重要度を 1～4 の 4 段階で分類し，大まかな修正順の決定を可能とした．修
正重要度の基準と該当する PF 依存種数を表 3.4 に示す．これにより，例えば，修正難




表 3.2 PF 依存種一覧（全 39 種）の抜粋 
 
 




表 3.4 修正重要度の基準と該当する PF 依存種数 
 
3.4 PF 依存部抽出支援ツールの開発 
本研究で考案した PF依存部抽出手法の適用を支援するための PF依存部抽出支援ツー
ルを開発した．3.4 では，本ツールについて述べる． 
3.4.1  PF 依存部抽出支援ツールの概要 
本ツールの概略機能構成を図 3.5 に示す．本ツールは，新旧それぞれの PF（組込みシ
ステムの試作ボード等）の上で動作する(1)Check モジュールと，OS として Windows を
搭載した汎用 PC 上で動作する(2)Find モジュール，(3)Judge モジュール，(4)Modify モ
ジュール，検索機能，静的解析エンジン及びデータベースからなる．組込み機器開発で
取り扱われる言語の 60～70%は C 言語であるため[METI2010A] [IPA2013]，本ツールの解
析対象は C 言語ファイルとした．また，入出力などの基本機能を容易に実装するため，
OSS の統合開発環境として広く普及している Eclipse[ECL]をベースに用いた．同じく OSS
である cppcheck[CPC]を改良してソースコードの静的解析エンジンとして用い，検索機
能として OSS の grep コマンドを用いた．ツールの開発規模は数 kLOC で，C および C++
で実装した．以下，各モジュールについて説明する． 
(1) Check モジュール 
Check モジュールは，新旧それぞれの PF 上で動作し，表 3.2 の PF 依存内容に相当す





図 3.5 PF 依存部抽出支援ツールの概略機能構成 
(2) Find モジュール 
Find モジュールは，データベースに保存された PF 依存種に該当するコード（PF 依存
部）を，入力されたソースコードから検索する．検索結果は，PF 依存部候補一覧とし
てデータベースに保存される． 
なお，Find モジュールは，新旧 PF における PF 特性調査結果を元に，両者で PF 特性
が異なる PF依存種のみを検索対象とする．本ツールでの出力画面例(1)を図 3.6 に示す．
この画面は，旧 PF のエンディアンがビッグで，新 PF のエンディアンがリトルであるた
め，エンディアンに関連する PF 依存種が自動選定された場合の例を示している． 
 
図 3.6 PF 依存部抽出支援ツールの出力画面例(1) 
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(3 )Judge モジュール 
Judge モジュールは，データベースに保存された PF 依存部候補一覧を利用者に提示す
る．また，利用者がソースコードを解析し，それぞれの PF 依存部候補が PF 依存部か否
かの該否判定を行った後，Judge モジュールはその該非判定結果を受け付ける．本ツー
ルでの出力画面例(2)を図 3.7 に示す．この画面は，PF 依存部候補の内 ID13 は PF 依存部
である，と利用者が判定しチェックをつけた場合の例を示している．該非判定結果で
PF 依存部とされた箇所は，PF 依存部一覧としてデータベースに保存される． 
 
図 3.7 PF 依存部抽出支援ツールの出力画面例(2) 
(4) Modify モジュール 
Modify モジュールは，データベースに保存された PF 依存部一覧を利用者に提示する．
また，利用者が PF 依存部の１つを選択すると，該当するコードと，PF 依存種およびそ
の修正案を提示する．本ツールでの出力画面例(3)を図 3.8 に示す．この画面は，PF 依存
部一覧の内 ID４の PF 依存部を利用者が選択し，該当する applet_tables.c の 45 行目とそ
の前後のコード，PF 依存種およびその修正案が表示された場合の例を示している． 
 
図 3.8 PF 依存部抽出支援ツールの出力画面例(3) 
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なお，図 3.6，図 3.7，図 3.8 に示した画面例は，各機能の説明用にそれぞれ典型的な
ものを選んだ．同一解析過程での画面ではないため，表示項目は相互に対応していると
は限らない． 
3.4.2  PF 依存部抽出支援ツールの利用手順 
PF 依存部抽出支援ツールの利用手順を以下に示す． 
(1) ツールの Check 機能を用いて旧 PF と新 PF の PF 特性を調査する． 
(2) ツールの Find 機能を用いて PF 特性が異なる PF 依存種をソースコードから検索し，
PF 依存部候補を得る． 
(3) ツールの Judge 機能を用いて PF 依存部候補の該非判定を行い，判定結果をツールに
入力する． 
(4) 各 PF 依存部について，ツールの Modify 機能が出力した PF 依存種別の修正方法を参
考に修正する． 
3.4.3  PF 依存部抽出支援ツールの処理方式 
PF 依存部抽出支援ツールの代表的なモジュールである Check モジュールと Find モ
ジュールの処理方式について，以下に示す． 
(1) Check モジュール 
Check モジュールでは，例えば PF 特性としてエンディアンを調べる場合，エンディ
アンがビッグかリトルかによって値が変化するようなプログラムのコードを用意して




(2) Find モジュール 
PF 依存部の抽出を行う Find モジュールの処理方式，すなわちソースコードの検索方




本方式では cppcheck を使わず，grep により特定キーワードをソースコードから検索
する．例えば#pragma という文字列による検索が該当した部分を，プラグマの使用とい
う PF 依存部の候補として抽出する． 
(ii) 数値検索＋値確認方式 
本方式では cppcheck を使わず，grep により特定の種類の数値を検索し，その値が特
定範囲に含まれているものを抽出する．例えば 0x という文字列で検索した 16 進数が，
レジスタに割り当てられたメモリアドレスの範囲に含まれていた場合，その数を利用す








あり，かつ，第 2 引数の型が「char または unsigned char の，ポインタまたは配列」で
ない場合，ソケット通信用構造体へのデータ入出力という PF 依存部の候補として抽出
する（図 3.9 参照）． 
 
図 3.9 関数検索＋名前確認＋引数確認方式での抽出処理例 
(v) 代入検索＋キャスト確認＋サイズ確認方式 
本方式では，cppcheck の機能を複合的に使う．変数=変数の形を検索し，該当部分が
unsigned と signed の間でキャストしており，かつ，右辺のサイズが左辺のサイズより大




た PF 依存部抽出手法を適用し評価した． 
3.5.1  適用対象 
本評価における考案手法の適用対象は，産業用インフラシステム向け情報機器の製品
ソースコード（コード規模は数百 KB，言語は C）のうち，主要機能（コード規模は製品
全体の約 50%）部分とした．本手法を適用した移植では，CPU のアーキテクチャを SH
から ARM に，OS を VxWorks から Linux に，それぞれ変更した． 
また，MISRA-C で定義されている PF 依存部は，例えば富士通ソフトウェアテクノロ
ジーズの PGRelief[PGR]やテクマトリックスの C++Test[CPT]など，既存の静的解析ツール
で抽出可能なので，これらを除いた 23 種の PF 依存種を評価用の自動化対象とし，3.4
で述べた PF 依存部抽出支援ツールとして実装した． 
3.5.2  適用手順 
本評価における PF 間移植では，図 3.1 に示した PF 間移植手順(3)において PF 依存部
抽出支援ツールを用い，考案した手法を適用した． 
3.5.3  評価項目・評価方法・評価結果 
本評価の評価項目ごとに，評価方法，評価結果を述べる． 
(1) 移植工数 






77.5 時間（全工程に対し 24%），移植工程(B)PF 依存部の修正方法の検討と実装に 115.0
時間（同 35%），移植工程(C)動作確認とデバッグに 132.0 時間（同 41%）を費やした．
また，移植工程(B)の内，ツールで抽出可能な PF 依存部に関する作業工数(B1)は 104.5
時間（同 32%），それ以外の工数(B2)は 10.5 時間（同 3%）であった． 
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表 3.5 移植工数 
 
(2) PF 特性調査機能の有効範囲 
移植前後で特定の PF 特性が同じである場合に，その PF 特性に関連する PF 依存種は，
PF 間移植時の修正が必須ではない．例えば移植前後の PF がどちらもビッグエンディア
ンの場合，移植対象コードがビッグエンディアン依存であったとしても，その PF 依存
部を修正することなく PF 間で移植できる．つまり，PF 依存種に関連する PF 特性をあ
らかじめ得ておけば，不要な（移植に必須ではない）PF 依存部調査・修正工数の削減
につながる．そこで，PF 特性調査機能，すなわち PF 依存部抽出支援ツールの Check 機
能を用いて得られる PF 特性について，関連する PF 依存種の数と割合を求めた． 
PF 特性調査機能の有効範囲の評価結果を表 3.6 に示す．全 PF 依存種 39 項目中 19 項
目（49%）について関連する PF 特性を得られた．この 19 項目の PF 依存種全てが，過
去の移植事例から得た 23 種に含まれており，MISRA-C から得た 16 種のものはなかった． 




(3) PF 依存部候補数 
図 3.1，図 3.3 の PF 間移植手順(3)(b)において，PF 依存部候補の抽出件数が少なけれ
ば，その分，手順(3)(c)の該否判定工数が削減できる．そこで，PF 依存部候補の抽出件
数について，手動時の場合とツール利用時の場合を測定し，比較した． 
PF 依存部候補数の評価結果を表 3.7 に示す．抽出された候補数は，(3a)手動時の場合
の約 28k 個に対して，(3b)ツール利用時の場合は約 17k 個（3a に対し 60%）に低減され
ていた． 





考案手法の再現率の評価結果を表 3.8 に示す．全修正 1107 件の内，(4a)考案手法で抽
出可能な PF 依存部の修正が 5 種 935 件（全修正に対し 85%），(4b)考案手法では抽出不
可だが技術的に抽出可能な PF 依存部の修正が 6 種 159 件（同 14%），(4c)完全に対応す
るのは技術的に困難な PF 依存部の修正が 3 種 3 件（同 0.3%），(4d)PF 依存と無関係の
修正が 4 種 10 件（同 0.9%）であった．(4b)の例としては，関数に対して仕様で未定義
の値が引数として渡されている場合があった．これは，仕様未定義の関数をリストアッ
プしておけばツールで対応可能である．(4c)の例としては，ROM コードを書き換えてい
る場合があった．const 変数を非 const 変数にキャストしている場合などは文字列検索に
より抽出可能だが，const 変数のアドレスを直接参照している場合などへの対応は困難
と考えた． 
また，(4a)で修正した PF 依存部（5 種）は，修正難度が「易」2 種，「普」1 種，「難」
2 種であり，修正重要度が「2」1 種，「3」2 種，「4」2 種であった．また，(4a)で修正
した PF 依存部（5 種）の全てが，過去の移植事例から得た 23 種に含まれており，MISRA-C
から得た 16 種のものはなかった． 
(3)PF 依存部候補数の評価との関係を述べると，(3b)ツール利用で抽出された PF 依存




抽出された PF 依存部候補 28,139 個は比較用に求めたものであり，移植には利用してい
ない． 








率の評価における修正した PF 依存部(4a)(4b)(4c)（合計 1097 箇所）の内，比較対象とな
る PF 依存部は 741 個あった(5a)．この 741 個の PF 依存部は，(3)PF 依存部候補数の評価
における(3a)手動で得た 28,139 個の PF 依存部候補の中に 741 個（5a に対し 100%）含
まれており(5b)， (3)PF 依存部候補数の評価における(3b)ツール利用で得た 16,904 個の
PF 依存部候補の中に 732 個（同 99%）含まれていた(5c)． 





表 3.9 手動時とツール利用時の再現性の比較 
 








な PF 依存部の修正件数（935 件）の 9 割以上を，修正難度「易」と「普」の PF 依存部
が占めていた．修正難度「難」の PF 依存部が多い場合は，同程度の修正件数であって
も移植工数がより大きくなると想定される． 
(2) PF 特性調査機能の有効範囲 
本評価では，PF 依存部抽出支援ツールにより，全依存種の 49%（19 項目）に関連す
る PF 特性を得られ，この 19 項目全てが，本ツールの自動化対象であった．PF 依存箇












である．例えば，VxWorks で利用されている socket のような一般名称や i などの短い名
称の関数を抽出する際，キーワード検索だけでは同名の変数も抽出されてしまうが，静
的解析との併用により誤検出を避けられる（図 3.10 参照）．PF 依存部候補の該否判定
工数が均一な場合は，ツール利用により PF 依存の該否判定工数が 40%削減可能である
と言える． 
 




PF 依存種の再現率が 85%とは限らない．一方で適合率が 5.5%と低いのは，本研究では
PF 依存部の抽出漏れによる手戻り工数を削減するため，適合率よりも再現率の向上を
優先したためである． 
また，考案手法の再現率が 85%であり，かつ，(4a)考案手法で抽出可能な PF 依存部の
修正件数（935 件）の 9 割以上を，修正重要度が「3」と「4」の PF 依存部が占めてい
た．(4a)に該当する PF 依存部の種類が 5 種類と少ないため参考情報としてだが，修正重
要度の高い PF 依存部から修正する方針は正しそうである． 
(5) 手動時とツール利用時の再現性の比較 
本評価では，手動時とツール利用時とで再現性はほぼ同じであった．これにより，考
察(3)で示した不要な PF 依存部候補のツールによる除外は，PF 依存部を残しつつ PF 非
依存部を除外しており，正しく機能していると言える．  
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考案手法は，C 言語で記述されたソースコードならば他の PF 間移植にも適用可能で




持つ新 PF へ変更する際のソフトウェア開発工数削減を目的に，ソースコードの PF 依存
部抽出による既存ソフトウェアの PF 間移植手法を考案した． 
本手法を用いた PF 依存部抽出支援ツールを開発し，実際の製品ソースコードに適用










































4.2.1  従来の実機レス開発方式とその問題 
従来の実機レス開発方式とその問題点を図 4.1 に示す． 
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図 4.1 従来の実機レス開発方式とその問題点 
(1) ミドルウェア層エミュレーション方式 













































(2) PC は，従来から開発に利用している Windows/x86 環境をそのまま活用できること 
ソフトウェア開発において，仕様書表示やソースコード編集などに用いるために各開
発者に配備されている PC の OS は，Windows である場合が多い．実機レス開発環境を







4.3.1  Windows と Linux のマルチ OS 環境 
Windows と Linux のマルチ OS 環境による実機レス開発環境の構成を図 4.3 に示す． 
 
図 4.3 Windows と Linux のマルチ OS 環境による実機レス開発環境の構成 
ドライバ エミュレータは，実機のアプリケーション・ミドルウェア層のプログラム
を汎用ハードウェア層（PC）の上で動かすため，実機ドライバのエミュレーション機能
を PC 上で提供する環境である． 
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組込み機器では，高度なネットワーク機能やオープンソースとの親和性などから
Linux を採用する場合が増えている．このため，エミュレータも OS として Linux を用い
れば，実機とエミュレータの OS 部分が共通化できるため，効率的に開発でき，かつ，
より正確に動作をエミュレートすることができる．一方，4.2 で示した通り，PC は，従
来から開発に利用している Windows/x86 環境をそのまま活用できることが求められる． 
そこで，本研究の実機レス開発環境では，Windows PC 上で Linux 実行環境を提供可能
な仮想マシン（VMware Player）を利用した．仮想マシンは，Windows アプリケーショ
ンとして Windows OS 上で動作しつつ，内部では Linux 環境を提供することができる．
これにより，Windows アプリケーションでソースコード編集などを行なった後，クリッ
ク１つで仮想マシンに切り替えて，仮想マシンの Linux OS 上でプログラム生成や動作確
認を行なうことができる．  
4.3.2  本研究で考案したエミュレータの実装方式 
本研究で考案したエミュレータの実装方式について，図 4.4 に示す．図は，下から汎
用ハードウェア層（PC），OS 層（Linux カーネル，Linux ライブラリ，Linux デバイス ド
ライバ，ファイル システム），ドライバ エミュレータ層，開発対象であるアプリケー
ション・ミドルウェア層を示している．前述のように，本研究の実機レス開発環境では
OS 層において，Linux OS は Windows OS 上で動作する仮想マシン（VMwarePlayer）の中
で動作している．なお，Linux OS に含まれる Linux カーネルと Linux デバイス ドライバ
は図から省略している． 
 









 (1) Linux ライブラリ利用方式 
例えばネットワーク ドライバ エミュレータ（以降，EMU と呼ぶ）は，ミドルウェ
アから通信設定用 I/F（API）を呼ばれると，同等機能の Linux ソケット ライブラリ通信
設定用 API を呼び出し，PC のネットワークデバイスを介して通信する． 
本研究の実機レス開発環境では，Linux OS と PC ハードウェアの間に仮想マシンと
Windows OS が介在するが，仮想マシン上の Linux 環境は，Windows が存在せず Linux だ
けが OS として動く Linux PC と同じ環境である．このため以降では，仮想マシンと
Windows OS の説明を省略する． 
(2) Linux ファイルシステム利用方式 
IDE（Integrated Drive Electronics）ドライバ（EMU）や Flash ドライバ（EMU）のよう
にデータストレージ（HDD や FlashROM）を読み書きするドライバ（EMU）の場合は，
ストレージをイメージ ファイルとして PC の HDD 上に置き，Linux のファイルシステム
を用いて管理する． 
例えば実機の Flash ドライバが提供する FlashROM の読み書き機能を，PC の FlashROM
を用いてエミュレートすると，PC のシステムデータが書き換えられて PC が動作不良を
起こす可能性がある．そこで本研究で考案したエミュレータは，PC の HDD 上に実機の
FlashROM イメージファイルを作成して利用する．Linux では，FlashROM などのハード
ウェアに対する読み書き API と，ファイル システムに対する読み書き API が共通化さ
れているため，実機の Flash ドライバ内のシーケンスを変更することなく，エミュレー
ションを実現できる． 











具体的には，Linux の X Window System（以降，X と呼ぶ）という GUI 環境構築用の入
出力システムを用いて，ディスプレイ，マウス，キーボードなどの GUI を統合管理する
GUI エミュレータを開発する．表示ドライバ（EMU）とリモコン GUI アプリケーション
は，GUI エミュレータを呼び出して実機の表示画像とリモコン画像を表示する．また，
リモコン画像のボタン部分をマウスで操作するかキーボードでキーを押すと，GUI エ

















































図 4.5 ドライバ エミュレータの開発手順 
4.4 デジタル TV 向け実機レス開発環境の開発 
4.3 で示した実機レス開発方式に従い，デジタル TV 製品のソフトウェア開発用に実機
レス開発環境を構築した． 
4.4.1  デジタル TV 向け実機レス開発環境の概要 
デジタル TV（以降，DTV と呼ぶ）向けの実機レス開発環境を Windows PC 上に構築し














図 4.6 実機レス開発環境の画面例 







と考えると，第 3 章で述べた PF 間移植における PF 依存部の修正に相当する． 
本研究の実機レス開発方式を DTV に適用した際の，主な実機依存項目，その洗い出
し方法と対策を表 4.1 に示す． 
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表 4.1 実機依存処理の洗い出し方法とその対策 
# 実機依存内容 洗い出し方法 対策（ソースコード修正） 
(1) 固定アドレス利用 










ビルドエラーを参照 実機用と PC 用のアセンブラ実装ファイルをビ


























4.5 デジタル TV 開発への適用評価 
既存資産への拡張開発を行っている，実際の DTV 製品のソフトウェア開発に，4.4 で
開発した DTV 向け実機レス開発環境を適用し，評価した． 
4.5.1  製品開発での適用対象 
DTV の約半数のアプリケーション開発における，Unit Test（以降，UT と呼ぶ），
Combination Test（以降，CT と呼ぶ）およびデバッグに DTV 向け実機レス開発環境を適
用した．アプリケーション（以降，APP と呼ぶ）全体に対する適用対象分の規模を表 4.2
に示す． 
表 4.2 適用対象ソフトウェアの規模 
 
APP全体  
 適用対象 適用比 
モジュール数 68 33 49% 
完成ステップ数 688k 187k 27% 
 






















4.5.3  評価項目・評価方法 
実機レス開発環境の適用評価について，評価項目と評価方法を表 4.3 に示す． 
表 4.3 実機レス開発環境の評価項目と評価方法 


















4.5.4  評価結果 
(1) 適用可能テスト件数 
UT と CT のそれぞれについて，(a)今回の適用対象ソフトウェアでのテスト件数，(b)
その内実際に適用可能であったテスト件数，及び(c)適用対象ソフトウェア（ソフト）の
テストにおける適用比率（=b/a）を表 4.4 に示す．  
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UT件数 12015 12015 100% 
CT件数 15174 6100 40% 
 
(2) テスト・デバッグ期間 
実機は，テスタとプログラマ全員で 1 台を共有し，実機レス開発環境は，1 人 1 台ず



















仮定 実機レス開発 実機開発 
テスト環境 人数分の PC 1台の実機 1台の実機 
































*1) 実績値 A, B, D より算出，*2) 実績値 A を合計して算出， 
*3) 実機の実績値と同じだと推定して利用，*4) 実機レス適用なしの A, B, C より算出 
 
(3) テスト・デバッグ効率 





として，ソフトウェア開発全体でのテスト・デバッグ効率を表 4.6 に示す． 
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テスト環境 人数分の PC 1台の実機 
テスト分類 UT CT UT CT 
E テスト件数（件） 12015 6100 0 8481 












適用効果（実機レス/実機） (107%) 129%  




DTV ソフトウェア開発全体の工数を 100 とした場合の，実機レス開発環境の構築工数
比を表 4.7 に示す．なお，テストの実装・動作確認は実機依存処理の対策を含む． 
表 4.7 実機レス開発環境の構築工数比 
DTVソフトウェア開発全体 100 
ドライバ エミュレータの実装 3.1 
テストの実装・動作確認 5.0 
 
4.5.5  考察 
(1) 適用可能テスト件数 















実機レス開発環境で実施した CT は，実機開発環境で実施した CT に対して，テスト・
デバッグ効率が 29%向上している．一方 UT の場合は，参考値との比較のため単純には
評価できないが，107%とほぼ同等である．これは，テスト・デバッグ工数に占めるデ




に図 4.7 に示す．横軸を開発期間 T，縦軸を並行開発可能な環境数 P とし，面積で開発
工数または費用（人件費）W を表している．実機のみ利用時の開発期間を t1，実機レ
ス開発環境利用時の開発期間を t2，実機数を p1，開発者数を p2 とする．並行開発可能
な環境数 P は，実機レス開発環境を利用した開発では開発者数 p2 と同じだが，実機の
み利用した開発では実機数と同じ p1 に限られる．このため，実機のみ利用時の開発工
数は W1（=t1×p1），実機レス開発環境利用時の開発工数は W2（=t2×p2）で表される． 
 
図 4.7 費用削減効果の概念 
(a) テスト・デバッグ効率向上による費用削減 
実機のみ利用した開発で，開発者数 p2 と同数の実機が用意できたと仮定すると，開
発工数は W1 と同じなので，開発期間は t3（=W1/p2=t1*p1/p2）となる．実機レス開発
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環境利用時の開発工数 W2 は，テスト・デバッグ効率向上分だけ小さくなり，その削減
費用 Wa は，W1-W2=t1*p1-t2*p2=(t3-t2)*p2 と表される． 
(b) テスト・デバッグ期間短縮による費用削減 
実機のみ利用した開発では，並行開発可能な環境数が実機数と同じ p1 であっても，
開発期間 t1 の間，開発者数 p2 分の人件費が発生している．一方，実機レス開発環境利
用時の開発では，並行開発可能な環境数を開発者数 p2 分に増やせるため，(a)の効率向
上効果を差し引いて考えると開発期間を t3 に短縮できる．その削減費用 Wb は，
(t1-t3)*p2 と表される． 
(c) 費用対効果 
(a)および(b)による削減費用 Wa+Wb は，(t3-t2)*p2+(t1-t3)*p2=(t1-t2)*p2 と表され，本
適用では DTV のソフトウェア開発全体の工数を 100 とした場合，11.9 であった．実機




















(1) 設計・実装工程における既存ソフトウェアの PF 間移植 







ら PF 依存部を抽出するため，以下の効果が得られる． 
(A) PF 依存種が一覧化されているため，過去の事例から判明した PF 依存種を早い段階で
漏れなく抽出でき，同じテストを何回も実施しなくて済み，潜在的な不具合がテス
トで顕在化しないリスクを減らせる． 























バ層およびハードウェア層を PF と考えると，実機 PF からエミュレータ適用 PF への PF
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