The task of creating a university timetable has always been a difficult one. In the UK, the recent growth in student numbers and the adoption of modular degree structures by many institutions has made scheduling of university courses and exams an even bigger problem than it used to be. In this paper we will discuss automatic timetable generation. We will consider the use of traditional methods such as graph colouring and of advanced modern methods such as the application of genetic algorithms.
Introduction
If we were asked to determine the most important part of university life the one thing we probably would not think of is the timetable. This is a mysterious abstract object with no real existence of its own but exerting absolute authority on the way the university carries out its everyday business. Being part of a university (be it as a member of staff or as a student) involves an implicit acceptance of the fact that your movements and thoughts will be largely determined by the timetable for the duration of the year, that it will become a background, indeed a routine around which normal life may be carried out.
In this paper we will discuss the automatic generation of university timetables. However, before we can build or create a timetable we must be certain that we know firstly, what a timetable is and secondly, the difference between a good and a bad timetable.
Within a university there are usually two sorts of timetable; one for courses (teaching) and one for examinations. Both are special cases of the problem "How can we arrange a set of events so that no-one is expected to be in more than one place at the same time and that no more people are expected to be in a particular room than may fit in that room?" Any one individual's personal timetable can just be viewed as a subset of this University wide schedule.
The timetable describes the movement of staff and students throughout the week, which lecture theatres, labs/exam halls are used and when. It may be thought of as a set of meetings. A meeting, which may be a lecture, seminar, tutorial or exam, must feature certain components. Firstly, there needs to be a member of staff, either as tutor, lecturer or invigilator (institutions usually require more than one in this case). Secondly, there are a number of students involved who may all be undertaking the same degree course or who come from many different backgrounds. Thirdly, the meeting must have a particular room. This will often depend on the type of meeting. Finally, the meeting must occur at a particular time. In this way, the problem may be viewed as one of resource assignment where the resources are staff, students, rooms and times. Other resources such as overhead projectors or a second staff member may also be included in an expanded version of this model. Clearly, this format lends itself well to being put into a database to which different questions may be asked. For example, if we wish to find out a particular lecturer's timetable we may ask "Which meetings is that lecturer involved in?". Similarly we may ask "When is lecture room 1 being used?" or "What is happening at three o'clock on Tuesday afternoon?"
We can define a timetable to be a set of meetings and a feasible timetable to be a set of meetings consistent with the following two fundamental constraints:
(1) No student or staff member can be in more than one place at once (2) There must be sufficient seats for the students present.
The problem of timetabling is the problem of assigning the various resources to the meetings in a consistent manner.
In this paper we will consider examination timetabling but the ideas discussed can be applied to course timetabling.
It has been said that the only way to tell if a timetable is sufficiently good is whether it is used or not. No institution would wish to use an infeasible timetable as it is defined above. However, just because a timetable is feasible does not mean to say that it will be used. It could still be the case that every student is expected to sit five exams in a row or that adjacent lectures have been scheduled on opposite sides of campus.
The following list outlines some features which are usually considered to be desirable in a timetable. The list is by no means exhaustive and it is difficult to judge the order of importance in which the features should be placed. Quite often, whoever has been responsible for the job in the past will have evolved their own set of rules and tricks as to what is a good timetable and how to create it. For any university, or other educational institution, the desired effects and relative importance and restrictiveness of the constraints are likely to be very different.
Minimum adjacent exams
There should be a minimum number of students who have to sit two or more exams in a row.
Minimum same day exams
There should be a minimum number of students who have two or more exams in one day.
An even spread of exams
The exams taken by any one student should be spread as evenly as possible over the whole exam session.
Some papers must come before others
When an exam is to be taken in sections, part 1 should be scheduled before part 2.
Hold larger exams first
Larger exams take longer to mark so they should be scheduled near the beginning of the exam session.
Only one length of exam in any one room
This should reduce the disturbance of examinees by other students leaving before their exam has finished. This list gives some idea of the problems faced by an exam timetabler. In an ideal world, it would be nice to be able to optimise all these criteria. However, compromise is necessary since the total time allowed for exams is restricted. It is often the case that a timetable satisfying all the constraints we consider desirable simply does not exist. One of the cited advantages of computerised timetabling is that the timetabler now has a black box to blame for any stress resulting from the timetable. More constructively, the timetabler may even be able to "prove" that there really are no alternative places where a particular exam may be scheduled. Despite these niceties, this sort of conflict is not the timetabler's biggest headache; that arises from our first fundamental constraint and is enshrined in the very nature of the problem.
Attempts at Automating the Problem
Let us, for the moment, forget about all the different possible good timetable features and even what was cited as the second fundamental constraint (that of only putting as many examinees in a room as may fit) and concentrate solely on our first fundamental constraint. We may formulate a simple model to help us build a timetable.
It was first noted in the mid sixties that the problem of assigning exams to periods was equivalent to that of assigning colours to vertices in a graph. Each exam is drawn as a vertex then for every pair of exams that may not be scheduled in the same period, a line (or edge) is drawn between them. Each vertex (exam) is then coloured such that no pair of vertices connected by an edge have the same colour. Now, by taking each colour to represent a different period, we are assured that no conflicting exams are scheduled together. For an example, see figure 2 (different colours are denoted by the different shapes). Notice that Physics is coloured differently to Maths, Computer Science, Geography and Chemistry which means that Physics will be assigned a different period to these subjects. Another version of this problem occurs when trying to colour the countries on a map so that no two adjacent countries are coloured the same. Unfortunately, unlike this problem, where four colours are believed to be sufficient, timetable graphs may require any number.
The technical term for the minimum number of colours necessary for a proper colouring of a graph is the chromatic number. This is equivalent to the minimum number of periods needed to schedule a set of exams so that no two exams scheduled in the same period conflict. If the chromatic number is less than or equal to the number of available periods for exams then we know that we may find a timetable without conflicts although this still may not mean it is feasible or indeed usable. Finding the chromatic number, however, is not so easy.
All problems which may be solved by the use of a computer may be classified according to the amount of time necessary to solve them. The problem of finding the chromatic number of a graph lies in the class of NP-complete problems [8] . This means that for some instances of the problem it could take even a very fast computer a very long time to solve the problem. As the input (number of exams/students) grows linearly in size, the time necessary to solve the problem grows exponentially with it. For example, if an exhaustive search takes one second to find the optimal colouring of a graph with thirty vertices, a graph with thirty two vertices will require sixteen minutes of search time and a graph of thirty five vertices roughly a year and a half.
Two other important related problems also belong in this class. Whether a colouring may be found using a given number of colours is also NP-complete, so, we cannot easily tell in advance if a feasible timetable even exists. Also, the problem of fitting exams into rooms is NP-complete.
Clearly, a full search of all possible timetables would be unacceptable for anyone needing to produce timetables in a restricted amount of time. The timetabler must settle for a potentially less than optimal solution in return for a gain in speed. In practice though, even a colouring of a graph which is optimal may still not be what is considered to be the best timetable. Indeed, an optimal colouring could produce an infeasible timetable by having more students scheduled to have exams than there are seats available.
The first generation of computer-based systems to help the timetabling process were no more than book keeping programs that would store all the data and occasionally allow some manipulation. In essence they were no more advanced than the giant peg boards that they replaced. These were huge squares of wood, covered in tiny holes where pegs representing exams or classes could be inserted. Usually there would also be some sort of feeder board where unplaced classes could be stored in view. In many ways, the computer systems represented a backwards step since they still could not help the scheduling process actually reduced the amount of information on display.
The first programs that actually helped the assignment process as opposed to just storing data generally grew out of graph colouring algorithms adapted for the purpose [11] . The most popular of these was the sequential colouring algorithm. This involves taking one exam at a time and placing it in the first available time slot so that it does not conflict with any other exam. It was soon discovered that different orderings of the exams affected the number of periods actually needed and that, in particular, a timetable with a reduced number of periods could be found by allocating exams to periods in order of most conflicting exam first.
Other assignment algorithms were also developed to tweak the sequential algorithm. These included recalculating the exam order after each assignment [9] , adding a limited search mechanism [9] and searching one period at a time [7] . Different heuristics also appeared. Williams [12] reasoned that an exam would be difficult to schedule if its neighbours in the timetable graph were also difficult. He therefore ordered the exams according to a modified criteria where the weighting of each exam was proportional to the sum of the weightings of all the conflicting exams. A simpler and often more successful heuristic ordered exams recursively so that the one with the most neighbouring exams already scheduled is assigned first [1] .
With many of these algorithms the last few exams (together with various other necessary final adjustments) have to be done by hand.
It is also the case that most of these algorithms are making the assumption that the most difficult constraint is that of finding a conflict-free schedule but this is clearly not always the case. If an exam will only fit in one room and that room is being used for all but one period then that exam can certainly be considered a difficult exam to schedule and by the above reasoning should be placed next. An ideal algorithm should be able to "recognise" which of the two fundamental constraints is the harder and then use that as the basis for the decision as to which exam to timetable next.
One of the variations on the sequential algorithm as mentioned above was to only place exams in one period at a time. Once that period is full then the algorithm may move on to the next period selecting a new set of exams. Suppose that, instead of blindly going on to the next period, the algorithm first uses a different heuristic to place exams into rooms [4] . Now, if finding a conflict-free schedule is the "hard" constraint, the colouring (ordering) heuristic will find as many exams as possible. The second heuristic will then have no trouble fitting all the exams into available rooms. If, on the other hand, finding space is the harder constraint then the colouring algorithm will again find as many exams as possible which will then be placed into rooms by the room fitting heuristic. If some exams are left over then they may be "uncoloured" and kept available for scheduling in future periods. They may, in particular be used for the next period as we already know that they neither conflict with each other or any in the current period so will not cause any student to have to take two exams in a row. In each case, the harder of the two constraints has been instrumental in deciding what goes where.
Clearly, any algorithm that finds a set of non-conflicting exams may be used for the first part of the algorithm and any algorithm that assigns variably sized exams to rooms for the second. In most cases, the sequential algorithm may be used in either of its forms; choosing an exam then finding a period for it or choosing a period and finding a set of exams. Unfortunately, the heuristic which would be, perhaps, the most obvious choice (ie. choosing exams according to how many of its neighbouring exams have been scheduled) relies on the fact that other exams may have been scheduled in other periods. A new heuristic which selects the next exam according to which has the most neighbouring exams in common with those already assigned without actually conflicting itself may be used instead. The heuristic chooses exams at each step to maximise the number of vertices in the conflict graph still available for selection. In figure 4 Computer Science has been coloured green (denoted by a box). Physics, Maths and English must be coloured differently because they are adjacent to Computer Science in the conflict graph. However, Chemistry or Geography can be coloured green if desired. There is an edge between Chemistry and Geography so they cannot both be coloured green. In timetabling terms this means that Computer Science can be scheduled with Geography or Chemistry.
A Genetic Approach to the Problem
Heuristic algorithms, such as those briefly considered, can provide us with a reasonable, or at least a feasible timetable, in an acceptable amount of time. But what about the large set of desirable features listed earlier?
Over the last few years in the UK the timetabling problem has become harder due to the introduction of modularisation and increasing student numbers. It is likely to become even harder. We become faced with a new and more intractable problem: Does a solution exist? Can we actually find a timetable that satisfies our requirements?
It cannot be predicted, in advance, how many periods will be needed to produce a timetable. However, the more extra constraints required, the longer the resulting timetable is likely to become. The length of the exam session will normally have been decided in advance so is unlikely to be flexible. Two situations may now arise. If the timetable produced uses less periods than are allocated to it, then it is certainly usable but it will almost certainly not be the best timetable since it may be stretched out to increase the amount of time students have between exams without increasing the number of conflicts. If the timetable is longer than the allocated number of periods then either a greater amount of time must be allocated or some of the constraints which cause the lengthening of the timetable removed.
Clearly, it is possible to improve on the heuristically generated timetable. Any new methodology which may be used must have the ability to carry out at least a limited form of optimisation. It must be able to produce good quality timetables in a reasonable amount of time.
Genetic algorithms have proved to be very useful general purpose optimisation tools that may be applied to a wide range of, often very difficult, problems. Their development was inspired by the process of biological evolution. A population of possible solutions (which in this case would be timetables) are taken and rated according to how good they are by an evaluation function. The result of this evaluation on any particular population member is called its fitness. In the biological model this may be how quick a rabbit can run to escape its predators. Here it would more likely be how many students are expected to take exams in two consecutive periods. A selection function is then used to chose pairs of individuals (timetables) to mate with each other. The pairs are chosen according to their fitness to produce a new population. Finally, after a number of generations, the population converges on a good solution.
There are several reasons why genetic algorithms are particularly appropriate for the timetabling problem. Firstly, the evaluation and selection functions are independent from the encoding of, and methods of, creating new individuals. This means that the evaluation function may be defined independently by the university (or even provided by individual departments) to reflect their particular desires as to what the final result will look like. It also means that we may still use the various heuristics already developed in the generation of new individuals. This can often lead to improved performance.
Also, the edges in the exam graph are unlikely to be uniformly distributed but clumped together since there are usually more conflicts within a department or faculty than between them. By the very nature of the search methodology, good partial solutions in the areas that are most constrained are propagated quickly throughout the population much in the same way as good genes (or groups of genes) are spread in natural populations. This causes an implicit splitting between the harder sub-problems.
Finally, although a normal Genetic Algorithm will converge to one solution, it is possible either by separate runs or through the use of what are known as Island Genetic Algorithms to produce several different solutions, each with a similar fitness but subtly different in detail. This gives the administrator the choice of several good quality timetables. This is a facility that was previously missing from automated timetabling tools.
Several universities, including the University of Edinburgh, already use Genetic algorithms to timetable their undergraduate courses [6] . In this case, a simple representation is used where the individual population members contain a list of when each exam is to be held. This has successfully produced timetables of a better quality than were already available. At Napier University a different scheme is being developed where instead of specifically prescribing when an exam is to be taken, the individual is a list of instructions as to how the timetable is to be created [10] . A simpler version of this would be if the individual just contained an ordering of exams which was then used by the sequential algorithm. The fitness function includes a penalty, in the former case, for each conflicting exam and in the latter for each unplaced exam.
At Nottingham, an expanded direct representation is being developed with each individual containing information about where the exam is to be held as well as when [3] . Here, all population members are feasible timetables although to maintain the ability to search, the length of the timetable is allowed to vary. No penalty is now needed for the case where two exams conflict. This gives two advantages. Firstly that however long you are prepared to spend searching for a timetable, you will always have a feasible set to chose from. Secondly, if many other constraints are included in the fitness function there is no danger that they may swamp the no-conflict restraints so there is no possibility of finding a perfect timetable in every respect other than that it is not feasible.
A practical and useful timetabling system must, of course, be much more than just a series of algorithms. The system under development at Nottinghams is based around a spreadsheet type interface with time on one axis and either classes, rooms, staff or students on the other. Windows and database queries will allow the user to view any particular part of it at once. It is clear that, the more complete the system, the more useful it will be. The best system is one that incorporates all aspects of the timetabling process.
