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Suma´rio
Na sociedade actual, os servic¸os de atendimento ao pu´blico sa˜o uma presenc¸a comum no
quotidiano. Sejam servic¸os pu´blicos ou privados, esperar para ser atendido, sempre foi
algo que frequentemente ocorre. Va´rias foram as soluc¸o˜es encontradas para minimizar
e ordenar esta situac¸a˜o, seja atrave´s de uma simples fila de espera f´ısica, em que lite-
ralmente as pessoas esperam por ordem de chegada em fila pela sua vez, ou atrave´s de
uma fila virtual, formada por uma numerac¸a˜o obtida em func¸a˜o da ordem de chegada.
Independentemente da estrate´gia utilizada, um factor e´ sempre transversal, a espera pre-
sencial pelo atendimento. Este trabalho visa dar resposta a`s longas filas de espera, que de
forma mais ou menos frequentes va˜o surgindo nos mais variados servic¸os de atendimento
ao pu´blico. Estas filas de espera, frequentemente extensas e morosas, teˆm consequeˆncias
para as empresas ou instituic¸o˜es que prestam o servic¸o. Sublinha-se, outrossim, que teˆm
ainda um forte impacto na vida das pessoas que necessitam de recorrer a este tipo de
servic¸o, quer seja pela perda de tempo ou pela impossibilidade de ser atendido. O ob-
jectivo, da dissertac¸a˜o que ora se apresenta, e´ procurar solucionar, ou reduzir de forma
considera´vel o problema aqui descrito. Para o efeito vai ser criado um sistema integrado,
com os actuais sistemas de gesta˜o de atendimento, para que a informac¸a˜o e interacc¸a˜o que
anteriormente so´ era poss´ıvel de forma presencial, passe a ser poss´ıvel de forma virtual,
atrave´s de uma aplicac¸a˜o web e/ou mobile. Este sistema dara´ em tempo real o tempo de
espera estimado por cada servic¸o e permitira´ gerar um e-ticket que servira´ para dar acesso
a` sua vez no atendimento. Para tal, e´ necessa´rio implementar um sistema composto por
diversas tecnologias, tais como, Web Server, base de dados, API de webservices com re-
curso a microservices, de modo a que a interoperabilidade entre sistemas seja assegurada,
aplicac¸a˜o com versa˜o web e mobile que sejam intuitivas, responsivas e que permitam a
sua utilizac¸a˜o com fracas condic¸o˜es de ligac¸a˜o a` internet. Assim, espera-se que apo´s a
implementac¸a˜o do sistema, as filas de espera sejam normalizadas (reduzindo os picos), e
que cada vez menos exista um per´ıodo de espera presencial nos servic¸os de atendimento,
dando liberdade a`s pessoas para continuar com outras actividades, enquanto o momento
do seu atendimento na˜o chega.
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e-Tickets System for Customer Services
Abstract
In today’s society, public service departments are a common presence in everyday life.
Whether public or private services, waiting to be answered was always something that
occurs frequently. Many are the solutions to minimize and organize this situation, either
through a single physical queue where literally people expect first-served basis in line
for their turn, or via a virtual queue formed by a obtained numbering function of the
finishing order. Regardless of the strategy used, one factor is always cross the face waiting
for service. This paper aims to address the long queues, which more or less frequent
form arise in various public attendance services. These large queues have consequences
for companies or institutions that provide the service, but above all have a strong impact
on the lives of people who need to resort to this type of service, whether the loss of
time or the inability to be attended. The objective is to solve or reduce considerably
the problem described herein. For it will be created an integrated system with current
service management systems so that information and interaction that was previously only
possible in person, go to be possible in virtual form, via a web application and / or mobile.
This system will provide real-time estimated wait time for each service and will generate
an e-ticket which will serve to provide access to the attendance queue. To do this, it is
necessary to implement a system composed of several technologies, such as web server,
database, webservices API using microservices so that interoperability between systems
is ensured, application with web and mobile version that are intuitive , responsive and
allow their use with poor internet connection conditions. Thus it is expected that after
implementation of the system, queues are normalized (reducing the peaks) and that fewer
times anyone needs to wait in attendance services, giving freedom to people to continue
with other activities until the exact time of attendace is arrived.
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Desde que existem servic¸os de atendimento ao pu´blico, pelo menos em algum momento
houve um per´ıodo de espera. Essa situac¸a˜o ocorre sempre que existe um nu´mero de pessoas
por atender superior ao nu´mero de pessoas para atender. Quando essa situac¸a˜o ocorre sa˜o
utilizadas duas formas de lidar com o problema, criando uma fila de espera f´ısica, em que a
pessoa avanc¸a na fila ate´ chegar a sua vez, ou criando uma fila de espera virtual, em que se
retira uma senha no momento da chegada. Devido a` necessidade crescente de optimizac¸a˜o
de recursos, os agentes dispon´ıveis para atendimento nos mais variados servic¸os, teˆm vindo
a diminuir. De facto, na˜o e´ via´vel ter recursos suficientes para dar resposta a per´ıodos
de pico e durante a maior parte do tempo ter recursos em excesso. Essa situac¸a˜o, leva a
que invariavelmente surjam filas de espera de grandes dimenso˜es. A origem desta situac¸a˜o
e´ variada, podera´ surgir nos u´ltimos dias de uma data limite, lanc¸amento de um novo
produto ou servic¸o, durante a hora de almoc¸o (que normalmente coincide com a de alguns
funciona´rios do servic¸o)...
1.1 Motivac¸a˜o
Como sabemos, o tempo e´ um recurso cada vez mais precioso, pelo que tempo perdido em
espera e´ manifestamente um desperd´ıcio. Quantas vezes na˜o se perde uma hora de almoc¸o,
por vezes em va˜o, para nos deslocarmos a um destes servic¸os, ou em u´ltima instaˆncia so-
mos forc¸ados a utilizar dias de fe´rias para ter a disponibilidade necessa´ria para levar essa
tarefa ate´ ao fim. Noutras vezes o atendimento e´ ra´pido e nenhum dos problemas supra
citados ocorre. Dos va´rios problemas que manifestamente ocorrem, do ponto de vista do
cliente, sublinham-se a imprevisibilidade e tempo de espera para atendimento e conse-
quente obrigac¸a˜o de permanecer no local. Do ponto de vista da entidade que presta o
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servic¸o, reconhecer-se-a` haver recursos subaproveitados grande parte do tempo, espac¸os
de atendimento sobredimensionados, poss´ıvel desmotivac¸a˜o dos funciona´rios devido, a` de-
teriorac¸a˜o do ambiente de trabalho nos per´ıodos de grande aflueˆncia. De forma a mitigar
as situac¸o˜es anteriormente descritas, surge a necessidade de actualizar o paradigma. Para
queˆ perder tempo na deslocac¸a˜o a um servic¸o sobrelotado com um tempo estimado de
espera de 30 minutos, quando a 5 minutos de distaˆncia existe outro servic¸o ideˆntico com
um tempo estimado de espera de 5 minutos? Para queˆ perder tempo na deslocac¸a˜o a um
servic¸o, tirar uma senha e depois ter que aguardar horas para ser atendido? Porque na˜o
consultar a` priori qual o servic¸o com o atendimento mais ra´pido? Porque na˜o tirar a senha
a` distaˆncia de modo a que o atendimento seja praticamente coincidente com a chegada ao
servic¸o?
1.2 Objectivos
Este projecto tem como objectivo responder a estas necessidades, criando uma plataforma
web e mo´vel de consulta de tempo estimado de atendimento por servic¸o, e de emissa˜o de
e-tickets de forma integrada com os sistemas ja´ existentes.
1.3 Abordagem Proposta
O projecto consiste num sistema baseado na web, constru´ıdo de raiz, assente numa estru-
tura que permita um conjunto de servidores com uma arquitectura altamente escala´vel,
de modo a estar preparado para os desafios de uma utilizac¸a˜o intensiva. A interface deste
sistema e´ um dos pontos-chave, pois devera´ ser extremamente intuitiva, atractiva e multi-
plataforma, estando acess´ıvel via browser e atrave´s de dispositivos mo´veis (aplicac¸a˜o para
iOS e Android).
1.4 Principais contribuic¸o˜es
As principais contribuic¸o˜es desta dissertac¸a˜o sa˜o:
• Sistema agregador, que permite a integrac¸a˜o de todas as plataformas similares de
sistemas de atendimento;
• Inovac¸a˜o, permitindo integrar na plataforma sem grande esforc¸o, qualquer servic¸o
existente, sem que para isso seja necessa´rio implementar o seu pro´prio sistema;
• Implementac¸a˜o de versa˜o web e para dispositivos mo´veis, que permita a sua utilizac¸a˜o
em diversos cena´rios, de forma fa´cil e intuitiva, sem constrangimentos causados por
uma fraca ligac¸a˜o a` internet;
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• Possibilidade de utilizac¸a˜o, por exemplo, nos Servic¸os Acade´micos da Universidade
de E´vora, com o potencial de melhorar bastante as condic¸o˜es de trabalho dos fun-
ciona´rios deste servic¸o, e sobretudo reduzindo o tempo de espera dos alunos em
alturas de pico de atendimento;
1.5 Organizac¸a˜o
Esta dissertac¸a˜o esta´ organizada do seguinte modo:
• Cap´ıtulo 1 introduc¸a˜o ao trabalho realizado, as suas motivac¸o˜es, os objectivos que
se pretendem alcanc¸ar, a forma como se procura atingi-los, e as principais contri-
buic¸o˜es deste projecto.
• Cap´ıtulo 2 enquadramento da problema´tica abordada nesta dissertac¸a˜o, sa˜o des-
critas va´rias soluc¸o˜es e sistemas equivalentes. Sa˜o tambe´m caracterizadas diversas
alternativas nas va´rias tecnologias necessa´rias para a implementac¸a˜o deste projecto.
• Cap´ıtulo 3 apresentac¸a˜o da proposta para a implementac¸a˜o, listados e descritos os
objectivos que se desejam alcanc¸ar, assim como a metodologia de trabalho no de-
correr deste projecto. Sa˜o tambe´m apresentadas as opc¸o˜es propostas para utilizac¸a˜o
nas diversas tecnologias necessa´rias.
• Cap´ıtulo 4 descric¸a˜o do processo de implementac¸a˜o e ilustrados os va´rios compo-
nentes do sistema proposto.
• Cap´ıtulo 5 avaliac¸a˜o dos resultados alcanc¸ados neste projecto, tendo em consi-
derac¸a˜o os objectivos propostos. Sa˜o tambe´m referidos os trabalhos futuros, consi-




Neste cap´ıtulo, faz-se um enquadramento da problema´tica abordada nesta dissertac¸a˜o.
Sa˜o descritas va´rias soluc¸o˜es e sistemas equivalentes. Sera˜o ainda caracterizadas diversas
alternativas, nas va´rias tecnologias necessa´rias para a implementac¸a˜o deste projecto.
2.1 Enquadramento
Existem neste momento diversas abordagens de modo a minimizar os problemas anteri-
ormente descritos. Todavia, todos podem ser categorizadas em dois grandes grupos: filas
f´ısicas e virtuais. O primeiro grupo, corresponde a uma simples fila em que as pessoas se
va˜o ordenando por ordem de chegada, e o atendimento e´ feito por essa ordem. O segundo,
representa uma fila virtual, em que a cada posic¸a˜o e´ atribu´ıdo um nu´mero incremental,
que tal como no grupo anterior obedece a` ordem de atendimento. Ate´ ha´ pouco tempo,
as u´nicas evoluc¸o˜es visavam melhorias tecnolo´gicas na atribuic¸a˜o de senhas, na interface
de visualizac¸a˜o do estado actual no atendimento e sistema de chamada. Estas alterac¸o˜es,
apesar de melhorarem o servic¸o, como se reconhecera´, na˜o permitiram dar o salto quali-
tativo que se impunha, para as necessidades actuais de alguns servic¸os de atendimento.
Recentemente comec¸aram a surgir novas soluc¸o˜es, rompendo com o paradigma existente,
em que a posic¸a˜o na fila de atendimento pode ser obtida remotamente, atrave´s de um
sistema de marcac¸a˜o[Portugal, 2013], sistema de envio de SMS com informac¸a˜o sobre o
tempo de espera para um determinado servic¸o[de Not´ıcias, 2006]. Pore´m, sendo ainda im-
plementados pontualmente, mostram-se pouco flex´ıveis e consomem recursos extra. Neste
momento, coincideˆncia ou na˜o, comec¸am a surgir novos sistemas que convergem com o tra-
balho descrito neste texto. O Mapa do Cidada˜o[AMA, 2015] foi o primeiro. Este sistema
permite, consultar em alguns servic¸os de atendimento, em tempo real o estado das filas de
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espera e em alguns casos, a possibilidade de obtenc¸a˜o de uma senha on-line. Este servic¸o,
disponibiliza um portal web[WWW, 2014] e para dispositivos mo´veis[Computing, 2014]
nos sistemas operativos iOS, Android e Windows Phone. O Mapa do cidada˜o e´ baseado
no SIGA (Sistema Integrado de Gesta˜o de Atendimento) [SIGA, 2017], que permite obter
informac¸a˜o em tempo real sobre o estado dos va´rios servic¸os que utilizavam este sistema.
O SIGA foi inicialmente implementado nas lojas do cidada˜o, e aos poucos tem vindo a
ser replicado nos restantes servic¸os de atendimento do sector pu´blico. Actualmente ja´
possui aplicac¸a˜o pro´pria[sigaApp, 2017], para smartphones com sistemas operativos iOS
e Android. E´ direccionada exclusivamente para a gesta˜o de filas de espera dos servic¸os
que utilizam este sistema, permitindo tirar uma senha on-line, acompanhar em tempo
real o atendimento e a respectiva estimativa do tempo me´dio de espera. O sistema Mapa
do cidada˜o, e´ uma versa˜o mais abrangente do sistema SIGA, pois para ale´m das funcio-
nalidades e informac¸o˜es deste sistema, disponibiliza ainda a caracterizac¸a˜o e informac¸a˜o
dos restantes servic¸os existentes do sector pu´blico. Recentemente, a Caˆmara Munici-
pal de Lisboa[CML, 2017], disponibilizou a aplicac¸a˜o mo´vel Loja Lisboa[CML, 2017] para
Android e iOS, que permite o mesmo sistema para as lojas de atendimento municipal.
Os problemas relacionados com a gesta˜o de atendimento na˜o sa˜o exclusivos do sector
pu´blico, tambe´m no sector privado existe a percepc¸a˜o da necessidade de mudanc¸a do pa-
radigma, optimizando cada vez mais os recursos, proporcionar um melhor servic¸o, e com
isso fidelizar cada vez mais os clientes. Exemplo disso, e´ o lanc¸amento da aplicac¸a˜o mo´vel
tira-vez[SONAE, 2017] que permite emitir senhas e acompanhar os va´rios servic¸os de aten-
dimento das lojas Continente[Continente, 2017]. O grupo Sonae[SONAE, 2017], no ano
de lanc¸amento da aplicac¸a˜o registou que foram feitos 32000 downloads[SONAE, 2017],
nu´meros que ajudam a confirmar o sucesso da aposta. Tendo em considerac¸a˜o o surgi-
mento destes sistemas, na˜o sera´ de estranhar cada vez mais o seu aparecimento. No sector
pu´blico, atrave´s do seu alargamento a todos os servic¸os. No sector privado, a concorreˆncia
fara´ com que os restantes retalhistas disponibilizem sistemas equivalentes e possivelmente
um dia, acabara´ por fazer parte de todos os servic¸os de atendimento. Assistimos actual-
mente a alguma dispersa˜o nestes sistemas, tendencialmente cada vez maior. Para mitigar
essa dispersa˜o, torna-se importante a existeˆncia de um sistema, que para ale´m de funcio-
nar de forma auto´noma, consiga tambe´m ser agregador. Da´ı resulta que permita integrar
todos os sistemas existentes, para que assim o utilizador, na˜o seja obrigado a instalar
e/ou consultar uma aplicac¸a˜o por cada servic¸o de atendimento. Infelizmente esse sistema
ainda na˜o existe. Para implementar um sistema deste tipo, e´ necessa´rio recorrer a algumas
tecnologias.
2.2 Tecnologias




Um servidor web[Servidor Web, 2017] e´ o software responsa´vel pela disponibilizac¸a˜o de
conteu´dos na web[WWW, 2014], permitindo assim que, neste caso em particular, utili-
zando o protocolo HTTP[Hypertext Transfer Protocol, 2018] a aplicac¸a˜o esteja dispon´ıvel
tanto para o utilizador final, como para aplicac¸o˜es externas. Sera´ por isso parte fun-
damental neste projecto. Existem va´rios servidores web dispon´ıveis actualmente, de to-
dos, os mais utilizados sa˜o o APACHE[Apache, 2018], Microsoft IIS[Microsoft IIS, 2018]
e NGINX[NGINX, 2018]. Temos ainda o Node.js[Node.js, 2018], que apesar de na˜o ser
ta˜o usado, globalmente esta´ em crescimento e e´ bastante utilizado sobretudo em sites cujo
tra´fego e´ mais elevado[w3techs, 2018].
Figura 2.1: Representac¸a˜o da utilizac¸a˜o dos va´rios servidores[w3techs, 2018]
Para este tipo de projecto era importante a utilizac¸a˜o de tecnologias open-source[Open-source, 2018],
pelo que a utilizac¸a˜o de Microsoft IIS esta´ fora de questa˜o. A estabilidade e seguranc¸a e´
tambe´m um factor importante. Assim o Apache e o NGINX esta˜o mais bem posicionados.
Ambos muito ideˆnticos, embora o NGINX tenha melhor desempenho no carregamento
de conteu´do esta´tico. O Apache tem a vantagem de ser o servidor web mais utilizado,
com uma grande comunidade, muitas bibliotecas, sendo uma aposta segura. Em sentido
oposto, o Node.JS e´ mais recente, tem tido um grande crescimento sobretudo em sites cuja
utilizac¸a˜o e´ mais intensiva, embora na˜o seja nativamente um servidor web, pode funcionar
como tal. O elevado desempenho tem cativado cada vez mais utilizadores.
Existem algumas abordagens interessantes, como por exemplo a utilizac¸a˜o do NGINX
como balanceador de carga[Load Balancing, 2018] do Apache e ainda a utilizac¸a˜o de
Node.JS para responder a pedidos do Apache, extraindo desta forma o melhor de cada.
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Tabela 2.1: Comparac¸a˜o entre os servidores Apache, NGINX e Node.JS[UpGuard, 2017]
2.2.2 Linguagem de Programac¸a˜o
Como os conteu´dos disponibilizados neste servic¸o sa˜o dinaˆmicos, e´ necessa´rio recorrer a
uma ou va´rias linguagens de programac¸a˜o de modo a permitir a sua disponibilizac¸a˜o, assim
como a implementac¸a˜o da aplicac¸a˜o no servidor. PHP[PHP, 2014], C# via ASP.NET[C Sharp, 2018]
e Java[Java, 2018], sa˜o algumas das mais utilizadas linguagens de programac¸a˜o server-side,
JavaScript[JavaScript, 2018] em client-side.
Figura 2.2: Representac¸a˜o da utilizac¸a˜o das va´rias linguagens de Programac¸a˜o server-
side[w3techs, 2018]
Figura 2.3: Representac¸a˜o da utilizac¸a˜o das va´rias linguagens de Programac¸a˜o Client-
Side[w3techs, 2018]
PHP e´ uma linguagem open-source, com uma grande comunidade envolvida, fa´cil de uti-
lizar, funciona muito bem com APACHE e MySQL, que apesar de na˜o ser nativo, pode
funcionar orientada a objectos. Existe uma grande variedade de bibliotecas dispon´ıveis,
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frameworks de desenvolvimento, permitindo uma grande flexibilidade na sua utilizac¸a˜o
aliando uma a´gil implementac¸a˜o. Quanto a client-side, na˜o existe grande alternativa,
JavaScript e´ a norma, podendo depois variar na utilizac¸a˜o de uma ou mais bibliotecas.
2.2.3 Base de Dados
O armazenamento dos dados e´ fundamental para o funcionamento deste servic¸o. Na ca-
racterizac¸a˜o dos va´rios sistemas dispon´ıveis, passando pelo armazenamento de informac¸a˜o
dos utilizadores, ate´ ao momento da gesta˜o dos va´rios e-tickets emitidos, a informac¸a˜o
necessita ser armazenada e relacionada. Assim, uma base de dados relacional ou parci-
almente relacional e´ necessa´ria. Oracle[Oracle, 2018], MySQL[MySQL, 2014], Microsoft
SQL Server[Microsoft SQL Server, 2018], sa˜o as mais utilizadas.
Figura 2.4: Representac¸a˜o da utilizac¸a˜o das va´rias Bases de Dados[DB-Engines, 2018]
Apesar das treˆs serem relacionais, apenas a MySQL e´ open-source. E´ tambe´m a que melhor
integra a utilizac¸a˜o do Apache e funciona muito bem com PHP. A utilizac¸a˜o de uma base
de dados na˜o relacional pode ser interessante neste projecto, pela alta escalabilidade e
desempenho, em simbiose com uma relacional.
2.2.4 Servic¸os Web
De modo a assegurar a interoperabilidade aplicacional e´ necessa´rio ter uma boa biblio-
teca de servic¸os web, que permita uma fa´cil integrac¸a˜o assim como obter uma camada
de abstrac¸a˜o, dando transpareˆncia na sua utilizac¸a˜o, sobretudo num ecossistema poten-
cialmente ta˜o heteroge´neo como este. Este sistema tem que estar preparado para intera-
gir com uma grande pano´plia de sistemas de gesta˜o de atendimento, e ainda aplicac¸o˜es
mo´veis. As metodologias mais utilizadas actualmente sa˜o o SOAP (Simple Object Ac-
cess Protocol)[SOAP, 2018] e o REST (Representational State Transfer)[REST, 2018]. O
SOAP e´ um protocolo, sendo tambe´m por isso mais formal, assenta na comunicac¸a˜o
atrave´s de mensagens no formato XML (Extensible Markup Language) [XML, 2018] e
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normalmente faz-se acompanhar de um WSDL (Web Services Description Language)
[WSDL, 2018] que descreve os servic¸os dispon´ıveis e especifica a sua utilizac¸a˜o. REST[REST, 2018]
e´ um conjunto de restric¸o˜es e princ´ıpios sobre a arquitectura WWW[WWW, 2014], mais li-
geiro e versa´til, que normalmente utiliza JSON (JavaScript Object Notation)[JSON, 2014]
embora, possam ser utilizados outros formatos, como por exemplo XML ou apenas texto.
Uma das grandes vantagens, para ale´m da sua flexibilidade e a elevada eficieˆncia na troca
de mensagens entre sistemas, consumindo pouca largura de banda, e´ a facilidade com
que e´ feito o parse das mensagens, ja´ que muitas linguagens possuem me´todos nativos
para esse fim. Como desvantagem, na˜o sendo um protocolo, e por isso menos r´ıgido
na sua implementac¸a˜o, existe o risco de, caso a implementac¸a˜o na˜o seja bem feita, ha-
ver problemas de seguranc¸a ou de integridade dos dados. Para mitigar esses problemas,
existem ferramentas para ajudar na implementac¸a˜o e na documentac¸a˜o dos webservices
dispon´ıveis. A ferramenta Swagger [Swagger, 2018] e´ uma das mais utilizadas, permi-
tindo a criac¸a˜o de uma API (Application Programming Interface)[API, 2006] mais segura,
documentada e eficiente. Recentemente tem-se verificado cada vez mais a utilizac¸a˜o de
GraphQL[GraphQL, 2018] que, na˜o sendo tambe´m um protocolo, e´ uma linguagem que
permite pedidos filtrados, obtendo assim apenas a informac¸a˜o desejada em cada pedido.
Sendo mais estruturada e formal que REST, e´ normalmente mais seguro, esta´vel e poten-
cialmente proporciona uma melhor integridade dos dados, conjugado com uma superior
eficieˆncia, resultante da troca de mensagens sem informac¸a˜o desnecessa´ria em cada pedido.
2.2.5 Interface do Utilizador
Num sistema deste tipo, a usabilidade e´ um dos pontos chave para o seu sucesso. E´ ne-
cessa´rio ter um design apelativo, simples, intuitivo e responsivo[Responsive, 2018]. Assim,
a utilizac¸a˜o de uma framework para HTML, JavaScript e CSS[CSS, 2018] na sua imple-
mentac¸a˜o torna-se fundamental. Dessa forma e´ poss´ıvel agilizar o processo, na˜o compro-
metendo a consisteˆncia aplicacional, atingindo elevados n´ıveis de usabilidade, e ainda o su-
porte da comunidade envolvida no seu desenvolvimento. Actualmente a Bootstrap[Bootstrap, 2018]
e´ a mais mais utilizada[FEF, 2018], tendo-se tornado a refereˆncia nesta mate´ria e por esse
motivo e´ a que tem mais documentac¸a˜o dispon´ıvel, templates, extenso˜es e a maior co-
munidade. Existem muitas alternativas, de entre as mais utilizadas[FEF2, 2018] esta˜o
a Foundation[Foundation, 2018] que alega ser a mais avanc¸ada das frameworks, conta
com apoio da ZURB[ZURB, 2018] que assegura a sua evoluc¸a˜o e suporte. Semantic
UI[Semantic UI, 2018] que tem como grande mais valia a utilizac¸a˜o de sintaxe base-
ada na linguagem natural, permitindo uma mais fa´cil interpretac¸a˜o da implementac¸a˜o.
Pure[Pure, 2018] que tem como trunfo uma utilizac¸a˜o bastante optimizada, reduzida e
por isso mais ligeira, desenvolvida a pensar sobretudo nos dispositivos mo´veis.
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2.2.6 Aplicac¸a˜o Mo´vel
A existeˆncia de uma aplicac¸a˜o mo´vel, ainda que a construc¸a˜o de uma aplicac¸a˜o web
responsiva[Responsive, 2018] venha reduzir essa necessidade, e´ de extrema importaˆncia,
sobretudo pelo funcionamento oﬄine, e a disponibilizac¸a˜o de notificac¸o˜es no dispositivo.
Existem va´rias abordagens poss´ıveis, de entre elas, podemos recorrer a` implementac¸a˜o de
:
• Aplicac¸o˜es nativas puras, que obrigaria ao desenvolvimento de uma aplicac¸a˜o para
Android e outra para iOS, mas teriam um melhor desempenho e utilizac¸a˜o dos
recursos do dispositivo.
• Aplicac¸o˜es nativas com disponibilizac¸a˜o de conteu´dos atrave´s de webviews[CSS, 2018],
que basicamente consiste na colocac¸a˜o de pa´ginas web no interior da aplicac¸a˜o, per-
mitido manter um melhor desempenho global e utilizac¸a˜o dos recursos do dispositivo.
A mais valia desta soluc¸a˜o e´ reutilizac¸a˜o de co´digo atrave´s das webviews.
• Apache Cordova[Apache Cordova, 2018], que e´ uma framework que permite transfor-
mar conteu´do web (HTML+CSS+Javascript) e exportar para uma aplicac¸a˜o mo´vel.
Esta soluc¸a˜o e´ como criar uma aplicac¸a˜o nativa, em que o u´nico conteu´do e´ uma
webview. Tem como vantagem a reutilizac¸a˜o de co´digo, sobretudo se a aplicac¸a˜o
web tiver sido implementada com design responsive. Tem como desvantagem a difi-
culdade na utilizac¸a˜o oﬄine, nos recursos do dispositivo e algumas dificuldades no
carregamento de conteu´dos (quando existe navegac¸a˜o entre pa´ginas na aplicac¸a˜o e o
co´digo Javascript na˜o e´ totalmente partilhado).
• React Native[React Native, 2018], tambe´m e´ uma framework que permite expor-
tar aplicac¸o˜es mo´veis, mas tem um funcionamento totalmente diferente. A im-
plementac¸a˜o e´ feita em React JS. Basicamente funciona como um compilador que
transforma o co´digo numa aplicac¸a˜o quase nativa. Permite por isso, as vantagens
das aplicac¸o˜es nativas, com a vantagem adicional da reutilizac¸a˜o de co´digo.
• Progressive Web Apps (PWA)[PWA, 2018], tem uma abordagem interessante. E´
uma evoluc¸a˜o da web app, que ganha funcionalidades adicionais, como o funciona-
mento oﬄine, assenta na utilizac¸a˜o de service workers, que tratam da gesta˜o dos
pedidos e respectivos conteu´dos, permite tambe´m o acesso a recursos do dispositivo
e cria um ı´cone de aplicac¸a˜o. Tem como vantagem, a utilizac¸a˜o do mesmo co´digo
tanto, na versa˜o web como mo´vel e melhora a utilizac¸a˜o na versa˜o web (devido a
uma utilizac¸a˜o eficiente da cache). Como desvantagem, tem o facto de na˜o ser uma
aplicac¸a˜o nativa. Da´ı decorrem as ja´ referidas perdas no desempenho e dificuldades




Neste cap´ıtulo faz-se uma apresentac¸a˜o da proposta para a implementac¸a˜o, listados e
descritos os objectivos que se desejam alcanc¸ar, assim como a metodologia de trabalho
no decorrer deste projecto. Sa˜o tambe´m apresentadas as opc¸o˜es propostas para utilizac¸a˜o
nas diversas tecnologias necessa´rias.
3.1 Apresentac¸a˜o
Este projecto tem como objectivo responder a` problema´tica anteriormente descrita, atrave´s
da criac¸a˜o de um sistema altamente escala´vel de modo a estar preparado para os desafios de
uma utilizac¸a˜o intensiva com interfaces[Interface, 2014] web[WWW, 2014] e mo´vel[Computing, 2014],
de consulta de tempo estimado de atendimento por servic¸o e de emissa˜o de e-tickets de
forma integrada com os sistemas ja´ existentes.
3.1.1 Objectivos
De modo a dar sequeˆncia ao plano de trabalho e´ necessa´rio antes especificar os objectivos:
• Criac¸a˜o de sistema de e-tickets para servic¸os de atendimento
• Ambiente Web[WWW, 2014] e Mo´vel[Computing, 2014]
• Complemento aos actuais sistemas de gesta˜o de atendimento
• Integrar sistemas ideˆnticos, funcionando como agregador
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• Dados dispon´ıveis em tempo real[Real-time, 2014]
• Multiplataforma[Multiplataforma, 2014]
• Apelativa e Intuitiva
• Tempo de espera estimado por servic¸o de atendimento
• Gerar e-tickets u´nicos
• Seguranc¸a, autenticac¸a˜o e tipos de acesso
• API de Servic¸os Web[API, 2006] para integrac¸a˜o com os va´rios sistemas existentes e
para interacc¸a˜o dos servic¸os web[WWW, 2014] e aplicac¸o˜es mo´veis[Computing, 2014]
• Requisitos :
– Utilizac¸a˜o em smartphones
– Acess´ıvel atrave´s de todos os browsers[Navegador, 2014]
– Plataforma assente num sistema altamente escala´vel e de grande acessibilidade
– Permitir concorreˆncia nos pedidos
– Ligac¸a˜o a` internet para actualizac¸a˜o de dados e pedidos de e-tickets e posterior-
mente possibilidade de utilizac¸a˜o oﬄine[Oﬄine, 2006] nas aplicac¸o˜es mo´veis[Computing, 2014]
3.1.2 Plano de Trabalho
De acordo com os objectivos acima descritos, passamos a` descric¸a˜o do plano de trabalho:
• Concepc¸a˜o – Per´ıodo dedicado a investigac¸a˜o, levantamento de todos os dados, es-
pecificac¸a˜o detalhada dos trabalhos e pormenorizac¸a˜o dos objectivos a atingir
– Especificac¸a˜o
∗ Descric¸a˜o dos trabalhos a realizar
– Elaborac¸a˜o de documento
∗ Utilizac¸a˜o da informac¸a˜o reunida de forma a iniciar a documentac¸a˜o do
trabalho
• Desenvolvimento – Per´ıodo de trabalho pra´tico, registo de evoluc¸a˜o e actualizac¸a˜o
da documentac¸a˜o
– Implementac¸a˜o do servidor, servic¸os web e respectiva API[API, 2006]
∗ Parte fundamental do sistema. Permitir a integrac¸a˜o com os va´rios sis-
temas de gesta˜o de atendimento, com as interfaces web e com disposi-
tivos mo´veis. Desenvolvido em PHP[PHP, 2014] e utilizac¸a˜o de base de
dados MySQL[MySQL, 2014]. A comunicac¸a˜o sera´ feita utilizando objec-
tos JSON[JSON, 2014], e a arquitectura do servidor de modo a permitir
escalabilidade e redundaˆncia.
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∗ Prototipagem visual e funcional dos diversos interfaces[Interface, 2014]
· Criac¸a˜o de layouts[Layout, 2014] transversais a todos os interfaces[Interface, 2014],
sempre com o objectivo de permitir uma experieˆncia de utilizac¸a˜o fa´cil
e intuitiva[Friendly, 2014]
∗ Implementac¸a˜o de interface[Interface, 2014] Web[WWW, 2014]
· Criac¸a˜o de site segundo a abordagem Responsive web design[Design, 2014],
com funcionalidade de consulta de tempo estimado de espera por servic¸o,
e gerar e-tickets.
∗ Implementac¸a˜o de aplicac¸a˜o Android[Android, 2014]
· Criac¸a˜o de aplicac¸a˜o em Android[Android, 2014], que para ale´m das
funcionalidade oferecidas no interface[Interface, 2014] web[WWW, 2014],
permite guardar e-tickets para apresentar no servic¸o de atendimento e
utilizac¸a˜o oﬄine[Oﬄine, 2006]
– Adaptac¸a˜o dos sistemas actuais para permitir a integrac¸a˜o com o novo sistema
∗ Especificac¸a˜o – descric¸a˜o do modo de integrac¸a˜o
∗ Elaborac¸a˜o de documento – documentac¸a˜o do sistema e respectiva API[API, 2006]
para permitir a integrac¸a˜o por parte de qualquer sistema de gesta˜o de aten-
dimento
• Testes Finais
– Integrac¸a˜o de sistemas – testar a integrac¸a˜o entre os va´rios sistemas
– Usabilidade – utilizando um grupo de teste, obter resultados da utilizac¸a˜o e fa-
zer ajustes caso necessa´rio, tendo em vista uma melhor experieˆncia de utilizac¸a˜o
do servic¸o
– Qualidade dos dados – Comparar valores reais com valores estimados e proceder
a afinac¸o˜es caso necessa´rio
– Carga – realizar testes de carga, para avaliar resposta em situac¸o˜es de sobre-
carga do sistema. Em func¸a˜o dos resultados, delinear plano correctivo e/ou de
contingeˆncia.
Figura 3.1: Representac¸a˜o do plano de trabalhos recorrendo a um WBS (Work breakdown
structure)[WBS, 2014]
Assim temos esta planificac¸a˜o de forma esquematizada na figura 3.1.
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3.2 Tecnologias
Foram apresentadas va´rias hipo´teses nas diversas tecnologias necessa´rias para o desenvol-
vimento deste projecto. De seguida sera´ feita a apresentac¸a˜o de cada uma das escolhas.
3.2.1 Servidor Web – Apache
O Apache e´ um servidor HTTP open-source. E´ o mais utilizado nas u´ltimas duas de´cadas.
Conta com uma grande comunidade, que ajudou ao longo dos anos no seu desenvolvimento.
Possui uma grande variedade de mo´dulos, bibliotecas e documentac¸a˜o dispon´ıvel. Na˜o e´
o mais ra´pido nem eficiente. Pore´m, permite elevados n´ıveis de seguranc¸a, facilidade
e flexibilidade na sua utilizac¸a˜o, e ao contar com uma grande comunidade envolvida,
temos a garantia de suporte e atualizac¸a˜o. Pode ser utilizado em paralelo com outros,
permitindo desta forma, a utilizac¸a˜o das vantagens de cada um. Nesta primeira fase
de desenvolvimento, propo˜e-se a sua utilizac¸a˜o para uma implementac¸a˜o mais ce´lere, ao
mesmo tempo mais completa e segura. Esta decisa˜o, tal como ja´ referido, na˜o inviabiliza
a utilizac¸a˜o futura de outros servidores, como por exemplo o NGINX para funcionar como
balanceador de carga e disponibilizac¸a˜o de conteu´do esta´tico, melhorando posteriormente
o desempenho aplicacional.
3.2.2 Base de Dados – MySQL
MySQL Server e´ uma das mais utilizadas. Conta com muitos anos de desenvolvimento e
uma grande comunidade a apoia´-la. E´ uma aposta segura para esta fase do projecto, fun-
cionando muito bem com Apache. Posteriormente, e´ poss´ıvel adoptar a implementac¸a˜o,
sem grandes constrangimentos de MySQL Cluster, tanto em modo paralelo ou em subs-
tituic¸a˜o. Esta soluc¸a˜o permite um cluster de bases de dados, sharding e funcionamento
auto´nomo com API NoSQL, como por exemplo Node.JS. Desta forma, quando assim se
justificar, e´ poss´ıvel implementar um sistema altamente escala´vel e de alta disponibilidade.
3.2.3 Linguagem de Programac¸a˜o – PHP
PHP e´ uma linguagem interpretada, server-side. A utilizac¸a˜o de PHP em conjunto com
Apache e MySQL e´ uma combinac¸a˜o bastante utilizada. O seu funcionamento e´ bastante
esta´vel, conta com muita documentac¸a˜o dispon´ıvel, frameworks e e´ bastante fa´cil de uti-
lizar. Com o lanc¸amento da versa˜o 7, houve uma grande evoluc¸a˜o (melhorou muito o
desempenho e as funcionalidades dispon´ıveis).
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3.2.4 API de Servic¸os Web – Swagger
De modo a criar uma camada de abstrac¸a˜o aplicacional, sera´ utilizada uma API que
documente todos os servic¸os dispon´ıveis, funcionando de forma auto´noma, como micro-
servic¸os[Microservices, 2018], permitindo interoperabilidade entre os va´rios sistemas, se-
jam eles o front-end da aplicac¸a˜o web, aplicac¸o˜es mo´veis, sistema de administrac¸a˜o ou de
gesta˜o de atendimento. Para a criac¸a˜o dessa API, escolheu-se a ferramenta SwaggerUI,
que permite a sua criac¸a˜o de forma fa´cil, estruturada e segura.
3.2.5 Interface do Utilizador – Bootstrap
O Bootstrap e´ uma framework de desenvolvimento de front-end. Permite agilizar o pro-
cesso de desenvolvimento, uma implementac¸a˜o de forma responsiva, atrativa e de fa´cil
utilizac¸a˜o. Dispo˜e de muitos templates prontos a utilizar e adaptar, tal como, muita docu-
mentac¸a˜o e actualizac¸o˜es constantes, de forma a compatibilizar com as actualizac¸o˜es nos
diversos browsers. E´ por isso indicada para este projecto, pois permite de forma a´gil e
eficiente atingir os objectivos propostos.
3.2.6 Aplicac¸a˜o Mo´vel – PWA e React Native
O primeiro passo sera´ a implementac¸a˜o de uma aplicac¸a˜o web responsiva. Desta forma,
e´ poss´ıvel ter uma versa˜o adaptada a`s diversas resoluc¸o˜es dos va´rios dispositivos mo´veis.
Esta estrate´gia, permite com um u´nico desenvolvimento ter uma versa˜o compat´ıvel com
todos os pontos de acesso. Ainda assim, esta abordagem tem limitac¸o˜es, nomeadamente a
utilizac¸a˜o oﬄine, a necessidade de acesso via browser, um sistema de cache pouco optimi-
zado, obrigando por isso ao carregamento de muitos conteu´dos esta´ticos, sem necessidade.
Para mitigar estas limitac¸o˜es, propo˜e-se a utilizac¸a˜o de PWAs, permitindo desta forma
melhorar o desempenho da aplicac¸a˜o web, atrave´s de um sistema de cache optimizado.
Permite tambe´m o seu funcionamento em modo oﬄine. Assim, temos uma melhor ex-
perieˆncia de utilizac¸a˜o web, e ao mesmo tempo uma aplicac¸a˜o mo´vel. Ainda assim, uma
aplicac¸a˜o nativa e´ recomendada, para um melhor desempenho, utilizac¸a˜o oﬄine e uti-
lizac¸a˜o dos recursos do dispositivo. Esse desenvolvimento na˜o inviabiliza a implementac¸a˜o
anterior, pois existe uma melhoria na aplicac¸a˜o web. Para a implementac¸a˜o da aplicac¸a˜o
mo´vel, recomenda-se a utilizac¸a˜o de React Native, que permite a exportac¸a˜o para Android
e iOS, com o mesmo co´digo em React JS. Permite tambe´m, a utilizac¸a˜o de co´digo nativo,
caso seja necessa´rio. Desta forma, num u´nico projecto temos as duas aplicac¸o˜es.
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Cap´ıtulo 4
Implementac¸a˜o
Neste cap´ıtulo, descrevemos o processo de implementac¸a˜o dos va´rios componentes do sis-
tema proposto. Os me´todos de instalac¸a˜o e configurac¸a˜o, aplicam-se no sistema operativo
Ubuntu Server 16.04.4 LTS. De seguida, na figura 4.1, temos representado um esquema
ilustrativo da arquitectura do sistema implementado.
Figura 4.1: Arquitectura do sistema
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4.1 Servidor Web – Apache
A instalac¸a˜o do servidor web Apache e´ bastante simples. Basta executar na bash[Bash, 2018]
os seguintes comandos:
• ”sudo apt-get update”
– Actualiza a lista de pacotes
• ”sudo apt-get install apache2”
– Instala o Apache
• ”sudo ufw allow http”
– Abre a porta 80 para pedidos ao servidor
Para efeitos de implementac¸a˜o vamos utilizar as definic¸o˜es por defeito. A pasta do servidor
por defeito e´ “/var/www/html”. Caso na˜o seja alterada, sera´ a´ı que se deve implementar
o sistema.
4.2 Base de Dados – MySQL
Tal como a instalac¸a˜o do Apache, a instalac¸a˜o da base de dados MySQL tambe´m e´ bastante
simples, bastando para isso executar o seguinte comando :
• ”sudo apt-get install mysql-server”
E seguir os passos. Durante o processo sera´ definida a palavra passe de root. No final da
instalac¸a˜o, esta˜o reunidas as condic¸o˜es para comec¸ar a desenhar e implementar a base de
dados. A base de dados criada e´ bastante simples, representando nas suas tabelas cada
um dos objectos necessa´rios, para a implementac¸a˜o deste sistema:
• ”entity”: representa uma organizac¸a˜o
• ”service”: representa uma divisa˜o de uma organizac¸a˜o
• ”servicedesk”: representa um balca˜o de atendimento de uma divisa˜o
• ”users”: representa um utilizador
• ”eticket”: representa uma senha para um utilizador num balca˜o de atendimento
• ”countries”: tabela auxiliar que conte´m todos os pa´ıses dispon´ıveis.
Na figura 4.2, temos a representac¸a˜o do modelo relacional da base de dados criada.
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Figura 4.2: Representac¸a˜o do modelo relacional da base de dados
4.3 API de Servic¸os Web
A API tem um papel fundamental na estrutura deste projecto. E´ atrave´s dela, pelos
microservic¸os existentes, que e´ poss´ıvel criar uma camada de abstrac¸a˜o, que permitira´
garantir a interoperabilidade entre os va´rios sistemas. Assim, a aplicac¸a˜o web, mo´vel,
servic¸os de atendimento e outros servic¸os ideˆnticos podem ser integrados facilmente, re-
correndo a esta interface. Os va´rios servic¸os criados para esta API, podem comunicar
entre si ou de forma auto´noma para a disponibilizac¸a˜o de um servic¸o. A ligac¸a˜o a` base
de dados e´ assegurada por esta, e permite que no futuro a arquitectura da base de dados
seja totalmente redesenhada, sem que com isso se reflita qualquer constrangimento no
funcionamento aplicacional, dando por isso transpareˆncia na sua utilizac¸a˜o. Podemos por
exemplo, ter servic¸os que utilizam uma base de dados relacional, outros que utilizam uma
na˜o relacional e ate´ que utilizem va´rias, como podemos ver na figura 4.3.
Para a criac¸a˜o da interface HTML foi utilizado o editor online Swagger[Swagger Editor, 2018],
assim a tarefa de a criar, tal como a sua documentac¸a˜o, ficou mais expedita. Desta forma
os esforc¸os puderam ser concentrados na sua implementac¸a˜o, bastando depois descrever
os va´rios servic¸os, caracterizando os diferentes n´ıveis de acesso no editor, de acordo com
a notac¸a˜o utilizada por esta ferramenta.
Na figura 4.4, temos um screenshot da interface da API, com os va´rios servic¸os dispon´ıveis.
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Figura 4.3: Exemplo de va´rias formas de interacc¸a˜o entre API constitu´ıda por micro-
servic¸os e bases de dados
Figura 4.4: Screenshot da interface da API
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4.4 Aplicac¸a˜o Web
De modo a agilizar o desenvolvimento da aplicac¸a˜o web, foram utilizados dois templates Bo-
otstrat, Avilon[Avilon, 2018] para a landing page da aplicac¸a˜o e NiceAdmin[NiceAdmin, 2018]
para a parte aplicacional. Desta forma, existindo um ponto de partida, procedeu-se a` cus-
tomizac¸a˜o de cada um, em ordem a que as funcionalidades necessa´rias para o correcto
funcionamento fosse poss´ıvel.
• Pa´gina de entrada
Na pa´gina de entrada, foi adicionada informac¸a˜o sobre o sistema. Permite efectuar
o registo e o login, como podemos ver na figura 4.5.
Figura 4.5: Screenshot da landing page
• Selecc¸a˜o de servic¸o de atendimento
Atrave´s da pesquisa em mapa, e´ poss´ıvel seleccionar o servic¸o de atendimento pre-
tendido. Apo´s a selecc¸a˜o de um servic¸o, sa˜o listados todos os balco˜es dispon´ıveis tal
como a informac¸a˜o sobre o estado do atendimento de cada um. Para cada um deles
existe a opc¸a˜o de emissa˜o de senha, como podemos ver na figura 4.6.
• Detalhes eTicket
Nesta pa´gina, sa˜o listadas as informac¸o˜es relativas a cada um dos eTickets emitido
para o utilizador. Podendo, em tempo real, acompanhar qual a senha em atendi-
mento e o tempo esperado para a sua vez (ver na figura 4.7).
Apo´s este processo de prototipagem aplicacional, foram implementadas as funcionalidades
e feitas as ligac¸o˜es a` API.
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Figura 4.6: Screenshot da selecc¸a˜o de servic¸o de atendimento
Figura 4.7: Screenshot do eTicket
4.5 Aplicac¸a˜o Mo´vel
Apo´s a implementac¸a˜o da aplicac¸a˜o web, sendo ela responsiva e de fa´cil utilizac¸a˜o, o
pro´ximo passo foi converteˆ-la em PWA. Para tal, foram feitas as necessa´rias alterac¸o˜es.
Foi adicionado o ı´cone da aplicac¸a˜o, criado e associado o Manifesto[manifest.json, 2018]
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e por u´ltimo adicionado o service worker. Para gerar o service worker, foi utilizado o
gerador online PWABuilder[PWA Builder, 2018], que permite um processo assistido na
sua gerac¸a˜o. Para este projecto foi escolhida a funcionalidade “Cache-first network”, que
permite criar um sistema de versionamento da cache e dessa forma o seu carregamento
de forma imediata, actualizando caso existam alterac¸o˜es no servidor em background. Em
breve estara´ dispon´ıvel a funcionalidade “Advanced Pre-cache”. Esta ira´ permitir um
ganho superior no desempenho aplicacional, pois para ale´m do sistema pre cache e do
funcionamento oﬄine, sera´ poss´ıvel configurar a utilizac¸a˜o da cache de va´rias formas,
pa´gina a pa´gina, e ainda a disponibilizac¸a˜o de conteu´do dinaˆmico mesmo que em modo
oﬄine.
Na figura 4.8 e 4.9, podemos ver o resultado da transformac¸a˜o da aplicac¸a˜o web em PWA,
gerando um ı´cone de aplicac¸a˜o mo´vel e a sua utilizac¸a˜o em modo oﬄine.
Figura 4.8: Screenshot do icone da aplicac¸a˜o
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Figura 4.9: Screenshot do eTicket na versa˜o mo´vel em modo oﬄine
Cap´ıtulo 5
Concluso˜es
Neste cap´ıtulo sa˜o apresentadas as principais concluso˜es relativamente ao trabalho de-
senvolvido. Sa˜o avaliados os resultados comparativamente com os objectivos inicialmente
propostos. E´ listado o trabalho mais relevante a realizar tendo como premissa a melhoria
do actual sistema.
5.1 Conclusa˜o
De um modo geral os objectivos propostos foram atingidos. Foi poss´ıvel criar um sistema
de ra´ız, capaz de dar resposta a todos os pontos:
• Criac¸a˜o de sistema de e-tickets para servic¸os de atendimento - o sistema criado,
permite a consulta dos va´rios balco˜es de atendimento por servic¸o, consulta do tempo
me´dio de espera para cada um, a criac¸a˜o de senhas para um servic¸o de atendimento,
consulta do estado actual do servic¸o, posic¸a˜o na fila de espera e tempo esperado para
atendimento. Para isso, basta que o servic¸o esteja integrado.
• Ambiente Web[WWW, 2014] e Mo´vel[Computing, 2014] - Ambas as verso˜es foram
criadas. Ainda que a versa˜o mo´vel na˜o seja uma soluc¸a˜o nativa, cumpre os requisitos.
• Complemento aos actuais sistemas de gesta˜o de atendimento - permite a integrac¸a˜o
com os servic¸os existentes, bastando que o actual servic¸o tenha um software de
gesta˜o com ligac¸a˜o a` internet e utilize os servic¸os web dispon´ıveis em cada alterac¸a˜o
de estado.
• Integrar sistemas ideˆnticos, funcionando como agregador - e´ poss´ıvel a integrac¸a˜o
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com esses sistemas, permitindo a interoperabilidade entre os va´rios sistemas propor-
cionada pela criac¸a˜o da API de servic¸os web.
• Dados dispon´ıveis em tempo real[Real-time, 2014] - O sistema actual, por ser web-
based, permite a informac¸a˜o dos dados em tempo real.
• Multiplataforma[Multiplataforma, 2014] - A implementac¸a˜o da aplicac¸a˜o web per-
mite a utilizac¸a˜o via browser em todas as plataformas.
• Apelativa e Intuitiva - A utilizac¸a˜o de um template da framework Bootstrap, permi-
tiu de forma fa´cil implementar um portal responsivo e visualmente evolu´ıdo. Devido
tambe´m a`s poucas funcionalidades que possui, torna a sua experieˆncia de utilizac¸a˜o
intuitiva.
• Tempo de espera estimado por servic¸o de atendimento - uma das funcionalidades ja´
citadas, e´ poss´ıvel atrave´s da me´dia das diferenc¸as dos tempos de emissa˜o e atendi-
mento das senhas geradas por um balca˜o de um determinado servic¸o.
• Plataforma assente num sistema altamente escala´vel e de grande acessibilidade - A
arquitectura do sistema foi desenhada de modo a permitir a sua evoluc¸a˜o a` medida
que a sua utilizac¸a˜o for crescendo.
• Ligac¸a˜o a` internet para actualizac¸a˜o de dados e pedidos de e-tickets e posterior-
mente possibilidade de utilizac¸a˜o oﬄine nas aplicac¸o˜es mo´veis - A utilizac¸a˜o dos
service workers, atrave´s da transformac¸a˜o da aplicac¸a˜o web em PWA, veio tornar
este cena´rio poss´ıvel.
5.2 Trabalho Futuro
Existe muito a fazer para dar continuidade a este projecto :
• Teste piloto, implementac¸a˜o deste sistema, num servic¸o existente, por exemplo nos
Servic¸os Acade´micos da Universidade de E´vora. O sistema utilizado por este servic¸o
de atendimento parece reunir as condic¸o˜es para ter uma fa´cil integrac¸a˜o. De facto
possui um software dedicado, com ligac¸a˜o a` internet, e e´ tambe´m um servic¸o que
tem muitas oscilac¸o˜es no fluxo de utentes. Seria um excelente teste.
• Implementac¸a˜o de aplicac¸a˜o mo´vel em React Native. Na˜o obstante, de existir uma
versa˜o para dispositivos mo´veis, esta na˜o e´ nativa. Todavia, na˜o afectando muito a
sua utilizac¸a˜o, permitiria um melhor funcionamento oﬄine, dos recursos do disposi-
tivo e de notificac¸o˜es.
• Base de dados distribu´ıda, seja atrave´s de um cluster, com a utilizac¸a˜o de sharding
das tabelas com mais registos, ou atrave´s da utilizac¸a˜o de uma base de dados em
NoSQL para as mesmas tabelas. Manter-se-ia o resto do sistema relacional na base
de dados actual.
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• Criac¸a˜o de posto de emissa˜o de senhas no local do servic¸o de atendimento, para
substituic¸a˜o dos sistemas analo´gicos, permitindo integrac¸a˜o com o sistema actual.
5.3 Considerac¸o˜es Finais
Chegados ao fim, resta-nos assumir, nesta breve nota final, uma sensac¸a˜o ambivalente,
aparentemente contradito´ria. Em termos imediatos percorre-me um respirar de al´ıvio, ao
fim de um aturado trabalho, de dedicac¸a˜o exaustiva, presenc¸a constante nos diferentes
tabuleiros onde a minha vida se desenrola: famı´lia, empresa, universidade. Cedo a ideia
surgiu, germinou, desenvolveu-se, foi acarinhada, estimulada pelos diferentes agentes a
quem foi apresentada, e a sua proposta a´ı esta´! Ja´ na˜o a assumimos como nossa! Oxala´
que, breve passo que seja, possa vir a ter algum acolhimento e possa cumprir os objectivos
operacionais a que se propoˆs. Por outro lado, temos conscieˆncia que, a partir daqui, muito
haveria a desenvolver na busca de alargar o conceito e a sua aplicac¸a˜o a um universo
de servic¸os mais vasto. Pronto! O que esta´ feito aqui se patenteia! Reitero e renovo os
meus agradecimentos a todos os que de uma forma ou outra, directa ou indirectamente,
contribu´ıram de forma gentil e profissional para a sua realizac¸a˜o.
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Anexo 1 - Arquitectura do Sistema
Figura 1: Exemplo de va´rias formas de interacc¸a˜o entre API constitu´ıda por microservic¸os
e bases de dados
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40 ANEXO 1 - ARQUITECTURA DO SISTEMA
Figura 2: Arquitectura do sistema
Anexo
Anexo 2 - Base de Dados
Figura 3: Representac¸a˜o do modelo relacional da base de dados
---------------------------------------------------------------------------
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CREATE TABLE IF NOT EXISTS ‘eticket‘.‘countries‘ (
‘id‘ INT(11) NOT NULL AUTO_INCREMENT,
‘country_code‘ VARCHAR(2) NOT NULL DEFAULT ’’,
‘country_name‘ VARCHAR(100) NOT NULL DEFAULT ’’,
PRIMARY KEY (‘id‘))
ENGINE = InnoDB




CREATE TABLE IF NOT EXISTS ‘eticket‘.‘entity‘ (
‘id‘ INT(11) NOT NULL AUTO_INCREMENT,
‘name‘ VARCHAR(45) NOT NULL,
‘description‘ VARCHAR(45) NOT NULL,
‘entity‘ INT(11) NOT NULL,
‘lat‘ DECIMAL(10,8) NOT NULL,
‘lng‘ DECIMAL(11,8) NOT NULL,
‘status‘ BINARY(1) NOT NULL DEFAULT ’0’,
‘country‘ INT(11) NOT NULL,
‘create_time‘ TIMESTAMP NOT NULL DEFAULT CURRENT_TIMESTAMP,
‘last_update‘ TIMESTAMP NOT NULL DEFAULT CURRENT_TIMESTAMP ON UPDATE CURRENT_TIMESTAMP,
PRIMARY KEY (‘id‘),












CREATE TABLE IF NOT EXISTS ‘eticket‘.‘service‘ (
‘id‘ INT(11) NOT NULL AUTO_INCREMENT,
‘name‘ VARCHAR(45) NOT NULL,
‘description‘ VARCHAR(45) NOT NULL,
‘entity‘ INT(11) NOT NULL,
‘lat‘ DECIMAL(10,8) NOT NULL,
‘lng‘ DECIMAL(11,8) NOT NULL,
‘country‘ INT(11) NOT NULL,
‘status‘ BINARY(1) NOT NULL DEFAULT ’0’,
‘create_time‘ TIMESTAMP NOT NULL DEFAULT CURRENT_TIMESTAMP,
‘last_update‘ TIMESTAMP NOT NULL DEFAULT CURRENT_TIMESTAMP ON UPDATE CURRENT_TIMESTAMP,
PRIMARY KEY (‘id‘),
INDEX ‘entity_fk_idx‘ (‘entity‘ ASC),
















CREATE TABLE IF NOT EXISTS ‘eticket‘.‘service_desk‘ (
‘id‘ INT(11) NOT NULL AUTO_INCREMENT,
‘name‘ VARCHAR(45) NOT NULL,
‘description‘ VARCHAR(45) NOT NULL,
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‘service‘ INT(11) NOT NULL,
‘status‘ BINARY(1) NOT NULL,
‘last_update‘ TIMESTAMP NOT NULL DEFAULT CURRENT_TIMESTAMP ON UPDATE CURRENT_TIMESTAMP,
‘create_time‘ TIMESTAMP NOT NULL DEFAULT CURRENT_TIMESTAMP,
PRIMARY KEY (‘id‘),











CREATE TABLE IF NOT EXISTS ‘eticket‘.‘users‘ (
‘id‘ INT(11) NOT NULL AUTO_INCREMENT,
‘username‘ VARCHAR(45) NOT NULL,
‘first_name‘ VARCHAR(45) NOT NULL,
‘last_name‘ VARCHAR(45) NOT NULL,
‘email‘ VARCHAR(45) NOT NULL,
‘password‘ VARCHAR(45) NOT NULL,
‘status‘ INT(11) NOT NULL DEFAULT ’0’,
‘country‘ INT(11) NOT NULL,
‘create_time‘ TIMESTAMP NOT NULL DEFAULT CURRENT_TIMESTAMP,
‘last_update‘ TIMESTAMP NOT NULL DEFAULT CURRENT_TIMESTAMP ON UPDATE CURRENT_TIMESTAMP,
PRIMARY KEY (‘id‘, ‘username‘),




ON DELETE NO ACTION
ON UPDATE CASCADE)
ENGINE = InnoDB





CREATE TABLE IF NOT EXISTS ‘eticket‘.‘eticket‘ (
‘id‘ INT(11) NOT NULL AUTO_INCREMENT,
‘number‘ VARCHAR(45) NOT NULL,
‘service_desk‘ INT(11) NOT NULL,
‘user‘ INT(11) NOT NULL,
‘status‘ BINARY(1) NOT NULL DEFAULT ’0’,
‘create_time‘ TIMESTAMP NOT NULL DEFAULT CURRENT_TIMESTAMP,
‘close_time‘ TIMESTAMP NULL DEFAULT NULL,
‘waiting_time_sec‘ INT(6) NULL DEFAULT NULL,
PRIMARY KEY (‘id‘),
INDEX ‘service_desk_fk‘ (‘service_desk‘ ASC),












DEFAULT CHARACTER SET = utf8;
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description: Operations about user
externalDocs:
description: Find out more about
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url: ’http://eticket.com’
- name: service_desk
description: Operations about service_desk
externalDocs:
description: Find out more about
url: ’http://eticket.com’
- name: service
description: Operations about service
externalDocs:
description: Find out more about
url: ’http://eticket.com’
- name: entity
description: Operations about entity
externalDocs:
description: Find out more about
url: ’http://eticket.com’
- name: eticket
description: Operations about eticket
externalDocs:




























































description: date in UTC when token expires
’400’:






















































Figura 4: Screenshot da interface da API
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Anexo 4 - Aplicac¸a˜o Web
Figura 5: Screenshot da landing page
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Figura 6: Screenshot da Modal de Registo
Figura 7: Screenshot da Modal de Autenticac¸a˜o
55
Figura 8: Screenshot da selecc¸a˜o de servic¸o de atendimento
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Figura 9: Screenshot do eTicket
Anexo
Anexo 5 - Aplicac¸a˜o Mo´vel
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58 ANEXO 5 - APLICAC¸A˜O MO´VEL
Figura 10: Screenshot do icon de aplicac¸a˜o
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Figura 11: Screenshot da landing page
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Figura 12: Screenshot da selecc¸a˜o de servic¸o de atendimento
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Figura 13: Screenshot do eTicket
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