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Vulnerability Identification on GNU/Linux Operating
Systems through Case-Based Reasoning
Identificac¸a˜o de Vulnerabilidades em Sistemas Operacionais GNU/Linux Atrave´s de
Raciocı´nio Baseado em Casos
Douglas Santos1*, Je´ferson Campos Nobre2
Resumo: Operating system security has been steadily evolving over the years. Several mechanisms, softwares
and guides of best practices of configuration have been developed to contribute with the security of such
systems. The process that makes an operating system safer by considering the default level obtained at
the installation is known as hardening. Experience and technical knowledge are important attributes for the
professional performing this process. In this context, automated rule-based tools are often used to assist
professionals with little experience in vulnerability identification activities. However, the use of rules establishes
a dependency on developers for the development of new rules as well as to keep them updated. Failure to
update rules can significantly compromise the integrity of vulnerability identification results. In this paper, the
Case-Based Reasoning (CBR) technique is used to improve tools that assist inexperienced professionals
in conducting vulnerability identification activities. The purpose of using CBR is to make inexperienced
professionals obtain similar results as experienced professionals. In addition, the dependence on rule
developers is diminished. A prototype was developed considering the GNU/Linux system in order to carry out an
experimental evaluation. This evaluation demonstrated that the application of CBR improves the performance of
inexperienced professionals in terms of the number of identified vulnerabilities.
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Resumo: A seguranc¸a em sistemas operacionais vem evoluindo constantemente ao passar dos anos. Diversos
mecanismos, softwares e guias de melhores pra´ticas de configurac¸a˜o veˆm sendo desenvolvidos para contribuir
com a seguranc¸a de tais sistemas. O processo que torna um sistema operacional mais seguro considerando-se
o nı´vel padra˜o obtido na instalac¸a˜o e´ conhecido como hardening. A experieˆncia e o conhecimento te´cnico sa˜o
atributos importantes para o profissional que executa esse processo. Neste contexto, ferramentas automatizadas
baseadas em regras sa˜o frequentemente utilizadas para auxiliar profissionais com pouca experieˆncia em
atividades de identificac¸a˜o de vulnerabilidades. No entanto, a utilizac¸a˜o de regras estabelece uma dependeˆncia
por desenvolvedores para o desenvolvimento de novas regras assim como para manteˆ-las atualizadas. A falta
de atualizac¸a˜o de regras pode comprometer significativamente a integridade dos resultados da identificac¸a˜o de
vulnerabilidades. No presente artigo, a te´cnica de Raciocı´nio Baseado em Casos (Case-Based Reasoning -
CBR) e´ utilizada para aprimorar ferramentas que auxiliam profissionais inexperientes na conduc¸a˜o de atividades
de identificac¸a˜o de vulnerabilidades. O objetivo da utilizac¸a˜o de CBR e´ fazer com que profissionais inexperientes
obtenham resultados semelhantes ao de profissionais experientes. Ale´m disso, diminui-se a a dependeˆncia por
desenvolvedores de regras. Um proto´tipo foi desenvolvido considerando o sistema GNU/Linux a fim de realizar
uma avaliac¸a˜o experimental. Essa avaliac¸a˜o demonstrou que a aplicac¸a˜o de CBR aprimora o desempenho de
profissionais inexperientes em termos do nu´mero de vulnerabilidades identificadas.
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Vulnerability Identification on GNU/Linux OS through CBR
1. Introduc¸a˜o
A Seguranc¸a da Informac¸a˜o vem ganhando importaˆncia na
medida em que os sistemas computadorizados e softwares se
tornam cada vez mais difundidos entre usua´rios dome´sticos e
organizac¸o˜es. A evoluc¸a˜o dos mecanismos de seguranc¸a nos
sistemas operacionais ganhou visibilidade ainda maior a partir
das comunidades de software de co´digo aberto, permitindo
que mais pessoas possam trabalhar de forma colaborativa com
o objetivo de criar melhores softwares, a exemplo do sistema
operacional GNU/LINUX [1] que movimenta milhares de
desenvolvedores.
O sistema operacional GNU/LINUX vem se tornando
cada vez mais relevante para o mercado [2], e esta crescente
demanda acarretou em uma preocupac¸a˜o com seguranc¸a. A
seguranc¸a em sistemas operacionais GNU/LINUX vem sendo
objeto de estudos e novos mecanismos de seguranc¸a surgem
a cada dia. Diversos exemplos destes mecanismos podem
ser citados, tais como o controle de acesso mandato´rio [3], o
algoritmo de randomizac¸a˜o de enderec¸os de memo´ria [4, 5]
e o StackShield [6]. Entretanto, e´ importante que ale´m da
utilizac¸a˜o de mecanismos de seguranc¸a oferecidos por siste-
mas GNU/LINUX, tambe´m sejam aplicados os devidos cui-
dados com a configurac¸a˜o de servic¸os e a polı´tica de controle
de acesso.
As atividades de remoc¸a˜o de pacotes de aplicac¸o˜es que
na˜o sa˜o mais necessa´rias, verificac¸a˜o do conjunto de per-
misso˜es de acesso e a atualizac¸a˜o de pacotes de aplicac¸o˜es
relevantes, fazem parte de um processo importante para dimi-
nuir a superfı´cie de eventuais ataques a um sistema operacio-
nal. O processo conhecido como hardening, pode ser definido
como o conjunto de atividades que tornam um sistema mais
seguro que o nı´vel padra˜o obtido na instalac¸a˜o do mesmo.
Diversas instituic¸o˜es, tais como MITRE [7], National Ins-
titute of Standards and Technology [8] e o Forum of Incident
Response and Security Teams [9] vem publicando guias de
melhores pra´ticas de configurac¸a˜o segura [10, 11], que podem
ser utilizados durante o processo de hardening, auxiliando
profissionais em sua conduc¸a˜o. A qualidade do resultado do
processo de hardening pode ser avaliada apo´s a conclusa˜o de
suas etapas.
A avaliac¸a˜o do resultado do processo de hardening em
um sistema GNU/LINUX e´ normalmente realizada com a
utilizac¸a˜o de ferramentas automatizadas, as quais atuam na
identificac¸a˜o de fragilidades de seguranc¸a. Ferramentas atuais
como, por exemplo, a Ferret [12], Lynis [13], Tiger [14] e
OpenVAS [15] utilizam um sistema de regras pre´-definidas
para realizar a identificac¸a˜o de fragilidades. A utilizac¸a˜o de
regras na identificac¸a˜o de vulnerabilidades e´ sensı´vel a eventu-
ais mudanc¸as no ambiente, de forma a na˜o detectar pequenas
variac¸o˜es, afetando assim a detecc¸a˜o de tais vulnerabilidades.
Esta abordagem tambe´m estabelece a dependeˆncia por desen-
volvedores e mantenedores das ferramentas, para que novas
regras de verificac¸o˜es sejam criadas.
A dependeˆncia por desenvolvedores na tarefa de atualizac¸a˜o
da ferramenta pode tornar sua base de verificac¸o˜es atrasada
comparada a velocidade em que novas vulnerabilidades sur-
gem e de mudanc¸as do ambiente em que se insere. Este fator
de defasagem compromete a identificac¸a˜o de vulnerabilidades
quando conduzida por um profissional com pouca experieˆncia,
o que pode levar a falha na qualidade do hardening.
O propo´sito do presente trabalho e´ descrever um me´todo
de identificar vulnerabilidades de seguranc¸a em um sistema
GNU/LINUX, auxiliando profissionais inexperientes a obte-
rem desempenho pro´ximo ao de um profissional com maior
experieˆncia. A eliminac¸a˜o da dependeˆncia por desenvolve-
dores no processo de atualizac¸a˜o das regras de verificac¸a˜o e
permitir que pequenas variac¸o˜es no ambiente sejam menos de-
terminantes para a detecc¸a˜o de vulnerabilidades, tambe´m sa˜o
relevantes. Para isto, sera´ aplicada a metodologia Raciocı´nio
Baseado em Casos (Case-Based Reasoning - CBR) oriunda
do campo de Inteligeˆncia Artificial (IA) ao criar uma ferra-
menta de identificac¸a˜o de fragilidades de seguranc¸a que atuara´
como um assistente, computando e apresentando possı´veis
vulnerabilidades e soluc¸o˜es pertinentes a cada caso.
2. Fundamentac¸a˜o Teo´rica
Nesta sec¸a˜o, sera´ possı´vel encontrar maiores detalhes sobre
os conceitos de vulnerabilidades, hardening, e CBR.
2.1 Vulnerabilidades
Uma vulnerabilidade e´ um meio por onde uma entidade hos-
til pode violar a seguranc¸a de um sistema com sucesso [16].
As consequeˆncias da explorac¸a˜o de uma vulnerabilidade por
uma entidade hostil sa˜o a perda de informac¸a˜o e a perda de
utilidade do pro´prio sistema [17]. De forma mais abrangente,
a explorac¸a˜o de uma vulnerabilidade pode acarretar em im-
pacto na confidencialidade, integridade e/ou disponibilidade
de um sistema e informac¸o˜es nele contidas. Algumas inici-
ativas catalogam vulnerabilidades a fim de facilitar a troca
de informac¸o˜es entre interessados, como por exemplo, o pro-
jeto Common Vulnerabilities and Exposure (CVE), o qual e´
mantido pela MITRE [18].
Utilizando-se das classes propostas por [17], uma vulne-
rabilidade pode ser enquadrada como uma falha de design,
uma falha de ambiente, uma falha de desenvolvimento ou uma
falha de configurac¸a˜o.
A utilizac¸a˜o do servic¸o snmpd sob comunidade padra˜o,
pode ser compreendida como uma vulnerabilidade perten-
cente a` classe de falha de configurac¸a˜o. O servic¸o snmpd
permite o acesso a informac¸o˜es pertinentes a` administrac¸a˜o
de recursos de um dispositivo de rede. Seu meio de acesso aos
recursos se da´ atrave´s de comunidades, que funcionam como
uma senha [19]. A utilizac¸a˜o da comunidade padra˜o, pode
acarretar no acesso indevido a`s informac¸o˜es do dispositivo
por uma entidade hostil. Para a classe de vulnerabilidades de
falha de design, diversas te´cnicas de explorac¸a˜o podem ser
encontradas [20]. Em alguns casos, pesquisadores publicam
programas conhecidos como exploits, que sa˜o responsa´veis
por manipular o comportamento do software afetado obtendo
alguma vantagem [20].
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A explorac¸a˜o bem sucedida de softwares que oferecem
servic¸os de rede podem acarretar em acesso indevido a uma
entidade hostil [21]. Este tipo de explorac¸a˜o ocorre quando a
entidade hostil na˜o tem acesso a um terminal no sistema ou
autorizac¸a˜o para tal, apenas o alcance de seus servic¸os atrave´s
da comunicac¸a˜o de rede e com pouco ou nenhum privile´gio. A
vulnerabilidade conhecida como HeartBleed [22] descoberta
recentemente, que atinge o software OpenSSL, e´ um exemplo
de vulnerabilidade que pode ser explorada atrave´s da rede.
A explorac¸a˜o local, tambe´m conhecida como escalada de
privile´gio [23] se da´ atrave´s da utilizac¸a˜o de um acesso autori-
zado, ou seja, um usua´rio autenticado explorando uma vulnera-
bilidade para obter acesso irrestrito ao sistema GNU/LINUX.
Um exemplo de vulnerabilidade que permite esta explorac¸a˜o,
esta´ na configurac¸a˜o insegura do recurso sudo, que permite
que um usua´rio na˜o privilegiado execute comandos restritos
de forma privilegiada.
A explorac¸a˜o de vulnerabilidades representa um risco aos
sistemas e informac¸o˜es confidenciais de uma organizac¸a˜o.
Mensurar o impacto da explorac¸a˜o bem sucedida por uma en-
tidade hostil e´ uma tarefa complexa. A entidade International
Organization for Standardization (ISO) define que a probabi-
lidade de uma ameac¸a explorar uma vulnerabilidade acarreta
em um risco e por tanto, deve ser tratado de forma adequada
[24]. A devida mensurac¸a˜o do risco, impacto e probabilidades
de que vulnerabilidades venham a ser exploradas, pode ser
realizada atrave´s de um processo de gesta˜o de riscos.
2.2 Hardening
Segundo [25], o processo de tornar o sistema operacional
mais seguro do que o nı´vel padra˜o de sua instalac¸a˜o, e´ co-
nhecido como hardening. O conceito de hardening tambe´m
foi adotado por autores para descrever me´todos de aprimorar
a seguranc¸a em softwares [26] e na camada de rede de uma
organizac¸a˜o [27]. Desta forma, o termo hardening, e´ utilizado
para referenciar a melhoria em seguranc¸a de algum sistema,
podendo ser um software, uma rede e seus dispositivos, assim
como um sistema operacional.
Alguns autores contribuem com o tema atrave´s de guias
de melhores pra´ticas, os quais descrevem atividades para
melhorar aspectos de seguranc¸a dos sistemas operacionais
GNU/LINUX. O guia de configurac¸a˜o segura para o sis-
tema Red Hat Enterprise Linux [28] e o guia de seguranc¸a
para distribuic¸o˜es GNU/LINUX [11] sa˜o exemplos destas
contribuic¸o˜es.
O processo de hardening em um sistema GNU/LINUX
pode ser dividido em treˆs etapas, planejar, configurar e manter
[29]. A primeira etapa se caracteriza pela ana´lise e planeja-
mento dos requisitos e funcionalidades que o sistema devera´
ter.
Por exemplo, em uma rede hipote´tica onde o servidor de
rede sera´ responsa´vel por fornecer o hora´rio sincronizado para
os demais servidores, o servic¸o utilizado para este fim pode ser
o NTPD, que implementa o protocolo Network Time Protocol
[30]. Neste caso, devera˜o ser levantados os requisitos para
o pleno funcionamento do servic¸o NTPD. Outro exemplo de
atividade da primeira etapa, esta´ na especificac¸a˜o do tipo de
sistema de arquivos, como sera˜o configurados os pontos de
montagem das partic¸o˜es de disco.
Durante a segunda etapa do processo de hardening, a
configurac¸a˜o segura de softwares e sistemas operacionais de-
vem receber atenc¸a˜o. Aplicar configurac¸o˜es enxutas e atender
eventuais requisitos de seguranc¸a sa˜o o objetivo da etapa de
configurac¸a˜o, desta forma, e´ possı´vel diminuir a superfı´cie de
ataques eliminando possı´veis pontos vulnera´veis que podem
ser explorados para comprometer o sistema.
Ainda durante a etapa de configurac¸a˜o do processo de
hardening, o administrador deve remover pacotes e servic¸os
desnecessa´rios, alinhar a polı´tica de controle de acesso aos
recursos do sistema, configurar os servic¸os remanescentes de
forma segura, instalar rotinas de coletas de logs para futuras
auditorias e opcionalmente, aderir a alguma tecnologia de
detecc¸a˜o ou prevenc¸a˜o de intrusa˜o [11].
Realizar as modificac¸o˜es no sistema operacional de forma
a torna´-lo mais seguro e´ importante, pore´m, manter o sistema
seguro e´ igualmente importante. O objetivo da terceira etapa
do processo de hardening tem o objetivo de manter o sistema
funcionando em harmonia com os requisitos de seguranc¸a.
Nesta etapa do processo de hardening, deve-se estabelecer e
respeitar uma polı´tica de atualizac¸a˜o de softwares e do sistema
operacional. Tambe´m e´ importante revisar periodicamente
logs para detectar possı´veis anomalias, realizar verificac¸o˜es
rotineiras para identificar vulnerabilidades, estabelecer e res-
peitar uma polı´tica de backup, assim como avaliar sua efica´cia
com regularidade [11]. A figura 1 contextualiza algumas das
atividades presentes em cada etapa do processo de hardening.
Figura 1. Etapas de um hardening e exemplos de atividades
Fonte: Elaborado pelo Autor.
Na etapa de planejamento, perguntas elementares devem
ser respondidas para dar suporte a`s atividades das etapas con-
seguintes. A etapa configurar compreende as atividades perti-
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nentes para aumentar o nı´vel de seguranc¸a do sistema operaci-
onal e seus softwares. Durante a etapa manter, atividades de
preservac¸a˜o da seguranc¸a do ambiente sa˜o conduzidas.
O conhecimento do profissional que conduz as ativida-
des do processo de hardening determinam a qualidade do
resultado final. Para que um maior nu´mero de profissionais
consigam conduzir estas atividades, os guias de refereˆncia
[11, 28] podem ser consultados.
2.3 Raciocı´nio Baseado em Casos (Case-Based Re-
asoning - CBR)
Segundo [31], a IA e´ a a´rea de conhecimento que se propo˜e
a estudar a automac¸a˜o de comportamento inteligente. Exis-
tem quatro classificac¸o˜es principais que tentam justificar uma
definic¸a˜o de acordo com o comportamento de um algoritmo
que utiliza a Inteligeˆncia Artificial (IA). Sistemas que pensam
como humanos, sistemas que pensam racionalmente, sistemas
que agem como humanos e sistemas que agem racionalmente,
sa˜o vistos como os principais ve´rtices da Inteligeˆncia Artificial
(IA) [32].
Existem va´rios tipos de abordagem de sistemas inteli-
gentes, neste trabalho foi abordada metodologia CBR, dada
sua capacidade de solucionar problemas de variados nı´veis
de complexidade e por sua abordagem objetiva e simples,
tornando-se via´vel sua aplicac¸a˜o para a soluc¸a˜o da proposta
deste trabalho.
Sistemas especialistas sa˜o modelos de algoritmos de IA
destinados a raciocinar sobre algum campo de conhecimento
especı´fico, com o objetivo de resolver problemas [33]. Uma
abordagem de sistema especialista baseada na metodologia
CBR busca solucionar problemas baseando-se em experieˆncias
passadas [34]. Isto significa que para que seja possı´vel chegar
a uma soluc¸a˜o, o algoritmo necessita reconhecer o problema
descrito com base em experieˆncias vividas e aplicar a mesma
soluc¸a˜o ou adapta´-la para a situac¸a˜o atual. Sistemas CBR
podem apoiar diversas a´reas, e por esta flexibilidade sa˜o en-
contrados em sistemas industriais [35], na a´rea da sau´de [36],
a´rea jurı´dica [37], e em gerenciamento de redes [38].
Ao adaptar a soluc¸a˜o aplicada a um caso antigo para re-
solver um novo problema, um sistema CBR aproxima-se do
raciocı´nio humano cognitivo. Constituı´do por um ciclo de
quatro etapas, um sistema CBR deve compilar uma base de
casos estruturada, a fim de recuperar informac¸o˜es rapidamente
quando necessa´rio [39]. O ciclo e´ composto pelas etapas de
recuperac¸a˜o, reutilizac¸a˜o, revisa˜o e armazenamento conforme
ilustra a Figura 2.
Durante a primeira etapa, algoritmos de similaridade sa˜o
aplicados para identificar semelhanc¸as entre o caso armaze-
nado e o problema atual, para que somente as soluc¸o˜es mais
congruentes com o problema sejam recuperadas. A segunda
etapa compreende atividades nas quais a soluc¸a˜o e´ aplicada e
se necessa´rio adaptada para se enquadrar no atual problema.
Na terceira etapa, medidas de revisa˜o da soluc¸a˜o sa˜o aplicadas
para avaliar seu resultado. A quarta e u´ltima etapa se carac-
teriza pelo armazenamento da soluc¸a˜o aplicada ao problema
Figura 2. Etapas da metodologia CBR
Fonte: Adaptado de [38].
atual, se esta foi adaptada e gerou uma nova experieˆncia, tor-
nando o sistema mais inteligente na medida em que novos
casos sa˜o aprendidos.
A primeira etapa se caracteriza por influenciar diretamente
no desempenho de um sistema CBR. Para que o algoritmo
tenha um desempenho razoa´vel, cada caso em sua base de
informac¸o˜es deve ser descrito com o maior nu´mero de de-
talhes possı´vel, do contra´rio pode ocorrer a reutilizac¸a˜o de
casos ineficientes para a resoluc¸a˜o de problemas. Algumas
considerac¸o˜es devem ser feitas tambe´m em relac¸a˜o ao me-
canismo de escolha de casos aplica´veis para o problema de
momento. O mecanismo de identificac¸a˜o de casos correspon-
dentes deve ser alimentado pela descric¸a˜o do problema atual
e de problemas armazenados, portanto devem haver campos
com nomes iguais no modelo de descric¸a˜o de casos [38].
2.3.1 Representac¸a˜o e Banco de Casos
Segundo [40], um caso corresponde a um fragmento de conhe-
cimento representando uma experieˆncia que ensina uma lic¸a˜o
para atingir determinado objetivo. A descric¸a˜o de um caso
reu´ne elementos fundamentais que caracterizam um problema
e as informac¸o˜es que levem a` sua soluc¸a˜o. Uma das aborda-
gens mais simples de se representar um caso e´ atrave´s de pa-
res de atributo-valor organizadas em um vetor [34, p. 66, 67].
Essa abordagem permite armazenar dados nume´ricos, textuais,
e sı´mbolos [34, p. 166].
Um exemplo de representac¸a˜o de pares de atributo-valor
pode ser compreendido a` partir da descric¸a˜o de um processo
em um sistema GNU/LINUX, a partir de seus atributos, tais
como, nome do sistema operacional, nome do processo e
dono do processo, conforme relaciona a Tabela 1. Desta
forma, pode-se assumir que caso e´ um conjunto finito de pares
de atributo-valor que visam identificar um problema e sua
respectiva soluc¸a˜o [34, p. 67].
A metodologia CBR busca reproduzir o raciocı´nio hu-
mano ao utilizar a memo´ria aplicada a soluc¸a˜o de problemas
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Nome do Processo Apache2
Dono do Processo www-data
Fonte: Elaborada pelo Autor.
conhecidos. Desta forma, uma estrutura de armazenamento
de casos se faz necessa´ria. Uma pessoa busca resolver pro-
blemas em seu cotidiano, entre outras formas, baseada em
situac¸o˜es vividas anteriormente. Para isso, uma pessoa utiliza
sua memo´ria para relembrar estas situac¸o˜es. De fato, o evento
de buscar e encontrar um caso pertinente na base, e´ conhecido
como “lembrar”na metodologia CBR [41].
Para que os casos sejam armazenados de forma a viabili-
zar atividades de busca, a organizac¸a˜o da base de casos pode
se dar de treˆs formas diferentes: estruturada, na˜o-estruturada
e flat [34, p. 67]. O formato estruturado permite que sejam
criadas categorias e assim formar hierarquias para tornar o pro-
cesso de busca mais eficiente. A forma na˜o-estruturada pode
ser aplicada em conjunto a textos ou imagens. No formato
flat, os casos sa˜o armazenados de forma linear sem qualquer
hierarquia [42, 35]. Em uma base de casos organizada no
formato flat, os casos sa˜o recuperados atrave´s de pesquisas
em todos os dados existentes na base [42].
2.3.2 Recuperac¸a˜o de Casos
Um sistema CBR aplica soluc¸o˜es aprendidas em experieˆncias
passadas para resolver um problema atual. Para que a melhor
soluc¸a˜o seja encontrada, um processo de recuperac¸a˜o de casos
deve ser acionado. O processo de recuperac¸a˜o deve pesquisar
na base de casos utilizando algoritmos especı´ficos de busca,
para que os casos que melhor se enquadram na descric¸a˜o do
problema atual sejam selecionados [43].
O fluxo exibido na Figura 3 mostra os passos da etapa
de recuperac¸a˜o, onde a descric¸a˜o do problema e´ recebida
para enta˜o realizar a busca. A busca e´ realizada de acordo
com o modelo escolhido, e em uma estrutura flat por exem-
plo, a busca pode ser sequencial. Isto significa que todos os
casos sera˜o analisados como potencial soluc¸a˜o para o pro-
blema atual. Adicionalmente, filtros podem ser aplicados em
situac¸o˜es onde existe uma hierarquia na estrutura dos casos
[38]. Mecanismos de similaridade sa˜o aplicados para encon-
trar casos semelhantes ao problema atual. Ao encontrar casos
semelhantes, ı´ndices de similaridade sa˜o atribuı´dos para se-
rem utilizados na ordenac¸a˜o dos casos recuperados. Atrave´s
da ordenac¸a˜o dos casos, e´ possı´vel apresentar casos mais si-
milares e que portanto a soluc¸a˜o tenha maior potencial de
solucionar o problema atual [43].
A eficieˆncia da etapa de recuperac¸a˜o depende da forma
adotada para a representac¸a˜o dos casos, da estrutura de ar-
mazenamento, e da forma de medir a similaridade entre os
casos [34, p. 272]. Por exemplo, em uma base de casos or-
Figura 3. Fluxo do processo de recuperac¸a˜o de casos
Fonte: Adaptado de [43].
ganizada no formato flat, os casos sa˜o recuperados atrave´s
de uma pesquisa sequencial completa, avaliando cada caso
existente [42]. Este fator impacta diretamente na eficieˆncia do
mecanismo de recuperac¸a˜o, uma vez que todos os casos sera˜o
acessados, mesmo aqueles que acabam por ser irrelevantes.
Diferentemente de uma organizac¸a˜o hiera´rquica, onde grupos
sa˜o formados e a busca pode ocorrer em apenas um grupo,
fracionando o esforc¸o de pesquisa e portanto acelerando o
processo. A recuperac¸a˜o sequencial e´ de fato a mais simples
e encontrada em sistemas onde a base de dados e´ pequena ou
onde os casos possuem poucos pares de atributo-valor [34,
p. 275].
Existem diversos algoritmos utilizados para a fase de
recuperac¸a˜o de casos. Entre tais algoritmos, o mais comum
e´ o de vizinhanc¸a (Nearest-Neighbor Matching) [44]. No al-
goritmo de vizinhanc¸a, o objetivo e´ encontrar os casos mais
pro´ximos ou ainda, mais semelhantes ao problema proposto.
Na recuperac¸a˜o de casos atrave´s do algoritmo de vizinhanc¸a,
o caso e´ recuperado quando a soma ponderada de seus atri-
butos e´ maior que a de outros casos na base [42]. Para isto,
uma func¸a˜o de similaridade e´ aplicada no comparativo entre
o dado de cada atributo de um caso, com o dado do respectivo
atributo no problema proposto [44].
A ana´lise de similaridade e´ vista por alguns autores como
a principal etapa para um sistema CBR [45] pois as etapas
subsequentes dependem dela. Visto que a soluc¸a˜o para um
problema e´ fundamentada em experieˆncias passadas [38, 41],
e´ preciso que o sistema seja capaz de analisar as semelhanc¸as
entre situac¸o˜es vividas com o problema atual, para enta˜o se-
lecionar as possı´veis soluc¸o˜es. Quando o algoritmo CBR
encontra em sua base de casos um caso semelhante ao pro-
blema proposto, este evento e´ chamado de lembranc¸a [41].
Publicac¸o˜es anteriores [45, 46, 38], mostram que existem va-
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riadas formas para se medir a similaridade entre casos da base
de casos e o problema proposto.
Alguns dos algoritmos que podem ser utilizados para o pa-
pel de func¸a˜o de similaridade sa˜o a distaˆncia Euclideana [45],
a func¸a˜o de Levenshtein [45], a similaridade de cosseno [47]
e a baseada em compressa˜o [45]. Estes algoritmos sa˜o com-
patı´veis com o formato de pares de atributo-valor utilizado na
representac¸a˜o de casos, deste modo, a func¸a˜o de similaridade
pode ser aplicada para identificar se os atributos de ambos
sa˜o semelhantes ou na˜o [46, 38]. Em uma ana´lise de similari-
dade, o valor retornado pela func¸a˜o escolhida, varia entre o
intervalo de nu´meros reais 0 e 1, onde 0 indica que os dados
sa˜o completamente diferentes e 1 representa semelhanc¸a total
[45, 46].
Ao utilizar o sistema de soma ponderada sugerido pelo al-
goritmo de vizinhanc¸a para realizar a recuperac¸a˜o, um atributo
pode receber maior relevaˆncia que outro e portanto, um peso
maior na ana´lise de similaridade [38]. Em suma, o ca´lculo
da semelhanc¸a entre os casos deve aplicar uma func¸a˜o de
similaridade para cada atributo compatı´vel entre o problema
atual e o caso recuperado, multiplicando o resultado desta
func¸a˜o pelo respectivo peso do atributo. Este algoritmo pode
ser representado atrave´s da Equac¸a˜o 4.






Fonte: Adaptado de [44].
Na equac¸a˜o 4, S representa o caso de origem (presente
na base de casos), T representa o caso alvo (o problema pro-
posto), n representa o nu´mero total de atributos em cada caso,
f representa a func¸a˜o de similaridade aplicada, i representa
cada atributo individualmente, e w representa o peso para o
atributo i.
E´ importante notar que:
• Na˜o ha´ obrigatoriedade de correspondeˆncia de atribu-
tos no algoritmo de vizinhanc¸a, ou seja, um atributo
pode existir em um caso da base de casos, mas na˜o
existir no problema proposto. Neste caso, o atributo
sem correspondente deve ser ignorado [38]. Tambe´m
sera´ ignorado aquele atributo que possuir seu peso igual
a 0 (zero) de acordo com a equac¸a˜o descrita;
• A func¸a˜o de similaridade exerce um papel fundamen-
tal. E´ o componente que determinara´ o qua˜o parecidos
sa˜o dados dos atributos de um caso e os do problema
proposto. Esta func¸a˜o pode ser baseada em diversos
algoritmos diferentes, como a func¸a˜o de Levenshtein
e a distaˆncia Euclideana. Os algoritmos utilizados de-
vem ser escolhidos de acordo com o tipo de dado a ser
analisado. Alguns algoritmos sa˜o mais indicados para
valores nume´ricos e outros para textos [45].
• Em um sistema CBR, o caso que obtiver maior grau de
similaridade na˜o necessariamente fornecera´ a melhor
soluc¸a˜o para o problema. Neste caso, uma lista de casos
ordenada de forma decrescente em relac¸a˜o a` similari-
dade com o problema deve ser fornecida, permitindo
que a melhor soluc¸a˜o seja selecionada [38, 35].
O comparativo entre atributos deve utilizar o modelo que
melhor se enquadra no tipo de dado em questa˜o ou nos re-
quisitos do tipo de atributo. O modelo absoluto, por exemplo
[46], pode ser utilizado quando precisamos saber apenas se
o valor de um atributo e´ igual ou na˜o ao valor de outro. Ja´
no modelo relativo [46], existe a possibilidade de obter um
ı´ndice de semelhanc¸a entre dois dados. Isto significa que e´
possı´vel conhecer o grau de semelhanc¸a entre duas frases,
como por exemplo, determinar que as frases as frases “A casa
e´ azul”e “A casa e´ verde”, possuem um grau de semelhanc¸a
de 69% ao aplicar o algoritmo de Levenshtein como func¸a˜o
de similaridade.
No modelo relativo, quando os dados dos atributos corres-
pondentes sa˜o iguais, a func¸a˜o de similaridade deve retornar
o valor 1 (um), quando sa˜o completamente diferentes, deve
retornar 0 (zero), e quando os dados possuem certo grau de
semelhanc¸a, deve retornar valores reais pertencentes ao inter-
valo [0,1], ou seja, valores intermedia´rios na proporc¸a˜o de
semelhanc¸a entre os dados [38, 46].
Apo´s aplicar a func¸a˜o de similaridade e a equac¸a˜o com-
pleta proposta para o algoritmo de vizinhanc¸a, obte´m-se o
ı´ndice de similaridade do caso em relac¸a˜o ao problema atual.
Este valor pode ser utilizado na ordenac¸a˜o dos casos para que
os casos com maior probabilidade de fornecerem uma soluc¸a˜o
aplica´vel, sejam fornecidos prioritariamente. Este processo
conclui a etapa de recuperac¸a˜o de casos, onde seu resultado
sera´ uma lista de casos ordenada de acordo com seu ı´ndice de
similaridade em relac¸a˜o ao problema proposto [35].
2.3.3 Reutilizac¸a˜o e Adaptac¸a˜o
Apo´s o mecanismo de recuperac¸a˜o fornecer casos com grande
potencial de solucionar o problema atual, pode ocorrer situac¸o˜es
onde a proposta de soluc¸a˜o carece de algum detalhe para efe-
tivamente resolver o problema, nestes casos pode-se optar por
adapta´-la. Quando isto ocorre, o sistema deve armazenar este
novo conjunto de informac¸o˜es como um novo caso [38]. Por
outro lado, caso a soluc¸a˜o proposta se enquadre perfeitamente
na situac¸a˜o, de forma que na˜o seja necessa´rio adapta´-la, pode-
se enta˜o aplica´-la sem alterac¸o˜es. O processo de aplicac¸a˜o
da soluc¸a˜o sem adaptac¸a˜o e´ conhecido como adaptac¸a˜o nula
[48].
A adaptac¸a˜o nula pode ocorrer em situac¸o˜es onde a soluc¸a˜o
e´ gene´rica ou muito simples, como por exemplo, quando a
soluc¸a˜o aponta que determinado software deve ser atualizado
para a sua u´ltima versa˜o para corrigir uma vulnerabilidade
especı´fica. Pore´m, quando alguma modificac¸a˜o na soluc¸a˜o
proposta se faz necessa´ria, o usua´rio pode conjecturar sobre
quais aspectos devem ser alterados para contemplar os deta-
lhes ausentes. Ao final deste processo, as alterac¸o˜es realizadas
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pelo usua´rio devem compoˆr um novo caso conforme descrito
em sec¸o˜es anteriores. Este cena´rio de adaptac¸a˜o manual de
soluc¸o˜es e´ conhecido como adaptac¸a˜o baseada em crı´tica [49].
A Figura 5 ilustra o processo de adaptac¸a˜o de uma soluc¸a˜o
apo´s a recuperac¸a˜o de um caso.
Figura 5. Fluxo de adaptac¸a˜o da soluc¸a˜o de um caso
Fonte: Adaptado de [34, p. 74].
Conforme a Figura 5, o problema atual e´ comparado com
antigos problemas para obter uma possı´vel soluc¸a˜o conhe-
cida, onde a adaptac¸a˜o desta antiga soluc¸a˜o leva a uma nova
soluc¸a˜o, portanto, uma nova experieˆncia.
2.3.4 Revisa˜o e Armazenamento
A capacidade de aprendizado de um sistema que utiliza a meto-
dologia CBR esta´ diretamente relacionada a` identificac¸a˜o e ar-
mazenamento de uma nova experieˆncia [38]. Desta forma, em
situac¸o˜es onde a soluc¸a˜o para o problema passa por adaptac¸a˜o,
se faz necessa´ria a avaliac¸a˜o da efica´cia da nova soluc¸a˜o. Se
esta nova soluc¸a˜o na˜o obter resultado satisfato´rio, ela deve
ser enta˜o reparada e uma nova soluc¸a˜o deve ser formulada. A
soluc¸a˜o deve ser armazenada somente quando for satisfato´ria
[38], conforme pode ser visto na Figura 6.
Figura 6. Fluxo de revisa˜o e reparo de uma soluc¸a˜o
Fonte: Adaptado de [38].
O sistema CBR pode aplicar automaticamente a soluc¸a˜o
que melhor se enquadra no problema proposto, ou deixar a
decisa˜o final para o usua´rio [34, p. 74]. Em ambas as situac¸o˜es
a etapa de revisa˜o requer avaliac¸a˜o da soluc¸a˜o por parte de
um usua´rio, o que significa que o processo de avaliac¸a˜o da
soluc¸a˜o aplicada deve ser realizada fora do sistema CBR [50].
Isto ocorre pois dependendo da aplicac¸a˜o do sistema CBR a
soluc¸a˜o pode levar algum tempo para ser percebida, como por
exemplo, em um sistema de apoio a tratamento me´dico, pode
ser necessa´rio aguardar resultados de exames completos de
um paciente para que o tratamento recomendado tenha sua
efica´cia confirmada.
3. Materiais e Me´todos
Reconhecer padro˜es que podem levar a` identificac¸a˜o de uma
vulnerabilidade passiva de ser explorada, e´ uma habilidade
importante para um profissional que atua em um processo de
hardening, teste de intrusa˜o [51] ou ana´lise de vulnerabili-
dades. Esta habilidade e´ adquirida conforme a evoluc¸a˜o da
experieˆncia deste profissional. Naturalmente, um profissional
com este perfil tem custo elevado em comparac¸a˜o a outro pro-
fissional de mesma func¸a˜o e com menos experieˆncia. Tambe´m
e´ verdade que profissionais com menos experieˆncia recorrem
a ferramentas automatizadas para auxiliar na identificac¸a˜o de
vulnerabilidades, fato que nem sempre acarreta em um bom
resultado final, devido a limitac¸o˜es das ferramentas atuais.
Em alguns casos, profissionais mais experientes tentam
criar manuais de como executar as tarefas de identificac¸a˜o
de vulnerabilidades com o intuito de fomentar o conheci-
mento dos menos experientes, pois quanto menor for o tempo
de treinamento do profissional inexperiente, mais ra´pido se
da´ o retorno do investimento realizado ao contrata´-lo. A
criac¸a˜o destes manuais pode ser entendido como uma forma
de sintetizar o conhecimento obtido atrave´s da experieˆncia do
profissional.
Este trabalho propo˜e a utilizac¸a˜o da metodologia CBR
para o processo de identificac¸a˜o de vulnerabilidades em um
sistema GNU/LINUX. O objetivo e´ de sintetizar o conheci-
mento de profissionais experientes com o intuito de auxiliar
profissionais pouco experientes em atividades de identificac¸a˜o
de vulnerabilidades em sistemas GNU/LINUX. A aplicac¸a˜o
da metodologia CBR permite flexibilidade na criac¸a˜o de casos,
eliminando a dependeˆncia por desenvolvedores na atividade
de criar novos casos de vulnerabilidades e tambe´m permite o
aprendizado constante de acordo com a utilizac¸a˜o do sistema
e com a aplicac¸a˜o das soluc¸o˜es por ele propostas.
A metodologia CBR e´ composta por quatro etapas, recuperac¸a˜o,
reutilizac¸a˜o, revisa˜o e armazenamento, conforme descrito na
sec¸a˜o 2.3 . Trabalhos anteriores [38, 35, 34, 45, 46], mos-
tram que existem diversas formas de se aplicar cada uma
destas etapas. Neste trabalho foram utilizados as func¸o˜es
de similaridade baseadas em cosseno e Levenshtein pois am-
bas apresentaram resultados satisfato´rios nos testes realiza-
das. Para o algoritmo de recuperac¸a˜o foi utilizado o Nearest-
Neighbor Matching, ou algoritmo de vizinhanc¸a por sua vasta
documentac¸a˜o, simplicidade, eficieˆncia e ser comum entre as
aplicac¸o˜es CBR, conforme mencionado anteriormente. Para
a representac¸a˜o de casos compatı´vel com o algoritmo de
vizinhanc¸a, foi utilizado o modelo de pares de atributo-valor.
Ja´ para o processo de armazenamento dos casos e indexac¸a˜o
da base de casos, como prova de conceito, foi utilizada a
estrutura flat, por oferecer simplicidade ao mecanismo de
recuperac¸a˜o e tambe´m a fa´cil implementac¸a˜o, embora na˜o
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seja a melhor alternativa quanto a` eficieˆncia. Desta forma,
os algoritmos e modelos mais comuns na metodologia CBR
foram utilizados, evidenciando assim a aplicabilidade desta
metodologia para as atividades de criac¸a˜o de casos de vulne-
rabilidades e suas correspondentes identificac¸o˜es em sistemas
GNU/LINUX.
3.1 Implementac¸a˜o do Proto´tipo
Para que fosse possı´vel avaliar a viabilidade da aplicac¸a˜o da
metodologia CBR para o propo´sito deste trabalho, tornou-se
necessa´rio desenvolver um proto´tipo funcional. O proto´tipo,
chamado de V-Gather, possui a capacidade de cadastrar novos
casos, identificar vulnerabilidades a partir da recuperac¸a˜o de
casos e aplicac¸a˜o de seus algoritmos de similaridade, sugerir
soluc¸o˜es, permitir avaliac¸a˜o da soluc¸a˜o proposta, a adaptac¸a˜o
da soluc¸a˜o em situac¸o˜es onde existe a necessidade de comple-
mento da mesma e o aprendizado de novas experieˆncias, de
acordo com a metodologia CBR.
A aplicac¸a˜o da metodologia CBR atrave´s de um proto´tipo,
tera´ o papel de atuar como um sistema de recomendac¸a˜o,
ou seja, sugerir possı´veis vulnerabilidades e suas respectivas
soluc¸o˜es, para que o profissional com pouca experieˆncia con-
siga desempenhar o papel com desempenho mais pro´ximo
ao de um especialista. Este processo deve ser realizado
sem a necessidade de escrita de co´digos de linguagens de
programac¸a˜o. Isto significa, que pessoas sem o conhecimento
de programac¸a˜o, devem ter capacidade de definir ou aprender
novos casos de vulnerabilidades e suas respectivas soluc¸o˜es.
No proto´tipo deste trabalho foram utilizados os me´todos
organizacionais de pares de atributo-valor e estrutura flat em
conjunto com um sistema gerenciador de banco de dados.
Conjunto este que possui as vantagens de fa´cil compreensa˜o,
integrac¸a`o com sistemas de banco de dados relacionais e
tambe´m o suporte a grandes bases de conhecimento caso a
representac¸a˜o do caso possua poucos pares de atributo-valor
[34, p. 168]. A desvantagem da adoc¸a˜o do armazenamento de
casos baseado em flat, esta´ na eficieˆncia na recuperac¸a˜o dos
casos, uma vez que todos os casos existentes na base precisam
ser acessados.
Durante o desenvolvimento do proto´tipo resultante deste
trabalho, os mecanismos de busca sequenciais em conjunto
com o algoritmo de vizinhanc¸a foram utilizados na fase de
recuperac¸a˜o de casos. Em conjunto com o algoritmo de
vizinhanc¸a, foi utilizado como func¸a˜o de similaridade o al-
goritmo de Levenshtein. Entretanto, apo´s alguns testes foi
possı´vel notar que em casos onde o dado analisado era nume´rico,
a conotac¸a˜o textual para calcular seu coeficiente de simila-
ridade foi utilizada. Isto significa, que o coeficiente de si-
milaridade obtido ao usar algoritmo de Levenshtein o entre
o nu´mero 75 (setenta e cinco) e 74 (setenta e quatro) foi de
0.5, ou seja, um texto de dois caracteres onde apenas um e´
diferente. Desta forma, identificou-se a necessidade de uma
alternativa com maior efica´cia para o ca´lculo de similaridade
entre dados nume´ricos. A func¸a˜o de similaridade de cosseno
apresenta caracterı´sticas que se encaixam neste requisito [47]
e acabou por ser utilizada. O algoritmo de similaridade de
cosseno e´ aplicado para avaliar a proximidade de dois vetores
de dados nume´ricos.
3.2 Estrutura do Proto´tipo
O proto´tipo foi estruturado baseado no conceito gerente-agente
[52], onde o mo´dulo agente coleta informac¸o˜es dos sistemas
GNU/LINUX monitorados e envia ao mo´dulo gerente, que
processa estas informac¸o˜es. Tambe´m foi desenvolvido um
mo´dulo web, onde o usua´rio pode visualizar os casos orde-
nados encontrados. O fluxo dos dados inicia no agente, que
coleta informac¸o˜es dos processos em execuc¸a˜o e submete ao
gerente que tem o papel de estruturar estes dados no formato
de atributo-valor, compatibilizando com a metodologia CBR e
o algoritmo de recuperac¸a˜o adotado neste trabalho. O gerente
tambe´m processa as informac¸o˜es dos agentes em busca de
casos similares, ordenando o resultado em uma lista.
Durante a etapa de recuperac¸a˜o de casos, as informac¸o˜es
recebidas pelo agente devem configurar o problema atual
ao serem organizadas no formato atributo-valor, desta forma
o sistema deve aplicar o algoritmo de busca sequencial na
base de casos para localizar os vizinhos mais pro´ximos. A
func¸a˜o de similaridade enta˜o e´ aplicada para analisar o grau de
semelhanc¸a entre dados dos atributos correspondentes entre
o problema atual e o caso recuperado. No proto´tipo deste
trabalho, foram utilizados como func¸o˜es de similaridade os
algoritmos de Levenshtein para dados textuais e func¸a˜o cos-
seno de similaridade para valores nume´ricos. O resultado
da func¸a˜o de similaridade e´ multiplicado pelo peso do atri-
buto, formando-se assim a equac¸a˜o de similaridade de forma
completa. O resultado dos casos mais pro´ximos sa˜o enta˜o ali-
mentados na base de dados para que possam ser futuramente
ordenados e apresentados ao usua´rio.
O proto´tipo deve servir como um sistema de recomendac¸o˜es,
desta forma, as fases seguintes da metodologia CBR, sa˜o con-
duzidas pelo usua´rio atrave´s do mo´dulo web. Apo´s autenticar-
se no painel do mo´dulo web, o usua´rio tem acesso a` lista
de todos os casamentos ocorridos entre problema (processos
detectados pelo agente) e caso da base, ordenados de forma
decrescente em relac¸a˜o ao resultado da etapa de similaridade,
conforme descrito na sec¸a˜o de 2.3.2.
Ao selecionar o vizinho que melhor se enquadra no pro-
blema, o usua´rio tambe´m estara´ decidindo qual soluc¸a˜o deve
ser aplicada. O proto´tipo deve alterar o estado deste caso,
passando a enquadra´-lo na fase de revisa˜o. Isto significa, que
o usua´rio deve executar manualmente as atividades descritas
na soluc¸a˜o proposta pelo caso, e avaliar a sua efica´cia levando
em conta as informac¸o˜es descritas no caso ou recebendo o
apoio de um especialista. Neste momento, pode-se admitir
que o problema e o caso da base, estabeleceram uma relac¸a˜o
verdadeira e que o problema pode ser compreendido como
uma real vulnerabilidade.
Apo´s a execuc¸a˜o das atividades de correc¸a˜o da vulnerabi-
lidade e a revisa˜o da efica´cia das medidas corretivas tomadas,
o usua´rio deve fornecer um parecer ao sistema. Atrave´s do
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Figura 7. Modelo estrutural do proto´tipo
Fonte: Elaborado pelo Autor.
mo´dulo web, e´ possı´vel adaptar a soluc¸a˜o fornecida para o pro-
blema no momento da apresentac¸a˜o de todos os casamentos
detectados, e tambe´m apo´s a revisa˜o da efica´cia das medidas
corretivas. Sempre que o usua´rio decide por adaptar a soluc¸a˜o
proposta, uma nova experieˆncia e´ gerada sendo enta˜o apren-
dida pelo proto´tipo. Nas oportunidades futuras, esta nova
experieˆncia sera´ utilizada nos algoritmos de recuperac¸a˜o e
similaridade, conforme preveˆ a metodologia CBR.
3.3 Pape´is dos Atores
O conceito de atores [53] pode ser adotado para contextualizar
os pape´is dos indivı´duos que podem interagir com o proto´tipo.
Estes atores podem ser compreendidos como o profissional es-
pecialista, e o profissional iniciante. O profissional que dete´m
conhecimentos avanc¸ados sobre identificac¸a˜o, explorac¸a˜o e
correc¸a˜o de vulnerabilidades em sistemas GNU/LINUX, e´
visto como especialista. Seu conhecimento a respeito deste
assunto, permite que seja ele o responsa´vel por definir no-
vos casos de vulnerabilidades. Tambe´m e´ deseja´vel que o
especialista tenha amplo conhecimento sobre os sistemas
GNU/LINUX que sera˜o analisados com o auxı´lio do proto´tipo
deste trabalho.
O conhecimento do ambiente de sistemas GNU/LINUX e
do ambiente organizacional e´ importante para definir o grau
de relevaˆncia das vulnerabilidades e tambe´m contribui na ta-
refa de definir pesos aos atributos do caso, no momento de sua
criac¸a˜o. Por exemplo, quando necessa´rio criar um caso de vul-
nerabilidade relacionada a um servic¸o do sistema, os atributos
versa˜o e porta TCP, podem receber maior relevaˆncia (peso)
do que o atributo destinado aos argumentos do processo.
O profissional iniciante e´ o ator responsa´vel pela execuc¸a˜o
do mo´dulo agente no sistema GNU/LINUX que tera´ seus pro-
cessos analisados em busca de vulnerabilidades. Tambe´m e´
o profissional iniciante o responsa´vel por aplicar ou adaptar
a soluc¸a˜o proposta para os casos encontrados (vulnerabilida-
des), avaliar a efica´cia das medidas corretivas e fornecer o
parecer para que o sistema aprenda com suas experieˆncias. O
profissional iniciante na˜o deve utilizar o mecanismo de cadas-
tro de casos, pois esta tarefa requer alto nı´vel de conhecimento
de sistemas e da estrutura em que os sistemas se inserem em
uma organizac¸a˜o.
3.4 Definic¸o˜es do Gerais
Durante a fase de recuperac¸a˜o de casos, a equac¸a˜o de similari-
dade leva em considerac¸a˜o o peso dos atributos para formular
o seu resultado, duas considerac¸o˜es devem ser levadas em
conta neste contexto, (i) e´ preciso definir os possı´veis pesos
permitidos para que o profissional experiente possa utilizar no
momento da criac¸a˜o do caso, e (ii) tambe´m e´ preciso definir
qual sera´ o valor utilizado para decidir se o caso deve ser
apontado como uma possı´vel vulnerabilidade, ou na˜o. Isto
e´, a comparac¸a˜o do problema atual com cada caso da base
de casos recebe um valor resultante da equac¸a˜o de similari-
dade, este valor deve ser comparado com o valor delimitador,
onde somente casos que obtiverem similaridade maior que o
delimitador, devem ser apresentados ao usua´rio como uma
possı´vel vulnerabilidade. Este procedimento foi adotado para
evitar que casos e problemas com baixa similaridade sejam
tratados como uma possı´vel soluc¸a˜o, funcionando assim como
um filtro. Este valor foi obtido de acordo com a observac¸a˜o do
comportamento da detecc¸a˜o em va´rios experimentos, atrave´s
de avaliac¸a˜o empı´rica, sendo o valor de nu´mero 10 o que
apresentou o melhor resultado.
Durante o desenvolvimento do proto´tipo e a aplicac¸a˜o
dos algoritmos envolvidos no raciocı´nio baseado em caso,
foram necessa´rias algumas definic¸o˜es. A criac¸a˜o de um novo
caso, deve ser realizada por um profissional experiente e que
dete´m conhecimento do ambiente organizacional onde o sis-
tema analisado se insere. Ele tambe´m sera´ responsa´vel por
atribuir pesos para os atributos que compo˜e o caso, conforme
descrito anteriormente nas sec¸o˜es 2.3.2 e 3.3. A escolha dos
valores possı´veis para o peso dos atributos foi baseada em um
estudo anterior [38], e variam entre 1 para o atributo de baixa
relevaˆncia, 3 para o atributo de me´dia relevaˆncia, e 5 para o
atributo de alta relevaˆncia.
3.5 Avaliac¸a˜o
Durante a fase de experimentac¸a˜o e avaliac¸a˜o da efica´cia do
proto´tipo, foi utilizado o o me´todo de delineamento de grupos
contrastantes, onde participaram 8 indivı´duos no total. Um
questiona´rio foi desenvolvido e endossado por treˆs professores
da graduac¸a˜o tecnolo´gica em seguranc¸a da informac¸a˜o, de
uma universidade localizada no municı´pio de Sa˜o Leopoldo-
RS, que atuaram como juı´zes. O objetivo do questiona´rio foi o
de identificar diferentes nı´veis de experieˆncia e conhecimento
te´cnico entre os participantes do experimento.
O questiona´rio foi aplicado aos indivı´duos, que cursa-
vam a graduac¸a˜o tecnolo´gica em seguranc¸a da informac¸a˜o,
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dos 8 selecionados, 50% cursavam entre os primeiros treˆs
semestres e o restante cursava entre os treˆs semestres finais.
Como experieˆncia no processo de identificac¸a˜o de vulnera-
bilidades, foi considerado que a graduac¸a˜o tecnolo´gica em
seguranc¸a da informac¸a˜o oferece as disciplinas de funda-
mentos de seguranc¸a da informac¸a˜o no segundo semestre,
seguranc¸a de aplicac¸o˜es no quarto semestre, e tambe´m a disci-
plina de testes de invasa˜o de rede no quinto semestre. Entende-
se que para os indivı´duos cursando semestres finais, o maior
conhecimento no contexto da seguranc¸a da informac¸a˜o contri-
bua para a atividade de identificac¸a˜o de vulnerabilidades em
sistemas GNU/LINUX.
Para avaliar a efica´cia da soluc¸a˜o proposta por este tra-
balho, os grupos de indivı´duos foram submetidos a` ativi-
dades de identificac¸a˜o de vulnerabilidades em um sistema
GNU/LINUX, onde as atividades foram divididas em treˆs
diferentes etapas. A primeira etapa, se reserva a identificar
vulnerabilidades sem a utilizac¸a˜o de qualquer ferramenta espe-
cialista, de forma que somente comandos nativos do sistema
operacional estariam ao alcance do participante do experi-
mento. Na segunda etapa, diferentemente da primeira, foi
permitido aos indivı´duos a utilizac¸a˜o das ferramentas Lynis
[13], Tiger [14] e OpenVAS [15], que utilizam sistemas de
regras para a identificac¸a˜o de vulnerabilidades. A terceira
etapa, foi destinada exclusivamente a` utilizac¸a˜o do proto´tipo
V-Gather, que aplica a metodologia CBR.
O escopo das atividades de identificac¸a˜o de vulnerabilida-
des foi definido como os processos em execuc¸a˜o no sistema
GNU/Liunx, sem haver a necessidade de verificac¸o˜es de cre-
denciais, aplicac¸o˜es web, ou controle de acesso. Treˆs vulne-
rabilidades foram introduzidas propositalmente. A primeira
vulnerabilidade localizada no processo de nome snmpd, a se-
gunda no processo apache2, e a terceira vulnerabilidade no
processo rmid. As vulnerabilidades pertencem a`s classes de
falha de configurac¸a˜o e falha de desenvolvimento, de acordo
com a taxonomia proposta por [17].
4. Resultados Obtidos
Para analisar os resultados foram aplicados me´todos estatı´sticos,
cujo principal objetivo foi o de medir a proximidade dos re-
sultados de cada etapa para os grupos de alunos dos semestres
finais em relac¸a˜o ao grupo de alunos dos semestres iniciais. A
me´dia de identificac¸a˜o de vulnerabilidades para cada grupo
por etapa, foi utilizada como meio de comparac¸a˜o e avaliac¸a˜o
do desempenho dos indivı´duos. Como forma de facilitar a
representac¸a˜o destes dois grupos, os alunos pertencentes aos
semestres finais foram incorporados em um grupo chamado
de Experientes, da mesma forma, os alunos pertencentes aos
semestres iniciais foram chamados de Inexperientes.
Ao avaliar os resultados obtidos, percebeu-se que para
o grupo de indivı´duos pertencentes ao grupo Experientes, a
me´dia de identificac¸o˜es de vulnerabilidades nas treˆs etapas
foi superior. Na primeira etapa a me´dia de identificac¸o˜es das
vulnerabilidades foi de 41,67%, na segunda etapa a me´dia foi
de 66,67% e na terceira etapa o resultado foi de 100%. Ja´
o grupo de alunos pertencentes ao grupo Inexperientes obti-
veram me´dias 8,33% para a primeira etapa, 33,33% para a
segunda etapa e 91,67% para a terceira etapa. As Figuras 8 e
9 ilustram este resultado, onde se torna clara a proximidade
dos resultados, principalmente na terceira etapa.















Fonte: Elaborado pelo Autor.
















Fonte: Elaborado pelo Autor.
E´ possı´vel notar atrave´s das Figuras 8 e 9 que o ı´ndice de
detecc¸a˜o de vulnerabilidades em cada etapa do experimento
foi aumentando gradativamente tanto para o grupo Experien-
tes quanto para o grupo Inexperientes. Tambe´m e´ possı´vel
notar que na terceira etapa, ao beneficiarem-se da metodo-
logia CBR os resultados obtidos pelo grupo Inexperientes
se aproximou demasiadamente dos resultados obtidos pelo
grupo Experientes. A Tabela 2 apresenta a relac¸a˜o das me´dias
de identificac¸a˜o de vulnerablidades em cada etapa. O desvio
padra˜o obtido nas etapas 1,2 e 3 para o grupo Inexperientes
foi de respectivamente 0.5, 0.82, 0.50, ja´ para o grupo de
Experientes o desvio padra˜o foi de 0.5, 0 e 0 respectivamente.
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A medic¸a˜o do desvio-padra˜o e´ relevante para identificar a dis-
persa˜o das me´dias, onde um valor de dispersa˜o baixo significa
que a me´dia esta´ pro´xima da realidade.
Tabela 2. Me´dias de identificac¸o˜es de vulnerabilidades por
etapas e grupos
Inexperientes Experientes
Etapa 1 0.25 1.25
Etapa 2 1 2
Etapa 3 2.75 3
Fonte: Elaborada pelo Autor.
5. Conclusa˜o
Ao avaliar os resultados do experimento, foi possı´vel con-
cluir que a aplicac¸a˜o da metodologia CBR em atividades de
identificac¸a˜o de vulnerabilidades e´ uma alternativa via´vel.
Desta forma, a proposta estabelecida neste trabalho alcanc¸ou
o seu objetivo de aproximar os resultados entre profissionais
experientes e inexperientes em atividades de identificac¸a˜o de
vulnerabilidades. Os objetivos de eliminac¸a˜o da dependeˆncia
por desenvolvedores para atualizac¸a˜o da ferramenta, assim
como a possibilidade de detectar pequenas variac¸o˜es em uma
definic¸a˜o de vulnerabilidade, tambe´m foram alcanc¸ados atrave´s
da aplicac¸a˜o da metodologia CBR, onde a descric¸a˜o de casos e´
realizada atrave´s de mecanismos amiga´veis ao usua´rio final e
a utilizac¸a˜o de similaridade permite flexibilidade na detecc¸a˜o
das vulnerabilidades.
6. Trabalhos Futuros
A aplicac¸a˜o da metodologia CBR para a identificac¸a˜o de vul-
nerabilidades oferece uma alternativa em relac¸a˜o aos siste-
mas baseados em regras tradicionais, entretanto e´ possı´vel
aperfeic¸oa´-lo ao agregar maior inteligeˆncia ao seu processo
de aprendizado. Ao estruturar o proto´tipo deste trabalho, foi
possı´vel notar a oportunidade de agregar maior inteligeˆncia na
recuperac¸a˜o de casos atrave´s da combinac¸a˜o de aprendizagem
por reforc¸o [32, p. 598] como meio de ordenar as melhores
soluc¸o˜es entre os casos recuperados. Atrave´s da aplicac¸a˜o
de aprendizagem por reforc¸o, pode-se ordenar os casos de
acordo com a frequeˆncia de utilizac¸a˜o, como por exemplo, tor-
nar obsoletos os casos pouco utilizados, permitindo enta˜o seu
descarte e adicionando eficieˆncia no algoritmo de recuperac¸a˜o
de casos.
O mecanismo de recuperac¸a˜o de casos e´ dependente do
sistema de pesos e desta forma, a atribuic¸a˜o de pesos se
torna uma tarefa sensı´vel e que requer conhecimento do con-
texto do caso. Identificou-se durante o desenvolvimento
deste trabalho, a necessidade de um estudo para estabele-
cer as melhores me´tricas relacionadas aos pesos dos atributos,
assim como a definic¸a˜o do melhor perfil de usua´rio para a
atribuic¸a˜o destes valores em um ambiente organizacional. Du-
rante a implementac¸a˜o da metodologia, identificou-se tambe´m
questo˜es relacionadas a` eficieˆncia e desempenho da estrutura
de armazenamento de casos. Desta forma, ana´lises de comple-
xidade e custo de software podem ser aplicadas para fornecer
um comparativo entre cada modelo estrutural, para subsidiar
a escolha pela melhor opc¸a˜o.
Contribuic¸o˜es dos Autores
Os autores contribuı´ram igualmente na realizac¸a˜o deste traba-
lho.
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