A novel table-filling schedule algorithm is proposed for the round robin calendar problem with arbitrary competitors. Among schedules calendar, the number of rows is the ID of each competitor and elements of the schedule correspond to a certain round serial number of some two competitors. Competition schedule can be completed by the algorithm when the number of competitors is even. If the number of competitors is odd, the schedule will be filled through three steps, even transforming, table filling and even eliminating. It is proved that time and space complexity of the algorithm are all 2 ( ) O n .
INTRODUCTION
Round robin scheduling algorithm can be traced back to the timetable arrangement of the tournament with multiple competitors. Limited by the number of venues or the increasing requirement for the spectator of sports, not all the competitors will compete with others during one round. So far, the dominant researches of the tournament scheduling mainly focus on how the athlete participating time effected on the physical distributions and the fairness [1] [2] [3] [4] . Particularly, the fairness index system modeling and algorithm design is the most widely studied issue1. Foreign scholars focused most of their attention on the resource scheduling of computer operating system and the scheduling of the network routers and the data transformation [5] [6] [7] [8] [9] [10] [11] .
Under the assumption that in each round, all the competitors participate in the competition, the round robin scheduling problem is actually the problem of how to complete the tournament in the shortest time, i.e., the minimum number of required round. Wang et al [12] provided a formal description of the problem and put forward a divide-and-conquer based algorithm for the timetable arrangement with 2k competitors. Cheng et al [13] verified the correctness of the algorithm. For the non-2k player round robin scheduling problem, Liu et al [14] proposed an extended algorithm. Luo et al [15] proposed an alternative algorithm by the means of line arranged transformation. For the problem with 2t athletes, the graph theory was used to construct the scheduling timetable [16, 17] . Li et al [18] put forward a novel divide-and-conquer algorithm to tackling the overlap problem in non-2k competitors scheduling.
When taking into consideration of the algorithm complexity, it is obvious that a possible simplest algorithm should guarantee the tournament complete in 2 ( ) O n . In this paper, we consider the complexity of the algorithm and put forward a table-filling round robin algorithm. We also prove that the time and space complexity of the algorithm is less than 2 ( ) O n .
EXAMPLE OF DIVIDE AND CONQUER

BASED ROUND ROBIN ALGORITHM
We first provide an example for the divide-and-conquer based round robin scheduling for 2 k and non-2 k competitors respectively.
Divide And Conquer Scheme With 2 k
Competitors Let 3 k = , according to [12] , we can get the scheduling timetable, as shown in Figure 1 . 
Problem Description
Suppose there are n competitors in a round robin match and the match courts are adequate. We want to design a match schedule to meet the following requirements:
1) Each competitor must have a match with all the other competitors;
2) Each competitor has only one competition every day;
3) If n is even, the match must be completed in 1 n − days. If n is odd, the match must be completed in n days.
Problem Reformulation
For a given matrix A, denote the elements as [ , ] a i j , where i is the index number of the team and j is the index number of the competition team. Then the round robin scheduling problem for arbitrary competitor n can be reformulated as the table-filling problem of a n n × matrix. To be detailed, the problem can be reformulated as follows:
1) The elements in each row of the matrix cannot have duplicate values,
2) The elements in each column of the matrix cannot have duplicate values;
3) If n is even, the available filling number is 0~1 n − . If n is odd, the available filling number is 0~n , where [ , ] 0 a i j = means that there is no compete between i and j team.
The Feasibility Of The Solution
Form [12] [13] [14] [15] 18] we can see that there exist solutions for the round robin scheduling problem of 2 k and non-2 k competitors. Matrix A can be transformed from the time schedule, and there must be exists a solution for the round robin table-filling algorithm.
Table-Filling Algorithm
Let the element [ 
The Pseudo-Code Description Of The Table-Filling Algorithm
The algorithm can be realized by the pseudo code shown in figure 3 . According to the table-filling algorithm, the results after Step 1) and 2) can be shown in Figure 4 .
The results after executed step 3) are shown in Figure 5 . The results after executed step 4) are shown in Figure 6 . 
Conversion Form Filling Algorithm Results
In order to get the full time scheduling and also to give a comparison with the conventional divide-and-conquer based algorithm, we transform the results to a scheduling 
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First, according to Figure 6 , the matrix can be transformed to Figure 8 , where the competitor number is eight.
Figure 8: Eight Competitors Filling Algorithm Program
According to Figure 7 , the matrix results for the scheduling of 6 competitors can be transformed to Figure 9 . 
CORRECTNESS VERIFICATION
Matrix Decomposition And Combination
Denote the shaded triangular sub-matrix in the matrix shown in Figure 3 , as 1 A and the non-shaded part as 2 A . From the proposed table-filling approach, in each row and column of 1 A and 2 A , there are no repeated elements. So both 1 A and 2 A satisfy the demand of the scheduling requirement. Now combine the triangular matrix 1 A and 2 A .
For the triangular matrix 1 A , the th i round corresponds to the 1~1 i + line; for the triangular matrix 2 A , the th i round corresponds to the 1ĩ n + line. After the combination of matrix 1 A and 2 A , the th i round repeated only one time in the 1 i + line.
Elimination Of The Repeated Rounds
It is obvious that the only possible repeat of each round appears in the ( 1) th i + line. In the ( 1) th i + line, [ 1, 1] a i i + + indicates the competition round number between the ( 1) th i + competitors in the two teams. According to the principle of the scheduling, the number should be 0 . Exchange the elements [ 1, ] a i n + and [ 1, 1] a i i + + . Let the round value in the diagonal line as 0 . Because 0 never appears, this treatment will not result in the duplication of the elements of any row.
After the above combination step, in each row of matrix A , there are no duplicated elements. Further noting that it is a symmetric matrix, there are also no repeating elements in each column. So matrix A satisfies the demand.
Construction Of Odd-Scale Matrix
When n is odd, we can fill the matrix with and ensure that there are no repeating elements in each row and each column. Thus we can get the round robin schedule of 1 n + team. Remove the elements in the last row and the last column, and we can get the time schedule of the n teams. For example 7 n = , thus we will get the round robin schedule by fill the table of 1 n + teams. According to the filling algorithm above, the result shows as Figure 6 . Since there are 7 teams, it should delete the 8 th team arrangement. The result shows in Figure 10 .
The result shows in Figure 6 is proved to be correct, the difference from Figure 6 to figure 5 is only delete the last row and column, and there are no duplicated elements in each row.
Complexity Analysis
The main task of the proposed 
CONCLUSION
When the player number is even, we can get the schedule according to the table-filling algorithm. When the player number is odd, after even transforming, table filling and even eliminating, the time schedule can also be got. We also shown that the time and space complexity of the proposed algorithm is 2 ( ) O n . Compare with the algorithm proposed in [15] , for the time scheduling of 6 competitors, the results is same. But in this paper, we proposed a symmetric matrix to construct the timetable, the correctness of the algorithm can be easily proved. Furthermore, making use of the symmetry properties, we can only fill the upper triangular matrix and reduce the time and space algorithm complexity.
