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Abstract 
A sophisticated approach towards generation procedure of set of prime numbers using Cellular Automata (CA) has been reported 
here. Unique property of “Primality” found in prime numbers, has initiated a vast application and requirements for primes in 
many engineering and scientific applications. In this research, we have put an emphasis on cost efficient generation procedure for 
set of primes using CA for stress testing in distributed computing. An n-cell null boundary CA, have been considered to generate 
set of primes in cost effective method. Primality in generated pattern by CA has been verified with Fermat Primality Test. 
Proposed design for generation of primes to perform stress testing, is a cost effective solution. Physical implementation of system 
is cheap, since CA provides better flexibility and physical solution in designing the necessary hardware circuits at nominal cost. 
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1. Introduction 
Prime numbers [1] are used in wide variety of applications: specifically in stress testing of distributed computing 
[2] entity. Therefore generation procedure of set of Prime numbers has a significant spotlight in present engineering 
and scientific applications. The unique primality property of a prime, ensures that the prime number has exactly two 
divisors, one and the number itself.  
A number is decided to be as prime or composite depending upon the result of successful pass or fail of primality 
test. For this purpose, Fermat primality testing [4] is used and it is based on probability theory. High degree of 
confidence in declaration of prime or composite number, low error ratios and faster execution is found Fermat’s 
Hypothesis for primes. Given a number is declared as prime or composite with a high confidence using Fermat 
Theory for primality, is illustrated in Equation 1and Equation 2 [4]. 
(mod )P AA P                                                                                                                                                       (1)           
     where “P” is a prime number and “A” is a natural number. 
Furthermore, if P*A (“A” is not divisible by “P”), then there is some minimum exponent “ P ” such that  
1 1(mod )PA P                                                                                                                                                       (2)          
and “ 1 1PA   ” is divisible by “ P ”.   
Example 1.  Let us consider an example for further illustration of Fermat Primality Hypothesis. Let number 
“220” has to be checked whether it is prime or composite. For convention, let us consider a randomly choice value 
of “a” such that, 1 ≤ a < 220, say a = 37. Now by definition we get, 
an-1 = 37219≡ 1 (mod 220). 
Now, either 220 is prime, or 37 is a Fermat liar, so we take another value of “a”, say 29: 
an-1 = 29219≡ 1 (mod 220). 
Therefore, 220 is composite and 37 is indeed a Fermat liar. 
Primes are efficiently used for stress testing of a distributed computing entity. Distributed computing is a refined 
computation practice towards network based consistent computation for geographically secluded computing units, 
which work collectively. Distributed computing refers such a computing method, where a single task is decomposed 
into modules and all the modules are completed on several computing devices over an established network. All the 
partial solutions of modularized tasks are then summed up to form a single solution to get the concluding 
consequence. Therefore reliability of distributed computing environment plays an important role in reliable 
computation. For this purpose, stress testing is required. Stress testing (torture testing) is an intense or thorough 
testing used to determine the stability of a distributed computing [3] entity. Beyond normal operational capacity is 
often involved in stress testing, often to its breaking point, in order to monitor the results. For this purpose, primes 
are used for its stability testing utility. It is a dedicated testing designed to test PC subsystems for finding out errors, 
in order to ensure the correct operation by that system. This is important as every single iteration, is depended on 
previous one; if one iteration is incorrect, so will be the entire primality test. 
Generation of primes using Cellular Automata [1], [5] provides better flexibility and cheaper solution for 
necessary hardware circuits, since its hardware cost is nominal as CA cell is implemented using a D flip-flop. CA is 
used for mathematical modelling of dynamic and complex system. A one dimensional CA is defined as Equation 3 
[6]. 
( ,#, )L,CA QM                                                                                                                                       (3)         
here “Q” is the finite set of all states; “#” is a special border state, but never contained in “Q”; “L” is another state 
such that δ (L, L, L) = δ (#, L, L) = L (the quiescent state); and transition function “δ” is a mapping as defined in 
Equation 4 [6]. 
 :    # * *Q U Q Q Q                                                                                                                          (4)         
    Multi-dimensions are found in CA architecture. Thus, several complex systems are defined using CA. Simplest 
structure of a CA system is 3-cell structure with two neighbors. A typical 3-cell null boundary CA is represented in 
Fig. 1 [7]. 
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Fig. 1. Typical structure of 3-cell Null Boundary CA. 
 
Total 23=8 possible patterns are possible, for this 3 cell CA as described in Fig. 1. There are total 28=256 possible 
rules for this 3 cell CA. Generally these 256 CAs are referred with their Wolfram code, which gives each rule a 
distinct number from 0 to 255.  
Rest of the paper is organized as follows: related works have been discussed in Section 2; proposed work is 
described in Section 3; experimental observations and result analyses are shown in Section 4; and conclusion is 
drawn in Section 5. 
2. Related Works 
Primes are used for stress testing of a distributed computing entity. Stress testing (torture testing) is an intense or 
thorough testing used to determine the stability of a distributed computing [3] entity.  
     S. Wolfram has focused on generation of primes in CA [1]. He has used rule “110” as the basis for some of the 
smallest universal Turing machines. Primes generation using rule “110” has been focused. Thereafter several 
researchers have focused in generation of primes using CA [8-11]. P. C. Fischer has focused on the generation of 
primes in real-time by a single -dimensional iterative array [8]. Latter, H. Umeo et al. have also focused on the 
generation of prime numbers in real time using CA [9-11]. All these earlier researches on generation of primes using 
CA are focused on generation of primes in real time.  
Earlier researches on Equal Length Cellular Automata (ELCA) has already focused that the proposed design 
methodology for ELCA has the advantages of cost effectiveness and high degree of randomness in generated 
patterns [12]. Therefore a cost effective design methodology for generation of set of primes should be advantageous 
for stress testing of distributed computing entity. 
3. Proposed Methodology 
For cost effective generation procedure for set of maximum number of primes, we have emphasized on the 
proper uses of balanced ELCA generating rule(s) along with rule “110”. A combination of rule “110” and balanced 
rule(s) have been used to synthesize set of primes from generated sub spaces of an n-cell null boundary CA. 
Primality for produced patterns, are verified using Fermat Hypothesis as described in Equation 2. Proposed system 
flowchart has been described in Fig. 2. 
 
 
Fig.2. Proposed flowchart of the system. 
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Proposed set of maximum number of primes generation is performed using Algorithm 1. 
 
Algorithm 1. Stress_testing_for_distributed_computing_using_CA 
Input: Cell size (n), rule “110”, balanced ELCA rule(s ) 
    Output: Stress test passed distributed system 
 
Step1: Start 
Step2: Initialize CA size and a combination of rule “110” and balanced  
         ELCA rule(s) 
Step3: Consider maximum length sub space for possible set of primes 
Step4: Generate possible primes using Algorithm 2 
Step5: Perform stress testing 
Step6: Follow Step 2 for new prime set, else follow Step7 
Step7: Stop 
 
Algorithm 2. Possible_primes_set_generation 
Input: Decimal state values for maximum length sub space 
    Output: A maximum length set of prime numbers (S) 
 
Step1: Start 
Step2: For every decimal values of state follow Step 3 
Step3: Perform Fermat Primality testing as reported in Equation 2 and 
         follow Step 4 
Step4: If state value satisfies Fermat Primality then follow Step 5  
         else follow Step 6 
Step5: update set of primes (S) with this state value and follow Step 6  
Step6: Stop 
 
Example 2. Set of primes generation for <110,110,204> in null-boundary CA has been described in details in Fig. 
3. All generated subspaces of concerned CA is shown. The maximum length subspace is of length four and contains 
larger numbers of primes as compared to other subspaces. In our proposed method, this maximum length subspace 
is considered as source of primes. 
 
 
 
 
 
 
 
 
 
Fig. 3. Transition diagram for <110,110,204>. 
4. Experimental Observations & Result Analysis 
A combination of rule “110” and ELCA generating rules has been used in our computation approach to generate 
prime numbers. Rule “110” has been already reported as Turing compatible universal rule and capable of processing 
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of any complex work. It has been already used in generation of prime numbers [1]. Detailed studies on these rules 
are reported in Table 1. 
 
          Table 1. Rule details for prime number computation. 
Serial No. Rule Binary Equivalent Next State Computing Function 
1. 110 01101110 NOT i-1(t) AND i(t) AND i+1(t) XOR i(t) XOR i+1(t) 
2. 204 11001100 i(t) 
3. 51 00110011 NOT i(t) 
4. 153 10011001 i(t) OR(NOT i+1(t)) 
 
In our experiment we have found effective uses of rule “204” along with “110” are responsible for length 
reduction in maximum length state space. Other reported rule “51” and “204” is not much efficient in length 
reduction in maximum length state space, but are capable of producing random set of primes for stress testing 
requirement. Experimental results obtained for a data set generated by Algorithm 1 and Algorithm 2 has been 
illustrated briefly in Fig. 4. Result discussed in Fig.4 (a) is based on <110, 110, 110, 110> and Fig.4 (b) is based on 
<110, 110, 110, 204 > in null boundary condition. 
 
 
Fig. 4 (a). Transition diagram for <110,110,110,110>; Fig. 4 (b). Transition diagram for <110,110,110,204>. 
All state transitions are shown in Fig. 4. Sophisticated computation methodology has been illustrated in 
Algorithm 2 for the formation of largest set of primes. Algorithm 2 has been applied on the maximum length state 
space as shown in Fig. 3. Performance of finding maximum primes in proposed methodology is reported in Table 2.  
 
Table 2. Prime finding performance. 
Serial 
No. 
No. of 
Cells 
in CA 
(n) 
No. of States in 
generated 
maximum subspace 
(s1) 
No. of 
Primes 
found (p1) 
Performance 
= 
(p1/s1)*100% 
No. of States in 
generated maximum 
subspace (s2) in 
proposed method 
No. of Primes 
found (p2) in 
proposed method 
Performance 
= (p2/s2)*100% in 
proposed method 
1. 6 15 5 33.33% 14 5 35.71% 
2. 7 17 7 41.18% 16 7 43.75% 
3. 8 22 7 31.82% 21 7 33.33% 
 
It is found from Table 1 that proposed design methodology for obtaining maximum number of primes in a set, is 
better as compared to existing method. Further experimental results on different CA sizes for proposed scheme is 
reported in Table 3. 
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 Table 3. Generation of different sets of primes. 
Serial No. No. of Cells in CA (n) No. of States in generated maximum length subspace (s2) No. of Primes found (p2) 
1. 3 3 3 
2. 4 8 4 
3. 5 8 4 
4. 6 14 5 
5. 7 16 7 
6. 8 21 7 
7. 9 23 9 
8. 10 29 10 
 
Observation 1. Number of primes in generated maximum length state space is often equal to the CA size. 
Observation 2.  Number of primes in produced set almost increases with increased number of CA size. 
Observation 3. Distribution of primes in generated state space is of random pattern. Randomness is reported in Fig. 
5. 
Randomness of Generated Primes
3 7
13 11
5 7
31
0
20
40
Set Member
Data Range
Series1 Series2 Series3
 
Fig. 5. Randomness of generated pattern of primes. 
    Degree of randomness for set of primes as reported Series1, Series2 and Series3 in Fig. 5, are achieved for CA 
size 3, 4 and 5 respectively. Here first four members of the set have been considered. 
 
    Result obtained in Table 3 is further illustrated in Fig. 6. 
 
Size of Set of Primes
0
5
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n=3 n=4 n=5 n=6 n=7 n=8 n=9 n=10
Cell Size (n)
No. of Primes
No. of Primes
 
 
Fig. 6. Different sets of primes obtained with varying number of cell size. 
 
Observation 4. Same degree of randomness is found in proposed methodology with reference to the methodology 
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for generating set of primes using rule “110” only. Graphical representation of equivalent randomness for CA size 4, 
has been described in Fig. 7. Members of prime set is already been discussed in Fig. 4. 
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Fig. 7. Equivalency of degree of randomness in different applied methods. 
 
Observation 5. Performance for finding primes has been increased. It is shown in Fig.8, which is a visual 
representation of the data reported in Table 2. 
 
Comparison of prime finding performances
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Fig. 8. Graphical representation of prime finding performance. 
Selection of rules for prime number generation in null boundary CA is reported in Table 4. 
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                Table 4. Class rule selection for primes. 
First rule Intermediate rule Last rule 
110 110 204 
110 110 51 
110 110 153 
5. Conclusion 
Generation of larger set of different primes using proposed approach has achieved supioricity over existing 
conventional approach. Larger set of primes is populated from generated maximum length subspace, which has a 
minimal number of states for our proposed methodology as compared to conventional approach. Random 
distribution for primes is found in generated set of primes. Cost effectiveness is also found in time, space and 
searching complexity analysis. Hence proposed method has a potential capacity to be used in stress testing in 
distributed computing entity.  
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