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Resumen
El trabajo realizado se encuentra enmarcado dentro del proyecto de I+D+I del
7o programa marco de la Comisio´n Europea Fi-WARE: The future Internet core
platform que forma parte de la iniciativa Future Internet PPP. En concreto, se ha
desarrollado la especificacio´n de un Generic Enabler con funcionalidad de tienda
virtual que de soporte a la publicacio´n y adquisicio´n o subscripcio´n de aplicaciones
y servicios dentro del denominado Business Framework Ecosystem (BFE), adema´s
de una implementacio´n de referencia de este Generic Enabler (GE) que ha sido uti-
lizada para la realizacio´n de una prueba de concepto con el objetivo de comprobar
la adecuacio´n del comportamiento de la especificacio´n dentro del BFE.
La primera tarea realizada ha consistido en un estudio de otras stores (o tiendas
digitales) existentes, mirando aspectos tales como la funcionalidad proporcionada,
la informacio´n mostrada de los distintos productos ofrecidos o la organizacio´n de
la interfaz de usuario y la meta´fora visual. Este estudio ha tenido como objetivo
establecer un punto de partida desde el que empezar a analizar las distintas fun-
cionalidades que debera´ proveer el sistema.Utilizando como base el estudio anterior
y las necesidades concretas de la plataforma Fi-WARE se paso´ a la educcio´n de los
requisitos generales del sistema en los cuales se especifica a grandes rasgos la fun-
cionalidad que debe proveer esta tienda digital as´ı como algunos aspectos concretos
de la experiencia de usuario.
Una vez definida la funcionalidad de la store se ha abordado el disen˜o del sis-
tema. Para realizar este disen˜o se ha trabajado en dos tareas principales: La primera
de estas tareas ha consistido en realizar el disen˜o de la arquitectura del Store GE,
en el que se especifican todos los mo´dulos que debe contener el sistema para poder
satisfacer los requisitos, as´ı como las distintas conexiones del Store GE con otros
componentes del proyecto Fi-Ware y de sus interrelaciones con el resto de compo-
nentes de dicho proyecto. Esto ofrece una visio´n global de la ubicacio´n del Store
GE dentro de la arquitectura general del proyecto Fi-Ware. La segunda tarea ha
consistido en el desarrollo de la especificacio´n abierta (Open specification) del Store
GE. Esta tarea es probablemente la ma´s relevante de cara a cumplir con los ob-
jetivos del proyecto Fi-Ware, ya que Fi-Ware se propone como objetivo principal
proporcionar las especificaciones de una plataforma tecnolo´gica abierta para la In-
ternet del futuro, formada por un conjunto de componentes (denominados Generic
Enablers), entre los que se encuentra el Store GE. En este documento ha quedado
descrito con todo detalle en que consiste el Store GE y cua´les son sus APIs, sobre
las que se construira´n las aplicaciones de la futura Internet basadas en Fi-Ware, de
manera que sea posible que cualquier empresa pueda realizar una implementacio´n
diferente a la que se esta´ desarrollando en este proyecto (si bie´n e´sta sera´ su im-
plementacio´n de referencia). Para esta Open specification se han desarrollado un
modelo de gestio´n de usuarios y roles, un modelo de datos, diagramas de interaccio´n
que definen todas las posibles comunicaciones de la store con otros Generic Enablers
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del proyecto Fi-Ware, la definicio´n del ciclo de vida de una oferta y las APIs REST
del Store GE, incluyendo el contenido de las peticiones y los tipos MIME soportados.
En este punto se pudo comenzar a trabajar en la implementacio´n de referen-
cia del Store GE. La primera tarea ha consistido en realizar la integracio´n con el
Marketplace GE, otro de los Generic Enablers del proyecto Fi-Ware, para ello se
definieron unos requisitos espec´ıficos y se realizo´ un disen˜o de bajo nivel de este
mo´dulo seguido de la propia implementacio´n y un conjunto exhaustivo de pruebas
unitarias para comprobar su correcto funcionamiento. A continuacio´n se paso´ a re-
alizar la integracio´n con el Repository GE siguiendo los mismos pasos que con la
integracio´n con el Marketplace GE.
La siguiente tarea realizada ha consistido en la realizacio´n de los mo´dulos nece-
sarios para permitir crear nuevas ofertas en la implementacio´n de referencia de Store
GE incluyendo nuevamente una fase de educcio´n de requisitos espec´ıficos, un disen˜o
de bajo nivel, la propia implementacio´n y una serie de pruebas unitarias.
Una vez implementada la creacio´n de nuevas ofertas, se paso´ a la realizacio´n
de la funcionalidad necesaria para la recuperacio´n y visualizacio´n de estas ofertas
as´ı como a la realizacio´n del soporte necesario para el registro de recursos y para la
vinculacio´n de estos a determinadas ofertas, siguiendo nuevamente la metodolog´ıa
antes mencionada.
Finalmente se ha dado el soporte para la publicacio´n y la adquisicio´n de ofertas.
En este caso la adquisicio´n de ofertas se ha realizado tan solo en la parte servidora de
la aplicacio´n y no se ha llegado a dar soporte a esta´ funcionalidad en la interfaz Web
al no ser necesaria para la realizacio´n de la prueba de concepto prevista. No obstante
esta funcionalidad sera´ implementada junto con otras funcionalidades como el so-
porte de caracter´ısticas sociales, ya fuera del a´mbito de este Trabajo de fin de grado.
Como paso previo a la realizacio´n de la prueba de concepto se ha trabajado en
la plataforma Wirecloud, que es una implementacio´n de referencia del denominado
Application Mashup GE, modificando su funcionalidad para integrarla con la API
de compras realizada dentro de la implementacio´n de referencia del Store GE.
La u´ltima tarea realizada para este Trabajo de fin de grado ha consistido por
fin en la realizacio´n de la prueba de concepto del Store GE integrando su imple-
mentacio´n de referencia con las del resto de Generic Enablers, lo cual ha permitido
comprobar as´ı el fucionamiento de la arquitectura y modelo propuestos.
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Cap´ıtulo 1
Introduccio´n
1.1. Contexto del proyecto
1.1.1. El proyecto Fi-WARE
El proyecto FI-WARE: The future Internet core platform [28] es un proyecto
de I+D+I perteneciente al se´ptimo programa marco de la Comisio´n Europea. Este
proyecto se propone crear la plataforma nu´cleo de la Internet del futuro y tiene como
objetivo incrementar la competitividad global de la economı´a Europea basada en
tecnolog´ıa y comunicaciones introduciendo, entre sus principales componentes, una
innovadora infraestructura para la creacio´n y distribucio´n de servicios digitales ver-
satiles, con un coste eficiente y ofreciendo una alta calidad de servicio y garant´ıas de
seguridad. De esta manera, pretende proveer una base so´lida al Internet del futuro
estimulando y cultivando un ecosistema sostenible para que proveedores de servicios
innovadores distribuyan nuevas aplicaciones y soluciones que satisfagan los requisi-
tos de areas de uso establecidas y emergentes.
Se pretende que FI-WARE sea un sistema abierto, basado en elementos gene´ricos
(que a partir de este punto se denominara´n Generic Enabler) que ofrezcan funciones
reusables y compartidas, u´tiles en mu´ltiples a´reas de uso a trave´s de varios sectores.
Es importante indicar que no todas las funciones que sean comunes a varias aplica-
ciones en un a´rea de uso concreta pueden considerarse Generic Enablers, ya que es
la habilidad de trabajar en varias a´reas de uso lo que distingue a un Generic Enabler
de lo que se ha denominado en el proyecto Domain-specific Common Enablers (o
Specific Enablers), que son enablers comunes a mu´ltiples aplicaciones pero todos
ellos espec´ıficos de a´reas de uso muy limitadas. A modo de ejemplo, un componente
de procesamiento de eventos complejos (CEP), un sistema de gestio´n de identidades
(idM) o la propia eStore se consideran Generic Enablers. A pesar de que no todos
los elementos que puedan ser definidos como Generic Enablers sera´n implementados
en el proyecto FI-WARE, se espera que todo lo implementado pueda ser considerado
un Generic Enabler.
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1.1. CONTEXTO DEL PROYECTO CAPI´TULO 1. INTRODUCCIO´N
Los objetivos clave del proyecto FI-WARE son la identificacio´n y especificacio´n
de los distintos Generic Enablers, junto con el desarrollo y demostracio´n de im-
plementaciones de referencia de los Generic Enablers identificados. La arquitectura
de FI-WARE comprende tanto la especificacio´n de los Generic Enablers como las
relaciones entre ellos y sus propiedades.
La plataforma que debera´ proveer FI-WARE esta´ compuesta por Generic En-
ablers enmarcados dentro de los siguientes cap´ıtulos te´cnicos:
Cloud Hosting: Proveera´ recursos de computacio´n, almacenamiento y red.
Data/Context management: Proveera´ facilidades de acceso, procesamien-
to y ana´lisis de volu´menes masivos de informacio´n, tranforma´ndolo en conocimien-
to u´til para las aplicaciones.
Application/Services ecosystem and Delivery Framework: Proveera´ la
infraestructura para crear, publicar, gestionar, y consumir servicios del internet
del futuro a trave´s de su ciclo de vida teniendo en cuenta todos los aspectos
tecnolo´gicos y de negocio.
Internet of Things (IoT) Services Enablement: Proveera´ del puente
entre los servicios de la internet del futuro y los dispositivos ubicuos y het-
eroge´neos que forman parte de la Internet of Things (IoT).
Interface to Networks and Devices (I2ND): Proveera´ de interaces abier-
tas a redes y dispositivos para satisfacer las necesidades de los servicios ofre-
cidos a trave´s de la plataforma.
Security: Proveera de los mecanismos necesarios para asegurar que la adquisi-
cio´n y uso de los servicios ofrecidos en la platarforma se realizan de acuerdo a
los requisitos de seguridad y privacidad.
La especificacio´n de los distintos Generic Enablers se hara´ mediante las denomi-
nadas Open Specifications que contendra´n toda la informacio´n necesaria para poder
desarrollar productos que puedan funcionar como implementaciones alternativas del
Generic Enabler desarrollado en FI-WARE e incluso llegar a reemplazarlo dentro
de alguna instancia concreta de FI-WARE. La Open Specification de un Generic
enabler contendra´ informacio´n como:
Descripcio´n del a´mbito, comportamiento exhibido y uso previsto del Generic
Enabler.
Terminolog´ıa, definiciones y abreviaciones para clarificar los conceptos de la
especificacio´n.
Comportamiento y especificacio´n de las operaciones asociadas a las APIs que
el Generic Enabler debe exportar. Estas APIs deben estar definidas como una
interfaz RESTful.
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Descripcio´n de los protocolos que dan soporte a la interoperabilidad con otros
Generic Enablers o productos de terceras partes.
Descripcio´n de caracter´ısticas no funcionales.
Finalmente, FI-WARE se enmarca dentro de la Future Internet Public-Private
Partnertship (FI-PPP) [11], en la cual coexiste con un conjunto de proyectos de
casos de uso (Use Case Projects) que tienen planeados entre sus objetivos usar los
Generic Enablers de FI-WARE y el TestBed con sus implementaciones de referencia
en sus pruebas de concepto y demandar de FI-WARE las funcionalidades que les
son requeridas.
1.1.2. El paquete 3: Applications/Services Ecosystem
El denominado Applications/Services Ecosystem and Delivery Framework con-
tendra´ una serie de Generic Enablers que dara´n soporte a la gestio´n de servicios
en un marco de negocio a trave´s del ciclo de vida completo de los mismos, desde la
creacio´n y composicio´n de servicios hasta la tarificacio´n y reparto de beneficios.
A continuacio´n se describen los principales Generic enablers que forman parte
de este ecosistema de servicios.
Marketplace GE
El Marketplace GE [23] provee´ de la funcionalidad necesaria a los proveedores
de servicios para publicar sus ofertas y a los consumidores para buscar y comparar
las mismas con el objetivo de permitirles seleccionar una implementacio´n concreta
del servicio. El Marketplace GE permite ofrecer ofertas de diferentes Store GE y de
diferentes proveedores. El proceso de compra de estas ofertas se realizara´ en el Store
GE.
Repository GE
El Repository GE [32] es el lugar usado para almacenar los modelos de servi-
cio, especialmente descripciones Linked USDL adema´s de otros modelos necesitados
por los distintos componentes del Delivery Framework como descripciones te´cnicas.
El uso del Repository GE para el almacenamiento de estos modelos de servicio es
obligado si se quiere registrar estos en el Marketplace GE o hacer uso de otras her-
ramientas que requieran la interoperabilidad de Generic Enablers Las descripciones
publicadas en el Repository GE podra´n ser utilizadas por cualquier componente de
la plataforma FI-WARE teniendo en cuenta las restricciones de privacidad y autor-
izacio´n impuestas por los modelos de negocio.
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Registry GE
El Registry GE [31] funciona como un servicio de directorio universal usado
para el mantenimiento, la administracio´n, el despliege y el acceso a servicios. El
Registry GE tendra´ informacio´n de instancias arrancadas de servicios como el End-
point, adema´s de informacio´n para crear instancias de estos servicios. Este Generic
Enabler sera´ usado principalmente por otros Generic Enablers como una base de
datos comu´n de la que obtener opciones de configuracio´n y propiedades de tiempo
de ejecucio´n.
Application Mashup GE
El Application Mashup GE [1] permite la composicio´n de pequen˜as aplicaciones
Web basadas en JavaScript [17] llamadas widgets para crear de manera visual apli-
caciones ma´s complejas denominadas Mashups que incrementan el valor que estos
Widgets tendr´ıan por separado.
Mediator GE
El Mediator GE [24] es ba´sicamente un Middleware capaz de proveer interop-
erabilidad entre los distintos protocolos de comunicacio´n y modelos de datos. Por
ejemplo es capaz de convertir los mensajes ASCII de protocolos antiguos como FTP
a un mensaje XML para un servicio Web.
1.1.3. Funcionamiento anterior al Store GE
En esta seccio´n se describe el funcionamiento real de las distintas implementa-
ciones de los Generic Enablers que forman parte del Applications/Services Ecosys-
tem antes de la introduccio´n a esta arquitectura del Store GE. Los Generic Enablers
usados en el proceso de creacio´n y adquisicio´n de ofertas son el Application Mashup
GE con su implementacio´n de referencia la plataforma Wirecloud [26] y los Generic
Enablers Marketplace GE y Repository GE con sus implementaciones de referencia
creadas por SAP.
La primera consideracio´n que hay que tener en cuenta es que la plataforma
Wirecloud solo trabaja con Widgets, Mashups y Operators por lo que estos sera´n
los u´nicos tres tipos de servicio que es posible ofrecer de manera que se genere un
funcionamiento real de la arquitectura descrita.
Por otra parte al no existir un Store GE este debe ser simulado en el Market-
place GE ya que requiere tener instancias del Store GE registradas que sera´n las que
tengan asociadas las ofertas. Para ello se registra un Store GE falso con un nombre
arbitrario y con su Endpoint apuntando al de la instancia del Repository GE donde
se almacenara´n las descripciones de las ofertas en formato Linked USDL [19].
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Para poder acceder al co´digo de los distintos elementos de la plataforma Wire-
cloud, a la hora de adquirir alguno de ellos, es necesario an˜adir un campo al docu-
mento Linked USDL [19] que contenga una URL desde la que sea posible descargar la
descripcio´n te´cnica del elemento propia de la plataforma Wirecloud. Dentro de esta
descripcio´n te´cnica existira´n enlaces que permitira´n la descarga del co´digo, ima´gen
y dema´s informacio´n asociada al elemento.
A la hora de realizar una adquisicio´n, la plataforma Wirecloud hace uso del ser-
vicio de bu´squedas proporcionado por el Marketplace GE obteniendo una lista con
las URLs apuntando a las descripciones Linked USDL [19] contenidas en el Repos-
itory GE de las distintas ofertas. La plataforma Wirecloud usara´ estas URLs para
acceder a las descripciones de las ofertas y visualizar la informacio´n de las mismas.
Cuando se desea adquirir una de estas ofertas la plataforma Wirecloud simplemente
descarga la descripcio´n te´cnica del elemento correspondiente y la usa para cargarlo.
Finalmente, a la hora de publicar una oferta si esta se trata de un Widget o un
Operator este registro debera´ hacerse de manera manual usando alguna herramienta
que pueda ser usada como cliente REST para almacenar la descripcio´n Linked USDL
en la instancia del Repository GE y para registrar la oferta en la instancia del
Marketplace GE. En el caso de que se trate de un Mashup compuesto en la plataforma
Wirecloud este proceso sera´ similar pero estara´ automatizado.
1.2. Motivacio´n del proyecto
El projecto FI-WARE pretende proveer de una infraestructura para la creacio´n
y distribucio´n de servicios digitales. Esta distribucio´n no siempre tiene por que´ ser
gratuita, por lo que que se requiere de un modelo de negocio que permita a los
distintos proveedores de servicios trabajar utilizando la plataforma FI-WARE. Esta
necesidad de un modelo de negocio fuerza a la existencia de un Generic Enabler
capaz de gestionar la compra y venta de aplicaciones y servicios.
Por otra parte las distintas soluciones comerciales existentes no son lo suficien-
temente generales, sino que la mayor´ıa de ellas se basan tan solo en la venta de
applicaciones de algu´n tipo y otras, en menor medida, ofrecen algu´n tipo de servicio
digital. No cubren por tanto las necesidades del proyecto FI-WARE, que especifican
un modelo general de ofertas que permita ofrecer servicios, aplicaciones o incluso
una combinacio´n de ambos en una sola oferta. Adicionalmente, las soluciones comer-
ciales disponibles no ofrecen un conjunto de especificaciones abiertas como requiere
una plataforma tipo FI-WARE
Finalmente tambie´n hay que tener en cuenta la existencia del Applications/Ser-
vices Ecosystem en el que los distintos servicios son descritos mediante documentos
Linked USDL [19] y en el que existen Generic Enablers con los que esta tienda dig-
ital debe estar integrada, lo que imposibilita el uso de alguna solucio´n ya existente.
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Por todo lo expuesto anteriormente se decidio´ que era necesario tener un Generic
enabler con funcionalidad de tienda digital capaz de satisfacer las necesidades de los
proveedores de servicios del proyecto FI-WARE adema´s de tener una implementacio´n
de referencia del mismo.
1.3. Objetivos del proyecto
El objetivo principal de este proyecto es realizar la Open Specification de un
Generic Enabler (en adelante denominado Store GE ) con funcionalidad de tienda
digital de servicios y aplicaciones capaz de manejar un mo´delo de negocio adecuado
para su utilizacio´n no solo por usuarios como ocurre con la mayoria de Stores exis-
tentes sino que sea capaz de gestionar su utilizacio´n por compan˜ias u organizaciones
permitiendo adema´s un modelo flexible de ofertas que no limite a la venta de un
solo servicio u aplicacio´n.
Este Store GE que se esta´ definiendo debe estar perfectamente integrado con
el resto de Generic enablers de la plataforma FI-WARE, especialmente con los
pertenecientes al Work Package 3: Applications/Services Ecosystem and Delivery
Framework ya que sera´ dentro de ese cap´ıtulo donde estara´ situada esta tienda
digital. Por tanto este Store GE debe permitir ser registrado en una instancia del
Marketplace GE donde publicara´ sus ofertas y debe trabajar con ofertas de servicios
descritas en Linked USDL [19] almacenadas en instancias del Repository GE.
El objetivo del Store GE dentro de la plataforma FI-WARE es proveer de la
lo´gica necesaria al Applications/Services Ecosystem capaz de implementar un mod-
elo de negocio basado en la compra y venta de servicios y aplicaciones que permita
realizar una gestio´n de las ofertas inexistente en el actual Test bed.
El siguiente objetivo de este proyecto es la realizacio´n de una primera imple-
mentacio´n de referencia ba´sica que permita realizar una prueba de concepto de los
disen˜os incluidos en la Open Specification del Store GE y comprobar as´ı la correcta
integracio´n de este con los distintos Generic Enablers de la plataforma FI-WARE
adema´s de comprobar de manera ba´sica que el disen˜o realizado satisface las necesi-
dades espec´ıficas del Applications/Services Ecosystem para poder as´ı replantear al-
gunos conceptos de la Open Specification en caso de ser necesario.
Finalmente, debe tenerse en cuenta la existencia del Applications/Services Ecosys-
tem, en el que existen Generic Enablers con los que esta tienda digital debe estar
integrada. Por tanto, la solucio´n que se plantee debe considerar la existencia del
resto de GEs del ecosistema de servicios y garantizar su completa integracio´n.
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1.4. Estructura del documento
El presente documento esta dividido en varios cap´ıtulos que se centran en aspec-
tos diferentes dentro de mi trabajo de fin de grado. El cap´ıtulo actual, Introduccio´n,
contiene informacio´n relativa al contexto en el que se ha desarrollado el proyecto
adema´s de una explicacio´n de la motivacio´n que ha llevado a la necesidad de desar-
rollar el Store GE y los objetivos principales de este desarrollo.
El segundo cap´ıtulo, Estado del arte, contiene por un lado informacio´n relativa al
estado de otras tiendas d´ıgitales ya existentes y por otra parte una breve descripcio´n
de las principales tecnolog´ıas utilizadas para el desarrollo de la implementacio´n de
referencia del Store GE.
El tercer cap´ıtulo, Desarrollo, contiene el disen˜o del Store GE haciendo incapie´ en
su Open Specification e incluyendo una descripcio´n de en que consiste la imple-
mentacio´n de referencia realizada.
Finalmente el cuarto cap´ıtulo, Conclusiones, contiene en primer lugar los resul-
tados obtenidos de la realizacio´n de la prueba de concepto del Store GE, en siguiente
lugar contiene las conclusiones personales obtenidas tras la realizacio´n de este Tra-
bajo de fin de grado y por u´ltimo contiene una descripcio´n de las lineas futuras que
se seguira´n en el Store GE una vez terminado este Trabajo de fin de grado.
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Cap´ıtulo 2
Estado del arte
2.1. Pricipales e-Stores
En esta seccio´n se describen las principales tiendas electro´nicas existenes en el
mercado. Cada una de las cuales ofrece una aproximacio´n diferente al considerar
un tipo diferente de producto y por ello han sido utilizadas como punto de partida
para obtener algunos requisitos tanto de funcionalidades que deberia proporcionar
la store que se ha disen˜ado como de experiencia de usuario e interfaz gra´fica.
2.1.1. Google Play
Google play [13] es la principal store para el sistema operativo Android. En ella
se pueden encontrar tanto apps como libros en formato digital y pel´ıculas en alta
definicio´n. Esta store es accesible tanto desde la aplicacio´n contenida en los smart-
phone Android como a trave´s de la web. La siguiente descripcio´n se centra en la
versio´n web ya que es la que guarda mayor relacio´n con la propuesta de eStore de
este trabajo.
La pa´gina de inicio esta dividida en varias a´reas. En la parte superior se en-
cuentra la barra de bu´squeda, junto con un boto´n desplegable que permite acceder
directamente a comprar apps, libros dispositivos o alquilar pel´ıculas. Esta seccio´n
de la pa´gina sirve para la navegacio´n y permanece fija en toda la web.
Debajo se encuentra el menu´ principal de la pa´gina con enlaces a las pa´ginas
de apps, libros, pel´ıculas y dispositivos. Es importante resaltar que estos enlaces
conducen a la mismas pa´ginas que el boto´n desplegable. En siguiente lugar se en-
cuentra el a´rea de recomendaciones personalizadas en la que se muestran apps, libros
y pel´ıculas dependiendo del usuario y su perfil de compras anteriores. Por u´ltimo
esta pa´gina contiene una seccio´n dedicada a cada tipo de producto que incluye el
top 5 de ese producto, as´ı como una serie de productos destacados. Estas secciones
contienen enlaces para ver el top al completo o todos los productos de ese tipo.
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La pa´gina de apps se divide en dos secciones principales: la lista de apps con una
pestan˜a que permite cambiar entre la seleccio´n de apps y la seleccio´n de apps para
tablet. E´stas contienen varias subsecciones tales como recomendaciones personal-
izadas, aplicaciones populares y juegos superventas. Para cada una de estas apps
se muestra su imagen, su nombre su proveedor, su valoracio´n, y su precio incluido
en el boto´n para adquirirla. La segunda seccio´n permite seleccionar mediante una
pestan˜a entre los Top de aplicaciones tales como top ventas, top gratis, top en in-
gresos, top ventas nuevo y top gratis nuevo, y una seleccio´n por categor´ıas divididas
en aplicaciones y juegos.
La pa´gina con los detalles de la app contiene en la parte superior la informacio´n
mostrada en la lista de apps incluyendo el boto´n de compra, junto a esta informacio´n
se encuentra una imagen de mayor taman˜o y detalle asociada a la app. Debajo se en-
cuentra la informacio´n detallada de la app contenida en varias pestan˜as. La primera
contiene la informacio´n general incluyendo la descripcio´n, capturas de pantalla y
v´ıdeos, valoracio´n con el nu´mero de usuarios que han votado un cierto nu´mero de
estrellas y la valoracio´n media, por ultimo contiene opiniones de los usuarios. La
segunda pestan˜a esta dedicada a las opiniones de los usuarios y contiene las valo-
raciones y comentarios contenidos en la pestan˜a anterior. La tercera pestan˜a contiene
la novedades que incluye esta versio´n de la app respecto de la versio´n anterior. La
u´ltima pestan˜a contiene los permisos que se tendra´n que otorgar a la app para que
esta funcione correctamente. A parte de la informacio´n de la app, esta pa´gina con-
tiene una seccio´n de sugerencias al cliente en la que se indican otras apps de mismo
proveedor, otras consultadas por los usuarios que consultaron esa aplicacio´n y otras
instaladas por los usuarios que la compraron.
Todos los productos de esta store requieren un pago u´nico o son gratuitos, ex-
cepto las pel´ıculas, en las que el pago se corresponde con un alquiler de la misma y
por tanto tiene caducidad. Esto es de especial relevancia para el proyecto, ya que en
el caso del Store GE debera´ considerarse adema´s la modalidad de “pago por uso”
asociada a la oferta de servicios en lugar de apps.
2.1.2. AWS Marketplace (Amazon web services)
Amazon web services (AWS) es una coleccio´n de servicios web que, en conjun-
to, forman una plataforma de cloud computing ofrecida a trave´s de la web por
amazon.com, siendo los principales y ma´s conocidos Amazon EC2 (Elastic cloud
computing) y Amazon S3 (Simple Storage Service). AWS Marketplace [2] es una
store proporcionada por Amazon en la que se ofrece software servidor que puede ser
ra´pidamente desplegado en su sistema de cloud englobando gran cantidad de aplica-
ciones como software empresarial, servidores de aplicaciones o comercio electro´nico.
18
CAPI´TULO 2. ESTADO DEL ARTE 2.1. PRICIPALES E-STORES
La parte superior de la web contiene la zona de navegacio´n, compuesta por una
barra de bu´squeda, un menu´ desplegable en el que se pueden seleccionar distintas cat-
egor´ıas y un enlace para consultar el software ya adquirido, esta zona esta´ disponible
en todas las pa´ginas contenidas en la web.
La pa´gina principal contiene por una lado varios grupos de productos incluyen-
do productos destacados, productos populares, nuevos productos y productos para
desarrolladores. Adema´s contiene un menu´ por categor´ıas que se corresponde con el
menu´ desplegable de la zona de navegacio´n.
Cuando se realiza una bu´squeda o se selecciona una categor´ıa, aparece el nu´mero
de productos que satisfacen la bu´squeda realizada, as´ı como un listado de los mismos
incluyendo una imagen, el nombre del producto, la versio´n, el proveedor, el sistema
operativo y la ma´quina que requiere, el precio y parte de la descripcio´n. Adema´s,
se muestra un menu´ en el que se indican las categor´ıas a las que pertenecen los
productos mostrados y el nu´mero de productos en cada categor´ıa. En caso de que
la bu´squeda no produzca resultados, se muestran los productos destacados.
La pa´gina de detalles de un producto contiene en primer lugar la imagen junto a
la descripcio´n del mismo. Debajo se encuentra la informacio´n detallada del producto
incluyendo la valoracio´n del mismo con un enlace para leer los comentarios, la u´lti-
ma versio´n disponible, el sistema operativo que necesita, la ma´quina en la que debe
desplegarse, los servicios de cloud que hay que contratar para usar el producto, y
los puntos fuertes. En siguiente lugar se encuentra la descripcio´n completa del pro-
ducto, detalles de soporte, recursos, pol´ıtica de reembolso y la licencia de uso. Por
u´ltimo, esta pa´gina contiene la tarificacio´n detallada del producto con informacio´n
del precio del software, y del servicio de cloud necesario para su ejecucio´n as´ı como
la regio´n en la que se encuentra disponible.
Esta store permite una tarificacio´n muy diversa, en la que principalmente los
productos requieren un pago por uso que adema´s incluye el pago del servicio de
cloud computing. Este precio, adema´s, variara´ dependiendo de factores tales como
el precio del software, de la regio´n y del servicio de cloud contratado.
2.1.3. Vmware solution exchange
Vmware solution exchange [34] es un store, perteneciente a Vmware, en el que
se puede adquirir software de distintas categor´ıas como bases de datos, sistemas
operativos o aplicaciones para usar sobre los sistemas de virtualizacio´n que ofrece
esta compan˜´ıa.
La parte superior de la web contiene la barra de navegacio´n dividida por tipos
de software, permitiendo realizar una seleccio´n por categor´ıas. Esta barra de nave-
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gacio´n esta´ presente a lo largo de todas las pa´ginas de la web.
La pa´gina principal contiene dos bloques con listas de productos. En el primero
se muestran los productos destacados incluyendo una imagen, su nombre, el provee-
dor, la valoracio´n, y parte de la descripcio´n. El segundo bloque contiene productos
ma´s populares o ma´s recientes dependiendo de la opcio´n que se seleccione.
Al seleccionar una categor´ıa o realizar una bu´squeda aparece una lista de pro-
ductos de los cuales se muestra una imagen, su nombre, el proveedor, la valoracio´n
y parte de la descripcio´n. Se puede elegir la ordenacio´n de la lista.
La pa´gina con los detalles del producto contiene en primer lugar el nombre
del producto, una descripcio´n, las categor´ıas a las que pertenece y el proveedor.
A continuacio´n se encuentra la informacio´n detallada del producto contenida en
pestan˜as. La primera contiene la informacio´n general del producto incluyendo sus
puntos destacados y su descripcio´n detallada. La segunda pestan˜a contiene especi-
ficaciones te´cnicas. La tercera pestan˜a contiene informacio´n de soporte incluyendo
horario, nu´meros de tele´fono, sitio web, email y lista de soluciones compatibles. La
siguiente pestan˜a contiene una lista de partners del proveedor y la u´ltima una serie
de recursos. Por u´ltimo la pa´gina contiene la valoracio´n del producto.
2.1.4. Hubspot
Hubspot es un software que integra diversas funcionalidades de marketing para
empresas que operan en la web, tales como optimizacio´n para maximizar las opor-
tunidades de que el sitio web sea encontrado o funcionalidades de red social que
permitan crear un pu´blico. Hubspot marketplace [14] ofrece una serie de apps y ser-
vicios que pueden ser integrados al software para adaptarlo a las necesidades de
la empresa. Esta´ formado por dos marketplaces separados: el app Marketplace y el
service Marketplace.
La pa´gina principal esta´ formada por dos zonas que permiten elegir entre el app
marketplace y el service marketplace con algunos de los productos que cada uno de
ellos ofrecen.
La pa´gina principal del app marketplace [15] esta´ compuesta por una zona de
navegacio´n en la que se encuentran enlaces para volver a la pa´gina principal, para
ver las app mejor valoradas, las ma´s nuevas o las ma´s populares. Adema´s contiene
una zona de seleccio´n por categor´ıas, y una zona con distintos recursos de la web
tales como dar una idea, pa´gina para desarrolladores, encontrar soporte, notificar
un abuso o cambiar al services marketplace [16]. Esta zona permanece fija en todas
las pa´ginas de la web.
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La zona central de la pa´gina principal contiene algunas app agrupadas en las
categor´ıas de aplicaciones destacadas, mejor valoradas y ma´s nuevas.
Al realizar una bu´squeda o seleccionar una categor´ıa, aparece un listado de apps
para las que se ofrece una imagen, el proveedor, y la valoracio´n de la app. Adema´s,
al pasar el rato´n sobre la imagen aparece la descripcio´n de la misma.
La pa´gina de detalles de una app contiene en primer lugar el nombre, la valo-
racio´n, y el nombre del proveedor, as´ı como un enlace para escribir un comentario.
A continuacio´n se encuentra una imagen detallada de la app, una descripcio´n, el
precio, soporte, el nu´mero de veces que se ha instalado la app, y una serie de TAGs.
Por u´ltimo se muestra una serie de capturas de pantalla y los comentarios de los
usuarios que incluyen una valoracio´n, el nombre del usuario y la fecha del comentario.
Esta store contiene tanto aplicaciones que pueden adquirirse gratuitamente como
aplicaciones que requieren un pago u´nico o un pago perio´dico.
El service marketplace [16] pone a disposicio´n de los clientes una serie de provee-
dores de servicios relacionados con el marketing agrupados en varias categor´ıas,
as´ı como algunos productos y ejemplos del trabajo de marketing en la web de varios
de los proveedores registrados.
La pa´gina principal del service marketplace [16] esta´ compuesta por dos a´reas
principales. En la primera aparece un listado de categor´ıas relacionadas con el mar-
keting y el disen˜o web, dividido en creacio´n, optimizacio´n, promocio´n, conversio´n
y ana´lisis. Adicionalmente contiene un campo con distintas funcionalidades propor-
cionadas por la web como bu´squeda con Google, marketing, entrenamiento ba´sico
en Hubspot, ayuda y cambio al app marketplace. Por u´ltimo contiene una seccio´n de
proveedores en la que se encuentra el enlace para registrase como nuevo proveedor
o hacer login como proveedor existente. El segundo a´rea contiene algunas categor´ıas
basadas en la funcionalidad del software de Hubspot.
Al seleccionar una categor´ıa, se puede mostrar informacio´n de proveedores, pro-
ductos de Hubspot o ejemplos, seleccionando el boto´n correspondiente en la parte
superior de la pa´gina. La lista de proveedores se muestra en la parte central de
la pa´gina y permite filtrar por categor´ıa, tipo de servicio (B2B/B2C) e industria,
adema´s de ordenarlos. De cada proveedor se muestra su nombre, su valoracio´n, una
imagen, la ubicacio´n de la organizacio´n y el precio de partida de sus servicios. De los
productos disponibles para comprar se muestra su nombre, el inicio de su descripcio´n
una imagen y el proveedor del producto, al hacer click sobre la imagen se muestra
la descripcio´n completa del producto. Por u´ltimo la lista de ejemplos contiene una
imagen y el proveedor del ejemplo, al dar click sobre el ejemplo aparece una pequen˜a
descripcio´n y la posibilidad de contactar con el proveedor.
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La pa´gina de detalles del proveedor, contiene tres a´reas principales. En la primera
se muestra la informacio´n de proveedor conteniendo el nombre, su descripcio´n, su
logo, la ubicacio´n de la empresa y una lista de las industrias en la que se encuen-
tran sus clientes. El segundo a´rea contiene informacio´n de los servicios que ofrecen
incluyendo una lista de categor´ıas en la que el proveedor tiene algu´n servicio, e indi-
cando el nu´mero de servicios de cada categor´ıa. Al seleccionar una categor´ıa aparece
informacio´n de los servicios contenidos en la misma, incluyendo el precio de base,
una descripcio´n general, servicios que ofrecen, nu´mero de clientes junto con las in-
dustrias en las que se encuentran, capturas de pantalla y opiniones y valoraciones.
El u´ltimo a´rea contiene un formulario para ponerse en contacto con el proveedor.
2.1.5. Cherokee Market
Cherokee [4] es un servidor web de alto rendimiento de co´digo libre disponible
para los principales sistemas linux. El Cherokee market [3] es una store en la que se
pueden encontrar distintas aplicaciones web que pueden integrarse con la distribu-
cio´n de Cherokee.
Cherokee market es una store muy sencilla compuesta por una u´nica pa´gina con
dos secciones. En la primera aparece la lista de servicios disponibles seleccionables
por categor´ıas, y en la segunda se muestra informacio´n del servicio seleccionado in-
cluyendo el nombre, la categor´ıa, el precio, la descripcio´n, y capturas de pantalla.
Los servicios contenidos en esta store son gratuitos o requieren un pago u´nico.
2.2. Tecnolog´ıas utilizadas
En esta seccion se describen una serie de tecnolog´ıas utilizadas para la realizacio´n
de la implementacio´n de referencia del Store GE incluyendo lenguajes de progra-
macio´n, frameworks, etc.
2.2.1. RDF
El RDF [30] o Resource Description Framework es una familia de especifica-
ciones del W3C (World Wide Web Consortium) usadas como un me´todo general
para describir y modelar informacio´n conceptual que se implementa como recursos
web. El modelo de datos del RDF se basa en una serie de sentencias usadas para
describir recursos con la forma sujeto-predicado-objeto denominadas tripletas. Este
modelo de datos conceptualmente es similar a modelos como el entidad-relacion o
a digramas de clases, de manera que el sujeto representa la entidad u objeto que
se esta´ representando, el predicado indica un atributo o propiedad del mismo y el
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objeto representa el valor de esta propiedad.
El RDF [30] se basa en la idea de identificar los recursos usando indentificadores
Web o URIs (Uniform Resource Identifier). De esta manera un recurso concreto
queda inequivocamente identificado en la Web. Es importante resaltar que, a pesar
de que algunas de estos URIs puedan ser URLs, que tienen asociado un recurso real
con el que es posible interactuar, no todos tienen por que´ serlo ya que es posible
representar cualquier concepto.
En la figura 2.1 puede verse un ejemplo extra´ıdo de la especificacio´n del RDF [30]
del W3C, en el que se representa como un grafo la informacio´n de una persona llama-
da Eric Miller, identificada por el URI http://www.w3.org/People/EM/contact#me
Figura 2.1: Grafo RDF representando a Eric Miller
En la figura 2.1 puede verse como se representa la informacio´n utilizando URIs,
tanto la entidad principal como grupos o conceptos (ej. Person http://www.w3.org/
2000/10/swap/pim/contact#Person) y propiedades (ej. Mailbox http://www.w3.org/20
00/10/swap/pim/contact#mailbox). Por ultimo puede observarse como los valores
de estas propiedades pueden ser Strings como en ”Eric Miller” o ”Dr.”.
Para representar el RDF [30] existen numerosos formatos de serializacio´n, sien-
do el primero en aparecer el formato en XML comu´nmente llamado RDF, ya que
fue introducido por el W3C simultanemente con la especificacio´n del RDF [30]. Un
documento RDF serializado en XML esta compuesto ba´sicamente por un nodo ra´ız
etiquetado como rdf:RDF, en el que se incluyen las distintas definiciones de espacios
de nombres asociados a los vocabularios que van a ser utilizados dentro del docu-
mento. Dentro de este nodo se situara´n las descripciones de los recursos, etiquetadas
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como rdf:Description, con el atributo rdf:about indicando el URI del recurso. Por
u´ltimo, esta descripcio´n contrendra´ las propiedades y los valores de estas. A contin-
uacio´n se muestra un ejemplo de este formato de serializacio´n.
1 <?xml version="1.0"?>
2 <rdf:RDF xmlns:rdf="http://www.w3.org /1999/02/22 -rdf -syntax -ns#"
3 xmlns:exterms="http: //www.example.org/terms/">
4
5 <rdf:Description rdf:about="http://www.example.org/index.html">
6 <exterms:creation -date>August 16, 1999</exterms:creation -date>
7 </rdf:Description >
8
9 </rdf:RDF >
Adema´s de este formato de serializacio´n, se han definido una serie de formatos de
representacio´n en texto plano que tienen un formato ma´s legible como por ejemplo
N-Triples [8] en el que simplemente se escriben las tripletas con los URIs completos.
O los formatos Turtle [10] y Notation3 [9] (o N3). que son formatos derivados del N-
Triples [8] ma´s avanzados, en los que es posible por ejemplo declarar los espacios de
nombres o agrupar propiedades y valores de propiedades. A continuacio´n se muestra
un ejemplo del formato de serializacio´n Turtle[10].
1 @prefix rdf: <http :// www.w3.org /1999/02/22 -rdf -syntax -ns#> .
2 @prefix dc: <http :// purl.org/dc/elements /1.1/ > .
3 @prefix ex: <http :// example.org/stuff /1.0/ > .
4
5 <http :// www.w3.org/TR/rdf -syntax -grammar >
6 dc:title "RDF/XML Syntax Specification (Revised )" ;
7 ex:editor [
8 ex:fullname "Dave Beckett ";
9 ex:homePage <http :// purl.org/net/dajobe/>
10 ] .
A parte de los formatos anteriores, existen algunos formatos concebidos con el
objetivo de facilitar el transporte de la informacio´n contenida en un RDF en comuni-
caciones basadas en JSON, como por ejemplo el formato JSON-LD [7] (o JavaScript
Object Notation for Linked Data) basado en la creacio´n de una stuctura de datos
context encargada de enlazar las propiedades del recurso contenidas en el documento
JSON con los conceptos de una ontolog´ıa. A continuacio´n se muestra un ejemplo del
formato de serializacio´n JSON-LD [7].
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1 {
2 "@context ": {
3 "name": "http :// xmlns.com/foaf /0.1/ name",
4 "homepage ": {
5 "@id": "http :// xmlns.com/foaf /0.1/ workplaceHomepage",
6 "@type ": "@id"
7 },
8 "person ": "http :// xmlns.com/foaf /0.1/ Person"
9 },
10 "@id": "http ://me.markus -lanthaler.com",
11 "@type": "person",
12 "name": "Markus Lanthaler",
13 "homepage ": "http ://www.tugraz.at/"
14 }
2.2.2. Linked USDL
Linked USDL [19] es una versio´n del lenguaje de descripcio´n de servicios USDL
[33] (Unified Service Description Languaje) realizada con el objetivo de promover el
uso de este lenguaje de descripcio´n en un entorno web. El USDL [33] entiende un
servicio como una transaccio´n econo´mica o social que tiene asociada una informacio´n
de contexto para la cual es necesario describir el esquema de precios, los terminos
y condiciones que deben satisfacer las distintas partes implicadas a la hora de con-
sumir y pagar por el servicio, los distintos interesados en este servicio incluyendo
terceras partes e intermediarios y la informacio´n te´cnica asociada con el mismo.
Para representar esta informacio´n el USDL [33] permite una descripcio´n unificada
de aspectos te´cnicos, operacionales y de negocio. El USDL [33] permite representar
no solo servicios entididos en el a´mbito de las tecnolog´ıas de la informacio´n tales
como un servicio SOAP o REST sino que permite representar cualquier tipo de ser-
vicio incluyendo servicios manuales o f´ısicos permitiendo una sencilla agregacio´n en
el caso de tener un servicio h´ıbrido.
El Linked USDL [19] adapta el USDL [33] a los principios del la web sema´ntica
y el Linked data creando una serie de ontolog´ıas que permiten definir un servicio en
un documento RDF [30]. Este vocabulario no define todos los conceptos de USDL
sino que hace uso de ontolog´ıas ya existentes tales como FOAF, GoodRelations,
DCTERMS, MSM, ORG, SKOS etc. permitiendo que un documento Linked USDL
[19] sea facilmente extensible y adaptable a las necesidades propias del servicio.
Linked USDL [19] define tres vocabularios diferentes para representar distintos
aspectos del servicio. Estos vocabularios son USDL-Core [20], USDL-Pricing [21],
USDL-SLA [22]. El USDL-Core define informacio´n principal del servicio e incluye
informacio´n relativa a su caracterizacio´n asi como a recursos utilizados, relaciones
con otros servicios y composicio´n e interaciones posibles con el servicio. El USDL-
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Pricing define un vocabulario sencillo para representar informacio´n asociada al precio
del servicio y a su modelo de negocio. Por u´ltimo el USDL-SLA define un vocab-
ulario que permite describir los te´rminos y condiciones tanto funcionales como no
funcionales a los que esta´ sujeto el uso del servicio.
Figura 2.2: Vocabulario USDL-Core
2.2.3. Python
Python [29] es un lenguaje de programacio´n creado a finales de los 80 por Gui-
do van Rossum en el CWI o Centrum Wiskunde & Informatica (Centro para las
matema´ticas y la informa´tica) en los paises bajos, como sucesor del lenguaje de
programacio´n ABC. Python [29] es un lenguaje de programacio´n interpretado, con
tipado dina´mico y multiplataforma, considerado como un lenguaje de programacio´n
multiparadigma ya que soporta orientacio´n a objetos, programacio´n imperativa y
algo de programacio´n funcional. Python [29] actualmente es administrado por la
Python Software Foundation bajo una licencia de co´digo abierto denominada Python
Software Foundation License, compatible con la Licencia pu´blica general de GNU a
partir de la versio´n 2.1.1.
26
CAPI´TULO 2. ESTADO DEL ARTE 2.2. TECNOLOGI´AS UTILIZADAS
Python [29] es un lenguaje de programacio´n disen˜ado para ser le´ıdo con facili-
dad agrupando los distintos bloques mediante espacios o tabuladores indistintamente
siempre que todos los elementos de un mismo bloque tengan la misma indentacio´n.
No obstante se recomienda no mezclarlos. De la misma manera Python [29] utliza
palabras reservadas donde otros lenguajes utilizan s´ımbolos, como por ejemplo en
el caso de los operadores lo´gicos. Es importante resaltar tambien que en general un
progama escrito en Python [29] sera´ mas corto que sus equivalentes en C/C++ o
Java ya que Python [29] contiene tipos de datos complejos nativos del lenguaje, tales
como diccionarios, listas y tuplas, lo que permite realizar operaciones complejas en
una sola linea. De igual manera, el tipado dina´mico mencionado anteriormente hace
que no sea necesaria la declaracio´n de variables, sino que e´stas se crean y se les
asigna un tipo la primera vez que se les asigna un valor, siendo incluso posible que
una variable cambie su tipo a lo largo de la ejecucio´n del programa. A continuacio´n
se muestra un ejemplo de co´digo Python [29].
1 def factorial(x):
2 if x == 0:
3 return 1
4 else:
5 return x * factorial(x - 1)
2.2.4. JavaScript
JavaScript [17] es un lenguaje de programacio´n originalmente desarrollado en
Netscape por Brendan Eich bajo el nombre de Mocha. Paso a llamarse LiveScript
como su primer nombre oficial al ser introducido en las versiones beta del Netscape
Navigator 2.0. Finalmente fue renombrado como JavaScript [17] cuando fue inclui-
do en el navegador Netscape en su versio´n 2.0B3. JavaScript [17] es un lenguaje de
programacio´n interpretado normalmente incluido en los navegadores web para crear
interfaces de usuario y pa´ginas web dina´micas cuyos principios de disen˜o fueron
extra´ıdos de los lenguajes de programacio´n Self y Scheme. JavaScript [17] es un
lenguaje de programacio´n multiparadigma que soporta programacio´n orientada a
objetos, funcional e imperativa. Por otra parte JavaScript [17] es un lenguaje basa-
do en prototipos [27], es decir, no existe el concepto de clase y la herencia se realiza
mediante el clonado de objetos existentes que funcionan como prototipos. JavaScript
utiliza adema´s un sistema de tipos dina´mico y de´bil. Actualmente JavaScript [17] es
una marca registrada de Oracle corporation y esta´ bajo la licencia para tecnolog´ıa
inventada y desarrollada por Netscape Communications y entidades actuales como
la Mozilla Foundation. A continuacio´n puede verse un ejemplo de co´digo JavaScript
[17].
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1 var displayClosure = function () {
2 var count = 0;
3 return function () {
4 return ++ count;
5 };
6 }
7 var inc = displayClosure ();
8 inc (); // returns 1
9 inc (); // returns 2
10 inc (); // returns 3
El uso ma´s comu´n de JavaScript [17] es incluir co´digo dentro de documentos
HTML que interactu´e con el a´rbol DOM (Document Object Model) de la pa´gi-
na para realizar acciones como realizar peticiones al servidor mediante peticiones
AJAX, realizar la animacio´n de elementos de la pa´gina, validar entradas de formu-
larios en el lado cliente sin necesidad de realizar la peticio´n al servidor o para crear
contenido interactivo como juegos, mu´sica o video. A continuacio´n puede verse un
pequen˜o ejemplo de co´digo JavaScript [17] incrustrado en un documento HTML.
1 <!DOCTYPE HTML PUBLIC " -//W3C//DTD HTML 4.01// EN"
2 "http ://www.w3.org/TR/html4/strict.dtd">
3 <html>
4 <head><title>simple page</title></head>
5 <body>
6 <h1 id="header">This is JavaScript </h1>
7 <script type="application/javascript">
8 document.body.appendChild(document.createTextNode(’Hello World !’));
9 var h1 = document.getElementById("header");
10 h1 = document.getElementsByTagName("h1")[0];
11 </script >
12 </body>
13 </html>
2.2.5. JQuery
JQuery [18] es una libreria para JavaScript [17] creada por John Resig que per-
mite interactuar con el a´rbol DOM de un documento HTML, permitiendo modificar
nodos y eventos de manera sencilla, crear animaciones y realizar peticiones AJAX.
JQuery [18] es software libre y de co´digo abierto bajo doble licencia: la Licencia MIT
y la Licencia Pu´blica General de GNU en su versio´n 2, permitiendo de esta manera
que JQuery [18] pueda ser utilizada tanto en proyectos libres como en proyectos
privados.
JQuery [18] se basa en el uso de la funcio´n $(), la cual recibe como para´metro
un selector CSS que permite obtener el nodo o nodos del a´rbol DOM con los que
se quiere trabajar. Una vez obtenidos estos nodos ya es posible aplicar las distin-
tas funciones que provee JQuery [18] o incluso algu´n efecto gra´fico. A continuacio´n
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puede verse un ejemplo del uso de JQuery [18].
1 $(". activo ");
2 $(". activo "). removeClass (" activo "). addClass (" inactivo ");
3 $(". activo "). slideToggle ("slow ");
2.2.6. Django
Django [6] es un framework para el desarrollo de aplicaciones Web de co´digo
libre escrito en Python [29], principalmente pensado para el desarrollo de aplica-
ciones Web centradas en su base de datos. Django [6] se basa en un modelo arqui-
tecto´nico Modelo-Vista-Controlador enfatizando la reusabilidad, la agregacio´n de
nuevos componentes y un ra´pido desarrollo. Actualmente Django [6] se distribuye
bajo la Licencia BSD y es mantenido por la Django Software Foundation.
Para dar soprte a este modelo arquitecto´nico Modelo-Vista-Controlador, Django
[6] utiliza una serie de scripts Python [29] en los que se provee la informacio´n o
funcionalidades necesarias dependiendo de la aplicacio´n que se este´ desarrollando.
Para trabajar con los modelos, Django [6] utiliza el fichero models.py en el que se
definen las distintas tablas de la base de datos utilizando co´digo Python [29], para
ello cada tabla quedara´ definida con una clase que herede de la clase Model definida
en Django [6]. Dentro de esta clase se definira´n los distintos atributos usando las
clases definidas en Django [6]. Por otra parte Django [6] provee una vista de ad-
ministracio´n desde la que es posible trabajar con los modelos de la base de datos
definidos a trave´s de un navegador Web. A continuacio´n se muestra un ejemplo de
un modelo definido en Django[6].
1 class Article(models.Model ):
2 pub_date = models.DateTimeField ()
3 headline = models.CharField(max_length =200)
4 content = models.TextField ()
5 reporter = models.ForeignKey(Reporter)
6
7 def __unicode__(self):
8 return self.headline
Para trabajar con las vistas, Django [6] utiliza un sistema de templates en los
cuales se escribe co´digo HTML en el que adema´s es posible incluir variables (entre
doble llave {}) y co´digo similar al Python [29] (escrito entre {% %}) que genera´n la
pa´gina Web a mostrar de manera dina´mica en tiempo de ejecucio´n. A continuacio´n
puede verse un ejemplo de template de Django [6].
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1 { % extends "base.html" %}
2
3 { % block title %}Articles for {{ year }}{ % endblock %}
4
5 { % block content %}
6 <h1>Articles for {{ year }}</h1>
7
8 { % for article in article_list %}
9 <p>{{ article.headline }}</p>
10 <p>By {{ article.reporter.full_name }}</p>
11 <p>Published {{ article.pub_date|date:"F j, Y" }}</p>
12 { % endfor %}
13 { % endblock %}
Finalmente el control en Django [6] se realiza utilizando los ficheros urls.py y
views.py. El fichero urls.py contendra´ una serie de patrones que asocian determi-
nadas URLs con funciones o clases definidas dentro del fichero views.py de manera
que cuando en Django [6] se recive una peticio´n HTTP en una URL se pondra´ en
ejecucio´n la funcio´n correspondiente. Esta funcio´n podra´ tanto mostrar una vista
realizando el mapeo de las variables de un template y devolviendo el co´digo HTML
correspondiente, como realizar alguna funcionalidad en el caso de que su URL forme
parte de alguna API.
2.2.7. MongoDB
MongoDB [25] es una base de datos no relacional, basada en documentos y de
co´digo abierto, desarrollada por 10gen en el an˜o 2007. Al contrario que en las bases
de datos relacionales, MongoDB [25] no almacena la informacio´n en tablas sino que
almacena la informacio´n en documentos JSON a los que denomina BSON siguien-
do un esquema dina´mico, es decir, no todos los documentos tenen porque tener la
misma estructura. Actualmente MongoDB se distibuye bajo la licencia AGPL.
MongoDB se organiza en colecciones, las cuales contenen documentos. En el
caso de una base de datos relacional, una coleccio´n podr´ıa considerarse como el
equivalente de una tabla o entidad mientras que los distintos documentos podrian
considerarse como las entradas de esta tabla. No obstante como se menciono´ an-
teriormente MongoDB [25] utiliza un esquema flexible, por lo que no es necesario
que todos los documentos de una coleccio´n tengan la misma estructura ni que un
mismo campo de dos documentos de una coleccio´n tengan el mismo tipo de datos.
Esto permite que en un documento so´lo aparezcan los campos relevantes y no sea
necesario almacenar informacio´n inu´til.
Las diferencias planteadas anteriomente entre MongoDB [25] y las bases de datos
relacionales hacen que sea necesario realizar algunas consideraciones a la hora de
disen˜ar la estructura ba´sica de los documentos de una coleccio´n. En una base de
datos relacional las relaciones entre dos entidades diferentes se representara´n como
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una tabla en el caso de una relacio´n Many-to-Many o como una Foreign Key en el
caso de una relacio´n Many-to-One. Esto no resulta tan claro en MongoDB, donde
es necesario decidir si se crean dos documentos diferentes y se usan referencias, o si
simplemente se incluye un documento dentro de otro. Para resover estos problemas,
la documentacion de MongoDB [25] recomienda anidar los documentos cuando se
tenga una relacio´n One-to-One en la que conceptualmente un documento contiene a
otro. Adema´s se recomienda usar esta anidacion de documentos cuando se tenga una
relacio´n One-To-Many en la que los documentos que participan de manera mu´ltiple
siempre aparezcan en el contexto del documento que participa con 1 en la relacio´n.
Esta anidacio´n de documentos tiene una mayor eficiencia y permite extraer la in-
formacio´n de la base de datos en una sola operacio´n. Por otra parte se recomienda
referenciar documentos en el caso de que anidar documentos provoque una repli-
cacio´n de informacio´n pero sin que exista una mejora sustancial del rendimiento en
el acceso a la informacio´n.
Con el objetivo de mejorar la eficiencia, MongoDB [25] tiene soporte para crear
ı´ndices. Estos ı´ndices son similares a los que se utilizan en bases de datos relacionales
y esta´n compuestos por una estructura de datos que permite localizar documentos
ra´pidamente basa´ndose en los valores almacenados para ciertos campos del mismo.
MongoDB [25] define los ı´ndices a nivel de coleccio´n, pudiendo definirse ı´ndices para
un u´nico campo o para varios usando ı´ndices complejos.
Finalmente es necesario indicar que MongoDB [25] tiene un sistema de Querys
basado en patrones, el cual se basa en las operaciones find y findOne, a las cuales
se les pasa como para´metro una estructura JSON conteniendo la informacio´n que
debe tener el documento o documentos que se pretenden obtener.
2.2.8. GIT
GIT [12] es un sistema de gestio´n del co´digo o SCM (Source Code Management)
y control de versiones creado por Linus Torvalds para el desarrollo del Kernel del
sistema operativo Linux. GIT [12] es software libre y se distribuye bajo la Licencia
Pu´blica General GNU en su versio´n 2.
GIT [12] es un sistema de control de versiones distribuido, por lo que existen uno
o varios servidores que contienen las distintas versiones de los ficheros y adema´s los
clientes tendra´n una copia local completa del repositorio. De esta manera se evitan
los problemas que pueden producirse en el caso de que exista un fallo con el servi-
dor y permite que se realicen cambios en local, por lo que se evitan las esperas y
latencias propias de la red.
A diferencia de otros sistemas de control de versiones GIT, [12] no almacena
directamente todas las versiones de los ficheros, sino que realiza instantaneas del es-
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tado de los ficheros y despue´s almacena simplemente los cambios entre las distintas
versiones de forma encadenada a partir de la u´ltima instantanea.
Para terminar, es necesario indicar los distintos estados en los que puede en-
contrarse un fichero que se esta´ controlando con GIT [12]. Cuando se realiza un
cambio en un fichero e´ste queda como modificado (Modified). Estos cambios pueden
deshacerse usando un checkout o incluirse en el pro´ximo commit mediante un Add.
Si se incluye en el pro´ximo commit, el fichero pasa a estar an˜adido (Added). Des-
de este estado sigue siendo posible quitar un fichero del proximo commit y volver
a dejarlo como mofificado. Finalmente los cambios an˜adidos pasan a almacenarse
mediante la operacio´n commit. Es importante resaltar que este proceso se realiza en
local y que para subir estos cambios al servidor es necesario realizar una operacio´n
Push. De igual manera para obtener los cambios existentes en el servidor es necesario
realizar la operacio´n Pull. En la Figura 2.3 puede verse un diagrama de este proceso.
Figura 2.3: Transicio´n de estados en un fichero en GIT
32
Cap´ıtulo 3
Desarrollo
3.1. Disen˜o de la Open Specification
3.1.1. Concepto y requisitos
El Store GE es parte del Application/Services Ecosystem del proyecto FI-WARE.
De manera general el Store GE se encarga de proveer gestio´n de ofertas y ventas:
permite publicar nuevas ofertas, gestiona el pago de esas ofertas y ofrece acceso a
los distintos servicios adquiridos, facilita la descarga del software en el caso de que
la oferta pertenezca a un servicio descargable (ej. Aplicaciones, widgets, etc).
Teniendo en cuenta lo dicho anteriormente se han definido las siguientes car-
acter´ısticas generales para el Store GE que suponen a su vez una relacio´n de los
requisitos que habra´ de cumplir:
Un Store GE se encarga de la gestio´n de las ofertas de servicios. Para ello
permite registrar ofertas publicadas por un aggregator, actualiza uno o varios
Marketplace GE dando de alta la nueva oferta, que queda vinculada al Store
GE. Adema´s, registra la informacio´n de la oferta almacenando el modelo del
servicio representado con un documento Linked USDL [19] en un Repository
GE. Finalmente registra la informacio´n relativa al tiempo de ejecucio´n del ser-
vicio, como las instancias concretas existentes o informacio´n de configurancio´n
en el Registry GE.
Ya que no existe ningu´n Generic Enabler en el Application/Services Ecosys-
tem encargado del almacenamiento de co´digo, el Store GE ofrecera´ un end-
point desde el que sera´ posible descargar aquellos recursos pertenecientes a
un servicio descargable adquirido. Para ello el Store GE define una API que
el proveedor del servicio podra´ implementar y que sera´ utilizada como medio
para realizar una descarga indirecta de los recursos asociados a la oferta. Por
otra parte el Store GE tambie´n permite subir estos recursos al propio Store
GE en el caso en que el proveedor del servicio descargable no disponga de un
servidor de aplicaciones.
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El Store GE ofrecera´ un portal Web que permite visualizar, buscar y adquirir
las distintas ofertas independientemente de que el Marketplace GE pueda ser
usado para buscar y comparar ofertas publicadas en distintos Store GE.
Cuando un comprador haya decidido adquirir una oferta bien a trave´s del por-
tal Web del Store GE o bien mediante una bu´squeda en el Marketplace GE, el
Store GE gestinora´ el pago de la oferta, contactara´ con el proveedor del servi-
cio para notificar la adquisicio´n y se encargara´ de que se permita el acceso del
comprador al servicio en el caso de un servicio Web o descargara´ los recursos
necesarios como se indico´ anteriormente en el caso de un servicio descargable.
Adicionalmente el Store GE define una API que podra´ ser implementada en
el caso de que se este´ realizando la adquisicion de un servicio descargable a
trave´s de un programa cliente para permitir que los recursos del servicio sean
automa´ticamente incluidos en este sistema cliente. Un ejemplo de esta u´lti-
ma funcionalidad podr´ıa ser la adquisicio´n de widgets a trave´s del Aplication
Mashup GE.
3.1.2. Modelo de usuarios y roles
Teniendo en cuenta las distintas funcionalidades que proporciona el Store GE, es
necesario definir un modelo que permita controlar los privilegios y posibles interac-
ciones de los usuarios del Store GE. Es necesario indicar que el mantenimiento de la
informacio´n de los usuarios de la plataforma FI-WARE sera´ realizado por el Identity
management GE, por lo que el Store GE hara´ uso de la informacio´n ofrecida por
e´ste para realizar la gestio´n de usuarios y roles.
En primer lugar el Store GE esta´ basado en el concepto de organizacio´n, que
sera´ gestionado como un grupo de usuarios. Estas organizaciones permiten trabajar
con el Store GE de manera que determinadas ofertas puedan ser adquiridas no so´lo
por el usuario que realiza la compra, sino que pueden quedar disponibles para to-
dos los usuarios dentro de una organizacio´n. Del mismo modo que una organizacio´n
tiene varios usuarios que pertenecen a ella, un mismo usuario puede pertenecer a
varias organizaciones distintas, pudiendo tener distintas ofertas adquiridas en cada
organizacio´n. En el Store GE se considera que las ofertas son ofrecidas por una or-
ganizacio´n en lugar de por un usuario en concreto, por lo que si un usuario desea
publicar una oferta propia debera´ tener su propia organizacio´n. No obtante esto no
es incompatible con la pertenencia a otras organizaciones. Como se menciono´ ante-
riormente la gestio´n de organizaciones sera´ realizada por el Identity management GE.
Dependiendo de los privilegios y las distintas interacciones posibles con el Store
GE se han definido los siguientes roles de usuario. Es importante resaltar que un
usuario podra´ tener un nu´mero arbitrario de roles siempre que tenga al menos un
rol.
Admin: Un Admin es responsable de la administracio´n del sistema. Esto
34
CAPI´TULO 3. DESARROLLO 3.1. DISEN˜O DE LA OPEN SPECIFICATION
incluye la administracio´n de la base de datos as´ı como el registro en el Store
GE de intancias del Repository GE en las que almacenar los modelos de los
servicios ofrecidos. Por otra parte tambie´n se encarga de registrar la instancia
del Store GE en las instancias del Marketplace GE en los que se pretenda
publicar ofertas registradas.
Provider: Tiene la posibilidad de publicar ofertas de servicios que, como se
menciono´ anteriormente, sera´n ofrecidas desde la organizacio´n en nombre de
la cual este´ actuando en el momento de la publicacio´n.
Customer: Tiene la posiblidad de adquirir una oferta que podra´ pasar o no
a formar parte de los servicios adquiridos por alguna de las organizaciones a
las que pertenece el usuario.
Es importante resaltar en este punto que no se ha definido ningu´n rol relativo a
las organizaciones ya que eso sera´ tarea del Identity Management GE, de la misma
forma el Store GE no se encarga de gestionar que´ rol tiene un usuario para una
organizacio´n concreta, sino que sera´ el Identity Management GE el que se encarge
de gestionar esto y simplemente comunicara´ al Store GE que´ rol tiene un usuario
en un momento concreto y en nombre de que organizacio´n esta´ actuando.
3.1.3. Arquitectura
En la Figura 3.1 puede verse la arquitectura del Store GE en formato FMC
[?] dividida en una serie de mo´dulos funcionales as´ı como las relaciones existentes
entre el Store GE y otros Generic Enablers de la plataforma FI-WARE. Es necesario
resaltar la importancia del Application Mashup GE en este diagrama ya que permite
observar como no so´lo un usuario es capaz de utilizar el Store GE a trave´s de su
portal Web, sino que otros enablers sera´n capaces de contactar con la API definida
para gestionar y comprar ofertas previamente descubiertas en el Marketplace GE.
Puede observarse en la Figura 3.1 que el Store GE se relacionara´ ,en primer lugar,
con el Application Mashup GE, que utilizara´ el Store GE para la adquiscio´n de los
distintos componentes Web que utiliza para la composicio´n de Mashups as´ı como
para realizar la publicacio´n de estos Mashups compuestos. Por otra parte el Store
GE se relacionara´ tambien con el Marketplace GE, que sera´ utilizado para registrar
las nuevas ofertas que hayan sido publicadas y con el Repository GE para almacenar
los documentos Linked USDL con la descripcio´n de estas ofertas y sus documentos
asociados (WSDL, WADL, etc.). Finalmente, el Store GE se relacionara´ tambie´n
con el Mediator GE y con el Revenue Share System GE. El primero sera´ utilizado
tanto para acceder a la pasarela de pago mientras se realiza una compra como para
contactar con el proveedor del servicio adquirido y comunicarle esta adquisicio´n,
mientras que el Revenue Share System GE sera´ utilizado para realizar la divisio´n
del cobro de las ofertas adquiridas entre los distintos Stakeholders de e´stas.
Como puede verse en la Figura 3.1 el Store GE esta´ dividido en mo´dulos, cada
uno con una funcionalidad espec´ıfica, que se relacionan entre ellos o con el exterior
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Figura 3.1: Arquitectura del Store GE en formato FMC
del sistema. A continuacio´n se muestra de manera detallada la funcionalidad que
debera´n proporcionar cada uno de estos mo´dulos.
El mo´dulo Marketplace Interface se encarga de las comunicaciones con el Mar-
ketplace GE para permitir registrar y eliminar la instancia del Store GE as´ı como
registrar y eliminar ofertas publicadas. Este mo´dulo se comunicara´ tanto con el
mo´dulo Offering encargado del registro de ofertas como con el mo´dulo Administra-
tion que registrara´ la instancia de Store GE.
El mo´dulo Repository Interface es el encargado de comunicar con el Repository
GE tanto para subir como para descargar los documentos Linked USDL [19] asocidos
a las ofertas que son publicadas. Este mo´dulo se comunicara´ con el mo´dulo Offering
del que obtendra´ los documentos Linked USDL y con el mo´dulo Contracting que
realizara´ peticiones para la descarga de estos documentos
El mo´dulo Administration es el usado por los usuarios con el rol Admin para
gestionar el Store GE y para realizar el registro de la instancia del Store GE en las
instancias del Marketplace GE. Este mo´dulo lee y escribe en todos los modelos de
datos y contacta con el mo´dulo Marketplace GE para realizar el registro del Store GE
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El mo´dulo Offering es usado para la gestio´n de las ofertas propias de los usuarios.
Es decir, este mo´dulo realiza la gestio´n de las ofertas del proveedor, lo que incluye la
creacio´n de nuevas ofertas, la publicacio´n de nuevos recursos, la vinculacio´n de re-
cursos a ofertas y la publicacio´n de las ofertas para ponerlas a la venta. Este mo´dulo
se encarga tambie´n de las ofertas ya adquiridas permitiendo a un comprador ac-
ceder a la infomacio´n de e´stas as´ı como a sus recursos vinculados. Este mo´dulo lee
y escribe de los modelos Resource y Offering y lee de los modelos Marketplace y
Repository para obtener la informacio´n necesaria de las instacias del Marketplace
GE y Repository GE para realizar la publicacio´n de las nuevas ofertas. Adema´s este
mo´dulo contacta con el mo´dulo Marketplace Interface al que realiza peticiones para
gestonar las distintas ofertas que se publican en el Marketplace GE y con el Repos-
itory Interface, el cual utiliza para la subida y descarga de las descripciones Linked
USDL [19] de las distintas ofertas del usuario. Finalmente, este mo´dulo contacta
tambie´n con el mo´dulo User Manager, que utiliza para la gestio´n de roles de los
usuarios que realizan las peticiones.
El mo´dulo User Manager se encarga de la gestio´n de los usuarios controlando los
distintos roles y privilegios para controlar el acceso a las distintas funcionalidades
del Store GE. Este mo´dulo lee y escribe en el modelo de usuarios y es contactado
por todos los mo´dulos que son accesibles desde el exterior del Store GE. Es decir,
es contactado por los mo´dulos Offering, Search y Contracting.
El mo´dulo Contracting es el encargado de la gestio´n de las subscripciones y com-
pras de las distintas ofertas publicadas en el Store GE. Este mo´dulo contactara´ con
las distintas pasarelas de pago, recibira´ la confirmacio´n del pago, dara´ acceso al ser-
vicio y le dara´ al Revenue Share System GE la informacio´n del pago. Este mo´dulo se
encargara´ adema´s de la renovacio´n de los servicios cuyo modelo de pago sea “pago
por subscripcio´n” (Si el servicio permite la subscripcio´n desde fuera del Store GE,
entonces el consumidor debera´ indicar al Store GE de manera expl´ıcita esta reno-
vacio´n a trave´s de la API de compras). Este mo´dulo se encargara´ adema´s de permitir
a los usuarios ver la informacio´n de sus compras. Toda informacio´n dina´mica (ej.
modelo de pago por uso) requerira´ el contacto directo del consumidor con el provee-
dor del servicio. De esta manera el Store GE no se hace responsable de la valided
de la informacio´n ofrecida por el proveedor del servicio. No obstante este mo´dulo
permitira´ a los usuarios realizar quejas formales acerca de servicios adquiridos. Este
mo´dulo lee y escribe del modelo de compras y lee del modelo de recursos. Adema´s
es contactado por el mo´dulo Search cuando el usuario quiere adquirir un servicio
buscado en el Store GE y contacta con el mo´dulo Repository Interface para obtern-
er las descripciones de la ofertas del Repository GE. Este mo´dulo contacta con el
Mediator GE para la gestio´n de la compra a trave´s de la pasarela de pagos y para
informar a los proveedores de servicios y con el Revenue Share System GE con la in-
formacio´n de los pagos para realizar su distribucio´n entre los distintos Stakeholdeers.
Finalmente, el mo´dulo Search se encarga de realizar bu´squedas de ofertas pub-
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licadas dependiendo de ciertos para´metros y filtros proporcionados por el usuario.
Este mo´dulo lee de los modelos Offering y Resource para poder obtener la infor-
macio´n necesaria para realizar la bu´squedas y contacta con el mo´dulo Contracting
para permitir al usuario adquirir una oferta que ha sido buscada.
3.1.4. Modelo de datos
La primera consideracio´n que es necesario realizar acerca del modelo de datos es
la divisio´n existente del concepto de oferta de un servicio. Para manejar este con-
cepto el Store GE trabaja en primer lugar con el modelo Offering que representa
la entidad asbtracta de una oferta incluyendo informacio´n de tarificacio´n, legal o de
nivel de servicio. Por otra parte el Store GE utiliza tambie´n el modelo Resource que
representa los elementos realmente ofrecidos tales como una aplicacio´n o acceso a
una API concreta.
Offering User
ResourceMarketplace
Repository
Comment
Has
Comment
Publish
Stored
Publish
Purchase
Published
Publish
Purchase
Has 
Resource
Has
Offering
Has
User
N:M
1:N
N:M N:M
1:1 1:1
N:1
N:1
N:1
N:1
Figura 3.2: Modelo de datos del Store GE
En la Figura 3.2 puede verse de manera general el modelo de datos definido en el
Store GE como un diagrama Entidad-Relacio´n conteniendo las principales entidades
en las que se basa el Store GE y las relaciones existentes entre ellas. A continuacio´n
se definen de manera detallada en que consisten estas entidades y que informacio´n
debe recogerse de cada una de ellas.
Offering: Este modelo contiene la informacio´n relativa a las ofertas registradas
en el Store GE.
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Name: Este atributo representara´ el nombre dado a la oferta por el proveedor.
Version: Este atributo contendra´ la versio´n de la oferta.
Owner organization: Este atributo contendra´ el nombre de la organizacio´n a
la que pertenece la oferta.
State: Este atributo representara´ el estado en el que se encuentra la oferta
dependiendo de su ciclo de vida desde el punto de vista del proveedor.
Model URL: Este atributo contendra´ el enlace hacia la descripcio´n de la oferta
en Linked USDL [19] almacenada en una instancia del Repository GE.
Rating: Este atributo contendra´ el valor medio asignado por los distintos usuar-
ios que han opinado sobre la oferta.
TAGs: Este atributo contendra´ una serie de TAGs usados para clasificar la
oferta.
Image: Este atributo contendra´ la imagen asociada a la oferta.
Related images: Este atributo contendra´ una serie de imagenes relativas al
servicio como capturas de pantalla, diagramas etc.
Linked USDL information: Este atributo contrendra´ la misma informacio´n
que el documento Linked USDL almacenado en una instancia del Repository
GE y sera´ usado para poder tener acceso a la informacio´n de la oferta y al
modelo de negocio sin necesidad de contactar constanteente con la instancia
del Respository GE.
Es importante resaltar que en el modelo Offering la combinacio´n de los atribu-
tos Owner Organization, Name y Version debe ser u´nica ya que estos tres atributos
sera´n usados para identificar la oferta, permitiendo de esta manera que dos ofertas
pertenecientes a dos organizaciones distintas tengan distinto nombre y que puedan
existir dos versiones diferentes de una misma oferta dentro de la misma organizacio´n.
No´tese que el nombre del proveedor del servicio no es usado para identificar la oferta
ya que se considera que es la organizacio´n la que realiza las ofertas.
Resource: Este modelo contiene la informacio´n relativa a los distintos recursos
que han sido registrados en el Store GE para ser vinculados a alguna oferta.
Name: Este atrbuto representara´ el nombre dado al recurso por el proveedor
del mismo.
Version: Este atributo representara´ la versio´n del recurso.
State: Este atributo contendra´ el estado del recurso indicando si este recurso
esta´ activo. Este atributo sera´ utilizado principalmente en el caso de que el
proveedor del recurso decida eliminarlo y e´ste ya forme parte de alguna oferta
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publicada o incluso ya adquirida por algu´n comprador. En ese caso el recurso
no puede ser eliminado ya que debera´ seguir siendo accesible y por tanto
simplente se marcara´ como borrado.
Type: Este atributo indicara´ el tipo de recurso. Este tipo indicara´ si se trata de
un recurso descargable como una aplicacio´n o un widget, o un recurso asociado
con el acceso a una API.
Download link/Endpoint: Este atributo contendra´ la informacio´n necesaria
para el acceso al recurso. En el caso de que el recurso sea descargable con-
tendra´ el enlace para la descarga y en el caso en que se trate de una API
contendra´ el Endpoint de la misma.
Description: Contendra´ una descripcio´n del recurso.
Es necesario indicar que los recursos en el Store GE sera´n identificados usando
el nombre del usuario proveedor del recurso, el atributo Name y el atributo Version
por lo que la combinacio´n de estos tres elementos ha de ser u´nica.
User: Este modelo contendra´ informacio´n de los usuarios propia del Store GE
que en principio no tiene por que´ ser gestionada por el Identity Management GE
User Name: Este atributo contendra´ el nombre de usuario que identifica al
usuario.
Name: Este atributo contendra´ el nombre completo del usuario.
Organizations: Este atributo contendra´ las organizaciones a las que pertenece
el usuario.
Roles: Este atributo contendra´ los distintos roles que tiene el usuario.
Default Tax Address: Este atributo contendra´ la direccio´n fiscal por defecto
proporcionada por el usuario.
Purchase: Este modelo contendra´ informacio´n de las compras realizadas a
trave´s del Store GE
Reference: Este atributo contendra´ la referencia de la compra y sera´ utilizado
para identificarla.
Date: Este atributo contendra´ la fecha en la que se realizo´ la compra.
State: Este atributo contendra´ el estado de la compra, indicando si se ha
realizado el pago o no.
Bill: Este atributo contendra´ una referencia la factura generada al realizar la
compra.
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Tax Address: Este atributo contendra´ la direccio´n fiscal efectiva usada por el
usuario comprador de la oferta.
Marketplace: Este modelo contendra´ informacio´n de aquellas instancias de
Marketpaces GE en los que la instacia del Store GE ha sido registrada, con el
objetivo de permitir a los proveedores elegir aquellos Marketplaces GE en los que
su oferta sera´ publicada.
Name: Este atributo contendra´ el nombre dado a la instancia del Marketplace
GE por el administrador encargado haber registrado la instancia del Store GE.
Host: Este atributo contendra´ el Endpoint de la instancia del Marketplace GE
en el que ha sido registrada la instancia del Store GE.
Repository: Este modelo contendra´ informacio´n de aquellas instancias del Repos-
itory GE que han sido registradas en la instancia del Store GE con el objetivo de
permitir elegir en que instancias del Repository GE se quieren almacenar los docu-
mentos Linked USDL que describen el servicio.
Name: Este atributo contendra´ el nombre dado a la instancia del Repository
GE por el administrador encargado de haber registrado esta instancia..
Host: Este atributo contendra´ el Endpoint de la instancia del Repository GE
registrada en la instancia del Store GE.
Comment: Este modelo contendra´ informacio´n de aquellos comentarios real-
izados por los usuarios acerca de las distintas ofertas.
Comment: Este atributo contendra´ el comentario realizado por el usuario ac-
erca de la oferta.
Date: Este atributo contendra´ la fecha en la que se realizo´ el comentario.
Rating value: Este atributo contendra´ el valor asignado a la oferta por el
usuario.
3.1.5. Ciclo de vida de una oferta
Para especificar los distintos estados por los que puede pasar una oferta dentro
del Store GE es necesario mostrar el ciclo de vida de una oferta desde dos puntos de
vista diferentes. Por un lado el ciclo de vida de una oferta desde el punto de vista
del proveedor de la misma (Fig. 3.3) y por otro el ciclo de vida de una oferta desde
el punto de vista de un comprador (Fig. 3.4).
En la Figura 3.3 pueden verse los distintos estados por los que puede pasar una
oferta desde el punto de vista de un proveedor. En primer lugar el proveedor del
servicio crea la oferta, que estara´ en estado Uploaded. En este estado la oferta au´n no
esta´ a la venta, sino que so´lo es visible por el usuario que la ha creado , de esta manera
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es posible que el proveedor registre distintos recursos en el Store GE sin necesidad
de modicar una oferta que pudiera haber sido comprada. En el estado Uploaded
la informacio´n asociada a la oferta es editable, pudiendo modificarse el documento
Linked USDL [19] que define la informacio´n de la misma. Una vez se vinculan
recursos a una oferta, esta pasa al estado Bounded y se mantendra´ en este estado
mientras la oferta no este´ a la venta y existan recursos vinculados con la oferta.
En caso de que todos los recursos de la oferta sean desvinculados, esta´ regresara´ al
estado Uploaded. Cuando el proveedor decide poner un servicio a la venta e´ste pasa
al estado Published. Es al pasar a este estado cuando el Store GE registra la oferta
en los Marketplaces GE indicados por el proveedor. Adema´s, una vez una oferta ha
pasado al estado Published e´sta deja de ser editable, por lo que ya no es posible
modificar la informacio´n del documento Linked USDL [19] ni vincular o desvincular
recursos. Finalmente el proveedor del servicio puede borrar la oferta en cualquier
momento. No obstante esta accio´n tendra´ consecuencias diferentes dependendo del
estado en el que se encuntre la oferta. Si la oferta au´n no se hab´ıa puesto a la
venta, es decir, se encontraba en el estado Uploaded o el estado Bound, la oferta
simplemente se elimina del Store GE ya que era algo local al proveedor. En el caso
de que la oferta se encuntre en el estado Published esta´ pasa al estado Deleted y deja
de ser visible para futuros compradores. De esta manera aquellos compradores que
ya hubieran adquirido la oferta siguen teniendo acceso a los recursos de la misma.
Uploaded
PublishedDeleted
Bound
Figura 3.3: Ciclo de vida de una oferta desde la perspectiva del proveedor
En la Figura 3.4 pueden verse los distintos estados por los que puede pasar
una oferta desde el punto de vista de un comprador. Desde la perspectiva de un
comprador el primer estado que puede tener una oferta es el de Published. En este
estado el comprador es capaz de ver toda la informacio´n asociada a la oferta que le
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permita decidir adquirirla. Una vez el comprador se ha decido a adquirir la oferta
e´sta pasa al estado Purchased indicando que el comprador ha adquirido la oferta.
En el caso de que el servicio adquirido necesite algu´n tipo de configurac´ıon previa al
uso del mismo, el comprador podra´ decidir el momento de realizar la configuraco´n,
lo que supondra´ el paso de la oferta al estado Configurable. En caso de que el servicio
no requiera configuracio´n la oferta pasara´ directamente al estado Accessible. De igual
manera la oferta tambie´n pasara´ a este estado una vez realizada la configuracio´n. En
el estado Accesible ya se ha terminado el proceso de compra y los recursos asociados
con la oferta son accesibles o descargables por el consumidor, dependiendo del tipo
de servicio que se este´ ofreciendo. Finalmente, en el caso de que que el consuminor
ya no este´ interesado en seguir teniendo el servicio, por ejemplo en el caso de un
servicio de subscripcio´n al que no quiere seguir subscrito, e´ste regresara´ al estado
Published siendo posible para un consumidor volver a adquirir el servicio.
Published
ConfigurableAccessible
Purchased
Figura 3.4: Ciclo de vida de una oferta desde la perspectiva del comprador
3.1.6. Casos de uso
En esta seccio´n se describe el funcionamiento del Store GE desde el punto de
vista de los usuarios, sin tener en cuenta las interacciones que se producen entre dis-
tintos Generic Enablers. Para ello se proponen algunos casos concretos de uso que
hacen referencia a futuras interacciones reales de usuarios del Store GE tanto desde
su portal Web como desde otros Generic Enablers que hacen uso de su API RESTful.
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Creacio´n y publicacio´n de una oferta
En este caso de uso se describe el proceso que seguir´ıa un proveedor de un servi-
cio, desde el momento en que decide poner a la venta un nuevo servicio hasta que e´ste
queda pu´blicado en una instancia del Marketplace GE. Para ello se supondra´ que el
usuario con el rol Provider ha creado un nuevo Mashup haciendo uso del Application
Mashup GE, por lo que en este caso la oferta a publicar tendra´ un recurso descar-
gable con el co´digo de los distintos Widgets utilizados. Adema´s la interaccio´n con el
Store GE se realizara´ desde la interfaz proporcionada por el Application Mashup GE.
En primer lugar el usuario compondra´ el Mashup haciendo uso de las herramien-
tas proporcionadas por el Application Mashup GE. Una vez terminada esta com-
posicio´n, cuando el usuario decida poner a la venta su servicio, la primera tarea que
realizara´ sera crear un documento Linked USDL en el que se describira´ toda la in-
formacio´n relevante del servicio que va a poner a la venta, incluyendo la informacio´n
ba´sica de servicio (Nombre, fecha de u´ltima modificacio´n, etc.), la informacio´n de
tarificacio´n, los te´rminos y condiciones de uso y la informacio´n de nivel de servicio.
Con esta descripcio´n ya creada, el usuario podra´ crear la oferta incluyendo algunas
ima´genes relativas a la misma como diagramas o capturas de pantalla, as´ı como
un icono para la misma. Es necesario destacar que en este punto la oferta ya esta
creada pero au´n no esta a la venta y so´lo es visible por el usuario que la ha creado.
El siguiente paso consistira´ en el registro del recurso creado (Co´digo del Mashup)
dentro del Store GE, durante este paso el proveedor podra´ ofrecer una URL desde
la que sea posible descargar este recurso o podra´ subir el recurso directamente al
Store GE indicando que se trata de un recurso descargable. Con la oferta creada
y el recurso registrado el siguiente paso dado por el usuario consitira´ en la vincu-
lacio´n entre la oferta y el recurso, indicando de esta manera el co´digo concreto que
esta´ siendo ofrecido. Finalmente el usuario pondra´ a la venta su oferta indicando en
que instancias del Marketplace GE quiere que su oferta sea publicada.
Bu´squeda y adquisicio´n de una oferta
En este caso de uso se describe el proceso que seguir´ıa un usuario con el rol
Customer desde el momento en que busca ofertas a trave´s del portal Web propor-
cionado por el Store GE hasta la adquisicio´n del mismo. En este caso se supone
que el usuario hace uso del portal Web del Store GE y que adquiere una oferta
con recursos asociados a la API de un servicio Web con un modelo de subscripcio´n.
Adema´s se supone que el usuario tiene permiso para adquirir ofertas para toda su
organizacio´n.
El primer paso a dar por el usuario consitira´ en realizar el login dentro de la
plataforma FI-WARE. Esto identificara´ al usuario dentro del Store GE as´ı como a la
organizacio´n a la que pertenece. Una vez el usuario esta´ autenticado e´ste accedera´ al
portal Web del Store GE, donde seleccionara´ la opcio´n de bu´squeda avanzada. Esto
le permitira´ filtrar por el tipo de los recursos asociados a la oferta. Al realizar la
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bu´squeda, se le mostrara´n una serie de ofertas que satisfacen los para´metros pedidos,
entre las cuales el usuario seleccionara´ aquella que mejor se ajuste a sus necesidades y
preferencias. Cuando el usuario haya decidido adquirir una oferta este seleccionara´ la
opcio´n de adquirir la oferta para toda su organizacio´n, tra´s lo cual el Store GE
solicitara´ la informacio´n necesaria para realizar el pago (Nu´mero de cuenta, nu´mero
de tarjeta, cuenta de Paypal, etc.). Una vez recibida la confirmacio´n del pago, el
Store GE descargara´ la factura de la transaccio´n realizada y redireccionara´ al usuario
hacia el proveedor del servicio para obtener las credenciales de acceso a e´ste u´ltimo.
Cuando este proceso haya terminado, esta oferta y sus recursos asociados pasara´n
a formar parte de las ofertas propias de todos los usuarios de la organizacio´n desde
donde podra´n descargar la factura u obtener las credenciales de acceso.
3.1.7. Interacciones principales
En esta seccio´n se describen de manera detallada las principales interacciones
entre los distintos Generic Enablers y el Store GE con el objetivo de mostrar co´mo
e´ste encaja dentro de la arquitectura existente de la plataforma FI-WARE y cua´l es
la funcionalidad principal ofrecida al resto de Generic Enablers.
Crear una oferta
En la Figura 3.5 pueden verse las interacciones realizadas para la creacio´n de
una nueva oferta dentro del store GE. En este diagrama se supone el Application
Mashup GE como cliente.
Application
Mashup GE
Store GE Repository GE
create_offering(offering_info) put(offering_description)
usdl_url
Figura 3.5: Creacio´n de una oferta
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Puede observarse en la Figura 3.5 co´mo la creacio´n de una nueva oferta esta´ com-
puesta por una sola peticio´n en la que se provee la informacio´n de la oferta. Como se
comento´ anteriormente esta informacio´n estara´ compuesta por la descripcio´n Linked
USDL [19] de la oferta, as´ı como por una serie de imagenes relativas a la oferta y
por el icono de la misma. Una vez que el Store GE ha recibido la peticio´n para
crear la nueva oferta e´ste realiza una peticio´n al Repository GE para almacenar
el documento Linked USDL [19] obteniendo una URL qie apunta al mismo y que
sera´ usada posteriormente para el acceso a este´ documento y para el registro de la
oferta en una instancia del Marketplace GE.
An˜adir y vincular un recurso
En la Figura 3.6 pueden verse las distintas interacciones realizadas para el reg-
istro y vinculacio´n de un nuevo recurso. En este diagrama se supone que el usuario
esta´ utilizando el portal Web del Store GE.
Store Portal Store GE
register_resource(resource_info)
bind_resource(resource, offering)
Figura 3.6: Registro y vinculacio´n de un recurso
Puede observarse en la Figura 3.6 como el registro y vinculacio´n de un recurso
a una oferta son operaciones simples compuestas de una u´nica peticio´n. La peticio´n
de creacio´n del recurso incluira´ el nombre del recurso, la versio´n, una descripcio´n, el
tipo y la informacio´n necesaria para el acceso al recurso que podra´ ser un Endpoint
en el caso de que se trate de un recurso de acceso a una API o un enlace de descarga
o el propio recurso en el caso de que se trate de un recurso descargable. Por otra
parte, la peticio´n para vincular el recurso a una oferta, incluira´ en primer lugar la
informacio´n para identificar el recurso, es decir, el nombre del proveedor, el nombre
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del recurso y su versio´n, y por otra parte la informacio´n para identificar la oferta,
es decir, la organizacio´n a la que pertenece, el nombre de la oferta y la versio´n de la
misma.
Publicar una oferta
En la Figura 3.7 pueden verse las distintas interacciones realizadas para la pub-
licacio´n de una oferta creada en el Store GE en una instancia del Marketplace GE.
En este diagrama se supone que el usuario hace uso del portal Web del Store GE.
Store Portal Store GE
publish_offering(offering, marketplaces)
Marketplace GE
registry&directory(offering)
Figura 3.7: Publicacio´n de una oferta
Se puede ver en la Figura 3.7 como se realiza la publicacio´n de una oferta medi-
ante una peticio´n al Store GE. Esta peticio´n contendra´ en primer lugar la informa-
cio´n necesaria para identificar la oferta, es decir, la organizacio´n a la que pertence,
su nombre y su versio´n. Por otra parte contendra´ adema´s una lista de las intancias
del Marketplace GE en los que se quiere publicar la oferta. Estas instancias estara´n
identificadas por el nombre que el administrador les dio´ cuando registro´ en ellas la
instancia del Store GE. Cuando el Store GE recibe la peticio´n de publicar la oferta
contacta con el servicio Registry & Directory del Marketplace GE, que contendra´ el
nombre de la oferta y la URL de su descripcio´n Linked USDL [19] almacenada en
una instancia del Repository GE.
Eliminar una oferta
En la Figura 3.8 pueden verse las interacciones necesarias para la eliminacio´n de
una oferta creada en el Store GE, y publicada en algu´n Marketplace GE. Se supone
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que el usuario hace uso del portal Web del Store GE.
Store Portal Store GE
delete_offering(offering)
Marketplace GE Repository GE
delete(usdl_url)
delete(offering)
Figura 3.8: Borrado de una oferta
En la Figura 3.8 se puede ver como se realiza la eliminacio´n de una oferta me-
diante una peticio´n al Store GE. Esta peticio´n contendra´ la informacio´n necesaria
para identificar la oferta, es decir, la organizacio´n a la que pertence, su nombre y
su versio´n. Una vez el Store GE ha recibido la peticio´n para eliminar la oferta,
e´ste contactara´ en primer lugar con las intancias del Marketplace GE en las que
la oferta este´ publicada, indicando a estos que la oferta debe ser eliminada. En el
caso del Marketplace GE las ofertas se identifican tan so´lo por su nombre por lo que
e´sta sera´ la u´nica informacio´n contenida en dichas peticiones. Una vez eliminada la
oferta de las intancias del Marketplace GE, el Store GE contactara´ con las distintas
instancias del Repository GE usando la URL del documento Linked USDL [19] para
eliminar esta´ descripcio´n.
Buscar en el Marketplace GE una oferta con recursos descargables y
adquirirla
En la Figura 3.9 pueden verse las interacciones que se producir´ıan al buscar ofer-
tas en el Marketplace GE y al adquirir una de ellas, teniendo en cuenta que esta
oferta estar´ıa basada en una serie de recursos descargables registrados en el Store
GE. En este diagrama se supone que la bu´squeda y adquisicio´n se realiza desde el
Application Mashup GE.
En la Figura 3.9 se puede observar como el Application Mashup GE realiza una
peticio´n al servicio Search & Discovery del Marketplace GE conteniendo una serie
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Application
Mashup GE
Store GE
search&discovery(filters)
Marketplace GE Repository GE Mediator GE
offerings
Get(usdl_url)
Offering description
buy(offering, pay_info)
pay(pay_info)
Payment confirmation
offering_purchased(provider,offering,user)
get_resources(offering)
resources
Bill, resources
Figura 3.9: Bu´squeda en el Marketplace GE y adquisicio´n
de filtros que permitan acotar la bu´squeda. El Marketplace GE contestara´ con la
informacio´n de una serie de ofertas. Concretamente con el nombre de la oferta y la
URL de las descripciones Linked USDL. Una vez recibido el resultado de la bu´squeda,
el Application Mashup GE usara´ esta informacio´n para descargar y visualizar las
descripciones Linked USDL [19] de las ofertas, permitiendo al usuario la seleccio´n
de una de ellas. Cuando se ha decidido la compra de una oferta, el Application
Mashup GE realizara´ una peticio´n al Store GE con la informacio´n que identifique la
oferta: en este caso la URL de su descripcio´n ya que es la informacio´n disponible en el
Marketplace GE y la informacio´n para realizar el pago (nu´mero de cuenta, nu´mero de
tarjeta, cuenta de paypal etc.). En el momento en que el Store GE recibe la peticio´n
de compra, contacta con la pasarela de pago correspondiente a trave´s del Mediator
GE, facilitando la informacio´n de pago. Cuando el Store GE recibe la confirmacio´n
del pago contacta con el proveedor del servicio para informarle de la compra y utiliza
los enlaces de descarga de los recursos para obtenlos. Es necesario indicar que estas
dos interacciones se realizara´n a trave´s del Mediator GE. Finalmente, el Store GE
enviara´ al Application Mashup GE la factura de compra y los recursos asociados.
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Buscar en el Store GE una oferta con recursos subscribibles y adquirirla
En la Figura 3.10 pueden verse la interacciones que se producir´ıan al buscar
ofertas en el Store GE y al adquirir una de ellas, teniendo en cuenta que esta oferta
estar´ıa basada en una serie de recursos de acceso a APIs. En este diagrama se supone
que el usuario utilizaria el portal Web del Store GE.
Store Portal Store GE Repository GE Mediator GE
Offering description
get(usdl_url)
search(filters)
offerings
buy(offering, pay_info)
pay(pay_info)
Payment confirmation
offering_purchased(provider,offering, user)
Bill
Figura 3.10: Bu´squeda en el Store GE y adquisicio´n
Se puede observar en la Figura 3.10 co´mo se realiza una peticio´n de bu´squeda en el
Store GE, pasando una serie de para´metros para acotar la bu´squeda, a lo que el Store
GE contestara´ con una lista de ofertas que satisfara´n la bu´squeda realizada. Cuando
se ha decidido a adquirir una de esas ofertas, se realizara´ la peticio´n de compra al
Store GE incluyendo la informacio´n necesaria para identificar la oferta, es decir, la
organizacio´n, el nombre y la version as´ı como la informacio´n necesaria para realizar
el pago (nu´mero de cuenta, nu´mero de tarjeta, cuenta de Paypal, etc.). Cuando el
Store GE reciba la peticio´n de compra contactara´ con el Repository GE utilizando la
URL de la descripcio´n de la oferta seleccionada para descargar el documento Linked
USDL y comprobar la informacio´n sobre tarificacio´n de la oferta. Seguidamente el
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Store GE realizara´ el pago contactando con la pasarela de pago correspondiente a
trave´s del Mediator GE, usando la informacio´n de pago obtenida anteriormente. En
cuanto el Store GE reciba la confirmacio´n del pago contactara´ con el proveedor del
servicio para indicarle que el usuario u organizacio´n ahora tiene acceso a las APIs
definidas por los recursos de la oferta. Finalmente el Store GE enviara´ la factura de
compra.
3.2. Implementacio´n de referencia
En esta seccio´n se define en que consiste la implementacio´n de referencia real-
izada del Store GE. Puesto que el objetivo de esta implementacio´n es realizar una
prueba de concepto de la Open Specification definida anteriormente tan so´lo se han
implementado las partes imprescindibles para su realizacio´n, en concreto se ha im-
plementado la integracio´n con el Marketplace GE, la integracio´n con el Repository
GE, la funcionalidad necesaria para gestionar ofertas incluyendo la creacio´n de ofer-
tas, el registro de recursos, la vinculacio´n de recursos a ofertas, la publicacio´n de
ofertas, y por u´ltimo funcionalidad para la adquisicio´n de ofertas.
Para la realizacio´n de esta prueba de concepto se han realizado una serie de
simplificaciones sobre el modelo definido en la Open Specification. En primer lu-
gar, puesto que au´n no existe una implementacio´n del Identity Management GE
que realice la gestio´n compleja de las organizaciones, se considerara´ que un usuario
pertenecera´ a una sola organizacio´n que sera´ representada simplemente como un
nombre incluido en el modelo de usuarios de la base de datos, adema´s se consid-
erara´ que un usuario siempre que adquiere una oferta la adquirira´ para toda su
organizacio´n. Por otra parte, puesto que la prueba de concepto se realizara´ sobre la
implementacio´n de referencia del Application Mashup GE (plataforma Wirecloud)
y que au´n no existen servicios accesibles via API en la plataforma FI-WARE, se
considerara´ que todos los recursos son descargables y sera´n almacenados dentro de
la propia implementacio´n del Store GE. Finalmente todas las ofertas se considerara´n
gratuitas ya que no tiene sentido incurrir en la complejidad legal y de seguridad que
supondr´ıa manejar pagos reales para realizar una prueba de concepto.
Esta implementacio´n de referencia esta´ dividida en dos partes, por una parte
el servidor de la aplicacio´n, que contiene la funcionalidad asociada a las APIs y la
base de datos, y por otra parte el portal Web que funcionara´ como cliente de la
aplicacio´n.
3.2.1. Servidor de la aplicacio´n
El servidor de la aplicacio´n esta´ desarrollado utilizando el framework de desar-
rollo Django [6] en su versio´n Django non-rel que permite usar bases de datos no
relacionales ya que se ha optado por la utilizacio´n de MongoDB [25] como base de
datos de la aplicacio´n.
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Estructura de la base de datos
MongoDB es una base de datos no relacional que utiliza una estructura de doc-
umentos basados en JSON, por ello se ha adaptado el modelo de datos definido en
la Open Specification para permitir representar las entidades y relaciones defindas
como documentos dentro de una coleccio´n. A continuacio´n puede verse la estructura
ba´sica de estos documentos.
A continuacio´n se muestra la estructura ba´sica de los documentos utilizados en
la coleccio´n de ofertas, puede verse como se ha incluido un campo con el usuario
proveedor del servicio, adema´s las relaciones Many-To-Many del modelo de datos
apacecen representadas como listas en el documento. Es necesario indicar que el
campo offering description hace referencia al atributo Linked USDL Information
definido en el modelo de datos y que debe contener la informacio´n de la descripcio´n
del servicio, para realizar esto se ha optado por incluir la informacio´n del documento
Linked USDL [19] tal cual en RDF [30] usando el formato de representacio´n JSON-
LD [7].
1 {
2 "name": "Nombre de la oferta",
3 "owner_organization ": "Organizacion a la que pertenece",
4 "owner_admin_user ": "creador de la oferta",
5 "version ": "1.0"
6 "state ": "Uploaded"
7 "description_url ": "URL al Repository GE"
8 "marketplaces ": [],
9 "resources ": [],
10 "rating ": "5",
11 "comments ": [],
12 "tags": [],
13 "image_url ": "URL al icono de la oferta",
14 "related_images ": [],
15 "offering_description ": {},
16
17 }
A continuacio´n puede verse la estructura ba´sica de los documentos pertenecientes
a la coleccio´n de recursos. Es necesario indicar que el campo download link con-
tendra´ un enlace para realizar la descarga del recurso desde el servidor de aplica-
ciones del proveedor en caso de que se haya elegido este me´todo y que el campo
resource path contendra´ la ruta al recurso en caso de que este haya sido guardado
directamente en el Store GE. Finalmente, el campo offerings contendra´ una lista de
las ofertas en las que esta´ vinculado, este campo representa la informacio´n asociada
a la relacio´n Many-To-Many existente entre Offering y Resource.
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1 {
2 "name": "Nombre del recurso",
3 "version ": "1.0" ,
4 "provider ": "Proveedor del recurso",
5 "resource_type ": "download",
6 "description ": "Descripcion del recurso",
7 "state ": "registered",
8 "download_link ": "Enlace de descraga del recurso"
9 "resource_path ": "Ruta al recurso"
10 "offerings ": []
11 }
Puesto que Django [6] ya tiene un modelo de usuarios se ha definido una coleccio´n
User Profile con la estructura de documentos que se encuentra a continuacio´n para
representar la informacio´n necesaria de los usuarios y se ha vinculado al modelo de
usuarios de Django [6] haciendo uso del campo user.
1 {
2 "user" : "Referencia al usuario",
3 "organization ": "Organizacion del usuario",
4 "roles ": [],
5 "offerings_purchased ": [],
6 "offerings_provided ": []
7 }
A continuacio´n puede verse la estructura de documentos utilizada para repre-
sentar la informacio´n de la entidad Purchase y sus relaciones. Puede verse que se
hace uso de referencias para apuntar a los otros modelos, adema´s el campo bill
contendra´ la ruta a la factura de compra en formato PDF.
1 {
2 "ref": "N de referencia",
3 "customer ": "Referencia al comprador",
4 "date": "Fecha de compra",
5 "offering ": "Referencia a la oferta"
6 "state ": "Paid"
7 "bill": "Ruta a la factura",
8 "tax_address ": "Direccion fiscal de la compra"
9 }
Finalmente los documentos asocidados a los modelos Marketplace y Repository
estara´n compuestos por su nombre y su endpoint de la misma manera que en las
modelos definidos en la Open Specification por lo que no se ha considerado necesario
incluir su estructura en este documento.
Disen˜o e implementacio´n
Para el desarrollo del servidor de la aplicacio´n se han hecho uso de las facil-
idades proporcionadas por Django [6] para crear una arquitectura Modelo-Vista-
Controlador de manera sencilla. Se han creado los modelos de la base de datos
haciendo uso de los ficheros models.py y se han incluido las distintas APIs en los
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ficheros urls.py. El servidor de la aplicacio´n se organiza en torno a cuatro apps de
Django, e´stas son store commons, market adaptor, repository adaptor y fiware store.
La app de Django [6] store commoms contiene una serie de librer´ıas y funciones
generales usadas por los distintos componentes de la aplicacio´n. Un ejemplo de las
funcionalidades contenidas en esta app es la clase MethodRequest que permite re-
alizar peticiones HTTP indicando el me´todo HTTP utilizado. La app de Django [6]
market adaptor contiene la funcionalidad necesaria para las comunicaciones con el
Marketplace GE y la app de Django [6] repository adaptor se encarga de proveer de
la funcionalidad necesaria para la comunicacio´n con el Repository GE. Finalmente
la app de Django [6] fiware store contiene la funcionalidad principal del Store GE
dividida en distintos mo´dulos, tamb´ıen es dentro de esta app donde se declaran los
modelos de la base de datos y las URLs de las APIs.
+authenticate()
+add_store()
+update_store()
+delete_store()
+add_service()
+update_service()
+delete_service()
MarketAdaptor
-_marketplace_url
-_session_id
+upload()
+download()
+delete()
RepositoryAdaptor
-_repository_url
-_collection
+create()
+read()
OfferingCollection
+update()
+delete()
OfferingEntry
+create()
+read()
ResourceCollection
+delete()
+update()
ResourceEntry
+create()
+read()
MarketplaceCollection
+delete()
MarketplaceEntry
+create()
+read()
RepositoryCollection
+delete()
RepositoryEntry
+create()
+read()
PurchaseCollection
+update()
PurchaseEntry
Market Repository
Offering
Resource
Purchase
Figura 3.11: Esquema general del lado servidor
.
En la Figura 3.11 puede verse el esquema del servidor implementado teniendo
en cuenta que las clases Market, Repository, Offering, Resource y Purchase hacen
referencia a los distintos modelos de la base de datos ya que estos son gestionados en
Django [6] como clases. Por otra parte las clases MarketAdaptor y RepositoryAdaptor
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son las utilizadas para realizar la comunicacio´n con el Marketplace GE y el Reposi-
tory GE respectivamente y abstraen estas comunicaciones al resto de la aplicacio´n.
Finalmente es necesario indicar que el resto de clases existentes esta´n vinculadas a
los distintos endpoints de la API del servidor teniendo un me´todo para cada uno de
los me´todos HTTP (create - POST, update - PUT, etc.).
3.2.2. Portal Web
El portal Web esta´ realizado utilizando el leguaje de programacio´n JavaScript
[17] junto con los templates de Django [6] que contendra´n el co´digo HTML del portal,
adema´s se han utilizado hojas de estilo en cascada (CSS) y la librer´ıa JQuery [18].
Disen˜o e implementacio´n
El disen˜o del portal Web gira en torno a tres vistas principales cada una ellas con
su propio documento HTML (generado a partir de un template de Django [6]) que
cargan una serie de ficheros JavaScript [17]. Estas tres vistas son Administration,
Catalogue y Store.
La vista Administration esta´ compuesta por un documento HTML general y por
una serie de ficheros JavaScript encargados tanto de los cambios dina´micos en la
interfaz como de proveer funcionalidad de administracio´n, en concreto esta vista
permite realizar tanto las tareas de registro de instancias del Repository GE como
las de registro de la instancia del Store GE en diversos Marketplace GE. Es impor-
tante resaltar que esta vista so´lo estara´ disponible si el usuario tiene el rol Admin.
En la Figura 3.12 puede verse el diagrama de clases perteneciente a la vista de
administracio´n. En este digrama se observa que la funcionalidad propia de tareas de
administracio´n se encuentra en una sola clase llamada AdminView. Ademas esta´ in-
cluida la clase EndpointManager encargada de abstraer las URL asociadas a las
APIs del servidor y la clase MessageManager encargada de generar distintos tipos
de ventanas de mensajes.
La funcionalidad provista por los ficheros JavaScript [17] asociados a la vista
Catalogue se encarga de mostrar e interactuar con las distintas ofertas propias del
usuario, es decir esta vista trabajara´ con las ofertas adquiridas por la organizacio´n
del usuario, permitiendole descargar los recursos u obtener la factura de compra.
Si el usuario tiene adema´s el rol Provider esta vista permitira´ visualizar sus ofertas
creadas permitiendo eliminarlas, ponerlas a la venta, vincular recursos, etc. Adema´s
se encarga de la creacio´n de las nuevas ofertas y del registro de nuevos recursos.
En la Figura 3.13 puede verse el diagrama de clases perteneciente a la vista Cat-
alogue. En este diagrama pueden verse distintas clases asociadas con las distintas
ventanas existentes en esta vista. En primer lugar la clase CatalogueView es la clase
principal de esta vista y se encarga de pintar la ventana inicial. Por otra parte la
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+getEndpoint()
EndpointManager
-staticEndpoints
-complexEndpoints +showMessage()
+showAlertError()
+showAlertInfo()
+showYesNoWindow()
MessageManager
+adminInfoRequest()
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+makeRemoveRequest()
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+paintForm()
+paintElementTable()
AdminView
Figura 3.12: Diagrama de clases de la vista de administracio´n
.
clase CatalogueSearchView se encarga de pintar las listas de ofertas del usuario tanto
las adquiridas como las creadas. En siguiente lugar la clase CatalogueDetailsView
se encarga de mostrar la infrrmacio´n detallada asociada a una oferta concreata. Las
clases CreateOfferingForm y RegisterResForm se encargan de crear los formularios
para la creacio´n y registro de ofertas y recursos respectivamente, adema´s sera´n es-
tas clases las que realicen estas peticiones al servidor. La clase BindResources en la
encargada de mostrar y de permitir vincular los recursos exitentes con la oferta que
se estuviera mostrando en ese momento. Finalmente la clase PublishForm creara´ el
formulario para publicar una oferta y realizara´ la peticio´n al servidor. Es necesario
destacar que las distintas ofertas quedan representadas en esta vista como instan-
cias de la clase OfferingElement. Por otra parte hay que destacar tambie´n que las
distintas clases incluidas en el diagrama hacen uso de las clases EndpointManager y
MessageManager definidas anteriormente y que no han sido incluidas por claridad
del diagrama.
Finalmente en la vista Store se proporcionara´ la funcionalidad para realizar y
visualizar bu´squedas as´ı como la funcionalidad necesaria para realizar la adquisicio´n
de las mismas.
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Figura 3.13: Diagrama de clases de la vista del cata´logo
.
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Cap´ıtulo 4
Conclusiones
4.1. Prueba de concepto
Como ya se ha comentado con anterioridad uno de los objetivos principales de
este proyecto era la realizacio´n de una prueba de concepto, usando la primera versio´n
de la implementacio´n de referencia realizada tambie´n en al mismo, para comprobar el
nuevo funcionamiento de la arquitectura del Applications/Services Ecosystem al in-
cluir una instancia de esta implementacio´n. A partir de la realizacio´n de esta prueba
de concepto se han extra´ıdo una serie de conclusiones que se exponen en esta seccio´n.
Para realizar esta prueba de concepto se ha hecho uso del portal Web del Store
GE, de la implementacio´n de referencia del Application Mashup GE (la plataforma
Wirecloud [26]) y de las implementaciones de referencia del Marketplace GE y del
Repository GE desarrolladas por SAP.
Esta prueba se organiza en torno a varias fases realizas por usuarios, con distintos
roles y haciendo uso de las distintas interfaces y APIs ofrecidas por las implementa-
ciones antes mencionadas, y ha supuesto la modificacio´n del funcionamiento de la
arquitectura comentado en el apartado 1.1.3. Las distintas fases de esta prueba se
definen a continuacio´n:
1. Un usuario con el rol Admin hace uso del portal Web de la implementacio´n
del Store GE para registrar la instancia del Repository GE y para registrar la
instancia del Store GE en una instancia del Marketplace GE. En este punto las
distintas conexiones entre las implementaciones ya esta´n realizadas. No´tese que
no es necesario ningu´n tipo de registro del Store GE en la plataforma Wirecloud
ya que e´sta tiene registrada con anterioridad la instancia del Marketplace GE
que, a su vez, tiene la informacio´n del endpoint de la instancia del Store GE.
2. Un usuario con el rol Provider crea una nueva oferta haciendo uso del portal
Web del Store GE pasando la informacio´n necesaria.
3. El usuario anterior registra un nuevo recurso haciendo uso del portal Web del
Store GE. En este caso el recurso debe poder ser utilizado realmente en la
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plataforma Wirecloud, por lo que se tratara´ del co´digo de un Widget com-
primido en un paquete siguiendo el formato propio de esta plataforma.
4. El usuario anterior vinculara´ la oferta creada con el recurso registrado y pub-
licara´ esta oferta en la instancia del Marketplace GE.
5. Un usuario con el rol Customer realiza una bu´squeda en la instancia del Mar-
ketplace GE haciendo uso de la interfaz de usuario desarrollada en la platafor-
ma Wirecloud.
6. El usuario anterior realiza la adquisicio´n de la oferta anteriormente publicada
desde la plataforma Wirecloud, lo que supone la descarga del Widget empa-
quetado, que podra´ ser incluido en la plataforma.
Hay que realizar algunas consideraciones te´cnicas con respecto a esta prueba de
concepto. En primer lugar la creacio´n de la nueva oferta se realiza desde el portal
Web del Store GE debido a que la plataforma Wirecloud au´n no soporta el ciclo
de vida de una oferta desde el punto de vista del proveedor, aunque si es capaz
de realizar la compra. Por otra parte se pretende que en el futuro la autenticacio´n
en todas las instancias de Generic Enablers sea u´nica y realizada por el Identity
Management GE. No obstante esta funcionalidad au´n no esta´ disponible, por lo que
en aquellas interacciones en las que el usuario utiliza tanto la plataforma Wirecloud
como el Store GE sera´ necesario que el usuario este´ previamente autenticado en
ambos sistemas.
Una vez realizada esta prueba de concepto, es necesario comentar las princi-
pales ventajas que ofrece el uso del Store GE respecto al funcionamiento descrito
en la seccio´n 1.1.3. En primer lugar el funcionamiento anterior al Store GE requer´ıa
que el documento Linked USDL [19] tuviera ciertos campos de acceso a la descrip-
cio´n te´cnica del Widget o Mashup que deb´ıa estar accesible en una URL concreta
para poder acceder a la misma. Esta aproximacio´n ofrec´ıa muy poca flexibilidad y
so´lo permit´ıa el uso de la arquitectura para trabajar con Widgets y Mashups de
la plataforma FI-WARE. Con la introduccio´n del Store GE, el documento Linked
USDL [19] puede tener cualquier estructura va´lida ya que es el Store GE el que
se encarga de la v´ınculacio´n de los recursos, por lo que se podra´ tener una mayor
capacidad expresiva a la hora de describir una oferta y se podra´n tener ofertas ma´s
complejas en las que, por ejemplo, se oferte ma´s de un recurso.
Por otra parte la aproximacio´n descrita en el apartado 1.1.3 no permite de ningu-
na manera un modelo de negocio en lo que se refiere a que los distintos recursos de
la plataforma Wirecloud sean directamente accesibles. Al introducir el Store GE
se fuerza a usar la API de compras del mismo lo cual permite controlar el acce-
so a los recursos de una oferta. De esta manera es posible controlar que´ usuarios
han adquirido que´ ofertas de manera global a la plataforma FI-WARE y no solo en
la plataforma Wirecloud. Adema´s sera´ posible realizar en el futuro un proceso de
compra real.
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Por todo lo descrito anteriormente se considera que, a pesar de que la introduc-
cio´n del Store GE fuerza a realizar un mayor nu´mero de operaciones para adquirir
una oferta, mejora de manera significativa las capacidades de la plataforma FI-
WARE, haciendola ma´s u´til de cara a proveedores de servicios y usuarios finales.
4.2. Conclusiones personales
Como valoracio´n personal del trabajo realizado en este proyecto me gustar´ıa
destacar lo positivo que ha sido de cara a mejorar las posibilidades de mi futuro lab-
oral, ya que he adquirido conocimientos y experiencia trabajando en un proyecto real
y de a´mbito internacional con nu´merosos Partners, cada uno con sus propias necesi-
dades, siguiendo unos plazos, realizando reuniones, documentacio´n, entregables, etc.
Debo destacar tambie´n los conocimientos que he adquirido en distintas tec-
nolog´ıas que esta´n siendo valoradas u´ltimamente como HTML5, CSS3, JavaScript
[17], Python [29] o algunos frameworks de desarrollo como Django [6], y metodolog´ıas
y buenas pra´cticas, como la metodolog´ıa Agile usada en el proyecto FI-WARE o el
uso de sistemas de control de versiones como GIT [12].
Finalmente debo destacar la experiencia de mi paso por el CoNWeT Lab (Com-
puter Networks and Web Tecnologies Lab [5]) donde he trabajado tanto en el proyec-
to asociado a este Trabajo de fin de grado como en la plataforma Wirecloud, ya que
existe un ambiente agradable que anima a seguir trabajando.
4.3. L´ıneas futuras
Dentro del contexto de este Trabajo de fin de grado se ha incluido la primera
fase del trabajo a realizar para el proyecto FI-WAREen relacio´n con la provisio´n
de una eStore complemente funcional, lo que ha incluido la definicio´n de la Open
Specification y una primera versio´n limitada de la implementacio´n de referencia,
usada para realizar una prueba de concepto de la especificacio´n anterior. Por tanto,
el trabajo que se realizara´ a partir de ahora consistira´ en una evolucio´n progresiva
de la implementacio´n de referencia hacia una versio´n definitiva y estable siguiendo
la metodolog´ıa agile propia del proyecto FI-WARE. Ma´s concretamente existe la
siguiente planificacio´n:
En Marzo de 2013 tendra´ lugar el siguiente SPRINT del proyecto para el
cual se pide la funcionalidad descrita por algunas de las denominadas features,
ma´s concretamente tendra´ que haber sido realizada la funcionalidad descrita
a continuacio´n:
• FIWARE.FEATURE.Apps.Store.IntegrationWithTheMarketplaceAndRepository,
esta feature indica que el Store GE debe estar perfectamente integrado
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con el Marketplace GE y con el Repository GE. Esta es una funcionali-
dad ba´sica y vital del Store GE que ya ha sido implementada dentro del
contexto del Trabajo de fin de grado.
• FIWARE.FEATURE.Apps.Store.SupportForBasicManagementOfOfferings,
esta feature indica que el Store GE debe ser capaz de gestionar ofertas.
Esto incluye la creacio´n de ofertas, el registro de recursos, la vinculacio´n
de recursos y ofertas y la capacidad de buscar y adquirir ofertas sin ten-
er en cuenta la realizacio´n de un pago real por ellas. Puede verse que
gran parte de esta funcionalidad ya ha sido implementada dentro del
contexto de este Trabajo de fin de grado. No obstante esta funcionalidad
sera´ revisada y ampliada, sobre todo la funcionalidad relacionada con las
bu´squedas.
En Junio de 2013 tendra´ lugar la denominada Second Major Release para la
cual se pide la funcionalidad descrita por las siguientes features :
• FIWARE.FEATURE.Apps.Store.ServiceConfiguration, esta feature especi-
fica que el Store GE debe ser capaz de permitir realizar la configuracio´n
de aquellos servicios que lo requieran una vez han sido adquiridos.
• FIWARE.FEATURE.Apps.Store.SupportForSocialFeatures, esta feature es-
pecifica que el Store GE debe ofrecer una serie de caracter´ısticas sociales
que permitan mejorar la experiencia de usuario tales como un soporte
para realizar comentarios y valoraciones sobre ofertas, un soporte para
recomendaciones de ofertas basado en el histo´rico de compras del usuario
o incluso la posibilidad de valorar a distintos proveedores.
• FIWARE.FEATURE.Apps.Store.ProvideAWebBasedGUI, esta feature es-
pecifica que el Store GE debe ofrecer una interfaz de usuario basada en
un portal Web desde el cual sea posible hacer uso de toda la funcionalidad
ofrecidad por el sistema.
Finalmente para el siguiente an˜o del proyecto se plantea la realizacio´n de la
funcionalidad asociada a la feature siguiente:
• FIWARE.FEATURE.Apps.Store.SupportForBuyingAService, esta feature
especifica que el Store GE debe ser capaz de gestionar la compra real de
las ofertas publicadas haciendo uso de determinadas pasarelas de pago y
teniendo en cuenta las distintas implicaciones de seguridad y legales que
conlleva esta funcionalidad.
Adema´s hay que tener en cuenta que el documento de la Open Specification
podra´ ser modificado a lo largo de la vida del proyecto al tratarse de un documento
vivo dependiente de las necesidades del proyecto y de los distintos Generic Enablers
existentes.
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Ape´ndice A
Open Specifications
Las Open Specifications del Store GE son ducumentos vivos que van cambiando
dependiendo de las necesidades de la plataforma FI-WARE. A continuacio´n se en-
cuentran los enlaces a la Open Specification y a la API Open Specification de Store
GE publicadas en la Wiki del proyecto FI-WARE.
https://forge.fi-ware.eu/plugins/mediawiki/wiki/fiware/index.php/FIWARE.
OpenSpecification.Apps.Store
https://forge.fi-ware.eu/plugins/mediawiki/wiki/fiware/index.php/Store\
_Open\_API\_Specification\_(PRELIMINARY)
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