Several genetic programming systems are created, each solving a different problem. In these systems, the median number of generations G needed to evolve a working program is measured. The behavior of G is observed as the difficulty of the problem is increased. In these systems, the density D of working programs in the universe of all possible programs is measured. The relationship G ∼ 1 √ D is observed to approximately hold for two program-like systems. For parallel systems (systems that look like several independent programs evolving in parallel), the relation G ∼ n ln n is observed to approximately hold. Finally, systems that are anti-parallel are considered.
INTRODUCTION
Most genetic programming experiments appear to evolve solutions to very small problemssmall in terms of program size and/or the number of variables used. For example, people have evolved sorting programs. Nobody has evolved an operating system, a database, or a working air-traffic control system for the United States.
It seems, then, that genetic programming doesn't scale well to larger, more difficult problems. But how do you measure how large or how difficult a problem is?
My initial approach was to keep the problem constant, and vary the set of statements that programs were implemented in. (It is a common observation that it is more difficult to write programs in a low-level language than in a high-level one. That is, the same problem is "harder" or "more complicated" when written in a low-level language, and the source code for the program to solve the problem is larger.) The difference in how many generations it took to evolve a working program would then be entirely due to the change of difficulty of implementing the program in the statement set, because the problem would be constant. This approach was used for the first two systems. As research progressed, it became apparent that other, sometimes system-specific parameters gave more precise control over the difficulty of the problem.
The rest of this paper is organized as follows: Section 2 describes the first system. Section 3 presents the results in the form of a number of datasets, each of which contains only one varying parameter. Section 4 demonstrates the relationship between the density of working programs and the median number of generations needed to evolve a working program. Section 5 describes a second system that exhibits similar scaling behavior. Section 6 describes two parallel systems -systems that have multiple dimensions, where each dimension can be optimized independently. Section 7 describes three anti-parallel systems -systems that have multiple dimensions, but none of the dimensions can be optimized independently. Section 8 presents some conclusions, and section 9 presents some open questions.
THE FIRST SYSTEM: LINEAR PROGRAMS, SORT-ING INTEGERS
I chose sorting a list of integers as the first problem.
This system had a fixed number v of writable variables, numbered 1 through v. ("Fixed" here means that it did not evolve; however, it could be changed between runs via a command-line parameter.) It also contained two read-only "variables". Variable 0 always contained 0, and variable v + 1 always contained the number of integers in the list being sorted.
A program consisted of a series of statements. Within one run, all programs of all generations had the same length.
The initial programs contained random statements. The default population size was 20 programs. The most fit programs (default 4) were chosen to produce the next generation. If there was a tie among programs for which was most fit (or, more importantly, 4th-most-fit), a winner was randomly selected from the tied programs.
Fitness was tested by having each program attempt to sort three lists of numbers, which respectively contained 10, 30 and 50 values. The lists contained the values from 1 to the size of the list, in random order. After a program attempted to sort a list, the forward distance was computed as follows: For each location in the list, the absolute value was taken of the difference between the value at that location in the list as sorted by the program, and the value that would be at that location if the list were perfectly sorted. A perfectly sorted list therefore had a forward distance of zero. The reverse distance was identical, except that the "perfectly sorted" list was replaced by one that was perfectly sorted in reverse order. In general, the forward and backward distances were larger for the longer lists. To address this, a normalized metric was created for each list, which was the reverse distance minus the forward distance, divided by the sum of the forward and reverse distances. This evaluated to 1 for a perfectly sorted list, and to −1 for a list that was perfectly sorted in reverse. Finally, the program's fitness function was the average of the normalized metrics for the three lists.
A program was considered to be terminated when the last statement was executed, if the last statement was not a jump, or when a jump was executed to one past the last statement.
(This is equivalent to saying that all programs had an End as the assumed last statement, and the End could not mutate.) If the program executed 10 times as many statements as were required for a bubble sort for the same list, the program was considered to be in an infinite loop, and terminated. No fitness penalty was imposed for this condition.
Cross-breeding was done by choosing two programs, randomly choosing a location within the list of statements of the programs (the same location for both), cutting each program into two pieces at that location, and swapping the pieces to create two child programs. This ensured that the children were the same length as the parents. Also, during this process, a statement in a child program could randomly mutate into another statement with some probability (default 0.2).
Programs were composed of statements (instructions) that were members of a set of statements.
Statement set 1 contained two statements: CompareSwap (compare two numbers in the list, and swap them if they are out of order), and For (a C-style for loop with a loop variable, a variable from which to initialize the loop variable, and a limit variable to compare the loop variable to). Programs with this statement set defaulted to 5 statements long, even though a bubble sort can be written with three such statements (two For statements and one CompareSwap statement). This "slack" in the number of statements gave more rapid evolution than a length that had no more statements than were absolutely necessary.
Statement set 2 contained IfVarLess (if the value in one register is less than the value in another register, execute the next statement), IncrementVar (increment a register), AssignVar (copy the value from one register to another), GoTo, and CompareSwap. With this statement set, I could write a bubble sort in 11 statements, but programs created from statement set 2 evolved better with 25 statements per program.
Statement set 3 contained IfVarLess, IncrementVar, AssignVar, GoTo, IfListLess (if the list entry at the index contained in the first variable is less than the list entry at the index contained in the second variable, execute the next statement), and Swap (an unconditional swap). With this statement set, I could write a bubble sort in 12 statements, but programs created from statement set 3 evolved better with 30 statements per program.
The unsorted lists of numbers were randomly created. New lists were created for each generation. (If the same lists were used for all generations, statement set 2 would sometimes be unable to evolve a working program.)
An evolution started with a random collection of programs, and proceeded until a program evolved that worked. An evolution was characterized by the number of generations required to evolve a working program. However, since evolution is a random process, a repeat of the evolution would take a completely different number of generations.
A run was a number of evolutions, all with the same statement set and the same parameters. It was characterized by the median of the number of generations required for each evolution in the run. (The distribution of the number of generations had a very long tail. The presence or absence of one anomalous evolution could significantly shift the average, so the median was the appropriate choice here.)
For statement set 1, runs consisted of 1000 evolutions, and the results were quite repeatable (within 10%, and often closer to 2%). For statement sets 2 and 3, runs were reduced to 100 evolutions, because the evolutions took far longer (both because it took more generations to evolve a solution, and because each program could execute many more statements before it was declared to be in an infinite loop). Re-runs of statement sets 2 and 3 could give results that differ by as much as 30% from the first run.
I also measured the density of working programs in the universe of all possible programs, by generating a large number of random programs and seeing how many of them worked "as is", that is, with no evolution. When measuring density for statement set 1, I made sure that the sample was large enough to contain at least 1000 working programs. For statement sets 2 and 3, I only tried for a sample large enough to contain 100 working programs, because otherwise the density run times became extremely long.
DATA AND ANALYSIS
Changing number of variables This may not be the correct explanation of this anomaly. But we are going to see in the next section that something is very wrong with statement set 2.
Since statement set 2 is somewhat suspect, let us repeat the previous comparison with statement set 3. Statement set 3 takes 12 statements to write a bubble sort in, versus 3 statements for statement set 1, so statement set 3 takes 4 times as many statements to implement one particular algorithm to solve this problem. But it took 144 times as many generations to evolve a working program with 2 variables, and 48 times as many generations to evolve one with 10 variables.
Changing Population Size (number of programs and number of parents) Doubling the number of programs in statement set 2 seemed to give much less than 50% improvement in the number of generations. The only exception was going from 160 programs to 320, where the number of generations was reduced by 58%. Here we see that the optimal length of the program increased slowly as the number of variables increased.
Changing Program Length

RELATIONSHIP BETWEEN SOLUTION DENSITY AND NUMBER OF GENERATIONS
By density, we mean the fraction of working programs within the universe of all possible programs for that statement set and number of variables.
Density data for statement set 1:
Variables Density 2 1.313 × 10 
7.24
Note how high the K values are for statement set 2 compared to either statement sets 1 or 3. This is why I said that something was wrong with statement set 2.
Statement set 2 didn't completely follow the pattern. Looking more closely, we see an anomaly: 7 variables required more generations than 10 variables did. I reran both the evolution runs and the densities, and extended it to 12 variables. The new results were: 92.4
In the repeated run, the anomaly is gone, and the regularity we observed before is seen to approximately hold.
However, the same regularity did not hold for changing the program length. Here, though the density actually increased as the program length increased, the number of generations increased anyway.
Statement set 1, 2 variables: 
17.46
It appears, then, that we can say that K = G × √ D is at best almost constant, but the number of generations could be considerably higher if the program length was not optimal.
Earlier, we saw that the optimal length of program for statement set 1 increased as the number of variables increased. 18.57
THE SECOND SYSTEM: TREE-STRUCTURED PRO-GRAMS, n-BIT PARITY
For the second system, I changed nearly everything. Instead of sorting integers, I changed the problem to calculating n-bit parity. The fitness function was, out of all possible inputs of n bits, the number of inputs for which the program computed the correct parity. Rather than demanding perfection, a program was regarded as working if the fitness function equaled or exceeded a threshold value (called the termination condition). Each parent was chosen by randomly selecting seven programs and choosing the most-fit from among the seven to be the parent. (This approach was also used for all subsequent systems.) The mutation probability was decreased to 1% (also for all subsequent systems). Instead of a linear list of statements, a program was represented as a LISP-like tree structure. Programs were variablelength rather than fixed-length. Mutations could alter a whole sub-tree, rather than a single node. The default population size was 1000, rather than 20. And, optionally, subroutines could be automatically generated. (This is similar to the system in [1] . I also used the same probabilities of creating subroutines and other program-transforming events as his system used.)
The difficulty was changed by increasing the number of bits, and by increasing the termination condition.
This system presented a new problem when measuring densities, because the universe of all possible programs was not a simple n-dimensional cube as it was in the first system. Instead, due to the variable length of the programs, and the fact that almost all non-leaf nodes took two arguments, there were about twice as many possible programs with 200 nodes (the maximum length for the system) as there were possible programs with 199 nodes. In turn, there were twice as many possible programs with 199 nodes as there were with 198 nodes, and so on. In fact, about half of the programs in the universe of all possible programs had the maximum length.
But the evolved programs had a very different length distribution, with nothing below a length of about 10, then a relatively uniform distribution up to about 50 nodes, then slowly tailing off, with only about 10% (range 0% to about 40%) having a length greater than 100 nodes. As noted in [1] , programs of exceptional length rarely contribute much to the solution of a genetic programming problem. In fact, the longer programs had a lower density of working programs than shorter programs did.
As an evolution proceeds, the length distribution of the population of programs should become more and more similar to the distribution of working programs, and less and less similar to the distribution of the universe of all possible programs. Given, then, that the universe of all possible programs is structurally very different from both the working programs that are evolved and from the population during an evolution, how can we get meaningful density data? I chose the approach of trying to create self-consistent population distributions -that is, population distributions such that, when populations with that length distribution were evolved, the resulting working programs had the same distribution of lengths. (In practice, this could only be approximately achieved.) If we measure the density of a population of programs with the same length distribution as the working programs, we obtain density data that we can meaningfully combine with the median number of generations, to see if the relationship observed with the first system also holds here. (The alternative -the density data coming from populations that are unlike the population of working programs -clearly is less likely to provide meaningful data.) The same approach -finding self-consistent distributions -was also applied to the number of subroutines, when subroutines were allowed.
Statement set 1
Statement set 1 contained the following node types: Xor, And, Or, and Not. Also, there were constant nodes, which contained either 0 or 1. The results for this statement set were: 
Statement set 4
Statement set 4 contained the following node types: Plus, Minus, Times, Divide, and Negate. The constant nodes could take any integral value from −3 to 3. Note that these operations treat variables as integers, not just as booleans. In particular, Divide could throw a runtime exception if the second operand evaluated to 0. If this occurred, the program being executed was terminated and regarded as having gotten the wrong answer for that set of inputs. , rather than worse. But a look at the evolved programs revealed that in each case, their length distribution departed from the expected length distribution (the distribution that was used to generate the programs). This is not surprising, since the expected length distribution of generated programs was created to match the distribution of working programs shown by statement set 1. Also, statement sets 2 and 4 departed from the expected distribution for the number of subroutines. 
0.255
It must be noted, however, that at higher termination conditions, the length profile of the working programs still did not match the new length profile of the generated programs, so the validity of this data is suspect.
PARALLEL SYSTEMS
The first two systems (sorting and parity) are classic computer science problems. In each case, the output is a very complex function of the input. (Actually, in the sorting case, correct output is always the same, but the transformation from input to output is very complex.) For the third system, I chose a very smooth function -an n-dimensional Gaussian curve, centered at the origin in the n-dimensional cube which extended over the interval [−1, 1) in each dimension. (The exclusion of 1.0 was an artifact of the means of generating random real numbers; it does not seem possible for it to affect the results.)
"Programs" were really data, represented as an n-vector lying within the n-dimensional cube. Obviously, programs were of fixed length. Unlike the previous system, this system (and all subsequent ones) mutated at most one element of the vector.
The first two systems were program-like -the programs looked like statements to be executed. In contrast, the third system was data-like -programs looked like coordinates at which a function was to be evaluated.
A program's fitness function was e −r 2 , where r was the Euclidean distance from the program's vector to the origin. If the fitness function was equal to or greater than the termination value, the program was considered to be fully working. (Perfection -a fitness function of 1.0 -was not realistically achievable for this system.) Unfortunately, sometimes the density became so low that it could not be measured by the standard Monte Carlo method that was used on previous systems (at least not within a reasonable amount of CPU time). However, the density can be calculated. If the termination threshold is t, then all points in the n-dimensional space that lie inside the sphere with radius r = −ln(t) meet the termination condition. For n dimensions, the volume V of the sphere is given by V = (2π) n/2 r n 2×4×...×n for even n, and V = 2 (2π) (n−1)/2 r n 1×3×...×n for odd n. The volume of the entire space is 2 n , since it extends from −1 to 1 in all n dimensions. The density of working programs is then D = V 2 n . These results use the calculated density exclusively. Here are the results for this system: Obviously, this system did not demonstrate the "slightly worse than
" behavior that the first two systems showed! Other than smoothness, the Gaussian system has another difference from the first two systems: if all but one of the variables are held constant, the result is a one-dimensional Gaussian curve in the remaining variable. Further, the one-dimensional Gaussian curve and the multidimensional Gaussian curve are centered at the same value of the non-constant variable. This means that the Gaussian system can optimize each variable independently. In general, the first two systems could not do this.
The Gaussian system can therefore be considered a parallel system, in that it is conducting n essentially independent evolutions in parallel, with the results all multiplied together into one fitness function.
To explore such systems further, I built a second parallel system. The "program" for this system consisted of n variables, each of which could range from 1 to p. The fitness function was the number of variables that had value p (hence this system may be called the "highest" system). No termination condition was used for this system; an n-dimensional program had to have a fitness function equal to n to be considered working. The density is therefore D = Once again, this system did not demonstrate the "slightly worse than
" behavior that the first two systems showed. But there is more to see here. Looking just at the median number of generations to evolve a working program, we see that the ratio between the number of generations for p = 2000 and the number of generations for p = 50 stayed remarkably consistent as the number of dimensions changed. It looks like G might be separable into a component that depends on p and a component that depends on the number of dimensions (n), that is, G = f 1 (p) × f 2 (n), for some f 1 and f 2 .
, where n ′ = n + 0.6.
If all the variation for the number of dimensions is in f 2 , then f 1 must be the same for all values of n. In particular, it must be the same for n = 2. So it seems reasonable for f 1 to depend only on the density for n = 2. Is f 1 the familiar "slightly worse than
, where D 2 is the density for n = 2. That is,
is a candidate for f 2 . For this system, we get the following results:
Two dimensions: 
5.36
Turning back to the Gaussian system, we find that it has a good fit with f 2 (n) ≅
, where n ′′ = n + 0.05. We get the following results for the Gaussian system: 
7.63
These results are similar to those of the "highest" system, with the K ′ values relatively flat for the same termination condition, independent of dimension. Also, as the problem gets harder, K ′ exhibits the "slightly worse than
" behavior -though it seems steeper than the first two systems for low termination conditions and flatter for high termination conditions. At higher termination conditions, the usual "slightly worse than
" behavior is clearer if we use the density from n = 1 (one dimension) rather than from n = 2. But the argument for why we can use the density from n = 2 may not be valid when applied to n = 1, since a system with only one dimension can only evolve by mutation. While I suspect that this makes no difference for the density data, it seems safer to use the data from n = 2.
ANTI-PARALLEL (TWISTED) SYSTEMS
A parallel system is one where the fitness function can be optimized for each dimension independently. In contrast, a system where the fitness function must be optimized for all dimensions simultaneously may be called anti-parallel. (Attempting to optimize just one variable gives the wrong answer for that variable.) I built three such systems.
The "binary" system had n dimensions and b bits. Each dimension had an integer variable, with a range from 1 to 2 b − 1. (In practice, it was implemented with the range from 0 to 2 b − 2, to be able to use a 0-based lookup table for the fitness.) The fitness value of each dimension was the value of that dimension's variable, reduced to just the least set bit. For example, with b = 4, the values were {1, 2, 1, 4, 1, 2, 1, 8, 1, 2, 1, 4, 1, 2, 1}. The value of the fitness function was the sum of the fitness values for each dimension. This system is a parallel system.
To make a parallel system into an anti-parallel system, we perform a rotation of axes. Given that in the binary system, the variables must be integers in the correct range, I could not use the obvious transformation, which is u =
(integer division, that is, discarding any remainder), and v = |x − y|. (This is another place where using a range that starts at 0 helped the implementation.) I paired the dimensions to do this; this required that n be even. This means that this system was only anti-parallel for pairs of dimensions. As the investigation of this system did not proceed beyond n = 2, this was not an issue.
This system could not evolve. If it didn't have a working program in the first generation, it almost always got permanently stuck. With 20 programs, about
of the time it could not evolve n = 2, b = 3 with a termination value of 8, even though there were only 49 programs possible with those values, and two of them met the termination criterion! ("Permanently stuck" is impossible to prove. However, it got stuck with the best program having a fitness value of 6 for 100,000,000 generations; at that point the evolution was terminated. That was as close to "permanent" as I had patience for.)
It is easy to see why the twisted binary system got stuck. With two dimensions and three bits, to get a fitness function of 6, (x, y) must be one of (0, 3), (3, 0), (3, 4), (4, 3), (1, 6), or (6, 1). For a fitness function of 8, (x, y) must be (2, 5) or (5, 2). (Note that these are 0-based x and y, not 1-based.) If the entire population reaches a fitness function of 6, the evolution is stuck. It must change both x and y to reach a fitness function of 8, it cannot get either x or y to the right value by any combination of parents, it can only mutate x or y (but not both) in one generation, and the result of mutating either x or y is a less-fit offspring. Also, a fitness value of 7 is not possible in this system, so there is no way to reach 8 by taking two steps.
The only possible way forward would be for there to be at least seven programs with a mutation in the previous generation (probability 10 −2 for each one, so 10 −14 for all seven, but it could be any seven out of the population of 20, which gives us 77520 ways that it could happen, for a total probability of 7.752×10 −10 ). Then all seven mutated programs would have to be chosen for the competition for a parent of a program in the next generation (one out of 77520, but there are 40 such competitions, so the probability is 40 77520 -though this is not quite exact). Then the mutation would have to be passed on to the next generation (probability 0.5). Then there would have to be another mutation in the child program (probability 0.01). Finally, the mutations would have to give rise to the right values so that the resulting fitness function was 8 (probability 2  7 for the first mutation, and 1 7 for the second). This combination of events is immensely unlikely (total probability 8.16 × 10 −17 per generation).
The second anti-parallel system I build was based on the "linear" system. This system had n dimensions. Each dimension had a real variable, in the range [−1.0, 1.0). The fitness function was 1, minus the sum of the absolute values of the variable for each dimension. This "linear" system was a parallel system.
To convert the linear system into an anti-parallel system, I rotated it through 45 degrees in each of the Euler angles. I then scaled the rotated variables by different amounts: the first rotated variable was scaled by 1.0, the second by 1.5, the third by 1.5 2 , and so on. The fitness function was 1, minus the sum of the absolute values of the rotated and scaled variables. This created, essentially, a diagonal "ridge", with the fitness function falling away more steeply in other directions. This "twisted linear" system was anti-parallel.
It may be easier to see why this system is anti-parallel in the two-dimensional case. Holding one variable constant defines a line; optimizing the other variable means finding the highest point on the line, which is where the line intersects the ridge. But because the line is parallel to one of the axes and the ridge is diagonal, this gives a value for the optimized variable that is different from the coordinate of the peak (the highest point on the ridge).
This system could barely evolve at all. Starting at two dimensions with termination value 0.7, it occasionally took half a million generations to evolve a solution, even though the solution has a density that was greater than 1%. At termination value 0.8, it once only made it to fitness = 0.67 in 112 million generations. The evolution was terminated at that point. This was slightly better than the twisted binary system, but it still essentially could not evolve anything more than the most trivial problems. This happens because of the shape of the fitness function. The absolute values cause a discontinuous first derivative at the ridge. From a point on the ridge, moving in any direction parallel to an axis (that is, changing any one variable) reduces the fitness function. Also, from a point near the ridge, the only way to improve the fitness function is to move closer to the ridge.
The third anti-parallel system was created by applying the rotations and scaling of the twisted linear system to the Gaussian system. The fitness function was e −R 2 , where R was the Euclidean length of the vector composed of the rotated and scaled variables.
Like the Gaussian system, the density of this system was easy to calculate. It was the same as the density of the Gaussian system, except for the scaling. These results use the calculated density exclusively.
Here are the results for this system: 194800 170000
This system clearly scaled better than the first two systems. Even without knowing the appropriate value of δ to use, we can see that this system scaled worse than a parallel system.
Finally, it scaled much better than the twisted binary and twisted linear systems. This is because the twisted Gaussian system has continuous derivatives. The gradient is nonzero everywhere except at the peak. This means that, unlike the twisted linear and twisted binary systems, the twisted Gaussian system could always make progress by changing only one variable.
CONCLUSIONS
Genetic programming scales very well for data-like problems with continuous first derivatives (except for the problem of getting stuck on a sub-peak). But for program-like problems, genetic programming doesn't seem to scale very well to larger, more difficult problems. As the size of the solution space increases, the number of working programs also increases, but more slowly. So the density of working programs decreases, and the number of generations required to evolve a working program increases.
For example, let us suppose that we have a simple programming language in which there are only ten possible statements -not types of statements, but ten statements total. Also, let us suppose that the number of working programs increases as the square root of the total number of possible programs. (My first system was rather different, in that the number of possible statements increased as the number of variables increased. But using my system as a rough guide, for a program that is 3 statements long -the minimum needed for statement set 1 -the density of solutions D was proportional to 1 V 4 for large V , where V is the number of variables. The size of the solution space was proportional to V 9 , again for large V . So for large V , the number of working programs must be proportional to V 5 . This is slightly more than the square root of the total number of possible programs.) Then, in our hypothetical example, if the program is 20 statements long, the total solution space is 10 20 , there are about 10 10 possible working programs, and the density of working programs is 10 −10 . The number of generations needed to evolve a solution is of the order of 10 5 , which is quite doable. But if the problem requires a program that is only twice as long (40 statements), there are 10 40 possible programs, only about 10 20 of them work, and the number of generations is of the order 10 10 . At this point, you need either a cluster of machines, or an uninterruptible power supply and some patience. Make the problem harder again, so that the program needs 80 statements, and the size of the solution space is 10 80 , there are about 10 40 working programs, and it will take of the order of 10 20 generations to evolve a solution. Now you need a big cluster and a lot of patience. Make the problem harder once more, so that the program needs 160 statements, and the size of the solution space is 10 160 , there are about 10 80 working programs, and it will take of the order of 10 40 generations to evolve a solution. This is hopeless -genetic programming simply isn't a reasonable way of solving a problem of this size, on any hardware. And this is for a program that is only 160 statements long! As programs go, this is still a very small one. A competent programmer can write such a program in a day or two -if the problem is within the scope of the programmer's competence. If it is a problem that the programmer has no idea how to approach, the literature will help -if the answer has been published.
It seems, then, that genetic programming is best for smaller problems that we don't yet know how to solve. If the problem is a standard one, like parity or sorting, a human programmer will run rings around genetic programming. But for problems where the solution is not yet known to mankind, genetic programming beats both brute-force search and (at least sometimes) human ingenuity. Ironically, then, humans are better at the boring parts of programs, and genetic programming is better at the really interesting problems (as long as they are small).
For program-like problems, one way to keep the problem small is to use the most powerful statements that you can. "Small" really means that the universe of all possible programs is small. This in turn means that only a small number of statements is needed to write the program. Also, it seems to help if the statement set is all at the same level of abstraction.
FURTHER QUESTIONS
What is the formula for the "slightly worse" part of "slightly worse than ? Is it a valid measure of the difficulty of the problem for that statement set?
What is the proportionality "constant"? (It's not really constant, since it varies with statement set, population size, and maybe other parameters.)
Perhaps the most interesting question: What is the density of working solutions for DNAbased biological systems in the total possible DNA space? Or, on a smaller scale, what is the density of working solutions for protein sequences that will bind at a specific site, when implemented in the "statements" of DNA?
