ABSTRACT
INTRODUCTION

19
As prices fall, high-throughput sequencing is being used in new ways and areas such as personalized 20 medicine (Wilson et al., 2014) and recreational genomics (Evans, 2008) . This brings about novel 21 challenges for the techniques we use to analyze and draw conclusions from sequencing data, in particular 22 speed and scalability.
23
Quality control is a crucial step in the analysis of sequencing datasets as low-quality sequences, 24 sequence contamination and artifacts can eventually lead to erroneous conclusions. Most applications 25 for quality control and preprocessing are written in high level programming languages such as Perl
26
(prinseq-lite (Schmieder and Edwards, 2011)) or Java (fastQC (Andrews, 2010) ) which are slower to 27 execute and provide limited multi-threading support.
28
Since its publication in in early 2011, prinseq-lite has been cited more than 1500 times and downloaded 29 more than 54000 times. In the same time interval, the number of bases in the Sequence Read Archive 30 has grown 247x (from 74 Tbp to 18412 Tbp). It is clear that a new tool, one that has the usefulness of 31 prinseq-lite while being drastically faster, is needed.
32
PRINSEQ++ implements all the functionality of the Prinseq-lite tool, adds some new features, but 33 can run 16x times faster as it is written in C++ and can take advantage of multi-threading. Traditionally, duplicated sequences are hard to detect as the naive approach is to compare every single 38 sequence to each other. This is problematic in a multi-threaded environment were each thread holds in 39 memory a few sequences at most and cross talk between threads needs to be minimum in the interest of 40 speed.
41
PRINSEQ++ uses a probabilistic data structure, Bloom filter (Bloom, 1970) (Partow, 2010) Table 1 . Speedup of multi-threaded PRINSEQ++ over prinseq-lite and single-threaded PRINSEQ++ on the same computer, for the same dataset, using different numbers of threads.
To assess the effect of increasing the number of threads on speed and the speedup of PRINSEQ++ emulates prinseq-lite syntax, thous it can be easily added to any pipeline currently using prinseq-lite.
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