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Ljubljana, 2020
Copyright. Rezultati diplomske naloge so intelektualna lastnina avtorja
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Naslov: Implementacija tehnologije verige blokov v Unity igro
Avtor: Neva Poherc
V diplomski nalogi sta združeni dve temi in sicer igre ter tehnologija verige
blokov. Najprej je predstavljena tehnologija verige blokov, nato pa nastanek
igre v Unity. Prav tako so bili vsi objekti, ki so se uporabljali v igri, nare-
jeni za namen diplomske naloge. Na koncu se je raziskalo načine povezave
te igre z Ethereum omrežjem. Razvoj tehnologije veriženja blokov prinaša
uporabnosti in izbolǰsave skozi celotni spekter računalnǐske znanosti. Veliko-
krat slǐsimo obljube česa je tehnologija zmožna ter kakšen potencial ima že
danes. Pa vendar je večina projektov, ki temelji na tehnologiji veriženja blo-
kov še vedno v povojih in niso pripravljeni za širšo uporabo. Cilj diplome je
bil narediti Unity igro in videti kako zahtevna je implementacija Nethereum
knjižnice ter njenih funkcij v naš program.
Ključne besede: Blender, 3D modeliranje, Unity, 3D igra, tehnologija ve-
rige blokov, Ethereum, Nethereum.

Abstract
Title: Implementation of blockchain in Unity game
Author: Neva Poherc
In the thesis two subjects are joined, games and blockchain. First blockchain
technology was introduced, then the making of the game in Unity. All the
assets in the game were made for the purpose of the thesis. In the end differ-
ent ways to connect this game to Ethereum Network were researched. The
invention of blockchain technology brings functionalities and improvements
across the whole spectrum of computer science. We hear a lot of promises of
the technology’s capabilities and the potential it carries even today. However
a big majority of projects built on blockchain are still underdeveloped and
not ready for wider usage. The goal of the thesis was to make a game in
Unity and see how complex the implementation of Nethereum library is into
our program.





Videoigre na leto zaslužijo več kot filmska, glasbena in literarna industrija
skupaj, zato ni presenetljivo, da se je ideja za implementacijo plačilnih sis-
temov tehnologije verige blokov porodila skoraj hkrati z iznajdbo le teh. V
diplomi je predstavljeno področje tehnologije verige blokov in njene uporab-
nosti, predvsem Ethereum, pametne pogodbe ter njihove prednosti in slabo-
sti. Predstavljena sta tudi programa Blender in Unity, saj sta pri izdelavi
igre nepogrešljiva. V praktičnem delu sledi izgradnja igre ter implementacija
Nethereum knjižnice. Vsi objekti v igri so bili narejeni v Blenderju, igra je
bila sprogramirana v Unity, tehnologija verige blokov pa je bila dodana s
pomočjo knjižnice Nethereum. V diplomi se je uporabljalo tudi MetaMask







Blockchain tehnologija ali tehnologija veriženja blokov je povezan seznam
podatkovnih blokov, ki so kriptografsko zaščiteni. Idejo za tehnologijo so
najprej razvili leta 1991 v iskanju sistema, v katerem ne bi bilo mogoče
spreminjati časovnih žigov. Neuporabljena je ostala vse do 2009, ko je Satoshi
Nakamoto ustvaril prvo verigo blokov in sicer Bitcoin. Satoshi Nakamoto je
le vzdevek izumitelja, njegova prava identiteta svetu ni poznana.
2.1 Bitcoin
Najbolj uporabna značilnost verige blokov je, da ko se enkrat nekaj zapǐse
v blok, je to zelo težko spremeniti. Vsak blok je sestavljen iz podatkov,
zgoščevalne funkcije, in zgoščevalne funkcije preǰsnjega bloka. Bitcoin hrani
podatke o pošiljatelju, prejemniku in količini kovancev. Ko se blok ustvari,
se izračuna zgoščevalna funkcija, ki se spremeni kadarkoli se spremenijo po-
datki v bloku. Ker se hrani tudi zgoščevalno funkcija preǰsnjega bloka se s
tem povežejo bloki med sabo. Če se zgoščevalno funkcijo enega bloka zlorabi,
potem so vsi bloki od njega naprej neveljavni, saj nimajo prave zgoščevalne
funkcije. To še vedno ne zagotavlja popolne varnosti, saj računanje zgoščevalnih
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funkcij ni zahtevna operacija. Zato se uporabi mehanizem proof of work.
2.2 Dokazilo o delu pri Bitcoinu
Proof of work oziroma dokazilo o delu pri enem Bitcoin bloku traja približno
deset minut. Zaradi tega bi bilo zelo težko izračunati vse bloke ponovno,
kar pa je edini način, da bi prelisičili algoritem in blok sprejeli. Dokazilo
o delu deluje tako, da je potrebno za verifikacijo rešiti časovno zahteven
problem [10]. Problem mora biti enostaven za izračun na strani preverjanja,
vendar kompleksen za rudarja. Bitcoin uporablja Hashcash funkcijo, katere
glavni koncept je uporaba kriptografskih zgoščevalnih funkcij. Algoritem
je bil zasnovan za preprečevanje neželene pošte. Kriptografska zgoščevalna
funkcija, ki jo ima Bitcoin je SHA-256 s ključem dolgim 256 bitov.
Prav tako so verige blokov zaščitene tudi zaradi decentralizacije, kar po-
meni da se kopija vseh blokov hrani pri vseh sodelujočih v omrežju. Da se
ustvari nova kopija, jo morajo potrditi vsi uporabniki.
Poglavje 3
Ethereum
Idejo je leta 2013 zasnoval Vitalik Buterin, ki je želel tehnologijo verige blogov
uporabiti za več kot plačilno sredstvo. Osnovna ideja je bila, da bi decentra-
lizirane aplikacije zgradili kar na Bitcoinu, vendar so se kasneje raje odločili
za izgradnjo popolnoma novega sistema. S pomočjo ostalih ustanoviteljev
je ustvaril Ethereum. Ethereum je odprtokodna decentralizirana infrastruk-
tura, ki uporablja tehnologijo verige blokov. Njegova valuta je Ether, najbolj
zanimiva in perspektivna značilnost pa so pametne pogodbe.
Ethereum je v marsičem podoben Bitcoinu—prav tako uporablja P2P
network, dokazilo o delu, digitalno valuto, zgoščevalne funkcije. . . Glavna
razlika je njun namen. Bitcoin se uporablja predvsem kot plačilno sredstvo,
medtem ko se Ether uporablja tudi za plačilo uporabe Ethereum platforme.
Ethereum je veliko bolj prijazen uporabniku, prav tako je ustvarjen zato,
da uporabniki čim lažje sami razvijajo aplikacije. To storijo s pomočjo pa-
metnih pogodb, ki pa se izvajajo v Ethereum navideznemu stroju—EVM, ki
ga lahko uporablja vsak. Ethereum ima za razliko od Bitcoina tudi račune
in sicer račune zunanjih lastnikov ter pogodbene račune. Računi zunanjih
lastnikov—EOA so v lasti zunanjih lastnikov, ki jih nadzirajo s pomočjo




Računi imajo javne in privatne ključe. Privatni ključi so dolgi 32 naključnih
bajtov. Privatni ključi so neke vrste podpis, ki ga lahko drugi potrdijo z
našim javnim ključem in naslovom. Prav tako služijo kot geslo, saj lahko
samo s privatnim ključem dostopamo do svojega denarja. Če smo privatni
ključ izgubili, smo s tem izgubili tudi svoj Ether.
3.2 Dokazilo o delu pri Ethereumu
Pri Ethereumu se za dokazilo o delu uporablja algoritem Ethash, njegova
zgoščevalna funkcija pa je Keccak. Čas novonastalega bloka je približno 15-
30 sekund. Pri Bitcoinu je čas novonastalega bloka 10 minut. Če dva rudarja
najdeta nov blok istočasno, se veriga začasno razcepi, kar se zgodi približno
enkrat na teden. Problem ne nastane zato, ker je zelo majhna verjetnost,
da bosta spet oba dela verige našla istočasno nov blok, zato se tista, ki ga
najde, ohrani. Če bi bil čas manǰsi, bi bila verjetnost, da se bloki najdejo
istočasno, večja. Pri Ethereumu se istočasna odkritja blokov pričakujejo,
problem so rešili z GHOST(Greedy Heaviest Observed Subtree) protokolom.
Če se zgodi razcepitev, se siroto vseeno priključi verigi kot “strica.” Rudarji,
ki so narudarili strice so tudi nagrajeni.
3.3 Čas
Razlika je tudi v pridobivanju časa, ki je potreben. Pri Bitcoinu se čas
izračuna vsakih 2016 blokov in poveča ali zmanǰsa zahtevnost naslednjih blo-
kov glede na preǰsnje, tako da je čas vedno približno konstanten. Pri Ethe-
reumu se čas izračuna pri vsakem bloku, zveča ali zmanǰsa pa se na podlagi
difficulty state—ne poskuša biti konstanta [10]. Ethereum želi počasi preiti
na proof of stake oziroma dokazilo o deležu, ki je drugi način pridobivanja
blokov, ter ne potrebuje rudarjev. Težava dokazila o delu je predvsem, da za
rudarjenje porabi veliko energije.
Poglavje 4
Pametne pogodbe
Pametne pogodbe je v začetku 90tih poimenoval Nick Szabo [12]. Takra-
tni koncept je bil definiran kot “množica obljub, specificirana v digitalni
obliki, ki vsebuje protokole v katerih obe strani izvajata obljube.”. S poja-
vom tehnologije verige blokov, se je ideja pametnih pogodb razvila ne samo
na računalnǐske programe, ki delujejo kot prave digitalne pogodbe, temveč
predvsem pri Ethereumu na katerikoli računalnǐski program, ki deluje na
Ethereum mreži.
Ethereum ima dve vrsti računov. Prvi so v lasti uporabnikov, drugi pa
so pogodbeni in jih ima v lasti koda, ki jo izvaja EVM. Pogodbeni računi
nimajo privatnih ključev in nadzorujejo sami sebe po predpisanem protokolu,
ki jim ga narekuje njihova pametna pogodba. Pametne pogodbe so v bistvu
koda, oziroma računalnǐski programi, ki delujejo znotraj Ethereum omrežja.
Ko pametno pogodbo enkrat namestimo, kode ne moremo več spreminjati,
lahko pa namestimo novo različico.
Napisane so v vǐsjenivojskih jezikih, največkrat Solidityju, potem pa se
prevedejo v nižjenivojsko bajtno kodo, ki teče na EVM. Ko se prevedejo jih
namesti na Ethereum platformo s pomočjo posebne transakcije. Posebna
transakcija je transakcija, ki namesti novo pogodbo na verigi. Značilno je,
da se pošljejo na ničelni naslov. Ničelni naslov ne more pošiljati, uporabljen
je lahko samo kot cilj. Zagon pametnih pogodb sproži transakcija zunanjega
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računa. Koda v pogodbah se ne more izvajati sama ali v ozadju, potrebuje
klic. Pogodbo lahko sproži tudi druga pogodba in ustvari celotno verigo
izvajanja.
Ker pogodb ne gre spreminjati, ko so enkrat nameščene, se jih zato testira
na testnih okoljih. Lahko pa se pogodbe brǐse, ampak pod posebnimi pogoji.
Če se v pogodbo sprogramira možnost funkcije selfdestruct, se lahko pogodbo
odstrani [3]. Ko se zažene operacija selfdestruct, se izbrǐse koda in shramba
pogodbe, vendar se ne izbrǐse transakcijska zgodovina pogodbe, saj so verige
blokov nespremenljive. Pogodbe tako ni moč v celoti izbrisati ampak se jo
deaktivira. Če se Ether pošlje v deaktivirano pogodbo, je ta denar izgubljen.
Večinoma se selfdestruct uporabi pri kodah z napakami.
Ethereum je Turingovo popoln, kar pomeni, da se lahko uporabi za si-
mulacijo kateregakoli Turingovega stroja. Ethereumova lastnost, da lahko
zažene shranjen program v EVM, medtem ko bere in pǐse v spomin, ga na-
redi v Turingovo popoln sistem. Čeprav se Turingova popolnost šteje za
pozitivno lastnost, pa v Ethereum vnese vrsto zahtevnosti. Zaradi halting
problema je v verigah blokov lahko še posebej nevarna. Halting problem
pomeni, da se ne da ugotoviti, če se bo program nekoč iztekel do konca.
Pametna pogodba je lahko ustvarjena tako, da teče v neskončno, ko jo hoče
vozlǐsče priznati. Da se to ne bi zgodilo, Ethereum uporablja gas(plin). Gas
se lahko kupi samo z Ethrom, pa še to samo v kontekstu transakcije. Za
vsako pogodbo je potreben izračun zahtevnosti izvajanja, na podlagi tega pa
se potem izračuna koliko gasa se bo potrebovalo, da se izvede do konca. Če
gasa zmanjka, EVM zaključi z izvajanjem pametne pogodbe. S tem prepreči,
da bi tekle v neskončnost.
4.1 Uporaba in prednosti pametnih pogodb
Ljudje perspektivo v pametnih pogodbah vidijo na različnih področjih. Ve-
liko se jih za njih zanima v finančnem svetu, saj pametne pogodbe izločijo
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Slika 4.1: Zgodovina cene transakcij na omrežju Ethereum.
vmesnega posrednika, prav tako določijo seznam if-then pravil, ki se izvedejo
samo, če se jih držijo vse strani. Pogodb ne gre spreminjati, prav tako so od-
porne proti izrabi in vdorom, saj so shranjene na verigi blokov. Ta lastnost
je zelo zanimiva za volitve, kajti čeprav glasovanje volitev velja za varno,
to načeloma ni, kar prikazujejo razni škandali po svetu. Z glasovanjem na
verigi blokov, za katerega trenutno še ne obstaja tehnologija, ki bi ga lahko
ogoljufala, bi nedvoumno dosegli pravične, realne in transparente rezultate.
Prav tako bi se lahko glasovalo od doma, kar bi potencialno lahko pripravilo
veliko več ljudi do oddaje glasu.
Pametne pogodbe bi se lahko uporabile tudi v zdravstvu. Podatke bi
zakodirali in jih shranili na verigo blokov. Dostop bi uredili s privatnim
ključem, ki bi dal vpogled v kartoteke le ljudem s posebnimi dovoljenji. Tako
bi podatke imeli na enem mestu, ne bi jih mogli izgubiti, med osebnim zdrav-
nikom in zdravniki specialisti pa bi komunikacija potekala hitreje. Porodila
se je tudi ideja, da bi lahko informacije o poškodbah avtomatsko poslali do
zavarovalnic.
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Veliko škandalov in problemov z varovanjem osebnih podatkov pa se po-
javlja tudi na socialnih omrežjih. Osebni podatki so bili velikokrat varnostno
ogroženi, podjetja so jih tudi prodajala. Prav tako jih uporabljajo za prila-
goditev oglasov s katerimi nas praktično bombardirajo povsod na internetu.
Z decentraliziranimi socialnimi omrežji se lahko potencialno prepreči izrabo
osebnih podatkov.
Pametne pogodbe bi lahko uredile finance tudi na umetnǐskem področju,
predvsem v glasbeni industriji. Od 43 bilijonov dolarjev, ki jih amerǐska
glasbena industrija zasluži na leto, ustvarjalci dobijo povprečno le 12 odstot-
kov [15]. Če bi izvajalci glasbo prodajali s pametnimi pogodbami, bi lahko
pametna pogodba procentualni dobiček med ustvarjalci, avtorji, producenti
in založbo razdelila takoj. Tudi v literarni industriji se zaslužki izplačujejo
dvakrat letno in povsem ne transparentno [5].
Veliko ne transparentnosti in posledično nezaupanja se dogaja tudi med
dobrodelnimi organizacijami. Ker se funkcije v pametnih pogodbah izvedejo
le, če so izpolnjeni pogoji za njih, se lahko napǐse zahtevek kdaj je denar
poslan, prav tako lahko dobrodelnik na verigi blokov sledi kam ta denar gre.
Čeprav je nastalo veliko idej in projektov, ki jih skušajo realizirati, je teh-
nologija še vedno v povojih. Najbolj uporabna je trenutno za ICO-je(Initial
Coin Offering), z izdajo žetonov, s katerimi start-upi zbirajo finančna sred-
stva. Ethereum ima pravila, ki določajo kaj vse mora upoštevati žeton, da
velja za ERC20 standard. Ethereum žetoni se imenujejo ERC20 tokens in
služijo za množično financiranje projektov.
4.2 Napadi in pomanjkljivosti pametnih po-
godb
Kljub vsem prednostim, ki jih pametne pogodbe prinesejo, pa imajo tudi
veliko pomanjkljivosti. Programski jeziki in tehnologija je še precej nova,
zato se razvijalci včasih srečujejo s problemi [8]. Pametne pogodbe na verigi
blokov so vidne vsem uporabnikom. Tako lahko ljudje, ki napake ter pomanj-
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kljivosti v kodi opazijo, hitro izrabijo. Skozi leta uporabe so postale večje
ranljivosti znane in se na njih opozarja, nastajajo pa predvsem zaradi tega,
ker zna biti Solidity včasih proti intuitiven za programerje. Tako pride do
napak, ki pa včasih vodijo v nepredvidljive scenarije. Nekaj takšnih znanih
ranljivosti so: Klici v neznano, izjeme(napake pri klicu funkcij), pošiljanje
brez gas-a, ponoven vstop v pogodbo(napadalec lahko ponovno skače v funk-
cijo preden se ta konča).
DAO je decentralizirana avtonomna organizacija. Najslavneǰsi DAO na-
pad pa se je zgodil aprila 2016, ko je ekipa(ki je ustvarila tudi nemški start-up
slock.it), začela z zbiranjem denarja za svoj projekt [6]. Do sredine maja je
projekt zbral več kot 100 milijonov dolarjev, do konca zbiranja pa se je zbralo
več kot 150 milijonov dolarjev in se s tem zapisalo v zgodovino kot največji
“crowdfunding” v zgodovini. Počasi je iz računa začel odtekati ves denar, ki
so ga zbrali. Napadalcu je uspelo izmakniti 3.6 milijona dolarjev v “otroka
DAO”, pogodbo z enako strukturo. Celotno omrežje se je po premisleku
nato odločilo, da bodo izvedli Hard Fork(razcepitev), kar pomeni, da so pre-
pisali preteklost dogajanja na verigi in preprečili krajo denarja. Tako se je
Ethereum razdelil na nov Ethereum in stari Ethereum Classic. Večina upo-
rabnikov se je prestavila na novo verigo blokov, vendar so nekateri vseeno
obdržali Ethereum Classic [9].
Tehnologija verige blokov je varna in odporna na vdore predvsem zato,
ker je zaščitena s strani vseh uporabnikov. Če bi želeli spreminjati podatke
na blokih, bi potrebovali vsaj 51% računske moči uporabnikov. To se je zdelo
veliko ljudem nemogoče, saj imajo popularne kriptovalute kot so Ethereum
in Bitcoin ogromna omrežja in veliko vrednost. Pa vendar so se 2018 začeli
pojavljati napadi na manǰse kriptovalute pri katerih ni bilo nemogoče zavzeti
51% omrežja. Januarja 2019 je uspelo napadalcem zavzeti 51% računske
moči Ethereum Classic in izvesti napad dvojne porabe. Napad dvojne po-
rabe pomeni recimo, da kupec kupi izdelek in ga plača. Kupec dobi izdelek,
prodajalec pa denar. Z napadom dvojne porabe lahko, ko kupec dobi iz-




Čeprav bi lahko za programiranje pametnih pogodb uporabili katerikoli jezik,
bi moral biti ta jezik kompatibilen z EVM. Zato je bilo lažje ustvariti nov je-
zik. Ethereum ima več jezikov s katerimi se lahko pǐse pametne pogodbe, kot
so: Solidity, LLL, Serpent, Vyper, Bamboo. Od vseh je daleč najbolj pogost
Solidity. Idejo za jezik je leta 2014 podal Gavin Wood, razvil pa ga je Chri-
stian Reitwiessner s svojo ekipo. Solidity je Turing-popoln vǐsjenivojski pro-
gramski jezik, ki se uporablja za programiranje pametnih pogodb na EVM.





Blender je odprtokodni 3D program, ki se v diplomski nalogi uporablja za
izdelavo objektov v igri. Blender ni plačljiv ter z njim lahko ustvarja kdor-
koli. Ne uporablja se samo za igre temveč tudi za filme, animirane filme,
posebne efekte, animacije, ter 3D modele. V diplomski nalogi se uporablja
predvsem za modeliranje. Modele se lahko ustvarja na različne načine. Če
smo bolj artistično naravnani in spretni, jih lahko spreminjamo s pomočjo
orodij, oblikujemo kot glino z rokami. Za začetnike pa je veliko lažje, če
se modelira s pomočjo osnovnih 3D objektov kot so kocke, krogle, torusi. . .
Objekt se razdeli na dele ter se vsakemu izmed njih poǐsče podoben osnovni
objekt. Vsak posamezen objekt se nato spreminja do željene oblike. Vse to
se počne z vozlǐsči in povezavami med njimi. Šele ko so vsi deli narejeni, se
jih združi v celoto.
5.1.1 Scena
Scena vsebuje več različnih objektov, in sicer:





—tri jajca, ki imajo vsaka svojo kapo različne barve,
—ter gnezdo sestavljeno iz 660 majhnih kamenčkov različnih barv odtenka
sive.
Slika 5.1: Scena v Blenderju.
Snežne gore so pobarvane z belo barvo, ustvarjene so bile tako, da se je
obrezala navadna plošča. Potem se je navadno 2D ploščo spremenilo v 3D
objekt, tako da se je podvojilo vozlǐsča ter jih raztegnilo po z-osi. Tanǰse
snežne plošče ter ledena plošča, so ostale tanke, tako da imajo samo en
nivo plasti lomljenja. Velike gore imajo po štiri, pet nivojev. Prav tako so
spodaj širše kot zgoraj. Led je pobarvan s svetlo modro barvo, voda pa za
kontrast s temno modro. Jajca so bela in ker niso izstopala, so dobile barvne
kape—rdečo, zeleno in rumeno, ki jih potem, ko junak zmaga, nosijo tudi
majhni pingvini, ki pridejo iz jajc. Kape so sestavljene iz torusa, stožca ter
krogle. Pingvinova gnezda so sestavljena iz majhnih kamenčkov. Gnezdo
se je gradilo tako, da se je podvojilo majhen kamenček, ki se mu je nato
spreminjala rotacija in položaj. Tako je nastalo nekaj različnih kupov, ki
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potem skupaj tvorijo gnezdo. Na koncu se je izbralo vse kamenčke ter po
njihovi skupini naključno določilo odtenke od bele do črne barve.
5.1.2 Pingvin in animacija
Slika 5.2: Pingvin v Blenderju.
Glavni junak igre je pingvin. Njegovo telo je krogla, razširjena po dolžini,
da dobi jajčasto obliko. Roki sta nastali z razpotegnjenimi vozlǐsči, noge se je
dodalo posebej. Noge so sestavljene iz kocke, najprej spremenjene v kvader
potem pa se je ven razpotegnilo še prste v trikotni obliki. Tudi rep ter kljun
sta bila narejena z razpotegnjenimi vozlǐsči. Celotno pingvinovo telo je obar-
vano črno, razen trebuha, ki je bel, ter nog in kljuna, ki sta oranžna. Zunanji
svetlo moder del oči je nastal iz navadnega 2D kroga, črne pike na sredini pa
iz majhnih 3D krogel. Pingvin ima tudi kapo—sestavljeno iz torusa, stožca
in krogle, vendar je za razliko od majhnih pingvinov njegova kapa različne
barve na vsakem novem nivoju vozlǐsč. Barve, ki se spreminjajo po nivojih
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vozlǐsč so tako vijolična, rdeča, zelena, rumena, ter modra.
Pingvin ima tudi dve različni animaciji narejeni v Blenderju in uvoženi v
Unity. Prva animacija je hoja, druga pa premiki rok ob metanju kep. Objekt
se v Blenderju animira tako, da se najprej dodajo kosti ter uteži na okončine,
ki se premikajo. Ko postavitev kosti in premiki delujejo naravno, se premakne
na Timeline. V Timeline se čas nastavi na 0 ter se shrani začetno postavitev
junaka. Nato se čas prevrti naprej, junaka s pomočjo kosti prestavi v drug
položaj, ter ponovno shrani postavitev. Če je vse nastavljeno pravilno, bo
Blender sam izračunal kako se morajo kosti premakniti iz enega položaja
v naslednjega. Animacija hoja vsebuje pet različnih položajev, animacija
premikanje rok pa šest.
5.1.3 Sovražnik
Glavni sovražnik igre je mrož. Njegovo telo sestavljata dva stožca povezana
v kroglo. En stožec se konča z repom, ki se razcepi v dve plavuti. Drug
stožec pa se konča s kroglo, ki predstavlja glavo. Plavut je narejena posebej
in se je dodala na obe strani sprednjega telesa ter rep. Rotacija, velikost in
položaj so pri vseh štirih plavutih različne vendar so v resnici isti objekt.
Oči so narejene iz dveh večjih belih krogel ter dveh manǰsih črnih, smrček
so črno pobarvana vozlǐsča v obliki trikotnika, čeljust pa se je naredila iz
razpotegnitve vozlǐsč iz glave. Prav tako ima mrož tudi čekane, ki so se
naredili po podobnemu sistemu kot pingvinovo gnezdo. Najprej se je posebej
in ročno z vsakim zobom različno rotiranim napolnila ena stran čeljusti,
nato se je vse zobe izbralo, podvojilo, rotiralo ter premaknilo na drugo stran
čeljusti. Ker zgornja in spodnja čeljust nista enako veliki, je bilo postopek
polnitve prve strani zgornje čeljusti potrebno narediti znova zob po zob.
Mrož ima tudi jezik, vendar ker se v čeljust ne vidi, notranjost čeljusti ni
prebarvana iz sive. Mroževo telo je obarvano sivo, zobje in zunanji del oči je
bel, smrček ter notranji deli oči pa so črni. Ker je mrož večino v vodi, se ni
zdelo smiselno, da se animira, zato skozi igro ostaja v isti postavitvi telesa.
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Slika 5.3: Sovražnik mrož v Blenderju.
5.2 Unity
Unity je program s pomočjo katerega ustvarjamo 2D in 3D igre. Podpira
izdelavo iger na različnih operacijskih sistemih, računalnikih, mobilnih na-
pravah ter konzolah. Čeprav je bilo v njem izdelanih že veliko popularnih
iger, je še vedno najbolj privlačen za Indie razvijalce, saj je plačljiv le v
primeru, da na leto zaslužǐs več kot 100.000 dolarjev. Unity uporablja C#.
Skripte se priključijo na objekte v igri.
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5.2.1 Potek igre
Slika 5.4: Igra v teku.
Glavni junak igre je očka pingvin, ki ščiti svoje gnezdo s tremi jajci.
Njegovo snežno goro ogroža lačni mrož, ki želi pojesti njegova jajca preden
se izvalijo. Ko pingvinčki prikukajo na plan so že dovolj hitri, da jih mrož
več ne more uloviti ter odide v iskanju drugega plena. Očka pingvin mora
zato zadržati mroža dovolj dolgo, da se njegovi otroci izvalijo. Mroža odriva
stran z metanjem snežnih kep, z vsakim zadetkom mroža premakne nazaj, z
vsako zamujeno kepo pa je mrož bližje gnezdu.
5.2.2 Grafični vmesnik
Grafični vmesnik je preprost. Vsebuje naslov igre—veliki svetlo modri napis
PINGUN, ter meni s Play in Quit. Gumba Play in Quit sta napisana z belo
ter obrobljena s črno, če se z mǐsko pomakne na njiju ali se ju izbere, se
celoten gumb obarva s temno modro. Prav tako je na desnem vrhu zaslona
ves čas števec, ki odšteva sekunde do rojstva malih pingvinov. Igre je konec,
če mrož pride do jajc—v tem primeru se čas ustavi, ter se na zaslonu z
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velikimi rdečimi črkami izpǐse GAME OVER. Igre je konec tudi, če pingvinu
uspe ubraniti gnezdo—v tem primeru se mrož obrne in odide stran, iz jajčk
pa skočijo trije mahni pingvini z barvnimi kapami, ki veselo skačejo v zrak.
Ko se scena izvede, se ustavi čas ter na zaslon z velikimi zelenimi črkami
izpǐse ZMAGA!
Slika 5.5: Play meni.
5.2.3 Voda
Voda, morska pena ter valovi so ustvarjeni v Unityju in sicer s Shader
Graphom. Shader Graph je orodje, ki v Unity pomaga spreminjati objekte
brez programiranja. Spremembe se lahko vidi v realnem času. S tem orodjem
so želeli narediti izdelovanje senčilnikov lažje za razvijalce iger.
Voda je narejena iz večih delov. V PBR Masterju je več vhodnih kom-
ponent s katerimi se lahko spreminja oblika, barva, postavitev. . . Barva ter
morska pena se določata pod albedo ali koeficient odbojnosti. Vzorec pene se
dobi s pomočjo Voronojevega diagrama. Voronojev diagram razdeli ravnino
na celice in ker se lahko spreminja pogostost oziroma velikost celic, se tako
dolgo spreminja nastavitve, da nastane oblika pene. Nato se s pomočjo časa
celice začnejo premikati. Tako se dobi izgled morske pene. Valovi pa niso
samo na površini, temveč se ravnina vode dejansko premika. Postopek je
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podoben peni, le da se tokrat spreminja drugo komponento in sicer premike
na y-osi. V PBR Masterju se izhod nastavi na Vertex Position.
5.2.4 Sneg
V igri tudi sneži. Sneg se ustvari s pomočjo sistema delcev—Particle System
v Unityju. Sistem delcev poda škatlo iz katere prihajajo delci. Iz nastavitev
se nato določi njihova usmeritev, hitrost, velikost, izgled, kaj se zgodi, ko
pridejo v stik z drugimi objekti, pogostost. . . Ker so snežinke zelo majhne,
se je za obliko uporabil kar štirikotnik, ker večina padajo na vodo in led pa
ob stiku z objekti izginejo.
Slika 5.6: Sistem delcev, ki predstavlja sneg in njegove nastavitve.
5.2.5 Skripte
Premikanje pingvina
Pingvin se premika s pomočjo puščic na tipkovnici. S premiki je povezana
tudi animacija in sicer, ko se premika naprej, nazaj, levo in desno, se sproži
animacija hoja. Sprogramirano je tako, da ima vsaka animacija spremen-
ljivko pogoj, ki ima različne vrednosti. Na podlagi teh vrednosti se potem
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sproži ali prekine. Ob premiku tipk C in V se pingvin rotira v levo in desno.
Ker pingvin rad pada, ga tipka K vrne v začetno pozicijo. Prav tako pingvin
ob pritisku tipke Space tudi skače.










transform.Rotate(Vector3.up * 50 * Time.deltaTime);
}
if (Input.GetKey(KeyCode.C)){





Ob vsakem pritisku tipke L, se sproži animacija za met kepe, za vsak premik
roke pa se istočasno izstreli kepa. Usklajevanje animacije in sprožitve kepe
se je rešilo z uporabo metode WaitForSecondsRealtime. Prav tako se je kepi
dodala sila, ki je ob stiku z mrožem, odrinila mroža stran. Kepe ob stiku z
vodo ali ledom izginejo.
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Slika 5.7: Roka v poziciji animacije meta, izstreljene kepe ter odbiti mrož.
Premikanje sovražnika
Mrož se od vsega začetka pomika proti jajcem. Jajca imajo oznako “Player”
in dokler je števec večji od 0, je mroževa smer določena proti Playerju. Ko
števec postane 0, se mrož usmeri proti objektu z oznako Finish. Prav tako
se v igri ustavi čas, ko mrož objekt doseže.
Števec
Skripta za števec šteje čas, ga izpisuje, vezana pa je tudi na prikaz napisa
zmage.
Majhni pingvini in jajca
Če je zmaga==true, potem jajca izginejo. Na njihovem mestu se prikažejo
trije mali pingvini z barvnimi kapami, ki neodvisno drug od drugega poska-
kujejo.
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Slika 5.8: Jajca, gnezdo in pingvini v končni obliki v Unity. Za večji kontrast
smo spremenili barve.
Kamera
Kamera je otrok scene ter sledi pingvinovim premikom. Ni vezana na ping-
vina, saj pingvin velikokrat pade v vodo, kjer ga obrača in bi igralec kaj hitro
izgubil orientacijo.
Scena
V igri sta dve sceni in sicer grafični vmesnik ter scena s pingvinom in snežnimi
gorami. Ko se v igri pritisne gumb Play, se naloži igralna scena.
V nadaljevanju je prikazana implementacija Nethereum knjižnice v Unity
in nekaj možnosti, ki jih s tem pridobimo.
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Slika 5.9: Jajca in gnezdo v začetni obliki v Blenderju.
5.3 Nethereum
Nethereum je odprtokodna .NET integracijska knjižnica za tehnologijo verige
blokov. Prav tako je integrirana z Unity in se uporablja pri razvoju iger
na verigi blokov narejenih z Unity. Pri uvozu knjižnice je nastalo veliko
problemov, saj različni vtičniki uporabljajo enake reference. Tako se mora
v Unity odstraniti TextMeshPro in Unity Collaborate, da se program sploh
lahko zažene.
Napaka, ki se jo reši s pomočjo brisanja vtičnikov, ki vsebujejo iste refe-
rence:
Error CS0433 The type ’Task’ exists in both System.Threading and mscor-
lib




MetaMask je vtičnik, ki našemu brskalniku omogoča interakcijo z Ethereum
vozlǐsči. MetaMask deluje s Chromom, Firefoxom ter Opero, Safari žal pod-
pore še nima.
Slika 5.10: MetaMask.
Izdelava denarnice je preprosta. Izbere se geslo, potem se dobi skrivno
varnostno frazo, s potrditvijo le te pa se dodeli naslov in privatni ključ.
Ustvari se še dodaten račun za igralca in priključitev na Ropsten testno
omrežje.
5.3.2 Ropsten
Ropsten je testno omrežje na katerem se lahko v varnem okolju brez posledic
testira pogodbe. Problem pametnih pogodb je, da jih po namestitvi na
omrežje ne gre več spreminjati, prav tako je za vsako transakcijo potrebno
plačilo. V Ropsten omrežju se zato prosi faucet za lažni Ether s katerim se
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potem plačuje v testnem omrežju. Na račun igrice je bil na začetku naložen
1 Ether, na igralčevega pa dva. Takratna vrednost enega Ether kovanca se
je gibala okrog 300 dolarjev, cena transakcije pa je bila 2 dolarja.
5.3.3 Infura
Slika 5.11: Infura.
Infura se potrebuje za povezavo do vozlǐsč. Začetne verzije primerov na
spletu so bile velikokrat narejene še, ko prijava v Infuro ni bila potrebna, če se
v url napǐse samo https://ropsten.infura.io, se pojavi napaka 403 Forbidden.
Zato se je v Infuro potrebno prijaviti in ustvariti nov projekt, katerega url se




Ko se izvedejo vsi preǰsni koraki in se ustvari denarnica, računi, Infura projekt
ter se vse poveže na Ropsten omrežje, se v našem Unity projektu ustvari nova
C# skripta.
Funkcija, ki pove znesek na računu.
Kliče se v funkciji Start, kot prvi argument pa je podan naslov računa.
V naslednjem koraku se določi url v EthGetBalanceUnityRequest, ki se ga
dobi iz uvožene Nethereum knjižnice. Iz nje se pokliče metoda SendRe-
quest(). Vse kar preostane je, da se na dobljeni vrednosti izvede Nethe-
reum.Util.UnitConversion, ki pretvori iz Wei v Ether.
Zelo podobno se lahko prenese kovance. EthTransferUnityRequest omogoči
klic funkcije TransferEther, ki pod argumente zahteva naslov prejemnika,
količino poslanega denarja ter plin.
To je le eden izmed načinov kako plačati igro. Enako bi bilo, če bi se
naredila pametna pogodba, ki bi izvršila plačilo ob klicu v Unity.
Prva funkcija, ki jo taka pogodba potrebuje je
function nalozi() external payable {},
ki omogoči, da se prejme denar. Brez payable v zunanjem delu pogodba ne
bo sprejemala Ethra.
Za pošiljanje pa se potrebuje funkcija
function posljiEther(address payable prejemnik) external
{prejemnik.transfer(100);},
ki omogoči, da se denar pošlje. Tukaj mora biti payable med argumenti, saj
tako damo vedeti, da bomo na ta naslov poslali sredstva.
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Modeliranje in animacija v Blenderju sta se na začetku zdeli težki, pa ven-
dar sta se izkazali za najlažji del diplomske naloge. Na spletu obstaja veliko
primerov, Blender sam pa je naravnan tako, da je čim lažji za uporabnike,
ki niso slikarsko nadarjeni. Tudi Unity del ni predstavljal večjih težav. Za-
nimivo je bilo uporabiti Shader Graph, ki je eden izmed bolǰsih novih Unity
dodatkov. Senčilnike se tako lahko gradi vizualno in brez programiranja,
s tem je izdelava postala dostopneǰsa širši populaciji. Večje težave pa je
povzročala implementacija Ethereuma, saj je skoraj na vsaki točki izdelave
nastala napaka, ki ni bila zavedena nikjer na spletu. Prav tako je bilo pri-
merov implementacij zelo malo in večina teh zastarela. Problem je nastal
že pri dodajanju knjižnice Nethereum, saj je uporabljala identično metodo
kot drug vtičnik v Unity. Prav tako se knjižnica ves čas posodablja, zato
je potrebno paziti katero verzijo se doda ter katera koda ji potem ustreza.
To lahko pomeni kakšno majhno spremembo pri pretvorbi Wei v Ether ali
pa ogromne spremembe pri klicu glavnih in najbolj pomembnih funkcij. Ko
se enkrat znamo orientirati v Nethereum knjižnici in prebrodimo vse na-
pake, postane uporaba lažja, vendar to ne spremeni dejstva, da je pot do
tja trnova in polna napak za katere nimamo nobenega konteksta, še manj
razumevanja, za rešitev pa nobene literature, vse moramo ugotoviti sami.
Implementacija tehnologije verige blokov zato nemalokrat pomeni tavanje v
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temi, napake, ki bi nam drugače vzele par minut pa se tako spremenijo v več
urno raziskavo ter preizkušanje raznih rešitev. Prav tako lahko mimogrede
in nevede naredimo ranljivo pogodbo, ki je vidna vsem na omrežju in je ne
moremo spremeniti. Cene transakcij so v času izdelovanja diplome zrasle v
nebo, prav tako čas transakcij ni ravno takoǰsen, ta dva problema zelo ome-
jujeta integracijo tehnologije blokov v popularne igre, v bistvu bi integracija
zaradi ogromne količine transakcij še poslabšala situacijo. Kljub temu da
je tehnologija definitivno uporabna ter perspektivna tudi na področju iger,
bo zato verjetno potrebno še kar nekaj časa, ter predanih razvijalcev, da bo
implementacija dovolj dobra, hitra in poceni za širšo uporabo.
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